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Abstrakt
Tato bakalárˇská práce pojednává o Umeˇlé Inteligenci ve real-time strategických hrách
a její následné implementaci do hry StarCraft: Broodwar. Pro vytvorˇení Umeˇlé Inteli-
gence byly použity algoritmy Minmax, Hierarchical Tasks Networks a další. Na základeˇ
tohoto byla vytvorˇena samostatneˇ fungující Umeˇlá Inteligence s vlastním Micro a Ma-
cromanagementem. Tato práce by meˇla sloužit jako možný nástin pro všechny zájemce o
tvorbu Umeˇlé Inteligence ve hrách.
Klícˇová slova: bakalárˇská práce, Umeˇlá Inteligence, StarCraft: Broodwar, hry, Minmax,
Hierarchical Tasks networks, real-time strategie
Abstract
This bachelor project deals about Artificial Inteligence in real-time strategy games and
its implementation into the game StarCraft: Broodwar. To creation of Artificial Inteligence
were used algorithms like Minmax, Hierarchical Task Networks etc. Bases on this there
was created fully functional Artificial Inteligence with its own Micro and Macromanage-
ment. This bachelor project can be used as potentional beginning place for those, who are
interested in Artificial Inteligence in games.
Keywords: bachelor project, Artificial Inteligence, StarCraft: Broodwar, games, Minmax,
Hierarchical Tasks networks, real-time strategy
Seznam použitých zkratek a symbolu˚
1vs1 – 1 versus 1 - typ bitvy, kdy proti sobeˇ stojí dva oponenti
AI – angl. Artificial Inteligence( cˇesky UI- Umeˇlá Inteligence)
API – Application Programming Interface - rozhraní pro programo-
vání aplikací. Obsahuje sbírky procedur, které mu˚že progra-
mátor využívat.
BWAPI – API zprostrˇedkující metody pro vytvárˇení a upravování AI ro-
botu˚ pro hru StarCraft: Brood War
FPS – Frame Per Second( pocˇet obrázku˚ vykreslených na monitor za
sekundu).
HP – angl. Hit Points (reprezentace života danné jednotky v cˇísle
nebo procentech)
PSI – ve smyslu hry StarCraft psionická energie(nadprˇirozená ener-
gie z vesmíru˚ dovolující používat speciální schopnosti, cˇi ver-
bovat jednotky za rasu Protoss)
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51 Úvod
Tato bakalárˇská práce pojednává o Umeˇlé Inteligenci a její následné implementace do
video hry Starcraft. Umeˇlá Inteligence je v dnešním sveˇteˇ takrˇka na každém rohu. At’ už
se jedná o domácnost, kde ji mu˚žeme najít v mycˇkách na nádobí, pracˇkách, vysavacˇích cˇi
inteligentních sekacˇkách. Umeˇlá inteligence se také nachází v dopraveˇ, kdy vu˚z je rˇízen
pouze pocˇítacˇoveˇ ( Google apod.), pomáhá prˇi sestavování profilu pachatele trestného
cˇinu, cˇi je nápomocná prˇi studiu studentu˚m. Složiteˇjší Umeˇlá Inteligence se také nachází v
robotice, kde v poslední dobeˇ zaznamenala velkého pokroku ( inteligentní roboti, sestava
dronu˚ apod.). V neposlední rˇadeˇ se Umeˇlá Inteligence aplikuje na video hry, kde je také
pro její vývoj a testování ideální prostrˇedí.
V prˇedchozím odstavci jsem napsal, kde se Umeˇlá Inteligence neboli AI vyskytuje.
Avšak co to vlastneˇ je AI? AI je veˇdní obor zabývající se vytvárˇením stroju˚ nebo pro-
gramu˚, které rˇeší u˚koly podobným zpu˚sobem jako lidé. Jelikož se tato práce zabývá AI
ve hrách, pak je na snadeˇ uvést prˇíklad z tohoto odveˇtví. Prˇedstavme si na chvíli, že hra-
jeme strˇedoveˇkou hru. V této hrˇe ovládáme postavu kovárˇe, který musí ukout neˇkolik
mecˇu˚ pro svého pána. Když ukujeme mecˇe a odneseme je k pánovi, tak od neˇj dosta-
neme další úkol. Po zadání úkolu se pán zvedne a vyráží spát do svého lože, nebo vyráží
na nocˇní lov. Jakým zpu˚sobem se pán rozhodl jít na lov, nebo do lože, když jej neovládá
žádný cˇloveˇk? Ano prˇesneˇ tak, jeho AI o tom na základeˇ jeho zdravotního stavu, aktuál-
ního rozpoložení a denní doby rozhodla. Dalším prˇíkladem mu˚že být deˇlník, který sbírá
minerály potrˇebné pro stavbu jednotek a budov. Když prˇi sbeˇru minerál dojde, jakým
zpu˚sobem se tento deˇlník rozhodne, zu˚stane stát, nebo vyhledá jiné nalezišteˇ daných
minerálu˚ v oblasti?
Tato práce by meˇla osveˇtlit základní pojmy Umeˇlé Inteligence spolu s jejich složiteˇj-
šími prvky použitelnými ve strategických hrách jako takových.
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RTS hry, na které je soustrˇedeˇna tato práce, jsou jedním ze subžánru strategických her,
dalším takovým jsou tahové strategie. U RTS her se jedná veˇtšinou o vojenskou cˇi stavi-
telskou simulaci prˇi níž hrácˇ ovládá více jednotek a budov v reálném cˇase. Na pocˇátku
hry hrácˇ dostane urcˇitý pocˇet jednotek a budov nutných pro další rozvoj a je na neˇm,
aby za co nejkratší dobu nateˇžil dostatek materiálu˚, postavil budovy a armádu a vyra-
zil do útoku na neprˇítele. Toto všechno se odehrává prˇi konstatních 24 FPS( Starcraft),
kde hrácˇ musí prˇideˇlit jednotkám co nejvíce prˇíkazu˚, které za tuto dobu stihne. Hra se
odehrává na generované mapeˇ, na níž jsou veˇtšinou aplikované zákonitosti z reálného
sveˇta jako krytí za prˇekážkami ( StarCraft), zpomalení jednotek prˇi pru˚chodu ru˚zným
terénem jako je voda( Original War), neschopnost vyjet prˇíkré svahy pro lehké tanky(
Original War), veˇtší dohled a prˇesneˇjší strˇelba pro jednotky stojící na vyvýšeném místeˇ
oproti jednotkám stojícím nížeˇ(Starcraft, Original War, Rome 2 Total War) apod. Díky
teˇmto zákonitostem se hra stává variabilneˇjší a poskytuje mnoho možností jak vyhrát s
menším pocˇtem jednotek, které by bez teˇchto zákonitostí nemeˇly šanci na prˇežití. Každá
mapa také obsahuje místa strategického významu, kde se vyskytují suroviny pro teˇžbu(
StarCraft, Stronghold), choke pointy- tedy zu˚žená místa, mezi oblastmi na mapeˇ a další.
Viditelnost na mapeˇ je veˇtšinou limitována, kdy neprobádané oblasti jsou pokryty nepro-
pustnou mlhou( StarCraft, Original War..), prˇes kterou nelze videˇt ani terén. Jakmile jsou
jednou tyto oblasti prozkoumány libovolnou jednotkou, tak se terén zviditelní, avšak po-
kud jednotka oblast opustí, pak nelze videˇt to, co se na daném místeˇ deˇje. Každá jednotka
má okolo sebe rádius dohledu, v kterém vidí to co se deˇje aktuálneˇ na daném místeˇ. Ná-
sledující výcˇet RTS her ukazuje jejich hlavní rysy
• DUNE II - hra je považována jako pru˚kopník RTS her, kde hrácˇ v reálném cˇase mu˚že
najednou ovládat pouze jednu jednotku. Hra se docˇkala prˇepracování v podobeˇ
DUNE 2000.
• StarCraft - ve hrˇe se objevují neviditelné jednotky, které lze odhalit pouze jednot-
kami s scanovacími funkcemi. Hra také obsahuje speciální jednotky - Hrdiny. Hrdi-
nové mají lepší schopnosti, než klasické jednotky, jsou také použiti pro prohloubení
herního zážitku prˇidáním sekvencí videí podporujících deˇj.
• Warcraft 3 - hrdinové mají speciální schopnosti jako lécˇení cˇi požehnání pro zvýšení
obrany a útoku
• Original War - cˇeská RTS. Ve hrˇe se vyskytují pouze jednotky - Hrdinové, kdy každý
hrdina má generované vlastnosti, které si pru˚beˇhem hraní vylepšuje a tak se stává
silneˇjším v ru˚zných odveˇtvích jako vojenství, mechanika, výzkum cˇi stavebnictví.
Pokud hrdina zemrˇe, pak je nenávratneˇ ztracen. Všem hrdinu˚m dominuje hlavní
postava, prˇi jejíž smrti hra koncˇí.
• Rome 2 Total War - Strategická hra kombinující vlastnosti tahové startegie pro glo-
bální mapu, kde hrácˇ reprezentující staroveˇký stát má na starosti obchodní a státní
záležitosti mezi ním a sousedními státy a RTS pro bojové zóny, kde hrácˇ v reálném
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cˇase ovládá skupiny svých jednotek a generála proti neprˇátelské armádeˇ. Všem jed-
notkám ve hrˇe jsou prˇideˇleny specifické promeˇnné vlastnosti meˇnící se v závislosti
na pru˚beˇhu bitvy jako je vycˇerpání, nebo morálka stoupající nebo klesající podle
úrovneˇ jednotek, pomeˇru jednotek mezi neprˇátelskými jednotkami a vlastními, vy-
cˇerpáním cˇi smrti jednoho z generálu˚.
83 Hra StarCraft: Brood War
Hra StarCraft: Brood War je Real Time Strategy (neboli RTS) rozšírˇení základní hry Star-
Craft. Byla vytvorˇena spolecˇností Blizzard Entertainment ve spolupráci s Saffire Enter-
tainment. Ve hrˇe spolu souperˇí trˇi rasy Protoss, Terran a Zerg o celkovou nadvládu nad
mapou.
3.0.1 Herní mechanismus
Jakožto RTS hraje hrácˇ úlohu vrchního velitele dané rasy, za kterou aktuálneˇ hraje. Staví
základny, verbuje armádu a vylepšuje jednotky. Omezením pro hrácˇe v dané situaci je
dostatek minerálu˚ (slouží pro stavbu veˇtšiny budov a jednotek), plynu (je potrˇeba pro
vylepšení jednotek, stavbu neˇkterých budov a jednotek) a supply bodu˚ ( dá se prezento-
vat jako dostatek místa pro ubytování armady, každá rasa má jiné pojmenování).
Herní mapa je rozdeˇlena na menší lokality od sebe oddeˇleny úzkými prˇechody (choke
pointy), ve kterých se všechny postupující jednotky zpomalí ( za urcˇitý cˇas je možné jen
pro neˇkolik jednotek projít chokepointem). Mapa dále využívá prˇírodních prˇekážek jako
jsou hory nebo morˇe pro oddeˇlení jednotlivých hrácˇu˚ a vyvíšená území, z nichž strˇílející
jednotky útocˇící na jednotky položené níže mají veˇtší šanci na zásah.
3.0.2 Rasa: Terran
Rasa Terran je lidská rasa s pru˚meˇrnými jednotkami. To z ní cˇiní dobrˇe adaptovatelnou
rasu na jakoukoliv strategii. Má vylepšenou obranu budov, obrané bunkry a silné tanky,
které mají dva módy pro aktuální situaci.
Výhody rasy Terran:
• pru˚meˇrná cena jednotek
• budovy mohou být postaveny kdekoliv
• mnoho budov mu˚že vzlétnout a prˇesunout se
• rasa má silnou obranu (veˇže, bunkry pro vojáky nebo tanky v siege módu)
• budovy a jednotky se mohou lécˇit/ opravovat
• rasa Terran disponuje nejnicˇiveˇjší zbraní - nukleární bombou
Nevýhody rasy Terran:
• pru˚meˇrná cena jednotek
• nukleární bomba vyžaduje velké množství výzkumu a surovin
Z prˇedchozího výcˇtu lze vycˇíst, že rasa Terran je nejvíce v Mid Game nebo Late Game
nebezpecˇná, když zacˇíná vyrábeˇt teˇžké obléhací tanky a stíhacˇky. [9]
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3.0.3 Rasa: Zerg
Rasa Zerg je mimozemská rasa nehumanoidního charakteru. Její jednotky jsou levné na
výrobu a mají malé rychlé jednotky s nevalnou útocˇnou silou, proto se prˇi hraní této rasy
spoléhá hrácˇ prˇedevším na kvantitu svých jednotek.
Výhody rasy Zerg:
• velmi levné jednotky
• flexibilní produkce jednotek (jsou vyrábeˇny pouze v jedné budoveˇ)
• rychlejší expanze základny
Nevýhody rasy Zerg:
• budovy musí být vyrobeny na creep jednotkách
• Dron( deˇlník pro rasu Zerg) je prˇi výrobeˇ budovy obeˇtován
Rasa Zerg útocˇí prˇedevším v množství prˇi nejnižší viditelnosti ( dokáží se zahrabat pod
zem). [9]
3.0.4 Rasa: Protoss
Rasa Protoss je starodávná humanoidní rasa( rasa mající spolecˇné prvky s lidskou ra-
sou) pocházející z planety Aiur. Protossané mají velmi vyspeˇlé technologie ( regenerativní
štíty, útok) a dokáží využívat PSI energie k sesílání kouzel. Rasa Protoss má jedny z nej-
silneˇjších základních jednotek Protoss Zealot, které jsou v pocˇátecˇní fázi hry velice úcˇinní
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prˇedevším díky svým automaticky se doplnˇujícím štítu˚m a silnému útoku na blízko.
Výhody rasy Protoss:
• silné jednotky
• Probe( deˇlník) pouze zahájí stavbu budovy, ta se dokoncˇí sama
• všechny jednotky a budovy jsou vybaveny regenerativním štítem
• možnost vyrobit si plneˇ neviditelné jednotky
Nevýhody rasy Protoss:
• jednotky ani budovy nemohou být lécˇeny
• dražší jednotky
• budovy musí být zbudovány v blízkosti Pylonu, pokud je Pylon znicˇen, pak bu-
dova ztrácí schopnost produkce nebo strˇelby ( jedná li se o veˇž)
3.1 Strategie rasy Protoss
Ve StarCraftu je Protoss rasa považována za Early Game nebo Mid Game rasu tzn. nejvíce
nebezpecˇná bývá ze zacˇátku, kdy jednotky protos mají silné pancérˇování a vysoký útok
v porovnání s ostatními rasami. Její citlivá místa jsou prˇedevším v samotných Pylonech (
budova sloužící pro navýšení kapacity jednotek a stavbu budov v Pylon blízkosti), které
pokud jsou znicˇeny, tak mu˚že nastat ochromení výroby nových budov a jednotek. [9] Z
tohoto du˚vodu bylo vymyšleno neˇkolik základních strategií pro boj proti jednotlivým
rasám.
3.1.0.1 Protoss versus Zerg Prˇi souboji Protoss versus Zerg je možno použít široké
spektrum strategií díky ru˚znorodým jednotkám a budovám, které zabezpecˇují obranu
základny. Protoss jednotky jsou oproti Zerg jednotkám pomalejší, silneˇjší, mají více HP a
déle se trénují. Ideálním prˇípadem tedy je, kdy Protoss armáda se skládá z jednotek na
blízko i na dálku s pokud možno co nejveˇtším rozptylem síly. V klasických hrách lidských
protivníku˚ 1vs1 si oba hrácˇí prˇisvojí strategii neprˇítele a poté se dle ní do budoucna rˇídí.
[9]
3.1.0.2 Protoss versus Terran Protoss versus Terran je jedna z nejstaticˇteˇjších typu˚
her, které se v 1vs1 bitvách vyskytují. Protoss hrácˇ by se meˇl ihned ze zacˇátku snažit
o ovládnutí prostoru okolo Terran hrácˇe tak, aby Terran nemohl obsadit další minerály.
V pocˇátecˇních fázích hry má Protoss hrácˇ rychlejší a lépe vybavené jednotky, kdežto v
pozdeˇjších fázích hry má navrch ve všech smeˇrech Terran. Proto je potrˇeba, aby Protoss
hrácˇ zvíteˇzil v co nejkretší dobeˇ, kdy je to ješteˇ možné. [9]
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3.1.0.3 Protoss versus Protoss Protoss versus Protoss je jeden z nejpomalejších typu˚
1vs1 bitev. Díky stejným rasám zde nejsou jednotky, které by meˇly navrch nad jinýma a
proto je zde veˇtší volnost prˇi rozhodování které jednotky postavit a jak vést útok. Tak jako
proti Terran se Protoss hrácˇ snaží již od pocˇátku o dominanci a blokádu svého proteˇjšku,
kdy v pozdeˇjších fázích hry jej pokorˇí kvantitou. [9]
3.2 Zvolená strategie za rasu Protoss
Z prˇedcházejících poznámek o boji rasy Protoss proti ostatním rasám lze vycˇíst jedna zá-
kladní veˇc. Rasa Protoss je bezesporu early game - rush rasa, neboli rasa mající nejveˇtší
prˇevahu a tedy šanci na výhru v pocˇátecˇních fázích hry a to prˇedevším díky velmi odol-
ným jednotkám Protoss Zealot a Protoss Dragoon, které mají velmi silné štíty. Proto byla
snaha zavést jednotný zpu˚sob boje lišící se pouze rozpoložením a stavbou budov.
Prˇi zmeˇneˇ ras, proti kterým AI bojuje záleží prˇedevším na build orderu budov, tedy
posloupnosti stavby budov. Prˇi pozorování souboju˚ hrácˇu˚ proti sobeˇ byl pro každou rasu
sestaven build order napomáhající veˇtší úspeˇšnosti ve hrˇe. Ku prˇíkladu rasa Zerg využívá
nejcˇasteˇji neviditelné jednotky napadající neprˇátelské základny. Neju˚cˇineˇjší obrana proti
tomuto je postavit veˇtší množství obraných veˇží, které jsou schopny detekovat a znicˇit
neviditelné jednotky ješteˇ prˇed vpádem do vlastní základny.
Prˇi stavbeˇ bojových jednotek se spoléhá na znalost aktuálního neprˇítele a jeho nejcˇas-
teˇjších jednotek. Proti teˇmto jednotkám se vytvorˇí tzn. counter jednotky ( jednotky mající
nejveˇtší úspeˇšnost prˇi boji s touto jednotkou). Nejcˇasteˇjší budovanou jednotkou však je
Protoss Dragon, který díky svým zbranˇovým systému˚m útocˇícím na dálku na letecké i
pozemní cíle a okamžitém otocˇení do potrˇebném smeˇru chu˚ze se stává ideální bojovou
jednotkou.
Prˇi boji samotném se používá technika zvaná harassment, tedy obteˇžování, z které
teˇží prˇevážneˇ jednotky bojující palnýma zbraneˇma na dálku ( Protoss Dragoon). Technika
harassment spocˇívá v zasazení rány neprˇíteli a okamžitém ústupu. Mezi nejveˇtší výhody
této techniky se rˇadí:
• Prˇi veˇtším pocˇtu jednotek používající harassment dochází k efektu taktickému ústupu,
kdy ustupující jednotka je krytá palbou druhou jednotkou. Tento efekt má za násle-
dek veˇtší ztráty neprˇítele( prˇevážneˇ pokud se jedná o neprˇítele bojujícího na blízko).
• Prˇi použití jednotek Protoss Dragoon je zvýšená úcˇinnost boje prˇedevším díky faktu,
že tyto jednotky se nemusí otácˇet pro možnost ústupu ( ostatní jednotky se vždy
musí otocˇit na míste do požadovaného smeˇru a až poté mohou nabrat plnou rych-
lost prˇi které se na ústupové místo dostanou. Tímto faktem se jednotky nacházejí
delší dobu v místeˇ strˇetu a zvyšují tak pravdeˇpodobnost zásahu a znicˇení).
• Prˇi klasické bojové strategii útocˇí veˇtšínou všechny jednotky na nejbližšího neprˇí-
tele, aby byl co nejdrˇíve znicˇen. Pokud ale jednotky ustupují, pak se nejbližší cíl
jednotek meˇní, takže nedochází k velkým ztrátám na jednotkách.
Mezi nejvetší nevýhody harassmentu se rˇadí:
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• Prˇi velkém pocˇtu jednotek na jednom místeˇ nebo v choke pointu dochází k zabloko-
vání ústupujících jednotek jednotkami útocˇícími. Tímto mu˚že docházet k zbytecˇneˇ
velkým ztrátám.
• Prˇi útoku jednotek používajících harassment na jednotky stojící na vyvýšeném místeˇ
dochází k velké ztrátovosti, jelikož pravdepodobnost jednotky útocˇící z nížší po-
lohy na jednotky postavenou výše je pouze 53.125% [12].
I prˇes nevýhody této techniky se jedná o techniku, která se s úspeˇchem dá aplikovat
na veˇtšinu konfliktu˚ u všech ras ve hrˇe.
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4 Umeˇlá Inteligence
4.1 Co je to Umeˇlá Inteligence?
Základní AI se rozdeˇluje na 8 cˇástí viz. Tabulka 1 . Definice v horní cˇásti tabulky se zameˇ-
rˇují na zpracování a uvažování, zatímco spodní cˇást se zameˇrˇuje na chování. Definice v
levo se zameˇrˇují více na lidské pohnutky, zatímco definice vpravo na racionální chování
[5].
4.1.1 Agenti
Agentem se stává jakákoliv samostatná jednotka AI, která pomocí sensoru˚ dokáže vní-
mat prostrˇedí, ve kterém se vyskytuje a na základeˇ toho jednat. Sensorem se stává jaká-
koliv soucˇást agenta, která mu dá na veˇdomí informace z vneˇjšího prostrˇedí. V reálném
sveˇteˇ se mu˚že jednat o teplomeˇry umísteˇné na povrchu robota, tlakové snímacˇe, sonar
cˇi termovizi. V pocˇítacˇovém sveˇte se mu˚že jednat o události, které jsou volané v urcˇitém
okamžiku naprˇ. prˇi ukoncˇení naplnˇování zásobníku cˇísel do pole pro agenta pocˇítajícího
urcˇité operace, nebo oznámení o vytvorˇení cˇi znicˇení jednotky ve pocˇítacˇové hrˇe. Díky
sensoru˚m tedy agent mu˚že adekvátneˇ reagovat na aktuální situaci v daném prostrˇedí.
Pokud agentovy sensory dávají plný prˇístup k prostrˇedí, pak je prostrˇedí plneˇ pozorova-
telné, v jiném prˇípadeˇ pouze cˇástecˇne pozorovatelné.
Prostrˇedí mu˚že být statické tj. nemeˇnící se nebo dynamické, které se neustále meˇní.
Dále se prostrˇedí deˇlí na deterministické tedy plneˇ pozorovatelné a stochastické tedy z
cˇásti pozorovatelné.
Každý agent také obsahuje urcˇitou znalost prostrˇedí v neˇmž se vyskytuje. Znalost
prostrˇedí jsou veˇdomosti agenta, které se aplikují na získané informace ze sensoru˚. Po-
kud agent robot pracující poblíž lávového pole zjistí, že teplota okolí se blíží teploteˇ tání
materiálu, z neˇhož je agent vyroben, pak pomocí této vedomosti se mu˚že agent rozhod-
nout pro následující akce. V prˇedešlé veˇte bylo zmíneˇno, že agent se mu˚že rozhodnout na
základeˇ veˇdomostí pro následující akci, ale zároveˇnˇ nemusí udeˇlat nic. Toto na první po-
hled zvláštní chování je totiž podmíneˇno agentovymi cíly. Každý agent musí mít hlavní
cíl, tedy neˇco, pro co byl stvorˇen. Agentovo chování je podmíneˇno cílem, kterého se snaží
dosáhnout. V reálném sveˇteˇ se mu˚že jednat o robota, který má za úkol prˇecházet silnici,
nebo herního agenta jehož cílem je vyhrát hru.
4.2 Umeˇlá inteligence ve strategických hrách
RTS strategie se rˇadí do kategorie her dvou hrácˇu˚, zero-sum, kde na konci vždy jeden
hrácˇ vyhraje a druhý prohraje, nebo kde soucˇet odmeˇn hrácˇu˚ je roven nule. Two Player
Zero Sum hry obsahují tyto vlastnosti:
• Dva hrácˇe- vlastní hrácˇ A(Max) a neprˇátelský hrácˇ B(Min).
• Sadu stavu˚ ve hrˇe.
• Pocˇáterˇní stav, kde hra zacˇíná
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Myslet lidsky
"Vzrušující je snaha nechat po-
cˇítacˇe myslet..stroje s mozkem v
plném zneˇní "(Haugeland, 1985)
"[Automatizace] aktivit, které
asociujeme s lidským myšlením
jako rozhodování se, nalézt pro-






"Studium výpocˇtu˚, které umož-
nují vnímat, prˇemýšlet a jed-
nat"(Winston, 1992)
Chovat se lidsky
"Umeˇní vytvárˇet stroje, které pro-
vádeˇjíí funkce takove, jež potrˇebují
urcˇitou inteligenci lidí"(Kurzweil,
1990)
"Studium jak udeˇlat pocˇítacˇe
deˇlat veˇci, ve kterých jsou lidé
lepši"(Rich and Knight, 1991)
Chovat se racionálneˇ
"Výpocˇetní inteligence je stu-
dium návrhu inteligentních
agentu˚"(Poole, 1998)
"AI se zabývá inteligentním
chováním artefaktu˚"(Nilsson, 1998)
Tabulka 1: Základní typy AI
• Ukoncˇovací stav urcˇící výhru jednoho hrácˇe a porážku druhého hrácˇe.
• Sadu kroku˚ vedoucích od hrácˇe A k hrácˇi B a naopak ( jedná se o orientovaný strom)
• Utility funkci znacˇící, zda-li se krok vyplatí.
Umeˇlá inteligence v RTS se deˇlí na dva hlavní proudy. Strategické rozhodování 4.4 a
Taktické rozhodování 4.3. Tyto dva proudy mohou být vyrˇešeny libovolnými algoritmy,
kde na výstupu by spolu meˇly neˇjakým zpu˚sobem komunikovat.
4.3 Taktické rozhodování
Taktické rozhodování neboli micromanagament zahrnuje ovládání všech bojových jed-
notek v akci. Jedná se o nejdu˚ležiteˇjší soucˇást AI ve strategických hrách, jelikož rozpolo-
žení a styl útoku mu˚že zvýhodnit i nejslabší národ. V následujících podkapitolách jsou
rozepsány nejcˇasteˇjší typy zpracování AI vyskytující se v RTS video hrách.
4.3.1 Reinforcement learning
Reinforcement learning problem volneˇ prˇeloženo pokus-omyl. Jedná se o Agenta, který
se ucˇí ze svých hlavních chyb v plneˇ pozorovatelném prostrˇedí na základeˇ odmeˇn. Na
pocˇátku má agent k dyspozici sadu možných stavu˚ a možných akcí, které mu˚že provést.
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Po každé agentoveˇ akci je prozkoumán stav prostrˇedí, ve kterém se nachází a agent do-
stane odmeˇnu. Odmeˇna mu˚že být neutrální, záporná, nebo kladná. Tímto se agent naucˇí,
zda-li v podobných situácích se vyplatí použít prˇíslušné akce.[7]
Nevýhody Reinforcement learning
• Vyskytuje se zde neblahý problém prˇisuzování viny. Jedná se o problém, kdy agent
neví, která akce byla zodpoveˇdná za kladnou nebo zápornou odmeˇnu, pokud se
obeˇvila dlouhou dobu prˇed aktuálním stavem.
• I když se nemusí jednat o dynamické prostrˇedí, tak agentovy akce mohou nabýt
efektu až v budoucnu, což v aktuální situaci agent nemusí poznat.
• Nastává dilema prozkoumat-využít. Pokud agent udeˇlá za sebou neˇkolik dobrých
akcí, pak by se meˇl rozhodnout, jestli bude pokracˇovat v aktuálních akcích, nebo
nalézt lepší akce? Je možné, že agentovo chování mu˚že mít veˇtší efektivitu o které
agent neví.
Algoritmus byl použit programátorem Shantia, Begue a Wiering, kde algoritmus Sarsa
byl pro ucˇení se ovládat malé množství jednotek v boji. Algoritmus byl použit s využitím
neurálních sítí pro zjišteˇní nejlepší možné odmeˇny prˇi útoku nebo úteˇku jednotek. Tato
technika avšak není využívána ve veˇtší mírˇe ve veˇtších bitvách[6]. Reinforcement lear-
ning nepatrˇí prˇímo do problému˚ týkajících se her, jelikož nebere prˇímo v potaz druhého
hrácˇe jako rovného protivníka. Avšak i prˇes to je možné jej aplikovat.
4.3.2 Minmax-Tree
Mezi mnohé implementace AI se rˇadí Minmax strom a k neˇmu náležícím minmax algorit-
mus. Díky tomuto stromu je možno implementovat urcˇitou míru predikce v AI. Jakožto
každý orientovaný strom se i minimax-tree skládá z uzlu˚ spojených veˇtvemi. Korˇenový
uzel prˇedstavuje pocˇátecˇní stav situace, kterou je za potrˇebí rˇešit a jeho veˇtve jsou možné
akce, které lze na danou situaci aplikovat. Tyto akce vyu˚st’ují v další uzly - stavy nadchá-
zející po provedení akce prˇedchozího uzlu. Základní vlastnost Minmax stromu je jeho
prˇizpu˚sobení pro hru dvou hrácˇu˚, kde každá hrana urcˇuje zda-li táhnul hrácˇ (Max), nebo
neprˇítel(Min)[4] viz. obrázek 3.
Mezi hlavní nevýhodu Minmax stromu patrˇí fakt, že je originálneˇ navržen pro plneˇ
pozorovatelné a informativní hry jako šachy, dáma apod.. V teˇchto hrách neexistuje ohledneˇ
herního prostrˇedí a možných akcí žádná neznámá, což se bohužel nedá rˇíci u RTS video
her.
4.3.3 Minmax algoritmus
Základní algoritmus pro rˇešení hry dvou hrácˇu˚ MAX a MIN. Pro práci používá Minmax
strom, v neˇmž každý uzel prˇedstavuje výsledek tahu hrácˇe MAX nebo MIN ve hrˇe. Jak
již bylo popsáno 4.2 skládá se z pocˇátecˇního stavu, množiny možných kroku˚, které hrácˇ
mu˚že použít, ukoncˇovacího stavu a utility funkce, jež spocˇítá heuristickou hodnotu pro






Obrázek 3: Minmax strom. Troju˚helník špicˇkou nahoru prˇedstavuje tah hrácˇe MAX,
špicˇka dolu˚ hrácˇe MIN
ve stromu nejlepší rˇešení tento problém zahrnuje také protivníka druhého hrácˇe nebo
agenta MIN. Tento protivník má do vyhledávání také co rˇíci a proto MAX hrácˇ musí
vyhledat takovou strategii, která zahrnujíc protivníka MIN dovede hrácˇe MAX k víteˇz-
ství, nebo k nejlepšímu možnému stavu. Minimax algoritmus se skládá z následujících
kroku˚[4]:
• Vygenerování herního/minmax stromu.
• Aplikací utilit funkce na všechny okrajové listy, cˇímž se zjistí finální stav po všech
krocích vedoucích k neˇmu. U RTS video her z du˚vodu složitosti a množství jedno-
tek a budov se jedná o výpocˇet heuristické hodnoty konecˇných stavu˚. Utilit hodnota
prˇirˇadí každému konecˇnému uzlu urcˇitou cˇíselnou hodnotu, kde cˇím veˇtší cˇíslo, tím
lepší.
• Od spodu porovnávání jednotlivých hodnot v závislosti na tom, zda-li je na tahu
hrácˇ MAX nebo MIN. Hrácˇ MIN požaduje nejnižší hodnoty, proto pokud se jedná o
jeho uzel, pak se porovnají hodnoty a vybere se nejnižší. Hrácˇ MAX provádí stejné
provonávání s odlišením toho, že chce nejveˇtší hodnoty.
Výhodou Minmax algoritmu je ta, že hrácˇ MAX nalezne vždy optimální cestu, která
vyteˇží z dané situace maximum. Nevýhodou je prˇedevším doba zpracování a generování,
kdy pru˚chod algoritmem (Minmax algoritmus prochází všechny uzly ve stromu pro na-
lezení optimální strategie) má cˇasovou složitost O(n), kde n je pocˇet uzlu˚ ve stromu[4].
4.3.4 Alpha Beta prorˇezávání
Negativní vlastnost algoritmu Minmax prohledávání všech uzlu˚ a tím navyšování cˇasu
zpracování je možno zkrátit až o polovinu použitím algoritmu Alpha-Beta Prorˇezávání.
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Tento algoritmus je témeˇrˇ totožný s algoritmem Minmax, avšak pocˇítá noveˇ s dvouma
promeˇnnýma Alpha a Beta. Idea prorˇezávání spocˇívá ve faktu, že hrácˇ MIN zvolí vždy
cestu s nejmenším možným prˇínosem pro hrácˇe MAX[4]. Na prˇíkladu boje jednotek, po-
kud akce jednotek hrácˇe MAX povede k znicˇení neˇkolika jednotek od hrácˇe MIN a od-
poveˇd’ MIN povede ke znicˇení všech hrácˇových jednotek, pak je urcˇiteˇ nasnadeˇ nevést
proti neprˇíteli akci, kterou si hrácˇ MAX znicˇí všechny své jednotky, ale provést akci, prˇi
které hrácˇ bude veˇdeˇt, že prˇijde o méneˇ svých jednotek. Díky tomuto zpu˚sobu je možno
se vyhnout pocˇítání až pu˚lky uzlu˚ u kterých je jasné, že povedou k veˇtším ztrátám, než
ostatní.
Cˇas algoritmu Alpha-Beta prorˇezávání je možno ješteˇ zrychlit vhodným serˇazením
prˇi tvorbeˇ stromu, toto avšak není u RTS video her zcela ideální prˇedevším z du˚vodu
výpocˇtu˚ v reálném cˇase, kdy vhodné rˇazení uzlu˚ zabere další cˇas.
4.3.5 Monte Carlo Planning
Prˇi aplikaci Minmax stromu, urcˇeného zejmána pro otevrˇenou hru dvou hrácˇu˚ jako dáma
nebo šachy, v RTS video hrách kde není plneˇ pozorovatelné herní prostrˇedí a akce mohou
generovat nespocˇetné množství stavu˚ dochází k chybám, které mohou vyu˚stit v rychlou
porážku neprˇítelem, který ani nemusí používat AI na vysoké úrovni[3].
Výhodou Monte Carlo Planning jsou minimální požadavky na analýzu a výpocˇty
dané situace. Skládá se ze dvou kroku˚:
• Vytvorˇení možných akcí pro hrácˇe pomocí stochastického samplování( vytvorˇení
plánu i za pomocí ne plneˇ popsaného a pozorovatelného prostrˇedí).
• Výbeˇru plánu, jež má statisticky nejveˇtší možný prˇínos pro hrácˇe.
Monte Carlo Planning pocˇítá pouze s neˇkolika základními typy akcí jako útok, ústup,
postup k cíli apod., z teˇchto akcí za pomocí samplování získá evaluacˇní hodnotu. Vyhle-
dávání poté mu˚že samplovat akce s ru˚znými parametry na vstupu pro všechny hrácˇe.
Nakonec zvolí akci, která má pro hrácˇe nejlepší možné výsledky. Jakožto u všech AI al-
goritmu˚ je i v Monte Carlo Planning zapotrˇebí urcˇitá míra abstrakce závisející na pomerˇu
objemu dat zpracovaných za urcˇitý cˇas.[3]. Monte Carlo Planning byl také s úspeˇchem
použit ve hrˇe Rome 2: Total War.
4.4 Strategické rozhodování
Strategické rozhodování neboli macromanagement v sobeˇ skrývá schopnost operovat a
maximalizovat zisk z ekonomické stránky hry. Tohoto však nelze vždy úspeˇšneˇ dosáh-
nout prˇedevším díky mlze na mapeˇ, která mu˚že zakrývat neprˇátelské jednotky, s kterými
tedy nelze pocˇítat. Pro zjednodušení výpocˇtu˚ jsou do her prˇidávány plánovací systémy,
které podobneˇ jako hrácˇ cˇekají na neˇjakou událost( cˇasový interval od pocˇátku hry, do-
stavení budovy, získání urcˇitého pocˇtu materiálu˚).
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4.4.1 Case Based Planning
Jedná se o techniku plánovaní akcí pro aktuální situaci s pomocí využití hledání po-
dobných situací nastalých v minulosti. Na základeˇ techto situací je možno vyvarovat se
nekterých minulých chyb a díky tomu zlepšit své chování také do budoucna [6]. Tento
druh plánování uchovává poznatky z drˇíveˇjších situací prˇedevším v log souborech, kde
pozdeˇji vyhledá podobnou situaci. Neˇkdy se pro zrychlení vyhledávání používají vyhle-
dávací stromy.
4.4.2 Hierarchical Tasks Networks
Dalším zpu˚sobem jak je možné rˇešit problém je Hierarchické plánování. Toto pláno-
vání spocˇívá v hierarchické rozdeˇlení problému, kdy plánovací systém rˇeší každou jed-
notlivou jeho cˇást prˇi použití urcˇité vrstvy abstrakce. Rozdeˇlení problému je výhodné
kvu˚li zjednodušení, avšak složitejší prˇi rˇízení rˇešení mezi ru˚znými abstrakcˇními vrst-
vami. Tento problém komunikace rˇeší Hierarchical Tasks Networks (HTN), což jsou síteˇ
obsahující úkoly, jejich rˇazení a metody sloužící k jejich dosažení [6].
HTN plánování mu˚že být použito pro hledání primitivních rˇešení, kde se prˇedevším
zameˇrˇuje na implementaci akce, která má za úkol dosažení neˇjakého cíle. Výhoda HTN
prˇi hledání primitivních rˇešení je prˇedevším snadná srozumitelnost pro cˇloveˇka [4].
Jak již bylo napsáno o pár rˇádku˚ výše, Hierarchické plánování je možné rozdeˇlit do
více vrstev, nejspodneˇjší vrstva se zabývá hledáním primitivních rˇešení. Je tedy na snadeˇ
prˇidat do rˇešení další, více abstraktní vrstvu, která se již bude zabývat pouze globálními
problémy naprˇ.: Agent má za úkol dojet na letišteˇ bez popisu cesty. Tato vrstva již nerˇeší
prˇímo akce ve smyslu implementace, ale pojímá celý problém globálneˇ [4].
4.4.3 Goal-Driven Autonomy
Jedním z dalších zpu˚sobu˚ implmentace agenta je Goal-Driven Autonomy(GDA). Jedná
se o agenta, který je schopen prˇemýšlet jak o sveˇteˇ, ve kterém se vyskytuje, tak o sobeˇ
samém. Takový agent se mu˚že skládat z následujících cˇástí [8]:
• Detektor rozporu generující rozpor pokaždé, když je ocˇekávaný zisk z neˇjaké akce
zmeˇneˇn k horšímu. Ve hrˇe mu˚že nastat, když neprˇítel staví nový typ jednotek, které
mají jinou strategii, nebo neprˇítel expanduje ve staveˇní svých základen.
• Generátor objasneˇní generující na základeˇ detektoru rozporu a svých vnitrˇních
znalostí událost, která objasní o jakou zmeˇnu se jedná.
• Formulátor cíle tvorˇící na základeˇ objasneˇní nové cíle pro agenta jako jsou vyko-
nání nové strategie boje, stavby budov, zaútocˇení všech jednotek na danou novou
jednotku cˇi budovu apod.
• Manažer cílu˚ vybírající nové cíle k uskutecˇnení na základeˇ nových prˇedchozích
poznatku˚.
• Plánovacˇ volící porˇadí nových cílu˚.
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5 Implementace Umeˇlé Inteligence
5.1 BWAPI
BWAPI (Brood War API) je API používající se pro programování AI do hry StarCraft
Brood War. Výstupem z BWAPI je knihovna AIModule.dll, která se nahrává do složky
se StarCraft hrou, jež prˇi spušteˇní nahraje všechny dll moduly s AI a prˇidá je do hry
jakožto další hrácˇe. BWAPI obsahuje neˇkolik trˇíd pro práci s hrou samotnou cˇi ovládáním
jednotek. Výcˇet nejdu˚ležiteˇjších trˇíd BWAPI:
• AIModule - trˇída obsahující nejdu˚ležiteˇjší Eventy ve hrˇe jako OnStart(), OnEnd(),
OnUnitCreate() apod.
• Game - abstraktní trˇída sloužící pro získávání informací aktuální probíhající Bro-
odwar hry zahrnující informace o hrácˇi, jednotkách cˇi mapeˇ.
• Player - trˇída poskytující informace o hrácˇi/AI obsahující metody pro získání in-
formací o vyteˇžených materiálech cˇi informace o vylepšeních.
• Unit - trˇída používající se pro získání informací o individuální jednotce v aktuální
hrˇe a rozkazech, které mohou být udeˇleny aktuální jednotce jako zjišteˇní typu jed-
notky, prˇideˇlení rozkazu útoku apod.
• UnitType - trˇída pro získání informací o typu dané jednotky( Unit). Obsahuje me-
tody o zjišteˇní ceny jednotky, její pocˇátecˇní hodnoty HP, maximální rychlosti, vý-
pisu zbraní jednotky apod.
• WeaponType - trˇída poskytující informace o zbranˇovém vybavení obsahující me-
tody pro zjišteˇní cooldownu zbraneˇ, jejího útoku, vzdálenosti potrˇebné pro strˇelbu
apod.
Aktuálneˇ existuje nejnoveˇjší verze BWAPI 4.0.1 BETA, nicméneˇ pro u˚cˇel této práce
byla zvolena starší stabilneˇjší verze 3.7.4.1
5.1.1 Obsah CD
Prˇiložené CD obsahuje samotné BWAPI uložené v korˇenové složce BWAPI. Dále se na
korˇenovém adresárˇi nachází složka Code obsahující hlavicˇkové soubory implementující
samotného AI robota a dll knihovnu ExampleAIModule.dll.
Obsah složky Code:
• AbstractedTeams.h obsahuje trˇídu AbstractedTeams zodpoveˇdnou za abstraktní
interpretaci všech jednotek.
• Building.h obsahuje trˇídu Building, která zahrnuje práci s vlastními budovami, je-
jich build order apod.
1Z du˚vodu˚ prˇechodu na nový systém online dokumentace je možné, že reference nebudou fungovat.
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• ExampleAIModule.h a ExampleAIModule.cpp. Tyto dva soubory již byly imple-
mentovány v BWAPI. Slouží jako základní trˇída, která je volána ihned po startu
hry StarCraft a obsahují implementaci událostí volaných na robotovi. V této trˇídeˇ
se vytvárˇí instance trˇídy SMap, Micromanagement, Macromanagement a Scout, je-
jichž metody Loop se volají každý probíhající cyklus hry.
• GameTree.h a v ní implementovaná trˇída GameTree vytvárˇí Minmax strom abs-
traktních jednotek použitý pro predikci boje. Nachází se zde také metoda alpha-
Beta sloužíci pro pru˚chod stromu a zvolení nejlepší strategie.
• Macromanagement.h obsahuje trˇídu Macromanagement zodpoveˇdnou za celou
ekonomickou cˇást hry. Tato trˇída vytvárˇí nové jednotky, staví budovy a posílá deˇl-
níky težit suroviny.
• Micromanagement.h se trˇídou Micromanagement zodpoveˇdnou za bojovou stránku
hry. Trˇída za pomocí predikce herního stromu urcˇuje následující akce všech jedno-
tek.
• MyFlyUnit.h a MyGroundUnit.h, které shlukují bojové jednotky daných typu˚ (
letecké a pozemní).
• Scout.h a v ní trˇídu Scout zodpoveˇdnou za ovládání pru˚zkumných jednotek.
• SMap.h se stejnojmenou trˇídou. Tato trˇída je základní trˇída obsahující veˇtšinu po-
družených trˇíd jako MyGroundUnit, Building, Worker a je užívána nadrˇazenými
trˇídami jako Scout, Micromanagement a Macromanagement. Dále jsou v ní imple-
mentovány metody na reakci na události volané v trˇídeˇ ExampleAIModule.
• State.h a v ní trˇídu State vyjadrˇující jednotlivé stavy stromu Minmax- útok a ústup.
• Worker.h a trˇídu Worker implementující ovládání deˇlníku˚ Protoss Probe.
5.2 Macromanagement
Macromanagement má na starosti celou ekonomickou cˇást inteligence. Výpocˇetní cˇásti
managementu se provádeˇjí pouze pokud mineral suroviny hrácˇe narostou na hodnotu
veˇtší, než 50. Každá cˇást je závislá na aktuálních surovinách, poprˇ. dostupnosti deˇlníku˚(
stavba budov). Pokud je tedy potrˇeba zbudovat budova vyžadující deˇlníka a 200 jednotek
minerálu˚, pak celý proces stavby je pozastaven do doby, než se nenateˇží potrˇebné množ-
ství surovin a neuvolní se volný deˇlník. Trˇída Macromanagement má za u˚kol následující
operace:
• verbování deˇlníku˚
• stavbu potrˇebných budov
• stavbu plánovaných budov
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• stavbu jednotek/vylepšení
Pro rˇešení problému macromanagementu bylo použito hierarchické plánování, které
rozdeˇlilo každé dílcˇí operace na menší podoperace rˇešící vždy cˇást problému. Všechny
tyto operace jsou vykonávany podle du˚ležitosti ve funkci BuildLoop() viz. kód 1 za se-
bou rˇazeny ve smycˇce ve trˇídeˇ Macromanagement. Jelikož se jedná o strategickou hru,
tak je velmi du˚ležité mít deˇlníky, kterˇí budou produkovat suroviny du˚ležité pro další po-
stup hrou( metoda starající se o verbování deˇlníku˚ - BuildUnit(BWAPI::UnitType unit-
Type) 2 ). Ihned po deˇlnících je nejdu˚ležiteˇjší hlavní budova pro rasu Protoss - Protoss
Nexus, která je hlavní skladišteˇ pro suroviny a také slouží pro verbování deˇlníku˚.
Dále se trˇída Macromanagement stará o rozdeˇlení práce deˇlníku˚m.
void BuildLoop()
{
BWAPI::UnitType worker = BWAPI::UnitTypes::getUnitType("Protoss Probe");
BuildUnit(worker);
if (! BuildUsefullBuildings () )
{return;}
int nexusOutput = BuildNexus();
int MinusMinerals = 0;
if (nexusOutput == 1)
{}





BWAPI::UnitTYpe nextUnit = ChooseUnit();










Výpis 1: Metoda BuildLoop()
5.2.1 Verbování jednotek
Verbování všech jednotek probíhá ve funkci BuildUnit(BWAPI::UnitType unitType) viz
kód 2. Vstupem do metody je typ jednotky, který chceme vyrobit. Jako první si metoda
nacˇte všechny budovy, které mohou vyrábeˇt danou jednotku( nezahrnuje budovy, které
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již neˇjakou jednotku vyrábeˇjí). Poté, pokud je jejich pocˇet veˇtší než nula a je dostatecˇný
pocˇet minerálu˚ na skladeˇ se vydá prˇíkaz k budování dané jednotky. Pokud se poža-
dovaná jednotka jmenuje Protoss Probe( deˇlník za rasu Protoss), pak se zavolá metoda
IsUsefullToBuildWorker() pocˇítající vhodnost stavby deˇlníka( pokud výdaje hrácˇe prˇe-
vyšují požadované prˇíjmy, pak výstup je true).
void BuildUnit(BWAPI::UnitType unitType)
{
std :: list <BWAPI::Unit∗> idleBuildings = GetIdleBuildings(unitTYpe);

















Výpis 2: Metoda BuildUnit(BWAPI::UnitType unitType) sloužící pro výrobu jednotek
5.2.2 Stavba potrˇebných budov
Stavba budov za rasu Protoss se dá rozdeˇlit do dvou cˇástí:
• stavba budov dle rozkazu
• stavba potrˇebných budov
Stavba potrˇebných budov se zabývá stavbou budov, jejich potrˇeba je dána dynamic-
kým rozvojem hrácˇovy základny cˇi stavem neprˇítele a zapadají do ní budovy Protoss
Nexus, Protoss Pylon, Protoss Assimilator a Protoss Photon Canon. Stavbou teˇchto bu-
dov se zabývá metoda BuildUsefullBuildings() viz. kód 3. Každá budova má specifické
podmínky pro stavbu, proto každá má své vlastní bool metody, které rozhodují, jestli se
má daná budova postavit. Protoss Nexus se staví pouze v prˇípadeˇ nedostatku surovin
v blízkosti základny. Pylon je potrˇeba pro stavbu jednotek a budov, proto se staví v prˇí-
padeˇ, že je nedostatek supply bodu˚( nemohu postavit další jednotky). Každá základna
také potrˇebuje svu˚j vlastní Assimilátor ( zarˇízení pro teˇžbu plynu). Obrana základny je
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nutná v prˇípadeˇ, kdy neprˇítel má neviditelné jednotky, což se mu˚že stát, proto je stavba
preventivneˇ automatizována na potrˇebný pocˇet obraných veˇží ( Protoss Photon Canon)




bool buildingWasSelected = false;
bool buildCanon = false;
bool buildingBuildResult = false;
if (IsNexusNeeded() && (buildingWasSelected == false))
{
building = BWAPI::UnitTypes::getUnitType("Protoss Nexus");
}
if (IsPylonNeeded() && (buildingWasSelected == false))
{
building = BWAPI::UnitTYpes::getUnitType("Protoss Pylon");
buildingWasSelected = true;
}
if (IsAssimilatorNeeded() && (buildingWasSelected == false))
{
building = BWAPI::UnitTypes::getUnitType("Protoss Assimilator");
buildingWasSelected = true;
}
if (IsBaseDefenceNeeded() && (buildingWasSelected == false))
{










Výpis 3: Metoda BuildUsefullBuildings() mající na starost výrobu potrˇebných budov
5.2.3 Stavba plánovaných budov
Pro budovy, které nezávisí na aktuálním stavu rozvoje hrácˇe byly StarCraft komunitou
vytvorˇeny tzn. Build Ordery. Build Order je seznam budov a cˇasu ke každé budoveˇ, kdy
by meˇly být vytvorˇeny. Build Ordery se meˇní v závislosti na zpu˚sobu hraní ( agresivní,
pasivní), doby na kterou jsou specializovány ( early-game, mid-game nebo late-game) a
na oponentovi( Zerg, Protoss cˇi Terran) viz sekce Strategie Rasy Protoss 3.1. Pro stavbu
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plánovaných budov slouží metoda BuildBuildings() viz. kód 4 . Tato metoda se nejprve
podívá, jestli v poslední dobeˇ nebyla znicˇena budova, která již stála, pokud ano, pak
najde dostupného deˇlníka a prˇidelí mu nový rozkaz pro stavbu budovy. V prˇípadeˇ, že
žádná budova nebyla znicˇena, nebo všechny znicˇené budovy již byly postaveny se dá
prˇíkaz pro stavbu budovy, která má být aktuálneˇ postavena( dle Build Orderu).
bool BuildBuildings ()
{
std :: string destroyedBuilding = m_map−>m_buildings−>GetDestroyedBuilding();
std :: string buildingToBuild = m_map−>m_buildings−>GetNextBuildingToBuild();
int buildingToBuildSupply = m_map−>m_buildings−>GetNextBuildingToBuildSupply();










Výpis 4: Metoda BuildBuildings() mající na starost výrobu budov neovlivneˇnou
dynamickým stavem aktuální hry
5.3 Micromanagement
Micromanagement, neboli ovládání jednotek se skládá ze trˇí hlavních cˇástí. První cˇást se
zabývá prozkoumáváním mapy. Cˇinnost prozkoumávání je nutná zejména proto, jelikož
prostrˇedí RTS video her je pouze z cˇásti pozorovatelné (v daném cˇase je odhalena pouze
ta cˇást mapy, kde dohlédnou hrácˇovy jednotky) . Protihrácˇ této neveˇdomosti mu˚že využít
ve svu˚j prospeˇch a obsadit nedaleké doly na minerály, címž se ekonomicky stane silneˇj-
ším a umožní útok jednotek z více stran. Pru˚zkum je také du˚ležitý z hlediska informací o
pozicích protihrácˇových jednotek a budov, jejichž pocˇet a pozice napoví další neprˇátelský
tah a otevírá tímto nové možnosti útoku hrácˇových jednotek.
Útok samotný lze provést neˇkolika zpu˚soby, kdy pro tuto práci byl zvolen herní
strom, díky neˇmuž je možné vytvorˇit urcˇitou míru predikce budoucího stavu hry spolu s
micromanagementem jednotlivých jednotek, jejichž útok je využíván k maximální efek-
tiviteˇ boje.
5.3.1 Pru˚zkum
Pro pru˚zkum ( trˇída Scout) je z pocˇátku hry zvolen deˇlník Protoss Probe, jelikož se jedná o
nejlevneˇjší a nejdostupneˇjší jednotku za rasu Protoss s nadpru˚meˇrnou rychlostí pohybu.
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Pro prozkoumávání byl vytvorˇen samostatný cíloveˇ orientovaný agent ( implementace
se nachází v souboru scout.h). Tento agent si vždy vyžádá dva workery, jednoho pro
pru˚zkum mapy a druhého pouze pro vyhledávání neprˇítele. První pru˚zkumník se pou-
žívá v prˇípadeˇ, že na poslední základneˇ poblíž hlavní budovy Protoss Nexus docházejí
minerály. Jakmile je jejich pocˇet menší, než 6000 jednotek, pak se zavolá metoda Scou-
tingMinerals() a pru˚zkumník se vydá na hledání. Veliká nevýhoda tohoto minerálového
pru˚zkumníka avšak spocˇívá v jeho pohybu, kdy prochází pocˇátecˇní místa kde jsou vždy
ukryty minerály, kdy pru˚zkumník pokud není neviditelný( pozdeˇji Protoss Observer)
utrpí velké ztráty a v neˇkterých prˇípadech je zabit.
Druhý pru˚zkumník má za úkol neprˇetržiteˇ cestovat po hlavních cˇástech mapy a hle-
dat známky neprˇátelské aktivity. Jedná se o cíloveˇ orientovaného agenta, který prochází
místa na mapeˇ a jakmile narazí na neˇprˇátelskou jednotku, pak ji následuje. V prˇípadeˇ, že
jednotka mu˚že zau˚tocˇit na pru˚zkumníka, si tento pru˚zkumník udržuje bezpecˇnou vzdá-
lenost.
Pokud je jakýkoliv z pru˚zkumníku˚ ztracen, pak se vyberou noví deˇlníci z aktuálneˇ
dostupných. V pozdeˇjších fázích hry, kdy je možné postavit jednotku Protoss Observer,
je tato jednotka postavena a nahrazuje práci pru˚zkumné jednotky za deˇlníky.
5.3.2 Predikce boje
Pro prˇedvídání výsledku následujícího strˇetu byl použit Herní strom( trˇída GameTree).
Jak již bylo psáno výše, implementace herního stromu v RTS hrách je obtížná prˇedevším
z cˇasového hlediska vytvárˇení a procházení možností stromu. Narozdíl od šachu˚ nebo
dámy, kdy délka tahu je ovlivneˇna prˇedevším stavem hry a zbývajícím cˇasem do konce
(vyhledávání ve stromu mu˚že trvat neˇkolik sekund) je herní strom neustále vytvárˇen(
dynamický pohyb jednotek) a procházen, prˇicˇemž tyto cˇinnosti nesmí zabírat více jak
jednotky milisekund. Díky teˇmto du˚vodu˚m byla na strom použita abstrakce v podobeˇ
shlukování jednotek v urcˇitém dosahu do týmu˚ prˇi pru˚meˇrné pozici a prˇi maximálním
pocˇtu osmi týmu˚ na každé straneˇ ( veˇtší pocˇet týmu˚ vykazuje abnormální zpomalení FPS
prˇi hrˇe a zpu˚sobuje její pády).
Prˇi vytvárˇení dílcˇího týmu jsou také vytvorˇeny promeˇnné reprezentující stav týmu
( implementace ve trˇídeˇ AbstractedTeams) jako soucˇet životu˚ všech jednotek, relativní
pozice, typ jednotek, jejich zbroj a podobneˇ.
Samotná funkce vytvárˇení stromu by se dala popsat jako generování stromu o urcˇité
délce, kde každý uzel obsahuje hrácˇovy a neprˇátelské abstraktní týmy spolu s prˇedví-
danými ztrátami na životech pro oba souperˇe. Vytvorˇení nových uzlu˚ mají na starost
metody Attack a Flee, kdy obeˇ metody nejprve vytvorˇí kopie všech abstraktních týmu˚ a
ztrát, poté provedou výpocˇty generující možnou budoucnost a následneˇ všechny zmeˇny
zaznamenají do noveˇ vytvorˇeného uzlu ( trˇída State).
Metody Attack() a Flee() ihned po duplikování abstraktních týmu˚ hrácˇe a protihrácˇe
provedou výpocˇty na jednotlivých týmech za urcˇitý cˇasový interval. Attack() vypocˇítá
ztráty dané táhnoucí strany (hrácˇ nebo neprˇítel), kdy výpocˇet ztrát druhé strany se vy-
pocˇítá cˇasem potrˇebným k ujití vzdálenosti mezi jednotkami a následným pocˇtem útoku˚,
které abstraktní tým dokáže zasadit protivníkovi. Všechny zmeˇny pozic a ztrát na živo-
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tech abstraktních týmu˚ se prˇi tomto zaznamenají do noveˇ generovaného uzlu. Metoda
Flee() má za úkol vypocˇítat ušlou vzdálenost zpeˇt k základneˇ za tentýž cˇas, co Attack().
Jelikož se pracuje s abstraktními trˇídami, tak výsledek nemusí být vždy prˇesný. Kuprˇí-
kladu vypocˇítávání ušlé vzdálenosti nepoužívá žádný algoritmus z vyhledávání cest z
du˚vodu cˇasové nárocˇnosti výpocˇtu. S tímto je tedy potrˇeba pocˇítat.
Prˇi prohledávání stromu byl použit algoritmus Alpha Beta Prunning ve trˇídeˇ Ga-
meTree. Tento algoritmus prochází postupneˇ uzel po uzlu, kdy klade du˚raz na to, jestli
aktuální uzel oznacˇuje tah hrácˇe nebo protivníka. Jeho výhoda spocˇívá v orˇezávání cˇástí
stromu, do kterých ví, že se nepodívá.
5.3.3 Boj jednotek
Na základeˇ výstupu predicke boje je jednotkám rozkázáno, zda-li útocˇit, nebo se stáh-
nout( implementace ve trˇídeˇ Micromanagement. Pu˚vodneˇ byla zahrnuta ješteˇ možnost
strategický ústup na nejvohdneˇjší místo, kde každá jednotka má za úkol najít nejbližší
místo strategického významu ( vyvýšená pozice, choke point). Avšak z du˚vodu cˇasové
nárocˇnosti výpocˇtu Minmax stromu bylo od tohoto ustoupeno.
V prˇípadeˇ útoku je každé aktuální dané bojové jednotce prˇirˇazen nejbližší cíl na zá-
kladeˇ dosažitelnosti ( nekteré pozemní jednotky nemohou útocˇit na létajícího neprˇítele).
5.4 Výsledky robota
Z následujících výsledku˚ je patrné, že implementovaná AI mujRobot je neju˚cˇineˇjší proti
protivníkovi, který se orientuje na pozdeˇjší cˇást hry.
Název robota Pu˚meˇrné skóré Typ hraní Víteˇz
mujRobot 35200 Rush WIN
Akilae Tribe 10980 Mid game LOSE
Tabulka 2: mujRobot vs Akilae Tribe
Název robota Pu˚meˇrné skóré Typ hraní Víteˇz
mujRobot 12500 Rush LOSE
Velari Tribe 30500 Rush WIN
Tabulka 3: mujRobot vs Velari Tribe
Název robota Pu˚meˇrné skóré Typ hraní Víteˇz
mujRobot 14220 Rush LOSE
Sargas Tribe 31570 Rush WIN
Tabulka 4: mujRobot vs Sargas Tribe
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6 Záveˇr
Hlavním cílem této bakalárˇské práce bylo navrhnout a naprogramovat AI robota do hry
StarCraft: Broodwar a tím prozkoumat taje a zákoutí tohoto rozširˇujícího se fenoménu.
AI robot byl naprogramován za pomoci neˇkolika známých metod používajících se pro
vytvorˇení AI do her. Tohoto bylo úspeˇšneˇ dosaženo. Robot samostatneˇ plní svou funkci,
staví základnu, kterou rozširˇuje, verbuje jednotky, prozkoumává oblast a pátra po neprˇí-
teli. Také bojová stránka robota byla splneˇna, kdy byla použita predikce rˇíkající robotu,
zda-li má útocˇit, nebo se stáhnout a vyrazit do boje prˇi více jednotkách.
Jakožto jeho tvu˚rce na základeˇ poznatku˚ z tvorby již ted’ mohu usoudit, že vytvo-
rˇit dokonalou AI i v tak uzavrˇeném prostrˇedí jako je hra StarCraft je velice teˇžké nebo
rovnou nemožné. Zjistil jsem, že použití neˇkterých algoritmu˚ jako Alpha-Beta Prunning
vede sice k nejlepšímu rˇešení ve hrˇe šachy nebo dáma, avšak nikoliv v RTS hrˇe jako Star-
Craft a to hlavneˇ z du˚vodu˚ mnoha nedefinovaných stavu˚ které mohou nastat. Dále jsem
zjistil, že tak jak platí pro týmy, že tým je silný tak jako jeho nejslabší hrácˇ, stejneˇ tak
AI je silná tak, jako její nejslabší komponenta. Hra byla tedy rozdeˇlena na komponenty
zabývající se bojem a ekonomickou stránkou a bylo zjišteˇno, že pouhým nastavováním
jednotlivých podmínek se dá dosáhnout ru˚zných výsledku˚ naprˇíklad: odladeˇním pocˇtu
postavených obranných veˇží v závislosti na cˇase bylo docíleno k veˇtším prˇíjmu˚m mine-
rálu˚ pro stavbu jednotek a tím získání rychlejší prˇevahy na bojišti což vedlo k veˇtší šanci
na úspeˇch v samotné hrˇe. Tyto pu˚vodneˇ velmi nepatrné veˇci tak mohou v kontecˇném du˚-
sledku znamenat víteˇzství nebo prohru nad neprˇítelem. AI byla tvorˇena v BWAPI 3.7.4,
které cˇas od cˇasu prˇi testování shodilo celou hru ( prˇedevším z du˚vodu prˇístupu na špat-
nou adresu do pameˇti systému), nebo z neˇjasných du˚vodu˚ všichni deˇlníci mající za úkol
teˇžit surovinu zamrzli na místeˇ a nic nedeˇlali, což vedlo k zastavení dodávek surovin a
tím ochromení celkové výroby bojových jednotek. Bohužel jeden z cílu˚ : prˇihlásit robota
do souteˇže nebyl možný a to z du˚vodu uzavrˇení prˇihlášek do souteˇže v dobeˇ, kdy ba-
kalárˇská práce ješteˇ ani nebyla prˇidelena. Tímto také nemohli být plneˇ otestováni roboti,
kterˇí se úcˇastnili turnaje.
Pro testování robota byly tedy využita již implementovaná umeˇlá inteligence ve hrˇe.
Na základeˇ výsledku˚ z bitev mohu konstatovat, že vytvorˇený robot plní svou funkci.
Prˇi testování má robot témeˇrˇ 100 procentní šanci na výhru˚ vu˚cˇi neprˇíteli, který preferuje
rozru˚stání základny. Na druhou stranu oproti protivníku˚m využívajícím styl hry rush má
robot pramalou šanci. Tento neblahý výsledek je prˇedevším dán faktem, že build order(
porˇadí stavby budov) robota je tvorˇen na základeˇ sledování zápasu˚ mezi lidmi, kterým
trvá o poznání delší dobu, než zapocˇnou s útokem.
Do budoucna plánuji robota vylepšit, prˇedeˇlat neˇkteré algoritmy, které se prˇi tvorbeˇ
neosveˇdcˇily a následneˇ jej prˇihlásit do turnaje Umeˇlé Inteligence ve StarCraft: Broodwar.
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