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approach l’DEAL? As either a functional or logic programming language with 
extensions, or from a completely different direction? 
Chapter 5 (by P. Schnoebelen and P. Jorrand) introduces FP2, a parallel language 
with declarative semantics. Term rewrite rules are used to specify abstract data types 
and parallel processes, and process specifications can be combined hierarchically. 
The paper presents the semantics of FP2, and a simple rewrite based interpreter. It 
also gives several examples of FP2 specification s, including one which illustrates 
the use of FP2 to prove temporal properties about programs. The examples are well 
chosen, and give a flavour of the power of the language. 
This book contains a collection of papers which will be of interest to any one 
working in the field of parallel computing. The book is dominated by the sections 
on semantics (this is clear from the name of the working group which generated 
these papers, but not from the book’s title), which are not fbr the faint-hearted or 
those new to this area. However in most cases carefully chosen e~mples help to 
guide the reader through them. 
The book shows that the ESPRIT 415 project produced much good wor!c on the 
semantics of parallel languages. Each chapter discusses some aspects of this area, 
and the reader is given five independent views on what are the important issues, 
what design decisions were taken, and what conclusions should be drawn from the 
subsequent investigations. It is therefore a pity that no attempt is made in the book 
to draw together these results and observations, and make some general conclusions. 
A chapter which did this would have been very valuable. 
Paul WATSON 
ZCL 
West Gorton 
Manchester, Urlited Kingdom 
Axe1 T. Schreiner, Ushg C wrrh Curses, La and YACC (Prentice-Hall and Carl 
Hanser Verlag, Hemel Hempstead, United Kingdom, 1990), Price i24.95 (paperback), 
ISBN O-13-932864-5. 
Axe1 Schreiner attempts to teach by example application construction in the Unix 
environment. His example is a simple but flexible window system, wish, and the 
application tools he demonstrates are primarily Curses and YACC. This means two 
things. firstly, that the wind,ow shell example should not be considered more 
important than the lessons learnt from its development, and secondly, that the Unix 
tools incorporated within this text are those which are suitable to the construction 
of a window shell. One criticism ir that Schreiner does not devote enough space to 
Lex (a couple of pages) despite its inclusion in the book’s title. 
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In order to benefit from this book the reader will need to be familiar with other 
aspects of Unix and C. This means that is is not recommended for the beginner. 
Whilst not an introduction, it is rather a master class from a we!;-established Unix 
maestro. The reader will benefit from following the progressive development style 
and noting the many practical hints given. 
Steve HILDITCH 
Computer Science Department 
Manchester University 
Oxford Road 
Manchester, United Kingdom 
P. Leith, Formalism in AI and Computer Science (Prentice-Hall, Hemel Hemgstead, 
United Kingdom, 1990), Price X49.95 (hardback), ISBN O-13-325549-2. 
This book proclaims something rotten in the state of computer science: on its 
“search for a holy grail”, computer science has “got its head stuck in a ditch”; “our 
minds are clouded” as regards the aims of the discipline, while we founder in 
“shark-filled seas”. The rotten something is formalism, which Leith defines as 
formality gone awry, an overweening faith that technology or formalism can provide 
solutions to complex problems. Formalism is “rife”, an “epidemic” in the computer 
science community, a “creeping evil”; it is also the thread that runs through the 
book and holds Leith’s arguments together. The book uses the concept of formalism 
to analyse the failures of workers in artificial intelligence and computer science to 
achieve their stated objectives, or even to appreciate what those objectives are. 
Leith’s hope is, by highlighting the symptoms and corollaries of formalism, to help 
pull computer science out of the ditch. 
Three kinds of formalism are distinguished: the foundationalijt, the axiomatic, 
and the technicalist. Foundationalism is characterised by the belief in, and search 
for, absolute notions; an absolute notion of truth, for example, or of mathematical 
existence, which may provide an irrefutable foundation for logic, say, or mathemati- 
cal proof. Axiomatic formalism is less concerned with ontology, more with the 
e of bodies of knowledge: one may think of Peano arithmetic or 
expert systems in this connection. Technicalism refers not just to the introduction 
of new technologies, but generally to the adoption of a technique or method to 
explicate complex situations; the use of formal methods in software production is 
one example. Leith’s concern is not with these tendencies per se, but with their 
pathological manifestations in computer science, cases where formalist approaches 
are applied with little or no consideration of their applicability. 
The grandiose claims of some researchers in the area of expert systems is a good 
example. The claim that knowledge and expertise can be encoded as a set of 
probabilistic inference ruies is presented, very convincingly, as an arrogant strain 
of axiomatic formalism. Moreover, it is argued, the hypothesis that an exnert system 
