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The efficiency and scalability of plagiarism detection systems have become a major challenge due to the vast amount of available textual 
data in several languages over the Internet. Plagiarism occurs in different levels of obfuscation, ranging from the exact copy of original 
materials to text summarization. Consequently, designed algorithms to detect plagiarism should be robust to the diverse languages and 
different type of obfuscation in plagiarism cases. In this paper, we employ text embedding vectors to compare similarity among 
documents to detect plagiarism. Word vectors are combined by a simple aggregation function to represent a text document. This 
representation comprises semantic and syntactic information of the text and leads to efficient text alignment among suspicious and 
original documents. By comparing representations of sentences in source and suspicious documents, pair sentences with the highest 
similarity are considered as the candidates or seeds of plagiarism cases. To filter and merge these seeds, a set of parameters, including 
Jaccard similarity and merging threshold, are tuned by two different approaches: offline tuning and online tuning. The offline method, 
which is used as the benchmark, regulates a unique set of parameters for all types of plagiarism by several trials on the training corpus. 
Experiments show improvements in performance by considering obfuscation type during threshold tuning. In this regard, our proposed 
online approach uses two statistical methods to filter outlier candidates automatically by their scale of obfuscation. By employing the 
online tuning approach, no distinct training dataset is required to train the system. We applied our proposed 
method on available datasets in English, Persian and Arabic languages on the text alignment task to evaluate the robustness of the 
proposed methods from the language perspective as well. As our experimental results confirm, our efficient approach can achieve 
considerable performance on the different datasets in various languages. Our online threshold tuning approach without any training 
datasets works as well as, or even in some cases better than, the training-base method.  
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The vast amount of available text materials over the internet has become the main source of information acquisition and retrieval in the 
current era. Using them as one’s own without explicitly acknowledging the materials’ originator is considered plagiarism, which is an 
illegitimate immoral act (Clough, 2003). This act has intensified through the fast and easy access to the contents. The overwhelming 
amount of text production every day makes manual approaches to detect plagiarism based on the reviewer’s knowledge impractical. 
Various algorithms in natural language processing (NLP) specifically in text similarity detection, come along to detect plagiarism 
automatically. Plagiarism occurred with different types of obfuscation, ranging from exact copy to idea plagiarism and text 
summarization. Considering obfuscation type in detecting plagiarism improves the performance of the plagiarism detection systems 
(Sanchez-Perez et al., 2014). In some categorizations, plagiarism detection is divided into two main categories: external plagiarism 
detection, and intrinsic plagiarism detection (Potthast et al., 2009). External plagiarism detection examines all the available source 
documents and tries to detect the potential source text for a given suspicious documents. On the other hand, intrinsic plagiarism detection 
tries to find the anomaly of the text writing style to discover parts of the text which are not written by the same author of the whole 
document (Hoad & Zobel, 2003). External plagiarism also varies at different levels, like modification in the vocabulary, alterations in 
syntactic-structure, and transformation in semantic representation of the text. Text alignment is an external plagiarism detection task that 
tries to find the source of text in a suspicious document.  
One of the main concerns in NLP tasks including text alignment is representing text in a computer-readable format to be used in other 
processing steps. Traditional approaches define each term as one feature and represent a document as a vector of terms occurrence. 
Several numbers of unique words in a corpus make processing of this sparse vector time consuming and inefficient (Bengio et al., 2003). 
In this paper, we use word representation introduced by (Firth, 1957) to represent texts and evaluate the similarity between them to detect 
plagiarism. In this so-called word embedding representation, a word is described by its surrounding neighbors. This representation 
comprises semantic and syntactic information for each word. Describing text by embedding representation resulted in a higher 
performance in several NLP tasks with almost no hand engineering feature extraction and preprocessing (Collobert et al., 2011). Beyond 
words, a representation of phrase, sentence, and documents exposed a new challenging task in this field. A number of algorithms were 
proposed of text representation, ranging from simple summation (Mitchell & Lapata, 2010) to complex neural network based 
composition functions (Socher, 2014).  
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In this paper, we improved our method for text similarity detection applied in the text alignment shared-task (Gharavi et al., 2016). This 
new enhanced approach is employed on different datasets from various languages and obfuscation type perspectives. In this task, a pair 
of documents is given to identify the possible plagiarism among them. Due to the efficiency issues, we apply word vector averaging to 
represent a sentence. Obfuscation type was also taken into account while comparing the text parts. In the proposed method, we employed 
two approaches for filtering the detected plagiarism cases. The first approach tuned the required threshold by lots of trials over a training 
dataset. We also set the threshold by considering obfuscation type, which improves the total performance of the system. In the second 
approach, two methods are employed to remove outliers in the filtering phase, which make threshold tuning among the training data set 
inessential. These methods automatically tune the threshold with respect to obfuscation type.  The main advantages of our approach 
among others are its simplicity and its fast candidate selection.  We accelerated the process by transforming a n-gram-by-n-gram 
comparison, so-called string-matching approach, to a numerical one. Synthetic changes in sentences, including alteration in word order 
which resulted in the same representation of sentences can be detected conveniently with our approach. This method can easily identify 
transformations in vocabulary, including adding or omitting words, which would be indistinguishable by string matching approaches. 
Furthermore, we proposed a new approach for threshold tuning that omits the training phase. The system could be run in real time and 
with almost no training data. We proved the scalability of our obfuscation-aware language-independent approach to any new corpus 
without training data, for different languages on the diverse datasets. 
The rest of this paper is organized as follows: Section 2 presents the related works for the text alignment task. Section 3 illustrates the 
text embedding representation. Section 4 defines the proposed method and Section 5 illustrates the experiments, datasets, evaluation 
metrics and results. Finally, we illuminate the characteristics of our method in the conclusion section. 
 
 
2. RELATED WORK 
 
The challenging task of automated plagiarism detection has captured researchers’ attention (Chong et al., 2010; Clough, 2003). This 
indicates an increase in the demand for such systems as well as the need to improve their speed and efficiency. Here we explain some of 
the methods applied to text alignment shared task.  
Previous methods mostly benefit from a method called string matching scheme in order to detect copied texts (Potthast et al., 2014) 
Beyond an exact copy of the text, in some cases detecting plagiarism is tough even for humans. When it comes to computers, such 
methods like string matching lack the flexibility to encounter different type of plagiarism caused by modifications in the syntactic and 
semantic structure of the text. Text alignment was considered as a sequence alignment in bioinformatics in the previous methods (Potthast 
et al., 2014). As illustrated in Figure 1, a number of steps usually are taken into account to build a text alignment system: (1) seeding, 
(2) extension, and (3) filtering. In text alignment methods, two source and suspicious documents are compared to each other by using 
some heuristic seeds. These seeds are the exact matches or created matches by changing the text in different ways. After defining a lot 
of seeds, the method tries to extend these seeds to align text passages. In the filtering step, cases that do not meet certain criteria, i.e. 
overlapping cases or tremendously short passages, are discarded (Potthast et al., 2014). 
 
 
We explain various employed methods for each of three phases of a plagiarism detection system here. Sorted word 4-grams and unsorted 
stop word 8-grams are employed as seeds in (Suchomel et al., 2013). These seeds are merged if the gap between them is below some 
pre-defined thresholds. Then, two seeds with no more than 4000 characters apart are merged. They reject cases under 300 characters in 
the filtering phase. Sorted word 3-grams and two kinds of sorted word 1-skip-grams are used as seeds by Rodríguez Torrejón and Martín 
Ramos (Rodríguez Torrejón et al., 2014).  In Leilei et al. (Leilei et al., 2012) a pair of sentences is considered as seeds if they exceed a 
similarity threshold. For the filtering phase, detected cases that have their modified Jaccard co-efficient among them under a specific 
threshold are removed in Leilei et al. (Leilei et al., 2013). Shrestha and Solorio (Shrestha & Solorio, 2013) use  5-grams that hold at least 
one name entity, called name entity 5-grams along with stopword 8-grams as seeds. In (Shrestha et al., 2014) also a method for inexact 
n-gram matching that have their Jaccard similarity above a predefined threshold is presented. 
Palkovskii and Belov (Palkovskii & Belov, 2013) considered word n-grams, stop word n-grams, named entity n-grams, frequent word 
n-grams, stemmed n-grams, sorted n-grams, and skip-n-grams as seeds. They employed clustering for unsupervised merging. In 
(Palkovskii & Belov, 2014) the authors tried to apply four corresponding parameter sets based on four kinds of obfuscation. These 
obfuscation types include no obfuscation, random obfuscation, summaries, and “undefined”. Alvi et al. (Alvi et al., 2014) use character 
20-grams and Rabin-Karp algorithm for string matching.  They discard alignments of less than 200 character length in the source 
document and less than 100 character length in the suspicious document. Skip word 2-grams ranging from 1 to 4 are used by Gross and 
Modaresi (Gross & Modaresi, 2014) to match the exact cases.  For merging the seeds, they applied agglomerative single-linkage 
clustering, where pairs of seeds are merged based on a distance measure. Alignments of fewer than 15 words length are discarded.   
Glinos in (Glinos, 2014) use top 30 most frequent words longer than 5 characters and match the exact cases. A gene sequence alignment 
algorithm is employed to detect match cases. Instead of gene sequences, they tailored the application for a pair of text. Clusters of related 
words to the topics considered to detect highly obfuscated plagiarism. This clustering takes place by a set of hand-crafted rules. They 
employed logistic regression to train a classifier-based on lexical similarity features using the training dataset of the evaluation corpus. 





Step 1: Seeding 
 
Step 2: Extension 
 
Step 3: Filtering 
 Figure 1: General steps toward plagiarism detection 
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In (Sanchez-Perez et al., 2014) each sentence is represented as a term-frequency inverse document frequency (TF-IDF) weighted vector. 
These vectors are compared by cosine similarity and Dice coefficient measures. The threshold for passing these two measures was 0.33. 
They applied an approach that relates to divisive clustering. All subsequent seeds are merged using a gap threshold, and then they divided 
the merged text until they exceed a similarity threshold. They also distinguished between summary cases and all the other type of 
obfuscation and employed two parameter settings for their approach at the same time. Afterwards, the decision on outputs was made on 
the basis of the length difference between suspicious passage and source passage. For example, they considered a candidate seed as a 
summary case if the source passage is more than 3 times longer than the suspicious passage. 
For Persian text alignment task, the source document is indexed into the trie structure in (Talebpour at al., 2016). Then the suspicious 
document is analyzed word by word against trie structure to find potential sources. In another work in Persian language, n-grams are 
considered as seeds  (Minaei & Niknam, 2016) and short detected cases are discarded in filtering phase.  Momtaz and her colleagues 
(Momtaz et al., 2016) turn the sentences from source and suspicious documents into graphs and tried to find similar graphs.  In (Esteki 
& Esfahani, 2016) sentences are classified as similar and non-similar by Support Vector Machine (SVM) classifier. In this work, the 
Levenshtein distance, the Jaccard coefficient, and the Longest Common Subsequence (LCS) extracted from pairs of sentences are 
considered as the features. TF-IDF weighting is used in (Mashhadirajab & Shamsfard, 2016) to create sentence vectors from source and 
suspicious documents to find seeds. They use SVM neural network to predict obfuscation type to tune the required parameters.  
The distributed representation of words (word embeddings) is used in (Ferrero, Besacier, Schwab, & Agnès, 2017) for cross-language 
textual similarity detection. In (Agarwal, Ramampiaro, Langseth, & Ruocco, 2018) an informative semantic representation of each 
sentence is created by (1) using CNN to extract the local region information in form of important n-grams from the sentence, and (2) 
applying RNN to capture the long-term dependency information within paraphrase detection. The proposed approach in (Ehsan, Shakery, 
& Tompa, 2018) has two main steps: the first step tries to find candidate plagiarised fragments and focuses on high recall, followed by 
a more precise similarity analysis based on dynamic text alignment that will filter the results by finding alignments between the identified 
fragments. The novel text representation scheme proposed in (Sánchez-Vega et al., 2019) gathers both content and style characteristics 
of texts, represented employing character-level features. Authors in (Al-Suhaiqi, Hazaa, & Albared, 2018) evaluates five different 
monolingual plagiarism detection methods namely i) n-grams similarity, ii) longest common subsequence, iii) dice coefficient, iv) 
fingerprint-based jaccard similarity and v) fingerprint-based containment similarity. In addition, three machine learning classifiers are 
used for Arabic-English cross-language plagiarism detection.  
This paper is inspired by our previous work (E. Gharavi, Veisi, Bijari, & Zahirnia, 2018). The approach is extended by adding two 
methods for threshold tuning without using the training dataset and also applied in English and Arabic corpora to prove the scalability 
and language independency of our method. 
 
3. TEXT REPRESENTATION 
 
Primary approaches in NLP represented text as a sparse vector with the length corresponding to the size of the lexicon. This vector has 
values in existing words positioning and initializes other elements with zeros. These values varies in binary format or number of word 
occurrence in the document. Considering words as a single feature makes natural language processing tasks unable to identify similarities 
among synonym words. Subsequently, the idea of representing a word by its neighbors was introduced by Firth (Firth, 1957). We explain 
this representation and the idea of combing them to construct context representation at the phrase, sentence or document levels in the 
following subsections.   
 
3.1 Word Embedding 
 
Distributed word representation, generally known as word-embedding, is used to solve the problems of high dimensionality and sparsity 
in the language model. In this representation, each word is described by the surrounding context which contains semantic and syntactic 
information about the word. A language modeling task is employed to construct such representation. Using this representation, synonym 
words have similar vectors (Socher, 2014). 
Distributed representation learning is introduced by Hinton for the first time (Hinton, 1986) and is developed as a language modeling 
concept by Bengio (Bengio et al., 2003). Collobert (Collobert et al., 2011) showed that distributed representation of words with almost 
no engineered features can be shared by several NLP tasks resulting in equal or more accuracy than state-of-the-art methods. Finally, 
authors in (Mikolov et al., 2013) indicated that this kind of representation not only encompasses a huge part of syntactic and semantic 
rules, but also the relationship between words can be modeled by vectors’ offset. This offset can also present the plurality, syntactic label 
(noun, verb, etc.) and the semantic feature (pet, animal, car, etc.) of a word. 
Context-based methods such as skip-grams or continuous bag of words are usually employed to learn word representation (Mikolov et 
al., 2013; Pennington et al., 2014). In these approaches, three-layer feed-forward neural networks are trained for the language modeling 
task. Skip-gram uses the one-on representation of words in a limited window size as an input and try to predict the middle word in the 
context. Another version of this network, continuous bag of words, is used to predict the context considering the middle word. 
 
3.2 Phrase/Sentences/Paragraph Embedding 
 
So far, we have explained how to represent words in a way that the representation contains semantic and syntactic information. However, 
we usually need a rich representation to demonstrate a phrase, sentence or paragraph or a document. Many algorithms are represented 
for this purpose. They usually introduce a composition function to combine the above-mentioned word embedding. Some of them are 
reviewed in the following.     
Socher introduces variations of unsupervised (Socher et al., 2011) and supervised (Socher, 2014) recursive neural networks (RNNs). 
This method uses the idea of the hierarchical structure of the text and encodes two word-vectors into one vector by auto-encoder 
networks. Socher also presents many variations of these deep combination functions such as RNN (Socher et al.,  2010) and Matrix-
Vector Recursive Neural Networks (MV-RNN) (Socher et al., 2012). Long short-term memory (LSTM) which captures long-distance 
dependency among text is also employed to model sentences (Tai et al., 2015). Convolution neural networks (CNN) also work well in 
tasks such as sentiment analysis (Kalchbrenner et al., 2014). Paragraph Vector (Le & Mikolov, 2014) is an unsupervised algorithm that 
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learns representation for variable-length pieces of texts. The algorithm assumes each paragraph as a vector, which is updated during the 
language modeling task. Paragraph vector outperforms other methods, such as bag-of-words models, for many applications. Feature 
cluster-based vector space model (FC-VSM) (Qimin et al., 2015) used the text feature clusters co-occurrence matrix to represent 
document for clustering purpose. Livermore et al in (Livermore et al., 2018), use a representation learning based on the combination of 
Topic Modeling and the Citation Networks to retrieve the latent relevance structure of the documents. 
Word vector characteristics make them capable of being composed by basic mathematical methods (Mitchell & Lapata, 2010). These 
methods include summation, multiplication and averaging. The results prove the ability of these methods to represent the semantic 
information of each sentence. In this paper, we employed the averaging approach to take advantages of both rich semantic representation 
and efficiency due to its simplicity in the calculation.  
 
4. PROPOSED METHOD 
 
In this paper, we propose a sentence by sentence comparison approach to align source and suspicious documents. As shown in Figure 2, 
we followed a two-phase method for this aim: in the first phase, two sentences are nominated as candidate seeds for plagiarism and then, 








We used pre-trained GoogleNews1 vectors for English word vectors and we trained word vectors for Persian language using the 
word2vec algorithm (Mikolov, Corrado, et al., 2013). Available pre-trained Arabic word vectors2 are used for the Arabic language 
(Bojanowski et al., 2016). For capturing the whole sentence’s idea, only substantial words remain and stop words are removed from the 
sentences.  
In the first phase, the semantic similarity of two sentences is evaluated. As mentioned in Section 3.1, word embedding embraces semantic 
and syntactic information for each word. Since system efficiency is one of the main concerns in real plagiarism detection applications, 
we chose the word vector’s average as the composition function to construct sentence embedding. In this regard, we average all 









where Si is the vector representation for sentence i and wij is the word vector for jth word of sentence i and n is the number of words in 
that sentence. Th resulting vector represents the semantic information of each sentence. Each dimension depicted a feature to describe 
that sentence. All the sentences in the source and suspicious documents are represented by this approach.  
After the feature extraction phase, we compare each sentence representation vector in the suspicious document to all the sentence 




















In which, !789  is the sentence vector of a sentence from a source document and !7;7is the sentence vector of a sentence from a suspicious 
document and K denotes the vectors’ dimension.  
For each sentence in the suspicious document, we nominated one of the sentences in the source document with the highest cosine 
similarity greater than a predefined threshold, as a plagiarism candidate. This candidate, which is retrieved by Equation (3), is the most 
semantically similar sentence to the suspicious one. The semantic similarity of the sentences comes from the fact that each word of them 
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Where Si is a sentence in the suspicious document and Sj is a sentence in the source document. Since this is a numerical calculation and 
is not including any time-consuming string matching, this candidate is retrieved in real time. To approve this candidate, i.e. accept these 
two sentences as a plagiarism case, we also used the Jaccard similarity measure to assess the lexical similarity of two sentences. Jaccard 








where SW1 is the set of unique words in the first sentence and SW2 is the set of unique words in the second sentence. This similarity 
measure calculates the number of common words and normalizes it by the total number of unique words in both sentences. We 
considered stopwords here without considering word frequency. In some cases, although the sentences passed the semantic similarity 
measure and became a candidate, the Jaccard similarity among them at word level was trivial despite their likeliness. For example, let 
us consider two sentences below: 
 
A=“These studies have argued the facts.” 
B=“This study arguing the fact.” 
 
Although these two sentences should be considered similar, the Jaccard similarity at word level is very low, Jaccard_Simword (A, B) = 
0.1. Due to efficiency matter, complicated preprocessing, such as the transformation of word form to their roots (arguing, arguedè 
argue) was not taken into account. To obviate this variation, the similarity of two sentences is also calculated at character level. In this 







where SC1 is the set of unique n-grams in the first sentence and SC2 is the set of unique n-grams in the second sentence. Here, we chose 
3-grams as segments. So two aforementioned sentences segmented as follow: 
 
A=“The se stu die s hav e arg ued the fac ts.” 
B=“Thi s stu dy arg uin g the fac t” 
 





Now the Jaccard similarity at character level is 0.31 which is satisfactory in the filtering phase.  
Finally, two candidate sentences which pass the semantic similarity threshold in the first phase and the lexical similarity threshold in the 
second phase either at the word or character level are considered to be plagiarism. We applied different approaches to fine-tune 
thresholds. This can be achieved by various trial over training corpus or decided locally with respect to the level of obfuscation. These 
methods are illustrated in the next section.  
 
4.1 Parameter Tuning 
 
For detecting plagiarism cases, three parameters are needed to be optimized, either by tuning over the training corpus (offline) or tuning 
regarding obfuscation type (online). We define these parameters as below:  
 
• α = Cosine similarity threshold to retrieve initial candidate. 
• β = Jaccard similarity to approved plagiarism cases.  
• γ = the maximum gap, number of characters, between two sentences to decide whether to merge two detected cases or not.   
 
Jaccard similarity at character level is tuned regarding Jaccard similarity at the word level. A ε=0.2 is added to the word level Jaccard 
similarity to define character level threshold. 
We proposed three different methods to tune these parameters. 
 
4.1.1 Method 1: Offline threshold tuning 
 
Two sentences are considered to be plagiarism if they pass the cosine similarity threshold (α). The second threshold (β), Jaccard similarity 
threshold, filters the selected sentences to assure lexical similarity. Two sentences are merged if they have fewer characters between 
them than the specific threshold (γ).  We called this approach offline threshold tuning since all the parameters are tuned by several trials 
on the training corpus. The combination of these parameters that achieve the highest-plagdet is selected using training data. In each 
round of experiment, we change one parameter while keeping the others constant. Sets of evaluated parameters are illustrated in Table 
1. 
 




γ {0, 100, 500, 800, 2000, 4000, 5000} 
 
During the experiment, we realized that α parameter affects recall evaluation measure and β parameter has an effect on precision. These 
perceptions seem logical since α threshold determine seeds and its variation change number of selected seeds and β threshold filter the 
selected seeds so its fluctuation affects precision.  
 
4.1.2 Method 2: Offline threshold tuning with respect to the obfuscation type 
 
During the parameter optimization phase, we realized that changing these parameters with respect to the obfuscation type leads to better 
results. For example, if we increase the cosine similarity thresholds in plagiarism cases with no obfuscation from 0.3 to 0.5, i.e. exact 
copy, the precision increase from 0.8775 to 0.9598 without any or considerable loss for other cases in recall measure. Therefore, for 
evaluation purpose, we fine-tune all these parameters with respect to the obfuscation type in different languages. We call this approach 
offline threshold tuning w.r.t the obfuscation type. Also decreasing this threshold for summary cases leads to higher recall and better 
system performance.  
 
4.1.3 Method 3: Automatic language-independent parameter tuning with respect to the obfuscation type, online 
tuning 
 
In the previous section, we discussed how obfuscation type-aware parameter tuning increased the system’s performance. But in real 
applications, we never know the obfuscation type before we detect it. Designing a system to detect type of obfuscation in advance and 
select the parameters with respect to the output of this system is one approach. In this regard, we tried to build a neural network classifier 
to detect type of obfuscation by considering similarity thresholds as its input. This system did not achieve reasonable accuracy to be 
applicable. Due to this, we decided to define the parameters locally in each document. Here, we assume that each document pair has a 
unique kind of obfuscation if there are any plagiarism cases in it. 
A minimum threshold is assigned to retrieve all possible candidates in both evaluation phases. Then, γ is assigned in the next phase with 
respect to the level of similarity. After candidate retrieval, we applied two statistical methods using mean and median on Jaccard 
similarity values to omit outliers. The decision on the threshold is taken without considering the language or corpus. We called this 
approach online threshold tuning since the minimum of all parameters is assigned locally depending on the level of obfuscation in 
plagiarism cases. This approach deprived lots of trials on the training corpus. Statistical methods to detect outliers are described in the 
following sections.  
 




In the first method, the mean of the reported Jaccard similarity values is calculated. For detecting outliers, the standard deviation related 
to those values is estimated. Assume J = {J1, J2, …, JN} as all Jaccard similarity values between each two sentence pairs greater than the 



















where N is the number of similarity values for plagiarism candidates. Since most of the sentences with same obfuscation type have 
similarity measure in the same range, we consider values less than (M ̅ − /ED) as outliers. Equation (8) define the β threshold calculation.  
 
β = 	M ̅− /ED (8) 
 
In outlier detection methods, the method should consider the similarity measure higher than (M ̅+ /ED) also as the outliers, but in this 
case the greater the similarity, the higher the plagiarism probability. Therefore, we consider them as plagiarism cases. 
 
b. Outlier detection method: median absolute deviation  
 
Standard deviation works better on data with a normal distribution. Therefore, we implement another statistical method called Median 
Absolute Deviation (MAD) to find outliers. In this method, first similarity values are sorted to find the median. Then we calculate the 
absolute difference of the median and all similarity values. Afterward, a new array of Jaccard similarity values is sorted and the new 
median is selected for these numbers. We subtract this number from the first median and define the minimum threshold for considering 
two sentences as plagiarism. Again, assume J = {J1, J2, …, JN} as all Jaccard similarity values between each two sentence pairs greater 
than the minimum threshold. Equation (9) describes the MAD method.  
 
β = bcd = 21D04*(|M" −21D04*(M)|) (9) 
 
We consider cases with similarity less than bcd as the outliers.  
 
Considering mean and median values we decide which number of characters between two sentences (γ) is acceptable to merge two 
plagiarism cases for the document based on these numbers. For example, mean and median around [0.95-1.00] is common in no-









For text alignment tasks, evaluation corpora are compiled based on different obfuscation levels. In general, these corpora are comprised 
of the following plagiarism types (Potthast et al., 2013): 
• No-obfuscation: The exact same version of the original text is in the suspicious document. 
• Random obfuscation: Adding, removing and exchanging vocabularies by other synonyms and shuffling words in the text are 
included in this obfuscation type. This kind of obfuscation can easily be created by artificial approaches. Creating this so-called 
artificial cases is cheaper and easier than the upcoming once. 
• Cyclic translation: A piece of text is translated from original language to a target one and then translated back to the original 
language. This back and forth cyclic translation keeps the semantic meaning while representing another version of the text. 
• Summary obfuscation: In this case, a text is summarized into an abstract version while the whole idea remains the same. In this type 
of obfuscation, the lexical and syntactic similarity is very restricted. 
• Simulated obfuscation: Samples are manually constructed using human resources and crowdsourcing. People are asked to read and 
paraphrase the text and rewrite it with other phrases.  
 
In our evaluations, to check the language-independency, we have evaluated our method for three languages, English, Persian, and Arabic. 
PAN-PC-2013 text alignment corpus3 which is also used in PAN-PC-2014 is employed as the English dataset (Potthast et al., 2013) for 
evaluations on the English language. The dataset used in PersianPlagDet20164 consider as the corpus for text alignment in Persian 
language (Asghari et al., 2016).  
To the best of our knowledge, there is no available text alignment corpus for the Arabic language, so we converted the available dataset5 
for external plagiarism detection to a corpus that fit for the text alignment task. For this purpose, a pair file was created according to the 






available information and an XML file containing all source files related to this document was separated based on the distinct source 
files. These processes prepared the data for the text alignment task.  
The statistics of these corpora for all languages is illustrated in Table 2. All of these datasets contains four types of plagiarism. Table 3 
gives details of the statistics from different types of obfuscation aspects for these three corpora.  
 
Table 2: Corpus statistics (number of documents) for three languages  
 
# of documents English Persian Arabic 
Source file 489 1563 567 
Suspicious file 398 1525 607 
 
Table 3: Corpus statistics based on the plagiarism types for three languages 
 
# of cases English Persian Arabic 
No-plagiarism 90 783 169 
No-obfuscation 108 208 490 
Random/Translated 199 1611 615 
Simulated/Summary 121 147 163 
 
We considered 10 percent of available data for parameter tuning in the first method and did the evaluations on the rest of the data. For 
other methods, all documents are used in evaluations, since we do not have the training phase. 
 
5.2 Evaluation Metrics  
Three evaluation measures are employed to assess text alignment approaches. These measures include precision, recall, and granularity, 

























/ is a plagiarism case and S is the set of plagiarism cases in the corpus, r associates an allegedly plagiarized passage and R is the set of 
detected plagiarism cases for the suspicious documents.  
 
F1 is the harmonic mean of precision and recall. This measure is calculated by Equation (12).  
 
p1 = 	




Granularity is defined to address overlapping or multiple detections for one plagiarism case and is calculated as in Equation (13). This 









Where !k ⊆ ! are cases detected by detections in R, and f7 ⊆ f	are detections of s. All these measures are combined into a single score, 




log?w1 + A54*(!, f)x
 (14) 
 




5.3 Results and Discussions 
 




5.3.1 Method 1: Offline threshold tuning 
As mentioned in the proposed method section, two sentences are considered to be plagiarism if they pass the cosine (α) and Jaccard (β) 
similarity thresholds; and they are merged if the gap between them is not more than a specific threshold (γ).  Table 4 shows the fine-
tuned thresholds achieved by several trials on the training corpus. 
  
Table 4: Best values for different parameters (α: cosine similarity threshold, β: Jaccard similarity threshold, γ: gap merging threshold) 
 
Parameter English Persian Arabic 
α 0.3 0.3 0.3 
β 0.38 0.25 0.3 
γ 2000 2200 2200 
 
We run the algorithms over the three training corpora and separately on different cases of plagiarism for each language. Table 5, 
Table 6 and 
Table 7 present the results of our method on English, Persian and Arabic corpora by parameters set in Table 4, respectively. In these 
tables, the result of plagiarism detection over the total corpus is also given as All Types. We can see through the results that the best 
performance is achieved in no-obfuscation cases since two vectors for two same sentences are exactly the same. For the most difficult 
cases, the summary obfuscation type, the PlagDet is poor due to its high general threshold. In this type of obfuscation, although the 
system could not retrieve all the cases, still, the accuracy of the retrieved ones is proven by the highest precision. 
 
Table 5: Plagiarism detection performance on the English corpus for different obfuscation types (α=0.3, β=0.38, γ=2000) 
 
 Recall Precision Gran PlagDet 
All Types 0.7369 0.8655 1.0028 0.7944 
No-Obfuscation 0.9167 0.8775 1.0000 0.8967 
Random 0.6702 0.8235 1.0000 0.7390 
Translated 0.6857 0.8995 1.0000 0.7782 
Summary 0.3248 0.9412 1.0000 0.4830 
 
Table 6:  Plagiarism detection performance on the Persian corpus for different obfuscation types (α=0.3, β=0.25, γ=2200) 
 
 Recall Precision Gran PlagDet 
All Types 0.9080 0.9430 1.0000 0.9248 
No-Obfuscation 0.9860 0.9566 1.0000 0.9711 
Random 0.9159 0.9492 1.0000 0.9319 
Simulated 0.7264 0.9572 1.0000 0.8260 
 
Table 7:  Plagiarism detection performance on the Arabic corpus for different obfuscation types (α=0.3, β=0.3, γ=2200) 
 
 Recall Precision Gran PlagDet 
All Types 0.7978 0.6295 1.0017 0.7029 
No-Obfuscation 0.9768 0.7062 1.0021 0.8185 
Artificial 0.6121 0.5263 1.0000 0.5660 
Simulated 0.9141 0.8465 1.0000 0.8790 
 
 
5.3.2 Method 2: Offline threshold tuning with respect to the obfuscation type 
 
For evaluation purpose, we also fine-tune these three parameters with respect to the obfuscation type in the different languages. 
Parameters that achieved the best result are reported in Table 8. As it is shown, the values of these parameters are highly dependent on 











Table 8: Best values for different parameters depend on obfuscation type 
 






α 0.5 0.3 0.3 
β 0.45 0.32 0.25 
γ 600 1000 4000 
Persian 
α 0.6 0.3 0.3 
β 0.45 0.27 0.23 
γ 400 1000 3000 
Arabic 
α 0.3 0.3 0.3 
β 0.4 0.35 0.3 
γ 1000 2200 2200 
 
Table 9, Table 10 and Table 11 present the results of applying different parameter sets considering obfuscation type. We also collected 
all cases together to report the performance of the entire corpus, indicated as All Types in the tables.  
 
Table 9: Plagiarism detection performance on the English corpus (α, β, γ selected depends on obfuscation type) 
 
 Recall Precision Gran PlagDet 
All Types 0.8049 0.8291 1 0.8168 
No-Obfuscation 0.9254 0.9398 1 0.9325 
Random 0.7256 0.7930 1 0.7578 
Translated 0.7721 0.8011 1 0.7863 
Summary 0.5694 0.6503 1 0.6072 
 
 
Table 10: Plagiarism detection performance on the Persian corpus (α, β, γ selected depends on obfuscation type) 
 
 Recall Precision Gran PlagDet 
All Types 0.9071 0.9555 1 0.9307 
No-Obfuscation 0.9821 0.9793 1 0.9807 
Random 0.9157 0.9494 1 0.9323 
Simulated 0.7784 0.9236 1 0.8448 
 
 
Table 11: Plagiarism detection performance on the Arabic corpus (α, β, γ selected depends on obfuscation type) 
 
 Recall Precision Gran PlagDet 
All Types 0.7894 0.6421 1.0009 0.7077 
No-Obfuscation 0.9870 0.7083 1.0021 0.8236 
Artificial 0.6121 0.5263 1.0000 0.5660 
Simulated 0.9133 0.8522 1.0000 0.8817 
 
As can be seen, the performance is improved in the obfuscation type-aware threshold tuning approach for all the cases. Comparing the 
results, we can note a significant improvement in summary cases in English corpus, almost 12% in PlagDet. This result is considered as 
the 3rd best-reported systems’ performance on this type of obfuscation for this dataset (Potthast et al., 2014). This improvement was 
achieved by a substantial change in recall rate. Comparing β values in Table 4 and Table 8 we can notice that this progress is due to the 
decrease in Jaccard similarity threshold from 0.38 to 0.25. With this new threshold, summary obfuscation cases that usually have lower 
similarity can be detected. This is the same for summary cases in the Persian language where the threshold is decreased from 0.25 to 
0.23. Despite summary cases, the performance of plagiarism cases without any obfuscation, i.e. exact copy, improved by increasing the 
thresholds. As we can see, PlagDet is increased by 4% in the English language and 1% in other languages. In this case, precision 
improvement resulted in the PlagDet increase. By intensifying the threshold, none of the irrelevant cases have passed. Therefore, the 
number of false positive cases drops significantly.  
For all the three languages, plagiarism cases in random or translated cases have not fluctuated by different thresholds. The fine-tune 




5.3.3 Method 3: Automatic language-independent parameter tuning with respect to obfuscation type, online 
threshold tuning 
 
Results in the previous section proved the effectiveness of obfuscation type-aware parameter tuning on plagiarism detection performance. 
Since the obfuscation type is not defined before detecting the case, this method is not applicable. Here, the parameters are tuned in each 
document separately, assuming the existence of just one unique kind of obfuscation in each document pair. 
All possible candidates were retrieved in both evaluation phases by a assigning minimum threshold of 0.3 to α and β. And we indicated 
γ in the next phase with respect to the obfuscation type. To have a deeper look at the selection of the value for γ the distribution of β 
values with respect to the different plagiarism types are depicted using histogram charts. As it is shown in Figure 3, for no obfuscation 
plagiarism cases, the value of Jaccard similarity is 1 for almost all the cases. The frequency of cases with Jaccard similarity in range 
(0.5-0.8) is higher for Random/Translated cases. And for summary/Simulated cases most of the cases have Jaccard similarity lower than 
0.5. We use these distributions to regulate γ. For this purpose, mean and median range [0-1] is divided into three segments. Table 12 
states the range of β parameters and corresponding γ thresholds. 
 
Table 12: γ threshold with .respect .to the obfuscation type 
 
Type of obfuscation  Range of β γ 
None [0.8-1] 800 
Random/Translated  (0.5-0.8) 2000 









   
 a b c 
 Figure 3:  Jaccard similarity distribution, β, over different types of obfuscation,  
a: No-obfuscation cases, b: Random/Translated cases, c: Summary/Simulated cases 
 
 
As mentioned in section 4.1.3 two statistical approaches were used to detect outliers which their results are reported in the following 
sub-sections. The comparison of these two methods with the previous one is reported in Table 19. 
 
a. Outlier detection method: standard deviation  
 
Table 13,  
Table 14 and Table 15 illustrate detection performance with online threshold tuning method using standard deviation as outlier detection 
on English, Persian and Arabic datasets, respectively.  
 
Table 13: Plagiarism detection performance on the English corpus (α=0.3, β, γ tuned online by std) 
 
 Recall Precision Gran PlagDet 
All Types 0.7723 0.8056 1.0027 0.7871 
No-Obfuscation 0.8845 0.9007 1.0000 0.8926 
Random 0.7325 0.7280 1.0100 0.7251 
Translated 0.7473 0.7712 1.0000 0.7591 










































Table 14: Plagiarism detection performance on the Persian corpus (α=0.3, β, γ tuned online by std) 
 
 Recall Precision Gran PlagDet 
All Types 0.8965 0.9501 1 0.9225 
No-Obfuscation 0.9735 0.9864 1 0.9799 
Random 0.9042 0.9553 1 0.9291 
Simulated 0.7190 0.9583 1 0.8216 
 
 
Table 15:  Plagiarism detection performance on the Arabic corpus (α=0.3, β, γ tuned online by std) 
 
 Recall Precision Gran PlagDet 
All Types 0.7938 0.6403 1.0000 0.7089 
No-Obfuscation 0.9867 0.7065 1.0000 0.8234 
Artificial 0.6096 0.5317 1.0000 0.5680 
Simulated 0.9093 0.8480 1.0000 0.8775 
 
The results show that this method works almost as well as the manually setting the threshold in all cases. Even in summary cases for 
English language, automatic threshold tuning outperforms initial method by 10 percent.  
 
 
b. Outlier detection method: median absolute deviation  
 
The MAD method is employed as another outlier detection method. We consider cases with similarity less than the bcd threshold 
which is calculated by Equation (9) as the outliers. Table 16, Table 17 and Table 18 present detection performance with this method. 
 
Table 16: Plagiarism detection performance on the English corpus (α=0.3, β, γ tuned online by MAD) 
 
 Recall Precision Gran PlagDet 
All Types 0.7671 0.8336 1 0.7990 
No-Obfuscation 0.8839 0.9379 1 0.9101 
Random 0.7290 0.7510 1 0.7399 
Translated 0.7349 0.8007 1 0.7664 
Summary 0.4534 0.8118 1 0.5818 
 
Table 17: Plagiarism detection performance on the Persian corpus (α=0.3, β, γ tuned online by MAD) 
 
 Recall Precision Gran PlagDet 
All Types 0.8836 0.9540 1 0.9175 
No-Obfuscation 0.9723 0.9869 1 0.9795 
Random 0.8897 0.9594 1 0.9233 
Simulated 0.7074 0.9660 1 0.8167 
 
Table 18: Plagiarism detection performance on the Arabic corpus (α=0.3, β, γ tuned online by MAD) 
 
 Recall Precision Gran PlagDet 
All Types 0.7975 0.6350 1.0008 0.7066 
No-Obfuscation 0.9867 0.7050 1.0021 0.8212 
Artificial 0.6178 0.5229 1.0000 0.5664 





For English language, median noise filtering method works better than the standard deviation.  But for Persian and Arabic languages the 
standard deviation noise detection method outperform median one. This might be due to the different distribution of plagiarism cases 
among different languages. 
 
Table 19: Summary of plagiarism detection performance on English, Persian & Arabic corpora, respectively 
 
  Recall Precision Gran PlagDet 
English 
Method 1 0.7369 0.8655 1.0028 0.7944 
Method 2 0.8049 0.8291 1.0000 0.8168 
Method 3: standard deviation 0.7723 0.8056 1.0027 0.7871 
Method 3: MAD 0.7671 0.8336 1.0000 0.7990 
Persian 
Method 1 0.9080 0.9430 1 0.9248 
Method 2 0.9071 0.9555 1 0.9307 
Method 3: standard deviation 0.8965 0.9501 1 0.9225 
Method 3: MAD 0.8836 0.9540 1 0.9175 
Arabic 
Method 1 0.7978 0.6295 1.0017 0.7029 
Method 2 0.7894 0.6421 1.0009 0.7077 
Method 3: standard deviation 0.7938 0.6403 1.0000 0.7089 
Method 3: MAD 0.7975 0.6350 1.0008 0.7066 
 
 
Table 19 summarizes the results of all aforementioned methods in English, Persian, and Arabic, respectively. As it can be seen in this 
table, the method with local threshold tuning, online, works as well as the tuning threshold with lots of trials on training datasets, offline. 
In the English language, the online method which applied MAD as outlier detector outperforms offline parameter tuning on the corpus. 
For the Arabic language, the online threshold tuning outperforms the other methods. The online method performs as well as the offline 
one for the Persian language with insignificant differences, less than 0.25% in comparison with the mean outlier detection method. The 
results prove the feasibility of our novel approach to different language and different types of obfuscation. Being independent of any 




In this paper, we proposed an efficient, language-independent and scalable approach for the text alignment task. This approach leads to 
a robust model to detect plagiarism cases on the various monolingual datasets in different languages. In our approach, sentence-by-
sentence comparison is applied to find analogous sentences.  Three methods were presented to detect similar sentences and the results 
were reported for each one on the different datasets. 
In the first method, we tuned the thresholds of similarity metrics by several trials on the training corpus. The main advantages of this 
method among others are its simplicity and its fast candidate selection.  In the presented approach, comparison transformed from a word-
by-word or n-gram-by-n-gram representation of text data, so-called string matching, to a numerical one. In this regard, the calculation 
of similarity could be executed in a much faster and more convenient way. Two sentence pairs with no obfuscation have the exact same 
vector, which can be addressed with high accuracy. Synthetic changes in sentences, including alteration in word order which resulted in 
the same vectors can also be detected conveniently with our approach. This method can easily identify transformations in vocabulary, 
include adding or omitting words, which would be indistinguishable by string matching approaches. This is due to the insignificant effect 
of these kinds of modifications on sentence representation vectors. 
In plagiarism cases where the words substituted by their synonyms, the resemblance of synonym word vectors leads to similar 
representation for two sentences. In addition, time-consuming use of lexicon for synonym retrieval will be eliminated.  In these cases, 
two sentences have lower similarity measure value so the threshold should be low. Therefore, obfuscation-aware threshold-tuning was 
proposed.  In the second method, obfuscation type is taken into account during the threshold tuning phase. We realized that considering 
the obfuscation type in threshold tuning for similarity detection task improves performance. In the third method, parameters were 
regulated regarding all sentence similarity values in a document pair. The assumption is that there is one type of plagiarism in each 
document pair. In this method, all sentence pairs in all languages pass a fixed minimum threshold to be considered as a plagiarism 
candidate. Then two statistical methods are applied to remove outliers from candidates. One method finds the outliers outside the mean 
minus variance range and the other used the median to find the outliers. In the online threshold tuning approach, we modified threshold 
values based on obfuscation type. 
Results showed that online parameter tuning regarding the obfuscation type resulted in almost the same and, in some cases, better 
performance than the training-based approaches. The online tuning outperforms the offline corpus-based tuning approach in English and 
Arabic corpora. Raising the threshold value leads to higher precision in plagiarism cases with no obfuscation cases and lowering it leads 
to higher recall in the summary and simulated cases. 
In comparison to the other approaches in the text alignment task, the highest PlagDet on the English dataset for no-obfuscation cases 
was 93.25%, achieved by our second approach. This is the fourth best-reported performance on this dataset. The best PlagDet reported 
for this type of obfuscation is 96.2%. For random and translated cases, the performance of the system is moderate due to the problems 
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with finding the sentence boundaries. For the summary cases, we achieved the third best result on the English dataset. The best PlagDet 
reported for this type of obfuscation is 62.35% and we achieved 58.18%. On the entire corpus, the best-reported result, 87.81%, is 8% 
higher than our best result, 79.9%. Due to the impossibility of detecting the type of obfuscation beforehand, we did not take the result of 
the second method into account for comparison. For the Persian and Arabic datasets, the specific test datasets were not publicly available 
to compare with. The performance evaluation of our initial approach compared to the others for the Persian language is reported in 
Asghari et al. (Asghari et al., 2016). Our approach has the best runtime on the Persian dataset, and achieved a comparable PlagDet to the 
winning team on the Persian plagiarism detection contest.  
As illustrated and proved in the result section, the proposed methods work in different languages and on the various corpora. Online 
decision-making processes assist us to decide on selecting a local threshold with respect to the obfuscation type without any requirement 
to the training data. As our experimental results confirm, our efficient, language-independent, scalable approach can be applied to the 
various corpora in the different languages. 
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