





















těmito částmi.  Výsledky  testování  poukazují  na   to,  že  implementace pomocí  vláken  je  podstatně 
pomalejší a paměťově náročnější.
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Tato  práce  vznikla   jako  školní   dílo  na  Vysokém učení   technickém v Brně,  Fakultě   informačních 


























































platformami   a   obsahuje  mnoho   štandardných   knižníc,   ktoré   ponúkajú   široké  možnosti.   Preto   je 
vhodné vytvoriť simulačný nástroj v Jave.













Pri   experimentovaní   s   reálnymi   systémami   často   narážame   na   rôzne   problémy,   ako   sú   časová 
a finančná náročnosť, alebo bezpečnostné riziká.  Preto je v niektorých prípadoch výhodné vytvoriť 
model systému a experimentovať s ním.





Existuje  zobrazenie,  ktoré  mapuje  vzor  na  model   a  pritom zachováva  podstatné   vlastnosti 
vzoru   [1].  Napríklad   v   predchádzajúcom   príklade   by   toto   zobrazenie  mohlo   priraďovať   trvaniu 
obsluhy   určitú   číselnú   hodnotu.  Takéto   zobrazenie   sa   nazýva  modelovanie.  Toto   zobrazenie   je 
nejednoznačné,   to znamená,  že jeden systém môžeme modelovať  viacerými modelmi podľa účelu 
a úrovne abstrakcie a jeden model môže zodpovedať viacerým vzorom [1]. Napríklad doba obsluhy 
nemusí  byť  modelovaná  číselnými hodnotami,  ale napr.  dobou,  za ktorú  som schopný  odpovedať 











čas.   Takýto   čas   pre   model   sa   nazýva  simulačný   čas.  Napríklad   pri   simulovaní   doby   obsluhy 
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požiadavky  ubehne   toľko   simulačného  času,   koľko   trvá   táto   obsluha.  Reálneho  času  však  môže 




○ Experimenty   sú   časovo   flexibilné.  Na   rozdiel   od   experimentovania   s   reálnym 
systémom je možné ich trvanie a načasovanie prispôsobiť podľa potreby.
○ Výsledky je možné odoberať v akomkoľvek okamihu simulácie.






















udalosti  nastaviť  čas, kedy sa majú  vykonať,  alebo je možné   tento čas vykonania udalostí 
zmeniť (preplánovať).
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Dobou medzi udalosťami sa nemá  zmysel zaoberať,   lebo sa počas nej stav modelu nemení. 
Udalosť často vytvára, plánuje, alebo ruší iné udalosti.
Z   vyššie   popísaných   faktov   vyplýva   princíp   „discrete   event“   simulácie   [1].  Naplánované 
udalosti sú uložené v štruktúre zvanej kalendár (scheduler, future event list). Sú zoradené podľa času, 
v ktorom majú nastať. 

















Vďaka   tomuto   faktu   je  možné   dosiahnuť  kvaziparalelizmus.  Aby  bolo  možné   simulačné   procesy 
vykonávať   kvaziparalelne,  musí   byť  možné   ich   vykonávanie  pozastaviť   a   neskôr   znova  obnoviť. 

















V  tejto   kapitole   sa   budem   zaoberať   tým,   ako   je   problém plánovania   procesov   riešený   v   iných 
simulačných  nástrojoch.  Najprv   rozoberiem  simulačnú   knižnicu  SIMLIB/C++  a  potom  niekoľko 
simulačných nástrojov vyvinutých v Jave.
3.1 SIMLIB/C++
SIMLIB/C++   je   voľne   dostupná   simulačná   knižnica   pre   programovací   jazyk  C++   s   otvoreným 
zdrojovým kódom. Aktuálna verzia umožňuje popis spojitých, diskrétnych, kombinovaných, 2D a 3D 






programu,   ktorý   je   zapísaný   priamo   v   programovacom  jazyku  C++.   Tento   program   je   vložený 
do funkcie  Behavior()  triedy  Process.  (V triede  Event  sa zmena stavu popisuje rovnakým 
spôsobom.)  Kontexty   procesov   sa   prepínajú   pomocou   kopírovania   programového   zásobníka.   Pri 




vyvinutá   na  Naval   Postgraduate   School  v  Monterey  v   Kalifornii.   Knižnica   Simkit   podporuje 
vytváranie „Event Graph“ modelu. Základné elementy „Event Graph“ modelu sú mapované priamo 







triedu pre popis modelu a zvláštnu  triedu pre popis experimentu.  To umožňuje vykonať   rovnaký 
experiment na rôznych modeloch (ktoré môžu reprezentovať napríklad alternatívne návrhy systému), 
rovnako   ako   vykonať   rôzne   experimenty   na   tom   istom  modeli.   Knižnica  DESMO­J   podporuje 




simjava   je   knižnica   založená   na  procesoch  určená   na  „discrete   event“   simuláciu  pre   Javu.  Bola 
vyvinutá   na  University   of   Edinburgh,   Institute   for   Computing   Systems  Architecture.   Simulácia 
v simjava   je   kolekcia   entít,   z   ktorých   každá   beží   vo   svojom   vlastnom   vlákne.   Tieto   entity   sú 
navzájom   pospájané   portami   a   môžu   komunikovať   prostredníctvom   zasielaní   udalostí.   Trieda 
centrálneho systému riadi všetky vlákna, posúva simulačný čas a doručuje udalosti. Priebeh simulácie 
je zaznamenávaný  pomocou správ, ktoré  produkujú  entity, a môže byť  uložený  do súboru. Entity 





na  architektúre  autonómnych komponentov,  ktorá   je  podobná  COM/COM+, JavaBeansTM, alebo 






JiST   je   vysoko   výkonný   diskrétny   simulačný   nástroj,   ktorý   beží   nad   štandardnou  Java  Virtual 
Machine. Bol vyvinutý na Cornell University. Tento simulačný nástroj je prekvapujúco efektívny. Je 
časovo aj pamäťovo efektívnejší ako niektoré existujúce vysoko optimalizované simulačné nástroje. 
Napríklad   zvládne   vykonať   približne   dvakrát   toľko   udalostí   za   jednotkový   čas   ako   vysoko 
optimalizovaný simulačný nástroj Parsec, ktorý je napísaný v programovacom jazyku C, a procesne 
orientovanú simuláciu zvládne s využitím zlomku pamäte. Takýto výkon JiST dosahuje vďaka tomu, 
že   pred   spustením   simulácie   prepíše   súbory,   v   ktorých   je   skompilovaný   simulačný   program. 
Simulačný program pre JiST je zapísaný v Jave a skompilovaný štandardným kompilátorom jazyka 





V  tejto   kapitole  rozanalyzujem  problémy   spojené   s   vývojom   diskrétneho   simulačného   nástroja. 


















popisuje  abstrakciu udalosti,  prípadne ponúka  inú  podporu.  Preto  jedinou vecou,  ktorou sa   treba 
vážne zaoberať, je implementácia simulačných procesov. Koniec­koncov, to je úlohou tejto práce.
Simulačný   proces  musí   byť   plánovateľný,  musí   byť   schopný   bežať   paralelne   s   ostatnými 




systéme sa dajú  modelovať   iba pomocou udalostí.  A to  tak, že každá  udalosť  zaistí  naplánovanie 
udalosti,  ktorá   za  ňou v modelovanom deji   logicky nasleduje.  Takýto  prístup využíval  napríklad 
simulačný nástroj popísaný v kapitole 3.2. Toto je klasický  „discrete event“ prístup, preto má plnú 
vyjadrovaciu   silu   a   nezníženú   efektivitu.   Lenže   modelovanie   dejov   iba   pomocou   udalostí   je 
zložitejšie   ako   pomocou   procesov.  Model   obsahuje   oveľa   viac   udalostí,   treba   si   pamätať,   ktoré 
navzájom súvisia a nesmie sa na žiadnu zabudnúť.  Zmenšiť   tieto nevýhody by mohlo používanie 
určitých   návrhových   postupov   alebo   formalizmov,   podobne,   ako   to   realizuje   simulačný   nástroj 
popísaný v kapitole 3.2.
Na   druhú   stranu   silná   abstrakcia   procesu   by   vyzerala   tak,   že   jeden   dej   prebiehajúci 
v modelovanom systéme by bol modelovaný jedným simulačným procesom. Tento proces by musel 
byť   schopný   pozastaviť   svoje   vykonávanie   a   zaistiť   naplánovanie   svojho   obnovenia.   Efektivita 
a vyjadrovacia sila takéhoto prístupu by bola otázna a silne by závisela od jeho implementácie. Tento 
prístup   by   bol   ale   rozhodne   používateľsky   príjemnejší,   lebo   jeden   dej   je  modelovaný   jedným 
procesom a nie množstvom udalostí.












týmito operáciami.  Preto,  aby sa  pozastavený  proces  dokázal  znova obnoviť  v  správnom mieste, 
musel by si pamätať, kde bol pozastavený, alebo ktorá operácia práve nasleduje.
Pri implementácii tohto prístupu si treba dať pozor na to, aby mal plnú vyjadrovaciu silu. Tá 














o veľa výhod, ktoré  ponúka Java. Keby sme chceli  tieto výhody zanechať,  bolo by možné zapísať 
algoritmus popisujúci dej v simulačnom systéme do jednej funkcie. (Tak, ako pri prístupe s využitím 









Java   implicitne   podporuje   vlákna.   Pri   každom   spustení   Java  Virtual  Machine  ich   beží   viacero 




Preto   ak   prístup   vláken   k   dátam   na  heap  nebude   synchronizovaný,  môžu   sa   tieto   dáta   dostať 
do nekonzistentného   stavu.   Java   podporuje   dva   prístupy   k   synchronizácii   vláken:   vzájomné 
vylučovanie  a   kooperáciu  vláken.  Vzájomné   vylučovanie  umožňuje  viacerým vláknam nezávisle 
pracovať   v   zdieľanej   pamäti   bez   toho,   aby   si   navzájom   do   tejto   práce   zasahovali.   Kooperácia 








sa  monitor  odkazuje.  Ak   je   táto   zámka už   zamknutá,  musí   vlákno  čakať,   kým sa   zámka znova 
neodomkne  (čakať  na  entry  set  monitora).  Keď   sa  zámka odomkne,  a  na  jej  odomknutie  čakalo 
viacero vláken, musia súťažiť o to, ktoré si zámku môže zamknúť teraz. Keď vlákno dokončí stráženú 
časť   programu   (opúšťa   monitor),   musí   zámku   znova   odomknúť.  [9]   Takto   monitor   podporuje 
vzájomné vylučovanie vláken.
Okrem   toho  monitor   zaisťuje   aj   kooperatívnu   synchronizáciu   vláken.  Ak   vlákno   vstúpilo 
do monitora, môže ostať čakať na jeho wait set a nechať bežať iné vlákno. Bežiace vlákno môže zasa 
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monitora.  Z   toho  vyplýva,  že  pri   volaní  metódy  wait()  musí   volajúce  vlákno  vlastniť   zámku 
objektu,   nad   ktorým   túto   metódu   volá,   v   opačnom   prípade   bude  vyvolaná  výnimka 
IllegalMonitorStateException.   Po   zavolaní   metódy  wait()  vlákno   uvoľní   zámku 
daného objektu a zaspí.  Po prebudení  vlákno najprv počká,  kým bude môcť  znova získať  zámku 
daného objektu, keď ju získa, znova pokračuje vo svojom behu. [10]
Metódou notifyAll() nad určitým objektom je možné prebudiť všetky vlákna, ktoré čakajú 
na  wait   set  monitora   spätého s  objektom,  nad ktorým je   táto  metóda volaná.  Pri  volaní  metódy 
notifyAll()  musí   volajúce   vlákno   vlastniť   zámku   objektu,   nad   ktorým   túto   metódu   volá, 
v opačnom  prípade   bude  vyvolaná  výnimka  IllegalMonitorStateException.   Preto   keď 








Najprv   rozoberiem   návrh   jadra   simulátora   a   potom   sa   bližšie   zameriam   na   návrh   simulačných 
procesov.
6.1 Jadro simulátora








bude   najlepšie,   ak   bude   existovať   trieda   pre   riadenie   simulácie   a   v   simulátore   bude   jej 
























Pretože   majú   oba   rovnakú   funkčnosť,   ktorú   odlišne   implementujú,   obe   triedy   budú   dediť 
od abstraktnej triedy procesu, ktorá sa bude používať v celom simulátore. Trieda abstraktného procesu 
bude implementovať funkčnosť potrebnú pre plánovanie, pretože táto funkčnosť je pre oba varianty 





plánovaní   procesov.  Preto   treba  vyriešiť   iba   to,   ako  prepínať  vlákno riadenia   simulácie  a  vlákno 
jedného   simulačného   procesu.  Na   tento  účel   sa   použije   kooperatívna   synchronizácia   vláken,  čo 
znamená, že vlákna sa budú uspávať a navzájom prebúdzať pomocou monitorov. Na jednom monitore 
bude čakať vlákno riadenia simulácie, a na druhom vlákno simulačného procesu. Pri spustení procesu 
sa vytvorí  a  spustí  vlákno tohto procesu a  uspí  sa  vlákno,  v  ktorom beží   riadenie simulácie.  Pri 






t1  sa môže stať,  že sa vlákno  t2  pokúsi prehodiť  vlákna opačným smerom. To znamená,  že by sa 



























Simulačný čas má typ  double  a je možné  ho zistiť  pomocou metódy  getTime().  Kalendár je 
viditeľný   iba pre  triedy v balíčku knižnice.  Používateľ  k nemu teda nemá  priamy prístup.  Trieda 
Simulation ďalej obsahuje algoritmus pre riadenie simulácie. Simulácia sa inicializuje metódou 
init(),   pomocou   ktorej   je   možné   zadať   časové   obmedzenie   simulácie.   Simulácia   sa   spúšťa 
pomocou metódy  run(),  ktorá  obsahuje  spomínaný   algoritmus  riadenia  simulácie.  Simuláciu  je 
možné  ukončiť  metódou  stop().  V opačnom prípade sa simulácia ukončí  po vypršaní  určeného 
času,  alebo keď  už  nebude naplánovaná  žiadna udalosť.  Je možné,  že po konci  simulácie  ostanú 
niektoré   procesy   nedokončené.  V  prípade   implementácie   procesov   pomocou  vláken  ostanú   tieto 




Ako  je   spomenuté   už   v   návrhu,   aj   kalendár,   aj   fronty  procesov  sú   prioritné   fronty.  Preto   jadro 
simulátora   na   tieto   účely   používa   abstraktnú   triedu  PriorityQueue.  PriorityQueue  je 
generická trieda. To znamená, že ako priorita sa dá použiť akákoľvek trieda, ktorá je porovnateľná 
sama so sebou (implementuje   rozhranie  Comparable)  a  elementy môžu byť   ľubovoľné.  Trieda 
PriorityQueue  obsahuje   statické   „factory“   metódy,   ktoré   vracajú   jej   inštanciu,   takže 
implementáciu   tejto   triedy   je   možné   neskôr   jednoducho   nahradiť.   Zatiaľ   je   vytvorená   jedna 
implementácia (TreeMapQueue), ktorá ale nie je veľmi efektívna.
Poznámka: Najefektívnejšie by bolo, keby boli fronty procesov a kalendár vytvorené podobne 
ako v SIMLIB/C++. Každý  element môže byť  naraz  iba v  jednej  fronte,  preto dáta  potrebné  pre 








Ak chce používateľ triedu  Event  použiť, musí vytvoriť  novú triedu, ktorá bude od triedy  Event 
dediť, a metódu behavior() predefinovať.
7.4 Procesy
Aby   bolo   možné   vytvoriť   dve   rôzne   implementácie   procesov   a   jednoducho   ich   zamieňať,   je 
implementovaná   abstraktná   trieda  AbstractProcess.  Celé   jadro  pracuje   iba   s   touto   triedou. 
Od nej   dedia   triedy  ThreadProcess  a  OperationProcess,   ktoré   implementujú   konkrétnu 
funkčnosť.
7.4.1 AbstractProcess
Trieda  AbstractProcess  dedí   od   triedy  Event.  Vďaka   tomu   je  možné   ju   plánovať.  Ďalej 
definuje rozhranie dôležité pre proces: abstraktné metódy  suspend()  a  terminate()  slúžiace 
na pozastavenie   a   ukončenie   procesu.   Pre   používateľa   definuje   metódy  waitFor() 
a passivate(),   ktoré   sú   vlastne   iba  kombináciou  plánovania  a  pozastavenia  procesu.  Metóda 
waitFor()  pozastaví   proces   na   dobu   simulačného   času   určenú   parametrom.   Metóda 
passivate() pozastaví proces, kým nebude znova naplánovaný. Tieto metódy môžu byť zavolané 
iba   nad   práve   vykonávaným   procesom,   v   opačnom   prípade   bude   vyvolaná   výnimka 
SimException.
7.4.2 ThreadProcess
Trieda  ThreadProcess  dedí   od   triedy  AbstractProcess.   Implementuje   simulačný   proces 
pomocou   vlákna.   Zmenu   stavu  modelu   popisuje  metóda  behavior(),   rovnako   ako   v   triede 
Event.  Na rozdiel  od triedy  Event,   tu metóda  behavior()  beží  vo vlastnom vlákne,  vďaka 
čomu je možné ju pozastaviť a obnoviť. Trieda ThreadProcess má odkaz na objekt predstavujúci 
toto   vlákno   (Thread   thisThread).   Pomocou   tohto   objektu   môže   vlákno   riadiť.     Trieda 
19
ThreadProcess  má   ďalej   dva   objekty   triedy  Object  (mainThreadLock 
a thisThreadLock). Monitory týchto objektov sa využívajú pri kooperatívnom prepínaní vláken. 
Vždy,  keď   sa  pozastavuje  vlákno  tohto procesu  a  prebúdza  sa  vlákno riadenia  simulácie,  najprv 
vlákno tohto procesu vojde do monitora objektu  thisThreadLock. Potom vojde aj do monitora 












Trieda  OperationProcess  dedí   od   triedy  AbstractProcess.   Implementuje   proces   bez 
použitia vlákna. Zmenu stavu modelu popisuje zoznam operácií.  Trieda  Operation  pre objekty 
operácií je vnorená v triede OperationProcess. Proces sa nedá prerušiť uprostred operácie, iba 
medzi   nimi   (operácie   sú   atomické).   Trieda  OperationProcess  má   pole   objektov   triedy 
Operation  (program) a informáciu o tom, ktorá operácia sa práve vykonáva udržuje vo forme 
indexu do tohto poľa (operationPointer).  Používateľ  môže zoznam operácií  určiť  pomocou 
metódy  setProgram(). Táto metóda je implementovaná tak, že zoznam operácií nastaví iba pri 
prvom zavolaní,  a   to z dôvodu ochrany,  pretože definícia procesu by sa počas simulácie nemala 
meniť.   Po   spustení   procesu   sa   operácie   vykonávajú   zaradom   (operationPointer  sa 
inkrementuje). Poradie operácií  je možné  zmeniť  pomocou metódy  jump().  Táto metóda nastaví 
operationPointer podľa svojho parametra. Takže po jej vykonaní sa dokončí aktuálna operácia 






















jednoduchý  model   samoobsluhy.  Model   je   implementovaný   pomocou oboch prístupov:  pomocou 
vláken, aj bez vláken. To, ktorý prístup sa použije pri simulácii, treba určiť pri spúšťaní  programu 





na príkazovom riadku nastaviť  strednú  dobu medzi príchodmi požiadaviek, strednú  dobu obsluhy, 
časové obmedzenie simulácie a ďalšie parametre. Pri štarte programu sa musí pomocou argumentov 

















Runtime), ale údaj  virtualMemory  sa číta z pseudosúboru  /proc/self/stat, takže tento 
údaj   bude   dostupný   iba   v   operačných   systémoch   založených   na  UNIX­e.   Vždy   pred   zápisom 
záznamu sa spúšťa garbage collector, aby bolo možné zistiť, koľko pamäte na heap zaberajú užitočné 
dáta.  Spúšťanie  garbage collector  a čítanie pseudosúboru  /proc/self/stat  simuláciu výrazne 
spomaľuje. To je hlavný dôvod, prečo sú testy na meranie pamäte a času rozdelené.
Počas testu pre meranie spotreby času beží simulácia  s rovnakými parametrami niekoľkokrát 
(počet   opakovaní   simulácie   je   možné   špecifikovať   argumentom   pri   spustení   programu) 




programu  je  možné  pomocou argumentov na príkazovom riadku špecifikovať   rovnaké  parametre. 
Do výstupného súboru sa zaznamenávajú tie isté položky, okrem informácií o využití  heap. Položka 
virtualMemory  vypovedá   o   množstve   virtuálnej   pamäte,   ktoré   využíva   systémový   proces, 














vyčerpala  všetká  pamäť  na  heap  a  simulácia  havarovala.  Maximálna  kapacita  heap  sa  dá 
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Pri   štarte   simulácie   proces  Java  Virtual  Machine  využíval   približne   206 MB   virtuálnej 












Pri   štarte   proces   simulácie   využíval   približne   3368 KB   virtuálnej   pamäte.   Počas   behu 
simulácie množstvo virtuálnej pamäte využitej procesom simulácie rástlo s každým novým 
simulačným procesom v systéme približne o 498 B.





Tento   graf   zobrazuje   závislosti   využitia   pamäte   na  heap  od   počtu   simulačných   procesov 







Tento graf  zobrazuje závislosti  využitia  pamäte  od počtu simulačných procesov v systéme. 
Vodorovná   os   udáva  počet   simulačných  procesov   a   zvislá  množstvo   využitej   pamäte   v  bytoch. 
Červená  čiara zobrazuje závislosť  množstva virtuálnej pamäte,  ktorú  využíval proces  Java Virtual 
Machine pri behu simulácie s využitím simulačných procesov implementovaných pomocou vláken, 









závislosť   využitia  heap  počas   simulácie   s   využitím   simulačných   procesov   implementovaných 




Tento graf  zobrazuje závislosti  využitia  pamäte  od počtu simulačných procesov v systéme. 
Vodorovná os udáva počet simulačných procesov a zvislá množstvo využitej pamäte v bytoch. Graf 
bol zhotovený z hodnôt získaných pri simulácií, ktorá bežala dostatočne dlho na to, aby sa minula 
pamäť  na  heap  (čo na grafe vidno). Červená čiara zobrazuje závislosť  množstva virtuálnej pamäte, 
ktorú  využíval  proces  Java Virtual  Machine  pri behu simulácie s využitím simulačných procesov 
implementovaných bez vláken. Zelená zobrazuje závislosť maximálnej kapacity  heap, tmavomodrá 
závislosť aktuálnej kapacity  heap, fialová závislosť množstva voľnej pamäte na  heap  a bledomodrá 





Model som nastavil   tak, aby simulácia netrvala príliš  dlho, ale aby cez systém prešlo dostatočné 




















Java,  ktorý  porovnáva dva prístupy k   implementácii  procesov:  s  použitím vláken a  bez použitia 
vláken.
Z testovania vyplynulo, že prístup pomocou vláken je viditeľne pomalší a pamäťovo náročnejší 
ako   prístup   bez   vláken.  Na   druhú   stranu   prístup   pomocou   vláken   je   používateľsky   príjemnejší. 
Algoritmus   popisujúci   dej   v   modelovanom   systéme   je   jednoducho   napísaný   v   určitej   metóde 
v programovacom jazyku Java. Podobné používateľské rozhranie by sa dalo pri použití prístupu bez 









ako   množstvo   virtuálnej   pamäte,   ktoré   zaberali   simulačné   procesy   knižnice   SIMLIB/C++. 
Po aplikovaní optimalizácií by mohol vyvinutý simulačný nástroj vyrovnať pamäťový handicap, ktorý 
získal kvôli Virtual Machine.
V   budúcnosti   by  stálo   za   úvahu  otestovať   účinnosť   niekoľkých   optimalizácií   vyvinutého 
simulačného   nástroja,   napríklad   vlastná   implementácia  front  procesov   a   kalendára   tak,   že   dáta 
potrebné   pre   vloženie   elementu   do   fronty/kalendára   by   boli   súčasťou   elementu.  Rovnako   by   sa 
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