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Abstract. In the last years, we have witnessed the increase in the popu-
larity and capabilities of mobile technologies. This evolution has enforced
the idea of smart environments, in which devices are aware and able to
react to changes in their environment. In this position paper we describe
a specific approach for the development of context-aware software. We
propose to make existing applications context-aware by means of three
main components: context models, high-level rules and code-generation
processors. We present each component and analyze the issues related to
the development of context-aware software following this strategy.
1 Introduction
The proliferation of mobile devices in everyday life is moving from fixed com-
puters to a wide range of smart and mobile devices with wireless networking
capabilities. Mobility opens the door for new kinds of challenges in software, one
of such is the capability to adapt applications to be aware of the context and
to react properly to its changes. By context we informally mean a set of situa-
tions in a given environment at a given time. In order to achieve this awareness,
devices and applications should interact with each other to share context infor-
mation, gathered mostly through physical sensors that can detect different data
such as temperature, time or presence of other nearby devices. Context-aware
applications require mechanisms to specify actions when context changes. One
way to do this is through the definition of a language in which we are able to
express specific behavior in the following form: for some specific context con-
ditions, perform an action. This structure has two main parts, the conditions
on the context and the action that has to be performed when the conditions
are met. In this paper we discuss the issues related to guiding the behavior of
applications based on the events produced by changes in the context.
Model-driven Architecture (MDA) [6] aims for a higher level of abstraction
in software development, by separating the business elements from the specific
details related to the platform and implementation issues. We intend to follow
the same strategy with the definition of high-level rules to express the behavior
and the preferences of users in a platform and implementation-independent way.
These rules can be used then as an entry point to a process of code transforma-
tion. This paper is organized as follows. In section 2 we present a brief summary
of the related work. In section 3 we first introduce our approach to the develop-
ment of context-aware software. Then we describe the three main components
of our proposal: a context model that represents the basic structure of context
information, a rule language to express the context-action pairs and a process
that adapts the application based on the context model and the rules. Finally,
in section 4, we present some conclusions.
2 Related Work
There are several related areas involved in the development of context-aware soft-
ware. We introduce briefly some of the most relevant, classified in three different
categories. Firstly, the middleware and the implementation details. Secondly,
the representation of context information, and finally, the use of rules to express
behavior in terms of high-level elements.
On the implementation side, the need for new middleware arises. As stated
in [13], current middleware technologies are not adequate to handle the restric-
tions that mobility and smart environmental systems impose. These character-
istics include: volatile connections, processing and memory restrictions on mo-
bile devices, narrow communication channels, reduced screens, restricted input
mechanisms, and the list goes on. A set of context-aware implementations can
be found in the literature, which, represent working prototypes of context-aware
applications. Some of these implementations are Hydrogen [5] a three layer archi-
tecture and a framework to support context-awareness, Gaia [11] a middleware
infrastructure to support the development of mobile and ubiquitous systems,
and CybreMinder [2] a prototype application implemented using the Context
Toolkit [12], to handle reminders associated with context information. We as-
sume as a basis for our approach that a context-aware middleware exists and
that is able to propagate updated context information.
An approach to develop adaptive service-oriented is presented in [8]. In this
approach, the authors aim for the generation of adaptation points for a given
application, based on meta data. Then, at runtime and using these points of
adaptation exposed as services, context-sensitive aspects can interact with the
original application and adapt properly to the situation. In our approach, we
also start from meta data about the applications, but we also use high-level
rules that describe the desired behavior of applications to face a context change,
and information about other devices and applications. With this elements, we
propose to build code-generation processors to generate the parts that the ap-
plication requires to be context aware. Our approach and all the elements on it,
will be described in more detail in section 3.
A different field is concerned with the representation of context information.
A generic ontology is presented in [10]. It is based on four main concepts: user,
environment, platform and resources. Here, ontologies are mainly employed to
enable communication across different devices in the same network. The Unified
Modeling Language (UML) can also be used to model context, as proposed by
ContextUML [1]. This is a language for the model-driven development of context-
aware web services. Here the models are used to separate the definition and
information related to the context from the specific implementation. There are
other characteristics that make context information difficult to model. As stated
in [4] and [3], sometimes it is necessary to differentiate between static and dy-
namic information. Static information refers to data that does not change, for
example, the name or date of birth of a user, whereas dynamic information refers
to data that may change over time as for example the location of a user.
As we will show in detail in Section 3.1, we borrow some concepts from these
and other approaches to construct our own context information model using an
UML class diagram.
Finally, rule languages are used in some cases to achieve context-awareness.
CRIME [7] for example, is a prototypical implementation of the Fact Space
Model, which is a coordination language that provides the applications a view
of their environment. The rules in CRIME describe the behavior of the applica-
tions according to the context information. CRIME also deals with disconnection
by invalidating the facts and the conclusions that are drawn from devices that
are no longer available in the environment. As we describe and argue in Section
3.3, it is our intention to compile context rules, rather than to interpret them.
A result of our approach is that we will not be able to invalidate inferred facts
when the context changes.
3 Context-Aware Applications
In this section, we present our approach to the development of context-aware
applications. We define high-level rules to express software adaptation to context.
Using a rule language, it is possible to specify the preferred actions to follow
changes in context. The rules are then transformed into software assets that are
merged with the existing application.
To illustrate this approach, let us consider for example a basic jukebox ap-
plication. This application has a standard functionality: play a song, surf a list
of songs, and turn the volume up and down. If we wanted to introduce context-
awareness, we would need to transform the application to add some extra be-
havior, for example, to detect if there is a cellphone nearby and, subsequently, to
turn the volume down automatically. In such a transformation we do not want to
create new functionality to turn the volume down, but to use such functionality
whenever a cellphone is present in the context. To achieve this functionality we
propose a process like the one shown in Figure 1.
In this diagram, there are three main parts. First, we need a model to ex-
press context information (ContextModel). That way, we are able to represent
information related to users, devices, location, time, etc. The rules(High-level
Rules), on the other side, represent the actions to be followed by the context-
aware application when a certain change in the context occurs. Finally, there is
Fig. 1. Process to transform non-context-aware applications
a transformation process in charge of extending the (non-context-aware) original
application, taking as input the context model and the rules.
3.1 Context Model
Regardless of the variety of devices, there should be a common understanding
between all the participants about the context information they want to share.
To achieve this, we first design a context meta-model (left side of Figure 2), to
describe the classes and relationships in a context model for a given situation.
The first element is the Context which stands as the root of the meta-model.
A Context contains ContextDescriptor and Entity elements. The Entity ele-
ments represent all the actors of an environment, for example the users and their
devices. Entity as well as ContextDescriptor elements may have a group of
Attribute elements. Finally the Entity offers functionality represented by the
Service element. On the right side of the (Figure 2), there is a context model
that conforms to the context meta-model. This model represents a particular
context in which there are Jukebox and Cellphone elements, contained in an
Environment. Here we use the stereotypes to represent the relation between the
elements in the model and their corresponding meta-class in the meta-model.
The context model should be used as the language to express behavior and
actions to follow in the high-level rules.
Aside from having a structure to represent context information, it is necessary
to define the responsibilities for populating the context model. In context-aware
software development, where a wide variety of devices and applications interact
in the same environment, fundamental questions have to be addressed such as,
what part is responsible for keeping the context information up to date, and
what update strategy is going to be used. For example, when someone holding a
cellphone arrives, it is possible that the jukebox application retrieves the updated
context every once in a while and detects the new device, but it is also possible
that an underlying middleware triggers an event when the cellphone is detected.
In our proposal we assume the presence of a middleware that generates an event
every time a change in the context is detected.
Fig. 2. Metamodel and model of context information
3.2 Rule Language
As we mentioned in Section 1, rules play an important role in our approach. By
writing rules in terms of the context model, we think it is possible to express
the desired behavior of the applications. We consider that a scheme where rules
express conditions of the type IF (condition) THEN (action) is appropriate
for our purposes. The condition as well as the action can be written in terms of
the context model as is shown in the following example:
IF(Cellphone.name = MyCellphone)
DO Jukebox.decreaseVolume
Here we present a single rule that evaluates a condition and describes an
action to follow, if the condition is met. In this case, the jukebox application is
asked to decrease the volume if a cellphone with the name MyCellphone exists in
the context model. One important question to answer about the rules, is when
they need to be evaluated. This is directly related to the mechanisms we use to
keep the context information updated. As we mentioned en the previous section,
we assume the existence of an underlying middleware in charge of populating
the context and of notifying the application whenever a change in the context is
detected and the model needs to be updated.
3.3 Program Transformation
Given that in our approach we propose to extend existing applications so that
they are sensible to changes in the ambient context, a module that transforms
these applications is necessary. Such transformation must insert into the ap-
plication the concepts described in the context model, and it must modify its
control-flow to reflect the behavior specified by the rules.
We opt for a compile-time adaptation of the program rather than a dynamic
one to better cater for the limitations of current ambient execution environ-
ments. Indeed, mobile devices deal with restricted resources in terms of available
memory and processing power. By relying on source code transformation, our
approach does away with the overhead of additional libraries or custom execu-
tion environments (for example, a modified Java VM) that would be needed for
dynamic adaptation. In addition to this, by including the context model descrip-
tion and rule set definition at compilation time, it becomes possible to compile
rather than interpret the context rules. This will allow the transformation mod-
ule to optimize their implementation, although, to what degree remains to be
seen.
To perform the transformation, programmer inserted annotations in the base
application, as well as the context model and rule set, will be consumed by a
source code processor. This processor will be responsible for the weaving of the
rules and context entities in the base program, while leaving the application’s
original function intact. To implement the transformation for programs based on
Java, we use the Spoon framework [9], since it provides a fine-grained representa-
tion of the program and offers several facilities for the processing of annotations.
Nevertheless, by using a compile-time approach, we cannot offer certain capa-
bilities to users as to create or modify rules at runtime. To minimize the impact
of such restrictions, it is imaginable to create means to automatically compile
and deploy new rules. However, the development of this kind of features remains
as future work and is out of the scope of this paper.
4 Conclusions
Despite the recent wave of attention in context-aware systems, we think that
there is still a gap in order to bring context modeling to a real implementation.
First, we believe that models ought to be used not only to exchange design ideas,
but also as a core of the development of context-aware applications. We envision
context models being used in transformation and generation processes. As such,
code will be generated in order to adapt applications according to variations on
their context.
This paper presents our approach to making existing applications context-
aware by means of context models, high-level rules and code-generation proces-
sors. This approach is currently mostly in the conceptual phase, although most
parts have been implemented or can be largely based on our previous work and
experiences. The largest challenge is without doubt determining the locations
in the existing application where the transformed high-level rules and context
information need to be inserted. Another fundamental question is to what extent
we will be able to generalize our approach, independently of the application that
we wish to transform.
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