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Opis:
Pametni elektricˇni sˇtevci vsebujejo zapleteno vgrajeno programsko kodo, ki
ji je za zagotavljanje pravilnega delovanja obcˇasno potrebno slediti v realnem
cˇasu. Za elektronske sˇtevce podjetja Iskraemeco, ki temeljijo na operacijskem
sistemu FreeRTOS, izdelajte knjizˇnico, ki bo razvijalcem in vzdrzˇevalcem
omogocˇala sledenje vgrajeni programski kodi sˇtevca v cˇasu, ko je sˇtevec v
uporabi.
Title: Runtime trace library for FreeRTOS based meter
Description:
Nowadays smart electric meters include sophisticated firmware. To ensure
proper operation of electric meters one must be able to trace the firmware
in real-time during development and maintenance. Design and implement
a library that will enable real-time tracing of the software found in smart
electronic meters based on FreeRTOS operating system and produced by
Iskraemeco.
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ASCII American standard code for in-
formation interchange
Ameriˇski standardni nabor za
izmenjavo informacij
LCD Liquid-crystal display Tekocˇekristalni zaslon
RAM Random access memory Bralno-pisalni pomnilnik
RTOS Real time operation system Operacijski sistem v realnem
cˇasu
TCB Task control block Kontrolni blok opravila
TCP Transmission Control Protocol Protokol za nadzor prenosa

Povzetek
Naslov: Knjizˇnica za sledenje vgrajene programske kode elektricˇnega sˇtevca
s FreeRTOS operacijskim sistemom
Avtor: Andrej Pavlovcˇicˇ
Na zacˇetku diplomskega dela je opisan operacijski sistem sˇtevca FreeRTOS.
Temu opisu sledi kratka predstavitev sˇtevca elektricˇne energije podjetja Is-
kraemeco. Na koncu je predstavljena sˇe implementacija in analiza knjizˇnice
za sledenje vgrajene programske kode elektricˇnega sˇtevca s FreeRTOS ope-
racijskim sistemom. Knjizˇnica zaposlenim omogocˇa vklop in izklop izpisa
sporocˇil za posamezni modul na razlicˇne mozˇne izhode (datoteka, zaslon,
serijski port). Vse nastavitve je mozˇno spreminjati med samim delovanjem
sˇtevca. Knjizˇnica je namenjena iskanju in odpravljanju napak programskega
dela sˇtevca na terenu, kot tudi izven njega.
Kljucˇne besede: sˇtevec, FreeRTOS, knjizˇnica.

Abstract
Title: Runtime trace library for FreeRTOS based meter
Author: Andrej Pavlovcˇicˇ
This thesis starts with a description of the FreeRTOS operation system,
followed by a short description of electricity meter by Iskraemeco. At the
end, the implementation and analysis of the library for tracking the built-in
software code of the electricity meter with the FreeRTOS operating system
is presented. The library allows to turn on and off writing messages for each
module to various possible outputs (file, screen, serial port). All settings can
be changed during the operation of the meter. The library is intended for
finding and eliminating errors in the software of the meter in the field, as
well as outside it.




Zaradi hitrega sˇirjenja uporabe elektricˇne energije po svetu v koncu 19. stole-
tja je postalo pomembno pravilno merjenje energije, ki jo porabi posamezno
gospodinjstvo. Kot rezultat tega so bili razviti prvi sˇtevci elektricˇne ener-
gije. Sˇtevci elektricˇne energije in plina lahko merijo le skupno porabo in
ne zagotavljajo informacije kdaj je bila energija porabljena. Zaradi napredka
tehnologije in razlicˇnih potreb ponudnikov ter potrosˇnikov, pa se je v zadnjih
dveh desetletjih zacˇel hiter razvoj in uporaba pametnih sˇtevcev, ki ponujajo
veliko vecˇ funkcionalnosti. Pametni sˇtevci omogocˇajo merjenje elektricˇne
energije v realnem cˇasu. To omogocˇa ponudnikom da zaracˇunavajo razlicˇne
cene glede na ure v dnevu in letni cˇas. Prav tako je pametne sˇtevce za razliko
od “nepametnih” sˇtevcev mogocˇe odcˇitavati na daljavo, kar zmanjˇsa strosˇke
dela podjetja. Pametni sˇtevci pa ne prinasˇajo prednosti le ponudnikom am-
pak tudi potrosˇnikom. Prinesli so ukinitev ocenjenih racˇunov, ki so glavni vir
pritozˇb sˇtevilnik strank, in enostaven dostop do informacij o trenutni porabi
elektricˇne energije in plina vsakega gospodinjstva.
Kljub vsem prednostim, ki jih pametni sˇtevci zˇe prinasˇajo pa imajo sˇe
veliko prostora za izboljˇsanje, s cˇimer se ukvarja tudi podjetje Iskraemeco.
Zˇe vrsto let razvijajo, izboljˇsujejo in testirajo aplikacije za upravljanje s pa-
metnimi sˇtevci. Ni skrivnost, da se pri razvijanju ali med delovanjem vsake
programske opreme vecˇkrat pojavi napaka, ki jo je potrebno odpraviti. Tako
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sem priˇsel do ideje, da bi implementiral knjizˇnico, ki odpravljanje napak cˇim
bolj poenostavi. Knjizˇnica ob vklopu izpisuje sporocˇila, ki smo jih vstavili po
kodi sˇtevca, in v primeru napake izpiˇse temu primerno sporocˇilo. Iz sporocˇila
je mozˇno razbrati napako in tocˇko do katere se je koda izvedla, kar olajˇsa delo
zaposlenim. Knjizˇnico so v podjetju Iskraemeco zˇe nekaj cˇasa zˇeleli imple-
mentirati, vendar njena izdelava ni bila najviˇsja prioriteta. Prav zaradi tega
razloga sem prej omenjeno knjizˇnico izbral za temo moje diplomske naloge.
Poglavje 2
FreeRTOS
Operacijski sistem FreeRTOS je bil razvit v podjetju Real Time Engineers
Ltd., v tesnem sodelovanju s svetovno vodilnimi podjetji, ki se ukvarjajo s
cˇipi. Je trzˇno vodilni, odprtokodni operacijski sistem v realnem cˇasu, name-
njen za mikrokrmilnike in mikroprocesorje. Vkljucˇuje jedro in velik nabor
knjizˇnic primernih za uporabo v vseh panogah industrije. Njegova zgradba
temelji na zanesljivosti in enostavnosti uporabe [3, 5].
2.1 Struktura FreeRTOS
FreeRTOS lahko prevedemo na priblizˇno dvajsetih razlicˇnih prevajalnikih
in se lahko izvaja na vecˇ kot tridesetih razlicˇnih procesorskih arhitekturah.
Vsaka podprta kombinacija prevajalnika in arhitekture procesorja velja za
locˇen FreeRTOS port [5].
FreeRTOS je na voljo kot mnozˇica izvornih datotek C. Nekatere izvorne
datoteke so skupne vsem portom in jih najdemo direktno v mapi Izvorne
datoteke, ostale pa so napisane za tocˇno dolocˇeno kombinacijo prevajalnika
in arhitekture procesorja, zato jih najdemo v podmapi Prenosne datoteke
[6, 8]. To je prikazano na sliki 2.1.
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Slika 2.1: Zgradba FreeRTOS. Povzeto po ref. [6].
Mapa Demo nam za vsako kombinacijo prevajalnika in arhitekture proce-
sorja ponuja vsaj eno vzorcˇno kodo aplikacije. Ta mapa je organizirana enako
kot mapa Prenosne datoteke, saj so demonstracije napisane in prevedene za
dolocˇen prevajalnik in procesorsko arhitekturo [6].
2.2 Upravljanje z opravili
2.2.1 Opravila
Vgrajene aplikacije, ki uporabljajo RTOS, so lahko strukturirane kot mnozˇica
neodvisnih opravil. Cˇe ima procesor na katerem se izvaja aplikacija le eno
jedro se naenkrat lahko izvaja le eno opravilo. Ko se v FreeRTOS ustvari
novo opravilo se mu dodeli pomnilnik za sklad in kontrolni blok opravila
(ang. Task Control Block, TCB). TCB vsebuje vse potrebne informacije
za popolen opis stanja opravila [6]. Slika 2.2 prikazuje zgradbo kontrolnega
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bloka.
Slika 2.2: Zgradba kontrolnega bloka opravila. Povzeto po ref. [6]
Opravilo lahko v FreeRTOS obstaja v enem izmed petih stanj [6, 5]:
 pripravljeno: novo ustvarjena opravila so takoj v stanju pripravlje-
nosti in dodana na posebno listo, ki je urejena po prioritetah opravil.
To listo uporablja razvrsˇcˇevalnik, ko se odlocˇa katero opravilo se bo
izvajalo naslednje. Vedno najprej izbere tistega z najviˇsjo prioriteto.
 blokirano: opravila so blokirana, ko zˇelijo dostopati do vira, ki tre-
nutno ni na voljo, lahko pa jih blokiramo tudi s pomocˇjo funkcij za
dolocˇeno cˇasovno periodo. Razvrsˇcˇevalnik ima zato shranjeno listo za-
kasnjenih opravil, ki jo redno preverja. Opravila, ki jim je zˇe pretekel
cˇas za katerega so bili blokirani, preidejo v stanje pripravljenosti.
 suspendirano: suspendirana so lahko vsa opravila razen tistega, ki se
trenutno izvaja. Opravila v tem stanju ne porabljajo nobenega vira in
so popolnoma ignorirana. Ko pridejo iz tega stanja preidejo v stanje
pripravljenosti.
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 izbrisano: ko dodamo opravilo v stanje izbrisanosti ga bo jedro igno-
riralo, opravilo IDLE pa bo pocˇistilo vse o temu opravilu. IDLE ima
najnizˇjo prioriteto, zato je ta proces cˇiˇscˇenja vcˇasih lahko dolgotrajen.
Stanje izbrisanosti je potrebno, saj kljub temu da opravilo izbriˇsemo,
ni zagotovljeno, da se bodo takoj sprostili vsi viri opravila.
 v teku: jedro ne potrebuje posebne liste, saj se lahko izvaja le eno
opravilo naenkrat. Shranjeno ima le spremenljivko pxCurrentTCB, za
identifikacijo opravila, ki se trenutno izvaja v listi pripravljenosti.
Slika 2.3: Mozˇna stanja opravila. Povzeto po ref. [6].
2.2.2 Razvrsˇcˇevalnik
FreeRTOS razvrsˇcˇevalnik dolocˇi katero opravilo se bo izvajalo naslednje. To
je vedno opravilo, ki je v stanju pripravljenosti in ima najviˇsjo prioriteto.
V primeru, da ima vecˇ opravil enako prioriteto, se le ta med seboj izme-
njujejo, pri cˇemer razvrsˇcˇevalnik vsakemu dodeli nekaj procesorskega cˇasa.
Razvrsˇcˇevalnik se aktivira v dolocˇenem cˇasovnem intervalu, ki je definiran s
spremenljivko configTICK RATE HZ v FreeRTOSConfig.h datoteki. Ko se
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razvrsˇcˇevalnik aktivira lahko zamenja opravilo, ki se izvaja z drugim opravi-
lom [7, 5]. Delovanje razvrsˇcˇevalnika je prikazan na sliki 2.4.
Slika 2.4: Delovanje razvrsˇcˇevalnika [5].
2.3 Upravljanje z pomnilnikom
2.3.1 Dodelitev pomnilnika jedra
Jedro potrebuje RAM pomnilnik vedno, ko se ustvari novo opravilo, vrsta ali
kateri drug objekt FreeRTOS. Pomnilnik je mogocˇe dodeliti staticˇno (v cˇasu
prevajanja) ali dinamicˇno (iz RTOS kopice s pomocˇjo RTOS API funkcij).
RTOS objekti, ki so ustvarjeni dinamicˇno, z uporabo standardnih C funk-
cij malloc() in free(), niso primerni za uporabo zaradi naslednjih razlogov:
 morda ne bodo na voljo v vgrajenih sistemih,
 ne omogocˇajo dela z nitmi,
 niso dolocˇeni.
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Ko RTOS jedro potrebuje pomnilnik poklicˇe funckijo pvPortMalloc(), name-
sto funkcije malloc(), ko pa jedro pomnilnik zˇeli sprostiti, poklicˇe funkcijo
vPortFree() namesto free().
2.3.2 Dodelitev pomnilnika aplikacije
Ko aplikacija potrebuje pomnilnik, ga lahko dobi iz FreeRTOS kopice. FreeR-
TOS ponuja vecˇ shem za upravljanje s kopicami, ki se razlikujejo po komple-
ksnosti in nekaterih lastnostih. FreeRTOS jedro vkljucˇuje pet implementacij
kopic [3, 5]:
 heap 1 : implementira osnovno verzijo pvPortMalloc(), in ne imple-
mentira vPortFree(). Aplikacije, ki nikoli ne izbriˇsejo opravila ali kate-
regakoli drugega objekta, so primerne za uporabo te kopice.
 heap 2 : kopica je podobna prejˇsnji kopici, vendar omogocˇa uporabo
funkcije vPortFree(). Za razliko od heap 4, heap 2 ne zdruzˇuje sose-
dnjih prostih blokov v en vecˇji blok, zato je bolj dovzetna za fragmen-
tacijo.
 heap 3 : uporablja standardne C funkcije malloc() ter free(), in jih na-
redi varne za delo z nitmi. To naredi tako, da zacˇasno ustavi delovanje
razvrsˇcˇevalnika.
 heap 4 : podobna je kopici heap 2, vendar zdruzˇuje sosednje proste
bloke, da preprecˇi fragmentacijo.
 heap 5 : je podobna kopici heap 4. Kopica lahko pomnilnik dodeli iz
vecˇ locˇenih pomnilniˇskih prostorov.




Iskraemco razvija enofazne in trifazne sistemske sˇtevce, za dereguliran trg
elektricˇne energije. Enofazni in trifazni sˇtevec sta prikazana na sliki 3.1.
Zasnovani so za najvecˇ osemtarifno merjenje delovne in jalove energije, za eno
ali dvosmerni pretok. Sˇtevci merijo porabo enegije v dvovodnih enofaznih in
sˇtirivodnih trifaznih omrezˇjih, v katera so lahko prikljucˇeni neposredno ali
posredno. Sistemski sˇtevci imajo naslednje skupne funkcionalne lastnosti [1]:
 sprotno merjenje delovne energije,
 registracija profila obremenitve,
 segmentni prikazovalnik s tekocˇimi kristali (LCD),
 notranja ura realnega cˇasa,
 stikalna naprava,
 dva gumba,
 opticˇni vmesnik (v skladu s standardoma IEC–62056-21 in IEC 62056–46)
za lokalno programiranje sˇtevca in prenos podatkov (vmesnik P0),
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 zamenljivi vmesnik P1 za posˇiljanje podatkov na hiˇsni prikazovalnik za
spremljanje porabe,
 zamenljivi komunikacijski moduli za daljinsko dvosmerno komunikacijo
(vmesnik P3),
 vmesnik M-bus za odcˇitavanje do najvecˇ sˇtirih sˇtevcev, s funkcijo zbi-
ranja meritev porabe drugih energentov, kot so toplota, plin in voda
(vmesnik P2),
 detektor odpiranja pokrova sˇtevca, pokrova prikljucˇnice in pokrova ko-
munikacijskih modulov.
Slika 3.1: Trifazni (levo) in enofazni (desno) sˇtevec [1].
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3.2 Mikrokontroler
Sˇtevci so narejeni na osnovi 32-bitnega mikrokontrolerja NXP/Freescale Cor-
tex M4F z notranjim bliskovitim pomnilnikom FLASH in RAM-om. Osnovne
znacˇilnosti mikrokontrolerja so [2]:
 cikel ure je 117 MHz,
 1024 kB programskega pomnilnika FLASH tehnologije,
 256 kB notranjega RAM pomnilnika.
3.3 Komunikacija z racˇunalnikom
Opticˇni vmesnik deluje v skladu s standardoma Mednarodne komisije za ele-
ktrotehniko IEC 62056–21 in IEC 62056-46. Vsak sˇtevec ima vgrajen opticˇni
vmesnik (slika 3.2 levo), ki omogocˇa uporabo opticˇne sonde (slika 3.2 de-
sno), za lokalno odcˇitavanje podatkov iz sˇtevca in nastavitve prek osebnega
racˇunalnika, prenosnega racˇunalnika ali dlancˇnika, s pomocˇjo programa Me-
terView [1].
Slika 3.2: Opticˇni vmesnik in opticˇna sonda [1].
V telekomunikacijah in elektroniki je baud merska enota, ki dolocˇa hi-
trost komunikacije po podatkovnem kanalu [4]. Najnizˇja omogocˇena hitrost
komunikacije sˇtevca je 300 baud/s, najviˇsja pa 115200 baud/s [1].
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3.4 Programski del sˇtevca
Programski del sˇtevca je sestavljen iz petih slik sistema, in sicer:
 bootloader je prva slika, ki se zazˇene ob zagonu sˇtevca. Poiˇscˇe vse
ostale slike sistema in zazˇene njihovo inicializacijsko rutino. Zadolzˇen
je tudi za nadgradnjo ostalih sistemskih slik.
 core je zadolzˇen za merilni del sˇtevca in zagotavlja tudi nizkonivojske
gonilnike za periferne naprave. Del cora je tudi operacijski sistem in
mora biti certificiran.
 application je sistemska slika, v kateri je implementirana vsa funkcio-
nalnost sˇtevca, ki je vidna uporabniku. Uporablja knjizˇnice iz kernela,
da zagotovlja predstavitev sˇtevca uporabniku po dolocˇenem standardu,
kot je na primer COSEM.
 countryLR je del aplikacije, za katero stranka zˇeli da je certificiran.
 kernel je knjizˇnica, katera podpira razlicˇne komunikacijske protokole,
ki jih uporabja sˇtevec (DLMS, TCP, GSM, DLC, ...).
Poglavje 4
Knjizˇnica za sledenje kode
sˇtevca
4.1 Namen
Knjizˇnica za sledenje kode sˇtevca, je namenjena za lazˇje odpravljanje napak
programskega dela sˇtevca. Lahko se jo uporablja zˇe med samim razvija-
njem programske opreme v podjetju, ali pa v primeru napake, ko se sˇtevec
zˇe uporablja na terenu. V obeh primerih zaposleni vzpostavi povezavo z
racˇunalnikom in sˇtevcem preko opticˇne sonde, ter nato s pomocˇjo programa
MeterView vkljucˇi delovanje knjizˇnice. Knjizˇnica vracˇa izpise sporocˇil, ki smo
jih vstavili v kodo, kar omogocˇa dobro sledenje kode pri sˇtevcih in obcˇutno
olajˇsa delo pri iskanju ter odpravljanju napak.
4.2 Pregled
MeterView je program, ki se lahko izvaja na osebnem racˇunalniku, prenosnem
racˇunalniku ali dlancˇniku. Namenjen je za vpisovanje in branje nastavitev
sˇtevca, s katerim komunicira preko opticˇne sonde. Knjizˇnico smo vstavili v
programsko kodo sˇtevca, bolj natancˇno v sistemsko sliko Application, in se v





Za razvoj knjizˇnice sem uporabljal program Visual Studio 2019. Program
sem izbral, ker omogocˇa hitro in nezahtevno iskanje datotek in lahko po-
ganja simulacijo sˇtevca, kar omogocˇa lazˇje odpravljanje napak v kodi. Za
vpisovanje in branje nastavitev sˇtevca sem uporabil program MeterView. Iz-




Glavne nastavitve knjizˇnica hrani v strukturi, ki smo jo poimenovali kot
TracerControl. Definicija strukture je prikazana na sliki 4.1. V njej hranimo
naslednje spremenljivke:
 number of modules hrani podatke o sˇtevilu registriranih modulov.
 output destination hrani podatek o destinaciji sporocˇil knjizˇnice:
– Znak ’0’: sporocˇila se ne izpisujejo.
– Znak ’1’: sporocˇila so usmerjena v datoteko tracer log.txt.
– Znak ’2’: sporocˇila se prikazujejo na zaslonu. To mozˇnost lahko
uporabljamo le pri simulaciji sˇtevca.
– Znak ’3’: sporocˇila so usmerjena na serijski port.
 trace seconds hrani podatek, koliko cˇasa naj knjizˇnica izpisuje sporocˇila.
 serial trace enabled ali file trace enabled:
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– Pri simulaciji sˇtevca se v primeru izpisovanja sporocˇil na zaslon
ne uporabi nobena od spremenljivk.
– V primeru, da poteka izpisovanje na serijski port, se uporablja
spremenljivka serial trace enabled, in je nastavljena na vrednost
TRUE, sicer pa na vrednost FALSE.
– V primeru, da poteka izpisovanje v datoteko, je uporabljena spre-
menljivka file trace enabled, in je nastavljena na vrednost TRUE,
sicer pa na vrednost FALSE.
Slika 4.1: Struktura TracerControl.
Knjizˇnica mora hraniti tudi podatke o vseh modulih, ki se registrirajo in
uporabljajo knjizˇnico. Za vsak modul potrebujemo vecˇ podatkov, zato smo
za hranjenje le teh uporabili tabelo struktur RegistredModule, ki jo lahko
vidimo na sliki 4.2. Vsaka struktura vsebuje naslednje spremenljivke:
 (*getModuleName)(char*) je kazalec na funkcijo getModuleName,
ki vrne sˇtevilo znakov imena modula.
 trace enabled lahko zavzame dva veljavna znaka:
– Znak ’F’: izpisi sporocˇil so za modul onemogocˇeni.
– Znak ’T’: izpisi sporocˇil so za modul omogocˇeni.
 trace level:
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– Znak ’0’: izpisujejo se vsa sporocˇila.
– Znak ’1’: izpisujejo se le informacijska sporocˇila.
– Znak ’2’: izpisujejo se le sporocˇila, ki se zgodijo ob napaki.
– Znak ’3’: izpisujejo se le sporocˇila, ki se zgodijo ob usodnih napa-
kah.
Slika 4.2: Tabela struktur RegistredModule.
Knjizˇnica vsebuje tudi funkcijo tracer init, ki se poklicˇe sˇe preden se regi-
strira prvi modul. V njej nastavimo strukturo TracerControl na vrednost 0
in ustvarimo mutex, ki ga knjizˇnica kasneje potrebuje za zaklepanje skupnega
vira.
Slika 4.3: Funckija tracer init.
4.4.2 Branje in vpisovanje nastavitev
Vse nastavitve sˇtevca se vpisujejo in berejo preko objektov, s pomocˇjo pro-
grama MeterView. Za trenutne potrebe smo za knjizˇnico ustvarili objekt, ki
je dolg 64 bajtov. Ta je prikazan na sliki 4.4.
Diplomska naloga 17
Slika 4.4: Del objekta knjizˇnice v programu MeterView.
Od prvega do tretjega bita so predstavljene glavne nastavitve knjizˇnice,
pri cˇemer:
 je prvi bit podatek o nastavitvi destinacije izpisov sporocˇil,
 drugi in tretji bit sta podatka, ki ju knjizˇnica zdruzˇi skupaj v celo
sˇtevilo, in predstavljata informacijo o tem koliko cˇasa naj knjizˇnica
izpisuje sporocˇila.
Ostali biti predstavljajo nastavitev in informacije o modulih in zapolnijo vse
preostale bite:
 Segment od prvega do osmega bita predstavlja ime modula.
 Deveti bit je nastavitev za nivo izpisov sporocˇil modula.
 Deseti bit je nastavitev za vklop in izklop sporocˇil modula.
Pri branju nastavitev iz sˇtevca poklicˇemo funkcijo tracer get module data,
ki je prikazana na sliki 4.5. Kot argument ji podamo kazalec na tabelo zna-
kov. Tabela je velika toliko bajtov kot objekt (v nasˇem primeru 64 bajtov).
Funkcija vanjo vpiˇse nastavitve knjizˇnice in modulov, ki jih program Meter-
View prikazˇe v sˇestnajstiˇski obliki, kot lahko vidimo na sliki 4.4.
Prve tri nastavitve, ki predstavljajo nastavitve knjizˇnice, vpiˇsemo tako,
da na naslov na katerega kazˇe kazalec vpiˇsemo znak, ki predstavlja nastavi-
tev knjizˇnice. Kazalec nato premaknemo za en bajt naprej. To ponovimo
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trikrat. Nato sledijo nastavitve modulov. Pri vpisovanju teh nastavitev se z
zanko sprehodimo cˇez celotno tabelo modulov in za vsakega poklicˇemo nje-
govo funkcijo, ki kopira ime modula v tabelo. Kot rezultat v spremenljivko
module name length shranimo podatek kako dolgo je ime modula. Cˇe je ime
vecˇje od 8 bajtov, odvecˇne bajte prepiˇsemo z ostalimi nastavitvami, cˇe je
manjˇse pa ime zapolnimo z znaki “-”. Na koncu zanke vpiˇsemo sˇe zadnji
dve nastavitvi modulov in pravilno premaknemo kazalec na tabelo. Zanka se
ponovi tolikokrat kolikor je registriranih modulov.
Diplomska naloga 19
Slika 4.5: Funckija tracer get module data.
Za dolocˇanje nastavitev knjizˇnice in modulov se uporablja funkcija tra-
cer set module data. Njena implementacija je prikazana na sliki 4.6. Deluje
podobno kot funkcija tracer get module data, od nje pa se razlikuje po tem
kam shranjuje podatke. Z njo jih ne shranjujemo v tabelo, katere kazalec je
podan v argumentu funkcije, ampak moramo iz tabele izlusˇcˇiti podatke, in
jih shraniti v spremenljivke, ki hranijo nastavitve knjizˇnice in modulov.
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Slika 4.6: Funckija tracer set module data.
4.4.3 Registracija modula v knjizˇnico
Za registracijo modula v knjizˇnico skrbi funkcija tracer register katero lahko
vidimo na sliki 4.7. Poklicˇe jo vsak modul za katerega zˇelimo, da bi knjizˇnico
uporabljal. Pri klicu ji mora kot argument podati naslov funkcije, ki kopira
ime modula v tabelo. Slednja je prikazana na sliki 4.8. Funkcija ga doda
v tabelo struktur modulov, mu nastavi privzete nastavitve (izpisi sporocˇil
so na zacˇetku za vsak modul onemogocˇeni), shrani naslov funkcije in vrne
njegov indeks.
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Slika 4.7: Funkcija tracer register.
Vsak modul, ki se zˇeli registrirati mora imeti definirano funkcijo, katera
kot argument dobi kazalec na tabelo znakov in v njo kopira svoje ime. De-
finicija je prikazana na sliki 4.8. To funkcijo nato uporabi pri klicu funkcije
tracer register in ji v argument poda naslov funkcije. To lahko vidimo na
sliki 4.9. Kot rezultat tega procesa v spremenljivko dobi svojo identifika-
cijsko sˇtevilko, ki jo potrebuje kasneje pri klicu funkcije za izpis njegovih
sporocˇil.
Slika 4.8: Funkcija, ki kopira ime v tabelo.
Slika 4.9: Registracija modula.
4.4.4 Funkcija za izpisovanje sporocˇila
Funkcija tracer log sprejme tri obvezne argumente in sicer: indeks modula,
nivo izpisa sporocˇil ter sporocˇilo modula. Sporocˇilo modula je lahko sesta-
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vljeno iz poljubno sˇtevilo argumentov. Funkcijo lahko vidimo na sliki 4.10.
Slika 4.10: Funckija tracer log.
Funkcija s pomocˇjo indeksa identificira modul v tabeli modulov, in pri-
dobi njegove nastavitve. Cˇe je destinacija izpisov razlicˇna od znaka ’0’ (prvi
pogoj), izpis sporocˇil za modul je vkljucˇen (drugi pogoj), nivo izpisa sporocˇil
modula pa je enak tistemu, ki je podan v argumentu (tretji pogoj), se funkcija
nadaljuje, sicer pa se zakljucˇi. Ta pogojni stavek je prikazan na sliki 4.11.
Slika 4.11: Pogojni stavek if v funkciji tracer log.
Kot smo zˇe omenili ima knjizˇnica na voljo tri destinacije kamor lahko
izpisuje sporocˇila, zato s pomocˇjo odlocˇitvenega stavka switch obravnava tri
mozˇnosti, ki se lahko zgodijo:
 izpis v datoteko: v prvem pogojnem stavku ustvarimo novo dato-
teko tracer log.txt, spremenljivko file trace enabled, ki pove ali je iz-
pis sporocˇil v datoteko aktiviran, nastavimo na vrednost TRUE ter
zazˇenemo cˇasovnik. Ta pogojni stavek se bo izvedel samo enkrat v
cˇasu izpisovanja sporocˇil.
V spremenljivko current duration shranjujemo podatek koliko cˇasa je
preteklo od zagona cˇasovnika. Spremenljivko uporabimo pri nasle-
dnjem pogojnem stavku. Cˇe je pretekli cˇas manjˇsi od cˇasa, ki smo
ga dolocˇili za izpisovanje sporocˇil, knjizˇnica s funkcijo osMutexWait
zasˇcˇiti dostop do skupnega vira. S tem preprecˇimo, da bi vecˇ niti na-
enkrat pisalo v datoteko, kar bi povzrocˇilo nepravilen izpis sporocˇil.
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Knjizˇnica nato zacˇne s pisanjem. Po koncˇanem pisanju sprostimo sku-
pni vir s klicem funkcije osMutexRelease. Ko pretecˇe cˇas, ki smo ga
dolocˇili za izpisovanje, izpiˇsemo sˇe zadnje sporocˇilo, zapremo datoteko
in nastavimo spremenljivko za izpisovanje sporocˇil na vrednost FALSE.
Implementacija izpisa v datoteko je prikazana na sliki 4.12.
Slika 4.12: Obravnavanje prve mozˇnosti izpisa sporocˇil.
 izpis na zaslon: v tem primeru zasˇcˇitimo dostop do skupnega vira,
izpiˇsemo sporocˇilo na standardni izhod, ter sprostimo vir. Na sliki 4.13
je prikazana implementacija izpisa na zaslon.
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Slika 4.13: Obravnavanje druge mozˇnosti izpisa sporocˇil.
 izpis na serijski port: podobno kot v prvem primeru najprej zazˇenemo
cˇasovnik, ki nam bo pomagal slediti trajanju izpisovanja sporocˇil. Nato
moramo spremeniti nastavitve komunikacije primerne za serijski port.
Preden spremenimo nastavitve moramo najprej pocˇakati pet sekund,
saj je to odzivni cˇas sˇtevca na spremembo destinacije izpisa sporocˇil
na serijski port. Predcˇasna sprememba komunikacije bi sˇtevcu one-
mogocˇila, da posˇlje odziv in priˇslo bi do napake. Po preteku petih se-
kund spremenimo nastavitve komunikacije in zacˇnemo z izpisovanjem
sporocˇil. Za izpis sporocˇila poklicˇemo funkcijo osMutexWait, ki zasˇcˇiti
dostop do skupnega vira in nato funkcijo DLMS TRACE(), ki ji v ar-
gument podamo sporocˇilo, ki ga zˇelimo izpisati. Na koncu skupni vir
sprostimo. Ko pretecˇe cˇas, ki smo ga nastavili za izpise, poenosta-
vimo nastavitve komunikacije primerne za komunikacijo s sˇtevcem in
spremenimo spremenljivko za izpisovanje sporocˇil na vrednost FALSE.
Implementacija izpisa v datoteko je prikazana na sliki 4.14.
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Slika 4.14: Obravnavanje tretje mozˇnosti izpisa sporocˇil.
4.5 Predstavitev in analiza
Knjizˇnica tecˇe in je del programske opreme sˇtevca. Trenutno je vstavljena
v sistemsko sliko sˇtevca Application, kar pomeni, da jo lahko uporabljajo le
moduli, ki se nahajajo v tej sistemski sliki. Cˇe bi zˇeleli, da bi knjizˇnico lahko
uporabljali sˇe ostali moduli, bi jo morali premakniti v sistemsko sliko Core
in izvoziti njene API funkcije.
4.5.1 Uporaba knjizˇnice
V vsakem modulu, kjer zˇelimo uporabljati funkcijo za izpis sporocˇil moramo
imeti implementirano funkcijo, ki kopira svoje ime v tabelo. Lahko jo vidimo
na sliki 4.8. Prav tako moramo imeti shranjeno identifikacijsko sˇtevilko mo-
dula, ki jo pridobimo z klicem funkcije za registracijo modula. Registracija
modula je predstavljena na sliki 4.9. Nato lahko kjerkoli v modulu enostavno
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poklicˇemo funkcijo za izpis sporocˇil tracer log(), ki ji za argumente podamo
identifikacijsko sˇtevilko modula, nivo izpisa sporocˇil in sporocˇilo modula. To
je lahko sestavljeno iz poljubnega sˇtevila argumentov. Primer klica funkcije
za izpis sporocˇila, je prikazan na sliki 4.15.
Klice funkcije za izpis smo vstavili na mestu kode kjer se nam je zdelo
smiselno in pomembno za pregledno sledenje kode. Seveda pa postavitev
klicev funkcij ni koncˇna in jih lahko poljubno dodajamo ali pa briˇsemo.
Slika 4.15: Klic funkcije za izpis sporocˇila.
4.5.2 Dolocˇanje nastavitev s programom MeterView
Vse nastavitve knjizˇnice, kot tudi samega sˇtevca je mozˇno dolocˇiti na oseb-
nem racˇunalniku, prenosnem racˇunalniku ali dlancˇniku s pomocˇjo programa
MeterView. V programu poiˇscˇemo objekt knjizˇnice in vanj vpiˇsemo nastavi-
tve v sˇestnajstiˇski obliki znakov. Knjizˇnica te nastavitve prebere, jih pretvori
v ASCII znake in si jih zapomni. Na sliki 4.14 je prikazan primer vpisa na-
slednjih nastavitev knjizˇnice v objekt:
 destinacija izpisa je serijski port,
 cˇas izpisovanja sporocˇil je nastavljen na 20 sekund,
 izpis je vklopljen za module GM HIGH, GM LOW, CONSOLE in iz-
klopljen za modul APPLICATION.
Na sliki 4.19 pa je prikazan primer izpisa knjizˇnice za zgornje nastavitve.
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Slika 4.16: Vpis nastavitev knjizˇnice s programom MeterView.
4.5.3 Izpisi knjizˇnice
Kot smo zˇe omenili, knjizˇnica omogocˇa izpis sporocˇil modulov na tri desti-
nacije:
 v datoteko,
 na zaslon simulacije sˇtevca in
 na serijski port
Vse tri mozˇnosti izpisov so v zgornjem vrstnem redu prikazane na slikah
4.17– 4.19.
Sporocˇilo, ki ga knjizˇnica izpiˇse je sestavljeno iz dveh delov. Prvi del
predstavlja cˇasovno oznako v milisekundah, drugi del pa sporocˇilo modula,
ki smo ga vpisali kot argument funkcije za izpis sporocˇila.
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Slika 4.17: Izpis sporocˇil v datoteko.
Slika 4.18: Izpis sporocˇil na zaslon simulacije.
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Slika 4.19: Izpis sporocˇil na serijski port.
4.5.4 Testiranje knjizˇnice
Knjizˇnica deluje brezhibno in je bila testriana na simulaciji sˇtevca, kot tudi
na samem sˇtevcu. Delovanje knjizˇnice sem testiral s pomocˇjo programa Me-
terView. S programom sem med delovanjem sˇtevca vpisoval in spreminjal
vse mozˇne nastavitve knjizˇnice ter preverjal pravilnost izpisov sporocˇil. Pri
preverjanju izpisov sem si pomagal s cˇasovnimi oznakami sporocˇil. Del kode,
ki vsebuje izpis GM HIGH TASK se izvede priblizˇno vsaki 2 milisekundi,
GM LOW TASK na priblizˇno 10 milisekund, CONSOLE PROCESS pa 2,5
milisekundi, kar lahko preverimo tudi na slikah 4.17– 4.19. Iz izpisov lahko
razberemo tudi, da smo pravilno uporabili funkcije za zasˇcˇito skupnega vira,




Koncˇni izdelek diplomske naloge je delujocˇa knjizˇnica za sledenje vgrajene
programske kode sˇtevca. Knjizˇnici lahko nastavimo dve glavni nastavitvi,
to sta cˇas izpisovanja, ter vklop in izklop sporocˇil. Prav tako pa omogocˇa
spreminjanje nastavitev za posamezni modul, in sicer vklop in izklop sporocˇil,
ter nivo izpisovanja sporocˇil. Vse te nastavitve je mogocˇe nastavljati med
samim delovanjem sˇtevca. Namenjena je zaposlenim, ki jo lahko uporabljajo
za odpravljanje napak med samim razvojem programskega dela sˇtevca ali pa,
ko je le ta zˇe v uporabi.
Knjizˇnica ima sˇe veliko prostora za izboljˇsave. Lahko bi dodali podporo
za izpis na vecˇ izhodnih kanalov kot so: TCP port, UDP port in pred-
hodno dolocˇen del bralno-pisalnega pomnilnika, ki bi ga lahko brali preko
objekta. Prav tako bi lahko knjizˇnico naredili kot locˇeno opravilo in ji dode-
lili nizko prioriteto. Tako bi sporocˇila izpisovala le v cˇasu, ki bi ji ga namenil
razvrsˇcˇevalnik. Za lazˇje in bolj berljive nastavitve knjizˇnice bi lahko v pro-
gramu MeterView vrstico s sˇestnajstiˇsko obliko besedila nadomestili z vecˇ
vrsticami, ki bi omogocˇali izbiro vseh nastavitev knjizˇnice.
Tekom izdelave diplomske naloge sem se veliko naucˇil o FreeRTOS ope-
racijskem sistemu in delovanju sˇtevcev, ter utrdil svoje znanje programskega
jezika C. Menim, da je bil zastavljeni cilj diplomske naloge dosezˇen, saj izde-
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