Abstract
Introduction
The ever-growing number of wireless terminals, such as smart phones, personal digital assistants (PDAs) and laptops, raises the need to set up, configure and reconfigure personal area networks (PANs) in an easy and ergonomic way.
This paper addresses the goal of creating a dynamically changeable, but uniform computing environment for PANs, which integrates wireless and wired, stationary and mobile devices that are connected to each other. The paper presents the Middleware for Application Interconnection in Personal Area Networks (MAIPAN) solution-which is situated below the applications and above the network layerthat hides the individual devices participating in the PAN and presents the capabilities of applications running on the devices as if they were located on a single computer. This provides a standard "PAN programming platform", which allows the easy set-up of personal area networks and dynamic connection and disconnection of applications running in the PAN. Application programmers using the uniform application programming interface (API) offered by the middleware can develop software without taking care of the various PAN configurations or PAN dynamics. They can assume certain capabilities, but disregard whether these capabilities are provided by one application running on one device or by a set of applications running on several devices. They only have to register the inputs and outputs of their applications in the middleware, and they do not have to take care of which kind of devices or applications will be connected to these outlets and will use their programs.
An example for a PAN application can be seen in Fig.  1 . Assume a MAIPAN-aware PDA user, who enters a MAIPAN-aware room where speakers are placed in the corners. The user decides to listen to music, but she neither has mp3 files nor an mp3-player. She turns on her PDA to check what kind of devices and services are available in the room. First, independently from MAIPAN the PDA's networking protocol establishes network connections to the devices located in the room, and the service discovery protocol (SDP) looks for services offered in the environment. After these steps she can configure with the MAIPAN dispatcher a PAN, which contains her PDA, the speakers in the corner, a fileserver and an mp3 player that are available through the network. MAIPAN establishes the necessary connections, that is, it connects the fileserver to the mp3 player's file input, the sound output of the mp3 player to the speakers and the control input of the mp3 player to the PDA. From now on she can select the mp3 file on the fileserver she wants to listen to, and instruct the mp3 player via her PDA to play the music on the speakers. In the figure the arrows show the data flow between the devices. In case she has to move from one room to another, with the MAIPAN dispatcher she can reconfigure her PAN and redirect the output of the mp3 player to the built-in speaker of her PDA. After she entered another room, the networking protocol establishes network connections and the service discovery protocol looks for available services. In case there are speakers in the other room too, she can reconfigure her PAN with the dispatcher again to continue listening to music on the speakers in the room. In the figure the dashed arrow shows the configuration after the user switched from the speakers in the room to the speaker in her PDA.
As the example shows, with MAIPAN it is easier for the user to create or reconfigure personal area networks. Moreover, it is easier for the application developers to create software for PANs. Those programmers, who want to write PAN applications, only have to register the inputs and outputs of their applications in the middleware and define the types of these outlets. However, MAIPAN provides support also for those programmers who want to create PAN configurator software, i.e., dispatcher applications.
Without using the middleware, application programmers would have to handle, for example, connection and disconnection of devices, implement access control, security and transport mechanisms (in case they are not supported by the networking and transport layers below) and have to communicate with the service discovery protocol. The middleware takes away the responsibilities of handling these functions from the application developers, thus they do not have to deal with these issues.
Related work
Mark Weiser presented the concept of ubiquitous computing in the early 90s [1] . Ten years after Weiser's publication, Satyanarayanan discussed the vision and challenges of ubiquitous computing in [2] , where he introduced the expression pervasive computing. Mascolo et al. in [3] discussed how a mobile computing middleware should be designed. [4] proposes the concept of Personal Security Domains (PSDs)-where a PSD consists of a user's personal devices, and investigates security issues regarding PANs. Nowadays several projects are running in these research topics.
MAIPAN -Middleware for Application Interconnection in Personal Area Networks

Basic concepts and definitions
MAIPAN distinguishes among devices, applications and services. The word "device" refers to the physical device and by "application" we refer to the software that offer the "services". For example, using these abstractions in case of a mouse we can say, that the mouse is a "device" where a "mouse application" is running, which offers a "mouse service". Or another example is the mp3 player: there is a device where the mp3 player application is running, which offers the mp3 player service. The distinction between application and service is necessary, because users want to use services, they do not want to care about the application offering the service.
MAIPAN is based on three concepts (Fig. 2) : pins, channels and sessions. Applications offering the services have input and output outlets, which are called pins-borrowing the expression from the integrated circuit world. Pins are the connection points of the applications to the middleware, so the middleware sees the applications in the PAN as a set of input and output pins. A pin has a pre-defined type, which shows the type of data that the pin can emit or absorb, that is, the type of information the application can handle (e.g., mouse movements, keystrokes). According to the needs new types can be defined any time. The dispatcher application is responsible to connect the pins with appropriate types. 
Figure 2. MAIPAN session
To enable communication between pins, the middleware creates and reconfigures channels, which are point-to-point links that interconnect pins. The set of channels that are necessary to use a PAN service is called session. For example, the channels between the entities that can be seen in the mp3 player scenario (Fig. 1) compose the mp3 player session: there is a channel between the fileserver and the mp3 player, another channel between the mp3 player and the speakers, and a control channel between the mp3 player and the PDA. The PDA plays only the role of the control entity, it is the owner of the session, but it does not participate in it. Applications are neither aware of channels nor sessions, they only know about their pins.
Security and access control
Security and access control functions are defined and handled on device level. This means that access to services (i.e., access to application pins) are granted for devices, thus if a device gets the right to use a given service, then all applications running on this device will be able to access the service. If we assume that in the PAN there are small devices that offer one or two simple services (e.g., mouse, mp3 player), then in this case it is simpler to grant the access of services to devices instead to each application.
Security solutions, for example, described in [4] can be used with MAIPAN to ensure secure communication between devices.
Architecture
Based on the concepts above we designed MAIPAN, whose architecture is depicted in Fig. 3 . Applications run over the middleware, while layers under the middleware provide end-to-end routing and data transmission functions. As it can be seen in the figure, the protocol stack is vertically divided into two parts. The aim of the data plane is to provide effective and secure data transport between applications. The control plane is responsible for managing pins, channels, sessions and for handling security and access control. 
Data plane
The application sends data through a pin to the middleware, where the channel connector layer redirects the data to the corresponding channel. The transport layer creates packets and provides functions such as flow control, reordering, automatic re-transmission, quality of service, etc., if these functions are not supported in the layers below the middleware, but are necessary for the application. The connection layer adds information to the packet, which is needed for the delivery: address of the source and destination device and the identifier of the channel. Finally, the cryptography layer calculates a message integrity check (MIC) value and encrypts the packet if necessary.
Control plane
The control plane contains the control functions which are necessary to manage the PAN. The service control part registers local services offered by the applications, handles their access rights and communicates with the service discovery protocol. In theory, any kind of SDP can be attached to MAIPAN, such as SLP, UPnP or Salutation [5] .
The channel control creates and reconfigures sessions initiated by the dispatcher application. According to the needs of the dispatcher it asks the pin control parts of the participating devices to build up the channel between the pins. The pin control part instructs the channel connector layer to create a channel, activates the necessary transport functions for the given channel in the transport layer and sets the destination of the given channel in the connection layer. The security control part initiates and co-ordinates the authentication procedure between devices and stores the necessary information for communication (e.g., security keys).
Conclusion and future work
This paper proposes MAIPAN, a middleware for application interconnection in personal area networks. The essence of the middleware is to create a PAN programming platform, whereby hardware and software resources are interconnected, and the scatteredness of the PAN is hidden from the services offered by applications. In the future, beside implementing MAIPAN, we plan to create some MAIPANenabled applications. Furthermore, we would like to analyze the efficiency of MAIPAN, as well [6] .
