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A conventional planned development process or an adaptive development process is in 
adequate for "the embedded software evolution" developing continuously in response to 
rapidly changing market requirements. As a result, maintainability decreases and    
whole re-factoring is needed. In this study, I propose a method for improving 
maintainability in embedded software evolution. This method is consisted of three 
techniques, the extensibility visualization technique, the extensibility reinforcement 
technique and the extensibility evaluation technique. These techniques are 
corresponded to each requirement that I defined three necessary requirements in 
developing for "the embedded software evolution". We applied the proposed method to 
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ある．まず 2 章，3 章で，本研究の背景となる既存技術，用語の定義について説明する．2
章では，ソフトウェアの開発プロセスについて説明し，3 章でソフトウェアの品質および従
来のソフトウェア分析手法に関する用語の定義について説明する． 
続いて 4 章では，本研究で提案する手法の全体像を述べ，5 章，6 章，7 章で本研究にお


















性を評価する．なお，6 章および 7 章では，5 章で算出した継承構造による拡張性構造とデ
ザインパターンによる拡張性構造を入力として用いる． 


































































































































































































































































































































Cost Benefit Analysis Method の略称である． 
投資対効果 (ROI) を意識してアーキテクチャを評価する．ROI にもとづいてアーキテク
チャ改善施策を選択し，計画を立てるための情報提供をする． 
LAAAM 





















クト指向言語においては，Chidamber ら[15]が提案し CK メトリクスと呼ばれる WMC  
( Weighted Methods Per Class )，DIT ( Depth of Inheritance )，NOC ( Number of 
Children )，RFC ( Response For a Class )，CBO ( Coupling between object classes )，
LCOM ( Lack of Cohesion in Methods ) の 6 つのメトリクスセットが有名である．また，
Melo[16]は，カプセル化，継承，ポリモーフィズム，メッセージングに関する MHF ( Method 
Hiding Factor )，AHF ( Attribute Hiding Factor )，MIF ( Method Inheritance Factor )，
AIF ( Attribute Inheritance Factor )，POF ( Polymorphism Factor )，COF ( Coupling 































言語が持つ仕組みを利用したものが多い．有名なデザインパターンとして，表 1 に示す GoF 
（Gang of Four）のデザインパターンがある[19][20]．  
GoF のデザインパターンでは，23 のパターンを定義しており，それら 23 のパターンは，
生成に関するパターン，構造に関するパターン，振舞いに関するパターンのいずれかに分
類される． 













たとえば，生成に関するパターン群には，次の 5 つのパターンが含まれている．Abstract 
Factory パターンとは，クラスを生成する Factory クラスの組合せが異なるような製品があ









































表 2 に，Fowler[24]が提案した 22 のコードスメルについて上記観点により分類した表を示
す． 



























































































































































図 1 計画的な開発手法における課題 
 
4.3.2. 適応的な開発手法における課題 














































































 進化型組込みソフトウェアにおけるメンテナンス性の悪化した例を図 4 に示す．開発初
期版では，実線で示したデバイス A（DevA）とデバイス B（DevB）を製品によって切り
替えて制御する機能 1 が実装されていたが，その後，段階的に機能 2，機能 3，機能 4，機
能 5 と追加されるような例である． 
まず，既存のデバイスと類似なデバイス C（DevC）が機能 1 に追加される場合，既存実
装に追加する形で User クラスから呼び出される DevC 用の機能 1 を追加してしまう．この
ように User クラスは，後の機能追加によって，肥大化，複雑化していくことになる． 
次に，機能 2 を追加した開発者は，デバイス D（DevD）とデバイス E（DevE）を製品
によって切り替えて制御する機能 2 を User クラスからは隠蔽する設計として実装した．し
かしながら，後に機能 3 を追加した開発者は，DevE を操作可能な機能 2 を利用することに
してしまうことで，隠蔽されているはずの DevE 用の機能 2 を変更することができなくな
ってしまう． 
















































































































































図 5 提案手法を用いた進化型組込みソフトウェア開発プロセス 
 
4.6.2. 提案手法の構成 





































































































































































図 7 拡張性可視化手法の概要 
 
5.3.2. 特徴 









































図 8 組込みソフトウェアにおける基本的レイヤ構造 
 
5.3.3. 期待される効果 





































































































す．クラスは四角の BOX で示し，矢印で接続することでツリー上に表現する． 
 











図 12 に示す． 
  








 コントローラモデルには，図 13 に示す要素がある． 
 
 





















候補クラスは下記の 2 種類に識別される． 
 可変メカニズムを持ち，クラス生成を行うクラス（図 14：ア） 
 シーケンス的な機能呼び出しを行うクラス（図 14：イ） 
 









































 継承モデルの要素を図 15 に示す． 
  



























す Leaf クラスと継承ツリーの関係により，下記の種類に分けることができる． 
 一つの継承ツリー内の，同一 Base クラスから派生した複数の Leaf クラスを呼び出す
クラス 
 一つの継承ツリー内の，異なる Base クラスから派生した複数の Leaf クラスを呼び出
すクラス 
 異なる継承ツリーにおける Leaf クラスを呼び出すクラスのうち，同一継承ツリー内で
複数の Leaf クラスを呼び出すクラス． 
 異なる継承ツリーにおける Leaf クラスを呼び出すクラスのうち，同一継承ツリー内で
は一つの Leaf クラスだけを呼び出すクラス．この場合は，Leaf クラス間の関係性がな
いため，機能の切替えを意図していないとし，捨象する． 
















図 16 可変メカニズムの特定例 
 
 可変点候補および可変メカニズムクラス候補が同一のクラスであり，鎖線矢印で示すよ











図 17 に，継承モデルから抽出する 2 種類の継承構造を示す．可変点同様，クラスとして
機能を追加する場合に発生しうる変更量は，既存の継承構造に依存するため，継承構造を
分析することは重要である．また一般的に継承階層が深くなるとメンテナンスコストが悪
化するため[31] ，本提案手法では 2 階層以内の継承構造を対象とする．なお，図 17 では，











図 17 継承による拡張性構造 
 
表 4 に継承による拡張性構造の抽出例を示す．コントローラモデルにおける階層と機能








表 4 継承による拡張性構造の抽出例 
 
単純継承構造 
















機能A － SI SI
機能B MI SI MI





図 17 (b)に示す構造は，異なる継承ツリー同士が一つ上位階層にある abstract クラスま
たは Base クラスを介して接続している継承構造である．凝集度を高めながら，異なる複数









 GOF のデザインパターン[20]で定義されている，オブジェクトの生成に関係する 5
パターン（Factory Method, Abstract Factory, Builder, Prototype, Singleton）から，
オブジェクトの使用者と生成者の分離という観点で選択した Factory Method パタ
ーンと Abstract Factory パターン 
 基本的な Factory パターン 
 動的な機能追加を実現する Plugin Factory パターン 
 使用と生成が分離されていないパターン（ここでは，Mixed Creation and Use と呼
ぶ．） 
 Template Method の参照関係が反転しているパターン（ここでは，Inverse Template 
Method と呼ぶ．）． 







図 18 コントローラモデルにおける可変メカニズム例 
 
 表 5 にデザインパターンによる拡張性構造の抽出例を示す．表 4 と同じく，コントロ
ーラモデルにおける階層と機能とのマトリクスで表現する．CU は，Mixed Creation and 
Use パターン，F は Factory パターン，FM は，Factory Method パターン，AF は Abstract 





表 5 デザインパターンによる拡張性構造の抽出例 
 




処理も含まれることで可読性の低下も起きやすい．このパターンの例を図 18 (1)に示す． 

















(1) Mixed Creation and Use      (2) Factory (3) Factory Method









機能A － － －
機能B CU AF ITF











に示す．図 18 (2)では，Factory クラスが可変点である． 




このパターンの例を図 18 (3)に示す． 
図 18 (3)では，User クラスが可変点であり，Factory_A および Factory_B は単一のクラ
スのみを生成するため，可変点として認識されない． 






図 18 (4)では，User クラスが可変点である．また，A1 と A2 は同じ Base クラスを持ち，
B1とB2も同じBaseクラスを持つが，A系とB系は異なる継承構造である場合，Factory_A
および Factory_B は，可変点として認識されない．一方，A 系と B 系が同じ継承構造であ
る場合，可変点として認識される． 






では使用することが難しい．このパターンの例を図 18 (5)に示す． 
48 
 













る．図 19 に Plugin Factory パターン，Inverse Template Method パターンを除いた可変
メカニズムの判別フローを示す．  
  
































 Factory パターンでは，図 18 (2)に示す通り，Factory が生成したオブジェクト A または
B を User クラスが使用するため，User クラスもオブジェクト A または B の継承元である
抽象クラスにアクセスする． 
Factory Method パターンでは，図 18 (3)に示す通り，可変点である User クラスが生成
した Factory_A および Factory_B が，オブジェクト A または B を生成するため，当該
Factory は，オブジェクト A または B の継承元である抽象クラスにアクセスする．さらに
User クラスも，生成されたオブジェクト A または B を使用するため，オブジェクト A ま
たは B の継承元である抽象クラスにアクセスする． 
Abstract Factory パターンでは，図 18 (4)に示す通り，Factory_A および Factory_B が
生成するクラスの継承構造によって，2 種類の判定を行う．各々異なる継承構造のクラスを
生成する場合は，アクセスする抽象クラスの数を判定に用いる．一方，同じ継承構造のク
ラスを生成する場合は，Factory_A および Factory_B が可変点であるかを用いる． 
Plugin Factory パターンは，ファイルから部品クラスを読みだす等の動的ローディング
メカニズム箇所をコード上からキーワードにより抽出する． 





 検出された可変メカニズムについて，図 8 のようなレイヤ構造へのマッピング，および
影響する機能へのマッピングの例を図 20 に示す．青点線で示したクラス A，D，G は可変
点である． 
 

















図 20 において，すべての可変メカニズムが Mixed Creation and Use パターンの場合，
導入箇所はクラス A，D，G となり，橙枠で示した枠内に 1 つずつ可変メカニズムが導入さ
れていることとなる．一方，クラス D の可変メカニズムが Factory パターンであった場合







図 20 において，可変メカニズムが導入されている機能系統はクラス B，C，D から各々
呼び出されるクラス群となる．ただし，コントローラクラスに可変メカニズムが導入され
ており，第 1 階層にある複数のクラスを切替えている場合は，切替え対象となるクラスを
含む複数の機能系統を同一の機能系統であるとみなす．たとえば図 20 において，クラス A
に可変メカニズムが導入されており，クラス B と C を切り替えている場合は， B および C










 ソフトウェア進化過程における対象コードの一覧を表 6 に示す．ID1～3 は，同一製品に
対する継続的な 3 回のリリースにおいて開発されたコードであり，ID4 は，当該手法を用








表 6 ソフトウェア進化過程における対象コード一覧 
ID 進化内容 
1 初期製品コード 
2 ID1 のコードへの機能追加 
3 ID2 のコードへの機能追加 
4 ID3 のコードを提案手法により，拡張性改良 
 
各 ID におけるコードのステートメント行数（NCSS），クラス数，および提案手法で求め








図 21 コード規模とクラス数の推移 
5.11.2. 構造可視化 
作成したツールを用い，各 ID のコントローラモデルおよび継承モデルを生成した．生成
された各モデルを図 22～図 29 に示す．図 22 および図 23 には，対象とする組込みソフ
トウェアの初期製品（ID1）におけるコントローラモデルと継承モデルを示す．図 24 およ
び図 25 には，ID1 に対し，機能追加を実施したコントローラモデルと継承モデルを示す
（ID2）．図 26 および図 27 には，さらに ID2 に対し，機能追加を行ったコントローラモ











































図 22 コントローラモデル 図（ID1） 


























図 24 コントローラモデル 図（ID2） 








































































ID1～4 について抽出された機能数を図 30 に示す．機能数とは，5.10 節で述べた機能系
統の数である．機能数の増加は，コントローラモデル内のコントローラクラスから呼び出
されているクラス数の増加を意味している．表 6 に示した組込みソフトウェアにおけるコ
ントローラクラスの NCSS およびクラス結合度（CBO[15]）の推移を図 31 に示す． 
 
 
図 30 機能数の推移 
 
 








































ID4 のコードでは，提案手法による拡張性構造の強化により，16 から 13 へと機能数の減










図 33 に示す． 
 
図 33 デザインパターンに関する拡張性構造の推移 
 




























のコードでは，提案手法によって，ID3 で増加した Mixed Creation and Use パターンの削





また，可視化には ID1 のコートを用いた．図 34 に作成した概念モデルを示す． 
 
 
図 34 手動で作成した ID 1 における概念モデル 
 




フトウェアの分析者 1 名（10 年以上のソフトウェア経験者）が対象ソフトウェアの開発者




表 7 クラス捨象率比較 
 クラス図 提案手法（コントローラモデル） 概念モデル 
クラス数 154 75 44 














ラス数の比較を示す．また，各モデルにおける未出力クラス数の内訳を図 35 および図 36
に示す． 
 
表 8 提案手法と概念モデルの未出力クラス比較 
 提案手法（コントローラモデル） 概念モデル 
出力クラス数 75 44 
未出力クラス数 13 44 
 
  
図 35 提案手法での未出力クラス内訳 
 




















図 36 概念モデルでの未出力クラス内訳 
  



















表 9 には，組込みソフトウェア以外のドメインにおける 3 種類のソフトウェアを示す．
























ID A は，他の対象と比較して，コード行数に対するクラス数が 3 倍程度多く，捨象され
たクラス数の割合も他の対象より多い．つまり，ID A は，小さなクラスが多く，またそれ
らのクラスの大多数は，分岐するようなクラス呼び出し関係を持たず，呼び出しに対する
処理が 1 対 1 になるような単純な構造が多いと推測できる． 
 
 
図 37 対象コードの計測データ比較 
 
5.12.2. 構造可視化 
 ID A （データベースソフトウェア） 
































スを多く持つ継承ツリーが 1 つ存在する． 
 
 ID B （画像比較ソフトウェア） 
ID B のソフトウェアにおけるコントローラモデルと継承モデルを図 40，図 41 に示す． 
ID B も，3 つの Controller クラスを持つ．これらは，画像比較ソフトウェアにおける各々





 ID C （ムービープレーヤソフトウェア） 
ID C のソフトウェアにおけるコントローラモデルと継承モデルを図 42，図 43 に示す． 








 ID 1 （組込みソフトウェア） 
ID 1 のソフトウェアにおけるコントローラモデルと継承モデルについては，既に図 22，



























図 40 コントローラモデル 図（IDB） 
 
 














図 44 検出されたコントローラモデル要素の比較 
 
コントローラモデルにおける構成要素の比較を図 44 に示す． 
ID A は，他と比較して，Dependency クラスや，Dependent クラスが多い．これは，デ
ーターベースにアクセスするインタフェースを多く用意しており，インタフェースから呼
び出される処理が多いためである．ID C は，Utility クラスが多い．これは，共通処理が多



























































































































































































表 10 各観点における起こりうるケースと拡張性の問題 
観点 ケース 拡張性の問題 
















 第 5 章で抽出した拡張性の構造に対し，主に，レイヤ構造上の位置関係を利用して拡張
性の問題箇所を特定する．図 46 に示した例は，継承に関する拡張性構造とデザインパター




図 46 問題個所特定方法 
 
6.3.3. 期待される効果 
 メンテナンス性が悪化したことで，歪んだアーキテクチャになった図 4 で示した例に対
して，拡張性強化手法を用いることによって検出される問題を図 47 に示す．  
 




機能A － SI SI
機能B MI SI MI




機能A － － －
機能B CU AF ITF

































































図 48 Factory 化によるソースコード改善例 
factory
使用者
if (deviceID == 1){  
devA = new deviceA();
devA->initialize();
else{





int deviceID = readDeviceConfig();
if (deviceID == 1)
dev = new deviceA();
else
dev = new deviceB();






















































当該ルールは，表 4 に示した継承による拡張性構造の第 1 階層に継承構造がある場合に
特定される．また，表 5 に示したデザインパターンによる拡張性の構造において，CU と






R2 隠蔽された具象クラスにアクセスしない G2/ G3
R3 同一デバイスに関する生成操作は一箇所に隠蔽する G4






図 49 R1 に反するモデル内の構造例 
 
隠蔽された具象クラスにアクセスしない（R2） 
図 50 で示した Factory 層で隠蔽された具象クラス A，B を使用している Factory 層の上
位レイヤにある User クラスから，具象クラス A，B への呼び出しを削除することで，失わ
れていた隠蔽効果を取り戻すことができる． 








図 50 R2 に反するモデル内の構造例 
 
同一デバイスに関する生成操作は 1 カ所に隠蔽する（R3） 
一般的にデバイスには，デバイス依存の設定や制御が存在する．システムに備わってい


































当該ルールは，図 52 に示すように，継承モデルにおいて，クラス A は，親クラス Super 




























ンタフェースの導入を行う．図 53 に示すように，Factory A，B により，具象クラス A，
B，C，D の生成を隠蔽している場合，Factory の呼び出しクラスである User からは，共通
インタフェースを介して Factory の呼び出し処理を行えるように，Factory の抽象クラスを
定義することで，Factory の担う役割を明確にすることができる．また，共通処理を集約す
ることも可能になる． 
当該ルールは，表 5 に示したデザインパターンによる拡張性の構造において，CU と識

































図 49 の Super X を返す Factory クラスを作成し，作成した Factory を使用者側で呼び
出すように変更を行うことで，コントローラモデルの第 1 階層もしくは，CU のクラス階層









使用箇所の集約および Abstract Factory の導入（G4） 




































5.11.1 項同様，ソフトウェア進化過程における対象コードの一覧を表 13 に示す．ID1～
3は，同一製品に対する継続的な3回のリリースにおいて開発されたコードであり，ID4は，
当該手法を用い ID3 のコードを改良したものである．  
表 13 対象コード一覧 
ID 内容 
1 初期製品コード 
2 ID1 のコードへの機能追加 
3 ID2 のコードへの機能追加 





表 11 に示した 5 つのルールにもとづく拡張性強化箇所の特定結果推移を図 54 に示す．
“クラスの生成処理を使用者から隠蔽する（R1）”と“隠蔽された具象クラスにアクセスし
ない（R2）”については，ID1～ID3 にかけて単調増加している．これは，機能追加にとも
ない，R1 と R2 に関する拡張性低下が起こりやすいことを示している．一方，“同一デバイ
スに関する生成操作は 1 カ所に隠蔽する（R3）”や，“テンプレートメソッドの逆パターン
を排除する（R4）”は ID3 のみで特定されている．R3 と R4 は，機能追加要件に依存して
拡張性低下が起こりやすいものと思われる． 
ID4 のコードでは，ID3 の拡張性を強化したため，強化すべき箇所が減少している． 
  
図 54 拡張性強化箇所の特定結果推移 
 
拡張性強化ガイドを用いて，ID3 のコードに対する拡張性強化に要した追加および修正ク
ラス数を表 14 に示す． 
 



















ID 拡張性強化方法 追加クラス 修正クラス
R1 G1 Factory階層の挿入 6 1
R2 G2 抽象インタフェースへの変更 0 12
G3 上位クラスの使用箇所を下位クラスへ移動
R3 G4 使用箇所の集約およびAbstract Factoryの導入 4 2
R4 G5 テンプレートメソッド化 0 14





R1 と R3 に関する強化においては，新しい隠蔽構造の構築が主な強化項目であるため，
修正クラス数に比べ，追加クラス数が多い．一方，その他のルールでは，修正クラス数の
方が多くなった． 
また，ID3 のコードに対し，18 カ所の拡張性強化を行った（ID4 での残箇所を除いた図 54
に示す R1～R5 の合計値）．この 18 カ所の拡張性強化には，コントローラモデルの半数程
度に及ぶクラス数の追加または修正が必要となった． 
拡張性強化箇所の特定と拡張性ガイドについての具体例を ID3 と ID4 における変化で示
す． 
クラスの生成処理を使用者から隠蔽する（R1） 
図 54 に示した R1 の拡張性ルールに対し， 9 カ所の拡張性改善箇所が ID3 にて特定され







図 55 R1 の拡張性強化による継承モデルの変化 
 
拡張性ガイドの G1 に沿って，9 カ所のうち，3 カ所については，Factory クラスを追加．






作成し，さらに抽象 Factory クラスを継承した 2 つの具象 Factory クラスを作成すること
で，Abstract Factory 化を行った．残る 2 カ所については，後述するが，誤検知であった．
これにより，ID3 においては，コントローラクラスから複数の継承ツリーが呼び出されてい
たが，ID4 では，継承ツリーごとに Factory 階層を設けることで，破線で示した部分に分
割され，コントローラクラスへの集中がなくなっている． 
隠蔽された具象クラスにアクセスしない（R2） 
 図 54 に示した R2 の拡張性ルールに対し，5 カ所の拡張性改善箇所が ID3 にて特定され

















同一デバイスに関する生成操作は 1 カ所に隠蔽する（R3） 
図 54 に示した R3 の拡張性ルールに対し，1 カ所の拡張性改善箇所が ID3 にて特定され
ている．コントローラモデルにおける ID3 から ID4 への変化を図 57 に示す．拡張性ガイ
ドの G4 に沿って，ソフトウェア内に分散していた同一デバイスに関するクラス生成判断処
理を 1 カ所に集約し，Abstract Factory を導入した． 
ID3 のコントローラモデルには，デバイス種類に依存しクラスを切替える 3 カ所の生成処
理対象がある（楕円の実線で示す）．ID4 のコントローラモデルにおいては，楕円の実線で
示した 1 カ所に生成処理対象が集約している．また，上位クラスが Mixed Creation and Use




図 57 R3 の拡張性強化によるコントローラモデルの変化 
 
テンプレートメソッドの逆パターンを排除する（R4） 
図 54 に示した R4 の拡張性ルールに対し，4 カ所の拡張性改善箇所が ID3 にて特定され
ている．コントローラモデルにおける ID3 から ID4 への変化を図 58 に示す．拡張性ガイ












へと変更した．これにより，ID3 のコントローラモデル上には，細い実線で示した Inverse 
Template Method パターン（ITF）クラスが検出されているが，ID4 のコントローラモデ




図 58 R4 の拡張性強化によるコントローラモデルの変化 
 
明示的なインタフェースを導入する（R5） 
図 54 に示した R5 の拡張性ルールに対し， 1 カ所の拡張性改善箇所が ID3 にて特定さ




図 59 R5 の拡張性強化による継承モデルの変化 
 
拡張性ガイドの G7 に沿って，3 つの既存 Factory クラスから共通インタフェースを抽出











し，抽象 Factory クラスを作成した．さらに，既存 Factory クラスを抽象 Factory クラス
の派生クラスとする Abstract Factory パターン化を実施した．これにより，ID3 の継承モ
デルでは，同一の継承ツリーに対して，3 つのクラスが呼び出しを行っているが，ID4 の継













ルールである．差異とは，拡張性が強化されたことによる，ID3 と ID4 の違いである． 
 
表 15 機能追加シミュレーション比較結果 
 
  







































図 60 類似デバイス追加時の変更内容比較 
 





しながら，ID4 では，ID3 とは異なり生成クラスを使用側へ隠蔽するための Factory クラ

















図 61 設定方式が異なるデバイス追加時の変更内容比較 
 
 表 15 に示した新規デバイス追加における ID3 と ID4 の違いは，R1 の拡張性ルールに違
反した箇所に対して導入されたコントローラクラス以下への Factory 階層の有無である．
このケースにおいて，追加・修正されるクラス数は同じとなるが，ID3 は複雑化しやすいコ































張性の問題箇所を認識することができる．しかしながら，図 54 に示したように，20 件の
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表 16 要件変更の分類 
分類 レベル 内容 
抽象度 システム システム全体の挙動に影響を及ぼす要件の変更 
機能 単一機能の挙動にのみ影響を及ぼす要件の変更 










表 17 要件変更の種類に対する対応表 


































表 18 に機能ごとの変更許容性の評価例を示す．  
 
表 18 機能ごとの変更許容性評価例 











A ● ● ● ● 
B ●  ●  



















図 64 類似要件変更時のクラス構造追加シミュレーション 
 















図 65 新規要件変更時のクラス構造追加シミュレーション 
  
また，要件変更に応じて，作成する構造に含まれる関数の種類を表 19 に定義した． 
 
 表 19 シミュレーションで追加される関数 
 可変メカニズム Base クラス 抽出抽象クラス 具象クラス 
コンストラクタ ○ ○ ○ ○ 
デストラクタ ○ ○ ○ ○ 
クラスの生成 ○    
機能実装の抽象  ○ ○  
クラス切替え ○    
機能実装   ○ ○ 
 
任意の機能における変更許容性評価について，変更度および許容性の違いごとの変更関
数の数を表 20 に示す．括弧内の数字は，類似要件かつ許容性ありを 1 とした場合の比率で
ある． 







許容性あり 4 (1)  7 (1.8) 
許容性なし 11 (2.8) 13 (3.3) 
 
対象とするソフトウェアにおいて，機能レベルの類似要件に対する変更工数（𝐶𝑜𝑠𝑡𝐵）を





を式( 1 )に示す．なお，追加・変更される関数の導入/ 修正コストは一定だと仮定する． 
 
Cost=𝑪𝒐𝒔𝒕𝑩×Ratio(𝒂, 𝒃, 𝒄)                         （1） 
𝐶𝑜𝑠𝑡𝐵 ∶ 機能レベルの類似要件に対する変更工数  
















図 66 に機能ごとの変更容易性評価例を示す．  
 
 




















能 B は，可変メカニズム数が機能 A より少ないが，変更容易性の高い可変メカニズムを導
入しているため，機能 A より変更時の既存コードへの影響は小さくなることが分かる． 
 
7.6.2. 変更容易性の定量化 








クラスに対し 0.4，それ以外に対し 0.2 とする． 
 








Mixed Creation and Use 6 0 0 12 
Factory 2 6 0 6.4 
Factory Method 2 0 6 5.2 
Abstract Factory 1 0 3 2.6 
Plugin Factory 1 0 0 2 
 
可変メカニズムごとの評価値は，Mixed Creation and Use パターンにおける隠蔽度を 1
とし，各可変メカニズムと Mixed Creation and Use パターンとによる隠蔽度の比率により
算出した．表 22 に算出した可変メカニズムごとの評価値を示す． 
 
表 22 可変メカニズムごとの評価値 
パターン 評価値 
Mixed Creation and Use 1 
Factory 1.9 
Factory Method 2.3 
Abstract Factory 4.6 






( 2 ) に示す． 
𝐒𝐜𝐨𝐫𝐞 = ∑ 𝑺𝒄𝒐𝒓𝒆𝑷(𝒊)
𝐧
𝐢=𝟎                                  （2） 












表 23 に，開発時期の異なるソフトウェアを示す．ID1～2 は，同一製品に対する機能追
加前後のコードである． 
 
表 23 対象コード一覧 
ID 内容 
1 初期製品コード 
2 ID1 のコードへの機能追加 
 
対象としたコードには，下記の機能系統が含まれていた． 
 3 個の機能系統はデバイスからの入出力を担う 
 3 個の機能系統はデータ処理を担う 









 ID1 における機能系統ごとの変更許容性評価を表 24 に示す． 
 
表 24 機能ごとの変更許容性評価（ID 1） 












入力デバイス 1 ● ● ● ● 
入力デバイス 2 ●    
出力デバイス     
データ処理 1 ●    
データ処理 2     
データ処理 3     
 
入力デバイス 1 は，すべての要件変更種類に対して現構造で対応可能である．一方，出
力デバイス，データ処理 2 および 3 は，すべての変更に対して，現構造で対応することが
できない．また，入力デバイス 2 とデータ処理 1 は，共に同レベルの変更に対してのみ対
応することができる． 
機能追加後の ID2 における変更許容性評価結果を表 25 に示す．データ処理 2 の許容性
が向上したことが分かる．これは，ID1 の機能切替えをともなわない Factory Method パタ
ーンから，新たな派生が追加され，切替えをともなう Factory Method へ変更されたことが
評価に反映された結果である． 
 
表 25 機能ごとの変更許容性評価（ID 2） 












入力デバイス 1 ● ● ● ● 
入力デバイス 2 ●    
出力デバイス     
データ処理 1 ●    
データ処理 2   ●  










図 67 ハードウェア入出力関連機能における変更容易性評価(ID 1) 
 
 
図 68 データ処理関連機能における変更容易性評価(ID 1) 
 
入力デバイス 1 は，Factory Method パターンを用い，異なるオブジェクトの生成を可能
にしており，さらに Abstract Factory パターンを用いることで，複数のハードウェアへの
対応も可能になっていることが分かる． 

































機能追加後の ID2 における変更容易性評価結果について図 69 に示す． 
データ処理 2 の機能系統に新しい可変メカニズムが導入されたことで，評価値が向上し




図 69 データ処理関連機能における変更容易性評価（ID 2） 
 
7.7.4. 変更許容性の変更関数比率 
全ての変更に対し，変更許容性を持つ入力デバイス 1 の構造を，図 64 および図 65 に示
した構造へ分解し，変更される関数の数を比較した結果を図 70 に示す． 
要件変更の抽象度，変更度にかかわらず，許容性なしの場合における変更関数の数が，




























図 70 修正が必要となる関数の数 
 
機能レベルの類似要件に対する変更量に生じるコストを 1 とした場合における，変更コ
スト比率を表 26 に示す．表 20 に示した変更コスト比率と実験結果を比較すると，ほぼ同
様の傾向になっていることが分かる． 
 
表 26 変更許容性評価における変更関数比率 












許容性あり 1 3 2.6 5.8 


















表 23 に示した ID1 および ID2 におけるメトリクスの比較検証を行った． 
提案手法における拡張性評価においては，可変メカニズムを導入することで，使用と生
成の分離を促進するため，複雑度の低下が想定される．そこで検証では，CK メトリクスの
一つである Weighted Method per Class ( WMC ) (3)を用いて行うこととした． 
 
WMC = ∑ 𝒸𝒾
𝓃




WMC の値をコントローラモデル図へ重ね合わせた結果を図 71 および図 72 に示す．図
中では，WMC の値が高くなるほど，各クラスの表示色を緑～赤まで変化させることで













図 72 WMC 値（ID2） 
 
ID1 では 8 クラスが WMC の高いクラスである赤色で示され，ID2 では一つ削減され 7
クラスとなった． 
また，WMC の高いクラスは第 1 階層が最も多く，第 3 階層以下では存在しなかった．
データ処理 2 において，図 71 では，WMC の値は赤く表示されているが，図 72 では，橙
または緑への改善がみられる．これは，図 71 で第 1 階層にある一つのクラスに集約されて
いた処理が，図 72 ではリファクタリングにより，Factory Method パターンが改良され，
2 つのクラスに分割された効果である．  
一方，改善が見られない図 71 の出力デバイス（水色の荒い鎖線で示した丸枠）について
は，第 1 階層内のクラスで複数の制御切替えが必要であるが，図 67 の変更容易性の評価で
示される通り可変メカニズムが導入されていない．システムレベルの類似要件に対する変
更許容性を向上させるリファクタリングを実施することで，第 1 階層におけるクラスの




また，図 71 のデータ処理 3（水色の細鎖線で示した丸枠）も，図 68 の変更容易性の評
価によると，出力デバイスと同じく可変メカニズムを保有していない．しかしながら，低
データ処理 2 




























































































































































































トリクスは SPLA におけるそれぞれのコンポーネント複雑度の合計であり，SPLA 拡張性



















 Thaw [47]は，XML スキーマ文章に対して，9 つのメトリクスとバイナリエントロピー関
数にもとづいた再利用性と拡張性のメトリクスを提案した．拡張性のメトリクスは，XML
スキーマにおいて拡張と制限キーワードで定義される継承タイプの数，XML要素の合計数，
ユーザ定義タイプの合計数等の XML に特化し算出される． 
Kayarvizhy ら[48]は，C＋＋を使ったオブジェクト指向メトリクスの実験的な適用によ
る評価を行った．8種類の結合度に関するメトリクス，6種類の凝集度に関するメトリクス，
10 種類の継承に関するメトリクスを 2 つのプロジェクトで計測し，これらプロジェクトは，
高凝集度で，低結合度となっており，オブジェクト指向の機能がよく使われていることを
メトリクス値から確認できたとしている． 










アーキテクチャのスメルとして，Connector Envy，Scattered Parasitic Functionality，

































ーン（Local breakable, Global breakable , Local butterfly, Global butterfly, Local hub, 
Global hub）を検出し，クラス内の変数，関数の数や，それらの宣言の方法を計測するこ
とで，オブジェクト指向の設計概念から外れた実装である４つのアンチパターン（Cobol 

































Oman ら[60]は，3 つの保守性算出式（Halstead’s E をもとにした単一メトリクスモデル，

















































































 メンテナンス性が悪化し，歪んだアーキテクチャになった図 4 で示した例に対し，提案
した 3 つの手法を適用することで，解析される構造を図 73 に示す． 
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