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Tämän toiminnallisen opinnäytetyön tarkoitus oli toteuttaa FRENDS-integraatioalustalle 
Apache Cassandra-task ja päivittää kolme muuta tietokantataskia. Tämän lisäksi 
opinnäytetyössä perehdytään yleistasolla järjestelmäintegraatioihin, erilaisiin 
integraatioarkkitehtuureihin sekä integraatioalustoihin. 
 
Järjestelmäintegraatioissa järjestelmiä liitetään toisiin järjestelmiin. Järjestelmäintegraatiot 
eivät ole yksittäisiä tuotteita, vaan niillä tarkoitetaan toimintamalleja ja tekniikoita, joilla 
yhdistetään erilaisia järjestelmiä, jotta ne voivat vaihtaa informaatiota keskenään.  
 
FRENDS on integraatioalusta, jonka avulla käyttäjä voi rakentaa integraatioprosesseja 
käyttäen graafista käyttöliittymää, joka perustuu BPMN-notaatioon. Taskien avulla näihin 
prosesseihin pystyy lisäämään toiminnallisuutta. Niillä voi esimerkiksi tehdä 
datamuunnoksia tai tehdä tietokantakutsuja. Tässä opinnäytetyössä toteutetaan tällainen 
taski ja päivitetään kolme muuta. 
 
Opinnäytetyö jaettiin kahteen vaiheeseen, joista ensimmäisessä osassa käydään läpi 
järjestelmäintegraatioiden perusteita sekä erilaisia integraatioarkkitehtuureita, joita 
käytetään järjestelmäintegraatioissa. Näiden jälkeen kerrotaan lyhyesti mitä ovat 
integraatioalustat ja kerrotaan enemmän FRENDS-integraatioalustasta, joka on oleellinen 
osa opinnäytetyön toteutuspuolta. Toisessa osassa käydään läpi Apache Cassandra-
taskin toteutusprosessi sekä kolmen muun tietokantataskin päivitys. 
 
Toteutettavan Apache Cassandra-taskin idea oli olla yksinkertainen taski, jolla pystyy 
tekemään tietokantakutsuja. Päivitettävien taskien aiheena oli saada kolme Community-
taskia tukemaan järjestelmäriippumattomuutta. Päivitettävät taskit olivat kehitetty Mongo-, 
Oracle- ja Mysql-tietokannoille. Nämä kolme taskia tuli tarkistaa ja päivittää sen varalta, jos 
niissä olisi käytetty esimerkiksi jotain käyttöjärjestelmäkohtaisia toimintoja tai jos jokin 
niissä käytetty kirjasto olisi vanhentunut. 
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1 Johdanto  
Nykyaikaisilla organisaatioilla on käytössään kasvava määrä erilaisia järjestelmiä, joissa 
kulkee informaatiota ja järjestelmiä, joihin sitä varastoidaan. (Työ- ja elinkeinoministeriö) 
On väistämätöntä, että jossain vaiheessa pohditaan, mikä on järkevin tapa tämän 
informaatiotulvan liikutteluun, muuntamiseen sekä tarkasteluun. On myös tärkeä pohtia, 
miten kaikkia näitä järjestelmiä voisi käyttää tehokkaammin ja joustavammin. 
Järjestelmäintegraatiot vastaavat näihin ongelmiin ja toimivat järjestelmien välissä liimana 
ja informaatiovirtoja ohjaavana ja muokkaavana toimijana. (Tähtinen 2005, 48) 
 
Järjestelmäintegraation tarkoitus on tuottaa yritykselle säästöjä, kilpailuetuja sekä 
parantaa järjestelmistä saatua hyötyä. (O’Brien 2016) Hyvin suunniteltu integraatio 
parantaa yrityksen liiketoimintaprosesseja tehostamalla ja virtaviivaistamalla yrityksen 
tietoteknisiä ratkaisuja. Monesti ennen integraation hankintapäätöstä tiedon liikuttelu 
tehdään manuaalisesti tai ohjelmoimalla yhteydet yksitellen. Tähän kuuluu huomattava 
määrä työtunteja, mistä syntyy kuluja. (Tähtinen, 2005, 23) 
 
Järjestelmäintegraatiot eivät ole yksittäisiä tuotteita, vaan ne koostuvat kokoelmista eri 
toimintatapoja ja teknologioita. Valitsemalla parhaat teknologiat ja toimintatavat yrityksen 
eri järjestelmät saadaan liitettyä toisiinsa mahdollisimman järkevästi ja tehokkaasti. On 
tärkeää, että järjestelmäintegraatiot tehdään järjestelmäkohtaisesti, sillä parhaat tekniikat 
riippuvat usein järjestelmien määrästä ja niiden laadusta. Esimerkiksi perinnejärjestelmien 
integroinnissa on omat haasteensa. (Tähtinen, 2005, 13)  
 
Opinnäytetyön tarkoituksena oli toteuttaa katsaus järjestelmäintegraatioon sekä toteuttaa 
Apache Cassandra tietokantatask FRENDS-integraatioalustalle, sekä päivittää kolme 
Community tietokanta-taskia. Nämä prosessit käydään läpi opinnäytetyön toisessa 
osassa. 
 
FRENDS on integraatioalusta jonne käyttäjä voi rakentaa integraatioprosesseja, jotka 
liikuttelevat ja muokkaavat informaatiota eri järjestelmien välillä. Taskit lisäävät näihin 
prosesseihin toiminnallisuuksia. Niillä voi esimerkiksi muuntaa dataa tai kuten tässä 
tapauksessa, yhdistää tietokantaan ja tehdä tietokantakutsuja. Nämä taskit on kirjoitettu 
käyttäen C#-ohjelmointikieltä. 
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Päivitettävien taskien aiheena oli saada nämä kolme Community-taskia tukemaan 
järjestelmäriippumattomuutta, joka on tapa tuottaa ohjelmistoja, jotka eivät riipu alustan 
käyttöjärjestelmästä. Community-task on avoimen lähdekoodin taski, jonka kuka vain voi 
kehittää FRENDS-integraatioalustalle. 
 
Toteutettava tietokanta-task oli rajattu Apache Cassandra -tietokantaan. Päivitettävät 
taskit oli rajattu Oracle-, Mongo-, ja MySQL-tietokantoihin. Päivitettävät taskit ovat jo 
olemassa Community-taskeina. Nämä Community-taskit tuli tarkistaa ja päivittää, jotta ne 
voivat tukea moneenkohdentamista, joka tarkoittaa, että ohjelmaa voi käyttää 
käyttöjärjestelmäriippumattomasti eli monella eri käyttöjärjestelmällä. 
 
Projektin haasteena oli käytettävien teknologioiden tuntemattomuus sekä se, ettei kaikista 
asioista ollut helppo löytää tietoa. 
 
1.1 Käsiteluettelo  
 
Asynkroninen Ohjelmistokoodin suoritustapa, jossa ohjelmistokomponentit 
suoritetaan vasta, kun edellisen suoritus on valmis. (Philip 
Lief Group 2020) 
C# Microsoftin .NET-alustalle kehittämä ohjelmointikieli 
(Microsoft 2017) 
Apache Cassandra Apache Foundationin avoimen lähdekoodin NoSQL 
tietokanta (Apache Software Foundation 2016a) 
CQL Cassandra Query Language. Cassandra-tietokannan 
käyttämä kyselykieli (Apache Software Foundation 2016b) 
Dataintegraatio Integraatio, joka yhdistää dataa monesta eri lähteestä. 
Käytetään usein synonyyminä järjestelmäintegraatiolle. 
(Dataintegration.info 2018) 
DevOps Ohjelmistokehityksen tapa, jossa automatisoidaan 
ohjelmiston kehitystä ja ylläpitoa, jotta ohjelmisto voidaan 
rakentaa, testata ja julkaista nopeammin ja useammin. 
(Atlassian 2020) 
.NET Microsoftin avoimen lähdekoodin kehitysalusta, joka on 
tarkoitettu käytettäväksi monella eri käyttöjärjestelmällä. 
(Microsoft 2020b) 
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.NET Framework Microsoftin kehittämä ohjelmistokomponenttikirjasto 
(Microsoft 2020b) 
.NET Standard .NET rajapinnan formaali määritelmä. (Microsoft 2020c) 
.NET Core Ohjelmistokehys, joka toimii eri käyttöjärjestelmillä 
(Microsoft 2020d) 
Framework Ohjelmistokehys muodostaa rungon sen päälle 
rakennettavalle tietokoneohjelmalle (Cambridge University 
Press 2020a) 
FRENDS HiQ Internationalin kehittämä integraatioalusta (FRENDS 
2018a) 
FRENDS-task FRENDS-alustan käyttämä prosessien rakennuspalikka 
(Galkin 2020) 
Integraatio Kahden erillisen asian yhdistäminen toisiinsa (Tähtinen 
2005, 48) 
Integraatioalusta Ohjelmisto, jonka avulla voi toteuttaa integraatioita (Gartner 
2020b) 
JSON Javascript Object Notation. Avoimen standardin 
tiedostomuoto (Ecma International 2017b) 
NoSQL ”Non relational” Tietokannat, jotka eivät ole 
relaatiotietokantoja. (MongoDB Inc 2020a) 
NuGet Paketinhallintaohjelmisto, joka on tehty Microsoftin 
kehitysympäristöä varten (Microsoft 2019d) 
Mongo MongoDB Inc. kehittämä NoSQL tietokanta (MongoDB Inc 
2020b) 
Moneenkohdentaminen Multitarget. Ohjelman kääntäminen monelle eri 
ohjelmistokehykselle, jotta ohjelmaa voi käyttää eri 
käyttöjärjestelmillä (Microsoft 2019a) 
Mysql Oracle Corporationin omistama avoimen lähdekoodin 
relaatiotietokanta (Oracle 2020) 
NUnit Yksikkötestaus ohjelmistokehys, joka on suunniteltu .NET 
alustoille (Poole, Prouse 2019) 
Paketointi Ohjelmistokoodin kokoaminen paketinhallintajärjestelmien 
käytettäväksi (Cambridge University Press 2020b) 
Perinnejärjestelmä Legacy-järjestelmä. Järjestelmä, jonka teknologia on 
vanhentunutta, mutta joka on yhä käytössä (Babati 2019) 
Ohjelmistorajapinta Määritelmä, jonka mukaan ohjelmat voivat tehdä kutsuja 
(Avoin rajapinta 2014) 
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Oracle Oracle Corporationin kehittämä relaatiotietokanta (Oracle 
2020b) 
Synkroninen Ohjelmistokoodin suoritustapa, jossa ohjelmistokomponentit 
suoritetaan yhtäaikaa (Rouse 2005) 
SQL Structured Query Language. IBMn kehittämä standardoitu 
kyselykieli, jota käytetään tietokantakyselyjen tekemiseen 
(Laine 2002) 
Visual Studio Microsoftin kehittämä kehitysympäristö (Microsoft 2019c) 
XML Extensible markup language. Standardi, jolla kuvataan 
tekstin rakennetta. (W3C Recommendation 2008) 
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2 Järjestelmäintegraatio 
 
2.1 Mikä on järjestelmäintegraatio  
 
Järjestelmäintegraatioissa järjestelmiä liitetään toisiin järjestelmiin. Suppeasti määriteltynä 
järjestelmäintegraatioilla tarkoitetaan toimintamalleja ja tekniikoita, joilla yhdistetään 
erilaisia järjestelmiä, laitteistoja ja ohjelmia, jotta ne voivat vaihtaa informaatiota 
keskenään. (Tähtinen 2005, 48) Järjestelmäintegraation voisi myös määritellä sitä kautta, 
että siinä laitetaan yksittäisiä järjestelmiä toimimaan yhdessä yhtenä järjestelmänä. 
(O’Brien 2016) 
 
Tähtisen mukaan (Tähtinen 2005, 48) järjestelmäintegraation perusvaatimukset ovat:  
• Informaation siirtämisestä integroitavien järjestelmien välillä 
• Tietomuunnoksista näiden järjestelmien sisäisten esitysmuotojen välillä 
• Kokonaisprosessin kontrolloinnista sekä tähän liittyvästä valvonnasta ja 
raportoinnista. 
 
Järjestelmäintegraatiot eivät ole yksittäisiä tuotteita tai teknologioita, vaan ne ovat 
eräänlainen tapa hahmottaa yrityksen tietoteknistä arkkitehtuuria. Integraatiot sijaitsevat 
eri järjestelmäkomponenttien, jotka voivat olla esimerkiksi tietokantoja ja palvelimia, 
välissä ja pitää niitä yhdessä kuin liima, jotta ne voivat toimia yhdessä yhtenä 
kokonaisuutena. (Tähtinen 2005, 15)  
 
Esimerkki järjestelmäintegraatiosta voisi olla, että asiakastietojärjestelmä sisältää 
informaatiota, jota tarvitaan käyttäjien tietoja sisältävässä tietokannassa ja 
toiminnanohjausjärjetelmässä. Jotta informaatio liikkuu näiden järjestelmien välillä, niiden 
välille tulee rakentaa yhteys, jossa informaatio voi liikkua eli järjestelmäintegraatio. Toinen 
hyvä esimerkki integraatioratkaisusta on Internet, joka on suurin yksittäinen 
integraatioratkaisu. (Tähtinen 2005, 19) 
 
Järjestelmäintegraatio voi myös toimia siltana vanhojen, vielä toiminnassa olevien 
perinnejärjestelmien ja uusien kehittyneempien järjestelmien välillä. Eri tasoisten ja 
ikäisten järjestelmien integroiminen voi kuitenkin olla monimutkaista ja vaatii usein 
enemmän työtä, varsinkin jos integroitavat järjestelmät käyttävät vanhanaikaisia 
ohjelmistoalustoja tai laitteistoja. (O’Brien 2016)  
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2.2 Järjestelmäintegraation hyödyt  
Integraation perimmäinen tarkoitus on tuottaa hyötyä yritykselle. Yritykset, jotka 
integroivat järjestelmänsä hyötyvät järjestelmistään enemmän, kuin yritykset, jotka jättävät 
järjestelmänsä integroimatta. (O’Brien 2016) Järjestelmäintegraation konkreettinen hyöty 
yritykselle voi näkyä esimerkiksi tapahtumien nopeutena ja manuaalisen työn tarpeen 
vähenemisenä sekä joustavuuden, raportoinnin ja monitoroinnin paranemisena. Suurin 
hyöty mitä yritykset järjestelmäintegraation avulla tavoittelevat on kuitenkin tehokkuus. 
(Tähtinen 2005, 23-25)  
 
Hyvin suunniteltu ja tehokas järjestelmäintegraatio yksinkertaistaa 
tietojärjestelmäarkkitehtuuria, joka johtaa ylläpidon helpottumiseen sekä pidentää 
yksittäisen järjestelmän käyttöikää. Järjestelmäintegraatio myös helpottaa informaation 
synkronoimista eri järjestelmien välillä mikä tehostaa työtä, kun tietoja ei enää tarvitse 
syöttää manuaalisesti erikseen jokaiseen järjestelmään. Manuaalisen työn väheneminen 
johtaa myös inhimillisten virheiden määrien laskuun. (Tähtinen 2005, 25)  
 
Järjestelmäintegraatiot tuottavat voittoa pääasiassa säästöjen kautta. Prosessien 
nopeutuminen ja virheiden väheneminen johtavat kustannussäästöihin. Nämä seikat 
voivat myös antaa kilpailuetua suhteessa niihin yrityksiin, jotka eivät ole integroineet 
järjestelmiään. (O’Brien 2016). Järjestelmäintegraatioilla on myös mahdollisuus parantaa 
yrityksen joustavuutta ja esimerkiksi mahdollistaa liiketoimintaprosessien muutoksien 
nopeuttamista sekä ne voivat mahdollistaa paremman reagointinopeuden sekä vähentää 
riippuvuutta yksittäisestä ohjelmistosta tai ratkaisutoimittajasta. (Tähtinen, 2005, 27) 
 
2.3 Järjestelmäintegraatioiden haitat 
Järjestelmäintegraatiot ovat useimmiten hyvä ratkaisu yrityksille, joilla on monia 
järjestelmiä. Mutta kuten kaikella, järjestelmäintegraatioillakin on joitain huonoja puolia. 
Nämä huonot puolet voivat olla myös jossain määrin toteutuskohtaisia. Näitä 
toteutuskohtaisia heikkouksia ja haittoja käsitellään kappaleessa kolme, jossa käydään 
läpi eri järjestelmäintegraatioarkkitehtuureja ja niiden huonoja puolia. 
 
Järjestelmäintegraatioiden heikkoutena voidaan pitää turvallisuutta, päivitysten 
monimutkaisuutta ja korkeita kuluja. (Araig 2020) Tämän lisäksi joissain skenaarioissa 
järjestelmäintegraatioilla voi olla erityisen pitkä käyttöönottoaika tai vaikea implementaatio. 
Ne voivat myös mahdollisesti sitoa tilaajan toimittajaan tai tehdä järjestelmistä 
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joustamattomia, kun järjestelmiä on joissain järjestelmäintegraatiomalleissa vaikea vaihtaa 
tai korvata. (Caraiman 2015) 
On myös riskinä, että yrityksen tietoteknisiä ratkaisuja yritetään tehostaa liikaa 
integraatioiden avulla. Jos pääomaa sidotaan pelkästään prosessien tehostamiseen, 
yrityksen joustavuus vääjäämättä vähenee. Mikäli prosessien hiomiseen ja tehostamiseen 
on käytetty suuria summia, niiden muuttaminen tai vaihtaminen markkinatilannetta 
vastaavaksi voi olla vaikeaa. (Tähtinen 2005, 27) 
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3 Integraatioarkkitehtuureja 
 
Tässä osiossa käydään läpi erilaisia integraatioarkkitehtuurimalleja, joita käytetään 
esimerkiksi järjestelmäintegraatioissa. Integraatioarkkitehtuuri on arkkitehtuuri, joka kuvaa 
integraation rakennetta ja sen toiminnan yleisiä periaatteita korkealla abstraktiotasolla. 
Tietotekninen arkkitehtuuri on kuvaus järjestelmien välisistä yhteyksistä, joten 
pohjimmiltaan arkkitehtuureissa on kyse myös järjestelmäintegraatioista. (Tähtinen 2005, 
76-77)  
 
Integraatioarkkitehtuurista yleensä näkee mitä komponentteja on liitetty toisiinsa sekä 
miten ne on liitetty. (DTS 2016) Komponentit voivat olla esimerkiksi moduuleja. Moduuli 
on käytännössä ohjelmistokomponentti, joka voi sisältää ohjelmistokoodia tai 
ohjelmistorutiineja. Komponentit voivat olla myös isoja ohjelmistoja kuten tietokantoja. Eri 
komponenttien väliset yhteydet ovat kuvattu abstraktioina, jotka selittävät kuinka yhteydet 
vaikuttavat eri järjestelmien välillä. Yhteyksiä voivat olla esimerkiksi erilaiset kutsut ja 
putket. (Laine 2008)  
 
Tähtisen mukaan (Tähtinen 2005, 144) järjestelmäintegraatioratkaisujen 
arkkitehtuurikehityksessä on havaittavissa neljä eri ajanjaksoa. Ensimmäisessä jaksossa 
ennen järjestelmäintegraatioiden tuloa, järjestelmät ja niiden sisältämä informaatio olivat 
eristäytyneinä saarekkeina, kun informaatiota ei vielä jaettu järjestelmien kesken. 
Seuraavassa jaksossa yksittäisten järjestelmien ja ohjelmien välille kehittyi yhteys, jolloin 
informaatiota päästiin jakamaan yhdestä yhteen tyyppisesti kahden järjestelmän välillä. 
Kolmas jakso toi mukanaan keskitetyn integraatioarkkitehtuurin, jonka avulla päästiin 
teollisen tason integraatioratkaisuihin. Neljäs jakso tuo mukanaan palvelukeskeisen 
arkkitehtuurimallin, jossa kiinnitetään huomiota yhä enemmän informaation järkevään 
jakamiseen.  
 
3.1 Point-to-Point  
Point-to-point-integraatio on yhdestä yhteen-tyyppinen ohjelmistoarkkitehtuuri, jota 
käytetään järjestelmäintegraatioiden mallina. Yhdestä yhteen-suhde, kirjoitetaan myös 1:N 
tai 1-N, tarkoittaa sitä, että jokaisesta entiteetistä eli tässä tapauksessa järjestelmästä 
lähtee suora yhteys toiseen järjestelmään. Näitä yhteyksiä voi olla vain yksi tiettyjen 
järjestelmien välillä eli yhdestä yhteen. Point-to-point-integraatio toimii hyvin pienellä 
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määrällä integroitavia järjestelmiä. Kuitenkin point-to-point-integraatioon liitettyjen 
järjestelmien määrän kasvaessa, kasvavat siihen käytetty aika ja kustannukset 
eksponentiaalisesti. (Microsoft 2004)  
 
 
Kuva 1. Esimerkki Point-to-Point -integraatioverkostosta (Toivanen 2019) 
 
Yhdestä yhteen-tyyppisenä ohjelmistoarkkitehtuurina point-to-point-integraatio on 
muodoltaan suoraviivainen ja yksinkertainen, kuten kuvasta 1 voi todeta. Point-to-Point-
integraatiota kutsutaan myös tähti-integraatioksi ja leikillisesti spagetti-integraatioksi. 
Nimitys spagetti-integraatio on tullut siitä, kun yhdistettyjen järjestelmien määrä kasvaa, 
integraatio muuttuu suoraviivaisuudestaan huolimatta sekavaksi ja järjestelmien välisistä 
tietoyhteyksistä on vaikea ottaa selvää. Aivan kuin spagetin nauhoista. (Akiva 2010)  
 
Voisi sanoa, että point-to-point oli ensimmäinen tapa hoitaa järjestelmäintegraatioita. Kun 
järjestelmäintegraatioita pohdittiin ja kehitettiin ensimmäistä kertaa, järjestelmät liitettiin 
usein suoraan toisiinsa eikä esimerkiksi näiden liitosten hallittavuutta tai kontrollointia 
pohdittu lainkaan. Alkeellisuudestaan huolimatta point-to-point-integraatio täyttää kaikki 
integraation perusvaatimukset, jotka ovat tiedonsiirto, mahdolliset tietomuunnokset ja 
kontrollointi (Tähtinen 2005, 59)  
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Kuva 2. Point to Point integraatio (Mustonen 2019) 
 
Kuitenkin point-to-point-integraatioiden ymmärtäminen, kontrollointi ja tarkkailu on 
vaikeaa. Niiden heikkous tulee nopeasti esille tilanteissa, joissa informaatiota pitää jakaa 
useamman järjestelmän kesken. Sillä jokaista järjestelmien välillä kulkevaa yhteyttä varten 
tulee rakentaa tiedonsiirto ja tietomuunnokset erikseen. Kuvasta 2 voidaan hieman 
kärjistetysti huomata miten sekavaksi ja samalla hankalasti ylläpidettäväksi point-to-point-
integraatio voi mennä. (Tähtinen 2005, 59-66)  
 
Point-to-point-integraatiot ovat usein rakennettu tietyllä ajanjaksolla ja päivitelty sen 
jälkeen eri aikakausien parhailla teknologioilla. Yhdellä point-to-point-integraatiolla voi olla 
myös monia eri suunnittelijoita ja tekijöitä mikä johtaa siihen, ettei välttämättä kukaan 
tiedä mitä yksittäiset yhteydet tekevät. Samalla yhteyksien dokumentaatio, suunnittelu 
sekä toteutus on saatettu tehdä vaihtelevalla huolellisuudella. Edellä mainittujen asioiden 
takia point-to-point-integraatioiden luettavuus ja selkeys on usein heikkoa. (Tähtinen 
2005, 66) 
 
Mahdollinen puutteellinen dokumentaatio ja point-to-point-integraatioiden heikko 
luettavuus johtaa usein siihen, että järjestelmän vaihtaminen tai poistaminen point-to-
point-integraatiosta on vaikeaa. Heikon dokumentaation ongelma on myös, ettei 
järjestelmien välisiä yhteyksiä ja tekniikoita, joilla ne on kehitetty, ei välttämättä tunneta. 
Mikä tekee yhteyksien ylläpidosta hankalaa. Point-to-point integraatiossa yhteyksiä voi 
olla myös liikaa, kun jokin järjestelmä on esimerkiksi poistettu käytöstä, mutta integraatio 
ja yhteydet on jätetty toimimaan. Point-to-point-integraatiot ovat myös herkkiä hajoamaan, 
kun niihin käytetty teknologia saattaa vanheta ja deprekoitua. (Akiva 2010)  
 
  
11 
 
 
Point-to-point-integraatiota käytetään usein sekavuutensa vuoksi esimerkkinä siitä, miten 
yrityksen integraatioratkaisua ei tule toteuttaa. Joissakin tapauksissa point-to-point-
integraation käyttö voi kuitenkin olla perusteltua. Ne ovat nopeita toteuttaa ja tiettyyn 
tarpeeseen sopivia. Esimerkiksi väliaikaiseen integraatioon point-to-point-integraation 
käyttö voi olla hyvä ratkaisu. (O’Brien 2008) 
 
3.2 Hub-and-spoke  
Hub-and-spoke on integraatioarkkitehtuuri. Sen perusidea on, että eri järjestelmien ja 
applikaatioiden, joita kutsutaan nimellä spoke, kommunikaatio kiertää yhden pisteen eli 
hubin kautta. Kun järjestelmien välissä oleva hub vastaanottaa viestin, se määrittää 
järjestelmän, jolle kyseinen viesti on tarkoitettu ja lähettää viestin edelleen kyseiselle 
järjestelmälle. Hub-and-spoke kehitettiin, kun yhdistettävien järjestelmien määrä kasvoi 
liian suureksi Point-to-point integraatiolle. (Santos 2016)  
 
 
Kuva 3. Hub-and-Spoke arkkitehtuuri (Llewellyn 2012) 
 
Kuvassa 3 kuvataan hub-and-spoke arkkitehtuuri. Kahdeksan spoke-applikaatiota 
yhdistyy toisiinsa yhden hubin kautta. Tässä välissä oleva hub käsittelee sen kautta 
kulkevat viestit ja esimerkiksi suorittaa tietomuunnoksen. Hubin ja spoken välissä kulkeva 
viiva eli yhteys voi esimerkiksi olla jono, joka laittaa viestit jonoon hubin käsiteltäväksi. 
(Hophe 2003) 
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Hub-and-spoke integraatiossa kommunikaatio voi olla synkronista tai asynkronista. 
Asynkronisessa viestinvälityksessä järjestelmien välillä kulkevia viestejä voidaan säilyttää, 
jos esimerkiksi jokin järjestelmä ei heti vastaa eikä täten voi ottaa tulevaa viestiä vastaan. 
Synkronisessa viestinvälityksessä, jos viestiä ei voida toimittaa saman tien, viesti jätetään 
toimittamatta ja tiputetaan jonosta. (Santos 2016)  
 
 
Kuva 4. Point-to-point ja Hub-and-spoke erot 
 
Kuva 4 havainnollistaa point-to-point- ja hub-and-spoke-integraatioiden eroja. Kuvasta 
näkee, kuinka paljon vähemmän yhteyksiä kahdeksan järjestelmän yhdistäminen vaatii. 
Yhteyksien vähyys helpottaa järjestelmän lisäämistä ja erottamista hub-and-spoke-
integraatiosta mikä lisää integraation ketteryyttä. Uuden järjestelmän lisääminen ei 
myöskään vaikuta muihin verkossa oleviin järjestelmiin. Hub-and-spoke on myös 
huomattavasti helppolukuisempi kuin point-to-point (Santos 2016)  
 
Hub-and-spoke integraation heikkouksiin kuuluu se, että keskellä oleva hub, joka 
käsittelee kaikki sen kautta kulkevat viestit, muuttuu helposti pullonkaulaksi. Pullonkaula-
efektille altistaa etenkin suuri määrä hubiin yhdistettyjä järjestelmiä sekä suuret 
siirrettävien tiedostojen koot. Hubin mahdollinen kaatuminen on myös iso riski, sillä silloin 
integraation ainoa informaationvälittäjä kaatuu eikä informaatio pääse enää sen jälkeen 
liikkumaan järjestelmien välillä. (Tähtinen 2005, 143)  
 
Hubiin liitettävien järjestelmien optimaalista määrää on vaikea määritellä. Hub-and-spoke 
arkkitehtuurin optimaalinen järjestelmämäärä on jossain erittäin pienen ja erittäin suuren 
välissä. Kun hub-and-spoke-arkkitehtuuriin liitetään liian suuri määrä järjestelmiä, 
heikoimmat järjestelmät voivat jäädä integraation ulkopuolelle. Sillä integraatioratkaisun 
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pitää asettaa suorituskyvyn vuoksi rajoituksia siihen liittyville järjestelmille. Toisaalta 
heikkoja järjestelmiä ei pitäisi integroida alkuunkaan. Heikkoina järjestelminä voisi pitää 
esimerkiksi vanhaa perinnejärjestelmää, joka ei tuota enää oikeaa hyötyä yritykselle 
(Tähtinen 2005, 143) 
 
3.3 Palveluväylä  
Palveluväylä on järjestelmäintegraatiossa käytetty arkkitehtuurimalli. Palveluväylästä 
käytetään usein sen englanninkielistä lyhennettä ESB eli Enterprise Service Bus. Se 
tunnetaan myös horisontaalisena integraationa, koska järjestelmää kuvaavaa kaaviota 
kasvatetaan usein horisontaalisesti sitä mukaa mitä isompi järjestelmäkokonaisuus on 
kyseessä. (Rouse 2017)  
 
 
Kuva 5. Palveluväyläintegraatio (Toivanen 2019) 
 
Palveluväylä on niin sanottu väliohjelmisto, joka sijaitsee sovellusten välissä 
mahdollistaen näin erilaisten kokonaisuuksien keskinäisen kommunikoinnin. 
Palveluväylällä pyritään yksinkertaisuuteen ja päällekkäisyyksien vähentämiseen sekä 
informaation yhtenäisyyteen. (Tähtinen 2005, 97) Kuvassa 5 ympyröillä kuvatut 
järjestelmät lähettävät suorakaiteena kuvatulle palveluväylälle informaatiota, joka sitten 
lähettää ne eteenpäin sitä tarvitseville järjestelmille. 
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Palveluväylä terminä on löyhästi määritelty, eikä sille ole olemassa tiettyä yleisesti 
hyväksyttyä määritelmää. Palveluväylä on käytännössä kokoelma eri teknologioita, joilla 
voidaan toteuttaa palvelukeskeisen arkkitehtuurimallin vaatimaa viestinvälitystä (Tähtinen 
2005, 145)  
 
Palvelukeskeisen arkkitehtuurimallin, jonka vaatimaa viestinvälitystapaa palveluväylä 
tukee, ydinidea on, että eri järjestelmät tarjoavat erityyppisiä palveluita. 
Asiakkuudenhallintajärjestelmä voi tarjota palvelun, jota käyttämällä taloushallinnon 
ohjelmisto voi saada tietoa asiakkaista. Näitä palvelukomponentteja yhdistelemällä on 
mahdollista toteuttaa yritystä palvelevia kokonaisuuksia. (Tähtinen 2005, 97)  
 
Palveluväylä-integraatiossa järjestelmät kommunikoivat jaetun rajapinnan kautta. 
Palveluväylä-alusta ottaa tietoa vastaan eri järjestelmiltä, tarvittaessa muokkaa sitä ja 
välittää sitä eteenpäin muille järjestelmille. Palveluväylä-integraatiota pystytään 
valvomaan ja hajauttamaan. (Rouse 2017)  
 
Palveluväylä kehitettiin paikkaamaan hub-and-spoke integraation heikkouksia. Hub-and-
spoke integraation suurin heikkous on, että siinä integraatio nojaa yhden keskuksen eli 
hubin varaan. Palveluväylä-integraatiossa informaatio siirtyy reitittimen eli palveluväylän 
kautta järjestelmästä järjestelmään. (Kuva 5) Tiedonsiirron taakka on hajautettu jakamalla 
järjestelmät omiksi palveluikseen, joten yhden palvelun kaatuminen ei ole niin kriittistä 
kuin esimerkiksi hub-and-spoke integraatiossa. (Mulesoft)  
 
3.4 Rajapinta-arkkitehtuuri 
Jotta järjestelmän voisi integroida, se tarvitsee rajapinnan. Rajapintojen kautta järjestelmä 
voi lähettää informaatiota ja sille voidaan syöttää informaatiota rajapintaa käyttäen. Ilman 
rajapintoja integroimisesta tulee ongelmallista. Rajapinnan lisäksi järjestelmien välillä 
täytyy käyttää esimerkiksi tietoliikenneverkkoa järjestelmien nopean kommunikoinnin 
varmistamiseksi. (Tähtinen 2005, 52)  
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Kuva 6. Esimerkki rajapinnan toiminnasta (Seobility) 
 
Rajapinnoista käytetään usein myös englanninkielistä lyhennettä API eli Application 
programming interface eli ohjelmistorajapinta, joka on synonyymi ohjelmointirajapinnan 
kanssa. Sivusto avoinrajapinta.fi määrittelee rajapinnan seuraavasti: ”rajapinta 
määrittelee, miten ohjelmisto tarjoaa tietoja tai palveluita sovelluksille tai muille 
tietojärjestelmille.” (Avoin rajapinta 2014) Esimerkkinä kuvassa 6 keskellä oleva rajapinta 
on yhdistetty taustalla toimivaan tietokantaan. Rajapinta ottaa vastaan kyselyn käyttäjältä, 
hakee kysytyn informaation tietokannalta ja lähettää kysytyn informaation vastauksena 
kyselyn lähettäjälle. 
 
Rajapintojen voisi sanoa toimivan ovina erilaisiin järjestelmiin ja ohjelmiin. 
Järjestelmäintegraatiot toteutetaan rajapintoina ja tiedonsiirto tehdään näiden rajapintojen 
kautta järjestelmään. Rajapinnat vaihtelevat järjestelmän mukaan. Joissain järjestelmissä 
ei ole rajapintoja tai ne voivat olla sisäänrakennettuja, komponentteja tai itse tehtyjä 
liittymiä. (Tähtinen 2005, 50- 51, 118)  
 
Rajapintoja on kahta tyyppiä, datarajapinta tai toiminnallinen rajapinta. Datarajapinnan 
kautta järjestelmät voivat rajapintapalvelun kautta hakea järjestelmän sisältämää dataa. 
Toiminnallinen rajapinta esimerkiksi voi tarjota esimerkiksi laskentatehoa tai 
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mahdollisuuden syöttää, poistaa tai muuttaa järjestelmän informaatiota rajapinnan kautta. 
(Avoin rajapinta 2014)  
 
Rajapintojen käyttöä voi rajata seuraavasti:  
 
• Yksityinen. Tässä tapauksessa rajapintaa ei julkaista vaan rajapintaa käytetään 
ainoastaan sisäisessä levityksessä  
• Julkaisu tietyin rajoituksin. Vain tiettyyn osaa järjestelmää voi yhdistää tai 
järjestelmää voi käyttää vain tiettyyn kapasiteettiin asti.  
• Julkinen rajapinta. Julkinen rajapinta voi olla lähes tai täysin avoin rajapinta, johon 
kuka tahansa voi yhdistää ja käyttää rajapinnan tuottamaa tietoa.  
 
Rajapinnat voivat olla myös esimerkiksi kaupallisia, jolloin rajapinnan käyttäjä joutuu 
maksamaan sen käytöstä tai se voi olla julkaistu vain kehittäjälle tai 
yhteistyökumppaneille. Avoimen rajapinnan dokumentaatio tulisi olla vapaasti ja helposti 
saatavilla. (Avoin rajapinta 2014) 
 
Rajapintoja käytetään usein piilottamaan taustalla toimivia järjestelmiä. Tämä helpottaa 
järjestelmän tarjoaman informaation hyödyntämistä, kun järjestelmien teknisiä seikkoja ei 
tarvitse ottaa huomioon. Taustalla voi toimia yksi tai useita erilaisia järjestelmiä. (Kirusa 
2019) 
 
Rajapinnat tarjoavat informaatiota helposti käytettävässä muodossa. Esimerkiksi 
rajapinnat suunnitellaan usein suoraan järjestelmien ja ohjelmien käytettäväksi. 
Rajapinnat tarjoavat myös jatkuvasti päivittyvää informaatiota, joka päivittyy huomattavasti 
nopeammin kuin mitä aikaisemmat menetelmät ovat voineet tarjota. Rajapinnat hakevat 
niiden tarjoaman informaation suoraan niiden taustalla toimivalta järjestelmältä tai 
järjestelmiltä, joten niiden tarjoamaa informaatiota voidaan pitää luotettavana. (UC 
Berkeley 2020) 
 
Vaikka rajapinnat helpottavat monia asioita ja niitä pidetään yleensä käytännöllisinä, 
niissäkin on joitain huonoja puolia. Internet-verkossa toimivien rajapintojen tietoturvasta 
tulee pitää hyvää huolta sillä ne toimivat porttina taustalla toimiviin järjestelmiin ja mikäli 
rajapinnassa on tietoturva-aukko se voi jättää rajapinnan taustalla toimivat järjestelmät ja 
ohjelmistot haavoittuvaan tilaan. (Pert 2019) 
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3.5 Konnektorit ja adapterit  
Konnektori on ohjelma joka nimensä mukaisesti mahdollistaa järjestelmän yhdistämisen 
toiseen järjestelmään (engl. connect) sekä niiden välisen tiedonsiirron. Esimerkiksi 
asiakkuudenhallintajärjestelmä voidaan yhdistää asiakastietokantaan vain, jos molemmat 
tarjoavat eräänlaisen rajapinnan eli konnektorin. Nämä konnektorit ohjelmoidaan usein 
käsin jokaiselle järjestelmälle. (Hämäläinen 2005)  
 
Integroitava järjestelmä tarjoaa rajapinnan, jonka kautta järjestelmäintegraatio voi vaihtaa 
informaatiota järjestelmän kanssa. Jotta järjestelmä ja järjestelmäintegraatio voivat 
vaihtaa informaatiota keskenään, tulee järjestelmäintegraatiossa olla järjestelmän 
rajapintaa vastaava rajapinta, joka osaa kommunikoida järjestelmän rajapinnan vaatimalla 
tavalla. Näitä integraatiossa olevia rajapintojen vastinpareja kutsutaan konnektoreiksi tai 
adaptereiksi ja joskus myös agenteiksi. (Tähtinen 2005, 120-121)  
 
Konnektorit kiinnittyvät usein järjestelmän tarjoamaan rajapintaan, esimerkiksi 
ohjelmistorajapintaan, ja välittävät ohjelmistorajapinnasta saadun tiedon eteenpäin toiselle 
järjestelmälle. Konnektorit voivat myös monitoroida esimerkiksi erilaisia 
tiedonsiirtoprotokollia ja saada tietonsa sitä kautta. Konnektorit myös usein nimetään sen 
teknologian mukaan mitä ne käyttävät esimerkiksi HTTP-konnektori tai .NET-konnektori. 
(Landgraf 2014)  
 
Konnektori ja adapteri eivät kuitenkaan ole sama asia ja niiden erottaminen ei ole aivan 
yksiselitteistä. Karkeasti ilmaistuna konnektori on yksinkertaisempi kuin adapteri. 
Konnektori ei ota kantaa sen läpi kulkevaan informaatioon vaan välittää sen eteenpäin 
sellaisenaan, kun taas adapteri voi esimerkiksi tulkita sen läpi kulkevan informaation 
rakennetta. (Tähtinen 2005, 120)  
 
Agenttien voisi sanoa olevan älykkäitä adaptereita tai kohdejärjestelmään soluttautuvia 
komponentteja. Se kumpaa näistä agentilla tarkoitetaan, riippuu usein asiayhteydestä. 
Agenttien, konnektorien ja adaptereiden nimeämiskäytänteet eivät ole vakioituneet, joten 
niiden merkitys voi vaihdella valmistajan mukaan.  (Tähtinen 2005, 120-121)  
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Kuva 7. Kuvaus konnektoreista 
 
Konnektori tarjoaa yksinkertaisen rajapinnan, jotain ohjelmiston tarjoamaa rajapintaa 
vasten. Esimerkiksi tietokantarajapinta mahdollistaa integraatioratkaisun kommunikoinnin 
järjestelmän osana toimivan tietokannan kanssa. Muita mahdollisia rajapintoja ovat 
esimerkiksi tiedonsiirto- tai sanomarajapinnat. (Tähtinen 2005, 118) Kuvassa 7 kaksi 
palveluväylässä toimivaa konnektoria on liitetty CRM- ja ERP-järjestelmien rajapintoihin. 
 
Useimmat integraatioalustat käyttävät konnektoreita tai adaptereita. Kun logiikka on 
valmiiksi ohjelmoitu esimerkiksi adaptereihin, integraation korkeammalla tasolla ei tarvitse 
ohjelmoida ihan yhtä paljoa. Konnektorien ja adapterien ongelma on kuitenkin se, että ne 
vanhenevat nopeasti, kun teknologia ja rajapinnat muuttuvat. (Toro Cloud 2019) 
 
3.6 Mikro- ja minipalveluarkkitehtuurit 
Mikro- ja minipalveluarkkitehtuurien ideana on kehittää pieniä palveluja, jotka toimivat 
itsenäisesti riippumatta muista palveluista. Molemmat arkkitehtuurit toteuttavat 
palvelukeskeistä arkkitehtuurimallia. Palvelukeskeisessä arkkitehtuurimallissa eri 
järjestelmien eri osat erotellaan omiksi itsenäisiksi komponenteikseen, jotka tarjoavat 
palveluita esimerkiksi rajapinnan välityksellä muille komponenteille. Mikropalveluiden 
vaatimuksia ovat, että niiden tulee olla nopeasti sekä helposti käyttöönotettavia ja 
skaalautuvia eikä niiden tule olla muihin palveluihin tai järjestelmiin riippuvaisia. (Fowler, 
Lewis 2014) 
 
Fowlerin mukaan (Fowler, Lewis 2014) mikropalveluiden tulee noudattaa seuraavia 
suunnitteluperiaatteita: 
• Yksi tarkoitus: jokaisen mikropalvelun tulee keskittyä palvelemaan yhtä tarkoitusta. 
• Riippumattomuus: mikropalvelun tulee toimia itsenäisesti ilman riippuvuuksia. 
• Yhtenäisyys: kaikki mikropalvelun sisältämät toiminnot tukevat sen yhtä 
tarkoitusta. 
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Minipalvelua voisi luonnehtia vapaammaksi mikropalveluksi. Minipalvelut ovat kuin 
mikropalveluita, mutta ne noudattavat mikropalveluiden suunnitteluperiaatteita hieman 
löysemmin. Esimerkiksi mikropalveluiden tulee olla täysin riippumattomia muista 
järjestelmistä ja rajapinnoista, mutta minipalvelulla saa olla joitain riippuvuuksia. 
Minipalvelun tulee kuitenkin olla skaalautuva ja itsenäisesti asennettavissa. Monet 
yritykset, jotka ilmoittavat käyttävänsä mikropalveluita käyttävät oikeasti minipalveluita. 
(Riggins 2018) 
 
Mikro- ja minipalvelut on tarkoitettu käytettäväksi DevOps-toimintamallissa, joka on 
tarkoitettu digitaalisten palveluiden kehitys- ja tuotantomalliksi. DevOpsin periaatteita ovat 
ketterä kehitys, jatkuva integraatio ja jatkuva toimitus. Sana DevOps on yhdistelmä sanoja 
kehitys (development) ja toimenpiteet (operations). Tämän lisäksi automatisoitu 
testaaminen ja ympäristöjen automatisoitu konfiguraatio ovat tärkeitä DevOps-
toimintamallissa. DevOpsin tavoitteena on toimintamalli, jossa ohjelmisto on jatkuvasti 
mahdollista testata ja milloin tahansa julkaistavissa. Tämä toimintamalli mahdollistaa 
ohjelmien julkaisemisen nopeammin ja useammin. (Mueller 2019) 
 
 
 
Kuva 8. Mikropalveluarkkitehtuuri ja perinteinen monoliittinen arkkitehtuuri 
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Mikro- ja minipalveluita verrataan usein monoliittisiin ohjelmiin, jotka ovat järjestelmiä, 
jotka rakennetaan yhdeksi isoksi yksiköksi, jossa on usein käyttöliittymä, tietokanta ja 
palvelinapplikaatio. (Fowler, Lewis 2014) (Kuva 8) Mikro- ja minipalveluiden hyöty 
monoliittisiin järjestelmiin on se, että ne on helpompi päivittää useammin ja 
turvallisemmin. Mikro- ja minipalvelut ovat myös paremmin skaalautuvia sillä niitä voi 
muokata nopeasti ja tarpeen mukaan, kun muokkauksen tai päivityksen voi kohdentaa. 
Kun monoliittisten järjestelmien osia esimerkiksi päivitetään, vaativat usein muutkin niiden 
osa-alueet päivittämistä sillä niiden eri osat ovat usein riippuvaisia toisistaan. 
Mikropalvelut pyrkivät eliminoimaan tämän riippuvuuden sillä se hidastaa kehitystyötä, 
testausta ja julkaisua mikä ei edusta DevOpsin toimintatapaa. (Ma 2018) 
 
Pilkkomalla monoliittiset järjestelmät pienemmiksi, itsenäisiksi palasiksi auttaa 
saavuttamaan DevOpsin mukaisen nopean kehityksen ja julkaisun. Mikro- ja 
minipalveluarkkitehtuurin pääasiallisina tarkoituksina on auttaa kehitystiimejä 
julkaisemaan tuotteita nopeammin ja turvallisemmin DevOpsin mukaisesti. (Ma 2018) 
 
Mikro- ja minipalveluiden avulla on myös mahdollista reagoida nopeasti muutoksiin. Mikro- 
ja minipalveluita on helppo muokata tai uudistaa vastaamaan muuttuneita tarpeita. 
Pieninä palveluina mikropalvelut saadaan nopeasti tuotantoon ja ne ovat usein 
korkealaatuisia. (Ma 2018) Itsenäiset mikropalvelut kestävät myös hyvin virhetilanteita, 
sillä virhe vaikuttaa usein vain yhteen palveluun koko järjestelmän sijasta. Kun 
riippuvuuksia muihin ei ole, virhetilanne ei vaikuta muihin järjestelmän osiin. Palveluihin ei 
myöskään tarvitse sitoutua pitkäksi aikaa. Riippumattomat mikro- ja minipalvelut on 
helppo poistaa, päivittää tai uusia, koska toimenpide on helppo kohdistaa vain sitä 
tarvitsevaan palveluun. (Zmerzlyi 2019) 
 
Hyödyistä huolimatta mikro- ja minipalveluiden ideaa on vaikea toteuttaa hyvin. 
Mikropalveluita on kritisoitu muun muassa siitä, että ne luovat hajautetun järjestelmän, 
joka johtaa siihen, että järjestelmä kokonaisuudessaan tulee monimutkaiseksi ja vaikeasti 
ymmärrettäväksi. Tämä korostuu varsinkin mikropalveluiden määrän kasvaessa. 
Mikropalveluja yritetään usein myös käyttää tilanteissa, joihin ne eivät sovellu. Esimerkiksi 
huonosti tehty järjestelmän paloittelu mikro- tai minipalveluiksi johtaa usein siihen, että 
isosta kömpelöstä järjestelmästä tulee iso, kömpelö ja hajautettu järjestelmä, jonka 
kanssa on vielä hankalampi ja hitaampi työskennellä. (Anderson 2020) 
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4 Integraatioalustat  
 
 
Kuva 9. Keskitetty integraatio (Toivanen 2019) 
 
Integraatioalustat ovat ohjelmistoja, joiden avulla voi toteuttaa integraatioita. 
Integraatioalustat sallivat informaation keräämisen monesta eri lähteestä. Informaation 
keräämisen jälkeen alusta suorittaa mahdolliset tarvittavat datamuunnokset tai 
informaation järjestämisen. Suorituksen jälkeen informaatio voidaan toimittaa 
kohdejärjestelmälle tai tietyille käyttäjille, sidosryhmille tai ohjelmistoille. (Kuva 9)  
 
Kaikenkattavat integraatioalustat sisältävät tyypillisesti konnektoreita, adaptereita, 
viestinvälityksen, tietomuunnokset ja integraatiomuutoksien hallinnan sekä niiden 
kontrolloinnin ja monitoroinnin. Integraatioalustan suurin hyöty on, että se tarjoaa tavan 
tarkkailla ja hallita integraatioita ja tietoliikennettä keskitetysti yhdestä paikasta. On 
kuitenkin tärkeää muistaa, että integraatioalusta on vain alusta eikä lopullinen ratkaisu. 
Alusta toimii aputyökaluna järjestelmäintegraatioiden tekemiselle ja valvomiselle.  
(Tähtinen 2005, 150-151) 
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Integraatioalustat ovat keskitettyjä integraatioratkaisuja, joka tarkoittaa, että kaikki 
yhteydet menevät tietyn pisteen eli integraatioalustan kautta. Keskitetyt ratkaisut ovat 
houkuttelevia yrityksien kannalta sillä niitä on helppo valvoa ja kontrolloida. (Tähtinen 
2005, 68)  
 
Se miten järjestelmäintegraatiot eroavat esimerkiksi keskitetyistä 
integraatioarkkitehtuureista on se, että integraatioarkkitehtuurit voidaan toteuttaa millä 
tahansa tekniikoilla ja teknologioilla. Käytetyt tekniikat ja teknologiat riippuvat usein 
yhdistettävistä järjestelmistä ja siitä mitä teknologioita ne tukevat. Integraatioalustat ovat 
ohjelmistoja, joten ne on kehitetty esimerkiksi tietyllä ohjelmointikielellä. 
Integraatioalustoissa käytetyt tekniikat ja teknologiat riippuvat toimittajasta, eivät 
käytetyistä järjestelmistä. (Tähtinen 2005, 150) 
 
4.1 Palveluna toimitettavat integraatioalustat  
Palveluna toimitettavista integraatioalustoista käytetään usein englannin kielestä lähtöisin 
olevaa lyhennettä iPaaS, joka on lyhenne sanoista integration platform as a service. PaaS 
eli platform as a service tarkoittaa palvelualustan ulkoistamista. (Gartner 2020c) IPaaS on 
pilvipohjainen integraatioratkaisu, joka yhdistää paikallisten- ja pilvijärjestelmien sisältämiä 
järjestelmiä, ohjelmistoja ja teknologioita. (Perricone, 2019) Gartnerin (Gartner 2019) 
mukaan iPaaS on ollut yksi nopeinten kasvavista yritysohjelmistojen osa-alueista. Kun 
katsoo, miten monimutkaista järjestelmäintegraatioiden teko voi olla niin ei ole ihme, että 
valmiista työkalusta on tullut suosittu vaihtoehto. 
 
IPaaS käytännössä mahdollistaa integraatioiden kehittämisen, toteuttamisen ja hallinnan 
yhdistäen paikallisia ja pilvipalvelupohjaisia prosesseja, palveluita ja informaatiota 
yksittäisten tai useiden eri organisaatioiden välillä. (Gartner 2020b) IPaaS-ratkaisuja ei 
suunnitella minkään tietyn integraatioarkkitehtuurin pohjalta vaan ne antavat työkalut eri 
integraatioarkkitehtuuri-skenaarioiden toteuttamiseen. (Boomi Inc. 2020) 
 
Palveluna toimitettavien integraatioiden tapauksessa toimittaja tarjoaa pilvipalvelun, 
verkon, palvelimet, tallennustilan ja mahdolliset muut palvelut. Näin tilaajan eri tarvitse 
huolehtia esimerkiksi verkon tai palvelimien skaalautuvuudesta tai tallennustilan 
riittävyydestä. Tilaaja voi myös valita kuinka paljon kapasiteettia millekin osa-alueelle 
tarvitsee ja tarvittaessa muuttaa sitä tarpeen mukaan. IPaaSia tyypillisesti käytetään 
pilvipalveluintegraatioihin, ohjelmistointegraatioihin, yritysintegraatioihin, skenaarioihin, 
mobiilisovellusintegraatioihin sekä erilaisiin esineiden internet tyyppisiin integraatioihin. 
(Gartner 2020d)  
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EiPaaS on palveluna toimitettavien integraatioalustojen alakäsite. EiPaaS on kehitetty 
vastaamaan etenkin yritysten integraatiotarpeisiin, josta se on saanut enterprise eli yritys 
etuliitteensä, jota kuvataan pienellä e-kirjaimella. Yritystason 
järjestelmäintegraatioprojekteissa tarvitaan parempaa tietoturvaa, palveluntarjoajan tukea, 
HA/DR (high avaibility/disaster recovery) -käytäntöjä sekä palvelutasosopimuksia kuin 
pienemmän skaalan integraatioprojekteissa. Jonka vuoksi eiPaaS-integraatioalustoista on 
tullut oma käsitteensä (Gartner 2020d)  
 
EiPaaS tarjoaa yleensä myös enemmän integraation kustomointimahdollisuuksia ja 
enemmän toimintoja, kuin pienemmille yrityksille tarkoitetut iPaaS-tuotteet. On myös 
huomattava, että eiPaaS-tuotteiden käyttö vaatii usein syvempää teknistä osaamista ja 
suurempaa investointia yrityksen taholta. (Ferguson 2019)  
 
4.2 FRENDS  
FRENDS on moderni hybridi-integraatioalusta, jonka käyttöliittymä toimii 
verkkosovelluksena. Kaikenkattavana integraatioalustana sillä voi esimerkiksi hoitaa 
tiedonsiirron, prosessiautomaation, rajapintojen toteutuksen sekä niiden hallinnan ja 
integraatioiden valvonnan sekä monitoroinnin. Integraatiot on tarkoitettu toteutettavasti 
yhdenmukaisesti ja visuaalisesti FRENDS-integraatioalustan päälle. EiPaaS-
integraatioalustana FRENDS toimitetaan valmiina pakettina. FRENDS-integraatioalustan 
omistaa HiQ International. (FRENDS 2018a) 
 
Hybridi integraatioalusta on integraatioalustan toteutustapa, jossa yhdistyy koordinoidulla 
tavalla iPaaS ja rajapintojen hallinta. Tämä iPaaSn ja rajapintojen hallinta yhdellä alustalla 
on hybridi integraatioalustojen ydin. Gartnerin mukaan vuoteen 2022 mennessä 65% 
isoista yrityksistä on ottanut käyttöönsä hybridi integraatioalustan. (Van der Meulen 2018) 
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Kuva 10. IPaaS ympäristö (Aalto 2019) 
 
FRENDS suorittaa integraatiot hajautetusti. Hajautetussa ratkaisussa integraatioratkaisuja 
voi ajaa missä tahansa, esimerkiksi pilvessä tai paikallisesti. Hajautettu arkkitehtuuri 
taipuu niin hybridi- kuin monipilviympäristö-alustaksi. Monipilviympäristö-strategiassa 
pilvipalvelu on hajautettu useampaan kuin yhteen palveluntarjoajaan. (FRENDS 2018a) 
(Kuva 10) 
 
 
Kuva 11. Kontitus (Toivanen 2019) 
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Pilvipalveluiden hajauttaminen on ratkaistu käyttämällä kontitusteknologioita, joissa 
pohjana voi olla joko Docker tai Kubernetes, jotka ovat kontitukseen erikoistuneita 
ohjelmistoja. (HiQ Finland 2019) (Kuva 11) Kontituksella tarkoitetaan yleensä tapaa, jossa 
palvelu tai ohjelma virtualisoidaan itsenäiseksi, yleensä pieneksi ja kevyeksi, 
järjestelmäksi. Kontitus mahdollistaa myös skaalautuvuuden sillä jokaisen kontin voi 
halutessaan kytkeä päälle tai sammuttaa. (Laitila 2016) Kontituksella on ajatuksen tasolla 
paljon samaa mikro- ja minipalveluiden kanssa. (Toivanen 2019) 
 
Kuva 10 esittää hajautettua ympäristöä. Kuvassa Azure-, ground- eli paikallinen ja AWS-
ympäristöt yhdistyvät pilvessä sijaitsevaan kontrollipaneeliin, joka yhdistää paikalliset- ja 
pilvipalvelut yhdeksi palveluksi. FRENDSin tapauksessa hajautetun arkkitehtuurin 
toteuttamiseen käytetään agentteja, jotka otetaan käyttöön samassa ympäristössä missä 
integraatio on tarkoitus toteuttaa. Integraatio hoidetaan näiden agenttien avulla ja 
integraatioiden tarkkailu tapahtuu FRENDS käyttöliittymän kautta. Näin varmistetaan 
myös se, ettei esimerkiksi paikalliselta palvelimelta lähde tietoa pilveen vaan se pysyy 
paikallisella palvelimella. (Aalto 2019)  
 
 
Kuva 12. Esimerkki FRENDS-prosessista (Toivanen 2019) 
 
FRENDS toteuttaa vähäisen ohjelmointitarpeen lähestymistapaa. Vähäisen 
ohjelmointitarpeen lähestymistapa tarkoittaa, että itse kirjoitettavan ohjelmistokoodin 
määrä on minimoitu. Vähäisen ohjelmointitarpeen lähestymistapa minimoi kustannuksia ja 
nopeuttaa integraation rakentamista, kun kaikkea ei tarvitse ohjelmoida itse ja 
ohjelmoinnin apuna voi käyttää valmiita komponentteja. Vähäisen ohjelmointitarpeen 
saavuttamiseksi käytetään usein deklaratiivista, kaavioihin perustuvaa 
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ohjelmistokehitystä, jotka auttavat abstraktoimaan ohjelmisto- ja palvelininfrastruktuuria 
helpommin ymmärrettävään muotoon. (Kuva 12) (Gartner 2020e) 
 
 
Kuva 13. Esimerkki BMPN-notaatiosta (Galkin 2020) 
 
FRENDS-integraatioalustalla vähäisen ohjelmointitarpeen ominaisuus on saavutettu 
käyttämällä graafista käyttöliittymää. (FRENDS 2018b) Graafisen käyttöliittymän pohjalla 
on käytetty BPMN-notaatiota. Standardoitu BPMN on yksi tapa kuvata graafisesti 
prosessinhallinnan menetelmiä. (Tähtinen, 2005, 136) Kuva 13 on esimerkki FRENDSistä 
otetusta BPMN-notaatiosta. Kuvassa prosessi alkaa, lukee tiedostot ja kirjoittaa 
tiedostoista saadun informaation sen jälkeen tietokantaan, jonka jälkeen prosessi päättyy.  
 
Integraatioprosessien graafinen, vuokaavioimainen esitys helpottaa prosessien 
hahmottamista verrattuna esimerkiksi tekstimuotoon, jota esimerkiksi perinteinen 
ohjelmointi edustaa. Graafinen esitystapa parantaa myös virheenhallintaa, kun graafiset 
työkalut pakottavat käyttäjän ottamaan myös huomioon prosessin eri virhehaarat. 
(Tähtinen, 2005, 136) 
 
Joitain prosessinhallintakielen ohjelmointikomponentteja: 
• Prosessin käynnistyminen: määrittely sille millä ehdoilla ja missä tapauksessa 
prosessi käynnistetään. Prosessi voi käynnistyä joko ulkoisesta herätteestä, 
ajastetusti tai spontaanisti, jolloin käynnistys on integraatioratkaisun päätettävissä. 
• Suoritus: prosessin eri vaiheissa suoritettavat komponentit. Nämä komponentit 
voivat esimerkiksi muuntaa, viedä, hakea tai tulkita informaatiota. 
• Päätöksenteko: prosessin haarautuminen vaihtoehtoisiin haaroihin, kun tietyt 
ehdot täyttyvät. Esimerkiksi suoritus voidaan ohjata toiseen haaraan jonkun 
komponentin epäonnistuessa esimerkiksi informaation hakemisessa. 
• Synkronointi: mahdollinen eri haarojen välisen yhtäaikaisten suoritusten 
kommunikointi keskenään. 
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• Prosessin lopettaminen: prosessin lopetus ja siihen liittyvä raportointi. 
Raportoinnissa voi esimerkiksi käydä ilmi onnistuiko prosessin suoritus vai 
päättyikö se virheeseen. 
 
FRENDS käyttää graafisessa käyttöliittymässään prosessien rakentamiseen erilaisia 
FRENDS-taskeja. Näitä taskeja on kuvattu tehtävä-laatikoilla BPMN-notaatiossa. Valmiina 
komponentteina ne automatisoivat kehitystyötä. Nämä tehtävä-laatikot ja prosessit 
käännetään taustalla C#-ohjelmointikieleksi. C#-ohjelmointikieltä voi myös kirjoittaa siihen 
tarkoitettuihin komponentteihin. (FRENDS 2018b) 
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5 FRENDS-taskien kehitys ja päivitys  
5.1 Työkalut  
FRENDS-taskeja kehitetään käyttämällä C#-ohjelmointikieltä sekä tähän tarkoitukseen 
suunniteltua kehitysympäristöä, joka on Microsoftin Visual Studio. FRENDS-
integraatioalusta on toteutettu .NET-pinoa käyttäen, joka on kokoelma erilaisia Microsoftin 
kehittämiä teknologioita, joten käytetyt teknologiat ja työkalut on valittu sen mukaan. 
(FRENDS 2018b) 
 
5.1.1 Visual Studio 2019  
Visual Studio on Microsoftin luoma IDE, joka on lyhenne sanoista integrated development 
enviroment. (Microsoft 2019c) IDE on tietokoneohjelma, joka on kehitetty helpottamaan 
ohjelmoijan työtä. IDE sisältää normaalisti lähdekoodieditorin, käännösautomaation sekä 
debuggerin.  
 
Visual Studiosta on olemassa kolmea eri versiota: Community, Professional ja Enterprise. 
Tässä opinnäytetyössä käytettiin Visual Studio 2019 Community-versiota. Visual 
Studiossa voi muokata, testata (debug) ja rakentaa (build) ohjelmistokoodia. Tämän 
lisäksi Visual Studiolla voi julkaista applikaatioita. Microsoft on julkaissut myös editorin 
nimeltä Visual Studio Code jota ei tule sekoittaa Visual Studioon. (Microsoft 2019c)  
 
5.1.2 C# ja .NET  
C# on Microsoftin vuonna 2000 kehittämä moderni, olio-orientoitunut ja vahvasti tyypitetty 
ohjelmointikieli. C# voidaan myös kirjoittaa kuten se lausutaan eli C-Sharp.  C# käyttää 
aaltosuljesyntaksia, jonka vuoksi se muistuttaa paljon esimerkiksi C-, C++- ja Java-
ohjelmointikieliä. C#-ohjelmointikielellä kirjoitetut ohjelmat voidaan ajaa .NET Framework-
komponenttikirjastolla tai .NET Core-alustalla. Ne sisältävät erilaisia kutsuttavia palveluita, 
joita voidaan käyttää ohjelmistokoodissa. C# on avointa lähdekoodia, jota ylläpitää .NET 
Foundation, jota puolestaan johtaa Microsoft. (Chand 2020)  
 
Kun C#-ohjelmointikieltä suunniteltiin, sen haluttiin olevan yksinkertainen 
yleisohjelmointikieli, jota voisi käyttää monissa eri tilanteissa. Uuden koodikielen 
kehityksessä haluttiin ottaa erityisesti huomioon ohjelmistokoodin siirrettävyys, 
taloudellisuus ja eri alustoilla toimiminen. Nykyään C#-ohjelmointikielellä voi ohjelmoida 
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esimerkiksi verkko-, puhelin- ja työpöytäohjelmistoja. C#-ohjelmointikielen on 
standardoinut ECMA. (ECMA 2017a)  
 
Vahvasti tyypitettynä kielenä C# huomaa virheet käännettäessä helpommin mikä auttaa 
välttämään ohjelman käynnissä olon aikana tapahtuvia virheitä. C# on myös hyvin ja 
laajasti dokumentoitu, mikä auttaa kehitystyössä. (LaBoissonniere 2018)  
 
.NET Framework on Microsoftin kehittämä ohjelmistokomponenttikirjasto, joka toimii 
pääasiassa Microsoft Windows-käyttöjärjestelmällä. .NET Framework-kirjastosta löytyy 
muun muassa komponentteja verkkosivuilla, palveluille ja työpöytäsovelluksille. (Microsoft 
2020a) 
 
5.2 Mikä on FRENDS task 
FRENDS taskeja voisi kutsua prosessien rakennuspalikoiksi sillä ne tuovan prosesseihin 
erilaisia toiminnallisuuksia. Taskit perustuvat BPMN-notaation tehtävä-elementteihin ja 
aina, kun prosessi kohtaa taskin se suorittaa jonkin toiminnon. Esimerkiksi ottaa yhteyttä 
tietokantaan, tekee datamuunnoksen tai lukee tiedoston.  
 
FRENDS taskien on tarkoitus olla uudelleenkäytettäviä, mikropalveluiden kaltaisia 
komponentteja, joita voidaan käyttää konnektorin kaltaisesti. (Galkin 2020) 
Mikropalveluarkkitehtuurin ideana on toteuttaa toiminnallisuudet omina palveluinaan. 
Nämä palvelut kommunikoivat toistensa kanssa rajapintojen välityksellä. Konnektorit ovat 
ohjelmia, jotka käyttävät hyväkseen järjestelmien rajapintoja liikuttaakseen informaatiota 
niiden välillä. (Richardson 2020) 
 
 
Kuva 14. Esimerkki prosessista, jossa on kaksi taskia 
 
Kuvassa 14 on esimerkki prosessista, jossa on kaksi taskia. Taskit on kuvattu laatikoina 
BPMN-notaation mukaisesti. Prosessi alkaa aloituspallosta, ensimmäinen task lukee 
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tiedoston ja seuraava kirjoittaa tiedoston tiedot tietokantaan ja prosessi päättyy 
lopetuspalloon.  
 
 
Kuva 15. Esimerkki mukautettavuudesta 
 
FRENDS taskit ovat mukautettavia. Jokaisella taskilla on omanlaisensa mukautettavuus. 
Esimerkiksi taskille, joka ottaa yhteyden tietokantaan pitää antaa tieto siitä mihin 
tietokantaan se yhdistää sekä tietokantakysely, jonka se suorittaa tietokannassa. (Galkin 
2020) Kuvassa 15 on esimerkki taskista, joka palauttaa http-pyynnön. Taskia voi 
mukauttaa esimerkiksi valitsemalla minkä http-statuksen se palauttaa, mitä sisältöä se 
palauttaa ja kuinka vastaus salataan. 
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5.3 Cassandra tietokantataskin kehittäminen  
 
 
Kuva 16. Projektin luonti 
 
FRENDS-taskin teko aloitetaan luomalla C#-projekti. Projektin luonnissa tulee valita tiettyä 
.NET Standardia kohdentava luokkakirjasto (Class library). Kuvassa 16 on projektin 
luontivalikossa valittuna luokkakirjasto-pohja. Luokkakirjasto on projektityyppi, joka 
määrittää metodit, joita applikaatio voi kutsua. Kun luokkakirjasto on valmis, se voidaan 
paketoida NuGet-paketiksi ja sitä voidaan levittää muiden käytettäväksi. Luokkakirjasto on 
helppo implementoida muihin Visual Studio-projekteihin. (Microsoft 2019b)  
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Kuva 17. Projektin luonti 
 
FRENDS-alustalla on määritelty, että projektien tulee alkaa sanalla Frends. Jos kyseessä 
on Community task, nimi jatkuu sanalla Community. Viralliset Frends taskit eivät sisällä 
toista etuliitettä. Etuliitteistä voidaan päätellä, että onko kyseessä virallinen, ylläpidettävä 
FRENDS-task. Tällöin voidaan päätellä, että taskissa todennäköisesti on tuoreimmat 
päivitykset mukana. Esimerkiksi, kun luomme virallisen taskin Cassandra-tietokannalle 
nimeksi tulee Frends.Cassandra kuten kuvassa 17 on esitetty.  
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Kuva 18. Projektin luonti 
 
Kun projekti on luotu, Visual Studio generoi automaattisesti projektiin yhden luokan ja 
Solution-tiedoston, jos luokkakirjasto-pohjaa käytettiin projektin luomisessa. Solution on 
tekstitiedosto, joka päättyy uniikkiin tiedostopäätteeseen .sln. Solution sisältää koko 
luodun projektin tai siihen voi linkittää useita projekteja. Solutionista löytyy myös projektin 
koontiversio, Visual Studion asetukset ja satunnaisia tiedostoja, jotka eivät välttämättä liity 
mihinkään sen sisältämistä projekteista. Kuvassa 18 on näkymä mikä aukeaa, kun 
projektin luominen on saatu päätökseen.  
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Kuva 19. Esimerkki XML dokumentaatiosta 
 
Kun projekti on luotu, asetuksista tulee käydä sallimassa XML dokumentointi. XML 
dokumentaatiossa ohjelmistokoodiin kommentoidaan spesifikaatio, jonka pohjalta 
generoidaan XML dokumentaatio tiedosto, kun ohjelmistokoodi käännetään. On tärkeää, 
että kommentointi on hyvin muodostettua, sillä muuten XML dokumentaatiota ei voida 
generoida. FRENDS käyttää tätä XML dokumentaatio tiedostoa käyttöliittymässään. 
Kuvassa 19 on esimerkki XML dokumentaatio kommentoinnista. Kommentit on ilmaistu 
vihreällä tekstillä. (Galkin 2020)  
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Kuva 20. CassandraTask metodi 
 
Projektin Frends.Cassandra-luokkaan luodaan staattisia metodeja. Metodien pitää 
palauttaa jokin arvo, jotta ne voidaan lisätä käytettäviksi taskeiksi. (Galkin 2020) Muitakin 
metodeja voi lisätä ja käyttää, mutta ne eivät näy FRENDSin käyttöliittymässä. 
Esimerkiksi kuvassa 20 on käytetty staattista metodia, joka palauttaa JTokenin. JToken 
on geneerinen representaatio mistä tahansa JSON arvosta. Se voi olla muun muassa 
merkkijono, objekti, taulukko tai tila. Staattisen metodin tukena on käytetty kahta yksityistä 
apumetodia, joita ei tarvitse näyttää käyttöliittymässä sillä niiden tarkoitus on olla 
tukimetodeja joista toinen avaa yhteyden Cassandra-tietokantaan ja toinen suorittaa 
tietokantakyselyn. Julkinen päämetodi, joka tulee näkymään FRENDSin käyttöliittymässä 
käyttää näitä metodeja.  
 
Tässä projektissa käytettiin Datastaxin valmistamaa C#-ajuria Apache Cassandralle. 
Nämä ajurit ovat yleensä client-kirjastoja. Tällä Apachen hyväksymällä ajurilla oli hyvä 
dokumentaatio ja laaja valikoima erilaisia toimintoja. Datastax Cassandra ajuri käyttää 
Apache lisenssiä, joka sallii kyseisen ohjelmapaketin kaupallisen käytön, muokkauksen, 
jakamisen, käytön patenteissa ja yksityisen käytön. (Apache Software Foundation 2019c) 
Toinen ajurivaihtoehto olisi ollut Apachen valmistama C#-ajuri, mutta sen dokumentaatio 
oli kesken eikä siitä löytynyt esimerkiksi käyttöesimerkkejä. Datastaxin ajuri oli paremmin 
dokumentoitu, yleisemmin käytössä ja siitä löytyi tietoa paremmin. 
 
Kun task on valmis, se tulee paketoida NuGet-pakettiin. NuGet määrittelee, miten .NET-
paketit luodaan, ylläpidetään ja käytetään sekä tarjoaa työkalut näiden asioiden 
suorittamiseen. Ensisijaisesti NuGet on tarkoitettu ohjelmistokoodin jakamiseen. Kun 
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ohjelmistokoodi on paketoitu NuGet-paketiksi sen voi lisätä helposti mihin tahansa 
muuhun C#-projektiin. NuGet paketti sisältää käännettyä ohjelmistokoodia eli käytännössä 
DLL-tiedostoja ja muita projektiin liittyviä tiedostoja. Tämän jälkeen paketin voi laittaa joko 
julkiseksi tai yksityiseksi. Jos paketti on julkinen, kuka tahansa voi liittää kyseisen NuGet 
paketin omaan C#-projektiinsa. (Microsoft 2019d)  
 
 
Kuva 21. FRENDS Cassandra 
 
Paketointia varten projekti tulee koota Release-tilaa käyttämällä ja antamalla Visual 
Studiossa esimerkiksi komento ’nuget pack’. Paketoinnin jälkeen Release-kansioon 
ilmestyy zip-tiedosto, jossa on pakattu projekti. Tätä zip-tiedostoa voi käyttää muissa 
projekteissa. Kuvassa 21 NuGet paketti on tuotu FRENDS-alustalle. FRENDS tunnistaa 
Cassandra-paketin uudeksi taskiksi. 
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Kuva 22. Cassandra task prosessissa 
 
 
Kuva 23. Cassandra-taskin mukautettavuus 
 
Cassandra taskin tuli olla yksinkertainen task, jolla pystyy yhdistämään tietokantaan ja 
suorittamaan siellä jonkin kyselyn. Kuvassa 22 on esimerkki Cassandra-taskin 
toiminnallisuudesta. Query-kenttään voi kirjoittaa tietokantakyselyn, joka lähetetään 
tietokantaan, kun prosessi suoritetaan. Kysely voi olla mikä tahansa. Kuvassa 23 on 
esimerkki mukautettavuudesta. Connection-välilehdellä taskille voi syöttää tarvittavat 
tiedot tietokantaan yhdistämistä varten. 
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5.3.1 Testaus ja ylläpito 
Projektin kääntyvyys testattiin ja projektille tehtiin NUnit-testi, joka mockaa Apache 
Cassandra tietokantaa käyttäen käytettyä Datastax C#-ajuria. NUnit on yksikkötestaus 
ohjelmistokehys, joka on osa .NETiä. (Poole, Prouse 2019) Mockaus jäljittelee jonkin 
luokan tai käyttöliittymän toimintaa. Mockauksen avulla testi pystyy testaamaan 
toiminnallisuutta mockattua luokkaa tai käyttöliittymää niin kuin ne olisivat oikeita. 
Mockaus lisää testin eritystä ja varmistaa, ettei esimerkiksi toiset ohjelmistokoodit aiheuta 
testauksessa virheitä. (Alger 2017) Cassandra-task on virallinen FRENDS task, joten se 
siirtyy FRENDS-integraatioalustan ylläpitäjille ylläpidettäväksi ja jatkokehitettäväksi. 
 
 
Kuva 24. Ote Cassandra-taskin testiluokasta 
 
Yksikkötestissä mockaus hoidettiin käyttäen .NETin omaa Moq-ohjelmistokehystä. 
Yksikkötesti olettaa, että sillä on yhteys Apache Cassandra tietokantaan ja testaa taskia 
samalla tavalla kuin jos sillä olisi yhteys tietokantaan. Näin testaukseen ei tarvitsisi 
asentaa erikseen Apache Cassandra tietokantaa vaan testauksen voisi suorittaa kuka 
tahansa ja milloin tahansa. Tämä ei tietenkään ole kattava testaus vaan tarkoitettu lähinnä 
helpottamaan toiminnallisuuden testaamista, jos Apache Cassandra tietokantaa ei ole 
saatavilla testaus hetkellä. (Kuva 24) 
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Cassandra-task manuaalitestattiin myös käyttäen oikeaa Apache Cassandra tietokantaa. 
Manuaalitestauksessa käytettiin hyödyksi Dockeria johon asennettiin Apache Cassandran 
Docker image. Varsinaisen yksikkötestin, joka testaa tämän saman luominen on vielä 
kirjoitushetkellä kesken, mutta tullaan lisäämään Frends.Cassanra-projektiin myöhemmin. 
 
Docker on sovelluskontitustyökalu, joka paketoi sovelluksia ja niiden tarvitsemia 
sovellusalustoja sekä ajaa niitä käyttöjärjestelmätason virtuaalipalvelimissa. Dockerin on 
tarkoitus helpottaa applikaatioiden kehitystä, julkaisua ja ajamista käyttäen näitä kontteja. 
(Docker 2020a) Dockeria voisi luonnehtia eräänlaiseksi virtuaalikoneeksi, joka on 
ohjelmallisesti toteutettu tietokone. Docker toimii linux kernelillä. (Red Hat Inc 2019) 
Docker image on itsenäinen, suoritettava paketti, joka sisältää kaiken, jota ohjelman 
suorittaminen vaatii. (Docker Inc 2020b) 
 
 
Kuva 25. Docker komento 
 
Kuvassa 25 Käytetty Docker-komento antaa luotavalle kontille nimen ”test_db” ja ohjaa 
tietokoneen portin 9042 kontin porttiin 9042. Saman portin käyttö sekä tietokoneessa, että 
kontissa helpottaa yhdistämistä. Viimeiseksi asetetaan, että kontti käyttää virallista 
Apache Cassandra Docker imagea ja sen versiota 2.1. 
 
 
Kuva 26. Cassandran cqlsh-komentorivityökalu 
 
Apache Cassandran Cqlsh-komentorivi, joka toimii kuvassa 26 käynnistettyyn Docker 
kontissa. Kuvassa 26 näkyvä ”DESCRIBE KEYSPACES;”-komento näyttää kannassa 
tällä hetkellä olevat keyspacet. Keyspacet ovat Apache Cassandran käyttämiä korkean 
tason tietokantaobjekteja, jotka kontrolloivat objektien replikaatiota. Ne sisältävät 
tietokantataulut, funktiot, tietokantakutsujen tulokset, käyttäjän määrittelemät 
tietokantatyypit ja kokoelmat. (DataStax Inc 2020) Tässä vaiheessa ainoat näkyvät 
keyspacet ovat ”system_traces” ja ”system”. Nämä luodaan aina alustusvaiheessa, kun 
uusi Apache Cassandra-tietokanta luodaan. 
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Kuva 27. Manuaalitesti 
 
Kuvassa 27 näkyvään erilliseen C#-ohjelmaan luotiin yksinkertainen manuaalitesti. Tähän 
erilliseen C#-ohjelmaan tuotiin Frends.Cassandra-projekti. Manuaalitestissä luodaan 
keyspace jolle annetaan nimeksi ”test”. Keyspacen luominen tapahtuu käyttäen 
Frends.Cassandra-projektin omaa toiminnallisuutta, jolloin selviää, toimiiko projekti myös 
oikean Apache Cassandra-tietokannan kanssa. 
 
 
Kuva 28. Describe keyspaces komento 
 
Kun manuaalitesti on ajettu, haetaan uudellen Apache Cassandran keyspaceja 
”DESCRIBE KEYSPACES;”-komennolla. Nyt keyspacejen ”system_traces” ja ”system” 
lisäksi sinne on ilmestynyt keyspace ”test” mikä todistaa, että Frends.Cassandra-projekti 
pystyy yhdistämään oikeaan Apache Cassandra-tietokantaan ja tekemään siellä 
muutoksia käyttäen tietokantakyselyä. (Kuva 28) 
 
5.4 Community taskista Frends taskiksi  
Opinnäytetyön tekovaiheen toinen osa oli muuntaa Community-tason tietokantataskeja 
tukemaan moneenkohdentamista. Jotta vältyttäisiin toistamiselta, en selitä kaikkien 
uudistamieni projektien vaiheita läpi vaan käyn geneerisesti läpi, miten muutos 
Community taskista viralliseksi FRENDS-taskiksi tapahtuu. Community taskit ovat 
avoimen lähdekoodin FRENDS-taskeja, joita voi tehdä ja muokata kuka tahansa. 
Community taskeilla on kuitenkin rajoitettu ylläpito. (Galkin 2020)  
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Tietylle .NET-toteutukselle kohdistaminen antaa ohjelman kutsua alustakohtaisia 
rajapintoja .NET Standardin ulkopuolelta. Kun projektiin lisätään uusia .NET-toteutuksia, 
on tärkeää, että kohdennetaan myös .NET Standardia. Sillä tällä tavoin luokkakirjastossa 
on toimintoja heti käännettäessä. (Microsoft 2019a) 
 
Moneenkohdentaminen estää sen, ettei luokkakirjasto-projektia tarvitse koota jokaiselle 
ohjelmistokehykselle erikseen. Kun luokkakirjasto on kohdennettu vähintään .NET 
Standardille ja yhdelle tai useammalle muulle ohjelmistokehykselle, se rakennetaan näille 
kohdennetuille ohjelmistokehyksille aina käännettäessä. Julkaistaessa nämä kohdennetut 
ohjelmistopaketit pakataan NuGet-pakettiin, jolloin ne ovat heti käytettävissä eikä 
kääntämistä tarvitse suorittaa erikseen. (Microsoft 2019a) 
 
Käyttäjä tai luokkakirjastoa käyttävä ohjelmisto voi siten viitata johonkin luokkakirjaston 
sisältämään toimintoon ja NuGet päättää käyttäjän puolesta mikä kohdennettu 
käännösversio sopii projektiin parhaiten, jossa luokkakirjasto on käytössä. 
 
 
Kuva 29. Moneenkohdennus esimerkki (Microsoft 2019a) 
 
Kun käyttäjä tai luokkakirjastoa käyttävä ohjelmisto viittaa johonkin luokkakirjaston 
sisältämään toimintoon, NuGet päättää mikä kohdennettu käännösversio sopii 
käyttötarkoitukseen parhaiten. Luokkakirjaston sisältämä .NET Standardille käännetty 
projekti toimii varakirjastona. .NET Standard varakirjastoa käytetään kaikissa tilanteissa, 
joissa ei tarvita tiettyä kehyskohtaista toteutusta. Käyttäjä voi kuitenkin pakottaa NuGetin 
käyttämään jotain tiettyä kehyskohtaista toteutusta niin halutessaan. (Microsoft 2019a) 
 
Kuvassa 29 on esimerkki moneenkohdentamisen toiminnasta. Kuvassa käytetty 
luokkakirjasto (tiedostopääte .dll) on kohdennettu käyttämään .NET Standardin versiota 
2.0 ja .NET Coren versiota 2.0 jotka on käännetty ja paketoitu NuGet-paketiksi 
(tiedostopääte .nupkg).  
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Ulkopuolisen käyttäjän tai ohjelmiston kutsuessa .NET Framework 4.6.1- tai UWP-
toteutuksia NuGet ohjaa kutsun koskemaan varakirjastoa eli .NET Standard 2.0-
toteutusta. Kutsuttaessa .NET Coren versiota 2.0 NuGet kutsuu luokkakirjaston 
kehyskohtaista toteutusta .NET Coren versiota 2.0 
 
 
Kuva 30. Mongo-tietokannan Community-versio 
 
 
Kuva 31. Mongo-tietokannan uusi versio 
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Helpoiten muutos .NET Standard 2.0 yhteensopivaksi tapahtuu luomalla uusi C#-
luokkakirjasto, joka kohdentaa haluttua standardia eli tässä tapauksessa .NET Standardin 
versiota 2.0 kappaleessa 5.3 esitetyn mallin mukaisesti. Luotuun kirjastoon luodaan 
saman nimiset tiedostot kuin alkuperäisessä (Kuva 30) joita tarvittaessa muutetaan 
esimerkiksi poistamalla kaikki Community-merkinnät (Kuva 31). Luotuihin tiedostoihin 
kopioidaan ohjelmistokoodi vanhasta projektista ja tehdään tarvittaessa muutoksia 
esimerkiksi, poistetaan mahdolliset ohjelmistokoodin Community-merkinnät ja tarvittaessa 
päivitetään ohjelmistokoodia. Ohjelmistokoodin päivitys tulee kyseeseen silloin, jos 
projektissa käytetään esimerkiksi tiettyyn käyttöjärjestelmään sidottua ohjelmistokirjastoa. 
Tämä ohjelmistokirjasto tulee muuttaa toiseen kirjastoon, joka ei ole 
käyttöjärjestelmäsidonnainen. 
 
 
Kuva 32. Moneenkohdistaminen käytännössä 
 
 
Kuva 33. Oracle-tietokantataskin pakkausreferenssit 
 
Päivitettävä Community task tulee muuttaa .NET Standard 2.0 yhteensopivaksi. .NET 
Standard määrittelee mitä .NET rajapintaa ja mitä sen versioita ohjelma pystyy 
kutsumaan. (Microsoft 2019a) Jos projekti on käyttänyt jotain uudempaa .NET Standard 
versiota se ja sen toiminnallisuudet tulee palauttaa takaisin versioon 2.0. Tämän lisäksi 
projekti laitetaan kohdentamaan .NET Frameworkin versiota 4.6.1. (Kuva 32) Sen jälkeen 
tulee vielä lisätä uuteen projektiin pakkausreferenssit vanhasta taskista. (Kuva 33) 
Pakkausreferenssien lisäämisen jälkeen Visual Studio asentaa paketit uudelleen 
pakkausreferenssien perusteella. Näin voidaan olla varmoja, että uusi projekti käyttää 
samoja kirjastoja kuin vanha eikä esimerkiksi ristiriitaisuuksia tule. Jos esimerkiksi jokin 
paketti on vanhentunut tai poistunut käytöstä sille voidaan etsiä korvaava kirjasto. 
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5.4.1 Testaus ja ylläpito 
Kaikilla päivitettävillä projekteilla oli olemassa testit jo valmiiksi. Projektit tarkistettiin ja 
niille tehtiin samat muutokset. Tämän jälkeen mahdolliset suoritettavat testit ajettiin ja 
katsottiin tulosta. Myös projektien kääntyvyys testattiin. Päivityksen myötä Communy-
taskeista tuli virallisia FRENDS-taskeja, joten ne saavat nyt täyden ylläpidon ja siirtyvät 
FRENDS-alustan ylläpitäjille ylläpidettäväksi ja jatkokehitettäväksi. 
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6 Pohdinta  
Tämän opinnäytetyön tarkoitus oli toteuttaa katsaus järjestelmäintegraatioihin sekä 
toteuttaa FRENDS-integraatioalustalle Apache Cassandra-task ja päivittää kolme muuta 
taskia. Opinnäytetyön tekeminen oli erittäin opettavainen kokemus. Halusin valita itselleni 
hieman tuntemattoman aiheen, jotta voisin syventää osaamistani. Opinnäytetyössä 
käsitellyt aiheet kuitenkin sivusivat osaamisalueitani mikä auttoi uuden näkökannan 
löytämisessä omaan osaamiseeni. Projekti oli mielenkiintoinen, mutta paikoitellen 
haasteita aiheutti aihealueiden tuntemattomuus ja melko tiukka aikataulu. 
 
Minulla ei ollut juurikaan aikaisempaa kokemusta tai tietoa käsittelemistäni aiheista. Tämä 
teki opinnäytetyön näkökulman löytämisestä hieman haastavaa, mutta sain lopulta 
hahmoteltua hyvän ja omasta mielestäni mielenkiintoisen tulokulman integraatioihin. 
Päätin kertoa järjestelmäintegraatiosta edeten ikään kuin alhaalta ylöspäin. Vanhasta 
uuteen. Opin paljon järjestelmäintegraatioista niistä kirjoittaessa. Etenkin arkkitehtuureista 
oli mielenkiintoista lukea ja kirjoittaa. Opinnäytetyössä hyödynnettiin pääasiassa 
englanninkielisiä verkkolähteitä, sillä kirjalähteitä ja suomenkielisiä lähteitä oli vaikea 
löytää. 
 
Opinnäytetyön toteutusosiossa pääsin tekemään useita ohjelmistoprojekteja käyttäen C#-
ohjelmointikieltä ja .NETiä. C#, NuGet tai .NET-pino eivät olleet minulle aikaisemmin 
tuttuja teknologioita. Aloitin projektin teon ja aina ongelman vastaan tullessa etsin siihen 
vastauksen. Nyt jos aloittaisin samanlaisen projektin tekemisen uudestaan, perehtyisin 
alussa syvällisemmin vaadittaviin teknologioihin ennen toteutusta. Luulen, että näin 
syntyisi nopeammin tuloksia. 
 
Tietokannat olivat tutumpia, mutta niiden dokumentaatioon perehtyminen opetti silti paljon 
uutta. Apache Cassandra oli minulle tuntemattomampi. Sen dokumentaatio oli 
keskeneräinen ja siitä puuttui isoja ja projektin kannalta tärkeitä osa-alueita mikä aiheutti 
oman haasteensa. Apache Cassandran dokumentaatiossa oli mainittu kolme ajuria. Mietin 
pitkään minkä niistä valitsisin, mutta loppujen lopuksi olen tyytyväinen, että valitsin 
DataStaxin tekemän ajurin. Se oli parhaiten dokumentoitu ja sillä oli Apache-lisenssi. 
Ajurista löytyi myös muutamia käyttöesimerkkejä verkosta mikä auttoi taskin teossa. 
 
Toteutettua Cassandra tietokantataskia voisi lähteä kehittämään edelleen tekemällä 
useampia testejä. Ajanpuutteen vuoksi osa ajattelemistani testeistä ei ehtinyt 
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kirjoittamishetkellä valmiiksi, mutta ne tullaan lisäämään myöhemmin. Yksi esimerkki 
tällaisesta testistä on toteuttamani manuaalitesti, josta aion tehdä oikean yksikkötestin. 
 
Uskon, että tekemäni ja päivittämäni tietokantataskit ovat myöhemmin hyödyksi. 
FRENDS-integraatioalusta saa uusia toimintoja ja tietokantataskeja voi käyttää myös 
uusien ominaisuuksien pohjana. Niitä voi esimerkiksi muokata omiin käyttötarkoituksiinsa 
sopivaksi tai opinnäytetyössä esitelty Apache Cassandra-taskin teon pohjalta on 
mahdollista tehdä taski jollekin muulle tietokannalle tietyin muutoksin. 
 
Kokonaisuudessaan opin opinnäytetyön kirjoittamisesta ja tekemästäni projektista paljon. 
Etenkin aihealueiden tuntemattomuus ja uusien asioiden opettelu syvensi osaamistani 
entisestään, koska en voinut juurikaan tukeutua aikaisempaan osaamiseeni vaan projektia 
piti lähteä tekemään niin sanotusti puhtaalta pöydältä. Jos nyt lähtisin tekemään samaa tai 
samankaltaista projektia uudestaan käyttäen samoja tekniikoita olisin huomattavasti 
varmempi ja nopeampi. Uskon myös, että projektissa tuntemattomien teknologioiden ja 
tekniikoiden kanssa työskenteleminen antoi itsevarmuutta tarttua uusiin ennestään 
tuntemattomiin tekniikoihin ja teknologioihin tulevaisuudessa. 
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