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Ključne besede: Decentralizirani sistemi 
 Storitev aditivne izdelave 




Magistrsko delo predstavlja koncept in implementacijo decentraliziranega sistema za 
izvajanje storitve aditivne izdelave. Sistem temelji na uporabi decentraliziranih gradnikov in 
bločno-verižne tehnologije. Za namen vzpostavitve popolnoma decentraliziranega sistema 
smo v okolju Ethereum vzpostavili pametno pogodbo, kripto žeton in komunikacijski 
protokol Whisper, k temu pa vključili tudi decentralizirano skladišče IPFS. Te gradnike 
sistema smo, z uporabo glavnega programa v okolju Node.js, na eni strani preko spletnega 
vmesnika povezali z uporabnikom in na drugi strani s 3D tiskalnikom. Preskusili smo primer 
delovanja takega sistema, ki omogoča uporabniku opravljanje storitve 3D tiskanja za svoj 
izbrani 3D model. Delo predstavlja zasnovo in delovanje celotnega sistema, opisuje 
posamezne gradnike sistema, jih razčleni in predstavi njihovo delovanje, uporabnost in na 
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The master’s thesis presents the concept and implementation of a decentralized system for 
the implementation of additive manufacturing services. The system is based on the use of 
decentralized building blocks and blockchain technology. For the purpose of setting up a 
fully decentralized system, we set up a smart contract, crypto token and Whisper 
communication protocol in the Ethereum environment, and integrate a decentralized IPFS 
repository. Using the main program in the Node.js environment, we connect these system 
components on the one hand via a web interface with the user and on the other hand with a 
3D printer. We test the operation of an example system, which allows the user to procedure 
a 3D printing service for his chosen 3D model. The work presents the design and operation 
of the entire system, describes the individual components of the system, analyses them and 
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1 Uvod 
1.1 Ozadje problema 
Tehnologija 3D tiskanja je v svetu strojništva in industrije že dobro uveljavljen pojem, ki se 
je pričel razvijati v 1980-ih letih. Sprva so ljudje to tehnologijo uporabljali predvsem v 
industrijske namene in z njo tiskali unikatne, enkratne izdelke. V zadnjem času pa se je 
tiskanje 3D izdelkov razširilo že na skoraj vsa področja. 3D izdelke sedaj oblikujejo in 
uporabljajo na področju medicine, biomedicine, umetnosti in prehrambne industrije. 3D 
tiskalnike si lastijo veliki industrijski obrati, raziskovalni laboratoriji, medicinske ustanove 
in tudi zmeraj več posameznikov, ki se s 3D tiskanjem ukvarjajo predvsem ljubiteljsko.  
 
Z razmahom tehnologije 3D tiskanja postaja le-ta vedno bolj dostopna posameznim 
uporabnikom, ki si želijo natisniti le spominek, obesek za ključe ali kakšno drugo malenkost. 
Za take uporabnike nakup lastnega 3D tiskalnika ni smiseln, zato le-ti iščejo druge načine 
3D storitve. 
    
Ponudniki 3D tiskanja in uporabniki tako že obstajajo. V Sloveniji te storitve omogočajo 
podjetja 3way, 3D tovarna, AzureFilm in drugi. V svetu pa je teh podjetij še več. Eden takih 
je ponudnik storitve 3D tiskanja in CNC obdelave Weerg. Podjetje, ki ima sedež v 
italijanskih Benetkah, ponuja izdelavo izdelkov iz različnih kovinskih in plastičnih 
materialov. 3D model izdelka, ki ga želimo natisniti, lahko v določenem formatu, ki je 
omejen na velikost 150Mb, naložimo preko spletne strani, kjer je po njihovih navedbah 
zavarovan s t. i. »end-to-end encryption«. Tako šifriranje naj bi z ustvarjenimi 
kriptografskimi ključi omogočala prejemanje podatkov le osebam, ki med seboj 
komunicirajo. Kljub zaščitnim ključem, je lahko tako šifriranje vseeno tarča t. i. »man-in-
the-middle« napadom, ki računalniško posnemajo prejemnika sporočila in tako pridobijo 
ključ za dešifriranje sporočil. Plačevanje storitev 3D tiskanja v večini izvajajo preko 
plačilnih kreditnih kartic, kot je npr. Visa, preko spletnih računov Paypal ali preko bančnih 
nakazil. Plačevanje pa je mogoče tudi z virtualno denarnico, ki predstavlja virtualni račun 
na katerega lahko prenesemo denar preko bančnega nakazila. 
 
Poleg spletnega ponudnika Weerg, ki predstavlja največjega ponudnika storitev 3D tiskanja 
na spletu, so tu še mnogi drugi ponudniki, ki ponujajo svoje storitve po celem svetu. Med 
njimi smo našli podjetja 3Dhubs, Sculpeto, Shapeways, All3dp, Fama3D in mnoge druge. 
Uvod 
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Ob poplavi ponudnikov in storitev pa prihaja do problema zaupanja in varnosti uporabnika. 
Varnost intelektualne lastnine uporabnika, ki želi natisniti lastni 3D izdelek in sama varnost, 
da se datoteka ali izdelek med samim procesom ne spremenita. Prav tako večjega sistema, 
kjer bi lahko uporabnik izbiral med različnimi ponudniki 3D tiskanja, ni. Obstajajo samo 
samostojna podjetja oziroma posamezniki, ki ponujajo tako storitev. Celotno storitev in   
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1.2 Cilji  
Cilj magistrske naloge je vzpostavitev sistema, ki bi povezoval 3D tiskalnik in uporabnike, 
ki bi želeli natisniti lasten izdelek. 
 
Težave zasebnosti in varnosti uporabnikov bomo odpravili z uporabo decentraliziranih 
sistemov, ki preko šifriranja datotek onemogočajo njihovo naknadno spreminjanje, prav tako 
pa preprečujejo prepisovanje njihovih lastnosti in tako zaščitijo uporabnikovo intelektualno 
lastnino. 
 
V našem projektu želimo to implementirati z dodatkom decentraliziranega sistema za 
skladiščenje podatkov in pametno pogodbo. Z implementacijo decentraliziranega sistema za 
shranjevanje podatkov izboljšamo učinkovitost in zmožnost shranjevanja željenih podatkov, 
medtem ko nam vpeljava pametne pogodbe omogoča večjo varnost pri prenosu podatkov in 
omogoča plačevanje storitev s kripto valutami. S tem bo naš sistem postal hitrejši, bolj 
učinkovit in bolj varen s strani uporabnika, ki bi 3D tiskalnik uporabil za tiskanje svojega 
3D izdelka, ki je lahko njegova intelektualna lastnina. 
 
Za namen plačila storitve 3D tiskanja bomo poleg decentralizirane pametne pogodbe vpeljali 
plačilni kripto žeton, ki do sedaj še ni bil uporabljen v povezavi s 3D tiskalnikom in 3D 
tiskanjem. Z vpeljavo pametnih pogodb in kripto žetona želimo omogočiti varno plačevanje 
storitve 3D tiskanja. 
 
Izpeljava celotnega sistema bo temeljila na uporabi sistemskega krmilnika, v katerem bo 
tekla programska koda, ki bo povezovala uporabnika in 3D tiskalnik v decentralizirani 
sistem. Sistem, ki je prikazan na sliki 1.1, bo uporabniku omogočal izpeljavo storitve 3D 





Slika 1.1: Prikaz osnovnega koncepta sistema 
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2 Teoretične osnove in pregled literature 
Celotni sistem, ki ga želimo implementirati, bo temeljil na gradnikih, ki imajo značilnosti 
decentraliziranosti. Decentraliziranost je pojem, ki pomeni, da gradniki ne temeljijo na 
centralnem sistemu delovanja, kjer en objekt predstavlja glavno enoto in skrbi za vse podatke 
in komunikacijo. Centralizirani sistemi so ranljivi na kibernetske napade na centralni 
gradnik, ob tem pa so v nevarnosti podatki vseh uporabnikov v sistemu. 
 
Pri decentraliziranih sistemih so kibernetski napadi nemogoči, saj si vsi gradniki oziroma 
uporabniki, ki sestavljajo decentraliziran sistem, delijo iste podatke in jih ščitijo pred 
spremembo s strani enega uporabnika. 
 
Glavne prednosti decentraliziranih sistemov temeljijo na večji zmogljivosti pri velikosti 
prenašanja podatkov in cenejših stroških za to opravilo, poleg tega pa so, zaradi uporabe 
kriptografije in šifriranja, varnostno bolj zaščitene. 
 
V nadaljevanju bomo predstavili vse decentralizirane gradnike našega sistema in podali 
bistvene lastnosti posameznih gradnikov. 
2.1 Omrežja enakovrednih partnerjev  
Pred predstavitvijo teoretičnega ozadja vseh gradnikov našega sistema, vam bomo 
predstavili tudi t. i. »omrežja enakovrednih partnerjev« (angl. »peer-to-peer networks«), kjer 
se bomo osredotočili na njihovo delovanje in primerjavo napram centraliziranim omrežjem. 
 
Omrežja enakovrednih partnerjev lahko opišemo kot decentralizirana, samooskrbna 
omrežja, ki predstavljajo boljšo alternativo napram trenutnim centraliziranim omrežjem. V 
omrežju enakovrednih partnerjev vsak uporabnik, gradnik sistema, hkrati predstavlja stran 
strežnika in uporabnika, med katerimi se podatki prenašajo brez centralnega nadzora. 
Arhitektura decentraliziranega omrežja le-temu omogoča skoraj neskončno razširljivost in 
boljšo učinkovitost, kar se najbolj opazi pri izvedbi in delovanju samega sistema. 
 
V trenutnem svetu, kjer podjetja v ospredje vse bolj postavljajo učinkovitost in cenovno 
boljše rešitve, omrežja enakovrednih partnerjev predstavljajo prihodnost v smeri 
organizacije sistemov. Napram centraliziranim omrežjem, ki za shranjevanje podatkov 
potrebujejo velike podatkovne centre, lahko decentralizirana omrežja z občutno manjšimi 
Teoretične osnove in pregled literature 
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stroški shranjujejo enako količino podatkov med gradniki sistema. Poleg učinkovitosti pa 
veliko vlogo predstavlja tudi varnost, ki je v decentraliziranih sistemih zagotovljena preko 
šifriranja, medtem ko morajo v centraliziranih sistemih uporabniki sprejeti politiko 
zasebnosti, ki jo ponuja centralni gradnik sistema [1]. 
 
2.2 Zgradba in delovanje sistema za vodenja 3D 
tiskalnika 
Razlike med centraliziranimi in decentraliziranimi sistemi lahko na najboljši način 
predstavimo s primerom implementacije sistema za vodenje 3D tiskalnika, ki ga bomo 
predstavljali v magistrski nalogi. 
 
Implementacijo sistema vodenja 3D tiskalnika v centraliziranem sistemu lahko predstavimo 
s primerom tradicionalne masovne industrije, ki je v praksi uveljavljena od samega začetka 
razvoja industrijskih obratov. Tradicionalno industrijo predstavljajo velike tovarne, kjer v 
velikih delovnih halah obratujejo industrijski stroji, ki v velikem številu proizvajajo izdelke 
za industrijo. Ker potek celotnega izdelovanja izdelka, ki je lahko razdeljen na več različnih 
postopkov, ki izdelek naredijo in nato oblikujejo, uredijo in pripravijo, poteka v tovarnah, ki 
skupaj sestavljajo industrijski kompleks oziroma industrijsko cono, lahko tak proces 
imenujemo centralizirana proizvodnja. 
 
Za razliko od centralizirane proizvodnje, kjer se tovarne v neposredni bližini povezujejo v 
industrijske cone, se pri decentraliziranemu sistemu organizacije proizvodnje lahko 
posamezne tovarne nahajajo na različnih, medsebojno oddaljenih področjih. S tem lahko 
samo proizvodnjo izdelkov preselimo bližje strankam in s tem občutno zmanjšamo ceno in 
hitrost transporta. Tako se lahko občutno zmanjša čas med naročilom stranke in dostavo 
željnega izdelka, poleg tega pa lahko ob tem zaobidemo morebitne posrednike in prodajalce. 
Danes decentralizirana proizvodnja že sega v velika industrijska tržišča, kot sta 
avtomobilska in letalska industrija [2], kjer se v tradicionalni industriji zahteva veliko 
kapitala v shranjenih strojnih delih, kljub temu pa zahteva neprekinjen dotok letalskih in 
avtomobilskih delov za proizvodnjo. Z uvedbo decentralizacije se lahko proizvodnja 
posameznih delov lažje prilagodi trenutnim potrebam proizvajalcev končnih izdelkov in tako 
postane bolj dinamična in prepreči morebitne zastoje zaradi pomanjkanja določenih delov. 
 
Decentralizirana proizvodnja se je zaradi svojih prednosti že dotaknila in delno spremenila 
tudi industrijo 3D tiskanja. Kljub vsem prednostim decentralizirane proizvodnje pa pri 
uporabi takšnega modela na primeru sistema 3D tiskanja naletimo na težave dodatne 
obdelave izdelkov. Veliko večino izdelkov, ki so produkti 3D tiskanja, je po končani izdelavi 
potrebno dodatno obdelati, kar je veliko lažje izvesti s tradicionalnim centraliziranim 
organiziranjem proizvodnje. 
 
Centralizirane tovarne 3D tiskanja tako predstavljajo skupek industrijskih hal, ki so zasedene 
z velikim številom 3D tiskalnikov. Glavni gradnik podjetja, ki ponuja storitve 3D tiskanja 
preko spleta in ima centralizirani sistem industrije, je glavni centralni strežnik, ki vzpostavi 
spletni vmesnik in izvaja procesiranje podatkov, kot je na primer sprejemanje naročil. Poleg 
tega  povezuje in upravlja vse ostale gradnike sistema. Ostali gradniki sistema so tovarne 
oziroma hale, kjer delujejo 3D tiskalniki in transport izdelkov, ki ga lahko nudi zunanji 
Teoretične osnove in pregled literature 
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izvajalec oziroma podjetje. Celotni sistem centralizirane tovarne torej temelji na centralnem 
gradniku, ki sprejema naročila in nato vzpostavi interno komunikacijo s 3D tiskalniki za 
izvedbo teh naročil. Po končanem tiskanju, centralni strežnik zagotovi transport končnih 
izdelkov v skladišče in nato preko transportnega ponudnika te izdelke dostavi uporabniku. 
Vsi 3D tiskalniki, ki so vključeni v sistemu, delujejo na podlagi enega samega strežnika in 
so lokacijsko umeščeni v celoten industrijski kompleks, ki se lahko nahaja kjerkoli. Tako bi 
na primer uporabnik iz Slovenije brez težav naročil izvedbo 3D tiskanja v kitajski 
megatovarni, ki bi ta izdelek tudi izdelala. Največja časovna zakasnitev bi se v tem primeru 
zagotovo zgodila pri dostavi samega izdelka uporabniku, saj lahko preko različnih 
transportnih kanalov le-ta traja tudi mesec dni ali več. Centralizirana proizvodnja in storitev 
3D tiskanja tako zaobjema le nekaj gradnikov sistema, ki so med seboj povezani zgolj preko 
glavnega strežnika. 
 
Decentralizirana storitev 3D tiskanja se tako napram centralizirani močno razlikuje 
predvsem v številu samih gradnikov. Namesto centralnega strežnika, se v decentraliziranem 
sistemu uporablja veliko manjših strežnikov, ki pripadajo posameznim ali večjemu številu 
3D tiskalnikov in se medsebojno povezujejo v decentralizirano mrežo, kjer so si vsi 
medsebojno enakovredni. Z uporabniki bi bili povezani preko spletnega vmesnika, preko 
katerega uporabnik na lastno željo odloča, na katerem 3D tiskalniku bi izvedel tiskanje 
svojega izdelka.  
 
Tako bi se lahko uporabnik o izvedbi 3D tiskanja odločal na podlagi cene storitve, ki bi bila 
ponujena s strani spletnega strežnika 3D tiskalnika in na podlagi lokacije samega tiskalnika. 
S tem bi uporabnik tudi neposredno določal ceno, ki jo je pripravljen plačati in časovno okno 
v katerem bi bil izdelek dostavljen. 
 
Sistem bi tako omogočal lokalno proizvodnjo izdelkov in lokalno dostavo do uporabnika, v 
kolikor bi bil tak sistem  vzpostavljen v uporabniškem območju. V sistem bi lahko vstopala 
manjša podjetja, ki se ukvarjajo s storitvijo 3D tiskanja, celoten sistem pa bi predstavljala 
platforma, ki bi povezovala uporabnike in ponudnike te storitve [3]. 
 
Največji zalogaj pri takšen sistemu predstavlja komunikacija posameznih gradnikov, med 
katere poleg 3D tiskalnika spada tudi transport, ki ga v tem magistrskem delu ne bomo 
obravnavali. 
 
Za izvedbo decentraliziranega sistema 3D storitve bi potreboval vzpostavitev funkcij, ki bi 
skrbele za komunikacijo med uporabnikom in ponudnikom, oziroma kar 3D tiskalnikom 
samim. Celoten sistem ponudnikov, bi se moral povezovati v skupno decentralizirano 
platformo, ki bi omogočala funkcije spletnega plačevanja oziroma plačevanje na 
decentraliziran način. V decentraliziranem sistemu je za komunikacijo med vsemi spletnimi 
strežniki potrebna tudi decentralizirana komunikacija, ki predstavlja varnost z vidika 
identifikacije in šifriranja. Za možnost 3D tiskanja lastnih izdelkov uporabnikov tak sistem 
vključuje tudi decentralizirano skladišče podatkov, ki na podlagi decentraliziranega 
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2.3 Decentralizirani sistem shranjevanja podatkov IPFS 
IPFS (angl. InterPlanetary File System) [4] je decentralizirani sistem za shranjevanje 
podatkov, ki ga je leta 2015 oblikoval Juan Bernat v podjetju Protocol Labs. Prvotni cilj 
ustvarjanja IPFS sistema je nadomestitev trenutnega spletnega sistema HTTP (angl. 
HyperText Transfer Protocol), ki služi kot metoda za prenos informacij v trenutnem spletu. 
 
S projektom IPFS so raziskovalci želeli odpraviti pomanjkljivosti prvotnih sistemov in tako 
izboljšati hitrost in učinkovitost prenašanja podatkov. Trenutni sistemi temeljijo na 
pridobivanju podatkov iz enega vira, medtem ko IPFS temelji na pridobivanju informacij iz 
več virov hkrati. Ta razlika je prikazana na sliki 2.1. 
 
Ob iskanju določenega članka na priljubljeni spletni strani Wikipedija, na tradicionalnem 
spletu, le-tega pridobimo tako, da naš računalnik za pridobitev te vsebine zaprosi enega 
izmed računalnikov v lasti Wikipedije. Pri uporabi IPFS sistema pa članek hitreje in 
učinkoviteje pridobimo s strani katerega koli uporabnika v sistemu, ki ta članek poseduje. 
Prav tako ob uporabi IPFS sistema ne gre le za nalaganje in shranjevanje, v tem primeru 
člankov iz Wikipedije, temveč lahko hkrati ta isti članek pomagamo posredovati naprej 
drugim uporabnikom, ki ga iščejo in sodelujejo v IPFS sistemu. 
 
Poleg večje hitrosti in zmogljivosti sistema, pa glavna prednosti decentraliziranega sistema 
IPFS leži v šifriranju datotek. Ob vstopu v sistem IPFS je vsaka datoteka ali podatek šifriran, 
uporabnik pa v zameno prejme zgoščevalno kodo. Zgoščevalna koda predstavlja zaporedje 
številk in velikih ter malih črk angleške abecede, ki so unikatne za vsako datoteko. Ob 
spremembi ene same informacije (črke, številke, znaka idr.) znotraj datoteke se posledično 
spremeni tudi zgoščevalna koda. Sistem tako skrbi za varnost podatkov in omogoča dostop 
do določene informacije le uporabnikom, ki ga poznajo. Zgoščevalna koda prav tako 
omogoča preprosto pridobitev datoteke iz IPFS sistema, saj je za njeno iskanje dovolj le 
prava zgoščevalna koda, ki ga lahko dobiš s strani uporabnika, ki je datoteko na IPFS naložil 
[5]. 
 
Pridobivanje datotek preko zgoščevalne kode temelji na uporabi t. i. »content adressing« 
oziroma naslavljanja z vsebino ali vsebinskega naslavljanja. V tradicionalnih centraliziranih 
omrežjih datoteke pridobivamo z naslavljanjem njihove lokacije v sistemu. Tako na primer 
datoteko iz namizja osebnega računalnika pridobimo preko naslova 
C:\Uporabniki\Namizje. Tako naslavljanje lahko privede do težav, če želimo 
pridobiti datoteke, ki se nahajajo na različnih mestih. 
 
Pri uporabi IPFS omrežij se te težave rešimo z iskanjem po vsebini. V tem primeru ni 
pomembno, kje se datoteka nahaja, temveč nas zanima le njena vsebina. Tako bomo ob 
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Slika 2.1: Prikaz tradicionalnega omrežja (levo) in IPFS omrežja (desno) 
Decentralizirani sistem IPFS se od trenutnega globalnega spleta »World Wide Web« 
razlikuje po ideji o komunikaciji med posameznimi uporabniki. WWW je strukturiran v 
smeri lastnika in uporabnika, kjer lahko do datoteke dostopaš le ob dovoljenju lastnika. Ideja 
IPFS-ja pa temelji na sistemu lastništva in sodelovanja, kjer si veliko število uporabnikov 
lasti dostop do datotek in preko sodelovanja omogočajo deljenje teh datotek drugim 
uporabnikom. 
 
Zaradi načina delovanja IPFS sistema je le-ta najbolj učinkovit ob večjem številu aktivno 
sodelujočih uporabnikov, ki si medsebojno delijo datoteke in vsebine ter tako skupaj 
soustvarjajo distribuirano oziroma decentralizirano omrežje [5]. 
 
Za namen implementacije IPFS skladišča v željen sistem, je potrebno najprej pridobiti 
programske module, ki omogočajo njegovo uporabo v programski kodi. Željene programske 
module prenesemo preko uradne spletne strani ipfs.io, kjer izberemo željeno verzijo za 
programski jezik, ki ga bomo uporabljali. Ob prenosu modulov, ki jih vključimo v 
programsko kodo, lahko dostopamo do širokega nabora funkcij, ki nam omogočajo 
interakcijo z IPFS skladiščem.  
 
Ker smo glavni program našega sistema programirali v okolju Node.js, ki podpira uporabo 
programskega jezika Javascript, smo za naše potrebe prenesli IPFS programske module za 
izbrani jezik. Prava verzija modula je zelo pomembna saj se implementacija modulov v 
vsakem programskem jeziku izvede na drugačen način. V primeru programskega jezika 
Javascript je protokol dodajanja in vzpostavljanja IPFS sistema sestavljen iz več korakov, ki 
so predstavljeni v spodnjem izseku, kjer s prvim ukazom dodamo IPFS modul v našo 








const IPFS = require('ipfs'); 
const node = await IPFS.create(); 
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Delo z datotekami in IPFS skladiščem nam omogočajo funkcije implementirane znotraj 
modula. Za dodajanje datoteke v IPFS skladišče uporabimo ukaz node.add, ki zahteva 




Zgoraj omenjeni funkciji je potrebno dodati tudi mesto, kjer se shrani, saj lahko iz nje 
pridobivamo dodatne pomembne podatke, kot je na primer zgoščevalna koda datoteke, ki ga 
uporabimo za pridobivanje datoteke in njene vsebine v nadaljnjem delu. Z dodatkom ključne 
besede await postane funkcija asinhrona, kar je pomembno za časovno usklajeno 
delovanje sistema. 
 
Zgoščevalna koda določene datoteke znotraj programske kode pridobimo s spodnjim 
ukazom. Zgoščevalno kodo datoteke shranimo v željeno spremenljivko, ki nam omogoča 




Datoteko naloženo na IPFS skladišče v nekem trenutku želimo tudi pridobiti nazaj. To nam 
omogoča ukaz node.cat(), ki je prikazan spodaj. Za njegovo uspešno uporabo 
potrebujemo kot parameter podati zgoščevalno kodo datoteke, ki smo ga predhodno shranili 




Zgoraj omenjene funkcije predstavljajo glavne funkcije, ki jih razvijalec programske kode z 
implementacijo IPFS skladišča uporablja, poleg njih pa IPFS moduli omogočajo še veliko 
drugih funkcij, ki pa za naše trenutno delo niso potrebne. 
 
  




var fileHash = file.cid 
const data = node.cat(fileHash) 
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2.4 Bločno-verižna tehnologija in decentralizirana 
platforma Ethereum  
Ethereum je decentralizirana, prosto dostopna platforma, ki temelji na uporabi bločno-
verižne tehnologije in vsebuje funkcionalnost pametnih pogodb. Za uporabo in delovanje na 
bločni-verigi se uporablja kripto valuta Eter, ki je takoj za Bitcoin-om, druga najbolj 
uporabljena kripto valuta, medtem ko je Ethereum najbolj uporabljena platforma za delo s 
tehnologijo bločnih-verig. 
 
Bločno-verižna tehnologija [6] je tehnologija porazdeljenih sistemov. Ti sistemi vsebujejo 
bazo podatkov, ki je urejena v gradnike imenovane bloki, ti pa se med seboj povezujejo v 
verigo. Tako nastane izraz bločna-veriga. Vsak blok vsebuje določene podatke in ima 
časovni žig, ki posamezni blok povezuje s prejšnjim in naslednjim blokom. Tako se bločna 
veriga gradi z zaporednim nizanjem blokov, ki so medsebojno odvisni in se ustvarjajo s 
pomočjo posebnih tipov uporabnikov, ki jih imenujemo rudarji.  Ko želi katerikoli izmed 
uporabnikov v bločni sistem dodati željene podatke, te podatke najprej šifrira 
decentralizirana mreža in jih nato deli z ostalimi uporabniki, ki te podatke delijo naprej. Tako 
se ti deli podatkov preko celotnega omrežja združujejo in na koncu zaključijo v blok, ki jih 
rudarji naposled vključijo v bločno-verigo. Da se bločna veriga gradi skozi celotni sistem, 
rudarji končne podatke o ustvarjenem bloku delijo z vsemi ostalimi uporabniki, ki si delijo 
skupno bločno-verigo. Rudarje k ustvarjanju blokov spodbuja nagrada v obliki kripto valute. 
Celotna nagrada je sestavljena iz vnaprej določene nagrade, ki pripada za izvedbo samega 
bloka in cene za izvedbo transakcije, ki jo plača vsak uporabnik, ki želi na bločno-verigo 
dodati svoj del podatkov. Ceno transakcije za izvedbo, ki je napram ostalim transakcijam 
veliko manjša, določa uporabnik sam, pri tem pa se zaveda, da je ob višji ceni, ki jo je 
pripravljen plačati, tudi večja možnost da bodo rudarji njegove podatke vključili v sam blok 
[7].  
 
Na podlagi bločno-verižne tehnologije temelji tudi decentralizirano okolje Ethereum [8], 
čigar začetki razvoja segajo v leto 2013, ko je Vitalik Buterin zasnoval koncept 
decentralizirane platforme, ki bi nadgradila tedaj že uspešno zgodbo decentralizirane kripto 
valute Bitcoin in ji dodala možnosti ustvarjanja decentraliziranih aplikacij. Prav zmožnost 
implementacije decentraliziranih aplikacij na bločno-verigo je glavna razlika med uporabo 
Ethereum-a in Bitcoin-a, ki ponuja le kripto bančništvo in delo s kripto valutami.  
 
V okolju Ethereum je bančništvo in trgovanje s kripto valutami vseeno mogoče, a glavno 
dejavnost v tem okolju predstavljajo decentralizirane aplikacije, ki temeljijo na uporabi 
pametnih pogodb [9]. Znotraj njega se za izvedbo plačil implementacije pametnih pogodb 
uporablja lastna kripto valuta imenovana Eter, ki jo je mogoče kupiti preko kripto borz ali  
pridobiti z rudarjenjem v glavnem Ethereum-ovem omrežju. Poleg Etra se za plačevanje 
izvedbe in vključevanja podatkov v bločno-verigo uporablja pod valuta Gas oziroma Gwei, 







Teoretične osnove in pregled literature 
12 
Okolje Ethereum temelji na uporabi pametnih pogodb. Ko se pametna pogodba naloži na 
bločno-verižni sistem, postane del le-tega. Postane samoupravljalni program, ki se izvede 
vsakič, ko so za njeno izvedbo doseženi vnaprej določeni pogoji. Tako lahko nemoteno 
prenaša kakršno koli vrednost, brez možnosti nezaželenih prekinitev, sprememb, goljufij ali 
razkritja zasebnosti. Znotraj Ethereum-a obstaja tudi t. i. Ethereum-ov virtualni stroj (angl.: 
Ethereum virtual machine, EVM), ki skrbi za pravilno izvajanje pogodb.   
 
Za potrebe našega sistema bomo s platformo Ethereum vzpostavili pametno pogodbo in njej 
pripadajoč kripto žeton, za plačevanje storitev 3D tiskanja, poleg tega pa bomo dogovarjanje 
o tiskanju med uporabnikom in ponudnikom izpeljali s pomočjo Whisper-ja, ki predstavlja 
način komunikacije integrirane znotraj okolja Ethereum. 
2.4.1 Ganache bločna-veriga 
Decentraliziranost, ki je glavni cilj našega sistema in magistrskega dela, temelji na uporabi 
bločne-verige. Brez nje decentraliziranost sploh ne obstaja, saj prav bločna-veriga poganja 
celoten sistem, v katerem lahko implementiramo IPFS skladišče, pametno pogodbo in ostale 
gradnike sistema. Z razvojem decentraliziranosti so nadobudni programerji, ki so želeli 
bločno-verigo za enostavno uporabo približati tudi ostalim uporabnikom, ustvarili veliko 
različic bločnih-verig do katerih lahko uporabniki dostopajo na določene načine. Bločne-
verige se med seboj razlikujejo. Za naš sistem smo uporabili Ethereum-ovo lahko bločno-
verigo, do katere lahko dostopamo s pomočjo orodij imenovanih Ganache in Geth [10]. 
 
Ganache predstavlja spletno orodje, ki nam omogoča pridobivanje uporabniških računov v 
okolju Ethereum. Le z uporabniškimi računi, za potrebe magistrske bomo uporabili dva 
računa, lahko opravljamo implementacijo pametnih pogodb in interakcijo z njimi v bločni 
verigi. Ob uporabi orodja Ganache nam ta ustvari deset uporabniških računov katerih naslovi 
so na sliki spodaj navedeni v prvem razdelku. Vsak račun vsebuje sto testnih Etrov, s 
katerimi lahko upravljamo bločno-verigo in na njej izvajamo željene funkcije sistema. 
Znotraj sistema lahko do posameznih računov dostopamo preko privatnih ključev, ki vsak 
zase predstavlja en račun in so na fragmentu programa 2.1 navedeni v drugem razdelku. 
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Fragment programa 2.1: Lokalna bločna veriga Ganache 
Geth, oziroma Go Ethereum [10] predstavlja spletno orodje, ki nam omogoča enostavno 
vzpostavitev Ethereum-ove bločne-verige za osebno uporabo. Za naš sistem smo s pomočjo 
Geth-a vzpostavili lahko različico Ethereum-ovega bločno-verižnega sistema, ki se od 
normalne različice razlikuje po količini podatkov, ki je zabeležena v bločni-verigi. Lažja 
oblika bločne-verige zasede manj spominskega prostora v Raspberry Pi, na katerem bosta 
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2.4.2 Pametna pogodba in kripto žeton 
Pametna pogodba je zbirka programske kode in podatkov, lahko rečemo tudi računalniški 
program oziroma protokol, ki se izvede ob izpolnjevanju točno določenih pogojev, ki so 
zapisani znotraj pogodbe. Ko so izvedeni vsi pogoji, pametna pogodba izvrši svojo funkcijo, 
ki lahko obsega različne naloge kot sta shranjevanja določenih podatkov in transakcije kripto 
valut med uporabniki. Glavna prednost pametnih pogodb je zmožnost izvajanja funkcij, brez 
potrebnega posrednika in vmesnih stroškov, hitrejša izvedba in predvsem večja varnost pri 
opravljanju storitev brez nezaželenih sprememb ali prekinitev pri izvedbi. 
 
Za delovanje pametne pogodbe mora le-ta biti implementirana znotraj bločno-verižnega 
sistema, kot je v našem primeru Ethereum. Kot pri vsaki transakciji, ki se zgodi na bločni-
verigi, mora biti tudi vsaka pametna pogodba preko kriptografije vključena v bločno-verigo, 
kjer je dostopna uporabnikom preko svojega naslova oziroma mesta v bloku. Vsi podatki, ki 
so vključeni v bločno-verigo, so zavarovani pred spremembami in zlonamernimi poizkusi 
spremembe, zato tudi pametne pogodbe, ko so enkrat vključene v bločno-verigo, ne morejo 
biti spremenjene [8].  
 
Pametna pogodba [11] je v decentraliziranem okolju Ethereum zapisana v programskem 
jeziku Solidity. Solidity je objektni programski jezik, ki je bil ustvarjen prav z namenom 
programiranja in uporabe pametnih pogodb. Na sestavo in način programiranja so vplivali 
ostali programski jeziki kot so C++, Javascript in Python, zato je ob predhodnem znanju vsaj 
enega od teh jezikov, učenje programiranja v Solidity-ju hitro.  
 
Kot sredstvo plačila v okolju Ethereum se primarno uporablja kripto valuta Eter, ki je kot 
samostojna enota plačila zajeta tudi v vseh borzah, ki kupčujejo s kripto valutami. Ena 
glavnih značilnosti kripto valut je njihova spremenljivost v vrednosti. Cena Etra se lahko v 
enem dnevu spremeni tudi za več dolarjev, kar onemogoča njeno uporabnost pri 
decentraliziranih aplikacijah in sistemih, katerih primarna naloga ni trgovanje s kripto 
valutami. V ta namen so bili ustvarjeni kripto žetoni, ki imajo svojo vrednost vezano na 
denarne enote kot so dolar ali evro. Eden takih žetonov je na primer DAI, ki je v splošni 
uporabi v okolju Ethereum in drži svojo vrednost v razmerju 1:1 z ameriško valuto dolar.  
 
Ob ustvarjeni pametni pogodbi, lahko do nje dostopamo in jo uporabljamo preko točno 
določenih ukazov. Vse to nam omogočajo moduli za delo s pametnimi pogodbami, ki jih na 
osebni računalnik prenesemo preko uradne spletne strani za Ethereum-ove pogodbe. Ko so 
pametne pogodbe uspešno integrirane na bločno-verigo, lahko do njih dostopamo preko t. i. 




Z zgornjim ukazom dostopamo do vsebine ABI-ja željene datoteke, kjer moramo pravilno 
navesti ime JSON datoteke naše pametne pogodbe. S tem ukazom dostopamo do funkcij, ki 




const abi_pogodbe = require('pot datoteke JSON').abi 
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Poleg ABI-ja pametne pogodbe, za delo z njo potrebujemo tudi t. i. »address« oziroma 
naslov pametne pogodbe, ki ga pridobimo s spodnjim ukazom. Za uspešno pridobitev 





Oba zgornja podatka, ABI in naslov pametne pogodbe, moramo uporabiti v naslednjem 
ukazu, ki nam vzpostavi povezavo pametne pogodbe v programski kodi. Preko 
spremenljivke, ki je določena v spodnjem ukazu, lahko nato dostopamo do funkcij, ki smo 




Do posameznih funkcij nato dostopamo z navajanjem ključnih besed, ki so vnaprej določene 
s strani razvijalcev pametnih pogodb. Do funkcij znotraj pametne pogodbe lahko  dostopamo 




V okolju pametnih pogodb poznamo dve vrsti funkcij, ki se med seboj ločita glede na to, ali 
vplivata oziroma spreminjata stanje na sami pametni pogodbi. Klicem funkcij, ki neposredno 
vplivajo na stanje pametne pogodbe, moramo po končani navedbi dodati ključno besedo 




S klicem zgornje funkcije bomo tekom njene uporabe porabili tudi določeno vsoto Etrov, ki 
pa je zelo majhna. Klicem funkcij, ki stanje na pogodbi ne spreminjajo, ampak le preverjajo 
stanje, dodamo ključno besedo call, ki ne potrebuje dodatnih parametrov. Uporaba call 









const naslov_pogodbe = require('pot datoteke 
JSON').networks[številka].address 
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2.4.3 Whisper - protokol decentraliziranega komuniciranja 
Naša decentralizirana aplikacija temelji na podlagi treh glavnih stebrov, med katere spadajo 
pametne pogodbe, decentralizirano skladišče podatkov in decentralizirana komunikacija. 
Pametne pogodbe in decentralizirana skladišča smo predstavili že v prejšnjih poglavjih, v 
tem pa se bomo podrobneje dotaknili decentralizirane komunikacije. 
 
Decentralizirane komunikacije se osredotočajo na zagotavljanje zasebnosti in zaščite pri 
samem komuniciranju. Potekajo med decentraliziranimi aplikacijami in uporabniki, ki 
skupaj sestavljajo decentralizirano okolje. Zaradi potrebe po hitri in učinkoviti komunikaciji, 
se v primeru decentralizacije, le-ta dogaja izven bločne-verige, poleg tega pa omogoča 
komuniciranje na globalni in lokalni ravni. Tako lahko preko decentralizirane komunikacije 
hkrati komuniciramo samo s točno določenimi uporabniki oziroma aplikacijami na lokalni 
ravni, poleg tega pa se lahko izvaja izmenjava sporočil med vsemi aplikacijami v sistemu na 
globalni ravni. S tem, ko komunikacija v decentraliziranem sistemu zaobide bločno-verigo, 
lahko pri izmenjavi sporočil zagotovimo varnost in zasebnost ter se izognemo morebitnim 
stroškom, ki jih predstavlja komuniciranje preko bločne verige. 
 
Za namene decentraliziranega komuniciranja je v okolju Ethereum implementiran t. i. 
Whisper protokol [12], ki omogoča decentralizirano pošiljanje sporočil med dvema ali več 
aplikacijama oziroma uporabniki, ki so implementirani v isti bločni-verigi oziroma 
soustvarjajo skupni decentralizirani sistem. Protokol Whisper ponuja vse prednosti, ki jih 
ponuja decentralizirana komunikacija s tem, da omogoča komunikacijo izven bločne-verige 
in varnost ter zasebnost komuniciranja preko šifriranja. 
 
Za šifriranje sporočil se v protokolu Whisper uporabljata asimetrično ali simetrično šifriranje 
sporočil. Asimetrično šifriranje, ki je namenjeno komuniciranju med dvema aplikacijama, 
temelji na uporabi javnih ključev (angl. »public key«) za šifriranje in uporabo privatnih 
ključev (angl. »private key«)  za dešifriranje sporočil. Ti ključi za šifriranje in dešifriranje 
pripadajo vsakemu posamezniku in s tem protokol zagotovi zasebnost pogovora ena na ena. 
 
Za medsebojno komuniciranje več aplikacij pa se uporablja simetrično šifriranje, ki temelji 
na tem, da si vse aplikacije oziroma uporabniki že lastijo privatne in javne ključe za šifriranje 
in dešifriranje sporočil. V primeru simetrično šifrirana javna sporočila sprejemajo aplikacije, 
ki imajo pravi simetrični ključ za dešifriranje.  
 
Sporočila v okolju Ethereum Whisper so sestavljena iz posameznih polj in se med uporabniki 
izmenjujejo v obliki ovojnic. Kot je razvidno iz slike 2.2, ki predstavlja primer ovojnice v 
protokolu Whsiper, je le-ta sestavljena iz več polj, ki imajo večjo ali manjšo pomembnost 
pri sami izvedbi komuniciranja. 
 
Glavna polja, ki sestavljajo celotno sporočilo so sledeča: 
 
- TTL (angl. »time to live«), ki določa koliko časa (v sekundah) bo sporočilo dostopno 
v sistemu, 
- tema (angl. »topic«), ki določa ali je sporočilo zanimivo za uporabnika, 
- tovor (angl. »payload«), ki vsebuje sporočilo, ki ga v ovojnici pošiljamo. 
 
 
Teoretične osnove in pregled literature 
17 
 
Slika 2.2: Primer sporočila v Whisper protokolu 
Polje TTL predstavlja lastnost, ki določa koliko časa bo določena ovojnica in s tem sporočilo 
obstajalo v sistemu in bilo na voljo ostalim uporabnikom. S to lastnostjo protokol Whisper 
preprečuje zasičenost sistema s sporočili, ki so nepomembna za prihodnja komuniciranja v 
sistemu. Druga lastnost v ovojnici je t. i. »Topic« oziroma tema, ki jo sestavlja zaporedje 
številk in znakov. Na podlagi točno določenega zaporedja znakov tema določa morebitno 
zanimivost samega sporočila za določenega uporabnika. S tem, ko imajo sporočila v sistemu 
točno določeno temo, se lahko sistem uporabnika osredotoča na točno določene teme in se 
izogne potrebi po preverjanju vsakega sporočila, ki kroži v sistemu Whisper. Ko sistem 
uporabnika zazna sporočilo z ustrezno temo, le-tega sprejme, a s tem še ne dostopa do same 
vsebine sporočila. Tu pride na vrsto privatni ključ, ki ga uporabnik uporabi za dešifriranje 
sporočila in v primeru njegove ustreznosti dobi dostop do same vsebine ovojnice. 
 
Vsebina sporočila v ovojnici se skriva v polju »payload«, ki se uporabniku razkrije ob 
uporabi ustreznega privatnega ključa za dešifriranje. Največja velikost sporočila, ki ga lahko 
pošljemo preko ovojnice, je v sistemu Whisper omejena na 64kB, kar je sicer malo, vendar 
so v praksi sporočila veliko manjša. 
 
Komunikacija preko protokola Whisper je namenjena predvsem hitremu komuniciranju z 
majhno vsebino podatkov med uporabniki in aplikacijami v decentraliziranemu sistemu. 
 
Implementacija programske kode Whisper protokola temelji na uporabi modula web3, ki 
omogoča v programskem okolju Javascipt interakcijo z okoljem Ethereum. Module 




   
Web3 modul nam omogoča komunikacijo z okoljem Ethereum preko komunikacijskih 
kanalov HTTP, IPC in Websocket, ki se med seboj razlikujejo po zmožnostih in načinu 
komunikacije ter integriranih funkcij, ki jih uporabljajo. Tako v primeru uporabe IPC 
komunikacijskega kanala za vzpostavitev potrebujemo spodnji ukaz, kjer kot parameter 
navedemo lokacijo naše bločne-verige, ki je potrebna za delovanje sistema. Poleg tega 
moramo dodati tudi net modul, ki podpira IPC komunikacijo z izbranim operacijskim 
sistemom in okoljem Node.js. 
 
 
var Web3 = require('web3); 
var net = require('net') 
var web3 = new Web3('lokacija_bločne_verige', net); 
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Za pridobivanje privatnih in javnih ključev uporabljamo spodnje ukaze, kjer na koncu kot 





Oddajanje in sprejemanje sporočil preko protokola Whisper je mogoče z uporabo funkcij 
subscribe in post, kjer prva predstavlja funkcijo za sprejemanje sporočil, druga pa 
omogoča njihovo pošiljanje. 
 
Med pomembne parametre pri uporabi funkcije za sprejemanje sporočil spada zasebni ključ. 
Poleg njega je potrebno navesti tudi teme sporočil. Število tem sporočil, ki jih lahko s 
funkcijo sprejemamo, je lahko poljubno. Poleg sprejema sporočil nam funkcija v 




Za pošiljanje sporočil preko protokola Whisper uporabimo funkcijo post, katere oblika je 




Z zgornjima ukazoma, si ob pravilni navedbi zasebnih in javnih ključev ter enakem 








kID = web3.shh.newKeyPair(); 
privateKey = web3.shh.getPrivateKey(kID); 
KID = web3.shh.addPrivateKey(privateKey); 
pubKey = web3.shh.getPublicKey(KID); 
web3.shh.subscribe(»messages«, { 
privateKeyID: KID, 
topics:['topic#1', 'topic#2', 'topic#3'] 
}, 
function(param) { 




 pubKey: pubKey, 
ttl: 10, 
topic:'topic#1', 
payload: 'sporočilo, ki ga želimo poslati' 
}) 
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2.5 3D tiskalnik 
3D tiskanje, oziroma aditivna izdelava, je konstrukcija tri dimenzionalnega računalniškega 
modela. Ta je zmodeliran s programskimi modelirniki, kot so CAD, Solidworks, 
SiemensNX in drugi. Sprva se je termin 3D tiskanja navezoval predvsem na tiskanje 3D 
objektov iz različnih materialov plastike. Z razvojem samega 3D tiskanja pa se poleg 
plastičnih izdelkov s 3D tiskanjem lahko izdelujejo objekti različnih materialov, od 
kovinskih objektov do tiskanja betonskih hiš. S tem je 3D tiskanje zamenjal izraz aditivno 
tiskanje oziroma izdelava, ki ne glede na vrsto materiala temelji na dodajanju materiala, po 
navadi plast na plast. Z različnimi inovacijami v 3D tiskanju so vse različnejši in zmogljivejši 
postali tudi 3D tiskalniki. Tako se posamezni 3D tiskalniki razlikujejo po namembnosti, 
ciljni skupini uporabnikov, natančnosti, hitrosti, uporabi točno določenih materialov in 
različnimi možnostmi, ki nam jih posamezni 3D tiskalnik ponuja [13]. 
 
3D tiskalniki se delijo glede na način, kako se plasti nanašajo na samo delovno površino. 
Med vsemi različnimi tehnologijami 3D tiskanja v glavnem prevladuje t. i. »fused deposition 
modeling« (FDM), oziroma ciljno nalaganje, pri katerem se 3D objekt izdeluje z nalaganjem 
materiala po plasteh. Na podlagi te tehnologije deluje tudi 3D tiskalnik, ki ga bomo uporabili 
v našem sistemu.  
 
 
Slika 2.3: 3D tiskanje s tehniko FDM 
Slika 2.3 prikazuje zasnovo splošnega 3D tiskalnik, ki je sestavljeni iz ogrodja sistema, na 
katerem so pritrjeni mehanski elementi, ki so potrebni za opravljanje 3D tiskanja. Glavni del 
3D tiskalnika sestavlja tiskalna glava, ki jo po delovnem območju tiskalnika, v skladu s 
programskimi ukazi, premikajo elektromotorji v treh oseh. Pri tem po navadi en 
elektromotor premika glavo v X smeri, drugi v Z smeri, medtem ko tretji elektromotor 
premika delovno površino v Y osi. V tiskalno glavo se preko cevk dovaja tiskalni material, 
ki se v glavi s pomočjo grelcev stopi, in nato nanese na delovno površino. Material, ki se 
nanosi na delovno površino, se na njej obdrži, saj je tudi površina ogrevana s svojimi grelci. 
Po določenem času se material strdi in obstane na delovni površini.  
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Tako lahko tiskalna glava na že nanešen material nanese novo plast in postopek se nadaljuje 
dokler tiskalnik ne zaključi s tiskanjem. Končni objekt z delovne površine nato odstranimo 
z uporabo orodij, kot so različna dleta, in poskrbimo da se pri procesu odstranjevanja objekt 
ne poškoduje. 
 
V našem sistemu bomo za izvedbo 3D tiskanja uporabili 3D tiskalnik Prusa, ki je v lasti 
laboratorija za digitalne sisteme in elektrotehniko na Fakulteti za strojništvo. Uporabili bomo 
model Prusa i3 MK3s, prikazan na sliki 2.4, ki velja za enega boljših modelov dostopnega 
širši skupini porabnikov in ne le podjetjem, ki se ukvarjajo izključno s 3D tiskanjem. Glavna 
lastnost 3D tiskalnika Prusa je zmožnost tiskanja štirih različnih materialov v enem tiskanju. 
Kljub temu sistem ostaja dobro toplotno kalibriran, saj tiskalnik uporablja le en grelnik za 
taljenje filamentov za iztiskanje. 
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3 Metodologija raziskave 
V teoretičnem delu naloge smo opisali decentralizirano okolje Ethereum, ki ponuja možnosti 
ustvarjanja in implementiranja pametnih pogodb, ki bo predstavljalo del našega sistema 
ponudbe 3D tiskanja. Prav zaradi velikih možnosti ustvarjanja različnih pametnih pogodb, 
smo se odločili naš sistem prenesti v Ethereum-ovo okolje, ki ponuja različne vrste bločnih 
verig.  
 
Pametne pogodbe lahko preko Ethereum-a implementiramo v testno bločno-verigo, kjer se 
za namene transakcij in izvedb uporablja testni Eter, ki se od pravega razlikuje po tem, da 
nima denarne vrednosti, ali glavno bločno verigo, kjer se za plačevanje dejavnosti uporablja 
pravi Eter. Za našo implementacijo smo izbrali testni Ethereum, kjer bomo lahko pametne 
pogodbe implementirali brez pravih stroškov. 
 
Poleg pametnih pogodb naš sistem sestavljajo tudi 3D tiskalnik, glavni program zapisan v 
programskem jeziku Javascript, uporabniški vmesnik oziroma HTML program, 
decentraliziran sistem shranjevanja podatkov IPFS in mikrokrmilnik Raspberry Pi. 
V nadaljevanju bodo podrobneje opisani gradniki sistema in kako poteka njihova 
medsebojna komunikacija, da bo naš sistem deloval skladno s potrebami, željami in ukazi 
uporabnikov. Še pred tem pa bo prikazana zasnova celotnega sistema, ki bo predstavila 
glavne gradnike in njihovo medsebojno povezovanje in delovanje. 
 
3.1 Zasnova 
Zasnova vsakega decentraliziranega sistema temelji na uporabi gradnikov, ki so medseboj 
povezani preko bločne-verige. Za uspešno delovanje sistemov je potrebna pravilna in 
uspešna komunikacija in povezava med posameznimi gradniki, med katerimi vsak opravlja 
svojo nalogo in pripomore k delovanju celotnega sistema.  
 
Naš sistem, prikazan na sliki 3.1, je sestavljen iz strojne opreme, ki jo v našem primeru 
predstavljata 3D tiskalnik in Raspberry Pi, ter programske opreme, ki vključuje vso 






Naš glavni cilj je omogočiti uporabniku dostop do našega sistema in njegovo uporabo za 
opravljanje storitve aditivne izdelave. V našem sistemu to omogočimo s pomočjo 
programskega gradnika imenovanega spletni vmesnik, ki predstavlja t. i. »front-end«. Za 
uspešno delovanje in komunikacijo med spletnim vmesnikom in sistemom za njim, pa je 
poleg »front-end-a« potreben tudi t. i. »back-end«, ki ga v našem primeru predstavlja 
programska koda v glavnem programu in vsa dodatna  programska koda, ki vsebuje 




Slika 3.1: Zasnova gradnikov sistema in komunikacijske povezave 
Ob uspešni komunikaciji med spletnim vmesnikom in glavnim programom, ki vsak zase 
predstavljata svoj gradnik sistema, lahko uporabnik dostopa do vseh možnosti, ki jih ponuja 
naš sistem, od shranjevanja svojega modela do njegove izdelave.   
 
Komunikacija, v celotnem sistemu poteka preko funkcijskih klicev, ki jih lahko uporabnik 
sproži preko uporabe spletnega vmesnika. Celotno komunikacijo dalje povezuje glavni 
program sistema, ki je sprogramiran v okolju Node.js. Preko glavnega programa lahko tako 
uporabnik datoteko pošlje v shranitev v IPFS skladišče, nato jo lahko iz skladišča prevzame 
in pošlje naprej v 3D tiskalnik, ki za shranjevanje podatkov potrebuje SD kartico. Potek 
glavnega programa, ki je prikazan na sliki 3.2, se zaključi s tiskanjem 3D izdelka.  
 
Glavni program pri vseh prenosih informacij, na podlagi pogojev, ki so zapisani v 
programski kodi, skrbi za izvajanje celotnega sistema. Tako v primeru prenašanja podatkov 
iz IPFS skladišča do 3D tiskalnika podatkom ne dovoli prenosa, dokler se ne izvede ustrezno 
plačilo preko pametne pogodbe. 
 
Poleg vseh naštetih gradnikov, lahko mednje uvrščamo tudi bločno-verigo, preko katere 







Vzpostavitev celotnega sistema temelji na uporabi pravilno delujoče bločne-verige, zato je 
le-ta preko programskih klicev vzpostavljena prva. Ob uspešno vzpostavljeni bločni verigi, 
lahko nato v pogon spravimo glavni program, ki ob zagonu vzpostavi spletni vmesnik, do 
katerega lahko uporabnik dostopa preko spletnega brskalnika kot je na primer Chrome.  
 
Za vzpostavitev decentraliziranega plačevanja preko pametne pogodbe je potrebna njena 
predhodna implementacija v bločni-verigi, kar lahko opravimo tudi pred zagonom glavnega 
programa. Vzpostavitev 3D tiskalnika se izvede preko povezovalnega kabla. 
 
Ob vzpostavitvi celotnega sistema, se uporabniku na spletnem naslovu prikaže spletni 
vmesnik sistema, preko katerega se dogajajo interakcije med gradniki, ki bodo bolj podrobno 
sami zase predstavljeni v sledečih poglavjih.  
 
 










3.2 Glavni program  
Glavni program, ki na eni strani vzpostavlja spletni vmesnik za uporabnike, na drugi strani 
pa povezuje pametno pogodbo, IPFS skladišče in 3D tiskalnik, je zapisan v integriranem 
okolju Node.js. Node.js je prosto dostopno programsko okolje, ki služi asinhronemu 
programiranju. Za programiranje se uporablja programski jezik Javascript. V primerjavi z 
drugimi okolji in načinom programiranja, lahko s pomočjo Node.js ustvarjamo hitrejše, 
zmogljivejše, procesorsko manj zahtevne aplikacije. S programerskega vidika pa omogoča 
lažje in bolj razumljivo programiranje, prav tako pa omogoča lažje in hitrejše zaznavanje 
napak in je predvsem bolj prijazno do uporabnika. 
 
Glavni program je sestavljen iz več delov. Sestavljajo ga tri glavne funkcije, ki omogočajo 
dodajanje datoteke na omrežje IPFS, pridobivanje datoteke in njenih podatkov iz IPFS-ja, 
prenašanje podatkov na SD kartico, ki je vstavljena v 3D tiskalnik in funkcija, ki omogoča 
tiskanje željenega izdelka. Pomembna lastnost vseh funkcij je, da vse delujejo asinhrono. To 
pomeni da se funkcije ne izvajajo na podlagi časovnega vrstnega reda, ampak se določena 
funkcija izvede ob vnaprej točno določenih pogojih. Tako se na primer funkcija za branje 
podatkov iz IPFS omrežja in prenašanja teh podatkov na SD kartico ne bo izvedla, dokler na 
samem IPFS omrežju ne bo naložena zahtevana datoteka. S tem lastnost asinhronosti 
omogoča pravilno časovno delovanje funkcij in preprečuje pojavljanje napak in posledično 
zaustavitve delovanja sistema. 
 
Za pretok informacij in podatkov med gradniki sistema imamo v glavnem programu tudi več 
komunikacijskih kanalov, ki jih ustvarimo s pomočjo modulov express in axios, ki ju 
v programsko okolje uvozimo s pomočjo programskih modulov. V nadaljevanju bodo 
opisane zasnove funkcij in njihova uporaba ter delovanje komunikacijskih kanalov. 
 
3.2.1 Funkcija dodajanja datotek na IPFS 
Funkcija za dodajanje datotek na decentralizirano skladišče IPFS je glavna in najbolj 
kompleksna funkcija v našem sistemu. Zajema večji del našega programiranja, saj poleg 
samega dodajanja datoteke na IPFS, opravi tudi preverjanje pametne pogodbe, vzpostavi stik 
s komunikacijskim protokolom Whisper in pripravi sistem na ukaz o prenosu podatkov med 
IPFS skladiščem in SD kartico. 
 
Sama funkcija s prvimi ukazi vzpostavi IPFS skladišče na željenem naslovu.  Ker so vse 
funkcije v sistemu asinhrone, za svoje delovanje potrebujejo ukaz, ki prihaja s strani 
spletnega vmesnika oziroma uporabnika. Funkcija se tako izvede šele, ko uporabnik preko 
spletnega vmesnika izbere željeno datoteko in izrazi željo s pritiskom na tipko v spletnem 
vmesniku, o katerem bo več napisano kasneje. 
 
Ob ustrezni datoteki in signalu se znotraj funkcije za dodajanje datoteke v IPFS izvedejo 
ukazi, ki so prikazani na sliki 3.3 in so v časovnem zaporedju zapisani spodaj: 
 
1) Inicializacija IPFS skladišča na željenem mestu znotraj sistema, ki je že vnaprej 
določen. 
2) Branje podatkov naložene datoteke in njeno dodajanje v IPFS sistem. 
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3) Pridobi podatke o zgoščevalni kodi pravkar dodane datoteke na IPFS. 
4) Pridobi račun s kripto žetoni iz Ganache bločne-verige in pripravi podatke, ki so 
potrebni za interakcijo s pametno pogodbo. 
5) Izvede postopek komunikacije preko Whisper-ja. 
6) Preveri stanje uporabnika na pametni pogodbi in izvede prenos sredstev za storitev 
3D tiskanja. 
7) Pripravi datoteko iz IPFS skladišča za branje  
 
 
Slika 3.3: Diagram poteka glavnega dela programa 
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Zaradi namena testiranja je del samega sistema vnaprej določen, saj bi ponujanje različnih 
opcij in scenarijev zajemalo delo, ki presega sam namen magistrske naloge, ki je izvesti 
preizkusni test ali bi lahko tak željen sistem deloval. 
Celoten postopek delovanja glavnega programa je dokaj kompleksen in za dobro razlago 
potrebuje pregled celotnega sistema, zato bo le-ta podrobneje predstavljen v poglavju 
Rezultati. 
3.2.2 Funkcija pridobivanja datotek iz IPFS in prenašanja 
podatkov na SD kartico 3D tiskalnika 
Kot glavna funkcija sistema tudi ta funkcija deluje asinhrono in se ne izvede, dokler se v 
celoti ne opravi proces določen s funkcijo, ki doda datoteko na IPFS sistem. V drugačnem 
primeru se slednja funkcija niti ne bi mogla izvesti, saj v IPFS skladišču datoteka pod 
željenim naslovom sploh ne bi obstajala in bi nam sistem vrnil napako. 
Ob izpolnjenih pogojih, kot sta obstajanje same datoteke in izvedba plačila za storitev 3D 
tiskanja, se pri izvedbi slednje funkcije izvede prenos datoteke iz IPFS sistema na SD 
kartico, ki je vstavljena v 3D tiskalnik. V tem primeru se ob pojmu prenos izvede branje 
datoteke iz IPFS-ja in pisanje datoteke na SD kartico. Samo premikanje datotek je v takšnem 
sistemu nemogoče in nezaželeno, saj se pri tem izgublja sled datoteke.  
 
 
Fragment programa 3.1: Izvedba funkcije branja in pisanja iz IPFS na SD kartico 
let data = 'http://ipfs.io/ipfs/' + hash_datoteke.toString() 
fetch(data).then(function(response) { 
 
fs.writeFile('ime_datoteke', function(err) { 
  
  if (izvedeno_placilo == true) { 
 




funkcija_izIPFSvSD(pot_dat, ime_dat) { 
  
return new Promise(async (resolve,reject) => { 
  let FormData = { 
   file: fs.createReadStream(pot_dat), 
   filename: ime_dat 
}; 
request({ 
 headers: {. . .}, 
 uri: ' mesto_datoteke', 







Funkcija, prikazana na fragmentu programa 3.1, deluje na podlagi pravilno podane 
zgoščevalne kode,  ki jo v zgornjem izseku kode predstavlja spremenljivka data. S pomočjo 
te zgoščevalne kode dobimo naslov datoteke, iz katere v nadaljnji kodi preberemo in nato 
zapišemo vsebino v novo datoteko na SD kartico, kar nam omogoči 
funkcija_izIPFSvSD, v kateri tudi določimo ime datoteke, pod katerim se naša vsebina 
shrani. 
3.2.3 Funkcija za pričetek tiskanja izdelka 
Zadnja funkcija, prikazana na fragmentu programa 3.2, je najmanj kompleksna in vsebuje le 
komunikacijo med spletnim vmesnikom , njemu pripadajočo tipko »Print!« in glavnim 
programom. Željena datoteka je s prejšnjimi funkcijami že prenesena na SD kartico, do 
katere lahko dostopa 3D tiskalnik. Ob pritisku na tipko »Print!, ki je preko komunikacijskega 
kanala povezana z delom kode v glavnem programu, se izvede funkcija za pričetek tiskanja. 
Ta funkcija 3D tiskalniku preko kazalnika, ki vsebuje podatke o datoteki in kje se le-ta 
nahaja, odda navodilo za tiskanje željene datoteke. V kolikor so bili uspešno opravljeni vsi 
predhodni postopki in ima 3D tiskalnik dostop do SD kartice in je povezan z glavnim 
programom, se bo z ukazom začelo izvajati 3D tiskanje, na katerega bo uporabnik opozorjen 
s sporočilom prikazanim na spletnem vmesniku. 
 
 







app.post('/print', async(req,res,next) => { 
 





return new Promise(async (resolve,reject) { 
 
  let data = {. . .}; 
  request({ 
   headers: {. . .}, 
   url :'mesto_datoteke'+ ime_datoteke.toString(), 
   body: JSON.stringify(data), 






3.2.4 Protokol Whisper komunikacije 
Zaradi želje po vzpostavitvi sistema za 3D tiskanje, ki bi bil grajen iz čim več 
decentraliziranih gradnikov, smo v naš sistem vpeljali tudi sistem decentralizirane 
komunikacije Whisper, ki je del okolja Ethereum. Zaradi želje po raziskovanju in 
preizkušanju čim več opcij, ki nam jih ponuja decentralizirani svet, smo se zato odločili, da 
preizkusimo in prikažemo tudi delovanje decentraliziranega protokola komunikacije. 
 
Ker lahko s takim protokolom, ki ponuja veliko različnih možnosti, kmalu presežemo želje, 
cilje in zmožnosti željenega sistema in same magistrske naloge, smo se odločili da bomo v 
naši nalogi protokol Whisper le predstavili in prikazali njegovo delovanje z vnaprej 
določenim pogovorom. Komunikacija v sistemu Whisper je sestavljena iz pogovornih 
gradnikov. Ker naš sistem predstavlja primer komunikacije med dvema stranema, ki ju 
predstavljata uporabnik in ponudnik, smo tudi pogovor izpeljali kot dogovarjanje dveh strani 
o izvedbi 3D tiskanja. 
 
Celoten pogovor je zajet znotraj funkcije, ki deluje asinhrono in je umeščena v glavni del 
programa. Kot je omenjeno v teoretičnem delu, Whisper ne predstavlja primer besednega 
pogovarjanja, kot npr. SMS sporočila ali pogovorne klepetalnice na spletu, ampak ga 
sestavlja točno določeno sosledje podatkov, ki predstavljajo glavne informacije, s katerimi 





Slika 3.4: Diagram poteka Whisper protokola 
V našem sistemu se zgodi komunikacija, katere potek je prikazan na sliki 3.4 in je pojasnjen 
spodaj. Kratica U predstavlja uporabnika, kratica P pa ponudnika. 
 
U: Pošlje zahtevo o izvedbi storitve 3D tiskanja. 
P: Prejme zahtevo in v povratnem sporočilu odda ponudbo za 3D tiskanje z določeno ceno. 
U: Prejme ponudbo in ceno, ter v povratnem sporočilu potrdi, da se s ceno strinja in želi 
nadaljevati pogovor. 
P: V kolikor uporabnik potrdi ceno, jo ponudnik sprejme in sporoči uporabniku, da se bo 
tiskanje pričelo. 
P: Javno objavi, da je prišlo do sporazuma in dogovora o ceni za tiskanje ter omogoča 




3.2.5 Komunikacijski kanali 
V našem sistemu za nemoteno komunikacijo med gradniki skrbita modula express in 
axios, ki ju preko ukazov implementiramo v našo programsko kodo. Oba programa 
predstavljata del okolja Node.js, v katerem smo tekom naše magistre naloge programirali. 
Modul express nam omogoča vzpostavitev spletnega vmesnika in možnosti interakcij s 
spletnim vmesnikom, medtem ko nam modul axios omogoča prenašanje informacij s 
spletnega vmesnika do glavnega programa in obratno. Za delovanje modula express so 
potrebni le pravilni ukazi za njegovo implementacijo, medtem ko modul axios povežemo 
z željenimi gradniki in deli kode preko enakih poimenovanj spremenljivk, ki vsebujejo 
željene informacije. 
 
3.3 Uporabniški vmesnik  
Spletni vmesnik, ki predstavlja povezavo med uporabnikom in našo storitvijo, je spletna 
stran, zapisana v programskem jeziku HTML. Spletni vmesnik ima sledeče funkcije: 
 
1. Preko spletnega vmesnika lahko uporabnik naloži svoj 3D model na našo IPFS 
decentralizirano skladišče. 
2. Preko spletnega vmesnika lahko uporabnik izrazi željo za tiskanje svojega modela s 
pritiskom na tipko »Print!«. 
 
Podobno kot glavni program, tudi spletni vmesnik za njegovo nemoteno in usklajeno 
delovanje, v našem sistemu potrebuje komunikacijske kanale, ki jih zagotovimo z uporabo 
programskega modula axios. 
 
Modul axios nam omogoča vzpostavitev spletnega vmesnika preko URL povezave in skrbi 
za komunikacijo med stranjo uporabnika, pri nas uporabniški vmesnik, in stranjo sistema, 
kar je v našem primeru glavni program. 
 
Za namen izvedbe sistema smo tako vzpostavili enostaven spletni vmesnik, ki je za 
uporabnika dostopen preko spletne strani: localhost:3001. Do spletnega vmesnika 
uporabnik dostopa preko izbranega internetnega brskalnika, za vzpostavitev spletne strani 
pa skrbi glavni program v našem sistemu. 
 
Spletni vmesnik, ki je prikazan na sliki 3.5, omogoča nalaganje datoteke v IPFS skladišče, 
kar opravimo s klikom na tipko »Choose file«. Ob pritisku nas program vodi do osebnih 
datotek, kjer izberemo željen 3D model, ki se lahko nahaja na računalniku, USB ključku ali 
kje drugje. Po naložitvi 3D modela se nam na spletni vmesnik prikaže informacija z 
zgoščevalno kodo, ki jo je ustvaril sistem za našo datoteko. IPFS zgoščevalna koda je 
unikatna za vsako datoteko in le z njegovo uporabo lahko datoteko pridobimo nazaj. 
 
Uporabnik tako dobljeno zgoščevalno kodo prenese v spodnje polje in s pritiskom na tipko 





Slika 3.5: Spletni vmesnik 
3.4 Pametna pogodba in žeton (programski del) 
V našem sistemu sta pametna pogodba in pripadajoči žeton implementirana znotraj bločne 
verige Ethereum, ki jo ustvarimo s pomočjo orodij Ganach in Geth, ki sta bila opisana v 
prejšnjih poglavjih. 
 
Pametna pogodba lahko deluje le, ko je implementirana znotraj bločne verige. 
Implementacija pametne pogodbe je izvedena preko kompilacije pogodbe, ki je izvedena s 
pomočjo dodatnih orodij, ki so zajeti v modulih, ki nam omogočajo programiranje in 
uporabo pametne pogodbe. Pri kompilaciji pogodbe se ustvari t. i. »ABI« (angl. Application 
binary interface), ki vsebuje zapis programske kode pametne pogodbe na način, ki ga lahko 
glavni program našega sistema uporabi za izvajanje željenih funkcij.  Šele ko je pogodba 
uspešno kompilirana in je zajeta znotraj bločne verige, jo lahko tudi uporabimo. 
 
V našem sistemu in bločni verigi, za namen uporabe, implementiramo dve pametni pogodbi, 
saj kripto žeton predstavlja ločen programski del in ga lahko tudi imenujemo pametna 
pogodba. Z implementacijo »glavne« pametne pogodbe v našem sistemu na pametno 
pogodbo shranimo zgoščevalno kodo, ki nam jo ponudi IPFS skladišče, ko je datoteka nanj 
naložena. Zgoščevalno kodo bomo potrebovali pri pridobivanju datoteke za tiskanje. Ko 
želimo v glavni funkciji pridobiti zgoščevalno kodo datoteke, pokličemo pametno funkcijo 
s pravim programskim ukazom in le-ta nam jo za nadaljnje delo tudi priskrbi. Obe funkciji 
sta v pametni pogodbi umeščeni na način, kot velevajo pravila programiranja pametnih 






Fragment programa 3.3: Zasnova programske kode pametne pogodbe 
Pametna pogodba kripto žetona, katere zasnova je prikazana na fragmentu programa 3.4, 
nam v sistemu predstavlja možnost plačila storitve 3D tiskanja. Znotraj pametne pogodbe 
kripto žetona so implementirane funkcije, ki jih lahko kličemo iz glavne funkcije sistema in 
ob ustreznih klicih izvedejo željeno akcijo. Ob implementaciji pogodbe v bločno-verigo je 
vsem računom, za testne namene, dodeljenih 100 3D kripto žetonov, ki jih potrebujemo za 
izvedbo plačila storitve 3D tiskanja. Poleg dodeljevanja žetonov, lahko preko pametne 
pogodbe s klici funkcije balanceOf preverimo stanje žetonov določenega uporabnika in 
s klici funkcije transfer opravimo prenos oziroma plačilo storitve z žetoni. 
 
 
Fragment programa 3.4: Zasnova pametne pogodbe kripto-žetona 
 
contract Contract{ 
 string public hash_datoteke; 
  
 function uploadModel(string memory hash) { 








 uint public zacetno_stanje = 100; 
  
 constructor() public{ 
        totalSupply_ = zacetno_stanje; 
    balances[msg.sender] = totalSupply_; 
    } 
 
function balanceOf(address tokenOwner) public view returns 
(uint) { 
        return balances[tokenOwner]; 
    } 
 
 function transfer(address receiver, uint numTokens) public 
returns (bool) { 
        require(numTokens <= balances[msg.sender]); 
        balances[msg.sender] = balances[msg.sender].sub(numTokens); 
        balances[receiver] = balances[receiver].add(numTokens); 
        return true; 




Z implementacijo pametnih pogodb omogočimo našemu sistemu decentralizirano 
shranjevanje zgoščevalne kode, ki jo pridobimo z decentraliziranim shranjevanjem datotek 
na IPFS skladišče in opravimo decentralizirano storitev plačevanja tiskanja 3D izdelkov. 
 
Uporaba pametne pogodbe same po sebi v drugih programskih jezikih ni mogoča. Ker smo 
za programiranje glavnega programa uporabljali programski jezik Javascript in programsko 
okolje Node.js, smo za možnost uporabe pametne pogodbe le-to morali pretvoriti v datoteko, 
ki jo Javascript prepozna in preko funkcijskih klicev lahko uporabi. 
 
Za ta namen so razvijalci okolja Ethereum razvili programsko orodje Truffle, s katerim lahko 
pametno pogodbo pretvorimo v t.i. »JSON« datoteko. JSON oziroma »Javascript Object 
Notation« je datotečni format, ki omogoča računalniškim programom lažje branje datoteke. 
Datoteka ima točno določeno obliko in je veliko lažje berljiva,  iz nje lahko program pridobi 
implementirane funkcije, njihove lastnosti, potrebne vhodne in izhodne parametre, 
morebitne pod funkcije in kaj funkcija dejansko naredi. 
 
Zaradi velike raznolikosti orodja Truffle, ki za svoje delovanje uporablja Ethereum Virtual 
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4 Rezultati in diskusija 
Z uporabo gradnikov sistema, ki so bili predstavljeni v prejšnjem poglavju, smo zgradili in 
implementirali decentralizirani sistem, katerega cilj je izvedba storitve aditivne izdelave, 
oziroma 3D tiskanje željenega modela. V nadaljevanju bo predstavljen celoten postopek 
našega sistema, začenši z vzpostavitvijo sistema s strani ponudnika. Temu sledi naložitev 
lastnega modela 3D izdelka s strani uporabnika preko spletnega vmesnika in zaključi s 
postopkom, ki privede do tiskanja izdelka.  
 
4.1 Vzpostavitev testiranja 
Zaradi kompleksnosti celotnega sistema, ki zahteva nemoteno in hitro komunikacijo in 
povezovanje med posameznimi gradniki, smo se programiranja lotili po določenih korakih. 
Cilj vsakega koraka je bil vzpostavitev oziroma dodajanje novega gradnika v takrat že 
obstoječi decentralizirani sistem. Ker je glavni cilj naše magistrske naloge vzpostaviti 
povezavo med 3D tiskalnikom in uporabnikom za namen opravljanja storitve aditivne 
izdelave, smo se v prvem koraku osredotočili na spletni vmesnik in 3D tiskalnik. Tekom 
celotnega testiranja je ves sistem poganjal glavni program, ki smo ga iz koraka v korak 
dograjevali in je predstavljal središče vsakega dodatka, saj prav on skrbi za pravilno 
komunikacijo med gradniki. Drugi, enako pomemben, cilj naše magistrske pa je bila uspešna 
uporaba decentraliziranega skladišča IPFS, ki nam predstavlja bistvo celotnega sistema, saj 
smo želeli v magistrski nalogi predstaviti in poudariti predvsem zmožnosti in prednosti, ki 
nam jih ta gradnik ponuja. Prav zato, smo se tako v prvem koraku posvetili predvsem 
gradniku IPFS skladišča in mu v naslednjih korakih dodajali druge, pomožne gradnike, ki 
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4.1.1 Vzpostavitev IPFS skladišča 
V prvem koraku smo se popolnoma osredotočili na delovanje IPFS skladišča, s katerim smo 
shranjevali in pridobivali željene datoteke. Za testiranje njegovega delovanja smo morali 
vzpostaviti osnovni spletni vmesnik in vse gradnike povezati s 3D tiskalnikom. Spletni 
vmesnik nam je v tem koraku služil kot medij nalaganja željene datoteke, medtem ko nam 
je 3D tiskalnik s svojim delovanjem prikazal, ali se vsebina datoteke, ki smo jo naložili, 
dejansko ujema z vsebino datoteke, ki je bila pridobljena s strani IPFS skladišča. V tem 
koraku smo za namen testiranja uporabili G-kodo, ki je vsebovala nekaj preprostih ukazov, 
ki so se pri delovanju 3D tiskalnika pokazali kot premikanje v obliki kvadrata. 
 
Za začetek smo sprogramirali preprosti spletni vmesnik, ki je bil v ozadju povezan z 
začetnim glavnim programom, ki je vseboval glavno asinhrono funkcijo. Znotraj glavne 
funkcije smo preko programskih ukazov, ki so bili predstavljeni v prejšnjih poglavjih, 
vzpostavili IPFS skladišče in dodali funkcijo za nalaganje datoteke na IPFS. To funkcijo 
smo nato povezali s spletno stranjo, kjer je lahko uporabnik izbral željeno datoteko za 
nalaganje v skladišče. Ob uspešni naložitvi smo v glavnem programu izpisali dobljeno 
zgoščevalno kodo datoteke. Da je zgoščevalna koda sovpadala z izbrano datoteko, smo lahko 
preverili na spletni strani s spodnjim ukazom, kjer smo na koncu vstavili zgoščevalno kodo, 




Na zgornji spletni strani, ki jo vnesemo v poljuben spletni brskalnik, se nam izpiše celotna 
vsebina datoteke, ki smo jo naložili in tako potrdimo, da se vsebina datoteke in zgoščevalna 
koda datoteke tudi ujemata. 
 
Nato smo s funkcijo pridobivanja datoteke, kjer smo v potrebne parametre vpisali 
zgoščevalno kodo datoteke, le to pridobili. V tem koraku smo ugotovili, da moramo za 
izvedbo tiskanja oziroma izvedbo željene G-kode, le-to najprej prenesti na SD kartico 3D 
tiskalnika, saj lahko le-ta le preko SD kartice prebere in izvede željene ukaze. Prav tako pa 
smo v tem koraku spoznali, da se datoteke iz IPFS skladišča ne da prenesti, vendar je 
potrebno njeno vsebino najprej prebrati in nato zapisati v novo datoteko, ki jo ustvarimo v 
SD kartici. Tako je za uspešno izvedbo tiskanja potrebno imeti tudi SD kartico, ki je 
vstavljena v 3D tiskalnik, ta pa mora biti predhodno, preko lastnega programa OctoPi, 
povezan z Raspberry Pi-jem v katerem izvajamo programsko kodo. Povezovanje 3D 
tiskalnika in Raspberry Pi-ja opravimo preko spletne strani, o kateri bo več napisano v 
kasnejšem delu naloge. 
 
Po koncu pisanja vsebine datoteke iz IPFS-ja na SD kartico, smo v spletnem vmesniku dodali 
tudi klic funkcije za izvedbo G-kode, ki se je po tem nahajala na SD kartici, za kar smo 
morali v glavni program vpeljati dodatno asinhrono funkcijo. 
 
Tako smo na koncu prvega koraka implementacije IPFS skladišča, programsko kodo 
razdelili na tri glavne asinhrone funkcije, ki so omogočale prenos datoteke na IPFS, pisanje 
vsebine iz IPFS datoteke v datoteko na SD kartici ter tiskanje datoteke na SD kartici. Zaradi 
časovno različnega delovanja so vse funkcije asinhrone, kar pomeni, da se izvedejo šele, ko 
so izpolnjeni vsi pogoji za izvedbo funkcije. 
http://ipfs.io/ipfs/hash_datoteke 
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4.1.2 Vpeljava pametne pogodbe in kripto-žetona 
Ko smo uspešno izvedli test delovanja sistema z implementacijo IPFS skladišča, smo želeli 
sistem nadgraditi z možnostjo izvedbe plačila za samo storitev. Ker smo želeli vzpostaviti 
sistem, ki bi bil čimbolj decentraliziran, smo se odločili za vpeljavo pametne pogodbe, ki bi 
nam omogočala izvedbo plačevanja za storitev. 
 
Znanje programiranja pametnih pogodb, ki smo ga pridobili pri izdelavi diplomske naloge v 
prvi stopnji študija na Fakulteti za strojništvo, nam je omogočilo hitro vzpostavitev sistema, 
ki smo ga sprva testirali ločeno od glavnega dela programa, ki ga je predstavljala programska 
koda v prejšnjem koraku.  
 
Za uspešno implementacijo pametne pogodbe je bilo potrebno vpeljati tudi bločno verigo in 
pridobiti plačilno sredstvo Eter. Ker smo želeli testirati in uporabljati naš sistem brez 
denarnih stroškov, smo se odločili za uporabo Rinkeby testnega omrežja, Etre pa smo 
pridobili preko spletne strani, ki omogoča pridobivanje brezplačnih Etrov. 
 
Za namen testiranja pametnih pogodb smo le-te preko ukazov, ki bodo opisani v naslednjih 
poglavjih, implementirali v izbrano bločno-verigo in jih nato s funkcijskimi ukazi vpeljali v 
programsko kodo. Pri delu s pametnimi pogodbami je pomembno predvsem pravilno 
navajanje funkcijskih klicev ter uporabniških računov, kjer smo določili račun, ki predstavlja 
uporabnika ter račun, ki predstavlja ponudnika. Pri programiranju in uporabi funkcij 
pametnih pogodb, pa je pomembno ločevanje med obema vrstama funkcijskih klicev, ki se, 
ločujeta po tem ali spreminjata ali le bereta stanje pametne pogodbe. 
 
Po uspešni vpeljavi pametne pogodbe, smo v sistem dodali tudi kripto-žeton, ki prav tako 
temelji na izdelavi pametne pogodbe. Postopek za vključitev kripto-žetona se od pametne 
pogodbe ne ločuje, razlika pa se nahaja v vsebini in funkcijah, ki jih posamezna pogodba 
vsebuje.  
 
Pri programiranju pametne pogodbe in kripto žetona smo se tako osredotočili predvsem na 
uporabno vrednost in funkcije, ki jih želimo vpeljati v sistem. Z dodajanjem pametne 
pogodbe smo v sistem dodali funkcijo, ki omogoča dodajanje in prenašanje zgoščevalne 
kode datoteke na in iz bločne verige, medtem ko kripto žeton omogoča prenašanje žetonov 
med računi in vpogled v stanje žetonov posameznega računa. 
 
Po koncu testiranja, ki je potekalo brez zapletov, smo tako vzpostavili sistem, kjer je glavni 
program poleg IPFS skladišča zajemal tudi pametno pogodbo in kripto žeton. Poleg tega  
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4.1.3 Dodajanje Whisper komunikacije 
Ob uspešnem testiranju decentraliziranega sistema, ki je povezoval uporabnika, 3D 
tiskalnik, IPFS skladišče in pametne pogodbe, smo se odločili sistem nadgraditi z dodatkom 
decentralizirane komunikacije Whisper, ki je implementirana znotraj okolja Ethereum. 
Dodatek Whisper-ja je služil kot nadgradnja sistema v smeri komunikacije in ugotavljanja 
zmožnosti samega protokola, ki je v decentraliziranem svetu precej nov. Ker je tudi za nas 
Whisper protokol predstavljal popolno novost, smo na začetku testiranje in implementacijo 
Whisper-ja opravili ločeno od do sedaj sprogramiranega sistema. Za začetni zagon smo se 
obrnili na uradno spletno stran Whisper protokola, in spletna mesta, kjer smo lahko dobili 
vpogled v prosto dostopno programsko kodo nekaterih drugih programerjev, ki so se z 
Whisper-jem že ukvarjali. 
 
Začetna testiranja protokola Whisper so tako potekala s programsko kodo, ki je prosto 
dostopna na uradni spletni strani Whisper-ja in pomaga bodočim razvijalcem pri začetnih 
korakih pri delu s protokolom. Uporabniku predstavi privatno in javno komunikacijo, prav 
tako pa nazorno prikaže privatne in javne ključe, ki so potrebni za uspešno komunikacijo, 
ter kako jih lahko pridobimo. Po uspešnem ločenem testiranju protokola Whisper, smo se 
odločili za njegovo vključitev v glavni sistem, saj smo z njim želeli sistemu dodati proces 
odločanja oziroma v našem primeru dogovarjanja glede cene in izvedbe tiskanja.  
 
Osnovno programsko kodo smo nato priredili za naš sistem in protokol Whisper vključili v 
glavni del našega programa, pred samo izvedbo plačila s pametno pogodbo in kripto 
žetonom. Ker je proces same komunikacije dokaj zapleten in bi njegova prava vključitev 
izstopala iz obsega in glavnega cilja naše magistrske naloge, smo se odločili za izvedbo 
protokola Whisper komunikacije v vnaprej določenem pogovoru, ki je že bil opisan. 
 
Za namen vzpostavitve Whisper protokola smo v glavni program dodali novo asinhrono 
funkcijo, kjer smo izvedli celoten protokol pogovora in ga nato umestili v glavno funkcijo 
pred izvedbo samega plačila. Da je Whisper v našem sistemu uporaben, smo določili z 
dodajanjem pogoja, da se nadaljnje funkcije, ki izvedejo prenos sredstva plačila iz 
uporabnika na ponudnika in nadaljnji ukazi za tiskanje izdelka, izvedejo šele ob uspešni 
izvedbi Whisper komunikacije. Po koncu uspešne vzpostavitve Whisper protokola smo 
zaključili s celotno zasnovo našega sistema. Izvedli smo dodatna testiranja celotnega 
sistema, kjer smo iskali možnosti za zaplete ali napake. Nato smo izvedli tudi celoten 
postopek in preko našega razvitega decentraliziranega sistema natisnili 3D model prikazan 
na sliki 4.1. 
 
 
Slika 4.1: 3D tiskan izdelek z uporabo našega sistema 
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4.2 Vzpostavitev sistema s strani ponudnika 
Vzpostavitev decentraliziranega sistema temelji na uporabi bločne-verige. V ta namen smo 
vzpostavili Rinkeby »light-mode« omrežje, ki nam omogoča preizkušanje različnih funkcij 
sistema in njegovo vzpostavitev brez pravih denarnih stroškov. Za t. i. »light-mode« oziroma 
lažjo različico omrežja smo se odločili zaradi hitrejše vzpostavitve sistema, ki se mora pred 
začetkom uporabe sinhronizirati s pravim Rinkeby omrežjem.  
 





Vrsto sinhronizacije bločne verige določimo z ukaznim delom: --syncmode=light, 
komunikacijska vrata pa z ukazom: --rpcport:8545, ki bo v nadaljevanju določal preko 
katerega komunikacijskega kanala bo deloval naš glavni program. 
 
Ob uspešni vzpostavitvi bločne-verige se v terminalnem oknu prikažejo vrstice kode, ki so 
prikazane na spodnji sliki. 
 
 
Fragment programa 4.1: Vzpostavitev bločne-verige 




1:30303 --rpcport 8545 --shh --rpcaddr 127.0.0.1 --rpc --rpcapi "eth, personal,net,web3" --allow-
insecure-unlock 
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Na fragmentu programa 4.1, lahko pod ukazom, ki smo ga zagnali v terminalnem oknu, 
opazimo vzpostavljanje bločne verige, ki najprej inicializira bločno verigo in vzpostavi 
HTTP ter IPC kanala za komunikacijo z bločno-verigo in ostalimi uporabniki, ki so nanjo 
povezani. Na koncu vidimo, da ukaz začenja sinhronizacijo bločne-verige in pričenja z 
dodajanjem posameznih blokov bločne-verige v naš sistem. 
 
Da je naša bločna-veriga zares vzpostavljena in sinhronizirana z glavno bločno-verigo lahko 
preverimo preko spletne strani rinkeby.io, kjer našo bločno verigo najdemo pod 
imenom ldse, ki smo ji ga pripeli ob zagonu ukaza v terminalnem oknu. 
 
 
Slika 4.2: Spletna stran rinkeby.io 
Na spletni strani, prikazani na sliki 4.2., imamo predstavljene številne podatke, ki so za nas 
pomembni z vidika vzpostavljanja in pravilnega delovanja bločne-verige. Tako nam na 
spletni strani prikazuje stopnjo sinhroniziranosti naše bločne-verige z Ethereum-ovo verigo, 
kar je prikazano na samem vrhu levo. Poleg tega nam prikaže tudi število uporabnikov, ki 
so povezani z nami, oziroma t. i. »peers«. Stopnja povezanosti oziroma vključenosti v 
bločno-verigo ponazarja tudi barva, s katero je obarvan uporabnik. V našem primeru smo 
obarvani z modro barvo, kar pomeni, da smo sicer vključeni v sistem in lahko na njem 
izvajamo željene operacije, vendar nam primanjkuje predvsem povezanih uporabnikov. 
Trenutno smo povezani z dvema, kar lahko privede do večjega časovnega čakanja za 
izvajanje in dodajanje naših podatkov v bločno-verigo. 
 
Za uspešno delovanje našega sistema moramo poskrbeti, da je bločna-veriga vedno 
sinhronizirana in da je tekom naslednjih korakov ne zaustavimo, zato mora biti terminalno 
okno, kjer smo izvedli geth ukaz, vedno odprto. 
 
Ko je bločna veriga uspešno vzpostavljena in se na njej izvajajo procesi za izdelavo in 
členjenje blokov, kar lahko vidimo preko aktivnosti, ki se dogajajo v terminalnem oknu, 
prikazanem na fragmentu programa 4.2., lahko nadaljujemo vzpostavljanje našega sistema 
z dodajanjem pametne pogodbe v bločno-verigo. 
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Fragment programa 4.2: Aktivnosti ustvarjanja novih blokov v bločni-verigi 
Za dodajanje pametnih pogodb v bločno-verigo odpremo novo terminalno okno na lokaciji, 
kjer imamo pametne pogodbe tudi shranjene. Za implementacijo pametnih pogodb v 




S pomočjo orodja Truffle lahko izvedemo implementacijo pametnih pogodb na bločno-
verigo preko uporabe EVM. Z zagonom zgornjega ukaza, nam orodje Truffle najprej opravi 
t. i. »kompilacijo« pametnih pogodb in jih nato vključi v bločno-verigo. Tekom tega procesa 
nam Truffle zabeleži pomembne podatke, ki jih izpiše v terminalnem oknu, kar je prikazano 
na fragmentu programa 4.3 Tako lahko vidimo pomembnejše podatke kot so: 
 
- v katerem bloku na bločni-verigi je pogodba implementirana, 
- s katerim Ethereum računom smo plačali za implementacijo pogodbo in  
- koliko nas je implementacija pametne pogodbe stala. 
 
Za namen interakcije in uporabe pametnih pogodb nam orodje Truffle ustvari tudi JSON 
datoteke, ki vsebujejo programsko kodo, preko katere lahko funkcije pametnih pogodb 
uporabljamo v programski kodi našega glavnega programa.  
 
truffle migrate 
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Fragment programa 4.3: Implementacijo pametnih pogodb s pomočjo orodja Truffle 
Po uspešni implementaciji pametnih pogodb je vse pripravljeno za zagon glavnega programa 
in vzpostavitev spletnega vmesnika za uporabnika. 
 
Za zagon spletnega vmesnika moramo v terminalnem oknu na mestu, kjer imamo glavni 




Ukaz je sestavljen iz programskega ukaza node, ki je implementiran znotraj programskega 
okolja Node.js, ki smo ga uporabili za programiranje, in imena glavnega programa, ki je v 
našem primeru whisper_IPFS. 
 
Z zagonom ukaza vzpostavimo spletni vmesnik na spletni strani: localhost:3001, ki je 
pripravljena za interakcijo z uporabniki. Tako glavni program, kakor tudi bločna-veriga, 
morata za svoje neprekinjeno delovanje biti vedno vzpostavljena vsak v svojem terminalnem 
oknu. 
node whisper_IPFS 
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Terminalno okno, kjer smo zagnali glavni program, nam bo nudilo vpogled v procese, ki se 
dogajajo v glavnem programu ob posameznih funkcijskih klicih in postopkih, ki jih bomo 
izvajali kasneje. Ob zagonu pa se nam v terminalnem oknu izpiše le vrstica o vzpostavitvi 
spletnega vmesnika, kar je prikazano na fragmentu programa 4.4. 
 
 
Fragment programa 4.4: Zagon glavnega programa 
Z zagonom glavnega programa smo vzpostavili spletni vmesnik, ki nam omogoča interakcijo 
z našim sistemom. 
 
4.3 Uporaba spletnega vmesnika za nalaganje datotek na 
IPFS decentralizirano skladišče 
Z zagonom glavnega programa na določenem spletnem mestu, ki je dosegljiv preko 
poljubnega spletnega brskalnika, se vzpostavi spletni vmesnik, ki je na voljo uporabniku za 
uporabo. 
 
Spletni vmesnik našega sistema uporabniku ponuja možnost nalaganja datoteke na IPFS 
skladišče in možnost ukaza za 3D tiskanje izbranega modela. Dokler uporabnik na IPFS 
omrežje ne naloži datoteke, je ukaz za tiskanje izdelka neuporaben. 
 
Ko uporabnik odpre spletno stran, ga ta po pritisku na tipko pod vrstico »Izberite datoteko«, 
pelje v datotečni sistem lastnega računalnika. Uporabnik v pojavnem oknu izbere željeni 3D 
model, ki mora biti v enem od standardiziranih formatov, ki se uporabljajo pri 3D tiskanju, 
in nato s potrditvijo željene datoteke le-to pošlje v glavni program, ki stoji za spletnim 
vmesnikom. Na sliki 4.3, je prikazana izbira datoteke, ki vsebuje testno G-kodo, ki jo bomo 
uporabili za testiranje našega sistema. 
 
 
Slika 4.3: Izbira datoteke v spletnem vmesniku 
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Ko potrdimo izbiro izbrane datoteke za nalaganje na decentralizirano skladišče IPFS, se nam 




Fragment programa 4.5: Potek glavnega programa ob naložitvi datoteke na IPFS 
Na fragmentu programa 4.5 lahko opazimo, da izbira datoteke sproži proces njenega 
nalaganja v skladišče IPFS. Informacije o datoteki ob uspešni vključitvi v IPFS lahko vidimo 
v sedmi vrstici, kjer imamo podano tudi zgoščevalno kodo datoteke, ki ga bomo potrebovali 
za tiskanje izbranega modela.  
 
Poleg informacij o datoteki se v tem koraku glavnega programa izvede tudi inicializacija 
potrebnih ključev za začetek komunikacije s protokolom Whisper, ki nam jih glavni program 
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4.4 Komunikacija s protokolom Whisper 
Za namen uporabe in predstavitve komunikacije Whisper smo pripravili vnaprej dogovorjen 
pogovor, kjer se bosta preko izmenjave sporočil uporabnik in ponudnik dogovorila glede 
opravljanja storitve 3D tiska in njenega plačila. 
 
Za zagon komunikacije Whisper moramo v novo terminalno okno, ki mora biti odprto na 
isti lokaciji kot program in vnesti ukaz za zagon programa, ki v tem primeru predstavlja 
uporabnika. Ker smo program napisali v programskem okolju, je ukaz enak kot pri zagonu 




Ob zagonu zgornjega ukaza se nadaljuje izvajanje glavnega programa, kar lahko ponovno 




Fragment programa 4.6: Whisper protokol s strani uporabnika 
node whi_class_send 
Rezultati in diskusija 
46 
 
Fragment programa 4.7: Zaključek Whisper protokola s strani ponudnika 
Na fragmentu programa 4.6  lahko opazujemo izmenjavo sporočil, ki se izmenjujejo v 
časovnem zaporedju na podlagi indikatorjev, kot sta zaporedna številka in tip sporočila. Na 
strani uporabnika in ponudnika se izpiše in zgodi enak pogovor, kot je prikazan fragmentu 
programa 4.6, za tem pa se na strani ponudnika zgodi dodatni korak, ki omogoča programu 
zaključek Whisper komunikacije in pripravo na naslednji korak. Ta dodatni korak, ki ga 
prikazuje fragment programa 4.7, omogoča shranjevanje Whisper komunikacije v skupno 
ovojnico, ki se shrani na bločno-verigo. 
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4.5 Prenos datoteke na SD kartico 3D tiskalnika 
Po uspešnem zaključku komunikacije preko Whisper protokola se nadaljuje izvajanje 
programske kode v glavnem programu. Nadaljevanje izvajanja korakov lahko še naprej 
spremljamo preko terminalnega okna, ki ga prikazuje fragment programa 4.8. Zaradi narave 
bločne-verige in pisanja podatkov v bloke, se procesi, ki bodo opisani v nadaljevanju, 
izvajajo z določenim časovnim zamikom. Narava Ethereum-ove bločne-verige je takšna, da 
se vsakih 15 sekund ustvari nov blok. Tako se bodo procesi, ki so vključeni v isti blok, 
zgodili skoraj istočasno, medtem ko se bodo nadaljnji procesi, ki se zapišejo v naslednji blok, 
zgodili s 15 sekundnim zamikom. 
 
 
Fragment programa 4.8: Zaključek Whisper protokola s strani ponudnika 
Po koncu Whisper protokola si procesi v glavnem programu sledijo v sledečem zaporedju: 
1. Interakcija s pametno pogodbo in izvedba plačila za 3D tiskanje izbranega modela. 
2. Pridobivanje vsebine datoteke iz IPFS skladišča. 
3. Pisanje vsebine pridobljene datoteke v novo ustvarjeno datoteko na SD kartici. 
 
Tako se celoten proces glavnega programa zaključi z uspešnim zapisom željene datoteke na 
SD kartico, preko katere lahko sedaj do datoteke dostopa tudi naš 3D tiskalnik. Da se 
izvedejo vsi zgornji koraki, mora biti najprej uspešno izvedeno plačilo, kar omogoča in 
spremlja pametna pogodba. Temu mora slediti pravilna IPFS zgoščevalna koda datoteke, ki 
je shranjen v pametni pogodbi pod imenom datoteke, ki je bila naložena preko spletnega 
vmesnika, nato pa še pisanje same vsebine datoteke na SD kartico, kar omogoča povezovalni 
kabel, ki povezuje Raspberry Pi in 3D tiskalnik. 
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V kolikor pride do kakršnih koli težav tekom procesa, nas bo o tem obvestil glavni program 
z zapisom v terminalnem oknu. Napaka pri postopku bo uporabniku onemogočila 
nadaljevanje s 3D tiskanjem. Postopek, z izjemo vzpostavitve sistema s strani ponudnika, pa 
bo moral opraviti še enkrat. 
 
V kolikor glavni program napak ne javi, in izpiše sporočilo o uspešno zaključenem pisanju 
podatkov v datoteko na SD kartici, lahko uporabnik nadaljuje na zadnji korak in izvedbo 
samega 3D tiskanja. 
 
4.6 3D tiskanje 
Po končanih procesih in postopkih v glavnem programu in v primeru uspešnega zapisovanja 
podatkov v datoteko na SD kartici, bomo našo datoteke lahko izbrali in izvedli njeno 3D 
tiskanje. 
 
Pred zadnjim korakom, moramo preveriti ali sta naš sistem oziroma Raspberry Pi in 3D 
tiskalnik uspešno povezana in ali je naša datoteka dejansko shranjena na SD kartico. 
Povezavo 3D tiskalnika z Raspberry Pi je najprej zagotovljena preko povezovalnega kabla, 
poleg tega pa moramo zagotoviti tudi električno napajanje 3D tiskalnika preko adapterja in 
gumba za prižig tiskalnika. 
 
Povezava 3D tiskalnika in Raspberry Pi-ja je končana z vzpostavitvijo povezave preko 
programskega orodja OctoPi, ki je dostopen na lokalni spletni strani, ki si jo lasti Raspberry 
Pi in je zapisana v prvih vrsticah novo odprtega terminalnega okna. 
 
 
Slika 4.4: Spletna stran OctoPi 
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Na sliki 4.4 lahko opazimo, da sta 3D tiskalnik in Raspberry Pi uspešno povezana, ter da je 
naša datoteka: test2.gco, ki je na sliki obarvana z zeleno barvo, uspešno shranjena na 
SD kartico. S tem je vzpostavljen celotni sistem za storitev 3D tiskanja in lahko nadaljujemo 
k zadnjem koraku v našem postopku. 
 
Preko spletnega vmesnika v izbrano polje, prikazano na sliki 4.5, uporabnik vnese IPFS 
zgoščevalno kodo svoje datoteke, ki jo je v prvih korakih naložil na decentralizirano 
skladišče IPFS. Po vnosu zgoščevalne datoteke mu preostane le še pritisk na tipko Print! 
in 3D tiskanje se bo pričelo. 
 
 
Slika 4.5: Polje za vnos zgoščevalne datoteke in tipka za pričetek 3D tiskanja 
Po pritisku na tipko za pričetek tiskanja, spletni vmesnik preusmeri uporabnika na novo 
spletno stran, kjer ga pričaka sporočilo o začetku tiskanja. Ob tem se prične izvedba 3D 
tiskanja na našem 3D tiskalniku. 
 
Ob uspešni izvedbi 3D tiskanja se zaključi naš sistem, ki je ob uspešni izvedbi, povezal 
uporabnika in njegov 3D model s ponudnikom in 3D tiskalnikom, ter uspešno izvedel 
nalaganje datoteke na decentralizirano skladišče IPFS, uporabo pametne pogodbe za namen 
plačevanja storitve, uspešno izvedel komunikacijski protokol Whisper, pridobil datoteko iz 
IPFS skladišča in jo prepisal na SD kartico 3D tiskalnika ter uspešno izvedel storitev aditivne 
izdelave. V nadaljevanju bomo ponovili celoten postopek, ki je bil predstavljen v tem 
poglavju, in se ob tem najprej osredotočili na postopek s strani uporabnika in nato isti 
postopek ponovili še skozi oči ponudnika sistema. Ob tem bomo v naslednjih dveh 
podpoglavjih predstavili ugotovitve, kot so učinkovitost, morebitni zapleti in napake, ki se 
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4.7 Sistem z vidika uporabnika 
Ker je bila osredotočenost magistrske naloge predvsem na vidik vzpostavitve sistema s strani 
ponudnika in ali bi tak sistem sploh lahko vzpostavili, smo tekom magistrske naloge veliko 
več časa posvečali sami vzpostavitvi sistema in pri tem v proces sistema uporabnika vključili 
le toliko, kolikor je bilo nujo potrebno za izvedbo procesa programske kode. 
 
Tako uporabnik v naš sistem vstopa le v dveh primerih, ko naloži željeno datoteko na spletni 
vmesnik in ko izrazi željo za 3D tiskanje svojega modela. Zaradi boljšega delovanja sistema 
in manjših možnosti morebitnih napak, moramo celoten proces za uporabnika kar se da 
poenostaviti. Razumeti moramo, da niso vsi uporabniki izobraženi v smeri strojništva ali 3D 
tiskanja in v veliki večini nimajo veliko predznanja glede delovanja spletnih strani in 
procesov, ki se dogajajo v ozadju. 
 
Edina omejitev našega sistema z vidika uporabnika je tako le zahteva, da uporabnik preko 
spletnega vmesnika določi datoteko, ki je zapisana v G-kodi, kar ponazarja kratica .gco v 
zaključku imena datoteke. 
 
Ko uporabnik datoteko naloži na IPFS skladišče, se njegovo delo do nadaljnjega zaključi.  
Temu sledi zaporedje procesov, ki morajo biti v tej stopnji sistema nadzorovani s strani 
ponudnika. 
 
V sistemu manjka signal v obliki sporočila, obvestila preko spletnega vmesnika, kdaj lahko 
uporabnik pritisne na tipko »Print!«. Poleg tega zaradi kompleksnosti programske kode 
in prepletanja različnih programskih delov, ki vsak zase zahtevajo svoje prilagoditve, nismo 
še uspešno vzpostavili povratne zanke, kjer bi na spletnem vmesniku prikazali zgoščevalno 
kodo naložene datoteke, ki ga uporabnik potrebuje za izvedbo tiskanja. Tako lahko 
zgoščevalno kodo datoteke v tem trenutku le prenesemo iz ponudnika in ga vstavimo v 
okence ob tipki za tiskanje, uporabnik pa nato le še pritisne na tipko. 
 
Po pritisku na tipko za tiskanje, uporabnika spletni vmesnik preusmeri na novo spletno okno, 
kjer ga pričaka sporočilo, da je tiskanje v teku. 
 
Poleg celotnega sistema s strani uporabnika, so v tem trenutku tudi vnaprej določeni stroški 
celotnega procesa. Uporabnik v našem sistemu krije le stroške izvedbe 3D tiskanja, vsi ostali 
stroški, kot so vzpostavitev pametnih pogodb, njihovo preverjanje in uporaba njihovih 
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4.8 Sistem z vidika ponudnika 
Tekom izvedbe celotnega postopka vzpostavljanja našega sistema moramo s strani 
ponudnika veliko ukazov izvesti pod točno določenimi pogoji, saj je od njih odvisno sama 
uspešnost oziroma delovanje sistema. Večina pogojev izhaja iz programerskih zahtev 
ukazov, nekateri pa se nanašajo na trenutno bolj robusten sistem, ki ima še kar nekaj 
možnosti za izboljšave. 
 
Pri zagonu bločne verige mora ponudnik vnesti točen ukaz, ki je bil zapisan v enem od 
prejšnjih poglavij, saj le-ta omogoča izvedbo vseh funkcij, ki smo jih implementirali v 
sistemu. V kolikor bi iz ukaza za vzpostavitev bločne-verige del izpustili, bi se lahko v 
kasnejših korakih soočali s težavami in nedelovanjem sistema. 
 
Po zagonu bločne-verige se mora le-ta najprej sinhronizirati z globalno bločno-verigo, kar 
zahteva svoj čas. Dokler se bločna-veriga ne sinhronizira v popolnosti, nam sistem 
onemogoča nadaljevanje, kar se pokaže z nezmožnostjo implementiranja pametnih pogodb 
v bločno verigo. V ta namen lahko stopnjo sinhroniziranosti redno pregledujemo preko 
spletne strani www.rinkeby.io, kjer najdemo našo bločno-verigo pod imenom, ki smo 
ga določili v ukazu za vzpostavitev. Ko je bločna-veriga vzpostavljena le-ta deluje skozi vse 
nadaljnje postopke, kar pomeni, da bi v primeru resnične vzpostavitve takšnega sistema  
delovala neprekinjeno in bi bil potreben le začetni zagon bločne-verige. Po uspešni 
sinhronizaciji bločne-verige lahko nato nanjo implementiramo pametne pogodbe. Pri tem 
mora biti ponudnik ponovno pozoren na dejstvo, da je potrebno pametne pogodbe 
implementirati na novo, vsakič, ko na novo zaženemo bločno-verigo. 
 
V nadaljnjih korakih, ki jih mora izvesti ponudnik, se lahko težave in nedelovanje sistema 
pojavijo le v primeru nepravilnega poimenovanja programske kode, oziroma zagon le-te v 
nepravilno pripravljenem terminalnem oknu, kjer moramo pred tem določiti mesto, kjer se 
programska koda nahaja.  
 
Po vzpostavitvi sistema in pametnih pogodb se vzpostavi tudi spletna stran, preko katere 
uporabnik vnese datoteko, ki jo želi shraniti na IPFS skladišče. Ob vnosu datoteke se 
ponudniku na terminalnem oknu izpišejo ime in IPFS zgoščevalno kodo datoteke, ki ga 
ponudnik potrebuje za nadaljnjo obdelavo oziroma shranjevanje. Po prejetju datoteke se s 
strani programske kode izvedejo procesi, ki pripravijo sistem za začetek protokola Whisper 
komunikacije.  
 
Whisper komunikacija je v tem trenutku vnaprej določena, v primeru prave vzpostavitve 
sistema pa bi le-ta omogočala komunikacijo med uporabnikom in sistemom s strani 
ponudnika, ki bi vsebovala dogovarjanje glede cene in vrste 3D tiskanja, ter možnosti plačila 
in transporta izdelka.  
 
S strani ponudnika je pri komunikaciji Whisper pomembno pridobivanje javnih in zasebnih 
ključev, ki omogočajo samo komunikacijo. Pridobivanje ključev je potrebno izvesti vsakič, 
ko vzpostavimo bločno-verigo. Tekom njenega nemotenega delovanja pa nova generacija 
ključev za vsako novo Whisper komunikacijo med istim uporabnikom in ponudnikom ni 
potrebna.  
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Po izvedbi Whisper protokola se naš sistem poveže z bločno verigo in izvede željene 
funkcije pametnih pogodb, ki so na njo implementirane. Tu se hitrost sistema nekoliko 
zaustavi, saj se bločna-veriga gradi z dodajanjem novih blokov podatkov na vsakih 15s. Ker 
ima bločna-veriga velik dotok podatkov in le omejeno velikost posameznega bloka, se naši 
podatki in izvedba nadaljnjih procesov izvajajo v odvisnosti od vključevanja v določeni blok. 
Tako se vsi podatki ne vključijo v isti blok temveč v več zaporednih blokov. Tekom 
preizkušanja našega sistema smo ugotovili, da del procesa, ki izvaja funkcije od konca 
Whisper protokola do pisanja podatkov iz IPFS skladišča na SD kartico, v povprečju traja 
od 2 do 3 bloke, kar časovno pomeni od 30 do 45 sekund. 
 
Ko se izvedejo vsi potrebni procesi in je datoteka zapisana na SD kartici ter pripravljena za 
tiskanje, je potrebno o tem obvestiti uporabnika, kar v tem trenutku našemu sistemu manjka. 
Kot omenjeno, je trenutno zaradi zahtev posameznih programskih delov, onemogočeno 
pridobivanje zgoščevalne kode naložene datoteke. V tem delu smo zaobšli težave tako, da 
se ponudniku zgoščevalna koda izpiše v terminalnem oknu, nato to zgoščevalno kodo 
prenesemo na spletni vmesnik in uporabnik le pritisne na tipko za pričetek tiskanja. Ker 
trenutni sistem poudarja samo zmožnost vzpostavljanja takšnega sistema in ne njegovo 
optimalno delovanje ali učinkovitost, si to lahko v tem trenutku privoščimo. V bodočem 
sistemu pa je to zagotovo, z vidika varnosti podatkov, ki jih želimo zagotoviti, nepopolno in 
zahteva izboljšavo. 
 
Po pritisku na tipko za pričetek tiskanja s strani uporabnika, se izvede še sam proces 3D 
tiskanja, kjer lahko do težav prihaja le ob nepravilnem povezovanju glavnega programa in 
3D tiskalnika. Poleg tega moramo zagotoviti tudi fizično povezavo med Raspberry Pi-jem, 
na katerem teče naša bločna-veriga in sistem, ter 3D tiskalnikom.  
 
Z izvedbo 3D tiskanja se zaključi naš sistem, ki ne zajema transporta samega izdelka do 
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5 Zaključki 
V okviru naloge smo vzpostavili decentralizirani sistem za izvajanje storitev aditivne 
izdelave. Za namen sistema smo implementirali decentralizirane gradnike v okolju Ethereum 
s pripadajočo bločno verigo in uporabniški vmesnik, preko katerega do našega sistema 
vstopa uporabnik. Celoten sistem smo povezali s 3D tiskalnikom in opravili testni preizkus 
sistema. Najpomembnejše ugotovitve lahko strnemo v naslednjih točkah. 
 
1) V okolju Ethereum smo vzpostavili bločno-verigo, v kateri smo implementirali pametno 
pogodbo, kripto žeton in komunikacijski protokol Whisper. Poleg tega smo 
implementirali decentralizirani sistem shranjevanja podatkov IPFS in vzpostavili spletni 
vmesnik, ki uporabniku omogoča nalaganje in izdelavo lastnega 3D modela.  
 
2) Z uporabo izključno decentraliziranih gradnikov smo ustvarili povsem samosvoj sistem, 
ki izkorišča prednosti, ki jih ponuja decentralizacija v smislu potencialne razširljivosti 
sistema in večje varnosti, ki jo je pri uporabi decentraliziranih sistemov deležen 
uporabnik.  
 
3) Za namen testiranja smo opravili testni preizkus sistema, ki je bil pripravljen vnaprej in 
z njim potrdili, da je tak sistem možno vzpostaviti in ga lahko uporabnik tudi uspešno 
uporabi.  
 
4) Testiranje implementiranega sistema smo opravili s simulacijo poteka celotnega 
procesa, od nalaganja datoteke preko spletnega vmesnika, do tiskanja naloženega 
izdelka s 3D tiskalnikom. Med postopkom smo vodili uporabnika skozi celoten proces 
in simulacijo zaključili z uspešnim 3D tiskanjem izdelka. 
 
Celoten koncept decentralizirane storitve 3D tiskanja je novost, ki v literaturi še ni bila 
predstavljena. Magistrska naloga z uspešno izvedbo celotnega postopka prikazuje 










Predlogi za nadaljnje delo 
 
Nadaljnje delo lahko obsega povezovanje več ponudnikov aditivne izdelave, ki bi 
soustvarjali večji sistem. Poleg tega se sam sistem lahko nadgradi z dodajanjem novih 
gradnikov, ki bi skrbeli za transport in skladiščenje izdelkov. Nadgraditev sistema lahko 
predstavlja tudi določanje cene 3D tiskanja, ki je bila v naši nalogi določena kot konstanta 
vrednost. 
 
V konceptu celotne decentralizacije naš sistem predstavlja enega izmed gradnikov veliko 
večjega potencialnega decentraliziranega sistema. Ob vzpostavitvi več takih sistemov, bi se 
lahko večje število ponudnikov storitev aditivne izdelave, ki medsebojno sicer delujejo vsak 
zase, združilo oziroma vključilo v večji sistem ponudbe aditivne izdelave uporabnikom. 
Tako bi lahko uporabnik sam izbiral, pri katerem ponudniku in za kakšno ceno bi izdelal 
svoj 3D model, pri tem pa imel na izbiro večje število ponudnikov in imel možnost najti 
najbolj ugodnega. Poleg več ponudnikov 3D tiskanja pa bi tak sistem dodatno izboljšali z 
vpeljavo gradnika, ki bi skrbel za transport izdelkov do uporabnika.  
 
Nadgraditev našega sistema lahko vodi v  določanje cene storitve 3D tiskanja, ki smo jo v 
naši nalogi zaradi lažje implementacije določili kot konstantno vrednost. Ponudnik bi na 
podlagi geometrijskih in drugih karakteristik 3D modela, ki ga želi uporabnik natisniti, 
izračunal oziroma ocenil težavnost izdelave in porabo materiala ter na podlagi lastnih 
izračunov postavil ceno za izdelavo izdelka. To bi zahtevalo lasten programski del oziroma 
algoritem za računanje, ki bi zajemal različne karakteristike modela, a bi hkrati moral 
zavarovati celoten izgled samega modela v namen varovanja intelektualne lastnine 
uporabnika. 
 
Nadgraditev sistem bi lahko vodila tudi v smeri vključevanja več 3D tiskalnikov v en sistem. 
Tak sistem bi zahteval implementacijo več komunikacijskih kanalov, ki bi ob sprejemanju 
ponudb vodili evidenco prostih in zasedenih 3D tiskalnikov, ter skrbeli za učinkovitost 
delovanja izdelave, tako da bi optimizirali zasedenost oziroma zmanjšali nezasedenost samih 
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