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Introduction
An interpretation of a news event from a single source can result in an erroneous conclusion, especially if little (or nothing) is known about the validity of that source. For example, one person's freedom-fighter can be another's terrorist (1) . Thus, it is often better if one has access to a broad collection of data, and is able to select specific reporting media. Software for the acquisition of real-time news published on the Internet has been developed at the U.S. Army Research Laboratory (ARL).
The maturation of the semantic Web in combination with a Google, Inc. AJAX search using its application programming interface (API) are two key developments that are exploited in ARL's rapid collection of current world event data. One reason for developing this tool is that news (both local and distant) on a particular topic and subsequent responses can propagate quickly. Therefore, an attempt is made to provide the analyst with an aggregation of information on a subject as it becomes publicly available.
Development involved consideration of all six Google services as potential data sources: Google News, Web, Maps, Video, Book, and Blog. The first three (News, Web, and Maps) are being used for the collection of data. The Google News site (http://news.google.com) uses over 10,584 sources (see http://blog.outer-court.com/googlenews/), including both national and international nodes. A Google Web search requires one to designate a particular uniform resource locator (URL), while an even more specific Maps search involves the actual specification of latitude and longitude for the point of interest.
Google Blog, Video, and Book are not included in the search controller at this time. Google Book is not pertinent to real-time analysis. In a Google Video search, "hits" result in images or illustrations, which are inconsistent with our intention in gathering news and not interpreting it. Likewise, blogs (i.e., Web logs) tend to be opinionated and are not professionally reported (2).
The following sections provide technical details of information acquisition. The graphical user interface (GUI), which is illustrated in figure 1 , is first presented and described. The next section gives an overview of asynchronous JavaScript and XML (Ajax), * where Google's API is used to find the most recent news. Section 4 examines the method selected for scraping of data. The conclusion offers future considerations for enhanced, capabilities.
The attached appendices include the actual XHTML, JavaScript, and Java code for the complete Web application. The cascading style sheet used in the XHTML can be obtained from Google (http://www.google.com/uds/css/gsearch.css).
* Google, Inc. uses the term AJAX throughout the description of its search API. The authors of this paper prefer Ajax, which was coined by the originator Jesse James Garret. The reason is that our approach encompasses technologies that is consistent with Ajax design. 
RTNA Graphical User Interface
The results of a sample search using the Mozilla Firefox 1.5 browser for display are illustrated in figure 1 . At the very top of the GUI is the date and time the query was made. This is computed in a static JavaScript node of the XHTML document; static JavaScript is run automatically when the Web browser is loading. Each instance of a browser exposes many JavaScript objects, including date, in determination of the document object model (DOM), which is an abstract interface that allows for manipulation of the browser.
The date object uses getMonth(), getDate(), and getFullYear() methods when constructing the string in the JavaScript node. Note also that the DOM includes events and its handlers (see Flanagan (3) for a thorough discussion of the JavaScript interface to the DOM of browsers).
The GUI defines a search box that handles up to 10 tokens, where a token is defined as a string of characters surrounded by white space. The format for an entry, including stop words, is described in the book by Calishain and Dornfest (4) . When the user is satisfied with a particular query, a search is started by pressing "Search." This button is a text field of the XHTML <form>, i.e., a child node <input> of type "button" and value "Search." By using a button the DOM of the browser avoids a complete page reload, resulting in much better response.
The results of the request are then available. A result bar (see figures 2 and 3) exists for each Google service (remember that only Web, News, and Maps searchers have been added to the controller). In this example, a total of five Google Web searches and a Google News search are displayed. A Google Web search object (GwebSearch()) is necessary for each site selected; here, URLs for ABC, CBS, NBC, CNN, and Reuters news were chosen. Google News uses an algorithm for a much more vast selection of sites throughout the world. There is also the option for a chronological sort of Google News or setting the center point for a Google Maps, or Local, search. This involves invocation of the appropriate functions for GnewsSearch (setResultOrder() method) and GlocalSearch (setCenter() method) objects, respectively, by simply clicking the icon (figure 4) and confirming the selection. Finally, a Google gadget for a Maps mash-up has been added to the XHTML. The intent is a two-dimensional (2-D) visual display of an area by providing the latitude and longitude of the map center point. An accuracy of -6 10 decimal degrees (e.g., designation of a specific building) is possible if Google data exists for that point. A search of the Google Local database is possible using its Maps API (see http://local.google.com), but here we only provide a display. An excellent discussion of both Google Maps and Google Earth is available in the book by Brown (5).
The map panel in figure 1 shows the current view (an orthographic projection when viewing from infinity on the positive z axis). At the top-left corner of this map panel is zoom and navigation controls. Instead of using defined increments, the user may chose to click and drag the map in any direction. At the other upper corner are view controls to switch between map and satellite; hybrid is a combination of both map and satellite.
Partial results for a figure 1 query are shown in figure 5 . Note that a chronological sort had been specified, and that keywords are in bold-face type within the snippet. Also recall that an entire article is retrieved by simply clicking on the hypertext.
Google AJAX Searching for RTNA
A key for an AJAX search using the Google API can be obtained at http://code.google.com/apis /ajaxsearch/signup.html. The key value is necessary for a Google AJAX search when the <script> node in the XHTML document is defined; this same attribute value is valid for Google Maps access (see appendix B, which provides the XHTML for RTNA). The result is a dynamic, highly-responsive application that runs on your desktop but with all the advantages of being connected to the Internet. There are many situations where one benefits from Ajax effects: e.g., DOM access of browser using the JavaScript interface to the XHTML. But the actual asynchronous communication with a server is accomplished by:
1. creation of the request object for communicating with a server, 2. telling the Web browser which JavaScript function to run when the request object ready state is 4 (see reference 3 for a complete description of ready states and status codes), 3. connecting to Web server for communication, and 4. the actual request to connect to Web server.
If these steps are satisfied, then the JavaScript request object can communicate with the Web server asynchronously. All five papers of an Ajax tutorial by McLaughlin (6) can be found at this URL.
Note that the previous four steps are taken care for us by the Google AJAX search API. The intent here is to make the user aware of what is happening behind the scenes in a search, and to assist in future additions using an Ajax design. The XHTML in appendix B includes static JavaScript for determining the request object of a browser: a Microsoft ActiveXObject object for Internet Explorer or an XMLHttpRequest object for a Mozilla-based browser.
Content Extraction
The intention of RTNA is to provide the text content of a news report as data. A news report discovered using the search functionality of RTNA is typically embedded in a document written in HTML. As a result, a mechanism is needed to find and extract the news report from this document. The content extraction software developed for RTNA uses a HTML DOM parser to locate and extract text content from HTML documents.
An HTML DOM parser transforms an HTML document into a tree structure with nodes representing tags (element node) and text contained in the tags (text node). The contentextraction software developed for RTNA uses the CyberNeko HTML Parser (http://people.apache.org/~andyc/neko/doc/html/) to create the document tree. The contentextraction software recursively traverses the document tree to gather the text from text nodes.
The gathered text is returned as the content of the document. The text gathering is governed by one heuristic: an element node that is unlikely to contain any part of the news report is removed from the document tree. To illustrate, the element node representing a <script> tag is always removed from the document tree. The text nodes of this element are likely to contain unwanted JavaScript content, instead of news report content. Additional heuristics to govern content extraction are the subject of future research.
Conclusion and Future Considerations
Currently, ARL's RTNA gathers news for a user-specified topic using three of the six Google services available. A Google News search typically results in the very latest from some 10,584 sources around the world. On the other hand a Google Web search requires actual specification of the URL for the news source, which also means more control of a search by selecting a particular source; this is accomplished by using the setSiteRestriction() method of a GwebSearch() object for a URL.
A Google search within the XHTML document makes use of a request/response model typical of Ajax technology. Searches are done asynchronously from the client browser. For example, the response may be a Java Server Page, which is typically an HTML document, generated by a servlet running on the server. The result is a Web 2.0 application with a very large set of resources but runs like a desktop application.
Now that this initial version is stable, additional capabilities are being considered. One should be fully aware of the objectivity in the story. For example, a story from a primary wire service is typically repeated to the local level; perhaps a social network analysis (SNA) of an individual story would be instructive in seeing if/how the story has evolved (use of the JavaScript Date object within the XHTML will assist in this). Also note that SNA has been done for a particular news media (7) but the approach will be considered for inclusion. The other Google services (Blogs, Video, and Book) will also be further examined for inclusion as well. Lastly, we plan on investigating a scaleable vector graphics, which is just 2-D XML, display of public opinion on a particular topic with time from a <script> in our XHTML; for example, something similar to, or including, the spatial analysis of news as done at the State University of New York (8) . 
