INTRODUCTION
Over the past decades, economy has converted national markets into global markets, creating new forms of competitions and collaborations [1] . One such effect of economy globalization takes place in software development, where software products are developed by teams geographically distributed in a worldwide scale. This gave rise to the formation of distributed teams and created opportunities for restructuring traditional working ways to benefit from nations' different competitive advantages [2] . This is called global software development [3] [4] [5] . The major driving force of global software development is the easily identified benefits: capacitated professionals around the world could be hired or contracted with lower cost [6, 7] and increased development speed. It is a fact that software community appreciates an economy of merging diverse development skills and domain expertise. As communication media become more sophisticated; more companies are pushed towards a global software development as this would be cost effective and competitive than developing software product in one centralized building, company or even country [8] .
Currently, the research in global software development focuses on resolving the issues of spatial distance, time zone difference, and cultural differences, which constitute the major challenges for distributed software development [9] [10] [11] [12] . Different communication methods and coordination methods are proposed and different project management and configuration management software is developed to facilitate global software development [13] [14] [15] [16] [17] . Because the short term benefits of global software development are so appealing, more and more software companies begin globalizing their software development team and effort. Although the management of global software development is an arduous task and may have the risk of lowering overall productivity, its positive impact should not be overlooked. A major positive effect is innovation [18] .
However, little attentions are given to the long term benefits/risks. In other words, although a moderate research has been performed [19, 20] , the risk of globalization of software development, especially its long term cost, has not been fully identified in either research or practice. Ralyte et al. [21] also observed the fact that there is not sufficient research or reported practice in terms of identifying potential problems in managing, distributed project en-vironment and evaluating the project risks. They further found that only very few solutions are proposed and most of them are based on developer's experience, interviews and case studies. Recently Mishra and Mishra [22] found that areas like quality and risk management issues could get only scant attention in distributed information system development. There is also need of further studies in nontechnical areas such as team dynamics and cross-cultural risk management [23] .
This paper analyzes the risk of global software development, especially the potential long term cost. The cost is related to both product quality and software companies' competitiveness. The remainder of the paper is organized as follows. Section 2 discusses the potential risks associated with global software development. Section 3 addresses each potential cost and provides some suggestions. The conclusions are in Section 4.
POTENTIAL RISKS IN GLOBAL SOFTWARE DEVELOPMENT
Compared to localized software development, global software development has various risks, such as those induced by the spatial and temporal distance between development teams. Prikladnicki et al. [8] identified the significance of risk management in global software development and suggested that managing global software development entails the distributation of the risk management instead of traditional risk management processes in order to be able to assess the possible impacts of the dispersion, the diverse cultures, time, attitudes and requirements elicitation. In this paper, we have focused on the risks in product quality and software company competitiveness.
• Product quality. Software quality is strongly dependent on the quality of the process used in its preparation and software process can be defined, managed, measured and improved [8] . Prikladnicki et al. [8] further considered this as one of the most important success factors for distributed projects. In localized software development, each development phase is enforced with quality assurance. These quality assurance principles and rules have been well established. However, for global software development, developers are distributed around the world; they might follow different software processes and use different strategies. How could we guarantee that the globally developed product has the same quality as the locally developed? This issue can become even more critical if several, temporarily-contracted distributed teams are utilized for global software development. It has been reported recently that the digital photo frame made in China contains virus [24] .
In a recent article Sangwan et al. [25] reported about a global software development project in which the technical team was forced to distribute the development of parts of the system across geographically distributed teams to achieve the compressed schedule via parallel development efforts. When the components developed by the teams were integrated together, they blew up the memory and performance budget. While individual components were carefully crafted, not enough attention had been given to the overall system goal of achieving high performance within the given resource constraints. The end result was not the desired product and the discrepancy between the desired outcome and the actual outcome cost the company hundreds of millions of dollars spent developing the system and billions of dollars in potential revenue. Pilatti and Audy [26] suggested as lesson learned from their global software development case study that quality certificates are important because they define how the process will be structured and applied to each other.
• Design quality. In general, the source code quality is easy to assess through measuring the fault density [27] . However, it is more difficult to evaluate the design quality of a software product being developed at various sites by adopting different software process improvement methodologies and mechanisms. For instance the modularization approach is a very useful tool for dividing the development of a complex software system into manageable units, still some technical dependencies will remain, creating task dependencies that could be difficult to identify and manage [28] . Moreover, geographically distributed development teams are at disadvantage because of the negative impact of distance on the engineers' ability to communicate and coordinate their work [11] . Hence there is need to complement modularization with appropriate mechanisms to identify relevant work dependencies and, consequently, maintain suitable levels of communication and coordination among teams developing interdependent modules [28] . Cataldo et al. [28] further observed that global software development organizations would benefit from mechanisms that allow the identification of the changes in dependencies such that manager and developers are notified of those changes and can react accordingly. Ramnath [29] also observed that early establishment of architecture, design and a process standard was critical. Bass and Paulish [30] mention that technological factors can limit design choices to hardware, software, architecture, platform and standards that are currently available. Further, due to the shortage of standardized tools and metrics on design quality, it makes the monitoring of the design quality of globally developed software even more challenging.
• Maintenance and evolution. Maintenance and evolution are important phases in software life cycle. Software products must be continually updated to satisfy new requirements and new environments. Pilatti and Audy [26] supported this as lesson learned from their global software development case study that software maintenance was main concern for global software development projects. On the one hand, to make a software product easy to maintain, localized software development requires a consistent and complete documentation in the development process. How could this in principle be easily enforced on global software development? Prikladnicki et al. [8] also observed the importance of analyzing the level of documentation available for the offshore team. Cataldo et al. [28] mentioned the importance of documentation in global software developments as "the central team used the architectural documentation to identify dependencies among components early in the development process and represented these as a design structure matrix (DSM) which was used to identify the set of tasks to be assigned to each remote team that would minimize the dependencies and consequently, minimize the need for coordination between remote teams". On the other hand, software maintenance and evolution process is so different from development processes, that, different strategies should be used to manage the global software development and global software maintenance. For instance, when a problem appears on a customer's location it is sometimes difficult to send the right developer or consultant to resolve it because this person is located on a geographically remote site and thus it is difficult for the customer and the development team to maintain a good level of support [21] . Yan [31] found maintenance a very important step in global software development and insists on the necessity to establish agreements with the customer in order to find a support solution in case of problems requiring a quick answer and proposes the formation and employment of technical liaison engineers who should be qualified enough to handle most of the urgent maintenance problems and to reassure the customers. Ralyte et al. [21] concluded that development and maintenance of distributed software development projects should be taken into account during distributed software development project management.
• Continuous evolution and restructuring. There are basically two kinds of software evolution: continuous evolution and restructuring. Continuous evolution refers to small changes that are continually made to a software product, which results in multi versions of the product. Restructuring refers to major changes made to a software product to improve its quality and/or performance. In other words, continuous evolution involves fewer maintenance activities and less effort while restructuring involves more maintenance activities and more effort. Architectural definition or high-level design activities could take place in various points in time in the lifecycle of the project and analyses showed a significant amount of the communication in discussion forum had to do with design and architecture [28] . Cataldo et al. [28] further suggested the need for mechanisms to identify communications that involve architectural definitions or high-level redesign and facilitate organizational awareness of such situations in order to appropriately address the implications and impact of such changes.
Meadows [32] highlighted some progresses in software engineering field that makes global software development viable. These progresses include (i) increased application of component-based software development, (ii) increased standardization of modeling languages and programming languages, and (iii) increased use of standardized project management tools. These advances in software engineering could partially help to avoid the risks identified above. However, they cannot fully resolve these risks. For example, component-based software development and standardized programming language can only be helpful in software implementation, they are little helpful in analysis and design. In fact, a lot of time can be lost during for example the phases of implementation and test in global software development [33] . Figure 1 illustrates the development and maintenance of a software product in localized software development. Figure 2 shows two icons we use to represent localized development and global development. Usually, with respect to leading US software companies, localized development has high cost but low potential risks, while globalized development has low cost but high potential risks. Trust, which is a significant factor that glues all success factors in such projects, decreases when there is a high number of contractors in a project [26] and this may also trigger potential risks [34] . Figure 3 is a simple conversion of localized software development to global software development. Because every phase is under global environment, we refer to schemes in Fig. 3 as fully global software development and maintenance process. In the next section, we will discuss whether the fully global software development and maintenance process can avoid the risks identified above. 
PROPOSED SOLUTIONS
In this paper, we identify three stakeholders in global software development. They are client, primary agent, and secondary agent. Client is the individual who wants the product to be developed or evolved. Primary agent is the software company that the client directly contracts with. Primary agent delivers the final product to the client. Secondary agent is the software company that the primary agent subcontracts with. The secondary agent develops parts or whole of the product as required by the primary agent. Figure 4 shows the relations between client, primary agent, and secondary agent, in which we assume that both the client and primary agent are located nationally while secondary agents are globally distributed. Figure 3 shows the fully global software development process. This process has the largest potential risk: from analysis to testing, every artifact of software product, such as Software Requirement Specification (SRS), Software Design Specification (SDS), is produced globally, which increase the risks of software quality degradation and project failure. Ramnath [29] observed that understanding domain requirements as well as the complete architecture of the product lines being developed needed to be a constant focus for both on-shore product group and as well as the off shore one.
Software development
As analysis and design processes are less standardized and their qualities are difficult to monitor, we propose that these phases should be developed locally. In contrast, implementation and unit testing are recommended to be performed globally to take the advantages of the standardization in programming language and integrated development environment. The corresponding process is illustrated in Fig. 5 , in which, each distributed team works on one component. The integration and testing activities are centralized. Note in Fig. 5 , Quality Assurance (QA) and Standardization such as Capability Maturity Model Integration -(CMMI) must be enforced in distributed sites.
We restate here that, first the development process proposed in Fig. 5 should support the component-based software development. Because each software component has clearly defined interface, it is easy to test the correctness and performance of software components, which allows the primary agent (the company that contracts with the client and outsources that project) to directly monitor its quality. Second, the global development activities must be standardized. Here, it is important to note the observations of Ralyte et al. [33] that during the test phase, a number of problems emerged because of the lack of standardization, different test platforms and databases and difficulty to reproduce errors. The primary client company should promote its standard of product and process to the secondary agent companies globally. This means that all distributed sites should follow the same standard. This standardization will not only make the quality control easier, but also reduce the complexity of integration.
Continuous evolution process
Similar to the development process, fully global continuous evolution process illustrated in Figure 3 might not be the best strategy. To evaluate this strategy, Fig. 6 shows the different scenarios of maintenance: continuous evolution process.
In the following, we discuss each scenario in Fig. 6 in detail.
• Scenario a is known as the fully globalized maintenance and evolution. This scenario has two drawbacks: (i) all activities are performed by the secondary agent, the primary agent has less information about the maintenance objective, cost, etc.; (ii) the quality control is difficult to achieve due to fact that the primary agent does not control this process directly.
• Scenario b separates the issue/problem identification and resolution process. Issue identification and issue resolution are clearly correlated. This separation might increase unnecessary maintenance efforts.
• Scenario c separates the issue/problem resolution process through updating process. Same as Scenario b, this separation might increase unnecessary maintenance efforts.
• Scenario d is the worst choice. The regression testing should always be performed locally by the primary agent. An offshore testing without the participation of the primary agent could be a nightmare for product quality.
• Although Scenario e does not take the advantage of the benefits of global software development, it could avoid the risks brought by global development.
Summarizing the discussions, for continuous evolution process, we propose to use fully localized process. The fundamental idea is that the gains of globalization could be much smaller than the risks of global process with respect to small maintenance/evolution activities.
Reengineering evolution process
As shown in Fig. 1 , reengineering process is more similar to development process than to continuous evolution process. Figure 7 shows the different scenarios of reengineering a software product globally.
1. Scenario a could take the advantage of the benefits of globalization. However, the primary agent has no information about the cost of the project, because he/she gives full control of the project to the secondary agent. Scenario b separates the analysis and design. The primary agent could have more information about the project and its cost. However, the design activity is performed globally, which makes it difficult for the primary agent to control.
3. Scenario c is similar to the partially globalized software development process shown in Figure 5 . Because the reengineering and unit testing process can be standardized, it makes the primary agent easy to monitor the implementation quality. Paasivaara and Lassenius [35] claim that iterative and incremental development process seems to be viable approach in global software development.
Summarizing the previous discussions, we propose to use scenario c in Fig. 7 as the global reengineering process.
Discussions
The proposed global software development, continuous evolution, and reengineering processes could reduce various risks in fully global software process. Some of these benefits are discussed below.
• For a long-lived software product, documentation is important for continuous maintenance, evolution, and restructuring. However, a major issue in global software development is the difficulty of enforcing documentation standard. In our proposed partially-global software processes, this risk could be largely reduced, because we only promote the globalization of implementation phase, which only involves the documentation of source code. Nowadays, the integrated development environment supports the automatic documentation, such as Javadoc [34] and VSdocman [35] , which make the standardization easier to enforce.
• Another threat to the primary agent is that global software process (outsourcing) could result in the transferring of expertise to secondary agent companies, which eliminates the first agent's unique ability to develop competitive products. In other words, globalization might be beneficial in the short term, but it may be harmful in the long term [36] . Our proposed partially-global software process can reduce this risk through only outsourcing regular software components while keeping the development of key components, which involve proprietary data and algorithms, locally by the primary agent.
• Fully globalized software process might cause the primary agent's loss of control over future programs [19] , if the major decisions about the software product are completely made by the secondary agent. Our partially globalized process can reduce this risk by allowing the primary agent to maintain the control of the management and design of the product.
NOT UNIQUE SOLUTIONS
In Section 3, we have proposed partially globalized processes for software development, continuous evolution, and restructuring. We restate here that the proposals are not unique solutions to global software development. In practice, the risks and benefits should be balanced in applying these processes. It is absolutely acceptable to alter these processes. For example, if the design could be componentized and the quality could be controlled, it makes sense to outsource these activities. Figure 8 through Fig.  10 illustrate flexible versions of partially global software processes, in which a dashed rectangle represents an optional composition. For example, in Fig. 8 , a localized implementation and testing of a component is optional; it is only compulsory for key components or core assets.
CONCLUSIONS
To be successful in the global market, a company should manage the risks of global software development, and use the positive aspects as input to shape the development process in detail and the culture in general [18] . This paper observed and discussed the risks/benefits of global software development. We proposed partially globalized processes for software development, continuous evolution, and reengineering. These processes can be followed to balance the risks and benefits of global software development. Our principles of partially globalized software process are summarized below.
• We encourage outsourcing of implementation and discourage outsourcing of design;
• We encourage outsourcing of software components and discourage outsourcing of the entire product;
• We encourage global software development and discourage global software contract;
• We encourage long-term employment relation and discourage short-term contract;
• We encourage standardization of global software development process and discourage using different standards;
• We encourage maintaining control and visibility to the whole project and discourage giving full control to the secondary agent.
