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Abstrakt 
 
   Cílem této bakaláĜské práce je poskytnout jednoduchý úvod do oblasti automatických aktualizací, 
SĜehled souþasných nástrojĤ podporujících implementaci automatických aktualizací a také navrhnout a 
naimplementovat jedno z možných Ĝešení automatických aktualizací s pĜedvedením jeho použití v 



































   The aim of this bachelor thesis is to provide the basic introduction to automatic update domain, 
overview of current tools that supporting implementation of automatic update and also to draw up and 
to implement one of the possible solution of automatic updates with demonstration its using in work 
experience. The draw and the implementation of this solution are restricted only to application written 
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Seznam použitých symbolĤ a zkratek 
 
Java – programovací jazyk 
 
Java aplikace – program napsaný v jazyce Java 
 
Java API – (Java Application Programming Interface) – základní kolekce tĜíd pro v jazyce Java 
 
JVM – (Java Virtual Machine) – Virtuální stroj jazyka Java, umožĖující bČh aplikací napsaných 
v tomto jazyce. 
 
JAR – (Java archive) – kompresní souborový formát, založený na kompresi ZIP. 
 
HTTP – (Hypertext Transfer Protokol) – internetový protokol sloužící, pro pĜenos hypertextových 
dokumentĤ. 
 
XML – (Extensible Markup Language) – obecný znaþkovací jazyk, urþený pro výmČnu zpráv mezi 
aplikacemi, pro publikaci dokumentĤ nebo sloužící pro tvorbu jiných jazykĤ. 
 
XSD – (Schema Definition) – XML schéma, které popisuje strukturu dokumentu XML. Alternativa 
k staršímu typu schématu DTD. 
 
SOAP – (Simple Object Access Protocol) – protokol, pro výmČnu zpráv založený na XML formátu. 
9Čtšinou používá pro pĜenos HTTP protokol. 
 
JAXB – (Java Architecture for XML Binding) – technologie pro práci s XML strukturou v jazyce 
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1 Úvod 
 
   VČtšina výrobcĤ softwarových dČl, potĜebuje þas od þasu své dílo aktualizovat. DĤvodĤ se najde celá 
Ĝada. MĤže to být napĜíklad oprava chyb, které se vyskytnou bČhem vývoje softwarového díla. Žádné 
YČtší softwarové dílo se totiž neobejde bez chyb. PĜed pĜedáním hotového softwarového díla 
zákazníkovi sice probČhne Ĝada testĤ, které spoustu chyb odchytí, ale ne vždy se podaĜí odchytit 
všechny chyby. Tak se stává, že pĜi používání hotového díla zákazníkem, se na nČkteré tyto chyby 
SĜíjde pozdČji a vznikne potĜeba tyto chyby odstranit. V mnoha pĜípadech je nemožné doruþit takovou 
opravu každému zákazníkovi zvlášĢ, pĜípadnČ obesílat zákazníky poštou þi e-mailem o dostupné 
opravČ. Proto se volí snadnČjší zpĤsob opravy softwarových dČl a tím je možnost aktualizace daného 
software pĜes síĢ internet. Dalším dĤvodem k aktualizaci mĤže být pĜidání nové funkcionality do již 
používané aplikace nebo zmČna stávající funkcionality. Zákazníkovi napĜíklad vznikne potĜeba rozšíĜit 
stávající aplikaci o nČjaký další modul. Ze strany výrobce zase mĤže jít o vylepšení nČjaké þásti 
aplikace, které danou aplikaci zrychlí, zpĜesní její þinnost nebo jinak zdokonalí. TĜetím dĤvodem pro 
provádČní zmČn v aplikacích mĤže být snaha o udržení nČkterých þástí aplikace v souladu s aktuálními 
podmínkami a požadavky zákazníka. Jedná se o aplikace provádČjící napĜíklad úþetní nebo celní 
operace, které se mČní podle aktuálního daĖového þi celního zákona. PatĜí zde i antivirové programy, 
které musí být neustále rozšiĜovány o informace o novČ vzniklých problémech. 
 
   Nejen výše zmínČné záležitosti ale i mnoho jiných se dá spolehlivČĜešit takovými aplikacemi, které 
umožĖují svou aktualizaci aĢ už manuálnČþí automaticky. Aktualizací je zde myšleno nahrazení urþité 
þásti aplikace novou þásti. Pokud taková aplikace navíc provádí své aktualizace zcela automaticky, 
znaþQČ ulehþí svému uživateli práci a þas. NČkteré aplikace disponují možnosti aktualizace již od 
poþátku, protože už pĜi návrhu se na tuto funkcionalitu myslelo. Existuje ale celá Ĝada takových 
aplikací, které tuto možnost nemají. Jejich autoĜi, pokud to okolnosti vyžadují,  pak mají na výbČr 
bućto doimplementovat celou tuto chybČjící funkcionalitu svými silami nebo využít již existujícího 
rámce þi knihovny s touto funkcionalitou, pro které pak jen mírnČ pĜizpĤsobí svojí aplikaci. 
 
   Táto práce se tedy zamČĜuje ve své druhé kapitole na uvedení do problematiky automatických 
aktualizací, objasnČní jednotlivých principĤ a postupĤ pĜi provádČní aktualizací a rozdČluje aktualizace 
do nČkolika oblastí použití. TĜetí kapitola pak poskytuje pĜehled nČkterých souþasných nástrojĤ pro 
podporu vývoje software obsahujícího modul automatické aktualizace. Ve þtvrté kapitole se objevuje 
návrh jednoho z možných Ĝešení automatických aktualizací. Návrh obsahuje velmi jednoduché, ale 
plnČ automatické Ĝešení, které by se dalo v mnoha smČrech vylepšit. Pátá kapitola ukazuje 
implementaci takového Ĝešení v jazyce Java s použitím nČkolika dalších technologií. Šestá kapitola 
pak ukazuje jednu z nČkolika možností, jak takové Ĝešení použít v konkrétní aplikaci. Je zde 
SĜedvedeno nalezení vhodných míst v již existující aplikaci pro rozšíĜení o modul automatických 
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2 Problematika aktualizací 
 
   Táto kapitola pojednává o základní problematice aktualizací aplikací. NastiĖuje jak obecné principy 
této problematiky, tak také konkrétní, z pohledu programovacího jazyka Java. Je jakýmsi úvodem do 
této oblasti a slouží pro lepší pochopení dalších þástí této práce. 
2.1 Aktualizace obecnČ 
2.1.1 RozdČlení aplikací podle dostupnosti 
   Jak plyne z úvodní kapitoly, je spousta aplikací, pro které je možnost aktualizovat se nezbytnou 
souþástí. NČkteré z tČchto aplikací se používají jen obþasnČ a po spuštČní jsou v provozu ĜeknČme pár 
hodin. NapĜíklad konvertor audio þi video formátĤ.  Jiné se mohou používat þastČji nebo mohou po 
spuštČní vykonávat þasovČ nároþné úkoly, které zaberou nČkolik hodin pĜípadnČ dnĤ nepĜetržité práce. 
NapĜíklad aplikace pro rĤzné vČdecké výpoþty nebo tvorbu kreslených filmĤ. A pak máme aplikace, 
jejichž provoz je vyžadován po spuštČní trvale. Jsou to pĜedevším bankovní systémy, systémy pro 
elektronické obchodování a podobnČ. 
 
   RozdČlme si tedy aplikace z hlediska dostupnosti na ty, které by mČly bČžet trvale a jejich pĜerušení  
je nežádoucí a na ty, kterým pĜerušení bČhu nezpĤsobuje žádné problémy. Toto rozdČlení aplikací je 
GĤležité jak pĜi výbČru vhodného rámce þi knihovny umožĖující aktualizaþní proces, tak pĜi vytváĜení 
vlastního Ĝešení. Je to z toho dĤvodu, že po aktualizaþním procesu je ve vČtšinČ pĜípadĤ nutno aplikaci 
ukonþit a po té znovu spustit. Ukonþení a znovu spuštČní, tak zvaný „restart“ je potĜebný buć pro 
zamezení možných problémĤ pĜi zmČQČþásti kódu nebo proto aby se zmČny mohly projevit. 
 
   Než se pustím do dalšího výkladu, upĜesním ještČ význam slova „pĜerušení“. Každý proces 
aktualizace zabere urþitý þas, po který je þinnost aplikace pozastavena. Toto pozastavení zde 
nebudeme brát jako pĜerušení aplikace. Jako pĜerušení budeme brát situaci, kdy je potĜeba aplikaci 
zastavit a po té znovu spustit. Táto situace totiž ve vČtšinČ pĜípadĤ vyžaduje pĜítomnost þlovČka jako 
obsluhy. 
2.1.2 RozdČlení aplikací podle „pamatování“ si stavu nebo dat 
   Další hledisko, které hraje urþitou roli pĜi aktualizacích, je to jestli aplikace obsahuje pouze 
výkonnou þást (metody) nebo obsahuje navíc i nČjaká data, které je tĜeba uchovat po celou dobu bČhu 
aplikace, pĜípadnČ uchovává stavy, ve kterých se aplikace právČ nachází. MČjme pĜíklad aplikace, 
která se chová jako služba poskytující urþité þinnosti. Použití takové aplikace spoþívá v tom, že jí 
„pĜedáme“ nČjaká data a „Ĝekneme“ co s tČmi daty požadujeme udČlat. Aplikace provede požadovanou 
þinnost na tČmito daty a vrátí nám nČjaký výsledek. Po té þeká opČt na další požadavek. Taková 
aplikace nebo pĜípadnČ jen urþitý modul aplikace nemá žádné specifické vnitĜní stavy, které by si bylo 
nutno pamatovat ani neuchovává žádná data. Jiným pĜípadem bude aplikace, která obsahuje tĜídy 
SĜedstavující datovou strukturu. V objektech vzniklých z tČchto tĜíd pak taková aplikace uchovává 
QČjaká data, se kterými pracuje po celou dobu svého bČhu. Jiný typ aplikací mĤže obsahovat procesy, 
které zpracovávají nČjaká data v jednotlivých krocích sekvenþQČ podle pĜedem daných pĜedpisĤ a 
procházejí pĜitom urþitými stavy, které jsou aplikací rozlišovány. Zde je potĜeba si po celou dobu bČhu 
aplikace pamatovat u každého procesu stav, ve kterém se daný proces zrovna nachází. 
 
   RozdČlme si tedy aplikace z hlediska pamatování si na ty, které mají potĜebu si nČco pamatovat a na 
ty, které si nemusí nic pamatovat. Je to z toho dĤvodu, že v nČkterých pĜípadech aktualizace je potĜeba 
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rozhodnout, zda se bude pĜenášet stav staré verze aplikace do nové verze aby nedošlo ke ztrátČ 
urþitých informací, které by pak mohly mít negativní dopad na chování aplikace po aktualizaci.  
2.1.3 Základní kroky aktualizace 
   Celý proces aktualizace se dá rozdČlit do nČkolika obecných krokĤ jak je vidČt na obrázku 2. Ne 
každá aplikace bude obsahovat všechny tyto kroky pĜi své aktualizaci. První tĜi kroky se však 




Obr. 1. Jednotlivé kroky pĜi aktualizaci 
 
   První krok, spuštČní aplikace. NejdĜíve je potĜeba aplikaci spustit. V pĜípadČ velkých systému se 
jedná o jejich nasazení. 
 
   Druhý krok, pĜíprava aktualizace. PĜíprava aktualizace zahrnuje mimo jiné napĜíklad spojení se 
serverem, þinností pro rozpoznání dostupnosti nové verze aplikace a stažení nových souborĤ. PĜi 
spojování se serverem mĤže být volitelnČ provedeno ovČĜování licenþních klíþĤ pro pĜístup 
k aktualizacím nebo jiný zpĤsob ovČĜování pĜístupu v pĜípadČ placených nebo jinak pĜístupovČ 
omezených aktualizací. PĜi stáhnutí souborĤ pak mĤže, ale nemusí být provedena kontrola na 
GĤYČryhodnost souborĤ z hlediska bezpeþnosti, zabraĖující podvrhnutí nepravých souborĤ do aplikace. 
 
   DĤležitou þinností je pĜi pĜípravČ aktualizace dosažení tak zvaného „bezpeþného stavu“ aplikace. 
Bezpeþným stavem aplikace rozumíme stav, kdy aplikace neprovádí „žádnou“ þinnost, pĜi které by 
proces aktualizace mohl aplikaci negativnČ ovlivnit. Negativním ovlivnČním je myšleno napĜíklad 
porušení nebo ztráta dat, narušení nČjakého výpoþetního procesu, který následkem toho vede ke 
špatnému výsledku a podobnČ. V podstatČ to znamená, že každá manipulace s daty provádČná 
souþasnČ s procesem aktualizace by mohla vést k neoþekávanému chování aplikace. Ve skuteþnosti 
ovšem záleží také na tom, která þást aplikace je aktualizaci ovlivnČna. Pokud je aplikace „vhodnČ“ 
navržena, napĜíklad se skládá z nČkolika navzájem se neovlivĖujících modulĤ, je možné aby nČkterý 
z modulu provádČl svou þinnost, zatím co jiný je aktualizován. 
 
   Dosažení bezpeþného stavu aplikace lze docílit napĜíklad volbou vhodného okamžiku pro provedení 
aktualizaþních procesĤ. Nejjednodušší je umístit aktualizaci na samotný „zaþátek“ aplikace, kdy ještČ 
nedošlo jejímu plnému rozbČhnutí nebo na konec aplikace, tČsnČ pĜed jejím ukonþením, kdy už se 
nebude používat žádná þást kódu. 
 
   Další možností je zavést v aplikaci tak zvaný „pĜíznak aktualizace“, ten aktivovat a poþkat, až se 
aktualizace do bezpeþného stavu dostane. Jako pĜíznak aktualizace mĤže sloužit promČnná typu 
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boolean, která se pĜi potĜebČ aktualizovat aplikaci aktivuje (nastaví na hodnotu „true“). Jaká koli 
þinnost v aplikaci (metoda, procedura þi proces) by pĜed svým provedením kontrolovala tento pĜíznak 
a pokud by byl pĜíznak aktivován, odložila by aplikace její spuštČní až do doby deaktivace tohoto 
SĜíznaku. ýekání na bezpeþný stav aplikace pak mĤže spoþívat ve sledování všech bČžících metod, 
procedur þi procesĤ dokud neskonþí. Po aktualizaci se pak pĜíznak deaktivuje a aplikace bČží dál nebo 
se ukonþí a znovu spustí (restartuje). 
 
   7Ĝetí krok, zavedení nového kódu do systému. Spoþívá v nakopírování nových souborĤ do složky 
s aplikací a pĜípadném propojení se stávajícím kódem. NČkteré programovací jazyky umožĖují 
jednoduše provádČt zmČny v kódu za bČhu aplikace, jiné to neumožĖují. V pĜípadČ jazyka Java není 
zmČna v kódu za bČhu aplikace zrovna jednoduchá. Z tohoto dĤvodu se vČtšinou volí restartování 
aplikace po provedení aktualizace. Pokud aplikaci restartovat nechceme nebo nemĤžeme je potĜeba 
nejdĜíve vytvoĜit všechny potĜebné objekty nových verzí tĜíd a po té „pĜesmČrovat“ všechny reference 
ukazující na staré verze objektĤ tak, aby nyní ukazovaly na novČ vytvoĜené objekty. 
 
   ýtvrtý krok, uvedení aplikace do konzistentního stavu, již není obsažen ve všech aktualizacích. 
Dosažení konzistentního stavu aplikace je vyžadováno v pĜípadČ kdy není možné aplikaci pĜerušit 
v jejím bČhu. To znamená že aktualizace je provádČna za provozu aplikace bez možnosti restartu. 
ZajištČní konzistentního stavu zamezí vzniku neoþekávaného chování aplikace a pĜípadného porušení 
dat po aktualizaci. Tento úkol v sobČ obsahuje také již zmínČnou aktualizaci referencí na novČ 
vytvoĜené objekty aplikace. Pokud by se totiž ponechala nČjaká reference na starou verzi objektu a 
zároveĖ by existovala i reference na verzi novou nebylo by zajištČno jednoznaþné chování aplikace. 
ýást kódu by se mohla chovat starým zpĤsobem a þást novým. V pĜípadČ, že by se naopak odstranila 
reference na starý objekt a nevytvoĜila na objekt nový, byla by þást kódu aplikace nedosažitelná a 
aplikace by tak v lepším pĜípadČ „ztratila“ urþitou funkcionalitu. V tom horším by nemusela být 
schopna dalšího provozu vĤbec.  
   Pátý krok, pĜenos stavu aplikace do nového kódu, také nebývá u všech aktualizací. Jakmile 
zavedeme do aplikace nový kód, vytvoĜíme z nČj objekty a provedeme pĜesmČrování referencí, 
budeme mít po urþitou dobu v pamČti dvČ verze aplikace. Starou verzi a novou verzi. Abychom 
zachovali konzistenci aplikace, je zapotĜebí pĜenést stav ze staré verze aplikace do nové verze. 
V pĜípadČ jazyka Java urþuje stav aplikace obsah tĜídních a instanþních promČnných. Znamená to tedy 
že je potĜeba zkopírovat obsah tČchto promČnných ze staré verze do nové verze aplikace. Pokud se pĜi 
aktualizaci zásadnČ zmČní i struktura tĜíd, které obsahují promČnné uchovávající stav aplikace tak, že 
nelze provést prosté zkopírování obsahu promČnných staré verze do nové, je potĜeba provést 
transformaci stavu. Jednoduchý pĜenos stavu aplikace, nevyžadující transformaci lze provést zcela 
automaticky. Pokud ale aplikace vyžaduje transformaci stavu z dĤvodĤ popsaných výše, je požadován 
zásah tvĤrce aplikace, neboĢ jen on ví, jak se zmČnila struktura v nové verzi aplikace. Nelze totiž 
obecnČ jednoznaþQČ rozhodnout, která promČnná do které má být pĜenesena. Jedno z možností Ĝešení 
tohoto problému je dodání informace o mapování staré struktury aplikace na novou, tvĤrcem aplikace. 
Teprve podle mapovacího schématu je možné automaticky provést transformaci stavu. 
 
   Šestý krok, pokraþování bČhu nové verze aplikace, rovnČž nemusí být u všech aktualizací. Jedná se 
o rozbČhnutí nové verze aplikace tak, aby pokraþovala od místa, ve kterém byla pĜedchozí verze 
pozastavena. 
 
   Sedmý krok, odstranČní staré verze aplikace, je volitelný a nezávisí na nČm provoz aplikace 
samotné. Pokud se provede, bude ušetĜeno místo v pamČti. Z hlediska Javy to znamená odstranČní 
všech referencí na objekty staré verze aplikace. O samotné odstranČní objektĤ z pamČti se postará 
v pĜípadČ potĜeby Garbage collector. 
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2.1.4 RozdČlení aktualizací podle þinností 
   Z hlediska provádČných þinností si mĤžeme aktualizace rozdČlit do dvou základních skupin. 
Manuální a automatické. Kdy mĤžeme mluvit o automatické aktualizaci ? Výše popsané základní 
kroky aktualizace si mĤžeme pro tyto potĜeby objasnČní pĜerozdČlit. Bude se tedy jednat o tyto kroky: 
x Kontrola nové verze 
x Stažení nové verze 
x Instalace nové verze 
x SpuštČní nové verze 
 
   A nyní jedno zamyšlení. Kde je hranice mezi manuálním a automatickým ? Pokud bude muset 
uživatel aplikace provést všechny kroky sám, je jasné že budeme mluvit o manuální aktualizaci. Pokud 
se všechny kroky provedou „samy“, bez nutnosti zásahu uživatele nebo kterého koli þlovČka, je jasné 
že jde o plnČ automatickou aktualizaci. KromČ tČchto dvou možností, mohou nastat ještČ další tĜi. 
Automaticky se provede pouze kontrola nové verze a zbývající kroky budou provedeny manuálnČ. 
Automaticky se provede kontrola a stažení nové verze. A poslední možnost. Automaticky se provede 
kontrola, stažení a také instalace nové verze. 
 
   Z výše vyjmenovaných þtyĜ krokĤ je ten poslední pro þlovČka nejjednodušší. Co se jednoduché 
implementace aktualizace týþe, pak je pro ní poslední krok naopak nejsložitČjší. Tudíž v této práci 
budu považovat za automatickou aktualizaci takovou, která zajistí alespoĖ první tĜi kroky a na 
uživateli ponechá pouze znovu spuštČní aplikace.  
2.2 Podpora aktualizací v JVM 
2.2.1 SpouštČní Java aplikací 
   BČh každé aplikace napsané v jazyce Java je umožnČn virtuálním strojem tohoto jazyka nazvaným 
„Java Virtual Machine“ (JVM). Tento virtuální stroj bČží na konkrétní platformČ (Windows, Linux, 
MacOS, atd) a odstiĖuje Java aplikaci od této platformy. Java aplikace tak není závislá na platformČ 
poþítaþe, na kterém bČží. Pokaždé, když se má spustit nČjaká Java aplikace, je automaticky také 
spuštČn virtuální stroj jazyka Java. Jinak by aplikace nebyla schopna bČhu. Tento proces probíhá ve 
struþnosti takto. Po spuštČní, najde JVM hlavní tĜídu aplikace, která má být spuštČna, zavede ji do 
pamČti a zavolá její hlavní metodu. Tímto je daná aplikace spuštČna. Každou další tĜídu, která se 
v aplikaci používá, zavádí JVM až ve chvíli, kdy má být táto tĜída použita. 
2.2.2 ZavádČní tĜíd Java aplikací 
   ZavádČní tĜíd do pamČti probíhá pomoci mechanismu „class loaderĤ“. Class loader je objekt 
(instance tĜídy ClassLoader nebo jejích potomkĤ), který umožĖuje zavedení binární reprezentace 
urþité tĜídy do pamČti a vytvoĜení instance tĜídy Class zavedené tĜídy. Všechny tĜídy class loaderĤ jsou 
napsány v jazyce Java, kromČ jednoho, který je pĜímou souþástí JVM a nazývá se Bootstrap class 
loader (systémový class loader). 
 
   V JVM existuje hierarchie class loaderĤ, která používá delegaþní model pro zavádČní tĜíd do pamČti. 
Na vrcholu hierarchie class loaderĤ stojí Bootstrap class loader, který je rodiþem všem ostatním class 
loaderĤm. Rodiþ je v této hierarchii brán ve smyslu delegování (zastoupení), ne ve smyslu dČdiþnosti. 
Každý  class  loader  kromČ Bootstrap  class  loaderu,  má  tedy  svého  rodiþe.  Proces  zavádČní  tĜíd  se  
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uskuteþĖuje nejdĜíve povČĜením svého rodiþovského class loaderu o zavedení urþité tĜídy, pokud 
rodiþovský class loader neuspČje pĜi zavádČní urþité tĜídy, teprve pak se o to postará class loader sám. 
 
 






Úkoly jednotlivých class loaderĤ: 
x Bootstrap class loader – zavádí základní tĜídy z Java API 
x Ext class loader – zavádí tĜídy z extension adresáĜe Javy 
x Classpath class loader – zavádí tĜídy uvedené v classpath 
x Custom class loader – vlastní implementace class loaderu, zavádí tĜídy odkud koli 
 
   StandardnČ tedy v rámci delegování zavádí tĜídy bućto Bootstrap class loader nebo Classpath class 
loader. MČQČþastČji Ext class loader. Jak již bylo ĜHþeno, dochází k zavádČní tĜíd teprve v þase jejich 
prvního použití. Každá tĜída je zavádČna tím class loaderem, který zavedl její „volající“ tĜídu. Volající 
WĜída je ta, která používá nČjakou jinou tĜídu pro svojí þinnost a udržuje si na ní odkaz. NapĜíklad 
máme-li tĜídu „A“, která byla zavedena Classpath class loaderem a táto tĜída v urþitém kroku nČjaké 
operace vytváĜí první instanci tĜídy „B“, je nejprve tĜída „B“ zavedena do pamČti rovnČž Classpath 
class loaderem. 
 
   Po prvním zavedení urþité tĜídy do pamČti již není možné tuto tĜídu znovu zavést tou samou instanci 
class loaderu. JVM zajišĢuje, aby nedošlo k vytvoĜení duplicit tĜíd. Je ale možné zavést jednu tĜídu 
QČkolika rĤznými instancemi urþitého classloaderu. Pokud je tĜída jednou zavedena do pamČti, nelze ji 
z pamČti jen tak „vymazat“. Pokud bude existovat reference na instanci class loaderu, který ji do 
pamČti zavedl, nelze tuto tĜídu z pamČti nijak odstranit. Pokud nastane situace, pĜi které již danou tĜídu 
nebudeme používat a požadujeme její odstranČní z pamČti, je nutné nejdĜíve odstranit všechny 
reference na class loader, který ji do pamČti zavedl a po té odstranit také všechny reference na instance 
této tĜídy. Ani v tomto pĜípadČ nelze tĜídu z pamČti manuálnČ odstranit. TĜída bude odstranČna 
automaticky až pĜi volání garbage collectoru. 
 
   Více informací o class loaderech se lze dozvČGČt ze zdrojĤ [1] a [2]. 
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2.2.3 JVM a aktualizace 
   Jelikož je Java objektovČ orientovaný jazyk, který je založený na tĜídách, je jednotkou programu 
WĜída. Nejmenší jednotkou v pĜípadČ aktualizace bude tedy tĜída. Z tohoto pohledu si lze pod pojmem 
aktualizace pĜedstavit nahrazování jedné þi více stávajících tĜíd za nové nebo jiné tĜídy. Virtuální stroj 
jazyka Java však pĜímo nepodporuje nahrazování tĜíd, tak jak bychom potĜebovali. Jak již bylo dĜíve 
zmínČno, jednou zavedená tĜída zĤstává v pamČti, dokud existuje odkaz na tĜídu samotnou a na class 
loader, který ji zavedl. Jelikož vČtšina aplikací nemá vlastní class loader pro zavádČní svých tĜíd, je 
celá takováto aplikace zavedena Bootstrap nebo ClassPath class loaderem. Tyto class loadery nelze 
z JVM odstranit. Z toho vyplývá, že z takto koncipované aplikace nelze jednou zavedené tĜídy vĤbec 
odstranit. Naskýtají se tedy dva základní odlišné pĜístupy jak docílit možností aktualizace Java 
aplikací. 
 
   První cestou je modifikace JVM tak, aby podporoval znovu zavádČní již jednou zavedených tĜíd. 
Takto upravenému JVM by pak staþilo zmČnit obsah souboru tĜídy uložené nČkde na disku a zavolat 
napĜíklad metodu „refresh“. Tento pĜístup by mČl jednu velkou výhodu. Jaká koli aplikace by bez 
YČtších zmČn ve vlastním kódu byla schopna aktualizace. Ovšem na druhou stranu by zde byla i jedna 
velká nevýhoda. Podmínkou by totiž byla nutnost používat modifikovanou verzi JVM. 
 
   Druhou cestou je pak rozšíĜení aplikace o sadu podpĤrných knihoven a upravených tĜíd, které zajistí 
aktualizaþní procesy nebo „vsazení“ celé aplikace do nČjakého rámce vyvinutého pro tyto úþely. Tento 
zpĤsob možná vyžaduje individuálnČjší pĜístup a klade vČtší nároky na implementaci, ale je zcela 
nezávislý na JVM. 
 
2.3 Možná Ĝešení aktualizací v jazyce Java 
2.3.1 Java aplikace 
   UpĜesnČme si nejdĜíve pojem „Java aplikace“. Aplikace napsaná v jazyce Java se mimo jiné skládá 
z jedné nebo z nČkolika tĜíd. Tyto tĜídy jsou obsaženy v jenom nebo více souborech uložených 
napĜíklad na pevném disku. Soubory jsou pojmenovány rĤznČ ale jejich pĜípona je vždy „class“. Java 
aplikace mĤže být tedy tvoĜena jediným souborem s pĜíponou „class“, ale také nČkolika takovými 
soubory. KromČ tohoto typu souborĤ mĤže aplikace obsahovat spoustu dalších typĤ. 
 
   Všechny soubory, tvoĜící dohromady jednu aplikaci, mohou být umístČny v nČjakém adresáĜi nebo 
mohou být zabaleny do jednoho þi více tak zvaných JAR souborĤ. JAR (Java archive) je kompresní 
souborový formát založený na kompresi ZIP. Pomocí tČchto souborĤ lze v jazyce Java napĜíklad tvoĜit 
knihovny tĜíd. Výhodnou vlastností JAR souborĤ je také zmenšení výsledné velikosti aplikace 
použitím komprese. 
 
   V této práci bude tedy pojem Java aplikace znamenat jeden nebo více souborĤ JAR obsahující 
všechny potĜebné Java tĜídy. PĜípadné další soubory jako obrázky, xml soubory pro konfiguraci, atd, 
mohou být umístČné také v tČchto JAR souborech nebo v nČjaké struktuĜe adresáĜĤ. AdresáĜ, ve 
kterém je celá aplikace obsažena, budeme nazývat „KoĜenový adresáĜ aplikace“. 
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2.3.2 Nahrazování pĤvodních souborĤ novými 
   PĜi spouštČní Java aplikace, jak již bylo ĜHþeno, hledá JVM hlavní tĜídu, aby mohl zavolat metodu 
„main“ a tím spustit aplikaci. Hlavní tĜída aplikace je jako všechny ostatní tĜídy zabalena v JAR 
souboru. JVM si tedy naþte JAR soubor, prohledá jeho strukturu a uþiní všechny potĜebné kroky 
vedoucí ke spuštČní aplikace. Po naþtení takového JAR souboru si JVM tento soubor „uzamkne“ proti 
smazání. 
 
   PĜi aktualizaci tedy nelze použít postup, kdy nejdĜíve všechny stávající soubory aplikace smažeme a 
poté na jejich místo zkopírujeme soubory nové. Tedy alespoĖ ne u JAR souborĤ. Souborový systém to 
z dĤvodu uzamþení tČchto souboru nedovolí. Co ale udČlat lze, je pĜepsat pĤvodní JAR soubory 
novými verzemi tČchto souborĤ. Na první pohled by se zdálo, že tady by proces aktualizace mohl 
skonþit. Tak tomu ale není. PĜepsání obsahu pĤvodních JAR souborĤ novým obsahem zpĤsobí totiž 
dvČ základní vČci. Za prvé, nový obsah JAR souboru nebude mít vliv na tĜídy, které již byly zavedeny 
do pamČti. Tím pádem se aktualizace nijak neprojeví, dokud se aplikace nerestartuje. Za druhé, pĜi 
pokusu naþíst binární reprezentaci tĜídy, která ještČ nebyla zavedena do pamČti, pozná JVM že soubor 
JAR byl zmČQČn a pĜi naþítáni selže. Selhání je doprovázeno vyhozením výjimky o nenalezení 
požadované tĜídy. Navíc, pokud bychom do aplikace pĜidali další, nový soubor JAR, virtuální stroj by 
o nČm nevČGČl a ten by proto byl nedosažitelný. 
 
2.3.3 Jednoduchý zpĤsob implementace vyžadující restart 
   Na obrázku þíslo 3 je ukázka implementace hlavní metody velmi jednoduché aplikace. Táto metoda 
pouze vytvoĜí instanci aplikace a spustí jí. 
 
Obr. 3. Standardní implementace metody „main“ 
 
 
   Nejjednodušší zpĤsob implementace aktualizací do již existující aplikace vyžadující však restart je 
možné provést takto: 
 
   Najdeme pĜesné místo, odkud se spouští aplikace. Ve vČtšinČ pĜípadĤ jde o metodu „main“ 
umístČnou v hlavní tĜídČ. Do této metody je potĜeba umístit volání té þásti kódu aktualizace, která má 
za úkol ovČĜení dostupnosti nové verze aplikace na serveru. Dejme tomu, že tuto þást kódu bude 
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zastupovat metoda s názvem „zkontrolujDostupnost()“ a její návratová hodnota bude typu boolean. Ta 
bude nabývat hodnoty „false“ v pĜípadČ že nebude existovat nová verze aplikace a „true“ v pĜípadČ 
opaþném. Volání této metody umístíme nČkde na zaþátek metody „main“, pĜed první volání vlastního 
kódu aplikace. Hned za tuto metodu umístíme rozhodovací podmínku, která rozdČlí chod aplikace 
v tomto místČ do dvou rĤzných vČtví. Pokud je návratová hodnota metody „zkontrolujDostupnost()“ 
„false“, tedy nová verze aplikace není dostupná, bude se pokraþovat vČtví þíslo „1“, která povede 
k volání vlastního kódu aplikace a aplikace tak zahájí svojí þinnost. Pokud však bude návratovou 
hodnotou „true“,  což znamená že nová verze aplikace dostupná je, bude se pokraþovat vČtví þíslo „2“, 
která zajistí stažení nových souborĤ a provedení aktualizaþních procesĤ. V tomto pĜípadČ bude 
provedení aktualizaþních procesĤ spoþívat v prostém nahrazení (pĜepsání) stávajících souborĤ aplikace 
novými (zmČnovými) soubory, pĜípadnČ pĜidáním nČkterých dalších nových souborĤ. Po této þinnosti 
je nutný restart aplikace. Takže posledním krokem této vČtve mĤže být zobrazení dialogového okna, 
ve kterém informujeme uživatele aplikace o provedené aktualizace a nutném restartu aplikace. Po 




Obr. 4. Upravená implementace metody „main“ – vyžaduje restart 
 
   Obrázek þíslo 4 ukazuje jak lze provést jednoduchou implementaci aktualizace popsanou výše. Kód 
není úplný, jsou zde jen ukázána místa, kde se co umísĢuje.  
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2.3.4 Jednoduchý zpĤsob implementace nevyžadující restart 
   Jednoduchou úpravou pĜedchozího zpĤsobu implementace aktualizací lze dosáhnout toho, že nebude 
vyžadován restart aplikace. Cenou za toto zvýhodnČní je však drobná nevýhoda. Aktualizace aplikace 
se v pĜípadČ dostupnosti nové verze provede až na konci aplikace. Restart tedy není nutný, protože po 
provedení aktualizaþních procesĤ následuje automaticky ukonþení aplikace. Nevýhoda mĤže být 
v tom, že aplikace po spuštČní pracuje ve stávající verzi, jelikož je aktualizace posunuta až na konec a 
teprve až pĜi dalším spuštČní se projeví její aktualizace. Zda to bude považováno za nevýhodu záleží 
na konkrétní aplikaci a konkrétních požadavcích. 
 
   Úprava je tedy následující: 
Do rozhodovací podmínky se pĜidá tĜetí vČtev, která v pĜípadČ že je dostupná nová verze aplikace, 
odloží aktualizaci na konec aplikace. To znamená, že v tomto pĜípadČ by se po spuštČní aplikace opČt 
provedla kontrola na dostupnost nové verze aplikace, opČt se v podmínce objeví návratová hodnota 
„true“, která vybere vČtev þíslo „2“.  V tomto místČ však nebudeme ihned provádČt aktualizaþní 
procesy, ale pĜidáme druhou rozhodovací podmínku. Zde se bude rozhodovat, jestli se má aktualizace 
provést ihned nebo odložit na konec aplikace. V pĜípadČ, že se má aktualizace provést ihned, zahájí se 
aktualizaþní procesy stejným zpĤsobem, jak je popsáno výše. V druhém pĜípadČ, kdy se má 
aktualizace odložit, se mĤže ale nemusí provést pouze stažení nové verze aplikace nČkam do 
doþasného adresáĜe, ale hlavnČ je nutné zapamatovat si, že provedení aktualizace samotné se uskuteþní 
až pĜi ukonþování aplikace. Po té se spustí vlastní kód aplikace. Aktualizaþní procesy se pak vloží do 
místa, kde se volá ukonþení aplikace nebo prostČ za poslední pĜíkaz v aplikaci. Aby se aktualizaþní 
procesy neprovádČly vždy, i když není dostupná nová verze aplikace, je tĜeba ještČ pĜed jejich 
provedením ovČĜit, jestli je potĜeba je provádČt. Zapamatování si odložení aktualizace lze provést 
zavedením promČnné typu boolean s názvem napĜíklad „jeAktualizace“. OvČĜování, zda se má pĜi 
ukonþování aplikace provést aktualizace by pak probíhalo dotazem právČ na tuto promČnnou. 
 
   Druhá rozhodovací podmínka zde není nutná. Aplikaci mĤžeme nastavit tak, aby se aktualizace 
provádČla vždy pĜi ukonþování. Zavedením této podmínky však dostáváme možnost, kdykoli zmČnit 
umístČní aktualizace (na zaþátku nebo na konci). Rozhodování, který zpĤsob aktualizace zvolit se pak 
PĤže provádČt pomoci dialogového okna, kdy po spuštČní aplikace vyzveme uživatele aby zvolil 
jednu z tČchto dvou možností. Další možnost je umístit rozhodování do konfiguraþního souboru. 
 
   Pokud umístíme rozhodování do konfiguraþního souboru a nastavíme jej tak aby se aktualizace 
provádČly na konci aplikace, nebude v prĤEČhu aplikace od spuštČní až po ukonþení vyžadována 
uživatelská interakce. To lze s výhodou využít u aplikací, které se spouštČjí automaticky podle 
QČjakého nastaveného plánování bez zásahu uživatele. 
 
 
   Obrázek þíslo 5 ukazuje druhý zpĤsob jednoduché implementace aktualizace do aplikace. Ani zde 
není kód kompletní, ale je pouze naznaþeno, kde se co umísĢuje. Tento zpĤsob je mírnČ složitČjší než 
SĜedchozí, ale umožĖuje pĜepínání mezi obČma zpĤsoby aktualizací. PĜepínání se uskuteþĖuje pomoci 
promČnné „odlozitAktualizaci“. Pokud má táto promČnná hodnotu „true“, bude se aktualizace 
odkládat na konec aplikace a nebude vyžadován restart. 
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Obr. 5. Upravená implementace metody „main“ – nevyžaduje restart 
 
2.3.5 Implementace opakovaných aktualizací nevyžadujících restart 
   PĜedchozí dva zpĤsoby jsou jednoduchou implementaci aktualizací, které však vyžadují pĜerušení 
aplikace aby se projevily zmČny. Táto Ĝešení se však nedají použít tam, kde je vyžadován trvalý bČh 
aplikace bez pĜerušení. Kdyby se totiž posunula aktualizace na konec takovéto aplikace, nebylo by 
SĜedem vĤbec známo, kdy se vlastnČ taková aktualizace provede, jelikož aplikace mĤže bČžet 
nepĜetržitČ tĜeba pĤl roku. Pokud bychom provedli aktualizaci na zaþátku, dalo by se to udČlat jen 
jednou za dlouhé období. V takových to pĜípadech je potĜeba použít složitČjší zpĤsob implementace, 
 - 20 -  
který umožní aktualizace provádČt opakovanČ tak, aby se zmČny projevily ihned po ukonþení 
aktualizaþních procesĤ bez jediného pĜerušení aplikace. 
 
   PĜerušení aplikace (restart) je až doposud nutné z dĤvodu projevení zmČn po aktualizaci. ZmČny 
vyžadují restart aplikace napĜíklad proto, že tĜídu jednou zavedenou do pamČti již nelze za provozu 
zavést podruhé. Tím pádem zĤstává v pamČti poĜád stará verze tĜídy i když je již dostupná nová verze. 
Prvním úkolem je tedy zajistit, aby se dala tĜída za provozu zavést vícekrát do pamČti. Tím umožníme 
nahrazení staré verze tĜídy verzi novou. Druhým úkolem je zajistit, aby virtuálnímu stroji nevadilo, že 
mu byl za provozu zmČQČn obsah JAR souboru. Tím umožníme naþítat tĜídy ze zmČQČného JAR 
souboru aniž by došlo k vyhození výjimky a zastavení aplikace. TĜetím úkolem je pak zajistit, aby 
v pĜípadČ že se po aktualizaci objeví v aplikaci nový JAR soubor, byl tento soubor dosažitelný. Tedy 
aby se o nČm „dozvČGČl“ virtuální stroj a mohl tak využívat nové tĜídy, a knihovny tĜíd. Pokud tedy 
splníme tyto tĜi podmínky, nebude nutné aplikaci po aktualizaci restartovat aby se projevily zmČny v 
aplikaci. 
 
ZajištČní opakovaného zavádČní tĜídy do pamČti: 
   Protože nelze jednu a tutéž tĜídu zavést do pamČti vícekrát jednou instancí class loaderu, je potĜeba 
zajistit pĜed dalším zavádČním té samé tĜídy do pamČti odstranČní reference na již použitou instanci 
class loaderu, který ji zavedl a vytvoĜit instanci novou. Abychom toho byli schopni, musíme používat 
jiný než Bootstrap, Ext nebo ClassPath class loader. To nás vede k tomu, abychom pro zavádČní tĜíd 
naší aplikace používali custom class loader. Viz obrázek s pĜehledem class loaderĤ výše. Chceme li 
však, aby tĜídy skuteþQČ zavádČl náš custom class loader a ne jiný, musíme zajistit, aby JAR soubory a 
WĜídy obsažené v tČchto souborech našel pouze custom class loader a žádný jiný. Pokud naše tĜídy bude 
schopný najít i ClassPath class loader nebo jiný systémový class loader, zavede je ten, z dĤvodu 
delegaþního modelu zavádČní tĜíd v JavČ. 
 
   Abychom tedy splnili výše uvedené podmínky, musíme udČlat dvČ vČci. Za prvé, pĜedefinovat 
metodu „findClass“ našeho custom class loaderu tak, aby byla schopna najít všechny naše JAR 
soubory a v tČch všechny potĜebné tĜídy. Implementace této metody závisí na konkrétní aplikaci. Za 
druhé, je potĜeba „ukrýt“ všechny tĜídy aplikace pĜed ClassPath class loaderem, aby je nemohl zavést 
on. Hlavní tĜídu, obsahující metodu „main“, která spouští aplikaci však nelze zavést jinak, než jedním 
ze systémových class loaderĤ. Z tohoto dĤvodu bude nutné upravit spouštČní aplikace. V tomto 
SĜípadČ již nelze spouštČt aplikaci pĜímo, ale bude potĜeba ji umístit do takzvaného „rámce“. PĜímo se 
bude spouštČt tento rámec, tudíž systémový class loader zavede do pamČti pouze jeho tĜídy. Rámec po 
svém spuštČní zajistí vytvoĜení instance custom class loaderu a hned na to pomocí tohoto class loaderu 
zavede tĜídy samotné aplikace do pamČti a spustí aplikaci zavoláním její metody „main“. Takto 
vlastnČ zamezíme zavedení jakékoli tĜídy aplikace jedním ze systémových class loaderĤ. Manifest, 
který obsahuje atribut Class-path, ve kterém jsou uvedeny cesty k dalším použitým JAR souborĤm 
aplikace je potĜeba zmČnit. ZmČna je jednoduchá. Odstraníme tento atribut se všemi cestami 
z manifestu pryþ, þímž „ukryjeme“ všechny JAR soubory aplikace, na které se v tomto atributu 
ukazuje, pĜed ClassPath class loaderem. 
 
UmožnČní zmČn v JAR souboru za provozu 
   Z pĜedchozích odstavcĤ vyplývá, že je nutné použít pro zavádČní tĜíd aplikace vlastní class loader. 
Použití vlastního class loaderu Ĝeší i problém zmČny obsahu JAR souboru za bČhu aplikace. V našem 
class loaderu vytvoĜíme metody, které zajistí tyto þinností: 
x Nalezení všech JAR souborĤ aplikace – metoda, zajišĢující tuto þinnost, postupnČ prohledá 
všechny adresáĜe aplikace a vytvoĜí seznam všech JAR souborĤ, které se v ní nalézají. 
x VytvoĜení seznamu všech Java tĜíd aplikace – metoda, zajišĢující tuto þinnost, projde postupnČ 
všechny JAR soubory nalezené pĜedchozí metodou a vyhledá v tČchto JAR souborech všechny 
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Java tĜídy, které jsou v nich obsažené. VytvoĜí seznam, do kterého umístí jména všech 
nalezených tĜíd i s informací, ve kterém JAR souboru se daná tĜída nalézá. K tomuto úþelu  
bude vhodné použít kolekci zvanou HashMap, kde jména tĜíd budou klíþem a jména JAR 
souborĤ, hodnotou. 
x Nalezení konkrétní tĜídy, kterou je potĜeba zavést – metoda zajišĢující tuto þinnost je výše 
zmínČná metoda „findClass“. Tuto upravíme tak, aby prohledávala náš seznam tĜíd. 
x Naþtení binární reprezentace dané tĜídy – metoda, zajišĢující tuto þinnost, obdrží jméno 
konkrétní tĜídy, kterou je potĜeba zavést do pamČti, podle tohoto jména si vyhledá v pĜedem 
vytvoĜeném seznamu tĜíd informace o JAR souboru, ve kterém je obsažena daná tĜída a 
z tohoto JAR souboru naþte její binární reprezentaci do pole bajtĤ. 
x Nalezení hlavní tĜídy aplikace – metoda, která zajišĢuje tuto þinnost, prohledá všechny 
nalezené JAR soubory na pĜítomnost manifestu a z manifestu zjistí název tĜídy, která je urþena 
jako hlavní. 
x Zavedení aplikace do pamČtí – metoda, která zajišĢuje tuto þinnost, zavede nalezenou hlavní 
WĜídu aplikace do pamČti. 
x Znovu vytvoĜení seznamu všech tĜíd aplikace – metoda, zajišĢující tuto þinnost, vymaže 
aktuální seznam všech tĜíd aplikace a postupným voláním metod pĜedchozích þinností vytvoĜí 
tento seznam znovu. 
 
   PĜi spuštČní rámce se nejprve vytvoĜí instance našeho vlastního class loaderu. Na této instanci se 
potom postupnČ zavolají metody, které provedou výše zmínČné þinnosti. To zajistí vytvoĜení seznamu 
všech tĜíd aplikace a umožní této instanci class loaderu naþítat jejich binární reprezentaci do pamČti. 
Po té rámec najde hlavní tĜídu aplikace, zavede ji do pamČtí pomoci custom class loaderu a zavolá její 
metodu „main“. Tímto bude aplikace spuštČna. Každá další tĜída kromČ té hlavní, kterou bude aplikace 
potĜebovat, bude zavedena rovnČž custom class loaderem, jelikož to zajišĢuje virtuální stroj 
automaticky. Viz podkapitola 2.2.2 ZavádČní tĜíd Java aplikací. 
 
ZajištČni dosažitelnosti novČ pĜidaných JAR souborĤ 
   Po každém provedení aktualizace je potĜeba zavolat metodu aktuální instance custom class loaderu, 
která má na starosti znovu vytvoĜení seznamu všech tĜíd aplikace. PĜi vytváĜení tohoto seznamu se 
mimo jiné znovu vyhledávají všechny JAR soubory v celé aplikaci. To zajistí, že pokud pĜibyl 
v aplikaci po aktualizaci nový JAR soubor, bude zahrnut do seznamu a tím pádem také tĜídy, které 
obsahuje. Takto bude nový JAR soubor „viditelný“ pro virtuální stroj aniž by byl nutný restart 
aplikace. 
 
   PĜed provedením aktualizace takto upravené implementace je nutné nejprve zajistit bezpeþný stav 
aplikace. Co je to bezpeþný stav aplikace je popsáno na zaþátku této kapitoly v podkapitole 2.1.3 
Základní kroky aktualizace. Teprve pak, lze provést aktualizaci samotnou. PĜi provádČní aktualizace 
nejprve zkopírujeme všechny nové soubory do aplikace. Tímto v aplikaci pĜepíšeme nČkteré stávající 
soubory a nČkteré zde vzniknou jako zcela nové. Po té vytvoĜíme novou instanci našeho custom class 
loaderu a zavoláme postupnČ jeho metody, které pĜipraví tento class loader na zavádČní tĜíd. Nyní 
postupnČ vytváĜíme nové objekty podle tČch, které jsou obsaženy v aktuální struktuĜe aplikace. 
ZároveĖ tyto objekty propojujeme tak aby vytvoĜily stejnou strukturu jako je ta stávající. Jakmile je 
nová struktura dokonþena, odstraníme všechny reference na starou instanci custom class loaderu a po 
té také všechny reference na staré objekty. Tím zajistíme, že pĜi spuštČní Garbage collectoru budou 
staré objekty odstranČny z pamČti. V této fázi ukonþíme provádČní aktualizací a pĜedáme Ĝízení opČt 
aplikaci. Aplikace bude pokraþovat od místa, kde jsme ji pĜerušili. 
 
   Jak mĤže vypadat custom class loader je ukázáno v pĜíloze þíslo 2. 
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2.3.6 Implementace aktualizací nevyžadující restart s pĜenosem stavu 
   PĜedchozí zpĤsob implementace aktualizace pĜináší podstatné vylepšení oproti prvním dvČma 
zpĤsobĤm. Jeho použitím, již není potĜeba aplikaci restartovat po provedení aktualizace, což umožĖuje 
dlouhodobý nepĜerušovaný bČh aplikace. Má však jedno omezení, které jej nedovoluje použít ve všech 
aplikacích. NeumožĖuje pĜenos stavu staré verze aplikace do verze nové. Táto problematika je 
popsána v podkapitole 2.1.2, kde jsme si rozdČlili aplikace podle pamatování si stavu nebo dat. 
3Ĝedchozí zpĤsob implementace lze tedy použít jen v tČch aplikacích, které si nemusí nic pamatovat. 
Pokud máme aplikaci, kde jsou obsažena nČjaká data, které je nutno uchovávat po celou dobu bČhu 
aplikace nebo si aplikace musí pamatovat nČjaké své vnitĜní stavy, musíme pĜedchozí verzi 
implementace upravit tak, aby nedošlo ke ztrátČ dat nebo informací o stavech. 
 
   Vše, co si Java aplikace musí „pamatovat“ bČhem svého provozu je uloženo v tĜídních nebo 
instanþních promČnných. Celkový stav aplikace z pohledu aktualizace je tedy dán aktuálním obsahem 
WČchto promČnných. PĜedchozí implementaci tedy musíme rozšíĜit o možnost pĜenosu obsahu 
promČnných staré verze aplikace do promČnných nové verze. VytvoĜíme tedy mechanismus, který toto 
bude zajišĢovat a uvedeme jej v þinnost, jakmile bude vytvoĜena nová struktura aplikace. Do této fáze 
je postup aktualizace stejný jako v pĜedchozí implementaci. Teprve po pĜenosu celkového stavu 
aplikace budeme odstraĖovat reference na staré objekty. 
 
   VytvoĜení mechanismu, který má za úkol pĜenést stav staré verze aplikace do nové verze nemusí být 
zrovna jednoduchý. Po aktualizaci totiž mohou nastat dva základní pĜípady pro každou tĜídu, která 
obsahuje promČnné uchovávající data nebo informace. V prvním pĜípadČ se jména a poþet 
promČnných nezmČní a pĜenos stavu mezi tĜídami není složitý. S pomocí reflexe se postupnČ naleznou 
a zkopírují všechny promČnné každé takové tĜídy, pĜípadnČ její instance. Pokud se však zmČní jména 
promČnných a/nebo jejich poþet, je situace obtížnČjší a vyžaduje poskytnutí dodateþných informací od 
tvĤrce aktualizace. Tyto informace Ĝíkají, jak se má provést pĜenos stavu mezi tĜídami v takovém 
SĜípadČ. Pomocné informace obsahují buć mapování názvu promČnných mezi kterými má probČhnout 
SĜenos obsahu nebo transformaþní logiku, pĜípadnČ obojí. Transformaþní logika pak mĤže zajišĢovat i 
složitČjší pĜevody a postupy pĜi pĜenosu stavu mezi tĜídami pĜípadnČ jejich instancemi. 
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3 Podpora automatických aktualizací 
   Táto kapitola poskytuje základní pĜehled nČkterých nástrojĤ podporujících implementaci 
automatických aktualizací. 
3.1 PĜehled projektĤ 
3.1.1 Internetový zdroj „http://sourceforge.net“ 
   Na stránkách „sourceforge.net“ je spousta menších projektĤ, které se zabývají tématem aktualizací 
Java aplikací. VČtšina z nich má však rozepsaných pouze „pár“ stránek zdrojového kódu. NČkteré jsou 
v zaþátcích a je vidČt, že zdrojové kódy pĜibývají, jiné stagnují tĜeba i nČkolik mČsícĤ. U pár projektĤ 
jde vidČt, že se jím vývojáĜi opravdu vČnují a existují už i funkþní verze hotového frameworku þi 
knihovny. S dokumentací þi popisem, jak daná knihovna þi framework funguje, je to velmi slabé. 
Uvedu zde proto nČkolik odkazĤ na jednotlivé projekty a ty, u kterých je dostupná nČjaká 
dokumentace nebo popis popíšu více do hloubky. 
 
Seznam projektĤ, zabývajících se aktualizacemi Java aplikací. 
 
x Java Update Tool (JUT) - https://sourceforge.net/projects/jut 
 
x Java Update Framework (JUF) - https://sourceforge.net/projects/juf 
 Rámec, který zjednodušuje implementaci automatických aktualizací. 
 
x Java Automatic Update (JUP) API - https://sourceforge.net/projects/jau-api/ 
 Podporuje vývoj desktopových Java aplikací 
 Autorizovaný pĜístup, konfigurace založena na XML souborech 
 
x Jar File Updator - https://sourceforge.net/projects/jarupdator 
 Java knihovna pro aktualizaci JAR souborĤ 
 
x Update 4 Java - https://sourceforge.net/projects/update4java 
 3Ĝi startu aplikace ovČĜí verze a upozorní uživatele 
 
x EasyUpdate - https://sourceforge.net/projects/myupdater 
 Java knihovna umožĖující aplikacím kontrolu nové verze, stažení a instalaci. 
 Používá elektronický podpis souborĤ, který chrání aplikaci pĜed podvrhem. 
x Java Application Update Utility Software (JAUUS) - http://sourceforge.net/projects/jauus 
 
x stableUpdate - http://stableupdate.sourceforge.net/index.htm 
 
3.2 JAUUS - Java Application Update Utility Software 
3.2.1 Vznik projektu 
   Tento projekt založil autor na základČ potĜeby aktualizovat svou vlastní aplikaci. Napsal aplikaci pro 
QČjaké oddČlení podpory, která z rĤzných dĤvodĤ vyžadovala pravidelnČ provádČt aktualizaci. 
Z poþátku se aktualizace provádČla tak, že autor vytvoĜil nové soubory, umístil je na pĜedem urþené 
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místo a obeslal všechny jež používali jeho aplikaci e-mailem, ve kterém dotyþné informoval o nové 
verzi aplikace. Ne všichni však jeho e-maily þetli nebo si pĜípadnČ nevČGČli rady s aktualizaci. Tohle 
Ĝešení tedy nebylo moc spolehlivé a hlavnČ efektivní. Proto vznikl tento projekt. 
 
   Projekt má i své internetové stránky. 
Adresa domovské stránky je „http://jauus.sourceforge.net/index.html“. 
Adresa stránky pro vývojáĜe je „http://sourceforge.net/projects/jauus“. 
3.2.2 Základní popis funkce 
   Celý systém pracuje na principu klient / server. Server je centrálním místem, kde jsou umístČny vždy 
nejnovČjší verze jednotlivých aplikací. Server totiž dokáže obsluhovat více než jednu aplikaci. 
 
   Klient v tomto systému funguje jako samostatná þást pracující nad danou aplikací. Nespouští se tedy 
SĜímo aplikace, ale klient. Ten se po spuštČní pĜipojí k serveru a ovČĜí jestli je dostupná nová verze 
aplikace. Pokud ano provede stažení potĜebných souborĤ, aktualizuje aplikaci a po té ji pĜípadnČ 
spustí. Pokud nová vrze není dostupná, rozhoduje pouze o spuštČní aplikace. To, jestli se má aplikace 
po ukonþení spojení se serverem automaticky spustit nebo ne, je dáno nastavením pĜíslušného atributu 
v konfiguraþním souboru aplikace. V tomto souboru je také uveden pĜíkaz, který se má pĜi spuštČní 
aplikace volat a jeho seznam parametrĤ, se kterými se volá. Klient má také svĤj konfiguraþní soubor. 
Ten obsahuje informace jednak o serveru, IP adresu, port, na kterém server naslouchá a doménové 
jméno serveru a také informace o aplikaci. PĜedevším jméno aplikace, které je dĤležité pĜedat serveru 
po navázání spojení, aby vČGČl se kterou aplikací se bude pracovat a informaci o tom co dČlat 
v pĜípadČ že se spojení nepovede navázat. Zda-li se má aplikace automaticky spustit nebo ne. 
3.2.3 Princip kontroly nové verze 
   Táto aktualizaþní knihovna se na všechny soubory, které aplikace používá, dívá jako na obecné 
objekty, které jsou si rovny. Nerozlišuje, je-li ten, þi jiný soubor obrázek, xml konfigurace, audio 
soubor nebo binární kód. Je to prostČ soubor uložený na pevném disku. Jediné co ji zajímá, je 
kontrolní souþet každého použitého souboru a následnČ pak kontrolní souþet celé aplikace (všech 
souborĤ dohromady). Táto vlastnost má velkou výhodu v tom, že takto lze aktualizovat jakoukoli 
aplikaci napsanou v jakém-koli jazyce. Nezáleží na programovacím jazyku ani na platformČ, na které 
aplikace bČží. 
 
   PĜi navázání komunikace se serverem nejprve klient pošle na server žádost o provedení kontroly na 
SĜítomnost nové verze spolu se jménem aplikace, o kterou se „stará“. Server pak vypoþítá kontrolní 
souþty každého souboru dané aplikace a nakonec celé aplikace. Tyto informace pošle klientovi. Klient 
udČlá to samé u sebe. Po té porovná kontrolní souþet celé své aplikace s celkovým kontrolním souþtem 
obdrženým ze serveru. Jsou-li stejné, znamená to že aplikace nacházející se u klienta je stejná jako ta 
na serveru. Tedy není potĜeba provádČt aktualizaci. Pokud se celkový souþet liší, zaþne klient 
porovnávat kontrolní souþty jednotlivých souborĤ. Soubor u kterého je zjištČn rozdíl v souþtech je 
považován za zmČQČný a je stažena ze serveru jeho nová verze. Soubor, který u klienta není nalezen je 
považován za nový a je rovnČž stažen ze serveru. Soubor, který naopak není nalezen na serveru, ale u 
klienta existuje, je považován za starý a neplatný. Nové a zmČQČné soubory se po stažení nakopírují do 
aplikace a ty staré neplatné se z aplikace smažou. Server v pĜípadČ provádČní aktualizace rovnČž posílá 
klientovi i konfiguraþní soubor dané aplikace, který obsahuje informace o tom jak se aplikace spouští 
a jestli jí má spustit automaticky. 
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3.2.4 ZávČr a možné použití 
   Kontrola na novou verzi aplikace se provádí pouze na zaþátku, ještČ pĜed spuštČním aplikace. 
3Ĝípadná aktualizace pak pouze nakopíruje nové soubory, pĜepíše stávající a staré soubory smaže. 
Z tČchto dĤvodĤ lze tuto knihovnu použít pouze v aplikacích, které nevyžadují trvalý provoz. 
Aktualizace by se totiž nedala používat opakovanČ bez pĜerušení aplikace. Zde se nedá mluvit o 
restartu aplikace po aktualizaci, protože knihovna bČží samostatnČ oddČlenČ od aplikace. Jelikož je 
aktualizace umístČna na zaþátek, projeví se zmČny ihned po provedení aktualizace. Velkou výhodou je 
však možnost použití i pro jiné programovací jazyky než je Java. 
 
3.3 stableUpdate 
3.3.1 Základní popis funkce 
   StableUpdate je knihovna, rozšiĜující Java aplikace o možnost automatické aktualizace. Je napsána 
v jazyce Java jako nezávislý modul. Táto knihovna vyžaduje, aby daná aplikace, která ji hodlá 
používat, obsahovala podadresáĜ „bin“, ve kterém bude umístČna jak táto knihovna, tak ještČ 
minimálnČ jeden JAR soubor, ze kterého bude knihovna volána. 
 
   PĜi použití této knihovny mĤže aplikace bČžet až do chvíle vlastní aktualizace. PĜed zapoþetím 
vlastní aktualizace je aplikace zastavena knihovnou a její virtuální stroj taktéž. Po té se teprve 
aktualizují soubory aplikace. Virtuální stroj aplikace se zastavuje z dĤvodu odemknutí JAR souborĤ, 
které by jinak nešly aktualizovat. PĜesnČji by nešlo je pouze mazat v pĜípadČ potĜeby. Knihovna 
umožĖuje zadat nČkolik URL adres serverĤ obsahujících nenovČjší verze aplikace, ke kterým se pak 
SĜipojuje. To zvyšuje dostupnost v pĜípadČ selhání nČkterého z nich.  
 
   Táto knihovna nejen že umožĖuje aktualizaci aplikace, která ji implementuje, ale umožĖuje i 
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4 Návrh vlastního systému pro automatické aktualizace 
4.1 Požadavky na systém 
4.1.1 Základní požadavky 
x VytvoĜit systém automatických aktualizací pro Java aplikace 
x Umožnit Java aplikacím automaticky kontrolovat dostupnost nové verze po jejich spuštČní. 
x Umožnit stahování pouze zmČQČných nebo nových souborĤ. 
x Umožnit kontrolu licenþních klíþĤ k aktualizaci. 
x VytvoĜit server pro poskytování nejnovČjší verze aplikace 
4.1.2 Odvozené požadavky 
   Z pĜedchozích, základních požadavkĤ vyplývají další upĜesĖující požadavky. Jelikož má systém 
umožĖovat aktualizaci rĤzným Java aplikacím a ne jen jedné konkrétní, musí být napsán obecnČ a být 
co nejvíce samostatný. ýím obecnČjší bude celý systém, tím jednodušší pak bude implementace do 
konkrétní aplikace. To platí i samostatnosti systému. Samostatnost systému aktualizací bude navíc 
zvýhodĖovat aplikace, které jsou již napsány a musejí být upraveny pro používání dalšího „cizího“ 
kódu. Má-li systém umožnit stahování jen nČkterých souborĤ (zmČQČných a nových), nestaþí 
rozlišovat pouze verzi aplikace samotné, ale je potĜeba vytvoĜit funkcionalitu pro rozlišování verzí na 
úrovní jednotlivých souborĤ. To znamená, že se bude kontrolovat každý soubor obsažen v aplikaci 
zvlášĢ. 
 
   Souhrn odvozených požadavkĤ: 
x VytvoĜit systém aktualizaci obecnČ 
x VytvoĜit systém aktualizací jako samostatný 
x Umožnit rozlišování verzí na úrovni jednotlivých souborĤ 
4.1.3 DoplĖující požadavky 
   PĜi vývoji nových verzí software obþas dochází k vydání verze obsahující chybnou funkcionalitu 
urþité þásti aplikace. V takovém pĜípadČ se Ĝada uživatelĤ rozhodne vrátit se zpČt k pĜedchozí verzi 
dané aplikace a poþkat až se chyby odstraní. Další požadavky na tento systém tedy jsou možnost 
provádČní zálohy aktuální verze pĜed aktualizací a umožnČní následné obnovy ze zálohy. 
 
   Souhrn doplĖujících požadavkĤ: 
x Možnost zálohovat aktuální verzi aplikace pĜed provedením aktualizace 
x Možnost obnovy pĜedchozí verze aplikace ze zálohy 
4.2 Analýza systému 
4.2.1 Aktivity systému 
   Proces celého systému lze rozdČlit na nČkolik aktivit (krokĤ). Protože jedním z požadavkĤ je 
možnost kontrolovat licenþní klíþe k aktualizaci a omezit tak pĜístup aplikací na server, bude první 
aktivita systému pĜihlášení k serveru. PĜi této aktivitČ se odešle na server licenþní klíþ, na základČ 
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kterého se rozhodne, zda má aplikace povolen pĜístup na server nebo ne. Po provedení této aktivity 
mohou nastat dva základní pĜípady, které zásadnČ ovlivní proces aktualizace. Pokud pĜihlášení 
z kterého koli dĤvodu selže, nelze provést kontrolu dostupnosti nové verze a proces aktualizace zde 
konþí. V pĜípadČ úspČšného pĜihlášení se pĜejde k další aktivitČ. V pĜípadČ selhání pĜihlášení je také 






Obr. 6. Diagram aktivit systému automatických aktualizací 
 
   Druhou aktivitou v procesu aktualizace bude kontrola dostupnosti nové verze aplikace. Na stranČ 
aplikace se vytvoĜí struktura aktuální verze aplikace, která bude obsahovat všechny názvy souborĤ 
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aplikace vþetnČ jejich verzí. Táto struktura se odešle na server s požadavkem na kontrolu verzí. Server 
vytvoĜí stejným zpĤsobem strukturu na své stranČ a porovná ji se strukturou aplikace. Na základČ 
porovnání obou struktur odešle server zpČt aplikaci buć oznámení o tom, že verze jsou si rovny a 
aktualizace není potĜeba nebo seznam akcí, které je potĜeba provést k dosažení nové verze. Tímto 
seznamem dá aplikaci najevo potĜebu aktualizace. Výsledkem této aktivity mohou být tedy dva 
SĜípady. Nová verze bućto je dostupná nebo není. Pokud nová verze dostupná není, proces aktualizace 
konþí. V pĜípadČ dostupnosti nové verze se pĜechází k další aktivitČ. 
 
   TĜetí aktivitou v procesu aktualizace bude stažení nových nebo zmČQČných souborĤ ze serveru do 
doþasné složky aplikace. Aplikace na základČ seznamu akcí, které obdržela v pĜedchozí aktivitČ, 
postupnČ stáhne všechny soubory, které je potĜeba. 
 
   ýtvrtou aktivitou v procesu aktualizace je provedení zálohy stávající verze aplikace. Pro pĜípad 
potĜeby vrátit se k pĜedchozí verzi aplikace je potĜeba provést nejdĜíve zálohu. Táto aktivita mĤže být 
volitelná. Záloha spoþívá ve zkopírování všech souborĤ aplikace do složky zálohy. 
 
   Pátou aktivitou v procesu aktualizace je vykonání všech aktualizaþních akcí. Mezi tyto akce patĜí 
zkopírování všech nových a zmČQČných souborĤ z doþasné složky do aplikace a pĜípadné smazání již 
nepotĜebných souborĤ. 
 
  Šestou aktivitou v procesu aktualizace je obnova aplikace na pĜedchozí verzi. V pĜípadČ, že se 
aktualizaci nepodaĜí provést úspČšnČ nebo je nová verze aplikace nevyhovující je možné volitelnČ 
provést návrat k pĜedešlé verzi aplikace. 
 
   PĜi všech aktivitách provádČných v procesu aktualizace mĤže dojít k nČjaké chybČ, což znamená že 
tok aktivit nemusí být vždy stejný. Pro lepší pochopení a pĜehled procesu aktualizace jsou všechny 
aktivity a pĜechody mezi nimi znázornČny v diagramu aktivit. 
4.2.2 Komunikace se serverem 
   Komunikaci se serverem budou využívat první tĜi aktivity. Aktivita pĜihlašování pošle serveru 
požadavek na pĜihlášení a s ním také licenþní klíþ. V pĜípadČ platnosti licenþního klíþe pošle server 
status kód 200 OK a žádost o uložení cookie jejímž obsahem bude session id pro pozdČjší identifikaci 
klientské aplikace. V pĜípadČ, že licenþní klíþ bude neplatný, pošle server status kód 401 
Unauthorized. 
 
   Aktivita kontroly dostupnosti nové verze aplikace pošle serveru požadavek na porovnání verzí 
klientské aplikací a aplikace na serveru. S tímto požadavkem také pošle aktuální strukturu aplikace. 
Táto struktura bude obsahovat jména všech souborĤ aplikace, pĜípadnČ i s þíslem verze souboru pokud 
je u souboru urþena a relativní cestu ke každému souboru vzhledem ke koĜenové složce aplikace. Jako 
odpovČć se ji vrátí informace o tom zda-li nová verze je dostupná nebo není. V pĜípadČ že je dostupná 
nová verze, pĜíjde spolu s odpovČdi i informace o tom, které soubory jsou zmČQČné, které jsou nové a 
které byly odstranČny. 
 
   Aktivita stahování souborĤ pošle serveru požadavek na stáhnutí souboru s parametrem, který 
identifikuje konkrétní soubor. Server pošle zpČt konkrétní soubor. Táto þinnost se opakuje, dokud 
nejsou staženy všechny požadované soubory. 
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   KromČ tČchto základních pĜípadĤ mĤže ještČ nastat kdykoli nČjaká chyba. Pokud dojde na serveru 
k nČjaké chybČ, která zapĜtþiní že server nebude moci dokonþit požadovanou operaci, pošle server 
jako odpovČć status kód 503 Service Unavailable. 
 
   Z pĜedchozího je vidČt, že komunikace obsahuje tyto druhy informací: 
x Požadavek – krátký ĜetČzec, identifikující konkrétní požadavek klientské aplikace. 
x Status kód odpovČdi – þíslo identifikující stav odpovČdi. 
x OdpovČć – krátký ĜetČzec, vyjadĜující jednoduchou odpovČć serveru. 
x UpĜesĖující informace – informace, pĜiložené k požadavku nebo odpovČdi, nutné pro 
vykonání konkrétní þinnosti, sloužící jako vstupní nebo výstupní data. 
Pro výmČnu zpráv se serverem bude vČtšinou staþit použití HTTP hlaviþek. Pro posílání upĜesĖujících 
informací, ale hlaviþky staþit nebudou. Zde se nabízí použití XML formátu. Pro posílání XML zpráv 
SĜes HTTP je vhodné použít napĜíklad komunikaþní protokol SOAP. 
4.2.3 Porovnávání verzí aplikace 
   PĜi rozhodování o dostupnosti nové verze aplikace je potĜeba porovnat verzi aplikace u klienta 
s verzi aplikace na serveru. Jak vyplývá z jednoho požadavku na systém, má být umožnČno stahovat 
pouze zmČQČné nebo nové soubory aplikace ze serveru, ne celou aplikaci. Aby bylo možné splnit tento 
požadavek, je nutné porovnávat každý soubor aplikace zvlášĢ. Nestaþí tedy pouze porovnat þísla verze 
celé aplikace. Teprve pĜi porovnání všech souborĤ aplikace lze zjistit, které soubory byly zmČQČné, 
které jsou nové a které byly odstranČny. Pokud se pĜi porovnávání verzí neobjeví žádný rozdíl, pošle 
server klientovi pouze informaci o tom, že není dostupná nová verze. Pokud se však na nČjaký rozdíl 
narazí, je potĜeba každý takový rozdíl zaznamenat a poslat klientovi. V postatČ lze najít tĜi rĤzné druhy 
rozdílĤ. 
x Kontrolovaný soubor u klienta chybí: jde o nový soubor, který je potĜeba stáhnout. 
x Kontrolovaný soubor u klienta pĜebývá: jde o starý soubor, který je potĜeba u klienta smazat. 
x Kontrolovaný soubor u klienta je jiný než ten na serveru: jde o zmČQČný soubor, který je 
potĜeba stáhnout. 
 
   Jak porovnávat jednotlivé soubory? Jedna z možností je porovnávat názvy dvou souborĤ. V názvu 
souboru mĤže být obsažena i verze souboru. Pro jednoduché a úþelné porovnání postaþí porovnat 
názvy dvou souborĤ na rovnost. Další možnost, kterou lze provést pouze u souborĤ typu JAR je naþíst 
manifest a v nČm vyhledat informace o verzi. Protože však ne každý JAR soubor obsahuje informaci o 
verzi, nebude to vždy spolehlivé. Další možnosti je vygenerovat pro každý soubor specifický kontrolní 
souþet (hash kód) a po té porovnávat tyto kontrolní souþty. TĜetí zpĤsob je nejjistČjší jak rozpoznat 
zmČny ve verzích aplikace, ale zároveĖ nejsložitČjší. Je potĜeba specielních algoritmĤ, které mají vyšší 
nároky na procesor. Protože nebylo urþeno jak rozpoznávat nové verze souborĤ, vystaþíme si v našem 
systému s kombinací prvních dvou možností. PĜi porovnávání verzí souborĤ tedy budeme nejdĜíve 
porovnávat jejich názvy a pouze v pĜípadČ JAR souborĤ, pokud budou názvy stejné se pokusíme najít 
a porovnat jejich verze, pokud budou uvedené. 
4.3 Návrh systému 
4.3.1 Struktura systému 
   Systém automatických aktualizací bude rozdČlen na dvČ základní þásti. Server a klient. Server bude 
poskytovatel nejnovČjší verze konkrétní aplikace a implementuje þást aktualizaþního procesu. Server 
bude provádČt napĜíklad kontrolu licenþních klíþĤ a porovnávat verze jednotlivých souborĤ. Klient 
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pak bude pĜedstavován samotnou aplikaci doplnČnou o aktualizaþní modul Ĝídicí proces aktualizace. 
Aktualizaþní modul bude implementován jako knihovna. Táto knihovna se bude skládat z jednoho 
SĜípadnČ nČkolika JAR souborĤ a jednoho konfiguraþního souboru. Bude implementována jako 
samostatnČ pracující na aplikaci nezávislý celek. To by mČlo zajistit možnost implementace do 




Obr. 7. Struktura systému automatických aktualizací 






















































Obr. 8. Diagram tĜíd aktualizaþního modulu 
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4.3.2 Chování systému 
   Jelikož v zadání práce není požadována aktualizace bez nutnosti restartu, náš aktualizaþní modul se 
bude chovat podobnČ jak je popisováno v podkapitole 2.3.3. Jeho þinnost bude zahájena na zaþátku 
aplikace a uživatel si mĤže zvolit jednu ze dvou možností, aktualizovat na zaþátku a restartovat 
aplikaci nebo odložit aktualizaci na konec aplikace. 
 
   První tĜi aktivity se provedou zcela automaticky hned po spuštČní aplikace. PĜi provádČní všech 
þinností aktualizace bude zobrazeno okno s informacemi o právČ provádČné þinnosti. Jak mile budou 
staženy všechny potĜebné soubory pro vykonání aktualizace do doþasné složky, bude zobrazen dotaz 
na uživatele s výbČrem dalšího postupu. Uživatel zvolí buć okamžitou aktualizaci nebo odložení 
aktualizace. Pokud uživatel zvolí okamžitou instalaci provede se nejdĜíve, pokud je tak nastaveno, 
záloha stávající verze aplikace. Zda-li provádČt zálohu pĜed instalací nebo ne bude nastaveno 
v konfiguraþním souboru. Po provedení zálohy se spustí vlastní aktualizaþní proces. Na konci procesu 
se zobrazí hláška o nutnosti restartovat aplikaci. Po jejím odsouhlasení se aplikace ukonþí. V pĜípadČ 
že uživatel aktualizaci odloží na konec, spustí se aplikace ve stávající verzi a teprve pĜi jejím 
ukonþování se provede aktualizace na verzi novou. V tomto pĜípadČ se žádost o restart nezobrazí. 
Pokud by bČhem aktualizace nastala chyba, pokusí se modul obnovit aplikaci do pĜedchozího stavu. 
Ovšem jen v pĜípadČ, že je povoleno provádČní zálohy pĜed aktualizací. 
 
   KromČ spuštČní celého procesu jak je popsáno výše bude umožnČno samostatnČ spustit zálohu 
aplikace a také obnovení aplikace ze zálohy. Uživatel se tak bude moci vrátit k pĜedchozí verzi 
aplikace, pokud by mu nová verze nevyhovovala. Jednotlivé aktivity budou implementovány 
oddČlenČ. Tím bude modul umožĖovat tvĤrci aplikace rĤzné možnosti implementace. PoĜadí aktivit 
bude muset být zachováno, ale okamžik spuštČní si mĤže tvĤrce vybrat sám. Tímto mĤže celý proces 
aktualizace implementovat tak, aby uživatel aplikace o aktualizaci vĤbec nevČGČl nebo naopak mĤže 
nechat potvrzovat jakoukoli akci uživateli. Na tvĤrci aplikace bude i volba, kdy spouštČt aktualizaþní 
proces. Modul mu totiž umožní tĜeba naplánovat provádČní kontroly na novou verzi opakovanČ 
v urþitém þasovém intervalu. 
 
   Jako v každém softwarovém díle, tak i v tomto systému mĤže docházet k rĤzným chybám. Nemusí 
to být pĜímo chyby konstrukþní, ale chyby zpĤsobené okolnostmi. NapĜíklad mĤže aplikaci spustit 
uživatel s omezenými právy a pĜi stahování souborĤ ze serveru na poþítaþ klienta mĤže dojít k chybČ 
SĜi ukládání souboru na pevný disk. Uživatel nebude mít právo zápisu. Nebo mĤže dojít k výpadku 
serveru a klient se nebude moci ze serverem spojit. V takovém pĜípadČ je tĜeba reagovat na vzniklé 
situace a zvolit co se bude provádČt dále. Aby tvĤrce aplikace pĜi implementaci tohoto modulu mohl 
na takovéto situace reagovat a dát tak pĜípadnČ uživateli na výbČr co zvolit, je potĜeba aby se o tČchto 
situacích tvĤrce nČjak dozvČGČl. Pro tyto potĜeby bude aktualizaþní modul vybaven systémem 
vytváĜení události. Tento systém funguje na principu zdroje a posluchaþe. Zdroj vytvoĜí událost a 
informuje své posluchaþe o této události. Posluchaþ pak reaguje na tuto událost a vykoná urþitou 
þinnost. Aktualizaþní modul bude tedy zdrojem událostí a aplikace jeho posluchaþem. Toho lze 
s výhodou využit nejenom v pĜípadČ chyb, ale i v pĜípadČ ukonþení každé aktivity. Systém generování 
události takto vyĜeší situace, kdy je potĜeba dát vČGČt aplikaci co se stalo. TvĤrce aplikace pak na tyto 
události mĤže jednoduše reagovat urþitou þinností. Aktualizaþní modul bude tedy generovat þtyĜi typy 
událostí. 
x Informace – informace o tom že se zrovna nČco provádí. 
x UpozornČní – informace o tom že se dokonþila urþitá aktivita. 
x Varování – informace o nČjakém problému, který není kritický (proces mĤže pokraþovat i tak, 
ale s urþitým omezením). 
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x Chyba – informace o vzniklé chybČ, pro kterou není možno pokraþovat dále, dokud se 
nevyĜeší. 
4.3.3 Konfiguraþní soubor 
   Konfiguraþní soubor bude uložen v adresáĜi aplikace ve formátu XML. Tento soubor bude 
obsahovat specifické informace, které budou pro každou aplikaci jiné. Tyto informace bude mít 
uživatel nebo tvĤrce aplikace možnost mČnit podle svých vlastních potĜeb. Jedna z informací, která 
bude v konfiguraþním souboru uložena je umístČní koĜenové složky aplikace. KoĜenová složka 
aplikace je adresáĜ na pevném disku, ve kterém je aplikace nainstalována. Tento adresáĜ tedy obsahuje 
všechny soubory aplikace. KoĜenovou složku je potĜeba znát proto, aby aktualizaþní modul vČGČl kde 
všude má hledat soubory aplikace, které se pak budou porovnávat s tČmi na serveru. Dále pak je 
potĜeba znát adresu serveru, ke kterému se bude klient pĜipojovat. Tudíž táto adresa bude rovnČž 
uložena v konfiguraþním souboru. Z pĜedchozího výkladu plyne, že uživatel bude mít možnost si volit 
zda chce provádČt zálohu aplikace pĜed aktualizací. Táto volba bude také souþásti konfiguraþního 
souboru. Bude zde uložen také licenþní klíþ, aby si jej mohla aplikace naþíst vždy když bude potĜeba 
SĜihlášení k serveru. Jelikož se budou nové a zmČnové soubory stahovat do doþasné složky a teprve 
potom se  použijí  pĜi  aktualizaci,  je  potĜeba  znát  název  a  cestu  k  této  složce.  Takže  i  táto  informace  
bude v konfiguraþním souboru. 
 
   Všechny tyto informace budou v souboru XML uloženy jako pár jméno a hodnota. KromČ 
koĜenového elementu budou tedy v souboru XML ještČ další elementy. Každý element bude 
SĜedstavovat jednu uloženou informaci. Jméno a hodnota pak budou uloženy v podobČ dvou atributĤ 
každého takového elementu. 
 
   Jedena informace v souboru tedy mĤže vypadat takto: 
<backupBeforeUpdate value="yes" name="backupBeforeUpdate"/> 
Jedná se o informaci zdali provádČt zálohu pĜed aktualizaci nebo ne. 
4.3.4 Informace o aplikaci 
   Abychom mohli porovnávat jednotlivé verze aplikace na úrovni souborĤ je potĜeba nejprve vytvoĜit 
strukturu aplikace jak na stranČ klienta, tak na stranČ serveru. Struktura aplikace bude používat opČt 
XML syntaxi. V XML struktuĜe aplikace se budou vyskytovat, kromČ koĜenového, dva typy elementĤ. 
Typ „directory“ bude pĜedstavovat adresáĜ v aplikaci a bude mít jeden atribut. Tento atribut „name“ 
bude pĜedstavovat jméno adresáĜe na disku. Každý element „directory“ mĤže obsahovat opČt tentýž 
element a navíc element „file“. File je druhý typ elementu pĜedstavující soubor aplikace. Typ „file“ 
bude mít tĜi atributy. Atribut „name“ bude pĜedstavovat jméno tohoto souboru, atribut „version“ bude 
SĜedstavovat verzi souboru v pĜípadČ že bude existovat a atribut „id“ bude pĜedstavovat unikátní þíslo 
souboru. Z tČchto dvou elementu bude pĜi každé potĜebČ vykonání kontroly na novou verzi aplikace 
vystavČna struktura aplikace, která umožní porovnání verzí jednotlivých souborĤ. 
4.3.5 Informace o aktualizaci 
   V pĜípadČ, že server pĜi porovnávání dvou verzí aplikace narazí na rozdíly, je tĜeba tyto rozdíly 
zaznamenat a poslat klientovi. Ten na základČ tČchto informací uþiní potĜebné kroky pro vykonání 
aktualizace. Pro zaznamenávání tČchto rozdílĤ s výhodou opČt využijeme XML formát zápisu. 
Tentokrát budeme krom koĜenového elementu používat jen jeden element pro uložení informací o 
rozdílech verzí. Bude to element „action“. Tento element bude mít krom jiných atribut „name“, který 
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bude oznaþovat konkrétní akci, kterou je potĜeba vykonat. Pro potĜeby aktualizace si vystaþíme se 
WĜemi akcemi. Akce se jménem „add“ bude Ĝíkat že daný soubor je nový a je potĜeba jej do aplikace 
SĜidat. Akce se jménem „update“ bude Ĝíkat že daný soubor byl zmČQČn a je potĜeba jím nahradit 
stávající soubor. A poslední akce se jménem „delete“ bude Ĝíkat, že daný soubor již v nové verzi 
neexistuje a je potĜeba jej na stranČ klienta smazat. 
 
   Další atributy elementu action jsou: 
x Atribut „file-name“ – jméno souboru, kterého se daná akce týká. 
x Atribut „relative-path“ – relativní cesta umístČní souboru vztažená ke koĜenové složce 
aplikace. 
x Atribut „id“ – unikátní þíslo souboru. 
Tyto informace budou tedy obdrženy klientskou aplikaci jako odpovČć ze serveru po provedení 
kontroly na dostupnost nové verze, v pĜípadČ že nová verze bude existovat. Po pĜijetí se informace 
uloží do XML souboru na pevný disk pro pozdČjší využívání. 
4.3.6 Práce s XML soubory 
   Z pĜedchozích podkapitol je vidČt, že se v systému bude docela þasto pracovat se strukturou XML. 
XML syntaxe bude použita v nČkterých souborech uložených na pevném disku a také ve zprávách 
použitých pĜi výmČQČ informací se serverem. Aby se nám s XML formátem jednodušeji pracovalo, lze 
využít technologie JAXB, která podporuje práci s XML soubory v jazyce Java. Táto technologie umí 
kromČ jiného pĜevádČt textovou reprezentaci XML formátu na Java objekty a naopak. Práce s touto 
technologii je jednoduchá. Pro každou tĜídu, která se bude používat ke tvorbČ objektu nebo se objekt 
z ní vytvoĜený bude zapisovat do souboru, je nutno nejprve vytvoĜit schéma XSD. Toto schéma 
popisuje strukturu XML souboru se kterým se bude pracovat. Na základČ takto vytvoĜeného schématu 
pak JAXB vygeneruje sadu tĜíd urþených pro práci s takovým XML souborem. 
4.3.7 Základní rozvržení tĜíd aktualizaþní knihovny 
   NejdĤležitČjší tĜídou bude tĜída „Update“. Ta bude pĜedstavovat vstupní bod knihovny. V této tĜídČ 
budou všechny základní metody pĜedstavující jednotlivé aktivity procesu. Táto tĜída bude také 
zdrojem událostí, na které bude potĜeba reagovat v prĤEČhu procesu aktualizace. Základem 
implementace aktualizaþní knihovny v každé aplikaci tedy bude vytvoĜení instance této tĜídy. Na této 
instanci se pak budou volat jednotlivé metody zastupující aktivity procesu v urþitém poĜadí. 
 
   Další tĜídy knihovny by mohly pĜedstavovat jednotlivé aktivity (akce) aktualizaþního procesu. 
x Login – táto tĜída se bude starat o þinnosti spojené s pĜihlašováním k serveru 
x CheckForUpdate – tĜída, která bude zajišĢovat kontrolu nové verze aplikace 
x Download – tĜída, která bude provádČt stahování souborĤ ze serveru 
x DoUpdate – tĜída, která provede samotnou aktualizaci aplikace 
x Backup – tĜída, která bude mít na starosti zálohu aplikace a obnovení ze zálohy 
 
   Dále bude aplikace obsahovat tĜídy pĜedstavující konfiguraci, strukturu aplikace, informace o 
aktualizaci. Tyto tĜídy budou pĜímo pracovat s XML soubory. Do jednotlivých tĜíd budou také 
rozdČleny typy událostí, které bude generovat tĜída knihovna. Jedna tĜída by mnČla zajistit grafické 
rozhraní pro práci s konfiguraþním souborem. Uživateli tak bude zjednodušena práce pĜi konfiguraci 
knihovny. KromČ tČchto tĜíd bude potĜeba také nČkolika „pomocných“ tĜíd. Budou to tĜídy, které 
budou zajišĢovat základní opakované operace. 
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   Samotná aplikace pak mĤže obsahovat nČkteré tĜídy, podporující implementaci knihovny do 
aplikace. Rozvržení tČchto tĜíd pak bude záležet na tvĤrci aplikace. 
4.3.8 Základní rozvržení tĜíd serverové þásti 
   Server bude obsahovat dva servlety. Jeden servlet bude obsluhovat stahování souborĤ pĜi aktualizaci 
a druhý servlet se bude specializovat na obsluhu SOAP zpráv. 
 
   TĜída zastupující servlet pro obsluhu stahování souborĤ se bude jmenovat „DownloadHandler“. Táto 
WĜída pĜi požadavku o stáhnutí nČkterého ze souboru aplikace ovČĜí zdali je klient pĜihlášen (má platný 
licenþní klíþ) a pokud ano pošle mu daný soubor. 
 
   TĜída zastupující servlet pro obsluhu SOAP zpráv se bude jmenovat „SOAPProcessor“. Táto tĜída 
upraví žádost zaslanou klientem pro vnitĜní potĜeby. Extrahuje SOAP zprávu, konkrétní požadavek a 
SĜedá je tĜídČ „RequestMessageProcessor“ ke zpracování. Od této tĜídy pak pĜíjme SOAP odpovČć, 
kterou pĜipraví pro zpČtné odeslání a zašle zpČt klientovi. Také bude ovČĜovat, pĜihlášení klienta. 
Pokud klient nebude pĜihlášen, vždy jej pĜesmČruje do sekce pro pĜihlášení. 
 
   TĜída „RequestMessageProcessor“ pak bude vyhodnocovat požadavky klienta a na základČ 
vyhodnocení posílat pĜíslušným tĜídám na zpracování. TĜída „ResponseMessageCreator“ bude 
vytváĜet SOAP zprávy pro odpovČdi serveru posílané klientĤm. 
 
   TĜída „Keys“ bude obstarávat správu licenþních klíþĤ. Bude umožĖovat pĜidávat a odebírat klíþe ze 
seznamu. TĜída „Login“ pak bude zajišĢovat pĜihlašování klientĤ. Licenþní klíþ pĜijatý od klienta ovČĜí 
proti seznamu licenþních klíþĤ na serveru a rozhodne zdali je platný. Podle tohoto rozhodnutí pak 
umožní nebo neumožní klientovi pĜístup na server. 
 
   TĜída „AppDifferencesComparator“ bude porovnávat strukturu aplikace klienta se strukturou 
aplikace na serveru. NejdĜíve však vytvoĜí strukturu nejnovČjší verze aplikace na serveru a po té ji 
porovná s tou, kterou pĜijala od klienta. Nalezne-li rozdíly ve strukturách, vytvoĜí informaþní zprávu, 
kterou pak pošle klientovi jako odpovČć. 
 


















 - 36 -  
5 Implementace systému pro automatické aktualizace 
5.1 Základní informace 
   Aktualizaþní modul je tvoĜen dvČma JAR soubory napsaných v jazyce Java ve verzi 6. Tyto dva 
soubory zajišĢují témČĜ veškerou þinnost spojenou s aktualizacemi. Malá þást þinností je potom 
souþásti aplikace, která modul používá. 
 
   Soubor „AutomaticUpdate_DataModel.jar“ obsahuje základní tĜídy pro práci se soubory XML a 
slouží jako podpora druhému JAR souboru, který je jádrem aktualizaþního modulu. Technologie XML 
je použita pro ukládání nČkterých vnitĜních informací aktualizaþního modulu na pevný disk a také pro 
SĜenos informací na server a zpČt. Pro práci s XML soubory používá modul technologii JAXB. Táto 
technologie pĜevádí textový XML formát na Java objekty a opaþQČ, þímž zjednodušuje práci s XML 
soubory. Pro implementaci není nutno znát podrobnou þinnost tohoto JAR souboru. 
 
   Soubor „AutomaticUpdate_Client.jar“ je jádro aktualizaþního modulu. Obsahuje všechny 
potĜebné tĜídy pro komunikaci se serverem a propojení s aplikací, která jej používá. Jednotlivé oblasti 
þinností jsou rozdČleny do nČkolika balíkĤ. 
5.2 PĜehled balíkĤ, tĜíd a metod 
   Tento pĜehled se bude týkat JAR souboru AutomaticUpdate_Client.jar, jelikož je tento jádrem 
aktualizaþního modulu a je potĜeba jej znát pĜi implementaci do urþité aplikace. Podrobný popis všech 
WĜíd a metod umožní efektivnČjší využití pĜi implementaci modulu do aplikace. 
5.2.1 Balíky a tĜídy souboru AutomaticUpdate_Client.jar 
   Balíky „automaticUpdate.applicationInfo“,  „automaticUpdate.updateInfo“ a 
„automaticUpdate.updateConfiguration“ obsahuji tĜídy, které „propojují“ tento JAR soubor s JAR 
souborem „AutomaticUpdate_DataModel.jar“ pĜi práci s XML soubory. Obsahují metody pro zápis 
objektu do souboru, pro þtení objektu ze souboru, vytvoĜení nového souboru a pĜevod objektu na 
DOM formát použitý v SOAP zprávách. Balík automaticUpdate.updateConfiguration navíc 
obsahuje tĜídu „GUIConfiguration“, která se používá pro zmČnu konfigurace aktualizaþního modulu. 
3Ĝedstavuje grafické rozhraní pro komunikaci s uživatelem. 
 
   Balík „automaticUpdate.updateExceptions“ obsahuje tĜídu pĜedstavující výjimku neplatného 
formátu souboru. Ta je vyvolána tĜídami pracujícími se soubory XML v pĜípadČ, že naþítaný soubor 
není platný XML soubor. 
 
   Balík „automaticUpdate.internalSupport“ obsahuje dvČ tĜídy pro podpĤrné þinnosti: 
x 7Ĝída  „JarFiles“ slouží pro práci s JAR soubory. Naþítá a vytváĜí instance archívu JAR, 
extrahuje Manifest a umí pĜHþíst implementaþní verzi daného archívu. Toho se využívá pĜi 
porovnávání verzí jednotlivých JAR archívĤ. PĜi zjišĢování verze JAR archívu tedy hledá 
atribut „Implementation-Version:“. 
x 7Ĝída „Common“ obsahuje funkce pro práci se soubory a adresáĜi. Kopíruje soubory, vytváĜí 
adresáĜe, kontroluje cesty k souborĤm, maže soubory a adresáĜe. Pokud se nepodaĜí smazat 
QČjaký soubor þi adresáĜ, vytvoĜí seznam tČchto selhání a zapíše jej do souboru to-do.xml. 
Tento soubor je pĜi startu aplikace naþten a pokouší se znovu smazat to, co pĜed tím nešlo. 
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   Balík „automaticUpdate.updateEvents“ obsahuje tĜídy pĜedstavující jednotlivé události, které 
modul vytváĜí pĜi své þinnosti. To znamená, že aplikace, která implementuje aktualizaþní modul, se 
PĤže dozvČGČt o všech zásadních þinnostech, které nastanou, prostĜednictvím tČchto událostí. Je 
potĜeba pouze implementovat rozhraní „UpdateListener“, a zaregistrovat jednu ze svých tĜíd jako 
posluchaþe událostí. 
x 7Ĝída  „UpdateListener“ – rozhraní posluchaþe událostí aktualizaþního modulu. Obsahuje 
þtyĜi metody, které je tĜeba definovat ve tĜídČ implementující toto rozhraní. Každá metoda 
odpovídá jednomu typu události. 
x 7Ĝída  „UpdateInformationEvent“  –  událost,  která  informuje  o  nČþem  co  se  zrovna  dČje.  
9Čtšinou poþátek nČjaké þinnosti. Má pouze informativní úþel, napĜíklad pro výpis 
provádČných þinností na obrazovku. Nese informaci o objektu, který ji vyvolal a popis toho co 
se stalo. 
x 7Ĝída  „UpdateNotifyEvent“ – upozorĖuje na události. Nese informaci o objektu, který ji 
vyvolal, popis toho co nastalo a typ události. VČtšinou upozorĖuje na právČ dokonþenou akci 
s jejím výsledkem. Pomocí tohoto typu událostí se Ĝídí chod þinností aktualizaþního procesu 
tím, že se na tyto událostí vhodnČ reaguje v aplikaci. 
x 7Ĝída „UpdateErrorEvent“ – pĜedstavuje závažné chyby vzniklé pĜi þinnostech aktualizace. 
Nese informaci o objektu, který ji vyvolal, popis toho co se stalo, typ chyby a pokud existuje, 
informaci o výjimce která nastala. RovnČž pomocí tohoto typu události, lze Ĝídit chod þinností 
SĜi aktualizacích vhodnou reakcí aplikace. 
x 7Ĝída  „UpdateWarningEvent“ – pĜedstavuje ménČ dĤležité chyby þi problémy, které 
nastanou v prĤEČhu þinností aktualizace. Nese informace o objektu, který ji vyvolal, popis 
toho co se stalo, typ problému a pokud existuje, informace o vzniklé výjimce. Jelikož varování 
SĜedstavuje chyby nebo problémy, které pĜímo nebrání v pokraþování procesu aktualizace, 
není nutno vždy na nČ reagovat. 
 
Hlavní tok þinností je Ĝízen reakcí na události „Notify“ a „Error“. Tyto událostí dávají vČGČt, kdy se 
co dokonþilo a jak, pĜípadnČ kdy nastala chyba. Jednotlivé typy tČchto událostí slouží k rozpoznání 
toho co se vlastnČ stalo. 
   Tak napĜíklad jeden z typĤ chyby je „LOGIN_FAILED“. ZpĤsob Ĝízení toku þinností spoþívá 
v tom, že pokud pĜi pĜihlašování se k serveru nevznikne chyba, je vyvolána událost „Notify“ typu 
„DONE“. V tomto pĜípadČ se mĤže pokraþovat v dalším kroku. Pokud však dojde k chybČ, je 
vyvolána chyba typu „LOGIN_FAILED“ zmínČná výše. V tomto pĜípadČ modul nemĤže pokraþovat 
dále a je na vývojáĜi, co se rozhodne udČlat dál. Buć kontrolu na novou verzi aplikace pĜeruší a spustí 
samotnou aplikaci nebo se pokusí zopakovat pĜihlášení. 
 
   Balík „automaticUpdate.updateActions“ obsahuje tĜídy, pĜedstavující jednotlivé akce (aktivity) 
provádČné pĜi kontrole aktualizací.  
x 7Ĝída  „Login“ provádí pĜihlašování k serveru. NejdĜíve odešle na server požadavek na 
autorizaci a pĜedá serveru licenþní klíþ, což je ĜetČzec znakĤ. Server ovČĜí licenþní klíþ a pošle 
WĜídČ Login informaci o úspČchu þi neúspČchu pĜihlášení. V pĜípadČ úspČchu i „sessionid“, 
které tĜída Login uloží  pro  další  použití.  PĜihlašování  na  server  první  krok,  který  je  tĜeba  
vykonat. 
x 7Ĝída  „CheckForUpdate“ provádí kontrolu nové verze aplikace. NejdĜíve vytvoĜí strukturu 
souþasné verze aplikace (seznam adresáĜĤ a souborĤ pĜípadnČ i s verzí). Po té pĜevede tuto 
strukturu na XML zprávu a tu pošle na server s požadavkem na provedení porovnání struktury 
se strukturou na serveru. Server odpoví na tento požadavek buć jednoduchou informací o 
shodČ struktury (nejsou žádné zmČny)nebo, v pĜípadČ rozdílĤ (nová verze), pošle seznam 
s akcemi, které je tĜeba vykonat (pĜidat, zmČnit þi smazat). TĜída CheckForUpdate odpovČć 
zpracuje, uloží seznam akcí jednak do souboru na disk a jednak do vnitĜní promČnné a vytvoĜí 
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událost informující o tom zdali je nebo není dostupná nová verze aplikace. Kontrola nové 
verze aplikace je druhý krok, který je nutno vykonat. Tento krok je závislý na pĜihlášení 
k serveru. 
x 7Ĝída „Download“ provádí stahování potĜebných souborĤ ze serveru. Pokud existuje seznam 
akcí, které se mají vykonat pro úspČšnou aktualizaci, naþte jej a postupnČ provede stáhnutí 
souborĤ, které jsou oznaþeny jako zmČQČné a tČch, které jsou oznaþeny jako nové. Tyto 
soubory uloží do doþasné složky nazvané „update“. Stahování souborĤ je tĜetí krok 
v aktualizaci. Závisí na pĜihlášení k serveru a kontrole na zmČny. 
x 7Ĝída  „Backup“ provádí zálohu aplikace a obnovení ze zálohy. Pokud je v konfiguraþním 
souboru aktualizaþního modulu nastaveno provádČt zálohu aplikace pĜed aktualizací, je 
provedení zálohy þtvrtým krokem. Celá struktura aplikace („všechny“ soubory a složky) jsou 
zkopírovány do adresáĜe „backup“. V konfiguraþním souboru lze zvolit adresáĜe nebo 
soubory, které se mají „vyjmout“ z toku þinností. To znamená, že každý soubor þi adresáĜ, 
který je zapsán v poli „Nevšímat si souboru þi složek“ konfiguraþního souboru nebude 
aktualizován, zálohován ani obnovován. ProstČ se tČchto souborĤ þi složek nebude 
aktualizaþní modul vĤbec všímat. Pokud se nezdaĜí aktualizace, použije se táto tĜída také 
k provedení obnovení ze zálohy, pokud záloha existuje. Pro provedení obnovení aplikace ze 
zálohy tedy musí být v konfiguraþním souboru nastaveno provádČní zálohy pĜed aktualizaci. 
Toto je pak posledním krokem v toku þinností. 
x 7Ĝída „DoUpdate“ provádí samotné nahrazení stávajících souborĤ za nové, pĜípadnČ pĜidává 
další soubory nebo maže ty nepotĜebné. Vše záleží na seznamu akcí, které se mají provést. 
Tento seznam si  táto tĜída naþte  a  provádí  postupnČ jednotlivé akce.  Táto þinnost  je  þtvrtým 
SĜípadnČ pátým krokem.  
x 7Ĝída  „Update“ je hlavní tĜídou celého modulu. Obsahuje metody, které volají pĜedchozí 
popsané tĜídy a hlídá pĜi tom jestli nenastala nČjaká chyba. Táto tĜída je zdrojem událostí. Je to 
vlastnČ vstupní bod aktualizaþního modulu. Použití aktualizaþního modulu tedy kromČ výše 
popsaných þinností spoþívá v tom, že se vytvoĜí instance této tĜídy (objekt) a postupnČ se 
volají jednotlivé metody této instance. Po vytvoĜení instance této tĜídy, je nutné zaregistrovat 
se jako posluchaþ událostí, jinak nelze s modulem aktualizací pracovat. Veškeré informace o 
chybách, výsledcích všech krokĤ a dokonþení urþité þinností jsou totiž oznamovány 
prostĜednictvím událostí. 
5.2.2 Seznam metod tĜídy „Update“ 
   Protože je táto tĜída nejdĤležitČjší, je nutné popsat její metody. 
 
   Metoda „verifyConfiguration“ provádí základní ovČĜení konfiguraþního souboru aktualizaþního 
modulu. OvČĜuje, je - li uvedena koĜenová složka aplikace a pokud ano tak jestli existuje. Dále ovČĜuje 
jestli jsou zadány jména pracovních složek, jestli je zadáno URL serveru na který se budou posílat 
požadavky a má - li toto URL platný formát a nakonec je - li zadán licenþní klíþ. V pĜípadČ že nČjaké 
nastavení není v poĜádku vyvolá jako událost chybu typu „BAD_CONFIGURATION“ a vrací 
hodnotu „false“. Pokud je vše v poĜádku, vyvolá událost upozornČní typu „DONE“ a vrací hodnotu 
„true“. 
 
   Metoda „login“ volá metodu stejného jména tĜídy Login. Pokusí se pĜihlásit k serveru pomoci 
licenþního klíþe a získat ze serveru session id. V pĜípadČ že uspČje vyvolá událost upozornČní typu 
„DONE“ a vrátí hodnotu „true“. V pĜípadČ že se pĜihlášení nepovede vyvolá jednu ze dvou chybových 
událostí. Chyba „UNAVAILABLE“ je vyvolána v pĜípadČ že je server nedostupný a chyba 
„LOGIN_FAILED“ je vyvolána v pĜípadČ, že selže ovČĜování licenþního klíþe. Jinými slovy licenþní 
klíþ je neplatný. 
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   Metoda „checkToDo“ kontroluje zdali existuje soubor „to-do.xml“. V pĜípadČ že ano, naþte jej a 
zjistí, jestli se má provést nČjaká þinnost nebo ne. Pokud ano, provede ji. V souþasné implementaci se 
tento soubor používá pouze pro zápis souborĤ a adresáĜĤ, které se pĜi mazání v dobČ aktualizace 
nepodaĜilo smazat. NapĜíklad byl li soubor v používání. Tudíž po naþtení tohoto souboru se zkouší 
znovu smazat to, co se pĜed tím nepovedlo. Pokud se soubor nebo adresáĜ nepodaĜí opČt smazat, 
vyvolá metoda varování typu „UNABLE_TO_DELETE“. Pokud se nepodaĜí naþíst soubor „to-
do.xml“ vyvolá metoda varování typu „JAXB_ERROR“. Pokud byla pĜed touto metodou volána 
metoda  „verifyConfiguration“ a vyvolala chybu „BAD_CONFIGURATION“, vyvolá metoda 
„checkToDo“ varování „CAN_NOT_CONTINUE“. Pokud se vše podaĜí a metoda dojde na konec 
své þinnosti, vyvolá upozornČní typu „DONE“. Táto metoda vytváĜí pĜi nČjaké chybČ pouze událost 
varování. To z toho dĤvodu, že její þinnost není kritická a aktualizace se dá dokonþit i v pĜípadČ 
selhání této metody. 
 
   Metoda „checkUpdate“ volá metodu „checkForUpdate“ tĜídy „CheckForUpdate“, která vytvoĜí 
strukturu aplikace a odešle jí na server s dotazem na kontrolu nové vrze. Táto metoda mĤže vytváĜet 
více událostí: NapĜíklad varování – „FILE_NOT_FOUND“, „JAXB_ERROR“ nebo chyby typu 
„JAXB_ERROR“, „SOAP_ERROR“, „URL_ERROR“, „NOT_EXIST_ROOT_DIRECTORY“, 
„UNKNOWN_ERROR“. Pokud nevznikne žádná chyba, vrátí metoda „checkForUpdate“ hodnotu 
„true“ v pĜípadČ, že je dostupná nová verze aplikace na serveru nebo hodnotu „false“ v pĜípadČ že není 
dostupná. Pokud je nová verze dostupná, volá se dále metoda „dovnloadNewFiles“, která stáhne 
všechny potĜebné soubory ze serveru do doþasného adresáĜe uvnitĜ koĜenové složky aplikace. Název 
doþasného adresáĜe je dán v konfiguraþním souboru. V tomto souboru bude taky uložen xml soubor 
„update-info.xml“, který obsahuje veškeré akce, které je potĜeba vykonat k úspČšné aktualizaci. PĜi 
stahování souborĤ mĤžou být vyvolány tyto událostí: Chyby „IN_OUT_ERROR“, „URL_ERROR“, 
„UNAVAILABLE“ , NOT_AUTHORIZED“, „NULL_SESSIONID“, „FAILED“, varování 
„CAN_NOT_CONTINUE“ nebo pĜi dokonþení metody upozornČní „UPDATE_AVAILABLE“, 
„NO_UPDATE“. 
 
   Metoda „doUpdate“ zjistí jestli se má nebo nemá provádČt záloha aplikace pĜed aktualizací a 
v pĜípadČ že má, provede nejdĜíve zálohu aplikace tak, že zkopíruje celou strukturu aplikace do složky 
zálohy. Složka zálohy se nachází uvnitĜ koĜenové složky aplikace a její název je dán v konfiguraþním 
souboru. Dále provede samotnou aktualizaci. To znamená, že si naþte soubor „update-info.xml“ a 
postupnČ provede všechny jeho akce. PĜi provádČní zálohy se mĤžeme setkat s tČmito chybami: 
„ACCESS_DENIED“, „NOT_EXIST_ROOT_DIRECTORY“ a varováním 
„CAN_NOT_CONTINUE“, „BACKUP_FAILED“. PĜi provádČní aktualizace se mĤžeme setkat 
s tČmito chybami: „JAXB_ERROR“, „FILE_NOT_FOUND“ a varováním 
„UNABLE_TO_DELETE“. PĜi úspČšném provedení aktualizace je vyvolána upozorĖující událost 
„RESTART_NEEDED“. V pĜípadČ že se bČhem aktualizace vyskytne nČjaká vážná chyba, je volána 
metoda „restoreFromBackup“ tĜídy „Backup“. Táto metoda se pokusí vrátit stav aplikace do stavu 
SĜedchozího v jakém se aplikace nacházela pĜed zapoþetím aktualizace. PĜi provádČní obnovy ze 
zálohy se mohou vyskytnout tyto událostí: Chyby „ACCESS_DENIED“, 
„NOT_EXIST_BACKUP_DIRECTORY“ a upozornČní „RESTART_NEEDED“, „FAILED“. O 
obnovu ze zálohy se modul pokouší pouze v pĜípadČ že je v konfiguraþním souboru nastaveno 
provádČní zálohy pĜed aktualizací. 
5.2.3 Konfiguraþní soubor 
   Na obrázku níže je ukázka konfiguraþního souboru. Každá aplikace bude mít hodnoty atributĤ mírnČ 
odlišné, dle svých aktuálních potĜeb. 
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Obr. 9. Ukázka konfiguraþního souboru 
 
x Atribut „appRootDir“ obsahuje absolutní cestu ke koĜenové složce aplikace. K této složce 
jsou vztaženy všechny relativní cesty aktualizaþního modulu. 
x Atribut „backupName“ obsahuje jméno složky, ve které je ukládána záloha aplikace. 
x Atribut „configName“ obsahuje jméno složky, ve které je uložen konfiguraþní soubor. 
x Atribut „updateName“ obsahuje jméno doþasné složky, do které se stahují soubory nové 
verze aplikace pĜed aktualizací. 
x Atribut „serverUrl“ obsahuje adresu serveru, ke kterému se pĜipojuje aktualizaþní modul. 
x Atribut „excludeDirectories“ obsahuje adresáĜe a soubory oddČlené þárkou, které mají být 
vyjmuty z toku þinností pĜi aktualizaci. To znamená, že každý soubor nebo adresáĜ uvedený 
zde, bude aktualizaþním modulem pĜi všech jeho þinnostech „pĜehlížen“. Nebude zálohován, 
aktualizován, kontrolován ani mazán. Táto vlastnost umožĖuje mít v aplikaci soubory, které 
nejsou pĜímou souþásti aplikace. NapĜíklad výstupní soubory aplikace (data). 
x Atribut „backupBeforeUpdate“ „Ĝíká“, jestli se bude provádČt záloha aplikace pĜed 
aktualizaci nebo ne. Možné hodnoty jsou „yes“ nebo „no“. 
x Atribut „licenceKey“ obsahuje uložený licenþní klíþ. 
Složky backupName, configName a updateName se nachází pĜímo v koĜenovém adresáĜi aplikace 
a jsou to systémové složky aktualizaþního modulu. Možnost zmČnit si názvy tČchto složek je 
výhodná v pĜípadČ již existující aplikace, ve které by mohly výchozí názvy tČchto složek kolidovat 
s jinými složkami stejného názvu. Tyto složky jsou taktéž vyjmuty z toku þinností. Složka 
„configName“ zcela, zbývající dvČ složky þásteþQČ. KaždopádnČ nejsou zahrnuty do struktury 
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6 Použití systému v aplikaci UniSave 
   Základní implementace systému automatických aktualizací do aplikace UniSave je provedena v pČti 
krocích. 
6.1 Manifest 
   Aby aplikace UniSave vČGČla o pĜítomnosti aktualizaþního modulu, je potĜeba pĜidat odkaz 
na jeho dva JAR soubory do promČnné „Class-Path“ v souboru manifestu. PromČnná „Class-
Path“ tedy bude mít o tyto dva Ĝádky na víc: 
x lib\AutomaticUpdate_Client.jar 
x lib\AutomaticUpdate_DataModel.jar 
6.2 AdresáĜ „lib“ 




6.3 TĜída „Run“ 
   TĜída „Run“ se nachází v balíku „unisave2006“ a je hlavní tĜídou aplikace. Táto tĜída obsahuje 
témČĜ celý kód pro Ĝízení aktualizace protože je zde „zaþátek“ aplikace. PĤvodní Ĝádky obsažené 
v metodČ „main“, které spouštČly aplikaci UniSave, byly umístČny do nové metody s názvem 
„runApplication“, která se volá až pozdČji, po provedení potĜebných krokĤ aktualizace. Do metody 
„main“ bylo umístČno volání metody „startUpdate“. Metoda „startUpdate“ vytváĜí instanci tĜídy 
„Update“ aktualizaþního modulu, která jak je výše popsáno je vstupním bodem aktualizaþního 
modulu. Po vytvoĜení instance také zaregistruje tĜídu „Run“ jako jejího posluchaþe událostí. Dále je do 
WĜídy „Run“ pĜidáno nČkolik Ĝídících metod a také implementovány metody rozhraní 
„UpdateListener“. Byla také upravena pĤvodní metoda „createAndShowGUI“, která vytváĜí hlavní 
okno aplikace UniSave. Do této metody byl pĜidán záznam, který nastavuje v hlavním oknČ aplikace 
UniSave odkaz na instanci tĜídy „update“ aktualizaþního modulu. 
6.4 TĜída „AutomaticUpdateStatus“ 
   Táto tĜída byla pĜidána do aplikace za úþelem vytvoĜení grafického uživatelského rozhraní pro 
komunikaci s uživatelem. Obsahuje výþtový typ pro identifikaci operací. Tento výþet pĜi pĜekladu 
vytvoĜí další tĜídu "AutomaticUpdateStatus$Operation". Tudíž se v balíku „unisave2006.gui“ objeví 
dvČ nové tĜídy. Objekt této tĜídy vytvoĜí okno, které zobrazuje veškeré událostí generované 
aktualizaþním modulem. Ve spodní þásti okna jsou ovládací tlaþítka, která slouží pro interakci s 
uživatelem. 
6.5 TĜída „MainFrame“ 
   TĜída „MainFrame“ se nachází v balíku „unisave2006.gui“. Zde se nachází „konec“ aplikace, což je 
místo ve kterém je metoda, která ukonþuje aplikaci v pĜípadČ potĜeby. Do této tĜídy byla pĜidána 
promČnná „appUpdate“, která udržuje referenci na instanci tĜídy „Update“. Dále byla pĜidána metoda 
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„setUpdateReference“, která nastavuje promČnnou „appUpdate“. Táto reference je dĤležitá pĜi 
ukonþení aplikace UniSave. Je potĜeba aby se o ukonþení dalo „vČGČt“ objektu tĜídy „Update“. Tento 
okamžik se totiž využívá v pĜípadČ odložené aktualizace. Z tohoto dĤvodu byla také provedena zmČna 
v metodČ „exitApplication“. Pro ukonþení aplikace se nevolá „Systém.exit()“ jak se volalo pĤvodnČ, 
ale „setVisible(false)“ a „dispose()“, což neukonþí celou aplikaci, ale jen hlavní okno aplikace. Dále se 
dává oznámení o ukonþení hlavního okna  instanci tĜídy „Update“. Táto instance pak zkontroluje, jestli 
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7 ZávČr 
   Cílem této bakaláĜské práce bylo navrhnout a naimplementovat systém automatických aktualizací 
pro aplikace v jazyce Java. PĜed zapoþetím tvorby návrhu systému bylo potĜeba nastudovat nČkolik 
prací, týkajících se problematiky aktualizací obecnČ. Teprve potom bylo možno urþit jednotlivé oblastí 
této problematiky a na tomto základČ rozdČlit systém do nČkolika menších celkĤ. PĜi hlubším studiu 
této problematiky vyšlo najevo, že nČkteré oblastí jako napĜíklad dynamické zavádČní tĜíd za bČhu 
aplikace nebo pĜenos stavu staré verze aplikace do nové, nejsou vĤbec jednoduché a jejich aplikace do 
systému by vyžadovala mnohem více úsilí a delší þasové období na provedení. OdmČnou za toto úsilí 
by však byla podstatnČ širší použitelnost takového systému. PrávČ v tČchto oblastech problematiky 
bych vidČl námČt na další téma bakaláĜské þi diplomové práce, které by mohlo pĜípadnČ navazovat na 
tuto práci. 
 
   PĜi návrhu systému pak bylo nutno ještČ nastudovat dvČ technologie, které zjednodušily 
implementaci systému. Jedná se o technologii JAXB,  která podporuje práci s XML soubory a 
technologii SOAP, která podporuje komunikaci dvou aplikací pĜes síĢ. PĜi implementaci samotné jsem 
se setkal s nČkolika problémy, které se však podaĜilo úspČšnČ vyĜešit. PĜi testování a ladČní systému 
vyšlo najevo, že by se systém dal doplnit o další užiteþQČ „vČci“. V pĜípadČ serverové þásti, by bylo 
SĜínosem implementovat rozšíĜení, které by zjednodušilo práci vývojáĜe pĜi nahrávání nové verze 
aplikace na server a usnadnilo konfiguraci serveru. Dále by se dalo rozšíĜit porovnávání souborĤ pĜi 
rozhodování o nové verzi aplikace nejen podle jména a þísla verze, ale také podle nČjakého hash kódu. 
Celý systém by pak bylo vhodné rozšíĜit o urþitý zpĤsob zabezpeþení. Jednak komunikaci mezi 
klientem a serverem a pak také ovČĜovat nové soubory po stažení ze serveru jako ochranu proti 
podvrhu. Tady bych vidČl další možnost námČtu na bakaláĜskou práci. 
 
   PĜi provádČní testĤ aktualizaþního modulu a simulování nejrĤznČjších chyb, které mohou nastat 
v reálném provozu se podaĜilo dosáhnout stabilního stavu, který konþil vždy bućto úspČšným 
provedením aktualizace nebo zastavením procesu a ohlášením chyby. PĜi výskytu nČkterých chyb se 
známou pĜtþinou a jednoduchou opravou, je nabídnuta uživateli pomoci grafického rozhraní možnost 
úpravy konfigurace, která by danou chybu mČla vyĜešit. Z hlediska požadavkĤ na systém a výše 
zmínČných testĤ byl tedy splnČn cíl této práce. 
 
   Studium problematiky a tvorba systému automatických aktualizací mi byla jak teoretickým, tak 
praktickým pĜínosem. DozvČGČl sem se o nČkterých, pro mČ nových technologiích, pronikl hloubČji do 
procesu zavádČní Java tĜíd virtuálním strojem a nabyl zkušeností s rozšiĜováním „cizího“ kódu. VČĜím, 
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9 PĜílohy 
3Ĝíloha þ. 1 Zdrojové kódy 
   Veškeré zdrojové kódy systému se nacházejí na pĜiloženém CD v adresáĜi „Zdrojové kódy“. 
3Ĝíloha þ. 2 Ukázka vlastní implementace class loaderu 
   Java tĜída, pĜedstavující vlastní class loader, se nachází na pĜiloženém CD v adresáĜi „Zdrojové 
kódy/ CustomClassloader“. 
3Ĝíloha þ. 3 Instalaþní a uživatelský manuál 
   Manuály a popis zmČn provedených v aplikaci UniSave pĜi implementaci systému automatických 
aktualizací se nacházejí na pĜiloženém CD v adresáĜi „Manuály“. 
3Ĝíloha þ. 4 Elektronická forma této práce 
   Elektronická forma této bakaláĜské práce se nachází na pĜiloženém CD v adresáĜi „Text Bc. práce“. 
 
3Ĝíloha þ. 5 Literatura 
   NČkterá použitá literatura se nachází na pĜiloženém CD v adresáĜi „Literatura“. 
