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ςϜͰ͋ΓɼCoq [1], Isabelle [2]ɼAgda [3]ͳͲ͕༗໊Ͱ͋ΔɽதͰ΋ϑϥϯεͷ INRIAͰ։
ൃ͞Εͨ Coq͸ɼݱࡏ·Ͱʹ࢛৭ఆཧͷূ໌ͷਖ਼͠͞ͷݕূ [4]΍ Feit-Thompsonͷఆཧʹؔ
͢Δܗࣜূ໌ [5]ɼCίϯύΠϥͷݕূ [6]ͳͲ͕ୡ੒͞Ε͓ͯΓɼ޿͘஌ΒΕ͍ͯΔఆཧূ໌
ࢧԉܥͷҰͭͰ͋Δɽ
Coq Ͱ͸ແݶʹଓ͘ϦετͷΑ͏ͳɼ༨ؼೲతͳσʔλΛఆٛͰ͖Δɽͨͱ͑͹ࣗવ਺ 0 ͕
ແݶʹଓ͘Ϧετ͸ɼίϯετϥΫλ ConsΛ༻͍ͯ Cons 0 (Cons 0 (Cons 0 ...ͱͯ͠ॻ
͘͜ͱ͕Ͱ͖Δɽ
CoInductive stream: Type := Cons: nat -> stream -> stream.
͜͜Ͱ͸ແݶʹଓࣗ͘વ਺ͷϦετΛද͢ streamܕΛ༨ؼೲతʹఆ͍ٛͯ͠Δɽͳ͓ɼType
͸ Coqʹ͓͚Δ͋ΒΏΔܕͷ্ҐͷܕͰɼstream͕ܕͰ͋Δ͜ͱΛද͍ͯ͠Δɽ
streamܕΛ༻͍ͯɼ0͕ແݶʹଓ͘Ϧετ zerosͱ 1͕ແݶʹଓ͘Ϧετ ones͸࣍ͷΑ͏
ʹఆٛͰ͖Δɽ͜͜Ͱ CoFixpoint͸σʔλ΍ؔ਺Λ༨ؼೲతʹఆٛ͢Δࡍʹ༻͍ΔɼCoqͷ
ίϚϯυͰ͋Δɽ
CoFixpoint zeros: stream := Cons 0 zeros. (* [0, 0, 0, ...] *)
CoFixpoint ones : stream := Cons 1 ones. (* [1, 1, 1, ...] *)
·ͨɼ͜ͷ zerosͱ ones͸ Coqͷ಺෦ʹ͓͍ͯ࣍ͷΑ͏ͳܗͰදݱ͞Ε͍ͯΔɽ
cofix zeros: stream := Cons 0 zeros





cofix loop : stream := loop

































ͳ͓ɼ઴ਐతݕࠪͱ guarded_autoλΫςΟΫ͸ Coqͷόʔδϣϯ 8.7.2 ʹ͓͍࣮ͯ૷ͨ͠ɽ
Ҏ߱ɼຊ࿦จͰ͸ಛʹஅΒͳ͍ݶΓ Coqͷॲཧܥ͸όʔδϣϯ 8.7.2ͱ͢Δɽ
ຊ࿦จͷߏ੒͸࣍ͷΑ͏ʹͳ͍ͬͯΔɽ2ষͰ͸ Coqʹ͓͚Δূ໌ͷྲྀΕʹ͍ͭͯɼূ໌߲͕
ߏங͞ΕΔ༷ࢠͱڞʹઆ໌͢Δɽ·ͨɼ༨ؼೲతͳূ໌ʹ͍ͭͯ΋આ໌͢Δɽ3 ষͰ͸ Coq ʹ
͓͚Δݱঢ়ͷΨʔυ৚͕݅ͲͷΑ͏ͳ΋ͷͰ͋Δ͔ɼ·ͨͦͷݕࠪͷྲྀΕʹ͍ͭͯઆ໌͢Δɽ4
ষͰ͸Ψʔυ৚݅ͷ઴ਐతݕࠪͷΞϧΰϦζϜʹ͍ͭͯઆ໌͢Δɽ5ষͰ͸ɼautoλΫςΟΫ











͹ forall P, P → P͸ʮ೚ҙͷ໋୊ Pʹ͍ͭͯɼPͳΒ͹ Pʯͱ͍͏໋୊Λҙຯ͢Δ͕ɼʮܕ






Gallina߲ͷߏจΛਤ 2.1ʹࣔ͢ɽ͜͜Ͱ c͸ఆ਺ɼx͸ม਺ɼt͸ܕɼCi x1 ... xj ͸͋Δܕ
ͷ i ൪໨ͷίϯετϥΫλٴͼҾ਺ɼt.i ͸ϨίʔυͷࣹӨɼt1 t2 ... ti ͸ؔ਺ద༻Λද͢ɽ·
ͨɼfun x ⇒ t ͸ x ΛҾ਺ʹͱΓ t Λฦ͢ແ໊ؔ਺ɼforall x, t ͸ t ͕Ҿ਺ x ʹґଘ͢Δ
ؔ਺ɼlet x := t1 in t2 ͸ہॴม਺ఆٛ (let ࣜ) Λද͢ɽ࣍ʹɼmatch t return P with
C1 t11 ... t1j1 ⇒ t1 | ... | Ci ti1 ... tijk ⇒ ti end ͸ύλʔϯϚονͰ͋Γɼt ͕ύλʔϯϚο
ν͢Δର৅ͷ߲ɼP ͸ύλʔϯϚονશମͱͯ͠ͷฦΓ஋ͷܕΛද͠ɼͨͱ͑͹ t͕ C1 a bͷ
ͱ͖͸ t11 ʹ a͕ɼt12 ʹ b͕Ϛον͠ɼͦͷ্Ͱ t1 ͕ฦ͞ΕΔɽ·ͨɼfix x1 := t1 with ...
with xi := ti for xj ͱ cofix x1 := t1 with ... with xi := ti for xj ͸ͦΕͧΕ࠶ؼؔ਺ͱ
༨࠶ؼؔ਺Λද͍ͯ͠Δɽ͜͜Ͱ with͸ಉ࣌ʹؔ਺Λఆٛ͢Δ৔߹Λද͓ͯ͠Γɼ૬ޓ࠶ؼؔ
਺ͳͲͷఆٛͷࡍʹ༻͍ΒΕΔɽ͞ΒʹɼforͰ i൪໨ͷؔ਺ͷఆٛͰ͋Δ͜ͱΛද͍ͯ͠Δɽ
·ͨɼcast(t, t1)͸߲ tͷܕΛ t1 ΁Ωϟετ͢Δ͜ͱΛද͠ɼ?x͸ଘࡏม਺ (ূ໌߲ͷதͰະ
ߏஙͷ෦෼Λද߲͢)Λද͢ɽ
Ҏޙɼূ໌߲Λॻ͘ͱ͖ɼҰ෦·ͨ͸શମʹରͯ͠ܕ஫ऍΛೖΕΔ৔߹͕͋Δɽͨͱ͑͹ɼ
fun (x: nat) ⇒ x + 1 ͱ fun x ⇒ x + 1 : nat ⇒ nat ͸ͲͪΒ΋ fun x ⇒ x + 1 Λ
ද͢ɽ͞Βʹɼfun x ⇒ fun y ⇒ . . . ⇒ t͸ fun x y . . . ⇒ tͱɼforall x, forall
y, . . . , t͸ forall x y . . . , tͱུه͢Δɽ
·ͨɼҾ਺ʹґଘ͠ͳ͍ؔ਺ܕ forall_ : A, B ͸ A→ B ͱॻ͘͜ͱͱ͢Δɽ
3
✓ ✏
t := c (ఆ਺)
| x (ม਺)
| t (ܕ)
| Ci x1 ... xj (ίϯετϥΫλ)
| t.i (ࣹӨ)
| t1 t2 ... ti (ؔ਺ద༻)
| fun x⇒ t (ແ໊ؔ਺)
| forall x, t (ґଘؔ਺ܕ)
| let x := t1 in t2 (ہॴม਺ఆٛ)
| match t return P with C1 t11 ... t1j1 ⇒ t1 | ... | Ci ti1 ... tijk ⇒ ti end
(ύλʔϯϚον)
| fix x1 := t1 with ... with xi := ti for xj (࠶ؼؔ਺)
| cofix x1 := t1 with ... with xi := ti for xj (༨࠶ؼؔ਺)
| cast(t, t1) (ܕΩϟετ)
| ?x (ଘࡏม਺)✒ ✑
ਤ 2.1 Gallina߲ͷߏจ
͞Βʹɼূ໌߲ͷҰ൪֎ଆ͕͜ΕҎ্؆໿ΛਐΊΔ͜ͱ͕Ͱ͖ͳ͍ܗͷͱ͖ɼͦͷূ໌߲͸ऑ






∀n, ∀m, (n+ 1) +m = n+ (m+ 1)ͷূ໌ྫΛ༻͍ͯɼCoqʹ͓͚Δূ໌ͷྲྀΕɼ͓Αͼূ໌
߲͕ͲͷΑ͏ʹߏங͞Ε͍͔ͯ͘Λઆ໌͢Δɽ
ιʔείʔυ 2.1 ʹ Coq ʹಡΈࠐ·ͤΔίϚϯυͷྻͰ͋Δূ໌εΫϦϓτΛࣔ͢ɽͳ͓ɼ




Coq Ͱ͸ Proof ίϚϯυ (লུՄೳ) ͱ Qed ίϚϯυͷؒʹλΫςΟΫΛهड़͠ɼূ໌Λߦ
4
ιʔείʔυ 2.1 add_S_commͷূ໌
1 Lemma add_S_comm: forall n m: nat , S n + m = n + S m.
2 Proof.







͏ɽͳ͓ɼιʔείʔυ 2.1 ͷ 2 ߦ໨ͷ Proof ίϚϯυ·Ͱ Coq ʹ ಡΈࠐ·ͤͨঢ়ଶͰ͸ɼ
Ծఆ͕άϩʔόϧͳ؀ڥ Γɼࣔ͢΂໋͖୊͕ forall n m: nat, S n + m = n + S mͰ͋Δɽ




?Goal0 = Γ ⊢ forall n m: nat, S n + m = n + S m
͜Ε͸ɼ ?Goal0ʹ͸ Γ ⊢ forall n m: nat, S n + m = n + S mͷূ໌͕༩͑ΒΕΔͱ
͍͏͜ͱΛද͍ͯ͠Δɽ
࣍ʹɼιʔείʔυ 2.1ͷ 3ߦ໨ͷ intros n mΛ࣮ߦ͢Δͱɼ໋୊͔Β forall n m: nat,
ΛऔΓআ͖ɼԾఆʹ n: natͱ m: natΛ௥Ճ͢Δɽ
͢ΔͱɼλΫςΟΫͷ࣮ߦʹΑͬͯ࣍ͷΑ͏ͳূ໌߲͕ߏங͞ΕΔɽ
fun n m: nat => ?Goal1
Coq ʹ͓͍ͯɼ͜ͷΑ͏ͳূ໌߲͸ଘࡏม਺ʹඥ͍ͮͯอଘ͞ΕΔɽ͜ͷͱ͖͸ intros n
m ͷ࣮ߦʹΑΓɼଘࡏม਺ ?Goal0 ʹରԠ͢Δূ໌߲ͱͯ͠ઌఔͷূ໌߲ fun n m: nat =>
?Goal1͕ඥ෇͚ΒΕΔɽ͜ͷΑ͏ʹଘࡏม਺ʹඥ෇͍ͨূ໌߲ͷ͜ͱΛ෦෼ূ໌߲ͱݺͿɽূ
໌தʹੜ੒͞Εͨଘࡏม਺ʹରԠ͢Δ෦෼ূ໌߲Λඥ෇͚͍͖ͯɼશͯͷଘࡏม਺ʹ෦෼ূ໌
߲͕ඥ෇͍ͨͱ͖ʹূ໌͕ऴྃ͢Δɽͳ͓ɼҎ߱͸ଘࡏม਺ ?x ʹ෦෼ূ໌߲M ͕ඥ෇͘͜ͱ
Λ ?x %→ M ͱॻ͘ɽ
·ͨɼ ?Goal1͸࣍ͷΑ͏ͳΰʔϧͱͳ͍ͬͯΔɽ
?Goal1 = Γ, n: nat, m: nat ⊢ S n + m = n + S n
࣍ʹιʔείʔυ 2.1ͷ 4ߦ໨ͷ induction nΛ࣮ߦ͢Δͱɼࣗવ਺ nʹ͍ͭͯؼೲ๏Λߦ
͏ɽλΫςΟΫ࣮ߦޙͷূ໌߲શମ͸࣍ͷΑ͏ʹͳΔɽ
fun n m: nat =>
nat_ind (fun n’: nat => S n’ + m = n’ + S m) ?Goal2
5
(fun (n’: nat) (IHn: S n’ + m = n’ + S m) => ?Goal3) n
͜͜Ͱ nat_ind ͸ nat ܕͷ߲ʹର͢Δؼೲ๏Λߦ͏ؔ਺Ͱ͋ΓɼୈҰҾ਺͸໋͍ࣔͨ͠୊ɼ





nat_ind (fun n’: nat => S n’ + m = n’ + S m) ?Goal2
(fun (n’: nat) (IHn: S (S n’) + m = S n’ + S m) => ?Goal3) n
ͳ͓ɼCoqͷূ໌߲ʹ͓͍ͯ͸ɼ͜ͷΑ͏ʹॏෳ͠ͳ͍ม਺໊͕ࣗಈతʹੜ੒͞ΕΔɽ
·ͨɼ͜ͷͱ͖ ?Goal2ͱ ?Goal3͸࣍ͷΑ͏ͳΰʔϧͱͳ͍ͬͯΔɽ
?Goal2 = Γ, n: nat, m: nat ⊢ S 0 + m = 0 + S m
?Goal3 = Γ, n: nat, m: nat, n’: nat, IHn: S n’ + m = n’ + S m
⊢ S (S n’) + m = S n’ + S m












࣍ʹೋͭ໨ͷαϒΰʔϧʹ͍ͭͯɼιʔείʔυ 2.1ͷ 6ߦ໨ͷ simplΛ࣮ߦ͢Δͱɼΰʔ
ϧʹ͓͚Δ໋୊ͷਖ਼نܗΛٻΊɼܕͷΩϟετΛߦ͏ɽ͜ͷͱ͖͸ S (S n’) + m = S n’ +
S m͕ S (S (n’ + m)) = S (n’ + S m)ʹΩϟετ͞ΕΔɽΑͬͯɼ?Goal3ʹ͸࣍ͷΑ͏
ͳ෦෼ূ໌߲͕ඥ෇͘ɽ
?Goal3 %→ cast(?Goal4, S (S (n’ + m)) = S (n’ + S m))
͜ΕʹΑΓɼ ?Goal4͸ɼ࣍ͷΑ͏ͳΰʔϧͱͳΔɽ
?Goal4 = Γ, n: nat, m: nat, n’: nat, IHn: S (S n’) + m = S n’ + S m
⊢ S (S (n’ + m)) = S (n’ + S m)




?Goal4 %→ let H: S (n’ + m) = n’ + S m := ?Goal5 in
(fun H’: S (n’ + m) = n’ + S m =>
eq_trans
(f_equal (fun f: nat -> nat => f (S (n’ + m))) eq_refl)
(f_equal S H’)) H)




?Goal4 = Γ, n: nat, m: nat, n’: nat, IHn: S (S n’) + m = S n’ + S m
⊢ S (n’ + m) = n’ + S m





















1 (fun n m: nat => nat_ind (fun n’: nat => S n’ + m = n’ + S m) eq_refl
2 (fun (n’: nat) (IHn: S n’ + m = n’ + S m) =>
3 let H: S (n’ + m) = n’ + S m := IHn in
4 (fun H’: S (n’ + m) = n’ + S m =>
5 eq_trans (f_equal (fun f: nat -> nat => f (S (n’ + m))) eq_refl)





ߦ͏͜ͱ͕Ͱ͖ΔɽҎԼʹɼ1ষͰఆٛͨ͠ onesͱ allS zeros͕౳ՁͰ͋Δ͜ͱͷূ໌Λྫ
ͱͯࣔ͢͠ɽ͜͜ͰɼallS͸ streamܕͷ஋ͷશͯͷཁૉʹ 1ΛՃࢉ͢Δɼ࣍ͷΑ͏ͳূ໌߲
Ͱද͞ΕΔؔ਺Ͱ͋Δɽ
cofix allS s := match s with Cons h t -> Cons (S h) (allS t) end
·ͣɼҾ਺ͱͯ͠ͱΔೋͭͷ stream ͕౳ՁͰ͋Δͱ͍͏ɼ༨ؼೲతʹఆٛ͞Εͨੑ࣭
stream_eqΛఆٛ͢Δɽ
CoInductive stream_eq: stream -> stream -> Type :=
| SEqCons: forall h x y,
stream_eq x y -> stream_eq (Cons h x) (Cons h y).
stream_eqΛਤࣔ͢Δͱਤ 2.3ͷΑ͏ʹͳΔɽ͜ͷੑ࣭ stream_eq͸༨ؼೲతʹఆٛ͞Εͯ
͍ΔͨΊɼࣗવ਺ͷແݶϦετ (Cons h x) ͱ (Cons h y) ͕ stream_eq Λຬ͍ͨͯ͠Δͱ
͖ɼͦΕͧΕͷઌ಄ཁૉΛআ͍ͨࣗવ਺ͷແݶϦετ xͱ y͕ stream_eqΛຬͨ͠ଓ͚Δͱ͍
͏͜ͱΛද͍ͯ͠Δɽ
͜ͷ stream_eq Λ༻͍ͯɼূ໌͢΂໋͖୊͸ stream_eq ones (allS zeros) ͱॻ͚Δɽ
͜ͷΑ͏ʹ༨ؼೲతʹఆٛ͞Εͨੑ࣭ʹ͍ͭͯͷূ໌͸ɼ༨ؼೲ๏Ͱߦ͏͜ͱ͕Ͱ͖Δɽ
༨ؼೲ๏ͱ͸ɼ༨ؼೲతʹఆٛ͞Εͨσʔλ͕༨ؼೲతੑ࣭ P Λຬ͍ͨͯ͠Δ͜ͱΛԾఆ͠ɼ
ͦͷσʔλͷҰ෦෼΋ P Λຬͨ͠ଓ͚Δ͜ͱΛূ໌͢Δ͜ͱͰɼσʔλશମ͕ P Λຬ͍ͨͯ͠
Δ͜ͱΛূ໌͢Δํ๏Ͱ͋Δɽ
⊢ stream_eq x y
⊢ stream_eq (Cons h x) (Cons h y)













ones_succzeros_eq ͷূ໌͸ιʔείʔυ 2.2 ͷΑ͏ʹͳΔɽ͜ͷιʔείʔυ 2.2 ʹ͓
͍ͯ͸ɼ2 ߦ໨Ͱ cofix λΫςΟΫΛ༻͍͍ͯΔɽΑͬͯɼcofix λΫςΟΫ࣮ߦޙͷΰʔϧ
Λ ?Goal0ͱ͢Δͱɼ࣍ͷΑ͏ͳΰʔϧͱͳ͍ͬͯΔɽ
?Goal0 = Γ, ones_succzeros_eq: stream_eq ones (allS zeros)
⊢ stream_eq ones (allS zeros)
͜ͷͱ͖ʹ apply ones_succzeros_eqͱͯ͠͠·͏ͱɼແݶϧʔϓͷܗͷূ໌߲ͱͳΔͨ
ΊɼΨʔυ৚݅Λຬͨ͞ͳ͍ɽͦͷͨΊɼzerosͱ onesͷఆٛΛల։͠ɼallSʹΑΔ؆໿Λ









1 Lemma ones_succzeros_eq: stream_eq ones (allS zeros).
2 cofix ones_succzeros_eq.
3 rewrite <- (frob_eq ones).







⊢ stream_eq ones (allS zeros)
⊢ stream_eq (Cons 1 ones) (Cons 1 (allS zeros))
⊢ stream_eq ones (allS zeros)
⊢ stream_eq (Cons 1 ones) (Cons 1 (allS zeros))
⊢ stream_eq ones (allS zeros)
ਤ 2.4 stream_eq ones (allS zeros)ͷূ໌໦
Ϋ apply ones_succzeros_eq͕ɼ༨ؼೲ๏ͷԾఆΛར༻͢Δ͜ͱΛද͍ͯ͠Δɽ
ιʔείʔυ 2.2ͷূ໌ɼਤ 2.4ͷূ໌໦ʹରԠ͢Δূ໌߲͸ਤ 2.5ͷΑ͏ͳ΋ͷͱͳΔɽ
ਤ 2.4ͷ 6ߦ໨ʹ͸ɼ༨࠶ؼݺग़͠ ones_succzeros_eq͕ݱΕΔɽ͜Ε͸ɼੑ ࣭ stream_eq




1 cofix ones_succzeros_eq :=
2 eq_rec (frob ones)
3 (fun s => stream_eq s (allS zeros ))
4 (eq_rec (frob (allS zeros))
5 (fun s => stream_eq (frob ones) s)
6 (SEqCons 1 ones_succzeros_eq)
7 (allS zeros)
8 (frob_eq (allS zeros )))










ݱঢ়ͷ Coqʹ͓͚Δ༨ؼೲతূ໌ʹ͓͚ΔΨʔυ৚݅͸ [10, 11]͕جͱͳ͍ͬͯΔɽ͜ͷઅ
Ͱ͸·ͣ [10, 11]ʹج͍ͮͨɼίϯετϥΫλʹΨʔυ͞Ε͍ͯΔܗʹ͍ͭͯઆ໌͢Δɽ
ఆٛ 3.1.1ʢίϯετϥΫλͷҾ਺ʹؔ͢Δड़ޠ RP ͷఆٛʣ ༨ؼೲతͳܕ T ͷ i൪໨ͷίϯ
ετϥΫλΛ Ci x1 ... xn ͱ͢ΔɽCi ͷ j ൪໨ͷҾ਺ xj ͷܕ͕ T (༨࠶ؼݺͼग़͠) ͱͳΔͱ
͖ɼRPT (j, Ci)͸ਅͰ͋ΓɼͦΕҎ֎ͷͱ͖ RPT (j, Ci)͸ِͰ͋Δͱ͢Δɽ
ͨͱ͑͹ɼ࣍ͷ coindܕʹ͓͍ͯ͸ɼRPcoind (1, C1)ɼRPcoind (1, C2)ɼRPcoind (2, C2)͸
ਅͱͳΓɼRPcoind (2, C1)͸ِͱͳΔɽ
CoInductive coind: Type :=
| C1: coind -> nat -> coind
| C2: coind -> coind -> coind
| C3: coind.
ಉ༷ʹɼstreamܕʹ͍ͭͯ͸ɼRPstream(2, Cons)ͷΈ͕ਅͱͳΔɽҎԼɼड़ޠ RP ͷܕ T ͱ
Ҿ਺ (j, Ci)͕ඞཁͳ͍ͱ͖͸লུ͢Δɽ
RP ͸ɼূ໌ͷແݶϧʔϓΛ๷͙ͨΊʹଘࡏ͢Δɽͨͱ͑͹ɼCons ͷୈҰҾ਺͸ nat ܕ
Ͱ RPstream(1, Cons) ͸ِͳͨΊɼಋೖ͞Εͨ༨࠶ؼݺͼग़͠͸ؚ·Εͯ͸͍͚ͳ͍ɽୠ͠ɼ
streamܕͷ஋ͷઌ಄Λฦؔ͢਺ hd_streamΛ༻͍ͯɼ࣍ͷΑ͏ʹ badΛఆٛͯ͠΋ܕΤϥʔ
͸ൃੜ͠ͳ͍ɽ
1 let hd_stream := fun s => match s with Cons h t => h end in










ఆٛ 3.1.2ʢίϯετϥΫλʹΨʔυ͞Ε͍ͯΔܗͷূ໌߲ʣ M Λূ໌߲ɼf Λ༨࠶ؼݺͼग़
͠Λද͢ม਺ͱ͢ΔɽM ͕༨࠶ؼݺͼग़͠ f ʹ͍ͭͯɼίϯετϥΫλʹΨʔυ͞Ε͍ͯΔ͜
ͱΛද͢ड़ޠ Gh(f,M)͸M ͷܗʹΑͬͯ࣍ͷΑ͏ʹఆٛ͞ΕΔɽ͜͜Ͱɼh = out ͷͱ͖͸
M ͕ίϯετϥΫλͷ֎ɼh = in ͷͱ͖͸M ͕ίϯετϥΫλͷதͱ͍͏͜ͱΛද͢ɽ
− M = fun x : τ ⇒ N (ؔ਺)ͷͱ͖͸ɼؔ਺ͷҾ਺ xͷܕ τ ʹ f ؚ͕·Εͳ͍ɽ͔ͭɼ
Gh(f,N)Λຬͨ͢ɽ
− M = match x : τ return Q with C1 t11 ... t1j1 ⇒ t1 | ... | Ci ti1 ... tijk ⇒ ti end (ύ
λʔϯϚον)ͷͱ͖͸ɼύλʔϯϚονͷର৅ xͱͦͷܕ τɼฦΓ஋ͷܕ Qʹ f ؚ͕·
Εͳ͍ɽ͔ͭɼ∀y ∈ {1 . . . i}ʹ͍ͭͯɼGh(f, fun ty1 ... tyjk ⇒ ty)Λຬͨ͢ɽ
− M = Ci x1 ... xj (ίϯετϥΫλ) ͷͱ͖͸ɼRP(k, Ci) Λຬͨ͢Ҿ਺ xk ʹ͍ͭͯ͸
Gin(f, xk)Λຬͨ͢ɽ͔ͭɼRP(k, Ci)Λຬͨ͞ͳ͍Ҿ਺ʹ f ؚ͕·Εͳ͍ɽ
− M = f x1 ... xj (༨࠶ؼݺͼग़͠΁ͷద༻)ͷͱ͖͸ɼh = in ͔ͭ ∀i ∈ {1 . . . j}ʹ͍ͭ
ͯɼxi ʹ f ؚ͕·Εͳ͍ɽ







2. ূ໌߲͔Β༨࠶ؼݺͼग़͠ f ͷಋೖ෦෼ (cofix)Λ୳͢ɽ
3. cofix͕ݟ͔ͭͬͨΒ f Λ؀ڥʹՃ͑ͨޙɼಋೖ͞Εͨ༨࠶ؼݺͼग़͠ f ʹ͍ͭͯͦΕ
ҎԼͷূ໌߲Λݕࠪ͠ɼΨʔυ৚݅Λຬͨ͢ܗ͔Λݕࠪ͢Δɽ·ͨɼݕࠪதʹ৽͍͠༨࠶




༨࠶ؼݺͼग़͠ f ͕Ψʔυ৚݅Λຬ͍ͨͯ͠Δ͔Λݕࠪ͢Δؔ਺ check_one_cofix ͷٖࣅ
ίʔυΛΞϧΰϦζϜ 1ʹࣔ͢ɽͳ͓ɼ͜Ε͸ [10, 11]ʹج͍ͮͨఆٛ 3.1.1ͱఆٛ 3.1.2Λج
ʹͨ͠΋ͷͰ͋Γɼඪ४ͷ CoqͷݕࠪͰ༻͍ΒΕ͍ͯΔΞϧΰϦζϜͰ͋Δɽ͜͜Ͱɼn ͸༨




ΞϧΰϦζϜ 1 ༨࠶ؼݺͼग़͠ f ʹؔ͢ΔΨʔυ৚݅ͷݕࠪ
ೖྗ: f Λද͢ de Bruijn index nɼਅِ஋ isgrdɼূ໌߲M
ग़ྗ: M ͕ f ʹ͍ͭͯΨʔυ৚݅Λຬ͍ͨͯ͠Δ৔߹͸ trueɼຬ͍ͨͯ͠ͳ͍৔߹͸ false
function check_one_cofix n isgrd M =
if noccur f [M] then return true (f ؚ͕·ΕΔ͔)
else
g, args = decompose_app (whd_all M)
switch (g) (g ͷܗʹ͍ͭͯ৔߹෼͚)
case f : return (isgrd ∧ noccur f args) (ݕࠪର৅ͷ༨࠶ؼݺͼग़͠)




{if x is RP then check_one_cofix n true x else noccur f x}
case (fun x : τ ⇒ N) : (ؔ਺)
return (noccur f [τ] ∧ check_one_cofix (n+1) isgrd N)
case (cofix f1 : τ1 := N1 with ... cofix fi : τi := Ni for fj) : (༨࠶ؼؔ਺)
return
(noccur f (τ1 :: ... :: τi :: args) ∧
∧
∀h∈ {1...i}
{check_one_cofix (n+i) isgrd Nh})
case (match x : τ return Q with C1 t11 ... t1j1 ⇒ t1 | ... | Ci ti1 ... tijk ⇒ ti end) :
(ύλʔϯϚον)
return (noccur f (x :: τ :: Q :: args) ∧∧
∀h∈ {1...i}
{check_one_cofix n isgrd (fun th1 ... thjk ⇒ th)})
case ?x : return
∧
∀y ∈ args
check_one_cofix n isgrd y (ଘࡏม਺)
default : return false
ݱঢ়ͷΨʔυ৚݅ͷݕࠪʹ͓͍ͯɼ༨࠶ؼݺͼग़͠ f ͕ಋೖ͞Εͨ࣌఺Ͱ͸ f ͷ de Bruijn
index͸ 1ͱͳΔͨΊɼcofixҎԼͷূ໌߲M ʹ͍ͭͯ check_one_cofixΛݺͼग़ͯ͠ݕࠪ
Λߦ͏ࡍ͸ɼඞͣ n = 1Ͱݺͼग़͞ΕΔɽ






ؔ਺෦෼͕༨࠶ؼݺͼग़͠ f ͷͱ͖͸ɼ·ͣ isgrd ͕ true͔Ͳ͏͔ɼͭ·ΓίϯετϥΫλ
ͷ RP Λຬͨ͢Ҿ਺Ͱ͋Δ͔Λ֬ೝ͢Δɽ͔ͭɼશͯͷҾ਺ args ʹ͍ͭͯ૸ࠪ͠ɼf ΛؚΜͰ
͍ͳ͍͜ͱΛ֬ೝ͢Δɽ͜Ε͸༨࠶ؼݺͼग़͕͠ωετͨ͠ূ໌߲ͱͳ͍ͬͯͳ͍͔Λݕࠪ͢Δ
΋ͷͰ͋Δɽ
ؔ਺෦෼͕ίϯετϥΫλ Ci ͷͱ͖͸ɼͦͷҾ਺ args ͷ͏ͪɼRP Λຬͨ͢Ҿ਺ xk ʹ͍ͭ
ͯ͸ίϯετϥΫλͷ RP Λຬͨ͢Ҿ਺Ͱ͋Δͱ͍͏৘ใ isgrd Λߋ৽͠ɼ࠶ؼతʹ xk Λݕࠪ
͢Δɽ͔ͭɼRP Λຬͨ͞ͳ͍Ҿ਺ xk ʹ͍ͭͯ͸ɼxk Λ૸ࠪͯ͠ f ΛؚΜͰ͍ͳ͍͜ͱΛ֬ೝ
͢Δɽ
ؔ਺෦෼͕ؔ਺ͷͱ͖͸ɼҾ਺ͷܕ τ ʹ f ؚ͕·Εͳ͍͔Λ͔֬Ίɼ؀ڥʹ x : τ ΛՃ͑ͨޙ




ͯͷҾ਺ args ʹ͍ͭͯ f ؚ͕·Ε͍ͯͳ͍͜ͱΛ֬ೝ͠ɼ؀ڥʹશͯͷ༨࠶ؼݺͼग़͠ͷಋೖ
f ′ : τ ′ ΛՃ͑ͨޙɼશͯͷ N ′ ʹ͍ͭͯ࠶ؼతʹݕࠪ͢Δɽͳ͓ɼj ݸͷม਺͕ಋೖ͞Ε͍ͯΔ
ͨΊɼؔ਺ͷ৔߹ͱಉ༷ʹ de Bruijn indexΛͣΒ͢ɽ·ͨɼ͜ͷ࣌఺Ͱ͸ f ʹ͍ͭͯͷݕࠪͷ
ͨΊɼ৽͍͠༨࠶ؼݺͼग़͠ f ′ ʹ͍ͭͯͷݕࠪ͸ߦ͍ͬͯͳ͍ɽ
ؔ਺෦෼͕ύλʔϯϚονͷͱ͖͸ɼxͱ τɼQʹ f ؚ͕·Εͳ͍͜ͱΛ֬ೝ͢Δɽ͔ͭɼશ








͜͜Ͱ͸ n ͔Β࢝·Δࣗવ਺ͷແݶϦετΛฦؔ͢਺ from Λ࣍ͷΑ͏ͳূ໌߲ͱͯ͠ఆٛ
͠ɼݕࠪ͢ΔྫΛࣔ͢ɽ͜͜Ͱɼmap͸ streamܕͷશͯͷཁૉʹؔ਺Λద༻͢Δؔ਺Ͱ͋Δɽ
cofix map f (Cons h t) := Cons (f h) (map f t)
cofix from n: stream := Cons n (map S (from n))







Cons͸ୈҰҾ਺ʹ͍ͭͯ͸ RP Λຬͨͣ͞ɼୈೋҾ਺͸ RP Λຬͨ͢ɽΑͬͯୈҰҾ਺ nʹ
͍ͭͯ༨࠶ؼݺͼग़͠ fromؚ͕·Εͳ͍͔ͷݕࠪΛߦ͏ɽ͜ͷ n͸ fromͷఆٛͷҾ਺Ͱ͋Γɼ
fromؚ͕·Εͳ͍ͨΊ true͕ݕࠪ݁Ռͱͯ͠ฦ͞ΕΔɽΑͬͯɼୈҰҾ਺͸Ψʔυ৚݅Λຬ
͍ͨͯ͠Δ͜ͱ͕֬ೝͰ͖ͨɽ
࣍ʹୈೋҾ਺ map S (from n)ʹ͍ͭͯɼisgrd Λ trueͱͯ͠ɼ࠶ؼతʹݕࠪΛߦ͏ɽmap
S (from n) ͸ؔ਺ద༻ͷܗͷͨΊɼ·ͣ͸ऑ಄෦ਖ਼نܗΛٻΊΔɽ͔͠͠ map ؔ਺ͷఆٛΑ
Γɼfrom nΛ Cons h tͷܗʹύλʔϯϚονͰ͖ͣɼ؆໿͸ߦ͑ͳ͍ɽΑͬͯطʹऑ಄෦ਖ਼
نܗͱͳ͍ͬͯΔɽ͜͜Ͱؔ਺෦෼͸ mapͱͳΔ͕ɼcofixͰఆٛ͞Ε͍ͯΔͨΊɼ༨࠶ؼؔ਺
ͷ৔߹ͷݕࠪͱͳΔɽ͜͜Ͱɼmapؔ਺ͷܕʹ༨࠶ؼݺͼग़͠ from͸ؚ·Εͳ͍͕ɼmapؔ਺




cofix from ’ n: stream := Cons n (from ’ (S n))
͜ͷূ໌߲ʹ͍ͭͯݕࠪΛߦ͏ͱɼઌఔͷ map ؔ਺ͷ෦෼͕ from’ (S n) ͱͳ͓ͬͯΓɼ






1 cofix ones’: stream :=
2 let cofix zeros’: stream := Cons 0 zeros ’ in
3 Cons (S 0) (allS zeros’)
͜ͷূ໌߲ʹ͍ͭͯͷݕࠪΛߦ͏ͱɼ·ͣ cofixΛ୳͢ɽ͢Δͱɼূ໌߲ͷ 1ߦ໨ʹ༨࠶ؼ
ݺͼग़͠ ones’ ͷಋೖ͕ݟ͔ͭΔͨΊɼones’ ʹ͍ͭͯ 2 ߦ໨ҎԼͷূ໌߲͕Ψʔυ৚݅Λ
ຬ͍ͨͯ͠Δ͔Λݕࠪ͢Δɽͨͩ͠ cofix ͷ૸ࠪ͸ଓߦ͢ΔͨΊɼ2 ߦ໨ͷہॴఆٛͰ cofix
ʹΑΔ༨࠶ؼݺͼग़͠ zeros’ͷಋೖ͕ݟ͔ͭΔɽΑͬͯ zeros’ʹ͍ͭͯɼఆٛ෦෼ Cons 0
zeros’͕Ψʔυ৚݅Λຬ͍ͨͯ͠Δ͔Λݕࠪ͢ΔɽΑͬͯɼূ ໌߲ͷ͏ͪ let cofix zeros’:












1 Definition from_guarded (n: nat): stream.
2 cofix from_guarded.

















(S n)ʹ͍ͭͯ࠶ؼతʹݕࠪΛߦ͏͕ɼୈೋҾ਺ from_guarded (S n)͕ίϯετϥΫλͷҾ
਺Ͱͳ͘ɼ·ͨ༨࠶ؼݺͼग़͠ from_guardedΛؚΜͰ͍ΔͨΊɼΨʔυ৚݅Λຬͨ͞ͳ͍͜ͱ
͕ݕࠪ͞ΕΔɽ



























































• contain_evar ؔ਺: ূ໌߲ʹۭͷଘࡏม਺ؚ͕·Ε͍ͯΔ৔߹͸ trueɼͦ͏Ͱͳ͍৔
߹͸ falseΛฦؔ͢਺ɽ




ࠪ৘ใ info Λऔಘ͠ɼݕࠪؔ਺ incremental_checkΛݺͿɽୠ͠ɼinfo.next_term ʹূ໌߲




ೖྗ: ෦෼ূ໌߲M ′ ͕ඥ͍࣮ͮͨࡏม਺ ?Goal
ग़ྗ: M ′ ͕Ψʔυ৚݅Λຬ͍ͨͯ͠Δ৔߹͸ trueɼຬ͍ͨͯ͠ͳ͍৔߹͸ false
info = ?Goalʹඥ͍͍ͮͯΔݕࠪ৘ใ
M = if info.next_term is saved then info.next_term else M ′
return incremental_check info M where
function incremental_check info M =
switch (kind M)
case c | Ci | t : return true (ఆ਺ɼҾ਺ΛऔΒͳ͍ίϯετϥΫλ)
case cast(t, t1) : return incremental_check info t (ܕΩϟετ)
case f : return (f ∈ info.is_RP ∧ f /∈ info.ng_list)
case x : return incremental_check info (unfold x) (ม਺)
case ?x : ݕࠪ৘ใ info Λ?xʹඥ͚ͮͯอ࣋; ܯࠂΛग़͢; return true (ۭͳଘࡏม਺)
case (fun x : τ ⇒ N) | (forall x : τ, N) : (ແ໊ؔ਺ɼґଘؔ਺ܕ)
return (not_contain info [τ] ∧ info.env ← (x : τ);incremental_check info N)
case (let x : τ := d in N) : (letࣜ)
return (not_contain info [τ] ∧ ہॴఆٛ x : τ := dΛݕࠪ
∧ info.env ← (x : τ := d);incremental_check info N)
case (g args) : return check_app (g, args) (ؔ਺·ͨ͸ίϯετϥΫλͷద༻)
case (match x : τ return Q with C1 t11 ... t1j1 ⇒ t1 | ... | Ci ti1 ... tijk ⇒ ti end) :
(ύλʔϯϚον)
return (not_contain info [x, τ, Q] ∧ ∧
∀h∈ {1...i}
{incremental_check info Nh})
case (fix f1 : τ1 := N1 with ... fix fi : τi := Ni for fj) : (࠶ؼؔ਺)
new_info = info.env ʹશͯͷ࠶ؼݺͼग़͠ fi Λ௥Ճ;
return (not_contain info [τ1, ..., τj] ∧∧
∀h∈ {1...i}
{incremental_check new_info Nh})
case (cofix f1 : τ1 := N1 with ... cofix fi : τi := Ni for fj) : (༨࠶ؼؔ਺)
new_info = info.env ͱ info.cofix_list ʹશͯͷ༨࠶ؼݺͼग़͠ fi Λ௥Ճ;
return (not_contain info [τ1, ..., τj] ∧∧
∀h∈ {1...i}
{incremental_check new_info Nh})
case t.i : return incremental_check info (projection t .i) (ࣹӨ)
20
ΞϧΰϦζϜ 3 Ψʔυ৚݅ͷ઴ਐతݕࠪΞϧΰϦζϜ (ؔ਺෦෼)
ೖྗ: ݕࠪ৘ใ infoɼ෦෼ূ໌߲ͷؔ਺෦෼ g ͱҾ਺෦෼ args
ग़ྗ: ద༻ g args ͕Ψʔυ৚݅Λຬ͍ͨͯ͠Δ৔߹͸ trueɼຬ͍ͨͯ͠ͳ͍৔߹͸ false
function check_app info (g,args) =
switch (g)
case ?x : (ؔ਺෦෼͕ۭͳଘࡏม਺)
info.next_term← (g args); info Λ?xͱ args ʹؚ·ΕΔۭͷଘࡏม਺ʹඥ͚ͮͯอ࣋;
ܯࠂΛग़͢; return true
case f : (ؔ਺෦෼͕༨࠶ؼݺͼग़͠)
new_info = info.ng_list ʹ f Λ௥Ճͨ͠ݕࠪ৘ใ;
return
(f ∈ info.is_RP ∧ f /∈ info.ng_list ∧ ∧
∀x∈ args
{incremental_check new_info x})
case (let x : τ := d in N) : (ؔ਺෦෼͕ letࣜ)
return (not_contain info [τ] ∧ ہॴఆٛ x : τ := dΛݕࠪ
∧ info.env ← (x : τ := d); check_app info (N,args))
case Ci : (ؔ਺෦෼͕ίϯετϥΫλ)
target_f = cofix_listʹؚ·ΕΔɼܕͷऴҬ͕ T ͱͳΔ༨࠶ؼݺͼग़͠શͯ;
return∧
∀x∈ args
(if x is RPT then info.is_RP ← target_f ; incremental_check info x
else info.ng_list ← target_f ; incremental_check info x)
default :
g′,args ′,info′ = whd_with_check_let (g args); (ऑ಄෦ਖ਼نܗΛٻΊΔ)
if (contain_evar args ′)
then (Ҿ਺ʹۭͳଘࡏม਺ؚ͕·ΕΔ)
info′.next_term← (g′ args ′);
info′ Λ args ′ ʹؚ·ΕΔۭͷଘࡏม਺શͯʹඥ͚ͮͯอ࣋; ܯࠂΛग़͢; return true
else (Ҿ਺ʹۭͳଘࡏม਺ؚ͕·Εͳ͍)
switch (kind g′)
case (f | Ci | ?x) :
return check_app (info′ (g′,args ′))
case (fun x : τ ⇒ N) :
if args ′ = [] then return incremental_check info′ g′
else return check_app info′ (g′,args ′)

















































ʹ૬౰͠ɼnext_term ʹ ?Goal n (from_guarded (S n))Λอ͓͖࣋ͯ͠ɼ࣍ʹ ?Goalʹ෦






M ͕ܕͷΩϟετ cast(t, t1) ͷͱ͖͸ɼ୯ͳΔܕΩϟετͰ͋ΔͨΊΩϟετΛണ͕ͯ͠࠶
ؼతʹݕࠪΛߦ͏ɽ
M ͕༨࠶ؼݺͼग़͠ f ͷͱ͖͸ɼͦͷ f ͕ is_RP ʹؚ·Ε͍ͯΔɼ͔ͭ ng_list ʹؚ·Ε
͍ͯͳ͍͜ͱΛ֬ೝ͢Δɽ
M ͕ม਺ xͷͱ͖͸ɼఆ͕ٛ͋Ε͹ల։ͯ͠࠶ؼతʹݕࠪΛߦ͏ɽͳ͚Ε͹ trueΛฦ͢ɽ
M ͕ۭͳଘࡏม਺ ?xͷͱ͖͸ɼ·ͩ෦෼ূ໌߲͕ແ͍ͨΊͦΕҎ্ݕࠪΛߦ͏͜ͱ͸Ͱ͖ͳ
͍ɽΑͬͯɼͦΕ·ͰʹूΊͨݕࠪ৘ใ info Λ ?xʹඥ෇͚ͯอ࣋͠ɼܯࠂΛग़͢ɽҎ߱ɼݕࠪ
৘ใ info Λ ?xʹඥ෇͚Δ͜ͱΛ ?x ❀ info ͱॻ͘ɽ






M ͕ύλʔϯϚονͷͱ͖͸ɼඪ४ͷ Coqͷݕࠪͱಉ༷ʹɼxͱ τɼQʹಋೖ͞Ε͍ͯΔ༨
࠶ؼݺͼग़ؚ͕͠·Εͳ͍͜ͱΛ͔֬Ίɼશͯͷ৔߹ Ci t11 . . . tij1 ⇒ t1 ʹ͍ͭͯ࠶ؼతʹݕ
ࠪΛߦ͏ɽ
M ͕࠶ؼݺͼग़͠ͷͱ͖͸ɼશͯͷܕ τi ʹಋೖ͞Ε͍ͯΔ༨࠶ؼݺͼग़ؚ͕͠·Εͳ͍͜ͱ
Λ͔֬Ίɼಋೖ͞Εͨ࠶ؼݺͼग़͠Λ env ʹՃ͑ͯ࠶ؼతʹݕࠪΛߦ͏ɽ
M ͕༨࠶ؼݺͼग़͠ͷͱ͖͸ɼશͯͷܕ τi ʹಋೖ͞Ε͍ͯΔ༨࠶ؼݺͼग़ؚ͕͠·Εͳ͍͜







ؔ਺෦෼͕ۭͳଘࡏม਺ ?x ͷ৔߹͸ɼطʹड़΂ͨΑ͏ʹؔ਺ద༻શମΛ next_term ʹอ࣋
͠ɼ?xͱ args ʹؚ·ΕΔશͯͷۭͳଘࡏม਺ʹඥ෇͚ͯอ͓࣋ͯ͘͠ɽ͜ͷ࣌఺Ͱ͸͜ΕҎ্
ਐΊΔ͜ͱ͕Ͱ͖ͳ͍ͨΊɼܯࠂΛग़ͯ͠ trueΛฦ͢ɽ
ؔ਺෦෼͕༨࠶ؼݺͼग़͠ f ͷ৔߹͸ɼ·ͣ f ͕ is_RP ʹؚ·Ε͍ͯΔ͔ͭɼng_list ʹؚ
·Ε͍ͯͳ͍͔Λ͔֬ΊΔɽ࣍ʹɼCoqඪ४ͷݕࠪʹ͓͚Δ noccurؔ਺ʹରԠ͢ΔΑ͏ͳݕࠪ
Λߦ͏͕ɼۭͳଘࡏม਺ؚ͕·Ε͏ΔͨΊɼਖ਼͍͠ݕ͕ࠪߦ͑Δͱ͸ݶΒͳ͍ɽΑͬͯطʹड़΂










cofix ones: stream :=
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cofix zeros: stream :=
Cons 0 ?Goal
ͳ͓ ?Goal͸࣍ͷΑ͏ͳΰʔϧͰ͋Δɽ
?Goal = Γ, ones: stream, zeros: stream ⊢ stream
Αͬͯɼ?Goalʹ͓͍ͯ͸ɼಋೖ͞Ε͍ͯΔ༨࠶ؼݺͼग़͠ onesͱ zerosͷ྆ํͱ΋ RP Λ
ຬ͍ͨͯ͠Δ͜ͱͱͳΔɽ͜ͷΑ͏ͳ৔߹͕͋ΔͨΊɼcofix_list ʹؚ·ΕΔ༨࠶ؼݺͼग़͠ͷ
ܕͷऴҬ͕ɼίϯετϥΫλ͕ॴଐ͢Δܕ T ͱҰக͍ͯ͠Δ͔Ͳ͏͔Λௐ΂ɼҰக͢ΔܕΛ࣋ͭ








·ͣιʔείʔυ 4.1 ͷ 1 ߦ໨ΛಡΈࠐΉͱɼCoFixpoint ίϚϯυͰ༨࠶ؼݺͼग़͠
from_incr͕ಋೖ͞ΕΔͨΊɼূ໌։࢝࣌ͷଘࡏม਺ (?Goal0ͱ͢Δ)ʹ࣍ʹΑ͏ͳ෦෼ূ໌
߲͕ඥ෇͚ΒΕΔɽ
?Goal0 %→ cofix from_incr n: stream := ?Goal1
͜ͷ෦෼ূ໌߲ʹ͍ͭͯݕࠪΛߦ͏ͱɼ༨࠶ؼݺͼग़͠ͷ৔߹ͱͳΔɽΑͬͯɼ༨࠶ؼݺͼग़
͠ from_incr Λ info0 .cofix_list ʹɼRP Λຬͨ͢Ҿ਺ͷҐஔ (Cons ͷୈೋҾ਺) Λܭࢉͯ͠
info0 .env ʹอଘ͠ɼͦͷఆٛ෦෼ ?Goal1 ͷݕࠪΛߦ͏ɽୠ͠ɼ?Goal1 ͸ۭͷଘࡏม਺ͷͨ
Ίɼ͜͜·Ͱͷݕࠪ৘ใ info0 Λɼ ?Goal1 ❀ info0 ͷΑ͏ʹඥ෇͚ͯอ͓࣋ͯ͘͠ɽ
࣍ʹɼ2ߦ໨ͷ refineλΫςΟΫΛ࣮ߦ͢Δͱɼ ?Goal1ʹ࣍ͷΑ͏ͳ෦෼ূ໌߲͕ඥ෇͚
ΒΕΔɽ
?Goal1 %→ let cofix zeros: stream := Cons 0 zeros in Cons ?Goal2 ?Goal3
ιʔείʔυ 4.1 from_incrͷλΫςΟΫʹΑΔఆٛ
1 CoFixpoint from_incr (n: nat): stream.
2 refine (let cofix zeros: stream := Cons 0 zeros in Cons _ _).
3 - apply n.
4 - apply (id (let m: stream := from_incr (S n) in m)).
5 Defined.
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͜ͷ෦෼ূ໌߲͸ let ࣜͷ৔߹ͱͳΔɽΑͬͯɼinfo0 ͷ಺ env Ҏ֎ͷݕࠪ৘ใΛۭʹͨ͠
৘ใ info0 ′ Λ༻͍ͯɼہॴఆٛͷݕࠪΛߦ͏ɽ
ہॴఆٛ෦෼͸ cofix zeros: stream := Cons 0 zerosͰ͋Γɼ༨࠶ؼݺͼग़͠ͷ৔߹ͷ
ݕࠪͱͳΔɽΑͬͯಉ༷ʹ zerosΛ info0 ′.cofix_list ʹ௥Ճ͠ɼఆٛ෦෼ͷݕࠪΛߦ͏ɽ͜Ε
͸ίϯετϥΫλͷద༻ͷ৔߹ͱͳΓɼୈҰҾ਺͸ zerosΛ info0 ′.ng_list ʹՃ͑ͨݕࠪ৘ใ
info0 ′′ ΛɼୈೋҾ਺͸ zerosΛ info0 ′.is_RP ʹՃ͑ͨݕࠪ৘ใ info′′′ Λ༻͍ͯɼ࠶ؼతʹݕ
ࠪΛߦ͏ɽୈҰҾ਺͸ 0Ͱ͋Γɼ༨࠶ؼݺͼग़͠ zeros͸ؚ·Εͳ͍ɽ·ͨɼୈೋҾ਺͸༨࠶ؼ
ݺͼग़͠ zerosͰ͋Δ͕ɼݕࠪ৘ใ info′′′ ͔Β zeros͕ info′′′.is_RP ʹؚ·Ε͍ͯΔɼͭ
·Γ RP Λຬ͍ͨͯ͠Δ͜ͱ͕Θ͔ΔͨΊɼہॴఆٛʹ͍ͭͯ͸Ψʔυ৚݅Λຬ͍ͨͯ͠Δ͜ͱ
͕ݕࠪ͞ΕΔɽ
࣍ʹɼ͜ͷہॴఆٛΛ info0 .env ʹՃ͑ɼinҎԼͷ෦෼ূ໌߲ Cons ?Goal2 ?Goal3ʹ͍ͭ
ͯݕࠪΛߦ͏ɽ͜ͷ෦෼ূ໌߲͸ίϯετϥΫλͷద༻ͱͳΔͨΊɼಉ༷ʹͦΕͧΕͷҾ਺ʹͭ
͍ͯ࠶ؼతʹݕࠪΛߦ͏ɽ͜͜Ͱɼ ?Goal2ͱ ?Goal3ͷ྆ํͱ΋ۭͳଘࡏม਺ͷͨΊɼಋೖ͞
Ε͍ͯΔ༨࠶ؼݺͼग़͠ from_incrΛ info0 .ng_list ʹՃ͑ͨݕࠪ৘ใ info1 ͱɼfrom_incr
Λ info0 .is_RP ʹՃ͑ͨݕࠪ৘ใ info1 ′ Λɼ ?Goal2 ❀ info1ɼ ?Goal3 ❀ info1 ′ ͷΑ͏ʹ
ඥ෇͚ͯอ͓࣋ͯ͘͠ɽ
࣍ʹ 3 ߦ໨ͷ apply n Λ࣮ߦ͢Δͱɼ?Goal2 %→ n ͷΑ͏ʹ෦෼ূ໌߲͕ඥ෇͚ΒΕΔɽ









ॴఆٛ mΛ info1 ′.env ʹՃ͑ͨ৘ใ info2 Λ༻͍ͯݕࠪΛߦ͏ɽ
ऑ಄෦ਖ਼نܗΛٻΊͨޙͷূ໌߲͸ mͱͳΔɽ͜ͷม਺ mͷఆٛΛ info2 .env Λ༻͍ͯల։






































let cofix zeros: stream :=
Cons 0 zeros in cofix zeros ’: stream := ?Goal
͜ͷͱ͖ͷΰʔϧ͸࣍ͷΑ͏ʹͳΔɽ
?Goal = Γ, zeros: stream, zeros’: stream ⊢ stream
͜͜Ͱ autoλΫςΟΫΛ༻͍Δͱɼݱࡏͷ؀ڥʹ͋ΔԾఆ͔ΒҰ൪৽͘͠ɼ໋୊ͱܕ͕߹͏
Ծఆ zeros’Λ ?Goalʹඥ෇͚ͯূ໌Λऴྃͤ͞Δ (assumption)ɽ͔͠͠ɼ?Goalʹ zeros’






















ར༻Ͱ͖Δɽ·ͨɼtac1; tac2 ͸ɼtac1 Λ࣮ߦͯ͠ੜ੒͞Εͨશͯͷΰʔϧʹ͍ͭͯɼtac2 Λ
࣮ߦ͢Δͱ͍͏ه๏Ͱ͋Δɽୠ͠ tac1 ͷ࣮ߦͰূ໌͕ऴྃ͢Δ৔߹͸ tac2 ͷ࣮ߦ͸ߦΘͳ͍ɽ
·ͨɼϢʔβ͕λΫςΟΫΛࣗΒఆٛ͢Δ৔߹͸ LtacίϚϯυΛ༻͍ɼιʔείʔυ 5.1ͷΑ
͏ʹɼλΫςΟΫ໊ɼҾ਺ɼఆٛͷॱʹॻ͘ɽ
with_guarded λΫςΟΫ͸Ҿ਺ͱͯ͠ͱͬͨλΫςΟΫ t Λ࣮ߦ͠ɼͦͷޙʹΨʔυ৚݅




໨Ͱॏෳ͠ͳ͍ม਺໊ hΛऔಘ͠ɼ3ߦ໨ͷ assert (h: True)ͰɼμϛʔͷΰʔϧΛੜ੒ͯ͠
͍Δɽ͜͜ͰɼTrue͸ਅΛද͢ड़ޠͰ͋Δɽ
ιʔείʔυ 5.1 with_guardedλΫςΟΫͷ࣮૷
1 Ltac with_guarded t :=
2 let h := fresh "XX" in
3 assert (h: True); [idtac | t]; check_guarded;
4 match goal with
5 | [ |- True] => apply I
6 | _ => idtac
7 end; try clear h.
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࣍ʹɼ[idtac | t]Λ࣮ߦ͍ͯ͠Δɽ͜Ε͸ɼݱࡏαϒΰʔϧ͕ෳ਺͋Δͱ͖ʹ༻͍Δه๏




ͦͷޙɼιʔείʔυ 5.1ͷ 4∼ 7ߦ໨ͰμϛʔͷΰʔϧΛফ͍ͯ͠Δɽ4ߦ໨Ͱ͸ match͕
ݱΕΔ͕ɼ͜Ε͸ GallinaͰ͸ͳ͘ Ltac ͷه๏Ͱ͋Δɽ͜͜Ͱ͸ݱࡏͷΰʔϧʹ͍ͭͯύλʔ
ϯϚονΛߦͳ͓ͬͯΓɼιʔείʔυ 5.1ͷ 5ߦ໨Ͱ͸ΰʔϧ͕ [ |- True]ɼͭ·Γΰʔϧ
ͷ໋୊͕ Trueͱͳ͍ͬͯΔΑ͏ͳΰʔϧʹରͯ͠ apply I Λ࣮ߦ͢Δ͜ͱΛද͍ͯ͠Δɽ͜
͜Ͱ I͸ɼTrueͷূ໌Ͱ͋Δɽ
͜ͷ with_guarded Λ༻͍Δ͜ͱͰɼͲͷΑ͏ͳλΫςΟΫʹରͯ͠΋ɼ࣮ߦޙʹݕࠪΛߦ




࣍ʹιʔείʔυ 5.2ͷ 3∼ 5ߦ໨Ͱ͸ɼݱࡏͷΰʔϧʹ͓͚ΔશͯͷԾఆ HΛద༻͠ɼΨʔ
υ৚݅Λຬ͔ͨ͢Λݕ͍ࠪͯ͠Δɽ͜͜Ͱ ltac:͸ɼapply H͕ Ltac Ͱ͋Δ͜ͱΛද͍ͯ͠Δɽ
CoqͰ͸͜ͷΑ͏ʹهड़͢Δͱɼwith_guarded ltac:(apply H)͕Ψʔυ৚݅Λຬͨ͞ͳ͍
ͱ͖͸όοΫτϥοΫΛߦ͍ɼҧ͏Ծఆ͕ Hͱͳͬͯ࠶ͼ with_guarded ltac:(apply H)Λ
࣮ߦ͢ΔɽΑͬͯɼશͯͷԾఆ Hʹରͯ͠ apply HΛߦ͍ɼΨʔυ৚݅Λຬ͔ͨ͢Λݕࠪͯ͠
͍Δɽ
લઅͷΑ͏ͳΰʔϧ ?Goalʹ͍ͭͯ autoͷ୅ΘΓʹ guarded_autoλΫςΟΫΛ༻͍Δͱɼ
·ͣ Hͱͯ͠Ծఆ zeros’͕બ୒͞ΕΔɽ͜͜Ͱ ?Goalʹ෦෼ূ໌߲ͱͯ͠ zeros’Λඥ෇͚ɼ
ݕࠪΛߦ͏ɽ






1 Ltac guarded_auto :=
2 repeat (
3 match goal with
4 | [H: _ |- _ ] => with_guarded ltac:(apply H)











• OS: Ubuntu 18.04.1 LTS
• CPU: Intel Core i7-8700 3.20GHz 12εϨου
• ϝϞϦ: 16GB
• Coqॲཧܥ: όʔδϣϯ 8.7.2
• Coqର࿩؀ڥ: Proof General

















• systems/LiveLockServ.v (ূ໌ 1∼ 3)ɽ
• core/LabeledNet.v (ূ໌ 4ɼ5)ɽ
• core/PartialMapExecutionSimulations.v (ূ໌ 6ɼ7)ɽ




























ਤ 6.1 ਓ޻తͳྫ 1 (ίϯετϥΫλ)ͷଌఆ݁Ռ
33
ද 6.1 ਓ޻తͳྫ 1 (ίϯετϥΫλ)ͷݕࠪ࣌ؒ (୯Ґ: 10−4s)
ίϯετϥΫλͷ਺ 10 20 50 100 500 1000
Coqඪ४ͷݕࠪ࣌ؒ 1.13 2.25 9.48 36.32 1849.30 15369.01
ূ໌߲ͷߏங࣌ؒ 0.58 1.50 7.75 32.15 1797.16 15203.55


















ਤ 6.2 ਓ޻తͳྫ 2 (ద༻)ͷଌఆ݁Ռ
ද 6.2 ਓ޻తͳྫ 2 (ద༻)ͷݕࠪ࣌ؒ (୯Ґ: 10−4s)
ؔ਺ద༻ͷ਺ 10 20 50 100 500 1000
Coqඪ४ͷݕࠪ࣌ؒ 1.37 2.72 10.12 38.31 1846.70 15352.55
ূ໌߲ͷߏங࣌ؒ 0.64 1.61 7.65 32.56 1788.18 15109.59







࣍ʹɼਓ޻తͳྫ 3ͷଌఆ݁ՌΛਤ 6.3ͱද 6.3ʹࣔ͢ɽ
ྫ 3ͷূ໌Ͱ͸ɼ઴ਐతݕࠪͷํ͕ݕ͕ࠪ࣌ؒ୹͘ͳ͍ͬͯΔɽ͜Ε͸طʹड़΂ͨΑ͏ʹɼඪ
४ͷ CoqͷݕࠪͰ͸ɼ༨࠶ؼݺͼग़͠ f ͕Ұͭಋೖ͞ΕΔ౓ʹɼͦΕҎԼͷূ໌߲͕ f ʹ͍ͭ
ͯΨʔυ৚݅Λຬ͍ͨͯ͠Δ͔Λݕ͍ࠪͯ͠ΔɽΑͬͯɼ༨࠶ؼݺͼग़͕͠؀ڥʹෳ਺ؚ·Εͯ























ਤ 6.3 ਓ޻తͳྫ 3 (ෳ਺ͷ༨࠶ؼݺͼग़͠)ͷଌఆ݁Ռ
ද 6.3 ਓ޻తͳྫ 3 (ෳ਺ͷ༨࠶ؼݺͼग़͠)ͷݕࠪ࣌ؒ (୯Ґ: 10−4s)
༨࠶ؼݺͼग़͠ͷ਺ 10 20 50 100 500
Coqඪ४ͷݕࠪ࣌ؒ 5.79 22.25 226.18 1341.89 234468.00
ূ໌߲ͷߏங࣌ؒ 1.32 4.23 29.57 113.53 14375.31
઴ਐతݕࠪ࣌ؒ (߹ܭ) 3.88 7.53 25.69 68.05 1422.54
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ද 6.4 DSSS18ͷূ໌ 1∼ 5ͷݕࠪ࣌ؒ (୯Ґ: 10−4s)
ূ໌ 1 2 3 4 5
Coqඪ४ͷݕࠪ 20.95 230.34 253.27 7.69 4.76
ূ໌߲ͷߏங 6.95 56.47 52.79 2.95 4.09
઴ਐతݕࠪ 14.68 228.21 409.95 10.72 7.76
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ද 6.5 DSSS18ͷূ໌ 6∼ 10ͷݕࠪ࣌ؒ (୯Ґ: 10−4s)
ূ໌ 6 7 8 9 10
Coqඪ४ͷݕࠪ 142.68 95.14 60.98 62.21 49.50
ূ໌߲ͷߏங 42.83 28.67 16.33 17.13 11.31









































͍ɽͨͱ͑͹ɼ࣍ͷΑ͏ͳূ໌߲ʹ͍ͭͯݕࠪΛߦ͏ͱɼ༨࠶ؼݺͼग़͠ f ͷҾ਺ʹ f ؚ͕·
Εͯ͠·͍ͬͯΔͨΊʹΨʔυ৚݅Λຬ͍ͨͯ͠ͳ͍͜ͱ͕ݕࠪ͞ΕΔɽ
cofix f (n: nat) : stream := Cons n (f (S (hd_stream (f n))))









ݱࡏͷ઴ਐతݕࠪʹ͓͍ͯ 5ߦ໨ͷΑ͏ͳλΫςΟΫ͕࣮ߦ͞Εͨࡍ͸ simpl; bad_apply;
assumptionΛҰͭͷλΫςΟΫͱ࣮ͯ͠ߦ͠ɼͦͷ݁Ռඥ෇͚ΒΕͨূ໌߲ʹ͍ͭͯ·ͱΊͯ
ιʔείʔυ 8.1 ones_succzeros_eqͷূ໌εΫϦϓτ
1 Lemma ones_succzeros_eq : stream_eq ones (allS zeros).
2 cofix stream_eq.
3 rewrite <- (frob_eq ones).
4 rewrite <- (frob_eq (allS zeros )).
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ਓ޻తͳྫ 2ͷূ໌߲͸ਤ 2ͷΑ͏ʹɼؔ਺ cons_streamͷద༻͕ূ໌߲ͷਂ͘·Ͱग़ݱ͠
ଓ͚ΔܗͱͳΔɽ͜͜Ͱ cons_stream ͸ɼcons_stream h t := Cons h t ͷΑ͏ͳఆٛͱ
cofix test1 (X: nat): stream :=
match X with
| 0 => Cons X (test1 X)
| S _ =>
match X with
| 0 => Cons X (test1 X)
| S _ =>
match X with
| 0 => Cons X (test1 X)
| S _ =>
match X with
| 0 => Cons X (test1 X)
| S _ =>
match X with
| 0 => Cons X (test1 X)






ਤ 1 ਓ޻తͳྫ 1 (ίϯετϥΫλ͸ 6ݸ)ͷ৔߹ͷূ໌߲
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ιʔείʔυ 1 ਓ޻తͳྫ 1 (ίϯετϥΫλ͸ 6ݸ)ͷ৔߹ͷূ໌εΫϦϓτ
Definition test1: nat -> stream nat.
cofix test1.
intros ?X; case X; [ apply (Cons X (test1 X)) | idtac ].
intros ?X; case X; [ apply (Cons X (test1 X)) | idtac ].
intros ?X; case X; [ apply (Cons X (test1 X)) | idtac ].
intros ?X; case X; [ apply (Cons X (test1 X)) | idtac ].
intros ?X; case X; [ apply (Cons X (test1 X)) | idtac ].
intros n. apply (Cons 1 (test1 n)).
Defined.
cofix test2 (X : nat) : stream :=
match X with
| 0 => cons_stream X (test2 X)
| S _ =>
match X with
| 0 => cons_stream X (test2 X)
| S _ =>
match X with
| 0 => cons_stream X (test2 X)
| S _ =>
match X with
| 0 => cons_stream X (test2 X)
| S _ =>
match X with
| 0 => cons_stream X (test2 X)






ਤ 2 ਓ޻తͳྫ 2 (ద༻͸ 6ݸ)ͷ৔߹ͷূ໌߲
ͳΔɼ୯ʹ ConsΛ͚ͭΔ͚ͩͷؔ਺Ͱ͋ΔɽΑͬͯɼਓ޻తͳྫ 2ͷূ໌߲ͷਖ਼نܗ͸ਤ 1ͱ
ಉ͡ܗͷূ໌߲ͱͳΔɽ·ͨɼରԠ͢Δূ໌εΫϦϓτ͸ιʔείʔυ 2ʹࣔ͢ɽ
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ιʔείʔυ 2 ਓ޻తͳྫ 2 (ద༻͸ 6ݸ)ͷ৔߹ͷূ໌εΫϦϓτ
Definition test2 : nat -> stream nat.
cofix test2.
intros ?X; case X; [ apply (cons_stream X (test2 X)) | idtac ].
intros ?X; case X; [ apply (cons_stream X (test2 X)) | idtac ].
intros ?X; case X; [ apply (cons_stream X (test2 X)) | idtac ].
intros ?X; case X; [ apply (cons_stream X (test2 X)) | idtac ].
intros ?X; case X; [ apply (cons_stream X (test2 X)) | idtac ].
intros n. apply (cons_stream 1 (test2 n)).
Defined.
ਓ޻తͳྫ 3 (ෳ਺ͷ༨࠶ؼݺͼग़͠)





cofix CIH0 : nat -> stream :=
cofix CIH1 : nat -> stream :=
cofix CIH2 : nat -> stream :=
cofix CIH3 : nat -> stream :=
cofix CIH4 : nat -> stream :=
cofix CIH5 (X : nat) : stream :=
match X with
| 0 => Cons X (CIH0 X)
| S _ =>
match X with
| 0 => Cons X (CIH1 X)
| S _ =>
match X with
| 0 => Cons X (CIH2 X)
| S _ =>
match X with
| 0 => Cons X (CIH3 X)
| S _ =>
match X with
| 0 => Cons X (CIH4 X)
| S _ =>
match X with
| 0 => Cons X (CIH5 X)
| S (0 as XX) => Cons XX (CIH0 XX)
| S (1 as XX) => Cons XX (CIH1 XX)
| S (2 as XX) => Cons XX (CIH2 XX)
| S (3 as XX) => Cons XX (CIH3 XX)
| S (4 as XX) => Cons XX (CIH4 XX)
| S (S (S (S (S (S _)))) as XX)







ਤ 3 ਓ޻తͳྫ 3 (༨࠶ؼݺͼग़͠͸ 6ݸ)ͷ৔߹ͷূ໌߲
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ιʔείʔυ 3 ਓ޻తͳྫ 3 (༨࠶ؼݺͼग़͠͸ 6ݸ)ͷ৔߹ͷূ໌εΫϦϓτ







intros ?X; case X; [ apply (Cons X (CIH0 X)) |].
intros ?X; case X; [ apply (Cons X (CIH1 X)) |].
intros ?X; case X; [ apply (Cons X (CIH2 X)) |].
intros ?X; case X; [ apply (Cons X (CIH3 X)) |].
intros ?X; case X; [ apply (Cons X (CIH4 X)) |].
intros ?X; case X; [ apply (Cons X (CIH5 X)) |].
intro XX.
apply (match XX with
| (S (S (S (S (S _))))) => ltac:( apply (Cons XX (CIH5 XX)))
| (S (S (S (S _)))) => ltac:(apply (Cons XX (CIH4 XX)))
| (S (S (S _))) => ltac:(apply (Cons XX (CIH3 XX)))
| (S (S _)) => ltac:(apply (Cons XX (CIH2 XX)))
| (S _) => ltac:( apply (Cons XX (CIH1 XX)))
| O => ltac:( apply (Cons XX (CIH0 XX)))
end).
Defined.
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