User interactions and related input devices and techniques can be customized to improve user experience and task performances. We consider context and context awareness to help modify applications interface and interactions in order to match the tasks users are currently performing. We explore how to adapt to the context by selecting input device and interaction technique. Finally, we present the framework developed to realize these affordances and discuss the addressed challenges.
INTRODUCTION
The number and types of input devices and related interaction techniques are growing rapidly. The input devices such as game controllers are no longer used just for games and entertainment, they are also used for distributed virtual environments and related applications. What device and interaction technique to use depend on the application, task performed, user and overall context, including location and presence of other users, both in real and virtual worlds.
We propose a context-sensitive framework for interaction interoperability that can support any input device and can map it to a suitable interaction technique to accomplish specific application tasks. The mapping is dynamic and context sensitive, i.e. it may change over time as the user's context changes. In order to provide these mappings, it is necessary to first abstract the components of user interaction, i.e. input devices and tasks, as shown in Figure 1 .
Device abstraction can be achieved by breaking down devices into a number of controllable dimensions, defining the integrality or separability of these dimensions (i.e. whether they change together or independently) [3] , and specifying their ranges. Given these measures, devices can then be categorized, facilitating dynamic, on-the-fly mappings.
Similarly, tasks can be categorized into types like navigation, control, and manipulation. Furthermore, each task operates on a number of dimensions with a certain range. Through this abstraction, an application can be defined by the set of tasks it affords.
Both device and task abstractions are formalized through ontologies. However, these abstractions are not sufficient to provide appropriate mappings for interaction interoperability. In order to provide appropriate mappings, the user's context has to be taken into consideration. This is especially true for activities within a virtual world, since these activities may be affected by the real-world situation of the user. For example, the user could be in a meeting within * e-mail: hmahmed@vt.edu † e-mail: gracanin@vt.edu ‡ e-mail: peter.radics@vt.edu the virtual world while being at home in the real world. An interaction interoperability framework must employ a context management layer that acquires, analyzes, and filters the user's contextual information in both the real and the virtual world. Section 2 describes this context management layer.
CONTEXT MANAGEMENT
There are several definitions for context, often quoting Panayiotou's definition [4] . Context is defined as "A set of premises expressed in some language, gathered intentionally or unintentionally in a relevant, coherent manner and which can itself constitute and adequate set of inferences (meaningful) or lead to some meaningful results (inferences)." However, the most widely used definition was coined by Dey [2] : "Context is any information that can be used to characterize the situation of an entity. An entity is a person, place or object that is considered relevant to the interaction between a user and an application, including the user and application themselves." Accordingly, four different primary dimensions are defined: identity, activity, time, and location. Using these primary dimensions, secondary dimensions (e.g., the user's schedule) can be derived.
These four dimensions need to be determined for both the real and the virtual plane. Contextual identity in the real world is provided by the user's identity, whereas in a virtual world an avatar character is used. Physical location in the real world and the symbolic location in the virtual world define the contextual location of a user. Simlarly, time in the real world as well as time in the virtual world provide temporal context. Finally, the activities of the user in both worlds establish the activity context. The combination of the values for all of the dimensions constitute the user's context.
While the values for location, activity, and time need to be acquired for both the virtual and the real world (e.g., through GPS devices for the real-world location or semantic location for the virtualworld location), we assume alignment between the real-world and virtual-world identity. This assumption links a user in the real world to an account in the virtual world.
Primary dimensions alone are not sufficient to make decisions about mappings of devices to tasks -other secondary dimensions would still be of influence. For example, the proximity of a user to devices, resources, or even people around in the environment are factors that change the appropriateness of a mapping. Such dimensions contain information about the user's environment, i.e. the who and what of the user's location. Therefore, it is necessary to monitor these secondary dimensions along with the primary dimensions to acquire sufficient contextual grounding.
The primary dimensions in both real and virtual world can often be determined through the use of internal system data (e.g. system time or GPS coordinates of a mobile device). Secondary dimensions, however, would rely on additional data, for example from sensors in the environment. For example, radio frequency id (RFID) tags could be used to identify input devices in the vicinity, whereas infrared sensors could be used to detect people around the user. This contextual information, formalized through an ontological model, can then be used for the decision for appropriate mappings through the dynamic generation and adaptation of rules.
Rule Generation
The majority of context aware applications and frameworks presented in literature use a set of static, predefined rules that take into account different values for the context dimensions and given the conditions in place, reach a decision by inferring from all the possible rules that could be valid at that time.
For a context-sensitive interaction interoperability framework, a set of static rules is insufficient. With an ever changing set of input devices, applications, and user preferences, it would be impossible to create an exhaustive list of possible rules. Furthermore, while context switches in other frameworks may only lead to minor changes of the interface (e.g. switching to another color scheme), context switches within interaction interoperability may suggest a switch from one input device to another. Even if the interaction device is not changed, static rules might require a change of interaction technique. While certainly not a problem from a technical perspective, this certainly poses severe usability issues. Therefore, the rule knowledge base has to evolve over time, with new rules being added and existing rules being modified or deleted.
In order to make this possible, we build on the idea of Dargie and Waltenegus [1] for monitoring application events. Whenever a context switch elicits a change in input device or interaction technique, the change is offered as a suggestion, needing user confirmation. User preferences are captured by reporting interventions -manual overrides of framework suggestions -back to the framework.
This feedback can then be used to (re-)evaluate current rules for specific settings. User interventions can result in modifying or deleting rules that no longer hold from the current set of rule(s).
If no rule is available for the current setting, a new rule is created. Figure 2 illustrates the feedback loop in place to report the user's interventions, aiding in readjusting the context rules in place.
CASE STUDIES
We had three case studies to show how virtual environments can benefit from the framework. They were based on Second Life (SL), Sun Wonderland and X3D based content. In each case it was sufficient to modify the client or to have a mediator with an input device emulator communicating with the framework to providing the mappings. For SL, a mediator was used, in Wonderland changes were made to the input library used to capture interaction events and for X3D, a client (an open-source X3D browser) was modified.
In the pilot study, we focused on the technical aspects since the usability issues are not directly related to the framework. Scenarios were put in place with different setups, e.g. a user at different places, at different times, with different activity status in both the real and the virtual world. The results demonstrated feasibility of our approach and the described framework, given there were no problems within and between system modules, communication channels and messages exchange in the reference implementation.
CONCLUSION
Through the presented framework for context-sensitive interaction interoperability it is possible to dynamically switch between different input devices, interaction techniques, and application tasks independently of the device used and the computer platforms. Context awareness is achieved by dynamic rule generation during runtime, in contrast to the classical context aware systems with predefined static rule sets at a design time. The suggested framework can be used for a variety of virtual worlds implemented using different toolkits and running on different platforms to achieve seamless interaction interoperability.
