Tri-state buses and pass transistor logic are used in many complex applications to achieve high performance and small area. Such circuits often contain logic requiring one-hot signals. In a scan-based design, one-hot values on these signals may not be maintained during the scan-in and scan-out operations. Also, the presence of faults, the existence of don't care conditions and the use of random patterns for testing the circuit in a scan or BIST environment may lead to non-one-hot values on these onehot signals, resulting in abnormal circuit behavior and possible circuit damage. In this paper, we present new techniques for synthesizing scan-based designs so that onehot values are maintained on the one-hot signals during all modes of operation. One of our synthesis techniques often generates designs with no area overhead -the designs are smaller than those that do not ensure safe scan operation. In addition, we propose a scan path design that has no performance overhead during the normal mode of operation and ensures that only valid states appear on the bistables during test mode, thus guaranteeing safe scan operations.
INTRODUCTION
Among the different design for testability (DFT) techniques available today, scan path based methods [McCluskey 861 are probably the most basic and most widely used. In a scan-path based design, the circuit has two operating modes: normal functional mode, and scan mode, during which the circuit bistables are interconnected into a shift register. In the scan mode, it is possible to shift an arbitrary test pattern into the bistables. By returning the circuit to normal mode for one clock period, the outputs of the combinational circuitry are stored in the bistables. If the circuit is then placed into scan mode, it is possible to shift out the contents of the bistables and compare these contents with the correct response. Thus, a sequential circuit is transformed into a combinational one during testing thereby making test generation simpler.
Many circuits contain logic that is controlled by oneout-of-n (one-hot) input signals. A typical example is an n-to-1 multiplexer implemented with n transmission gates, each enabled by a different control signal. Tri-state buses and logic implemented with pass transistors are typically used in complex microprocessors to achieve high performance in a small area. Examples of this design style have been reported in [Shoji 861, [Suzuki 931 , [Yano 901 , [Yano 941 . Unfortunately, the presence of tristate buses and pass transistor logic poses a problem in a scan or BIST design. At some point during the testing process, the bistables may contain a state that does not occur during functional operation, and this can result in non-one-hot values on the one-hot signals. Bistables may contain invalid states while patterns are scanned in and out or when pseudo-random patterns are applied to the circuit during BIST operation. This can result in abnormal and unpredictable circuit behavior. In designs containing tristate buses, the presence of non-one-hot values in the tristate control inputs may cause circuit damage.
The goal of our synthesis techniques is to generate one hot signals that are safe for scan and BIST operations. For many cases, one of our techniques generates designs with less area than the conventional technique of synthesizing such designs without considering safety during scan or BIST operations. Section 2 of this paper surveys some existing techniques to handle one-hot bistables in scan path-based designs. In Sec. 3, we describe our synthesis schemes for generating one-hot signals. The experimental results for the area and the delay values of the designs synthesized with our schemes (Sec. 3.1 and 3.2) are reported in Sec. 4. Section 5 discusses the testability of the logic generated by the scheme discussed in Sec. 3.2. Section 6 describes a scan path design to ensure safe scan in delay critical circuits. Finally, we conclude in Sec. 7.
Existing Approaches for Handling OneHot Bistables
One-hot signals are often generated directly from the bistable outputs of a design. In that case, the bistables store one-hot values. Such bistables are called one-hot bistables. Several approaches have been proposed for handling one-hot bistables in a scan path based design. The simplest is to remove such bistables from the scan path, resulting in a partial-scan design [Cheng 901 , [Lee 901, [Abramovici 9 11. In that case, sequential test generation techniques must be used to generate test vectors. Another approach is to gate the output of the one-hot bistables during scan with a scan signal, resulting in a particular one-hot value enforced on the bistable outputs irrespective of their contents. Only one of the bistable outputs should be or-ed with the scan signal while the other latch outputs should be and-ed with (scan)'signal. When scan is 1 during scanning, a particular one-hot value is enforcedl. This technique ensures safety during scan-in and scan-out operations, but non one-hot values may appear on the onehot signals if pseudo-random patterns $are loaded into the bistables. A generalization of this approach is to enforce a particular one-hot value on the one-hot signals throughout the test mode of operation by using a special signal. Although this solution ensures safety during scan-in and scan-out operations and also when pseudo-random patterns are used to test the circuit, the fault coverage ciin fall drastically because the logic may not be sufficiently tested since the enforced one-hot value does not change during testing.
In [Levitt 951, a special tristate enable signal is used for all multiplexer selects that are not proven to be exclusive under all possible flip-flop states. The L3 latch based Level Sensitive Scan Design (LSSD) technique presented in [Das Gupta 811 can also be used to fake care of the one-hot latch problem. The L3 latch is used to break the path from an LSSD to a non-LSSD network so that the non-LSSD does not interfere with the testing of the LSSD logic. With an L3 latch-based scheme, the desired pattern is first scanned into the L1-L2 latches. Next, the pattern is loaded into the L3 latches. Thus, the non-LSSD logic receives the final scanned-in value (a valid state) and not the intermediate values (invalid states). Neither of these schemes ensure safety when pseudo-random patterins are used to test the circuit under test (CUT) during test male because the final scanned-in value may violate the one-hot condition (because it is a random pattern). The encoder/decoder based scheme for solving the one-hot latch problem discussed in [Pateras 951 overcomes these problems. However, the scheme has limitations due to the fact that it assumes that one-hot signals are produced directly from the one-hot latches. Moreover, tlhe scheme requires additional latches when the number of one-hot signals is not a power of 2, and to eliminate fault cokerage losses. We consider a more general problem, where any set of signal lines (not necessarily the bistable outputs) can contain one-hot values. Thus, we target a more general class of circuits. Our aim is to synthesize these circuits such that one-hot values are maintained regardless of the state of the bistables. Our schemes guaraintee safety during the test mode of operation not only while the patterns are scanned in or out but also when pseudo-random patterns m used to test the circuit. Thus our schemes are also applicable in pseudo-random BIST environments such as when pseudo-random patterns are scanned into the system bistables (e.g., STUMPS), or when the system bisf ables are reconfigured to generate pseudo-random patterns for the BIST operation (e.g., circular BIST).
Proposed Synthesis Technique
In this section, we describe two approaches for synthesizing designs containing one-hot signals. One of the approaches is to insert encoding logic between the logic generating and the logic using the one-hot signals. The other approach assumes that a finite state machine (FSM) generates the one-hot signals and synthesizes the FSMs such that the one-hot signals always have one-hot vttlues regardless of the state of the FSM.
The most straightforward and general way to guarantee the one-hot condition on a set of signals is to insert encoding logic between the logic generating the one-hot signals and the logic requiring the one-hot condition as shown in Fig.  1 . The encoding logic has n inputs corresponding to the n one-hot signals and produces n one-hot output signals. If the input to the encoder is one-hot, then the encoder output should be the same as the input. If the encoder input is not one-hot, the encoder can map it to any one-hot value. A tylpical example of such encoding logic is a priority e n c d r which produces a 'I' on output i and '0' on the reimaining outputs if all inputs I ,. i-1 are 'O', input i is 'I '. Thus, the priority encoder ensures that, as long as it is fault-free, its outputs are one-hot. Otherwise, it has to be mapped to some one-hot value. Truth Table 1 assumes that the none-hot condition is not valid. The greatest advantage of such a scheme is that it is independent of any assumption about the general structure of the circuit that produces one-hot signals. Moreover, it ensures one-hot values on the signal lines both in the normal and in the test mode of operation. Section 4 reports the area and delay values after synthesizing priority encoders with different input sizes using sis [Sentovich 921. As discussed earlier, to set a particular output bit i to 1, an n-bit priority encoder has to check that all the input bits 0 ... i-I are 0 and input bit i is 1. This checking procedure is the main source of delay in the priority encoder. We are currently investigating schemes to implement the priority encoder with minimum delay overhead. This delay problem has a close resemblance Fig. 2 . As mentioned in [McCluskey 861, a finite state machine has next state logic and output logic associated with it. The next state logic generates the next state of the finite state machine and the output logic generates the outputs dependent on the current state and the current input. We assume that there are two types of outputs generated by the output logic: one-hot outputs and non-one-hot outputs. We must ensure that the one-hot outputs always contain one-hot values regardless of the state of the finite state machine. Non-one-hot values could arise on the one-hot outputs of the finite state machine due to one or more of the following reasons :
Encoder-Based Technique
(i) Don't care conditions in the output logic generating the one-hot outputs. A non-one-hot value may occur on the one-hot outputs if the FSM output logic has don't-care conditions and the FSM reaches an invalid state. Since this invalid state is a don't care input for the output logic, two outputs corresponding to one-hot signals may simultaneously be set to 1. Invalid states may appear in the FSM bistables: To guarantee one-hot values on the one-hot outputs, we alter the original FSM specification to one where the outputs that are supposed to be one-hot are fully encoded using the minimum number of bits. We call these outputs encoded one-hot outputs. Next, we synthesize the altered FSM and add a decoder whose inputs are the encoded onehot outputs and whose outputs are the one-hot signals. The rationale behind encoding the one-hot outputs is that, irrespective of any fault in the output or next state logic or presence of any invalid state in the flip-flops of the FSM, we can always decode the encoded output into some valid one-hot signal as long as the decoder circuitry is fault-free. Thus, one-hot values are guaranteed on one-hot signals not only during the scan-idscan-out operations but also during the normal mode of operation and also when random patterns are used to test the circuit in a scan or a BIST environment. Table 2 that we fabricated to illustrate our FSM synthesis scheme. FSM-1 has 4 primary inputs, 5 states Paper 29.4 and 7 outputs. The first 4 of the 7 outputs are one-hot. The first step in our synthesis process is to alter the specification of FSM-1 by encoding the one-hot outputs as shown in Table 3 . The first four outputs of FSM-1 (the one-hot outputs) are encoded using two bits. Tha truth table for the output decoder is shown in Table 4 . Under fault-free conditions, the decoder produces one-hot values on its outputs. Input 00
We could encode the one-hot outputs such that the logic generated during FSM synthesis is minimized. This adds a degree of freedom which can be effectively utilized lo generate a minimal-area implementation of the FSM . For example, if we encoded 1000 as 11, 0100 as 00, 0010 as 10 and 0001 as 01, then we would have to synthesize only three distinct output functions in the modilied FSM specification with encoded one-hot outputs. We have developed an algorithm that encodes the one-hot signals such that the total number of output functions to be synthesized is minimum [Mitra 971. Note, however, that changing the encoding of the one-hot signals changes the decoder specification but does not change the size of decoder implementation in this case.
output 1000 FSM-1 is a specific case where the number of onshot signals is a power of 2. When the number of onehot signals is not a power of 2, we can use our synthesis scheme with minor modifications to the decoder specification. Suppose we have m one-hot signals which have been encoded using n = rlogzml. Not all the 2n combinations will appear on the output of the FSM. Htence, we map the unused combinations to particular decoded values in order to minimize the size of the decoder. Table 5 shows the truth table for an efficient decoder for five one-hot outputs. of an FSM having n states using rlogznl bits (flip-flops). Next, we used our scheme described in Sec. 3.2 to encode the one-hot outputs, synthesized the FSM with encoded one-hot outputs, and connected the encoded outputs to the inputs of a decoder to generate the one-hot signals. implementations. This is due to the fact that, with our scheme, the FSM has to generate a smaller number of outputs (since the one-hot outputs are encoded). So, sis can perform different optimizations more efficiently (these optimizations are heuristic) and hence generate better designs. It may be noted that the area results of the FSMs synthesized using our approach to handle one-hot signals include the area of the decoder that is required to generate the one-hot outputs from the encoded one-hot signals.
In this section, we discuss some issues related to the testability of the logic generated by the technique reported in Sec. 3.2. The following lemma gives some insight into the testability of the logic.
Testability Issues
Lemma 1: If the number of one-hot signals is a power of 2, the logic generated by our scheme (logic generating the encoded one-hot outputs followed by the decoder) is irredwzdant [Abramovici 901 as long as the logic generating the encoded one-hot outputs (output and next state logic in Fig. 3 ) and the decoding logic are themselves irredundant.
Proof: Let us consider any single stuck-at fault in the logic generated by the scheme described in Sec. 3.2. The fault can be either in the logic generating the encoded onehot signals (we call it L ) or in the decoding logic. If the fault is in the decoding logic, then there exists a vector v which, when applied to the decoding logic, detects the fault because the decoding logic is irredundant. Since the number of one-hot signals is a power of 2, each encoded one-hot signal corresponds to one and only one one-hot signal; hence, there always exists a vector U which, when applied to the input of L , generates v at the encoded one hot outputs (which is the input of the decoding logic) -thus the fault is detected. Now, let us consider a single stuck-at fault,f, in L , the logic generating the encoded one-hot signals. Since L is irredundant, there exists an input vector v such that L(v) # Ljfv), where Ljfv) is the response of L in presence of the single stuck-at faultf. Since the number of one-hot signals is a power of 2, we have a complete decoder at the output of the encoded one-hot logic. As a result, the output of the decoder in response to L(v) will be different from the output of the decoder in response to Lflv). Hence, the logic generated by our scheme is fully testable with respect to single stuck-at faults when the number of one-hot signals is a power of 2. When the number of one-hot signals is not a power of 2, we have an incomplete decoder, i.e., the number of outputs of the decoder is less than 2n where n is the number of dtmdersdo not have any output energized when the input t o1 the decoder does not belong to a valid set of decoder inputs. The second way is to apply standard redundancy removal techniques to remove f from L as described in [IIeMicheli 941. If there is a single stuck-at fault, f, in the decoding logic, then there exists a vector, v , which, when applied to the decoder input, detects f. But since it is an incomplete decoder, there may not exist a vector, U, which, when applied to the input of L , generates v.
Del ay # (guaranteed one-hot) #. Our synthesis technique: one-hot requirement is guaranteed during scan; includes area of the decoder. *. Conventional synthesis: one-hot requirement is not guaranteed during scan.
#. Our synthesis technique: one-hot requirement is guaaanteed during scan. show that with existing logic synthesis tools, the area of the entire logic (including the decoder) is less than the area of the logic generating the one-hot signals for many cases.
A Shadow Register-Based Approach to Ensure Safe Scan
The encoder-based approach reported in Sec. 3.1 is simple to implement but has extra area and delay overhead. The overhead can be reduced by synthesizing the logic appropriately but cannot be fully eliminated. The approach
Figure 5 A shadow-regist(er based technique to handle one-hot signals during scan However, the decoder may add extra delay to the signal paths during all modes of operation. If the decoder is on a critical path, the system performance will be reduced. Hence, for delay-critical applications, our prcvious approaches may be unacceptable to the designers.
In this section, we propose another approach to handle one-hot signals in a scan-based design which does not affect the system performance during normal operation but adds extra delay in the logic paths during test ~modt:. We propose a shadow register-based scheme, which is an extension of the L3 latch based LSSD scheme &:scribed in [Das Gupta 811. Figure 5 shows the basic implementation of our method. The scheme requires two levels of flip flops, F1 and F2, and extra logic between F1 and F2 called a translator. If F2 contains a valid state, the translator passes it to F1 unchanged. However, if F2 contains an invalid state, the translator logic transforms it into a valid state pattern. For example, if the state variables were encoded using a one-hot encoding scheme, the truth table shown in Table 1 could serve as a truth table for [Eichelberger 771 . The F2 flip-flops correspond to the shadow register. In test mode, patterns are first scanned in using the F2 flip-flops. This pattern is fed into the translator, the output of which is loaded into the F1 flip-flops. The response of the combinational logic may be loaded into the F1 flip-flops or into both F1 and F2 flip-flops. In the first case, we require a separate control signal to load the contents a f the F1 flip-flops into the F2 flip-flops so that the data can be scanned out. In the latter case this signal is not required and the response of the combinational logic can bl: directly scanned out of the F2 flip-flops. Moreover, depending on the technology, the designer may not want to have additional fanouts on the F1 flip-flop so that the peirfomance of the circuit in the normal mode of operation is not degraded. Thus, safety (non-occurrence of invalid states) is ensured during testing. With this scheme, one-hot values are guaranteed even when random patterns are used for testing since the patterns are first loaded into F2. Moreover, the scheme adds no delay during the normal mclde of operation.
This scheme is similar to the scan-set structures discussed in [McCluskey 861, [Stewart 771 . However, unlike the scan-set architecture, this scheme ensures safe scan operation due to the presence of the translator logic and also ensures that the presence of extra flip-flops and translator logic does not add to the signal delay during the normal mode of operation. The scheme has an extra overhead of one flip-flop per one-hot signal over normal scan plus the cost of the translator logic. The overhead due to the translator logic may be minimized by appropriate logic synthesis techniques but cannot be fully eliminated. To minimize the area overhead due to the shadow register, F2 flip-flops may be added only at places where the circuit under test contains logic generating or using one-hot signals. However, this may complicate the test control logic.
Conclusions
This paper addresses a critical problem of synthesizing testable designs containing logic that is controlled by oneout-of-n signals. Our schemes ensure one-hot values not onhy during scan-in or scan-out operation, but also when pseudo-random patterns are present in the system bistables.
Paper 29.4 Thus, our schemes are equally applicable to different pseudo-random BIST schemes. The encoder-based technique reported in Sec. 3.1 is simple to implement but has overhead in terms of area and delay. It can be used as a simple solution to the one-hot signal problem where the area and delay overheads are not of major concern. The general scheme described in Sec. 3.2 has smaller area overhead and it often generates designs with smaller area than the original synthesized designs. Hence, for area constrained applications this scheme provides a feasible solution. For delay critical circuits with tight performance constraints, the shadow register-based technique described in Sec. 6 can be used. It does not degrade the performance of the circuit in the normal mode of operation. However, the area overhead of this scheme is higher than the other two techniques. Moreover, if the system enters an invalid state during its normal mode of operation due to the presence of transient faults, the schemes reported in Sec. 3.1 and 3.2 ensure one-hot values on one-hot signals as long as the encoder (Sec. 3.1) or the decoder (Sec. 3.2) are fault-free. We have implemented the techniques reported in this paper and are currently incorporating them into TOPS, the Stanford CRC totally optimized synthesis for test tool. We are also investigating new techniques that allow specification of one-hot signals in FSM descriptions.
