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Moltes aplicacions són sensibles a la percepció del temps. Necessiten estudis precisos 
per tal de millorar el seu rendiment. Un camp en el qual fer aquests estudis i de molta  





1.1 Aplicacions sensibles a la percepció del temps
Existeixen un grup d'aplicacions  que són sensibles al  temps,  entre elles estan els 
videojocs. Això significa que té en compte el temps per a fer càlculs dins de l'aplicació 
perquè aquesta funcioni d'acord amb les mesures del temps preses.
Aquestes  aplicacions  són  sensibles  a  la  percepció  del  temps  ja  que  necessiten 
aquestes  mesures  per  a  fer  coherents  els  resultats  calculats  en  l'aplicació.  Són 
dependents del temps per un correcte funcionament de l'aplicació.
Els jocs actuals necessiten molts anàlisis i proves de rendiment per les màquines que 
cada  cop  han  de  ser  més  potents  per  fer-los  funcionar  i  aquests  anàlisis  actuals 
intenten  treballar  sense  tenir  en  compte  la  percepció  del  temps.  Quan  intentem 
mesurar algun paràmetre d'un joc mitjançant la tècnica de l'instrumentació, estem 
afegint un overhead (càrrega adicional) al joc que pot modificar aquesta percepció del 
temps  mentre  que  l'ideal  seria  treballar  sense  overhead,  com  si  es  tractés  de 
l'execució normal de l'aplicació.
Altres aplicacions sensibles a la percepció del temps: 
-Càlculs de física: Per exemple, una aplicació que calculi quant de temps tarda a caure 
una pedra al  terra  des  d'una determinada altura  amb una determinada gravetat, 
haurà de tenir constància en tot moment del temps transcorregut des de que s'ha 
deixat caure la pedra, si aquest temps és modificat el càlcul del temps que ha trigat la 
pedra a arribar al terra podria ser erroni.
-Aplicacions de IA: Si programem un objecte per que es vagi movent i cada 5 segons 
canviï la seva direcció, si aquest temps no fos correcte el comportament del objecte 
tampoc ho seria, ja que l'hem programat perquè canviés de direcció cada 5 segons, 
però en realitat no ho esta fent.
Els jocs engloben aquests dos grups d'aplicacions ja que la gran majoria de jocs tenen 
IA i  tenen càlculs  físics  a mes a mes d'altres funcionalitats.  Només veient que el 
temps en aquests dos tipus d'aplicacions és crucial, ja ens donem compte que també 




La indústria dels videojocs ha tingut un creixement molt important en els últims anys, 
ocupa una gran part del sector de l'oci audiovisual (Fig. 1.1). Aquesta indústria ja 
genera més beneficis que la indústria de la música o del cinema.
Aquest  gran  creixement,  s'ha  degut  en  gran  part  a  la  diversificació  del  públic 
consumidor. Abans, el grup de gent que jugava als videojocs era un nucli concret i 
reduït, ara persones de diferent edat i sexe juguen als videojocs sense que això sigui 
una cosa estranya. També tenim l'afegit d'Internet que ha ajudat molt a que la gent 
veiés amb uns altres ulls el  sector dels videojocs i  ha fet molt  més fàcil  aquesta 
diversificació entre tot el públic. Internet a més, ha expandit els jocs multijugadors 
donada la possibilitat de jugar amb diferents persones arreu del món des de casa i ha 
obert un gran camp dintre de la  jugabilitat  en els jocs,  ja que abans de internet 
aquesta possibilitat no existia.
El realisme que estan assolint els jocs d'última generació no te res a veure amb els de 
fa 10 anys enrere.  Conseqüentment el  maquinari  (o  plataforma on s'executen els 
videojocs) es molt mes potent per poder executar-los, ara bé, també es fan aquestes 
maquines mes potents perquè el  mercat no es quedi  estancat,  els  nous jocs  que 
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Figura 1.1 Estimació del consum audiovisual i interactiu. Font: aDeSe
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surten requereixen de maquines més potents per a ser executats. 
1.2.1 Jocs actuals
Si bé és veritat que com hem comentat abans la indústria dels videojocs genera més 
beneficis que la música, el cine i les pel·lícules de dvd junts, tot això també té un preu 
i es la gran inversió de temps i de diners que s'ha de fer per aconseguir un videojoc 
“best-seller”.
Anem  a  posar  com  a  exemple  un  joc  relativament  actual,  l'“Assassin's  Creed1”. 
L'Assassin's Creed va començar el seu desenvolupament al 2004 i no va ser fins el 
novembre de 2007 que va veure llum. El projecte tenia inicialment un pressupost de 
20 milions de dòlars, un equip de 300 desenvolupadors i dissenyadors i amb un afegit 
extra  per  intentar  fer  el  joc  més  realista  consistent  a  contractar  a  professors  en 
història  medieval  per  fer  de  especialistes  en  la  matèria  i  aconsellar  als 
desenvolupadors.
Veiem que un joc d'aquestes característiques no té gaire a envejar als gastos d'una 
superproducció de Hollywood.
Amb aquestes magnituds de diners, seria molt útil de cara a reduir pressupost, tenir 
eines d'anàlisi per mesurar el rendiment dels jocs en diferents moments i en diferents 
situacions en un entorn determinat. El problema és que al mercat hi han escasses o 
nul·les aplicacions per a l'anàlisi dels jocs. Jocs de proves per al sector dels videojocs 
són inexistents, però no deixa de ser molt important analitzar i investigar el rendiment 
d'aquests.
A més a més, els jocs no només han evolucionat en la part tecnològica. Hi ha hagut 
molts avenços en els camps de la Intel·ligència Artificial i la Física que aconsegueixen 
un nivell de detall molt superior als jocs de fa 10 anys.
1 Assassin's Creed, Ubisoft llençat al mercat americà el 13 de Novembre de 2007. El joc es situa a l'any 1191A.C. on 
la Tercera Creuada esta trencant la Terra Santa i ens posa a la pell d'Altair, un caballer templari entrenat per 
assesinar i amb la missió de suprimir les dues parts del conflicte.
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1.3 Importància de l'emulació del temps en els videojocs
Els jocs actuals necessiten molts anàlisis i proves de rendiment per les màquines que 
cada cop han de ser més potents per fer-los funcionar i la majoria d'aquests anàlisis 
actuals intenten treballar sense tenir en compte la percepció del temps. Existeixen 
diverses tècniques d'anàlisi, com per exemple la Simulació o l'Instrumentació i cada 
una de les tècniques presenta els seus aventatges i els seus inconvenients.
Quan  intentem  mesurar  algun  paràmetre  d'un  joc  mitjançant  la  tècnica  de  la 
instrumentació, estem afegint un overhead (càrrega adicional) al joc que pot modificar 
aquesta percepció del temps mentre que lo ideal seria treballar sense overhead, com 
si es tractés de l'execució normal de l'aplicació.
1.4 Motivació personal
El que m'ha fet decidir a fer aquest projecte és que jo sempre he estat interessat en 
temes sobre videojocs. Des de petit sempre m'han encantat els jocs i he volgut saber 
tot el possible referent a aquest apassionant món. He crescut amb els jocs i mentiria 
si digués que no formen part de la meva vida.
En veure com a oferta de projecte de final de carrera, aquest tema referent als jocs, 
no m'ho vaig pensar dues vegades alhora de contactar amb el professor que havia 
posat  la  oferta  i  fer-li  saber  del  meu interès.  Jo  ja  tenia  pensat  fer  alguna cosa 
relacionada amb els videojocs però no sabia exactament que fer de projecte i el veure 
la oferta d'aquest PFC em va obrir els ulls.
Un cop feta la primera reunió ja vaig tenir clar que seria molt laboriós fer el projecte, 
però era el que volia i estava molt content amb aquesta decisió.
De cara al futur o l'àmbit laboral, des de que estava a l'institut ja pensava en que 
m'agradaria treballar en alguna cosa relacionada amb els videojocs. Segueixo pensant 
el mateix, m'encantaria treballar en alguna cosa relacionada amb els jocs.
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1.5 Estructura de la memòria
En aquest apartat es presenta la estructura de la memòria, en cada capítol indiquem 
el seu títol i el contingut que es pot trobar dins d'ell:
Capítol 2: Objectius i presentació del projecte
En  aquest  capítol  s'explicarà  quins  són  els  objectius  del  projecte  i  quins  són  els 
requisits d'aquest. També es farà una descripció del projecte i una explicació del que 
aconseguirem quan aquest estigui acabat.
Capítol 3: Instrumentació de codi
En  aquest  capítol  es  farà  una  introducció  als  instrumentadors  de  codi  i  a  la 
instrumentació  d'aplicacions,  i  es  parlarà  sobre  l'eina  d'instrumentació  que  farem 
servir  nosaltres,  anomenada  Pin.  També  es  parlarà  sobre  l'instrumentació  de 
l'aplicació que instrumentarem nosaltres.
Capítol 4: Funcionament d'aplicacions sensibles a la percepció del temps
Primer tindrem una breu introducció  als  videojocs  i  com aquests  són afectats  pel 
temps,  després  veurem  com  funcionen  els  videojocs  a  grans  trets  i  finalment 
descriurem les funcions utilitzades en la mesura del temps.
Capítol 5: Emulació del temps
Començarem el capítol 6 amb un plantejament i anàlisi del problema que tractarem, 
després explicarem la detecció de les funcions de temps i quins son els paràmetres 
clau  en  la  emulació  de  temps,  explicarem com es  calcula  l'overhead  i  finalment 
explicarem un algorisme general per calcular el temps emulat.
Capítol 6: Implementació
En aquest capítol explicarem la implementació de la nostra eina.
Capítol 7: Proves i anàlisi
Tindrem una  descripció  de  l'entorn  on  s'han  aplicat  les  proves,  quin  és  l'objectiu 
d'aquestes,  farem proves  també  canviant  diferents  paràmetres  i  una  comparativa 
entre  els  rendiments amb aquests  paràmetres canviats i  farem una validació  dels 
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objectius del projecte descrits al Capítol 2.
Capítol 8: Planificació i valor econòmic del projecte
En aquest  capítol  estimarem quin hauria sigut el  cost  d'aquest projecte  tenint  en 
compte el hardware, software i ma d'obra.
Capítol 9: Conclusions
Les conclusions del projecte.
Capítol 10: Bibilografía
Durant la memòria es van introduint referències a la Bibliografía,  en aquest tema 
s'escriuen totes aquestes referències.
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Capítol 2
Objectius i presentació del projecte
L'eina creada per eliminar l'impacte de l'overhead es d'interès per a aquella gent que 
treballi  amb  aplicacions  sensibles  al  temps  i  mitjançant  l'instrumentació  vulgui  
mesurar  paràmetres sense que el  comportament  de les seves aplicacions  es vegi  
afectat.
9
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2.1 Objectius del projecte
L'objectiu  principal  d'aquest  projecte  és  crear  una  eina  que  permeti  modificar  la 
percepció  del  temps  en  aplicacions  que  estan  essent  instrumentades  en  temps 
d'execució,  i  aconseguir  extreure  la  distorsió  del  temps  degut  a  l'overhead  de 
l'instrumentació de codi fent que el programa tingui el seu comportament natural.
Tot seguit descriurem els objectius principals i secundaris pas a pas:
Objectiu Principal: 
Desenvolupar  un  algorisme  o  mecanisme  per  a  la  eliminació  de  l'impacte  de 
l'overhead en la percepció del temps.
Objectiu Segon:
Implementar l'eina a través d'una API (Application Programming Interface) perquè 
siguem capaços d'implementar l'algorisme i detectar les funcions de temps.
Objectiu Tercer:
Implementar la eina en un instrumentador de codi (concretament en PIN).
Detectar i mesurar les variacions dels resultats obtinguts per poder refinar la precisió 
de la nostra eina.
Objectiu Quart:
Detectar i mesurar les variacions dels resultats obtinguts per poder refinar la precisió 
de la nostre eina.
2.2 Altres objectius
Abans de  poder  centrar-nos  en  els  objectius  principals  hem de tenir  assolits  uns 
quants objectius previs necessaris per el desenvolupament del projecte.
Objectius Previs:
-Entendre el funcionament dels instrumentadors de codi.
-Entendre el funcionament dels videojocs o d'aplicacions sensibles a la percepció del 
11
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temps.
-Esbrinar com es modifica el valor de retorn de les funcions de temps.
2.3 Requisits del projecte
Presentem també els requisits que presenta el projecte:
Requisit primer:
Tot  el  codi  ha  d'estar  documentat  clarament  perquè  sigui  llegible  per  qualsevol 
persona que l'agafi i no sàpiga com funciona l'eina.
Requisit segon:
L'eina ha de ser compatible si en un futur se li volen afegir funcionalitats i que la 
distorsió del temps segueixi essent suprimida, es a dir, la eina s'ha de poder ampliar.
Requisit tercer:
La eina ha de ser fàcil d'utilitzar.
2.4 Descripció del projecte
La creació d'aquesta eina està orientat a ser un projecte per a fer recerca, oferint 
agafar diferents paràmetres de rendiment d'una aplicació  sensible al  temps de tal 
forma  que  les  mesures  captades  siguin  pròpies  d'una  execució  estàndard,  amb 
l'avantatge de que l'aplicació es pensi que s'esta executant a temps real, ignorant 
l'overhead.
L'overhead s'introdueix degut a les eines utilitzades per al mesurament del rendiment 
del joc en temps d'execució, nosaltres ens centrarem en eines d'instrumentació de 
codi. 
Els  estudis  actuals  que  es  fan  sobre  videojocs,  es  fan  sense  tenir  en  compte 
l'overhead, procurant introduir el mínim overhead possible en l'execució del programa 
perquè les mesures preses i les conclusions d'aquests estudis siguin lo mes precisos 
possibles.
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Amb aquest projecte s'intenta millorar la metodologia usada en aquests estudis ja que 
usant la eina creada, si que es tindrà en compte l'overhead per a fer els càlculs i 
s'intentarà  suprimir  l'impacte  d'aquest  sobre  l'execució  de  la  aplicació  per  que 
l'execució del  programa sigui  el  més semblant possible a una execució normal  de 
l'aplicació sense estar instrumentada.
2.5 Aplicació dels resultats
Aquesta eina està orientada a la recerca. Serà de gran ajuda per a totes les mesures 
que es facin en funció del temps, ja que es faran de manera que l'aplicació no notarà 
que  està  essent  instrumentada,  per  tant  les  mesures  preses  dependents  de  la 
percepció del temps seran com les d'una execució real, ja que l'impacte de l'overhead 
quedara gairebé suprimit.
Serà una eina de lliure distribució i millorarà la precisió d'eines publiques de medició, 
amb aquesta eina es farà l'anàlisi sense haver de tenir en compte l'overhead provocat 
per la instrumentació.
13
Capítol 2 Objectius i presentació del projecte
14
Capítol 3 Instrumentació binària
Capítol 3
Instrumentació binària
L'instrumentació de codi és una eina molt potent que permet analitzar els programes 
en detall i inclús modificar el seu comportament. En aquest capítol veurem diferents  
tipus d'instrumentació i aprendrem els termes bàsics necessaris d'un instrumentador 
en concret per fer l'eina.
15
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3.1 Introducció a l'instrumentació
Noves  aplicacions  i  models  de  programació  estan  constantment  emergint  per 
complementar  les  noves  tecnologies  de  hardware.  Cada  cop  és  més  essencial 
entendre les característiques de la càrrega de treball de les aplicacions, per optimitzar 
software  i  hardware.  Sovint,  per  entendre  el  comportament  del  programa  en  un 
processador específic,  es necessita  molt  coneixement essencial  sobre el  hardware, 
sobre el control i  sobre flux de dades de la aplicació.  Inclús amb un coneixement 
profund  de  l'arquitectura,  normalment  és  extremadament  difícil  entendre  el 
desenvolupament i l'ús de recursos del programa a causa de la immensa quantitat de 
dades  necessària  que  hem  de  recollir  i  analitzar  per  fer  un  estudi  del   seu 
comportament.
La  instrumentació  ens  permet  recollir  grans  quantitats  de  dades  amb  nivells  de 
granularitat precisos que permeten assolir un coneixement profund del programa que 
estem  analitzant  i  d'aquesta  forma  poder  entendre  més  detalladament  el 
comportament d'aquest programa.
Entendre el comportament en temps d'execució i els colls d'ampolla de les aplicacions 
és molt important tant per els desenvolupadors de software com per als usuaris. Les 
eines  d'instrumentació  basades  en  software  faciliten  aquesta  tasca  permetent  un 
accés transparent al processador i a l'estat de la memòria després d'executar cada 
instrucció d'una aplicació instrumentada. Els usuaris d'eines d'instrumentació poden 
recollir estadístiques sobre les accions en temps d'execució d'una aplicació que està 
essent executada sense distorsionar (normalment) el comportament normal d'aquesta 
aplicació.  La informació recollida també pot ser usada per localitzar  ineficiències o 
errors en l'implementació.
L'instrumentació  pot  ser  de  dos  formes  diferents:  instrumentació  binaria  (binary 
instrumentation, és en la que nosaltres ens centrarem) i instrumentació font (source 
instrumentation).  I  a  dos  nivells  diferents,  pot  ser  estàtica  (per  exemple 
l'instrumentador ATOM) o pot ser dinàmica (per exemple l'instrumentador Pin).
En la programació, la instrumentació afegiria a un programa diverses habilitats per 
17
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incorporar com per exemple:
– Traça de codi  (Code Tracing):  Rebre  missatges  informatius  sobre  l'execució 
d'una aplicació en temps d'execució.
– Debugging  i  captures  d'excepcions  (exception  handling):  Trobar  i  arreglar 
errors de programació en una aplicació en desenvolupament.
– Mesuradors de rendiment (Performance Counters): Components que permeten 
fer un seguiment del rendiment d'una aplicació.
– Logs d'esdeveniments: Components que permeten rebre i fer un seguiment dels 
esdeveniments en l'execució de la aplicació.
3.1.1 Instrumentadors de codi
Hi  han  diferents  instrumentadors  de  codi  que  generalment  tenen  diferents 
funcionalitats entre uns i altres. Tot seguit descriurem alguns dels instrumentadors 
més coneguts i veurem per sobre les seves característiques.
3.1.1.1 ATOM (Analysis Tools for Object Modification)
ATOM[3a] és un framework per a la construcció d'eines d'anàlisi. Amb ATOM, primer 
s'ha de construir l'eina, després linkarla amb el programa a executar, i això dona el 
programa que s'executara amb la instrumentació inserida. El programa i les rutines 
d'anàlisis que crea l'usuari s'executen en el mateix espai d'adreça, de manera que la 
informació és passada directament des de l'aplicació a les rutines d'anàlisi simplement 
amb calls normals evitant així tenir que comunicar processos o tenir fitxers al disc per 
la comunicació. ATOM vigila que les rutines d'anàlisi no interfereixen en la execució 
del programa. ATOM no utilitza simulació ni interpretació.
La instrumentació amb ATOM es podria considerar estàtica per la forma que té de 
instrumentar. Primer hem de linkar el programa amb la eina i després executar el 
programa resultant. Amb altres instrumentadors, aquest pas no fa falta i el programa 
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s'executa a través de l'eina creada. Fa una instrumentació del tipus binària i estàtica.
3.1.1.2 DynamoRIO
Aquest instrumentació de codi sorgeix de la unió de feina feta entre Dynamo (des de 
els laboratoris de Hewlett-Packard) amb RIO (Runtime Introspection and Optimization 
dels laboratoris del Massachusetts Institute of Technology)[3b]. Opera sobre natius 
binaris  sense modificar  i  no requereix cap hardware especial  ni  cap suport  per  el 
sistema operatiu. Està implementat per processadors IA-32 de Windows i Linux. Fa 
una instrumentació del tipus binària i dinàmica.
3.1.1.3 Valgrind
Valgrind[3c] és  un  framework  d'instrumentació  per  a  la  construcció  d'eines 
dinàmiques d'anàlisi.  La distribució actual de Valgrind inclou sis eines: un detector 
d'errors a memòria, dos detectors d'errors en threading, un predictor de salts,  un 
“call-graph” generador de profiling de cache i un profiler de heaps. A part d'això inclou 
una eina experimental que detecta les lectures fora de  memòria (out of bounds) i 
escriptures  a  la  pila.  Actualment  funciona  en  les  plataformes:  X86/Linux, 
AMD64/Linux, PPC32/Linux, PPC64/Linux. Fa una instrumentació del tipus binària i 
dinàmica.
3.1.1.4 Pin
Pin[3d] és un instrumentador de codi que fa una instrumentació  del  tipus binaria 
(instrumenta els executables directament) i en el nostre cas, instrumentarem el codi 
en temps d'execució.
Pin és una eina per la instrumentació de programes, és suportat en Linux i Windows 
amb les arquitectures IA-32, Intel(R) 64 i IA-64.
3.1.1.5 Per que s'ha escollit Pin?
Pin és un instrumentador d'aplicacions que permet fer una instrumentació dinàmica (a 
temps real), les característiques de Pin es descriuren al següent apartat (3.2).
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A diferència d'ATOM que tenim que reescriure el programa inserint la instrumentació 
relinkant-lo,  en  Pin  s'afegeix  el  codi  dinàmicament  mentre  l'executable  està 
executant-se.
Te unes prestacions semblants a les de Valgrind, però Valgrind només està disponible 
per a Linux, mentre que PIN suporta binaris executables de Linux per als processadors 
Intel Xscale, IA-32, Intel 64 (64 bit x86) i Itanium; executables de Windows per a 
processadors IA-32 i Intel64; i executables de MacOS per a IA-32.
Un estudi sobre la eficiència de Pin demostra que Pin es 3.3 vegades més ràpid que 
Valgrind i 2 vegades més ràpid que DynamoRIO en el contatge de basic-blocks [3d].
Finalment, els director del projecte em va indicar que treballes amb Pin. Simplement, 
Pin  és l'entorn amb el  que s'implementa la eina però es podria estendre a altres 
instrumentadors de codi.
3.2 Característiques de Pin
L'objectiu de Pin es proporcionar una plataforma d'instrumentació per a construir una 
varietat  ample  d'eines  d'anàlisi  d'aplicacions  per  múltiples  arquitectures.  Com  a 
resultat, el disseny de Pin fa èmfasi en la facilitat d'ús, portabilitat, transparència, 
eficiència i robustesa. 
Pin  permet  a  una eina introduir  codi  arbitràriament  (escrit  en C o C++) en llocs 
arbitraris  en l'executable.  El  codi  és afegit  dinàmicament mentre l'executable  està 
funcionant.
L'únic codi que s'executa és el codi generat per Pin. El codi original és només usat per 
referencies. Quan generem codi, Pin li dona a l'usuari la oportunitat d'injectar el seu 
propi  codi,  i  es això al  que anomenem instrumentació.  Pin  proveeix  una API  que 
permet  passar  informació  al  codi  injectat  (com  per  exemple  el  contingut  dels 
registres) com a paràmetres. Pin automàticament salva i restaura els registres que 
s'han sobreescrit pel codi injectat i l'aplicació continua funcionant. També tenim accés 
limitat a símbols i informació de debugging.
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3.2.1 Esquema de la arquitectura de software de Pin
La Figura 3.1 il·lustra l'arquitectura de software de Pin. A nivell més alt, Pin consisteix 
en una màquina virtual (VM), una caché de codi, i una API (Application Programming 
Interface) d'instrumentació a través de Pintools.
La VM esta composada per un compilador just-in-time (JIT2) i un emulador. Després 
de que Pin prengui el control de l'aplicació, el JIT compila i instrumenta el codi de la 
aplicació. Després, el codi compilat és guardat en la caché. Entrar/sortir de la VM des 
de/a la caché de codi implica guardar i restaurar l'estat dels registres de l'aplicació. 
L'emulador interpreta instruccions que poden no ser executades directament, com per 
exemple les crides al sistema que requereixen un maneig diferent des de la VM. Com 
que  Pin  esta  per  sobre  del  sistema  operatiu,  només  pot  capturar  codi  a  nivell 
d'usuari[3d].
3.2.2 Nivell d'instrumentació
Pin treballa en tres nivells de granularitat diferents:
2 Tècnica de compilació en temps d'execució que permet que el codi pugui ser instrumentat dinàmicament durant 
l'execució.
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1.A nivell d'instrucció.
2.A nivell de bloc bàsic (bbl)
-Seqüència d'instruccions acabades en una instrucció de salt
-Una entrada una sortida
3.A nivell de traça
-Una  seqüència  de  blocs  bàsics  acabades  en  una  instrucció  de  salt 
incondicional (un jump)
-Una entrada múltiples sortides
Podem incloure en la nostra instrumentació múltiples combinacions d'aquest tipus de 
instrumentació,  ja  que  a  vegades  necessitem,  per  exemple,  instrumentar  a  nivell 
d'instrucció i a nivell de traça al mateix temps.
Es  evident  que  com  més  petita  la  granularitat  instrumentada,  més  sobrecàrrega 
s'afegeix. Ara bé, si no tingués cap repercussió instrumentar amb la granularitat més 
gran per introduir així menys overhead, sempre ho faríem amb la gran. En la realitat 
però, veiem que depenent del que vulguem instrumentar, necessitem un nivell  de 
granularitat més petit o més gran, no sempre podem instrumentar amb la granularitat 
més gran, segons les nostres necessitats farem servir una o altre.
En la nostre eina, degut a les nostres necessitats fem la instrumentació a nivell de 
traça.
A  mode  d'exemple  mostrarem  la  diferència  entre  estar  instrumentant  a  nivell 
d'instrucció o a nivell de blocs bàsics.
Instrumentant a nivell d'instrucció:
Una instrumentació a nivell d'instrucció seria com el de la Figura 3.2, incrementar un 
contador en una unitat cada cop que trobem una instrucció.
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En canvi,  si  contem per  blocs  bàsics,  podem guanyar molta eficiència  a l'hora de 
treballar, el contador d'instruccions amb blocs bàsics faria les operacions com en la 
Figura 3.3 i la rutina d'anàlisi per contar, seria cridada només 1 cop al final de cada 
bloc bàsic.
3.2.3 Instrumentació
Conceptualment, la instrumentació consisteix en dos components:
– Un mecanisme que decideix on i quin codi és inserit (Rutines d'instrumentació).
– El codi a executar als punts d'inserció (Rutines d'anàlisi)
Els dos components conviuen en un mateix executable, un Pintool (Pintool es una dll 
que combina aquestes dos rutines).
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Figura 3.3 Exemple d'instrumentació a nivell de bloc bàsic
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Pin utilitza els dos tipus de rutines, les d'instrumentació i les d'anàlisi, veurem que les 
rutines d'instrumentació i anàlisis van molt lligades entre elles.
3.2.4 Punts d'instrumentació
Els punts d'instrumentació indiquen quan s'ha de fer cada cosa. S'apliquen en les 
rutines d'instrumentació sota determinades condicions (les que programem nosaltres).
Tenim 3 tipus de punts d'instrumentació:
Before (IPOINT_BEFORE): s'executa abans de la instrucció
After (IPOINT_AFTER): s'executa després de la instrucció
Taken edge (IPOINT_TAKEN_BRANCH): s'executa entre el salt i el target (objectiu) 
on va el salt, es podria classificar com un tipus particular d'IPOINT_AFTER, sense ser 
IPOINT_AFTER estricte, si és cert que s'executa després de la instrucció (jle en aquest 
cas).
A la Figura 3.4 podem veure on s'executaria una rutina d'anàlisi “count()” depenent 
del punt d'instrumentació que fem servir.
Esquema de punts d'instrumentació relatius a una instrucció:
En  la  Figura  3.4  podem  apreciar  en  quin  moment  s'executaria  el  punt 
d'instrumentació en el moment d'executar el jle <L1>.
Un exemple de la crida a la rutina d'anàlisi des de la crida d'instrumentació seria:
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INS_InsertCall(ins, IPOINT, AFUNPTR(count), IARG_END);
Essent “ins” la instrucció on executar el  IPOINT (en aquest cas la instrucció jle) i 
essent “IPOINT” en quin punt inserir la rutina d'anàlisi (s'hauria de posar quin IPOINT 
dels 3 descrits s'executaria).
Cal  tenir  en  compte  uns  petits  detalls  sobre  els  punts  d'instrumentació,  el 
IPOINT_BEFORE  es  pot  incloure  en  qualsevol  instrucció,  IPOINT_AFTER  és  vàlid 
nomes  amb  instruccions  que  tenen  fall-through,  si  no,  no  es  pot  utilitzar. 
IPOINT_TAKEN_BRANCH només es pot utilitzar amb branchs, si no hi ha un branch és 
invalid.
Exemple: contador d'instruccions.
Sabent això ja podem veure un programa d'exemple (Figura 3.5) per entendre els 
conceptes explicats fins ara. Es tracta de un contador de instruccions amb nivell de 
granularitat  a  instrucció.  Veurem que  després  de  cada  instrucció  es  crida  a  una 
senzilla funció que el que fa és augmentar en una unitat, un contador. 
//variable global pel contador
static UINT64 icount = 0;
//aquesta funció es cridada abans de que s'executi cada instrucció
VOID docount() { icount++; }
    
// Pin crida aquesta funció cada cop que troba una nova instrucció
VOID Instruction(INS ins, VOID *v)
{
    // Inserta un call a “docount” abams de cada instrucció (no pasa cap argument a docount)
    INS_InsertCall(ins, IPOINT_BEFORE, (AFUNPTR)docount, IARG_END);
}
// argc, argv es la línia sencera de comandes, incloent pin -t pintool -- ...
int main(int argc, char * argv[])
{
    // aquesta instrucció inicialitza Pin
    PIN_Init(argc, argv);
    // Registra la rutina d'instrumentació a nivell de instrucció
    INS_AddInstrumentFunction(Instruction, 0);
    
    // Amb aquesta instrucció comença l'execució del programa
    PIN_StartProgram();
    
    return 0;
}
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Amb aquesta eina contaríem quantes instruccions executades dinàmicament executa 
un programa. Un contador molt  semblant el  farem servir  a la  nostra eina ja que 
necessitarem contar instruccions.
3.2.5 Pas de paràmetres de Pin
Les rutines d'anàlisi diuen el que s'ha de fer quan es satisfà la condició determinada 
en les rutines d'instrumentació.
Quan  cridem una  rutina  d'anàlisis,  Pin  ens  permet  passar  el  valor  dels  registres, 
direccions de memòria on volem operar o constants.
En alguns casos,  cal  posar  davant  el  tipus  d'informació  que li  estas  passant  a la 
funció, normalment en punters i direccions de memòria no fa falta. Si el que li vols 
passar  es un paràmetre creat per tu (com per exemple una variable en la rutina 
d'instrumentació) si que caldrà que li indiquem el tipus de variable que li passem i a 
continuació el valor (la variable) que li passem.
3.2.6 Instrumentant les instruccions de retorn (ret instructions)
Pin ofereix també la possibilitat d'instrumentar els returns de les funcions, en aquest 
cas  podrem modificar  el  contingut dels registres que han estat  modificats  en una 
instrucció de retorn i fer que retornin el valor assignat per nosaltres, hi ha que dir, 
però,  que  som  nosaltres  també  qui  controlem  quins  returns  volem  capturar  i 
encarregar-nos nosaltres de que així sigui, en tot cas hem de saber que estem fent.
Hem de ser conscients del que podria suposar modificar malament qualsevol d'aquests 
registres, ja sigui per posar un valor erroni o equivocar-se de registre a modificar. 
Equivocar-nos en això pot provocar un malfuncionament en el programa.
Per poder trobar el ret s'ha de posar dins la rutina d'instrumentació una crida a una 
rutina d'anàlisis i aquesta farà el tractament desitjat al return. Per fer la comprovació 
de que una instrucció sigui de retorn simplement podem fer INS_IsRet(instrucció), i a 
partir d'aquí fem al call a la rutina d'anàlisi.
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En aquesta rutina d'instrumentació (Figura 3.6) el que faríem és cridar a “rutinanalisi” 
quan  trobéssim  una  instrucció  de  retorn,  enviant-li  com a  paràmetre  a  la  rutina 
d'anàlisi, el registre %eax. Dissenyar la rutina d'anàlisi del return ja seria cosa del 
programador depenent de les necessitats de l'eina.
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Capítol 4
Funcionament d'aplicacions sensibles a la 
percepció del temps
El  funcionament  de  les  aplicacions  sensibles  a  la  percepció  del  temps  tenen  un  
comportament que s'ha de entendre per poder fer una correcta emulació del temps. 
En aquest capítol es fa èmfasi en aquest aspecte i s'intenta explicar d'on ve aquesta  
dependència.
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4.1 Aplicacions sensibles al temps
Hi ha un grup d'aplicacions que són sensibles al temps, com per exemple calculs físics, 
aplicacions de IA(Intel·ligència Artificial) i entre elles també hi han els videojocs.
Un videojoc és un programa de computació creat per l'entreteniment,  basat en la 
interacció  entre  una  o  varies  persones  i  un  aparell  electrònic  (un  ordinador,  una 
màquina recreativa, una videoconsola, un telèfon mòbil...) que executa el videojoc. 
Normalment, aquests recreen entorns i situacions virtuals en les que el jugador pot 
controlar a un o diversos personatges per aconseguir un o varis objectius mitjançant 
unes regles determinades.
El que ens interessa en aquest projecte, però, és que els jocs formen part d'un grup 
d'aplicacions que són sensibles a la percepció del temps, es a dir, una distorsió en 
aquesta percepció del temps podria fer canviar el comportament d'un joc. 
L'explicació de per que és sensible al temps es la següent: posem per cas que un 
programa té la velocitat d'un objecte i necessita saber quantes unitats es desplaça, 
aquest  programa mesuraria  el  temps que ha transcorregut  entre  dos  moments,  i 
veient la diferencia de temps veuria el desplaçament total de l'objecte. Si aquestes 
lectures del temps no són correctes, l'aplicació no tindria el comportament desitjat.
4.1.1 Jocs sense Timers
Anys enrere, els jocs no feien servir timers per controlar el flux del joc. Com a resultat 
aquests jocs anaven massa ràpid en els PC's de finals dels 90's. La referència del 
temps d'aquests jocs no estava pensada per a funcionar en els nostres PC's actuals, 
un exemple per il·lustrar això el tenim en el Duke Nukem1 que va sortir al mercat amb 
diferents versions per les diferents velocitats dels processadors.
Llavors va ser quan els programadors es van començar a preguntar si no hi havia una 
solució més bona que tenir que escriure un codi dues vegades, ja que el processador 
era el mateix, les instruccions també eren les mateixes i l'únic que canviava era la 
velocitat del processadors.
1 Duke Nukem 3D era un joc de dispars en primera persona (Shooter) desenvolupat per 3D Realms i distribuït per 
Apogee Software. Va ser llençat a principis del 1996.
31
Capítol 4                                              Funcionament d'aplicacions sensibles a la percepció del temps
Les solucions que s'aplicaven llavors era posar un límit de frames (o fotogrames) que 
es podien veure, per exemple, si es limitaven a 20 els FPS (frames per segon), els 
processadors més ràpids anirien a 20 sempre i els més lents intentarien arribar als 20 
encara que no arribessin. Al no arribar es produiria un efecte de relentització en el joc. 
Una altre solució, pitjor encara era posar bucles FOR per fer els delays (esperes) dels 
jocs, cosa que funcionava bé en les màquines dels autors però més lent o més ràpid 
en les màquines d'altres usuaris del joc.
4.1.2 Jocs amb Timers
Quan  estem jugant  a  un  joc  que  va  molt  suau  (smooth)  o  que  va  molt  a  cops 
(choppy)  és  molt  probable  que  faci  servir  un  timer.  La  velocitat  del  processador 
recomanada normalment és la balancejada entre entre smooth i choppy.
Aquests jocs el que fan es saltar-se frames si el joc va molt lent (lagged) o redibuixen 
frames si van molt ràpid. Aquests jocs es poden jugar en ordinadors de qualsevol 
velocitat i funcionaràn a les mateixes unitats per segon en cada una
A la hora de programar un joc,  tenim diverses opcions quan hem de fer aquesta 
sincronització amb el temps, i hem de escollir quina és la funció adient depenent de 
les nostres necessitats i les funcionalitats del joc.
Fent referència als FPS d'un joc, en un vídeo, a partir dels 24-30 FPS ja es considera 
full-motion (referint-se a que ja es veu completament animat) en canvi en els jocs, 
per considerar-se full-motion es a partir dels 60FPS. Això es degut a la velocitat de 
refresc del monitor, que normalment son 60Hz.
4.2 Funcionament dels videojocs
El Funcionament dels videojocs segueix un concepte d'esquema bàsic que es podria 
resumir en: Tenim una inicialització del joc, un cop inicialitzat ens ve una entrada de 
dades (input) les quals s'han de processar, traiem una sortida i tornem a la part de 
l'entrada del joc si es que no hem acabat d'executar-lo. A part d'això que seria la idea 
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general, cada una de les parts d'un videojoc es pot seccionar en altres.
Un petit esquema del cicle de vida d'un joc el podem veure a la Figura 4.1
Inicialització: Inicialitzem variables i recursos.
Cicle del joc:
   -Entrada: Captura del que fa el jugador (o de l'entorn en cas d'estar jugant on-line).
   -Procés: Nucli del joc, s'ha de processar la entrada. Aquí és on més repercussió té la 
percepció del temps ja que es fan els càlculs de física, els de IA i tota la part del 
procés de dades recollides que poden també ser afectades per la percepció del temps.
   -Render: Aquí és on es prepara la imatge/frame per a ser mostrada en la sortida.
   -Sortida: Mostra el resultat del processament que hi ha hagut del joc. Entre altres 
coses mostre la imatge nova creada al Render.
Finalització: Alliberar recursos, enregistrar scores i funcionalitats afegides que s'hagin 
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de fer al acabar el joc.
















En tot el cicle de vida d'un joc, hem de acabar mostrant la informació processada a 
l'usuari.  En  les  altres  parts  del  joc,  som nosaltres  qui  amb  el  nostre  propi  codi 
programem totes les  funcions  del  cicle  de vida.  Hi  ha  una particularitat  i  és  que 
normalment, per fer el render, les aplicacions s'ajuden amb una llibreria gràfica per 
implementar-ho.
Per render entenem construir quina serà la següent imatge a mostrar, havent recollit 
la informació necessària que hem actualitzat a la part del procés. És a dir, un cop 
actualitzada la informació, si sabem que en el joc un cotxe s'ha mogut 10 metres cap 
a la dreta, en el nou render haurem de fer que el cotxe s'hagi desplaçat 10 metres cap 
a la dreta, així l'usuari pot apreciar què està succeint en cada moment.  El procés de 
construir la nova imatge varia depenent de quina llibreria gràfica estiguem usant. El 
que tenen en comú aquestes és que la imatge no es mostra per pantalla fins que no 
s'ha acabat de construir sencera.
Les dos llibreries gràfiques més comuns usades son DirectX i OpenGL. Nosaltres en 
l'avaluació  d'aquest  projecte  treballarem sobre  l'aplicació  3DMark05,  que  fa  servir 
DirectX.
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Un cop acabades de recollir totes les dades per formar una imatge, en la part de 
sortida del joc haurem de mostrar, entre altres coses, el fotograma que hem construït 
a  la  part  del  render.  La  instrucció  per  mostrar  el  resultat  del  render  és, 
IDirect3DDevice9::Present per el DirectX 9, i glCallList(id_DL) per OpenGL.
4.2.2 Sincronització
A l'hora d'implementar un joc, ens trobem amb el problema de la sincronització 
(Figura 4.3)
int x = 0; //posició del personatge
int vx = 2; //velocitat del personatge
while(!fi_joc) {
x=x+vx; //augmenta en 2 píxels posició
dibuixa_personatge(x);
}
Aquest càlcul es produeix dins la part de procés, el problema simplement és que, si 
iterem aquest bucle del cicle de vida d'un joc, com més ràpida sigui la màquina més 
cops farà la iteració del bucle en la mateixa franja de temps. Traduït a l'exemple, el 
desplaçament del personatge serà major en una màquina més ràpida que en una més 
lenta cosa que no hauria de passar. Aquest problema passa per no tenir en compte la 
evolució del temps en el bucle. Per evitar aquest problema tenim dos solucions, la 
sincronització per framerate i la sincronització per temps.
4.2.2.1 Sincronització per framerate
La intenció de la sincronització per framerate és que cada cicle duri com a mínim un 
temps  determinat,  d'aquesta  forma,  totes  les  màquines  aniran  com  a  molt  a  la 
màxima velocitat, però màquines més lentes tindran problemes.
A la Figura 4.4 podem veure un exemple de sincronització per framerate.
int x=0,vx=2; // posició i velocitat del personatge
int t1=0,t2=0; // temps inicial i final
while(!fi_joc) {
t1 = obtenir_temps(); // en milisegons
x = x + vx;
dibuixa_personatge( x );
t2 = obtenir_temps();
while (t2-t1 <= 41)
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En aquest exemple veiem que ens quedem parats fins que la diferència entre els dos 
temps obtinguts sigui mes gran a 41 milisegons (en el cas de que obtenir_temps() 
sigui una mesura que retorni el temps en milisegons).
D'aquesta  manera  aconseguiríem  limitar  la  velocitat  en  que  va  el  joc  en  cada 
processador per molt ràpid que sigui. En aquest cas, si estem limitant la velocitat de 
cada  frame  a  41  milisegons,  estem  limitant  l'execució  a  24,39  FPS  (trobem  la 
freqüència  de  frames  per  segons  dividint  pels  milisegons  que  triga  un  frame  en 
mostrar-se, 1/0,041 = 24,39).
Aquesta es una solució que s'aplicava quan és va començar a aplicar la sincronització 
en els jocs, actualment s'utilitza la sincronització per temps.
4.2.2.2 Sincronització per temps
Aquesta és la solució que s'aplica actualment en el desenvolupament de jocs per fer la 
sincronització.
La intenció de la sincronització per temps es trobar on hauria d'estar el personatge o 
com hauria de ser l'escenari o quina posició tindria que tenir un determinat objecte 
en l'instant de temps actual.
A la Figura 4.5 podem veure un exemple de sincronització per temps.
int x=0; // posició del personatge
int t1=0; // temps amb el que inicia el cicle
int t2=0; // temps transcorregut fins calcular la nova x
float vx; // velocitat del personatge
vx = 0.048; // velocitat a la qual es mou el personatge
while(!fi_joc) {
t1 = obtenir_temps(); // en milisegons
//fer els càlculs que tinguem que fer
t2 = obtenir_temps();




Fig. 4.4 Sincronització per framerate
Fig 4.5 Sincronització per temps
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Ara a l'hora de calcular la posició nova del personatge tenim en compte la velocitat i el 
temps transcorregut, així a l'hora de dibuixar-lo el posarem a on toca i no tindrem per 
que limitar la velocitat del joc.
A mode d'exemple i per comparar els dos tipus de sincronització mirem la Figura 4.6
En els dos gràfics s'esta mesurant el temps transcorregut en segons.
Estem suposant en el cas 1 que el processador és capaç de executar el joc/aplicació a 
20 FPS (Frames Per Segon).
En el gràfic 1, no sabem si el processador seria capaç de executar mes FPS però no 
ens importa, estem fent una sincronització per framerate i l'únic que volem fer és que 
després de cada frame, el personatge s'haurà desplaçat una unitat (a cada frame es 
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per Temps i per Framerate
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crida la funció “Dibuixar();” i aquesta s'encarrega de dibuixar el personatge).
En canvi en el gràfic 2 el que veiem és que es crida a la funció “Dibuixar();” en 
diferents  intervals  de  temps  i  no  cada  0,05segons.  Això  és  degut  a  que  la 
sincronització per temps no limita la velocitat del joc, si no que sempre que arribi al 
punt de “Dibuixar();”  ho farà, d'aquí  veiem que no es cridi  a “Dibuixar();”  en un 
interval fix de temps. A més a més, una altre diferencia crucial és que la posició del 
personatge s'actualitza en funció del temps que ha transcorregut i no del frame en el 
que estem.
4.3 Funcions utilitzades en la mesura del temps
Hi ha diverses funcions que tenen relació amb el temps, i quan es crea un videojoc 
s'ha de pensar en quina serà més adient pel tipus de joc. Les funcions mes comunes 
son tres, encara que n'hi ha d'altres que també son aplicables.
Veiem  en  la  Taula  4.1  les  diferents  funcions  que  veurem  i  un  resum  de  les 
característiques que tenen:
Funció Avantatges Inconvenients
RDTSC (Read Time Stamp 
Counter)
-Mes precisió que 
GetTickCount i timeGetTime.
-Poc overhead.
-No es fiable al 100% en 
processadors nous multicore.
-S'ha de combinar amb una 
altre funció per obtenir els 
segons ja que les dades les 
proporciona amb freqüència.
TimeGetTime -Mes precís que GetTickCount.
-Resolució fins a 1 milisegon.
-Rollback als 49,71 dies.
-Temps d'execució més alt que 
GetTickCount.
GetTickCount -Introdueix un overhead baix. -Rollback als 49,71 dies.
QueryPerformanceCounter -Mes precisió que 
GetTickCount i timeGetTime.
-Resolució de microsegons.
-S'ha de combinar amb una 
altre funció per obtenir els 
segons ja que les dades les 
proporciona amb freqüència.
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4.3.1 Time Stamp Counter
El Time Stamp Counter (TSC) es un registre de 64 bits present a tots els processadors 
Intel  x86 des del  Pentium. Conta el  nombre de ticks des de que s'ha arrencat el 
sistema. La instrucció RDTSC (Read Time Stamp Counter) retorna el TSC als registres 
EDX:EAX (la part més significativa en el EDX i els bits de menys pes en el EAX).
El  TSC es una forma d'agafar informació del  timing de la CPU amb una resolució 
excel·lent  i  amb  poc  overhead.  Amb  la  sortida  al  mercat  dels  multi-
core/hyperthreaded CPUs i  sistemes amb múltiples  CPUs el  TSC pot ser  que doni 
resultats incorrectes o mal precisats[4a]. 
Es  per  això  que  Microsoft  desaconsella  utilitzar  actualment  el  TSC  i  proveeix  el 
QueryPerformanceCounter i  el  QueryPerformanceFrequency per tenir  un mesurador 
precís.
4.3.2 Descripció de GetTickCount
GetTickCount és una funció de la API de Windows i, per tant, GetTickCount funciona 
en totes les plataformes Windows que suportin aquesta API. No accepta paràmetres i 
retorna el temps en milisegons des de que el sistema s'ha posat en marxa.
Tot i que mesura el temps en milisegons, no té resolució de milisegons ja que el seu 
valor no s'actualitza cada milisegon. El GetTickCount s'actualitza segons el timer del 
sistema  operatiu  (que  té  precisió  d'aproximadament  10ms,  segons  el  sistema 
operatiu). En la majoria de casos, però, és prou precís per mesurar el que es vol. 
Problemes que presenta GetTickCount:
Com que és una funció de la API de Windows, no funcionarà en totes les plataformes.
Rollback (o traduït també com a tornar enredere), un rollback es produeix quan el 
nombre de milisegons des de que el sistema ha engegat arriba al limit de la capacitat 
binaria d'emmagatzematge en 32 bits, es a dir, es produiria un overflow i tornaria a 
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començar a contar. Aquest temps que tarda en fer el rollback es produeix cada 49,71 
dies.  232 es 4.294.967.296 que seria  el  nombre màxim de milisegons que podem 
emmagatzemar amb 32 bits.
El  problema del  rollback  be  donat  en  que GetTickCount  és  una funció  usada per 
mesurar el temps que es triga entre el punt A i el punt B a executar codi (temps trigat 
T=B-A), si usem GetTickCount per mesurar franges de temps més grans de 49,71 
dies podríem tenir problemes amb el rollback ja que ens podria donar intervals de 
temps mal mesurats.
Per evitar problemes amb el rollback el programador pot fer servir una altre funció de 
l'API de Windows: GetTickCount64, que funciona exactament igual que GetTickCount 
però retorna un enter de 64 bits en comptes del de 32 del GetTickCount, encara que 
això limitaria l'aplicació a funcionar a partir Microsoft Windows Vista i plataformes més 
noves.
Segons  els  nostres  anàlisis,  3DMark05  utilitza  el  GetTickCount  per  fer  operacions 
internes.
4.3.3 Descripció de timeGetTime
TimeGetTime és molt semblant a GetTickCount i només tenen petites diferències.
En contraposició amb GetTickCount, timeGetTime es mes precís, timeGetTime si que 
té resolució de 1ms.
TimeGetTime triga més temps en executar-se que GetTickCount.
Per  tant  seria  recomanable,  si  volem més  precisió  fer  servir  timeGetTime  i  si  la 
resolució  que  ens  ofereix  GetTickCount  es  la  que  necessitem,  doncs  fem  servir 
GetTickCount ja que produeix menys overhead a l'aplicació que timeGetTime.
TimeGetTime  té  els  mateixos  problemes  descrits  anteriorment  que  GetTickCount 
sobre el rollback, la portabilitat i els càlculs aritmètics.
Segons els nostres anàlisis,  3DMark05 utilitza el timeGetTime per la percepció del 
temps.
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4.3.4 Descripció de QueryPerformanceCounter
Per buscar més precisió que 1ms ens hem d'apropar ja a altres tipus de mesuradors 
de  temps.  Si  busquem aquesta  precisió  la  funció  més  feta  servir  en  videojocs  i 
aplicacions  que  treballen  amb  temps  i  són  sensibles  a  ell,  és  el 
QueryPerformanceCounter, aquesta funció retorna els ticks d'un high-resolution timer.
Funciona de la següent manera, si entre el punt A i B mirem quants ticks hem tingut, 
hem de saber amb quina freqüència s'incrementa aquest contador. Aquesta freqüència 
es  troba  amb  la  funció  QueryPerformanceFrequency,  que  indica  quants  ticks 
s'incrementa per cada segon. Si al punt A tenim una lectura de 1500 ticks i al punt B 
3500ticks, significa que han passat 2000 ticks des de el punt A al punt B. Si al cridar 
QueryPerformanceFrequency ens dona 50000 (s'incrementa 50000 ticks per segon), 
significa que es produeix un tick cada 0,00002segons. Per tant, si hi han hagut 2000 
ticks  de  diferència  entre  el  punt  A  i  el  punt  B  significa  que  han  transcorregut 
2000*0,00002 = 0,04segons.
Normalment, si no podem fer servir aquesta funció, el codi esta preparat per fer servir 
el timeGetTime.
Segons els nostres anàlisis,  3DMark05 utilitza el  QueryPerformanceCounter per fer 
operacions internes en la inicialització del programa.
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Capítol 5
Emulació del temps
Al instrumentar aplicacions sensibles a la percepció del temps, introduïm un overhead 
que pot fer canviar el comportament de la aplicació. En aquest apartat expliquem com 
abordar aquest tema detectant el overhead i suprimint el impacte que aquest té en la  
aplicació instrumentada.
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5.1 Plantejament i anàlisi del problema
Un conjunt d'aplicacions, entre elles els videojocs, són sensibles a la percepció del 
temps. Una distorsió en aquesta percepció pot produir un comportament diferent en el 
rendiment.
Quan instrumentem una aplicació estem introduint un overhead (càrrega addicional) 
degut a l'instrumentador de codi. L'overhead introduït en l'execució de l'aplicació serà 
més  gran  o  més  petit  segons  quin  instrumentador  usem i  les  rutines  d'anàlisi  i 
d'instrumentació usades.
Llavors, si el que fem és prendre mesures del joc mitjançant la instrumentació, al 
introduir l'overhead estaríem afectant a la percepció del temps del joc, ja que seria 
diferent a la d'una execució normal i el que ens interessa es mesurar les propietats 
d'una aplicació com si aquesta no estigués sent instrumentada.
Veiem com canvia el  comportament d'una aplicació  sense instrumentar  a la d'una 
instrumentada amb 2 imatges (Figura 5.1) que ho il·lustra. S'han fet servir captures 
de pantalla (screenshots) del benchmark sobre el que treballarem (3DMark05).
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Fig 5.1 Diferencia de comportament entre aplicacions 
instrumentades i sense instrumentar
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Com podem veure en la Figura 5.1.1, en la informació sobre el rendiment tenim (a la 
part inferior de la captura de pantalla) que estem en el segon 9,4 de l'execució del 
benchmark, a 69 FPS (frames per segon) i ja han passat un total de 702 frames des 
de l'inici d'aquest.
Contràriament, aquí estem observant la mateixa aplicació però instrumentada amb Pin 
(Figura 5.1.2). Es pot veure que l'overhead generat per l'instrumentador esta afectant 
al rendiment de l'aplicació.
En  aquest  cas  hem  agafat  la  captura  de  pantalla  al  segon  8,86  d'execució  del 
benchmark i podem veure que el programa va a 0 frames per segon i estem just al 
frame 7 (els càlculs funcionen ja que si portem 7 frames i 8,86 segons, 7/8,86 dona 
menys  de  1  frame per  segon,  que  és  el  que  ens  indica  el  mesurador  que  té  el 
benchmark).
Llavors  l'objectiu  que  tenim  consisteix  en  intentar  extreure  aquest  impacte  de 
l'overhead introduït per l'instrumentador de codi que ens produeix un funcionament 
diferent  al  d'una  execució  normal  del  programa.  Amb  això  fet,  després  podrem 
prendre mesures del programa com si aquest estès en una execució normal sense 
importar  que  estigui  essent  instrumentat.  Amb  la  solució  del  problema,  les  dues 
captures de pantalla presentades no tindrien que diferir gaire una de l'altre.
5.1.1 Gràfic de les fases del projecte
Aquí mostrem un gràfic (Figura 5.2) de les diferents fases que hem hagut de passar 
durant el projecte, a mode explicatiu, i de la manera que l'hem enfocat.
Veiem que el projecte esta separat clarament en tres fases, la primera de totes és 
l'anàlisi.  En  aquesta  part   s'identifiquen  quines  són  les  funcions  de  temps  i  com 
s'utilitzen, veiem el comportament dels jocs en general i analitzem quin és el mètode 
més adient per a emular el temps.
En segon lloc tenim la part del disseny, aquí decidim com fer l'algorisme d'emulació de 
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temps, quins paràmetres clau són els que haurem de cercar per poder fer l'algorisme i 
com farem el càlcul del overhead introduït per l'instrumentador. 
Finalment,  la  última  part  és  la  d'implementació.  En  aquesta  part  implementem 
l'algorisme a Pin, farem les proves canviant el TMI (Temps mitjà d'execució d'una 
instrucció) per trobar el TMI més bo possible (això s'explica detalladament al Capítol 
7) i analitzar l'impacte de l'overhead en l'aplicació.
En els capítols anteriors hem comentat la major part de l'anàlisi, a continuació es fa 
més enfasi en la part de disseny.
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I ens trobem que en aquesta part d'emulació del temps es veuen implicades les tres 
fases del projecte.
5.2  Detecció  de  les  funcions  de  temps  i  paràmetres  clau  per  a  la 
emulació del temps
Per poder crear la nostra eina s'han de trobar quins paràmetres i funcions de temps 
afecten i es veuen afectats en la emulació del temps.
Nosaltres treballarem amb el  benchmark 3DMark05 de Futuremark[5a].  Tot i  que 
l'eina necessita  petites modificacions per funcionar en 3DMark05, l'eina construïda 
serà suficientment flexible per identificar les funcions de temps utilitzades normalment 
per DirectX (a excepció del QueryPerformanceCounter).
Primerament, ja hem comentat en el Capítol 4 quines eren les funcions més utilitzades 
pels programadors en la creació d'aplicacions que utilitzen la percepció del temps per 
a  funcionar.  El  que  hem d'averiguar  doncs,  és  quina  funció  de  temps  utilitza  el 
benchmark 3DMark05 per funcionar.
Aquesta secció esta dividida en tres parts, en la primera explicarem com es detecten 
les funcions de temps que utilitza un programa, independentment de si les utilitza per 
a la percepció del temps o per altres tasques. En la segona secció comprovarem quina 
de les funcions trobades de temps utilitza el programa per a la percepció d'aquest. 
Finalment,  en  la  tercera  secció  parlarem dels  paràmetres  claus  en  l'emulació  del 
temps.
Un pas  important  en  la  creació  de  l'eina  han  sigut  les  proves  que s'han  fet  per 
averiguar si les crides i la modificació en els valors de retorn eren correctes. Es va 
implementar una aplicació de prova que el que feia, era cridar a funcions de temps i 
mostrar  la lectura que tenia l'aplicació  d'aquestes funcions per pantalla,  d'aquesta 
manera,  instrumentant  aquesta  aplicació  es  podia  comprovar  que  modificàvem 
correctament els valors de retorn de les funcions de temps.
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5.2.1 Detectant les funcions de temps
Hem fet una petita eina per detectar una crida a funcions, i veure si troba funcions de 
temps (clarament, si no detectem cap crida a alguna de les funcions de temps, serà 
que el programa no la utilitza per a res) en cas de detectar-les, haurem de comprovar 
si  el  programa les  fa  servir  de cara a la  percepció  del  temps o de cara  a altres 
tasques.
L'eina per detectar crides a funcions es basaria en fer una rutina d'instrumentació 
buscant quan es produeix una crida i una rutina d'anàlisis mirant quina és la crida que 
s'ha produït (el nom de la funció).
Bàsicament en la rutina d'instrumentació (a nivell de traça) hauríem d'agafar cada 
bloc bàsic  (BBL)  i  mirar  si  l'ultima instrucció  és un call.  En cas de que ho sigui, 
insertar un call a la rutina d'anàlisi per comprovar quin és el nom de la funció que s'ha 
cridat.
Seria semblant a la Figura 5.3 (dintre de la rutina d'instrumentació):
for (BBL bbl = TRACE_BblHead(trace); BBL_Valid(bbl); bbl = BBL_Next(bbl))
    {
        INS tail = BBL_InsTail(bbl);
        
        if( INS_IsCall(tail) )
        {
          const ADDRINT target = INS_DirectBranchOrCallTargetAddress(tail);
                INS_InsertPredicatedCall(tail, IPOINT_BEFORE, AFUNPTR(do_call),
                                             IARG_PTR, Target2String(target), IARG_END);
         }
    }
El paràmetre que estem enviant a la rutina d'anàlisis és el punter al nom de la funció 
(Target2String es una funció que busca el nom de la funció que hi ha en una direcció).
Ara, en la rutina d'anàlisis rebríem el punter al nom de la funció que podríem utilitzar 
per fer les comparacions de si ha trobat alguna funció de temps, i marcar amb un flag 
si s'ha trobat alguna funció i quina.
Al  final  de l'execució  del  programa podríem veure mirant als  flags,  quines de les 
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funcions de temps hem trobat. Aquestes funcions de temps son les que el programa 
utilitza. la part que falta ara és veure de quina forma les utilitza, a nosaltres ens 
interessa quina és la que utilitza de cara a la percepció del temps.
5.2.2 Comprovar la funció utilitzada per la percepció del temps
Ja hem vist abans com veure quines funcions de temps utilitza el programa, però no 
necessàriament les farà servir per a la percepció del temps. Hem de trobar la manera 
de, entre les funcions de temps que utilitza, veure quina és la que fa servir per a 
l'emulació del temps.
Una de les formes de veure quina és la funció que utilitza per a la percepció del 
temps, és interceptant els returns de les funcions de temps, modificant el valor de 
retorn, i veure com reacciona el programa. Entre cada parell de funcions de temps, el 
que  es  fa  normalment  per  percebre  el  temps  és  veure  quant  de  temps  ha 
transcorregut  des  de  la  primera  funció  cridada  fins  la  segona.  Per  veure  si  el 
comportament del programa és veu afectat es simplement, en comptes de retornar el 
valor que trobem, retornem el valor anterior +1.
Exemple:
Suposem que  un  programa  fa  servir  GetTickCount  com a  funció  per  percebre  el 
temps. No sabem que és el que el programa fa exactament amb això, però sabem que 
ho fa servir per tenir una noció del temps que ha transcorregut.
Posem que ha cridat dues vegades a la funció GetTickCount, de forma que els valors 
son els següents:
Valors reals i valors retornats:
GetTickCount 1 = 10000ms
GetTickCount 2 = 10050ms
El que veuria el programa, és que en la crida de GetTickCount1 i GetTickCount2, hi ha 
una diferència de 50ms el que suposaria que hi ha hagut un lapse de 50ms entre 
GetTickCounts. Ara intentem “enganyar” al programa i li retornem el següent:
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GetTickCount2 = GetTickCount1 + 1
El  que  fem,  es  ignorar  el  valor  de  10050ms  de  GetTickCount2  i  canviar-lo  per 
GetTickCount1 + 1. El programa en aquest cas percebria que entre GetTickCount1 i 
GetTickCount2 ha transcorregut només 1 milisegon.
D'aquesta manera, si  el programa fa servir la funció GetTickCount per percebre el 
temps, fent aquest canvi es veuria alterat el comportament temporal del programa, 
amb comportament temporal em refereixo a que el programa tindria lectures errònies 
de temps, com per exemple que el temps real no es correspondria amb el temps 
captat  per  el  programa  (aquest  sofriria  una  distorsió,  podria  ser  que  en  temps 
d'execució del programa hagués passat 10 segons mentre que de temps real haurien 
transcorregut  10  minuts).  en  realitat  el  programa  no  sap  que  ho  esta  llegint 
malament, però el comportament que s'observa si es mira la execució del programa 
és una ralentització en la execució d'aquest (haurien de haver transcorregut 50ms 
però per al programa només ha transcorregut 1ms).
5.2.3 Paràmetres clau
Un  cop  vista  la  detecció  de  les  funcions  per  fer  l'emulació  hem de  veure  quins 
paràmetres més necessitem captar per poder fer la nostra emulació.
Primerament,  si  sabem  que  el  programa  fa  servir  l'interval  de  temps  que  ha 
transcorregut entre dos funcions de temps (si el programa fa servir timeGetTime per 
la percepció del temps, serà el temps entre dos timeGetTime) per mirar quan temps 
s'ha tardat des de que s'ha executat la primera funció de temps fins que s'ha trobat la 
segona. esta clar que els dos valors d'aquestes funcions seran dos paràmetres que 
haurem de conèixer. 
51
Capítol 5 Emulació del temps
Un altre paràmetre que afecta al temps, com ja hem comentat, és l'overhead que 
introdueix la nostra eina. Serà un altre paràmetre que haurem de trobar per tal de 
poder saber quant de temps desplaçat ha introduït l'eina d'instrumentació. l'overhead 
és un paràmetre el qual necessita altres paràmetres per poder-se mesurar. Necessita: 
el temps transcorregut entre funció i funció de temps, les instruccions executades i el 
TMI  (Temps  Mitjà  d'execució  d'una  Instrucció).  Per  tant,  el  número  d'instruccions 
executades i el TMI també seran paràmetres clau. La dificultat la tenim en trobar un 
TMI correcte, podem fer algunes aproximacions però no podem trobar quin és el TMI 
exacte, en el Capítol 7 s'intenta trobar un valor aproximat per aquest paràmetre.
Finalment,  i  com  explicarem  en  l'apartat  5.4,  ens  farà  falta  un  altre  paràmetre 
addicional que mesuri quin és el desplaçament total sofert per el programa.
5.3 Càlcul del overhead
Calcular l'overhead és una part molt important per saber el temps afegit que hem 
introduït  nosaltres  a  causa d'estar  instrumentant amb una eina d'instrumentació  i 
després poder-ho tenir en compte a l'hora de fer l'emulació del temps.
Per  calcular  l'overhead  necessitem  entendre  bé  com  funcionaria  el  programa  en 
condicions normals i com afecta l'overhead.
A mode d'exemple:
Posem  que  en  condicions  normals  l'execució  entre  dos  funcions  de  temps  és  la 
següent (utilitzem timeGetTime com la funció de temps):
timeGetTime1 = 150000ms
timeGetTime2 = 150150ms
Així que podem observar que entre els dos timeGetTime han transcorregut 150ms.
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Ara imaginem un programa que esta essent instrumentat:
timeGetTime1 = 150000ms
timeGetTime2 = 150300ms
Veiem altre cop que entre timeGetTime1 i timeGetTime2 hi han 300ms de diferència 
però  en  aquest  cas  hi  ha  una  petita  diferència,  el  programa  sense  haver  estat 
instrumentat  molt  possiblement  hagués  tardat  molt  menys  en  arribar  a  executar 
timeGetTime2,  com podem llavors  trobar  aquest  overhead i  descobrir  quin  hauria 
sigut el valor de timeGetTime2 si el programa no estigues essent instrumentat? Amb 
Pin el podem extreure.
Calcular l'overhead introduït per la instrumentació és tant fàcil com restar del temps 
actual (timeGetTime_actual), la primera funció de temps (timeGetTime1) i el numero 
d'instruccions executades per el programa multiplicat per el temps mitjà que triga una 
instrucció en executar-se (representat aquí com TMI).
Escrit en fórmula:
I aquí tindríem el overhead introduït per la eina instrumentadora.
En aquesta fòrmula juga un paper molt important el TMI, es una de les fonts d'error 
quan intentem fer una correcta emulació del temps. Aquest paràmetre és complicat de 
descobrir en precisió, no hi ha cap mecanisme que ho faci a la perfecció. En el Capítol 
7 mostrarem com apropar-nos a un valor de TMI raonable però no té per que ser 
aquest i podríem tenir un marge d'error considerable.
Si  no hi  hagués overhead aquesta fórmula tindria  que donar un valor proper a 0 
(idealment  0),  ja  que  hauria  executat  el  número  d'instruccions  que  hi  han  entre 
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timeGetTime_anterior  i  timeGetTime_actual  i  multiplicat  per  TMI  donaria  el 
desplaçament entre timeGetTime_anterior i timeGetTime_actual (el temps que hauria 
trigat  de  anar  d'un  a  l'altre),  es  a  dir,  timeGetTime_anterior  sumat  amb 
#instruccions*TMI donaria timeGetTime_actual.
Un cop tenim el overhead trobat, som capaços de saber en aplicacions instrumentades 
quin seria el temps correcte que tindríem en una aplicació sense instrumentar, això és 
molt important ja que proporcionant-li al programa aquesta informació correctament 
el seu comportament no canviaria encara que estigués essent instrumentat ja que la 
informació que li  estem donant sobre el  temps,  seria la  mateixa que rebria  ell  si 
s'estigués executant normalment amb la diferència de que li estem donant un temps 
emulat per nosaltres mateixos.
5.4 Algorisme per calcular el temps emulat
Un cop coneixem ja les funcions involucrades en el temps, els paràmetres importants 
per tal de poder fer una emulació de temps i sabent què és l'overhead com influeix i 
què hem de fer amb ell, podem escriure un algorisme general per calcular el temps 
emulat. Només escriuré el que seria la part de les rutines d'anàlisi ja que és on està 
l'algorisme per calcular el temps emulat.




temps_emulat = tgt_actual – tgt_anterior – #instruccions*TMI
temps_emulat = tgt_actual –  temps_emulat
icount = 0




Figura 5.4 Algorisme per calcular el temps
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La explicació d'aquest algorisme es senzilla.  Comprovem que estem després de la 
funció de percepció del  temps (en aquest cas timeGetTime), si  hi  estem, hem de 
calcular  el  valor  que  retornarem  al  programa,  amb  la  primera  igualtat  trobem 
l'overhead, i al restar-lo del temps actual trobarem el temps que hem de retornar, a 
falta del diff. Resetejem la variable icount a zero, calculem el següent diff i retornem 
el valor correcte al programa.
55





La part de l'implementació de l'eina ha sigut a la que més hores se li ha dedicat i la  
més laboriosa  en quant  a problemes trobats.  En  aquest  capítol  expliquem quines 







En aquest capítol ens centrarem en l'implementació de l'eina per emular el temps que 
hem  construït  nosaltres  centrant-nos  en  les  seves  peculiaritats  i  explicant  com 
funciona el conjunt de rutines d'instrumentació i rutines d'anàlisi,  amb l'afegit que 
també comentarem característiques de implementació de l'eina referents al programa 
que estem instrumentant (3DMark05).
Hi  hauran  tres  apartats  generals:  Requisits  del  pintool  per  utilitzar  l'eina,  rutina 
d'instrumentació  i  rutines d'anàlisi.  S'explicarà en cada una d'elles el  codi  que es 
mostra.
6.1.1  Requisits d'implementació del pintool per utilitzar la eina
Per poder utilitzar la eina hem de tenir en ment unes petites consideracions no trivials 
i  que com a resultat  han portat  a  allargar  les  hores  que s'estimaven inicialment. 
També s'expliquen algunes variables essencials per el programa.
La primera de les consideracions és com retorna i com esta implementada la funció 
timeGetTime.
6.1.1.1 Return del timeGetTime
3DMark05 utilitza timeGetTime com a funció per a la percepció del temps (també 
utilitza GetTickCount i QueryPerformanceCounter però no ho fa per a la percepció del 
temps) amb aquesta  funció  hem tingut diversos problemes per  detectar  el  return 
correctament i vam iniciar procés de enginyeria inversa per detectar on hi havia el 
problema.
Per fer el debugging hem creat un petit programa en C++ que crida a timeGetTime, 
per veure que fa internament. En comptes de fer funcionar el programa normalment, 
el que farem des del Microsoft Visual Studio 2008, és analitzar la execució i el codi 
desensamblador.
Un cop aquí veiem el codi en ensamblador i el codi original en la pestanya del nostre 
programa. Ens hem de fixar sobretot en el registre EAX, ja que el return que nosaltres 
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esperem es d'un registre de 32bits, i normalment aquests returns es fan al registre 
EAX.
El codi (en ensamblador) que executa una crida a timeGetTime és el de la Figura 6.1
76B04E5B cmp dword ptr ds:[76B20014h],0
76B04E62 jne 76B0C60F //no salta
76B04E68 call 76B02B11
76B02B11 mov  edi,edi
76B02B13  mov          edx,dword ptr ds:[7FFE000Ch] 
76B02B19  mov       eax,dword ptr ds:[7FFE0008h] 
76B02B1E  cmp         edx,dword ptr ds:[7FFE0010h] 
76B02B24  jne          76B02B13 //si la comparació no es igual, llavors saltem
76B02B26  ret  //amb aquesta instrucció tornem a on estavem, PRIMER RETURN que trobem
en aquest moment de la execució EAX val 67AE372F (hex)
76B04E6D  sub         eax,dword ptr ds:[76B20018h]  //eax val 4835176A
76B04E73  push        0    
76B04E75  sbb          edx,dword ptr ds:[76B2001Ch] 
76B04E7B  push        2710h 
76B04E80  push       edx  
76B04E81  push       eax  
76B04E82  call         76B04E93
76B04E93  push         edi  
76B04E94  push    esi  
76B04E95  push     ebx  
76B04E96  xor      edi,edi 
76B04E98  mov     eax,dword ptr [esp+14h]  //eax val 1
76B04E9C  or           eax,eax  
76B04E9E  jl            76B0AE5D  //no saltem
76B04EA4  mov       eax,dword ptr [esp+1Ch]  //eax val 0
76B04EA8  or          eax,eax 
76B04EAA  jl         76B0AE76 //no saltem
76B04EB0  or          eax,eax 
76B04EB2  jne      76B0AE8F //no saltem
76B04EB8  mov      ecx,dword ptr [esp+18h] 
76B04EBC  mov    eax,dword ptr [esp+14h] //eax val 1
76B04EC0  xor    edx,edx 
76B04EC2  div       eax,ecx //eax val 0
76B04EC4  mov      ebx,eax 
76B04EC6  mov       eax,dword ptr [esp+10h //eax val 4835176A
76B04ECA  div      eax,ecx //eax val  000866F0
76B04ECC  mov     edx,ebx 
76B04ECE  dec    edi  
76B04ECF  je        76B0AED5 //no saltem
76B04ED5  pop       ebx  
76B04ED6  pop      esi  
76B04ED7  pop        edi  
76B04ED8  ret    10h //SEGON RETURN que ens trobem
76B04E87  add             eax,dword ptr ds:[76B20020h]  //eax passa a valdre 0150E339
76B04E8D  ret     //TERCER RETURN que ens trobem
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La conclusió que traiem amb això és que hem de instrumentar el tercer return després 
de cada timeGetTime, que és el valor que rebrà el programa i és el que li retorna la 
funció. Si modifiquem algun altre return, el que farem és modificar algun valor que la 
funció després modifica i  podria variar el  comportament desitjat  si  no sabem que 
estem fent. Probablement també variaria el resultat final que retorna la funció.
6.1.1.2 Contador d'instruccions
Necessitem implementar també un contador d'instruccions per tal de tenir l'informació 
en quan hagem d'emular el temps, per aquesta raó s'afageix una crida en la rutina 
d'instrumentació i una rutina d'anàlisis de conteig d'instruccions.
Aquesta rutina d'anàlisi  serà cridada al final de cada bloc bàsic per incrementar el 
numero d'instruccions, en el número d'instruccions que té el bloc bàsic.
Per veure com es fa un contador d'instruccions mirar l'exemple del Capítol 4
6.1.1.3 Temps mitjà d'execució d'una instrucció
Assignem a aquesta variable, necessària per calcular el temps, un valor en base als 
càlculs fets en el Capítol 7. Aquesta variable apareix amb el nom de “timeinst” en la 
rutina d'anàlisi calcularemulacio (Figura 6.8).
6.1.1.4 Consideració sobre les instruccions de retorn
Tal  i  com  la  hem  explicat  al  Capítol  3  en  l'instrumentació  dels  returns, 
instrumentaríem tots els returns que trobéssim, i hem de recordar que a nosaltres no 
ens interessen tots, només els de la funció de temps que utilitzi  el programa. Per 
aquest  motiu,  a part  de la  condició  de   INS_IsRet(instruccio),  ens faltaria  una condició 
addicional que consistiria en un flag que s'activés al trobar la crida a la funció de 
temps (així  el  següent return que trobéssim després d'una crida a una funció  de 
temps, seria el return d'aquesta funció de temps). Una altre opció seria col·locar la 
condició amb aquest flag dintre de la rutina d'anàlisi del return, ja que el flag seria 




6.1.1.5 Explicació de la variable diff
La funció d'aquesta variable és portar un conteig de tot el temps que el programa 
porta desplaçat per la senzilla raó de que el càlcul del temps si no es farà malament, a 
part és una variable útil en el sentit de que podem saber en tot moment o al final de 
la execució del programa quant s'ha desplaçat aquest.
Anem a veure com seria una execució del programa sense la variable diff:




overhead entre tgt1 i tgt2 = 30ms
overhead entre tgt2 i tgt3 = 20ms
En una aplicació instrumentada sense la variable diff, el que faríem a l'hora de calcular 
el valor de retorn del timeGetTime (rtgt per abreviar) seria:
com que tgt1 es el primer, el retornem tal qual: rtgt1 = tgt1 = 10000ms
rtgt2 = tgt2 - overhead = 10120
rtgt3 = tgt3 - overhead = 10230
(recordem  que  el  overhead  es  calcula  amb  la  fórmula  overhead  =  tgt_actual  – 
tgt_anterior - #ins*TMI)
El principal error que tenim al no incloure la variable diff, es que l'overhead es calcula 
entre dos franges de temps i no tenim en compte que abans ja hem restat overhead. 
Dit d'una altre forma, quan estem calculant rtgt3 no estem tenint en compte rtgt2, si 
no tgt2.
Veiem ara com es aquesta mateixa aplicació aplicant la variable diff:
Els valors dels tgt# i els overheads son els mateixos
com que tgt1 es el primer, el retornem tal qual: rtgt1 = tgt1 = 10000ms
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rtgt2 = tgt2 - overhead = 10120 //en aquest primer cas, diff encara seria 0
diff = tgt2 - rtgt2 + diff = 30
return = tgt2 – diff = 10120
rtgt3 = tgt3 - overhead = 10220
diff = tgt3 - rtgt3 + diff = 50
return = tgt3 - diff = 10200
La diferència definitiva és que ara el que fem és tenir en compte d'alguna forma els 
valors  que  hem anat  retornant  cada  vegada.  Fixem-nos  que  el  return  de  l'ultim 
timeGetTime sumant el diff, dona el timeGetTime actual, per aquesta raó diff mesura 
quant s'ha desplaçat el temps durant l'execució del programa instrumentat.
També tenim una altre opció per fer això sense la variable diff,  que consisteix en 
guardar en una altre variable global, l'ultim tgt retornat (i aquest aniria acumulant 
quin és el desplaçament del programa), però considero que guardar la informació de 
quant temps porta desplaçat el programa es interessant. 
6.1.1.6 Detectar inici de la emulació
Direct3DCreate9 és una funció cridada cada cop que es crea una nova finestra en 
l'execució  del  programa.  En  3DMark05  en  particular  hem  de  contar  fins  a  3 
Direct3DCreate9 per començar a emular el temps, ja que quan comença a executar-se 
el benchmark es després d'haver creat 3 finestres.
Si no tenim en compte aquest pas, 3DMark05 fa unes comprovacions de hardware 
quan s'inicia i ens vam trobar amb el problema que es detectaven moltes crides a 
funcions de temps amb resultats no esperats que provocaven un mal funcionament 
del programa.
6.1.2 Rutina d'instrumentació
Com hem explicat abans, a les rutines d'instrumentació s'indica què és el que es vol 
instrumentar (on s'insereix la instrumentació).
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La rutina esta construïda a nivell de traça i anem instrumentant el final de cada BBL 
per veure si és un call (per trobar les funcions de temps) o si és un ret (per modificar 
el valor de retorn). 
En les rutines d'instrumentació hauríem de separar en dos temes les funcions que 
tenim. En primer lloc tindríem la instrumentació dels calls i en segon lloc tindríem la 
instrumentació dels returns.
En la instrumentació dels calls (Figura 6.2) hauríem de fer dos casos per agafar la 
possible casuística de que no fos un call directe. En primer lloc comprovaríem si és un 
call,  preguntaríem si  és directe o indirecte i  faríem un call  a les rutines d'anàlisi. 
Veiem que es criden a rutines d'anàlisi diferents si el call és directe o si és indirecte 
per que algunes coses hauran de canviar a l'hora de trobar la funció, però l'objectiu es 
el mateix.
        //instrumentació dels calls a funcions
        if( INS_IsCall(tail) )
        {
                const ADDRINT target = INS_DirectBranchOrCallTargetAddress(tail);
                    INS_InsertPredicatedCall(tail, IPOINT_BEFORE, AFUNPTR(fer_crida),
                                             IARG_PTR, Target2String(target),IARG_END);
        }
Pel que fa l'instrumentació dels returns (Figura 6.3) instrumentem cada return que 
arriba i ja decidirem dintre de la rutina d'anàlisi si és de funció de temps o no i quins 
returns  volem  instrumentar  i  sota  quines  condicions.  Veiem  que  li  passem  dos 
registres a la rutina d'anàlisi, encara que amb 1 en tindríem prou.
       //instrumentació dels returns de funcions
       if( INS_IsRet(tail) )
       {
INS_InsertCall(tail, IPOINT_BEFORE,
(AFUNPTR) printEAX, IARG_REG_REFERENCE, REG_EAX, 
IARG_END);
        }  
Afegim una altre crida, que es necessària per contar el numero d'instruccions en cada 
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bloc bàsic (Figura 6.4).
        //instrumentació per contar instruccions
        BBL_InsertCall(bbl, IPOINT_BEFORE, (AFUNPTR)docount, IARG_UINT32, BBL_NumIns(bbl), IARG_END);
    
6.1.3 Rutines d'anàlisi
A les rutines d'anàlisi  s'indica  què s'ha de fer  quan salta  la  condició  de la  rutina 
d'instrumentació. 
6.1.3.1 fer_crida
En aquesta funció bàsicament el que fem és buscar si la crida de la funció que hem 
trobat  té  el  nom  d'alguna  funció  de  temps.  També  hem  de  buscar  en  els  calls 
indirectes (al llarg de totes les execucions que hem fet amb la eina, hem validat que 
normalment les crides a les .dll  son indirectes), si  a on es fa la crida, té el nom 
d'alguna funció de temps. Al trobar quina funció de temps és, activaríem un flag que 
ens permetria després a la rutina de la emulació del temps saber si estem darrere 
d'una funció de temps o no.
6.1.3.2 Tractament dels returns
Veiem a la Figura 6.5 com seria una rutina d'anàlisi dels returns molt simple:
VOID rutinanalisi(PIN_REGISTER* pEAX)
{ 
    pEAX → dword[0] = tgt_ant + 1;
    tgt_ant = pEAX → dword[0];
    flag = 0;
}
Senzillament, la rutina d'anàlisi del return tindria aquest aspecte, si instrumentéssim 
el retorn d'un timeGetTime incrementaríem en 1 milisegon el valor antic i deixaríem al 
registre aquest valor. tgt_ant indicaria quin ha sigut el valor anterior de la funció de 
temps que s'ha trobat (per aquesta raó actualitzem aquesta variable, per que un cop 
retornat el nou valor, aquesta valor passaria a ser l'ultim trobat) i flag seria aquesta 
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variable que s'encarregaria de dir si el return és el d'una funció de temps, per tant el 
posem a 0 per que acabem de retornar d'una funció de temps i hem de esperar-nos a 
trobar una nova funció de temps per tornar-lo a posar a 1.
6.1.3.3 Emulació de temps
La emulació de temps és el procediment que tenim que fer per calcular correctament 
el nou temps que li passem a la aplicació com vam veure al Capítol 5 en l'algorisme 
per emular el temps.
Presentem en la Figura 6.6 un diagrama que resumeix el procés d'emulació de temps. 
Tenim un primer pas que seria en l'execució del programa captar tots els returns de 
funcions que es produeixen. En segon pas miraríem si el return recollit correspon a 
una  funció  de  temps  (mitjançant  un  flag  que  activaríem  a  la  rutina  d'anàlisi 
“fer_crida”). En cas negatiu retornaríem el valor sense modificar i seguiríem amb la 
execució del programa. En cas afirmatiu abans de procedir a la emulació faríem la 
pregunta  de  si  el  return  compleix  els  requisits  per  a  ser  instrumentat  (com per 
exemple hem vist en el cas del timeGetTime que es el tercer return el que s'emula). 
En cas negatiu tornem a retornar el valor sense modificar, en cas afirmatiu procedim 
a  la  emulació  de  temps.  Finalment  actualitzem  diff,  retornem  el  valor  final  al 























//calculem l'overhead introduit per la instrumentació
fin = (float)(tmp) - (float)(tgt_ant) – (float)(icount)*timeinst;
//calculem el temps correcte que tindriem en el cas de que l'aplicació no estigués instrumentada
fin = (float)(tmp) - (fin);
//resetejem el contador d'instruccions
icount = 0;
//retornem el valor trobat
return UINT32(fin);
}
En “calcularemulació” (Figura 6.7), el que fem es primer calcular el overhead, segon 
calcular el temps correcte, tercer resetejar el contador d'instruccions, i quart retornar 
el valor trobat. Gairebé igual que l'algorisme en pseudocodi que teníem per calcular el 
temps en el Capítol 5.
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Capítol 7
Proves i anàlisi dels resultats
El temps mitjà d'execució d'una instrucció es un paràmetre clau que cal dimensionar 
correctament per que l'execució del programa sigui lo mes semblant possible a una 
execució real. En aquest capítol s'analitzara el funcionament de la eina que hem creat  
amb diferents TMI's.
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7.1 Proves sobre els diferents CPI's
En aquest capítol s'ha estudiat el diferent comportament de l'aplicació modificant els 
valors del temps mitja per instrucció.
S'han hagut de fer una serie d'aproximacions i execucions del programa per veure 
quin temps mitjà d'execució d'instrucció es el mes adient.
L'objectiu  de  fer  aquestes  proves  es  intentar  aconseguir  el  valor  més  aproximat 
possible del temps mitjà d'execució d'una instrucció.
7.1.1 Descripció de l'entorn
Les proves s'han fet sobre la següent maquina:
CPU Intel Core 2 Quad Q6600 @ 2,40Ghz
RAM 3,50GB
Tarjeta Gràfica Nvidia GeForce 9800 GT
Sistema Operatiu Microsoft Windows XP profesional SP2
Benchmark 3DMark05, Game Test 1
El Game Test 1 es el primer test que ofereix el benchmark 3DMark05, es pot executar 
inclús en la versió demo d'aquest. Els anàlisis descrits en aquest capítol s'han fet amb 
aquest Game Test.
7.2 Recerca del temps mitjà d'execució d'una instrucció
Primer, per poder saber si ens acostem o ens allunyem de la realitat hem de tenir una 
mesura real que ens sigui de referència a la hora de valorar les proves. Fem una 
screenshot en l'execució del benchmark sense instrumentar (Figura 7.1).
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Figura 7.1 Screenshot de la execució sense instrumentar
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El que ens interessa de la Figura 7.1 es que en el instant 30,29 segons de la execució 
del  benchmark portàvem recorreguts 1755 frames, aquesta es la mesura que ens 
servirà de referència a la hora de trobar el temps mitjà d'execució d'una instrucció.
Anem a fer una primera aproximació al temps mitjà d'exeució del benchmark. Volem 
trobar el CPI de cada core i ho fem de la següent manera: cada core va a 2,4Ghz, per 
a la  primera prova assignem els  CPI's  de cada core a 4,  2 i  1.  En funció  d'això 
calculem el temps mitjà d'execució d'una instrucció.
CPI Divisió de la freqüència Temps (milisegons)
CPI = 4 4/2,4Ghz 1,66*10-6ms
CPI = 2 2/2,4Ghz 8,33*10-7ms
CPI = 1 1/2,4Ghz 4,16*10-7ms
Un cop tenim aquests primers càlculs  en la  eina hem de assignar-li  a la  variable 
“timeinst” aquests valors i fer la execució. En un fitxer de sortida hem de guardar 
cada cop que es dibuixa un nou frame, en quin moment està (segons que porta en 
execució). Si això sortís correctament al segon 30,29 tindríem que tenir 1755 frames.
A la Figura 7.2 podem veure els resultats d'aquestes execucions comparades amb la 
execució real. En l'eix x tenim el temps (en milisegons) i a l'eix y tenim els frames.
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Figura 7.2 Primera aproximació
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S'ha aprofitat de la Figura 7.4 que hem mesurat els FPS per extrapolar les dades i que 
la execució real no quedi lineal, d'aquesta manera, actualitzem els frames que porta la 
real cada dos segons i li sumem FPS*2 (ja que la Figura 7.4 actualitzem els FPS cada 
dos segons). L'ultim valor de la gràfica real es la screenshot que hem fet al segon 
30,29 que portava 1755 frames.
Fixant-nos en els resultats, podríem dir que el temps mitjà que estem buscant esta 
entre el CPI 2 i el CPI 1. Es a dir, el temps mitjà d'instrucció esta entre 8,33*10-7ms i 
4,16*10-7ms (notant que esta molt mes aprop de  4,16*10-7ms que de  8,33*10-7ms).
Com que el valor que tenim actualment es molt imprecís, podem acotar-lo mes fent 
una altre execució amb valors entre CPI 1 i CPI 2, amb la resolució de 0,1 de CPI.
Calculem els nous valors i fem la nova execució:
CPI Divisió de la freqüència Temps (milisegons)
CPI = 2,00 2,00/2,4Ghz 8,33*10-7ms
CPI = 1,70 1,70/2,4Ghz 7,08*10-7ms
CPI = 1,40 1,40/2,4Ghz 5,83*10-7ms
CPI = 1,20 1,20/2,4Ghz 5,00*10-7ms
CPI = 1,10 1,10/2,4Ghz 4,58*10-7ms
CPI = 1,00 1,00/2,4Ghz 4,16*10-7ms
Ara la execució la fem fins al segon 10,36 (Figura 7.3) per mirar només si en aquesta 
franja de temps tenim algun CPI que s'acosti mes, per comprovar després si es millor 
que el CPI 1 de la primera gràfica.
Els resultats trobats son els que es mostren en la Figura 7.4, en l'eix x tenim el Temps 
(en milisegons) i a l'eix y tenim els frames.
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Figura 7.3 Screenshot 2 d'execució real
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Podem veure  doncs,  en  aquestes  execucions  que el  valor  que més s'apropa a  la 
execució real es el CPI 1,10 que equival a un temps mitjà d'execució d'instrucció de 
4,58*10-7ms. Aquest es doncs el valor que utilitzarem per a l'execució del benchmark.
Addicionalment, podríem prendre mesures i posar-les en un altre gràfic per mostrar la 
variació de FPS que hi ha en els diferents trams del programa, d'aquesta forma també 
podríem veure si agafant el CPI de 1,10 estem fent una elecció correcta o per altra 
banda, en la majoria de trams la execució real esta més a prop d'un altre CPI que de 
del CPI 1,10.
Anem a veure aquest altre gràfic (Figura 7.5) En el eix y tenim els frames per segon 
(mesura actualitzada cada dos segons) en relació al temps d'execució de la aplicació 
(eix x) amb diferents CPI's per poder veure cadascun com s'apropa o s'allunya de la 
execució real en cada tram de dos segons.
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Figura 7.4 Restultats de la segona aproximació
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Així doncs, veiem com a la execució que més s'apropa es a la del CPI 1,1, com ja 
haviem vist abans, amb la diferència de que ara hi han trams en els quals esta mes a 
prop del CPI1 que del CPI1,1.
Hem calculat l'error del CPI 1 i CPI 1,1 respecte l'execució real sumant els errors de 
cada tram (dividint FPS/FPSreals) i  hem fet la mitjana aritmètica per veure l'error 
mitjà de cada CPI durant l'execució. En el CPI 1 hem trobat un error del 5.31% i en el 
CPI 1,1 un error del 3,61%.
D'aquesta manera veiem que el CPI més adient que hem trobat ha sigut el CPI de 1,1 
que equival a un TMI de 4,58*10-7ms.
7.3 Validació dels objectius
Arribat en aquest punt hem de veure com hem assolit els objectius plantejats en el 
Capítol 2.
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Figura 7.5 Restultats de el tercer estudi
Capítol 7 Proves i anàlisi dels resultats
Objectiu Principal: 
Desenvolupar  un  algorisme  o  mecanisme  per  a  la  eliminació  de  l'impacte  de 
l'overhead.
Això s'ha completat amb èxit, l'algorisme s'ha descrit en el Capítol 6.
Objectiu Segon:
Implementar la eina a través d'una llibreria per que siguem capaços de implementar 
l'algorisme i detectar les funcions de temps.
S'ha aconseguit mitjançant el Visual Studio.
Objectiu Tercer:
Implementar la eina en un instrumentador de codi (concretament en PIN).
S'ha creat mitjançant Visual Studio i PIN i la eina funciona.
Pel que fa els objectius previs:
Entendre el funcionament dels instrumentadors de codi, s'ha explicat en el Capítol 4 
de la instrumentació, com funciona l'instrumentador de codi PIN (una visió general).
Entendre el funcionament dels videojocs, s'ha explicat en el Capítol 5 una descripció 
sobre el funcionament dels jocs extesa.
Esbrinar com es modifica el valor de retorn de les funcions de temps, hem vist el 
debugging fet sobre el timeGetTime.
Hem assolit tots els objectius proposats a l'inici del projecte en profunditat.
Objectiu Quart:
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Detectar i mesurar les variacions dels resultats obtinguts per poder refinar la precisió 
de la nostre eina.
En aquest mateix capítol s'ha vàlidat aquest objectiu i s'ha vist quin era el paràmetre 
mes adequat per assolir-ho.
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Capítol 8
Planificació i valor econòmic del projecte
La planificació en un projecte d'investigació és molt important per limitar el nombre 
d'hores necessàries per cada feina. En aquests tipus de projectes, la planificació inicial 
no té per que cuadrar amb el que realment s'ha acabat fent, ja que poden sorgir  
imprevistos o no calcular amb exactitud les hores necessàries per cada part. Cada cop  
que  tenim un  problema d'aquest,  hem de  readaptar  la  planificació  en  funció  del  
problema.
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8.1 Planificació inicial
Inicialment es va fer una planificació del projecte estimant quines serien les hores 
necessàries per fer cada tasca. Aquesta planificació no podia tenir en compte alguns 
problemes trobats durant el desenvolupament del projecte i en base d'això es va anar 
modificant.
La duració del projecte es va separar en sis etapes, moltes tasques amb solapaments 
entre elles, ja que era millor treballar en paral·lel en certes tasques:
Anàlisi
Consta de quatre parts.
Familiaritzar-se amb l'entorn de PIN, per conèixer l'instrumentador de codi amb el que 
hem de treballar.
Identificar les funcions de temps per conèixer-les i saber com funcionen.
Analitzar el mètode per emular el temps per saber quin és més adient de cara a la 
implementació que farem.
Analitzar  el  funcionament  del  joc  per  veure  quines  particularitats  tenen  aquestes 
aplicacions i saber com es veuen afectades per les funcions de temps.
La duració del període d'anàlisi estava estimat en 1 mes i una setmana.
Disseny
Consta de dos parts, identificar els paràmetres claus per la emulació del temps i el 
disseny de l'algorisme. La identificació dels paràmetres claus es necessària per saber 
quins paràmetres haurem de trobar per fer la emulació i incloure-les en el algorisme 
d'emulació de temps.
El disseny de l'algorisme és necessari per tenir una bona idea de com serà l'algorisme 
abans de començar a implementar-lo i detectar possibles limitacions d'aquest.
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La duració del període de disseny estava estimat en 25 dies.
Implementació
Consta  de  dos  parts:  la  implementació  de  l'eina,  i  les  proves  amb  diferents 
paràmetres. La implementació de l'eina estava pensada, junt amb la redacció de la 
memòria, de ser la part mes llarga del projecte ja que era la part mes laboriosa.
Les proves per la validació es tot lo referent al Capítol 7, amb l'afegit de la construcció 
d'una altre eina per poder fer aquestes proves, modificant la eina de la emulació del 
temps per què ens mostrés les medicions preses durant l'execució de les proves i les 
guardés en logs per després extreure la informació.
La duració del període d'implementació estava estimat en 1 mes i una setmana
Redacció de l'informe previ
La duració d'aquesta tasca s'havia estimat en 1 setmana aproximadament.
Redacció de la memòria
Tota la redacció de la memòria tenia una duració estimada de poc més d'un mes.
Preparació de la presentació del projecte
La preparació de la presentació de la defensa del projecte es va calcular sobre 10 dies 
per preparar la presentació.
En la Figura 8.1 podem veure com vam repartir aquesta estimació del temps en un 
diagrama de Gantt.
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Com  veiem,  la  estimació  inicial  era  fer  el  projecte  en  uns  4  mesos.  Dedicant 
aproximadament sis hores al dia
8.2 Duració real
El que s'ha trigat en realitat en fer les feines planificades inicialment ha sigut bastant 
diferent, hem tingut diversos problemes amb l'instrumentador de codi (informació mal 
documentada i exemples erronis) i la redacció de la memòria s'ha estès més de lo 
previst.  A la Figura 8.2 podem veure quina ha estat la duració total del projecte.
En la part de l'Implementació de la eina, s'ha tardat una mica més d'un mes del que 
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Fig 8.1 Planificació Inicial
Fig 8.2 Duració total
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estava previst. S'ha tardat molt més del previst també en la redacció de l'informe 
previ, i veiem que s'ha estès uns dies la redacció de la memòria. A més a més, les 
proves  amb  diferents  paràmetres  s'ha  solapat  mentre  es  feia  la  redacció  de  la 
memòria i hem deixat una mica menys de temps per a la presentació del projecte.
S'ha hagut de fer un anàlisi exhaustiu per poder fer correctament la modificació del 
valor de retorn en les funcions de temps. En la implementació de la eina també hi ha 
hagut una part de enginyeria inversa per trobar informació que no hi era al manual, 
essencial  per  poder  implementar  correctament  les  funcions  de  temps.  Des  de  la 
detecció  del  problema fins a resoldre'l  també s'ha afegit  un temps que no estava 
previst.
Les proves per la validació es va decidir al acabar la implementació de la eina que 
seria millor fer-ho al mateix temps que es redactava el seu apartat en la memòria.
8.3 Cost del projecte
El numero d'hores totals dedicades al projecte han estat aproximadament 580 hores, 
de  les  quals  260  (aprox.  50%)  s'han  dedicat  a  la  implementació  (220  a  la 
implementació de la eina i debugging i 40 a les proves per la validació) 100 (aprox. 
15%)  a  l'anàlisi  (40  a  familiaritzar-se  amb  l'entorn  de  Pin,  10  a  analitzar  el 
funcionament dels jocs i aplicacions sensibles a la percepció del temps, 20 a identificar 
funcions de temps i 30 per analitzar el mètode per emular el temps), 60 (aprox. 10%) 
al disseny (30 per identificar els paràmetres clau i 30 per el disseny de l'algorisme) i 
la resta (160 hores, aprox 25%) a la redacció de la memòria, de l'informe previ i de la 
preparació de la presentació.
Tenim en compte que la implementació de l'eina la realitza un programador a un cost 
de 30€ la hora, el cost total d'aquesta part és 6600€.
Considerem  que  les  proves  les  realitza  un  analista  especialitzat  en  aplicacions 
sensibles a la percepció del temps, i amb un cost aproximat de 48€ la hora, el cost 
d'aquesta part es 1920€.
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La part d'anàlisi tenim les 40 hores de familiaritzar-se amb l'entorn de Pin, per una 
part seria de formació i per l'altre de programació, les contem a 30€ la hora, per un 
total de 1200€. Per analitzar el funcionament dels jocs, identificar funcions de temps i 
analitzar mètode per emular el temps, contem les 60 hores com d'analista a un preu 
aproximat de 48€ la hora suma 2880€. La suma de la part d'anàlisi serien 4080€.
La part del disseny contem la feina d'identificar els paràmetres clau i per el disseny de 
l'algorisme com a hores de programador, 60 hores a 30€ la hora son 1800€.
La part de la documentació s'assigna una part a l'analista i l'altre al programador, 
distribuïm la càrrega a ¼ a l'analista i ¾ al programador, això dona un total de 1920€ 
de l'analista mes 3600€ del programador.
En la Figura 8.3 hi ha un resum d'aquests costos.
Costos de Software i Hardware
Llicència de Visual Studio (Software) = 860€ (en el nostre cas utilitzem una llicència 
de la UPC).
Ordinador Intel Core 2 Quad Q6600 a 2.40Ghz, 3Gb de RAM i targeta gràfica GeForce 
9800gt (Hardware) = 800€.





220 hores Programador 6.600,00 €
Proves 40 hores Analista 1.920,00 €
Familiaritzar-se 
amb l'entorn de 
Pin




10 hores Analista 480,00 €
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30 hores Programador 900,00 €
Disseny de 
l'algorisme
30 hores Programador 900,00 €





Total 580 hores 21.580,00 €
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La recerca en el camp de les aplicacions sensibles a la percepció del temps disposa  
ara d'una eina mitjançant la instrumentació capaç de suprimir l'impacte de l'overhead 






El creixement en els darrers anys en el sector dels videojocs ha fet aparèixer una 
competitivitat elevada dins el mercat. Les empreses capdavanteres en el sector es 
veuen obligades a fer grans inversions en els seus projectes per a la innovació en 
aquests degut a aquesta competitivitat per tal de tenir un lloc al mercat i poder seguir 
competint amb les altres empreses.
Els mètodes públics que tenen les empreses per a refinar i fer proves sobre els seus 
videojocs és actualment una metodologia que no té en compte la percepció del temps. 
L'eina desenvolupada en aquest projecte ajudara a poder fer uns estudis sobre els 
quals la percepció del temps si que es tingui en compte.
A nivell personal, aquest projecte m'ha enriquit en diferents aspectes:
Ha estat molt interessant treballar en un projecte de final de carrera en l'àmbit dels 
videojocs i les aplicacions sensibles al temps. M'ha permès tenir un coneixement molt 
més ampli i profund del que ja tenia sobre aquest tipus d'aplicacions.
La experiència d'interactuar amb una comunitat per tal de buscar tota la informació 
possible  i  veure  que  hi  ha  gent  amb  els  mateixos  problemes  que  tu  es  molt 
enriquidora, en el fet conèixer altres fonts de informació on poder buscar i a vegades, 
les  alternatives  trobades  amb aquesta  gent  son  molt  millors  que  les  d'un  primer 
moment trobades al manual.
M'he introduït al mon de la instrumentació (el qual desconeixia completament abans 
de començar  aquest  projecte)  i  he aprés  a  utilitzar  un  dels  instrumentadors  mes 
potents  que  hi  ha  avui  en  dia  al  mercat.  Això  m'ha permès saber  com es  podia 
modificar  en  temps  d'execució  part  del  codi  d'un  executable  i  fer  coses  tant 
interessants com modificar els valors de retorn d'una funció en temps d'execució. 
Abans de conèixer la instrumentació modificar en temps d'execució part del codi d'un 
executable o modificar els valors de retorn d'una funció eren coses impensables per 
mi, no coneixia cap manera de poder-ho fer.
En aquest projecte també he après a fer enginyeria inversa per descobrir un valor 
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essencial  pel  desenvolupament de la eina i  era una informació que no vam poder 
trobar fent recerca per internet ni en els manuals.
El fet de tenir una planificació general sobre tota la feina que s'ha de desenvolupar 
ajuda molt a ajustar la duració de les tasques. Hores extra en la planificació poden 
suposar hores que t'estalvies mes endavant degut a una mala planificació.
Possibles millores de la eina seria implementar l'emulació del temps per timers d'alta 
resolució com per exemple el QueryPerformanceCounter, això no es tractaria només 
de la implementació si no que també implicaria buscar una metodologia més precisa 
per analitzar el seu impacte en el comportament de l'aplicació. Poder interceptar les 
crides del DirectX en quant fa el render per saber exactament quant es dibuixa per 
pantalla un frame hauria ajudat també a afinar una mica mes el càlcul del TMI.
Em sento  molt  satisfet  d'haver  fet  aquest  projecte  de final  de carrera.  Durant  el 
desenvolupament del  projecte, les meves ganes de seguir  avançant en ell  no han 
disminuït  tot  i  els  problemes  sorgits  i  els  imprevistos,  que  poden  frustrar  les 
expectatives  que  tenies  en  un  principi.  De  cara  al  futur  espero  poder  seguint 
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