Disseny i implementació d'un convertidor CAN / WiFi de baix cost basat en un microcontrolador de 8 bits by Vega Ponce, Héctor
Disseny i implantació d’un convertidor CAN / WiFi de baix cost basat en un microcontrolador de 8 bits Pàg. 1 
 
RESUM 
 
 L’objectiu d’aquest projecte és el disseny i la implementació d’un dispositiu de cost econòmic que es 
comporti com un Sniffer CAN – WiFi . Per tant, ha de ser capaç de rebre missatges d’un bus CAN 
(protocol de comunicació utilitzat entre les centraletes electròniques de gran part de maquinaria 
industrial) i transmetre’l a través de WiFi (protocol de comunicació sense fils utilitzat en distàncies 
curtes) a un dispositiu que n’estigui connectat, establint un pont de comunicació màquina – estació de 
control. 
 A nivell de hardware o elements físics, s’ha utilitzat un microcontrolador PIC18LF258 pel processament 
de la informació, i s’han soldat a mà en una placa de forats els elements necessaris per poder fer 
aquesta conversió de la informació. A nivell de software, s’ha escrit el codi per programar el 
microcontrolador mitjançant l’entorn MPLAB IDE, utilitzant el llenguatge de programació C.  
Per a la implementació de la funcionalitat WiFi s’ha usat el  WiFiPlusClick, un mòdul de la marca 
Microchip que fa us d’un chip MCW1001A  (on s’han programat les funcions que componen el projecte) 
complementari al chip MRF24WB0 802.11 , encarregat de la funcionalitat sense fils. 
Actualment en el mercat hi ha productes que compleixen la funció que el projecte desenvolupa, a 
costos comparativament cars i usant altres protocols de comunicació sense fils ( Bluetooth). En aquest 
cas el protocol usat es WiFi i això dona un valor afegit al producte pel fet de que no s’havia usat 
combinat amb protocol CAN en la industria fins fa uns mesos i per aquest motiu els productes existents 
son molt cars en comparació amb el que en aquest projecte s’ha realitzat.  
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GLOSSARI 
 
PIC Programmable Intelligent Computer; família de microcontroladors d’arquitectura Harvard 
modificada, desenvolupats per Microchip Technology.  
 
CAN Controller Area Network; bus de comunicacions per vehicles dissenyat per permetre als 
microcontroladors i dispositius comunicar-se entre ells sense necessitat d’un ordinador amfitrió o 
host. 
  
 
Hardware Components físics que constitueixen un sistema electrònic.  
 
Software Instruccions llegibles per una màquina que necessita per executar les accions que hi 
estiguin descrites.  
 
SMD Surface-Mount Device; component electrònic dissenyat per ser ensamblat en un circuit 
integrat.  
 
MCU Microcontroller Unit o microcontrolador; petit ordinador en un circuit integrat dins el mateix 
encapsulament que conté un processador (CPU), memòria i perifèrics de entrada i sortida.  
 
CPU Central Processing Unit; circuit electrònic contingut a un ordinador o microcontrolador que 
duu a terme les instruccions bàsiques per al funcionament del microcontrolador.  
 
Perifèric Dispositiu connectat al microcontrolador que actua com a mitjà per a comunicar-se amb 
elements externs i independents al MCU.  
 
USART Universal Synchronous/Asynchronous Receiver/Transmitter; perifèric d’un 
microcontrolador que permet una comunicació via port sèrie. Pot ser utilitzat en mode síncron o 
asíncron.  
 
Baud rate Nombre de cops que pot canviar una senyal digital en un segon.  
 
Timer Temporitzador incorporat en un microcontrolador. 
 
Timestamp Valor que varia en el temps, i va associat als esdeveniments que poden succeir en el 
transcurs d’un programa, indicant quan ha passat alguna cosa. 
 
RTR Remote Transmission Request; bit utilitzat en el protocol CAN que usa un node receptor per a 
sol·licitar a un node remot que enviï la seva informació. 
 
Buffer Regió de memòria utilitzada per a emmagatzemar-hi informació temporalment, mentre es 
mou la informació d’un lloc a un altre.  
 
FIFO First in First Out; mètode d’emmagatzematge en una cua circular en el qual el primer 
element en entrar és el primer en sortir.  
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IDE Integrated Development Environment; entorn de programació pensat per al 
desenvolupament de codi que conté un editor de codi, un compilador, depurador i una 
GUI.  
 
GUI Graphical User Interface; interfície d’usuari gràfica.  
 
RAM Random Acces Memory; memòria d’un computador o microcontrolador que 
emmagatzema dades a curt termini, mentre hi hagi alimentació. S’hi pot accedir a 
qualsevol posició de la memòria que es desitgi, obtenint només la informació desitjada.  
 
EEPROM Electrical Erasable Programmable Read-Only Memory; memòria no volàtil 
utilitzada en dispositius electrònics per emmagatzemar petites quantitats d’informació.  
 
DLC Data Length Code; espai o llargada que té un missatge de CAN mesurat en bytes.  
 
Sniffer Dispositiu que s’utilitza per rastrejar o fer un seguiment de les dades 
intercanviades entre dos nodes que intercanvien informació. 
 
UDP User Datagram Protocol és un protocol mínim de nivell de transport orientat a 
missatges. A la família de protocols de comunicació  l’UDP proporciona una interfície 
senzilla xarxa i aplicació. 
 
WiFi Protocol de comunicació inalàmbric.  
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PREFACI 
L’origen del projecte te lloc dintre de les meves  aspiracions a aprendre a programar en C i Python. La 
causa d’aquestes motivacions es que, en el lloc on treballo  , la interacció entre grups d’enginyers de  
firmware, electrònics i mecànics  és diària i necessària i és aquests en el moment en el que decideixo 
que he d’aprendre  llenguatges de programació i  millorar el meu nivell en electrònica. 
Com a aspiracions de coneixement personals i/o hobbies sempre m’ha agradat tota la temàtica de 
seguretat de xarxes WiFi ; Testing i auditories de seguretat amb programari en base Linux . També he 
gaudit sempre amb tot tipus de construccions de sistemes DIY ( do it yourself ),  per citar un exemple ; 
Una antena de 24Db  WiFi, amb la que vaig poder testejar la seguretat de xarxes WiFi i  per últim ,  més 
relacionat amb el projecte, va ser l’adquisició d’un   producte anomenat  CAN-BUS OBDII  amb el que 
inicialment vaig aconseguir realitzar el manteniment i revisions necessàries del meu cotxe i 
posteriorment vaig aconseguir realitzar modificacions a paràmetres de rendiment de la ECU del cotxe. 
En aquest moment és quan buscant un projecte on poder millorar coneixements de les temàtiques 
que més m’interessen  vaig veure a la borsa de projectes aquest que ara he encarat. Aquest projecte 
va generar en mi la motivació necessària per a aprendre a programar C i Python orientat a la 
comunicació  entre maquinaria mitjançant protocol CAN i de manera wireless. 
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INTRODUCCIÓ 
L’objectiu d’aquest projecte és dissenyar i implementar un dispositiu que faciliti l’intercanvi 
d’informació entre les centraletes electròniques d’una màquina i un usuari, estant connectats en una 
mateixa xarxa WiFi establerta prèviament per l’usuari  mitjançant un enrutador . Per tant, el dispositiu 
ha d’actuar com a convertidor del protocol utilitzat en la màquina (CAN) a protocol WiFi i enviar dades 
emmagatzemades a la pròpia memòria del convertidor a l’usuari , com per altra banda, establir un 
tràfic en sentit invers i que l’usuari sigui capaç de demanar les dades que li interessen de la pròpia 
màquina al convertidor. 
El prototip implementat ha d’incorporar tres funcionalitats bàsiques :  
- Captar informació de la màquina en format CAN i enviar-la via WiFi a l’usuari. Exemple 
pràctics d’aquesta funcionalitat podrien ser la captació de dades a traves del port CAN d’un 
cotxe per a l’anàlisi d’aquestes i diagnosticar l’estat del propi vehicle com també per exemple 
extreure dades de l’estat d’una impressora de gran format i poder diagnosticar nivells de 
consumibles o l’estat dels subsistemes d’aquesta. 
 - Transmetre missatges a la màquina mitjançant WiFi, informació que el dispositiu converteix 
a protocol CAN perquè el vehicle pugui rebre i processar correctament les dades.  
- Canviar la pròpia configuració del dispositiu en relació al controlador de CAN, per tenir la 
capacitat d’ajustar-se a diferents requeriments tècnics  
 
L’abast del projecte és el de dissenyar i implementar un prototip funcional sense arribar a un disseny 
definitiu.  
El software seria similar al que incorporaria un model com aquest per al a venta però el hardware en 
canvi no ho seria, degut a que en un model orientat a la producció en sèrie es farien servir components 
SMD ( Surface-Mount Device ) en un circuit imprès i encapsulat en una carcassa adient als requeriments 
d’un producte de mercat . 
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1. MATERIAL 
En aquest apartat es detallarà tot el material utilitzat per la realització del projecte i el material que 
s’ha usat per a la realització de les proves pertinents. 
1.1. Placa principal 
El xassís del projecte, on s’han soldat a ma , amb un soldador i estany tots els elements que formen el 
hardware del projecte. Una placa de forats on s’han soldat a mà els components necessaris per rebre 
un missatge per WiFi, enviar-lo al MCU pel seu processat i enviar-lo a través del CAN-BUS. 
 
Figures 1.1 i 1.2. Placa de forats amb la totalitat d’elements soldats i circuit generat a la part posterior.          
Front : Pròpia  
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La placa ja esmentada suporta multitud de components , exposats a continuació . És necessari 
esmentar també que s’han inclòs elements, com no pot ser d’altra manera, per a la correcta utilització 
dels components com resistències i condensadors així com un rellotge oscil·lador de quars i cablejat 
necessari per ala unió dels components. Pot observar-se a la figura 1.3 l’esquema elèctric complert 
d’aquest projecte que s’ha usat per a realitzar les tasques de soldat i muntat. 
 
 
Figura 1.3 . Esquema elèctric. Front : Pròpia 
1.1.1. Microcontrolador 
Un microcontrolador (abreujat MCU) és un petit ordinador en un sol circuit integrat especialitzat en 
controlar equips electrònics, que inclou una CPU (unitat central de processament), una petita quantitat 
de memòria, unitats d'I/O ( Input/Output) i acostuma a portar una memòria FRAM, NOR flash o una 
ROM per guardar-hi el programa.  
- CPU (Central Processing Unit) que executa les instruccions del programa.  
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- Memòria no volàtil Flash ROM, per guardar les instruccions del programa.  
- Memòria volàtil RAM (Random-Acces Memory).  
- Memòria EEPROM (Electrically Erasable Programmable Read-Only Memory), que permet 
l’emmagatzematge de dades sense que es perdin un cop sense alimentació.  
- Ports d’entrada i sortida ( I/O ) 
- Ports sèrie.  
- Convertidors analògic/digitals.  
- Timers.  
- Etc.  
L’arquitectura general d’un microcontrolador es pot apreciar a la figura 1.4 . 
 
Figura 1.4. Arquitectura d’un microcontrolador. Font: www.z-diagram.com 
El microcontrolador utilitzat en aquest projecte ha estat el PIC18LF258, de la família dels 18F de 8 bits, 
distribuït per l’empresa Microchip Technology (veure figura 1.5). Aquest microcontrolador té la 
particularitat de disposar d’un controlador de bus CAN integrat, treballar a 3.3 V i tenir les 
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característiques comunes de tenir un baix cost i fàcil disponibilitat. En aquest cas un processador de 8 
bits com aquests es suficient per a processar la informació necessària. 
 
Figura 1.5. PIC18LF258. Font: www.farnell.com 
1.1.2. Mòdul WiFi 
Per a la  recepció i emissió de  missatges via WiFi és necessari un mòdul independent amb la 
possibilitat de connectar-se a altres dispositius externs mitjançant aquest protocol. El mòdul que 
s’ha fet servir per a aquest projecte ha estat el WIFI PLUS Click  ( figura 1.5 ) de la marca Microchip 
que incorpora el mòdul MRF24BOMA que funciona a 2,4Ghz i sota protocol IEEE 802.11, aquest 
mòdul compta amb una interfície de comunicació UART i treballa a 3.3 V. Te un preu assequible, 
unes prestacions més que suficients per a elaborar el projecte i no es d’us complex . El mòdul té 
16 pins, dels quals només quatre s’han de connectar per a un ús estàndard, que són un 
d’alimentació, un de terra o ground (voltatge zero), un de transmissió de dades TX i un altre de 
recepció RX ( veure figura 1.6 ), també s’han connectat els pins de RTS ( Reset to send ) i CTS ( Clear 
to send ) per la possibilitat d’us però finalment es va desestimar. Té unes dimensions reduïdes, pel 
que es pot introduir sense problemes a la placa, i per últim , disposa d’una antena PCB integrada 
amb un abast de 400 metres amb e que podem garantir una distancia útil més que suficient per 
als usos proposats.  
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Figura 1.5. WIFI PLUS Click. Font: www.microchip.com 
 
1.1.3. Transceptor CAN 
El transceptor CAN és la interfície entre el controlador de bus CAN i el bus. El que fa és adaptar el 
voltatge de sortida del microcontrolador al nivell requerit per a enviar missatges CAN. El dispositiu 
elegit ha estat un del tipus VP23457MAL2C. 
1.1.4. Regulador de voltatge 
Per a  garantir  que la totalitat  dels componets treballen al voltatge requerit  , que és de 3.3 V , tant en 
el MCU conm en el mòdul WiFi disposem d’un reguldaor lineal de 12V a 3.3V , el un SOT-223 ( figura 
1.6  ). 
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Figura 1.6 . Reguldaor linial de voltatge SOT-223 3.3V . Font :  www.keysemi.com 
 
1.1.5. Perifèrics 
La placa necessita establir comunicació amb l’usuari via WiFi , amb el port d’entrada/sortida CAN  i amb 
el programador per a poder executar i testejar el programa des de PC . Per a la connexió per CAN s’ha 
soldat un connector DB9 a la placa i pel programador s’ha soldat un connector Jack RJ11. 
1.2. Programador  /  Depurador  
S’ha utilitzat el ICD2 ( Figura , de la marca Microchip Technology amb el propòsit d’operar a nivell de 
hardware i software amb dispositius de la mateixa empresa, com es el mòdul WIFI PLUS Click que s’ha 
suat en aquest projecte. S’ha usat tant en Windows 7 con en Windows 10 .  
 
Figura 1.7 . Programador ICD2 . Font :  www. microchip.com 
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1.3. USBtin 
Per fer la comprovació del codi ha sigut necessari generar missatges de CAN des de un PC. L’USBtin és 
un convertidor/adaptador CAN-USB desenvolupat per Thomas Fischl, i actua com a bus físic de CAN 
entre el PC i la placa construïda. Els missatges arriben primer al transceptor de CAN per mitjà del 
connector DB9. S’ha utilitzat aquest component per ser relativament assequible econòmicament i ser 
senzill d’utilitzar.  
 
Figura 1.8 . USBtin. Font: Pròpia  
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2. PROGRAMA 
2.1. Programari utilitzat 
2.1.1. Entorn 
El programari emprat per al desenvolupament del convertidor CAN/WiFi ha estat el MPLAB IDE (versió 
v8.63), de l’empresa Microchip Technology, destinat a la programació d’aplicacions per 
microcontroladors de la mateixa marca. MPLAB IDE ( Integrated Development Environment) ofereix un 
únic unificat per al desenvolupament d’aplicacions per a microcontroladors integrats en un sistema. 
Un  IDE esta composat per les següents parts : un editor de codi (en llenguatge C ) intergat , tot i que 
en aquest cas també s’ha fet servir un editor de codi extern per una millor interficie grafica i usabilitat 
a l’hora de programar en diversos llenguatges com és el Sublime Text, un compilador , un depurador o 
debugger, i una interfície gràfica d’usuari o GUI (Graphical User Interface).  
El fet de que el MPLAB IDE inclogui totes aquestes funcions permet generar el codi ( mitjançant l’editor 
incorporat o el Sublime Text ) , compilar, depurar i executar sobre el prototip, obtenint de manera 
gràfica el resultat , tot això integrat dins del mateix programa fa d’aquest un eina molt còmoda per a 
treballar i útil . 
2.1.2. Compilador 
El procés de compilar un programa és el fet de, a partir d’un fitxers de codi font ( en extensió .c ) a 
partir del qual es genera un arxiu no executable . Aquest nou fitxer conté les ordres i funcions 
generades a l’antic codi en format .c però aquest cop el nou arxiu te format binari, llenguatge que pot 
interpretar la MCU pot executar .  
En el nostre cas el compilador emprat és el C C18 (versió 3.36), ja que està habilitat per treballar amb 
microcontroladors tipus PIC18 de 8 bits. 
2.2. Programació en llenguatge C 
Prèviament a l’entrada a fons dintre del codi val la pena esmentar els trets característics i distintius del 
llenguatge de programació C, l’usat en aquest projecte. Estructura, interrupcions i cues son descrites a 
continuació. 
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2.2.1. Estructura  
Primerament, en llenguatge C cal esmentar les llibreries, arxius predefinits per tercers on s’inclouen 
funcions que normalment es fan servir a la gran majoria de programes , tot això en funció de les 
necessitats del programa final. 
Per a aquest projecte , en primer lloc s’han definit les variables necessàries que seran usades dintre de 
les funcions definides al programa. Les variables son globals , això significa que poden ser usades en 
qualsevol moment pel programa i poden estar incloses a qualsevol funció definida al programa. 
Cal esmentar també la possibilitat de definir en quina posició de la RAM volem emmagatzemar una 
variable , això és útil per a seguidament i de manera opcional, poder definir les posicions de la memòria 
RAM on volem que siguin emmagatzemades les variables, de cara a optimitzar la memòria que utilitza 
el programa. 
Qualsevol programa en llenguatge C te una funció principal , anomenada main(). Aquesta és sempre la 
primera funció cridada . En aquesta funció hi ha en la majoria dels casos , com el nostre ,  un bucle 
infinit que introdueix una rutina que es va repetint en el programa. Cal esmentar també que  els codis 
estan organitzats en vàries funcions ubicades dins del main(), funcions que es criden per a cada 
necessitat i en el moment que es necessiten .  
2.2.2. Interrupcions 
En el programa en C que s’ha realitzat hi ha un bucle infinit o loop que es va repetint al llarg del 
programa, formant  un rutina d’accions encadenades. 
Fer us d’interrupcions en qualsevols de les rutines especificades dins del codi és quelcom 
imprescindible, ja que d’aquesta manera podem trencar la rutina de loop sempre que tinguem un input 
extern, com es el cas de l’arribada de missatges via WiFi o CAN. 
En activar-se aquesta interrupció es dona pas a una altra subrutina i fins que finalitzi, o per qualsevol 
altra causa en surti no es tornarà  a la rutina principal del programa . 
2.2.3. Cues circulars 
Una cua circular és la part de memòria RAM encarregada de guardar-hi dades seguint una estructura 
FiFo (First in First out). En cues d’aquest tipus, en omplir-se tot l’espai, les noves dades entrants ocupen 
la posició inicial, sobreescrivint la informació que hi havia en primer lloc. 
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Cal destacar que la informació introduïda a la memòria FiFo no canvia de lloc , sinó que és el punter 
que canvia l’espai on s’ha de escriure o llegir nova informació.  
 
Figura 2.1 . Representació esquemàtica d’una cua circular. Font: Pròpia 
 
La cua FiFo té un nombre finit de posicions (8 en el cas que platejo,  figura 2.1), cada indicador estarà 
en la posició definida pel programa . quan es guarda un valor a la cua  ( variable 1 ) el comptador 
d’entrada ‘’in’’ augmentarà un valor. El punter ‘’out’’ augmentarà de valor quan s’extregui un valor de 
la cua FiFo, sens tenir en compte el valor de l’indicador ‘’in’’ .  Quan s’omple la cua el punter continua 
sumant una posició, però tal i com queda exemplificat a la figura 2.1 , la cua te una capacitat de 3 bits 
i , per tant , pot arribar al valor 111 en binari natural, el valor següent seria el 1000, però com surt fora 
de la capacitat de lectura el punter veu un 000 de manera que la variable 9 sobreescriu la variable 1 , 
en aquest cas . 
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2.3. Funcionament del programa 
El convertidor implementat opera com a sniffer, receptor de missatges CAN de maquina , interpretació 
i enviament a traves de la USART per WiFi al destinatari . El codi font del programa es pot veure a 
l’annex I.  
Recepció de missatges CAN per interrupció de recepció de CAN, emmagatzematge en una cua circular 
amb els caràcters a transmetre per la USART, i posterior transmissió per WiFi byte a byte a través de la 
USART (figura 5.3). La USART es comunica amb el mòdul WiFi, que en transmet la informació.  
 
Figura 2.2. Esquema del funcionament del programa en el sentit CAN – WiFi. Font: Pròpia 
2.3.1. Inicialització del programa  
Com en la gran majoria de programes de llenguatge C , es fan crides a llibreries auxiliars, és el primer 
pas a l’hora  d’inicialitzar un programa, ja que aquestes llibreries contenen subprogrames i macros per 
al correcte i més automatitzat funcionament del microcontrolador . 
 Les llibreries esmentades són:  
- P18f258.h Inclou els registres del microcontrolador PIC18F258. Aquesta llibreria conté els noms de 
tots els registres de configuració i control del microcontrolador.  
- WiFiPlusClick.h Inclou totes les funcions que el microcontrolador del mòdul WiFi es capaç 
d’executar. Prèviament generades a partir del datasheet corresponent a aquest microcontrolador, el 
MCW1001A. 
- Usart.h Conté funcions que faciliten l’accés i la manipulació de la USART.  
- Timers.h Llibreria per utilitzar comptadors de temps.  
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- Can18f258.h Drivers del controlador de CAN de Microchip 
- Eeprom.h Subrutines per a l’us de la EEPROM.  
- Types.h Inclou designacions de paràmetres que necessita la llibreria eeprom.h per a funcionar, tal 
i com està programada la llibreria.  
En aquest moment queden definides cada una de les variables i funcions que s’usen en el programa. 
La memòria RAM se n’optimitza el seu funcionament i es defineixen les cues circulars, que s’utilitzaran 
per emmagatzemar informació de manera que aquestes quedin guardades en una direcció de la RAM 
diferent que la resta de variables. Tenim tres cues FiFo en el nostre programa :  
- Transmissió de la USART: Informació provinent del bus CAN per a una posterior transmissió per la 
UART.  
- Recepció de la USART: Emmagatzematge d’informació provinent de la UART per a posterior 
tractament per part de l’autòmat.  
- Transmissió de CAN: Tupla de 16 bytes que conté la informació pròpia d’un missatge CAN 
(identificador, longitud del missatge, dades, timestamp, configuració) per a una posterior transmissió 
del missatge al bus CAN .  
Un cop definides les cues FiFo entra en joc la funció (main()). En aquest ordre ; s’inicialitzen les cues 
circulars a zero. Es crida la funció setEEPROM(), la qual llegeix la memòria EEPROM del 
microcontrolador per llegir les variables a iniciar per configurar el microcontrolador, que són: els flags 
de configuració del bus CAN, si hi ha mode ECHO o no, si hi ha timestamp o no, configuració del Baud 
rate del bus CAN, filtres i màscares.  
En aquest moment l’Sniffer esta inicialitzat i es capaç de realitzar la seva funció ; Escoltar a traves del 
CAN bus i transmetre aquesta info a traves de USART pel mòdul WiFi 
Per últim, abans d’entrar a la rutina del codi, es configuren les interrupcions del microcontrolador de 
manera que s’activin al rebre’s un missatge de CAN o un caràcter per la USART. 
2.3.2. Funcions especifiques del mòdul WiFi amb microcontrolador MCW1001A 
Cal destacar en aquest apartat la programació de funcions especifiques per al microcontrolador 
incorporat al mòdul WiFi. 
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El microcontrolador es una MCW1001A de Microchip. 
Per al funcionament i utilització de totes les característiques i possibilitats del mòdul WiFi ha estat 
necessari programar tot un seguit de funcions que formen part del programa principal i de les seves 
subrutines. 
Les funcions executables pel microchip  es programen tenint en compte la informació que conte el 
dtasheet, on queda definida la estructura de la informació que interporeta el microprocessador , la 
estructura es del següent tipus :  
 
On el Header 0 sempre es 0x55 , el Header1 sempre es 0xAA i a partir d’aqui cada funció queda definida 
segons uns valors específics. 
2.3.2.1. Funcions de control del WiComm-Socket  
- Funció RESET  : Emprada per a retornar tots els valors de configuració del microxip a valors per 
defecte  , amb aquesta estructura :  
 
2.3.2.2. Funcions de configuració de xarxa  
- Funció SET_IP_ADDRESS_MSG : Amb aquesta funció definim si assignarem a la nostra maquina 
una IP fixa o deixarem que l’enrutador li apliqui una autoconfigurada ( DHCP ) :  
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- Funcio SET_ARP_TIME :  Es defineix el període ( en segons ) de temps ARP (  ,  per defecte el 
període val 5 segons però es ajustable, en el nostre cas es deixa per defecte :  
 
2.3.2.3. Funcions generals de configuració del Wi-Fi  
- Funció SET_CP_NETWORK_MODE :  Amb aquesta funció definim en quin tipus de xarxa volem 
fer treballar el nostre mòdul, en xarxes infrastructure  ( gestionades per una enrutador ) o 
xarxes ADHOC ( sense enrutador ) : 
 
- Funcio   SET_CP_SSID : Es defineix el nom de la xarxa a la que es connectarà el mòdul ( cas 
ADHOC ) o que generarà el mòdul ( cas ADHOC ) :  
 
- Funció SET_REGIONAL_DOMAIN : Especificar el codi de domini per al nostre mòdul :  
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- Funció SET_CHANNEL_LIST : Es defineixen els canals d’emissio de la xarxa Wireles generada o 
a la es vol connectar el WiComm : 
 
- Funcio SET_LIST_RETRY_COUNT :  Es defineixen el nombre d’intents d’establir connexió que 
es realitzaran , depenent, això si , del tipus de xarxa : 
 
- Funció  SET_CP_SECURITY_OPEN_MSG : Aquesta funció defineix la seguretat de la xarxa a 
nivell 0 , en el cas d’aquest projecte, degut a que es una simulació, les dades son fictícies i 
l’enrutador no te accés a internet no ha estat necessària tancar la xarxa a tercers. Entenent 
que en un àmbit industrial si que seria necessari i que, per tant, s’hauria de programar una 
funció amb aquest propòsit . Aquí la funció que deshabilita la seguretat de la xarxa :  
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2.3.2.4. Funcions d’escanejat de xarxes  
- Funció SCAN_START : Amb aquesta funció el mòdul comença a escanejar les xarxes disponibles 
amb els paràmetres definits en els apartats anteriors ( canal , tipus de xarxa ... ) :  
 
- Funció SCAN_GET_RESULTS : Amb aquesta funció es demana resposta a la lectura de xarxes 
llegides per la funció anterior: 
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obtenint com a resposta una altra funció/resposta , la SCAN_RESULT_MSG que te una estructura 
com la que es mostra a continuació i on podem analitzar el conjunt de xarxes obtingudes de la 
lectura executada per a una configuració de l’adaptador predefinida :  
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2.3.2.5. Funcions generals de connexió del mòdul a xarxes   
- Funció WIFI_CONNECT_MSG : Amb aquesta funció executem una connexió a una xarxa 
predefinida anteriorment, depenent de ; tipus de xarxa, seguretat, SSID , CP  entre d’altres : 
 
2.3.2.6. Funcions per a la generació i gestió de SOCKETS  
- Funció SOCKET_CREATE_MSG :  amb aquesta funció creem i definim si el SOCKET usa protocol 
TCP o protocol UDP 
 
 obtenint com a resposta la funció SOCKET_CREAT_RESPONSE_MESG :  
 
 
- Funció  SOCKET_BIND_MSG : Amb aquesta instrucció es defineix i assigna un port de 
comunicació per al SOCKETS generats amb anterioritat , obtenint com a resposta la funció  
SOCKET_BIND_RESPONSE_MSG :  
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- Funció SOCKET_CONNECT_MSG : Per a SOCKETs UDP, que son els escollits en el nostres cas , 
especifica el punt final d’arribada del SOCKET , o destinatari ,  
 
obtenim com a resposta la funció SOCKET_CONNECT_RESPONSE_MSG : 
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En el nostre cas , on es faran servir SOCKETS UDP, les funcions  de comunicació per SOCKETS UDP 
emprades han estat la següents  :  
- Funció SOCKET_SEND_TO_MSG :  Partint de les funcions executades i cridades anteriorment 
ara s’està en situació d’enviar un socket a un destinatari específic a traves d’un port definit , 
amb aquesta funció :  
 
Obtenint com a resposta la funció  SOCKET_SEND_TO_RESPONSE_MSG . 
També podem executar , per a obtenir una comunicació en ordre invers la funció 
SOCKET_RECV_FROM_MSG : 
 
Que ens retorna com a resposta la funció SOCKET_RECV_FROM_RESPONSE_MSG : 
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2.3.3. Recepció de CAN i transmissió per WiFi 
Primerament, s’ha implementat en el programa la funcionalitat per poder rebre missatges de CAN, 
guardar-los en una cua circular de transmissió de la USART i enviar aquesta informació quan sigui 
possible. Així doncs, el procés és el següent:  
a) Recepció de missatge CAN: En l’instant que al microcontrolador li arriba un missatge de CAN s’activa 
una interrupció del programa, que salta a una subrutina.  
b) Aquesta subrutina el que fa és cridar a la funció de la llibreria CAN18f258 CANReceiveMessage(), la 
qual guarda els paràmetres del missatge rellevants, que són l’identificador del missatge, les dades del 
missatge en si, la longitud o DLC (Data Length Code) del missatge i les banderes o flags del missatge, 
que poden referir-se a si el missatge està en format estàndard o estès, si és un missatge tipus RTR o els 
filtres del missatge.  
c) A continuació es deriva a la funció creada CANprocessMessageRX(), que basant-se en l’estructura de 
bytes que segueix el C2BT (veure figura 5.4), guarda aquesta informació rebuda a la cua circular de 
transmissió de la USART. La condició necessària per arribar a aquest pas és que la cua mencionada no 
estigui plena. Si ho està, es descarta el missatge.  
 
Per últim i fora de la interrupció, la rutina del programa envia per la USART les dades emmagatzemades 
a la cua byte per byte, mitjançant la funció predefinida WriteUSART(), de la llibreria usart.h. Les 
condicions prèvies per cridar aquesta funció són que la cua de transmissió no estigui buida, i que la 
USART no transmeti res en el moment donat de la crida (UART lliure).  
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3. VALIDACIÓ  
Degut al procés d’elaboració d’aquest projecte ha estat necessària una validació continua del programa 
en construcció per tal de mantenir l’ordre en la generació de nova informació i poder establir punts de 
guardat per tal de , amb tot , validar la funcionalitat del programa.  
3.1. Software 
3.1.1. MPLAB IDE 
En el MPLAB IDE, simulant una execució del programa ja compilat , s’han utilitzat les funcions de 
Breakpoint i Watch per depurar el programa. Els breakpoints defineixen punts on el cursor de 
seguiment de l’execució del programa pararà , cosa que es realitza si el codi avança fins al punt en 
qüestió.  Així es molt mes simple poder trobar errors que no permeten una correcta execució del 
programa  
La funcionalitat Watch permet tenir coneixement de totes les variables que es vulgui , de manera que 
podem veure si s’omplen FiFos o poder comprovar quin valor te una variable en concret, útil en el cas 
de voler interpretar les respostes del mòdul WiFi, en aquest cas .  
3.1.2. USBtin 
Aquest software ( amb el hardware corresponent ) permet  enviar missatges CAN a la placa per al 
posterior enviament per W iFi . USBtinViewer es el nom comercial del software i és on es  poden enviar 
missatges en format CAN. El software permet realitzar modificacions a la tupla CAN que es vol enviar , 
de manera que podem modificar quelcom sigui necessari del missatge CAN .  
El programa pot també treballar en el sentit invers de comunicació rebent  missatges CAN . 
3.1.3. Python  
Per poder fer una validació més ràpida i eficaç s’ha adaptat un programa de Python desenvolupat per 
TFGs anteriors per semi-automatitzar l’enviament i recepció de missatges WiFi .  
El programa consisteix en una classe on hi ha varies funcions definides, on cada una rep un missatge o 
l’envia amb una estructura que varia en funció del cas. Per tant, es poden enviar múltiples missatges 
en format CAN rebent-los pel mòdul WiFI . El codi amb el què s’han realitzat proves es pot veure a 
l’annex B.g 
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3.2. Conjunt Software – Hardware  
Per a la validació continuada del conjunt s’han connectat els elements com queda indicat a continuació: 
 
 
El conjunt de placa, ICD2 , USBtin i mòdul WiFi queden patens a la següent figura : 
 
Com a connexions al PC tenim 2 USB, provinents de l’ICD2 de l’USBtin respectivament. El ICD2 es 
connecta a la placa mitjançant el port sèrie , l’USBtin, en canvi va connectat al transceptor CAN, al 
CANH i CANL cadascun dels dos connectors que te com a sortida. 
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4. PLANIFICACIO TEMPORAL 
El projecte s’ha dut a terme des del setembre de 2016  fins a l’agost del 2017, i el desenvolupament de 
les diferents fases d’aquest es pot observar al diagrama de Gantt adjunt . Les quatre etapes principals 
a nivell temporal d’aquest projecte son les següents :  
• En blau, el que està relacionat amb el hardware: obtenció del material, dissenys de la placa i  
muntatge d’aquesta. 
• En taronja, el desenvolupament el codi .c y Python : Testos de tot el codi, múltiples possibilitats 
de configuració i funcionament i retocs posteriors a la validació.  
• En verd, les activitats relacionades amb la validació: proves durant el desenvolupament del 
codi i validació final.  
• En gris, la redacció de la memòria.  
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5. COSTOS DEL PROJECTE 
En aquest projectehi consten tres tipus de costos : material, que correspon als elements inclosos a la 
placa soldada (incloent-hi la pròpia placa), el cost del material utilitzat en el desenvolupament i la 
realització de la placa, i el cost de les hores de feina que implica per un enginyer fer el desenvolupament 
del projecte. A les següents taules s’hi pot veure el desglossament. 
 
Element Quantitat Preu unitari 
[€] 
Preu conjunt 
[€] 
Placa de forats 1.00 1.65 1.65 
Resistències de pel·lícula de carboni 3.00 0.02 0.06 
Condensadors 100nF ceràmics muliticapa 4.00 0.02 0.08 
Condensadors 1uF i 10 uF electrolítics d’alumini 2.00 0.25 0.50 
Condensadors 22 pF ceràmics de disc 2.00 0.05 0.10 
Díode petita senyal 1.00 0.06 0.06 
Regulador tensió 5V L7805 1.00 0.70 0.70 
Regleta alimentació 1.00 1.10 1.10 
Connector DB9 1.00 0.63 0.63 
Connector Jack RJ11 1.00 0.15 0.15 
Sòcol (6, 8 i 28 pins) 3.00 0.20 0.60 
Cristall oscil·lador 8 MHz 1.00 0.80 0.80 
Transceptor CAN VP23457MAL2C 1.00 1.44 1.44 
Mòdul WiFi 1.00 1.00 31.00 
Microcontrolador PIC18F258 1.00 
6.89 6.89 
    TOTAL 45.76 € 
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Element Preu [€] 
Programador/depurador ICD2 200 
USBtin 3,490 
Cable USB 5 
CAN sniffer 50 
Adaptador USB – UART PL2303 4 
Portatil HP 400 
Soldador 150 
TOTAL 4299 € 
 
Tasca Hores invertides Preu per hora 
[€/h] 
Preu total [€] 
Soldadura de la placa 10 30   300 
Desenvolupament del 
codi 
120 40   4800 
Proves 50 40   2000 
Elaboració de la memòria 80 40   3200 
TOTAL 260h   TOTAL 10,300 € 
En definitiva, el cost total del projecte ha estat de 14645 € . 
Concepte                                       Cost [€] 
Placa 46 
Material utilitzat 4299 
Treball enginyer 10300 
TOTAL 14645 € 
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6. IMPACTE AMBIENTAL  
L’impacte ambiental d’aquest projecte s’ha realitzat de manera diferencial, respecte als aparells 
emprats actualment sense tecnologia inalambrica ( cablejat ) . Aquest Sniffer funciona per WiFi , un 
protocol inalàmbric .  
El fet d’implementar aquesta tecnologia redueix significativament l’ús de cablejat amb l’estalvi de 
coure i plàstics associat, i al l’impacte mediambiental d’aquest processos. Cosa que en quant a estalvi 
de material i la reducció del procés de fabricació de cablejat i coure , es redueix de manera significativa 
un procés costós i que genera residus i contaminació associada al mateix procés .  
Cal esmentar que el fet de no generar residus pel fet de reduir la generació de cablejat es una avantatge 
, però poden aparèixer efectes adverosos associats a la tecnologia inalambrica, com és el fet de generar 
un ambient amb ones electromagnètiques , on , per ara , no es suposa un perill per a la salut publica 
pero cada cop son més els estudis que avisen de possibles efectes adversos per a la salut publica per 
part d’ambients amb alta concentració dones electromagnètiques, com el WiFi  
El fet de fer servir un protocol inalàmbric suposa un augment de les radiofreqüències de 2,4 GHz a 5 
GHz, que és l’interval de freqüència destinat a aquest protocol, entre d’altres. 
Amb tot, el  WiFi es un protocol que compleix totes les normatives que garantitzen el mínim impacte 
mediambiental i a la salut publica.  
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7. CONCLUSIONS  
El que m’ha portat a realitzar aquest projecte son les ganes d’introduir-me al mon de l’electrònica i la 
programació , com a estudiant d’intensificació ( no completada ) mecànica tenia una manca de 
coneixements que volia cobrir .  
El fet de crear un prototip de comunicació CAN / WiFi des de la placa soldada fins a l’execució del 
software m’ha cobert una part inicial del coneixement que volia obtenir; programació C , python , 
nocions de microelectrònica ... 
Amb tot això el producte final compleix amb les especificacions i es capaç de realitzar la funció d’Sniffer 
i comunicar les dades obtingudes a un PC per un preu molt inferior d’uns 40 € contra preus que ronden 
els 200 € i que ni tan sols comparteixen el mateix protocol de comunicació. 
El fet de poder crear una maquina des de zero, tant el hardware, software, firmware i generar jo 
mateix, amb l’ajuda del Manuel , aquesta maquina capaç de crear un pont de comunicació entre dos 
maquines més m’ha fet gaudir i aprendre molt.  
És molt enriquidor poder haver fet un projecte així des de la idea fins a la execució complerta.  
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Annex A: Codi C del programa del convertidor CAN / WIFI 
// Main program routine: empty all queues, and when a CAN message or WiFi message (through USART) 
// is received, it interrupts the program to fill the queues. 
 
#include <p18f2580.h> // Declarations of PIC18F258 registers 
#include <usart.h>  // USART functions, MPLAB C18 Microchip compiler library 
#include "can18f258.h"  // Driver CAN for Microchip 
#include <timers.h>  // Include timers libraries 
#include "eeprom.h"  // Include eeprom functions 
#include "types.h"  // Include alternative types namings 
#include "WifiPlusClick.h" // Functions 
#include <delays.h>        //MPLAB delays 
#include <p18f2580.h> 
#include <timers.h> 
 
 
 
#define STATE_IDLE 0 
#define STATE_HEADER0 1 
#define STATE_HEADER1 2 
#define STATE_MESSAGETYPE_LOW_RECEIVED 3 
#define STATE_MESSAGETYPE_HIGH_RECEIVED 4 
#define STATE_DATALEN_LOW_RECEIVED 5 
#define STATE_DATA_RECEIVING 6 
#define STATE_AWAITING_TRAILER 7 
 
unsigned char handle; 
 
// RX CAN / TX UART 
// Init variables for CAN message reception (CANprocessMessageRX() function) 
unsigned int Timestamp; 
unsigned long identificador; 
unsigned char MensajeRecibido[8]; 
unsigned char LongMensaje; 
enum CAN_RX_MSG_FLAGS RX_FLAGS; 
unsigned char checksum, aux; 
char i; 
 
union {     // this union is used to read the byte asByte or the 8 bits separately 
   struct {    
  unsigned b0:1; 
  unsigned b1:1; 
     unsigned b2:1; 
     unsigned b3:1; 
  unsigned b4:1; 
  unsigned b5:1; 
  unsigned b6:1; 
  unsigned b7:1; 
   }; 
  unsigned char asByte; 
 } ConfigByte;  // the union name is ConfigByte 
 
// RX UART / TX CAN 
// can message data structure 
typedef struct      // struct which is used for storage of CAN 
messages to send 
{ 
    union { 
  unsigned char idByte[4]; 
  unsigned long id;      // identifier (11 or 29 bit) 
 } idUnion;  
    unsigned char dlc;              // data length code 
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    unsigned char data[8];     // payload data 
 union { 
     unsigned int timestamp;     // timestamp 
  unsigned char time[2]; 
 } timeunion; 
 unsigned char conf;    // configuration of the message: STD/XTD, 
ECHO mode, timestamp reset, RTR 
} canmsg_t; 
 
canmsg_t CANbuffer;   
canmsg_t CANsend; 
 
// vectors for the three circular buffers 
unsigned char in_RX, out_RX; 
unsigned char in_CAN, out_CAN; 
unsigned char in, out;    
 
typedef union 
{ 
 unsigned char word[4]; 
 unsigned long longword; 
} configUnion; 
 
configUnion Mask; 
configUnion Filter; 
configUnion BTpin; 
 
//Init variables (not all of them) 
unsigned char baudR; 
unsigned char timeOff; 
unsigned char echo; 
 
// Machine variables 
unsigned char configuration; 
unsigned char state =STATE_IDLE; 
unsigned char getByte;          
    
unsigned char j; 
 
enum CAN_TX_MSG_FLAGS TXFLAGS;  
enum CAN_CONFIG_FLAGS CONF_FLAGS; 
 
void InterruptAction(void);  // declaration of high priority interruption routine 
void processBluetoothMessage(void); // this function process a received BT message 
void processWiFiPlusMessage(void); 
void CANprocessMessageRX(void); 
void CANconfig(void); 
void CANMessageTXSend(void); 
void echoCANMessage(void); 
void setEEPROMVariables(void); 
 
// RAM Variables  
#pragma udata section = 0x100  // indications to compiler that the queues starts at RAM direction 
0x100 
 
// circular buffer TX UART 
unsigned char buffer_TX_USART[256];   // circular buffer of 256 positions for TX USART 
 
// circular buffer RX UART 
unsigned char buffer_RX_USART[256];   // circular buffer of 256 positions for RX USART 
 
// circular buffer for CAN_TX messages 
canmsg_t buffer_TX_CAN[16];   // circular buffer of 16 positions = 256/16 
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#pragma udata // from this point here, compiler writes in RAM memory from direction 0x100 
 
// define every bit into ConfigByte 
#define CONFIG ConfigByte.b0  
#define STD_EXT ConfigByte.b1 
#define BUSOFF ConfigByte.b2 
#define BUS128 ConfigByte.b3 
#define BUS96 ConfigByte.b4 
#define TBFULL ConfigByte.b5 
#define RXBOV ConfigByte.b6 
#define TSRACK ConfigByte.b7 
 
// define machine states 
#define STATE_START 0 
#define STATE_CONFIG 1 
#define STATE_ID 2 
#define STATE_DATALEN 3 
#define STATE_DATA 4 
#define STATE_CHECK 5 
#define STATE_BAUDR 10 
#define STATE_FILT 11 
#define STATE_MASK 12 
#define STATE_TIMES 13 
 
 
unsigned int ResponseType;  
unsigned int DataLen; 
unsigned char m_buffer[64]; 
 
 struct {    
  unsigned ack:1; 
  unsigned b1:1; 
     unsigned b2:1; 
     unsigned b3:1; 
  unsigned b4:1; 
  unsigned b5:1; 
  unsigned b6:1; 
  unsigned b7:1; 
   }flags; 
 
 
 
// MAIN FUNCTION 
void main() 
{ 
 // PIC CONFIGURATION, PORTS AND PERIPHERICS 
 TRISA = 0xFF; // inputs 
 TRISB = 0b11111001; // inputs, included RB2 = TX-CAN , RB1 = enable CAN 
 TRISC = 0b10111111; // outputs, included RC7 = RX-UART 
 LATBbits.LATB1=1;  // enable CAN 
 
 flags.b1 = 0; 
 
 // Init vectors for circular buffers to zero 
 in = 0; 
 out = 0; 
 in_RX = 0; 
 out_RX = 0; 
 in_CAN = 0; 
 out_CAN = 0; 
 state = 0; 
 
  setEEPROMVariables(); // set the variables read from EEPROM 
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 OpenUSART(USART_TX_INT_OFF & USART_RX_INT_OFF & USART_ASYNCH_MODE & \\ // 
initialize USART ports: Default baud rate 9600 bps / 129 
 USART_EIGHT_BIT & USART_CONT_RX & USART_BRGH_HIGH, 16);    
 // 115200 bps / 10 @ 20MHz 
 BAUDCONbits.BRG16 = 1; 
 OpenTimer1(TIMER_INT_OFF & T1_SOURCE_INT & T1_PS_1_8);  
 T1CONbits.TMR1ON = 0; // Stop Timer 
            
         
 INTCON = 0x00; // disable all interruptions 
 
 // USART RX interruptions config 
 IPR1bits.RCIP = 1;   // high priority for USART interruptions 
 PIE1bits.RCIE = 1;   // enable priorities for USART RX (reception) 
 
 // CAN RX interruptions config 
 IPR3bits.RXB0IP = 1; // high priority for CAN RX Buffer 0 
 IPR3bits.RXB1IP = 1; // "" buffer 1 
 PIE3bits.RXB0IE = 1; // enable priorities for CAN RX Buffer 0 
 PIE3bits.RXB1IE = 1; // "" buffer 1 
 
 RCONbits.IPEN = 1;  // enable priority levels for interruptions 
 INTCONbits.GIEH = 1; // enable all interruptions 
 
 // ##################################################################  test  
 
 flags.ack = 0; 
 
  
    /*ClearFifo(); 
 send_set_network_mode_msg (); // modo infrastructure --> ACK 
 if(Wifi(0)==0) 
 { 
     while(1); 
 }*/  
  
 ClearFifo(); 
 send_set_ip_adress_msg (); //  6.4.1 : mode DHCP --> ACK 
 if(Wifi(0)==0) 
 { 
     if(Wifi(1)==1) 
      { 
       Wifi(0); 
 
       } 
 }  
   
 ClearFifo(); 
 send_set_channel_list_msg(); // channels in list 1,6 & 11 --> ACK 
 if(Wifi(0)==0) 
 { 
     while(1); 
 } 
    
 ClearFifo(); 
 send_set_cp_ssid_msg(); // SSID DLINK_WIRELESS --> ACK 
    if(Wifi(0)==0) 
  { 
     while(1); 
  }  
  
 ClearFifo(); 
 send_set_regional_domain(); // Default ( FCC) --> ACK 
 if(Wifi(0)==0) 
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 { 
     while(1); 
 } 
       
 ClearFifo(); 
 send_set_list_retry_count_msg(); // retries --> ACK 
 if(Wifi(0)==0) 
 { 
     while(1); 
 }  
         
 ClearFifo(); 
 send_wifi_connect();  //  ACK +  ( PIGGYBACK ACK 0x8000 = 128 ) EVENT MSG =  Type 1 / D.Length 
6 
 if(Wifi(1)==0) 
 { 
     while(1); 
 }  
  
 
 ClearFifo(); 
 send_socket_create_msg();  // Response : SOCKET CREAATE RESPONSE MESSG : 23 --> Type = 
23 / DLength 2 // bit 6 = 0-253 --> OK 
 if(Wifi(23)==0) 
 { 
     while(1); 
 }         
  
    ClearFifo(); 
 send_bind_msg (); 
 if(Wifi(24)==0) 
 { 
     while(1); 
 } 
 
 ClearFifo(); 
 send_socket_recv_from_msg(); 
 if(Wifi(31)==0) 
 { 
     while(1); 
 } 
 
 /*ClearFifo(); 
    send_socket_send_to_msg(); 
 if(Wifi(30)==0) 
 { 
     while(1); 
 } 
 
    ClearFifo(); 
    send_socket_send_to_msg2(); 
 if(Wifi(30)==0) 
 { 
     while(1); 
 }*/ 
 
   
 
 Nop(); 
 
 while(1); 
 
 //set_arp_time_msg(); 
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 while(1) 
 { 
  if(in!=out) // if circular buffer for TX USART is not empty 
  { 
   if(BusyUSART()==0) // if USART is free 
   { 
    WriteUSART(buffer_TX_USART[out++]); // value sent by USART 
   } 
  } 
  if(in_RX!=out_RX) // if RX queue is not empty 
  { 
   getByte = buffer_RX_USART[out_RX++]; // read the first value available of RX 
USART buffer 
   processWiFiPlusMessage(); 
   //processBluetoothMessage();        // message 
processing and storage to CAN buffer 
  } 
  if(CANIsTxReady()) 
  { 
         if(in_CAN!=out_CAN) {      // if CAN TX buffer 
is not empty 
    out_CAN = (out_CAN+1) & 0x0F; 
    CANsend = buffer_TX_CAN[out_CAN]; // store the CAN message 
into CANsend 
    CANMessageTXSend();     // send the CAN 
message according to the config byte given 
   } 
  } 
 } 
} 
 
 
 
 
 
void ClearFifo(void) 
{ 
 unsigned char k; 
 for(k=0;k<255;k++) 
 { 
  buffer_RX_USART[k] = 0x00; 
 } 
 buffer_RX_USART[k] = 0x00; 
 in_RX = 0; 
} 
 
 
 
unsigned char Wifi(unsigned char byte) 
 
{ 
 
 
 unsigned char k = 0; 
 unsigned char found = 0; 
 unsigned char j; 
 
  
 
 // CODIGO RUTINA WIFI 
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 WriteTimer1(0x00); 
 PIR1bits.TMR1IF = 0; 
 T1CONbits.TMR1ON = 1;  // Start Timer 
 
 for(j=0;j<150;j++) 
 { 
  while(!PIR1bits.TMR1IF) // Timeout 
  {    
 
 
   if((buffer_RX_USART[k]==0x55) && (buffer_RX_USART[k+1]==0xAA) && 
(buffer_RX_USART[k+2]==byte)) 
   {  
    found = 1; 
    break; 
   } 
   k++; 
  } 
  PIR1bits.TMR1IF = 0; 
  if(found==1) break; 
   }  
 
 T1CONbits.TMR1ON = 0; // Stop Timer 
 
 return found; 
 
} 
 
 #pragma code InterruptHigh = 0x08 
 void InterruptHigh(void)   // High priority messages 
 { 
 _asm 
  goto InterruptAction 
 _endasm 
 } 
 
 
 #pragma code 
 #pragma interrupt InterruptAction 
  
 void InterruptAction(void) 
  { 
 if(PIR3bits.RXB0IF!=0 | PIR3bits.RXB1IF!=0) // If interruptions for RX CAN have been activated by 
receiving a message (for buffers 0 and 1) 
 { 
  if(PIR3bits.RXB0IF) { 
   PIR3bits.RXB0IF = 0;    // Erase flag bit for RX CAN 
interruption 
  } 
  else { 
   PIR3bits.RXB1IF = 0; 
  } 
  if((unsigned char)(in+1)!=out)  // if USART TX circular buffer is not full 
  { 
   if(CANIsRxReady())    // a CAN message is 
received 
   { 
    if(CANReceiveMessage(&identificador, MensajeRecibido, &LongMensaje, 
&RX_FLAGS))  // if a message has been received 
    {  
     CANprocessMessageRX(); // message processing 
    } 
   }  
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  } 
  else {     // USART TX circular buffer is full 
   if(CANIsRxReady()) 
   { 
    CANReceiveMessage(&identificador, MensajeRecibido, &LongMensaje, 
&RX_FLAGS);  // just receive the message 
   } 
  } 
 } 
 if(PIR1bits.RCIF) // if a USART RX interruption has been activated 
 {       
   buffer_RX_USART[in_RX++] = ReadUSART(); // store the byte into the RX 
buffer 
 } 
} 
 
//----------------------------------------->>  FUNCTIONS  <<---------------------------------------------------- 
 
void setEEPROMVariables(void) // read EEPROM parameters and apply the configuration 
{ 
 // EEPROM 
 // Read EEPROM data 
 CONF_FLAGS = eeprom_read(0x00);    // Valid STD/XTD ------------ 
DEFAULT: ALL MESSAGES 
 echo = eeprom_read(0x01);      // Read if there is ECHO ---- 
DEFAULT: no ECHO 
 timeOff = eeprom_read(0x02);    // Timestamp is off --------- DEFAULT: 
timestamp ON 
 baudR = eeprom_read(0x03);     // baud rate for CAN -------- 
DEFAULT: 125 kbps 
 eeprom_readblk(0x04, Filter.word, 4);   // read filter -------------- DEFAULT: 0xFFFFFFFF 
            // 
no filter, open for all CAN id's 
 eeprom_readblk(0x08, Mask.word, 4);   // read mask ---------------- DEFAULT: 
0x00000000 
            // 
no mask, open for all CAN id's 
 if(echo==0xFF) { // default value for echo if there is no info in EEPROM 
  echo = 0; 
  eeprom_write(0x01, echo); 
 } 
 switch(baudR) // compare the Baud rate byte given to the following cases 
 { 
  case 0x01: 
     CONF_FLAGS=CAN_CONFIG_VALID_STD_MSG; 
     CANInitialize(1, 5, 7, 6, 2, CONF_FLAGS); // setting the Baud rate 
to 125 kbps            
     BRGCON1=0x01; 
     BRGCON2=0x9a; 
     BRGCON3=0x07; 
     break; 
  
  case 0x02: CANInitialize(1, 5, 3, 3, 1, CONF_FLAGS); // setting the Baud rate to 250 
kbps 
     break; 
  
  case 0x03: CANInitialize(1, 2, 5, 3, 1, CONF_FLAGS); // setting the Baud rate to 500 
kbps 
     break; 
 
  case 0x04: CANInitialize(1, 1, 5, 3, 1, CONF_FLAGS); // setting the Baud rate to 1000 
kbps 
     break; 
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  default: CANInitialize(1, 5, 7, 6, 2, CONF_FLAGS); // If no data on EEPROM, setting the 
Baud rate to 125 kbps 
     baudR = 0x01; 
     eeprom_write(0x03, baudR); 
     break; 
 } 
CONF_FLAGS=CAN_CONFIG_VALID_STD_MSG; 
     CANInitialize(1, 5, 7, 6, 2, CONF_FLAGS); // setting the Baud rate 
to 125 kbps   
CANSetOperationMode(CAN_OP_MODE_CONFIG);       
    
     BRGCON1=0x01; 
     BRGCON2=0x9a; 
     BRGCON3=0x07; 
CANSetOperationMode(CAN_OP_MODE_NORMAL); // set CAN mode to normal 
 if(Mask.longword==0xFFFFFFFF) { 
  Mask.longword = 0x00000000; 
  eeprom_writeblk(0x08, Mask.word, 4); 
 } 
 // Set Filter and Mask settings 
 CANSetOperationMode(CAN_OP_MODE_CONFIG); // entering CAN config mode  
 CANSetMask(CAN_MASK_B1, Mask.longword, CONF_FLAGS); // set Mask for Buffer 1 
 CANSetMask(CAN_MASK_B2, Mask.longword, CONF_FLAGS); // set Mask for Buffer 2 
 CANSetFilter(CAN_FILTER_B1_F1 , Filter.longword, CONF_FLAGS); // set Filter for Buffer 1 
 CANSetFilter(CAN_FILTER_B2_F1 , Filter.longword, CONF_FLAGS); // set Filter for Buffer 2 
 CANSetOperationMode(CAN_OP_MODE_NORMAL); // set CAN mode to normal 
 if(timeOff==0) {  // if timer is ON by settings, open it 
  OpenTimer0(TIMER_INT_OFF & T0_16BIT & T0_SOURCE_INT & T0_PS_1_64); // initialize 
Timer0 
 }    
 else if(timeOff==0xFF){ 
  timeOff = 0; // default value for timeOff if there is no info in EEPROM 
  eeprom_write(0x02, timeOff); 
 } 
} 
 
/* 
This function stores the characters received through the CAN bus and stores information in buffer_TX_USART, 
which is emptied in the main routine. 
*/ 
void CANprocessMessageRX(void) 
{ 
 if(timeOff==1) { 
  Timestamp = 0x0000; 
 } 
 else { 
  Timestamp = ReadTimer0(); 
 } 
 buffer_TX_USART[in++] = 0xAA; 
 checksum = 0xAA; 
 // define ConfigByte 
 CONFIG = 0; // always to 0, always data is recieved, not configuration changes 
 STD_EXT = RX_FLAGS && CAN_RX_XTD_FRAME==CAN_RX_XTD_FRAME; 
 BUSOFF = CANIsBusOff(); 
 BUS128 = CANGetRxErrorCount()>128; // if there are more than 128 transmission errors 
 BUS96 = CANGetRxErrorCount()>96; // if there are more than 96 transmission errors 
 if(CANIsTxReady()) { 
  TBFULL = 0; // Tx Buffer ready for next Transmission 
 } 
 else { 
  TBFULL = 1; // Transmit Buffer Overflow – unresolved Messages pending 
 } 
 RXBOV = COMSTATbits.RXB0OVFL && COMSTATbits.RXB1OVFL; // if buffers 0 and 1 are full, 
there is a reception overflow 
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 TSRACK = INTCONbits.TMR0IF;        // 
Timer0 reset 
 INTCONbits.TMR0IF = 0;         // 
Timer0 flag bit to 0, to be able to detect another timer reset 
 // en of ConfigByte  
 aux = ConfigByte.asByte;     
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = Timestamp>>8;     // MSB (Most Significant Byte) 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = (unsigned char)Timestamp;  // LSB (Less Significant Byte) 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = identificador>>24;   // MSB ID 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = identificador>>16; 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux;  
 aux = identificador>>8; 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = (unsigned char)identificador; // LSB ID 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 aux = LongMensaje; 
 buffer_TX_USART[in++] = aux; 
 checksum = checksum + aux; 
 for(i=0; i<LongMensaje; i++) 
 { 
  aux = MensajeRecibido[i]; 
  buffer_TX_USART[in++] = aux; 
  checksum = checksum + aux; 
 } 
 buffer_TX_USART[in++] = checksum; 
} 
 
 
 
void processWiFiPlusMessage(void) 
{ 
 static unsigned int DataPtr; 
  
 // AUTÓMATA 
 switch(state) 
 { 
  // START   
     case STATE_IDLE: if(getByte==0x55) {  
        //CANbuffer.conf = getByte;  
        state = STATE_HEADER0; 
       } 
       else 
       { 
        if(getByte==0x00) 
        { 
         state = STATE_IDLE; 
 
         flags.ack=1;  
 
        } 
         else 
        { 
         Nop(); 
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        } 
       }  
       break; 
 
     case STATE_HEADER0: if(getByte==0xAA) {  
        //CANbuffer.conf = getByte;  
        state = STATE_HEADER1; 
       } 
       break; 
 
     case STATE_HEADER1: 
            ResponseType = getByte; 
            state = STATE_MESSAGETYPE_LOW_RECEIVED; 
            break; 
        case    STATE_MESSAGETYPE_LOW_RECEIVED: 
            ResponseType |= (((unsigned int)getByte)<<8); 
            state = STATE_MESSAGETYPE_HIGH_RECEIVED; 
            break; 
        case    STATE_MESSAGETYPE_HIGH_RECEIVED: 
            DataLen = getByte; 
            state =  STATE_DATALEN_LOW_RECEIVED; 
            break; 
        case    STATE_DATALEN_LOW_RECEIVED: 
            DataLen |= (((unsigned int)getByte)<<8); 
            if (DataLen == 0) { 
                state = STATE_AWAITING_TRAILER; 
            } else { 
                DataPtr = 0; 
                state = STATE_DATA_RECEIVING; 
            } 
            break; 
        case    STATE_DATA_RECEIVING: 
            m_buffer[DataPtr++] = getByte; 
            if (DataPtr == DataLen) { 
                state = STATE_AWAITING_TRAILER; 
            } 
            break; 
        case STATE_AWAITING_TRAILER: 
            if (getByte == 0x45) { //  Complete Message received, so submit it for processing 
                    // SubmitResponse((RSP_MSG_t)ResponseType, 
DataLen); 
 
    if (flags.b1 == 0) 
    { 
      flags.b1 = 1; 
 
    // send_scan_get(); 
      
    } 
 
    if ((ResponseType ==1) && (m_buffer[0]==8)) 
    { 
    send_socket_create_msg(); 
    //Nop(); 
    } 
         
    if (ResponseType==23)  
    {     
    handle = m_buffer[0]; 
    send_socket_connect_msg(); 
    } 
     
    if ((ResponseType ==25)) 
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    { 
    //for(i=0;i<100;i++) 
    //{ 
    //Delay10KTCYx(250); 
    send_socket_send_msg(); 
    while (1);  
    //} 
                        
                } 
             else {   
    Nop(); 
                
            } 
            state =  STATE_IDLE; 
            break; 
        default: 
            state =  STATE_IDLE; 
     } 
 } 
} 
 
/* 
This function reads the last byte available in buffer_RX_USART and it goes state by state depending on the 
byte given. Depending on the configuration byte it stores the CAN message in buffer_TX_CAN to be delivered in 
the main routine, or changes the PIC configuration regarding the CAN bus. 
*/ 
void processBluetoothMessage(void) 
{ 
   // AUTÓMATA 
   switch(state) 
   { 
    // START   
       case STATE_START: if(getByte==0x55) {  
          //CANbuffer.conf = 
getByte;  
          state = 
STATE_CONFIG; 
         } 
         break;  
    // CONFIGURATION 
    case STATE_CONFIG: if(getByte>=0x00 && getByte<=0x78) { 
          CANbuffer.conf = 
getByte; 
          j = 3; 
          state = STATE_ID; 
         }   
   
         else if(getByte==0x81) { 
          CANbuffer.conf = 
getByte;  
          state = 
STATE_BAUDR; 
         } 
         else if(getByte==0x82) { 
          CANbuffer.conf = 
getByte;  
          j = 0; 
          state = 
STATE_FILT;  
         } 
         else if(getByte==0x83) { 
          CANbuffer.conf = 
getByte;  
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          j = 1; 
          timeOff = 0; 
          state = 
STATE_TIMES;    
         } 
         else if(getByte==0x84) { 
          CANbuffer.conf = 
getByte;  
          timeOff = 1; 
          state = 
STATE_CHECK;    
         } 
         else if(getByte==0x86) { 
          CANbuffer.conf = 
getByte;  
          state = 
STATE_CHECK; 
         } 
         else if(getByte==0x87) { 
          CANbuffer.conf = 
getByte;  
          state = 
STATE_CHECK; 
         } 
         break; 
    // DATA ID 
    case STATE_ID:  if(j!=0) { 
         
 CANbuffer.idUnion.idByte[j] = getByte; 
          j--; 
         }  
         else if(j==0){ 
         
 CANbuffer.idUnion.idByte[j] = getByte; 
          state = 
STATE_DATALEN;  
         }  
         break; 
    // DATA LENGHT 
    case STATE_DATALEN: CANbuffer.dlc = getByte; 
         state = STATE_DATA; 
         break; 
    // MESSAGE DATA 
    case STATE_DATA: if(j!=7) { 
          CANbuffer.data[j] = 
getByte; 
          j++; 
         }   
   
         else if(j==7){ 
          CANbuffer.data[j] = 
getByte; 
          j = 0; 
          state = 
STATE_CHECK; 
         } 
         break; 
    // BAUD RATE 
    case STATE_BAUDR: baudR = getByte; 
         state = STATE_CHECK; 
         break; 
    // FILTER 
    case STATE_FILT: if(j!=3) { 
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          Filter.word[j] = 
getByte; 
          j++; 
         }   
   
         else { 
          Filter.word[j] = 
getByte; 
          j = 0; 
          state = 
STATE_MASK;    
         } 
         break; 
    // MASK 
    case STATE_MASK: if(j!=3) { 
          Mask.word[j] = 
getByte;  
          j++; 
         }   
   
         else { 
          Mask.word[j] = 
getByte;  
          j = 0; 
          state = 
STATE_CHECK;    
         } 
         break; 
    // TIMESTAMP 
    case STATE_TIMES: if(j==1) { 
         
 CANbuffer.timeunion.time[j] = getByte; 
          j--; 
         }   
         else { 
         
 CANbuffer.timeunion.time[j] = getByte; 
          state = 
STATE_CHECK; 
         } 
         break; 
    // CHECKSUM 
    case STATE_CHECK: state = STATE_START; 
         if(CANbuffer.conf<=0x78 && 
CANbuffer.conf>=0x0) {  // data will pass directly through de CAN bus 
          if(((unsigned 
char)((in_CAN)+1) & 0x0F)!=(out_CAN)) {  // if buffer is not full 
           in_CAN = 
(in_CAN+1) & 0x0F; 
          
 buffer_TX_CAN[in_CAN] = CANbuffer;   // store the CAN message into the 
CAN buffer 
          } 
         } 
         else { 
          CANconfig(); 
        // modify CAN settings 
         } 
         break; 
    //Error, no operate 
    default:   Nop(); 
         break; 
   } 
} 
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void CANconfig(void) // modify CAN settings 
{ 
 switch(CANbuffer.conf) 
 { 
  // set CAN baud rate 
  case 0x81: eeprom_write(0x03, baudR); // store the baud rate value to the 
EEPROM 
     if(echo==1) { 
      while(!CANIsTxFree()) { 
       Nop(); // TX buffer is not free, just wait until it is 
      } 
      if(CANIsTxFree())  // if all of CAN transmit buffers are free 
      { 
       INTCON = 0x00; // ECHO mode: First, disable 
interrupts 
       buffer_TX_USART[in++] = 0x55; 
       buffer_TX_USART[in++] = 0x81; 
       buffer_TX_USART[in++] = baudR; 
       checksum = 0x55 + 0x81 + baudR; 
       buffer_TX_USART[in++] = checksum; 
       INTCONbits.GIEH = 1; //enable interrupts 
      } 
     } 
     CANSetOperationMode(CAN_OP_MODE_CONFIG); // entering 
the CAN config mode  
     switch(baudR) // compare the Baud rate byte given to the 
following cases 
     { 
      case 0x01: CANSetBaudRate(1, 5, 7, 6, 2, 
CONF_FLAGS); // setting the Baud rate to 125 kbps       
     
         break;   
   
      case 0x02: CANSetBaudRate(1, 5, 3, 3, 1, 
CONF_FLAGS); // setting the Baud rate to 250 kbps  
         break;   
  
      case 0x03: CANSetBaudRate(1, 2, 5, 3, 1, 
CONF_FLAGS); // setting the Baud rate to 500 kbps  
         break; 
      case 0x04: CANSetBaudRate(1, 1, 5, 3, 1, 
CONF_FLAGS); // setting the Baud rate to 1000 kbps  
         break; 
     } 
     CANSetOperationMode(CAN_OP_MODE_NORMAL); // sets CAN 
mode to normal 
     break; 
 
  // Set filter/mask settings 
  case 0x82: eeprom_writeblk(0x04, Filter.word, 4); 
     eeprom_writeblk(0x08, Mask.word, 4); 
     if(echo==1) { 
      while(!CANIsTxFree()) { 
       Nop();  // TX buffer is not free, just wait until it 
is 
      } 
      if(CANIsTxFree())  // if all of CAN transmit buffers are free 
      { 
       INTCON = 0x00;  // ECHO mode: First, disable 
interrupts 
       buffer_TX_USART[in++] = 0x55; 
       buffer_TX_USART[in++] = 0x82; 
       checksum = 0x55 + 0x82; 
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       for(i=3; i>=0; i--) 
       { 
        aux = Filter.word[i]; 
        buffer_TX_USART[in++] = aux; 
        checksum = checksum + aux; 
       } 
       for(i=3; i>=0; i--) 
       { 
        aux = Mask.word[i]; 
        buffer_TX_USART[in++] = aux; 
        checksum = checksum + aux; 
       } 
       buffer_TX_USART[in++] = checksum; 
       INTCONbits.GIEH = 1; //enable interrupts 
      } 
     } 
     CANSetOperationMode(CAN_OP_MODE_CONFIG);  
    // entering the CAN config mode  
     CANSetFilter(CAN_FILTER_B1_F1 , Filter.longword, 
CONF_FLAGS); // set Filter for Buffer 1 
     CANSetFilter(CAN_FILTER_B2_F1 , Filter.longword, 
CONF_FLAGS);  // set Filter for Buffer 2 
     CANSetMask(CAN_MASK_B1, Mask.longword, CONF_FLAGS);
    // set Mask for Buffer 1 
     CANSetMask(CAN_MASK_B2, Mask.longword, CONF_FLAGS);
    // set Mask for Buffer 2 
     CANSetOperationMode(CAN_OP_MODE_NORMAL);   
    // sets CAN mode to normal 
     break; 
 
  // setting the timestamp  
  case 0x83: eeprom_write(0x03, 0x00); // store in the EEPROM that timeOff is 0 
     if(T0CONbits.TMR0ON) {  
      Nop(); 
     } 
     else { 
      OpenTimer0(TIMER_INT_OFF & T0_16BIT & 
T0_SOURCE_INT & T0_PS_1_64); // initialize Timer0 
     } 
     WriteTimer0(CANbuffer.timeunion.timestamp); 
     break; 
 
  // setting timestamp off 
  case 0x84: eeprom_write(0x03, timeOff); // store in the EEPROM the timeOff value (1) 
     if(T0CONbits.TMR0ON) {  
      CloseTimer0(); 
     } 
     break; 
  default: Nop();  
 } 
} 
 
/* 
This function sends the CAN message according to the configuration given,  
like Standard or Extended messages, with ECHO mode, RTR or timer resets. 
It also stores in EEPROM memory the relevant parameters. 
*/ 
void CANMessageTXSend(void) 
{ 
 switch(CANsend.conf) 
 { 
     case 0x00:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
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         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_NO_RTR_FRAME; 
         echo = 0; 
         eeprom_write(0x01, echo); 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         break; 
 
     case 0x10:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_NO_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x20:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_NO_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x30:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_NO_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x40:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
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         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_NO_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x50:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_NO_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x60:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_NO_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x70:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_NO_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     // Same message type except for the RTR (Remote Transmission 
Request) SCFIG3 config bit (C2BT) is used as the RTR on/off 
     case 0x08:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
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         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x18:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x28:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x38:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_STD_FRAME & CAN_TX_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x48:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_RTR_FRAME; 
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 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x58:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echo = 0; 
         eeprom_write(0x01, echo); 
         break; 
 
     case 0x68:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_RTR_FRAME; 
        
 CANsend.timeunion.timestamp = ReadTimer0(); 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break; 
 
     case 0x78:  CONF_FLAGS = 
CAN_CONFIG_ALL_MSG; 
         eeprom_write(0x00, 
CONF_FLAGS); 
         TXFLAGS = 
CAN_TX_XTD_FRAME & CAN_TX_RTR_FRAME; 
         if(T0CONbits.TMR0ON) {  
         
 WriteTimer0(0x0000); // Timer0 reset 
         
 CANsend.timeunion.timestamp = ReadTimer0(); 
         } 
        
 CANSendMessage(CANsend.idUnion.id, CANsend.data, CANsend.dlc, TXFLAGS); 
         echoCANMessage(); 
         break;  
     default:  Nop(); 
 } 
} 
 
void echoCANMessage(void) // send a message received back to the host 
{ 
 INTCON = 0x00; // ECHO mode: First, disable interrupts 
 echo = 1; 
 eeprom_write(0x01, echo); 
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 // store every byte sent in the USART TX queue 
 buffer_TX_USART[in++] = 0x55;  
 buffer_TX_USART[in++] = CANsend.conf; 
 checksum = 0x55 + CANsend.conf; 
 for(i=3; i>=0; i--) 
 { 
  aux = CANsend.idUnion.idByte[i]; 
  buffer_TX_USART[in++] = aux; 
  checksum = checksum + aux; 
 } 
 buffer_TX_USART[in++] = CANsend.dlc; 
 checksum = checksum + CANsend.dlc; 
 for(i=0; i<8; i++) 
 { 
  aux = CANsend.data[i]; 
  buffer_TX_USART[in++] = CANsend.data[i]; 
  checksum = checksum + aux; 
 } 
 buffer_TX_USART[in++] = checksum; 
 INTCONbits.GIEH = 1; //enable interrupts 
Disseny i implantació d’un convertidor CAN / WiFi de baix cost basat en un microcontrolador de 8 bits Pàg. 23 
 
Annex B: Codi del programa python 
# CAN to WiFi  
# Add send capabilities  
# Test with PID number 5  
# Test with DTCs plus Flow Control (MultiFrames)  
import socket  
import time  
class WiFi2BT:  
def __init__(self, mac_address="30:14:06:12:14:35"): # connects to HC-06 
port address  
self.socket = socket.socket(socket.AF_WIFI, socket.SOCK_STREAM, 
socket.BTPROTO_RFCOMM)  
self.socket.connect((mac_address, 1))  
print("Initialized connection")  
self.flagStop = 0  
self.state = 0  
self.msg = bytearray()  
self.iden = 0  
self.timestamp = 0  
self.checksum = 0  
self.counter = 0  
def _write(self, data_byte):  
self.socket.send(bytes([data_byte]))  
#print(hex(data_byte))  
def write(self, data_byte):  
print(hex(data_byte))  
def sendmessage(self,iden,message):  
# 0x55, Config, iden (4), dlc, data, checksum  
print("SENDING MESSAGE...")  
checksum = 0x55  
self._write(0x55) #start  
byte3 = config  
checksum = checksum + byte3  
self._write(byte3) #config  
byte3 = iden>>24 #MSB iden  
checksum = checksum + byte3  
self._write(byte3)  
byte3 = iden>>16 # iden  
checksum = checksum + byte3  
self._write(byte3)  
byte3 = iden>>8 # iden  
checksum = checksum + byte3  
self._write(byte3)  
byte3 = iden & 0xff #LSB iden  
checksum = checksum + byte3  
self._write(byte3)  
byte3 = len(message) # dlc  
checksum = checksum + byte3  
self._write(byte3)  
for j in range(0,byte3):  
checksum = checksum + message[j] # message  
self._write(message[j])  
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print(hex(message[j]))  
self._write(checksum & 0xff)  
print('ID: ', hex(iden))  
def sendmessageloop(self, iden, message):  
# 0x55, Config, iden (4), dlc, data, checksum  
while iden <= 100:  
self.sendmessage(iden, message)  
time.sleep(0.01)  
iden += 1  
def setnewbaudrate(self, baudrate):  
checksum = 0x55  
self._write(0x55)  
print("0x55")  
checksum = checksum + 0x81  
self._write(0x81)  
print(hex(0x81))  
self._write(baudrate)  
checksum = checksum + baudrate  
print(baudrate)  
self._write(checksum & 0xFF)  
print(hex(checksum & 0xFF))  
print("Baud rate has been changed")  
def setfiltermask(self, filt, mask):  
checksum = 0x55  
self._write(0x55)  
print("0x55")  
self._write(0x82)  
checksum = checksum + 0x82  
print(hex(0x82))  
for i in range(0,4):  
self._write(filt[i])  
checksum = checksum + filt[i]  
print(hex(filt[i]))  
for i in range(0,4):  
self._write(mask[i])  
checksum = checksum + mask[i]  
print(hex(mask[i]))  
self._write(checksum & 0xFF)  
print(hex(checksum & 0xFF))  
print("Filter/mask settings has been changed")  
def settimestamp(self, timestamp):  
checksum = 0x55  
self._write(0x55)  
print("0x55")  
self._write(0x83)  
checksum = checksum + 0x83  
print(hex(0x83))  
for i in range(0,2):  
self._write(timestamp[i])  
checksum = checksum + timestamp[i]  
print(hex(timestamp[i]))  
self._write(checksum & 0xFF)  
print(hex(checksum & 0xFF))  
print("Timestamp has been set")  
def setofftimestamp(self):  
checksum = 0x55  
self._write(0x55) 
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print("0x55")  
self._write(0x84)  
checksum = checksum + 0x84  
print(hex(0x84))  
self._write(checksum & 0xFF)  
print(hex(checksum & 0xFF))  
print("Timestamp set to OFF")  
def processmessage(self,interval):  
t1 = time.time()  
#print(t1)  
while (time.time()-t1)<interval:  
#print(time.time())  
if self.readmessage():  
#print(hex(self.iden),(self.msg))  
self.counter+=1  
def readmessage(self):  
rx2 = self.socket.recv(1)  
rx = int.from_bytes(rx2,'little')  
if self.state == 0 and rx == 0xAA: #start  
self.state = 1  
self.checksum = 0xAA  
elif self.state==1: #config  
self.checksum = self.checksum + rx  
self.state = 2 #config arrived  
self.bytesiden = 0  
self.timestamp = 0  
elif self.state==2: #timestamp  
self.checksum = self.checksum + rx  
self.timestamp=self.timestamp+rx*(256**(2-self.bytesiden))  
self.bytesiden = self.bytesiden + 1  
if self.bytesiden == 2:  
self.state = 3  
self.iden = 0  
self.bytesiden = 0  
elif self.state==3: #identificador  
self.checksum = self.checksum + rx  
self.iden = self.iden + rx*(256**(3-self.bytesiden))  
self.bytesiden = self.bytesiden + 1  
if self.bytesiden == 4:  
self.state = 4  
elif self.state==4: #longmens  
self.dlc = rx  
self.state = 5  
#self.data = ''  
self.msg.clear()  
self.bytesdata = 0  
self.checksum = self.checksum + rx  
elif self.state==5: #missatge  
self.checksum = self.checksum + rx  
self.msg.extend(rx2)  
#self.data = self.data +str(rx)  
self.bytesdata = self.bytesdata + 1  
if self.bytesdata == self.dlc:  
self.state = 6  
elif self.state==6: #checksum  
self.state = 0  
if (self.checksum & 0xFF)==rx:  
print("OK")  
print("iden:",hex(self.iden))  
for i in range(0,self.dlc): 
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print(hex(self.msg[i]))  
return True  
else:  
print("KO")  
return False  
return False  
def stop(self):  
print("Closing connection")  
self.socket.close() 
