probably not computer professionals. Therefore, it is necessary to provide them with a straightforward and easyto-handle approach to retrieve the information required for the decision making process. To achieve this, the definition of the selection operation and the predicate definition are adjusted to make it possible to have in the output only a subset of the objects from the actual result of a linear recursive query. Otherwise, it is infeasible to achieve the same output without an additional selection with a complicated predicate. We also define an operation that facilitates applying aggregate functions on objects. The two operations proved to be very useful and necessary to study the characteristics of trees and directed graphs. The presented model has been implemented as a part of our object-oriented database management system prototype.
We present a model that simplifies the formulation of a wide range of complex, mainly selection-based, objectoriented queries, including linear recursive queries. They are complex because it is almost impossible for naive users to predict the formulation of their predicate expressions. Naive users are mainly decision makers who are most probably not computer professionals. Therefore, it is necessary to provide them with a straightforward and easyto-handle approach to retrieve the information required for the decision making process. To achieve this, the definition of the selection operation and the predicate definition are adjusted to make it possible to have in the output
only a subset of the objects from the actual result of a linear recursive query. Otherwise, it is infeasible to achieve the same output without an additional selection with a complicated predicate. We also define an operation that facilitates applying aggregate functions on objects. The two operations proved to be very useful and necessary to study the characteristics of trees and directed graphs. The presented model has been implemented as a part of our object-oriented database management system prototype.
One of the important reasons to have a query model is to answer queries with minimum effort from the user, i.e., the user does not need to write programs in order to retrieve required information from a given database. However, it is not acceptable to explicitly store in a database all the information necessary to answer queries. In other words, a query model should not be dedicated to retrieve information explicitly stored in a database; more important than that is to have a query model capable of retrieving implicit information. This is a capability of deductive database systems that conventional database systems do not support well if at all. An advanced query model is the one that provides its users with all the facilities and constructs required to retrieve the information explicitly stored in the database and to dig-out the information implicitly present in the database. The power of a query model depends on how much implicit information it is capable to deduce from the stored database contents. Another important objective behind introducing query models is to simplify the coding of complex queries. It is not necessary for a query to be based on multiple classes in order to be identified complex; also single class based queries can be complex. Recursive queries and queries that return a subset of the transitive closure are two important categories of single-class based complex queries. As a result, a query model should be powerful enough to provide its naive users with the capability of expressing complex queries in a simple way to deduce from the database contents the information necessary and sufficient for their decision-making process.
A query model inherits power from the underlying data model. In case the underlying data model does not provide much power, as is the case with the conventional relational model, different operations are defined and existing operations are revised to improve the power of a query model. As object-oriented databases are concerned, the class-composition hierarchy provides implicit joins and hence many queries can be coded using the selection operation. Object-oriented databases are powerful and well accepted to model and handle advanced applications that are modeled in terms of 
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trees and directed graphs like geographical information systems applications. The selection operation must be powerful enough to benefit from the features of an object-oriented data model and serve end-users with the required information regardless of whether the information is explicitly or implicitly present in the database. It should support partial linear recursion as well as full linear recursion to provide traversing a whole tree or a part of a tree, a whole graph or a part of a graph. The location of the required subset within a tree or a graph should not affect the query formulation process. A user should feel comfortable to code a query to get a branch of a tree and the query model should hide from the user the complexity of reaching that branch. This could be illustrated by (recursively) executing a method for each subpart connected to a given part object. There may be cases where it is necessary to execute a method only on a subset of the subparts connected to a given part. Even if recursive queries are not special to object-oriented query languages only, query languages supporting advanced applications must include some form of recursion (Abiteboul and Bonner, 1995; Agrawal, 1988; Alhajj and Polat, 1996; Cluet and Delobel, 1994; Colby, 1989; Gardarin and Valduriez, 1992; Kim, Kim and Dale, 1989; Lee and Henschen, 1995; Hagen, 1994) . Recursive queries are important for object-oriented databases because the schema of an object-oriented data model may contain cycles (by having the domain of an attribute being objects in a class). Also, recursive queries are of great interest to the application areas of object-oriented databases, e.g., engineering database applications including CAD/CAM and software engineering applications, which are modeled in terms of recursive definitions.
In this paper, we present a novel approach to extend the definition of the selection operation in an object-oriented query model to have it capable of handling a wide range of selection-based queries including linear recursive queries and queries that are not recursive, but identified as complex queries. They are complex because it is almost impossible for naive users to predict the formulation of their predicate expressions. Naive users are mainly decision makers who are in general not computer professionals; hence it is necessary to provide them with a straightforward and easy-to-handle approach to retrieve the information required for the decisionmaking process. We also define an operation that facilitates the application of aggregate functions on objects in a given class. The two operations, selection and aggregation, are required to study the characteristics of links in information sources that are modeled in terms of trees and graphs. Our approach facilitates the formulation of linear recursive queries by merely allowing object variables to be bound to objects in the result. We also extend the format of the predicate expression allowed in the selection operation to achieve more expressiveness. This way, it becomes possible to express queries that return only a subset of the objects in the actual transitive closure. Such queries are not feasible otherwise without performing a complicated selection on the transitive closure. Different illustrative examples are presented.
The rest of the paper is organized as follows. A general overview of the related work is presented. Then a section is presented that includes a description of the model where the basic definitions and notation are presented. Our approach to simplify the coding of queries is discussed and some illustrating examples are presented. This is followed by the summary and conclusions.
Related Work
Recursion improves the power of a query language and many applications require the underlying query model to support recursion. Abiteboul and Bonner (1995) pointed out that it is important for a query model to support recursion; they only considered general recursive queries. As reported in the literature, conventional query models as well as advanced query models, including object-oriented query models involve recursion in one way or the other (Abiteboul and Bonner, 1995; Agrawal, 1988; Alhajj and Polat, 1996; Cluet and Delobel, 1994; Colby, 1989; Gardarin and Valduriez, 1992; Kim, Kim and Dale, 1989; Lee and Henschen, 1995; Hagen, 1994) . Recursion provides the possibility to deduce some information, which is not explicitly present in the database.
Computing the transitive closure of a given database relation attracted the attention of many researchers because many of the recursive real-life problems are linear in nature. Agrawal discussed transitive closure queries within the realm of conventional relational databases (Agrawal and Kiernan, 1993; Agrawal, 1988) . His approach is restricted to general transitive closure queries, where he presented some algorithms to compute the transitive closure. Lu, et al. (1987) also developed some algorithms to compute the transitive closure of database relations. Bancilhon and Ramkrishinan introduced some approaches to deal with and process recursive queries (Bancilhon and Ramakrishinan, 1986) . The evaluation of recursive queries was also studied by Lee and Henschen (1995) . within a rule-based deductive database query language. Colby (1989) considered the impact of a recursive algebra on query optimization within the nested relational model. Kim, et al. (1989) , handled simple recursive queries in object-oriented databases. Their approach was implemented as a part of the query model of the ORION database management system. However, their query language is restricted to only selection-based queries. The AQUA data model (Subramanian, 1995) has an object algebra that has the capability of manipulating trees and graphs. However, the provided operators return either a complete tree or a branch of a tree (from the root to the leaves) and are not capable of returning a subset of a branch from a tree. As a result, all of the discussed approaches consider only full recursion, and partial recursion is neglected. As pointed out in the introduction section, partial recursion is important for cases where the actual required answer is only a part of the complete transitive closure. This was the main motivation behind developing the approach presented in this paper.
The Basic Terminology and Definitions
Our work, described in this paper, is based on a model that has core object model characteristics generally agreed upon in the literature, such as identity, multiple inheritance, overriding and polymorphism, complex objects and encapsulation. The basic terminology and definitions necessary to understand the rest of this paper are given in the sequel. Shown in Figure 1 is a class hierarchy that will be referenced frequently in the paper where illustrating examples are necessary. Definition 3.1 (Class) A class c is defined to be a tuple,
, where c is class identifier, C p (c) and C b (c) are the list of direct superclasses and the set of direct subclasses of class c, respectively, and P expression (c) is a list of predicates the disjunction of which constitute the predicate expression that filters objects to be considered in class c. Based on the following criteria, c is classified as user defined, brother or virtual class.
If card(P d (c))
1 =0 then c is a user defined class.
Else If card(P d (c))=1 and card(C p (c))=card(C b (c))=0 then c is a brother of the class found in P d (c).
Else c is a virtual class. According to Definition 3.1, to introduce a new class into the class hierarchy, it is necessary to investigate whether the new class can utilize the characteristics already present within other classes and add only those characteristics not present within the hierarchy. To facilitate this, the first argument in a class definition is a list with elements being classes from which inheritance is achieved. For instance, from Figure 1 we say that Person is a superclass of Student and Staff, while each of Student and Staff is a subclass of Person. Any object in Student or Staff is actually an object in Person, but the reverse is not true. Given any two classes c 1 and c 2 in C p (c), it is required that neither of them, i.e., neither c 1 nor c 2 , be a direct or indirect superclass of the other. To illustrate Definition 3.1, consider the following example.
Example 3.1 (User defined classes)
All the classes shown in Figure 1 are user-defined classes and their characteristics are enumerated next.
Course: 
C o p y r i g h t I d e a G r o u p I n c .
Department:
L a t t r i b u t e s ( D e p a r t m e n t ) = { n a m e : s t r i n g , h e a d : S t a f f , offers:Course}
As Example 3.1 is concerned, the following points should be emphasized. First, any pair iv:d, within local attributes of a class, represents the definition of an attribute such that iv is the attribute name and d is the corresponding underlying domain. For instance, the domain of age is the set of integers. A domain specified between braces indicates that always a set is expected as the value of that attribute, even a single element is represented by a singleton set. For instance, children:{Person} specifies a set of objects from the Person class as the children of a Person. List values are also allowed by specifying the domain between squared-brackets. For example, x: [Person] means that x takes a list of objects from the Person class as its value. Second, the behavior of a class includes two methods corresponding to each particular attribute, with the same message being used to invoke both methods but with different parameters. The first method, with a single parameter, sets the value of an attribute to the value specified by the parameter. The second method has no parameter and simply returns the current stored value of an attribute. For instance, given name as an attribute in Example 3.1, two messages name() and name(t) are there to retrieve the name of a receiving object and to set the name of a receiving object to the value t, respectively. All the classes enumerated in Example 3.1 are userdefined classes. On defining a class, say Student, a user doesn't specify all its characteristics from scratch. Rather, it is necessary to investigate the hierarchy and locate the fact that Student class should be a subclass of Person class. This way, the Student class will utilize the characteristics defined for the Person class and only additional characteristics are added locally to the Student class. By this connection, redundancy in the database is minimized and the Student class will be able to recognize any changes done to the characteristics of the Person class. Also, the Person class will be aware of any object added to the Student class based on the fact that a student is a person. A class also has a filtering predicate to be satisfied by all objects to be added to that class. Simply, a predicate is a restriction on the information to appear in the output; predicate expressions are defined next.
Definition 3.2 (Predicate Expressions)
The following are predicate expressions: P 1 : T and F are predicate expressions representing the truthvalues true and false. (Alhajj and Polat, 1998; Alhajj and Arkun, 1992) . In other words, for every class there is one and only one corresponding query expression. A query expression includes objects of a certain class, the language they understand, and a filtering predicate to decide on objects. The language consists of message expressions (all possible paths) where a message expression is a sequence of messages constructed according to some criteria as detailed in Definition 3.4.
Definition 3.3 (Query Expression)
A query expression (OAE) e evaluates to a triplet (W instances (e), M expressions (e), P expression (e)), where M expressions (e) is a set of the message expressions that lead to reachable values within objects in W instances (e), and P expression (e) is a list of predicates the disjunction of which filters objects to be included in W instances (e) .
Given an OAE e, the function OAE(W instances (e)) returns OAE e itself. Definition 3.3 is crucial for closure maintenance in an object-oriented query model. It identifies the necessary and sufficient characteristics of operands and query results. From the query model perspective, the only OAE characteristics that are important are its set of objects, its set of message expressions that can be used to access values encapsulated within the objects, and its predicate that filters objects to be considered in the first set. We have proved elsewhere (Alhajj and Polat, 1994) that there is a one-to-one correspondence between OAEs and classes. However, during a given session, the number of OAEs may become more than the number of classes and both numbers become equal at the end of a session. The extra OAEs that exist during a session correspond to temporary query results. The system puts effort in deriving other class characteristics only for OAEs that are intended to be persistent in order to be compatible with other classes present in the class hierarchy. The starting point for deriving the characteristics of the class that corresponds to a given OAE is its set of message expressions. Based on the set of message expressions, it is possible to derive the set of messages, the set of attributes, the list of superclasses and the set of subclasses, as detailed in Alhajj and Polat (1994 (e) .
Given an OAE e and the corresponding class c. According to Definition 3.4, every message understandable by objects in class c belongs to M expressions (e). Some messages from W behavior (c) return only atomic values and other messages return the identities of a group of one or more objects from an existing class. By considering the latter messages and the fact that also each of the returned objects understands a set of messages, it is possible to reach values within any of the latter objects by the consecutive execution of the corresponding message from W behavior (c) and the messages particular to the class of that object. In the same way, we can recursively apply this rule until we get all possible reachable atomic values, or get in a situation where it is possible to repeat applying the same message again and again. The latter case reflects a cycle, where the domain of an attribute directly or indirectly leads to the class of the attribute itself as illustrated next in Example 3.2. In other words, the set M expressions (e) becomes countably infinite when there is a cycle in the class-composition subhierarchy rooted at class c. Consequently, message expressions of an OAE are not explicitly enumerated. A message expression is checked against Definition 3.4 to decide whether it can be accepted by objects in W instances (e). Starting from W behavior (c) we can decide whether a given message expression is an element of M expressions (c).
Example 3.2 (Message Expressions) According to definition 3.4, M e x p r e s s i o n s ( P e r s o n ) = L b e h a v i o r ( P e r s o n )
Example 3.2 illustrates the case of a cycle in a message expression. Explicitly, the message children() may be recursively applied a number of times in order to get to particular descendants of a given person object. This is possible and valid because person objects are obtained in the result every time the message children() is applied to a person object. The next definition enumerates all possible objects of a class.
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Definition 3.5 (Class Extent)
Given a class c and let C b (c)={c b1 , c b2 , ..., c bt } be the set of its direct subclasses. All objects that understand at least the behavior in W behavior (c) , constitute the extent of class c, denoted by W instances (c). This set is recursively defined in terms of the extents of the classes in C b (c) .
W instances (c bi )
To find all objects in a given class according to Definition 3.5, it is necessary to consider objects added directly to that class as well as objects added directly to any of its direct and indirect subclasses. The latter objects are considered because an object in a subclass includes at least values for the attributes defined in its superclass(es). For example, a student object includes values for all the attributes defined in the Person class in addition to some other attributes defined locally within the Student class. So, every student object is considered to be a person object.
Query Formulation Model
The motivation behind the selection-based approach presented in this section is the fact that in general complete transitive closure is seldom required by applications. A subset of the transitive closure is adequate for answering many queries. Handling restricted transitive closure queries depends on the corresponding restriction criteria. This leads to the presented approach where the predicate expression specified in the selection operation is adjusted accordingly in a way to express the restriction criteria such that only a subset of the objects in the actual transitive closure appears in the result of a given query. Otherwise, such a restriction is possible only by adding another selection to specify the restriction criteria. However, constructing the predicate expression of the latter selection is not trivial; it is a complicated task. The difficulty is directly proportional to the number of iterations. In other words, the difficulty depends on how deep within the classcomposition hierarchy is the first level of nesting to be considered in the output and how many other levels are to be processed. The presented approach allows users to simply process any set of nodes in a graph regardless of the set size and location of nodes within the graph. We start by introducing the two operations, selection and aggregation, that will be intensively used in the rest of this paper.
Definition 4.1 (Selection Operation)
The selection operation takes a single OAE as operand and produces an OAE as output. The objects included in the answer are those satisfying a given predicate expression.
The Aggregation returns the answer, R, where the number of objects is the same as the number of groups, i.e., each group has a corresponding object in the answer. Each object in R contains two values; the first value is a set of identities of objects that are in the same group and the second value is the result of applying aggregate function f on objects that constitute the first value. Explicitly, the answer, R, consists of:
M expressions (R)=(eqclass() M expressions (O))≈{aggreg()}, where
eqclass() is a message that returns the first value within the receiving object in W instances (R) , and aggreg() is a message that returns the second value within the receiving object in W instances (R), i.e., the result of aggregate function f.
W instances (R) = {o|∀o' eqclass(o)∀o" eqclass(o),M e (o') =M e (o") eqclass(o)∏W instances (O) aggreg(o)=f({m e (o''') | o''' eqclass(o)})} 3. P expression (R)=[]
Consider the following two examples that illustrate the motivation for the query formulation approach presented in this paper.
Example 4.1
Find the grandfather of "Jack''. GrandF=Select [Person%r,(sex(r) 
The symbol % indicates that the successor variable, say r, is bound to and ranges over objects of the immediate predecessor OAE, here Person. When the immediate predecessor OAE is omitted, the successor variable is bound to objects in the answer. More than one variable may range over objects of the same OAE. For example, Person% s 1 % s 2 indicates that s 1 and s 2 range over objects of Person. We differentiate between temporary and persistent evaluations of a query, where an assignment free query is always evaluated on a temporary basis. We use = and := to differentiate between temporary and persistent based evaluations, respectively. While a temporary based evaluation of a query ends by finding the triplet of sets in the answer, a persistent based evaluation continues with the finding of additional class characteristics of the determined triplet (Alhajj and Polat, 1998; Alhajj and Polat, 1994 (Person) (name(r 1 ) ="Jack'') (r 1 children(r 2 )) (r 2 OE children(r 3 )) (sex(r 3 ) = "M") Ÿ (r 3 children(r 4 )) (r 4 children(r))] Examples 4.1 and 4.2, respectively, illustrate temporary and persistent based evaluations. As Example 4.1 is concerned, the involved query is a selection on objects of the Person class and the answer is by definition an OAE, GrandF. Objects in GrandF are those from W instances (Person) , such that each of them satisfies the given predicate expression. The answer GrandF utilizes exactly the same message expressions available for the Person class. Finally, predicates that constitute P expression (GrandF) are returned by a special method which takes as input a given predicate expression, rewrites it in disjunctive normal form, and returns as output the corresponding list of predicates. On the other hand, as Example 4.2 is concerned, the evaluation does not terminate by finding these three characteristics of the OAE GFather. The evaluation continues, based on these characteristics, to find the actual characteristics of the corresponding class to be placed in the class hierarchy. Explicitly, by definition of the selection operation, M expressions (GFather)=M expressions (Person) ; this leads to have W behavior (GFather) (Person) . These are all true because the result of the selection operation is by definition a brother class of the operand, and hence P d (GFather)={Person}. Based on this, only P expression (GrandF) is explicitly stored and all other characteristics are utilized from the Person class.
From Examples 4.1 and 4.2 and the like, it is obvious that the number of predicates constituting a predicate expression increases as the depth of nesting between the current and the target objects increases. In other words, the number of predicates constituting a predicate expression is directly proportional to the depth of nesting between the current and the target objects. Thus, it is cumbersome to formulate a query as the depth of nesting increases. Intuitively, these queries and the like examine objects between two levels of nesting with respect to a given set of objects. Such category covers very many natural and interesting complex queries, including linear recursive queries. Consequently, we propose a different approach to formulate such queries where the size of the returned subset and its location within the actual transitive closure have no effect on the complexity of the query formulation process. In our approach, it is necessary to specify together with the predicate expression in the selection operation, the range that contains the target objects across the depth of nesting.
Definition 4.3 (Range Specification)
Given a predicate expression p, the range across the depth of nesting is specified by, (p) [ (p) to *, with the from 1 part implicitly implied) indicates that the result is equivalent to the transitive closure. Having the range specified as [i, *], i.e., (p) from i (the to * being implicitly implied) leads to have in the output only objects found at all depths of nesting greater than or equal to i within the transitive closure.
Using this approach, the query of Example 4.1 can be formulated by specifying the range [L p , U p ] by [2, 2] , depending on the fact that the grandfather is found at the second depth of nesting with respect to a given Person object. GrandF%g=Select [Person%r,(sex(r) 
This query can be read as follows; determine all Persons r that are found at the second level of nesting and have the following characteristics: r is male and there exists a Person r 1 in W instances (Person) where the name of r 1 is ''Jack'' and r 1 is included in children of r, or g is in children of r.
Concerning the query of Example 4.2, it can be formulated by specifying the range [L p ,U p ] by [4, 4] , depending on the fact that the grandfather of the grandfather is found at the fourth depth of nesting with respect to a given Person object. GFather%g:=Select[Person%r,(sex(r) = "M") ∃r 1 W instances (Person) (name(r 1 ) = "Jack") (r 1 children(r)) ¦ (g children(r)) from 4 to 4]
In the same way, our approach is capable of handling a wide range of simple and complex selection-based queries. It provides a simple way of expressing complex queries without negatively affecting the simplicity of queries that are already classified as simple queries. A selection-based query is simple when there is only one single level of nesting between the involved OAEs; otherwise, it is complex. The only modification on the formulation of simple selection-based queries is that from 1 to 1 is appended at the end of the corresponding predicate expression to specify the range according to Definition 4.3. The formulation of simple selection-based queries is illustrated in Example 4.3.
Example 4.3
Find all the courses taken by "Jack". Select[Course%c, ∃ s W instances (Student) (name(s) = "Jack'') (c courses(s)) from 1 to 1]
The query in Example 4.3 is formulated by using only the selection operation because the object-oriented model provides implicit join. Here, there is an implicit join between Student and Course.
Finally, the operations described in this section have been implemented as a part of our object-oriented database management system prototype. Two choices are provided to code and evaluate queries. In the first choice, the code of the whole query is written within a corresponding window and submitted to the system. The system performs the required optimization process and the optimized version of the query is evaluated. On the other hand, the second choice is menu driven and does not involve optimization because the user submits to the system one query operation at a time.
The user may submit a sequence of query operations that lead to the actual result such that the result of each query operation is required as an operand for another subsequent query operation, until the target result is achieved. In each step the user simply specifies the query operation and the operand(s) as follows. First, from the list of available query operations, the user selects the query operation to be evaluated. Second, the required operand(s) are selected from the list of available operands. Available operands include OAEs that correspond to classes that exist in the hierarchy and OAEs that have been obtained as results of temporary queries evaluated during the current session. After this, the system prompts the user for any additional information necessary to evaluate the specified query operation. For instance, in case of the selection operation, the user is asked to build the particular predicate expression by using available relational operators and characteristics of the utilized operands.
Illustrative Examples
In this section we enumerate some examples to illustrate aggregate functions and the formulation of selectionbased queries, including linear recursive queries. The result, DofStaff, is a brother class that has its own filtering predicate and set of objects, W instances (DofStaff) ∏ W instances (Student) . It utilizes all the other class characteristics from the related user defined class Student,
Example 5.2 Find the average age of the students in each department. Apply [Average,Student, student-in(), age()] In this query, students are classified into groups based on the evaluation of message expression student-in(). Then the average age of students in each group is determined. Objects in the result contain two values; one value refers to a group of students in the same department and the other value is their average age.
Example 5.3
Find the youngest descendent of the grandfather of the grandfather of "Jack". D e s c e n d % r = A p p l y [ M i n i m u m , S e l e c t [ P e r s o n % y ,
The operand of the aggregation in Example 5.3 is the result of the selection operation. The selection returns the descendants of the granfather of the grandfather of "Jack". Explicitly, the first part of the predicate expression, $y 1 OE W instances (GFather) (yOE children(y 1 )), adds the children of the grandfather of the grandfather of " Jack" to the answer of the selection operation, which was initially empty. The second part of the predicate expression, (y children(r)), extends the answer by adding the children of a person already in the answer. As the aggregation is concerned, all objects in the result of the selection operation are classified in only one group because the grouping message expression is not specified to base the classification on. This way, only one object will be in the result, Descend. This object includes two values, the first value is the set of objects obtained from the selection operation and the second value is the smallest age. illustrates the importance of the implicit joins present in object-oriented databases. The selection operation returns students in the CS department and enrolled in CS courses by utilizing the two implicit joins, Department to Course and Student to Course. The apply operation classifies the obtained students based on the evaluation of message expression courses() code(). Then the aggregate function is applied on objects in each of the obtained groups. Notice that, the result of the selection operation is turned into a persistent brother class because the result of the aggregation is required persistent.
Example 5.5 Find the average age for male and female descendants of "Jack" between the fourth and seventh generations. The selection operation in Example 5.5 returns a subset of the descendants of "Jack". The apply operation processes the result of the selection and returns two objects in its result that, respectively, refer to male and female descendants of "Jack" and their average age. 
Summary and Conclusions
We have introduced a model that handles aggregation and simplifies the formulation of a wide range of selectionbased complex queries, including linear recursive queries. Only the selection operation is considered in object-oriented recursive queries because the projection and the join operations which are explicitly utilized while handling recursive queries in the relational model are considered implicit in an object-oriented data model due to the inheritance and the class-composition hierarchies, respectively. Although only linear recursion is considered in our work, this covers an important set of recursive queries since it was recognized that recursive queries encountered in real cases are linear in nature. Furthermore, efficient processing strategies have been defined to handle linear recursion (Agrawal and Kiernan, 1993; Bancilhon and Ramakrishinan, 1986; Lu, Mikkilineni and Richardson, 1987) . One of the important categories of queries covered by our approach includes queries that return a subset of the transitive closure. Such queries are important for advanced applications where the information is modeled in terms of trees and directed graphs. Our approach allows users to easily formulate queries necessary to locate certain branches within a given tree or to retrieve a particular subgraph. To achieve that, we extended the definition of a predicate expression to cover the specification of the range that includes the query answer. The two operations presented in this paper are very important to derive summarized information from current database contents. Using the selection operation, a naive user can retrieve either explicit or implicit information from the database. Our approach does not restrict the retrieved information to be a complete tree or graph. Rather, a subset of a tree or a graph can be easily specified. The other operation facilitates the application of a given aggregate function on objects in its operand. The two operations help decision makers to retrieve only the information necessary and sufficient to satisfy their current needs, and hence speed up the decision-making process. All of this is facilitated because the power of a query model depends on its capability to handle and process users' requests.
The presented model has been implemented as a part of our object-oriented database management system prototype. Currently, we are working on a high-level, easy-to-handle visual query language on top of the presented operations. We believe that providing such a language is necessary for users who are not computer professionals. It will make decision makers enjoy the retrieval of the information they need. Finally, the optimization of recursive queries within the context of object-oriented databases has not been well discovered, yet. Consequently, our research is being focused in this direction, trying to explore query optimization techniques for an object algebra with recursive capabilities. [1993] [1994] [1995] [1996] . After that, he spent one year at Bilkent University and two years at Sultan Qaboos University in Oman. Currently, he is an associate professor in the Department of Math & Computer Science at the American University of Sharjah, U.A.E. He published more than 40 papers in refereed international journals and conferences. Dr. Alhajj's primary work and research interests are in the areas of object-oriented databases, data warehouses and view maintenance, multi-agent based query processing, schema unification and re-engineering of legacy databases, parallel algorithms, and pattern recognition of hand-written Arabic characters and Hindi numerals.
