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Abstrakt
Cílem této práce je analyzovat soucˇasné sestavovací systémy pro LATEX a s výsledky této
analýzy následneˇ vytvorˇit svu˚j vlastní sestavovací systém. Avšak v plánu není nic prˇe-
vratného.
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Abstract
Goal of this bachelor thesis is to analyze current build systems for LATEX. After analyzing
the build systems I would like to make my own build system with the information I
obtained. However we do not plan something revolutionary.
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Seznam použitých zkratek a symbolu˚
IDE – Integrated Development Environment
SVN – Apache Subversion
GCC – GNU Compiler Collection
GUI – Graphical User Interface
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51 Úvod
Tato Bakalárˇská práce bude zejména pojednávat o využití sestavovacích systémech. V této
práci se budu zameˇrˇovat prˇedevším na sestavovací systémy LATEXových souboru˚. Prˇekla-
dacˇe mají obecneˇ za úkol prˇekládat dokumenty (zdrojové kódy) napsané v neˇjakém vyš-
ším programovacím jazyce do formy nižšího programovacího jazyka, kterému rozumí
pocˇítacˇ tak, aby byl schopný zkompilovat daný zdrojový kód na strojové instrukce pro
procesor a vytvorˇit spustitelný program.
Aby jsme porozumeˇli co jsou vlastneˇ prˇekladacˇe, tak bych se vrátil k úplným zacˇát-
ku˚m historie pocˇítacˇu˚ a jejich programování. V roce 1946 byl dokoncˇen první pocˇítacˇ na
sveˇteˇ jménem Eniac. Výpocˇty a programování se provádeˇlo rucˇneˇ pomocí prˇepínacˇu˚, po
roce 1948 se zacˇaly používat deˇrné štítky. Takovéto „programování“ trvalo mnoho hodin
až neˇkolik týdnu˚.
V 50. letech 20. století se objevil pokrocˇilejší zpu˚sob programování a to jazykem sym-
bolických adres. Je to nízkoúrovnˇový programovací jazyk, který už obsahuje vlastní prˇe-
kladacˇ, který prˇekládá jednoduché instrukce do strojového kódu pro procesor. Z tohoto
vyplývá, že obecneˇ prˇekladacˇe prˇekládají zdrojové kódy, obsahující instrukce, z jednoho
programovacího jazyka do druhého programovacího jazyka. Prˇíkladem jazyka symbo-
lických adres je Assembler.
Postupem cˇasu se projekty zacˇaly zveˇtšovat a to vedlo ke komplikování programo-
vání pomocí jazyku symbolický adres a díky tomuto zacˇaly vznikat vyšší programovací
jazyky. Prˇíkladem jednoho z prvních vyšších programovacích jazyku˚ je Fortran. S prˇícho-
dem mnoha programovacích jazyku˚ prˇišla také otázka, jak se budou takovéto jazyky prˇe-
kládat? Jedna z možností je GCC prˇekladacˇ, který je soucˇásti projektu GNU (viz. 2.4.2).
Tento prˇekladacˇ je vytvorˇen s podporou více jazyku˚ naprˇíklad Java, C, C++. Z náru˚stem
nárocˇnosti projektu˚ zacˇaly vznikat vývojové prostrˇedí (IDE) se zameˇrˇením na urcˇitý pro-
gramovací jazyk. V této dobeˇ jsou vývojové prostrˇedí tvorˇena s podporou více jazyku˚.
Prˇíkladem IDE jsou Visual Studio od firmy Microsoft, NetBeans, atp. V prˇípadeˇ velkých
projektu˚, na kterých pracuje více lidí se využívá systému SVN, což je systém pro správu
a verzování 1 zdrojových kódu˚.
V 80. letech 20. století Leslie Lamport [4] napsal LATEX. LATEX [2] je typografickým sys-
témem, který je urcˇen k sazbeˇ veˇdeckých a matematických dokumentu˚ vysoké typogra-
fické kvality. Systém je rovneˇž vhodný pro tvorbu všech možných druhu˚ jiných doku-
mentu˚, od jednoduchých dopisu˚ po složité knihy. Systém LATEX je postaven na typogra-
fickém formátovacím programu TEX [1] Donalda E. Knutha. LATEX lze užívat na širokém
spektru platforem od IBM PC výše.
Cílem této práce je vytvorˇit sestavovací systém pro LATEX, který by meˇl umeˇt základní
operace se soubory a adresárˇi a prˇedevším si poradit s prˇekladem veˇtších LATEXových
projektu˚.
1Verzování je zpu˚sob uchovávání historie veškerých provedených zmeˇn obecneˇ u jakékoliv digitální in-
formace.
61.1 Struktura práce
V kapitole 2 se nachází strucˇný pru˚zkum soucˇasných automatizovaných sestavovacích
systému˚. V kapitole 3 obsahuje strucˇný popis TEXu a LATEXu. O soucˇasných sestavovacích
systémech pro LATEX si povíme v kapitole 4. V kapitole 5 si povíme o mém sestavova-
cím systému TBS. Na implementaci se zameˇrˇíme v kapitole 6. Použití TBS (uživatelská
dokumentace) je náplní kapitoly 7.
72 Automatizované sestavení
Zpocˇátku programátorˇi používali k sestavení programu˚ skripty, které se spoušteˇly po-
mocí prˇíkazového rˇádku. Postupem cˇasu, když programy se stávaly rozsáhlejší a kom-
pilování bylo složiteˇjší, vymyslel se zpu˚sob jak kompilovat programy za pomocí skriptu˚
bez potrˇeby spoušteˇt jeden skript za druhým. Vyvinula se proto vývojová prostrˇedí, které
využívají skripty pro prˇeklad zdrojových kódu˚. To odstartovalo zacˇátky automatizova-
ného sestavení [11], což je cˇinnost skriptovací nebo-li automatizování ru˚zných úloh, které
programátorˇi vykonávají v jejich denních aktivitách zahrnující veˇci jako:
• Prˇekládání pocˇítacˇového zdrojového kódu do binárního kódu.
• Testování.
• Nasazení kódu.
• Vytvorˇení dokumentace a/nebo poznámek k danému programu.
2.0.0.1 Typy:
• Automatizace na požádání – uživatel sám spouští skript v prˇíkazové rˇádce.
• Naplánovaná automatizace – pru˚beˇžné integrace serveru, které probíhají automa-
ticky v daný cˇas (naprˇ. v noci).
• Událostmi rˇízené automatizace – probíhá za daných podmínek jako naprˇíklad prˇi
zmeˇneˇ verze systému.
2.1 Make
Jedna z specifických forem automatizace sestavení je Make [12]. Make je utilita, která au-
tomaticky sestavuje spustitelné programy a knihovny ze zdrojového kódu prostrˇednic-
tvím cˇtení souboru˚ nazývané „makefile“, které urcˇují jak sestavit daný program. I když
IDE (vývojová prostrˇedí) a prˇekladacˇe mají své funkce, které mohou být použity jako
sestavovací proces, Make stále zu˚stává používán, hlavneˇ v Unix-u.
2.1.0.2 Nástroje založené na bázi Make:
• Distcc (viz. 2.2.1).
• GNU make – hodneˇ používaný nástroj s velkým výbeˇrem doplnˇku˚.
• Make – klasický Unix nástroj (sestavovací nástroj).
• Mk – pu˚vodneˇ vytvorˇeno pro verzi 10 Unix a Plan 9 a následneˇ portováno do Unix
jako soucˇást Plan 9 Port.
8• MPW Make – vytvorˇeno pro Mac OS Classic, podobneˇ jak pro, ale nekompatibilní,
s Unix make. OS X prˇichází jak s GNU make tak i s BSD make. Zdarma dostupné
jako soucˇást seminárˇe Macintosh.
• Nmake, Qmake – upravená verze Make.
• Rake – nástroj založený na programovacím jazyce Ruby.
2.1.0.3 Nástroje nezaložené na bázi Make:
• Apache Ant – populární pro Java platformu. Používá strukturovaný XML formát.
• Apache Buildr – systém, který má otevrˇený zdrojový kód, založený na jazyce Rake,
který dává plné využití skriptování v jazyce Ruby s mnoha chteˇnými integrova-
nými funkcemi co mu˚že sestavovací systém mít.
• Apache Maven – Java nástroj pro spravování projektu˚ a automatizovaný sestavo-
vací software
• A-A-P – založený na jazyce Python.
• Flowtracer – je komercˇní sestavovací management nástroj.
• Gradle – automatizovaný systém s otevrˇeným zdrojovým kódem s Groovy Rake
jako hlavním specifickým jazykem (DSL), který kombinuje výhody jazyku˚ Ant a Ma-
ven s mnoha inovativními vlastnostmi jako spolehlivým inkrementovaným sesta-
vováním.
• MSBuild – sestavovací nástroj od Microsoftu.
• NAnt – podobný nástroj jako Ant pro .NET Framework.
• Perforce Jam – obecneˇ pokrocˇilý nástroj, který je podobný jako Make.
• SBT – sestavovací nástroj založený na Scala-based DSL.
• Psake – specifický jazyk a automatizovaný sestavovací nástroj napsán v Power-
Shell.
• Tweaker – povoluje definice úkolu˚ být napsány v jakémkoliv jazyku (nebo v neˇko-
lika ru˚zných jazycích), zatímco poskytující stejné rozhraní pro všechny jazyky.
• Visual Build – software s grafickým uživatelským rozhraním pro softwarové sesta-
vování.
• Scons, CMake (viz. 2.4.1), nebo Ant (viz. 2.3.1).
9# Generic GNUMakefile
# Just a snippet to stop executing under other make(1) commands
# that won’t understand these lines
ifneq (,)
This makefile requires GNU Make.
endif
PROGRAM = foo
C_FILES := $(wildcard ∗.c)
OBJS := $(patsubst %.c, %.o, $(C_FILES))
CC = cc







rm −f .depend ∗.o
.PHONY: clean depend
Výpis 1: Ukázka kódu jak mu˚že vypadat Makefile.
2.1.0.4 Generacˇní nástroje sestavovacích skriptu˚
• Automake – programovací nástroj, který vytvárˇí makefile soubory.
• CMake – multi-platformový nástroj, který generuje soubory pro prˇirozené sestavo-
vací prostrˇedí jako makefile pro Unix, nebo Workspace soubory pro Visual Studio.
• GNU sestavovací nástroje (naprˇ. autotools) – kolekce nástroju˚ pro prˇenosné sesta-
vovací systémy. Ty konkrétneˇ obsahují Autoconf a Automake, multi-platformové
nástroje, které dohromady generují odpovídající lokalizované makefile soubory.
• Generate Your Projects (GYP) – vytvorˇeno pro Chromium2, což je další nástroj pro
generaci souboru˚ pro prˇirozené sestavovací prostrˇedí.
• Imake – je automatizovaný sestavovací systém pro X Window systém.
• Premake – nástroj založený na jazyku Lua pro vytvárˇení makefile souboru˚, Visual
Studio souboru˚, Xcode projektu˚, atp.
2Chromium je prohlížecˇ od spolecˇnosti Google.
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2.2 Nástroje založené na Make
2.2.1 Distcc
V softwarovém vývoji, distcc [21, 13] je nástroj pro zrychlení kompilace zdrojového kódu.
Pro zrychlení využívá rozdeˇlené výpocˇty místo pocˇítacˇové síteˇ. Se správnou konfigu-
rací, distcc mu˚že dramaticky snížit kompilacˇní cˇas projektu˚. Je navržený tak aby pra-
coval s programovacím jazykem C (i s C++ a Objective-C) za použití GCC jako jeho
„backend“ 3, navzdory tomu, že poskytuje ru˚zné verze kompatibility s C++ a Sun Studio
Suite prˇekladacˇem. Distribuováno jako GNU - General Public License. Distcc je k dispo-
zici zdarma.
2.2.2 Mk (software)
Mk [14] je nástroj, který nahrazuje Make ve verzi 9 Unix, Plan 9 z Bell Labs a Inferno.
Mk je vylepšený oproti svému prˇedchu˚dci. Prˇedstavuje kompletneˇ novou syntaxi, která
je mnohem snadneˇjší v orientaci a zárovenˇ je výkonneˇjší. Mk je naportován do Unix jako
soucˇást Plan 9. Mk je licencováno jako MIT Licence a Lucent Public Licence, které zaru-
cˇují, že je software zdarma.
• Autor: Andrew G. Hume
• Operacˇní systém: Verze 9 Unix, Plan 9 od Bell Labs a Inferno
• Typ: Automatizacˇní sestavovací nástroj
• Licence: MIT Licence / Lucent Public Licence
2.3 Nástroje nezaložené na Make
2.3.1 Apache Ant (Another Neat Tool)
Apache Ant [15] je softwarový nástroj pro automatizování softwarových sestavovacích
procesech. Je to velmi podobné nástroji Make, ale Apache Ant je implementován za po-
mocí jazyka Java a vyžaduje Java platformu a nejlepší využití je pro sestavování projektu
psaných v Java jazyce. Nejveˇtší rozdíl, kterého si mu˚žeme povšimnout mezi Ant a Make
je, že Ant využívá XML jazyka pro popis procesu sestavení, avšak Make využívá Make-
file formát. Defaultneˇ je XML soubor nazýván build.xml. Ant je Apache projekt. Je open-
source software a spadá pod Apache Software Licenci.
• Vývoj: Apache Software Foundation
• Stabilní verze: 1.9.2 / 12. Cˇervence, 2013
• Programovací jazyk: Java
3Soucˇást softwaru, se kterým uživatel nepracuje.
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• Operacˇní systém: multi-platformový
• Typ: Sestavovací nástroj
• Licence: Apache License 2.0
• Webová stránka: ant.apache.org
<?xml version="1.0"?>
<project name="Hello" default="compile">
<target name="clean" description="remove intermediate files">
<delete dir="classes"/>
</target>
<target name="clobber" depends="clean" description="remove all artifact files">
<delete file ="hello . jar "/>
</target>
<target name="compile" description="compile the Java source code to class files">
<mkdir dir="classes"/>
<javac srcdir=". " destdir="classes"/>
</target>
<target name="jar" depends="compile" description="create a Jar file for the application
">
<jar destfile ="hello . jar ">
< fileset dir="classes" includes="∗∗/∗.class"/>
<manifest>





Výpis 2: Ukázkový kód Apache Ant, který narozdíl od Makefile využívá ke kompilaci
jazyk XML.
2.3.2 NAnt
NAnt [16] je zdarma a open-source softwarový nástroj pro automatizování softwaro-
vých sestavovacích procesech. Je to velmi podobné nástroji Make, ale je smeˇrˇován spíše
na .NET prostrˇedí než na Java platformu. Název pochází z faktu, že NAnt (Not Ant) není
Ant. NAnt vyžaduje alesponˇ jednu z .NET frameworku˚ (1.0, 1.1, 2.0, 3.5, 4.0 nebo vyšší)
nebo software z trˇetí strany Mono platformu.
• Stabilní verze: 0.92 / 9. Cˇervna, 2012
• Napsán v: C#
• Operacˇní systém: multi-platformový
• Typ: Automatizacˇní sestavovací nástroj
• Licence: GPL
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• Webová stránka: nant.sourceforge.net
2.3.3 Apache Buildr
Apache Buildr [17] je sestavovací systém ve formeˇ otevrˇeného kódu a jeho hlavním úcˇe-
lem je sestavovat Java aplikace, ale zárovenˇ je schopný mnohem více. Dává vývojárˇi sílu
plnohodnotného skriptovacího jazyka (Ruby) zatímco psaní jeho nebo její sestavovací
skripty, mnoho uniklo v sestavovacích prostrˇedích založených na XML jako Apache Ant,
nebo Apache Maven. Apache Buildr je založen na sestavovacím systému Rake, který
využívá Ruby jako skriptovací jazyk. Používá neˇkteré projektové automatizacˇní idiomy
z Maven. I prˇesto, že princip Buildr-u je podobná jako u Maven-u, využívá schopnosti
skriptovacího jazyka Ruby k poskytnutí mnohem veˇtší flexibility a prˇizpu˚sobeného pro-
gramového modulu, který dramaticky rozširˇuje možnosti vývojárˇu˚. Uživatel píše sesta-
vovací skript v Ruby, deklaruje projekt, jeho pod-projekty, artefakty, závislosti, pravidla
balícˇku˚, atd. S ohledem na tyto deklarace je vytvorˇen seznam standardu˚, které jsou prˇe-
dány pro kompilaci, nebo zabalení projektu, nahrání prˇipraveného balícˇku na vzdálené
úložišteˇ, procˇistit sestavený projekt, odzkoušet, atd. Apache Buildr je hlavneˇ navržen
pro Javu, ale taky umí využívat kompilery pro Groovy, Scala a díky jeho snadné rozšírˇi-
telnosti lze využít i kompileru˚ trˇetích stran a díky tomu ho lze nazvat jako univerzální
sestavovací systém.
• Vývoj: Apache Software Foundation
• Stabilní verze: 1.4.12 / May 4, 2013
• Napsán v: Ruby
• Operacˇní systém: multi-platformový
• Licence: Apache License 2.0 v
• Webová stránka: buildr.apache.org
2.3.4 A-A-P
A-A-P [18] je pocˇítacˇový program využívaný hlavneˇ ke stahování, sestavování a instalo-
vání softwaru. Spouští tzv. „recipes“ (prˇedpisy), které jsou podobné jako Makefile sou-
bory, akorát mají významneˇ mnohem více možností funkcionality. Má integrovanou pod-
porou pro nahrávání a stahování souboru˚, stranou od automatického stahování distri-
buce. Mu˚že být také použit pro údržbu webových stránek.
A-A-P je napsán a mu˚že být skriptován v jazyce Python. Agide, A-A-P GUI IDE, je
modulární vývojový framework. Editování, sestavování a ladeˇní s ru˚znými kombinacemi
programu˚ mu˚žou být teoreticky zkombinovány, ale jen s Vim (Vi clone) editorem, A-A-P-
ovým instrukcˇním prˇedpisem sestavení a GDB debugger jsou momentálneˇ podporovány.
• Vývoj: Bram Moolenaar
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• Stabilní verze: 1.092 / 14. Prosince, 2012
• Napsán v: Python
• Operacˇní systém: Windows, POSIX
• Typ: Softwarový vývojový nástroj
• Licence: GNU GPL
• Webová stránka: www.a-a-p.org
2.4 Generacˇní nástroje sestavovacích skriptu˚
2.4.1 CMake
CMake [19] je multi-platformový software program pro spravování sestavovacích pro-
cesu˚ využivající kompiler s „nezávislou“ metodou. Je navržený k podporˇe hierarchic-
kých adresárˇu˚ a aplikací, které závisí na více knihovnách a pro použití ve spojení se
sestavovacími prostrˇedími jako asmake, Xcode od Applu a Microsoft Visual Studio. Má
taky minimální závislosti, vyžadující jen C++ kompilátor pro jeho vlastní sestavovací
systém.
• Vývoj: Andy Cedilnik, Bill Hoffman, Brad King, Ken Martin, Alexander Neundorf
• Stabilní verze: 2.8.11 / May 22, 2013
• Napsán v: C++
• Operacˇní systém: multi-platformový
• Typ: Softwarový vývojový nástroj
• Licence: Nová BSD Licence
• Webová stránka: www.cmake.org
2.4.2 GNU sestavovací systém
GNU [20] sestavovací systém, také známý jako Autotools je souprava programovacích
nástroju˚ navržených pro asistování prˇi tvorbeˇ prˇenosných balícˇku˚ zdrojových kódu˚ pro
mnoho systému˚ na bázi Unix. Tvorba prˇenosného softwarového programu mu˚že být slo-
žitá: C kompilátor se liší v každém systému. Díky široké ru˚znosti sestavovacích prostrˇedí
se stává toto teˇžko ovladatelným. Autotools je navrhnut tak, aby tento problém byl více
ovladatelným. Autotools je cˇásti GNU „toolchain“ a je obecneˇ používán v mnoha soft-
warech, které jsou k dispozici zdarma a balícˇcích s otevrˇeným kódem.
2.5 Prˇehled nástroju˚ pro automatizované sestavení































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































3 TEX a LATEX
3.1 TEX
TEX [2] je pocˇítacˇový program vytvorˇený profesorem Donaldem E. Knuthem [1]. Je ur-
cˇen pro sazbu textu a matematických rovnic, prˇi zachování vysoké typografické úrovneˇ
výsledného dokumentu. TEX vyslovujeme „tech“; „X“ pochází z rˇeckého χ, proto jej vy-
slovujeme jako „ch“. Logo TEX prˇepisujeme do ASCII jako TeX.
3.2 LATEX
LATEX [2] je balík maker, který umožnˇuje autoru˚m sázet a tisknout jejich díla v nejvyšší
možné typografické kvaliteˇ, prˇicˇemž autor používá profesionály prˇeddefinovaných
vzhledu˚ dokumentu˚. LATEX byl pu˚vodneˇ napsán Leslie Lamportem [1]. LATEX užívá pro-
gramu TEX jako sázecího stroje.
V soucˇasné dobeˇ je LATEX rozširˇován týmem LATEX3, vedeným Frankem Mittelbachem
[10]. Tento tým se snaží sjednotit všechny rozširˇující verze LATEXu, které postupneˇ vzni-
kaly od vzniku LATEXu 2.09. Aby byla neˇjakým zpu˚sobem odlišena stará verze od nové,
tak byla oznacˇena LATEX 2ε.
Slovo LATEX se vyslovuje „lej-tech“ nebo „la-tech“. Prˇi odkazech na LATEX v prostrˇedí
ASCII se LATEX prˇepisuje jako LaTeX. LATEX 2εse vyslovuje „lejtech tu˚ í“ a zapisuje se jako
LATEX 2ε.
Prˇi psaní dokumentu pomocí LATEXu je rozdíl zdali cˇloveˇk píše jen jeden cˇlánek cˇi ce-
lou knihu. Prˇi psaní jednoho cˇlánku stacˇí založit jeden jediný soubor a zacˇít psát. Li-
teraturu k takovému cˇlánku jednoduše mu˚žeme udeˇlat rucˇneˇ, nebo lze využít balíku
BibTeX [5].
Jestliže se rozhodnete s psaním jakékoliv knihy, tak se veˇtšinou pocˇítá s projektem,
který obsahuje stovky až tisíce stran a to nemluvím ani o možné ilustraci, která se mu˚že
vyskytovat v dané knize. V takovém prˇípadeˇ se nejedná jen o jeden soubor, ale neˇkolik
souboru˚, kde jeden z nich je hlavní a podle neˇho se pak rˇídí prˇekladacˇ prˇi prˇekladu.
Pro tyto prˇípady se využívá vývojových prostrˇedí jako je naprˇíklad TeXnicCenter [3],
který je vytvorˇený prˇímo pro psaní dokumentu˚ pomocí LATEXu.
U veˇtších projektu˚ jako je psaní knih, se pro literaturu využívá balíku BibTeX, který
nám usnadní a pomu˚že s formátováním odkazu˚ na danou literaturu. Velmi užitecˇnou
soucˇástí knih je rejstrˇík. Pro generování rejstrˇíku (indexu) lze taky použít balík, který
je soucˇástí LATEXu, jménem „makeindex“4. Díky teˇmto prˇíkazu˚m, které nám dovoluje
LATEX použít, mu˚žeme jednoduše tyto soucˇásti velkých projektu˚ vytvárˇet bez jakýchko-
liv problému˚. Také se mu˚žeme setkat v projektech, s IT zameˇrˇením, se zdrojovými kódy
(naprˇ. C++), nebo grafy. Pro grafy a ilustrace lze použít naprˇíklad balík tikz [6], nebo
program gnuplot [7] pracující pomocí skriptu˚, který dokáže spolupracovat s LATEX systé-
mem.
4V systémech, které neumožnˇují mít jména souboru˚ delší jak osm znaku˚ se program jmenuje makeidx
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Prˇi kompilaci LATEXového projektu vznikají „pomocné“ soubory, které veˇtšina uživa-
telu˚ nepotrˇebují a v neˇkterých IDE a snad ve všech sestavovacích systémech lze nastavit,
že po kompilaci se smažou automaticky.
Práce na takto rozsáhlých projektech si veˇtšinou vyžaduje práce více lidí a pro lehcˇí
domluvu a kolektivní práci jsou pro tuto cˇinnost prˇizpu˚sobeny i programy jako je naprˇí-
klad SVN [8]. Tento verzovací program je zdarma a mu˚že být použit i komercˇneˇ. SVN
je systém pro správu a verzování zdrojových kódu˚, náhrada za starší CVS [9]. Snaží
se zachovat podobný zpu˚sob a styl práce, ale odstranit nedostatky CVS jako naprˇíklad
nemožnost prˇesunu nebo kopírování adresárˇu˚, cˇasová a prostorová nárocˇnost veˇtvení
a tagování a podobneˇ. Jednou z výhod systému Subversion je existence velmi dobré do-
kumentace (zatím v anglicˇtineˇ) – nazývá se Version Control with Subversion a je volneˇ
dostupná. Další je existence více prˇístupových metod k repozitárˇi. Subversion je, tak jako









Výpis 3: Ukázka LATEXového kódu pro vypsání jednoduchého „Hello World!“.
\begin{document}
\ tikzstyle {abstract}=[rectangle, draw=black, rounded corners,
text centered, anchor=north, text=white, text width=3cm]
\ tikzstyle {comment}=[rectangle, draw=black, rounded corners,
text centered, anchor=north, text=white, text width=3cm]
\ tikzstyle {myarrow}=[−>, >=open triangle 90, thick]
\ tikzstyle { line}=[−, thick ]
\begin{center}
\begin{ tikzpicture }[ node distance=2cm]









\draw[myarrow] (CoolingSystem.north) −− ++(0,0.8) −| (System.south);

































































































Obrázek 1: Grafická podoba ukázkového kódu pro grafické zobrazení trˇídního diagramu.
3.3 Výhody a nevýhody
Cˇastým tématem vášnivých diskusí milovníku˚ WYSIWYG systému a milovníku˚ LATEXu
jsou výhody prˇípadneˇ nevýhody LATEXu oproti normálním textovým procesoru˚m. Nej-
lepší veˇc, kterou lze udeˇlat, když taková diskuse zacˇíná, je držet se zpeˇt, jelikož se ta-
ková diskuse velice cˇasto vymkne cˇloveˇku z rukou. Avšak jsou chvíle, kdy se nedá nikam
utéct. . .
Oproti ostatním textovým procesoru˚m se LATEX vyznacˇuje následujícími výhodami [2]:
• Je k dispozici neˇkolik profesionálneˇ vytvorˇených formátu˚, se kterými dokumenty
vypadají „jako profesionálneˇ vytišteˇné“.
• Zvlášt’ dobrˇe je podporována sazba matematických vzorcu˚.
• Uživatel musí zadávat jen neˇkolik lehce srozumitelných prˇíkazu˚, které se týkají lo-
gické struktury dokumentu, a (témeˇrˇ) nepotrˇebuje zabývat se technickými detaily
tisku.
• Bez velké námahy mohou být vytvorˇeny také složité struktury jako poznámky pod
cˇarou, seznamy literatury, obsahy, tabulky atd. stejneˇ jako odkazy na stránku, cˇísla
kapitol tabulek, obrázku˚, rovnic atd.
• Pro mnoho typografických funkcí, které nejsou prˇímo podporovány základním
LATEXem existují snadno prˇipojitelné nadstavby, tzv. balíky maker. Naprˇíklad lze po-
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užívat balík umožnˇující práci z grafickým formátem ve formeˇ PostScriptu cˇi balík
pro sazbu bibliografie splnˇující prˇesneˇ daný standard. Veˇtšina podobných balíku˚
je popsána v The LATEXCompanion [10].
• TEX, základní program pro práci LATEXu a navíc TEX i LATEX jsou i prˇes své vysoké
kvality zdarma.
LATEX má i své nevýhody:
• Dokonalejší algoritmy pro formátování kladou veˇtší nároky na cˇas zpracování a pa-
meˇt’ než u jednodušších programu˚ pro zpracování textu. Kompletní instalace zabírá
pomeˇrneˇ mnoho diskového prostoru. Vzhledem k tomu, že v soucˇasné dobeˇ se ob-
jevují textové procesory užívající více i méneˇ diskové kapacity než beˇžný LATEX,
není tento zápor nutné brát v úvahu. V tomto prˇípadeˇ je nutno brát v potaz, že
LATEX se stará o veškerou typografii.
• Výstup textu je možný pouze na grafických zarˇízeních (laserové, inkoustové nebo
jehlicˇkové tiskárny, grafické obrazovky), nikoliv na levných znakoveˇ orientovaných
rychlotiskárnách.
• Acˇkoli lze v prˇedem prˇipravených dokumentárních stylech snadno prˇizpu˚sobit jed-
notlivé parametry, zásadní zmeˇny prˇedem stanovených formátu˚ vyžadují veˇtší ná-
mahu (návrh nového dokumentárního stylu).5
5Rˇíká se, že práveˇ tento problém má vyrˇešit vznikající systém LATEX3
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4 Sestavovací systémy pro LATEX
4.1 Latexmk
Latexmk [22] je jeden z nejpoužívaneˇjších LATEXových sestavovacích systému. Latexmk
zcela automatizuje proces prˇekladu LATEXových dokumentu˚. K zjišteˇní, které soubory
má prˇeložit, používá log soubor, který analyzuje a zjistí veškeré informace, které po-
trˇebuje. Volitelneˇ mu˚že také analyzovat list vstupních a výstupních souboru˚, které jsou
generovány funkcí „bold-recorder“, kterou obsahuje moderní verze latexu (pdflatex, xe-
latex, lualatex, atd.). Další možností jsou tzv. Standardneˇ je u latexmk výstupní soubor
„.dvi“.
4.2 Arara
Arara [23] je sestavovací systém založený na jazyku Java a XML. Arara nepracuje na stej-
ném principu jako latexmk, tudíž neanalyzuje log soubor aby zjistila co má deˇlat, ale je
spíše založená na analýze instrukcí, které se nacházejí uvnitrˇ TEX souboru. Pro neˇkteré
uživatelé toto rˇešení nemusí být zrovna nejlepší, protože musí explicitneˇ rˇíct co má Arara
deˇlat. Naprˇíklad:
• Kolikrát se má pdflatex spustit.
• Co vše se má spustit (bibtex, makeindex), aby se správneˇ uživatelu˚v LATEXový pro-
jekt správneˇ prˇeložil i se všemi referencemi.
• Styl prˇeložení, atd. . .
4.3 Rubber
Rubber [24] je další sestavovací systém pro LATEX. Avšak vstupní soubor pro prˇeklad ne-
musí být jen s koncovkou „.tex“, ale Rubber podporuje i formáty CWEB, nebo Literate
Haskell dokumenty. Pokud’ narazí beˇhem kompilace na neˇjaký „error“, kompilace auto-
maticky skoncˇí. Oproti Latexmk a Arara umí zipovat vygenerované soubory.
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Obrázek 2: Použití sestavovacího systému latexmk.
Obrázek 3: Použití sestavovacího systému Arara.
Obrázek 4: Použití sestavovacího systému Rubber.
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5 TBS - TEXBuild System
Jak jsme si rˇekli a ukázali, tak sestavovací systémy pro LATEX existují. Úkolem této práce
je na základeˇ existujících sestavovacích systému vytvorˇit svu˚j vlastní TEXový sestavovací
systém, avšak v plánu není nic prˇevratného. TBS umožnˇuje prˇeklad jen do pdf formátu
oproti existujícím systému˚m, nicméneˇ má také prvky, které neobsahují existující systémy.
• Vstupní XML skript, který si lze nastavit podle toho jak uživatel potrˇebuje.
• Obsahuje funkce, díky nimž mu˚že uživatel svou složku „zazipovat“ cˇi mu˚že jaký-
koliv zip soubor rozbalit.
• Uživatel má možnost provádeˇt základní operace se soubory i adresárˇi.
• Defaultní výstup jako PDF soubor.
5.1 Požadavky
TBS by meˇl umožnˇovat prˇedevším prˇeklad TEXových souboru˚. Bylo by dobré, kdyby
umeˇl základní operace se soubory a složkami. Myšleno: kopírování, prˇesouvání, mazání
a vytvárˇení složek i souboru˚. Bylo by dobré kdyby také zvládal kompresi a dekompresi
souboru˚ a následneˇ vytvorˇil Zip soubor. Další soucˇástí by mohla být komunikace se vzdá-
leným úložišteˇm pomocí SVN. Jelikož pocˇítacˇ sám od sebe neumí uklidit, TBS bude tak-
též schopen umeˇt po sobeˇ uklidit.
5.2 Návrh skriptovacího jazyka
K tomu aby TBS mohl fungovat tak jak si uživatel prˇeje, musí mít k dispozici skript. Jazyk
vstupního skriptu jsem zvolil znacˇkovací jazyk XML, protože je to strukturovaný jazyk
(strom) a prˇehledný. Jak bylo rˇecˇeno, XML je znacˇkovací jazyk a skládá se tedy ze znacˇek
(tagu˚). Každý tag mu˚že mít za úkol neˇco jiného a mu˚že taky mít své atributy. Kódování
jazyka je UTF-8 a je tzv. case sensitive (citlivý na malá/velká písmena).
5.3 XML tagy
XML tagy jsou v tomto projektu velmi du˚ležité a je potrˇeba aby se všechny psaly malými
písmeny, protože XML skript je senzitivní na malá/velká písmena. Nebude-li to dodr-
ženo, program nebude pracovat tak jak má.
5.3.1 Project
Project je hlavní, mu˚že být korˇenový, element XML skriptu od kterého se všechno bude
nacˇítat do TBS a následneˇ vykonávat. Mu˚že obsahovat neˇkolik svých potomku˚ s názvem
„target“, ale hlavneˇ obsahuje dva atributy „default“ a „texname“. Nesmí obsahovat více
atributu˚, nebo atributy s jinými jmény. Prˇíklad lze videˇt na obrázku 5, strana 26.
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• Default - urcˇuje, který target se bude vykonávat jako defaultní.
• Texname - udává jaké má jméno TEXový soubor, který se má prˇeložit. Jméno
TEXového souboru mu˚že být definováno s koncovkou „.tex“, ale také nemusí. V prˇí-
padeˇ neuvedení koncovky, TBS bude hledat v daném adresárˇi soubor s koncovkou
„.tex“ a nenajde-li takovýto soubor, vypíše v prˇíkazové rˇádce chybovou hlášku. Po-
kud’ tedy zvolíte „name=„main““, tak pak TBS bude hledat soubor
„main.tex“.
• Potomci - target.
5.3.2 Target
Target je element, který se mu˚že opakovat a má také své potomky. Obsahuje jeden atribut
„name“. Nesmí obsahovat více atributu˚, nebo atribut s jiným jménem. Prˇíklad lze videˇt
na obrázku 5, strana 26.
• Name - urcˇuje jméno daného targetu a je velmi du˚ležité, aby následneˇ TBS mohl
zjistit, do kterého „target-u“ se má podívat a zacˇít podle toho pracovat.
• Potomci - mkdir, mvdir, rmdir, cpdir, ctfile, mvfile, cpfile, rmfile, zpfile, uzfile, pd-
flatex, pdfviewer, clean, cleanwork, svncom.
5.3.3 Pdflatex
Pdflatex urcˇuje zdali se má provést prˇeklad TEXových souboru˚. Mu˚že obsahovat jediný
atribut „mode“. Nesmí obsahovat více atributu˚, nebo atribut s jiným jménem a nemá
žádné potomky. Prˇíklad lze videˇt na obrázku 5, strana 26.
• Mode - urcˇuje v jakém módu se spustí pdflatex. Naprˇ. nonstopmode, errorstop-
mode, batchmode (silent), scrollmode atp.
POZOR! Mode mu˚že obsahovat jakýkoliv volitelný prˇíkaz, který dovoluje pdflatex.
Tedy pro funkci nonstopemode je nutné napsat prˇíkaz - „-interaction=nonstopemode“.
Volitelné prˇíkazy „pdflatex-u“ si lze nechat vypsat v prˇikazové rˇádce pomocí prˇí-
kazu „pdflatex -help“.
5.3.4 Mvdir
Mvdir je element pro funkci prˇesunutí složky. Obsahuje dva atributy „name“ a „mvto“.
Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky.
Prˇíklad lze videˇt na obrázku 5, strana 26.
• Name - urcˇuje, která složka se má prˇesunout.
• Mvto - zkratka pro „move to“, udává kam se má daná složka prˇesunout.
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5.3.5 Cpdir
Cpdir je element pro zkopírování složky. Obsahuje trˇi atributy „name“, „cpto“ a „subdir“.
Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky. Prˇí-
klad lze videˇt na obrázku 5, strana 26.
• Name - jméno kopírované složky.
• Cpto - zkratka pro "copy to", udává kam se má daná složka zkopírovat.
• Subdir - urcˇuje zdali se mají i podsložky zkopírovat. Atribut mu˚že nabývat hod-
not true (pravda) a false (nepravda). Jestliže atribut nebude vyplneˇn, je defaultneˇ
nastavena hodnota false.
5.3.6 Rmdir
Rmdir element pro smazání složky. Obsahuje jeden atribut „name“. Nesmí obsahovat
více atributu˚, nebo atribut s jiným jménem a nemá žádné potomky. Prˇíklad lze videˇt na
obrázku 5, strana 26.
• Name - jméno složky, která se má smazat.
5.3.7 Mkdir
Mkdir je element pro vytvorˇení složky. Obsahuje jeden atribut „name“. Nesmí obsahovat
více atributu˚, nebo atribut s jiným jménem a nemá žádné potomky. Prˇíklad lze videˇt
na obrázku 5, strana 26.
• Name - jméno složky, která se má vytvorˇit.
5.3.8 Mvfile
Mvfile je element pro prˇesunutí souboru(u˚). Obsahuje dva atributy „mask“ a „mvto“.
Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky.
Prˇíklad lze videˇt na obrázku 5, strana 26.
• Mask - urcˇuje, co všechno se má prˇesunout. Lze využití regulárních výrazu˚ „*,?“.
Kde „*“ prˇedstavuje libovolný pocˇet znaku˚ v názvu a „?“ prˇedstavuje vždy práveˇ
jeden libovolný znak. Naprˇíklad:
– mask=„*.txt“ - prˇesune všechny soubory s koncovkou „.txt“, tedy všechny tex-
tové soubory.
– mask=„???.*“ - prˇesune všechny soubory, které nemají delší jméno jak trˇi znaky
s libovolnou koncovkou.
• Mvto - zkratka pro „move to“, udává jméno cílového adresárˇe.
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5.3.9 Cpfile
Cpfile je element pro zkopírování souboru(u˚). Obsahuje trˇi atributy „mask“, „cpto“
a „overwrite“. Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá
žádné potomky. Prˇíklad lze videˇt na obrázku 5, strana 26.
• Mask - urcˇuje, co všechno se má smazat. Lze využít opeˇt regulárních výrazu˚.
• Cpto - zkratka pro "copy to". Udává kam se má daná složka zkopírovat.
• Overwrite - pokud’ by se nacházel soubor se stejným jménem v cílovém adresárˇi,
tento atribut rozhodne zdali se má soubor prˇepsat cˇi nikoliv. Lze nastavit na true/-
false (pravda/nepravda). Jestliže atribut nebude vyplneˇn, je defaultneˇ nastavena
hodnota false.
5.3.10 Rmfile
Rmfile je element pro smazání souboru(u˚). Obsahuje jeden atribut „mask“. Nesmí ob-
sahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky. Prˇíklad lze
videˇt na obrázku 5, strana 26.
• Mask - urcˇuje, co všechno se má smazat. Lze využití opeˇt regulárních výrazu˚.
• Subdir - urcˇuje zdali se má/mají soubor(y) smazat i v podsložkách. Jestliže atribut
nebude vyplneˇn, je defaultneˇ nastavena hodnota false.
5.3.11 Ctfile
Ctfile je element pro vytvorˇení souboru. Obsahuje trˇi atributy „name“, „content“
a „overwrite“. Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá
žádné potomky. Prˇíklad lze videˇt na obrázku 5, strana 26.
• Name - jméno souboru, který se má vytvorˇit.
• Content - obsah, který následneˇ bude ve vytvorˇeném souboru.
• Overwrite - pokud’ by se nacházel soubor se stejným jménem v cílovém adresárˇi,
tento atribut rozhodne zdali se má soubor prˇepsat cˇi nikoliv. Lze nastavit na true/-
false (pravda/nepravda). Jestliže atribut nebude vyplneˇn, je defaultneˇ nastavena
hodnota false.
5.3.12 Zpfile
Zpfile je element pro kompresi souboru(u˚). Obsahuje dva atributy „name“ a „subdir“.
Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky.
Prˇíklad lze videˇt na obrázku 5, strana 26.
• Name - název komprimovaného (zip) souboru.
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• Subdir - urcˇuje zdali se mají „zazipovat“ i podsložky. Lze nastavit na true/false
(pravda/nepravda). Jestliže atribut nebude vyplneˇn, je defaultneˇ nastavena hod-
nota false.
5.3.13 Uzfile
Uzfile je element pro dekompresi souboru(u˚). Obsahuje dva atributy „name“ a „whereto“.
Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky. Prˇí-
klad lze videˇt na obrázku 5, strana 26.
• Name - urcˇuje, který zip soubor se má „odzipovat“.
• Whereto - kam se má rozbalit daný zip soubor.
5.3.14 Clean
Clean je element pro úklid (smazání) pdf souboru˚. Neobsahuje žádné atributy a nemá
žádné potomky. Prˇíklad lze videˇt na obrázku 5, strana 26.
5.3.15 Cleanwork
Cleanwork je element pro úklid nadefinovaných souboru(u˚). Komu by nevyhovovalo
takto nadefinovaný seznam souboru˚, mu˚že si vytvorˇit svu˚j vlastní v XML skriptu pomocí
tagu „rmfile“. Neobsahuje žádné atributy a nemá žádné potomky. Prˇíklad lze videˇt na
obrázku 5, strana 26. Jak nadefinovat svu˚j vlastní seznam, lze videˇt na 6, strana 26.
• Nadefinovaný list souboru˚ - *.bak, *.aux, *.idx, *.ilg, *.ind, *.log, *.toc, *.01, *.02,
*.bbl, *.blg, *.tps, *.txt, *.ind, *.toc, *.lot, *.lol, *.out.
5.3.16 Svncom
Svncom je element pro komunikaci se vzdáleným depozitárˇem. Pracuje na principu
Apache Subversion. Obsahuje trˇi atributy „command“, „path“ a „exepath“. Nesmí ob-
sahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné potomky. Prˇíklad lze
videˇt na obrázku 5, strana 26.
• Command - prˇedstavuje promeˇnou, podle které se bude veˇdeˇt co se má vykonávat.
Takových to prˇíkazu˚ mu˚že být více a lze je najít na webových stránkách [26]. Avšak
cˇtyrˇi jsou nejdu˚ležiteˇjší znát a to jsou: checkout, update, commit a add.
• Path - prˇedstavuje cestu k adresárˇi, se kterým chceme pracovat.
• Exepath - cesta k Tortoise exe souboru. Instalacˇní cesta se mu˚že lišit podle vašeho
uvážení, tudíž si musíte nastavit celou cestu k „tortoiseproc.exe“.
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5.3.17 Pdfviewer
Pdfviewer je element pro otevírání a náhled pdf souboru˚. Obsahuje dva atributy „name“
a „exepath“. Nesmí obsahovat více atributu˚, nebo atributy s jinými jmény a nemá žádné
potomky. Prˇíklad lze videˇt na obrázku 5, strana 26.
• name - lze si navolit urcˇitý soubor, který se bude otevírat. Lze psát název souboru
s koncovkou „.pdf“, ale není to nutné. Jestliže tento atribut nebude použit, tak se
defaultneˇ bude otevírat soubor se jménem, který je uveden pro prˇeklad (LATEX).
• Exepath - cesta k jakémukoliv exe souboru, který umí otevírat pdf soubory. Cesta
se mu˚že lišit podle vašeho uvážení kde ho chcete nainstalovat, tudíž si musíte taky
nastavit celou cestu.
<?xml version="1.0"?>
<project default="run" texfile ="main.tex">
<target name="run">
<mkdir name="main" />
<mvdir name="pokus" mvto="zaloha" />
<rmdir name="zaloha" />
<cpdir name="" cpto="" subdir="true/false" />
<mvfile mask="main.∗" mvto="main" />
<cpfile mask="∗.pdf" cpto="zaloha" overwrite="true" />
<rmfile mask="∗.txt" subdir="false" />
< ctfile name="log" content="TBS version 1.0.3, Date: 2014/05/01" overwrite="false"/>
<zpfile name="zip" subdir="true" />
<uzfile name="zip" whereto="zip" />
<pdflatex mode="−interaction=batchmode"/>
<pdfviewer name="main" exepath="C:\Program Files (x86)\Adobe\Reader 11.0\Reader\
AcroRd32.exe" />






Výpis 5: Ukázka XML skriptu.
<target name="mydelete">
<rmfile mask="main.aux" subdir="false" />
<rmfile mask="∗.log" subdir="true" />
<rmfile mask="m∗.txt" subdir="false" />
<rmfile mask="m???.lol" subdir="true" />
</target>
Výpis 6: Ukázka vlastního „mazacího“ seznamu.
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6 Implementace
Pro vývoj TBS jsem zvolil platformu .NET Framework od Microsoftu a jako vývojové
prostrˇedí jsem použil Microsoft Visual Studio 2013 s podporou jazyka C#, ve kterém je
TBS naprogramován. Jak jsme si rˇekli v minulé kapitole, že XML skript obsahuje tagy,
tak prˇi návrhu jsem postupoval tak, že každý tag bude prˇedstavovat jednu trˇídu a jeho
atributy budou prˇedstavovat vstupní atributy pro dané trˇídy. TBS tedy funguje jako prˇe-
kladacˇ vstupního XML skriptu a následneˇ vykonává to co se nachází v daném skriptu.
Prˇi tomto postupu vzniká spoustu trˇíd s elementárními funkcemi, kde lze velmi dobrˇe
využít návrhového vzoru Kompozit [25]. Návrhový vzor Kompozit prˇedstavuje rˇešení,
jak usporˇádat jednoduché objekty a z nich složené (kompozitní) objekty. Snahou vzoru
je, aby k obeˇma typu˚m objektu˚ (jednoduchým a složeným) bylo možné prˇistoupit jednot-
ným zpu˚sobem. Použitím vzoru Kompozit lze usporˇádat jednoduché objekty a kompo-
zitní objekty do stromové hierarchické struktury.
Jak lze videˇt na obrázku 5 trˇídu „Component“, tak v mém projektu takovouto trˇídu
prˇedstavuje interface Command. Takováto trˇída cˇi interface obsahují metody, které musí
následneˇ implementovat i všechny podtrˇídy, at’ už složené cˇi jednoduché. Dále je možné
videˇt „Leaf“ (list) a „Composit“ (veˇtev). Tzv. „leaf“ je práveˇ jednoduchý objekt, který
obsahuje jednu metodu. Tzv. „Composite“ je složený objekt, který má možnost se dále









Výpis 7: Implementovaný interface pro využití návrhového vzoru Kompozit.
TBS funguje na principu: najdi, znáš?, proved’. Nejprve musí najít v XML skriptu
korˇenový element project, který se nacˇítá v samostatné trˇídeˇ a následneˇ hledá svého po-
tomka target, tedy „složený“ objekt.
XmlNode root = doc.DocumentElement;
if (root .Name == "project")
{
ProjectNode p = new ProjectNode(root, xmlTarget);
p.procProjectNode();
}
Výpis 8: Nalezení korˇenového elementu project.
Target se také nacˇítá v samostatné trˇídeˇ a musí se porovnávat i jméno (name), aby se
vykonal správný target.
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foreach (XmlNode node in _root.ChildNodes)
{
if (varBool) { break; }
if (node.Name == "target" && node.Attributes[0].Value == _xmlTarget)
{





Výpis 9: Nalezení elementu target a porovnávání jeho name.
Po té co se najde správný target, tak se už hledají i jeho potomci, tedy „jednoduché“
objekty jak mu˚žeme videˇt na následujícím kódu. V ukázce mu˚žeme videˇt jeden „case“
(element) a to CPDir.
public void procTargetNode()
{











Výpis 10: Nalezení elementu target a hledání jeho potomku˚.
V každé trˇídeˇ, která prˇedstavuje jeden tag (list) a tvorˇí tím jednu elementární akci
si v konstruktoru nacˇítám daný tag a jeho atributy. Atributy je nutno porovnávat aby se
zjistilo zdali souhlasí a jestli tam trˇeba nedošlo k chybeˇ jak lze videˇt na další ukázce kódu.
public CPDir(XmlNode targetNode)
{
for ( int attInd = 0; attInd < targetNode.Attributes.Count; attInd++)
{
varName = targetNode.Attributes[attInd].Name;



















Výpis 11: Nacˇítání atributu˚ tagu, v tomto prˇípadeˇ CPDir.
Po nacˇtení se vytvárˇí nová instance takovéto trˇídy, které se prˇidává do listu akcí ve
trˇídeˇ Target, které se na konci nacˇítání XML skriptu provedou všechny najednou, avšak
postupneˇ tak jak je napsáno ve XML skriptu.
namespace TBS
{
public class Target : Command
{
private List<Command> _commands = new List<Command>();













Výpis 12: Trˇída target, která prˇedstavuje Composite, soucˇást návrhového vzoru Kompozit.
Na trˇídním diagramu 6 se mu˚žete podívat jak je implementován návrhový vzor Kom-
pozit a následneˇ ho porovnat s obrázkem 5.
Samotný prˇeklad LATEXu probíhá pomocí programu pdflatex, který je soucˇástí distri-
buce TEXLive [27]. TBS v tomto prˇípadeˇ prˇedává jméno souboru, které je udáno v XML
skriptu, programu pdflatex spolecˇneˇ s možným módem, ve kterém následneˇ pdflatex bude
prˇekládat.
30
Obrázek 5: Návrhový vzor Kompozit.
Obrázek 6: TBS – trˇídní diagram.
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7 Použití programu
Pro používání TBS je nutná znalost základních operací s prˇíkazovou rˇádkou. Uživatel si
musí najít nejdrˇíve adresárˇ, ve kterém se nachází jeho TEXový soubor, který chce prˇelo-
žit. Musí se taky ujistit, že v daném adresárˇi se nachází XML skript a tbs.exe. Je neˇkolik
možností jak spustit TBS program. Pokud’ uživatel zvolí možnost spustit jen tbs.exe, tak
se budou vykonávat defaultní akce, což znamená, že tbs.exe se bude snažit najít v daném
adresárˇi XML skript se jménem tbs.xml. Pokud’ tbs.xml nenajde, vypíše v prˇíkazové rˇádce
chybovou hlášku. Jestli soubor najde, tak se bude rˇídit podle „default“ hodnoty, kterou
najde v tbs.xml. Pokud’ se v dané složce už tbs.xml nachází tak argumentem mu˚že být
také jméno „target-u“, který se má vykonat naprˇ: tbs.exe mydelete. V takovém prˇípadeˇ
bude tbs.exe ignorovat default v XML skriptu a bude se rˇídit podle vstupního argumentu
a podle neˇho také provede daný „target“. Lze si také vypsat nápoveˇdu „tbs.exe help“.
Prˇedtím než uživatel spustí tbs.exe je nutné si nastavit v XML skriptu co vlastneˇ chce
všechno aby se provedlo. Uživatel si mu˚že nastavit hned neˇkolik variací „target-u˚“, které
budou každý deˇlat neˇco jiného a následneˇ je volat jednoduše jeden po druhém v prˇíka-
zové rˇádce. Na následném kódu lze shlédnout ukázku použití prˇíkazu tbs.exe help.
C:\Users\Michal\Desktop\BP2>tbs.exe help
Usage: 1 or 2 arguments -> [optional] or [xml script] [optional]
Available arguments:
help - shows help
optional - name of target you want to run from your xml script.
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Záveˇr
Cílem této bakalárˇské práce bylo provést analýzu dosavadních sestavovacích systému˚
a následneˇ vytvorˇit vlastní sestavovací systém se specifickým zameˇrˇením na LATEX. Po
analýze jsem pro vývoj zvolil platformu .NET Framework od Microsoftu a jako vývojové
prostrˇedí jsem použil Microsoft Visual Studio 2013 s podporou jazyka C#, ve kterém je
TBS napsán a jako vstupní skript jsem zvolil jazyk XML.
Bylo dosaženo plneˇ funkcˇního sestavovacího systému se všemi body, které byly
v plánu. TBS mu˚že být taktéž jednoduše rozšírˇen o další funkcˇní prvky, protože prˇi jeho
implementaci bylo využito jednak objektoveˇ orientované programování a dále byl vyu-
žit návrhový vzor Kompozit. Tudíž další funkcionalitu lze snadno implementovat jako
potomky základních trˇíd a rozhraní v tomto návrhovém vzoru.
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TBS byl odzkoušen na následovných systémech, programech a jejich verzí:
• Windows 8.1
• Adobe Reader 11.0
• TortoiseSVN 1.8.6
• Microsoft Visual Studio 2013 (.NET Framework 4.5+)
