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1. INTRODUCTION
Industrial robots are nowadays used in many dif-
ferent areas and in various applications, which
increases the demands on performance and pro-
ductivity. When manufacturing the robots, low-
cost alternatives of motors, gears and other com-
ponents are used to a greater extent. This implies
higher degree of nonlinearity and mechanical ﬂex-
ibility, which makes it more diﬃcult to achieve
the demands on performance. Integration of new
low-cost sensors such as accelerometers, gyros,
cameras, etc., is one way to maintain and perhaps
improve the performance. Additional information
from sensors demands signal processing and sen-
sor fusion, which is hard to achieve without good
models and modelling tools.
The purpose of this paper is to present a ﬁrst step
towards a modelling platform for eﬃcient deriva-
tion of the necessary equations for doing, e.g.,
1 Supported by the Swedish Research Council (VR).
sensor fusion. The idea is to easy evaluate diﬀerent
kinds of sensors and also various sensor locations
using Maple (Maplesoft, 2006) as a tool to symbol-
ically generate the kinematic models. Thereafter
the models will be incorporated in Matlab- or C-
code to implement, e.g., state estimation using an
Extended Kalman Filter (EKF) algorithm.
An example of previous work in this area is Bi-
enkowski and Kozlowski (1998), where a Mathe-
matica based approach to robot modelling is pre-
sented. The kinematic derivation in Bienkowski
and Kozlowski (1998) does, however, not use the
Denavit-Hartenberg (DH) representation (see Sec.
3.2) which is a standard in the robotics ﬁeld. An-
other contribution is Corke (1996) but the focus
there is on the dynamics and how dynamic models
of robots can be simpliﬁed using Maple. A Mathe-
matica package, Robotica, has also been developed
by Nethery and Spong (1994). This package is
based upon Spong and Vidyasagar (1989) and
gives support for both kinematic as well as dy-
namic modelling. Although similar to what theauthors of this paper is aiming at, the package
Robotica is no longer supported or updated and
it is not sure that it works in the last version
of Mathematica without editing the source code
(according to the homepage of one of the authors
of Robotica, Mark W. Spong).
This paper is organised as follows: in Sec. 3 basic
concepts and equations of the robot kinematics
are described, based upon mainly Spong and
Vidyasagar (1989) and Norrl¨ of (1999). The Maple
implementation, which is described in much more
detail in Wall´ en (2006), is then presented in Sec. 4.
Sec. 5 handles some applications of the symbolic
models derived, and in Sec. 6 conclusions are
drawn.
2. MOTIVATING EXAMPLES
In this section an example with large kinematic
equations and then an example of sensor integra-
tion motivates the need of a good symbolic based
modelling tool.
2.1 Kinematic equations
The need of a good modellig tool, and in partic-
ular a good symbolic based modelling tool such
as Maple, is illustrated by the following exam-
ple where the industrial robot IRB1400 (Norrl¨ of,
1999) from ABB Robotics is used. A more detailed
derivation of the equations in this section is given
in Sec. 3. The part of the kinematic relations giv-
ing the linear velocity of the robot tool as a func-
tion of joint position and joint angular velocity,
J(θ)˙ θ, is referred to as the Jacobian of the robot.
The Jacobian describing the linear velocity of the
robot tool for the three ﬁrst joints of IRB1400 is
Jv =


−0.15sinθ1 0.6cosθ1 cosθ2 Jv13
0.15cosθ1 0.6sinθ1 cosθ2 Jv23
0 Jv32 Jv33

 (1)
where
Jv13 = cosθ1
 
0.12cosθ2 cos(−θ2 + θ3)
− 0.12sinθ2 sin(−θ2 + θ3)
 
Jv23 = sinθ1
 
0.12cosθ2 cos(−θ2 + θ3)
− 0.12sinθ2 sin(−θ2 + θ3)
 
Jv32 = −0.6sin
2 θ1 sinθ2 − 0.6cos2 θ1 sinθ2
Jv33 = −sinθ1
 
0.12sinθ1 sinθ2 cos(−θ2 + θ3)
+ 0.12sinθ1 cosθ2 sin(−θ2 + θ3)
 
− cosθ1
 
0.12cosθ1 sinθ1 sinθ2 cos(−θ2 + θ3)
+ 0.12cosθ1 cosθ2 sin(−θ2 + θ3)
 
.
As can be seen, the expressions are large even
though just the three ﬁrst links are examined, and
when considering all six links the Jacobian be-
comes much more complex (approximately three
pages of Maple code). It is desirable to avoid
deriving these expressions by hand, and instead
use a computer algebra tool, e.g., Maple.
2.2 Sensor integration
A second motivating example is an application of
the results in this paper, namely sensor integra-
tion. This application is also further described in
Sec. 5. Using an accelerometer at the robot tool
gives the measurement equation
yt = h(xt) + et =
 
θ
¨ χ
 
+ et,
see (25). The vector yt contains all measured sig-
nals, θ is a vector containing the measured joint
angles and ¨ χ describes the acceleration vector in
the coordinate frame of the accelerometer. Com-
parison to equation (22) shows a need of com-
puting the time derivatives of the Jacobian and
considering the complexity of the Jacobian in the
previous example it is clear that this derivation is
impossible to do by hand. This expression is also
used when computing the EKF, see Sec. 5.2.
3. ROBOT KINEMATICS
There are two ways to describe the position kine-
matics of the robot — forward kinematics and
inverse kinematics. Here, forward kinematics, i.e.,
the position and orientation of the robot tool are
determined in terms of the joint variables, and
also the DH representation is described.
Generally a robot has n + 1 links and the base of
the robot is deﬁned as link 0. It also has n joints,
where joint i is situated where links i−1 and i are
connected. The ith joint variable, qi, represents
the relative displacement between adjacent links.
For a revolute joint qi is the angle of rotation and
the joint displacement in the case of a prismatic
joint. Fig. 1 shows the joint variables qi = φi for
the robot IRB1400, with only revolute joints. Each
link also has a coordinate frame i attached rigidly
to link i. (Spong and Vidyasagar, 1989)
φ1
φ2
φ3 φ4
φ5
φ6
Fig. 1. The IRB1400 manipulator with joint vari-
ables φi.3.1 Position kinematics
A parallel translation of the vector p1 by the
vector d1
0 in coordinate frame 0 is described by
p0 = p1 + d1
0.
The basic rotation matrix R0
1 describes the trans-
formation of p between coordinate frame 0 and
frame 1 as p1 = R0
1p0. The inverse transformation
is according to Spong and Vidyasagar (1989)
R0
1 = (R1
0)−1 = (R1
0)T.
Rotation with angle θ around the z-axis can be
represented by the basic rotation matrix
R1
0 = Rz,θ =


cosθ −sinθ 0
sinθ cosθ 0
0 0 1

.
The transformation matrices describe the order of
the rotations. Study for example
p0 = R1
0R2
1p2 = R2
0p2. (2)
First a rotation of the frame 1 is performed
relative to frame 0 described by R1
0 followed by
rotating the frame 2 relative to frame 1 according
to R2
1. The order of the transformation matrices
cannot be changed. (Spong and Vidyasagar, 1989)
If the rotation is around the ﬁxed frame 0 all the
time the rotation matrix becomes
R2
0 = R2
1R1
0. (3)
(2) is similar to (3), because both matrices rep-
resent the same transformation between frame 0
and frame 2.
The most general transformation between the
coordinate frame n and frame 0 can be described
by a rotation combined with a translation. This is
called a rigid motion if Rn
0 below is orthogonal
p0 = Rn
0pn + dn
0 (4)
The rigid motion can be represented by a matrix
of the form (Spong and Vidyasagar, 1989)
H =
 
R d
0 1
 
. (5)
These transformations are called homogeneous
transformations. The homogeneous representation
Pi of the vector pi is deﬁned as
Pi =
 
pi
1
 
.
Now the transformation (4) can be written as the
homogeneous matrix equation
P0 = H1
0P1.
Combining two homogeneous transformations,
e.g., p0 = R1
0p1 + d1
0 and p1 = R2
1p2 + d2
1, gives
H1
0H2
1 =
 
R1
0 d1
0
0 1
  
R2
1 d2
1
0 1
 
=
 
R1
0R2
1 R1
0d2
1 + d1
0
0 1
 
.
3.2 Denavit-Hartenberg representation
The DH representation describes a systematic way
to parameterise the forward kinematics for rigid
robots.
The homogeneous matrix Ai describes the trans-
formation of the coordinates from frame i to frame
i − 1 under the assumption that the joints are
either revolute or prismatic. The homogeneous
transformation Ai is of the form
Ai =
 
Ri
i−1 di
i−1
0 1
 
.
The total homogeneous transformation T
j
i is then
T
j
i = Ai+1Ai+2 ···Aj−1Aj =
 
R
j
i d
j
i
0 1
 
. (6)
Each homogeneous transformation Ai is regarded
as a product of four basic transformations
Ai = Rotz,θiTransz,diTransx,aiRotx,αi
=

 

cosθi −sinθi cosαi sinθi sinαi ai cosθi
sinθi cosθi cosαi −cosθi sinαi ai sinθi
0 sinαi cosαi di
0 0 0 1

 

(7)
in the DH convention. See for example Spong and
Vidyasagar (1989) for how the DH link parame-
ters angle θi, length ai, oﬀset di and twist αi are
deﬁned.
The homogeneous transformation Ai = A(qi) is
a function of just one variable qi, so three of the
four parameters above are constant for a link and
the fourth is the present joint variable. The joint
variable for a revolute joint is θi whereas it is di for
a prismatic joint. (Spong and Vidyasagar, 1989)
It is important to notice that choices of the
coordinate frames are not unique. (Spong and
Vidyasagar, 1989)
Example IRB1400 For the robot IRB1400 from
ABB Robotics, depicted in Fig. 1, all joints are
revolute. In the DH representation, the robot is
put in a certain position when the joint variables
are zero. This position is however diﬀerent from
the position of IRB1400 when φi are zero. In
order to get the robot variables equal to the
DH joint variables, the φi-variables need to be
translated from its origin with the vector θ0 and
the transformation matrix θtrans (Norrl¨ of, 1999)
θ = θtransφ + θ0. (8)
The DH joint variables are qi = θi, because there
are only rotations and no translations of the joints.
θtrans is introduced in order to cope with the
fact that the IRB1400 has a parallelogram linkage
structure to link 3 (Spong and Vidyasagar, 1989).
In practice this structure means that changing φ2will change the respective DH-parameter q2 but
it will also aﬀect q3 so that link 3 keeps the same
orientation with respect to the base frame.
The DH link parameters αi, ai, di and joint vari-
ables θi for IRB1400 are given in Table 1 (Norrl¨ of,
1999).
Table 1. The DH link parameters and
joint variables for ABB Robotics’ indus-
trial robot IRB1400 (Norrl¨ of, 1999).
Joint/link αi ai θi di
i [rad] [m] [rad] [m]
1 −π/2 0.15 θ1 0.475
2 0 0.6 θ2 0
3 −π 0.12 θ3 0
4 π/2 0 θ4 0.72
5 −π/2 0 θ5 0
6 0 0 θ6 0.085
Below the transformation matrix for the robot
tool relative to the base frame 0, when the vari-
ables φi are zero, is given as
T6
0 = A1A2A3A4A5A6 ≈

 

0 0 1 0.955
0 1 0 0
−1 0 0 1.195
0 0 0 1

 
 (9)
according to (6) and (7). The last column repre-
sents the position of the tool relative to the base
frame, i.e., d6
0 as described in (6), which means
that the position of the tool relative to the base
frame of the robot is 0.995m in the x0-direction,
0m in the y0-direction and 1.195m in the z0-
direction.
3.3 Velocity kinematics
The forward kinematic equations determine the
position and orientation of the robot tool given
the joint variables. The Jacobian Jn
0 (from the
nth coordinate frame expressed in the frame 0) of
this function determines the linear and angular
velocities of a point on the robot to the joint
velocities ˙ q as
 
vn
0
ωn
0
 
=
 
Jv
Jω
 
˙ q = Jn
0 ˙ q, (10)
where the Jacobian is a function of q.
Linear velocity The linear velocity of the robot
tool is
vn
0 = ˙ dn
0 =
n  
i=1
∂dn
0
∂qi
˙ qi. (11)
The prismatic joint i with the joint variable qi =
di gives the relation
di
i−1 = dik + Ri
i−1aii,
where i = (1 0 0)T is the unit vector in coordinate
frame i. If all other joints but the ith are ﬁxed,
diﬀerentiation gives
˙ dn
0 = R
i−1
0 ˙ di
i−1 = ˙ diR
i−1
0 k = ˙ dizi−1.
Compared to (11) this gives
∂dn
0
∂qi
= zi−1 = R
i−1
0 k = R
i−1
0


0
0
1

, (12)
where zi−1 is the resulting vector in the base frame
when the unit vector k in coordinate frame i − 1
is expressed in the orientation of the base frame
with the transformation matrix R
i−1
0 .
The revolute joint i is described by the relation
dn
0 = d
i−1
0 + R
i−1
0 dn
i−1.
If only the ith joint is actuated, all joint angles
except θi are ﬁxed and d
i−1
0 and R
i−1
0 are con-
stant (Norrl¨ of, 1999). Diﬀerentiation gives
˙ dn
0 = R
i−1
0 ˙ dn
i−1, (13)
which can be written
˙ dn
i−1 = ˙ qik × dn
i−1 (14)
for revolute joints (Spong and Vidyasagar, 1989).
Combining (13) and (14) gives
∂dn
0
∂qi
= zi−1 × (dn
0 − d
i−1
0 ). (15)
(12) and (15) together with (10) and (11) gives
the part of the Jacobian for the linear velocity,
Jv, as
Jv =
 
Jv1 ... Jvn
 
(16)
where
Jvi =
∂dn
0
∂qi
=
 
zi−1, prismatic joint,
zi−1 × (dn
0 − d
i−1
0 ), revolute joint.
(17)
Angular velocity Angular velocities can be added
vectorially in a common coordinate frame (Spong
and Vidyasagar, 1989). It is then possible to
express the angular velocity of each link in the
base frame and sum them to the total angular
velocity of the robot tool.
If the ith joint is revolute, the joint variable is
qi = θi and the angular velocity expressed in
coordinate frame i − 1 can be written
ωi
i−1 = ˙ qik, (18)
where k is the unit vector (0 0 1)T in frame i−1.
For a prismatic joint instead, there is a pure
translation and
ωi
i−1 = 0. (19)Summing the angular velocities from each link
gives the following angular velocity (Spong and
Vidyasagar, 1989) of the tool
ωn
0 = ρ1 ˙ q1k + ρ2 ˙ q2R1
0k + ... + ρn ˙ qnR
n−1
0 k
=
n  
i−1
ρi ˙ qizi−1. (20)
(18)–(20) together with (10) give the part of the
Jacobian for the angular velocity, Jω, as
Jω =
 
ρ1z0 ... ρnzn−1
 
,
ρi =
 
0, prismatic joint,
1, revolute joint.
(21)
Acceleration equations Deriving the Jacobian (10)
gives the linear and angular acceleration (Spong
and Vidyasagar, 1989) according to
 
¨ xn
0
˙ ωn
0
 
=
d
dt
 
Jn
0 (q)˙ q
 
= Jn
0 (q)¨ q +
d
dt
 
Jn
0 (q)
 
˙ q
= Jn
0 (q)¨ q +
  n  
i=1
∂
∂qi
 
Jn
0 (q)
 
˙ qi
 
˙ q.
(22)
4. MAPLE IMPLEMENTATION
The Maple implementation and the functions
described in this section is based upon Wall´ en
(2006), where the implementation is explained in
more detail.
The DH joint variables θi, possibly translated
by the vector θ0 and transformed by the matrix
θtrans, see (8), can be calculated by means of
the function DHparameter with the 6×1-matrices
deﬁning φ (DHphi) and θ0 (DHtheta0) and the
6×6-matrix θtrans (Ttheta) according to
DHthetatotal :=
DHparameter(DHphi, DHtheta0, Ttheta);
With θ (DHthetatotal), d (DHd), a (DHa) and
α (DHalpha) as input to DHtransformation the
resulting DH transformation is computed as
DHtransformation(DHthetatotal, DHd, DHa,
DHalpha):
For example the output T2 gives the homogeneous
transformation T2
0 according to (6). When calcu-
lating (9) the robot stands still, so just change to
φ = 0, i.e., θ = θ0 in (8) and
DHtransformation(DHtheta0, DHd, DHa,
DHalpha);
R
j
i and d
j
i in (6) and pi as described in (4) can be
computed with DHposition. For example the vec-
tor p6 and the matrix T6
0 (from the calculations
when the robot stands still) as inputs gives
p[6] := Vector([1,1,1]);
DHposition(p[6], T6):
The outputs are then d6
0 (d i), R6
0 (Rij) and
p0 (p i) according to (6). From the rotation ma-
trices R
j
i it is also possible to be able to calculate
the corresponding Euler angles and quaternions,
see Spong and Vidyasagar (1989) and Sciavicco
and Siciliano (2000).
The linear part of the Jacobian, see (16)–(17), can
be calculated by DHlinearjacobian. The input
jointtype describes if the diﬀerent joints are pris-
matic (0) or revolute (1). The function calculates
the linear part of the Jacobian for the number of
joints prescribed in the input parameter joints.
The transformation matrices T1 to T6 are also
needed as inputs. Calculating the expression in (1)
gives the following in Maple
jointtype := <<1>, <1>, <1>, <1>, <1>,
<1>>:
joints := 3:
DHlinearjacobian(T1, T2, T3, T4, T5, T6,
jointtype, joints):
Jv;
With DHangularjacobian the angular part of the
Jacobian is computed, see (21). This function has
the same inputs as DHlinearjacobian and the
output is called Jomega as can be seen below.
DHangularjacobian(T1, T2, T3, T4, T5, T6,
jointtype, joints):
Jomega;
The resulting Jacobian (10) including both the
linear and the angular part, is computed by
DHjacobian with the same input arguments as
above and J as output, i.e.,
DHjacobian(T1, T2, T3, T4, T5, T6,
jointtype, joints):
J;
5. APPLICATION
In this section, applications of the symbolic mod-
els derived in the previous sections will be pre-
sented. The ﬁrst application is sensor integration,
brieﬂy covered in Sec. 2.2. A second application
is state estimation using the EKF (Anderson and
Moore, 1979).
5.1 Sensor integration
Sensor integration in robotics implies handling
many diﬀerent kinds of sensors, and here ac-
celerometers and gyros will be discussed. First
consider a rigid body model of a robot,
M(q)¨ q + C(q, ˙ q)˙ q + g(q) = u, (23)with M the inertia matrix, C the Coriolis and
centripetal term, and g gravity. u is the input
torque. (23) can rewritten in state-space form
˙ x = f(x,u) (24)
where x = (q, ˙ q)T. Sensor integration can now
be interpreted as modelling the measurements
produced by the sensor as a function of the states,
y = h(x).
A gyro measures the angular velocity ωn
n = R0
nωn
0
in the gyro coordinate system, which is described
by the Jacobian (10). Using an accelerometer
instead gives the linear acceleration ¨ xn
n = R0
n¨ xn
0
in the accelerometer frame, so the Jacobian has
to be diﬀerentiated according to (22). Notice that
in (22) ¨ q appears explicitly, but it is not part of
the state vector. To compute ¨ q the model in (23)
must be utilized and it will make the function h
very complex. Again this is a motivation to use a
symbolic modelling tool.
5.2 State estimation
As a starting point for the state estimation, the
discrete state-space model below is used
xt+1 = f(xt,ut,wt)
yt = h(xt) + et, (25)
where the vector yt contains all measured signals.
To use (24) it is necessary to discretise the contin-
uous system, but this operation is not discussed
further in this paper. The probability density
functions for the process noise and measurement
noise are assumed to be known.
A standard method for state estimation in signal
processing and control is the EKF (Anderson and
Moore, 1979). Below the time and measurement
update are presented for the EKF
 
ˆ xt+1|t = f(ˆ xt|t,ut,0),
Pt+1|t = FtPt|tFT
t + GtQtGT
t ,

 
 
ˆ xt|t = ˆ xt|t−1 + Kt
 
yt − h(ˆ xt|t−1)
 
,
Pt|t = Pt|t−1 − KtHtPt|t−1,
Kt = Pt|t−1HT
t (HtPt|t−1HT
t + Rt)−1,
where the linearized matrices are given as
Ft =
∂
∂x
f(xt,ut,0)|xt=ˆ xt|t,
Gt =
∂
∂w
f(xt,ut,wt)|xt=ˆ xt|t,
Ht =
∂
∂x
h(xt)|xt=ˆ xt|t−1.
As can be seen, the functions f and h need to
be diﬀerentiated with respect to the states (and
the disturbance wt). If a gyro is used as a sensor
the necessary linearisation shown above in the
EKF implies to diﬀerentiate the Jacobian. With
an accelerometer an even more involved equation
needs to be diﬀerentiated due to the linearisation.
Again it is motivated to use a tool such as Maple
to be able to manipulate the equations in an
eﬃcient way.
6. CONCLUSION
A ﬁrst step towards making a toolbox in Maple
for industrial robot kinematic modelling is taken
in this paper. The work is motivated by applica-
tions, such as state estimation, where the kine-
matic model is used to relate the states of the
dynamic model with the measurements. To avoid
numeric derivatives it is important to be able to
manipulate the model analytically, for example in
Maple as is done in this paper.
Future work includes to further develop the Maple
functions and make a package with a user friendly
interface. It also means to develop an export
function where the result can be exported in a
format that can be read from Matlab and/or C
for including the results, e.g., in an EKF algorithm
for state estimation.
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