We model a railway network with synchronization feature using timed automata (TA). The procedure consists of two steps: first, each train in the railway network is modeled as a TA; then, the final model is obtained by taking the parallel composition of all TA obtained in the first step.
Introduction
Timed automata (TA) [3] are a modeling framework for a wide range of realtime systems, such as in web services [15] , audio/video protocols [10] , bounded retransmission protocols [7] , collision avoidance protocols [1, 13] and commercial field bus protocols [8] . Originally, TA has been defined as a Büchi automaton containing finitely many states extended with real-valued variables modeling clocks. In order to restrict the behavior of the automaton, constraints on the clock variables are used. Furthermore Büchi accepting conditions are used to enforce progress properties. A simplified version called timed safety automata has been introduced in [12] to enforce progress properties using local invariant conditions. In this work, we use timed safety automata and refer them as TA for simplicity (cf. Definition 2.1).
Several modeling frameworks have been used to model railway networks, e.g. Petri nets [9] , cellular automata [14] , TA [6] and max-plus-linear (MPL) systems [4, 11] . The TA model developed in this work is different with [6] . The authors of [6] discuss a TA model of a railway control system, which controls access to a bridge for several trains. In this work, we develop a TA model of a railway network with synchronization between several trains. This opens up the application of techniques in TA for analyzing railway networks. Let us remark that this work is related with [2] , which proposes a formal approach to analyze a railway network modeled as MPL systems.
As mentioned in the previous paragraph, we propose to model a railway network with synchronization features using TA. The procedure to build the TA consists of two steps. In the first step, each train in the railway network is modeled as a TA. Then, the TA model of the entire railway network is obtained by taking the parallel composition of all TA obtained in the first step.
Preliminaries

Timed Automata
As discussed in the Introduction, a TA can be used to model a wide range of real-time systems. A TA is a directed graph extended with real-valued variables (called clocks) that model the logical clocks.
Clock constraints (i.e. guards on edges and location invariants) are used to restrict the behavior of the automaton. A clock constraint is a conjunctive formula of atomic constraints of the form x n or x − y n for x, y ∈ C, ∈ {≤, <, =, >, ≥} and n ∈ N. We use B(C) to denote the set of clock constraints. Moreover we denote the power set of a set C by 2 C .
where L is a set of finitely many locations (or vertices); 0 ∈ L is the initial location; Act is the set of actions; C is a set of finitely many real-valued clocks;
C × L is the set of edges; Inv : L → B(C) assigns invariants to locations. The location invariants are restricted to constraints of the form: c ≤ n or c < n where c is a clock and n is a natural number.
The semantics of a TA are defined as a transition system where a state consists of the current location and the current value of clocks. There are two types of transitions between states: delay for some time (delayed transition) or take an enabled edge (discrete transition). Each edge is labeled with a guard, an action and a reset. The guard is described as a clock constraint (∈ B(C)). An edge can be taken when the value of clocks satisfies the guard associated with the edge. A subset of all the clocks (∈ 2 C ) may be reset to zero when a discrete transition is taken. Finally each edge is associated with an action (∈ Act). The set of actions is used for synchronous communication between a pair of TA. It is done by hand-shake synchronization using input and output actions [5] . The input and output actions are denoted by d i ? and d i ! for i ∈ N, respectively. An action that can be taken independently of other actions is called internal action, denoted by *. When there is a single TA, all actions are internal because synchronous communication is not possible.
Railway Networks
In this paper, we adopt the railway network and its synchronization mechanism discussed in [11, Section 0.1]. The railway network consists of a number of stations connected by several circuits. A circuit can be divided into one or more tracks. Each track contains zero or more trains. Two circuits can be synchronized in a station. In this case, we define the same departure time from the station for all trains in those circuits. In order to illustrate the railway networks considered in this paper, we use the example in Figure 1 . This railway network has two stations connected by three circuits (left, middle and right). The left and right circuits consist of one track, whereas the middle one consists of two tracks. There is one train placed in each track. The number near each track represents the travel time of the track. In this network, the left and middle circuits are synchronized in station 1, whereas the right and middle circuits are synchronized in station 2.
3 Construction of the TA Model for the Railway Network
In this section, we discuss a procedure to construct a TA model of a given railway network. The procedure consists of two steps. In the first step, each train in the railway network is modeled as a TA. Then, the TA model of the railway network is obtained by taking the parallel composition of all TA (obtained in the first step). Let us discuss the procedure to construct a TA from a train. We denote m as the number of trains. Furthermore in the railway network, there are n stations that are denoted by s 1 , . . . , s n . The time needed using a train to travel from s i to s j is denoted by t i,j for i, j ∈ {1, . . . , n}. Notice that each train is assigned to a circuit. Each circuit is indexed with a unique natural number for identification purposes. Furthermore every circuit is also denoted by a sequence of stations connected by arrows, i.e. s c(1) → s c(2) → · · · → s c(n ) → s c(1) where c(1), . . . , c(n ) ∈ {1, . . . , n}. The synchronization SyncC is formally defined as an n-tuple (SyncC 1 , . . . , SyncC n ) where SyncC i is a set containing two circuit indexes for i ∈ {1, . . . , n}. As an example, the synchronization for the railway network in Figure 1 is SyncC = ({1, 2}, {2, 3}).
Definition 3.1
The TA generated by a train assigned to j-th circuit s c(1) → s c(2) → · · · → s c(n ) → s c(1) where the synchronization happens in stations SyncS ⊆ {1, . . . , n } is given by (L, 0 , Act, C, E, Inv):
• C = {x};
Let us describe the TA generated by Definition 3.1 in more detail. Location s c(i) is active when the train stops at c(i)-th station. Location g c(i),c(i+1) is active when the train is on the way from c(i)-th station to c(i + 1)-th station. Initially, the train stops in c(1)-th station. The action d i corresponds to the departure synchronization in the i-th station, for all i. All actions are defined as urgent, i.e. it will be taken as soon as it is enabled. The clock variable x represents the time elapsed since the last departure. The core of the definition is the construction of the set of edges E. The construction of E can be divided into two parts: with and without synchronization.
First we focus on the edges with synchronization. In this case, the clock variable is reset to zero when the train departs from a station. The output actions are associated with the train assigned to higher circuit index, whereas the input actions are associated with the train assigned to lower circuit index. Notice that both trains depart as soon as those two trains have arrived in the station. Finally when the value of the clock variable equals the travel time of the corresponding track, the train enters the destination.
Next we focus on the edges without synchronization. In this case, the clock variable is reset to zero when the train enters a station. After that, the train departs immediately.
Let us construct the TA associated with the railway network in Figure 1 . First we associate a unique number to each circuit: the left, middle and right circuits correspond to 1, 2 and 3, respectively. Then we associate a unique number to each train: the left, bottom, top and right trains correspond to 1, 2, 3 and 4, respectively.
The TA generated by each train is depicted in Figure 2 . The locations and edges are represented by circles and arrows, respectively. The initial location is represented by double circles. The name and invariant of each location is located above and below the circle, respectively. The guard, action and reset are located near the corresponding arrow. Notice that initially, the first and third trains depart from station 1, whereas the second and fourth trains depart from station 2.
Conclusions and Future Work
In this paper, we have modeled a railway network as a TA. The TA model can be used to verify some properties of the railway network. For example, we can check whether the delay between two consecutive departures of a train is upper bounded by a given constant. We leave it as a future work.
