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Práctica 6: Programación de Autómatas Schneider 
Objetivos 
• Conocer cómo se configura un entorno de programación de PLCs. 
• Saber cómo se organizan las variables y programas en un PLC. 
• Ser capaz de realizar un programa en lenguaje de contactos para 
solucionar un problema de automatización. 
• Aplicar un programa en lenguaje de contactos en una maqueta con un 
PLC real para comprobar su funcionamiento. 
Realización de la práctica 
Introducción al Entorno de Programación UnityPro 
UnityPro es el entorno software suministrado por la empresa Schneider para 
el desarrollo, explotación y mantenimiento de aplicaciones para sus PLCs. En 
particular, permite el desarrollo de programas para los PLCs de las familias 
Modicon M340, Premium y Quantum de Schneider. Este entorno no sólo 
constituye un entorno de programación donde escribir los programas para 
luego cargarlos en un PLC sino que también permite simular dichos programas, 
depurarlos y monitorizar su funcionamiento en PLC conectado al PC donde 
está instalado el software. La siguiente figura muestra el aspecto básico de la 
ventana principal de UnityPro: 
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Los principales componentes de la interfaz de UnityPro son los siguientes: 
• Barra de menús y de herramientas: Permite acceder a las principales 
opciones de configuración, compilación y depuración de los programas 
para PLCs. 
• Panel “Explorador de Proyectos”: Este panel permite visualizar los 
distintos componentes del proyecto abierto (configuración, datos, 
programas, etc.) y desplazarse a través de ellos. Estos componentes se 
pueden visualizar con dos modos distintos: vista estructural (árbol de 
directorios del proyecto) y vista funcional (módulos funcionales). Según 
el componente seleccionado en este explorador, se abrirá una ventana a 
la derecha con las principales opciones de dicho componente. 
• Ventana “Configuración”: Esta ventana se abrirá cuando seleccionemos 
algún componente de la carpeta “Configuración” del Explorador de 
Proyectos. Esta ventana mostrará visualmente los distintos módulos del 
PLC configurados para este proyecto. Permitirá añadir nuevos módulos 
y modificar o eliminar alguno de los módulos existentes. 
• Ventana “Editor de Datos”: Esta ventana se abrirá cuando 
seleccionemos alguna carpeta de datos (“Tipos de datos derivados”, 
“Tipos de FB derivados” o “Variables e instancias FB”) en el Explorador 
de Proyectos. En el Editor de Datos podremos añadir nuevos tipos de 
datos y nuevas variables. 
• Ventana de “Programación”: Al seleccionar la carpeta “Programa” en el 
Explorador de Proyectos podremos añadir nuevas secciones de 
programa donde definiremos nuestro código para establecer la lógica de 
funcionamiento del PLC. Según el lenguaje de programación de la 
sección añadida, se abrirá un tipo de editor de programación diferente. 
• Panel de “Estado y Resultados”: El panel inferior del entorno UnityPro 
muestra los mensajes del entorno donde nos indica las acciones que 
está realizando y los errores que se producen mientras tanto. 
Para desarrollar un programa para un PLC en el entorno UnityPro se deberán 
seguir los siguientes pasos: 
1. Creación de un proyecto y configuración del PLC. 
2. Definición de variables y tipos de datos. 
3. Programación de la lógica de funcionamiento del PLC. 
4. Simulación, Carga del programa en el PLC y Depuración. 
En los siguientes apartados se explicará en detalle cada uno de estos pasos. 
 
Creación de un Proyecto y Configuración del PLC 
En primer lugar seleccionaremos la opción de generar nuevo proyecto (Menú 
Fichero/Nuevo…) e indicaremos la CPU del PLC que vamos a utilizar (CPU 
BMX P34 2020 de la familia Modicon M340). A partir de ese momento, se 
abrirá el Explorador de Proyectos del nuevo proyecto. El siguiente paso es 
configurar los distintos módulos que componen el PLC que vamos a utilizar en 
esta práctica.  
En primer lugar, debemos configurar el bastidor sobre el que se instalarán los 
módulos. Por defecto, al generar el proyecto se añade el módulo de la CPU 
seleccionada en un bastidor de 8 slots (BMX XBP 0800). Al hacer doble click 
sobre el componente “Bus PLC” de la carpeta “Configuración” del Explorador 
de Proyectos, se abrirá la “ventana de Configuración” que se muestra en la 
siguiente figura. Esta ventana muestra gráficamente la configuración actual del 
PLC. Habrá que seleccionar en el desplegable superior de esta ventana la 
versión 1 de la CPU: BMX P34 2020 01.00. 
 
Ya que en esta práctica utilizaremos un bastidor de 4 slots, debemos hacer 
doble click sobre la parte izquierda de la figura anterior para cambiar el bastidor 
de 8 slots por el bastidor de 4 slots (BMX XBP 0400). En la siguiente figura se 
muestra el nuevo bastidor: 
 
A continuación, tendremos que añadir los distintos módulos que hay 
configurados en nuestro sistema. Al indicar la CPU durante la creación del 
proyecto, se añaden automáticamente los dos primeros módulos que siempre 
estarán presentes en cualquier configuración: la fuente de alimentación (BMX 
CPS 2000) y el módulo de CPU (BMX P34 2020, en este caso). A continuación 
tendremos que añadir los siguientes dos módulos haciendo doble click en los 
slots correspondientes del bastidor: 
• Módulo BMX DDM 16022 en el Slot 1: Módulo con 8 entradas digitales 
de 24V DC y 8 salidas digitales por transistor PNP. 
• Módulo BMX AMM 600 en el Slot 2: Módulo con 4 entradas analógicas y 
2 salidas analógicas configurables en varios rangos de voltaje o 
corriente, con conversión AD de 16 bits. 
El Slot 3 del bastidor quedará vacío ya que en la configuración de la práctica no 
se está utilizando actualmente. De este modo, la configuración final del PLC 
será la que se muestra en la siguiente figura: 
 
Definición de Variables y Tipos de Datos 
Tipos de Variables 
Una variable es una entidad de la memoria del PLC cuyos contenidos pueden 
ser modificados por el programa durante su ejecución. UnityPro admite dos 
tipos de variables: asignadas (allocated) y no asignadas (not allocated). Una 
variable asignada está asociada a un módulo de E/S o a una referencia de 
memoria, mientras que una variable no asignada no está asociada a ninguna 
E/S ni a ninguna referencia de memoria en concreto, es decir, no es posible 
conocer la posición de memoria de la variable. Las variables no asignadas 
deben ser declaradas dentro del Editor de Variables de Datos y serán utilizadas 
como elementos de almacenamiento de información temporal. Las variables 
asignadas corresponderán siempre a una dirección concreta en memoria y se 
utilizarán generalmente para mapear las entradas/salidas de los módulos del 
PLC como posiciones de memoria. 
Al definir una variable habrá que indicar el tipo de datos que almacena.UnityPro 
admite dos clases de tipos de datos: los tipos elementales de datos (EDT) y 
los tipos derivados de datos (DDT). Los EDT más comunes se muestran en 
la siguiente tabla: 
 
Tipo Rango Descripción 
BOOL FALSE / TRUE ó 0 - 1 Valor lógico booleano o valor de un solo bit 
BYTE 0 - 255 Dato que ocupa 8 bits 
WORD 0 - 65.535 Dato que ocupa 16 bits. 
INT -32.768 - 32.767 Número entero con signo. 
DINT 2.147.483.648 -  2.147.483.647 Número entero con signo. 
UINT 0 - 65.535 Número entero sin signo. 
UDINT 0 - 4.294.967.295 Número entero sin signo. 
REAL 8,43E-37 - 3,36E+38 Número real o de coma flotante (32 bits). 
EBOOL 0 - 1  Extensión del tipo BOOL que además de 
almacenar el valor binario 0 ó 1, permite 
detectar transiciones de 0 a 1 (flanco 
ascendente) y de 1 a 0 (flanco descendente), así 
como forzar el valor de una entrada. Es el 
adecuado para E/S digitales. 
STRING 0 – 65.334 caracteres ASCII en 
el rango 32 a 255 
Define una cadena de caracteres ASCII de 8 
bits. Por defecto tiene 16 caracteres de 
longitud, más el carácter indicador de final de 
cadena.  
TIME 0 - 4.294.967.295 ms (49 días) Valor UDINT que representa una duración en 
milisegundos. Las unidades de tiempo 
permitidas para representar el valor son: días 
(D), horas (H), minutos (M), segundos (S) y 
milisegundos (MS). 
 
Los DDT son tipos más complejos que se forman a partir de agrupaciones en 
estructuras y matrices de los EDT. Un tipo especial de DDT son los tipos 
IODDT que se utilizan para gestionar E/S complejas. Por ejemplo, para un 
canal de entrada analógico, se utiliza el tipo de datos IODTT T_ANA_IN_BMX. 
Este tipo de datos es una estructura que contiene los valores de configuración 
e indicadores del estado del canal junto con el valor leído de la entrada. 
 
Definición de Direcciones de Memoria 
Tal como se ha comentado anteriormente, las variables asignadas están 
relacionadas con una posición de memoria concreta. Para nombrar una 
dirección de memoria concreta se utiliza el direccionamiento directo. Éste 
consiste en identificar una dirección de memoria con los siguientes elementos 
en el siguiente orden: 
1. El símbolo % para identificar que se trata de una dirección de memoria. 
2. La clase de variable (I: entrada; Q: salida; CH: canal analógico; K: 
constante; M: Memoria de datos, etc.). 
3. El tipo de la variable (X: booleano; W: palabra 16 bits; D: palabra doble 
de 32 bits, etc.). 
4. La localización de la variable: En el caso de las direcciones de memoria 
que representan un mapeo de una E/S, la localización se corresponde 
con el número de bastidor, de módulo y de bit. Así, por ejemplo, la 
variable %IX0.3.4 se refiere a la entrada booleana en el bastidor 0, 
módulo 3 y bit/línea 4. 
 
Gestión de Variables 
Las variables tanto asignadas como no asignadas se gestionan en la ventana 
Editor de Datos. Esta ventana se activa haciendo doble click sobre la carpeta 
“Variables e Instancias FB” del Explorador de Proyectos. El Editor de Datos 
tiene varias pestañas. La primera de ellas (denominada “Variables”) permite 
añadir nuevas variables (tanto EDT como DDT) para su uso en el programa del 
PLC. Se deberá indicar el identificador de la variable, su tipo de datos y su 
dirección de memoria (en el caso de que sea una variable asignada), un valor 
inicial por defecto y un comentario para explicar su utilidad. En la pestaña de 
“Tipos de DDT” se podrán definir nuevos tipos de datos DDT (estructuras y 
arrays). En la siguiente figura, se muestra un ejemplo de un conjunto de 
variables asignadas (correspondientes a un conjunto de 5 entradas digitales, 4 
canales de entrada analógicos y 4 salidas digitales) y dos variables no 
asignadas (una cadena para representar un mensaje de error y una estructura 
definida de manera personalizada para guardar el estado del programa). 
 
Las variables asignadas también se pueden generar de manera automática en 
la ventana de Configuración del PLC para cada módulo de E/S. En concreto, 
se debe abrir la ventana de Configuración haciendo doble click sobre la carpeta 
“Configuración” del Explorador de Proyectos. Luego, se deberá hacer doble 
click sobre el módulo de E/S donde se desean definir las variables. A 
continuación, se deberá ir a la pestaña “Objetos E/S” de la configuración de 
dicho módulo, seleccionar la clase de variable (%I, %Q o %CH) en el panel 
izquierdo inferior llamado “Objetos de E/S” y dar al botón “Actualizar 
cuadrícula”. De este modo, se cargan automáticamente en la tabla de la 
derecha las direcciones directas de cada línea/canal (véase la siguiente figura). 
A continuación, se puede introducir un nombre para cada variable a mano en el 
columna correspondiente de dicha tabla o generarlo automáticamente con el 
panel “Creación de variables de E/S” situado en la parte superior izquierda de 
la ventana. 
 
Programación del PLC 
Tareas de un Programa para PLC 
Un programa de un PLC Schneider se estructura en tareas (que pueden ser 
ejecutadas en modo monotarea o multitarea), en secciones y en subrutinas 
(SR). 
Cuando se trabaja en modo monotarea, se dispone solamente de la tarea 
principal/máster (MAST), que se descompone en secciones de código y 
subrutinas, pudiendo estar escrita cada una de ellas en un lenguaje distinto. La 
ejecución de la tarea MAST puede ser cíclica (vuelve a ejecutarse cada vez 
que se acaba su ejecución) o periódica (su ejecución se repite cuando pasa un 
determinado periodo de tiempo). 
En el caso del modo multitarea, además de la ejecución de la tarea MAST, 
también se podrán ejecutar opcionalmente una tarea rápida (FAST) y tareas de 
eventos. La tarea FAST se utiliza para ejecutar operaciones rápidas de manera 
periódica. Al igual que la tarea MAST, estará compuesta de secciones y 
subrutinas. Las tareas de eventos se crean para gestionar las interrupciones 
provocadas por los temporizadores y las E/S. Cada tarea de evento estará 
compuesta por una única sección y deberá durar lo mínimo posible ya que 
podrá interrumpir cualquier otra tarea cuando se active. Su ejecución será 
asíncrona y se activará cuando se produzca el evento correspondiente 
(finalización del intervalo de tiempo medido por un temporizador o cambio en el 
valor de una entrada/salida de un módulo conectado al PLC). 
En una ejecución multitarea, la tarea MAST es la que tiene menor prioridad de 
ejecución, luego está la tarea FAST y, finalmente, las tareas de gestión de 
eventos son las que tienen mayor prioridad, pudiendo interrumpir el resto de 
tareas cuando se produce el evento (temporizador o E/S) que las activa. En el 
siguiente diagrama se muestra un ejemplo de un sistema multitarea con una 
tarea MAST que se ejecuta cíclicamente, una tarea FAST que se ejecuta con 
un periodo de 20 ms y una tarea de evento. La ejecución de cada tarea se 
divide en tres fases: lectura de entradas (I), procesamiento (P) y escritura de 
salidas (O). Se puede observar cómo la tarea FAST interrumpe la tarea MAST 
al tener mayor prioridad. La tarea de evento interrumpe a su vez la tarea FAST 
al ser la que tiene mayor prioridad. 
 
Secciones y Subrutinas de una Tarea 
Las tareas se componen de secciones y pueden contener subrutinas 
(secciones SR). Cada sección es una entidad de programación que puede ser 
definida en un lenguaje de programación distinto. Las secciones de la tarea 
MAST se podrán definir en los lenguajes: LD (Ladder Diagram Language, 
diagrama de contactos), FBD (Function Block Diagram, lenguaje de bloques de 
función), IL (Instruction List, lista de instrucciones), ST (Structured Text, 
lenguaje literal estructurado) y SFC (Sequential Function Chart, Grafcet). Las 
secciones de la tarea FAST y de las tareas de eventos se podrán definir en los 
lenguajes: LD, FBD, IL y ST. Las secciones de una tarea se ejecutarán 
secuencialmente en el orden que estén definidas en el Explorador del Proyecto. 
Para crear una nueva sección, se deberá seleccionar la tarea correspondiente 
en el Explorador de Proyectos y luego pulsar con el botón derecho sobre la 
subcarpeta de “Secciones” y seleccionar la opción “Nueva Sección…”. Se 
abrirá un diálogo donde habrá que indicar el lenguaje de programación que se 
usará para definir la sección, tal como se muestra en la siguiente figura: 
 
Para crear una subrutina se deberá seleccionar la carpeta “Sección SR” de la 
carpeta de la tarea correspondiente en el Explorador de Proyectos y hacer click 
con el botón derecho, seleccionando la opción “Nueva Sección SR…”. Las 
subrutinas son secciones especiales que son llamadas por secciones de una 
tarea o por otras subrutinas. Las subrutinas permiten un nivel de anidamiento 
de hasta 8 llamadas pero no permiten llamadas recursivas ni ser llamadas por 
secciones de otra tarea distinta a la tarea donde se definieron. Las subrutinas 
se pueden programar en los siguientes lenguajes: FBD, LD, IL y ST. 
Programación con Lenguaje de Contactos (LD) 
El lenguaje de diagrama de contactos (LD) representa cada sección como un 
circuito eléctrico consistente básicamente en dos tipos de objetos: contactos y 
bobinas. 
Cada contacto está asociado a una condición booleana que puede ser una 
variable, una dirección de memoria o una expresión matemática. El contacto 
estará abierto o cerrado dependiendo del valor de dicha condición booleana y 
del tipo de contacto, tal como se indica a continuación: 
 Contacto Normalmente Abierto: Este contacto se mantiene cerrado 
mientras la variable/expresión booleana asociada es cierta. 
 Contacto Normalmente Cerrado: Este contacto se mantiene cerrado 
mientras la variable/expresión booleana asociada es falsa. 
Contacto de Detección de Flanco de Subida (o Transición Positiva): 
Este contacto se mantiene cerrado durante un ciclo de programa cuando se 
produce un cambio de falso a cierto (flanco de subida) en la variable/expresión 
booleana asociada. 
Contacto de Detección de Flanco de Bajada (o Transición Negativa): 
Este contacto se mantiene cerrado durante un ciclo de programa cuando se 
produce un cambio de cierto a falso (flanco de bajada) en la variable/expresión 
booleana asociada. 
 
Las bobinas están asociadas a una variable o una dirección de memoria 
booleana. Se utilizan para modificar el valor de dicha variable o dirección de 
memoria según el valor de su conexión izquierda y el tipo de bobina, tal como 
se explica a continuación: 
 Bobina: Esta bobina copia el valor de la conexión izquierda en la 
variable/dirección asociada. Por lo tanto, la variable/dirección valdrá TRUE (1) 
mientras que la conexión izquierda valga 1 y valdrá FALSE (0) mientras que la 
conexión izquierda valga 0. 
 Bobina Negada: Esta bobina copia el valor invertido de la conexión 
izquierda en la variable/dirección asociada. Por lo tanto, la variable/dirección 
valdrá FALSE (0) mientras que la conexión izquierda valga 1 y valdrá TRUE (1) 
mientras que la conexión izquierda valga 0. 
Bobina de Detección de Flanco de Subida (o Transición Positiva): Esta 
bobina establece el valor de la variable/dirección asociada a TRUE durante un 
/
P
N
/
P
ciclo del programa cuando detecta un flanco de subida (transición de 0 a 1) en 
la conexión izquierda. En el resto de casos, el valor de la variable/dirección 
asociada será FALSE. 
Bobina de Detección de Flanco de Bajada (o Transición Negativa): 
Esta bobina establece el valor de la variable/dirección asociada a TRUE 
durante un ciclo del programa cuando detecta un flanco de bajada (transición 
de 1 a 0) en la conexión derecha. En el resto de casos, el valor de la 
variable/dirección será FALSE. 
Bobina de operación SET: Esta bobina establece el valor de la 
variable/dirección asociada a TRUE cuando la conexión izquierda vale 1. Este 
valor de la variable/dirección se queda fijo aunque cambie el valor de la 
conexión izquierda y sólo se podrá cambiar a valor 0 con una operación 
RESET. 
Bobina de operación RESET: Esta bobina establece el valor de la 
variable/dirección asociada a FALSE cuando la conexión izquierda vale 1. Este 
valor de la variable/dirección se queda fijo aunque cambie el valor de la 
conexión izquierda y sólo se podrá cambiar a valor 1 con una operación SET. 
 
Cuando se crea una nueva sección dentro de una tarea con el lenguaje de 
programación LD (lenguaje de contactos), se abrirá una nueva ventana a la 
derecha con el diagrama de contactos correspondiente. Inicialmente el 
diagrama estará vacío y sólo contendrá dos líneas verticales. La línea vertical 
izquierda representa la línea de potencia mientras que la línea vertical derecha 
representa la línea de neutro. A partir de la barra de herramientas se podrán 
seleccionar distintos elementos (contactos, bobinas, conexiones horizontales y 
conexiones verticales) para ir dibujando el diagrama de contactos. Cada línea 
horizontal del mismo deberá comenzar en la línea de potencia y deberá 
terminar en la línea de neutro, permitiendo hacer ramificaciones intermedias 
haciendo uso de conexiones verticales. Además de contactos y bobinas, las 
secciones LD pueden contener también bloques de funciones. Cuando no se 
añade algún elemento correctamente, se marcará en azul para indicar que 
tiene errores. 
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Validar y Generar el Programa 
Después de desarrollar las distintas secciones de las tareas de nuestro 
programa, se deberá verificar que el código desarrollado está libre de errores 
para poder generar la aplicación final que se podrá cargar en el PLC. Para ello, 
UnityPro dispone de tres funciones: 
• Analizar Proyecto: Esta función analiza el proyecto para determinar si 
tiene errores. Si hay errores, mostrará una lista de los mismos junto con 
una breve descripción de cada uno en la pestaña “Analizar Proyecto” del 
panel de “Estado y Resultados” situado en la parte inferior de la interfaz. 
• Regenerar Todo el Proyecto: Esta opción permite generar la aplicación 
final para cargarla en el PLC. En la pestaña “Analizar Proyecto” del 
panel de “Estado y Resultados” aparece el resultado de este proceso e 
indica si se ha producido algún error. 
• Generar cambios: Esta opción genera el proyecto final para cargarlo en 
el PLC pero sólo compilando los últimos cambios realizados con 
respecto a la último vez que se generó el proyecto. De este modo, se 
ahorra el tiempo de tener que regenerar todo el proyecto cada vez que 
se haga alguna modificación. 
Para acceder a las tres opciones anterior se puede usar el menú Generar o los 
botones correspondientes de la barra de herramientas.  
 
Simulación, Carga de Programas en PLC y Depuración 
Carga del Programa en el Simulador 
Después de validar y generar el programa, deberemos cargarlo en el PLC. No 
obstante, es recomendable probar el funcionamiento del programa en un 
simulador del PLC antes de cargarlo en el PLC real. Para ello, deberemos 
seguir los siguientes pasos para cargar el programa en el simulador: 
1. Abrir el simulador: Primero deberemos abrir el programa “Simulador de 
PLC” desde el menú inicio. El simulador será accesible desde la barra 
de tareas, mediante el icono . 
2. Conectar UnityPro con el simulador: Para ello, debemos ir al menú 
“PLC/Conectar”. También se puede realizar la conexión con el icono  
de la barra de herramientas. Para poder hacer esto, el entorno UnityPro 
deberá estar en modo simulación (menú “PLC/Modalidad de Simulación” 
o botón ). Después de conectar UnityPro con el simulador, el icono en 
la barra de tareas cambiará a  para indicar que hay conexión pero 
que todavía no se ha cargado el programa. 
3. Cargar el programa en el simulador: Para ello, usaremos el menú 
“PLC/Transferir Proyecto a PLC” o el botón . En el momento que 
hemos cargado un programa en el simulador, el icono del simulador de 
la barra de tareas cambiará a  para indicar que el simulador está 
conectado, con el programa cargado y en espera de que la ejecución 
comience. 
4. Poner el simulador en modo “Run”: Después de cargar el programa, 
tendremos que poner el simulador en modo “Run” para que comience a 
ejecutarlo. Para ello, usaremos el menú “PLC/Ejecutar” o el botón . El 
estado del PLC cambiará a ejecución y el icono de la barra de tareas 
cambiará a . Cuando se desee parar el PLC, se podrá usar el menú 
“PLC/Detener” o el botón  y el icono del simulador en la barra de 
tareas pasará a ser . 
Si hacemos doble click sobre el icono del simulador en la barra de tareas, 
podremos ver el panel del simulador, tal como se muestra en la siguiente 
Figura. Este panel muestra los distintos LEDs de estado del PLC. 
 
 
Análisis y Depuración del Programa en el Simulador 
Después de cargar el programa en el simulador y ponerlo en modo de 
ejecución, tendremos que verificar que su funcionamiento es correcto. Para 
ello, tendremos que simular que se producen cambios en las entradas para 
verificar que se activan las salidas deseadas según nuestro programa. 
Al poner el PLC en modo RUN, veremos que el fondo de nuestro diagrama de 
contactos cambiará a color gris y los distintos componentes del mismo se 
colorearán de rojo y verde. El color rojo marca los contactos abiertos, las 
líneas desactivadas, las bobinas apagadas y las expresiones booleanas falsas. 
El color verde marca los contactos cerrados, las bobinas encendidas y las 
expresiones booleanas ciertas. Para que funcione esta monitorización en 
tiempo real de los distintos componentes del diagrama de contactos, deberá 
estar activo el servicio de Animación (Menú “Servicios/Animación” o el botón 
). En la siguiente figura se muestra un ejemplo de esta animación. 
 
 
 
Para cambiar el valor de las entradas del diagrama de contactos, tendremos 
que definir una Tabla de Animación que se encargará de forzar los valores de 
las entradas a los valores deseados. Para ello, iremos a la carpeta “Tablas de 
Animación” del Explorador de Proyectos y con el botón derecho del ratón 
seleccionaremos la opción “Nueva Tabla de Animación”. A continuación, 
haremos doble click sobre la nueva tabla para editarla. En cada línea de la 
tabla podremos poner el nombre de la variable cuyo valor queramos forzar. 
Luego, teniendo seleccionada la línea de la entrada deseada, pulsaremos el 
botón “Forzar”. Este botón habilitará la posibilidad de forzar los valores de las 
variables. Finalmente, podremos forzar el valor de la variable a 1 con el botón 
 o forzar su valor a 0 con el botón . En el caso de las variables no 
booleanas, se utilizará el botón “Modificar”, que permitirá cambiar el valor de la 
variable correspondiente. En la siguiente figura se muestra un ejemplo en el 
que se ha forzado el valor de tres variables. Tal como se puede observar, 
cuando se fuerza el valor de una variable, su nombre aparece con un recuadro 
en el diagrama de contactos. 
 
 
 
Desarrollo y Simulación del Control de un Motor (Parte I) 
El alumno deberá realizar las siguientes cuestiones: 
1. Abrir la herramienta UnityPro, crear un proyecto nuevo y configurar el 
PLC siguiendo los pasos indicados en el apartado 2 (“Creación de un 
Proyecto y Configuración del PLC”). 
2. Definir una única secuencia (denominada “motor”) dentro de la tarea 
MAST. 
3. Implementar un diagrama de contactos (LD) dentro de la secuencia 
“motor” que resuelva el siguiente problema de control de un motor: 
a. Se dispone de dos pulsadores (el de MARCHA y el de PARO) y 
de dos interruptores y de dos interruptores (el de marcha 
IZQUIERDA y el de marcha DERECHA). 
b. El motor se pone en funcionamiento con el pulsador de MARCHA 
y con uno de los dos interruptores de marcha. Se para 
únicamente con el pulsador de PARO, que será prioritario sobre 
el resto de órdenes. 
c. Físicamente, el pulsador de PARO es normalmente cerrado por 
seguridad de la máquina. 
d. En el caso de que se intenta activar el funcionamiento del motor 
con los dos interruptores de marcha, la prioridad la tendrá la 
marcha IZQUIERDA. 
e. Los pulsadores e interruptores MARCHA, PARO, IZQUIERDA y 
DERECHA están conectados a las entradas %I0.1.0, %I0.1.1, 
%I0.1.2 y %I0.1.3, respectivamente. El motor se controla con dos 
relés (uno de marcha y otro de sentido de giro) conectados a las 
salidas %Q0.1.16 y %Q0.1.17, respectivamente. 
4. Cargar y ejecutar el proyecto creado en el simulador del PLC y 
comprobar que funciona correctamente forzando los valores de las 
entradas. Para ello, se deberán seguir los pasos explicados en el 
apartado 5 (“Simulación, Carga de Programas en PLC y Depuración”). 
 
Desarrollo y Programación de un Sistema de Automatización 
en una Maqueta Real (Parte II) 
Para el desarrollo de la segunda parte de esta práctica se utilizará la maqueta 
presentada en la siguiente figura: 
 
 
 
Esta maqueta está compuesta de los siguientes elementos: 
1. PLC: Contiene un bastidor de 4 Slots (BMX XBP 0400) en el que están 
instalados los siguientes módulos de izquierda a derecha:  
a) Módulo de Fuente de Alimentación CPS2000. 
b) Módulo de CPU BMX P34 2020 01.00 (en el Slot 0). 
c) Módulo de 8 entradas/salidas digitales BMX DDM 16022 (en el Slot 1). 
d) Módulo de 4 entradas analógicas y 2 salidas analógicas BMX AMM 600 
(en el Slot 2). 
 
2. Sensores de Presencia basados en Infrarrojos: El sensor superior 
(OMROM E3F2-DS30B4) es reflexivo (contiene internamente tanto un emisor 
como un receptor láser) mientras que el sensor inferior está basado en un 
emisor en un extremo (OMROM E3F2-7L) y un receptor en otro (OMROM 
E3F2-7DB4). 
 
 
3. Sensor Mecánico de Fin de Carrera (OMROM D4N-112G): Cuando el 
extremo del sensor se mueve a un lado al otro, activará la salida 
correspondiente. Puede funcionar como interruptor normalmente abierto y 
como interruptor normalmente cerrado. 
 
 
5. Botonera: Se trata de un panel con 4 pulsadores (2 verdes y 2 rojos) y 4 
LEDs (2 verdes y 2 rojos). 
 
5. Relé: Es un módulo de plástico donde se encuentra instalado un relé de 24 
VDC OMROM G2R-2. 
 
 
 
6. Válvula Neumática: Válvula neumática Norgren Martonair con un único 
circuito de aire 
. 
 
7. Potenciómetros: Se trata de dos potenciómetros analógicos que devuelven 
un valor proporcional a la posición angular de su interruptor. 
 
 
 
 
 
 
Todos estos elementos están conectados en los siguientes módulos: 
Elemento Dirección Módulo 
Sensor de Presencia Infrarrojos Reflexivo I0.1.6 
Sensor de Presencia Infrarrojos 
Receptor/Emisor  
I0.1.5 
Sensor Mecánico de Fin de Carrera I0.1.4 (Normalmente Cerrado) 
I0.1.7 (Normalmente Abierto) 
Pulsador Verde 1 I0.1.3 
LED Verde 1 Q0.1.19 
Pulsador Verde 2 I0.1.2 
LED Verde 2 Q0.1.18 
Pulsador Rojo 1 I0.1.1 
LED Rojo 1 Q0.1.17 
Pulsador Rojo 2 I0.1.0 
LED Rojo 2 Q0.1.16 
Relé 24 VDC Q0.1.21 
Válvula Neumática Q0.1.20 
Potenciómetro 1 IW0.2.1  (Valor Entero 0-11000) 
Potenciómetro 2 IW0.2.0  (Valor Entero 0-11000) 
 
El alumno deberá diseñar un sistema de automatización intentando utilizar el 
máximo de elementos disponibles en la maqueta. A continuación, deberá tener 
en cuenta todos los casos posibles de su sistema y describirlos de manera 
detallada. Teniendo en cuenta la lógica de funcionamiento de su sistema, el 
alumno deberá desarrollar un programa en lenguaje de contactos en el entorno 
UnityPro para implementarlo, simular dicho programa en su PC y luego probar 
su correcto funcionamiento en la maqueta real. Se valorará la utilización 
bloques FFB (Comparadores, Contadores, Temporizadores, etc.). 
