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Resumen 
Actualmente, las empresas se encuentran con el problema de que sus trabajadores se 
comunican entre ellos utilizando aplicaciones externas. Esto no solo provoca un riesgo en la 
seguridad, si no, que en muchas ocasiones dificulta el trabajo. Actualmente no encuentran con 
un sistema que satisfaga todas sus necesidades, por lo cual buscan una solución.  
Con el objetivo de cubrir ese problema, surge este trabajo final de grado, el cual pretende 
desarrollar un sistema de comunicación profesional, seguro y que simplifique la realización de 
videollamadas entre usuarios dentro de la organización. Siendo una de sus características poder 
realizar videollamadas con la posibilidad de recibir ayuda de un experto incorporando elementos 
de telepresencia. 
El proyecto contempla el diseño, implementación y publicación de un servidor de comunicación 
en tiempo real desarrollado en Node.JS. Conocido como un servidor RTA (siglas de Real Time 
Availability), permite el envío de eventos entre los clientes utilizando Websockets a la vez que 
ofrece una comunicación estándar mediante API.  
Junto al servidor RTA también se ha desarrollo un cliente nativo para iOS que permite la gestión 
de los usuarios y realizar videollamadas a cualquier dispositivo registrado en la organización. 
Una de sus principales características es poder durante las videollamadas marcar puntos en el 
vídeo y enviar texto e imágenes en tiempo real. 
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Resum 
Actualment, les empreses es troben amb el problema de que el seus treballadors es comuniquen 
mitjançant aplicacions externes. Això, provoca un risc en la seguretat i en moltes ocasions 
dificulta la feina a realitzar i busquen una solució. 
Amb l’objectiu de solucionar aquest problema ha sorgit aquest Treball final de grau  el qual 
pretén desenvolupar un sistema de comunicació professional, segur i que simplifiqui la 
realització de videotrucades entre usuaris dins d’una organització. Caracteritzant-se per poder 
realitzar videotrucades amb la possibilitat de rebre ajuda d’un expert tot incorporant elements 
de telepresencia.  
El projecte contempla el disseny, implementació i publicació d'un servidor de comunicació en 
temps real desenvolupat en Node.JS. Conegut com un servidor RTA (sigles de Real Time 
Availability), permet l'enviament d'esdeveniments entre els clients utilitzant Websockets alhora 
que ofereix una comunicació estàndard mitjançant API. 
Juntament amb el servidor RTA també s'ha desenvolupat un client natiu per iOS que permet la 
gestió dels usuaris i realitzar videotrucades a qualsevol dispositiu registrat en l'organització. Una 
de les seves principals característiques és poder indicar durant la trucada punts al vídeo i enviar 
text i imatges en temps real. 
Abstract 
Today, the companies are faced with the problem that their employees communicate using 
external applications. This not only causes a security risk, but also makes the job harder. 
Furthermore, companies do not find a system that meets all their needs, so they are still looking 
for a proper solution. 
In order to solve this problem, this bachelor’s degree final project aims to develop a professional, 
secure communication system focused on making videocalls between users at the same 
organization easier, with extra features like being able to receive help from an expert using 
telepresence elements. 
This project involves the design, implementation and publication of a real-time communication 
server written in Node.js. These servers are known as an RTA (Real Time Availability) servers, 
which allow event sending between clients using Websockets while providing standard 
communication via API. 
Moreover, a native iOS client, which allows the management of users and videocalls to any 
device registered in the organization, has also been developed. One of its main features is to 
mark points in the video, send text messages and images in real time while performing a 
videocall.  
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1. Introducción y contextualización 
Este proyecto es un trabajo final de grado de la especialidad de ingeniería del software de la 
facultad de Informática de Barcelona (UPC). Se trata de un trabajo de modalidad B realizado en 
la empresa Soft For You [1] la cual me propuso realizar un proyecto de comunicación en tiempo 
real con un componente de telepresencia mediante videollamadas llamado HaiDo. 
Telepresencia: El conjunto de tecnologías que permiten transmitir la 
sensación de estar presente en una localización en la cual no se está. [2] 
1.1. Contexto  
En los últimos meses diversas empresas han mostrado su interés en sistemas de telepresencia 
proponiendo diferentes proyectos a la empresa en la cual estoy realizando prácticas.  
A continuación, expongo los proyectos que han planteado y que han dado lugar a HaiDo. Toda 
información se ha transmitido directamente por las empresas solicitantes, y con el objetivo de 
garantizar su privacidad únicamente se nombra su sector.  
Uno de los primeros proyectos, fue propuesto por una empresa dedicada a las infraestructuras 
la cual debía poner en mantenimiento una central eléctrica durante un mes en Cádiz. Pero los 
técnicos cualificados, expertos en la tecnología utilizada en la central, se encontraba en La 
Coruña (a una distancia de aproximadamente 780 Km) lo cual pese a tener planificado su 
desplazamiento en ciertas etapas del proyecto imposibilitaba su desplazamiento durante todo 
el tiempo previsto para el mantenimiento. Por lo cual, solicitaron un sistema que permitiera 
hacer un seguimiento del estado del proyecto y lo que es más importante permitir a los 
trabajadores poder ponerse en contacto con los expertos en caso de tener dudas o problemas. 
A su vez, también se involucró una empresa externa con sede en Estados Unidos, encargada de 
la fabricación de la turbina de la central. La empresa fabricante de la turbina quería participar 
en el proceso de mantenimiento para obtener información y asistir en el proceso. Para ello, los 
trabajadores debían poder ponerse en contacto desde la propia central utilizando dispositivos 
móviles mediante el uso de videollamadas con tal de transmitir lo que estaban viendo a las 
partes interesadas y que estas pudieran proporcionar asistencia remota. Tras un análisis 
exhaustivo del problema, la empresa decidió encargar una primera versión del sistema de 
telepresencia y aplicarlo en este proyecto de un mes como una prueba y así evaluar si valía la 
pena aplicarlo al resto de sus futuros proyectos. 
Otro proyecto, fue propuesto por una empresa dedicada a la comercialización de gas la cual está 
en un proceso de modernización de sus procesos de atención al cliente. Para ello, está valorando 
permitir que sus clientes mediante su aplicación para Smartphone puedan realizar una 
videollamada desde sus casas para poder preguntar dudas o comunicar incidencias con sus 
calderas de forma que los expertos ubicados en su central pudieran resolverlas siempre que 
fuera posible de forma remota reduciendo costes y molestias para los clientes. 
El último proyecto, fue propuesto por una empresa dedicada a la comercialización de agua, la 
cual había detectado como las cuadrillas de trabajadores que mandaban a realizar reparaciones 
o mejoras se comunicaban mediante sistemas externos como WhatsApp (siendo un ejemplo la 
creación de grupos de WhatsApp dentro de la cuadrilla para comunicarse y el uso de su sistema 
de llamadas) lo cual quedaba completamente fuera del control de la empresa. La empresa, 
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buscaba un sistema de tareas que permitiera poder asignar ordenes de trabajo a esos 
trabajadores y poder tener un control de su estado. Por lo cual, solicitaron un sistema flexible 
que permitiera a trabajadores unirse a grupos de trabajo, con la opción de añadir a empresas 
que puedan ser asignadas para esos trabajos (ya que en muchas ocasiones trabajan con distintas 
empresas que son contratadas para la tarea específica) y que permitiera hacer un control de las 
diferentes tareas. Para ello, buscaban enfatizar la comunicación entre los trabajadores y la 
central con el añadido de poder realizar videollamadas a especialistas. Y así en caso de tener 
cualquier problema brindar la posibilidad a los trabajadores de obtener la información técnica 
en la situación que lo necesitara, sin necesidad de esperar el desplazamiento de un experto.  
Todas las empresas solicitantes tenían en común que querían tener control de los datos y el uso 
que se realizaba del sistema, como por ejemplo poder guardar las llamadas a los técnicos que 
se realizaban para poder ser consultadas posteriormente. A su vez, el componente de 
telepresencia que solicitaban tenía en común permitir marcar elementos en la pantalla 
mediante puntos que permitieran a los usuarios saber concretamente a que se refiere el 
experto. Por ejemplo, si un usuario está consultando con un experto la configuración de un 
cuadro de mandos, el experto mediante una pulsación puede indicar gráficamente al usuario 
que parte del vídeo es a la que se refiere mientras realiza su explicación.  Otro componente, que 
esperan es poder enviar imágenes (por ejemplo, el diagrama de un sistema) para que el experto 
pueda enviar en medio de una consulta y que el usuario de campo pueda utilizar como 
referencia.  
Soft For You lanzó hace años al mercado un sistema que permitía a trabajadores contactar con 
especialistas de forma remota utilizando un sistema de videollamadas interactivo el cual fue 
desarrollado para las primeras versiones de Android e iOS quedándose con el tiempo obsoleto.  
En consecuencia, la empresa necesitaba invertir en el desarrollo de un nuevo sistema de 
telepresencia, para poder utilizarlo como referencia para los diferentes proyectos mencionados 
anteriormente y ganar experiencia para futuros proyectos.  
Estas son las razones por las cuales ha surgido este proyecto, que pretende ser una solución 
integral de comunicación con gestión de tareas para las organizaciones, que les permita tener 
control de los datos que envían desde la aplicación y las comunicaciones de los usuarios. Aunque 
su objetivo primordial sea permitir la telepresencia mediante el uso de chats y videollamadas 
con la opción de poder realizar llamadas interactivas con expertos.  
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1.2. Stakeholders 
Soft For You 
La empresa será la que destinará los recursos necesarios para que el proyecto sea posible, en 
este caso es el promotor del proyecto y los destinatarios del resultado del mismo. El director del 
proyecto es el CEO de la compañía por lo cual estará involucrado también en el proceso de 
desarrollo adoptando el rol de supervisar su evolución y funcionalidad.  
Clientes  
Consideramos como clientes a todas las empresas que han mostrado intereses en contratar el 
sistema incluyendo las empresas que han participado en los requerimientos del mismo y a las 
futuras empresas que lo contratarán. El sistema no está pensado para el público general, si no 
que las empresas una vez lo contraten serán las encargadas de facilitar el acceso a los 
trabajadores. 
Desarrollador 
El desarrollador, en este caso el estudiante, es un stackeholder del proyecto ya que se beneficia 
de la experiencia obtenida en su desarrollo y a su vez es el trabajo final de su carrera, necesario 
para poder graduarse. 
1.3. Estado del arte 
Según han expresado las empresas interesadas en el proyecto, cuando realizan actividades de 
mantenimiento, construcción o reparación ya sean sus propios trabajadores o subcontratando 
a otras empresas actualmente no tienen un control de las comunicaciones que se establecen 
durante la planificación y ejecución de las tareas. Al no disponer de ningún sistema propio, 
delegan en los medios de los propios trabajadores. Esto implica que material sensible de la 
compañía acaba siendo transferido por servicios externos como WhatsApp o incluso que la 
comunicación que realicen con expertos de forma remota pase por servicios que son externos a 
la compañía. Por lo cual, no pueden garantizar un entorno seguro.  
HaiDo pretende ser un proyecto que aplique el concepto de Mobile First [3] en su máxima 
expresión siendo su desarrollo centrado al desarrollo nativo en móviles. Por lo cual su desarrollo 
se realizará pensando por y para aplicaciones móviles siendo secundario el desarrollo de un 
BackOffice o un entorno web.  Esta decisión puede parecer arriesgada, ya que actualmente no 
se concibe un sistema de esta envergadura sin un entorno web que lo administre, pero si 
miramos los datos proporcionados por “Informe Mobile en España y en el Mundo 2016” [4] de 
la empresa Ditrendia:  
- En España el 87% de los dispositivos móviles son Smartphone (por lo cual cuentan con 
cámara para realizar videollamadas). 
- En España tenemos más teléfonos móviles inteligentes que ordenadores, un 80% de los 
encuestados tiene un Smartphone, mientras que solo un 73% tiene ordenador. 
- Al analizar los dispositivos que se usan para acceder a internet los Smartphone son los 
más utilizados alcanzando una cuota del 93,9%. 
En el sistema se realizarán videollamadas mediante el uso de redes móviles, por lo cual hay que 
tener en cuenta la infraestructura de la telefonía móvil en España que es el país en el cual los 
clientes prevén implantar el servicio.  Para ello basándome en el estudio de OpenSignal “Global 
State of Mobile Networks” [5] podemos ver que en España el 90,1% de su territorio tiene una 
cobertura de red móvil 3G o superior con una velocidad media de 16.12 Mbps, más que 
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suficiente para realizar una videollamada entre dos clientes, teniendo en consideración que un 
sistema similar como Skype requiere un ancho de banda de 2.4 Mbps [6] para una video llamada 
HD entre dos personas. 
1.3.1. Análisis de soluciones existentes 
Viu 
Fue un sistema que permite la comunicación por medio de videollamadas a expertos con la 
opción de recibir indicaciones gráficas durante una videollamada. Los clientes únicamente 
podían acceder al servicio mediante el uso de aplicaciones nativas para Android e iOS y los 
expertos estaban limitados al uso del sistema mediante una aplicación web. 
El sistema funciona mediante un sistema de suscripción mediante la tarificación del uso 
realizado, por el cual a los clientes se les cobra por la duración de las llamadas que realizan.  
Experiencias previas con este tipo de tarificación ha demostrado que las empresas no quieren 
costes variables con estos sistemas si no pagar una licencia por su uso y junto al mantenimiento. 
WhatsApp [7] 
Sistema de comunicación (mensajería, llamadas VOIP y videollamadas) caracterizado por su 
facilidad de uso. Permite crear grupos de usuarios de forma simple utilizando los números de 
teléfono de los participantes. Permite también el envío de elementos multimedia y documentos.  
HipChat [8] 
Sistema de comunicación (chats con videollamadas) de equipos basado en web con aplicaciones 
móviles. HipChat permite la integración con Jira [9], un gestor de tareas completo, que permite 
gestionar proyectos con equipos grandes (enfocado principalmente al desarrollo de software). 
Permite ser ejecutado en un servidor privado. 
SightCall [10]  
SightCall es un servicio de comunicaciones basado en WebRTC que permite la comunicación 
contextual en tiempo real. Ofrece soluciones comerciales listas para ser usadas destacando 
“Visual Support” que permite que los clientes contacten con expertos por medio de 
videollamadas interactivas. También ofrece como servicio una API con un coste fijo en función 
del volumen de usuarios, viene integrada con SDK para Android, iOS y Web que permite integrar 
de forma sencilla en aplicaciones propietarias las siguientes funcionalidades: video conferencias 
interactivas, chats de texto y guardado automático de las llamadas en sus servidores. Todos los 
datos son gestionados por sus servidores. 
  
 
 
Página 11 de 204 
 
En la siguiente tabla se encuentra una comparativa de los distintos sistemas considerados y las 
funcionalidades básicas que buscan las empresas interesadas. 
  Viu WhatsApp HipChat SightCall 
Envío y gestión de tareas 
    
Mensajería 
 
x x x 
Videollamadas x x x x 
Telepresencia x 
  
x 
Cliente Web x 
 
x x 
Cliente móvil x x x x 
Guardar videollamadas 
    
Servidores propios x 
 
x 
 
Control de los datos 
    
Tabla 1: comparativa de las soluciones existentes analizadas 
1.3.2. Conclusiones  
Teniendo en consideración la funcionalidad que solicitan los clientes vemos que las soluciones 
existentes no son suficientemente adecuadas para el problema que plantean. Durante la 
búsqueda de posibles soluciones, solo se han contemplado soluciones que incluían 
componentes de telepresencia (principalmente videollamadas) y no se ha encontrado ningún 
sistema que integre un sistema de tareas con dicha funcionalidad o permita gestión completa 
de todos los datos.  
Entre todos los candidatos vemos como SightCall puede ser una buena alternativa para poder 
ser usado como módulo de comunicaciones del sistema, al tener gran parte de las necesidades 
de los futuros clientes. Pero, eso nos imposibilitaría tener una plataforma propia de 
telepresencia lo cual para cualquier proyecto futuro dependeríamos de esta empresa externa. 
A su vez, la API de SightCall es privada y toda la funcionalidad se realiza en sus servidores por lo 
cual nos imposibilita poder hacer modificaciones concretas. Siendo por tanto SightCall una 
solución que valdría la pena contemplar en el caso de que fuera un proyecto concreto y siempre 
en el caso de que su API cumpliera todos los requisitos de los clientes, pero al ser uno de los 
objetivos en este proyecto aprender a realizar comunicaciones en tiempo real y disponer de un 
sistema propietario que pueda ser aplicable a distintos proyectos, si se utilizara esa API 
únicamente se aprendería a usar su tecnología.  
Por lo tanto, personalmente determino que no es factible reutilizar soluciones existentes, sino, 
que es necesario crear un sistema, que nos permita tener un sistema de telepresencia junto a la 
gestión de tareas. Aunque al tratarse de un trabajo en modalidad B, la empresa tiene la última 
palabra y ha decidido proceder con la creación de un sistema nuevo. 
  
 
 
Página 12 de 204 
 
2. Ámbito del proyecto 
Una vez explicado el concepto del sistema y los motivos por los cuales se ha solicitado su 
desarrollo, queda definir cuál será el ámbito del proyecto que será entregado a los clientes una 
vez finalice su desarrollo. 
HaiDo será un sistema el cual las organizaciones se puedan dar de alta como entidad. Donde los 
usuarios de la aplicación tendrán acceso y pertenecerán a organizaciones a las cuales serán 
añadidos mediante una invitación. Todo usuario dentro de su organización podrá comunicarse 
con otros usuarios mediante el uso de mensajería y videollamadas. Los usuarios del sistema 
serán los trabajadores mientras que la organización podrá interaccionar con ellos y acceder a 
todos los datos que se transmitan por la aplicación (como documentos, mensajes, elementos 
multimedia, etc.).  
Una de las funcionalidades claves será la de la telepresencia de expertos, permitiendo poner en 
contacto en tiempo real a los usuarios con expertos de las empresas, esta comunicación se 
realizará en tiempo real mediante el uso de videollamadas las cuales el experto podrá 
interactuar marcando elementos en el vídeo que ve el usuario, enviar imágenes o escribiendo 
texto sobre el streaming de vídeo. Estas videollamadas tienen el objetivo de permitir la 
presencia del experto en pleno trabajo de campo, para poder asesorar a los trabajadores o poder 
evaluar el trabajo realizado. Estas sesiones entre los expertos y los usuarios serán guardaras 
para poder ser revisadas en un futuro y ser utilizadas en sesiones de formación, por ejemplo. 
Está contemplado que en el futuro se expanda la telepresencia a la aplicación de realidad 
aumentada mediante el uso de dispositivos específicos como HoloLens [11] o Daqri Smart 
Helmet [12].  
El sistema será accedido utilizando aplicaciones nativas para Android e iOS centrando el 
desarrollo en las aplicaciones móviles, aunque no se descarta la creación en un futuro de una 
versión web como punto de acceso para la gestión de datos de las organizaciones y punto de 
acceso al sistema de los expertos.  
Por tanto, los componentes del sistema contemplados al inicio de su desarrollo serán: 
- Servicio API Rest, donde se gestionarán todos los datos del sistema: tareas, mensajes, 
llamadas, usuarios, empresas etc... 
- Servidor de comunicaciones RTA1 que gestionará todas las comunicaciones del sistema, 
como el envío de mensajes y llamadas o la comunicación mediante eventos de la API a 
los dispositivos.  
- Clientes móviles nativos (iOS y Android). 
 
 
  
                                                          
1 Servidor RTA (Real Time Availability): Servidor que se encarga de facilitar la comunicación entre distintos 
clientes en tiempo real siempre que estos estén conectados al servidor. Generalmente mediante el uso 
de Websocket en el cual los clientes (sockets) se comunican en tiempo real mediante el envío de mensajes 
llamados eventos. 
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En el siguiente diagrama se muestran los diferentes componentes del sistema: 
Diagrama 1: componentes del sistema HaiDo 
Concretamente, este trabajo final de grado no contemplará el desarrollo de la totalidad del 
sistema HaiDo debido al múltiple alcance que tendrá (será necesario el estudio de tecnologías 
de videollamadas, la creación de un WebAPI, un servidor de comunicaciones RTA y clientes para 
múltiples plataformas). Siendo el objetivo que el proyecto se lleve a cabo entre diferentes 
trabajadores de la empresa, concretamente la parte que realizaré yo y se verá reflejada en este 
trabajo está especificada en el siguiente apartado. 
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2.1. Objetivos específicos del proyecto 
Mis objetivos dentro del proyecto serán los siguientes: 
- Desarrollo de un servidor RTA encargado de gestionar todas las comunicaciones en 
tiempo real (envío de mensajes, eventos necesarios para realizar una videollamada, el 
envío de elementos durante las videollamadas y la comunicación de la API en tiempo 
real con los dispositivos) entre los diferentes clientes.  
- Desarrollo del cliente nativo para iOS que integre la funcionalidad descrita 
anteriormente. Evaluando e integrando las tecnologías suficientes para incorporar la 
telepresencia de expertos y la comunicación ente usuarios. El cliente iOS iniciará su 
desarrollo primero y será tomado como ejemplo para el desarrollo del cliente Android 
por parte de otro trabajador. 
2.2. Alcance del proyecto 
El resultado final de mi trabajo se verá reflejado en la creación de los siguientes componentes: 
Una aplicación móvil para iOS que permita: 
▪ Crear nuevos usuarios y empresas en el sistema HaiDo. 
▪ Añadir nuevos dispositivos como dispositivos de la empresa o dispositivos de un 
contacto mediante el uso de invitaciones sin necesidad de realizar el proceso de registro. 
▪ Permitir la comunicación de los usuarios del sistema mediante el uso de mensajería y 
videollamadas. 
▪ La recepción de tareas asignadas a un grupo de trabajo, con su detalle e información y 
la posibilidad de poder modificar su estado. 
▪ Llamadas a expertos con la posibilidad de que el experto pueda marcar elementos en 
tiempo real de la videollamada.  
Un servidor de comunicaciones RTA que permita:  
▪ Un entorno en el cual los clientes se puedan conectar y puedan recibir y emitir mensajes 
a otros usuarios en tiempo real con el menor retraso posible. 
▪ Envío de un mensaje de texto a un usuario identificado mediante un GUID2 notificando 
al usuario directamente en sus dispositivos en el caso de que no esté conectado en el 
servidor. 
▪ Envío de una notificación Push a un usuario identificado mediante un GUID cuando lo 
estén llamando en el caso de que no esté conectado al servidor. 
▪ Envío de todos los mensajes necesarios para establecer una llamada entre dos usuarios 
(llamar, aceptar la llamada, rechazar la llamada, colgar, enviar video, etc.…). 
▪ Envío de notificaciones Push a los dispositivos de los clientes. 
▪ La comunicación de eventos por parte del servidor API. 
  
                                                          
2 GUID: Global Unique Identifier, un identificador único dentro de un sistema informático. 
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2.3. Posibles obstáculos 
Restricción temporal 
Este trabajo final tiene una fecha final acordada y se realiza en una empresa con un número 
preestablecido de horas definidas en el convenio. Cualquier tipo de improvisto como por 
ejemplo una incidencia crítica en el sistema o una mala estimación del tiempo necesario para 
trabajar con las tecnologías relacionadas con el proyecto puede provocar que no se pueda 
terminar todo el ámbito especificado. En el suceso de este evento, se tendría que reevaluar el 
ámbito del proyecto modificando la funcionalidad inicial prevista. 
Problemas con el entorno de desarrollo 
El cliente se desarrollará de forma nativa mediante el uso de las herramientas proporcionadas 
por Apple. Por lo cual cualquier modificación en los SDK que proporciona la compañía para el 
acceso de los recursos del sistema, en el transcurso del desarrollo podrán provocar graves 
alteraciones en el proyecto. Generalmente no se suele tener en consideración esta situación, 
pero dada la naturaleza del proyecto el cual accederá a recursos muy específicos y avanzados 
del sistema (notificaciones Push, micrófono, cámaras, conectividad Wifi y celular) implica que 
cualquier actualización deberá ser evaluada y probada antes de proceder con la actualización en 
el entorno de producción. 
Problemas con las nuevas tecnologías 
Este proyecto implicará aprender tecnologías nuevas con las que nunca antes había trabajado, 
por lo cual el correcto desarrollo de este proyecto estará vinculado al aprendizaje y cualquier 
dificultad que pueda surgir de las mismas puede alterar toda estimación realizada. Como por 
ejemplo la creación de un servidor web para el servidor RTA, el trabajo con Websockets o la 
programación de videollamadas en aplicaciones móviles son tecnologías completamente nuevas 
para el desarrollador. 
Problemas con los servicios 
El sistema requiere de diversos servicios externos para su funcionamiento, por ejemplo, para el 
uso de las notificaciones Push, dada su complejidad en el entorno de desarrollo de Apple, serán 
gestionadas por un servicio externo. Para ello se tendrá que documentar bien todos los servicios 
a utilizar y como se integran con el sistema desarrollado.  
Problemas con la infraestructura 
El sistema trabajará la mayor parte del tiempo con elementos en tiempo real (mensajería, 
videollamadas, …) por lo cual gran parte de la funcionalidad de la aplicación dependerá de la 
calidad de la red en la que se encuentre. Habrá que prestar atención a los posibles escenarios 
donde la aplicación se ejecutará para poder evaluar su funcionamiento. 
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2.4. Metodología y rigor 
Metodología de trabajo  
En Soft For You se realiza una metodología de trabajo basada en Lean [13], con el objetivo de 
permitir la adaptabilidad a los cambios y así incrementar las posibilidades de éxito del proyecto. 
Esta metodología se orienta a las personas, permitiendo que el cliente y los desarrolladores 
trabajen en conjunto con el propósito de permitir que el cliente valide el trabajo en pequeñas 
iteraciones periódicas que actúan como miniaturas del proyecto final y permiten ir validando 
sus requisitos. La diferencia de esta adaptación de metodología Lean respecto a un desarrollo 
ágil es que se parten con unos requisitos cerrados con el objetivo de tener un presupuesto ya 
acordado con el cliente. Se van realizando iteraciones constantes en las cuales tras su 
finalización se realiza una reunión con el cliente con tal de evaluar y validar el trabajo realizado 
y poder comentar cambios o mejoras respecto a la funcionalidad presentada. Por lo cual, si en 
dichas reuniones surge nueva funcionalidad, es tratada como una nota de cambio que se 
realizará en una nueva iteración. 
Lean será la metodología de trabajo que se aplicará en el proyecto, concretamente se hará una 
estimación de las funcionalidades a implementar y se separaran en diferentes iteraciones en 
función del valor que aporten al proyecto. Una vez determinadas esas iteraciones cada iteración 
será dividida en tareas las cuales se irán realizando dentro de cada iteración. Estas iteraciones 
tendrán una fecha final las cuales implicará una revisión con el director de proyecto para evaluar 
su estado y evolución y ver si son aceptadas o si hay que proceder con cambios. 
Igualmente, el proyecto será tratado como un proyecto más de la empresa por tanto también 
será controlado por la “Project manager” de forma constante asegurando su correcta evolución.  
A su vez, la ponente de la FIB encargada de este proyecto se realizará un seguimiento en función 
de la evolución del mismo y de las distintas entregas que se vayan realizando. 
Herramientas de trabajo  
Para el desarrollo del proyecto se utilizará la herramienta de control de versiones GIT 
hospedando el código en el proveedor online Bitbucket [14]. Respecto al software necesario 
para su desarrollo se utilizará un entorno de desarrollo en macOS utilizando el IDE3 Xcode [15] 
para el desarrollo de la aplicación nativa de iOS junto al editor Visual Studio Code [16] for Mac 
para la programación de servidor RTA. Para la realización de pruebas unitarias se utilizarán los 
frameworks XCTest [17] y Mocha [18]. 
Herramientas de seguimiento 
El seguimiento del proyecto se realizará mediante Jira [9] en el cual se introducirán todas las 
iteraciones y tareas y permitirá hacer un seguimiento. Toda comunicación se realizará mediante 
correo electrónico o de forma presencial siempre que sea posible. 
Métodos de validación 
Mediante la revisión de las iteraciones una vez llegue su fecha de terminación se hará una 
validación de la misma donde intervendrá el director del proyecto para evaluar la funcionalidad 
realizada. La validación por parte del ponente de la FIB se realizará mediante la entrega en 
módulos del trabajo final conforme se avance en el desarrollo de la documentación. 
                                                          
3 Integrated Development Environment (IDE): conjunto de herramientas informáticas que proporcionas 
servicios integrales para el desarrollo de software. 
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3. Planificación inicial 
La duración del proyecto se ha calculado en base al convenio de prácticas realizado con la 
empresa que es de 735 horas junto al tiempo extra para realizar la documentación y preparación 
de la ponencia correspondiente al TFG. El proyecto comenzó el miércoles 2 de noviembre de 
2016 y se estima como fecha límite el 14 de junio de 2017.   
3.1. Recursos 
Recursos personales: el ámbito del proyecto que se contempla en este TFG será realizado por 
el estudiante, Alejandro Quibus que realizará los diferentes roles dentro del proyecto. 
Recursos materiales y servicios: 
Recursos Tipo Finalidad 
iMac 27’ 5K i7 4,4 GHz, 16GB RAM con 
macOS Sierra 
Herramienta de desarrollo 
Principal equipo de desarrollo en el cual 
se desarrollará tanto el servidor RTA como 
la aplicación en la empresa 
MacBook Pro 13’ i5 2,4GHZ, 8 GB RAM 
con macOS Sierra 
Herramienta de desarrollo 
Equipo personal de desarrollo utilizado 
para desarrollar cliente iOS. 
Ordenador sobremesa, i7 4790K 4,4GHz, 
16GB RAM con Windows 10 PRO 
Herramienta de desarrollo  
Equipo personal de desarrollo destinado a 
realizar la documentación y desarrollo del 
servidor RTA. 
iPad PRO 9,7’ con iOS 10.2.1  
y Apple Pencil  
Herramienta de desarrollo  
Soporte para la documentación y testeo 
de la aplicación en iPads 
iPhone 7 con iOS 10.2.1 Herramienta de desarrollo  
Dispositivo de pruebas para el desarrollo 
de la aplicación iOS. 
Xcode v8.3 Herramienta de desarrollo  IDE para el desarrollo de la aplicación iOS. 
Visual Studio Code Herramienta de desarrollo  
Editor de código para desarrollar 
el servidor RTA. 
Node JS y NPM Herramienta de desarrollo 
Entorno de ejecución y control de 
dependencias para el desarrollo del 
servidor RTA 
Suite Microsoft Office 2016 Herramienta de desarrollo  
Software ofimático para realizar la 
documentación. 
Microsoft Visio 2016 Herramienta de desarrollo  Software para la documentación UML. 
LucidChart Herramienta de desarrollo 
Servicio online para la elaboración de 
documentación UML. 
Git Herramienta de desarrollo  Software Control de versiones. 
SourceTree Herramienta de desarrollo  Cliente git. 
Postman  Herramienta de desarrollo  
Software para probar las peticiones del 
servidor RTA. 
Bitbucket Herramienta de desarrollo  Servicio online de hospedaje GIT. 
Amazon AWS Herramienta de desarrollo 
Servicio de hospedaje de aplicaciones 
online para la subida del servidor RTA 
durante el desarrollo. 
OneSignal  Herramienta de desarrollo 
Servicio de notificaciones PUSH con SDKs 
multiplataforma y acceso REST.  
Jira Herramienta de gestión 
Gestor de tareas online para tener un 
control del proyecto. 
Microsoft Project Profesional 2016 Herramienta de gestión 
Software de gestión de tareas para 
planificar el proyecto. 
Tabla 2: recursos materiales planificados para el proyecto 
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3.2. Plan de acción y valoración de alternativas 
Se ha añadido un pequeño margen de tiempo comprendido entre la finalización del convenio el 
14 de junio de 2017 y el día de la defensa del TFG que podrá ser utilizado en el caso de que se 
produzcan retrasos o se decidan realizar modificaciones en la funcionalidad inicial. 
El proyecto será realizado mediante el uso de desarrollo Lean basado en iteraciones que tendrán 
un conjunto de tareas. Esto nos permite poder ver si se va a producir alguna desviación respecto 
a lo esperado y en que tareas ha sucedido y cómo repercutirá a las siguientes iteraciones y la 
planificación general debido a que se tendrá un control actualizado del tiempo realizado para 
cada tarea. 
Las desviaciones para cada tarea pueden ser de dos tipos: 
▪ Exceso: cuando la realización de la tarea implique más tiempo del estimado. 
▪ Defecto: cuando la realización de la tarea implique menos tiempo del estimado.  
En el caso de las desviaciones de defecto no afectarán a la planificación del proyecto, ya que 
permitirán iniciar antes las siguientes tareas y dejar más margen en el caso de que se produzcan 
una desviación de exceso.  
Por otra parte, donde se prestará especial atención es a las desviaciones por exceso. Ya que 
siempre implicarán una evaluación en el caso de producirse con una desviación de más de dos 
días. 
Las medidas de corrección posibles en el caso de producirse una desviación por exceso serán: 
▪ En función del valor de la tarea dentro del proyecto se reajustar la planificación de la 
funcionalidad o se considerara su cancelación. También puede suceder la situación en 
la cual se modifique la tarea o sea reasignada a una iteración posterior 
▪ También puede suceder el caso en el cual se valore solicitar ayuda externa durante la 
iteración.  
En el caso de que durante el desarrollo se quiera añadir nueva funcionalidad, se ha acordado 
que dicha funcionalidad será añadida siempre en una iteración que esté relaciona con la misma 
o una iteración que no tenga una carga de trabajo elevada. De igual forma en el caso de 
producirse una nueva funcionalidad en el periodo de evaluación de una iteración esta 
funcionalidad será insertada en la iteración provocando una nueva planificación y valoración de 
las tareas a realizar.  
3.3. Fases del proyecto 
En todas las fases del proyecto involucradas en el desarrollo, siempre se realizará unas primeras 
tareas de diseño arquitectural del software o de formación en el caso de que sea necesario. Y 
de igual forma siempre terminarán con las pruebas y revisión de calidad necesarias para poder 
aceptar la iteración.  Las iteraciones no tienen una tarea propia de realizar unit testing, ya que 
en la propia planificación de cada tarea se tiene en consideración el tiempo necesario para su 
realización. 
Planificación e investigación 
En esta primera fase del proyecto es en la cual se realizará la tarea de definir el proyecto a 
realizar y realizar una investigación de las diferentes tecnologías y recursos que serán 
necesarios.  Se incluye también la planificación necesaria para realizar la documentación de la 
asignatura de GEP.  
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Iteración 1: desarrollo del servidor RTA 
Contempla el desarrollo del servidor de comunicación en tiempo real. Será la primera iteración 
de desarrollo ya que el servidor RTA es necesario para el resto de clientes y la API, por lo cual 
será desarrollado primero para no ser una dependencia para el resto de equipos. En esta 
iteración gran parte del tiempo será destinado a la formación de las tecnologías necesarias 
Node.JS y Socket.io y el diseño de los servicios y los eventos del socket debido a la gran 
complejidad y responsabilidad que tiene este componente dentro del sistema.  
Por tanto, las dependencias dentro de esta iteración serán la formación y el diseño que serán 
bloqueantes antes de poder proceder con la implementación de las diferentes funcionalidades. 
Finalmente, una vez desarrollado y probado el servidor en un entorno local será publicado online 
con 3 entornos “development”, “preproduction”, “production”. Y será validado y testeado en 
dichos entornos antes de proceder con la siguiente iteración.  
Iteración 2: inicio cliente iOS 
Está planificado que esta fase sea realizada tras terminar con la primera iteración, aunque no 
depende de la misma. Durante esta fase se comenzará el cliente iOS realizando una arquitectura 
software de los diferentes componentes y dependencias. Una vez realizado ese primer diseño 
sé creará el proyecto y se preparará para trabajar con los distintos entornos tanto de la API como 
del servidor RTA. Esta iteración con el objetivo de no verse frenada por el desarrollo de la API 
será desarrollada utilizando Mocks para simular la respuesta de la API, la tarea de mockear las 
peticiones será realizada durante la creación del proyecto, por lo cual no sé podrá continuar el 
desarrollo hasta que esté terminado. Una vez esté realizada esa tarea se procederá a programar 
el registro, login y gestión de contactos de la aplicación. El resultado ideal de esta iteración será 
producir una primera versión que conecte con la API en el entorno de desarrollo y que tenga un 
modelo de datos persistente, con el objetivo de ser validado y probado.  
Iteración 3: videollamadas cliente iOS 
Esta iteración depende estrictamente de la primera y segunda iteración haciendo imposible su 
inicio si no han sido finalizadas con éxito. Durante esta iteración se dedicará una buena parte 
del tiempo a formación ya que tiene como objetivo implementar todo el núcleo de la 
videollamada en el cliente iOS y la telepresencia del experto. Las dependencias dentro de esta 
iteración será primero la formación, la arquitectura y la implementación del servicio que 
realizará la videollamada. Una vez realizado esto se podrá proceder con las vistas de la interface 
gráfica y la implementación de la telepresencia del experto. También se implementará la lógica 
de registro de llamadas y las notificaciones Push para notificar cuando se produzca una llamada.  
Iteración 4: mensajería cliente iOS 
Esta iteración tiene como dependencia la primera y la segunda iteración y se ha planificado 
después de la iteración que implemente las videollamadas ya que requiere menos complejidad 
técnica y formación, por lo cual no depende de la misma. Durante esta iteración está previsto 
implementar toda la mensajería de la aplicación incluyendo su conexión con el servidor RTA y la 
API, el envío de mensajes multimedia, la recepción de las notificaciones cuando se reciba un 
mensaje y las vistas de los chats que tendrá el usuario. Esta iteración está condicionada por el 
servidor externo encargado de gestionar los datos (la API Rest del sistema) ya que la lógica 
dependerá el. 
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Iteración 5: tareas cliente iOS 
Esta iteración tiene como requisito la correcta finalización de la cuarta iteración. Se 
implementará toda la lógica de las tareas y estas dependerán de la mensajería ya que serán el 
medio por el cual serán enviadas. Lo crucial en la iteración será realizar un buen diseño de la 
lógica y la conexión con la API que será la encargada de la gestión de las mismas. Por lo cual 
hasta que no se realice esa funcionalidad no se podrán modificar los chats para visualizar y enviar 
estas tareas. Finalmente se implementará la persistencia de los mensajes para permitir su 
acceso offline y se realizarán las pruebas de validación.  
Iteración 6: validación final y entrega 
Esta última iteración depende del resto de iteraciones, ya que es en la cual se realizarán las 
pruebas en el entorno PRE y se realizarán pruebas de campo en diferentes escenarios. En esta 
iteración se pretende realizar una tarea de correcciones y posibles mejoras del sistema en base 
al feedback obtenido en las pruebas. A su vez, la planificación de esta iteración puede 
condicionar la finalización y entrega del proyecto en producción ya que solo se realizará en el 
caso de tener un producto acabado y que cumpla con los estándares de calidad de la empresa. 
Finalización proyecto 
En esta fase final se dedicará a terminar la memoria final y a preparar la defensa en el tribunal. 
La documentación realmente se realizará durante las fases posteriores a la vez que se realiza el 
desarrollo, por lo cual en esta fase se podrán en conjunto y se revisará acorde a los estándares 
de la facultad. 
3.4. Calendario 
Toda la planificación se ha realizado utilizando el software Project Professional 2016 de 
Microsoft. Teniendo en consideración la fecha inicial y la estimación para el conjunto de 
iteraciones junto sus tareas. 
Debido a la complejidad del proyecto, las gráficas y el diagrama de Gantt se han separado en 
diferentes imágenes. 
3.4.1. Planificación general 
 
Ilustración 1: escala de tiempo con las distintas fases planificadas de la primera mitad del proyecto 
Ilustración 2: escala de tiempo con las distintas fases planificadas de la última mitad del proyecto 
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3.4.2. Diagrama de Gantt 
Ilustración 3: Gantt de las primeras 3 etapas planificadas del proyecto 
 
Ilustración 4: Gantt de las dos siguientes etapas planificadas del proyecto videollamadas y mensajería 
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Ilustración 5: Gantt de las últimas 3 etapas del proyecto, tareas, entrega y finalización del proyecto. 
 
Ilustración 6: Gantt completo, sin el detalle de las tareas de cada iteración 
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4. Gestión económica  
4.1. Identificación y estimación de los costes 
En la estimación de los costes del proyecto se han separado los diferentes recursos en función 
de su categoría siendo los recursos humanos costes directos y el resto de costes indirectos.  
Recursos humanos 
El ámbito del proyecto contemplado en este proyecto será realizado por una única persona, por 
lo cual adoptará diferentes roles. En la siguiente tabla se muestra un resumen del coste de cada 
rol en función de su estimación de horas y de un salario medio. 
Recursos Rol €/hora Estimación horas Total estimado 
Alejandro Quibus 
Jefe de proyecto 55,00 € 47,5 h 2.612,50 € 
Analista 40,00 € 10 h 400,00 € 
Diseñador 30,00 € 80 h 2.400,00 € 
Programador 25,00 € 453 h 9.383,00 € 
Tester 15,00 € 115 h 1.725,00 € 
Documentador 8,00 € 65 h 520,00 € 
TOTAL 17.040,50 € 
Tabla 3: costes estimado de los diferentes roles humanos en el proyecto. 
 
La estimación de horas de cada rol se ha realizado en base a la planificación de las diferentes 
tareas del proyecto.  
Recursos Software  
El proyecto requerirá de distintos softwares para poder ser desarrollado, desde sistemas 
operativos, software de gestión, IDE de programación, software de diseños. 
Los recursos software tiene una vida útil variable en función de la licencia en la cual se adquieren 
(estando limitados a una vida máxima de 3 años). Por lo cual, para establecer un coste de 
amortización por hora se utiliza la siguiente fórmula, teniendo en consideración que en un año 
de vida útil hay 250 días laborables con un ritmo de trabajo medio de 8 horas diarias. 
𝐶𝑜𝑠𝑡𝑒 𝑎𝑚𝑜𝑟𝑡𝑖𝑧𝑎𝑐𝑖ó𝑛 =  
𝑃𝑟𝑒𝑐𝑖𝑜
𝑣𝑖𝑑𝑎 𝑢𝑡𝑖𝑙 ∗ (250 𝑑í𝑎𝑠 𝑙𝑎𝑏𝑜𝑟𝑎𝑏𝑙𝑒𝑠 ∗ 8  ℎ𝑜𝑟𝑎𝑠 𝑑í𝑎⁄ ) 
 
El coste de amortización que se obtiene por hora, se ha multiplicado por las horas estimadas del 
recurso para obtener el coste total en función de la amortización.  
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Producto Coste total 
Vida 
útil 
Horas 
estimadas 
Coste 
amortización hora 
Coste 
amortización 
Windows 10 
0€ - (Licencia 
estudiante) 
- - - - 
macOS Sierra 0,00 € - - - - 
Xcode 0,00 € - - - - 
VS Code 0,00 € - - - - 
Node JS 0,00 € - - - - 
Microsoft 
Office 2016 
99,00 € 3 años 231 horas 0,02 € / hora 3,81 € 
Microsoft 
Visio 2016 
0€ - (Licencia 
estudiante) 
- - - - 
SourceTree 0,00 € - - - - 
Sketch 99,00 € 1 año 77 horas 0,05 € / hora 3,81 € 
Postman 0,00 € - - - - 
Microsoft 
Project 2016 
0€ - (Licencia 
estudiante) 
- - - - 
TOTAL 7,62 € 
Tabla 4: coste estimado de los elementos software en el proyecto 
Recursos Hardware 
Los diferentes componentes hardware involucrados en el proyecto son todos los ordenadores y 
dispositivos involucrados en el desarrollo. Se ha tenido en cuenta su amortización en base a la 
vida útil de cada recurso hardware (por ejemplo, un iPhone tiene una amortización de dos años 
mientras que en el caso de los ordenadores es de 4 años, la máxima) y su uso durante el 
proyecto. Para el cálculo del coste de los elementos hardware se ha utilizado la misma fórmula 
descrita en los recursos software. 
Producto Coste total 
Vida 
útil 
Horas 
estimadas 
Coste amortización 
hora 
Coste 
amortización 
iMac 5K 3.000,00 € 4 años 385 horas 0,38 € / hora 144,38 € 
MacBook Pro 13' 1.500,00 € 4 años 54 horas 0,19 € / hora 10,11 € 
Ordenador 
Sobremesa 
2.000,00 € 4 años 154 horas 0,25 € / hora 38,50 € 
iPad Pro y Apple 
Pencil 
760,00 € 3 años 39 horas 0,13 € / hora 4,88 € 
iPhone 7 879,00 € 2 años 139 horas 0,22 € / hora 30,46 € 
TOTAL 228,32 € 
Tabla 5: coste estimado de cada componente hardware utilizado en el desarrollo 
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Servicios externos 
El desarrollo de este proyecto implica la contratación de diferentes servicios externos, los cuales 
cobran en función del uso que se realiza. Los diferentes servicios que serán utilizados son: 
OneSignal [19] 
Servicio de envío de notificaciones Push gratuito multiplataforma.  
Jira [9] 
Servicio web de gestión de proyectos con una tarificación en base al número de usuarios con un 
coste entre 1 y 5€ por usuario en función del plan contratado.  
Bitbucket [14] 
Servicio de alojamiento basado en web para proyectos que utilizan sistemas de control de 
versiones como Git o mercurial. Con un coste de 1€ mensual por usuario.  
Amazon AWS [20] 
Amazon Webs Services, es una plataforma de servicios en la nube que ofrece potencia de 
computo, almacenamiento, bases de datos, contenidos y permite hospedar servidores. Será 
utilizado para hospedar el servidor RTA en todos sus entornos. 
La tarificación varía en función del producto contratado, en el caso de HaiDo se contratará un 
servicio de computación Amazon EC2 con un coste medio de 0.02€/ hora de uso para una 
instancia “t2.micro” (1 CPU, 0,5GB de RAM). Estimando un coste mensual aproximado de 4,88€ 
durante el desarrollo del proyecto, aunque esto puede variar en función del volumen de usuarios 
y las pruebas realizadas. El precio y el tipo de instancia se han estimado para ser utilizado 
durante el desarrollo y queda excluido de la publicación en producción.  
Tokbox (OpenTok) [21] 
Empresa que ofrece una implementación WebRTC como servicio mediante una API 
multiplataforma con sus propios servidores para la realización de videollamadas. Tiene un coste 
mensual de 50€ e incluye 10.000 minutos una vez consumidos cobra 0.00475€ por minuto. 
Crashlytics [22] 
Servicio gratuito de reporte de crashes en aplicaciones.  
 
Servicio Coste duración proyecto 
Jira 51,33 € 
Amazon AWS 25,05 € 
Tokbox 256,67 € 
Bitbucket 51,33 € 
Crashlytics 0,00 € 
OneSignal 0,00 € 
Total 384,38 € 
Tabla 6: relación de todos los servicios contratados durante el desarrollo del proyecto y su coste 
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4.1.1. Gastos generales 
Los gastos generales asociados al proyecto, son: 
▪ Luz: dado que la empresa ya tiene suministro de luz y el ordenador estaría encendido, 
aunque no se realizara el proyecto no se tendrá en consideración su coste.  
▪ Teléfono e internet: aunque la empresa ya tiene servicio de internet fijo, se incluye el 
coste del contrato de internet móvil asociado al dispositivo iPhone 7 ya que se utilizará 
durante todo el desarrollo el internet móvil para desarrollo, pruebas y la gestión del 
proyecto. 
▪ Local y agua: los gastos de local y agua no son vinculantes al proyecto debido a que esos 
gastos no se han producido a causa de este proyecto, al ya estar presentes antes, 
aunque el proyecto no se realizará. 
▪ Transporte: se utilizará un abono de transporte para realizar el desplazamiento al lugar 
de trabajo y a la universidad, siendo una T-JOVE de tres zonas con un coste trimestral 
de 199,20€. 
▪ Licencia de desarrollo de Apple: es necesario una licencia de desarrollo de Apple activa 
para el desarrollo de esta aplicación ya que la compañía solo permite la recepción de 
notificaciones Push a aplicaciones registradas con certificados Push válidos. 
Servicio Coste duración 
proyecto 
Internet 128,33 € 
Luz 0,00 € 
Local y agua 0,00 € 
Transporte 340,85 € 
Apple Developer Program 99,00 € 
Total 439,85 € 
Tabla 7: gastos generales estimados del desarrollo del proyecto 
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4.1.2. Contingencias 
El proyecto será realizado dentro de una empresa la cual ha decidido incluir una contingencia 
para cada coste del proyecto, siendo su totalidad asignable a cualquier coste en caso de ser 
necesario. Si las contingencias no son necesarias, serán reincorporadas al capital de la compañía.  
Coste Porcentaje Contingencia 
Recursos humanos 10,00% 1.704,05 € 
Recursos Software 35,00% 2,67 € 
Recursos Hardware 15,00% 34,25 € 
Servicios Externos 30,00% 115,32 € 
Gastos Generales 10,00% 43,99 € 
Total 1.900,27 € 
Tabla 8: contingencias estimadas para cada coste en el proyecto.   
4.1.3. Imprevistos 
Retrasos: en el caso de producirse retrasos respecto a la planificación la financiación necesaria 
para seguir con el desarrollo se obtendrá del presupuesto para contingencias, permitiendo 
continuar con el desarrollo. El riesgo de que ocurra es bajo del 10%.  
Averías de hardware: todo el hardware con el cual se va a realizar el proyecto tiene menos de 2 
años de manera que se encuentra en garantía por lo cual cualquier fallo o defecto de fabricación 
estaría cubierto por la garantía. Igualmente, en la contingencia se ha tenido en consideración 
una partida para incidentes no cubiertos por la garantía. El riesgo de que ocurra es muy bajo del 
5%.  
Modificaciones en los servicios: en el caso de tener que modificar el presupuesto destinado a 
los servicios a causa de un cambio en sus condiciones, el plan contratado, un cambio del propio 
servicio o la contratación de nuevos servicios. El dinero será obtenido del presupuesto destinado 
contingencias. El riesgo de que ocurra es del 15%.    
4.1.4. Presupuesto final 
Como podemos apreciar la mayor parte del presupuesto se centra en los costes directos siendo 
los recursos humanos, los cuales son críticos para un proyecto de desarrollo de software. El resto 
de costes son los costes indirectos y finalmente la partida destinada a contingencias. 
Concepto Coste 
Costes directos 17.040,50 € 
Costes indirectos 1.106,32 € 
Contingencia 1.900,27 € 
Total (IVA incluido) 20.000,94 € 
Tabla 9: resumen de costes estimados del proyecto 
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5. Sostenibilidad y compromiso social 
A continuación, se presenta el estudio sobre la sostenibilidad del proyecto utilizando una matriz 
de sostenibilidad que analiza los diferentes aspectos del mismo. 
 Económica Social Ambiental 
Planificación 
Viabilidad 
Económica 
Mejora en calidad 
de vida 
Análisis de 
recursos 
Valoración 9 7 6 
TOTAL 22 
Tabla 10: matriz de sostenibilidad del proyecto 
5.1. Económica 
Para considerar que un proyecto es viable económicamente primero se ha de realizar una 
evaluación de todos los costes necesarios para llevarlo a cabo. Como se expone en el apartado 
anterior, es un presupuesto bastante elevado, pero es acorde al proyecto que se va a realizar 
siendo un proyecto grande con múltiples componentes bastantes complejos como las 
videollamadas. Teniendo en consideración, que a día de hoy ya tiene empresas muy importantes 
interesadas en adquirir licencias. Lo que es más importante es que el propio sistema, con total 
seguridad será aprovechado para futuros proyectos, siendo su desarrollo una gran inversión 
para el futuro de la empresa. 
Le he asignado una valoración de 9 un punto inferior a la máxima ya que primero una parte del 
presupuesto se dedica a la formación del programador, ya que si lo hiciera un programador 
senior el desarrollo sería más rápido y seguro. A su vez, el proyecto depende en gran parte de 
recursos externos los cuales pueden condicionar su comercialización o incluso requerir nuevas 
versiones en caso de tener que ser reemplazados y no han sido contempladas en el presupuesto 
dichas situaciones.  
5.2. Social 
HaiDo no es un proyecto orientado al público general, si no a las empresas las cuales quieran 
ofrecer el servicio a sus empleados. Con su uso las compañías podrán reducir costes asociados 
al desplazamiento de expertos, mejorar el control de sus operaciones tal y como se describe en 
el estado del arte. De manera que, de forma indirecta también pretende mejorar la seguridad 
de los trabajadores ya que con el objetivo de facilitar la comunicación con expertos podrán 
consultar preguntas durante los trabajos de campo sin tener que esperar a realizarlas al 
desplazamiento del mismo. 
En consecuencia, considero adecuada la valoración de 7 en el aspecto social del proyecto ya que 
mejorará el trabajo de los usuarios que lo utilicen, pero al no estar disponible para el público 
general penaliza la valoración. 
5.3. Ambiental 
La realización de este proyecto implica el uso de diferentes recursos que repercuten al medio 
ambiente. Un recurso que será utilizado durante todo el desarrollo será la energía eléctrica la 
cual al generarse tiene un impacto medioambiental muy importante. Aunque como ya se ha 
comentado antes los recursos utilizados no se usarán exclusivamente para el desarrollo de este 
proyecto (ya que por ejemplo los servicios utilizados como la computación en la nube de Amazon 
para el servidor RTA será un proceso corriendo simultáneamente al resto de procesos de otros 
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clientes y el hardware utilizado también será utilizado para otros proyectos). Por lo cual este 
proyecto no implicará un gran aumento del posible consumo eléctrico.  
Al ser un producto software el cual no implicará la fabricación de elementos hardware el impacto 
medioambiental estará limitado a los recursos utilizados. Para ello, hay que considerar que la 
eliminación en el futuro del sistema resultante, no implicará un reciclaje de ninguna forma ya 
que su desactivación únicamente implica desactivar los servidores y borrar sus datos. Pero si hay 
que considerar el impacto medioambiental que se produzca como consecuencia de su 
realización, situación que es atenuada, ya que al ser un proyecto de ingeniería de software que 
fomenta ser reutilizable y mantenible permitirá reducir el impacto en futuros proyectos 
similares al poder reutilizar gran parte del sistema. 
Al analizar el impacto ambiental de los servicios utilizados, según el informe de Amazon AWS 
[23] actualmente el 40% de la energía utilizada por sus diferentes centros de computación y 
datos proviene de energías renovables con el objetivo de llegar al 50% para final de 2017.  
También hay que tener en consideración, la huella medioambiental que implica la fabricación 
de los diferentes recursos hardware utilizados para el desarrollo del sistema. Ya que su 
fabricación tiene un coste medioambiental viéndose incrementado con el hardware de alta 
tecnología utilizado, desde los componentes tóxicos en las pantallas y minerales que cuestan 
vidas como el coltan.  
Por suerte, casi la totalidad del hardware utilizado será de la compañía Apple la cual está 
comprometida con el medio ambiente la cual ofrece programas de reciclaje y tal y como explica 
en sus informes de sostenibilidad [24] ofrece una gran transparencia en el impacto ambiental 
de los diferentes productos utilizados: 
▪ iMac 5K 27’: tiene una emisión de 1010 kg CO2e (gases de efecto invernadero) los cuales 
un 49% se producen en su producción, el 41% por el uso del cliente (incluyendo su 
consumo energético), un 7% en el transporte y finalmente un 3% necesario para su 
reciclaje. También cuenta con una pantalla libre de Arsénico, Mercurio, no contiene PVC 
ni Berilio y el aluminio de la carcasa es reciclado junto al 35% del plástico usado en sus 
altavoces. Respecto al consumo energético, consume de 63W a 240 W en función del 
uso. 
 
▪ MacBook Pro 13’: tiene una emisión de 439 kg CO2e (gases de efecto invernadero) los 
cuales un 84% se producen en su producción, un 12% por el uso del cliente incluyendo 
su consumo energético, 3% en el transporte y finalmente un 1% necesario para su 
reciclaje. También cuenta con una pantalla libre de Arsénico, Mercurio, no contiene PVC 
ni Berilio y el aluminio de la carcasa es reciclado. Respecto al consumo energético, 
consume de 12W a 60 W en función del uso. 
 
▪ iPad Pro 9,7’: tiene una emisión de 210 kg CO2e (gases de efecto invernadero) los cuales 
un 88% se producen en su producción, el 9% por el uso del cliente incluyendo su 
consumo energético, un 2% en el transporte y finalmente un 1% necesario para su 
reciclaje. También cuenta con una pantalla libre de Arsénico, Mercurio, no contiene PVC 
ni Berilio y el aluminio de la carcasa es reciclado junto al 35% del plástico usado en sus 
altavoces. Respecto al consumo, el cargador oficial tiene una potencia de 10W con una 
eficiencia del 77,8%. 
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▪ iPhone 7: tiene una emisión de 63 kg CO2e (gases de efecto invernadero) los cuales un 
78% se producen en su producción, el 18% por el uso del cliente incluyendo su consumo 
energético, un 3% en el transporte y finalmente un 1% necesario para su reciclaje. El 
iPhone 7 cuenta con una pantalla libre de Arsénico, Mercurio, no contiene PVC ni Berilio 
y el aluminio de la carcasa es reciclado. Respecto al consumo, el cargador oficial tiene 
una potencia de 5W con una eficiencia del 73,1%.  
 
▪ Centros de datos de Apple: todos sus centros de datos los cuales son necesarios para el 
correcto funcionamiento del dispositivo y la recepción de notificaciones Push, funcionan 
en su totalidad con energía renovable. 
 
Finalmente, considero que la sostenibilidad ambiental de mi proyecto tiene una valoración de 
6. Ya que al ver que la mayoría del hardware utilizado tiene un control de su impacto en el 
medioambiente, pero se ve penalizado al utilizar diferentes servicios de los cuales no podemos 
controlar el origen de la energía, por lo cual no podemos asegurar el impacto medioambiental 
real que producen. Pero el principal motivo de una valoración positiva es que se prevé que el 
sistema tenga un impacto positivo en el medio ambiente ya que al permitir la telepresencia de 
expertos se ahorran desplazamientos. 
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6. Requisitos 
Los requisitos han sido obtenidos de las siguientes fuentes: 
▪ Clientes: la mayoría de los requisitos funcionales se obtuvieron directamente de las 
empresas interesadas en el proyecto. 
▪ Director del proyecto: el director del proyecto ha expresado algunos de los requisitos 
del servidor RTA, al contar con experiencia en el desarrollo de sistemas similares.  
▪ El estudiante: al contar con experiencia previa en el desarrollo de aplicaciones iOS ha 
participado en la especificación de requisitos no funcionales.  
 
6.1. Propiedades e hipótesis sobre el dominio 
Para poder desarrollar este proyecto se ha considerado necesario definir una serie de hipótesis, 
propiedades y expectativas sobre el uso del sistema y restricciones.  
Hipótesis del dominio 
▪ Acceso a internet: los usuarios tendrán acceso a una conexión de internet. 
▪ Terminales con cámara: los usuarios usarán la aplicación con dispositivos móviles que 
tengan cámara.  
 
Expectativas 
▪ Uso del sistema: los usuarios utilizarán el sistema dentro del ámbito empresarial con el 
objetivo con el cual ha sido creado sin hacer un mal uso del mismo o con intenciones 
maliciosas.  
▪ Sistema seguro: el sistema podrá garantizar la seguridad de los datos de los usuarios 
adoptando unos estándares de seguridad.  
▪ Los expertos utilizan las herramientas de telepresencia: el sistema tendrá un 
componente de telepresencia en las videollamadas, por tanto, se espera que colaboren 
utilizando dichos componentes para poder ofrecer la mejor atención posible a los 
usuarios de la aplicación.  
Restricciones 
Restricción de solución 
Descripción El sistema ha de ser desarrollado en el tiempo establecido. 
Justificación 
Con el objetivo de poder comercializar el sistema y poder sincronizarlo con la 
estrategia comercial se ha de cumplir el plazo de entrega previsto.  
Tabla 11: restricción de solución temporal 
Restricción de solución 
Descripción El desarrollo del proyecto ha de realizarse dentro del presupuesto estimado.  
Justificación 
Con el objetivo de asegurar el máximo beneficio para la empresa se ha realizado 
un presupuesto en consecuencia, cualquier incremento del mismo perjudicaría 
en los beneficios esperados por la compañía.  
Tabla 12: restricción de solución económica  
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6.2. Requisitos servidor RTA 
En el siguiente apartado se va a especificar todos los requisitos del servidor RTA. El formato de 
estos requisitos se ha realizado separando los requisitos funcionales en los diferentes servicios 
que ofrece mediante la especificación de la documentación técnica. El servidor RTA está 
compuesto por dos componentes: 
API [25]  
La API del servidor RTA servirá como punto de comunicación para los diferentes componentes 
del sistema sin necesidad de realizar una comunicación mediante sockets. Principalmente será 
el método de comunicación de la API de datos del sistema y aceptará peticiones para iniciar el 
proceso de llamada a un usuario, el envío de notificaciones Push o el envío de información 
mediante sockets a dispositivos conectados.  
Servidor de comunicación basado en Websocket [26] 
Los clientes podrán establecer una conexión de comunicación con el servidor que les permitirá 
enviar y recibir eventos entre los diferentes componentes del sistema en tiempo real. Para ello, 
la comunicación mediante Websockets se realiza mediante la recepción y envío de eventos 
identificados mediante un nombre (como por ejemplo “new_acction”) que contendrán 
información. Los clientes se pueden comunicar directamente entre ellos o mediante la 
asociación a canales concretos. Por ejemplo, dos clientes pueden estar dentro de un canal 
llamado “llamada_01” por lo cual cualquier evento enviado a “llamada_01” será recibido por 
ambos clientes. 
Con tal de poder especificar la comunicación mediante Websocket se han separado el listado de 
eventos que el servidor espera recibir y los que enviará a los clientes conectados. Esto es 
necesario ya que estos eventos se “escuchan”, de forma explícita, con tal de ser procesados. Por 
lo cual un cliente tendrá que enviar al servidor los eventos tal cual se describan en los requisitos 
y de la misma forma escuchar los eventos que pueda enviar el servidor. Para ello, se han 
especificado en este apartado mediante la documentación técnica describiendo dicha 
comunicación todos los eventos procesados por el servidor. 
 
Diagrama 2: esquema general de los diferentes servicios del servidor RTA  
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6.2.1. Diagrama de servicios 
 
Diagrama 3: peticiones API del servidor RTA 
 
Diagrama 4: eventos recibidos mediante Websockets por el servidor RTA 
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Diagrama 5: eventos enviados mediante Websockets por el servidor RTA  
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6.2.2. Contrato de servicios API 
6.2.2.1. Tratamiento de errores 
En el caso de que se produzca un http response 500 no se enviará ningún código ni mensaje al 
tratarse de un error interno del servidor, por otro lado, si se trata de un error controlado en la 
response se incluirá un código y una descripción del error. 
HTTP 
Response 
Código Mensaje Descripción 
400 001 
Error al enviar el 
mensaje 
Sucede cuando no se incluyen todos los datos necesarios para 
realizar la petición. 
 002 
Error al iniciar la 
llamada 
Sucede cuando no se incluyen todos los datos necesarios para 
realizar la petición. 
 003 
Error al enviar la 
notificación. 
Sucede cuando no se incluyen todos los datos necesarios para 
realizar la petición. 
 004 
Error al procesar la 
solicitud 
Error asociado al servicio de notificaciones externo. 
 005 
Error al enviar el 
evento 
Sucede cuando no se incluyen todos los datos necesarios para 
realizar la petición. 
401 - Unauthorized 
La petición no ha sido procesada al carecer de una 
autentificación válida. 
500 - - 
Este error se retorna cuando se produce una situación no 
controlada que ha producido una excepción durante la ejecución 
del servicio.  
Tabla 13: códigos de error de la API del servidor RTA 
Ejemplo respuesta error: 
{ 
    "codigo" : 1, 
    "errorDescription": "Error al enviar el mensaje" 
}  
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6.2.2.2. Seguridad API 
La API del servidor RTA es pública por lo cual cualquier usuario que conozca las rutas y los 
parámetros necesarios puede utilizarla. Por consiguiente, es imprescindible securizar la 
conexión y verificar si la petición que nos están realizando proviene de algún cliente autorizado. 
El servidor siempre devolverá un 401 – Unauthorized si la autentificación de una petición no es 
válida. 
Solo se aceptarán peticiones de los clientes autorizados, para ello cada cliente debe tener los 
siguientes elementos necesarios para realizar las peticiones, que serán proporcionados 
manualmente: 
a) SECRET TOKEN: token secreto del servidor API al cual se realiza la petición. Se utiliza 
como medio de verificación e irá siempre codificado de forma segura. Cada entorno del 
servidor RTA tiene un secret token único.  
b) PUBLIC TOKEN: token público que permite identificar al cliente que realiza la petición. 
Por lo cual cualquier petición a la API del servidor RTA tendrá que cumplir las siguientes 
características: 
▪ Toda conexión se realizará mediante HTTPS, por lo cual los datos viajarán encriptados. 
▪ El servidor contará con un certificado SSL válido. 
▪ En cada petición el cliente deberá informar de los siguientes campos en el header de la 
petición: 
a) Ts: timestamp [27] obtenido en el momento de realizar la petición, este valor 
ha de ser el mismo utilizado para generar el campo Authorization. 
b) Authorization: se ha realizar un hash SHA-256 [28] de un String con el siguiente 
formato: “SECRET_TOKEN:timestamp:PublicKey” en base64 [29].  
c) PublicKey: Token público del cliente. 
Pese a que el token privado se envía en un SHA256 dentro de una conexión segura HTTPS, se ha 
decidido enviarlo junto a un elemento que se modifica entre las peticiones (el timestamp) para 
así asegurar que en el hipotético caso de que una persona no autorizada interceptara la petición 
y reenviara el header no sería válido. A su vez, un factor crítico al enviar el token privado con 
elementos variables es que nos permite imposibilitar que se pueda revertir el hash y que un 
atacante pueda obtener el secret token ya que con cada petición el hash generado en el header 
Authorization será completamente diferente.  
El hecho, de que cada cliente autorizado cuente con su propio token único (PUBLIC TOKEN) nos 
permite poder desautorizarlo en cualquier momento, por lo cual en el caso de comprometerse 
la seguridad del sistema con renovarlo dejaría sin acceso a cualquier cliente no deseado. Utilizar 
esta aproximación también nos permite de forma simple en un futuro tener más clientes a parte 
del servidor API ya que sus peticiones serán identificadas en función de este token y por ejemplo 
podríamos hacer que ciertos clientes tuvieran acceso a ciertas funcionalidades o incluso realizar 
un control del número de peticiones realizadas por cliente. 
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A continuación, se muestra un ejemplo de cómo se han de proporcionar los campos del header 
para autentificar la petición, este ejemplo tiene como objetivo para facilitar la implementación 
de los clientes (los tokens mostrados no son reales): 
Si tenemos los siguientes datos: 
 
▪ PRIVATE TOKEN: “8fcmkdh3ZJ4zLB6SF32uW69fqVQfjAWpsEixEi+kcD4” 
▪ PUBLIC TOKEN: “DnoLRo0RUSScn7N” 
▪ Timestamp: “1496617974” 
El Authorization generado sin aplicar el SHA-256 es:  
▪ “8fcmkdh3ZJ4zLB6SF32uW69fqVQfjAWpsEixEi+kcD4:1496617974:DnoLRo0RUSScn7N” 
▪ Tras aplicar el SHA256 en base64:  
“oEjfop0PeFypGq7s5rjaGAdHLMe+uUov8SPpMQaTpKA=” 
Los header enviados serán: 
▪ Ts: “1496617974” 
▪ Authorization: “oEjfop0PeFypGq7s5rjaGAdHLMe+uUov8SPpMQaTpKA=” 
▪ PublicKey: “DnoLRo0RUSScn7N” 
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6.2.2.3. Listado de peticiones 
(SRTA001) Enviar mensaje 
Descripción 
Esta petición envía un mensaje al usuario identificado por el receiverID proporcionado. En la 
respuesta se indicará el número de receptores y el método utilizado en su envío. El mensaje será 
entregado mediante sockets si el usuario está conectado o mediante una notificación Push. 
Precondiciones 
El cliente debe estar autorizado por el RTA y enviar los parámetros de autentificación indicados 
en el apartado de seguridad. 
Datos petición 
@POST 
@Path(“sendMessage”) 
Parámetros invocación (Body Parameters) 
Campo Tipo Descripción Obligatorio 
receiverID Alfanumérico 
Identificador único del usuario 
receptor en el sistema. 
Sí 
message Alfanumérico Contenido del mensaje a enviar Sí 
Tabla 14: listado parámetros envío petición (SRTA001) Enviar mensaje 
Parámetros respuesta 
Campo Tipo Descripción 
method Alfanumérico 
Método de envío utilizado para entregar el 
mensaje. 
message Alfanumérico Descripción del resultado de la petición  
receivers Numérico 
El número de dispositivos que se espera reciban el 
mensaje. 
Tabla 15: listado parámetros respuesta petición (SRTA001) Enviar mensaje 
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Ejemplo petición 
@POST(https://rtaurl:rtaport/sendMessage) 
Body parameters: 
{ 
    "receiverID": "b59fc8a3-2832-4912-a9f1-e3516675df94", 
    "message": "Texto mensaje" 
}  
Ejemplo respuesta 
{ 
    "method": "Push", 
    "message": "Sended using OneSignal", 
    "receivers": 2 
}  
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(SRTA002) Llamar a usuario 
Descripción1 
Esta petición realiza el proceso de llamada al usuario identificado por el identificador receiverID. 
En la respuesta se indicará el número de receptores y el método utilizado en su envío. La llamada 
será entregada por medio de sockets si el usuario está conectado o mediante una notificación 
Push. 
Precondiciones 
El cliente debe estar autorizado por el RTA y enviar los parámetros de autentificación indicados 
en el apartado de seguridad. 
Datos petición 
@POST 
@Path(“callUser”) 
Parámetros invocación (Body Parameters) 
Campo Tipo Descripción Obligatorio 
receiverID Alfanumérico 
Identificador único del 
usuario receptor de la 
llamada. 
Sí 
callerID Alfanumérico 
Identificador único del 
usuario emisor de la 
llamada. 
Sí 
opentokSession Alfanumérico 
Id de sesión del servicio 
donde se realizará la 
llamada. 
Sí 
inviteToken Alfanumérico 
Token de autorización para 
acceder a la llamada. 
Sí 
callGuid Alfanumérico 
Identificador único de la 
llamada. 
Sí 
isReceiverExperto Booleano 
Indica si el receptor de la 
llamada será el experto. 
Sí 
callerName Alfanumérico 
Nombre del dispositivo 
emisor de la llamada. 
No 
Tabla 16: listado parámetros envío petición (SRTA002) Llamar a usuario 
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Parámetros respuesta 
Campo Tipo Descripción 
method Alfanumérico Método de envío utilizado para realizar la llamada. 
message Alfanumérico Descripción del resultado de la petición  
receivers Numérico 
El número de dispositivos que se espera reciban el 
mensaje. 
Tabla 17: listado parámetros respuesta petición (SRTA002) Llamar a usuario 
Ejemplo petición 
@POST(https://rtaurl:rtaport/callUser) 
Body parameters: 
{ 
    "receiverID": "d6f9e968-70f0-46b8-88df-ee35449ab403", 
    "callerID": "b59fc8a3-2832-4912-a9f1-e3516675df94", 
    "opentokSession": "9d1!234580d2b20814=4a9f$=", 
    "inviteToken": "1trgf12345fsw9", 
    "callGuid": "yu6f9e968-70f0-0988-88df-ee351234512", 
    "callerName": "Alejandro", 
    " isReceiverExperto": true 
} 
 
Ejemplo respuesta 
{ 
    "method": "Push", 
    "message": "Sended using OneSignal", 
    "receivers": 1 
}  
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(SRTA003) Mandar un evento mediante sockets 
Descripción 
Esta petición permite enviar un evento a un canal determinado mediante sockets. 
Opcionalmente se pueden enviar datos en formato JSON Object [30]    
Precondiciones 
El cliente debe estar autorizado por el RTA y enviar los parámetros de autentificación indicados 
en el apartado de seguridad. 
Datos petición 
@POST 
@Path(“emit”) 
Parámetros invocación (Body Parameters) 
Campo Tipo Descripción Obligatorio 
evento Alfanumérico Identificador del evento a enviar Sí 
room Alfanumérico 
Canal al cual se va a enviar el 
evento 
Sí 
data JSON Object 
Datos que se quieren enviar con el 
evento. 
No 
Tabla 18: listado parámetros envío petición (SRTA003) Emit 
Parámetros respuesta 
Campo Tipo Descripción 
receivers Número 
Número de usuarios conectados en el canal 
proporcionado en el momento de enviar el 
mensaje. 
Tabla 19: listado parámetros respuesta petición (SRTA003) Emit 
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Ejemplo petición 
@POST(https://rtaurl:rtaport/emit) 
Body parameters: 
{ 
    "event" : "end_call", 
    "room" : "6c6ee0fa-8eb6-484d-b417-cc37cf87b757", 
    "data" : { 
        "receiverID" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0", 
        "callID" : "bd607437-3fe8-42dd-9063-51bca569918e" 
    } 
}  
Ejemplo respuesta 
{ 
    "receivers": 2 
}  
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(SRTA004) Enviar una notificación a todos los usuarios del sistema 
Descripción 
Envía una notificación Push a todos los dispositivos del sistema HaiDo.  
Precondiciones 
El cliente debe estar autorizado por el RTA y enviar los parámetros de autentificación indicados 
en el apartado de seguridad. 
Datos petición 
@POST 
@Path(“sendPushToAllDevices”) 
Parámetros invocación (Body Parameters) 
Campo Tipo Descripción Obligatorio 
message Alfanumérico Contenido del mensaje a enviar Sí 
Tabla 20: listado parámetros envío petición (SRTA004) Enviar una notificación a todos los usuarios del sistema 
Parámetros respuesta 
Campo Tipo Descripción 
method Alfanumérico Contenido del mensaje a enviar. 
message Alfanumérico Descripción del resultado de la petición  
receivers Numérico 
El número de dispositivos que se espera reciban la 
notificación. 
Tabla 21: listado parámetros respuesta petición (SRTA004) Enviar una notificación a todos los usuarios del sistema 
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Ejemplo petición 
@POST(https://rtaurl:rtaport/sendPushToAllDevices) 
Body parameters: 
{ 
    "message":"Mensaje notificación push dev" 
}  
Ejemplo respuesta 
{ 
    "method": "Push", 
    "message": "Sended using OneSignal", 
    "receivers": 37 
}  
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6.2.3. Contrato de servicios Websocket 
6.2.3.1. Seguridad Websocket 
El servidor sockets, al igual que servidor API es público por lo cual se ha de realizar un control 
para permitir solo la conexión de los clientes autorizados.  En este escenario, al tratarse de 
comunicación en tiempo real se ha de obtener un equilibrio entre seguridad y rendimiento, para 
evitar que se penalice la latencia en el envío de los mensajes. Teniendo en cuenta el 
rendimiento, la seguridad se comprueba únicamente cuando se establece la conexión con el 
servidor (al realizarse el handshaking HTTP).  
Por tanto, se ha aplicado el mismo sistema descrito en el apartado de seguridad de la API. En 
consecuencia, cada cliente tendrá un PUBLIC TOKEN específico (por ejemplo, los clientes iOS 
tendrán un token diferente a los de Android) junto a un PRIVATE TOKEN específico para cada 
entorno.   
Al establecer la primera conexión el cliente tendrá que incluir los siguientes header: 
a) Ts: timestamp [27] obtenido en el momento de realizar la petición, este valor 
ha de ser el mismo utilizado para generar el campo Authorization. 
b) Authorization: se ha realizar un hash SHA-256 [28] de un String con el siguiente 
formato: “SECRET_TOKEN:timestamp:PublicKey” en base64 [29].  
c) PublicKey: Token público del cliente. 
Finalmente, si un cliente intenta establecer una conexión y no proporciona los header correctos 
o no son válidos la conexión es rechazada, provocando un error en la conexión. El cliente 
únicamente deberá enviar dichos header al establecer una conexión, por lo cual en el caso de 
perder la conexión deben ser reenviados para autorizarla.  
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6.2.3.2. Listado de eventos recibidos en el servidor 
El siguiente listado, describe el conjunto de eventos que los clientes pueden enviar al servidor 
mediante Websocket. Se especifica el nombre de cada evento y los elementos (datos) que se 
deben enviar con el evento. Por lo cual, los clientes han de enviar los siguientes eventos 
respetando la nomenclatura y estructura especificada en este documento.  
(ERTA001) Unirse al canal del dispositivo 
 
Descripción 
Este evento asocia a un cliente socket a un dispositivo, este evento es necesario para asegurar 
el correcto funcionamiento de las comunicaciones ya que el cliente se asocia a un canal con su 
guid de dispositivo en el cual recibirá todos los eventos.  
 
Este evento devuelve un acknowledgement (ACK) con el resultado del evento siendo true si se 
ha unido correctamente al canal del dispositivo.  
 
Nombre evento: “join_device_guid” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
deviceGuid Alfanumérico Identificador único del dispositivo. Sí 
Tabla 22: listado de elementos evento (ERTA001) Unirse al canal del dispositivo 
Ejemplo envío 
{ 
    "deviceGuid" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0" 
}  
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(ERTA002) Unirse a un canal 
 
Descripción 
El evento permite unir al cliente al canal indicado. El evento devuelve un acknowledgement con 
el resultado del evento siendo true si se ha unido correctamente al canal. 
 
Nombre evento: “join_room” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
roomGuid Alfanumérico 
Identificador del canal al cual se 
quiere unir. 
Sí 
Tabla 23: listado de elementos evento (ERTA002) Unirse a un canal 
Ejemplo envío 
{ 
    "roomGuid" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0" 
}  
 
(ERTA003) Unirse a una llamada 
 
Descripción 
El evento permite unir el cliente al canal de una llamada y asocia su socket a la llamada. Una vez 
unido el cliente al canal de la llamada, recibirá todos los eventos enviados dentro de la misma. 
El evento devuelve un acknowledgement con el resultado del evento siendo true si se ha unido 
correctamente. 
 
Nombre evento: “join_call” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
callId Alfanumérico 
Identificador de la llamada a la cual 
se quiere unir. 
Sí 
Tabla 24: listado de elementos evento (ERTA003) Unirse a una llamada 
Ejemplo envío 
{ 
    "callId" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0" 
}  
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(ERTA004) Abandonar un canal 
 
Descripción 
El evento permite eliminar el cliente del canal indicador. El evento devuelve un 
acknowledgement con el resultado del evento siendo true si ha abandonado el canal 
correctamente. 
 
Nombre evento: “leave_room” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
roomGuid Alfanumérico 
Identificador de la llamada a la cual 
se quiere unir. 
Sí 
Tabla 25: listado de elementos evento (ERTA004) Abandonar un canal 
Ejemplo envío 
{ 
    "roomGuid" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0" 
}  
(ERTA005) Aceptar una llamada 
 
Descripción 
El evento transmite al callerID que la llamada ha sido aceptada e implícitamente asocia al socket 
emisor del evento a la llamada en curso.  
 
Nombre evento: “accept_call” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
callerId Alfanumérico 
Identificador del usuario que ha 
realizado la llamada. 
Sí 
callId Alfanumérico 
Identificador de la llamada que ha 
aceptado. 
Sí 
Tabla 26: listado de elementos evento (ERTA005) Aceptar una llamada 
Ejemplo envío 
{ 
    "callerId" : "77f0c70a-9993-43ea-96ea-5fb6e633f180", 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
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(ERTA006) Rechazar una llamada 
 
Descripción 
El evento transmite al callerID que la llamada ha sido rechazada.  
 
Nombre evento: “deny_call” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
callerId Alfanumérico 
Identificador del usuario que ha 
realizado la llamada. 
Sí 
callId Alfanumérico 
Identificador de la llamada que ha 
rechazado. 
Sí 
Tabla 27: listado de elementos evento (ERTA006) Rechazar una llamada 
Ejemplo envío 
{ 
    "callerId" : "77f0c70a-9993-43ea-96ea-5fb6e633f180", 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
(ERTA007) Cancelar una llamada 
 
Descripción 
El evento transmite al receptor de la llamada (receiverId) que la llamada ha sido cancelada por 
el emisor. Este evento será enviado por el cliente que inicia el proceso de llamada, cuando 
decide cancelar la llamada antes de que se establezca.  
 
Nombre evento: “cancel_call” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
receiverId Alfanumérico 
Identificador del usuario 
destinatario de la llamada. 
Sí 
callId Alfanumérico 
Identificador de la llamada que se 
ha cancelado. 
Sí 
Tabla 28: listado de elementos evento (ERTA007) Cancelar una llamada 
Ejemplo envío 
{ 
    "receiverId" : "77f0c70a-9993-43ea-96ea-5fb6e633f180", 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
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(ERTA008) Terminar una llamada 
 
Descripción 
El evento indica al resto de participantes de una llamada (identificada por callId) que un usuario 
ha decidido terminarla. El socket emisor del evento queda automáticamente es desvinculado de 
la llamada, por lo cual dejará de recibir los eventos de la llamada. Se devuelve un 
acknowledgement con el resultado del evento siendo true si ha abandonado correctamente la 
llamada. 
 
Nombre evento: “end_call” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
callId Alfanumérico 
Identificador de la llamada en 
curso. 
Sí 
Tabla 29: listado de elementos evento (ERTA008) Terminar una llamada 
Ejemplo envío 
{ 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
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(ERTA009) Enviar punto en una videollamada 
 
Descripción 
Este evento envía el punto que ha pulsado el usuario en tiempo real mientras sucede la 
videollamada para ser transmitido al resto de dispositivos. 
 
Nombre evento: “call_punto” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía el punto. 
Sí 
posx Número 
Porcentaje x de la posición del punto 
pulsado respecto al margen de la 
pantalla. 
Sí 
posy Número 
Porcentaje y de la posición del punto 
pulsado respecto al margen de la 
pantalla. 
Sí 
callId Alfanumérico Identificador de la llamada en curso. Sí 
color Alfanumérico 
Color en Hexadecimal del punto 
pulsado. 
Sí 
Tabla 30: listado de elementos evento (ERTA009) Enviar punto en una videollamada 
Ejemplo envío: 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "posx" : 0.6296851574212894, 
    "posy" : 0.4933333333333333, 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75", 
    "color" : "ED29E1", 
}  
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(ERTA10) Enviar imagen en una videollamada 
 
Descripción 
Este evento permite enviar la imagen seleccionada por un usuario en medio de una 
videollamada. El evento incluye la url donde está alojada la imagen en el servidor por lo cual, los 
participantes de la llamada solo deben descargarla y visualizarla. Se ha pensado en un mensaje 
estándar llamado multimedia para poder en un futuro ampliarlo fácilmente con el envío de 
vídeos o documentos.  
Nombre evento: “call_multimedia” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía la imagen. 
Sí 
mediaUrl Alfanumérico 
Dirección web de la imagen en el 
servidor. 
Sí 
Tabla 31: listado de elementos evento (ERTA010) Enviar un elemento multimedia en una videollamada 
Ejemplo envío 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "mediaUrl" : " https://haido-dev.sfy.com/Images/az/3174699d-f3ba-4e8d-
aed6-f4c7e2f5c938.jpg" 
}  
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(ERTA011) Enviar texto en una videollamada 
 
Descripción 
La final de este evento es enviar el mensaje de texto por de un usuario en medio de una 
videollamada.  
Nombre evento: “call_texto” 
Elementos enviados: 
Campo Tipo Descripción Obligatorio 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía el texto. 
Sí 
text Alfanumérico Texto enviado Sí 
callId Alfanumérico Identificador de la llamada en curso. Sí 
Tabla 32: listado de elementos evento (ERTA011) Enviar texto en una videollamada 
Ejemplo envío 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "text" : " Texto de prueba", 
    "callId" : "ae368c3f-17fc-4230-a8d2-7838235ac3bb", 
}  
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6.2.3.3. Listado de eventos enviados por el servidor 
El siguiente listado, describe el conjunto de eventos que los clientes pueden recibir del servidor 
mediante Websocket. Se especifica el nombre de cada evento y los elementos (datos) que se 
envían con cada evento. Por lo cual, los clientes tendrán que escuchar y procesar los eventos 
utilizando la nomenclatura y estructura especificada, ya que es el formato que usará el servidor 
en el envío de eventos. 
 
(ESRTA01) Usuario conectado 
 
Descripción 
Este evento notifica a los clientes que un usuario se ha conectado en un canal en al cual 
pertenecen.  
Nombre evento: “connected_client” 
Elementos enviados: 
Campo Tipo Descripción 
userGuid Alfanumérico 
Identificador único del usuario 
conectado. 
room Alfanumérico 
Canal al cual se ha conectado el 
usuario 
Tabla 33: listado de elementos evento (ESRTA01) Usuario conectado 
Ejemplo elementos recibidos 
{ 
    "userGuid" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0", 
    "room" : "6c6ee0fa-8eb6-484d-b417-cc37cf87b757" 
}  
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(ESRTA02) Usuario desconectado 
 
Descripción 
Este evento notifica a los clientes que un usuario se ha desconectado en un canal en el cual 
pertenecen.  
Nombre evento: “disconnected_client” 
Elementos enviados: 
Campo Tipo Descripción 
userGuid Alfanumérico 
Identificador único del usuario 
desconectado. 
room Alfanumérico 
Canal del cual se ha desconectado 
el usuario 
Tabla 34: listado de elementos evento (ESRTA02) Usuario desconectado 
Ejemplo elementos recibidos 
{ 
    "userGuid" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0", 
    "room" : "6c6ee0fa-8eb6-484d-b417-cc37cf87b757" 
}  
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(ESRTA03) Nuevo mensaje 
 
Descripción 
Este evento transmite un nuevo mensaje por parte de un usuario del sistema. 
Nombre evento: “new_message” 
Elementos enviados: 
Campo Tipo Descripción 
senderId Alfanumérico 
Identificador único del usuario que 
ha enviado el mensaje. 
receiverId Alfanumérico 
Identificador del usuario 
destinatario del mensaje. 
message Alfanumérico Contenido del mensaje enviado.  
timeStamp Alfanumérico 
Timestamp de la fecha de envío del 
mensaje. 
messageGuid Alfanumérico Identificador del mensaje. 
Tabla 35: listado de elementos evento (ESRTA03) Nuevo mensaje 
Ejemplo elementos recibidos 
{ 
    "senderId" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0", 
    "receiverId" : "6c6ee0fa-8eb6-484d-b417-cc37cf87b757", 
    "message" : "¡Saludos!", 
    "timeStamp" : "1496675879", 
    "messageGuid" : "46039e3f-ec81-4525-a8b5-27b86798d4ff" 
}  
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(ESRTA04) Llamada entrante 
 
Descripción 
Este evento informa de una nueva llamada entrante. Se incluyen todos los datos necesarios para 
su realización.  
Nombre evento: “new_call” 
Elementos enviados: 
Campo Tipo Descripción 
callerId Alfanumérico 
Identificador único del usuario que 
ha realizado la llamada. 
callId Alfanumérico Identificador de la llamada. 
opentokSession Alfanumérico 
Id de sesión del servicio donde se 
realizará la llamada. 
opentokToken Alfanumérico 
Token de autorización para 
acceder a la llamada en el servicio. 
isReceiverExperto Booleano 
Si true el cliente será el experto de 
la llamada. 
Tabla 36: listado de elementos evento (ESRTA04) Llamada entrante 
Ejemplo elementos recibidos 
{ 
    "callerID" : "3a0ac534-9f06-4ab4-bf73-5622c15225e0", 
    "callID" : "6c6ee0fa-8eb6-484d-b417-cc37cf87b757", 
    "opentokSession" : " 9d1!234580d2b20814=4a9f$=", 
    "opentokToken" : "1trgf12345fsw9", 
    " isReceiverExperto": true 
}  
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(ESRTA05) Llamada aceptada 
 
Descripción 
Este evento informa que la llamada ha sido aceptada por el receptor. 
Nombre evento: “call_accepted” 
Elementos enviados: 
Campo Tipo Descripción 
callId Alfanumérico 
Identificador de la llamada que se 
ha rechazado. 
Tabla 37: listado de elementos evento (ESRTA05) Llamada Aceptada 
Ejemplo elementos recibidos 
{ 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
 
(ESRTA06) Llamada rechazada 
 
Descripción 
Este evento informa que la llamada ha sido rechazada por el receptor. 
Nombre evento: “call_rejected” 
Elementos enviados: 
Campo Tipo Descripción 
callId Alfanumérico 
Identificador de la llamada que se 
ha rechazado. 
Tabla 38: listado de elementos evento (ESRTA06) Llamada rechazada 
Ejemplo elementos recibidos 
{ 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
  
 
 
Página 60 de 204 
 
(ESRTA07) Llamada cancelada 
 
Descripción 
Este evento informa que la llamada ha sido cancelada por el emisor. 
Nombre evento: “call_cancelled” 
Elementos enviados: 
Campo Tipo Descripción 
callId Alfanumérico 
Identificador de la llamada que se 
ha cancelado. 
Tabla 39: listado de elementos evento (ESRTA07) Llamada cancelada 
Ejemplo elementos recibidos 
{ 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75" 
}  
 
(ESRTA08) Llamada terminada 
 
Descripción 
Este evento informa que la llamada ha terminado. 
Nombre evento: “call_ended” 
Elementos enviados: 
Campo Tipo Descripción 
callId Alfanumérico 
Identificador de la llamada 
terminada. 
userGuid Alfanumérico 
Identificador del usuario que ha 
terminado la llamada. 
Tabla 40: listado de elementos evento (ESRTA08) Llamada terminada 
Ejemplo elementos recibidos 
{ 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75", 
    "userGuid" : "d573dfd9-441f-4c06-9bfd-b4baaf800f6b" 
}  
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(ESRTA09) Punto enviado 
 
Descripción 
Este evento transmite la información del punto enviado durante una videollamada. 
Nombre evento: “punto_enviado” 
Elementos enviados: 
Campo Tipo Descripción 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía el punto. 
posx Número 
Porcentaje x de la posición del 
punto pulsado respecto al margen 
de la pantalla. 
posy Número 
Porcentaje y de la posición del 
punto pulsado respecto al margen 
de la pantalla. 
callId Alfanumérico 
Identificador de la llamada en 
curso. 
color Alfanumérico 
Color en Hexadecimal del punto 
enviado. 
Tabla 41: listado de elementos evento (ESRTA09) Punto enviado 
Ejemplo elementos recibidos 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "posx" : 0.6296851574212894, 
    "posy" : 0.4933333333333333, 
    "callId" : "6745a549-381b-4ef8-bcb5-55c45b58fe75", 
    "color" : "ED29E1", 
}  
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(ESRTA10) Imagen enviada 
 
Descripción 
Este evento transmite la información de la imagen que un usuario ha enviado durante una 
videollamada. 
Nombre evento: “multimedia_call” 
Elementos enviados: 
Campo Tipo Descripción 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía la imagen. 
mediaUrl Alfanumérico 
Dirección web de la imagen en el 
servidor. 
Tabla 42: listado de elementos evento (ESRTA10) Imagen enviada 
Ejemplo elementos recibidos 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "imageUrl" : " https://haido-dev.sfy.com/Images/az/3174699d-f3ba-4e8d-
aed6-f4c7e2f5c938.jpg" 
}  
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(ESRTA11) Texto enviado 
 
Descripción 
Este evento transmite la información del texto enviado durante una videollamada. 
Nombre evento: “texto_call” 
Elementos enviados: 
Campo Tipo Descripción 
deviceGuid Alfanumérico 
Identificador del dispositivo que 
envía el texto. 
text Alfanumérico Texto enviado 
callId Alfanumérico 
Identificador de la llamada en 
curso. 
Tabla 43: listado de elementos evento (ESRTA11) Texto enviado 
Ejemplo elementos recibidos 
{ 
    "deviceGuid" : "ed416cb5-fdae-4037-9911-7d06f246cfbe", 
    "text" : " Texto de prueba", 
    "callId" : "ae368c3f-17fc-4230-a8d2-7838235ac3bb", 
}  
(ESRTA12) Invitación validada  
 
Descripción 
Este evento comunica a un dispositivo que su invitación ha sido validada por una empresa, por 
lo cual puede realizar la petición al servidor para descargar los datos.  
Nombre evento: “invitation_validated” 
Elementos enviados: No se envían datos con el evento  
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6.2.4. Requisitos no funcionales 
Requisitos de rendimiento 
Requisito no funcional #RNF_RTA_01 
Descripción Las respuestas de las peticiones del servidor son inferiores a 1 segundos. 
Justificación Las peticiones API del servidor RTA son necesarias para la comunicación entre 
usuarios, principalmente para enviar un mensaje y llamar a otros usuarios o el 
envío de información por parte de la API. Para ello si el tiempo de respuesta es 
elevado se producirán tiempos de espera que dificultarán la usabilidad de la 
aplicación.   
Criterio de satisfacción Se realizarán pruebas con el objetivo de medir la respuesta de las peticiones y 
obtener datos del volumen de usuarios que acepta el servidor.  
Satisfacción del usuario 3 Insatisfacción del usuario 4 Prioridad Media 
Tabla 44: requisito de rendimiento tiempo de respuesta de las peticiones servidor RTA 
Requisito no funcional #RNF_RTA_02 
Descripción El tiempo de envío de los mensajes a usuarios conectados mediante sockets 
será inferior a los 600 milisegundos.  
Justificación El principal propósito del servidor RTA es poder enviar mensajes entre 
dispositivos en tiempo real, para ello se ha de conseguir la menor latencia 
posible entre el tiempo que tarde el servicio en recibir un mensaje y enviarlo a 
un usuario conectado.   
Criterio de satisfacción Se realizarán pruebas con el objetivo de medir la respuesta de las peticiones y 
obtener datos del volumen de usuarios que acepta el servidor.  
Satisfacción del usuario 3 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 45: requisito de rendimiento en el tiempo de envío mensajes mediante Sockets servidor RTA 
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Requisitos de disponibilidad y fiabilidad 
Requisito no funcional #RNF_RTA_03 
Descripción El servidor estará disponible las 24 horas al día 365 días al año. 
Justificación Dada la importancia del servidor RTA, cualquier caída paralizaría por completo el 
sistema.   
Criterio de satisfacción El servidor tendrá que tener un tiempo medio de funcionamiento del 98%. Para 
ello se verificará que su publicación en el entorno de producción se realice con 
servicios que permitan una fácil escalabilidad y un tiempo de funcionamiento del 
99%. 
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 46: requisito de disponibilidad del servidor RTA 
Requisitos de capacidad 
Requisito no funcional #RNF_RTA_04 
Descripción El sistema deberá que ser escalable para poder adaptarse a la carga de 
usuarios.  
Justificación Se debe conocer cuál es la carga que soporta el servidor sin escalar para poder 
determinar un plan de escalabilidad para afrontar cualquier carga de usuarios. 
Criterio de satisfacción Se realizarán pruebas de cargas y se tendrá en consideración el servicio donde 
será publicado el servidor y se preparará un plan para la su escalabilidad 
determinando cual es la carga máxima que aguanta el servidor.   
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 47: requisito de capacidad del servidor RTA 
 
  
 
 
Página 66 de 204 
 
Requisitos de producción 
Requisito no funcional #RNF_RTA_05 
Descripción Estadísticas de uso 
Justificación Se debe poder analizar métricas de la carga del servidor que realizan los 
usuarios.  
Criterio de satisfacción El servidor se publicará en un servicio que incluya estadísticas de carga de los 
recursos utilizados por el servidor y que permita enviar alertas en caso de 
detectar alguna situación anómala. 
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Baja 
Tabla 48: requisito de producción del servidor RTA 
Requisitos de lanzamiento 
Requisito no funcional #RNF_RTA_06 
Descripción Se incluirán códigos de errores específicos para indicar el estado del servidor.  
Justificación Con el objetivo de ofrecer la máxima información posible a los diferentes 
componentes del sistema, se proporcionará información cuando se produzcan 
periodos de mantenimiento o errores, información cuando el sistema no esté 
disponible. 
Criterio de satisfacción El servidor devolverá códigos de errores específicos para cada situación 
controlada.  
Satisfacción del usuario 3 Insatisfacción del usuario 3 Prioridad Baja 
Tabla 49: requisito de lanzamiento, códigos de errores del servidor RTA 
Requisito no funcional #RNF_RTA_07 
Descripción La actualización del servidor no producirá caídas. 
Justificación Actualizar el servidor, no deberá provocar caídas del sistema. 
Criterio de satisfacción Se realizarán pruebas con los diferentes clientes cuando se modifique el 
servidor y no se realizará una actualización si no se han pasado todas las 
pruebas unitarias y de integración que se realizarán con su desarrollo.  
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 50: requisito de lanzamiento, actualizaciones del servidor RTA 
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Requisitos socioambientales 
Requisito no funcional #RNF_RTA_08 
Descripción El servidor es sostenible medioambientalmente. 
Justificación El desarrollo y uso del servidor debe tener el mínimo impacto medioambiental 
posible.  
Criterio de satisfacción El impacto medioambiental está contemplado en este trabajo. 
Satisfacción del usuario 2 Insatisfacción del usuario 1 Prioridad Baja 
Tabla 51: requisito socioambiental del servidor RTA 
Requisitos de mantenimiento 
Requisito no funcional #RNF_RTA_09 
Descripción El servidor tendrá un sistema de logs para controlar cualquier situación 
inesperada del servidor y así mejorar su mantenimiento.  
Justificación Sin un sistema de logs que almacene las situaciones no controladas del servidor 
se complicará la tarea de detectar y arreglar errores. 
Criterio de satisfacción En el desarrollo del servidor se ha tenido en consideración el desarrollo del 
sistema de logs. 
Satisfacción del usuario 1 Insatisfacción del usuario 1 Prioridad Baja 
Tabla 52: requisito de mantenimiento, sistema de logs del servidor RTA 
Requisito no funcional #RNF_RTA_10 
Descripción El servidor debe ser flexible a futuros cambios y funcionalidades.  
Justificación Se tiene que poder añadir nuevas funcionalidades o modificar las actuales con 
el mínimo impacto posible. 
Criterio de satisfacción El desarrollo del sistema incluirá una extensa documentación que servirá para 
facilitar el trabajo de futuros desarrolladores. 
Satisfacción del usuario 1 Insatisfacción del usuario 1 Prioridad Media 
Tabla 53: requisito de mantenimiento, facilidad a futuros cambios del servidor RTA 
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Requisitos de seguridad 
Requisito no funcional #RNF_RTA_11 
Descripción El servidor solo aceptará peticiones seguras (https) 
Justificación Al transmitir datos sensibles de los usuarios como mensajes y llamadas solo se 
permitirá establecer una conexión con el servidor mediante una conexión 
segura asegurando así que los datos viajan encriptados. 
Criterio de satisfacción No se podrá establecer una conexión no segura (http) y se adquirirá un 
certificado SSL para validar la conexión. 
Satisfacción del usuario 1 Insatisfacción del usuario 3 Prioridad Alta 
Tabla 54: requisito de seguridad, conexión https del servidor RTA 
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6.3. Requisitos cliente iOS 
6.3.1. Diagrama de casos de uso 
Los diagramas de casos de uso se han separado por los escenarios en los que suceden, en el 
siguiente diagrama vemos los diferentes grupos de casos de uso que un usuario puede realizar 
en el cliente iOS. 
 
Diagrama 6: casos de uso agrupados del cliente iOS 
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Diagrama 7: casos de uso sesión del cliente iOS 
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Diagrama 8: casos de uso contactos del cliente iOS 
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Diagrama 9: casos de uso de la galería de la organización del cliente iOS 
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Diagrama 10: casos de uso de la videollamada del cliente iOS 
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Diagrama 11: casos de uso telepresencia en una videollamada del cliente iOS 
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Diagrama 12: casos de uso de los chats del cliente iOS 
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6.3.2. Casos de uso 
6.3.2.1. Sesión 
Caso de uso #UC01 Obtener un código de invitación 
Actor principal Usuario 
Precondición - 
Disparador El usuario abre la aplicación por primera vez. 
Escenario principal de éxito 
1. El usuario abre por primera vez la aplicación y en la primera ventana aparece un código de 
invitación.  
Extensiones 
1.a. El sistema detecta que la invitación ya ha sido validada por una organización 
1.a.1. Se realiza el caso de uso [UC05] Inicio de sesión al validar la invitación 
Tabla 55: definición del caso de uso obtener un código de invitación 
Caso de uso #UC02 Registrar una organización 
Actor principal Usuario 
Precondición - 
Disparador El usuario quiere registrarse en el sistema como una nueva organización. 
Escenario principal de éxito 
1. El usuario selecciona la opción de registrarse creando una nueva organización.   
2. El usuario introduce una dirección de correo, contraseña y el nombre y alias de la 
organización que quiere crear. 
3. El usuario acepta los términos y condiciones. 
4. El sistema valida los datos, realiza la petición de registro al servidor, identifica el usuario, 
sincroniza los últimos datos con el servidor y muestra la pantalla principal de la aplicación. 
Extensiones 
3.a. El usuario no acepta los términos y condiciones. 
3.a.1. La aplicación notifica al usuario que los términos y condiciones son obligatorios. 
3.a.2. Se vuelve al paso 3. 
4.a. El sistema detecta algún error en los campos introducidos. 
4.a.1. La aplicación notifica al usuario los datos incorrectos. 
4.a.2. Se vuelve al paso 2. 
4.b. El sistema detecta que ya existe un usuario con la cuenta de correo proporcionada. 
4.b.1. La aplicación muestra al usuario un mensaje de error. 
4.b.2. Se vuelve al paso 2. 
Tabla 56: definición del caso de uso registrarse como una organización 
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Caso de uso #UC03 Registrarse en una organización mediante invitación 
Actor principal Usuario 
Precondición - 
Disparador El usuario quiere registrarse en el sistema perteneciendo a una organización. 
Escenario principal de éxito 
1. El usuario selecciona la opción de registrarse.   
2. El usuario introduce una dirección de correo y contraseña. 
3. El usuario introduce la invitación de la organización y la valida. 
4. El usuario acepta los términos y condiciones. 
5. El sistema valida los datos, realiza la petición de registro al servidor, identifica el usuario, 
sincroniza los últimos datos con el servidor y muestra la pantalla principal de la aplicación. 
Extensiones 
3.a. El servidor detecta que la invitación no es válida. 
3.a.1. La aplicación notifica al usuario el error. 
3.a.2. Se vuelve al paso 2. 
4.a. El usuario no acepta los términos y condiciones. 
4.a.1. La aplicación notifica al usuario que los términos y condiciones son obligatorios. 
4.a.2. Se vuelve al paso 3. 
5.b. El servidor detecta que ya existe un usuario con la cuenta de correo proporcionada. 
5.b.1. La aplicación muestra al usuario un mensaje de error. 
5.b.2. Se vuelve al paso 2. 
Tabla 57: definición del caso de uso registrarse en una organización mediante invitación 
Caso de uso #UC04 Iniciar sesión 
Actor principal Usuario 
Precondición El usuario está registrado en el sistema. 
Disparador El usuario quiere iniciar sesión en la aplicación. 
Escenario principal de éxito 
1. El usuario introduce su correo y contraseña y selecciona iniciar sesión.  
2. El sistema valida los datos, identifica el usuario, sincroniza los últimos datos con el servidor 
y muestra la pantalla principal de la aplicación. 
Extensiones 
2.a. El sistema detecta algún error en los campos introducidos. 
2.a.1. La aplicación notifica al usuario los datos incorrectos. 
2.a.2. Se vuelve al paso 1. 
2.b. El servidor detecta que los credenciales proporcionados no son válidos. 
2.b.1. La aplicación notifica al usuario el error. 
2.b.2. Se vuelve al paso 1. 
Tabla 58: definición del caso de uso Iniciar sesión 
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Caso de uso #UC05 Inicio de sesión al validar la invitación 
Actor principal Usuario 
Precondición La aplicación se encuentra en la ventana de inicio de sesión. 
Disparador La invitación ha sido validada por una organización. 
Escenario principal de éxito 
1. La aplicación recibe mediante un evento del servidor RTA que la invitación del dispositivo 
ha sido validada por una organización.  
2. El sistema identifica el dispositivo, descarga los datos de la organización que lo ha validado 
del servidor y muestra la pantalla principal de la aplicación. 
Tabla 59: definición del caso de uso Inicio de sesión al validar la invitación 
Caso de uso #UC06 Cerrar sesión 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere cerrar la sesión en la aplicación. 
Escenario principal de éxito 
1. El usuario indica a la aplicación que desea cerrar la sesión.  
2. La aplicación realiza un borrado de los datos del usuario y muestra la pantalla de login. 
Tabla 60: definición del caso de uso Cerrar sesión 
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6.3.2.2. Contactos y dispositivos 
Caso de uso #UC07 Consultar el listado de contactos y dispositivos 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere ver el listado de los contactos y dispositivos de la 
organización. 
Escenario principal de éxito 
1. El usuario selecciona la vista del listado de contactos y dispositivos. 
2. En primer lugar, la aplicación muestra el listado de contactos descargados en el dispositivo 
y en segundo plano realiza una petición al sistema para descargar nuevos contactos.  
3. La aplicación tras recibir la respuesta del sistema actualiza el listado de contactos.  
Extensiones 
2.a. La aplicación no tiene contactos descargados. 
2.a.1. La vista de la aplicación muestra un texto indicando que no hay contactos. 
3.a. La respuesta del servidor no devuelve ningún contacto 
3.a.1. La vista de la aplicación no se actualiza. 
Tabla 61: definición del caso de uso consultar el listado de contactos y dispositivos  
Caso de uso #UC08 Actualizar el listado de contactos y dispositivos 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere actualizar el listado de los contactos y dispositivos de la 
organización. 
Escenario principal de éxito 
1. El usuario realiza el gesto Pull to refresh4 en la vista de contactos y dispositivos. 
2. La aplicación en segundo plano realiza una petición al sistema para descargar nuevos 
contactos.  
3. La aplicación tras recibir la respuesta del sistema actualiza el listado de contactos.  
Extensiones 
3.a. La respuesta del servidor no devuelve ningún contacto o dispositivo. 
3.a.1. La vista de la aplicación no se actualiza. 
Tabla 62: definición del caso de uso actualizar el listado de contactos y dispositivos  
  
                                                          
4 Gesto realizado al pulsar sobre la pantalla y arrastrarla hacia abajo. 
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Caso de uso #UC09 Añadir un nuevo dispositivo a mis dispositivos. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y el dispositivo pertenece a un 
contacto. 
Disparador El usuario quiere añadir un nuevo dispositivo a sus dispositivos. 
Escenario principal de éxito 
1. El usuario selecciona la opción de añadir un nuevo dispositivo a sus dispositivos. 
2. El usuario introduce el código de invitación del dispositivo que quiere añadir y el alias que le 
quiere asignar. 
3. La aplicación realiza la petición al servidor para validar la invitación.   
Extensiones 
3.a. La respuesta del servidor indica que la invitación no es válida. 
3.a.1. La aplicación notifica al usuario el error. 
3.a.2. Se vuelve al paso 2 
Tabla 63: definición del caso de uso añadir un nuevo dispositivo a mis dispositivos 
Caso de uso #UC10 Añadir un nuevo dispositivo a mí organización. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere añadir un nuevo dispositivo a los dispositivos de la 
organización. 
Escenario principal de éxito 
1. El usuario selecciona la opción de añadir un nuevo dispositivo a la organización. 
2. El usuario introduce el código de invitación del dispositivo que quiere añadir y el alias que le 
quiere asignar. 
3. La aplicación realiza la petición al servidor para validar la invitación.   
Extensiones 
3.a. La respuesta del servidor indica que la invitación no es válida. 
3.a.1. La aplicación notifica al usuario el error. 
3.a.2. Se vuelve al paso 2 
Tabla 64: definición del caso de uso añadir un nuevo dispositivo a mi organización 
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Caso de uso #UC11 Ver el detalle de un contacto. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y se encuentra en la vista del 
listado de contactos.  
Disparador El usuario quiere ver el detalle de un contacto 
Escenario principal de éxito 
1. El usuario selecciona un contacto del listado de contactos. 
2. La aplicación muestra todos los detalles del contacto junto a sus dispositivos.   
Tabla 65: definición del caso de uso ver el detalle de un contacto 
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6.3.2.3. Galería organización 
Caso de uso #UC12 Ver las imágenes de la galería de la organización. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere a ver las imágenes de la galería de la empresa. 
Escenario principal de éxito 
1. El usuario selecciona la vista de la galería de su empresa. 
2. La aplicación muestra el listado de imágenes descargados en el dispositivo  
3. En segundo plano la aplicación realiza una petición al sistema para descargar nuevos 
contactos.  
Extensiones 
3.a. La respuesta del servidor devuelve nuevas imágenes. 
3.a.1. Se actualiza el modelo de datos con los datos de las nuevas imágenes. 
3.a.2. Se descargan las imágenes. 
3.a.3. Se repite al paso 2 terminando el caso de uso. 
3.b. La respuesta del servidor devuelve algún error. 
3.b.1. La aplicación notifica al usuario el error. 
3.b.2. Se repite al paso 2 terminando el caso de uso. 
Tabla 66: definición del caso de uso ver las imágenes de la galería de la organización 
Caso de uso #UC13 Subir una imagen a la galería de la organización. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y se encuentra el listado de 
imágenes de la organización. 
Disparador El usuario quiere subir una imagen a la galería de la empresa. 
Escenario principal de éxito 
1. El usuario selecciona la opción de subir una imagen. 
2. La aplicación solicita al usuario que indique el origen de la imagen. 
3. El usuario selecciona una imagen.   
4. La aplicación realiza una petición al sistema subiendo la imagen.  
Extensiones 
4.a. La respuesta del servidor devuelve algún error. 
4.a.1. La aplicación notifica al usuario el error. 
4.a.2. Se vuelve al paso 2. 
Tabla 67: definición del caso de uso subir una imagen a la galería de la organización 
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6.3.2.4. Videollamada 
Caso de uso #UC14 Llamar a un experto. 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere llamar a un contacto o dispositivo de la organización. 
Escenario principal de éxito 
1. El usuario selecciona a un dispositivo o contacto al cual llamar. 
2. La aplicación envía la petición de realizar la llamada y muestra al usuario una vista conforme 
se está llamando al usuario seleccionado. 
Extensiones 
2.a. El usuario cancela la llamada.  
2.a.1. La aplicación manda un evento al receptor indicando que la llamada ha sido 
cancelada. 
2.a.2. La aplicación quita la vista de llamada y devuelve al usuario a la ventana anterior. 
2.b. Tras pasar 20 segundos sin recibir respuesta por parte del receptor.  
2.b.1. La aplicación manda un evento al receptor indicando que la llamada ha sido 
cancelada. 
2.b.2. La aplicación quita la vista de llamada y devuelve al usuario a la ventana anterior. 
2.c. El receptor rechaza la llamada.  
2.c.1. La aplicación quita la vista de llamada y devuelve al usuario a la ventana anterior. 
2.d. El receptor acepta la llamada. 
2.d.1. Se realiza el caso de uso [UC15] Establecer una llamada 
Tabla 68: definición del caso de uso llamar a un experto 
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Caso de uso #UC15 Establecer una videollamada. 
Actor principal Usuario 
Precondición El usuario está iniciando una videollamada. 
Disparador La videollamada ha sido aceptada. 
Escenario principal de éxito 
1. La aplicación muestra una vista con el streaming de video del emisor de la llamada, con 
diferentes botones para permitir finalizar la llamada, intercambiar la cámara, enviar un 
elemento de telepresencia o silenciar la llamada. 
Extensiones 
1.c. El usuario decide silenciar la llamada.  
1.c.1. La aplicación termina el streaming de audio.  
1.d. El usuario decide volver a activar el sonido de la llamada.  
1.d.1. La aplicación inicializa el streaming de audio.  
1.e. El usuario, si no es experto, decide intercambiar la cámara que emite 
1.e.1. La aplicación intercambia la cámara actual por la secundaria. (Frontal o delantera).  
1.f. Si cualquier interlocutor de la videollamada pierde la conexión. 
1.f.1. La videollamada se termina cerrando el streaming de vídeo y audio. 
Tabla 69: definición del caso de uso establecer una videollamada 
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Caso de uso #UC16 Recibir una videollamada. 
Actor principal Usuario 
Precondición El usuario está conectado e identificado en la aplicación y no se encuentra en 
ninguna llamada en curso. 
Disparador El usuario recibe una llamada. 
Escenario principal de éxito 
1. La aplicación cuando recibe el evento de una nueva llamada visualiza al usuario una vista en 
la cual le muestra la llamada en curso indicando quién le está llamada y dando la opción de 
aceptar o rechazar la llamada entrante. 
Extensiones 
1.a. El emisor de la llamada cancela la llamada. 
1.a.1. La aplicación quita la vista de llamada entrante. 
Tabla 70: definición del caso de uso recibir una videollamada 
Caso de uso #UC17 Aceptar una videollamada 
Actor principal Usuario 
Precondición El usuario está conectado y ha recibido una videollamada. 
Disparador El usuario decide aceptar la videollamada. 
Escenario principal de éxito 
1. El usuario pulsa el botón de aceptar la videollamada. 
2. La aplicación notifica al emisor del sistema que la llamada ha sido enviada. 
3. Se realiza el caso de uso [UC15] Establecer una llamada. 
Tabla 71: definición del caso de uso aceptar una videollamada 
Caso de uso #UC18 Rechazar una videollamada 
Actor principal Usuario 
Precondición El usuario está conectado y ha recibido una videollamada. 
Disparador El usuario decide rechazar la videollamada. 
Escenario principal de éxito 
1. El usuario pulsa el botón de rechazar la videollamada. 
2. La aplicación notifica al emisor del sistema que la llamada ha sido rechazada. 
Tabla 72: definición del caso de uso rechazar una videollamada 
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Caso de uso #UC19 Terminar una videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario decide terminar la videollamada. 
Escenario principal de éxito 
1. El usuario pulsa el botón de terminar la videollamada. 
2. La aplicación notifica a todos los interlocutores de la llamada que ha terminado. 
3. Se vuelve a la vista anterior 
Tabla 73: definición del caso de uso terminar una videollamada 
6.3.2.5. Telepresencia 
Caso de uso #UC20 Enviar punto durante videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario quiere indicar un punto en el vídeo.  
Escenario principal de éxito 
1. El experto pulsa sobre el vídeo que está visualizando el emisor de la llamada.  
2. La aplicación pinta un punto donde se ha pulsado por encima del vídeo visualizado. 
3. La aplicación envía el evento del punto a los usuarios conectados en la llamada. 
Tabla 74: definición del caso de uso terminar una videollamada 
Caso de uso #UC21 Recibir punto durante videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario recibe un punto en el vídeo que está emitiendo.  
Escenario principal de éxito 
1. La aplicación dibuja un punto sobre el vídeo en el mismo lugar donde remotamente se ha 
pulsado. 
Tabla 75: definición del caso de uso recibir un punto durante videollamada 
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Caso de uso #UC22 Enviar una imagen del dispositivo 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario quiere enviar una imagen del dispositivo. 
Escenario principal de éxito 
1. El usuario selecciona la acción de enviar una imagen del dispositivo. 
2. El dispositivo muestra la galería de imágenes del dispositivo. 
3. El usuario selecciona una imagen. 
4. La aplicación sube la imagen al servidor y envía mediante un evento a los participantes de 
la llamada los datos de la imagen para su visualización. 
Extensiones 
4.a. La subida de la imagen falla. 
4.a.1. La aplicación notifica al usuario el fallo en el envío.  
4.a.2. Finaliza el caso de uso. 
Tabla 76: definición del caso de uso enviar una imagen del dispositivo 
Caso de uso #UC23 Enviar una imagen de la galería de la empresa 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario quiere enviar una imagen de la galería de la empresa. 
Escenario principal de éxito 
1. El usuario selecciona la acción de enviar una imagen de la galería de la empresa. 
2. El dispositivo muestra la galería de la empresa. 
3. El usuario selecciona una imagen. 
4. Envía mediante un evento a los participantes de la llamada los datos de la imagen de la 
galería de la empresa seleccionada. 
Tabla 77: definición del caso de uso enviar una imagen de la galería de la empresa 
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Caso de uso #UC24 Recibir una imagen durante una videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario recibe el evento de una imagen. 
Escenario principal de éxito 
1. La aplicación al recibir el evento de una nueva imagen obtiene la imagen. 
2. La aplicación visualiza a pantalla completa la imagen por encima del vídeo. 
Extensiones 
1.a. La imagen enviada es una imagen subida por el usuario 
1.a.1. La aplicación descarga la imagen.  
1.a.1.a. La descarga de la imagen falla 
1.a.1.a.1. El caso de uso finaliza.  
1.a.1.b. La imagen se descarga 
1.a.1.b.1. Se realiza el paso 2.  
1.b. La imagen enviada es una imagen de la galería de la empresa. 
1.b.1. La aplicación obtiene la imagen del dispositivo.  
1.b.1.a. Se realiza el paso 2. 
2.a. El usuario decide oculta la imagen. 
2.a.1. La aplicación quita la imagen y vuelve al streaming de vídeo. 
Tabla 78: definición del caso de uso recibir una imagen durante una videollamada 
Caso de uso #UC25 Enviar un mensaje durante una videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario decide enviar un mensaje. 
Escenario principal de éxito 
1. El usuario selecciona la acción de enviar un mensaje durante la videollamada. 
2. El usuario introduce el contenido del mensaje de texto. 
3. La aplicación envía mediante un evento el mensaje enviado.  
Tabla 79: definición del caso de uso enviar un mensaje durante una videollamada 
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Caso de uso #UC26 Recibir un mensaje durante una videollamada 
Actor principal Usuario 
Precondición El usuario se encuentra realizando una videollamada.  
Disparador El usuario recibe el evento de un nuevo mensaje. 
Escenario principal de éxito 
1. La aplicación al recibir el evento de un nuevo mensaje visualiza el mensaje. 
Extensiones 
1.a. El usuario decide oculta el mensaje de texto. 
1.a.1. La aplicación quita el mensaje de texto. 
Tabla 80: definición del caso de uso recibir un mensaje durante una videollamada 
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6.3.2.6. Chats 
Caso de uso #UC27 Ver el listado de chats 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación. 
Disparador El usuario quiere ver el listado de chats. 
Escenario principal de éxito 
1. El usuario selecciona la opción de ver todos sus chats. 
2. La aplicación visualiza un listado con todos los chats en los que participa. 
Extensiones 
2.a. La aplicación no tiene chats descargados. 
2.a.1. La vista de la aplicación muestra un texto indicando que no hay chats. 
Tabla 81: definición del caso de uso ver el listado de chats 
Caso de uso #UC28 Ver los mensajes de un chat 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y se encuentra en la vista de 
listados de chats. 
Disparador El usuario quiere ver el listado de mensajes de un chat 
Escenario principal de éxito 
1. El usuario selecciona un chat del listado de chats de la aplicación. 
2. La aplicación muestra todos los mensajes enviados y recibidos en ese chat. 
Tabla 82: definición del caso de uso ver los mensajes de un chat 
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Caso de uso #UC29 Enviar un mensaje en un chat 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación, tiene conexión a internet y se 
encuentra la vista de los mensajes de un chat. 
Disparador El usuario quiere enviar un mensaje en un chat. 
Escenario principal de éxito 
1. El usuario introduce un mensaje de texto y pulsa el botón de enviar. 
2. La aplicación envía el mensaje al servidor y lo muestra en el listado de mensajes del chat. 
Extensiones 
1.a. La aplicación solo habilita el botón de enviar cuando el mensaje tiene contenido. 
2.a. La aplicación no ha podido enviar el mensaje. 
2.a.1. Al lado del mensaje enviado aparece un icono indicando el error. 
2.a.1.a. El usuario pulsa sobre el mensaje que no se ha enviado correctamente. 
2.a.1.a.1. La aplicación pregunta si se quiere reenviar el mensaje. 
2.a.1.a.2. Si el usuario confirma la acción se repite el paso 2. 
Tabla 83: definición del caso de uso enviar un mensaje en un chat 
Caso de uso #UC30 Recibir un mensaje de un chat, usuario desconectado 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y se encuentra desconectado. 
Disparador El usuario recibe un nuevo mensaje de un chat.  
Escenario principal de éxito 
1. El dispositivo recibe una notificación Push con el mensaje. 
Extensiones 
1.a. El usuario pulsa la notificación 
1.a.1. La aplicación se abre. 
1.a.2. Se realiza el caso de uso [UC28] Ver los mensajes de un chat 
Tabla 84: definición del caso de uso recibir un mensaje de un chat estando el usuario desconectado 
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Caso de uso #UC31 Recibir un mensaje de un chat, usuario conectado 
Actor principal Usuario 
Precondición El usuario está identificado en la aplicación y se encuentra conectado. 
Disparador El usuario recibe un nuevo mensaje de un chat.  
Escenario principal de éxito 
1. La aplicación muestra el mensaje que acaba de recibir. 
Tabla 85: definición del caso de uso recibir un mensaje de un chat estando el usuario conectado 
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6.3.3. Requisitos no funcionales 
Requisitos de apariencia 
Requisito no funcional #RNF_iOS_01 
Descripción El diseño de la interfaz es atractivo. 
Justificación Los usuarios verán una interfaz con elementos gráficos de calidad, con fuentes 
y colores uniformes que inviten a usar la aplicación.  
Criterio de satisfacción El diseño será validado por el cliente antes de ser aplicado en la aplicación. 
Satisfacción del usuario 3 Insatisfacción del usuario 3 Prioridad Media 
Tabla 86: requisito de apariencia diseño interfaz atractivo 
Requisito no funcional #RNF_iOS_02 
Descripción El diseño de la interfaz se adecua al tamaño del dispositivo. 
Justificación La aplicación será utilizada en una gran variedad de dispositivos que tendrán 
diferentes tamaños de pantalla desde las 4 a las 12,9 pulgadas.  
Criterio de satisfacción El diseño será validado por el cliente antes de ser aplicado en la aplicación y se 
realizará un diseño en función de la variación de pantalla por el equipo de 
diseño/UX [31]. 
Satisfacción del usuario 1 Insatisfacción del usuario 2 Prioridad Baja 
Tabla 87: requisito de apariencia interfaz adecuada al tamaño del dispositivo 
Requisitos de estilo 
Requisito no funcional #RNF_iOS_03 
Descripción La aplicación seguirá las guías de diseño estipuladas por Apple.  
Justificación Con el objetivo de hacer una aplicación que no desentone con el resto de 
aplicaciones y el sistema operativo donde será ejecutada (iOS) el estilo utilizado 
seguirá las guías de diseño estipuladas por Apple [32]. 
Criterio de satisfacción Si una aplicación no sigue las guías de diseño descritas por Apple no será 
aprobada para su publicación en la Apple Store, por tanto, el criterio de 
satisfacción es la propia publicación en la tienda de aplicaciones de Apple.   
Satisfacción del usuario 1 Insatisfacción del usuario 3 Prioridad Alta 
Tabla 88: requisito de apariencia interfaz adecuada al tamaño del dispositivo 
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Requisitos de facilidad de uso 
Requisito no funcional #RNF_iOS_04 
Descripción La aplicación ha de ser fácil de usar.  
Justificación La aplicación tiene que ser fácil de utilizar con el objetivo de que los usuarios la 
utilicen durante su jornada laboral.  
Criterio de satisfacción El diseño de la aplicación será validado por un equipo bien preparado y con 
experiencia en UX y por el cliente. A su vez, durante las pruebas de integración 
y de campo se validará su uso con los diferentes usuarios de prueba.  
Satisfacción del usuario 5 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 89: requisito de facilidad de uso aplicación fácil de utilizar 
Requisitos de aprendizaje 
Requisito no funcional #RNF_iOS_05 
Descripción La aplicación ha de tener un diseño que permita ser utilizada por usuarios no 
especializados sin formación previa. 
Justificación El objetivo de esta aplicación es que sea utilizada por trabajadores los cuales 
no tienen por qué tener formación especializada, por lo cual su diseño ha de 
ser intuitivo que se parezca a aplicaciones populares y de uso común como 
puede ser WhatsApp.  
Criterio de satisfacción El diseño de la aplicación será validado por un equipo bien preparado y con 
experiencia en UX y por el cliente. A su vez, durante las pruebas de integración 
y de campo se validará su uso con los diferentes usuarios de prueba.  
Satisfacción del usuario 3 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 90: requisito de aprendizaje diseño de la aplicación pensado para usuarios no especializados 
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Requisitos de compresión 
Requisito no funcional #RNF_iOS_06 
Descripción La aplicación estará traducida al castellano, catalán e inglés y utilizará un 
lenguaje estándar comprensible por cualquier usuario. 
Justificación Dada la diversidad de usuarios potenciales que usarán la aplicación, será 
traducida y utilizará un vocabulario entendible.  
Criterio de satisfacción Los textos estáticos de la aplicación están traducidos. 
Satisfacción del usuario 2 Insatisfacción del usuario 3 Prioridad Baja 
Tabla 91: requisito de compresión, aplicación traducida al castellano, catalán e inglés 
Requisitos de usabilidad 
Requisito no funcional #RNF_iOS_07 
Descripción La aplicación indicará al usuario cuando la aplicación está realizado un 
proceso de carga para no dar la sensación de que se ha bloqueado. 
Justificación Utilizando un elemento gráfico, la aplicación notificará al usuario cuando está 
realizado una petición al sistema o está cargado recursos del sistema 
(elementos de la base de datos, elementos en disco). 
Criterio de satisfacción Se visualizará un HUD [33] bloqueante de carga, mientras duren las 
operaciones de carga. 
Satisfacción del usuario 1 Insatisfacción del usuario 2 Prioridad Baja 
Tabla 92: requisito de usabilidad indicadores de carga 
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Requisitos de rendimiento 
Requisito no funcional #RNF_iOS_08 
Descripción Las modificaciones de datos en el disco del dispositivo serán inferiores a los 
siete segundos.  
Justificación Para que la aplicación sea usable, las interacciones con el sistema de 
almacenamiento en disco (memoria y elementos multimedia) tendrá que ser el 
mínimo posible.   
Criterio de satisfacción Se realizarán pruebas de rendimiento mediante el uso de herramientas 
externas.  
Satisfacción del usuario 2 Insatisfacción del usuario 3 Prioridad Media 
Tabla 93: requisito de rendimiento tiempo acceso datos disco 
Requisito no funcional #RNF_iOS_09 
Descripción La aplicación ha de gestionar los datos para permitir funcionar en dispositivos 
con poca capacidad de almacenamiento. 
Justificación La aplicación, al ser ejecutada en dispositivos móviles, posiblemente tendrá un 
espacio de almacenamiento limitado.  
Para ello todos los elementos multimedia descargados deberán ser procesados 
de forma controlada. Si no se tiene controlado el espacio de almacenamiento 
puede provocar errores al cargar o descargar archivos. 
Criterio de satisfacción Se realizarán pruebas de almacenamiento de datos en diferentes dispositivos 
para asegurar el correcto funcionamiento de la gestión de archivos. 
Satisfacción del usuario 3 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 94: requisito de rendimiento con dispositivos con poco almacenamiento 
Requisito no funcional #RNF_iOS_10 
Descripción La aplicación ha de gestionar los recursos cargados en memoria y liberarlos 
cuando el sistema operativo lo indique. 
Justificación La aplicación, como será ejecutada en dispositivos móviles, posiblemente 
tendrá un espacio de memoria RAM limitado.  
Para ello, siempre que el sistema emita un signal [34]  de Memory Warning [35] 
la aplicación deberá liberar todos los recursos no esenciales para evitar su 
cierre. 
Criterio de satisfacción Se realizarán pruebas mediante la simulación del evento Memory Warning para 
asegurar de que se comporta como se espera y no se producen cierres de la 
aplicación.  
Satisfacción del usuario 3 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 95: requisito de rendimiento gestión de recursos cargados en memoria 
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Requisitos de lanzamiento 
Requisito no funcional #RNF_iOS_11 
Descripción Se informará al usuario cuando el sistema se encuentra en mantenimiento o 
no disponible.  
Justificación Para que los usuarios tengan, información cuando el sistema no esté disponible 
se mostrará un mensaje cuando intenten acceder a los servicios y estos no 
estén disponibles o se encuentren en mantenimiento. 
Criterio de satisfacción Se realizarán pruebas al lanzamiento del sistema simulando dichas situaciones.  
Satisfacción del usuario 3 Insatisfacción del usuario 3 Prioridad Baja 
Tabla 96: requisito de lanzamiento avisos del estado del servicio 
Requisito no funcional #RNF_iOS_12 
Descripción La actualización de la aplicación no producirá errores.  
Justificación Actualizar la aplicación, no deberá provocar cierres inesperados o pérdida de 
datos.  
Criterio de satisfacción Para ello para cada actualización, antes de su publicación, se realizarán pruebas 
de actualización partiendo de la versión anterior.  
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 97: requisito de lanzamiento actualización de la aplicación 
Requisitos socio ambientales 
Requisito no funcional #RNF_iOS_13 
Descripción La aplicación es sostenible. 
Justificación El desarrollo y uso de la aplicación debe tener el mínimo impacto posible.  
Criterio de satisfacción Se realizará un informe de sostenibilidad junto a este trabajo.  
Satisfacción del usuario 1 Insatisfacción del usuario 1 Prioridad Baja 
Tabla 98: requisito de lanzamiento actualización de la aplicación 
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Requisitos de mantenimiento 
Requisito no funcional #RNF_iOS_14 
Descripción La aplicación debe ser flexible a futuros cambios y funcionalidades.  
Justificación Se tiene que poder añadir nuevas funcionalidades o modificar las actuales con 
el mínimo impacto posible. 
Criterio de satisfacción El desarrollo del sistema incluirá una extensa documentación que servirá para 
facilitar el trabajo de futuros desarrolladores. 
Satisfacción del usuario 1 Insatisfacción del usuario 1 Prioridad Media 
Tabla 99: requisito de mantenimiento aplicación flexible a cambios 
Requisito no funcional #RNF_iOS_15 
Descripción La aplicación incluirá servicios de notificación de errores para notificar al 
desarrollador de crashes y bugs críticos. 
Justificación Para poder garantizar un mantenimiento óptimo de la aplicación el 
desarrollador debe estar al tanto de todos los errores que se producen durante 
su uso (como un cierre de la aplicación por una referencia inválida) para poder 
arreglarlos en futuras versiones.  
Criterio de satisfacción La aplicación una vez inicio la fase de pruebas incluirá un servicio de reporte de 
errores. 
Satisfacción del usuario 1 Insatisfacción del usuario 1 Prioridad Baja 
Tabla 100: requisito de mantenimiento servicio de notificación de errores 
Requisitos de seguridad 
Requisito no funcional #RNF_iOS_16 
Descripción La aplicación cifrará todos los datos sensibles del usuario.  
Justificación Se han de aplicar medidas de seguridad extra para al guardar los datos sensibles 
del usuario con el objetivo de evitar que si el terminal cae en manos no 
deseadas pueda realizar un uso indebido. 
Criterio de satisfacción La aplicación guardará en el KeyChain [36] del dispositivo los datos críticos del 
sistema como tokens de sesión o identificadores.  
Satisfacción del usuario 3 Insatisfacción del usuario 3 Prioridad Alta 
Tabla 101: requisito de seguridad datos sensibles del usuario cifrados 
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Requisitos de privacidad 
Requisito no funcional #RNF_iOS_17 
Descripción La aplicación informar al usuario de la política de privacidad de los datos que 
gestionará el sistema. 
Justificación Los usuarios tienen el derecho legal de saber que se hace con los datos que se 
gestionan en la aplicación. A su vez, Apple obliga a incluir una política de 
privacidad para toda aplicación publicada en la AppStore. 
Criterio de satisfacción La aplicación permitirá consultar la política de privacidad del sistema que 
tendrá que ser aceptada para registrarse.  
Satisfacción del usuario 3 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 102: requisito de privacidad aviso al usuario de la política de privacidad 
Requisitos legales 
Requisito no funcional #RNF_iOS_18 
Descripción Todos los datos de carácter personal de los usuarios serán tratados según 
establece la LOPD y la Directiva de Protección de Datos 95/46 de la Unión 
Europea. 
Justificación La aplicación al ser lanzada dentro del territorio de la unión europea ha de 
cumplir con la legislación actual de protección de datos de los clientes. 
Criterio de satisfacción El departamento legal de la empresa revisará el cumplimiento de las diferentes 
leyes involucradas.  
Satisfacción del usuario 1 Insatisfacción del usuario 5 Prioridad Alta 
Tabla 103: requisito legales legislación de datos de los usuarios 
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7. Especificación 
Para poder entender bien la especificación del sistema, primero hay que definir el concepto de 
contacto y dispositivo dentro del sistema. Todo usuario al utilizar el sistema lo utiliza desde un 
dispositivo (por ejemplo, una aplicación instalada en un iPhone). Por lo cual, en el sistema todo 
usuario es un dispositivo que pertenece siempre a una organización y opcionalmente puede 
pertenecer a un contacto (entonces el dispositivo está vinculado a un usuario con usuario y 
contraseña). 
El hecho de que un dispositivo pertenezca a un contacto, sucede: 
• Cuando el usuario inicia sesión (o se registra) en un dispositivo (automáticamente pasa 
a estar vinculado como uno de sus dispositivos). 
• Cuando un usuario registra un dispositivo marcando la opción de añadirlo a sus 
dispositivos mediante una invitación.  
7.1. Esquema conceptual 
Diagrama 13: esquema conceptual  
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7.1.1. Restricciones de clave externa 
- (Dispositivo: Guid) 
- (Contacto: Guid) 
- (Organización: Guid)  
- (ImagenGaleria: Guid) 
- (Chat: Guid) 
- (Videollamada: Guid) 
- (Mensaje: Guid) 
7.1.2. Restricciones de integridad textuales 
- Un usuario conectado únicamente puede visualizar las interacciones de las llamadas en las 
que es participante. 
7.1.3. Información derivada 
- /fechaUltimoMensaje: La fecha del último mensaje del chat. Se calcula en base a la fecha 
más reciente de todos los mensajes del chat.  
7.1.4. Diagrama de estado conexión usuario  
El sistema está diseñado para trabajar con una comunicación constante en tiempo real, por lo 
cual es indispensable considerar el estado de los usuarios ya que el servidor RTA ha de funcionar 
en función de la conectividad del receptor de un evento. Para ello, en el siguiente diagrama de 
estado se especifica las diferentes situaciones que provocan un cambio en la conectividad del 
usuario. 
 
Diagrama 14: estados conexión de un usuario 
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7.1.5. Descripción de las entidades 
Dispositivo 
Representa un dispositivo físico que pertenece a una organización. 
Atributo Tipo Descripción 
guid String Identificador único en del dispositivo. 
nombre String Nombre del dispositivo. 
Tabla 104: atributos de la clase Dispositivo 
Contacto 
Representa a un usuario registrado (por lo cual puede iniciar sesión con un correo y contraseña) 
en el sistema el cual tiene dispositivos asociados y pertenece a una organización. 
Atributo Tipo Descripción 
guid String Identificador único en el sistema del contacto. 
imagen String Imagen del contacto. 
email String Dirección electrónica del contacto. 
nombre String Nombre completo del contacto. 
contraseña String Contraseña del contacto. 
teléfono String Teléfono del contacto. 
Tabla 105: atributos de la clase Contacto 
Organización 
Una organización es un conjunto de contactos y dispositivos. 
Atributo Tipo Descripción 
guid String Identificador único en el sistema de la empresa. 
nombre String Nombre completo de la empresa. 
alias String Alias corto de la empresa (p.e: sus siglas). 
Tabla 106: atributos de la clase Organización 
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ImagenGaleria 
Una imagen subida a la organización accesible para cualquier dispositivo y contacto. 
Atributo Tipo Descripción 
guid String Identificador único de la imagen en el sistema. 
imagen String Datos binarios de la imagen. 
creationTime String Fecha de publicación de la imagen.  
nombre String Nombre de la imagen. 
url String Dirección url en la cual se puede descargar la imagen. 
Tabla 107: atributos de la clase ImagenGaleria 
Desconectado (Dispositivo) 
Representa a un dispositivo no conectado. 
Conectado (Dispositivo) 
Representa a un dispositivo conectado. 
Interacción 
Representa una acción que realiza un dispositivo conectado durante una videollamada. 
Punto (Interacción) 
El punto que ha pulsado un dispositivo conectado durante una videollamada. 
Atributo Tipo Descripción 
x Double Porcentaje X de la pantalla en el cual se encuentra el punto. 
y Double Porcentaje Y de la pantalla en el cual se encuentra el punto. 
color String Color del punto enviado. 
Tabla 108: atributos de la clase Punto (Interacción). 
ImagenEnviada (Interacción) 
La imagen que ha enviado un dispositivo conectado durante una videollamada. 
Atributo Tipo Descripción 
data Byte Contenido binario de la imagen.  
Tabla 109: atributos de la clase ImagenEnviada (Interacción). 
Texto (Interacción) 
El texto que ha enviado un dispositivo conectado durante una videollamada. 
Atributo Tipo Descripción 
texto String Contenido enviado por el dispositivo.  
Tabla 110: atributos de la clase ImagenEnviada (Interacción). 
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Videollamada 
Videollamada realizada en el sistema entre un conjunto de dispositivos conectados.  
Atributo Tipo Descripción 
guid String Identificador único en el sistema de la llamada. 
callerGuid String Identificador único del emisor de la llamada. 
initialTime Date Fecha de inicio de la llamada. 
finalTime Date Fecha de finalización de la llamada. 
Tabla 111: atributos de la clase Videollamada. 
Chat 
Chat entre diferentes dispositivos. 
Atributo Tipo Descripción 
guid String Identificador único en el sistema del chat. 
imagen String Imagen del chat. 
nombre String Nombre del chat 
/fechaUltimoMensaje Date Fecha del último mensaje enviado en el chat. 
Tabla 112: atributos de la clase Chat 
Mensaje 
Mensaje de un dispositivo en un chat. 
Atributo Tipo Descripción 
guid String Identificador único en el sistema del mensaje. 
fecha Date Fecha de envío del mensaje. 
mensaje String Contenido del mensaje. 
Tabla 113: atributos de la clase Mensaje 
MensajeMultimedia (Mensaje) 
Mensaje con contenido multimedia (imagen, audio, video, documento) de un dispositivo en un 
chat determinado. 
Atributo Tipo Descripción 
contenido Byte Contenido multimedia del mensaje. 
extensión String Extensión del fichero del contenido multimedia.  
nombre String Nombre del fichero del contenido multimedia.  
Tabla 114: atributos de la clase MensajeMultimedia  
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8. Diseño arquitectónico 
8.1. Arquitectura servidor RTA 
Programación basada en prototipos [37] 
La programación basada en prototipos es un paradigma de programación orientada a objetos 
[38] en el cual a excepción de los tipos primitivos (int, double, strings, char...) todo es tratado 
como un objeto. Los objetos, no son creados mediante la instanciación de clases, sino que son 
creados mediante la clonación de otros objetos o por la escritura implícita de su código. Por lo 
cual, los objetos heredan de un prototipo lo que permite heredar sus propiedades y transmitirlas 
a los objetos que hereden de él.  
Una característica de la programación basado en prototipos es que hay tener en consideración 
que un prototipo definido en el código es mutable. Por lo cual, a diferencia de las clases cuya 
definición de código fuente es estática, en los objetos prototipos sus propiedades pueden ser 
modificadas en tiempo de ejecución.  
Por estos motivos, la documentación realizada diseño es fundamental para poder facilitar su 
desarrollo y lo que es más importante su mantenibilidad. Al ser un paradigma libre de clases, 
donde las propiedades de los objetos pueden ser alteradas en tiempo de ejecución, no se 
pueden aplicar los diagramas de clases convencionales, por lo cual, los diagramas descritos en 
este apartado han sido adaptados. 
8.1.1. Tecnologías utilizadas 
En el caso del servidor RTA las tecnologías involucradas en su desarrollo condicionan su diseño, 
por lo cual he considerado necesaria su explicación para asegurar el mejor diseño posible.  
JavaScript 
Es un lenguaje de programación de alto nivel dinámico, interpretado y orientado a objetos 
basado en prototipos. JavaScript se caracteriza por una sintaxis clara fácil de entender. Es muy 
utilizado en entornos de desarrollo web ejecutado del lado del cliente y para el desarrollo de 
aplicaciones webs ejecutándose del lado del servidor. 
Node.JS [39] 
Node.JS es un entorno de ejecución para JavaScript basado en el motor de JavaScript V8 de 
Chrome multiplataforma pensado para la ejecución en el lado del servidor. Node.JS ofrece un 
modelo de operación de escritura y lectura no bloqueantes basado en eventos, siendo un 
entorno muy ligero y eficiente y fácilmente escalable.  
A diferencia de otras tecnologías como Java, PHP o ASP.Net donde cada conexión genera un 
nuevo thread (reservando memoria para su ejecución) hecho que implica contratar servidores 
muy potentes dificultando mucho su escalabilidad. Node.JS funciona utilizando un único proceso 
en bucle en el cual cada conexión dispara la ejecución de un evento asíncrono dentro del 
proceso. Al ser un entorno basado en eventos no bloqueantes el procesado de dichas peticiones 
no deja paralizado el hilo de ejecución del servidor, por lo cual el servidor puede seguir 
recibiendo peticiones. Esto permite un rendimiento óptimo permitiendo su despliegue en 
servidores modestos asegurando el máximo rendimiento al tratar con las múltiples conexiones 
simultáneas de los sockets. Siendo por tanto Node.JS un entorno ideal para el desarrollo de un 
servidor de comunicaciones en tiempo real en el cual queremos obtener el máximo rendimiento 
y facilitar su escalabilidad.   
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Websocket  
Websocket es una tecnología de comunicación que permite crear un canal bidireccional full 
dúplex de comunicación entre un servidor y un cliente. Esto nos permite poder recibir eventos 
directamente del servidor sin tener que realizar consultas, siempre se haya establecido la 
conexión y esta sigua activa.   
 
 
 
 
 
 
 
 
 
 
 
 
 
Diagrama 15: ejemplo del proceso de comunicación mediante Websocket 
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8.1.2. Diagrama de arquitectura del servidor 
El servidor será desarrollado en JavaScript, por lo cual no tendrá una estructura de clases 
definida, ya que sus propiedades se pueden modificar en tiempo de ejecución. Esto implica que 
al desarrollar el código no hay casi limitaciones por lo cual se crea una estructura libre (se podría 
implementar toda la funcionalidad en un único fichero) situación que crea una gran confusión 
para cualquier persona que quisiera entender el servidor o incluso para el propio desarrollador. 
Para solucionar esta problemática Node.JS incorpora el concepto de módulo [40]  el cual permite 
separar el código en ficheros (cada fichero con extensión .js es considerado un módulo). Donde 
cada módulo decide que propiedades exporta (llamados “exports”) y hace accesibles para el 
resto de módulos que los importen.  
Por lo cual, al realizar la arquitectura del servidor se ha realizado la separación módulos, con el 
objetivo de poder agrupar la funcionalidad y así poder facilitar en la medida de lo posible su 
compresión y el futuro mantenimiento. En el siguiente diagrama se muestran los módulos que 
se han pensado junto a las diferentes funciones que exportará cada módulo. Las flechas indican 
sus dependencias (que módulos importan).  
Diagrama 16: módulos de la arquitectura del servidor RTA 
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8.1.3. Diagramas de secuencia API 
Los siguientes diagramas de secuencia describen el comportamiento del servidor para cada 
petición de la API. Para facilitar la compresión, los campos de envío y respuesta se han 
simplificado u omitido (en el apartado  6.2.2.Contrato de servicios API se puede ver en detalle). 
La comprobación de seguridad se realiza automáticamente en cada petición por lo cual no se ha 
puesto los diagramas de secuencia, a su vez, los callbacks de las operaciones se han serializado 
para facilitar su compresión.  
Comprobación seguridad 
 
Diagrama 17: diagrama de secuencia comprobación seguridad API RTA 
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(SRTA001) Enviar mensaje 
 
Diagrama 18: diagrama de secuencia petición Enviar Mensaje API RTA 
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(SRTA002) Llamar a usuario 
Diagrama 19: diagrama de secuencia petición Llamar a un usuario 
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(SRTA003) Mandar un evento mediante sockets 
 
Diagrama 20: diagrama de secuencia petición Mandar un evento mediante sockets 
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(SRTA004) Enviar una notificación a todos los usuarios del sistema 
 
Ilustración 7: diagrama de secuencia petición Enviar una notificación a todos los usuarios del sistema 
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8.1.4. Modelo del Socket 
El servidor RTA no tiene ningún tipo de memoria persistente, pero el servidor Websocket ha de 
almacenar en memoria los diferentes clientes que tiene conectados (sockets) junto a la relación 
de los canales y los sockets que están suscritos. Por tanto, internamente, el servidor Websocket 
crea un objeto que representa cada socket con un identificador único privado que lo identifica 
dentro del servidor. Pero, para poder implementar la funcionalidad del sistema tenemos que 
añadirle nuevas propiedades que nos permitan saber el estado e identidad del socket dentro del 
ámbito de nuestro sistema o si se encuentra en una llamada en curso. 
Al tratarse de un lenguaje basado en prototipos este cambio es tan simple como añadirle la 
propiedad al objeto socket (implícito del servidor) cuando lo necesitemos, en tiempo de 
ejecución. Por lo cual en el siguiente diagrama se indica el modelo del Socket modificado con el 
cual trabajaremos en el servidor Websocket.  
 
Diagrama 21: modelo Socket 
En este modelo almacenamos el guid del dispositivo al cual pertenece el socket conectado y en 
el caso de que esté en alguna llamada activa el callID con el guid de la llamada. También se 
guarda un array con el listado de todos los canales a los cuales está suscrito para tenerlos cuando 
se produzca una desconexión y así poder notificar su desconexión.   
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8.1.5. Diagramas de secuencia eventos Websocket  
Los siguientes diagramas de secuencia describen el comportamiento del servidor Websocket al 
recibir un evento por parte de un socket. Se han especificado algunos de los eventos más 
importantes del servidor, ya que el diseño es muy similar en muchos casos. Cuando un socket 
envía un evento con datos se procesa y se emite un nuevo evento en el canal que ha indicado. 
Internamente el servidor recibe cada evento como un callback del socket, por lo cual tiene 
acceso directo al socket que origina el evento. En los diagramas se ha serializado y tratado como 
una función cada callback.   
(ERTA001) Unirse al canal del dispositivo 
 
Diagrama 22: diagrama de secuencia evento "join_device_guid" 
 (ERTA002) Unirse a una llamada 
Diagrama 23: diagrama de secuencia evento "join_call" 
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(ERTA004) Abandonar un canal 
 
Diagrama 24: diagrama de secuencia evento "leave_room" 
 (ERTA005) Aceptar una llamada 
 
Diagrama 25: diagrama de secuencia evento "accept_call" 
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(ERTA008) Terminar una llamada  
 
Diagrama 26: diagrama de secuencia evento "end_call" 
(ERTA009) Enviar punto en una videollamada 
 
Diagrama 27: diagrama de secuencia evento "call_punto" 
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Detección de la desconexión de un usuario (evento ‘disconnect’) 
El evento “disconnect” es lanzado internamente en el servidor cuando un socket se desconecta 
(ya sea una desconexión controlada o por un cierre inesperado), por lo cual debemos notificar 
en todos los canales en los cuales estaba su desconexión. También se tiene en consideración si 
el socket se encontraba en una llamada y así poder determinar si con su desconexión se ha de 
terminar la llamada.    
 
Diagrama 28: diagrama de secuencia evento "disconnect" 
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8.2. Arquitectura cliente iOS 
La arquitectura del cliente iOS sigue el patrón de diseño MVC [41] (Model, View, Controller), ya 
que es el patrón de desarrollo central de las aplicaciones nativas de iOS. Este patrón define los 
roles de los objetos de la aplicación y define como es su interacción dividiendo la lógica de la 
aplicación entre las Vistas el Controlador y el Modelo. 
 
Ilustración 8: diagrama del patrón MVC5 
Modelo 
Los modelos encapsulan los datos junto su lógica. Los modelos suelen reflejar entidades del 
mundo real, concretamente en iOS, mediante el uso del ORM Coredata, los modelos permiten 
realizan un mapeo de los datos y trabajar con ellos directamente en la base de datos.  
Vista 
Es el objeto que ve el usuario y el medio por el cual interacciona con la aplicación. Las vistas son 
las encargadas de permitir al usuario visualizar y editar los datos de los modelos.  
Controlador 
El controlador actúa como un intermediario entre las vistas y los modelos. En esta capa se 
procesan todas las peticiones realizadas por el usuario o elementos externos (Sockets o 
peticiones a la API) Son los encargados de actualizar las vistas cuando los modelos modifican su 
estado y de la administración del ciclo de vida de otros objetos. Concretamente en esta capa 
también se incluyen todos los Managers de la aplicación.    
  
                                                          
5 Fuente: https://developer.apple.com/library/content/documentation/General/Conceptual/DevPedia-
CocoaCore/MVC.html  
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8.2.1. Diagrama MVC de la aplicación 
En el siguiente diagrama general se detallan los diferentes roles de la clase en la aplicación. Es 
importante saber, que en iOS las vistas que ve el usuario como una ventana de la aplicación son 
llamados View Controller y son una vista que tienen asociado un controlador (su instanciación 
requiere de un controlador asociado) por lo cual se han incluido como un objeto en la capa de 
controladores.  
Diagrama 29: arquitectura de las clases MVC de la aplicación iOS 
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8.2.2. Modelo de datos 
En este apartado se incluye el modelo de todos los datos que serán guardados en la base de 
datos del dispositivo. Se ha realizado el diseño del modelo acorde a su implementación 
mediante un ORM (en nuestro caso Coredata), por lo cual, ya se incluyen los métodos de cada 
modelo. Las relaciones expresadas entre entidades serán las relaciones de la base de datos y la 
multiplicidad de cada relación indica si la relación puede contener una única entidad (tipo de 
relación “To One”) o varías (tipo de relación “To Many”) [42].  
Diagrama 30: modelo de datos del cliente iOS 
En la entidad Mensaje se almacena la propiedad tipo siendo un int de 16 bits el cual permite 
guardar un enumerador (incluido en el diagrama del modelo para facilitar su comprensión). 
Coredata internamente genera una clave primaria de cada elemento guardado en memoria. 
Pero, para poder asegurar la integridad de los datos en el contexto de nuestro sistema con el 
servidor API hemos definido una constraint de los atributos guid de cada entidad del modelo de 
datos con el objetivo de asegurar que no se duplican elementos en la base de datos que puedan 
producir variaciones respecto a los datos sincronizados con el servidor. El diseño contempla 
añadir un índice a los atributos guid más utilizados en la aplicación de las entidades que se 
contempla un acceso en aleatorio en función del guid como es en el caso de los contactos, 
dispositivos y chats.  
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8.2.3. Protocolos 
Con el propósito de poder facilitar la mantenibilidad y futuros cambios en el cliente iOS se han 
tenido en consideración una serie de interfaces (llamadas Protocols [43] en Objective-c). Por una 
parte, los protocolos son necesarios para poder implementar delegates [44] permitiendo así 
definir los métodos y propiedades que ha de tener toda clase que delegue en otra.  
CallSocketDelegateProtocol 
Este protocolo tendrá que ser implementado por toda clase que interactúe con el Flow de la 
llamada producido como consecuencia de eventos enviados mediante Websockets. Este 
protocolo permite abstraer la complejidad de los eventos del socket, permitiendo que las clases 
que lo implementen únicamente deban actuar cuando se invoquen los métodos del protocolo.  
 
Diagrama 31: protocolo CallSocketDelegateProtocol 
El protocolo es implementado por CallManager para poder ser el delegate del SocketIOManager 
y así poder recibir los métodos especificados en el protocolo con seguridad. De esta forma si los 
nombres de los métodos cambian los cambios solo afectarán al manager de Socket.io.  
 
Diagrama 32: dependencias del protocolo CallSocketDelegateProtocol 
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CallManagerInfoDelegateProtocol 
Este protocolo define las propiedades que han de tener los View Controllers que muestren la 
información previa a establecer una videollamada. De tal forma, que se puedan crear nuevos 
View Controllers fácilmente y siempre que implementen el protocolo funcionarán 
correctamente con el manager de llamadas. Actualmente lo implementan la vista encargada de 
indicar que se está llamando (PreCallViewController) y la vista encarga de notificar una llamada 
entrante (IncomingCallViewController). 
 
Diagrama 33: dependencias del protocolo CallManagerInfoDelegateProtocol 
CallManagerOpenTokDelegateProtocol  
Este protocolo define las propiedades que han de tener los View Controllers que realicen una 
videollamada. De tal forma, que se puedan crear nuevos View Controllers fácilmente y siempre 
que implementen la interface funcionarán correctamente con el manager de llamadas. 
Actualmente lo implementan la vista encargada de realizar la videollamada 
(VideoCallViewController). 
 
Diagrama 34: dependencias del protocolo CallManagerOpenTokDelegateProtocol 
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CustomMessageCellProtocol 
Para la visualización de los chats es necesario implementar una UITableView [45] específica para 
mostrar toda la información de los mensajes. Para ello, se tendrán que hacer celdas para los 
mensajes enviados por el usuario y otra celda para los mensajes recibidos. Este protocolo, 
permite definir qué elementos han de tener dichas celdas de forma que funcionen sin problemas 
y de forma independiente a los datos que han de contener. Así, podemos garantizar que si en 
un futuro se ha de ampliar la vista de los chats y quizás añadir nuevas celdas para los mensajes 
(por ejemplo, mensajes enviados por un administrador) la nueva celda creada por muy diferente 
que sea visualmente siempre que adopte el protocolo funcionará correctamente con la Table 
View. 
 
Diagrama 35: dependencias del protocolo CustomMessageCellProtocol 
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HaidoAppEventSocketDelegateProtocol 
Este protocolo define todas las funciones que serán invocadas por eventos enviados mediante 
Websockets por parte del servidor de datos API Rest. Aunque inicialmente, solo se ha 
establecido un único evento enviado por el servidor (“invitation_validated”) se ha creado una 
interfaz para facilitar la actualización del cliente cuando se reciban nuevos métodos. Las clases 
encargadas de implementar la funcionalidad únicamente deberán implementar el protocolo y 
no los cambios en los eventos enviados por los sockets abstrayendo la complejidad de los 
eventos y sus datos al SocketIOManager. 
 
Diagrama 36: dependencias del protocolo HaidoAppEventSocketDelegateProtocol 
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8.2.4. Diagramas de secuencia 
En este apartado se han realizado los diagramas de secuencia más relevantes de la aplicación 
con el objetivo de representar la lógica del sistema que se utilizará en el desarrollo. Para facilitar 
su comprensión se han obviado las comprobaciones básicas (como comprobaciones de campos 
introducidos por el usuario), se han serializado los callbacks y las peticiones asíncronas.  
Inicio de la aplicación 
Cada vez que la aplicación se inicie tras conectar con el servidor RTA, debemos unirnos al canal 
de nuestro dispositivo y comprobar si tenemos una sesión válida.  
Diagrama 37: diagrama de secuencia del inicio de la aplicación iOS 
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#UC01 Obtener un código de invitación 
Diagrama 38: diagrama de secuencia del caso de uso obtener un código de invitación iOS 
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#UC05 Inicio de sesión al validar la invitación 
Diagrama 39: diagrama de secuencia del caso de uso inicio de sesión al validar la invitación 
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#UC02 Registrar una organización 
Diagrama 40: diagrama de secuencia caso de uso registrar una organización 
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#UC04 Iniciar sesión 
Diagrama 41: diagrama de secuencia del caso de uso iniciar sesión 
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#UC14 Llamar a un experto 
Diagrama 42: diagrama de secuencia del caso de uso llamar a un experto 
#UC16 Recibir una videollamada 
Diagrama 43: diagrama de secuencia del caso de uso recibir una videollamada 
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#UC17 Aceptar una videollamada 
Diagrama 44: diagrama de secuencia del caso de uso aceptar una videollamada 
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#UC15 Establecer una videollamada 
Diagrama 45: diagrama de secuencia del caso de uso establecer una videollamada 
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#UC19 Terminar una videollamada 
Diagrama 46: diagrama de secuencia del caso de uso terminar una videollamada 
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#UC21 Recibir punto durante una videollamada 
Diagrama 47: diagrama de secuencia del caso de uso recibir un punto durante una videollamada 
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#UC23 Enviar una imagen durante una videollamada 
Diagrama 48: diagrama de secuencia del caso de uso enviar una imagen durante una videollamada 
#UC24 Recibir una imagen durante una videollamada 
Diagrama 49: diagrama de secuencia del caso de uso recibir una imagen durante una videollamada 
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9. Implementación 
9.1. Metodología de trabajo 
9.1.1. Gitflow 
Gitflow es una metodología de desarrollo que define el comportamiento a la hora de trabajar 
en un repositorio git, para ello se establecen unas ramas que permitirán tener estructurado el 
repositorio de control de versiones. El desarrollo se realiza en la rama Develop, realizando las 
distintas tareas mediante la creación de una rama llamada Feature en la que se desarrollará la 
funcionalidad. Cuando la funcionalidad es terminada se integra de nuevo en Develop. 
Cuando se publica una nueva versión se realiza un Release creando una rama nueva desde 
Develop que al cerrarse actualiza tanto Master como Develop.  Al cerrar una Release en la rama 
Master se queda reflejada la versión que hemos publicado mediante un commit y un tag, una 
premisa de Gitflow es que nunca se trabaja en Master por lo cual se mantiene el código 
inalterado entre releases.  
También ofrece el concepto de Hotfix, que sirve para solucionar una incidencia 
simultáneamente en desarrollo y producción. Un Hotfix se inicia siempre desde la última release 
de la rama Master y cuando se finaliza sus cambios se actualizan tanto en Master como en 
Develop. De esta forma, podemos solucionar un problema sin tener que hacerlo en Develop 
evitando tener que perder tiempo revertiendo funcionalidad hecha. Esto es muy útil cuando se 
ha entregado la versión 1.0 de un proyecto y su desarrollo continua en Develop por ejemplo 
hacia la versión 2.0. Si se detecta algún bug en la versión entregada al cliente se puede arreglar 
fácilmente en un Hotfix el cual generará una nueva versión en master (con lo cual podremos 
publicar una nueva release directamente al cliente, por ejemplo 1.0.1) y a su vez actualizará 
Develop para que la nueva versión (2.0) que se está desarrollando no tenga el bug sin necesidad 
de duplicar el trabajo realizado o esperar a terminar la versión 2.0 para arreglar la incidencia. 
Lo más importante de este modelo de desarrollo es que conseguimos tener acceso fácilmente a 
las versiones entregadas a los clientes para poder arreglar indecencias sin entorpecer el 
desarrollo de nuevas funcionalidades. A su vez, evitaremos problemas de merge conflict al tener 
Develop actualizado y podremos ver fácilmente el proceso realizado en la creación de cada 
funcionalidad permitiendo por ejemplo eliminar una funcionalidad simplemente haciendo un 
revert commit del merge de la feature en Develop.   
En el siguiente esquema se representan el flow de trabajo definido en Gitflow: 
Ilustración 9: ejemplo Gitflow 
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9.1.2. Trabajando con múltiples entornos 
Cuando se desarrollan proyectos de gran envergadura como HaiDo se han de generar diversos 
entornos, ya que constantemente se están desarrollando nuevas funcionalidades. 
Concretamente, HaiDo cuenta 3 entornos: 
▪ Desarrollo: el entorno en el cual se implementan nuevas funcionalidades, es el entorno 
menos estable ya que constantemente es actualizado. A este entorno, solo acceden los 
desarrolladores por lo cual el número de usuarios es muy reducido.  
▪ Preproducción: el entorno en el cual se prueban nuevas funcionalidades una vez se ha 
terminado su desarrollo. Es donde se realizan las pruebas internas y es donde el cliente 
valida la funcionalidad. El número de usuarios es limitado. 
▪ Producción: el entorno real en el cual los clientes finales de la aplicación la utilizan y se 
conectan. Producción solo se actualiza tras validar cualquier cambio realizado en 
preproducción.  
Separar en diferentes entornos no solo nos asegura blindar los datos de los usuarios de la 
aplicación si no garantizar la mayor calidad y profesionalidad. Los entornos son siempre 
necesarios en cualquier proyecto, pero sobre todo en HaiDo donde se envían notificaciones 
Push. Por lo cual, para poder probarlas, se configura un entorno de notificaciones específico, 
evitando la situación de recibir una notificación del estilo “Test notificaciones” en producción.  
HaiDo al tratarse de un sistema con múltiples componentes, todos han de trabajar en el mismo 
entorno. Por lo cual, habrá 3 servidores RTA, 3 versiones de la aplicación y 3 servidores API, uno 
para cada entorno.  Para ello, el cliente iOS tendrá tres targets de compilación, generando una 
versión de la aplicación que apunte al servidor API en función del entorno seleccionado al 
compilar. Esto implica que el cliente y el servidor API del sistema deben comunicarse al mismo 
RTA ya que si, por ejemplo, el servidor API envía los eventos al servidor de desarrollo y el cliente 
se encuentra conectado al RTA de preproducción no los recibirá. Con el objetivo de evitar estas 
situaciones cada cliente al conectarse al servidor API solicita la dirección URL del servidor RTA 
esto a su vez nos permite cambiar fácilmente la url del servidor del RTA. 
9.1.3. Desarrollo con Mocks 
El sistema HaiDo delega toda la lógica del sistema en el servidor API que ha sido desarrollado en 
paralelo a los clientes y el RTA. Por tanto, en la mayoría de las situaciones el desarrollo se veía 
bloqueado al faltar el servicio del cual obtener los datos. 
Para evitar esta situación se han “Mockeado” las peticiones utilizando Mocks. Un Mock, no es 
más que una respuesta estática y simulada del servidor almacenada en la aplicación en un 
fichero json que el NetworkManager devuelve en vez de realizar la petición real. Para ello el 
servidor API mediante Swagger [46] establece el nombre, formato y parámetros de cada petición 
y se generan los Mocks. Lo importante del uso de Mocks es que el desarrollador al implementar 
las peticiones lo realiza como si estas fueran funcionales realizando las peticiones al 
NetworkManager directamente. 
El uso de Mocks se puede activar y desactivar en cualquier momento, por lo cual en cuanto el 
servidor tiene lista su petición al desactivarlo no hay que hacer ningún cambio en la lógica o 
peticiones ya que si se ha implementado correctamente las peticiones solo cambiarán los datos, 
pero no la estructura.  
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9.1.4. Comentarios en el código en de iOS 
Con el objetivo de realizar un código entendible, que facilite a los programadores el desarrollo 
y la mantenibilidad del código en la empresa se ha establecido la siguiente guía de estilo.   
Por defecto, hemos establecido que todo parámetro y propiedad es no nula por lo cual se han 
de marcar todo lo que sea opcional mediante el indicador _Nullable. Esto se indica en la propia 
declaración del método para que al autocompletar una función Xcode ya indique al programador 
que parámetros son opcionales sin necesidad de consultar la documentación. 
 
Ilustración 10: ejemplo de autocompletado en Xcode 
Las funciones de los managers y clases útiles de la aplicación iOS están comentadas siguiendo la 
sintaxis y estructura de HeaderDoc. [47]  Así facilitamos la compresión del código a la vez que 
permite generar automáticamente documentación. 
Los comentarios han de utilizar algunos de los siguientes tags:  
▪ @brief: pequeña descripción del método, propiedad o clase.  
▪ @note: indica una anotación.  
▪ @discussion: descripción detallada. 
▪ @param: describe un parámetro de un método o una función. 
▪ @return: especifica el valor de retorno de una función o método. 
▪ @see: indica otros métodos relacionados. 
▪ @sa: indica que es similar a la anterior. 
▪ @code: permite añadir un fragmento de código (debe incluirse @endcode al final). 
▪ @remark: remarca alguna cosa en concreto del código.   
/*! 
 * @brief Obtiene como máximo el "numMax" (si numMax < 0 se obtendran todos) objetos de la 
entidad "tabla", con "clave" y "valor". Opcionalmente se puede pasar un array de NSSortDescriptor para 
ordenar el resultado. 
 * @note Si "numMax" < 1 se obtendrán todos los objetos de la entidad 
 * @param tabla Nombre de la entidad 
 * @param clave Propiedad del objeto al cual se va a buscar 
 * @param valor valor a igualar por la clave 
 * @param context NSManagedObjectContext en el cual se ejecutará la función 
 * @param sortDescriptors Array de "NSSortDescriptor" que permiten ordenar el resultado por los 
campos especificados 
 * @param numMax Si numMax > 0 es el número máximo de objetos a devolver. 
 * @return El conjunto de objetos que han sido encontrados en la Entidad y que cumplan clave = valor 
 */ 
 
+(NSArray* _Nullable) retObjectsEntity:(NSString*)tabla  clave:(NSString* _Nullable)clave valor:(id 
_Nullable)valor inManagedObjectContext:(NSManagedObjectContext *) context 
sortDescriptors:(NSArray<NSSortDescriptor *>* _Nullable ) sortDescriptors numMaxObjects:(NSInteger) 
numMax;  
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Al utilizar HeaderDoc Xcode automáticamente genera la documentación de la función siendo 
accesible para el desarrollador mientras programa en la barra derecha del IDE en Quick Help: 
 
Ilustración 11: captura de la barra Quick Help de Xcode con documentación autogenerada 
Y al sugerir funciones durante el autocompletado, se incluye la descripción de la misma: 
 
Ilustración 12: ejemplo de los comentarios mostrados en el listado de sugerencias de Xcode 
Lo más importante al seguir esta guía de estilo al programar es que, facilita muchísimo el trabajo 
ya que a simple vista puedes ver en detalle que hace la función y saber que parámetros no son 
necesarios sin necesidad de consultar su implementación. Esto es esencial en HaiDo ya que es 
un proyecto importante dentro de la compañía el cual será mantenido a lo largo del tiempo. 
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9.2. Implementación del servidor RTA 
Desarrollar el servidor RTA ha sido una experiencia reconfortante, ya que me ha permitido 
programar en un lenguaje de programación nuevo como JavaScript y utilizar nuevas tecnologías 
como Node.JS o Socket.IO. El desarrollo del servidor me ha servido para salir de mi zona de 
confort ya que hasta el momento solo había desarrollado clientes (principalmente aplicaciones 
para iOS) y la oportunidad de realizar el servidor RTA me ha permitido probar una pincelada del 
desarrollo del lado del servidor. 
Uno de los verdaderos retos ha sido el cambio estructural necesario al desarrollar en un 
paradigma basado en prototipos. Este ha sido mi primer proyecto en Node.js con el cual he 
aprendido muchísimo y espero que se vea reflejado en este apartado la implementación 
realizada. La implementación y pruebas del servidor RTA se han realizado en Node.JS 7.7 
utilizando como editor y debugger Visual Studio Code.  
9.2.1. Packages utilizados 
Una de las principales características de Node es el gran soporte que tiene en la comunidad de 
desarrollo. Es muy común encontrar multitud de packages que aportan gran funcionalidad a los 
proyectos. A continuación, hay un listado de todos los packages utilizados de los cuales depende 
el servidor. 
NPM  
Gestor de dependencias por defecto de Node. Permite añadir y gestionar packages 
directamente a un proyecto con un simple comando. NPM genera un fichero con todas las 
dependencias para poder instalarlas fácilmente con el comando “npm install” cuando por 
ejemplo se hace deploy en un servidor. 
Licencia: Artistic License 2.0 
Versión utilizada: 4.2 
Url: https://www.npmjs.com/ 
Socket.IO Server 
Es una librería escrita en JavaScript que permite desarrollar aplicaciones en tiempo real 
mediante la comunicación simultánea entre clientes y servidores utilizando diferentes 
protocolos como Websockets. La conexión siempre se establece mediante HTTP y si el cliente 
soporta Websockets se inicia.  
Licencia: MIT 
Versión utilizada: 1.7.3 
Url: https://github.com/socketio/socket.io/ 
Express 
Express es un framework para el desarrollo de aplicaciones web y APIs de alto rendimiento. 
Permite ejecutar un servidor simplificando el proceso de routing de las peticiones realizadas 
serializando las peticiones en callbacks junto a sus las respuestas. Es el framework utilizado en 
el desarrollo de la API del servidor RTA. 
Licencia: MIT 
Versión utilizada: 4.14.4 
Url: https://github.com/expressjs/express 
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body-parser 
Es un middleware desarrollado para el framework express encargado del parseo de los datos 
enviados en las peticiones (de su formato original como JSON a un objeto). Se ejecuta antes de 
cada petición casteando los datos del body o query parameters en un diccionario (Object en 
JavaScript) facilitando el desarrollo de la API. 
Licencia: MIT 
Versión utilizada: 1.16.1 
Url: https://github.com/expressjs/body-parser 
joi 
Es un validador de objetos JavaScript basado en esquemas. Permiten asegurar la integridad de 
los objetos antes de ser utilizados. Permite desde validar nombres, teléfonos, mails, guids, 
fechas, etc.… 
Licencia: BSD 3-clause. 
Versión utilizada: 10.2.2 
Url: https://github.com/hapijs/joi 
 
superagent 
Es una librería utilizada para realizar las peticiones http. Se utiliza para enviar las notificaciones 
Push mediante la API de OneSignal. 
Licencia: MIT. 
Versión utilizada: 3.4.4 
Url: https://github.com/visionmedia/superagent 
 
winston 
Es una librería asíncrona multicanal para el registro de logs en Node.js. 
Licencia: MIT. 
Versión utilizada: 2.3.1 
Url: https://github.com/winstonjs/winston 
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9.2.2. Diagrama de dependencias del servidor RTA 
Con el objetivo de poder determinar fácilmente las dependencias de los diferentes módulos del 
servidor RTA se ha creado el siguiente diagrama que incluye todos los packages externos 
utilizados en cada módulo, sus dependencias y los métodos públicos que exportan. 
Diagrama 50: dependencias del servidor RTA 
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9.2.3. Implementación de la funcionalidad 
En este apartado se comenta parte de la implementación de la funcionalidad del RTA incluyendo 
ejemplos de la implementación de la API y del servidor de Websockets.  
Implementación API 
El package express es el encargado de realizar todo el proceso de routing de las peticiones, 
simplificando el proceso de desarrollar un endpoint. Para implementar un request mediante 
express se ha de indicar el tipo de request http (GET, POST, PUT, …) y el nombre del Path que la 
identifique. Express se encarga de lanzar el evento en respuesta a un request y serializa la 
petición en un objeto que contiene toda la información proporcionada por el cliente en la 
petición (headers, body, query Parameters, etc.). La respuesta que espera el cliente se 
representa automáticamente en otro objeto, el cual formatearemos con los datos y status codes 
acordes a la acción y enviaremos.  
El siguiente fragmento de código implementa la funcionalidad de la petición (SRTA003) Emit.  
app.post('/emit', function (req, ensureAuthorized, res) { 
    const json_data = req.body; 
    const event = json_data['event']; 
    const roomId = json_data['room']; 
    const data = json_data['data']; 
    if (!event || !roomId) { 
        return res.status(400).send({ 'codigo' : 5, 'errorDescription': 'Missing fields' }); 
    } 
    sockets.emitEvent(roomId, event, data); 
    res.status('200').send({ 'receptores': sockets.numberOfClientsInRoom(roomId) }); 
});  
Como podemos observar en el código del endpoint “emit” la implementación de las llamadas a 
la API siguen el siguiente esquema: 
a) Se comprueba que la petición venga de un usuario autorizado (se verifica en 
ensureAuthorized y si no es válido no se ejecuta la función, para más información mirar 
Autentificación de las conexiones). 
b) Se verifica que todos los campos obligatorios están incluidos. 
c) Se realiza la lógica 
d) Se devuelve el resultado de la petición. 
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El siguiente código implementa la petición (SRTA002) Llamar a usuario. 
app.post('/callUser', function (req, ensureAuthorized, res) { 
    const json_data = req.body; 
    if (!json_data) return res.sendStatus(400); 
    const receiverID = json_data['receiverID']; 
    const callerID = json_data['callerID']; 
    const opentokSession = json_data['opentokSession']; 
    const inviteOpenTokToken = json_data['inviteToken']; 
    const guidLlamada = json_data['callGuid']; 
    const callerName = json_data['callerName']; 
    const isReceiverExperto = json_data['isReceiverExperto']; 
    if (!receiverID || !callerID || !guidLlamada || !opentokSession || !inviteOpenTokToken || !isReceiverExperto) { 
        return res.status(400).send({ 
            'codigo': 2, 
            'errorDescription': 'Error al iniciar la llamada, missing fields' 
        }); 
    } 
    //1) Miramos si el usuario al que queremos llamar está en su room 
    var usersAtRoom = sockets.numberOfClientsInRoom(receiverID); 
    if (usersAtRoom > 0) { 
        logger.info('[/callUser] Calling user: ' + receiverID + ' using: Socket'); 
        sockets.callUserAtRoom(receiverID, callerID, guidLlamada, opentokSession, inviteOpenTokToken, isReceiverExperto); 
        return res.status(200).send({ 
            method: 'Socket', 
            message: 'Sended using Sockets', 
            recipients: usersAtRoom, 
        }); 
    } 
    //2) Si no está en la room mandamos notificación push 
    else { 
        logger.info('[/callUser] Calling user: ' + receiverID + ' using: OneSignal'); 
        var mensaje = "Te están llamando"; 
        if (callerName) { 
            mensaje = callerName + " te está llamando"; 
        } 
        apiOneSingal.sendNotificationToUserGUID(receiverID, mensaje, function (pushResponse) { 
            if (pushResponse.errorDescription) { 
                console.log(error); 
                return res.status(400).send({ 'errorDescription': 'Error sending push service' }); 
            } 
            return res.status(200).send({ 
                method: 'Push', 
                message: 'Sended using OneSignal', 
                recipients: pushResponse.recipients, 
            }); 
        }); 
    } 
});  
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Implementación Websocket 
El package Socket.io server es el encargado de crear el servidor de comunicación mediante 
Websockets. La implementación consiste en crear en el servidor socket.io un callback para cada 
evento con los datos que se esperan recibir y definir que sucederá cuando se ejecute. Hay que 
entender que cada cliente socket.io al conectarse (si está autentificado) ejecuta un callback en 
el servidor el cual es donde se definen todos los eventos que el servidor procesará por parte de 
un socket.  
En el siguiente fragmento de código podemos ver el callback generado por la conexión de un 
cliente en el servidor, el evento “connection”. Este callback incluye un objeto que referencia al 
cliente (socket) al cual le añadimos un listener para el evento “join_device_guid” que será 
ejecutado cada vez que el socket emita el evento.  
socketioServer.on('connection', function (socket) { 
    //Object socket: cliente socket.io conectado en el servidor 
    socket.on('join_device_guid', function (data, callback) { 
        var deviceGuid = data.deviceGuid; 
        if (!deviceGuid) { 
            sentResponseValue(callback, false); 
        } 
        if (socket.guid) { 
            //Si ya estaba authenticated con un guid 
            socket.leave(socket.guid); 
        } 
        logger.info('[Socket event] socket id: '+socket.id +" join_device_guid :"+ socket.guid); 
        socket.guid = data.deviceGuid; 
        socket.callID = undefined; 
        //Lo añadimos a su room 
        socket.join(deviceGuid, function (error) { 
            if (error) { 
                return sentResponseValue(callback, false); 
            } 
            sentResponseValue(callback, true); 
        }); 
    }); 
}  
En el siguiente fragmento de código correspondiente a la implementación del evento 
“call_multimedia” se comprueba que el socket que lo emite se encuentre en una llamada. 
También podemos ver como se realiza el envío del evento respuesta “multimedia_call” a los 
clientes de la llamada.  
socket.on('call_multimedia', function (data) { 
    if (socket.callID) { 
        logger.log('[SOCKET EVENT] socket id: ' + socket.id + ' "call_multimedia" en la llamada: ' + socket.callID); 
        socket.broadcast.to(socket.callID).emit('multimedia_call', data); 
    } 
    else { 
        logger.error('Intento de enviar punto sin pertenecer a una llamada'); 
    } 
});   
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La implementación de la API ha requerido acceder a cierta funcionalidad interna del servidor 
Socket.io, para ello se ha sido necesario implementar las siguientes funciones: 
▪ Obtener el número de clientes conectados en un canal. 
function getNumClientsInARoom(room) { 
    var rooms = io.sockets.adapter.rooms; 
    var usersAtRoom = io.sockets.adapter.rooms[room]; 
    var numUsers = 0; 
    if (usersAtRoom != undefined) { 
        numUsers = usersAtRoom.length; 
    } 
    return numUsers; 
}  
▪ Emitir un evento a un canal determinado sin ser un socket conectado. 
function emitEvent(room, event, data) { 
    io.to(room).emit(event, data); 
}  
▪ Iniciar el proceso de llamada. 
function callUserAtRoom(userRoom, callerID, callID, opentokSession, opentokToken, isReceiverExperto) { 
    const dataCall = { 
        'callerId': callerID, 
        'callId': callID, 
        'opentokSession': opentokSession, 
        'opentokToken': opentokToken, 
        'isReceiverExperto': isReceiverExperto 
    } 
    logger.info('[FUNCTION CALLUSERATROOM] User: ' + callerID + ' wants to call: ' + userRoom + ' with callID:' + callID); 
    io.to(userRoom).emit("new_call", dataCall); 
}  
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9.2.4. Estado de los clientes en tiempo real 
El servidor Websocket ha de detectar con la mayor precisión posible el estado de los diferentes 
clientes con los cuales mantiene una conexión. Un cambio del estado de un cliente de conectado 
a desconectado puede suceder de dos formas: 
I. Controlada: cuando el usuario cierra sesión, minimiza la aplicación o la cierra. Esto 
provoca el envío de un evento notificando la desconexión al servidor, por lo cual el 
servidor tiene constancia en el acto de la desconexión del cliente. 
II. Descontrolada: cuando se pierde la conectividad a internet o la aplicación se cierra 
inesperadamente (producido por una excepción, por ejemplo). En este escenario el 
cliente no puede de ninguna forma proceder con la desconexión por lo cual el 
servidor no es consciente del cambio de estado.  
Teniendo en consideración que el servidor RTA interaccionará con clientes móviles los cuales la 
mayoría de las veces funcionarán con internet móvil requiere buscar una solución. Ya que uno 
de los principales problemas de una desconexión descontrolada es que si sucede en medio de 
una videollamada no se podría notificar del fin de la llamada.   
Socket.io implementa la estrategia ping pong (también conocida como heartbeat) [48] en la cual 
el servidor socket emite un ping a cada cliente conectado de forma periódica y espera una 
respuesta (pong) durante un tiempo máximo. Por defecto, socket.io emite un evento ping cada 
25 segundos y espera 60 segundos la respuesta del cliente y en el caso de no recibir la respuesta 
en ese minuto considera la conexión como terminada.  
Al evaluar la estrategia aplicada en nuestro sistema los tiempos de espera por defecto son 
demasiado elevados, tras realizar distintas pruebas para equilibrar rendimiento y detección de 
la desconexión se ha reducido el intervalo de la emisión del ping a 3 segundos y el tiempo de 
espera del pong a 4 segundos. Basándonos en uno de los casos cruciales, que como se ha 
explicado, es detectar la pérdida de conexión en una videollamada (en caso de una pérdida de 
conexión por parte de un cliente a los cuatro segundos el interlocutor conectado en la llamada 
recibiría el aviso de la pérdida de conexión terminando la llamada).  
Finalmente, la configuración de la estrategia se ha implementado proporcionando los tiempos 
deseados de envío del ping y el timeout del pong. Concretamente se ha realizado mediante las 
propiedades pingInterval y pingTimout al iniciar el servidor. El código que lo implementa es: 
const socketIOserverOptions = { 
    'pingInterval': 3000,  
    'pingTimeout': 4000 
} 
connectHttps: function connectHttps(https) { 
    logger.info("Init socket.io server with https"); 
    io = socketio(https, socketIOserverOptions); 
    escuchar(io); 
    return this; 
}  
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En la siguiente captura obtenida mediante el profiler [49] de Xcode podemos ver los eventos 
ping/pong que recibe el cliente mientras mantiene activa la conexión. 
Ilustración 13: captura de los paquetes de red enviados y recibidos por el cliente iOS en IDLE 
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9.2.5. Sistema de logs 
El servidor al estar funcionado durante 24 horas ininterrumpidamente debe tener algún sistema 
para poder determinar que sucede internamente y así poder detectar fallos o poder detectar 
situaciones anómalas. Se ha considerado necesario el uso de un sistema de logs que permita 
guardar en un fichero las acciones que ocurren en el servidor (un usuario se ha conectado, 
desconectado, se ha llamado a una persona, se ha enviado un mensaje, se ha recibido una 
petición…) y las situaciones anómalas (un cliente ha intentado realizar una acción sin la 
autorización correcta, se ha producido un error en el servidor etc..). Para ello todos los logs 
contienen un timestamp de la hora (del servidor) en el cual ha sido grabado el suceso y el tipo d 
de registro que puede ser info, warning o error. 
Un aspecto que hay que tener en consideración es la privacidad de los usuarios. Los logs son una 
de las vulnerabilidades más importantes en los servidores (ya que por muy seguro que sea el 
protocolo de conexión si guardamos en un fichero todos los mensajes enviados por los usuarios 
y este se filtrara expondríamos información privada).  
 Por lo cual, se ha establecido la siguiente estructura de logs: 
• En los logs del servidor API solo se registra la petición realizada y si se ha producido algún 
error (como la autentificación o si falta algún dato).  
• En los logs del servidor Socket.io se guarda el nombre del evento asociado y el guid del 
dispositivo que lo ha generado.  
Al realizar un log de todos los eventos producidos la cantidad de datos en inmensa por lo cual 
se ha limitado a 5 ficheros de máximo 2mb los cuales se van sobrescribiendo en función de su 
antigüedad.  
A continuación, se adjuntan unos logs de ejemplo obtenidos del servidor RTA de desarrollo: 
2017-06-12T10:51:55.276Z - info: [JOIN_DEVICE_GUID event] with GUID: e1a76c66-
8def-4a3e-b609-1d5a50caa755 
2017-06-12T10:54:13.070Z - info: [DISCONNECT EVENT] User: DB19FF91-3A72-454D-
9967-0370CD33B9E9 disconnected // at call: 2179ef8b-2e1c-47b4-971b-
d4092e0730db 
2017-06-12T10:54:13.070Z - info: [DISCONNECT EVENT] sending "call_ended at 
callID: DB19FF91-3A72-454D-9967-0370CD33B9E9 
2017-06-12T10:54:13.951Z - info: [/callUser] Calling user: d62cc057-7899-43bb-
9d77-ec6d5518e110 using: Socket  
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9.2.6. Seguridad 
La seguridad es un tema crucial en este proyecto sobretodo para un servidor que es una entidad 
pública en internet, para ello la securización de la conexión se ha basado en la encriptación y en 
la autentificación de los clientes. 
Conexión HTTPs 
El servidor RTA únicamente aceptará peticiones seguras HTTPs rechazando toda comunicación 
realizada mediante HTTP. Al encriptar todo el tráfico mediante HTTPs, aseguramos que su 
contenido solo puede ser decodificado por el servidor evitando que sea interceptado. Esto no 
se aplica meramente por la seguridad del usuario, si no por garantizar su privacidad, un 
elemento clave en un servidor de comunicaciones. Si los datos viajan encriptados se evita el 
acceso a la información confidencial enviada entre los clientes a la vez que evitamos que se 
pueda obtener información del comportamiento de nuestros usuarios. 
El servidor HTTPs se crea proporcionando el certificado SSL (compuesto del certificado público, 
la clave privada y opcionalmente el certificado de la entidad certificadora) que valida el dominio 
del servidor. Siendo el código utilizado: 
var serverOptions = { 
    key: fs.readFileSync('./ssl-cert/domain.com.priv'), 
    cert: fs.readFileSync('./ssl-cert/domain.com.pem'), 
    ca: fs.readFileSync('./ssl-cert/CA_cert.cer') 
}; 
server = https.createServer(serverOptions, app)  
Autentificación de las conexiones 
Como se explica en el apartado de seguridad en los requisitos del servidor RTA, toda petición 
realizada vía API ha de estar autentificada mediante el envío de parámatros específicos en el 
header de la petición. Para ello, en el código fuente del servidor RTA se ha creado un fichero de 
configuración en el cual se almacenan las diferentes claves públicas de los clientes autorizados 
y el token privado del servidor durante su ejecución.  
Por motivos de seguridad, no podemos almacenar el secret token en el fichero de configuración 
ya que quedaría constancia en el git o podría ser compartido por error. Para evitar dicha 
problemática el token secreto del servidor se transmite como una variable de enviorement 
indicada al node al ser ejecutado. Por tanto, podemos tener diferentes secret key para cada 
entorno facilmente.  El contenido del fichero de configuración “config.js” es el siguiente: 
//** API CONFIG VARIABLES */ 
module.exports = { 
    SECRET_TOKEN: process.env.TOKEN_SECRET || "dev_default_api_secret_token", 
    PUBLIC_TOKENS : { 
        /** 
         * PUBLIC_KEY : Descripción del client 
         */ 
        "89Q1fGBhcax124ecX2675": "Servidor API" 
    } 
};   
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Se ha creado una función en el fichero “server.js” en la cual comprueba para cada petición si el 
cliente está autorizado antes de procesar la petición, por tanto, solo se ejecuta el código de las 
peticiones si esta función lo permite (ejecutando el objeto next). En el caso de que no sean 
validos los credecenciales devuelve un 401 y no se procesa la petición. De esta forma, tenemos 
en una única función toda la seguridad del servidor, permitiendo que cualqueir cambio sea 
rápido y efectivo ya que todas las peticiones incluidas las peticiones de conexión mediante 
sockets se procesan en el mismo lugar. 
La implementación consiste, primero en comprobar que se hayan proporcionado todos los datos 
necesarios para la autentificación, verificar que el token público sea válido y finalmente generar 
el SHA256 y comprobar que el hash generado sea el mismo que el proporcionado por el cliente.   
El código de la función es el siguiente: 
const apiConfig = require('./config'); 
var crypto = require('crypto'); 
 
function ensureAuthorized(req, res, next) { 
    /** 
     * Estructura del token encriptado 
     * BASE64(SHA256(SECRET_TOKEN:TS:PUBLIC_TOKEN)) 
     */ 
    var encryptedToken = req.headers["authorization"]; 
    var timeStamp = req.headers["ts"]; 
    var publicKey = req.headers["publickey"]; 
 
    if (encryptedToken !== undefined && timeStamp !== undefined && publicKey in apiConfig.PUBLIC_TOKENS) { 
        const expectedDecriptedToken = (apiConfig.SECRET_TOKEN + ':' + timeStamp + ":" + publicKey); 
        var hash = crypto.createHash('sha256').update(expectedDecriptedToken).digest('base64'); 
        if(encryptedToken == hash){ 
            return next(); 
        } 
    } 
    res.sendStatus(401); 
}   
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9.2.7. Pruebas 
He considerado oportuno desarrollar el servidor RTA mediante Test Driven Development, ya que 
de esta forma podemos asegurar los requisitos funcionales. Al desarrollar un servidor al cual se 
conectarán multitud de clientes, definir un conjunto de pruebas unitarias que prueben todos los 
eventos y peticiones es fundamental para asegurar la estructura de los datos que se envían y 
devuelven y así evitar producir errores en los clientes. Mediante los test unitarios podemos 
asegurar que al arreglar bugs o añadir nueva funcionalidad no se estropea funcionalidad 
anterior. 
Test Driven Development (TDD) define el proceso de desarrollo del software de la siguiente 
forma, primero se escriben las pruebas unitarias de lo que se quiere desarrollar y se verifica que 
las pruebas fallan. A continuación, se implementa el código que pasa la prueba y finalmente se 
refactoriza el código. Los test se han de especificar de tal forma que sean una traducción de los 
requisitos funcionales por lo cual el hecho de pasar los test implique que se cumplen con los 
requisitos.  
Al realizar un desarrollo basado en pruebas en un proyecto con Node.JS mejoramos 
infinitamente la comprensión del proyecto ya que las pruebas permiten ver como se ha pensado 
el funcionamiento de cada caso de uso y más en un sistema de comunicación en tiempo real.  
Para la implementación de los test se ha utilizado la librería Mocha [18]. En la cual podemos 
aplicar una estructura de testing basada en casos de uso idónea en TDD. Las pruebas del servidor 
Websocket han requerido realizar las pruebas mediante el uso de clientes socket.io.  Como el 
objetivo es verificar que los clientes conectados mediante sockets pueden enviar y recibir 
eventos mediante Websockets, se ha tenido que realizar una llamada realmente entre los dos 
sockets, para asegurar que los eventos relacionados funcionaban.  
Para poder comprobar que un socket ha recibido el evento de un cliente, ha sido necesario 
realizar las pruebas de forma asíncrona. Creando el siguiente esquema, para la prueba de los 
Websockets:  
I. Para cada test unitario se crean dos nuevos clientes y se conectan al servidor y 
se prepara el escenario necesario para realizar la prueba (como estar en el 
mismo canal o en una llamada activa) 
II. Se establece un timer de 200 milisegundos (fallando el test si el tiempo se 
agota). 
III. Un cliente envía el evento. 
IV. Si el otro cliente recibe el evento esperado cancela el timer y comprueba los 
datos recibidos.  
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En el siguiente fragmento de código se puede ver el esquema descrito, la llamada se establece 
antes de lanzarse el test (definido por el “it”): 
    describe('Cuando un usuario tiene una llamada en curso con otro usuario', function () { 
        it('Si un usuario termina la llamada, el otro usuario debe recibir el evento "call_ended"', function 
(done) { 
            var timeOut = setTimeout(function () { 
                done('Error timeout signal \'call_ended\' con el socket'); 
            }, 200); 
            clienteReceiver.on('call_ended', function (callID) { 
                clearTimeout(timeOut); 
                done(); 
            }); 
            clienteCaller.emit('end_call', idLlamada); 
        }); 
    });  
En total se han realizado 29 test: 
Ilustración 14: captura de los test realizados en el servidor RTA 
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9.2.7.1. Prueba de carga 
Se ha realizado unas pruebas de carga para poder estimar el rendimiento básico del servidor 
RTA, para ello se ha utilizado el framework Artillery [50] desarrollado en Node.js que permite 
realizar pruebas de carga basadas en escenarios e integra un cliente Socket.io nativo. El 
propósito de estas pruebas por una parte es determinar el número de usuarios que podría 
aguantar nuestro servidor corriendo en un solo thread y también evaluar que instancia de 
Amazon ASW es la más adecuada para el entorno de producción. 
Para las pruebas realizadas mediante Artillery se programó un script con distintos escenarios 
simulando diferentes situaciones con distintas prioridades para así obtener un juego de prueba 
realista dando más peso a los escenarios de pruebas de socket.io que es donde se concentrará 
el verdadero volumen de clientes. El script contenía dos escenarios de acceso a la API en el cual 
se realizaban llamadas y enviaban mensajes y 2 escenarios de clientes sockets realizando envíos 
de eventos relacionados con la videollamada.  
Uno de los objetivos era determinar que tipo de instancia de Amazon EC2 [51] era la más 
adecuada para el entorno de producción. Se han considerado tres tipos de instancia EC2. Las 
instancias T2 de desempeño en ráfagas6 que tienen un porcentaje de uso de la de CPU virtual 
por defecto en función del modelo de instancia (t2.micro tiene una utilización base del 10% y la 
t2.medium el 40%, este porcentaje se corresponde al uso que pueden hacer de un core virtual). 
Este tipo de instancia recibe cada hora créditos de CPU que se usan automáticamente cuando 
el rendimiento ha de ser superior a la potencia base de la instancia, un crédito de CPU permite 
usar el 100% de la CPU durante un minuto. Las instancias M3 a diferencia de las T2 tienen una 
potencia constante de la CPU virtual la cual no se puede sobrepasar ante picos de carga. Y 
finalmente las instancias M4 de uso general con CPUs Intel Xenon (2,4 a 3,0 GHz) sin límites de 
carga y optimizadas para redes. En la prueba se han tenido en consideración los siguientes tipos 
de instancias: 
Modelo CPU RAM (GB) Créditos CPU hora Precio7 
t2.micro 1 1 6 0,013 € / hora 
t2.small 1 2 12 0,025 € / hora 
t2.medium 2 4 24 0,05 € / hora 
m3.medium 1 3,75 - 0,073 € / hora 
m4.large 2 8 - 0,111 € / hora 
Tabla 115: instancias Amazon EC2 contempladas en las pruebas de carga 
Los escenarios fueron lanzados simultáneamente desde dos instancias Amazon EC2 m4.large 
para evitar que el cliente encargado de realizar el test fuera un cuello de botella. Los test se 
configuraron para lanzar el número de escenarios descrito en las tablas en un intervalo de 45 
segundos. 
  
                                                          
6 Para más información sobre el funcionamiento de las instancias T2 de AWS: 
 http://docs.aws.amazon.com/AWSEC2/latest/UserGuide/t2-instances.html  
7 Los precios se corresponden a instancias bajo demandas de la región UE (Irlanda) obtenidas en junio de 
2017 de la web: https://aws.amazon.com/es/ec2/pricing/on-demand/  
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Pruebas carga instancia T2.micro 
Escenarios lanzados Escenarios completados 
Núm. 
Errores % Errores 
2000 2000 0 0,00% 
3000 2896 104 3,47% 
4000 3572 428 10,70% 
5000 3904 1096 21,92% 
Tabla 116: pruebas de carga del servidor RTA en una instancia T2.micro 
Pruebas carga instancia T2.small 
Escenarios lanzados Escenarios completados 
Núm. 
Errores 
% Errores 
2000 2000 0 0,00% 
3000 2930 70 2,33% 
4000 3727 273 6,83% 
5000 4212 788 15,76% 
Tabla 117: pruebas de carga del servidor RTA en una instancia T2.small 
Pruebas carga instancia T2.medium 
Escenarios lanzados Escenarios completados 
Núm. 
Errores 
% Errores 
2000 2000 0 0,00% 
3000 2935 65 2,17% 
4000 3786 214 5,35% 
5000 4289 711 14,22% 
Tabla 118: pruebas de carga del servidor RTA en una instancia T2.medium 
Pruebas carga instancia M3.medium 
Escenarios lanzados Escenarios completados 
Núm. 
Errores 
% Errores 
2000 1880 120 6,00% 
3000 2434 566 18,87% 
4000 2894 1106 27,65% 
5000 3188 1812 36,24% 
Tabla 119: pruebas de carga del servidor RTA en una instancia M3.medium 
Pruebas carga instancia M4.large 
Escenarios lanzados Escenarios completados 
Núm. 
Errores 
% Errores 
2000 2000 0 0,00% 
3000 2963 37 1,23% 
4000 3807 193 4,83% 
5000 4297 703 14,06% 
Tabla 120: pruebas de carga del servidor RTA en una instancia M4.large 
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Ilustración 15: gráfica comparativa con los porcentajes de errores de las pruebas de carga 
Conclusiones 
Los resultados de los test nos han indicado que el servidor RTA sin ninguna modificación 
aguantará una carga aproximada próxima a los 2000 escenarios simulados realizando 
comunicaciones mediante sockets y peticiones a la API. Por lo cual, tenemos un valor 
aproximado que nos servirá como referencia para saber cuándo será necesario realizar las 
mejoras como una paralelización del servidor y así evitar problemas en la conectividad de los 
clientes. 
Por otra parte, vemos como las instancias con menor porcentaje de fallos son la T2.medium y la 
M4.large dando unos resultados muy similares. Pero hay que tener en consideración que la 
instancia T2.medium únicamente ofrece el mismo resultado que la M4.large de forma temporal 
ya que esa situación solo puede mantenerse de forma temporal ya que para soportar ese 
volumen de carga necesita consumir créditos de CPU (al estar por encima de su potencia base) 
por lo cual cuando los agote el rendimiento será muy inferior a la M4.large cuyo rendimiento es 
constante siempre. 
Finalmente, tras analizar los resultados, se ha decidido realizar la publicación del servidor RTA 
en una instancia T2.medium ya que por ahora no se espera una carga de usuarios muy elevada, 
si no picos puntuales de carga. Siendo entonces una instancia de computación variable (T2) una 
solución que aporta el mayor rendimiento con un coste moderado. Teniendo siempre en mente 
que, si en cualquier momento la carga del RTA se incrementara hasta el punto en el que los 
créditos de CPU de la instancia T2 fueran insuficiente para soportar los picos de carga, se tendría 
que modificar la instancia a una M4.large hasta paralelizar el servidor.    
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9.2.8. Publicación 
Un servidor Node.js no es más que un proceso corriendo en bucle y si se produce una excepción 
o el servidor se reinicia el proceso se termina y no vuelva iniciarse automáticamente. Con el 
objetivo de poder asegurar que el servidor siempre está funcionando aunque el host donde se 
ejecuta se reinicie o se produzca alguna excepción se utiliza el package PM2 [52] como gestor 
de procesos. PM2 se encarga de volver a ejecutar el proceso Node.js manteniendo las variables 
de entorno cuando este se cierra debido a una excepción o tras un reinicio de la máquina host. 
La publicación del servidor consiste en la creación de una instancia en AWS Linux y la instalación 
de todas las dependencias del servidor (Node.js y los packages definidos por npm) junto al 
package PM2 para asegurar su funcionamiento ininterrumpido. A la instancia se le ha de 
reservar una IP elástica8 de Amazon y asociarla a un dominio mediante DNS. Al utilizar una 
dirección elástica nos permite de forma trasparente para los clientes un cambio del servidor, ya 
que únicamente tendríamos que asociar la IP a otra instancia, sin tener que esperar a la 
propagación de DNS ya que la dirección a la cual apunta el dominio no se altera. 
La publicación de los diferentes entornos del servidor RTA se ha realizado de la siguiente forma: 
▪ Se ha creado un entorno con una instancia T2.medium asociado a un dominio para 
producción. 
▪ El entorno de preproducción y desarrollo se han instalado en la misma instancia 
Amazon T2.micro. Ya que apenas se prevé que entre ambos más de 30 usuarios y como 
se ve en el apartado anterior la instancia aguantará sin problemas. Cada entorno 
funciona como un proceso Node.js distinto el cual escucha un puerto en concreto.  
Las dos instancias se han creado en la región UE (Irlanda) para asegurar la mínima latencia en 
las comunicaciones ya que los clientes del sistema se encuentran en Europa. En el siguiente 
diagrama se ha representado la infraestructura de red utilizada para la publicación de los 
diferentes entornos. Por seguridad, las direcciones IP, url y puertos no son reales. 
Diagrama 51: infraestrucutra de los diferentes entornos publicados del RTA 
                                                          
8 Una IP elástica es una dirección IP reservada la cual se puede asignar a una instancia. 
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9.3. Implementación del cliente iOS 
El proyecto de iOS tiene más de 6428 líneas de código, siendo imposible explicar aquí como se 
ha implementado toda la funcionalidad realizada. En este apartado pretendo explicar y enseñar 
las decisiones realizadas durante la implementación junto a las funciones que considero más 
importantes. 
9.3.1. Tecnologías utilizadas 
Xcode 8.3.3 
Entorno de desarrollo propiedad de Apple disponible para macOS necesario para el desarrollo 
de aplicaciones en iOS, macOS, watchOS y tvOS.  
Coredata 
Es un ORM [53] incluido en Xcode que permite establecer un mapeo objeto relacional del 
modelo de datos de la aplicación. Cordeta internamente utiliza una base de datos SQLite y se 
encarga de la administración de la misma (generando las tablas en la base de datos en función 
de las entidades y propiedades definidas en el modelo de datos de la aplicación). 
Cocoa Touch [54] 
Es la API base proporcionada por Apple para el desarrollo de aplicaciones que ofrece los 
siguientes frameworks básicos para el desarrollo: 
▪ Foundation: incorpora el objeto raíz NSObject que define el comportamiento básico de 
los objetos, las clases primitivas (NSString y NSNumber por ejemplo) y las colecciones 
(como NSArray o NSDictionary). Entre otros, también proporciona acceso a la 
persistencia de objetos, acceso a recursos del dispositivo y servicios (como puertos, 
threads, procesos etc.…).  
▪ UIKit: incorporan todas las clases necesarias para desarrollar la interfaz gráfica de la 
aplicación (imágenes, vistas, procesado de texto, tipografía, botones, table views, 
collection views, sliders, botones, text fields etc.…) y se encarga de la gestión de los 
eventos del usuario.  
Objective-c [55]  
Lenguaje de programación orientado a objetos inspirado en Smalltalk creado en 1980 por Brad 
Cox. Es el lenguaje principal de programación para el desarrollo de aplicaciones en macOS, iOS, 
tvOS.  
Autolayout [56] 
Permite calcular la posición y el tamaño de todas las vistas en la jerarquía de vistas basándose 
en restricciones (constraint). Autolayout permite realizar vistas universales en una gran variedad 
de dispositivos desde un iPhone de 3,7 pulgadas a un iPad de 12,9.  
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9.3.2. Librerías externas utilizadas 
Socket.IO-Client-Swift 
Cliente Socket.IO escrito en Swift que permite realizar la comunicación en tiempo real 
conectándose a un servidor Socket.IO.  
Licencia: MIT 
Versión utilizada: 8.3.0 
Url: https://github.com/socketio/socket.io-client-swift 
Opentok 
Framework que permite realizar las videollamadas mediante el servicio OpenTok. Permite 
conectarse a una sesión, publicar y recibir vídeo y audio. 
Licencia: Privada 
Versión utilizada: 2.10.0 
Url: https://tokbox.com/developer/sdks/ios 
SDWebImage 
Librería que proporciona descargas asíncronas de imágenes con opción a un cacheo de las 
mismas en disco o memoria.  
Licencia: MIT 
Versión utilizada: 4.0.0 
Url: https://github.com/rs/SDWebImage 
MBProgressHUD 
Librería que permite mostrar un HUD de carga translucido con opciones de indicar texto, 
imágenes o indicadores de carga. 
Licencia: MIT 
Versión utilizada: 1.0.0 
Url: https://github.com/jdg/MBProgressHUD 
MXParallaxHeader 
Es una librearía que permite añadir un efecto parallax a un UIScrollView. Se utiliza en la vista de 
ver detalle de un contacto. 
Licencia: MIT 
Versión utilizada: 0.6.1 
Url: https://github.com/maxep/MXParallaxHeader 
Crashlytics 
Librería para el servicio de reporte de crashes de la aplicación. 
Licencia: Privada 
Versión utilizada: 1.3.4 
Url: https://fabric.io/kits/ios/crashlytics 
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9.3.3. Implementación de la funcionalidad 
Implementación del modelo de datos 
El modelo de datos descrito en el apartado de diseño de la aplicación iOS se ha implementado 
mediante Coredata utilizando el siguiente XDataModel9:  
 
Ilustración 16: captura del modelo de datos implementado mediante Coredata 
Coredata permite generar el código de las entidades sus atributos y relaciones definidos en el 
XDataModel de tres formas diferentes: 
1. Autogenerado: Coredata genera el fichero de la clase junto a las propiedades de la 
entidad de forma interna. El desarrollador no puede modificarla ya que al compilarse se 
genera por completo, únicamente puede acceder a sus propiedades.  
2. Categoría / extensión: se autogenera una extensión de la clase con el nombre de la 
entidad que contiene las propiedades definidas en el modelo. El desarrollador debe 
definir la clase de la entidad manualmente e importar la extensión autogenerada que 
contiene las propiedades. Esta opción, permite al desarrollador poder separar la lógica 
del modelo de los datos almacenados, ya que, cuando se autogenera la extensión el 
código presente en la clase no se modifica, pero si se volverá a generar la extensión que 
únicamente contiene las propiedades.  
3. Manual / ninguna: no se genera ningún tipo de fichero, el desarrollador debe 
implementar la clase junto a las propiedades de la entidad.  
En el proyecto todas las clases de las entidades definidas en el modelo de datos se han realizado 
mediante la generación de la extensión de sus propiedades. Así podemos programar las 
funciones asociadas a los modelos directamente en sus clases. 
                                                          
9 XDataModel: fichero de configuración de Coredata. Permite mediante una interfaz gráfica definir las 
entidades, atributos y relaciones del modelo de datos a persistir en la base de datos.  
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En el siguiente fragmento de código está la declaración de la clase Contacto.h, vemos como se 
define la clase manualmente con sus métodos y al final se importan las propiedades 
autogeneradas por Coredata. 
// 
//  Contacto.h 
//  Haido 
// 
//  Created by Alejandro Quibus on 24/1/17. 
// 
 
#import <Foundation/Foundation.h> 
#import <CoreData/CoreData.h> 
 
@class Chat; 
@class EstadoMensaje; 
@class Dispositivo; 
 
@interface Contacto : NSManagedObject 
 
- (void) initWithDictionary:(NSDictionary *)dictionary; 
- (NSDictionary *)toDictionary; 
- (NSString *) toJSON; 
- (NSURL *) getUrl; 
- (NSArray<Dispositivo *> *) getAllDispositivosUsuarioExcluyendo:(NSString *) deviceGuid; 
 
@end 
 
//Añadimos las propiedas autogeneradas por Coredata. 
#import "Contacto+CoreDataProperties.h"  
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En el siguiente fragmento de código encontramos el código de los atributos de la entidad 
Contacto que han sido autogenerados como una extensión de la clase Contacto.  
Contenido del fichero Contacto+CoreDataProperties.h: 
// 
//  Contacto+CoreDataProperties.h 
//   
// 
//  Created by Alejandro Quibus on 11/6/17. 
// 
//  This file was automatically generated and should not be edited. 
// 
 
#import "Contacto.h" 
 
 
NS_ASSUME_NONNULL_BEGIN 
 
@interface Contacto (CoreDataProperties) 
 
+ (NSFetchRequest<Contacto *> *)fetchRequest; 
 
@property (nullable, nonatomic, copy) NSString *email; 
@property (nonatomic) BOOL favourite; 
@property (nullable, nonatomic, copy) NSString *guid; 
@property (nullable, nonatomic, copy) NSString *name; 
@property (nullable, nonatomic, copy) NSString *phone; 
@property (nullable, nonatomic, copy) NSString *surname; 
@property (nullable, nonatomic, copy) NSString *urlimage; 
@property (nullable, nonatomic, retain) NSSet<Chat *> *chats; 
@property (nullable, nonatomic, retain) NSSet<Dispositivo *> *dispositivos; 
@property (nullable, nonatomic, retain) EstadoMensaje *estadosMensajes; 
 
@end 
 
@interface Contacto (CoreDataGeneratedAccessors) 
 
- (void)addChatsObject:(Chat *)value; 
- (void)removeChatsObject:(Chat *)value; 
- (void)addChats:(NSSet<Chat *> *)values; 
- (void)removeChats:(NSSet<Chat *> *)values; 
 
- (void)addDispositivosObject:(Dispositivo *)value; 
- (void)removeDispositivosObject:(Dispositivo *)value; 
- (void)addDispositivos:(NSSet<Dispositivo *> *)values; 
- (void)removeDispositivos:(NSSet<Dispositivo *> *)values; 
 
@end 
 
NS_ASSUME_NONNULL_END   
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CoreDataFunctions 
Con el objetivo de facilitar el acceso a las entidades del Coredata se ha creado una clase llamada 
CoreDataFunctions la cual permite realizar peticiones de datos al Coredata simplificando su 
acceso. Para ello, se han definido los siguientes métodos de clase: 
+(NSArray* _Nullable) retObjectsEntity:(NSString*)tabla  clave:(NSString* _Nullable)clave valor:(id _Nullable)valor 
inManagedObjectContext:(NSManagedObjectContext *) context sortDescriptors:(NSArray<NSSortDescriptor *>* _Nullable ) 
sortDescriptors numMaxObjects:(NSInteger) numMax; 
 
+(NSArray* _Nullable) retAllObjectsEntity:(NSString*)tabla inManagedObjectContext:(NSManagedObjectContext *) context 
sortDescriptors:(NSArray<NSSortDescriptor *>* _Nullable ) sortDescriptors numMaxObjects:(NSInteger) numMax; 
 
+(NSManagedObject* _Nullable) retObjectEntity:(NSString*)tabla  clave:(NSString*)clave valor:(id)valor 
inManagedObjectContext:(NSManagedObjectContext *) context; 
 
+(NSManagedObject* _Nullable) retObjectEntity:(NSString*)tabla  clave:(NSString*)clave valor:(id)valor 
inManagedObjectContext:(NSManagedObjectContext *) context sortDescriptors:(NSArray<NSSortDescriptor *>* _Nullable ) 
sortDescriptors; 
 
+(void) saveContext:(NSManagedObjectContext *) context; 
 
+(void) deleteAllDataFromEntity:(NSString *) entityName atContext:(NSManagedObjectContext *) context; 
 
+(void) resetAllCoreDataContext:(NSManagedObjectContext *)context; 
 
Para cada método se ha de proporcionar el ManagedObjectContext que representa el contexto 
en el cual se encuentran los objetos, siendo una referencia a la base de datos. La función más 
destacable es la búsqueda de todos los objetos en una entidad que cumplan una condición con 
la posibilidad de ordenar los resultados e indicar un número máximo, a continuación, se adjunta 
su implementación: 
+(NSArray* _Nullable) retObjectsEntity:(NSString*)tabla  clave:(NSString* _Nullable)clave valor:(id _Nullable)valor 
inManagedObjectContext:(NSManagedObjectContext *) context sortDescriptors:(NSArray<NSSortDescriptor *>* 
_Nullable ) sortDescriptors numMaxObjects:(NSInteger)numMax 
{ 
NSPredicate *predicate = [CoreDataFunctions generatePredicateWithkey:clave valor:valor sortDescriptors:nil]; 
    NSEntityDescription *entity = [NSEntityDescription entityForName:tabla inManagedObjectContext:context]; 
    NSArray *itemsg = nil; 
    if(entity){ 
        NSFetchRequest *fetchRequest = [[NSFetchRequest alloc] init]; 
        [fetchRequest setEntity:entity]; 
        [fetchRequest setPredicate:predicate]; 
        [fetchRequest setSortDescriptors:sortDescriptors]; 
        if(numMax > 0) 
            fetchRequest.fetchLimit = numMax; 
        NSError *xerror=nil; 
        itemsg = [context executeFetchRequest:fetchRequest error:&xerror]; 
    } 
    return itemsg; 
}   
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NetworkManager 
Toda la comunicación realizada mediante protocolos http(s) con el servidor API que contiene los 
datos del sistema, se realiza utilizando este manager. Contiene métodos de clase por lo cual no 
requiere ninguna instanciación. La comunicación al servidor API requiere de una autentificación 
mediante token, el cual se ha de proporcionar en cada petición. Tener todas las peticiones de 
comunicación con el servidor en un manager nos permite poder unificar las peticiones y como 
se procesan y así facilitar que los cambios en el servidor puedan ser aplicado en una única clase. 
Actualmente, el Network manager tiene 19 funciones con diversas peticiones al servidor API.   
Se han implementado las siguientes funciones en el manager para facilitar el trabajo y poder 
facilitar el mantenimiento de la aplicación:   
▪ Generación de una url con un conjunto de query parameters pasados como diccionarios. 
+(NSString *) generateURLEndPoint:(NSString *) urlPath queryParams:(NSDictionary<NSString *,NSString *> *) 
queryParams{ 
    NSURLComponents *url = [[NSURLComponents alloc] initWithString:urlPath]; 
     
    NSMutableArray<NSURLQueryItem*> *queryItems = [NSMutableArray<NSURLQueryItem*> new]; 
     
    for (NSString *key in queryParams) { 
        NSString *value = [queryParams valueForKey:key]; 
        NSURLQueryItem *queryItem = [[NSURLQueryItem alloc] initWithName:key value:value]; 
        [queryItems addObject:queryItem]; 
    } 
     
    [url setQueryItems:queryItems]; 
    return url.URL.absoluteString; 
}  
▪ Funciones para la comprobación y carga de mocks para las peticiones, estas funciones 
son las encargas de obtener el mock con la respuesta y carga para cada petición si el uso 
de mocks está activado.  
+(NSString *) getJsonStringFunction:(NSString *) operation{ 
    NSString *filePath = [[NSBundle mainBundle] pathForResource:operation ofType:@"json"]; 
    NSData *myData = [NSData dataWithContentsOfFile:filePath]; 
    NSString *json = [[NSString alloc] initWithData:myData encoding:NSUTF8StringEncoding]; 
    return json; 
} 
 
+(void) checkMockUsageURL:(NSString *) url{ 
    [supersfy setUsemocks:appdelegate.useMocks]; 
    if(appdelegate.useMocks.boolValue){ 
        NSString *function = url.lastPathComponent; 
        NSString *jsonData = [self getJsonStringFunction:function]; 
        if(jsonData && jsonData.length > 0){ 
            [supersfy addmock:function value:jsonData]; 
        } 
    } 
}   
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▪ Función para serializar los errores de todas las peticiones. 
+ (NSString *)serializerError:(NSString *) errorString { 
    NSString *error; 
    @try { 
        NSDictionary *json = [NSJSONSerialization JSONObjectWithData:[errorString 
dataUsingEncoding:NSUTF8StringEncoding] options:0 error:nil]; 
        error = [json valueForKey:@"Message"]; 
    } @catch (NSException *exception) { 
    } @finally { 
    } 
    if (error) 
        return error; 
    else 
        return @"Error"; 
}  
▪ Función genérica para realizar una petición GET junto al token de autorización. 
+ (void)httpGetJson:(NSString *)url withToken:(NSString * _Nullable)token success:(void (^)(id 
responseObject))success failure:(void (^)(NSHTTPURLResponse *response, id responseString, NSError 
*error))failure { 
    if (token) 
        [supersfy setHttpHeaders:@[ @{ @"key": @"Authorization", @"value": [NSString 
stringWithFormat:@"Bearer %@", token] } ]]; 
    [supersfy httpgetjson:url success:^(id responseObject, id responseString) { 
        success(responseObject[@"result"]); 
    } failure:^(NSHTTPURLResponse *response, id responseString, NSError *error) { 
        NSLog(@"%@", responseString); 
        failure(response,responseString,error); 
    }]; 
    if (token) 
        [supersfy cleanHttpHeaders]; 
}  
▪ Función genérica para realizar una petición POST junto al token de autorización. 
+ (void)httpPostJson:(NSString *)url withParameters:(NSDictionary *_Nullable)params token:(NSString * 
_Nullable)token success:(void (^)(id responseObject))success failure:(void (^)(NSHTTPURLResponse 
*response, id responseString, NSError *error))failure { 
    if (token) 
        [supersfy setHttpHeaders:@[ @{ @"key": @"Authorization", @"value": [NSString 
stringWithFormat:@"Bearer %@", token] } ]];     
    [supersfy httppostjson:url parameters:params success:^(id responseObject, id responseString) { 
        success(responseObject[@"result"]); 
    } failure:^(NSHTTPURLResponse *response, id responseString, NSError *error) { 
        failure(response,responseString,error); 
    }]; 
    if (token) 
        [supersfy cleanHttpHeaders]; 
} 
Estas últimas dos funciones gestionan toda la lógica del parámetro Authorization que requiere 
la API para autentificar al usuario que realiza la petición, al tener todas las peticiones realizadas 
por estas dos funciones cualquier cambio en la lógica del envío del token solo implique modificar 
dos funciones de todo el mánager.  
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SocketIOManager 
Es el manager encargado de gestionar toda la conexión con los Websockets mediante el uso del 
Socket.io client. Se ha decidido centralizar toda la comunicación con los sockets en un único 
manager para poder desacoplar lo máximo posible la tecnología (con excepción de los eventos 
escuchados en el VideoCallViewController por temas de optimización). El SocketIOManager 
realiza toda la comunicación con las clases que lo utilizan mediante callback o delegates 
definidos mediante protocolos.  
El manager gestiona todos los eventos de conexión originados en la conexión con el servidor y 
también es el encargado de recibir los eventos de desconexión o error. En el siguiente fragmento 
de código está la función encargada de procesarlo.  
-(void)connectSocketIO:(void (^) (bool isConnected)) callback 
{ 
    NSLog(@"SOCKET URL: %@", self.socketUrl); 
    if (socket == nil) { 
        NSURL *url=[NSURL URLWithString:self.socketUrl]; 
        socket = [[SocketIOClient alloc] initWithSocketURL:url config:nil]; 
    } 
    else{ 
        [socket disconnect]; 
    } 
     
    [socket on:@"connect" callback:^(NSArray* data, SocketAckEmitter* ack) { 
         
        NSLog(@"socket connected"); 
        if (callback!=nil) 
            callback(YES); 
    }]; 
    
    [socket on:@"connect_failed" callback:^(NSArray* data, SocketAckEmitter* ack) { 
        NSLog(@"error connecting socket"); 
         
        if (callback!=nil) 
            callback(NO); 
    }]; 
    //Función de debug para hacer un log de todos los eventos recibidos 
    [socket onAny:^(SocketAnyEvent * sevent) { 
        NSLog(@"[NEW EVENT RECEIVED] %@ with data %@", sevent.event, sevent.items); 
    }]; 
    [socket connect]; 
}  
La función encargada de emitir eventos con datos es: 
- (void)emit:(NSString *)event withItems:(NSArray *)items{ 
    [socket emit:event with:items]; 
} 
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El SocketIOManager es el encargado de escuchar todos los eventos producidos en el flow de una 
llamada, por lo cual como se describe en el apartado Protocolos la clase encargada de 
procesarlos ha de implementar el protocolo CallSocketDelegateProtocol. La función del 
manager “initCallListenersWithDelegate” es la encargada de escuchar los eventos y enviárselos 
al delegate pasado como parámetro. El código de la función es el siguiente: 
- (void)initCallListenersWithDelegate:(id<CallSocketDelegateProtocol>) receiver{ 
    [socket on:@"error" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        NSLog(@"SE HA PERDIDO LA CONEXION CON EL SOCKET, notificando al callmanager"); 
        if(receiver){ 
            [receiver socketDisconnected]; 
        } 
    }]; 
    [socket on:@"new_call" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        NSDictionary *dataCall = [data objectAtIndex:0]; 
        if(dataCall && [dataCall isKindOfClass:[NSDictionary class]]){ 
            NSString *callID = [dataCall objectForKey:@"callId"]; 
            NSString *callerID = [dataCall objectForKey:@"callerId"]; 
            NSString *opentokSession = [dataCall objectForKey:@"opentokSession"]; 
            NSString *opentokToken = [dataCall objectForKey:@"opentokToken"]; 
            BOOL isReceiverExperto = [(NSNumber *) [dataCall objectForKey:@"isReceiverExperto"] boolValue]; 
            if(callerID && callID) 
                [receiver incomingCall:callID FromUser:callerID opentokSession:opentokSession 
opentokToken:opentokToken isReceiverExperto:isReceiverExperto]; 
        } 
    }]; 
    [socket on:@"call_cancelled" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        if(data && data.count == 1){ 
            NSString *callID = [data[0] objectForKey:@"callId"]; 
            if(callID) 
                [receiver incomingCallCanceled:callID]; 
        } 
    }]; 
    [socket on:@"call_rejected" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        if(data && data.count == 1){ 
            NSString *callID = [data[0] objectForKey:@"callId"]; 
            if(callID) 
                [receiver incomingCallCanceled:callID]; 
        } 
    }]; 
    [socket on:@"call_accepted" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        if(data && data.count == 1){ 
            NSString *callID = [data[0] objectForKey:@"callId"]; 
            if(callID) 
                [receiver callAccepted:callID]; 
        } 
    }]; 
    [socket on:@"call_ended" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        if(data && data.count > 0){ 
            NSString *callID = [data[0] objectForKey:@"callId"]; 
            if(callID) 
                [receiver callEnded:callID]; 
        } 
    }]; 
}   
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También cuenta con las siguientes funciones para encapsular la funcionalidad más común 
como unirse a un canal o abandonarlo: 
- (void)joinRoom:(NSString *)room callback:(void (^)(BOOL))callback{ 
    [[socket emitWithAck:@"join_room" with:@[ @{ @"roomGuid": room } ]] timingOutAfter:1 
callback:^(NSArray * data) { 
        if (data.count>0) 
        {  
            NSNumber *joined = [data firstObject]; 
            if (callback!=nil) 
            { 
                callback([joined boolValue]); 
            } 
        } 
    }]; 
} 
 
- (void)leaveRoom:(NSString *)room { 
    [socket emit:@"leave_room" with:@[ @{ @"roomGuid": room } ]]; 
}  
Para la gestión de todos los eventos enviados por el servidor se ha creado una función que 
mediante un delegate que adopte el protocolo HaidoAppEventSocketDelegateProtocol se le 
comunica los eventos recibidos: 
- (void)initAppListenersWithDelegate:(id<HaidoAppEventSocketDelegateProtocol>) receiver { 
    [socket on:@"invitation_validated" callback:^(NSArray * data, SocketAckEmitter * socketEmitter) { 
        NSLog(@"Te han validado la invitación"); 
        [receiver invitationReceived]; 
    }]; 
}  
UserDefaultsManager 
Este mánager se encarga de almacenar todos los datos relativos a la configuración del usuario y 
el dispositivo. Su función principal es almacenar de forma segura el token de sesión y gestionar 
la creación de un identificador único del dispositivo. Esto es necesario ya que iOS es un sistema 
muy estricto respecto a la privacidad del usuario y no permite la generación de ningún tipo de 
identificador que prevalezca entre instalaciones para evitar el tracking de usuarios con fines 
publicitarios.  
Para solucionar este inconveniente se crea un GUID una única vez como se muestra en la 
siguiente función, el cual se añade al KeyChain del dispositivo por lo cual se mantendrá 
almacenado de forma segura siempre que la aplicación no sea desinstalada: 
+(NSString *)getDeviceGuid { 
    KeychainItemWrapper *keychainItem = [self getKeyChainWrapperWithIdentifier:@"guidDeviceHaido"]; 
    NSString* guid = (NSString *)[keychainItem objectForKey:(__bridge id)(kSecAttrLabel)]; 
    if (!guid) { 
        guid = [[NSUUID UUID] UUIDString]; 
        [keychainItem setObject:guid forKey:(__bridge id)(kSecAttrLabel)]; 
    } 
    return guid; 
} 
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ContactosManager 
Las entidades del modelo de datos tienen un manager para gestionar su persistencia al añadir o 
eliminar entidades, siendo un ejemplo el manager de los contactos. Lo más importante es la 
función que asegura la lógica de inserción de un nuevo dispositivo. Por defecto Coredata permite 
especificar que políticas utilizar cuando una entidad viole una restricción (como la unicidad del 
GUID), estas políticas permiten especificar por ejemplo que haga un merge de los atributos de 
las dos entidades en conflicto de forma automática, que se inserte la más nueva o que se 
produzca una excepción que provoque un merge. He decidido adoptar un enfoque manual 
respecto a la inserción de entidades, comprobando manualmente si ya existe una entidad antes 
de añadirla ya que así se facilita en un futuro cualquier cambio en la aplicación. 
La siguiente función es la encargada de añadir un nuevo contacto en la entidad Contacto del 
Coredata: 
- (Contacto *) checkNewContacto:(NSDictionary *) dataContacto{ 
    if(dataContacto && dataContacto.count > 0){ 
        NSString *keyContacto = [dataContacto objectForKey:contactojsonguid]; 
        Contacto *c = [self getContactoWithIdentifier:keyContacto]; 
        if(!c){ 
            c = [[Contacto alloc] initWithContext:self.managedContext]; 
        } 
        //Lógica actual: actualizar los datos del coredata con los del servidor 
        [c initWithDictionary:dataContacto]; 
        NSArray *rawDevices = [dataContacto objectForKey:contactojsondevices]; 
        NSArray *devices = [[DispositivosManager sharedManager] addRawDispositivos:rawDevices toContact:c]; 
        c.dispositivos = [[NSSet alloc] initWithArray:devices]; 
        return c; 
    }  
    return nil; 
} 
 
VideoCallViewController 
En este View Controller es donde se realiza la videollamada y se procesan todos los eventos de 
telepresencia.  
Para la realización de la videollamada, el View Controller adopta los protocolos del servicio de 
videollamada de OpenTok. El funcionamiento de la librería proporcionada por OpenTok se basa 
en delegates ya que todo evento producido en una llamada es asíncrono.  
Los delegates que implementa son: 
• OTSessionDelegate: es el encargado de gestionar todos los eventos de una sesión 
(conexión, desconexión, creación de un nuevo stream de datos y errores en la llamada). 
• OTPublisherDelegate: es el encargado de gestionar todos los eventos del stream de 
datos que está enviado el dispositivo (empezar a emitir video o audio, calidad del 
streaming emitido, creación y destrucción del streaming de datos, errores en la emisión)  
• OTSubscriberDelegate: es el encargado de gestionar todos los eventos de los streams 
de datos que está recibiendo el dispositivo (contempla la recepción y finalización de los 
stream de datos entrantes o errores en la recepción). 
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Para el envío del punto durante la videollamada, se ha creado un sistema temporal que guarda 
en un diccionario todos los puntos enviados por un dispositivo. Se ha realizado de esta forma 
para optimizar al máximo el renderizado del punto (por una parte, al tener una relación directa 
entre el punto mostrado en pantalla y el dispositivo que lo ha enviado nos asegura que no vamos 
a tener puntos duplicados en pantalla) y lo que es más importante crear una implementación 
estándar para permitir en un futuro poder añadir nuevos usuarios a la videollamada y que 
puedan añadir puntos sin tener que rehacer la lógica utilizada para ello.  
El código encargado de mostrar el punto es: 
- (void)pintarPunto:(NSDictionary *) puntoData{ 
    NSString *autor = [puntoData objectForKey:@"deviceGuid"]; 
    NSNumber *x=[puntoData valueForKey:@"posx"]; 
    NSNumber *y=[puntoData valueForKey:@"posy"]; 
    NSString *color=[puntoData valueForKey:@"color"]; 
    NSLog(@"TAP RECIBIDO:  x:%f y:%f", x.doubleValue, y.doubleValue); 
    if(autor && x && y){ 
        double sizeVista = 20; //Tamaño del punto 
        CGRect rect = [self getVideoViewport]; 
        if(rect.size.width == 0 || rect.size.height==0){ 
            return; 
        } 
        if (!self.experto && opentok_publisher.cameraPosition == AVCaptureDevicePositionFront) 
            x = [NSNumber numberWithDouble:ABS(1.0 - x.doubleValue)]; 
        double posicionx = x.doubleValue * rect.size.width + rect.origin.x - sizeVista/2.0; 
        double posiciony = y.doubleValue * rect.size.height + rect.origin.y - sizeVista/2.0; 
        NSLog(@"TAP PINTADO:  x:%f y:%f", posicionx, posiciony); 
        UIColor *colorPunto = [Functions colorFromHexString:color]; 
        if(!colorPunto){ 
            colorPunto = [UIColor redColor]; 
        } 
        CGRect framePunto = CGRectMake(posicionx, posiciony, sizeVista, sizeVista); 
        //Miramos si ya existe el punto 
        UIView *punto = [puntos objectForKey:autor]; 
        if(!punto){ 
            punto = [[UIView alloc] init]; 
            [self.view addSubview:punto]; 
        } 
        punto.backgroundColor = colorPunto; 
        punto.frame = framePunto; 
        punto.layer.cornerRadius = punto.frame.size.width/2.0; 
        [self.view bringSubviewToFront:punto]; 
        [puntos setObject:punto forKey:autor]; 
    } 
}  
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PreCallViewController 
Es el View Controller encargado de realizar una videollamada, la lógica de realizar una llamada 
se ha puesto en el CallManager, pero el hecho de realizar la llamada se ha centrado en un View 
Controller para permitir que en cualquier punto de la aplicación son una simple segue 
proporcionando el guid del receptor de la llamada y el emisor de la llamada se pueda realizar.  
Una vez que se confirma la emisión de la llamada se visualiza un botón para cancelarla y se pone 
un timer de 20 segundos que la cancelará automáticamente si no se ha sido respondida. 
La función encargada de realizar la llamada es:  
- (void)call{ 
[[CallManager sharedManager] startNewCallToUserGuid:self.guidToCall fromGuid:self.callerID isContact:YES 
atView:self callback:^(BOOL callStatus) { 
        if(!callStatus){ 
            //Error llamada 
            [NSTimer scheduledTimerWithTimeInterval:5.0 repeats:NO block:^(NSTimer * _Nonnull timer) { 
                dispatch_async(dispatch_get_main_queue(), ^{ 
                    [self dismissViewControllerAnimated:YES completion:nil]; 
                }); 
            }]; 
        } 
        else{ 
            self.cancelButton.alpha = 0.0; 
            self.cancelButton.hidden = NO; 
            [UIView animateWithDuration:1.0 animations:^{ 
                self.cancelButton.alpha = 1.0; 
            }]; 
            //Timer de intento de llamada para cancelarla automáticamente 
            timer = [NSTimer scheduledTimerWithTimeInterval:20.0 
                                                     target:self 
                                                   selector:@selector(cancelarLlamada:) 
                                                   userInfo:nil 
                                                    repeats:NO]; 
        } 
    }]; 
}  
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CallManager 
CallManager gestiona toda la lógica de los eventos relacionados con la videollamada mediante 
la implementación del delegate CallSocketDelegateProtocol. Una de las claves en su 
implementación es que mantiene una referencia a un único View Controller el cual puede 
implementar el protocolo CallManagerInfoDelegate (cuando se está visualizando una llamada 
entrante o se está llamando) y CallManagerOpenTokDelegate (cuando se está en una llamada).  
Al tener centralizado en un punto el estado de la aplicación, por lo que respecta a las llamadas, 
podemos controlar fácilmente que pasa cuando se recibe una llamada ya que la propia vista 
mostrada nos indica el estado del usuario.  
Sus principales funciones son: 
▪ Gestionar las acciones del flow de una llamada como aceptarla, cancelarla o denegarla. 
- (void)acceptCall:(NSString *)callID callerID:(NSString *)callerID{ 
    if(currentCallopentokSession && currentCallopentokToken){ 
        //Aceptamos la llamada 
        currentCallID = callID; 
        [socketManager emit:@"join_call" withItems:@[ @{ @"callId": callID } ]]; 
        [self startVideoCallViewWithCallID:callID userID:@"test" opentokSessionID:currentCallopentokSession 
token:currentCallopentokToken isExperto: currentCallExperto]; 
        [socketManager emit:@"accept_call" withItems:@[ @{ @"callerId": callerID, @"callId": callID } ]]; 
    } 
} 
 
- (void)endCall:(NSString *)callID{ 
    [socketManager emit:@"end_call" withItems:@[ @{ @"callId": callID } ]]; 
    currentCallID = nil; 
    [self cancellCall]; 
} 
 
▪ Realizar la lógica de iniciar una llamada 
- (void)startNewCallToUserGuid:(NSString *) userGuid fromGuid:(NSString *) callerGuid isContact:(BOOL)isContact 
atView:(UIViewController<CallManagerInfoDelegate>*)viewControllerCalling callback:(void (^ 
_Nullable)(BOOL))callback{ 
    if(!currentView){ 
        currentView = viewControllerCalling; 
        [NetworkManager callContactoWithToken:[UserDefaultsManager getToken] fromGuid:callerGuid 
toGuid:userGuid isContact:isContact success:^(NSString *callId, NSString *opentokSession, NSString *opentokToken) { 
            currentCallopentokSession = opentokSession; 
            currentCallopentokToken = opentokToken; 
            callback(YES); 
            viewControllerCalling.callID = callId; 
            currentCallID = callId; 
        } failure:^(NSString *error) { 
            callback(NO); 
        }]; 
    } else 
        callback(NO); 
} 
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▪ Visualización de una llamada entrante: 
- (void)incomingCall:(NSString *)callID FromUser:(NSString *)idCaller opentokSession:(nonnull NSString 
*)opentokSession opentokToken:(nonnull NSString *)opentokToken 
isReceiverExperto:(BOOL)isReceiverExperto { 
    //Mostramos directamente la llamada entrante siempre que no se esté llamando ya 
    if(!currentView && ![self isMe:idCaller]){ 
        UIStoryboard *storyboard = [UIStoryboard storyboardWithName:@"VideoCall" bundle:nil]; 
        UIViewController *verVC = [storyboard instantiateViewControllerWithIdentifier:@"incomingcallView"]; 
        currentCallopentokToken = opentokToken; 
        currentCallopentokSession = opentokSession; 
        currentCallExperto = isReceiverExperto; 
        if([verVC conformsToProtocol:@protocol(CallManagerInfoDelegate)]){ 
            UIViewController<CallManagerInfoDelegate> *vprotocol = 
(UIViewController<CallManagerInfoDelegate> *)verVC; 
            vprotocol.callID = callID; 
            vprotocol.callerID = idCaller; 
            currentView = vprotocol; 
            currentView.modalTransitionStyle = UIModalTransitionStyleCrossDissolve; 
            [appdelegate.window.visibleViewController presentViewController:verVC animated:YES 
completion:nil]; 
        } 
    } 
}  
▪ Inicio de una videollamada al ser aceptada la llamada: 
- (void) startVideoCallViewWithCallID:(NSString *) callID userID:(NSString *) userID opentokSessionID:(NSString *) 
opentokSesionID token:(NSString *) token isExperto:(BOOL) isExperto{ 
    UIStoryboard *storyboard = [UIStoryboard storyboardWithName:@"VideoCall" bundle:nil]; 
    UIViewController *verVC = [storyboard instantiateViewControllerWithIdentifier:@"videocallView"]; 
    if([verVC conformsToProtocol:@protocol(CallManagerOpenTokDelegate)]){ 
UIViewController<CallManagerOpenTokDelegate> *vprotocol = (UIViewController<CallManagerOpenTokDelegate> 
*)verVC; 
        vprotocol.callID = callID; 
        vprotocol.opentokToken = token; 
        vprotocol.opentokSesion = opentokSesionID; 
        vprotocol.opentokApiKey = self.opentokApiKey; 
        vprotocol.experto = isExperto; 
        currentView = vprotocol; 
        currentView.modalTransitionStyle = UIModalTransitionStyleCrossDissolve; 
        dispatch_async(dispatch_get_main_queue(), ^{ 
            [appdelegate.window.visibleViewController presentViewController:verVC animated:YES completion:nil]; 
        }); 
    } 
} 
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ChatManager 
En el mánager de chats se ha hecho una función para obtener todos sus mensajes (objetos de la 
entidad Mensajes que pertenecen a la relación “mensajes” de un objeto de tipo Chat), en el cual 
se puede ver fácilmente como se realiza una query a Coredata más avanzada.  
Si queremos acceder a todos los mensajes de un chat podemos primero obtener la entidad Chat 
y acceder a todos sus chats accediendo a su atributo con el nombre de la relación (en nuestro 
caso sería “mensajes”) el cual nos devuelve un NSSet desordenado, el cual habría que ordenar 
en memoria siendo un proceso ineficiente. Pero al tener una relación recíproca entre los 
mensajes y los chats, cada mensaje tiene un chat, por lo cual si hacemos una query al Coredata 
solicitado todos los mensajes que tengan un chat con el guid del chat ya ordenado optimizamos 
mucho el proceso.  
-(NSFetchRequest *) getFetchRequestForAllMessagesOrderedFromChatGUID:(NSString *) chatGuid{ 
    NSFetchRequest *fetchRequest = [[NSFetchRequest alloc] init]; 
    NSEntityDescription *entity = [NSEntityDescription entityForName:@"Mensajes" 
inManagedObjectContext:self.managedContext]; 
    NSPredicate *predicate = [NSPredicate predicateWithFormat:@"%K = %@", @"self.chat.guid", chatGuid]; 
    NSSortDescriptor *sort = [[NSSortDescriptor alloc] initWithKey:@"timestamp" ascending:YES]; 
    [fetchRequest setEntity:entity]; 
    [fetchRequest setPredicate:predicate]; 
    [fetchRequest setSortDescriptors:@[sort]]; 
    return fetchRequest; 
}  
ChatViewController 
Para la visualización de los chats se ha creado una vista completamente manual basada en una 
UITableView. Se ha pensado un sistema universal basado en protocolos para definir las celdas 
(descrito en el apartado de protocolos) con el cual añadir nuevas vistas de celdas casi no afecta 
a la lógica de la tabla. Para ello, al trabajar con las celdas utilizamos el elemento id que 
implementan el protocolo CustomMessageCellProtocol. De esta forma, en una misma función 
se estandariza la carga de datos de todas las celdas que implementen dicho protocolo. 
-(void)setCell:(id<CustomMessageCellProtocol>) cell withMessage:(Mensaje *) m{ 
    //Como todas las CustomMessageCell implementan el protocolo nos permite acceder a sus 
propiedades sin tener en consideración si son del Sender o del Receiver. 
    switch (m.messageType) { 
        case ImageMessage: 
            cell.mensaje.hidden = YES; 
            cell.mensajeBackground.image = m.imagen; 
            break; 
        case TextMessage: 
            cell.mensaje.text = m.texto; 
            break; 
        case AudioMessage: 
            [cell audioMedia:m.urlmedia]; 
            break; 
        default: 
            break; 
    } 
}  
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9.3.4. Seguridad 
HaiDo es una aplicación destinada al uso en un ámbito empresarial que debe cumplir unos 
mínimos de seguridad para poder garantizar que los datos transmitidos por la aplicación no sean 
comprometidos. Para ello se ha implementado las siguientes medidas de seguridad:  
Implementación de SSL Pinning [57]  
Aunque toda comunicación con el servidor API y los sockets se realiza mediante https por lo cual 
la información viaja encriptada entre el cliente y el servidor no queda exenta de que sea 
interceptada y alterada de forma premeditada. Mediante un ataque de man in the middle, de 
forma deliberada se pueden interceptar todas las peticiones enviadas al servidor, aunque estén 
encriptadas y realizarlas en nombre del cliente, para ello, el atacante debe instalar los 
certificados autofirmados de su servidor proxy y autorizarlos manualmente en el dispositivo.   
Mediante ese proceso un usuario no autorizado podría capturar y visualizar todas las peticiones 
consiguiendo modificar tanto los datos emitidos como los recibidos ya que al instalar su 
certificado en el dispositivo la conexión se realiza de forma segura (encriptada) pero el proxy 
tiene la clave privada para su decodificación. Por lo cual, puede ver las contraseñas enviadas, 
modificar el resultado de una petición etc.… 
Para evitar este gran problema, se ha implementado la comprobación de los certificados. SSL 
Pinning consiste en comparar los certificados proporcionados por el servidor con una copia local 
del certificado del dominio al cual se le ha realizado la petición. Por lo cual, si no coinciden las 
claves públicas automáticamente se rechaza la conexión. 
Existe un problema con esta aproximación y es que los certificados emitidos a un dominio 
generalmente caducan en un año. Por lo cual, obliga a actualizar la aplicación como mínimo una 
vez al año para incluir el nuevo certificado. Para solucionarlo se ha optado por hacer SSL Pinning 
de los certificados de la entidad certificadora los cuales están presentes en el certificado 
proporcionado por el servidor ya que son quienes lo validan y tienen una caducidad mucho 
mayor generalmente sobre los 10-20 años. 
Técnicas anti debug 
Una vulnerabilidad muy común e importante en las aplicaciones móviles es que no se protegen 
de forma activa contra los debuggers. En estos ataques, un usuario no autorizado puede obtener 
y modificar el valor de las variables durante la ejecución de la aplicación, al obtener acceso en 
modo debug. 
Por lo cual, en la aplicación se ha añadido protección para comprobar que el proceso en el que 
corren no está siendo debugado. Para ello se comprueban mediante llamadas al sistema unix 
como (PT_DENY_ATTACH o P_TRACED) o la detección de debuggers como LLDB. En el caso de 
detectar, que la aplicación se está ejecutando con debug la aplicación se cierra. 
Eliminar los logs de la aplicación 
Una práctica muy común al desarrollar es añadir logs a lo largo de la aplicación que son 
mostrados por consola. En muchas ocasiones se hacen logs de las peticiones realizadas junto a 
otros elementos con información sensible por lo cual al lanzar la aplicación en producción deben 
ser desactivados si no cualquier usuario que tenga instalada la aplicación podría ver dichos logs 
conectado su dispositivo a un ordenador. Por lo cual, se ha definido un pragma que redefine el 
método NSLog al compilar la aplicación sin debug.   
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Encriptación de los datos sensibles 
iOS incorpora una API llamada KeyChain en la cual los desarrolladores pueden almacenar datos 
en una memoria aislada encriptada con un algoritmo AES de 256 bits. Se han guardado de forma 
segura el guid generado para el dispositivo, el token de sesión y el correo electrónico.  
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9.3.5. Diseño gráfico de la aplicación  
El diseño de la aplicación ha sido realizado por el departamento de UX de la empresa, siendo mi 
tarea su implementación y adecuación a las distintas pantallas del ecosistema iOS. Teniendo en 
consideración la mantenibilidad del proyecto se han agrupado todas las vistas de los View 
Controllers en Storyboards en función de los casos de uso. Esto nos permite poder trabajar 
múltiples personas en diferentes funcionalidades sin solapar nuestro trabajo evitando merge 
conflicts. A continuación, se adjuntan unas capturas de algunos Storyboards del proyecto: 
 
Ilustración 17: captura del storyboard Login 
 
Ilustración 18: captura del storyboard VideoCall 
Todas las vistas de la aplicación se pueden consultar en el ANEXO II: Capturas de la aplicación 
iOS  
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10. Desviaciones respecto a la planificación inicial 
10.1. Desviaciones 
Como todos los proyectos, se han producido algunos imprevistos que han provocado 
desviaciones en su desarrollo. El desarrollo del cliente iOS y del servidor RTA están 
condicionados por el desarrollo del servidor API del cual obtienen los datos. pese a que gran 
parte del desarrollo se ha realizado mediante Mocks la parte de mensajería dependía 
estrictamente del funcionamiento del servidor API ya que era el que gestionaría toda su lógica. 
Durante el desarrollo de este proyecto, el componente del servidor ha sufrido diversos retrasos 
lo que ha provocado que en más de una iteración se haya tenido que aplazar la integración entre 
el RTA, el cliente iOS y el servidor. Esta situación no ha repercutido en la planificación ya que se 
adelantaban otras tareas futuras a la espera de poder realizar la integración, pero en el caso de 
la mensajería el servidor API a fecha de finalización de este trabajo aún no ha iniciado el 
desarrollo de dicha funcionalidad, provocando que no se haya podido terminar la funcionalidad 
de la mensajería mediante chats en el cliente iOS. Esto ha ocasionado que la iteración destinada 
a implementar la mensajería mediante chats quedará así:  
En el caso del servidor RTA se realizaron todos los eventos junto a la petición mediante API 
necesaria para el envío de mensajes. Y en el cliente iOS se desarrollaron todas las vistas de los 
chats y se preparó un modelo de datos básicos provisional para el desarrollo de las vistas 
mientras se esperaba a la lógica y modelo de datos definitivo. 
La desviación no afectó a la planificación final, descrita en el siguiente apartado, ya que el retraso 
se produjo justo al final del proyecto por lo cual el tiempo planificado en las tareas afectadas 
por la falta de API se destinaron a la corrección de bugs y pequeñas mejoras.  
10.2. Planificación final 
El ámbito del proyecto ha sido modificado respecto a la planificación inicial debido a un cambio 
en las prioridades de las empresas interesadas en el proyecto. Concretamente, decidieron 
potenciar la parte de la comunicación en tiempo real centrando el producto en la videollamada 
con el experto y las acciones que se podían realizar durante la videollamada. Esta alteración en 
el ámbito original del proyecto se produjo durante la fase de diseño de la primera iteración del 
RTA.  Los cambios solicitados fueron: 
▪ Se descartó el desarrollo de un sistema de tareas por lo cual se excluyó del ámbito del 
trabajo y se dejó para una futura versión.  
Este cambio implicó la eliminación de la quinta iteración, por lo cual el tiempo previsto de 16 
días se asignó para realizar los diferentes cambios de funcionalidad propuestos.  
▪ Añadir el concepto de “dispositivo” el cual puede pertenecer a un contacto (un usuario 
ya registrado en el sistema) o a la organización (sin un usuario registrado). Por lo cual 
ahora un usuario puede unirse directamente a una organización mediante un código 
de invitación sin necesidad de registrarse. Para ello, al iniciar la aplicación tras su 
instalación se solicita un código de invitación al servidor y se muestra al usuario. 
Entonces un usuario ya registrado de la organización podrá agregarlo siendo incluido 
en el acto en el listado de dispositivos de la empresa o bien como uno de sus 
dispositivos. El dispositivo mediante el RTA recibe un evento conforme ha sido validado 
junto a los datos de la organización a la cual pertenece en el acto tras validar su 
invitación. Este cambio se solicitó para poder realizar videollamadas con facilidad sin 
necesidad de registrarse y para facilitar el proceso de añadir dispositivos en masa.  
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Esta nueva funcionalidad implicó ampliar la segunda iteración añadiendo la tarea de la invitación 
de un dispositivo con una duración de dos días.  
▪ El cambio anterior, implicó la posibilidad de comunicar eventos internos del sistema 
que suceden en la API (un servidor externo al RTA que no tiene conectividad vía 
Websocket) a los dispositivos mediante sockets en tiempo real. Esta comunicación la 
realiza el servidor API por lo cual se ha tenido que añadir una nueva funcionalidad en 
el RTA que permita mediante un nuevo endpoint emitir un evento concreto con sus 
datos a un canal del servidor Websocket. Esta funcionalidad ha implicado prestar 
especial atención a la seguridad ya que permite el envío de eventos sin necesidad de 
estar conectado al servidor Websocket. 
Este cambio implicó crear dos nuevas tareas en la primera iteración, la primera centrada en el 
desarrollo de la API con una duración de cuatro días y la segunda centrada exclusivamente en la 
seguridad que se debía aplicar al servidor. 
▪ Permitir el envío de texto e imágenes durante las videollamadas. El envío de texto tiene 
el objetivo de poder asegurar la comunicación en entornos muy ruidosos y el envío de 
imágenes permitir poder visualizar diagramas o fragmentos de documentación técnica 
fácilmente.  
Este cambio afecta al servidor RTA y al cliente iOS, aunque en el caso del RTA es un cambio 
relativamente sencillo que no afectó a la planificación. En la aplicación tras estimar su impacto 
se decidió crear una nueva tarea para la implementación de toda la telepresencia con una 
duración de cinco días y aumentar a dos días la tarea de realizar todas las vistas de las 
videollamadas.  
▪ Finalmente, añadir una galería a la organización a la cual los usuarios pertenecen 
donde puedan añadir y consultar imágenes con el objetivo de ser consultadas y 
permitir su envío durante las videollamadas.  
Este cambió implicó añadir una nueva tarea con una duración de dos días en la segunda iteración 
dedicada al desarrollado de la nueva funcionalidad.  
Al realizarse estos cambios justo al inicio del proyecto permitió reducir al mínimo su impacto. 
Finalmente, los cambios realizados fueron en las fases del proyecto y en el presupuesto (debido 
al cambio de la planificación se modificó las horas de distribución de los diferentes roles del 
proyecto por lo cual afecta exclusivamente a los recursos humanos). En el ANEXO I: Listado de 
tareas finales contiene el listado de tareas de cada iteración y el rol que las desempeña. 
La duración del proyecto no se ha visto afectada ya que se compensó el tiempo necesario de las 
nuevas funcionalidades con la eliminación tareas, dando lugar a la siguiente planificación final: 
 
Ilustración 19: escala de tiempo final con las distintas fases de la primera mitad del proyecto  
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10.2.1. Diagrama de Gantt actualizado 
Ilustración 20: Gantt actualizado de las primeras 3 etapas del proyecto 
Ilustración 21: Gantt actualizado de las etapas del proyecto videollamadas y mensajería del cliente 
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Ilustración 22: Gantt actualizado de las últimas 2 etapas del proyecto la entrega y la finalización 
 
Ilustración 23: Gantt actualizado del sistema 
  
 
 
Página 182 de 204 
 
10.2.2. Presupuesto actualizado 
Al modificar la planificación las tareas que realizaban cada rol han sido modificadas provocando 
una variación respecto al presupuesto inicial. Las partes del presupuesto que han sido 
actualizadas son: 
Recursos humanos actualizados 
Recursos Rol €/hora Estimación horas Total estimado 
Alejandro Quibus 
Jefe de proyecto 55,00 € 51,3 h 2.818,75 € 
Analista 40,00 € 10 h 400,00 € 
Diseñador 30,00 € 84 h 2.512,50 € 
Programador 25,00 € 460 h 11.500,00 € 
Tester 15,00 € 100 h 1.500,00 € 
Documentador 8,00 € 65 h 520,00 € 
TOTAL 19.251,25 € 
Tabla 121: costes actualizados de los recursos humanos en el proyecto 
 
Contingencias actualizadas 
Coste Porcentaje Contingencia 
Recursos humanos 10,00% 1.925,13 € 
Recursos Software 35,00% 2,67 € 
Recursos Hardware 15,00% 34,25 € 
Servicios Externos 30,00% 115,32 € 
Gastos Generales 10,00% 43,99 € 
Total 2.121,34 € 
Tabla 122: contingencias actualizadas para cada coste del proyecto.   
Presupuesto final actualizado 
Concepto Coste 
Costes directos 19.251,25 € 
Costes indirectos 1.106,32 € 
Contingencia 2.121,34 € 
Total (IVA incluido) 22.432,77 € 
Tabla 123: costes actualizados del proyecto 
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11. Competencias técnicas 
CES1.1: Desarrollar mantener y evaluar sistemas y servicios software complejos y/o críticos. 
[Bastante] 
En este proyecto se ha llevado a cabo esta competencia ya que el cliente iOS y el servidor RTA 
integran lógicas complejas de comunicación en tiempo real. Ambos componentes del sistema 
tratan con datos sensibles cuyo propósito es permitir la comunicación en entornos de 
profesionales con el objetivo de mejorar la calidad de trabajo de los usuarios.  
CES1.2: Dar solución a problemas de integración en función de las estrategias, de los estándares 
y de las tecnologías disponibles. [En profundidad] 
En el transcurso de este proyecto, sobre todo en el desarrollo del servidor RTA, se ha aplicado 
la mejor estrategia acorde a la tecnología disponible. En parte porque debido a su funcionalidad, 
el servidor RTA deberá interaccionar con multitud de sistemas como el servidor API y los clientes 
multiplataforma. La integración con dichos sistemas depende de la tecnología disponible para 
cada uno. Concretamente se ha utilizado Websockets en los clientes para asegurar la 
comunicación en tiempo real con los dispositivos conectados o mediante notificaciones Push 
para los dispositivos desconectados asegurando una estrategia que asegure la recepción de los 
eventos y mensajes. Y en el caso del servidor API que no soportaba conexiones mediante 
Websockets el servidor RTA le ofrece una interacción mediante peticiones API.  
CES1.3: Identificar, evaluar y gestionar los riesgos potenciales asociados a la construcción de 
software que pudiesen presentarse. [Un Poco] 
Al ser un proyecto fuera de lo común donde se ha realizado una implementación de 
funcionalidad de comunicación en tiempo real se han identificado los riesgos asociados a su 
desarrollo. Concretamente, en el desarrollo del servidor RTA y su integración con el cliente iOS. 
Ya que por una parte implican trabajar con tecnologías nuevas como Node.JS y Websocket por 
lo cual en la planificación se tuvo en consideración el tiempo suficiente para poder testear la 
solución y poder corregir cualquier incidente con dichas tecnologías.  
CES1.5: Especificar, diseñar, implementar y evaluar bases de datos. [Un poco] 
El cliente iOS necesita una base de datos que permita almacenar los datos proporcionados por 
la API con tal de que puedan ser accedidos sin conectividad, para ello se ha diseñado e 
implementado un modelo de datos acorde a la plataforma móvil donde es ejecutada teniendo 
especial consideración todas las limitaciones que eso implica. 
CES1.7: Controlar la calidad y diseñar pruebas en la producción de software. [Bastante] 
Debido a la complejidad del desarrollo del servidor RTA se ha realizado mediante Test Driven 
Development por lo cual se ha profundizado en el testing de los Websocket simulando clientes 
con el objetivo de poder validar y asegurar su funcionamiento.  
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CES2.1: Definir y gestionar los requisitos de un sistema software. [Bastante] 
Una parte del proyecto se ha dedicado a definir y gestionar los requisitos del sistema para 
asegurar que su desarrollo se realiza correctamente. Estos requisitos han sido proporcionados 
por las empresas interesadas en el proyecto las cuales en base a la experiencia en sus respectivos 
sectores cuentan con unas necesidades muy concretas por lo cual ha sido necesario definir unos 
requisitos y que estos sean aceptados por las empresas. 
CES2.2: Diseñar soluciones apropiadas en uno o más dominios de aplicación, utilizando métodos 
de ingeniería del software que integren aspectos éticos, sociales, legales y económicos. 
[Bastante] 
En este proyecto se han aplicado conceptos de la especialidad de ingeniería del software con el 
objetivo de asegurar la máxima eficiencia y calidad del producto. Esto es posible, ya que se ha 
realizado un diseño del software desarrollado cuya documentación favorecerá a los 
desarrolladores permitiendo reducir los costes en el mantenimiento y futuras mejoras. 
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12. Conclusión y trabajo futuro 
HaiDo desde el inicio me pareció un proyecto muy interesante del cual yo iba a participar 
realizando el cliente iOS, pero al ir evaluando las tecnologías nos vimos con la necesidad de 
incorporar un servidor de comunicación en tiempo real. Xavier, confió en mi para su realización 
pese a no tener experiencia previa al cual estoy agradecido por la oportunidad, lo que me 
permitió desarrollar mi primer servidor.  
Con este proyecto he podido vivir la experiencia de partir de un concepto planteado en una 
reunión a la creación un producto final completamente funcional. He podido trabajar en la toma 
de requisitos, análisis de las tecnologías, planificación, realización de la arquitectura y la 
implementación. Muchos de estos aspectos no los realizas cuando trabajas en otros proyectos 
ya que generalmente te encargas directamente de la implementación, pero este trabajo final 
me ha permitido involucrarme desde un inicio en todas las etapas del proyecto. 
En cuanto al desarrollo general de trabajo, se ha finalizado implementado prácticamente todas 
las funcionalidades previstas en el alcance del proyecto a excepción de las indicadas en las 
deviaciones por causas externas. Uno de los aspectos, que me gustaría destacar, ha sido el 
diseño y planteamiento del escenario de las videollamadas, como se ha visto a lo largo del 
documento hay muchísimos eventos involucrados al realizar una llamada entre dos contactos 
que se ha visto plasmado en la implementación del servidor RTA y los clientes. 
Respecto a mis conclusiones personales, este es uno de los proyectos de mayor envergadura en 
los que he trabajado. Ha involucrado a más gente encargada del desarrollo de los diferentes 
componentes del sistema (el servidor API, cliente Android, cliente para Hololens) y una de las 
cosas con las que me quedo es la experiencia de trabajar junto a mis compañeros para poder 
sacar adelante un sistema con tantos componentes que ha requerido de una sincronización de 
nuestros trabajos y una comunicación constante. Debido al ámbito y dificultad del proyecto, 
este trabajo no ha estado exento de problemas de los cuales he adquirido el conocimiento 
necesario para encontrar la mejor solución posible. 
Aunque el desarrollo de este proyecto se ha hecho lo más profesional posible y se ha realizado 
con el mayor esfuerzo, es posible que las decisiones tomadas no sean las mejores y que el 
servidor y el cliente iOS sea mejorable en muchos aspectos, pero pese a eso, este trabajo me ha 
permitido aprender multitud de conocimientos y aplicar conceptos de la carrera que 
únicamente conocía la teoría.  
El desarrollo del servidor RTA me ha permitido aprender a desarrollar en Node.JS. Antes de 
iniciar este proyecto, apenas tenía unas nociones básicas de desarrollo basado en prototipos y 
mucho menos experiencia en el desarrollo de servidores de comunicación en tiempo real. Tras 
finalizar su desarrollo he aprendido a programar con Node.js y JavaScript y entender los 
packages clave del RTA como Express y Socket.io. Quizás, una de las cosas que más agradezco 
haber aprendido, es todo el proceso necesario para la publicación y la seguridad necesaria, ya 
que la publicación de un servidor no es tan simple como una aplicación móvil, el hecho de haber 
estudiado las diferentes opciones disponibles para su publicación me han aportado mucho valor 
que espero poder aplicar sin duda para futuros proyectos. 
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El desarrollo del cliente iOS me ha permitido profundizar mucho más en el desarrollo de 
aplicaciones iOS, con especial mención a la implementación de las videollamadas utilizando el 
servicio Opentok y todos los conocimientos derivados que he aprendido al implementar la 
comunicación en tiempo real con el servidor RTA. Aunque finalmente no se pudo terminar, la 
lógica asociada a los chats, su planteamiento me permitió profundizar mucho más en Coredata, 
desde el uso de constraint e índices a la creación de la clase para simplificar el acceso de la cual 
me enorgullece decir que actualmente se está utilizando en otros proyectos. 
 
Una de las conclusiones a las que he llegado al realizar el cliente iOS ha sido, como hacer una 
arquitectura previa al desarrollo de una aplicación iOS favorece la implementación y el futuro 
mantenimiento. Ya que hasta ahora cuando empezaba un proyecto siempre realizaba 
directamente la implementación y tras trabajar en HaiDo me he dado cuenta, como en la medida 
de lo posible, realizar una arquitectura previa al desarrollo aporta calidad al proyecto realizado.  
Esta documentación, quizás más técnica de lo previsto, ha sido referencia clave para el 
desarrollo del resto de clientes, volviéndose gran parte de la documentación del proyecto HaiDo 
y será utilizada para el mantenimiento y futuras ampliaciones y espero que pueda aportar el 
valor suficiente a los próximos desarrolladores involucrados en el proyecto.  
Finalmente, indicar que termino un proyecto del cual me siento verdaderamente orgulloso de 
haber realizado y no se me ocurre mejor forma de terminar mi grado en ingeniería informática 
que con este trabajo. Sin lugar a dudas, este trabajo me ha permitido mejora de forma personal 
y profesional. 
Trabajo futuro 
Respecto a la funcionalidad de los chats que no se ha podido terminar, está contemplado 
finalizarla una vez termine el desarrollo el servidor y se integre con el cliente iOS y el RTA. 
El servidor RTA necesitará ser paralelizado, para asegurar la máxima optimización de recursos 
en máquinas multithread y lo que es más importante estudiar su despliegue en múltiples nodos 
para incrementar la redundancia del servidor y así poder escalarlo fácilmente. En resumen, 
establecer un plan para poder escalar el servidor RTA y adaptar su infraestructura a cualquier 
volumen de usuarios.  
Por lo que respecta al cliente iOS, una prioridad para el desarrollo a corto plazo es la 
implementación de la funcionalidad de las tareas que quedó aplazada. Otro aspecto interesante 
tras el anuncio hace unas semanas de iOS 11 sería desarrollar un módulo de realidad aumentada 
para mejorar la telepresencia del experto ya que actualmente HaiDo ya tiene clientes con AR 
como la Hololens que permiten “transportar” de forma virtual al experto. Por lo cual, añadir 
dicha funcionalidad aportaría un gran valor a los usuarios de la aplicación.  
Otra tarea que está planteada es que el servidor RTA y la aplicación iOS pasen una auditoría de 
seguridad, para poder validar la seguridad aplicada e implementar las mejoras que surjan. 
  
 
 
Página 187 de 204 
 
13. Referencias 
 
[1]  Soft For You SL, «Soft For You,» 2017. [En línea]. Available: http://sfy.com/. [Último 
acceso: 22 Febrero 2017]. 
[2]  Webopedia, «What is telepresence?,» 2017. [En línea]. Available: 
http://www.webopedia.com/TERM/T/telepresence.html. [Último acceso: 26 Febrero 
2017]. 
[3]  Ux Matters, «http://www.uxmatters.com/mt/archives/2012/03/mobile-first-what-
does-it-mean.php,» 2017. [En línea]. [Último acceso: 26 Febrero 2017]. 
[4]  Ditrendia, «Informe Mobile en España y el mundo 2016,» 2017. [En línea]. Available: 
http://www.amic.media/media/files/file_352_1050.pdf. [Último acceso: 26 Febrero 
2017]. 
[5]  OpenSignal, «Global State of Mobile Networks,» Agosto 2016. [En línea]. Available: 
https://opensignal.com/reports/2016/08/global-state-of-the-mobile-network/. [Último 
acceso: 26 Febrero 2017]. 
[6]  Skype, «How much bandwidth does Skype need?,» 2017. [En línea]. Available: 
https://support.skype.com/en/faq/FA1417/how-much-bandwidth-does-skype-need. 
[Último acceso: 26 Febrero 2017]. 
[7]  WhatsApp, «WhatsApp,» 2017. [En línea]. Available: https://www.whatsapp.com/. 
[Último acceso: 26 Febrero 2017]. 
[8]  HipChat, «Team Group Chat and Videocall,» 2017. [En línea]. Available: 
https://www.hipchat.com/. [Último acceso: 26 Febrero 2017]. 
[9]  Atlassian, «Jira,» 2017. [En línea]. Available: https://www.atlassian.com/. [Último 
acceso: 11 Marzo 2017]. 
[10]  SightCall, «Live Video Call and Remote Assistance Software,» 2017. [En línea]. Available: 
http://www.sightcall.com/. [Último acceso: 26 Febrero 2017]. 
[11]  Microsoft, «Microsoft HoloLens,» 2017. [En línea]. Available: 
https://www.microsoft.com/en-us/hololens. [Último acceso: 04 junio 2017]. 
[12]  Daqri, «Smart Helmet,» 2017. [En línea]. Available: https://daqri.com/products/smart-
helmet/. [Último acceso: 04 junio 2017]. 
[13]  Microsoft, «Lean Software Development,» 2017. [En línea]. Available: 
https://msdn.microsoft.com/en-us/library/hh533841(v=vs.120).aspx. [Último acceso: 
26 Marzo 2017]. 
[14]  Atlassian, «Bitbucket,» 2017. [En línea]. Available: https://bitbucket.org. [Último 
acceso: 11 Marzo 2017]. 
 
 
Página 188 de 204 
 
[15]  Apple, «Xcode,» 2017. [En línea]. Available: https://developer.apple.com/xcode/. 
[Último acceso: 04 junio 2017]. 
[16]  Microsoft, «Visual Studio Code,» 2017. [En línea]. Available: 
https://code.visualstudio.com/. [Último acceso: 04 junio 2017]. 
[17]  Apple, «XCTest Reference,» 2017. [En línea]. Available: 
https://developer.apple.com/reference/xctest. [Último acceso: 04 junio 2017]. 
[18]  Mocha, «Mocha - the fun, simple, flexible JavaScript test framework,» 2017. [En línea]. 
Available: https://mochajs.org/. [Último acceso: 04 junio 2017]. 
[19]  OneSignal, «OneSignal,» 2017. [En línea]. Available: https://onesignal.com/. [Último 
acceso: 11 Marzo 2017]. 
[20]  Amazon Web Services, «Amazon Web Services,» 2017. [En línea]. Available: 
https://aws.amazon.com/es/. [Último acceso: 11 Marzo 2017]. 
[21]  Tokbox, «OpenTok Platform,» 2017. [En línea]. Available: https://tokbox.com/. [Último 
acceso: 11 Marzo 2017]. 
[22]  Crashlytics, «Crashlytics,» 2017. [En línea]. Available: https://try.crashlytics.com/. 
[Último acceso: 11 Marzo 2017]. 
[23]  Amazon Web Services, «AWS & Sustainability,» 2017. [En línea]. Available: 
https://aws.amazon.com/es/about-aws/sustainability/. [Último acceso: 12 Marzo 
2017]. 
[24]  Apple, «Environment Reports,» 2017. [En línea]. Available: 
http://www.apple.com/environment/reports/. [Último acceso: 12 Marzo 2017]. 
[25]  Wikipedia, «Interfaz de programación de aplicaciones (API),» [En línea]. Available: 
https://es.wikipedia.org/wiki/Interfaz_de_programaci%C3%B3n_de_aplicaciones. 
[Último acceso: 07 mayo 2017]. 
[26]  Mozilla Developer Network, «WebSockets,» [En línea]. Available: 
https://developer.mozilla.org/es/docs/WebSockets-840092-dup. [Último acceso: 07 
mayo 2017]. 
[27]  Wikipedia, «Tiempo Unix,» 2017. [En línea]. Available: 
https://es.wikipedia.org/wiki/Tiempo_Unix. [Último acceso: 05 junio 2017]. 
[28]  Wikipedia, «SHA-2,» 2017. [En línea]. Available: https://en.wikipedia.org/wiki/SHA-2. 
[Último acceso: 07 junio 2017]. 
[29]  Wikipedia, «Base64,» 2017. [En línea]. Available: https://en.wikipedia.org/wiki/Base64. 
[Último acceso: 05 junio 2017]. 
[30]  W3schools.com, «JSON Data Types,» [En línea]. Available: 
https://www.w3schools.com/js/js_json_datatypes.asp. [Último acceso: 14 Mayo 2017]. 
 
 
Página 189 de 204 
 
[31]  Wikipedia, «User Experience (UX),» [En línea]. Available: 
https://en.wikipedia.org/wiki/User_experience. [Último acceso: 14 mayo 2017]. 
[32]  Apple, «iOS Human Interface Guidelines,» [En línea]. Available: 
https://developer.apple.com/ios/human-interface-guidelines/overview/design-
principles/. [Último acceso: 14 mayo 2017]. 
[33]  Wikipedia, «HUD,» [En línea]. Available: 
https://en.wikipedia.org/wiki/HUD_(computing). [Último acceso: 14 mayo 2017]. 
[34]  Wikipedia, «Unix Signal,» [En línea]. Available: 
https://en.wikipedia.org/wiki/Unix_signal. [Último acceso: 14 mayo 2017]. 
[35]  Apple, «Performance Tips,» [En línea]. Available: 
https://developer.apple.com/library/content/documentation/iPhone/Conceptual/iPho
neOSProgrammingGuide/PerformanceTips/PerformanceTips.html. [Último acceso: 14 
mayo 2017]. 
[36]  Apple, «About Keychain Services,» [En línea]. Available: 
https://developer.apple.com/library/content/documentation/Security/Conceptual/key
chainServConcepts. [Último acceso: 14 mayo 2017]. 
[37]  Wikipedia, «Prototype-based programming,» [En línea]. Available: 
https://en.wikipedia.org/wiki/Prototype-based_programming. [Último acceso: 14 mayo 
2017]. 
[38]  Wikipedia, «Object-oriented programming,» [En línea]. Available: 
https://en.wikipedia.org/wiki/Object-oriented_programming. [Último acceso: 14 mayo 
2017]. 
[39]  Node.JS, «Node.js,» 2017. [En línea]. Available: https://nodejs.org/es/. [Último acceso: 
07 junio 2017]. 
[40]  Node.JS, «Modules,» [En línea]. Available: https://nodejs.org/api/modules.html. 
[Último acceso: 14 mayo 2017]. 
[41]  Apple, «Model-View-Controller,» [En línea]. Available: 
https://developer.apple.com/library/content/documentation/General/Conceptual/Dev
Pedia-CocoaCore/MVC.html. [Último acceso: 14 mayo 2017]. 
[42]  Apple, «Core Data Programming Guide,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/Cocoa/Conceptual/CoreD
ata/HowManagedObjectsarerelated.html. [Último acceso: 08 junio 2017]. 
[43]  Apple, «NextPrevious,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/Cocoa/Conceptual/Progr
ammingWithObjectiveC/WorkingwithProtocols/WorkingwithProtocols.html. [Último 
acceso: 11 junio 2017]. 
[44]  Apple, «Delegates and Data Sources,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/General/Conceptual/Coc
 
 
Página 190 de 204 
 
oaEncyclopedia/DelegatesandDataSources/DelegatesandDataSources.html. [Último 
acceso: 11 junio 2017]. 
[45]  Apple, «About Table Views in iOS Apps,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/UserExperience/Concept
ual/TableView_iPhone/AboutTableViewsiPhone/AboutTableViewsiPhone.html. [Último 
acceso: 11 junio 2017]. 
[46]  Swagger, «Swagger,» [En línea]. Available: http://swagger.io/. [Último acceso: 20 junio 
2017]. 
[47]  Apple, «HeaderDoc User Guide,» 2016. [En línea]. Available: 
https://developer.apple.com/legacy/library/documentation/DeveloperTools/Conceptu
al/HeaderDoc/intro/intro.html#//apple_ref/doc/uid/TP40001215. [Último acceso: 14 
junio 2017]. 
[48]  Socket.io, «Server API,» 2017. [En línea]. Available: https://socket.io/docs/server-api/. 
[Último acceso: 01 Junio 2017]. 
[49]  Apple, «About Instruments,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/DeveloperTools/Concept
ual/InstrumentsUserGuide/. [Último acceso: 1 junio 2017]. 
[50]  Artillery, «Artillery,» 2017. [En línea]. Available: https://artillery.io/. [Último acceso: 18 
junio 2017]. 
[51]  Amazon, «Tipos de instancias EC2,» 2017. [En línea]. Available: 
https://aws.amazon.com/es/ec2/instance-types/. [Último acceso: 17 junio 2017]. 
[52]  PM2, «PM2 - Process Manager 2,» 2017. [En línea]. Available: 
https://github.com/Unitech/pm2. [Último acceso: 17 junio 2017]. 
[53]  Wikipedia, «Mapeo objeto-relacional,» 2017. [En línea]. Available: 
https://en.wikipedia.org/wiki/Object-relational_mapping. [Último acceso: 06 junio 
2017]. 
[54]  Apple, «Cocoa (Touch),» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/General/Conceptual/Dev
Pedia-CocoaCore/Cocoa.html. [Último acceso: 12 junio 2017]. 
[55]  Apple, «About Objective-c,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/Cocoa/Conceptual/Progr
ammingWithObjectiveC/Introduction/Introduction.html. [Último acceso: 12 junio 
2017]. 
[56]  Apple, «Understanding Auto Layout,» 2017. [En línea]. Available: 
https://developer.apple.com/library/content/documentation/UserExperience/Concept
ual/AutolayoutPG/index.html. [Último acceso: 12 junio 2017]. 
[57]  Open Web Application Security Project, «Certificate and Public Key Pinning,» 2017. [En 
línea]. Available: 
 
 
Página 191 de 204 
 
https://www.owasp.org/index.php/Certificate_and_Public_Key_Pinning. [Último 
acceso: 14 junio 2017]. 
[58]  Wikiepedia, «Transferencia de Estado Representacional,» [En línea]. Available: 
https://es.wikipedia.org/wiki/Transferencia_de_Estado_Representacional. [Último 
acceso: 07 mayo 2017]. 
 
 
  
 
 
Página 192 de 204 
 
ANEXO I: Listado de tareas finales 
Nombre de tarea Duración Comienzo Fin Trabajo Nombres de los recursos 
Planificación 9 días 
mié 
02/11/16 
mar 
15/11/16 
45 horas  
   Ámbito 2 días 
mié 
02/11/16 
vie 
04/11/16 
10 horas Jefe de proyecto 
   Planificación 
temporal 
1 día 
vie 
04/11/16 
lun 
07/11/16 
5 horas 
Jefe de proyecto [50%]; 
Analista [50%] 
   Presupuesto y 
sostenibilidad 
1 día 
lun 
07/11/16 
mar 
08/11/16 
5 horas Jefe de proyecto 
   Estudio tecnologías 2 días 
mar 
08/11/16 
jue 
10/11/16 
10 horas 
Programador [25%]; Analista 
[75%] 
   Documentación GEP 3 días 
jue 
10/11/16 
mar 
15/11/16 
15 horas Documentador 
Iteración 1 - RTA 31 días 
mar 
15/11/16 
jue 
29/12/16 
155 horas  
   Formación NODE.JS 5 días 
mar 
15/11/16 
mar 
22/11/16 
25 horas Programador 
   Formación Socket.io 2 días 
mar 
22/11/16 
jue 
24/11/16 
10 horas Programador 
   Diseño sistema RTA 3 días 
jue 
24/11/16 
mar 
29/11/16 
15 horas Diseñador 
   Desarrollo API 4 días 
mar 
29/11/16 
lun 
05/12/16 
20 horas Programador 
   Seguridad 3 días 
mar 
06/12/16 
vie 
09/12/16 
15 horas 
Diseñador [25%]; jefe de 
proyecto [25%]; Programador 
[50%] 
   Envío notificaciones 
Push 
2 días 
vie 
09/12/16 
mar 
13/12/16 
10 horas Programador 
   Mensajería 3 días 
mar 
13/12/16 
vie 
16/12/16 
15 horas Programador 
   Videollamada 6 días 
vie 
16/12/16 
lun 
26/12/16 
30 horas Programador 
   Creación entornos  1 día 
lun 
26/12/16 
mar 
27/12/16 
5 horas Programador 
   Publicación y 
validación 
2 días 
mar 
27/12/16 
jue 
29/12/16 
10 horas 
Jefe de proyecto [25%]; 
Tester [75%] 
Iteración 2 - iOS Base 20 días 
jue 
29/12/16 
vie 
27/01/17 
100 horas  
   Diseño software 
iteración 
5 días 
jue 
29/12/16 
jue 
05/01/17 
25 horas Diseñador 
   Proyecto base y 
entornos 
2 días 
vie 
06/01/17 
lun 
09/01/17 
10 horas Programador 
   Registro y login 4 días 
mar 
10/01/17 
lun 
16/01/17 
20 horas Programador 
   Invitación dispositivo 2 días 
lun 
16/01/17 
mié 
18/01/17 
10 horas Programador 
 
 
Página 193 de 204 
 
   Contactos 3 días 
mié 
18/01/17 
lun 
23/01/17 
15 horas Programador 
   Galería organización 2 días 
lun 
23/01/17 
mié 
25/01/17 
10 horas Programador 
   Testing y calidad 2 días 
mié 
25/01/17 
vie 
27/01/17 
10 horas Tester 
Iteración 3 - iOS 
Videollamada 
37 días 
vie 
27/01/17 
mié 
22/03/17 
185 horas  
   Formación WebRTC 4 días 
vie 
27/01/17 
jue 
02/02/17 
20 horas Programador 
   Diseño software 
iteración 
5 días 
jue 
02/02/17 
jue 
09/02/17 
25 horas Diseñador 
   Flow llamada 
(conexión RTA y API) 
3 días 
vie 
10/02/17 
mar 
14/02/17 
15 horas Programador 
   Implementación 
WebRTC 
5 días 
mié 
15/02/17 
mié 
22/02/17 
25 horas Programador 
   Lógica videollamada 2 días 
mié 
22/02/17 
vie 
24/02/17 
10 horas Programador 
   Llamada a experto 2 días 
vie 
24/02/17 
mar 
28/02/17 
10 horas Programador 
   Telepresencia 5 días 
mar 
28/02/17 
mar 
07/03/17 
25 horas Programador 
   Vistas 2 días 
mar 
07/03/17 
jue 
09/03/17 
10 horas Programador 
   Llamadas 2 días 
jue 
09/03/17 
lun 
13/03/17 
10 horas Programador 
   Notificaciones Push 
videollamada 
3 días 
lun 
13/03/17 
jue 
16/03/17 
15 horas Programador 
   Testing y calidad 4 días 
vie 
17/03/17 
mié 
22/03/17 
20 horas Tester 
Iteración 4 - 
Mensajería 
28 días 
jue 
23/03/17 
mié 
03/05/17 
140 horas  
   Diseño software 
iteración 
3 días 
jue 
23/03/17 
mar 
28/03/17 
15 horas Diseñador 
   Flow mensajería 
(conexión RTA y API) 
4 días 
mar 
28/03/17 
lun 
03/04/17 
20 horas Programador 
   Implementación 
lógica mensajería 
5 días 
lun 
03/04/17 
lun 
10/04/17 
25 horas Programador 
   Mensajes multimedia 2 días 
lun 
10/04/17 
mié 
12/04/17 
10 horas Programador 
   Views mensajería 
(chat) 
6 días 
mié 
12/04/17 
jue 
20/04/17 
30 horas Programador 
   Persistencia 
mensajes 
4 días 
vie 
21/04/17 
mié 
26/04/17 
20 horas Programador 
   Testing y calidad 4 días 
jue 
27/04/17 
mié 
03/05/17 
20 horas Tester 
Iteración 5 - Entrega 19 días 
mié 
03/05/17 
mar 
30/05/17 
95 horas  
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   Publicación entorno 
PRE 
2 días 
mié 
03/05/17 
vie 
05/05/17 
10 horas Jefe de proyecto 
   Pruebas de campo en 
PRE 
5 días 
vie 
05/05/17 
vie 
12/05/17 
25 horas 
Jefe de proyecto[10%]; 
Tester [90%] 
   Correcciones y 
mejoras 
5 días 
vie 
12/05/17 
vie 
19/05/17 
25 horas Programador 
   Calidad 4 días 
vie 
19/05/17 
jue 
25/05/17 
20 horas Tester 
   Publicación 
Producción 
3 días 
vie 
26/05/17 
mar 
30/05/17 
15 horas Jefe de proyecto 
Fin Proyecto 10 días 
mié 
31/05/17 
mié 
14/06/17 
50 horas  
   Redacción memoria 6 días 
mié 
31/05/17 
jue 
08/06/17 
30 horas Documentador 
   Presentación 
Defensa 
4 días 
jue 
08/06/17 
mié 
14/06/17 
20 horas Documentador 
Tabla 124: listado de tareas finales 
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ANEXO II: Capturas de la aplicación iOS 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
Ilustración 25: vista inicio de sesión 
 
 
Ilustración 24: vista inicio aplicación iOS 
 
 
Ilustración 27: vista registro organización 
 
 
Ilustración 26: vista registro con invitación 
 
 
Ilustración 28: vista validar invitación 
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Ilustración 32: vista detalle usuario 
 
Ilustración 30: vista listado contactos y dispositivos 
de la organización 
 
 
Ilustración 29: vista galería organización 
 
 
Ilustración 31: vista detalle usuario con el listado 
de sus dispositivos 
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Ilustración 33: vista llamada entrante 
 
Ilustración 34: vista llamando a un usuario 
 
 
Ilustración 35: vista videollamada en curso mostrando los puntos pulsados por el usuario 
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Ilustración 37: vista videollamada en curso mostrando un mensaje recibido 
 
 
Ilustración 36: vista videollamada en curso mostrando una imagen recibida 
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Ilustración 40: vista mensajes orden de trabajo en 
un chat 
 
Ilustración 41: vista listado chats 
 
 
Ilustración 39: vista mensajes de un chat 
 
 
Ilustración 38: vista mensajes multimedia de un chat 
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