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UI user interface uporabniˇski vmesnik
MAC Media Access Control nadzor dostopa do medijev
RFCOMM Radio Frequency Communica-
tion
radiofrekvencˇna komunikacija
PCM Pulse-Code Modulation pulzno kodna modulacija
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SDK Software Development Kit komplet za razvoj programske
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tor
SDP Service Discovery Protocol protokol za odkrivanje storitev
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Povzetek
Naslov: Android aplikacija za prenos glasbe v zˇivo preko tehnologij Blueto-
oth in Wi-Fi Direct
Avtor: Sebastian Alejandro Montanez
Za svojo diplomsko nalogo sem zˇelel ustvariti aplikacijo za mobilne na-
prave z operacijskim sistemom Android, ki bi omogocˇala deljenje glasbe v
zˇivo med dvema napravama.
V ta namen sem moral naprej ugotoviti, kako poiskati in predvajati vse da-
toteke tipa .mp3, ki se nahajajo v napravi. Nato sem omogocˇil povezavo
med dvema napravama preko uporabe tehnologij Bluetooth in Wi-Fi Direct
ter nasˇel nacˇin, da se v obeh napravah istocˇasno predvaja ista skladba. Svoji
aplikaciji sem dodal tudi mozˇnost sledenja napravi preko uporabe Google
Maps API, ki uporabniku omogocˇa vpogled v poti in razdalje, ki jih je nare-
dil s svojo napravo.
Kljucˇne besede: glasba, deljenje, Bluetooth, Wi-Fi Direct, sledenje.

Abstract
Title: Android Application for Music Streaming using Bluetooth and Wi-Fi
Direct Technologies
Author: Sebastian Alejandro Montanez
The idea for this thesis is the development of a mobile application for
Android devices that lets people share live music between two devices.
As a first step, I had to solve how to find and play all the audio files located
in the device. The next step was to connect two devices using Bluetooth and
Wi-Fi Direct technologies and find a way to be able to listen the same song
on both devices at the same time. Lastly, I worked on getting the geolocation
from the device, so I could have a record of the travelled paths and distances.




V danasˇnjem hitrem ritmu zˇivljenja je pomembno, da si znamo vzeti cˇas
zase, za svoje telo in za druzˇenje. Veliko ljudi se zato odpravi na tek, mnogi
med njimi tudi v druzˇbi.
Ideja te aplikacije je nastala z zˇeljo, da bi dvema osebama, ki se skupaj
odpravita na tek, omogocˇila, da si med tekom med seboj delita glasbo in
tako istocˇasno poslusˇata isto skladbo ter lahko na ta nacˇin tudi vzdrzˇujeta
isti ritem teka. Cˇeprav je aplikacija namenjena predvsem tekacˇem, pa se
lahko uporabi tudi v drugih zˇivljenjskih situacijah, uporabljajo jo lahko na
primer prijatelji, ki zˇelijo skupaj poslusˇati glasbo, vendar z njo ne zˇelijo ali
ne smejo motiti drugih navzocˇih.
Tako je nastal Sinkro, aplikacija za mobilne naprave z operacijskih
sistemom Andriod, ki omogocˇa mozˇnost deljenja glasbe v zˇivo med dvema
Android napravama preko tehnologije Bluetooth in WiFi-Direct. Aplikacija
ob tem ponuja tudi mozˇnost sledenja napravi, tako da lahko uporabnik vidi in
preverja pot ter razdaljo, ki jo je pretekel. Ker aplikacija shranjuje podatke o
razdaljah, pa uporabniku omogocˇa tudi pregled vseh razdalj, ki jih je naredil
posameznega dne. Dodatni funkciji aplikacije sem dodal z namenom, da bi
bila aplikacija uporabna tudi v primeru, cˇe uporabnik ne zˇeli deliti glasbe,
temvecˇ zˇeli le belezˇiti pot in razdaljo med tekom.
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Slika 1.1: Zacˇetni Activity
Kot prikazuje 1.1, aplikacija ponuja razlicˇne funkcije uporabe:
• Music Library: omogocˇa predvajanje vseh datotek tipa .mp3, ki
so shranjene v napravi.
• Bluetooth: omogocˇa deljenje glasbe, ki jo trenutno predvajamo, z
drugo napravo.
• WiFi-Direct: od funkcije Bluetooth se razlikuje v tem, da se na-
prave med seboj povezˇejo preko tehnologije WiFi-Direct.
• Trace: omogocˇa sledenje napravi, s cˇimer lahko pregledamo pot, ki
jo je naredil uporabnik, ter izracˇunamo njeno razdaljo.
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• History: omogocˇa shranjevanje in belezˇenje vseh razdalj, ki jih je
uporabnik naredil posameznega dne, s cˇimer lahko spremljamo njegovo
vsakodnevno fizicˇno aktivnost.






Aktivnosti Music Library in Media Player sta osredotocˇeni na pred-
vajanje glasbene vsebine, ki obstaja v napravi. Za to je naprej potrebno
dovoljenje uporabnika za dostop do notranjega pomnilnika.
Po tem, ko je dovoljenje podano, sem pridobil mape, ki vsebujejo datoteke
tipa ”.mp3”, za kar sem uporabil funkcijo ”FolderWithMusic”, ki sem jo pri-
dobil na spletni strani StackOverflow [1]. V Music Library se nato preko
uporabe orodja ListView prikazˇejo vse mape, ki vsebujejo datoteke .mp3.
S klikom na posamezno mapo aktivnost Music Library znova klicˇe sama
sebe, a tokrat v orodju ListView nalozˇi vse datoteke tipa .mp3, ki jih
mapa vsebuje. Ko uporabnik izbere dolocˇeno pesem, se odpre aktivnost,
imenovana Media Player.
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Slika 2.1: Mape, ki vsebujejo glasbo Slika 2.2: Skladbe v posamezni mapi
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2.2 Media Player
Ko se odpre aktivnost Media Player, le ta iz aktivnosti Music Library pri-
dobi pot, kjer se nahaja glasbena datoteka, ki jo zˇeli predvajati uporabnik.
Za predvajanje izbrane skladbe se v aktivnosti Media Player ustvari nova
spremenljivka tipa MediaPlayer.
Multimedijsko ogrodje Android vkljucˇuje podporo za predvajanje razlicˇnih
skupnih vrst medijev, tako lahko preprosto integriramo zvok, video in slike v
svoje aplikacije. Predvajamo lahko zvok ali video iz multimedijskih datotek,
shranjenih v virih aplikacije, iz samostojnih datotek v datotecˇnem sistemu
ali iz podatkovnega toka, ki prihaja iz omrezˇne povezave, vse z API-ji Medi-
aPlayer [2].
MediaPlayer class se lahko uporablja za nadzor predvajanja avdio / video
datotek in podatkovnega toka (stream) [3].
Slika 2.3 prikazuje zˇivljenjski cikel in stanje objekta MediaPlayer, ki ga
poganjajo podprte operacije nadzora predvajanja. Krogi predstavljajo sta-
nja, v katerih se lahko nahaja objekt MediaPlayer. Pusˇcˇice predstavljajo
operacije nadzora predvajanja, ki poganjajo prehod stanja v objektu. Ob-
stajata dve vrsti pusˇcˇic. Pusˇcˇice z eno glavo predstavljajo sinhronske klice
metod, medtem ko pusˇcˇice z dvojno glavo predstavljajo asinhronske klice
metod [3].
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Slika 2.3: Zˇivljenjski cikel objekta MediaPlayer [3]
V aplikaciji Sinkro si stanja v spremenljivki tipa MediaPlayer sledijo v
naslednjih korakih:
• Najprej se inicializira spremenljivka tipa MediaPlayer, v kateri se nalozˇi
datoteka, ki jo zˇeli uporabnik predvajati.
Slika 2.4: Kreiranje ter inicializacija spremenljivke tipa MediaPlayer
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• Dolocˇi se tip stream-a.
Slika 2.5: Dolocˇitev tipa stream-a
• Spremenljivka tipa MediaPlayer ostane v stanju pripravljenosti
Slika 2.6: Spremenljivka mediaPlayer v stanju pripravljenosti
• Ko se uporabnik odlocˇi predvajati glasbo in po pritisku na gumb Play/Pause,
se stanje spremenljivke tipa MediaPlayer spremeni v Started.
Slika 2.7: Zacˇetek predvajanje spremenljivke mediaPlayer
• Ob ponovnem pritisku na gumb Play/Pause, se stanje spremenljivke
tipa MediaPlayer spremeni v stanje pavze.
Slika 2.8: Spremenljivka mediaPlayer v stanju pavze
• Ko se skladba, ki se trenutno predvaja, koncˇa, spremenljivka tipa Medi-
aPlayer klicˇe funkcijo .OnCompletionListener. Ta sprosti spremen-
ljivko tipa MediaPlayer in ponovi zgoraj opisani proces za naslednjo
skladbo.
Slika 2.9: Spremenljivka mediaPlayer v stanju pavze
Poleg spremenljivke tipa MediaPlayer se v aktivnosti Media Player upo-
rabljata sˇe dve zelo pomembni orodji, to sta: Handler in Runnable. Obe se
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uporabljata pri seek bar-u, ki uporabniku omogocˇa izbiro, kateri del pesmi
zˇeli poslusˇati.
Vmesnik Runnable mora biti izveden v kateremkoli razredu, ki naj bi bil
izvrsˇen v niti. Edina metoda, ki jo mora razred definirati, je metoda run(),
ki ne dobi nobenega argumenta. Runnable prav tako zagotavlja sredstva za
razred, ki je aktiven, ne da bi potrebovali uporabiti razsˇiritev tipa Thread.
Vmesnik Runnable se vecˇinoma uporablja v primerih, ko je potrebna zgolj
uporaba metode run () in ni potrebna nobena druga Thread metoda [4].
Ker je Runnable vrsta niti, to pomeni, da se izvaja vzporedno z glavno
nitjo aplikacije, zato lahko sledimo, v katerem trenutku predvajanja pesmi
smo, ne da bi s tem motili normalno delovanje aplikacije. Ko se predvajanje
pesmi koncˇa ali se zacˇne predvajati druga skladba, se ta Runnable unicˇi,
ustvari pa se nov Runnable, ki ponovno prikazuje trenutek predvajanja nove
skladbe. Zaradi navedenega in ker Runnable ne vsebuje nobenega pogoja za
prekinitev delovanja niti, sem se odlocˇil za uporabo vmesnika Runnable.
Ko zˇelimo sledenje predvajanja posamezne skladbe prikazati v glavni niti
programa, pa moramo pri tem uporabiti novo pomembno orodje, imenovano
Handler.
Orodje Handler omogocˇa obdelavo in procesiranje sporocˇil, zagotavlja
mehanizem za posˇiljanje (v smislu povezave) med threads oziroma nitmi
in tako lahko posˇilja sporocˇila iz nasˇe sekundarne niti v UI Thread oziroma
glavno nit [5].
V aktivnosti Media Player sem od orodja Handler uporabljal samo
metodo .postDelayed(...), ki omogocˇa, da je ta Runnable dodan v cˇakalno
vrsto sporocˇil, ki se bodo zagnala po preteku dolocˇenega cˇasa [6]. To pomeni,
da bo po preteku dolocˇenega cˇasa metoda prebrala sporocˇilo iz cˇakalne vrste
in ga poslala v glavno nit. Z uporabo te metode sem lahko definiral, koliko
cˇasa pretecˇe med enim in drugim sporocˇilom v milisekundah. Ker sem zˇelel
pokazati trajanje pesmi v sekundah, sem cˇas med sporocˇil definiral na 1000
milisekund, kar je enako eni sekundi. Na ta nacˇin sem v glavni niti lahko
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prikazal, v kateri sekundi skladbe se trenutno predvaja glasba.




Aktivnost Bluetooth connections omogocˇa povezavo med dvema mobil-
nima napravama preko tehnologije Bluetooth. Za uporabo te aktivnosti je
treba najprej uposˇtevati dva zelo pomembna pogoja, in sicer, da je blue-
tooth v napravi aktiviran in da so podana vsa dovoljenja, ki jih aktivnost
potrebuje.
Prvi pogoj je povsem pricˇakovan, saj se povezava med napravama ne
more vzpostaviti, dokler v napravi ni aktiviran Bluetooth. Aplikacija sama
vprasˇa za aktivacijo Bluetooth-a, od odlocˇitve uporabnika pa je odvisno, ali
ga aktivira ali ne. Dokler pa Bluetooth v napravi ni aktiviran, aplikacija ne
more izvajati aktivnosti Bluetooth connection.
Za aktivacijo Bluetooth-a v napravi sem uporabil naslednjo kodo, ki sem
jo dobil na spletni strani Android Developers [7].
Slika 3.1: Intent za aktiviranje Bluetooth-a v napravi
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Ta koda omogocˇa, da se uporabniku prikazˇe okno, v katerim prosi za
priklop Bluetooth-a v napravi, kot prikazuje Slika 3.2.
Slika 3.2: Intent za aktiviranje Bluetooth-a v napravi
3.1 Dovoljenja
Drugi pogoj za uporabo aktivnosti Bluetooth connections so dovoljenja.
Za pravo delovanje aktivnosti so potrebna tri dovoljenja, in sicer:
1. BLUETOOTH: To dovoljenje je potrebno za vzpostavitev kakrsˇnekoli
komunikacije prek povezave Bluetooth, na primer zahteve po povezavi,
sprejema povezave in prenosa podatkov [7].
2. LOKACIJA: To dovoljenje je potrebno, ker je Bluetooth iskanje lahko
uporabljeno za pridobivanje informacije o trenutni lokaciji uporabnika.
Ta informacija lahko izvira iz naprave uporabnika ali iz Bluetooth od-
dajnikov, ki se uporabljajo na lokacijah, kot so na primer trgovine ali
javni objekti [7].
3. BLUETOOTH ADMIN: To dovoljenje je potrebno, ker je v aplikaciji
treba spremeniti Bluetooth nastavitve naprave, med katerimi je tudi vi-
dnost naprave. Da se napravi lahko najdeta in vzpostavita medsebojno
Diplomska naloga 15
povezavo, morata namrecˇ biti vidni druga drugi. Aplikacija mora zato
omogocˇiti vidnost naprave [7].
Slika 3.3: Bluetooth Connections Activity
Ko so vsa dovoljenja odobrena, se prikazˇe aktivnost Bluetooth Connec-
tions. Slika 3.3 prikazuje primer te aktivnosti.
3.2 Vzpostavitve povezave
Prvi korak, ki je bil potreben pri programiranju te aktivnosti, je bil ustvariti
spremenljivko tipa BluetoothAdapter, ki predstavlja vmesnik Bluetooth-a
v napravi. BluetoothAdapter omogocˇa opravljanje osnovnih nalog Bluetooth-
a, na primer odkrivanje naprav, poizvedovanje po seznamu seznanjenih na-
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prav, inicializiranje na primer BluetoothDevice z MAC naslovom, ustvar-
janje vmesnika BluetoothServerSocket za sprejemanje zahtev za povezavo
z drugimi napravami in zagon skeniranja Bluetooth naprav [8].
Bluetooth adapter je bil v aplikaciji prvicˇ uporabljen pri preverjanju, ali je
Bluetooth v napravi aktiviran. Pri tem sem uporabil metodo isEnabled(),
ki preveri, cˇe je Bluetooth v napravi aktiviran ali ne.
Po tem, ko je bila spremenljivka tipa BluetoothAdapter ustvarjena,
je bilo treba preveriti, katere naprave so bile predhodno zˇe povezane s to
napravo, za kar sem uporabil funkcijo .getBondedDevices(). Ta funkcija
vrne seznam objektov tipa BluetoothDevice, ki predstavljajo naprave, ki
so bile v preteklosti zˇe povezane [7].
Z uporabo objekta tipa BluetoothDevice sem dobil informacije o teh
napravah. V mojem primeru sem potreboval samo dva podatka, in sicer:
• Ime naprave
• MAC naslov
Ime naprave sem potreboval zato, da bi ga dodal v nek seznam in ga preko
uporabe orodja ListView prikazal uporabniku, da bi se ta lahko odlocˇil, s
katero napravo si zˇeli vzpostaviti povezavo.
MAC naslov pa sem potreboval, ker je za vzpostavitev povezave z drugo
napravo preko Bluetooth-a potrebno poznati njen MAC naslov [7].
Aplikacija nudi mozˇnost aktiviranja vidnosti naprave, kar pomeni, da s
pritiskom na gumb Enable Discoverability, kot prikazuje Slika 3.3, na-
prava postane vidna za druge naprave, s tem pa je omogocˇena vzpostavitev
medsebojne povezave. Vidnost sem aktiviral z uporabo naslednje kode [7]:
Z vrstico discoverableIntent.putExtra(...) sem definiral, koliko cˇasa bo
naprava vidna, v mojem primeru je to 5 minut ali 300 sekund.
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Slika 3.4: Koda za aktiviranje vidnosti Bluetooth-a
Ob uporabi te kode se prikazˇe okno, ki uporabnika vprasˇa za odobritev
aktiviranja vidnosti naprave, kot prikazuje Slika 3.5.
Slika 3.5: Dovoljenje za aktivacijo vidnosti naprave
Kot kazˇe Slika 3.3, aktivnost Bluetooth Connections vsebuje tudi gumb
Scan, ki sprozˇi iskanje po Bluetooth napravah, ki se nahajajo v blizˇini. Za
aktiviranje tega iskanja sem uporabil funkcijo startDiscovery(). Postopek
iskanja je asinhron in vrne logicˇno vrednost, ki kazˇe, ali se je iskanje zacˇelo
ali ne. Postopek po napravah vkljucˇuje skeniranje, ki traja 12 sekund, temu
sledi skeniranje vsake naprave, ki jo najde, da dobi njeno ime [7]. V svo-
jem primeru sem vsako najdeno napravo dodal v nek ArrayAdapter, ki
sem ga kasneje uporabil za prikaz vseh najdenih naprav z uporabo orodja
ListView.
Za vzpostavitev povezave med dvema napravama sem moral implemen-
tirati tako strezˇniˇske kot tudi odjemalske mehanizme, saj mora ena naprava
najprej ustvariti strezˇniˇski vticˇ, druga pa mora zacˇeti povezavo z MAC na-
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slovom strezˇniˇske naprave. Vsaka strezˇniˇska naprava in odjemalska naprava
dobita zahtevani BluetoothSocket na razlicˇne nacˇine. Strezˇnik prejme in-
formacije o vticˇu, ko je sprejeta dohodna povezava. Odjemalec pa poda
informacije o vticˇu, ko odpre kanal RFCOMM strezˇniku. Strezˇnik in odje-
malec sta med seboj povezana, cˇe imata na isti kanal RFCOMM prikljucˇeno
povezavo Bluetooth. Na tej tocˇki lahko vsaka naprava pridobi vhodne in
izhodne tokove in prenos podatkov se lahko zacˇne [7].
Za kreiranje strezˇniˇskega vticˇa mora strezˇnik, poleg MAC naslova, de-
finirati tudi ime aplikacije in UUID sˇtevilko. Ker je ime moje aplikacije
Sinkro, sem isto ime uporabil tudi v tem primeru.
Slika 3.6: Kreiranje ter inicializacija spremenljivke APP NAME
To ime se uporablja za identifikacijo te storitve in ga sistem avtomatsko
doda v podatkovno bazo protokola za odkrivanje storitev (SDP) v napravi.
Za definiranje UUID sˇtevilke pa sem uporabil spletni generator, ki sem ga
nasˇel na spletnem naslovu: https://www.uuidgenerator.net/. UUID se prav
tako vnese v podatkovno bazo SDP in je osnova za pogodbo o povezavi z
odjemalsko napravo. To pomeni, da odjemalec, ko poskusˇa vzpostaviti po-
vezavo s to napravo, nosi UUID, ki enolicˇno identificira storitev, s katero se
zˇeli povezati. Ti UUID-ji se morajo ujemati, da bo povezava sprejeta [7].
UUID je standardiziran 128-bitni format od ID niza, ki se uporablja za
enolicˇno identifikacijo informacij. Bistveno pri UUID je to, da je dovolj velik,
da lahko izberemo poljuben nakljucˇni ID, ki se ne bo ujemal z nobenim
drugim ID-jem. V mojem primeru se uporablja za edinstveno prepoznavanje
Bluetooth storitve te aplikacije [7].
Po pridobitvi UUID preko spleta sem ga v kodi inicializiral na slednji
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nacˇin:
Slika 3.7: Kreiranje ter inicializacija spremenljivke MY UUID
Kot zadnji korak za kreiranje strezˇniˇskega vticˇa sem uporabil naslednjo
vrstico v kodi:
Slika 3.8: Inicializacija spremenljivke bcServerSocket
Na strani odjemalca sem nato kreiral odjemalski vticˇ z naslednjim uka-
zom:
Slika 3.9: Inicializacija spremenljivke bcClientSocket
V primeru uporabe Bluetooth-a v tej aplikaciji bo smer posˇiljanja podat-
kov vedno od strezˇnika k odjemalcu, kar pomeni, da bo glasbo, ki jo predvaja
strezˇniˇska naprava, lahko poslusˇala tudi odjemalska naprava in ne obratno.
Navedeno prikazuje Slika 3.10.
Diagram na Sliki 3.11 prikazuje potek povezave med napravama. Ko se
aktivnost BluetoothConnections zazˇene v napravi, najprej sprozˇi mozˇnost
povezave, v kateri je naprava v vlogi strezˇnika, in cˇaka na njeno vzpostavitev.
Od tedaj dalje obstajata dve mozˇnosti:
• Naprava se priklopi kot strezˇnik: V tem primeru se komunikacija med
napravama vzpostavi tako, da je naprava v vlogi strezˇnika, kar pomeni,
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Slika 3.10: Smer podatkovnega toka v Bluetooth povezavi
da bo podatkovni tok izviral iz te naprave. Kot je vidno na Sliki 3.10,
smer podatkovnega toka v tej aktivnosti aplikacije vedno poteka od
strezˇnika k odjemalcu, zaradi cˇesar naprava, takoj ko se priklopi kot
strezˇnik, zacˇne posˇiljati podatke. Ko pride do prekinitve povezave,
naprava avtomatsko sprozˇi mozˇnost nove povezave, v kateri je naprava
znova v vlogi strezˇnika.
• Naprava se prikljucˇi kot odjemalec: V tem primeru naprava prekine
mozˇnost novih povezav in se povezˇe z drugo napravo v vlogi odjemalca.
Kot prikazuje Slika 3.10, bo ta naprava predvajala podatkovni tok, ki
bo izviral iz druge naprave, s katero je povezana. Ko se naprava povezˇe,
zacˇne predvajati vhodni podatkovni tok, dokler ne pride do prekinitve
povezave. Ob prekinitvi pa naprava avtomatsko sprozˇi mozˇnost nove
povezave z napravo, ki je v blizˇini in bi se zˇelela povezati kot odjemalec.
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Slika 3.11: Diagram poteka
3.3 Predvajanje zvoka
Za predvajanje dohodnega podatkovnega toka, ki prihaja v obliki toka baj-
tov, sem uporabljal orodje AudioTrack.
Razred AudioTrack upravlja in predvaja en audio vir za aplikacije Java.
Omogocˇa prenos audio medpomnilnika odjemalcu za predvajanje zvoka [9].
Nacˇin, s katerim sem uporabljal orodje AudioTrack, se imenuje stream.
Z njim sem omogocˇil, da aplikacija lahko zapiˇse neprekinjen tok podatkov
v AudioTrack-u z uporabo metode write() [8]. Ko se naprava povezˇe z
drugo napravo kot odjemalec, kreira objekt tipa AudioTrack in ga takoj zacˇne
predvajati z uporabo funkcije .play(). Ko zacˇne prihajati tok podatkov in
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Slika 4.1: WiFi Connections Activity
Poleg mozˇnosti povezave preko tehnologije Bluetooth, aplikacija nudi tudi
mozˇnost povezave med napravami za prenos glasbe v zˇivo preko uporabe
tehnologije WiFi-Direct.
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4.1 Dovoljenja
Pri programiranju aktivnosti WiFi Connection sem moral najprej zagoto-
viti potrebna dovoljenja, ki jih za svoje delovanje potrebuje ta aktivnost, in
sicer:
• ACCESS COARSE LOCATION: Do verzije Androida 6 je lahko vsaka
aplikacija preko uporabe Wi-Fi dobila lokacijo naprave brez dovoljenja
uporabnika. Od verzije Android 6 dalje pa je Google poskusˇal to tezˇavo
resˇiti tako, da je uporabnikom sporocˇil, da aplikacija z dostopom do
lokalnega omrezˇja pridobi tudi podatek o lokaciji naprave [10]. To
dovoljenje je edino od nasˇtetih, ki ga odobri uporabnik.
• CHANGE WIFI STATE: To dovoljenje aplikaciji omogocˇa spremembo
stanja povezave Wi-Fi [11].
• ACCESS WIFI STATE: To dovoljenje aplikaciji omogocˇa dostop do
informacij o omrezˇjih Wi-Fi [11].
• INTERNET: To dovoljenje je potrebno zato, ker povezava Wi-Fi Direct
ali Wi-Fi P2P uporablja standardne Java vticˇe, cˇeprav Wi-Fi P2P ne
zahteva povezave z internetom [12].
Sˇele, ko so vsa zgoraj navedena dovoljenja podana, se lahko odpre aktiv-
nost WiFi Connection.
4.2 Vzpostavitev povezave
Prvi korak pri programiranju te aktivnosti je bil kreiranje treh pomembnih
objektov, to so WifiManager, WifiP2pManager in WifiP2pManager
.Channel.
Razred WifiManager aplikaciji ponuja primarni API za upravljanje vseh
vidikov povezave Wi-FI. Ukvarja se z:
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• Seznamom konfiguriranih omrezˇij, ki ga je mozˇno pogledati in posodo-
biti ter spremeniti atribute posameznih vnosov.
• Trenutno aktivnim omrezˇjem Wi-Fi, cˇe ta obstaja. Povezavo je mozˇno
vzpostaviti ali prekiniti, prav tako je mogocˇe pridobiti dinamicˇne in-
formacije o stanju omrezˇja.
• Rezultati skeniranja dostopne tocˇke, ki vsebuje dovolj informacij za
odlocˇanje o dostopni tocˇki, s katero se povezuje.
• Definira imena razlicˇnih Intent akcij, ki omogocˇajo spremembe v stanju
Wi-Fi [13].
Razred WifiP2pManager aplikaciji ponudi API za upravljanje povezave
Wi-Fi peer-to-peer. Aplikaciji omogocˇi odkrivanje razpolozˇljivih vrstnikov
(peers), vzpostavi povezavo in naredi poizvedbo po seznamu vrstnikov [14].
Objekt tipa WifiP2pManager.Channel pa aplikacijo povezˇe z ogrodjem
Wifi P2P [15].
V naslednjem koraku sem moral kreirati razred BroadcastReceiver.
Ta aplikaciji omogocˇa sledenje vsem spremembam v sistemu Wi-Fi P2P
state [12]. Od navedenega razreda sem uporabil nekaj konstant, in sicer:
• WifiP2pManager.WIFI P2P STATE CHANGED ACTION: oznacˇi, ali
je Wi-Fi p2p aktiviran ali ne.
• WifiP2pManager.WIFI P2P PEERS CHANGED ACTION: oznacˇi, ali
se je zgodila kaksˇna sprememba v seznamu vrstnikov.
• WifiP2pManager.WIFI P2P CONNECTION CHANGED ACTION: oznacˇi,
ali se je stanje povezave spremenilo.
• WifiP2pManager. WIFI P2P THIS DEVICE CHANGED ACTION:
oznacˇi spremembe v nastavitvah naprave [12].
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Po kreiranju razreda BroadcastReceiver sem se vrnil v glavni razred
aktivnosti WifiConnection, kjer so prikazani gumbi WIFI ON/OFF,
DISCOVER in SEND AUDIO SIGNAL, kot prikazuje Slika 4.1.
S pritiskom na gumb WIFI ON/OFF je mozˇen vklop in izklop tehnolo-
gije Wi-Fi v napravi. Za to sem uporabil metodo .setWifiEnable(true/fase) iz
objekta WifiManager.
Gumb DISCOVER omogocˇa, da je naprava vidna drugim napravam
in da lahko najde druge naprave.
Za iskanje vrstnikov, ki so na voljo, sem uporabil funkcijo discoverPe-
ers iz objekta WifiP2pManager. Ta funkcija sprozˇi postopek odkrivanja,
ki vkljucˇuje skeniranje razpolozˇljivih vrstnikov Wi-Fi z namenom vzpostavi-
tve povezave. Klic funkcije takoj obvesti aplikacijo o uspehu ali neuspehu pri
odkrivanju drugih naprav, aplikacija pa obvesti uporabnika, cˇe se je odkri-
vanje uspesˇno zacˇelo ali cˇe je priˇslo do kaksˇne napake. Postopek odkrivanja
drugih naprav ostane aktiven, dokler se ne vzpostavi kaksˇna povezava ali
dokler se ne oblikuje skupina p2p [16].
Opisano iskanje se razlikuje od iskanja v primeru Bluetooth povezave, saj
se pri povezavi Wi-Fi iskanje naprav prekine avtomatsko, medtem ko mora
v primeru Bluetooth povezave iskanje izrecno (rocˇno) prekiniti programer.
Za prikaz naprav, ki so na voljo za vzpostavitev povezave, sem upora-
bil vmesnik WifiP2pManager.PeerListListener, ki zagotavlja informacije o
vrstnikih, ki so bili odkriti v omrezˇju Wi-Fi P2P [12]. Z uporabo tega vme-
snika in z informacijo o napravah, ki sem jo dobil, sem izpolnil listView-a v
aktivnosti WiFi Connections.
Orodje listView-a vsebuje seznam razpolozˇljivih naprav za vzpostavi-
tev povezave. S pritiskom na ime naprave se sprozˇi poskus vzpostavitve pove-
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zave z izbrano napravo, za kar sem uporabil objekt tipa WifiP2pConfig, v
katerega sem kopiral podatke o napravi preko uporabe objekta WifiP2pDevice.
Nato sem klical funkcijo connect().
Gumb SEND AUDIO SIGNAL omogocˇa posˇiljanje podatkovnega toka
od ene naprave k drugi. Razlika med tehnologijo Bluetooth in Wi-Fi Direct je
v tem, da ko se naprave povezˇejo preko Bluetooth-a, je ena od njih povezana
kot strezˇnik, druga pa kot odjemalec, podatkovni tok pa bo vedno potoval
v smeri od strezˇnika k odjemalcu, kot kazˇe Slika 3.10. Pri povezavi Wi-Fi
Direct je ena naprava prav tako vedno povezana kot strezˇnik, druga pa kot
odjemalec, vendar pa lahko podatkovni tok potuje od ene naprave do druge v
obeh smereh, smer pa je odvisna od tega, kdo pritisne gumb SEND AUDIO
SIGNAL, kot prikazuje Slika 4.2.
Slika 4.2: Smer podatkovnega toka v Wi-Fi Direct povezavi
Ko se napravi povezˇeta z uporabo tehnologije Wi-Fi Direct, ustvarita
skupino, v katero se lahko povezˇejo tudi druge naprave. V skupini mora biti
vedno ena naprava lastnica skupine. Pri dolocˇanju, katera naprava naj bo
lastnica skupine, Wi-Fi Direct preveri mozˇnosti upravljanja, uporabniˇskega
vmesnika in storitev vsake naprave in s temi informacijami izbere napravo,
ki lahko ucˇinkovito upravlja strezˇniˇske odgovornosti [12].
Ena izmed razlik med povezavama preko tehnologije Bluetooth in Wi-Fi
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Direct je v dolocˇitvi, katera naprava je povezana kot strezˇnik in katera kot
odjemalec. Pri povezavi Bluetooth to dolocˇi program, saj naprava, ki se zˇeli
povezati z drugo napravo, avtomaticˇno deluje kot odjemalec. Pri povezavi
Wi-Fi Direct pa odlocˇitev o tem, kdo je strezˇnik ali lastnik skupine ter kdo
odjamalec, sprejmeta napravi.
4.3 Predvajanje zvoka
Ko se napravi povezˇeta med seboj, vsaka ustvari objekt tipa AudioTrack,
ki bo omogocˇal predvajanje zvoka ter bo v stanju cˇakanja na vhodni podat-
kovni tok. Enako kot pri povezavi Bluetooth, objekt AudioTrack predvaja
zvok, ko pridobi dolocˇeno kolicˇino bajtov, v nasprotnem primeru pa ne pred-
vaja nicˇesar.
V napravi, v kateri uporabnik pritisne na gumb “SEND AUDIO SI-
GNAL”, se zacˇne izvajati funkcija, ki spremeni zvocˇno datoteko, ki se trenu-
tno predvaja, v tok byte-ov ter jih zacˇne posˇiljati drugi napravi. Naprava,
ki sprejme podatkovni tok, nalozˇi vhodne bajte v svoj objekt tipa Audio-
Track ter, ko je njihova kolicˇina zadostna, predvaja zvok.
Poglavje 5
Funkcionalnost Trace
Namen aktivnosti Trace je sledenje napravi preko sistema GPS. Uporab-
niku omogocˇa spremljanje, kaksˇno pot in razdaljo je naredil oziroma pretekel.
5.1 Dovoljenja
Za svoje delovanje aktivnost Trace potrebuje dve dovoljenji do dostopa
geolokacije naprave, in sicer:
• ACCESS COARSE LOCATION: To dovoljenje aplikaciji omogocˇa do-
stop do priblizˇne lokacije naprave [11].
• ACCESS FINE LOCATION: To dovoljenje aplikaciji omogocˇa dostop
do natancˇne lokacije naprave [11].
Ko sta dovoljenji podani, lahko dostopamo do aktivnosti, kot prikazuje
Slika 5.1.
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Slika 5.1: Aktivnost Trace
5.2 Pridobivanje storitve Google Maps
Pri programiranju te aktivnosti sem sledil korakom, ki jih svetuje spletna
stran Googla za razvijalce: https://developers.google.com/maps/documentation/
android-sdk/start.
Najprej sem moral preveriti, cˇe imam v Android Studiu nalozˇeno vse,
kar se zahteva za uporabo Google API-jev. Kot je vidno na Sliki 5.2, sem
preveril, cˇe imam nalozˇene Google Play storitve ter Support repository.
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Slika 5.2: Nalozˇeni SDK
V naslednjem koraku sem moral v svojo aplikacijo dodati Google Play
storitve, kar sem naredil tako, da sem v datoteki build.gradle (v delu
dependencies) dodal naslednjo vrstico:
Slika 5.3: Nalozˇeni SDK
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Od verzije Android v1.0 dalje Google za uporabo storitve Google Maps zah-
teva, da vsak razvijalec dobi svoj API kljucˇ, s cˇimer lahko nadzoruje upo-
rabo te storitve [17]. Kljucˇ se dobi na spletni strani: https://console.
developers.google.com. Na navedeni spletni strani sem najprej ustvaril
nov projekt, nato pa sem izbral API, ki sem ga potreboval, v mojem primeru
je bil to Maps SDK for Android. Nato sem ga aktiviral in zahteval svoj
API kljucˇ za aplikacijo. Po tem sem v aplikaciji ustvaril novo aktivnost,
tokrat tipa Google Map Activity, v kateri bi bila prikazana pot, ki jo je
pretekel uporabnik. V datoteko tipa .xml navedene aktivnosti sem kopiral
svoj API kljucˇ, s tem pa je bila aplikacija pripravljena za uporabo Google
Maps API.
Slika 5.4: Aktivnost Trace, sledenje ni aktivirano
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5.3 Sledenje naprave
Kot prikazuje Slika 5.4, se sledenje naprave aktivira s pritiskom na gumb
ACTIVATE TRACE. Po pritisku na gumb se v programu sprozˇi nit, ki
shrani geolokacijo naprave. Nit, ki sem jo poimenoval PositionThread,
uporablja objekt tipa LocationManager, ki omogocˇa dostop do storitev
lokacije naprave. Te storitve aplikaciji omogocˇajo redno posodabljanje geo-
grafske lokacije naprave [18].
V objektu tipa LocationManager sem uporabil funkcijo .requestLo-
cationUpdates(...), v kateri sem moral dolocˇiti sˇtiri pomembne parametre,
to so:
• Ponudnik storitve (Provider): Uporabil sem GPS PROVIDER,
ki dolocˇa lokacijo preko uporabe satelitov [18].
Obstaja tudi NETWORK PROVIDER, ki dolocˇi lokacijo naprave
na podlagi celic mobilnega omrezˇja in dostopnih tocˇk WiFi, vendar v
mojem primeru uporaba tega izvora ni bila primerna, saj ni pravilno
uposˇtevala poti, ki jo je naredil uporabnik. Prav tako obstaja tudi
mozˇnost, da se definirata oba navedena izvora, program pa se sam
odlocˇi, katerega bo uporabljal.
Odlocˇi se na podlagi tega, kateri izvor je hitreje na voljo. V moji
aplikaciji taksˇen nacˇin uporabe izvorov ni bil ustrezen, ker je bil NE-
TWORK PROVIDER vedno hitreje na voljo kot GPS PROVIDER,
zato se je pot izrisala od hiˇse do hiˇse, namesto da bi potekala po de-
janski poti.
• minTime ali minimalni cˇas: Ta parameter dolocˇa minimalni cˇasovni
interval med posodobitvami lokacije v milisekundah [18]. Ko sem pri
testiranju pridobivanja geolokacije parameter dolocˇil na 0 sekund, so
se posodobitve izvajale ves cˇas, naprava pa je, cˇeprav se ni premikala,
prikazovala vecˇ napacˇnih lokacij. Da sem preprecˇil to napako, sem v
aplikaciji dolocˇil interval 5 sekund.
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• minDistance ali minimalna razdalja: Ta parameter dolocˇa mini-
malno razdaljo med posodobitvami lokacij v metrih [18]. Tudi tu sem
pri testiranju parameter dolocˇil na 0 metrov, pri cˇemer je naprava,
kljub mirovanju, prikazovala vecˇ napacˇnih lokacij. Napako sem odpra-
vil s tem, da sem v aplikaciji dolocˇil parameter na razdaljo 20 metrov.
• LocationListener: Je metoda in ne parameter, ki je klicana za vsako
posodobitev lokacij [18]. V njej obstajajo sˇtiri funkcije, od katerih sem
uporabil samo eno, in sicer onLocationChanged. Navedena funkcija
je klicana, ko se geolokacija naprave spremeni.
Nit PositionThread deluje na naslednji nacˇin. Ko se sledenje aktivira,
kot prikazuje Slika 5.5, in se ta nit sprozˇi, zacˇne shranjevati vse posodobljene
lokacije, kjer se naprava nahaja, in sicer tako, da metoda LocationListe-
ner zazna posodobitev lokacije, ta pa se shrani v seznam locationList.
Seznam vsebuje spremenljivke tipa LatLng, ki je nespremenljiv razred in
predstavlja par koordinat zemljepisne sˇirine in zemljepisne dolzˇine shranjene
v stopinjah [19]. Delovanje niti PositionThread se ponavlja, dokler se
sledenje ne deaktivira.
Ko se sledenje deaktivira, se klicˇeta sˇe dve funciji. Prva funkcija, imeno-
vana DistanceCount, izracˇuna razdaljo med zacˇetno in koncˇno tocˇko poti,
druga funkcija, imenovana SaveDistance, pa shrani to razdaljo. Tekacˇ ozi-
roma uporabnik aplikacije lahko na ta nacˇin pregleda, kdaj in kaksˇne razdalje
je pretekel.
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Slika 5.5: Aktivnost Trace, sledenje je aktivirano
Delovanje funkcije DistanceCount je preprosto in poteka na nacˇin, da
sesˇteje razdalje med vsemi tocˇkami v seznamu locationList in prikazˇe rezul-
tat na zaslonu, kot prikazuje Slika 5.6. Razdaljo med dvema razlicˇnima geolo-
kacijama se lahko izracˇuna z uporabo metode Location.distanceBetween(...),
ki kot parametre dobi zemljepisno sˇirino in zemljepisno dolzˇino dveh geolo-
kacij ter vrne razdaljo med njima.
Delovanje funkcije SaveDistance pa bom obrazlozˇil v naslednjem po-
glavju.
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Slika 5.6: Aktivnost Trace, konec sledenja
5.4 Funkcionalnost SEE ON MAP
Aktivnost SEE ON MAP (poglej na zemljevidu) omogocˇa vizualizacijo ge-
olokacije naprave na zemljevidu. Po pritisku na gumb SEE ON MAP, pri
cˇemer moramo imeti vzpostavljeno povezavo z internetom, se nam prikazˇe
zemljevid ter na njem kazalec lokacije, ki predstavlja trenutno geolokacijo
naprave. Ko se ta aktivnost odpre, se v primeru, ko je sledenje aktivirano,
iz aktivnosti Trace v SEE ON MAP prenese seznam lokacij naprave.
Delovanje aktivnosti SEE ON MAP je zelo podobno aktivnosti Trace,
ko je v njej aktivirano sledenje. Za sledenje napravi uporablja metodo loca-
tionManager.requestLocationUpdates(...) z istimi parametri kot aktivnost
Trace, z razliko, da ob posodobitvi lokacije, nove lokacije doda v seznam,
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hkrati pa jih pokazˇe tudi na zemljevidu.
Slika 5.7 prikazuje primer izrisane poti na zemljevidu. Risanje poti sem
dolocˇil tako, da se po vsaki posodobitvi lokacije naprave pot izriˇse znova
od prve do zadnje lokacije, pri cˇemer je prva tocˇka oznacˇena z zelenim
oznacˇevalcem, zadnja tocˇka pa z rdecˇim oznacˇevalcem.
Slika 5.7: Aktivnost SEE ON MAP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Poglavje 6
Funkcionalnost History
Slika 6.1: Aktivnost History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Zadnja aktivnost, ki jo ponuja aplikacija, je HISTORY. V njej se
belezˇijo dnevne aktivnosti uporabnika, in sicer kaksˇno razdaljo je pretekel
oziroma naredil na posamezni dan.
Za ustvarjanje podatkovne baze Android uporablja sistem SQLite. Po-
datkovne baze, ki so ustvarjene v posamezni aplikaciji, so dostopne zgolj
tej aplikaciji, kar pomeni, da druge aplikacije ne morejo dostopati do teh
podatkov [17].
Pri programiranju te aktivnosti sem uporabljal podatkovno bazo SQLite.
Oblika podatkovne baze ni bila zahtevna, saj vsebuje samo eno tabelo, ime-
novano distances, ki vsebuje dva stolpa:
• DAY
• DISTANCE
Prvi korak pri kreiranju podatkovne baze je bil definiranje contract
class. Ta razred sem ustvaril z namenom, da vsebuje konstante, ki defi-
nirajo imena za URI-je, tabele in stolpe [20]. V mojem primeru definiranje
tega razreda izgleda tako:
Slika 6.2: Contract class
Za tem sem moral definirati metodo, ki ustvari tabelo distances. Me-
toda, ki sem jo uporabil, je prikazana spodaj.
Naslednji korak je bil definiranje SQLiteOpenHelper. To je razred,
ki vsebuje nabor uporabnih API-jev za upravljanje podatkovne baze. Za
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Slika 6.3: Metoda za kreiranje tabele
uporabo tega razreda sem moral kreirati nov razred, imenovan HistoryDb-
Helper, ki preglasi(overide) metode onCreate in onUpgrade [20]. Me-
toda onCreate je klicana, ko je podatkovna baza kreirana. Metoda onU-
pgrade pa se uporabi, ko se izvaja kaksˇna posodobitev v podatkovni bazi.
Da sem omogocˇil dostop do podatkovne baze, sem moral inicializirati ra-
zred HistoryDbHelper, kar sem naredil na naslednji nacˇin:
Slika 6.4: Razred DbHelper
Podatki, ki se shranijo v podatkovni bazi, so datumi in razdalje, ki jih
je uporabnik naredil na posamezni dan. Ti podatki se dobijo v aktivnosti
Trace, ko se opcija sledenja deaktivira. Funkcija, ki omogocˇa shranjevanje
teh podatkov, se imenuje SaveDistance. Prvi korak, ki sem ga moral nare-
diti v tej funkciji, je bil inicializirati spremenljivko tipa HistoryDbHelper,
s cˇimer sem lahko upravljal s podatkovno bazo. Za tem sem inicializiral tudi
spremenljivko tipa SQLiteDatabase, preko katere sem z uporabo metode
dbHelper.getWritableDatabase lahko kreiral ali dostopal do podatkovne
baze. S tem sem lahko iz podatkovne baze bral podatke ali jih pisal va-
njo [21].
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Da se podatki shranijo v podatkovni bazi, jih je treba najprej preurediti
v objekt tipa ContentValues, s cˇimer omogocˇimo, da so podatki urejeni v
formatu, ki ga podatkovna baza lahko obdeluje. To sem naredil na naslednji
nacˇin:
Slika 6.5: Objekt za urejanje podatkov
Datum sem pridobil tako, da sem definiral spremenljivko tipa Date, v
kateri sem preko uporabe metode Calendar.getInstance().getTime(), do-
bil trenutni datum. Za tem sem definiral format, v katerem bo ta datum
prikazan, in sicer z uporabo metode SimpleFormat. Spremenljivka for-
matedDate pa je koncˇni datum, zapisan v formatu (dd-MM-yyyy), ki se mi
je zdel najbolj primeren za prikaz tega podatka. Opisane korake prikazuje
spodnja koda.
Slika 6.6: Pridobivanje datuma in definiranje formata
Za vnos podatkov v podatkovno bazo sem uporabljal insert metodo.
Slika 6.7: Uporaba insert metode
Prvi parameter te metode dolocˇi tabelo, v kateri se bo shranil podatek
v podatkovni bazi. Drugi paramater definira, kaj naj aplikacija naredi v
primeru, ko je objekt tipa ContentValues prazen. Ker se v mojem pri-
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meru to nikoli ne zgodi, sem ta parameter dolocˇil na vrednost null. Tretji
parameter pa so vrednosti, ki jih zˇelim dodati v podatkovno bazo [20].
V zadnjem koraku sem moral omogocˇiti branje podatkov iz podatkovne
baze. To se zgodi v aktivnosti History. Najprej je bilo treba omogocˇiti
dostop do podatkovne baze, kar sem naredil s kreiranjem spremenljivke tipa
SQLiteDatabase.
Slika 6.8: Omogocˇanje dostopa do podatkovne baze
Nato sem moral definirati, katere stolpe iz tabele zˇelim brati (pri cˇemer
sem potreboval vse tri stolpe, ki so v tabeli), kar sem naredil z naslednjim
delom kode:
Slika 6.9: Izbira stolpov
Izhodne podatke sem uredil na podlagi stolpa ID, in sicer tako, da so
najnovejˇsi podatki prikazani na zacˇetku seznama.
Slika 6.10: Urejanje podatkov
Ko sem dolocˇil, katere stolpe iz tabele zˇelim brati in v kaksˇnem vrstnem
redu, sem moral definirati poizvedbo za te podatke. To sem naredil na na-
slednji nacˇin:
Poizvedba ali query vrne objekt tipa Cursor, ki omogocˇa nakljucˇni
dostop za branje in pisanje do niza teh rezultatov [22]. Ob odpiranju te
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Slika 6.11: Poizvedba podatkov
aktivnosti pa preko uporabe while zanke, program iterira z objektom tipa
Cursor ter podatke pokazˇe v seznamu preko uporabe orodja list view.
Slika 6.12: While zanka za prikaz podatkov
Poglavje 7
Sklep
Cilj te diplomske naloge je bil ustvariti mobilno aplikacijo namenjeno pred-
vsem osebam, ki tecˇejo oziroma trenirajo v skupini. Aplikacija omogocˇa, da
si lahko dve osebi medsebojno delita glasbo in tako istocˇasno poslusˇata isto
skladbo, hkrati pa uporabniku omogocˇa tudi belezˇenje vsakodnevne fizicˇne
aktivnosti.
Ustvarjanja te aplikacije sem se lotil na nacˇin, da sem si delo razdelil







Kot prvo sem programiral aktivnost Music Library, ki uporabniku
omogocˇa predvajanje datotek tipa .mp3, ki jih vsebuje mobilna naprava.
Nadalje sem se posvetil tehnologiji Bluetooth, pri cˇemer sem moral naj-
prej ugotoviti, kako deluje, kaj potrebuje, kateri tipi podatkov se lahko
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posˇiljajo med razlicˇnimi napravami in v kaksˇnem formatu. Ko sem se sezna-
nil z vsem navedenim, sem zacˇel s programiranjem te aktivnosti, pri cˇemer
sem definiral delovanje niti, ki se nahajajo v aktivnosti, ter povezavo med
njimi.
Naslednja aktivnost je bila Wi-Fi Direct. Pri njenem programiranju sem
v vecˇini sledil istim korakom, kot pri uporabi tehnologije Bluetooth, z neka-
terimi razlikami, ki sem jih opisal v diplomski nalogi.
Pri programiranju aktivnosti “Trace” sem moral najprej raziskati upo-
rabo Google API-jev, in sicer, kako jih pridobim ter uporabim. Ko sem
pridobil potrebno API, sem moral ugotoviti, kako jo uporabiti v programu
in na ta nacˇin pridobiti informacije glede razdalj in poti, ki jih je naredil
uporabnik.
Zadnja aktivnost, ki jo ponuja aplikacija, je “History”. Najprej sem mo-
ral presoditi, katere podatke sem zˇelel prikazati, pri cˇemer sem se odlocˇil
za prikaz razdalje, ki jo je naredil uporabnik, ter datuma, ko je bila le ta
narejena. Na tej podlagi sem oblikoval podatkovno bazo. Nadalje sem moral
ugotoviti, kaksˇen sistem podatkovne baze uporablja operacijski sistem An-
droid, in sicer je to SQLite, nato pa sem zacˇel s programiranjem podatkovne
baze.
Menim, da bi svojo aplikacijo lahko izboljˇsal na nacˇin, da bi za predva-
janje glasbe namesto uporabe objekta tipa Media Player uporabil zgolj
objekte tipa AudioTrack. Ugotovil sem namrecˇ, da je pri starejˇsih napra-
vah, ki imajo manj zmogljive procesorje, kot danasˇnje novejˇse mobilne na-
prave, sprememba iz enega v drugi tip objekta bolj zahtevna, kar posledicˇno
povzrocˇi, da je v zvoku vecˇ motenj.
Programiranje te aplikacije je bil zame nov izziv, pri katerem pa sem se
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veliko naucˇil. Vecˇkrat sem se zˇelel lotiti taksˇnega projekta in ustvariti svojo
aplikacijo, vendar do sedaj taksˇne prilozˇnosti sˇe nisem imel. Vedno me je
zanimalo programiranje mobilnih aplikacij, predvsem glede na to, cˇesa vsega
so sposobne danasˇnje moderne mobilne naprave in kaj vse lahko ustvarjamo
z njimi. Zˇe na zacˇetku sem se odlocˇil za aplikacijo, ki temelji na operacijskem
sistemu Android, saj je le ta za programiranje bolj dostopen, v prihodnje
pa se zˇelim naucˇiti in ustvariti kaksˇno aplikacijo tudi za sistem IOS.
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