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Povzetek 
V diplomskem delu smo izvedli načrtovanje projekta, ki je vključeval izgradnjo 
funkcionalnega prototipa modularnega in mobilnega postajališča sistema za izmenjavo 
koles. Najprej smo se osredotočili na teoretično ozadje pomembnejših konceptov za 
delovanje takšnih sistemov, nato pa smo opisali uporabljeno strojno opremo. Opisali 
smo tudi uporabljeno programsko opremo in delo z njo. Glavni del diplomskega dela 
predstavlja izdelava grafičnega uporabniškega vmesnika in programa na krmilniku, ki 
sta omogočala funkcionalnost celotnega postajališča. Celoten prototip je bil ustrezno 
testiran. Zadnji del opisuje končne rezultate projekta in morebitne možnosti 
nadgradnje.  
 
 
Ključne besede: TIA Portal, PyQtDesigner, grafični uporabniški vmesnik, 
programirljivi logični krmilnik. 
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Abstract 
This thesis talks about planning a project which includes construction of 
functional prototype of a mobile and modular station for bike sharing system. The first 
part focuses on theoretical background of significant concepts for working of such 
systems. The thesis then describes hardware and software used in the project. Main 
part of the thesis focuses on developing graphical user interface and writing a program 
for programmable logic controller, while they represent the major part of functionality 
of the system. The whole prototype was appropriately tested. Last part describes results 
of the project and further upgrading possibilities.  
 
 
Key words: TIA Portal, PyQtDesigner, graphical user interface, programmable 
logic controller. 
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1.  Uvod 
Pričujoče diplomsko delo je nastajalo v sodelovanju s podjetjem ETRA d. o. o., 
ki deluje na področju industrijske avtomatizacije, procesnega krmiljenja in 
elektromotornih pogonov. V uspešnih letih sodelovanja je pridobilo ekskluzivno 
zastopništvo za R&M in Ideal Industries ter druga zastopništva za prodajo in 
integracijo pri podjetjih ELCA, Cisco, Microsoft in Siemens. Zaradi uspešnega 
sodelovanja s podjetjem Siemens je prej omenjeno podjetje prejelo certifikat Siemens 
Automation Solution Partner. To pomeni, da vsi projekti, ki jih podjetje ETRA d. o. o. 
opravlja, na takšen ali drugačen način vključujejo tudi podjetje Siemens in njihove 
izdelke.  
 
Podjetje ETRA d. o. o. se je odločilo za sodelovanje na razpisu, v okviru katerega 
naj bi prišlo do razvoja prototipa modularnega in prenosljivega sistema za izposojo 
koles. Prototip je osnovni gradnik končnega izdelka, saj predstavlja le eno postajališče. 
Končni izdelek jih bo vseboval več, med seboj pa bodo povezani preko podatkovne 
baze. Zgrajen sistem bo uporabljalo podjetje, ki se ukvarja z navtiko in veliko potuje 
po svetu. Sistem bodo v zabojniku prevažali s seboj in ga na določeni lokaciji za časa 
regate postavili. Naloge zaposlenih v podjetju ETRA d. o. o. so bile torej izdelati 
prototip postaje. To pomeni, da je bilo potrebno pripraviti elektronačrt, nakupiti vse 
potrebne komponente in prototip zgraditi. Del projekta, ki ga predstavlja pričujoče 
delo pa zadeva del projekta, ki vključuje izdelavo programa za Siemensov krmilnik, 
izdelavo programa za interakcijo človek-stroj in kreiranje ustrezne podatkovne baze, 
ki bo omogočala testiranje programa. 
 
Glede na podane zahteve izdelava prototipa vključuje izgradnjo celotnega 
postajališča z interakcijskim stebrom in dvema parkirnima stebričkoma. Interakcijski 
steber je namenjen uporabnikovi komunikaciji s sistemom, parkirna stebrička pa sta 
 
2 
namenjena parkiranju koles in morata biti modularna, kar pomeni, da ju lahko 
enostavno premikamo s postajališča na postajališče. Prav tako morajo imeti parkirni 
stebrički zanesljiv način zaklepanja in identifikacije koles ter možnost brezžičnega 
električnega polnjenja. Seveda je pomemben tudi videz celotne postaje s stebrički. 
Postaja mora imeti čim enostavnejši grafični uporabniški vmesnik (v nadaljevanju 
GUV), v ozadju pa mora delovati program, ki prebere vse podatke s postaje in jih 
posreduje v osrednjo bazo, iz katere lahko podatke drugih postaj tudi bere. Sistem 
mora podpirati tudi denarne transakcije, saj bodo uporabniki lahko preko spletne 
aplikacije, ki jo pripravlja zunanji izvajalec, rezervirali kolo ali parkirni stebriček za 
določeno ceno, obstajala pa bo tudi možnost zakupa celotne postaje. Vendar o tem v 
diplomskem delu ne bo veliko govora, saj to predstavlja drugo fazo projekta, ki se bo 
izvajala, če bo prva faza uspešna. 
 
Naloga je organizirana na naslednji način. V drugem poglavju smo najprej 
predstavili osnovne informacije, s katerimi se je bilo potrebno seznaniti glede na 
zahteve projekta. Le-te zadevajo radio-frekvenčne identifikacijske sisteme (v 
nadaljevanju RFID sisteme), uporabo podatkovnih baz ter strukturiran povpraševalni 
jezik SQL, s pomočjo katerega upravljamo s podatkovnimi bazami. V tretjem poglavju 
smo predstavili strojno opremo, ki smo jo potrebovali pri izdelavi projekta, v četrtem 
pa programsko opremo. Peto poglavje opisuje razvoj grafičnega uporabniškega 
vmesnika in njegovo testiranje. Na koncu smo v zaključku kratko povzeli glavne 
rezultate naloge in nakazali nekatere nadaljnje možnosti nadgradnje tega projekta. 
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2. Sistem za izposojo koles 
Predstavljajmo si videz sistema za izposojo koles v času pred izumom sistemov 
za identifikacijo. Na vsaki postaji bi moral biti zaposlen vsaj en človek, ki bi skrbel za 
popis vsake izposoje. Moral bi si zapisati, kdo si je kolo izposodil, ob kateri uri in na 
kateri postaji si ga je izposodil ter katero kolo si je izposodil. Vsako kolo bi nekje imelo 
napisano identifikacijsko številko, ki bi jo zaposleni na postaji prepisal v računalnik, 
poleg tega pa bi moral v računalnik vpisati še podatke uporabnika. Na naslednji postaji 
bi uporabnik kolo vrnil. Tam bi moral svoje podatke predati zaposlenemu, ki bi ga 
poiskal v sistemu in šele po uspešni vrnitvi kolesa bi ga lahko izbrisal iz sistema. Prav 
tako bi na vsaki postaji moral biti še nekdo, ki bi spremljal rezervacije. Kot je razvidno 
iz opisa, je za takšen sistem potrebnih preveč človeških posredovanj, ki pogosto vodijo 
do napak. Za uspešno delovanje takšnega sistema bi potrebovali tehnologijo, ki 
omogoča enako delovanje brez človeškega posredovanja. Na srečo poznamo danes 
veliko število avtomatskih sistemov za identifikacijo, ki pri delovanju ne potrebujejo 
človeka. Sistemi za identifikacijo se razlikujejo po tem, kako izvedemo identifikacijo. 
Poznamo sisteme za identifikacijo s pomočjo dvo-dimenzijske črtne kode (ang. Quick 
Response Code, QR-code) ali navadne črtne kode (ang. Bar Code), razpoznavo 
znakov, glasu, obraza ali prstih odtisov ter sisteme za identifikacijo s pomočjo 
pametnih kartic ali s pomočjo radijskih frekvenc. V nadaljevanju bo na kratko opisano 
teoretično ozadje radio-frekvenčnih identifikacijskih sistemov (RFID sistemov). 
Avtomatski identifikacijski sistemi vedno delujejo s podatkovnimi bazami, zato smo 
v nadaljevanju kratko le-te tudi predstavili. 
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2.1 Sistem RFID 
RFID sistem deluje na osnovi prenosa podatkov s pomočjo radijskih frekvenc. 
Prednost takega prenosa podatkov je v sposobnosti identifikacije na daljavo. Ideja za 
uporabo radijskih frekvenc izvira iz  časa druge svetovne vojne, ko je sir Robert 
Alexander Watson-Watt izumil sistem, s pomočjo katerega so ločili britanska letala od 
nemških. Na britanska so namreč namestili posebne oddajnike, katerih oddajanje so 
radarji lahko zaznali [1]. 
 
Sistem sestavljata izpraševalec in nalepka. Izpraševalec običajno sestavljajo 
frekvenčni modul in antena, ki skrbita za generiranje in oddajanje frekvence, kontrolna 
enota ter dodatni vmesnik, ki omogoča posredovanje pridobljene informacije sistemu 
na višjem nivoju. Nalepka je nameščena na identificiranem predmetu in je sestavljena 
iz integriranega vezja in antene. Poznamo sisteme dveh tipov. Takšne, katerih 
izpraševalci samo berejo signale nalepk, in takšne, katerih izpraševalci tudi pišejo na 
nalepke. Signal izpraševalca lahko nalepka uporablja tudi za sinhronizacijo. Poslani 
signali imajo poleg komunikacijske tudi napajalno funkcijo. Izpraševalec namreč 
oddaja elektromagnetno valovanje, ki brezžično napaja nalepke. Nalepke zato 
običajno ne potrebujejo lastnega napajanja in so ob odsotnosti radijskih valov pasivni. 
Ko pridejo v območje branja, se aktivirajo in začnejo z oddajanjem lastnega signala, 
ki je pravzaprav moduliran signal izpraševalca. Takim nalepkam pravimo pasivne 
nalepke. Nalepke z lastnim virom napajanja (v obliki baterije ali sončnih celic) spadajo 
v družino aktivnih nalepk. V tem primeru elektromagnetno valovanje ne proizvaja 
energije za delovanje integriranega vezja, ker to stori baterija. Nalepke lahko najdemo 
v plastičnih ali steklenih ohišjih, v obeskih za ključe ali v karticah. Obstajajo tudi 
nalepke, natisnjene na papir, ki jih uporabljajo na letališčih.  
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Slika 2. 1 Komponente RFID sistema 
 
RFID sistemi se razlikujejo po frekvenci, pri kateri delujejo.  Frekvenčna 
območja delimo v tri skupine. Nizkofrekvenčno območje (ali LF frekvence; 124kHz-
135kHz), visokofrekvenčno območje (ali HF frekvence; 13,56MHz) in ultra 
visokofrekvenčno območje (ali UHF frekvence; 868MHz-954MHz). Sistemi, ki za 
komunikacijo uporabljajo LF frekvence, delujejo na oddaljenostih od nekaj 
milimetrov do enega ali dveh metrov in se uporabljajo za označevanje živali in 
avtomobilskih imobilizatorjev. S HF frekvencami lahko dosežemo razdalje do enega 
metra. Sistemi s HF frekvencami so najpogostejši na svetu. Uporabljajo se za 
brezstično plačevanje s karticami, v javnem transportu ter industrijski avtomatizaciji. 
Največje razdalje dosegamo z UHF frekvencami. V kombinaciji s pasivnimi 
nalepkami dosegamo razdalje do treh metrov, v kombinaciji z aktivnimi pa do 15 
metrov. RFID sistem torej sestavljata nalepka in izpraševalec, ki pridobljene podatke 
posreduje sistemu za ustrezno obdelavo [2]. 
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2.2 Podatkovna baza 
Podatkovna baza je množica podatkov, ki jih povezuje neka skupna lastnost 
oziroma so pomensko povezani med seboj. Shranjeni so v centraliziranem 
računalniškem sistemu, do njih pa dostopamo s pomočjo sistema za upravljanje 
podatkovnih baz (v nadaljevanju SUPB). Iz tega sledi, da so osnova za celotno 
delovanje podatkovne baze podatki, zato je pomembno, kako z njimi upravljamo.  
 
Z vidika upravljanja je lahko podatkovna baza organizirana centralno ali 
porazdeljeno. Če je organizirana v porazdeljeni obliki, z njo upravlja več računalniških 
sistemov, porazdeljenih na različnih lokacijah in povezanih s komunikacijskimi potmi. 
Podatkovno bazo, organizirano v centralni obliki pa upravlja le en računalniški sistem, 
na katerem deluje samo en SUPB. Ta je posrednik med podatkovno bazo in njenimi 
uporabniki, iz česar sledi, da mora omogočati dostop do podatkov, hkrati pa jim mora 
nuditi zaščito in nadzor nad njihovo uporabo. To počne z dostopnimi in nadzornimi 
funkcijami.  
 
Določene funkcije so dovoljene splošnim uporabnikom. To so funkcije za zajem 
in posodobitev podatkov, ter funkcija za podporo uporabnikom. Kontrolne funkcije so 
uporabnikom prikrite, saj se izvajajo v ozadju. Upravljajo naloge preverjanja vrednosti 
vhodnih operacij ali uporabniških pravic, hkrati pa skrbijo za obilen zapis podatkov, 
ki pride prav pri obnavljanju podatkovne baze. Upravitelji podatkovnih baz imajo 
dostop do vseh funkcij, še posebej pa jim pridejo prav tiste za definiranje, kreiranje in 
reorganiziranje podatkovnih baz. Kot sestavni element SUPB lahko štejemo tudi 
strukturiran povpraševalni jezik SQL, s katerim lahko ustvarimo celoten podatkovni 
sistem [3]. 
2.3 Strukturiran povpraševalni jezik 
Strukturiran povpraševalni jezik (ang. Stuctured Query Language- SQL) je jezik, 
ki ga uporabljamo za shranjevanje, branje in manipulacijo podatkov iz podatkovnih 
baz. Posebno uporaben je pri ravnanju s strukturiranimi podatki, ki so med seboj 
nekako povezani (element in njegovi atributi). Njegovi začetki segajo v  70. leta, ko se 
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je pojavil tako imenovani relacijski podatkovni model [4]. Zanj je značilno, da za 
shranjevanje podatkov ne potrebuje elementov fizičnega shranjevanja, in je definiran 
s pomočjo relacij, ki so predstavljene s tabelami. Uporabnik vidi podatkovno bazo kot 
množico tabel. Že pred koncem tekočega desetletja je postal standard pri relacijskih 
podatkovnih bazah. ANSI (American National Standards Institute) ga je formalno 
standardiziral leta 1986, leto kasneje še ISO (International Organisation for 
Standardisation). Najprej je bil mišljen kot samostojni jezik za interaktivno uporabo, 
vendar je zaradi potreb podjetij po njegovi uporabi v njegovih programih prišlo do 
razširitev, ki omogočajo uporabo s pomočjo gonilnikov z drugimi programskimi 
jeziki. Ko ga uporabljamo tako, govorimo o vgnezdeni obliki. Osnovna sintaksa jezika 
po navadi izgleda, kot je prikazano v nadaljevanju: 
 
SELECT lista stolpcev 
FROM imena tabel 
WHERE pogoj 
ORDER BY ime stolpca ASC/DESC 
 
Stavek SELECT pomeni izbor enega ali več stolpcev iz tabele ali več tabel, ki jih 
določa stavek FROM. Stavek WHERE pove, kateri pogoji morajo biti zadoščeni, 
ORDER BY pa kateri stolpec bo določal vrstni red vrstic [4]. V prilogi je opisan 
postopek ustvarjanja podatkovne baze s pomočjo programskega orodja MySQL 
Workbench, ki omogoča lažje in hitrejše upravljanje in razvoj podatkovnih baz. 
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3. Opis strojne opreme  
Pomoč pri načrtovanju projekta je predstavljal parkirni stebriček podjetja 
B2Bike. Interakcijski steber z monitorjem in dva parkirna stebrička predstavljajo 
prototip postajališča. Uporabniki s pomočjo monitorja določijo akcijo, ki naj se izvede 
na postajališču (zaklepanje ali odklepanje kolesa, rezervacija parkirnega stebrička ali 
dostop do informacij postajališča). Na sliki 3.1 je shematski prikaz postajališča. Vsak 
parkirni stebriček v votli notranjosti vsebuje RFID izpraševalec, sistem za brezžično 
polnjenje električnih koles, elektromotor s posebnim navojem, ki skrbi za zaklep koles, 
dva induktivna senzorja in signalizacijske led luči. Poleg naštetih komponent vsebujeta 
stebrička še dve palici z zatiči, ki so namenjeni hitremu in enostavnemu spoju 
parkirnega stebrička z drugim parkirnim stebričkom ali z interakcijskim stebrom. Vsak 
parkirni stebriček pošilja svoj status (identifikacijska številka parkirnega stebrička, 
signal prisotnosti kolesa in njegovo identifikacijsko številko, status baterije, položaj 
ključavnice) interakcijskemu stebru, ki poleg monitorja vsebuje še elektroomaro. V 
njej sta poleg ostalih komponent (varovalke, releji, napajalniki, vtičnice) tudi krmilnik 
in mini računalnik, ki podatke iz parkirnega stebrička posredujeta podatkovni bazi in 
skrbita za pravilno delovanje postajališča. 
 
Za identifikacijo koles je bil izbran RFID v HF območju delovanja, saj takšni 
sistemi delujejo na oddaljenostih do enega metra. Kolesa so imela na sprednjih vilicah 
pasivno nalepko, ki je ob parkiranju kolesa prišla v območje branja in se aktivirala. 
Izpraševalec je dobljen podatek posredoval krmilniku. Za identifikacijo uporabnika pa 
smo v glavnem stebru uporabili sistem RFID v LF območju delovanja, ki delujejo tudi 
na razdalji do 1cm. 
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Slika  3. 1 Shematski prikaz postajališča 
 
Elektromotor, prikazan na sliki 3.2, je odgovoren za pravilno zaklepanje in 
odklepanje koles. Induktivna senzorja predstavljata varovanje pred prekomernim 
vrtenjem motorja. Če sta oba senzorja neaktivna, se lahko motor premika v katerokoli 
smer. Ko je aktiven levi senzor (na sliki 3.2), se lahko motor premakne samo v smer 
zaklepanja, dokler se ne aktivira desni senzor (na sliki 3.2). 
 
 
Slika 3. 2 Elektromotor, uporabljen za zaklepanje in odklepanje koles 
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V interakcijskem stebru namenimo posebno pozornost monitorju, mini 
računalniku in programirljivem logičnem krmilniku (kasneje PLK). Krmilnik, ki skrbi 
za preverjanje prisotnosti, odklepanje in zaklepanje koles ter pravilno signalizacijo, 
mora imeti dovolj pomnilnega prostora, da vse podatke shrani in jih posreduje 
računalniku, na katerem se izvaja program, namenjen grafičnemu uporabniškemu 
vmesniku. Glede na zahteve projekta smo ocenili, da bo zadoščal krmilnik podjetja 
Siemens S7-1200 CPU 1212C, ki je najmanj zmogljiv krmilnik družine S7-1200. 
Poleg krmilnika smo potrebovali dodatni modul SM 1223, ki nudi možnost razširitve 
sistema z osmimi digitalnimi vhodi, s šestimi digitalnimi izhodi in z dvema 
analognima izhodoma na sistem s 24 digitalnimi vhodi in 24 izhodi (22 digitalnih in 2 
analogna izhoda). Krmilnik  in modul sta prikazana na sliki 3.3. 
 
 
Slika 3. 3 Krmilnik S7-1200 CPU 1212C in modul SM 1223 
 
Večino prostora v interakcijskem stebru z dimenzijami 2000 x 800 x 200 mm 
zasede monitor. Računalnik na katerem se bo izvajal program, ki skrbi za 
komunikacijo med krmilnikom, podatkovno bazo in monitorjem, mora biti dovolj 
majhen, da v elektroomari ne bo zasedel preveč prostora. V ta namen uporabimo mini 
računalnik Gigabyte GB-BACE-3160. To je eden takšnih elementov, ki ga v podjetju 
pogosto uporabljajo pri izgradnji različnih sistemov. Uporaben je prav zaradi 
raznolikosti vhodno-izhodnih enot. Računalnik lahko povežemo s katerokoli napravo 
s pomočjo ethernet ali USB povezave. Projekt je zahteval ethernet povezavo med 
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računalnikom in krmilnikom. Ima štiri USB vhode, ki omogočajo priklop perifernih 
enot kot sta miška in tipkovnica, kar omogoča morebitno nadaljnje programiranje in 
konfiguracijo naprave. Prav tako se lahko povežemo z monitorjem preko HDMI ali 
VGA tehnologije. Za testiranje grafičnega uporabniškega vmesnika smo namreč 
uporabljali starejši monitor, ki podpira samo VGA tehnologijo. Računalnik je prikazan 
na sliki 3.4. 
 
 
Slika 3. 4 Računalnik GIGABYTE GB-BACE-3160, na katerem se izvaja program, odgovoren za izvajanje 
GUV 
 
Za potencialnega uporabnika kolesa je gotovo  zelo pomemben element monitor 
na dotik, ki je prikazan na sliki 3.5. Uporabili smo monitor podjetja ELO, model 
4202L. Načrtovanje grafičnega uporabniškega vmesnika je zelo odvisno od velikosti 
monitorja, še bolj pa od razmerja višina-širina. Izbrali smo enega izmed manjših 
modelov z 42 palično diagonalo in je v višinsko širinskem razmerju 16:9. Ker je 
postaja na prostem, mora biti sistem zaščiten pred raznimi vremenskimi dejavniki in 
pred neskrbnim obnašanjem uporabnikov. Zaščiten je s steklom, ki seveda ne sme 
poslabšati interakcije med sistemom in uporabnikom. Na monitor je pred uporabo 
potrebno namestiti gonilnik, ki omogoča delovanje na dotik in ga pridobimo na uradni 
spletni strani podjetja Elo [5]. Celotno postajališče je prikazano na sliki 3.6. 
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     Slika 3. 5 Monitor ELO 4202L, ki skrbi za interakcijo človek-stroj 
 
 
 
 
Slika 3. 6 Prototip postajališča 
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4. Programska oprema 
Pri delu smo bili zaradi opisanih komponent primorani uporabljati različno 
programsko opremo. Programiranje Siemensovih krmilnikov poteka v okolju TIA 
Portal, v katerem lahko programiramo tako z grafičnimi kot tudi z besednimi 
programskimi jeziki. Krmilnik je bil odgovoren za aktivacijo aktuatorjev na parkirnih 
stebričkih in branje signalov poslanih tako iz parkirnih stebričkov kot tudi iz 
podatkovne baze. Za programiranje GUV smo uporabili vmesnik za programiranje 
aplikacij (ang. Application Programming Interface), imenovan PyQtDesigner, ki je 
omogočal lažjo in hitrejšo izgradnjo GUV. Uporabili smo tudi PyCharm, 
programersko okolje za programiranje v programskem jeziku Python, ter MySQL 
Workbench, ki je olajšal delo pri izgradnji podatkovne baze. Vsa orodja in delo z njimi 
bomo predstavili v nadaljevanju. 
4. 1. TIA Portal 
TIA Portal je inženirsko okolje, s pomočjo katerega načrtujemo številne rešitve 
v avtomatizaciji procesov. S tem mislimo na načrtovanje, modeliranje, simulacijo in 
zagon procesov ter na vzdrževanje in nadgradnjo že obstoječih procesov. Glavni cilj 
okolja je povezati posamezne gradnike procesa v vse 4 nivoje avtomatizacije (nivoji 
upravljanja, operaterjev, krmilnikov in izvrševanja). TIA Portal deluje na operacijskih 
sistemih Windows, zato je njegovo delovanje podobno drugim programom, ki delujejo 
na istem sistemu. Kot okvir, v katerem deluje programsko okolje, lahko izpostavimo 
mednarodni standard IEC 61131-3, saj določa programsko strukturo in programske 
jezike, ki so dovoljeni za programiranje industrijskih logičnih krmilnikov [6]. 
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Za delovanje prototipa je bilo potrebno ustvariti program, delujoč na krmilniku. 
Zato je pomembno, da predstavimo izbiro nastavitev, ki smo jih uporabili pred 
začetkom dela na krmilniku. Najprej določimo krmilnik in module, ki jih uporabljamo 
pri projektu. Nato se odpre okno prikazano na sliki 4.1, na katerem je prikazana 
osnovna postavitev programa. Z modro je na sliki označeno glavno okno, ki je 
namenjeno glavni interakciji z uporabnikom. Z rdečo je označeno okno, ki 
sistematično prikazuje komponente, uporabljene pri programiranju (funkcijski bloki, 
funkcije, tabele vhodov, izhodov in spremenljivk), z zeleno pa okno, s pomočjo 
katerega v glavno okno dodajamo ukaze ali komponente. Poleg tega je na sliki z 
rumeno označeno tudi podokno, ki prikazuje nastavitve izbranega elementa. Na sliki 
4.2 je prikazana shema dodanih naprav, označena pa sta podatka, ki povesta na katerem 
stojalu (z modro) in v kateri reži (z rdečo) je krmilnik. Ta podatek potrebujemo za 
vzpostavitev povezave med krmilnikom in računalnikom. V podoknu, ki je na sliki 4.1 
označeno z rumeno barvo, poiščemo zavihek System and clock memory in kliknemo 
nanj. Odpre se meni, v katerem obkljukamo možnosti Enable the use of system byte in 
Enable the use of clock memory byte, kot je prikazano na sliki 4.3.  
 
 
Slika 4. 1 Osnovna postavitev orodja TIA Portal 
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Slika 4. 2 Prikaz sheme uporabljenega krmilnika in modula 
 
 
Slika 4. 3 Aktivacija sistemskega bajta 
 
Aktivirali smo sistemske in urine bite krmilnika, ki olajšajo programiranje 
krmilnika. Definiramo še vhodne in izhodne signale. To storimo tako, da v podoknu 
Project tree na levi strani pod zavihkom PLC-Tags s klikom na gumb Add new tag 
table ustvarimo novo tabelo. Zaradi boljše preglednosti se ustvari ena tabela za vhodne 
in ena za izhodne signale. Tabela vhodnih signalov je prikazana na sliki 4.4. Vsak 
vhodni signal potuje od aktuatorja do enega od kontaktov krmilnika, ki ima edinstven 
naslov in ga v tabeli določimo. Prav tako določimo tip podatka in ime signala, lahko 
dodamo tudi komentar.  
 
Enako storimo s tabelo izhodnih signalov. Nato ustvarimo baze podatkov. V eno 
preslikamo vhodne signale, v drugo izhodne, v tretjo pa spremenljivke, ki jih bomo 
uporabljali med programiranjem in bodo shranjevale določene vrednosti. Preslikavo 
izvedemo s pomočjo ukaznih blokov MOVE v funkcijskem bloku, namenjenemu samo 
preslikavi. Programiramo izključno s spremenljivkami, definiranimi v bazah, saj na ta 
način skrajšamo čas morebitnega popravljanja kode v prihodnosti. V podoknu Project 
tree' poiščemo zavihek Program blocks in kliknemo na ukaz Add new block. Odpre se 
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okno, v katerem kliknemo programski blok OB1. V blok lahko dodajamo funkcijske 
bloke ali funkcije, ki bodo skrbeli za pravilno delovanje programa. V funkcijskih 
blokih programiramo s pomočjo funkcijskih blokovnih diagramov ali lestvičnega 
diagrama, funkcije pa lahko definiramo le s strukturiranim tekstom (structured text) 
[4]. Program, zapisan na krmilniku, se izvaja ciklično. To pomeni, da se najprej 
preberejo vrednosti na vhodih, potem se izvede koda, ki temu primerno nastavi 
vrednosti na izhodih. Postopek se ponovi enkrat na urin cikel krmilnika. 
 
 
Slika 4. 4 Tabela vhodnih signalov v TIA Portalu 
 
4. 2. MySQL Workbench 
MySQL Workbench [7] je vizualno orodje, namenjeno razvijalcem, 
oblikovalcem ter upraviteljem podatkovnih baz. Omogoča preprosto oblikovanje 
podatkovnih baz in administracijo uporabnikov, zagotavlja pa tudi administrativna 
orodja za konfiguracijo strežnika, ustvarjanje rezervne kopije podatkovne baze in 
migracijo podatkov. Za lažje sledenje učinkovitosti baze je v okviru programa vgrajen 
tudi grafični prikaz učinkovitosti. Orodje deluje na operacijskih sistemih Windows, 
Linux in MacOS. Programsko orodje je za vse uporabnike v odprtokodni obliki 
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brezplačno in je dostopno na spletni strani [7]. Prav to je bil glavni razlog, da smo se 
odločili uporabiti to orodje skupaj z MySQL odprtokodno podatkovno bazo.  
4. 3. Python in PyCharm 
Python [8] je visokonivojski jezik, katerega razvijalci dajejo velik poudarek na 
berljivosti kode. Lahko bi dejali, da je Python zelo visokonivojski programski jezik, 
saj ima visokonivojske podatkovne tipe, kot so slovar in fleksibilne zbirke, že 
vgrajene. Prav tako omogoča učinkovitejše preverjanje napak in pisanje krajše ter lažje 
berljive kode kot jo srečamo pri drugih programskih jezikih. Podatkovnih tipov ni 
potrebno deklarirati, stavki so združeni z zamikom in ne z zavitimi oklepaji, 
visokonivojski podatkovni tipi pa omogočajo izvajanje kompleksnih operacij v enem 
samem stavku. Podobno kot za druge programske jezike je tudi za Python napisanih 
ogromno knjižnic ali modulov, ki omogočajo lažje in hitrejše programiranje. Python 
je interpreter, kar pomeni, da razvitega programa ni potrebno prevajati. Ker se je bilo 
potrebno primernega programskega jezika naučiti, smo se odločili za Python ravno 
zaradi njegove preprostosti. Nekaj teh knjižnic smo uporabili pri izdelavi projekta. 
Uporabili smo knjižnici snap7 [9] in mysql.connector [10], ki sta omogočili enostavno 
vzpostavitev povezave s krmilnikom in povezavo s podatkovno bazo.  
 
Uporabili smo tudi knjižnico PyQt5 [11], ki vsebuje elemente s pomočjo 
katerih smo ustvarili GUV. Uporabili smo še Pythonovi standardni knjižnici sys in 
time. To pomeni, da knjižnic po namestitvi Pythona ni potrebno dodatno nameščati. 
Kot module oziroma knjižnice lahko shranimo tudi lastne programe, napisane v tem 
jeziku.  
 
Glavni del kasneje opisanega programa je napisan s pomočjo razvojnega okolja 
PyCharm [12]. Razvilo ga je češko podjetje JetBrains in se uporablja samo za 
programiranje v Pyhonu. Obstajajo verzije za Windows, Linux in MacOS. Razvojno 
okolje ima vgrajena orodja za pomoč pri programiranju (dokončanje stavka, 
preverjanje sintakse), navigator po kodi in razhroščevalnik. Okolje podpira tudi 
ogromno število gonilnikov. Za potrebe projekta je bila zadostna uporaba okolja 
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PyCharm Community Edition (odprtokodna verzija prej omenjenega razvojnega 
okolja), ki ga pridobimo na spletni strani [12]. 
4. 4. PyQtDesigner 
 PyQtDesigner [13] je programsko orodje, napisano v Pythonu in je primerno 
za izdelavo GUV. Oblikovanje poteka preprosto, s pomočjo elementov, imenovanih 
QtWidgets, ki jih oblikujemo s slogovnim jezikom, imenovanim Cascading Style 
Sheets (krajše CSS). Za lažje oblikovanje s tem jezikom ima orodje vgrajen vmesnik, 
prikazan na sliki 5.1.4. PyQtDesigner deluje po principu 'what you see is what you 
get', v prevodu 'kar vidiš, to dobiš'. To pomeni, da je videz končnega izdelka enak 
videzu izdelka, ko je ta še v razvojnem okolju. Orodje izvaža datoteke tipa .ui, ki jih 
lahko s pomočjo vmesnika pyuic5 spremenimo v datoteko tipa .py. Datoteko takšnega 
formata lahko uporabimo kot modul, kar omogoča dostop do elementov vmesnika iz 
kateregakoli programa, ki ta modul uvozi. Primer bomo predstavili v naslednjem 
poglavju, kjer bo predstavljeno tudi delo z orodjem. Ker spada PyQtDesigner v 
skupino Pythonovih paketov (programi napisani v Pythonu), ga lahko namestimo z 
ukazom v terminalu: 
 
 
pip install PyQt5Designer 
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5. Izdelava grafičnega uporabniškega vmesnika 
Grafični uporabniški vmesnik je program, ki omogoča interakcijo z 
elektronskimi napravami s pomočjo grafičnih elementov, kot so okno, meniji, ikone in 
gumbi. Začetki grafičnih vmesnikov segajo v 80. leta prejšnjega stoletja, ko so 
raziskovalci pri podjetju Xerox PARC razvili prvi grafični uporabniški vmesnik, 
dostopen širši javnosti [14]. Za razliko od vmesnikov na osnovi komandnih vrstic 
(Command Line Interface), so GUV uporabniku bližje, saj so lažje razumljivi. Dolgo 
časa sta bili edini možnosti interakcije z napravo miška in tipkovnica. Danes lahko 
naprave upravljamo tudi z dotikom, nekatere  podpirajo celo glasovne ukaze. GUV 
mora biti iz tega razloga zasnovan in oblikovan načinu upravljanja primerno. Pri 
načrtovanju GUV je pomembna tudi ciljna množica uporabnikov. Vmesnik na 
bankomatu na primer ne potrebuje toliko funkcij kot operacijski sistem računalnika. 
Za oblikovanje GUV programerji uporabljajo vmesnike za lažje programiranje 
aplikacij (ang. Application Programming Interface). Danes najbolj znani GUV so za 
računalnike MacOS in Microsoft Windows, za pametne telefone in tablice pa Android, 
iOS ter BlackBerryOS [15].  
 
Zahteve projekta so narekovale, da vsebuje GUV več strani. To pomeni, da 
vsebuje stran, na kateri se uporabnik identificira in vpiše geslo, stran, na kateri je 
navigacijski meni, stran, na kateri uporabnik izbere katero kolo bo zaklenil ali odklenil, 
stran, namenjeno rezervaciji parkirnega stebrička na drugem postajališču in stran, 
namenjeno informacijam drugih postajališč. Predvidena interakcija uporabnika z GUV 
na naslednji način.  
 
Uporabnik se preko RFID sistema identificira in prikaže se stran, na kateri 
uporabnik vpiše geslo. Če se geslo ujema z identifikacijsko številko uporabnika, 
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uporabnik preide v glavni meni GUV, kjer se pojavijo štirje gumbi (izposoja kolesa, 
zaklepanje kolesa, rezervacija parkirnega stebrička ali informacije). Uporabnik 
pritisne želeni gumb, ki ga usmeri na želeno stran. Vsaka od teh strani vsebuje gumb 
nazaj, ki uporabnika pripelje nazaj v glavni meni. Ko uporabnik izvede eno od akcij, 
se GUV vrne v stanje čakanja na naslednjega uporabnika. 
5. 1. Delo z orodjem PyQtDesigner 
Ob zagonu programa se odpre okno, s pomočjo katerega lahko izbiramo med 
predlogami (zavihek 'Templates/Forms') in lastnim elementom (zavihek 'Widgets'). 
Izbiro potrdimo s klikom na gumb 'Create'. Odpre se okno, prikazano na sliki 5.1.1, v 
katerem lahko vidimo osnovno porazdelitev programskega orodja.  
 
Na levi je seznam elementov, ki jih dodajamo glavnemu oknu in je prikazan na 
sliki 5.1.2. Elementi so urejeni po skupinah, ki se delijo med gumbe, presledke 
(spacers), ureditve strani (layout), prikazovalne elemente, sprejemne ali vhodne 
elemente (input widgets), vsebnike (containers) in tabele.  
 
Na desni strani je urejevalnik elementov, s katerim elementom spreminjamo 
lastnosti (ime, velikost, pozicijo na ekranu, prosojnost, barvo, robove …) in je prikazan 
na sliki 5.1.3. Na tej sliki je označen zavihek 'styleSheet', v katerem lahko s pomočjo 
oblikovalnega jezika CSS spreminjamo lastnosti elementov. CSS (ang. Cascading 
Style Sheets) je slogovna predloga, s pomočjo katere opišemo kako naj bo element 
oblikovan na zaslonu.  
 
Okno oblikujemo tako, da z miško povlečemo želeni element vanj. Po navadi 
najprej v okno povlečemo elemente, ki omogočajo ureditev strani (horizontalno, 
vertikalno, mrežasto). Med takšne elemente spada tudi element imenovan kopica (ang. 
stacked widget), ki smo ga uporabili za navigacijo uporabnika med stranmi. Z njegovo 
pomočjo lahko ustvarimo več različnih strani z različno razporeditvijo elementov. 
Strani prikličemo v ospredje, ko jih potrebujemo. V kopico lahko vstavljamo vse ostale 
elemente. Edini element, ki ga naj vsebujejo vse strani, je ura, zato ga ne vstavimo v 
kopico. V seznamu elementov poiščimo ustrezen prikazovalni element (label ali 
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oznaka). Z miško ga povlecimo ob zgornji rob okna, tako da bo njegov starševski 
element glavno okno. V urejevalniku elementov ga v zavihku 'object name' 
poimenujmo. Če želimo spremeniti privzeti zapis, ki trenutno pravi 'Text label', 
dvakrat kliknemo na element in napišemo želeno besedilo. V našem primeru zapis 
izbrišemo in pustimo polje prazno, saj bomo vanj vsako sekundo s pomočjo programa, 
ki se bo izvajal na mini računalniku, zapisali uro. 
 
 
Slika 5. 1. 1 Razporeditev programskega okolja PyQtDesigner 
 
Oblikovanje glavnega menija, v katerem uporabnik izbira med možnostmi 
zaklepanja, odklepanja, rezervacije in poljem informacije je potekalo na naslednji 
način. V okno z miško povlečemo vertikalno ureditev strani, ki se v oknu pojavi kot 
rdeč kvadrat. Desni klik miške izven rdečega kvadrata odpre meni, v katerem sledimo 
ukazom 'Lay Out' > 'Lay Out Vertically'. Vertikalno ureditev strani s tem ukazom 
raztegnemo na velikost starševskega elementa (v tem primeru je to kopica). V seznamu 
elementov poiščemo gumbe (push button) in jih razvrstimo v okno. Vsak gumb 
poimenujemo z imenom, ki čim bolje opisuje njegovo funkcijo. Če okno odpremo z 
možnostjo predogled (slika 5.1.5), vidimo, da so gumbi sicer razvrščeni navpično, 
vendar je glede na želeni prikaz primerno povečati razmik med njimi. To spremenimo 
z uporabo presledkov, ki jih dodamo med gumbe. V urejevalniku elementov določimo, 
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koliko slikovnih točk lahko posamezen presledek zasede in spremenimo tip velikosti 
iz možnosti 'expanding' na možnost 'fixed'. Položaj bi lahko sicer določili tudi v 
zavihku 'geometry', vendar je način z uporabo ureditve strani lažji in hitrejši. V 
omenjenem zavihku določimo tudi velikost elementa.  
 
 
Slika 5. 1. 2 Seznam elementov 
 
 
 
 
 
Slika 5. 1. 3 Urejevalnik elementov 
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Slika 5. 1. 4 Programiranje s pomočjo orodja  PyQtDesigner 
 
Slika 5. 1. 5 Predogled še nedokončanega glavnega menija GUV 
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Pri oblikovanju GUV  zelo pomembno vlogo igra pisava. Zahteve naročnika so 
med drugim zajemale uporabo določene pisave, ki smo jo dobili na spletni strani [16]. 
Pisavo je treba namestiti na računalnik, orodje PyQtDesigner pa ponovno zagnati. V 
urejevalniku elementov nato v zavihku 'font' najdemo pravkar naloženo pisavo, ki jo 
izberemo in določimo še velikost pisave. Zavihek 'cursor' omogoča spreminjanje ikone 
kurzorja, če smo z miško nad izbranim elementom, vendar za nas to ni pomembno, saj 
je aplikacija namenjena interakciji z ekranom na dotik. V že prej omenjenem zavihku 
'styleSheet' lahko s pomočjo jezika CSS določimo še ostale oblikovne lastnosti 
gumbov, kot je prikazano na sliki 5.1.6. V zavihku 'text' določimo, kaj bo na gumbu 
pisalo, v zavihku 'icon' pa lahko gumbu dodamo ikono. Glavni meni GUV je oblikovno 
končan in prikazan na sliki 5.1.7. 
 
 
 
 
 
Slika 5. 1. 6 Vmesnik za delo z jezikom CSS 
 
 
Slika 5. 1. 7 Izgled glavnega 
menija GUV 
 
     
Na podoben način ustvarimo stran, na kateri poteka verifikacija uporabnika. 
Najprej s pomočjo mrežne razporeditve in gumbov naredimo tipkovnico, ki vsebuje 
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samo števke od 0 do 9 in potrditveni gumb. Za prikaz zapisov uporabimo oznako. 
Privzeti zapis na posameznem elementu spremenimo v 'prijavi se' in 'geslo'. Za 
vpisovanje gesla potrebujemo sprejemni element. Uporabimo element, imenovan 'line 
edit' in njegovo objektno ime nastavimo na 'password'. Ko uporabnik vpisuje geslo, ne 
sme obstajati možnost, da bi mimoidoči ali uporabniki, ki stojijo v vrsti za njim, 
razbrali, kaj piše na ekranu, zato moramo vsako vneseno število pretvoriti v enak 
simbol. To storimo v upravljalniku elementov, kot je prikazano na sliki 5.1.8. Slika 
5.1.9 predstavlja končni videz strani za verifikacijo. 
 
 
Slika 5. 1. 8 Nastavitev prikaza znakov gesla 
 
 
Slika 5. 1. 9 Prikaz strani za verifikacijo uporabnika 
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Naslednja obravnavana stran je večnamenska, saj se na njej izmenjujejo gumbi 
za izposojo in vračanje koles ter rezervacijo stebrička. Gumbe generiramo s kodo, ki 
smo jo opisali v naslednjem poglavju. Postavitev strani je prikazana na sliki 5.1.10. Pri 
tem smo uporabili naslednje elemente: gumb 'nazaj', presledki, oznake in mrežna 
razporeditev. Gumbu in mrežni razporeditvi damo objektno ime. Oba bomo 
potrebovali v naslednjem poglavju. Gumbu bomo določili klic funkcije ob kliku, v 
mrežno razporeditev pa bomo dodajali gumbe, generirane v programu. 
 
 
Slika 5. 1. 10 Postavitev strani za izposojo koles (gumbe generira koda napisana v okolju PyCharm) 
 
Stran z informacijami vsebuje še eno kopico. Na prvi strani kopice so štirje 
gumbi. Vsak od njih predstavlja eno od štirih najbližjih postaj. Klik na določen gumb 
nas pripelje do informacij postaj, ki se nahajajo na drugi strani kopice. Ta vsebuje 
poleg gumba 'nazaj', presledka in oznake še en element, imenovan 'table widget'. V ta 
element se prepišejo vrednosti iz podatkovne baze. Več o tem bomo predstavili v 
naslednjem poglavju. Tabelo konfiguriramo. Določimo velikost pisave in poravnavo 
na sredino. Na sliki 5.1.9 je prikaz nastavitev, ki so bile uporabljene pri konfiguraciji 
elementa. 
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Slika 5. 1. 11 Konfiguracija elementa, ki prikazuje tabelo 
 
Oblikovanje programa je zaključeno. PyQtDesigner shranjeno delo izvozi v obliki 
.ui datoteke. Datoteke takšnega tipa s pomočjo Pythona ne moremo uporabiti, zato jo 
pretvorimo v .py datoteko. Odpremo mapo, v kateri se nahaja projekt, ki ga ustvarjamo 
s pomočjo programa PyCharm, v katerega smo predhodno shranili .ui datoteko. S 
hkratnim desnim klikom in pritiskom tipke shift se odpre meni, v katerem izberemo 
ukaz 'Open command window here'. Odpre se ukazno okno z direktorijem, 
nastavljenim v mapo. Vpišemo ukaz: 
 
pyuic5 stack.ui –o stack.py 
 
Ime prve datoteke je enako imenu, ki smo ga shranili v orodju PyQtDesigner, ime 
druge pa z ukazom določimo. Z ukazom ustvarimo datoteko stack.py, ki jo bomo 
uporabili v nadaljevanju. 
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5. 2. Opis delovanja GUV  
Pisanje kakršnegakoli programa je popolnoma nesmiselno brez uporabe 
knjižnic. Le-te predstavljajo zbirko funkcij in postopkov, ki omogočajo izvajanje akcij 
brez zamudnega pisanja kode. Tudi v programu, ki ga bomo opisali, je bilo 
uporabljenih nekaj knjižnic, katerih podatke pridobimo na internetu. Uporabljene so 
bile knjižnice PyQt5, sys, time, snap7, mysql.connector in lastnoročno ustvarjena 
knjižnica stack. Da lahko knjižnica stack sploh pravilno deluje, potrebujemo knjižnico 
PyQt5, ki omogoča uporabo vseh elementov za ustvarjanje GUV. Knjižnica sys skrbi 
za dostop do nekaterih spremenljivk, ki jih uporablja tolmač. Uporabo funkcij, ki so 
odgovorne za prikaz časa in ure, omogoča knjižnica time. Ker je delovanje programa 
odvisno tako od vrednosti lastnih spremenljivk, kot od vrednosti spremenljivk 
krmilnika in vrednosti podatkov v podatkovni bazi, potrebujemo knjižnico, ki skrbi za 
povezavo med komponentami sistema. Za povezavo med krmilnikom in računalnikom 
skrbi knjižnica snap7, za povezavo med podatkovno bazo in računalnikom pa skrbi 
knjižnica mysql.connector. Povezava med krmilnikom in podatkovno bazo poteka 
posredno prek računalnika. Knjižnice se v programu vedno uvozijo na začetku kode, 
kar izvedemo z naslednjim ukazom: 
 
import snap7 
from stack import Ui_MainWindow 
 
Prva vrstica kode uvozi knjižnico snap7, druga pa knjižnico, ki smo jo ustvarili že prej. 
Preden vstopimo v glavni del kode, omenimo, da je bila koda napisana tako, da 
omogoča kasnejše razširitve na 16 postaj s po največ 16 parkirnimi stebrički, zato 
vsako postajališče potrebuje svojo identifikacijsko številko. Najprej se je potrebno 
povezati z obema komponentama sistema. Za vzpostavitev povezave s podatkovno 
bazo uporabimo naslednjo serijo ukazov: 
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self.mydb = mysql.connector.connect( 
    host='***.***.***.***', 
    user='jkovse', 
    passwd='*********', 
    database='sys', 
    auth_plugin='mysql_native_password') 
 
V spremenljivko host napišemo ip naslov podatkovne baze, uporabimo uporabniško 
ime in geslo, ki smo ju določili v programskem okolju MySQL Workbench. Izberemo, 
do katere baze podatkov želimo dostopati, na koncu pa izberemo še način overovitve. 
Za lažje razhroščevanje dodamo preprost pogojni stavek, ki preverja uspešnost 
povezave in nas o tem primerno obvesti. Ob vsakem manipuliranju podatkovne baze 
moramo izvesti naslednja ukaza : 
 
self.mydb.cursor().execute(SQL sintaksa) 
self.mydb.commit 
 
Za vzpostavitev povezave s krmilnikom morata biti obe napravi povezani z ethernet 
kablom, njun ip naslov pa mora biti v istem podomrežju, zato je treba spremeniti ip 
naslov mrežne kartice računalnika, kar storimo v meniju za nastavitve omrežja in 
interneta. Povezavo s krmilnikom dosežemo z ukazom: 
 
self.client = snap7.client.Client() 
self.client.connect('***.***.***.***', 0, 1) 
 
Prvi argument funkcije je ip naslov krmilnika, drugi argument je zaporedna številka 
stojala, tretji pa številka reže na stojalu. Vse argumente najdemo v programu TIA 
Portal v oknu, prikazanemu na sliki 4.1.3.  
  
Da potencialni uporabnik postane dejanski uporabnik, se mora najprej 
registrirati v sistem. Ob registraciji sta vsakemu uporabniku določena identifikacijska 
številka in geslo, ki se z ostalimi podatki (ime, priimek, datum rojstva, itd.) zapišeta v 
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tabelo v podatkovni bazi, namenjeno samo uporabnikom in njihovim podatkom. 
Omenimo še, da se geslo po navadi s pomočjo posebnega algoritma enosmerno 
pretvori v zaporedje znakov. Algoritem je ustvarjen tako, da se spremeni celotno 
zaporedje znakov, če spremenimo zgolj en znak v geslu. Enosmerna pretvorba pomeni, 
da se lahko geslo pretvori samo v zaporedje znakov in ne obratno.  
 
Proces izposoje kolesa poteka na naslednji način. Ko se uporabnik z 
identifikacijsko napravo (kartica ali obesek RFID, telefon) približa izpraševalcu na 
interakcijskem stebru, se izvede proces identifikacije. Izpraševalec identificira 
uporabnika in pošlje signal o uspešnosti akcije, kar sproži pretvorbo gesla s pomočjo 
prej omenjenega algoritma in iskanje enakega zaporedja znakov v bazi podatkov. 
Geslo, ki ga vpiše uporabnik, se mora ujemati z geslom, zapisanim v podatkovni bazi. 
Če se ujemata, se uporabniku odpre glavni meni GUV, če ne, mora postopek ponoviti. 
 
Sistem izposoje koles mora delovati v realnem času, torej mora postaja 
informacije o kolesih in zasedenosti parkirnih stebričkov redno posodabljati. V ta 
namen smo ustvarili funkcijo, ki se izvede vsako sekundo. Funkcija je zadolžena za 
klic več funkcij. Najprej pokliče funkcijo, ki prebere vrednosti signalov na krmilniku 
z ukazom: 
 
self.stStebrickov = self.client.db_read(3,4,2), 
 
kar pomeni branje dveh bajtov, začenši s četrtim iz baze številka 3, ustvarjene v 
programu TIA Portal. Prebrani podatki se zapišejo v spremenljivko stStebrickov kot 
polje bajtov (byte array). Vrednosti signalov se s pomočjo zanke in nekaj pogojnih 
stavkov spremeni v primerno besedilo, ki se shrani v spremenljivko (insertTuple) 
novega podatkovnega tipa (tuple). Z naslednjim ukazom prepišemo dobljene vrednosti 
v podatkovno bazo: 
 
self.mydb.cursor().execute('UPDATE postaja1 SET tipKolesa 
= %s, idKolesa = %s, procentBaterije = %s, WHERE 
stebricek = %s', insertTuple), 
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V spremenljivki insertTuple morajo biti podatki zapisani po vrsti, kot so zapisani v 
povpraševalnem stavku. Določeni podatki se zapišejo še v tabelo, ki vsebuje podatke 
vseh postaj (število parkirnih stebričkov, število parkiranih koles, lokacija). 
Podatkovna baza je posodobljena, zato se izvede druga funkcija, ki preveri status 
rezervacij na tej postaji in jih v primeru rezerviranega stebrička zapiše v podatkovno 
bazo. Nato se izvede naslednji del programa: 
 
self.time = QTime.currentTime() 
self.text = self.time.toString('hh:mm:ss') 
self.dateTimeLabel.setText(self.text), 
 
ki poskrbi za prikaz ure v pravilnem formatu. Zadnja vrstica kode prikazuje klic 
elementa, ustvarjenega v orodju PyQtDesigner (oznaka, namenjena prikazovanju ure).  
Do sedaj uporabnik ni imel vpliva na izvajanje kode, saj posodabljanje 
podatkovne baze ne zahteva interakcije z uporabnikom. Ko si uporabnik želi izposoditi 
kolo, najprej pritisne gumb 'izposodi si kolo'. To sproži izvajanje funkcije, ki skrbi za 
preverjanje prisotnosti koles. Izvede se ukaz, ki prebere vrednosti signalov iz baze 
številka 1 krmilnika. Funkcija vrača vrednosti v obliki zbirke bajtov (byte array), kar 
pomeni, da v primeru praznih stebričkov vrne vrednost nič, v primeru enega 
zasedenega stebrička vrne vrednost 1 ali 2, v primeru obeh zasedenih stebričkov pa 
vrne vrednost 3. S preprosto zanko in pogojnim stavkom pretvorimo vsako dobljeno 
vrednost v zbirko (array) števil 1 in 0. Na primer, če funkcija prebere število 2 pomeni, 
da je drugi stebriček zaseden, kar se v zbirki prikaže kot: 
 
array = [0,1] 
 
Naslednja funkcija preveri, ali so vsi elementi v zbirki enaki 0. Če so, potem 
preskoči naslednji del kode in na ekranu GUV se izpiše 'Trenutno ni na voljo nobenega 
kolesa'. Če je vsaj en element v zbirki enak 1, se izvede naslednji del kode, ki preveri 
indeks katerega elementa je enak 1, in tisti gumb prikaže. V tem primeru je drugi 
element v zbirki enak 1, kar pomeni, da je njegov indeks enak 1, saj se elementi v 
zbirkah začnejo z 0. Z ukazom: 
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self.btn[i].show() 
 
prikažemo gumb '2' na ekranu GUV. Prikaz ekrana je ilustriran na sliki 5.2.1. Podoben 
princip prikaza strani je uporabljen pri strani za vračanje kolesa, le da se v tem primeru 
preveri, kateri elementi v zbirki so enaki 0. Izvede se še ukaz: 
 
self.stackedWidget.setCurrentIndex(1), 
 
ki poskrbi, da kopica v ospredje postavi stran z indeksom 1. Uporabniku se torej na 
zaslonu GUV prikaže samo gumb za izposojo kolesa, parkiranega na stebričku 2. Ko 
uporabnik pritisne želeni gumb, posreduje program z ukazom: 
 
self.client.as_db_write(1, 0, self.enable) 
 
indeks želenega parkirnega stebrička (v tem primeru število 2) krmilniku. Nato število 
2 postavi signal za izvajanje kode, ki vpliva samo na drugi parkirni stebriček. Dodatna 
pogoja za odklepanje stebrička sta prisotnost kolesa v parkirnem stebričku in 
elektromotor v položaju 'zaklenjeno'. Prisotnost kolesa ugotovimo preko RFID 
sistema, ki sporoča, katero identifikacijsko številko ima kolo. Če identifikacijska 
številka za določen parkirni stebriček ni pozitivna, pomeni, da kolesa v tistem 
stebričku ni. Položaj elektromotorja zaznamo s pomočjo dveh kapacitivnih senzorjev. 
Če vsi pogoji zadoščajo (kolo je prisotno parkirni stebriček pa je aktiven), sprožimo 
časovnik tipa TP, katerega diagram delovanja je prikazan na sliki 5.2.2 in je nastavljen 
na 20 sekund. Motorček sproži odklepanje in signal, ki določa, kateri stebriček je 
aktiven, se postavi na 0. Poleg tega se na stebričku prižge zelena luč. Če po dvajsetih 
sekundah uporabniku ne uspe vzeti kolesa, motorček sproži zaklepanje, luč pa se iz 
zelene obarva na modro. Koda, ki to stori, je prikazana na sliki 5.2.3.  
 
Stran, ki uporabniku omogoča vračanje koles, se tvori na podoben način kot 
stran za izposojo koles, le da v tem primeru koda preveri, kateri stebrički so prazni, in 
njim namenjene gumbe prikaže na strani. Prav tako se preveri, ali je kateri od 
stebričkov rezerviran. Ko uporabnik pritisne gumb določenega stebrička, program, ki 
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se izvaja na računalniku, pošlje zaporedno številko stebrička krmilniku, ki vklopi 
motorček samo, če je kolo prisotno. Ko je kolo parkirano, se na stebričku vklopi modra 
luč, ki predstavlja pravilno parkirano kolo. 
 
  
Slika 5. 2. 1 Prikaz strani za 
izposojo kolesa (na postaji je parkirano 
kolo samo v drugem stebričku) 
 
 
 
 
 
 
 
 
 
 Slika 5. 2. 2 Grafični prikaz delovanja TP časovnika 
 
 
Opišimo še mehanizem, ki skrbi za rezervacijo parkirnega stebrička. Uporabnik 
v glavnem meniju GUV pritisne gumb 'Rezerviraj stebriček', ki ga pripelje na 
naslednjo stran, na kateri izbere, želeno postajo za rezervacijo parkirnega stebrička. S 
klikom na določen gumb se začne izvajati funkcija, odgovorna za branje podatkov iz 
podatkovne baze, ki bodo določili, katere stebričke je možno rezervirati. Pripadajoči 
gumbi se bodo pojavili na naslednji strani vmesnika. Podajmo primer, ko uporabnik 
želi rezervirati stebriček na postaji številka 3. Pritisne gumb 'Postaja 3' in izvede se del 
kode, ki pošlje naslednji povpraševalni stavek v bazo podatkov: 
 
'SELECT * FROM postaja' + str(idPostaje). 
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Zvezdica za ukazom 'SELECT' pomeni zahtevo po vseh podatkih iz tretje postaje. S 
klikom na gumb 'Postaja 3' smo funkciji podali argument (idPostaje), ki ga 
spremenimo v podatkovni tip string in ga vključimo v povpraševalni stavek. Dobimo 
torej vse podatke iz tabele z imenom 'Postaja3', ki jih s pomočjo zanke razvrstimo v 
štiri zbirke. Pomembni sta dve zbirki, ki podata razpoložljivost stebričkov (glede na 
prisotnost kolesa in potencialno rezervacijo stebrička). Če sta elementa obeh zbirk z 
istim indeksom oba hkrati enaka 0, je stebriček možno rezervirati in njemu pripadajoči 
gumb se bo prikazal na ekranu GUV. Uporabniku se torej prikaže stran z možnostjo 
rezervacije stebričkov. Odloči se, da bo rezerviral parkirni stebriček številka 5. Pritisne 
gumb '5'. Ta sproži izvajanje funkcije 'rezerviraj', ki potrebuje dva argumenta – 
identifikacijsko številko postaje in indeks parkirnega stebrička. S pomočjo ukaza 
'UPDATE' posodobi tabelo v podatkovni bazi, kar vpliva na delovanje krmilnika na 
postaji tri. Ciklična funkcija, ki vsako sekundo preverja spremembe v podatkovni bazi, 
namreč zazna rezervacijo, kar sproži naslednje korake. Identifikacijska številka 
uporabnika se prepiše v bazo krmilnika, kar sproži časovnik tipa TP. Časovnik šteje 
do izteka časa ali do prekinitve rezervacije (uporabnik je vrnil kolo v pravilni 
stebriček). Rezervacijo prekinemo s pomočjo bloka 'reset timer'. Ob negativni fronti 
časovnika se na mesto, na katerem je bila prej napisana identifikacijska številka 
uporabnika, zapiše število -1, ki sproži posodobitev podatkovne baze v smislu izbrisa 
rezervacije iz ustrezne tabele. Ob rezervaciji se signalna luč na stebričku obarva rdeče. 
 
Lahko se zgodi, da uporabnik pride na postajo, ki je prazna, zato si ne more 
izposoditi nobenega kolesa, ali pa je polna, zato ne more parkirati kolesa. Tukaj pridejo 
v poštev informacije z najbližjih postaj. Do njih uporabnik dostopa s pomočjo gumba 
'Informacije'. S klikom se odpre nova stran s štirimi najbližjimi postajami. Uporabnik 
izbere podatke, katere postaje bi rad preveril, ti pa se mu izpišejo na zaslonu (slika 
5.2.4). Vse stori funkcija, ki kot argument sprejme številko postaje in s pomočjo 
povpraševalnega jezika poišče vse potrebne informacije. Te je treba nekako 
predstaviti, kar storimo s pomočjo v prejšnjem podpoglavju predstavljenega elementa 
'table widget'. S pomočjo ukaza v zanki elementu dodajamo podatke: 
 
self.informacijeTabela1.setItem(k,j,QTableWidgetItem(self.tabel
aSQL[j][i])) 
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Argumenta k in j določata koordinate celic tabele, v kateri bo podatek predstavljen. Na 
sliki 5.2.4 je prikazana razporeditev strani. 
 
  
Slika 5. 2. 3 Del programa, ki je odgovoren za zaklepanje kolesa 
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Slika 5. 2. 4 Prikaz strani z informacijami 
 
39 
5. 3. Testiranje 
 Za pravilno delovanje kateregakoli izdelka v industriji je ključnega pomena 
testiranje, ki praviloma poteka na vseh stopnjah razvoja aplikacije oziroma projekta. 
V našem primeru to pomeni testiranje povezav aktuatorjev z vhodnimi in izhodnimi 
kontakti krmilnika, testiranje uspešnosti zaklepanja in odklepanja koles, testiranje 
uspešnosti povezave med računalnikom in podatkovno bazo ali krmilnikom ter 
testiranje pravilnega delovanja GUV. 
  
 Testiranje razdelimo v dva dela. Prvi del je v okviru izvajanja diplomskega 
dela pomenil preizkus pravilnosti ožičenja, preizkus pravilnega zaklepanja ali 
odklepanja koles ter testiranje povezave med mini računalnikom in krmilnikom.  
 
Pred začetkom testiranja, smo proces programiranja krmilnika že izvedli. Prav 
tako smo izvedli simulacijo delovanja postajališča.  
 
Sledi testiranje ožičenja. To pomeni, da v TIA Portal v namenskem meniju 
postavljamo vrednosti izhodov in preverjamo ali se signal spremeni na ustreznem 
kablu. Postopek v obratni smeri ponovimo za pregled vhodov. Preko ustreznega kabla 
pošljemo signal in ga preverjamo v istem meniju okolja TIA Portal. Sledi testiranje 
pravilnega zaklepanja ali odklepanja. Med testiranjem smo odkrili, da se zatič, ki 
zaklepa kolo, premalo premakne v zaklepno smer. Problem smo rešili s povečanjem 
razdalje med induktivnima senzorjema in podaljšanjem zatiča.  
 
Tudi pri povezovanju mini računalnika s krmilnikom smo naleteli na manjše 
težave. Po napotkih dokumentacije [17] smo izvedli povezavo krmilnika in mini 
računalnika preko ethernet kabla. Povezave nikakor ni bilo mogoče vzpostaviti. Sledil 
je študij dokumentacije in internetnih virov [18]. Povezava med krmilnikom in mini 
računalnikom se lahko vzpostavi le v lokalnem omrežju. Ip naslov mini računalnika 
smo konfigurirali in povezava se je vzpostavila. 
 
Drugi del testiranja se je navezoval na delovanje GUV, še posebej na mehanizem 
rezervacije parkirnega stebrička in prikaz informacij drugih postajališč. Če uporabnik 
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z določeno identifikacijsko številko rezervira parkirni stebriček številka 2 na 
postajališču 1, ga lahko uporablja samo omenjeni uporabnik. Testiranje smo opravili 
tako, da smo v tabeli v ustrezno celico vpisali identifikacijsko številko. Nato smo se v 
postajališče vpisali z drugačno identifikacijsko številko. Izbrali smo akcijo za vračanje 
kolesa. Čeprav sta bila prazna oba parkirna stebrička se je na ekranu GUV prikazal 
samo gumb za zaklep prvega stebrička. Postopek smo ponovili, tokrat z ustrezno 
identifikacijsko številko. Na ekranu GUV sta se prikazala oba gumba. Vendar 
rezervacija stebrička ni aktivna nedoločen čas. Ko preteče  določena količina časa od 
začetka rezervacije, naj bi se identifikacijska številka iz tabele samodejno izbrisala. 
Počakali smo na iztek časa rezervacije in osvežili tabelo. Vidimo, da se je 
identifikacijska številka izbrisala. Mehanizem rezervacij torej deluje pravilno. Prikaz 
informacij bližnjih postajališč smo testirali s pomočjo štirih tabel, ki so predstavljale 
statuse štirih različnih postajališč. Vsako tabelo smo zapolnili z drugačnimi podatki. 
Nato smo v GUV izbrali funkcijo prikaza statusa bližnjih postajališč. Preverili smo, 
ali se podatki prikazani na zaslonu monitorja ujemajo s podatki v ustrezni tabeli.  
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6. Zaključek 
 V diplomski nalogi smo predstavili cilje projekta, katerega namen je izdelava 
prototipa postajališča za modularen in mobilen sistem izposoje koles. Uporaba 
tovrstnih sistemov je lahko zelo koristna na primer pri organizaciji športnih prireditev, 
ki potekajo na različnih lokacijah. 
 
V okviru omenjenega projekta je bilo potrebno napisati ustrezen program za 
krmiljenje parkirnih stebričkov in razviti ustrezni uporabniški grafični vmesnik, ki 
podpira vse operacije do katerih pride, ko si uporabnik želi kolo izposoditi, ali pa ga 
vrniti.  
 
Za izdelavo omenjenega vmesnika smo morali najprej preučiti koncept samega 
projekta, sledil je študij programske opreme in izdelava vmesnika, ki je v delu 
podrobno opisana.  
 
Projekt je programsko pripravljen za razširitev v celoten sistem izposoje koles, 
kar pomeni večje število postajališč z večjim številom parkirnih stebričkov. Vsa 
postajališča pa bodo povezana s skupno podatkovno bazo. Strojni del projekta je 
konceptualno rešen, vendar bo po vsej verjetnosti prišlo do sprememb pri uporabi 
nekaterih komponent. Razširitev sledi, če bo prototip uspešno prestal predstavitev. 
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Dodatek A: Navodila za uporabo programa MySQL 
Workbench 
Najprej je bilo potrebno na računalnik naložiti potrebno programsko opremo, ki 
smo jo pridobili na spletni strani [7]. Odprl se je čarovnik, ki nam je pomagal 
vzpostaviti delujočo podatkovno bazo. Izberemo tip instalacije ('Developer Default), 
določimo pot, kamor čarovnik naloži datoteke in začnemo z namestitvijo.  
 
 
 
 
Slika A. 1 Čarovnik najprej prenese datoteke in jih nato inštalira 
Določimo tip povezave (TCP/IP protokol) in geslo. Preden nadaljujemo, 
preverimo povezljivost. Potrdimo nastavljeno konfiguracijo in zaženemo programsko 
okolje MySQL Workbench. Odpre se okno v katerem izberemo možnost povezave s 
pravkar ustvarjenim strežnikom. Vpišemo prej določeno geslo in vstopimo v 
podatkovno bazo. Odpre se osnovna razporeditev strani. V orodni vrstici izberemo 
možnost ustvarjanja baze, ki jo ustrezno poimenujemo. Kliknemo gumb 'Apply'. Nato 
v podoknu 'Navigator' izberemo pravkar ustvarjeno bazo. V orodni vrstici sedaj 
izberemo možnost ustvarjanja tabele. Odpre se okno prikazano na sliki A.2. 
 
Tabelo najprej poimenujemo in dodamo stolpce. Vsakemu stolpcu je potrebno 
definirati tip podatka, ki ga bo shranjeval. Lahko izbiramo med raznimi tipi, ki so 
namenjeni na primer datumu in uri, celim številkam, realnim številkam ali znakovnimi 
zaporedji. Tip podatka sovpada z večino tipov podatkov programerskih jezikov 
(integer, boolean, string, character, byte…) Prvi stolpec je po pravilu namenjen 
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identifikacijskim številkam, zato odkljukamo okvirčka z oznako 'PK' in 'AI', ki 
pomenita 'primary key' in 'auto incremental'. To pomeni avtomatsko označevanje 
vsake na novo generirane vrstice z unikatno identifikacijsko številko (številke se 
povečujejo za 1 začenši z 1). Dodamo še ostale stolpce in kliknemo gumb 'Apply'. 
Odpre se okno prikazano na sliki A.3, v katerem programsko orodje samodejno 
generira SQL sintakso, ki bi jo lahko zapisali v označenem podoknu na sliki A.4 
 
 
Slika A. 3 Izdelava tabele z orordjem MySQL Workbench 
Slika A. 2 Koda, ki jo generira orodje MySQL 
 
47 
 
Slika A. 4 Rdeč okvir označuje prostor, kamor pišemo SQL stavke 
