Introduction
The twenty-four positions of the Bratko-Kopec test (Kopec and Bratko, 1982) represent one of several attempts to quantify the playing strength of chess computers and human subjects. Although one may disagree with the choice of test set, question its adequacy and completeness, and so on, the fact remains that the designers of computer chess programs still do not have an acceptable means of estimating the performance of chess programs, without resorting to time-consuming and expensive "matches" against other subjects. Clearly there is considerable scope for such test sets, as successes in related areas like pattern recognition attest.
Here the performance of some contemporary chess programs is compared with earlier results from 1981, so that the relative progress may be seen, and to help identify the properties of those cases that computers cannot handle well by search alone. Even though use of standard tests is still not widespread, many chess programming groups built such sets and a few have been circulated. One of the earliest was the NY1924 data set (Marsland and Rushton, 1973) of about 800 positions, later used in a minor way to assess the performance of Tech (Gillogly, 1978) , and to develop evaluation function weighting factors (Marsland, 1985) . At about the same time Ken Thompson was building far larger test suites (Thompson, 1979) and more recently Dap Hartmann worked with some 63,000 positions to extract knowledge from grandmaster games (Hartmann, 1987) . It is thought that the Hartmann suite was used to tune the evaluation parameters of such programs as Phoenix and Deep Thought. When one considers that even 63,000 positions is a minuscule fraction of the estimated 10 40 unique chess positions, what role can the small set of 24 B-K (Bratko-Kopec) positions play? Aside from being too small, the positions can be criticized because they consider only tactical and pawn lever moves, with many other important ideas and structures not covered. The tactical moves are now thought to be simple for computers, and also much larger test sets exist (Reinfeld, 1945) . On the other hand, more than any other proposal, the B-K positions make clear the true importance of pawn moves for high calibre play.
In recognition of the narrow scope of the B-K suite, Jens Nielsen is developing a more sophisticated test with a greater range of features and is using it to estimate the ELO rating of commercial chess computers. Nielsen's system has many facets, using not only time taken to help measure a program's merit, but also the program's ablity to reject certain moves as part of his test of endgame play, positional play, tactics and traps. At present some 145 problems are posed from 80 positions (many positions require the generation of a sequence of moves). Even though the test is time-consuming to apply, and not so well-known, more than 40 programs have been tested and their ELO rating estimated with remarkable correlation to other accepted measures (Nielsen, 1989) . Like the B-K test and others, this system is of considerable benefit in the development of new chess programs, since it tests for for specific knowledge and common conceptual errors.
Previous Results
The original paper by Kopec and Bratko (1982) was also criticized for its unrealistic requirement that the program produce an ordered list of up to three choice moves. Although easy for humans, the pruning algorithm in most chess programs precluded consistent generation of such a list. That objection could have been overcome easily had the experiment been run slightly slightly differently: by providing an ordered list of choice moves and rating performance according to the relative strength of the principal move proposed.
The last and final complaint aimed at prepared test sets is that programs can be tuned to perform well on the suite, perhaps at the expense of their overall playing strength. In principle, this objection is valid and __________________ This paper is a revised and expanded version of Marsland, T.A. (1989) , "The Bratko-Kopec Test Revisited," in the New Directions in Game-Tree Search Workshop preprints, T.A. Marsland (ed.) , Edmonton, May 1989, pp. 135-139. serious, but in practice the lever positions in particular have led to an appreciation of the importance of knowledge assessing critical pawn configurations. Also the harder tactical problems led to the development of selective search extensions (Anantharaman et al., 1988) to identify and follow forced variations. Further, far more critical to the playing strength of programs than performance on any test suite are other factors, such as good use of time (see for example the work of Hyatt (1984) and Anantharaman (1990) ), and effective use of transposition tables in the end game (Nelson, 1985) . Nevertheless, it is clear from the results that the recognized best chess programs exhibit superior performance on the B-K test. Consider Table 1 (Kopec and Bratko, 1982) , which shows an extract from the original results. Although the weakest programs fared badly when this test set was sprung upon them, some brute force programs, notably Belle, Duchess and BCP did well even by today's standards. In particular, in 1981 Belle achieved a score of 18, which today is only exceeded by a handful of programs. Nevertheless, there can be no doubt that the comparably performing programs of today are stronger than Belle'81.
Turning now to the results of eight years later, Table 2 and Table 3 , which are based on information provide by applicants to the 6th World Computer Chess Championships, plus some 1986 data for Awit'83. Of the twelve tactical positions, Table 2 , about half the programs can solve nearly all of them (thus equalling the Belle'81 score). Further, virtually all the programs can solve far more than half the tactical positions. As these results show, the harder problems are positions 10 and 22, which are presented in Figure 1 . However, there was no pattern to explain why the eight programs which successfully solved 11 tactical problems could not solve them all, since their failures were uniformly distributed across five different problems (positions 7, 10, 16, 18 and 22). There can be little doubt that these top programs could be "tuned" to solve all twelve B-K tactical problems, but at what cost to their average playing strength? Equally it would seem that problems 1, 12, 14, 15, 16, 19 and 21 are within reach of solution by all contemporary programs, given enough effort. So in some sense those positions are a measure of minimal acceptable strength.
For the lever positions (Table 3) , however, few programs can solve more than half, and only three positions can be solved by almost all the programs. In particular, problems 4, 6 and 8 seem easy enough for those programs that have the right knowledge. Interestingly every program solved at least two of these, and yet 8 of the 21 programs failed at least one! On the other hand, almost no program can solve the three most difficult (namely positions 2, 9 and 23), all of which involve a pawn sacrifice for positional gain, either specifically, or as part of the analysis of the principal variations. Figure 2 presents two representative positions. Not only are these problems difficult, but also it is possible that the few programs which were successful in solving them may have simply been lucky. Even so there are possibilities for improvement, since although 14 programs failed to solve either problem 9 or 20, Mephisto was alone in solving both! This suggests that Mephisto might contain special pawn knowledge not found in other programs.
Conclusion
Our data leads to the final questions. Is the B-K test good enough for estimating the performance of chess programs? Clearly not, since the suite is too small and not wide-ranging enough. Despite that shortcoming, are there still things for programmers to learn from the B-K test? Clearly yes, especially for new programs and those programs which stand alone in failing to solve a particular problem. Conversely, when several programs solve one problem, some programming error or lack of knowledge is preventing correct solution by the others. Finally, although more and more chess programs are incorporating selective extensions and dynamic width control in the deeper portions of the search, the results show that at least one fully selective search program, Awit'83, achieved a respectable score on the test suite even though it was selective at every level in its search, and even though in over-the-board play it had a checkered career. It fared poorly in endgames where totally different sources of knowledge and totally different forms of depth search control are required.
To conclude, the data presented here provides an opportunity to consider whether the calibre of a chess program is measured not so much by how many correct moves it makes in any test suite, but rather by the quality of the moves it proposes as alternatives to the acknowledged best choices. 
