Robotic Assembly Planning and Control with Enhanced Adaptability  by Wang, L. et al.
 Procedia CIRP  3 ( 2012 )  173 – 178 
2212-8271 © 2012 The Authors. Published by Elsevier B.V. Selection and/or peer-review under responsibility of Professor 
D. Mourtzis and Professor G. Chryssolouris. 
doi: 10.1016/j.procir.2012.07.031 
45th CIRP Conference on Manufacturing Systems 2012 
Robotic Assembly Planning and Control with Enhanced Adaptability 
L. Wanga,*, M. Givehchia, B. Schmidta, G. Adamsona 
aVirtual Systems Research Centre, University of Skövde, Skövde, Sweden, 541 28 Skövde, Sweden 
 
* Corresponding author. Tel.: +46-500-44-8519; fax: +46-500-44-8598; E-mail address: lihui.wang@his.se 
Abstract 
The dynamic market today requires manufacturing companies to possess high degree of adaptability and flexibility in order to deal 
with shop-floor uncertainties. Such uncertainties as missing tools, part shortage, job delay, rush-order and unavailability of 
resources, etc. happen more often in assembly operations. Targeting this problem, this research proposes a function block enabled 
approach to achieving adaptability and flexibility in assembly planning and control. In particular, this paper presents our latest 
development using a robotic mini assembly cell for testing and validation of a function block enabled system capable of assembly 
and robot trajectory planning and control. It is expected that a better adaptability can be achieved by this approach. 
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1. Introduction 
Assembly process planning and control determines 
the details of assembly operations after the components 
of a product are made ready for assembly, and ensures 
that they are assembled properly. A typical assembly 
shop may consist of robots, operators and hybrid 
stations. For most job-shop assembly operations, the 
challenges are: (1) continuously changing demands, e.g. 
changes in product mix, quantity and design; and (2) 
uncertainty in production, e.g. unexpected delay, rush 
order, equipment breakdown, etc. 
To address the challenges in a dynamic environment, 
an assembly system should be adaptive. In other words, 
an assembly system should be able to: (1) respond to the 
changing demands and disturbances, adaptively; (2) use 
real-time manufacturing intelligence; and (3) adopt new 
technologies. However, existing methods are insufficient 
in adapting to dynamic changes, because they are tied to 
specific resources, use off-line data, and are not 
responsive to unexpected changes. 
In recent years, different assembly systems have been 
developed. Flexible assembly systems were defined for 
selection and integration of many mechanical systems, 
able to assemble a wide range of products with unknown 
specifications [1]. Reconfigurable assembly systems can 
also provide customized flexibility for a particular part 
family. Details on the status of reconfigurable assembly 
systems and technical bottlenecks to implement such 
systems can be found in the survey [2]. Recently, Kluge 
et al. [3] presented steps to develop a methodology for 
implementing self-learning and self-optimizing assembly 
systems, focusing on data analysis method, procedures 
and tools that are open with respect to the processes and 
necessary analysis methods. Other research studies were 
focused on decision-making and information flow for 
distributed assembly systems, such as exchanging 
information over the Inter/Intranet [4], and standardizing 
communications in a multi-agent system [5]. However, 
these systems are found difficult in solving assembly 
process planning problems with real-time constraints. 
More recently, function blocks (FBs) have been 
adopted in distributed process planning [6] and adaptive 
job-shop machining [7]. One major use of FBs is in the 
design of distributed systems with smart control, e.g. 
real-time distributed control [8] and holonic control [9]. 
However, those previous attempts of applying FBs are 
mainly limited to PLC control and CNC machining. It is 
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extended in this research that FBs can also be applied to 
different types of assembly operations (automated, semi-
automated or manual) to help adapting a process plan to 
new conditions. Our research objective is to develop an 
FB-enabled assembly system, capable of controller-level 
decision making with real-time constraints for assembly 
planning and control. 
The rest of the paper is organized as follows. Section 
2 provides the basis of FB-enabled assembly planning 
and control; Section 3 describes the decision process of 
the system through a simple assembly example; Section 
4 depicts FB implementation and robot control; and 
finally Section 5 concludes the paper and highlights our 
future work. 
2. Basis of Methodology 
The basis of the FB-enabled assembly planning and 
control is illustrated in Fig. 1. The system takes an 
assembly sequence (generated separately) as input, and 
maps the sequenced assembly operations to a set of pre-
designed FBs with needed algorithms to complete the 
assembly operations. 
To facilitate this approach, a complex assembly task 
is broken down to the basic assembly operations, such as 
placing, inserting, and screwing, etc., called assembly 
features (AFs) that can be accomplished by a robot, 
feature by feature. An AF can be represented by its 
assembly sequence, defined as a connection between two 
mating components. FBs use AFs to generate robot 
codes automatically by their embedded algorithms. 
Therefore, the first step in the FB-enabled planning and 
control system is to classify basic AFs as standard 
operations. This classification is process-oriented and 
based on relevant assembly operations. Table 1 reveals 
six basic AF commonly used in robotic assembly. The 
AFs that cannot be disassembled or are often carried out 
in specific stations (e.g. welding and gluing, etc.) are not 
considered for mapping to FBs at this stage. 
Table 1. Six typical assembly features 
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The needed operations of these AFs are mapped to 
and handled by corresponding FBs for robot control, 
with the following advantages: 
• The explicit event-driven nature of FBs can deal with 
uncertainties during robot operations. 
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Fig. 1. FB-enabled assembly planning and control 
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• FB-embedded algorithms enable runtime decision-
making. For a specified robot, these algorithms can 
make decisions on path generation, motion control 
and other assembly conditions at runtime. 
• The FBs are robot/resource independent. They can be 
dispatched to more than one robot for assembly. 
3. Decision Process 
3.1. A hypothetic example 
A hypothetic case, shown in Fig. 2, is used as an 
example. It consists of three components and represents 
three assembly operations: (1) placing a base component 
in a fixture, (2) placing a part on the base component, 
and (3) inserting a pin in a hole. Only two AFs are 
needed: placing and inserting. Therefore, two types of 
assembly feature function blocks (AF-FBs) are required, 
i.e. two placing AF-FBs and one inserting AF-FB. The 
assembly operations can be accomplished by a single-
robot assembly cell as shown in Fig. 3. 
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 Fig. 2. A hypothetic assembly case 
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Fig. 3. Layout of a hypothetic assembly cell 
3.2. Modeling assembly operations 
Petri net is used as a modeling tool in this research 
due to its ease of visualization, execution and evaluation. 
As shown in Fig. 4, a Petri net model for the hypothetic 
assembly example using the assembly cell (Figure 3) is 
depicted. In the Petri net model, places shown as circles 
represent devices, and transitions as dark bars represent 
assembly operations. The places that indicate the end of 
each operation (i.e. “done”) are in fact the events to start 
the subsequent operations. The tokens (shown in dark 
dots) represent availabilities of available components in 
a feeder or in the open fixture. This model is converted 
to an FB network in the next subsections. 
 
 
Fig. 4. Petri net model and its relationship to FBs 
4. Implementation 
4.1. Function blocks implementation 
Three FBs are needed for mapping from the Petri net 
model to a FB network. They are AF-FB, material 
handling FB (MH-FB) and management FB (M-FB). 
Due to page limit, only AF-FB is explained below. 
Each AF is associated to one AF-FB that is 
knowledgeable of how to handle the assembly operation 
specified by the AF. Taking pin insertion as an example, 
an inserting AF-FB can be defined based on IEC 61499 
[10]. Fig. 5 depicts the AF-FB in terms of (a) a graphical 
definition and (b) an execution control chart (ECC). The 
former defines both the external inputs/outputs of events 
and data, and internal algorithms and variables. The 
latter is in fact a finite state machine and it specifics the 
relationship between the events and algorithms, which 
enables the event-driven nature of the FB. In other 
words, an arriving event triggers an algorithm according 
to the ECC. The “1” in Fig. 5(b) indicates that the 
execution of an algorithm is completed successfully and 
the state changes back to “START”. 
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The task of insertion by a robot consists of picking up 
a pin and inserting it into a hole. By defining a series of 
end-effector positions pi of the robot (Fig. 6), the task 
can be described as a sequence of robot’s movement and 
actions related to the ordered positions. 
 
 
 
(a) Graphical definition of a function block 
 
 
 
(b) Execution control chart 
 
Fig. 5. An inserting AF-FB and its ECC 
 
 
Fig. 6. Task positions for pin insertion 
4.2. Algorithm embedding 
Taking the initialization algorithm ALG_INI as an 
example, its major function is robot path planning. In 
order to start the planning and robot auto-programming, 
the positions of robot, fixture, and object must be 
known. Fig. 7 shows the different coordinate systems 
needed for this purpose: robot base coordinate system, 
object coordinate system, and fixture coordinate system 
with respect to the world coordinate system. For simple 
applications, programming can be done in the base 
coordinate system, where the Z axis of the base 
coincides with the rotational axis of the robot joint 1. On 
the other hand, the object coordinate system is more 
suitable for offline programming since it can be usually 
obtained directly from the drawing of a component. The 
fixture coordinate system is defined on the fixture. If 
fixture changes or moves, the programmed positions will 
follow the fixture with no need for reprogramming. 
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Fig. 7. Coordinate systems for robotic assembly 
 
The movements of robot manipulator are always 
based on the Tool Centre Point (TCP). Definition of the 
TCP coordinate system depends on the tool type. 
However, the wrist coordinate system is always the same 
and it is attached to the robot’s end-effector, as shown in 
Fig. 8. By convention, the Z axis of the end-effector 
(wrist) is its principal direction approaching to the target 
(pin), and Y axis is for rotation. The situation of a 
manipulator can, therefore, be described by the situation 
of its TCP: RTB BTW WTT, where 
x RTB represents the robot base coordinate frame with 
respect to the reference coordinate system, 
x BTW indicates the wrist coordinate frame with 
respect to the base coordinate system, and 
x WTT means the TCP coordinate frame with respect 
to the wrist coordinate system. 
According to this description, RTB also represents 
robot calibration in the assembly cell. If the assembly 
tool is changed, only WTT needs to be updated. For 
further illustration, we choose point 2 and point 7 (see 
Figure 6), which are the two key points at the two ends, 
i.e. object and fixture, of the robot travel path. 
Point 2:  RTO OTP PTG 
RTO shows the situation of the object (pin feeder) in 
the reference coordinate system and is attached to the 
pin feeder. OTP gives the situation of the pin with respect 
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to the object or its feeder. PTG is the TCP grasping 
situation on the pin. This can be calculated as follow: 
PTG = »¼
º«¬
ª
1|0
| G
P
G
P PR
 (1) 
where PRG is a 3×3 rotation matrix and PPG a 3×1 
position vector of the TCP with respect to the pin. 
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Fig. 8. Tool coordinate systems 
 
Point 7:  RTC CTH HTP PTG 
RTC represents the situation of the base component 
with a hole (see Fig. 2) in the reference coordinate 
system. CTH represents the situation of the hole with 
respect to the base component, which can be calculated 
from the product design. HTP representing the pin with 
respect to the hole can be simply obtained at point 7, if 
the insertion length is given. 
After defining a safety height as shown in Fig. 6, the 
points for the TCP to follow can be calculated below: 
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The TCP at this point is a 4×4 matrix of eq. (1): 
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To prevent the tool from colliding with other 
peripheral components while generating the robot travel 
path points, a safety height is considered as the largest 
height of the peripheral objects plus a safety factor. A 
via-point can be defined by the user to avoid an obstacle. 
In this case, the insertion length of the pin is taken into 
consideration. Here, the robot travel path is treated as 
point-to-point linear segments, and the via-point is 
defined as the point above the part access point on the 
safety height. 
The position P and orientation (D, E, J) of the TCP at 
this point can be obtained using the inverse formula: 
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With the above information, the path planning of pin 
insertion operation can be defined as a part of the 
algorithm ALG_INI and wrapped in the inserting AF-
FB. The native control code will then be generated for a 
given robot specified in the INI_INFO to the AF-FB. 
4.3. Robotic assembly testing 
The robotic assembly operations are conducted in a 
mini assembly cell as shown in Fig. 9, capable of small-
parts assembly using an ABB robot and a workbench. 
Due to the fact that the robot controller does not 
recognize the FBs yet, a front-end computer is chosen to 
run the FBs in real-time while the FB-generated native 
robot codes are passed to the controller for execution. 
 
 
Fig. 9: A mini robotic assembly cell 
4.4. Discussions 
Conventional assembly planning and control methods 
require an assembly plan to be re-generated to fit new 
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alternatives in the event of a change happening to the 
availability of resources, schedule, or product design, 
etc. Therefore, they are time-consuming and are not 
suitable for dynamic assembly shops where unexpected 
situations occur frequently. Targeting the problem, our 
FB-enabled assembly planning and control system is 
designed and developed to generate adaptive assembly 
solutions after a specific product and assembly resources 
are made available. It assumes that an up-to-date and 
optimal assembly sequence is given or provided by a 
separate planning system, as the assembly sequence in 
most cases can be pre-determined based on assembly 
constraints. This separation allows our system focusing 
on dynamic issues and providing adaptive solutions. The 
outcomes of the system include: assembly tool selection, 
robot path generation, task distribution (if more than one 
robot is used), native robot control code generation, and 
assembly cell orchestration. The solution is in the form 
of FB-embedded algorithms rather than data. Only after 
the relevant algorithm is triggered, can a solution be 
finally generated, at runtime. 
By applying FB technology any place that needs 
modification can be rapidly located and changed. Using 
this method, the system is also capable of receiving 
unexpected events and making decisions for self-
modification (e.g. selecting the next best tool in case of 
unavailability of the best tool) by triggering the right 
algorithms at runtime. 
Using FB-enabled assembly planning and control 
system also leads to the generation of assembly plans 
that are resource-neutral (i.e. can be dispatched to a 
variety of machines and robots for assembly operations). 
This is because the native control code of a robot is 
generated after the function blocks (representing an 
assembly plan) have been dispatched to the robot. In 
other words, the robot is known. If a Fanuc robot is 
chosen instead of the ABB robot, another set of control 
codes will be generated by each AF-FB using a Fanuc 
code-generating template. It can, therefore, enhance the 
adaptability and flexibility of an assembly system. 
5. Conclusions 
This paper presents our latest developments of an FB-
enabled assembly planning and control system, aiming 
to realize adaptive assembly operations in dynamic 
robotic assembly shops. The runtime decision-making 
capability is realized by incorporating event-driven FBs 
into assembly process plans for direct execution control, 
where the appropriate algorithm can be triggered by the 
corresponding arriving event. The ultimate goal of this 
research is to increase the adaptability and flexibility of 
assembly systems under changing environment. 
Our future work will focus on multi-robot assembly 
in near industrial settings for more complex products. 
Interfacing FBs with robot controllers directly is another 
challenge to be addressed. 
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