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Introduction
Model checking for real-time system, i.e. to check a realtime system for a real-time requirement algorithmically, has been studied extensively for decades. In general, the problem is very hard, especially for the concurrent and distributed real-time systems. Some model-checking methods for concurrent systems have been proposed (see, i.e. [6] ) to avoid state explosion, but they works well for some special cases only.
In order to make the problem easier, many authors have to restrict themselves to a restricted class of systems and a restricted class of real-time requirements. For the class of requirements written as linear duration invariants, i.e. linear constraints on the durations of the system states in the observation time interval, the problem has been considered in [5, 2, 3, 4] . In [5] , the authors showed that for finitary timed automata, i. e. timed automata satisfying some restriction conditions, the problem can be solved using the mixed integer linear programming techniques. In [2, 3, 4] , the authors show that with some restrictions on the models of real-time systems, the problem can be solved even using only the linear programming techniques. All of these results
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In this paper, we introduced timed regular expressions to model concurrent and distributed real-time systems. Those systems which are well-structured will have their behaviour described by timed regular expressions. Then, we show that the techniques introduced in [5, 2, 3, 4] can be generalised to solve the problem for this class of real-time systems. Our results in this paper can be summarised as follows. First, we show that for the timed regular expressions in which there is no occurrence of the repetition operator , the problem can be solved using only the linear programming techniques. Then, we show that in many cases, the problem for the timed regular expressions with occurrence of can be converted into the problem for the ones without occurrence of . For the remaining case, we show that the problem can be solved by using the mixed integer linear programming techniques.
The paper is organised as follows. In the next section, we define timed regular expressions and formalise the modelchecking problem. The techniques for solving the problem using linear programming are presented in Section 3 and Section 4. Section 5 is devoted to our discussion on the problem for the general case. The last section is the conclusion of the paper.
Timed Regular Expressions
In this section, we give a representation of a 'regular' class of models of Duration Calculus, which will be taken in this paper as a representation of the behaviour real-time systems. Duration Calculus (DC) was introduced by Zhou Chaochen et al ( [1] ) as a logics to reason about the states of real-time systems. In DC, states are viewed as boolean functions of the continuous time. The interpretation is that if a state is present (absent) at a time t then its value at t is true, which is denoted by 1 (false, which is denoted by 0, respectively). This enables to define duration of a state s over an interval b; e] as R e b s(t)dt, which is exactly the accumulated present time of s in the interval b; e].
Let S ranged over by s; u; v; : : :, be a set of states. A DC A program written in a real-time programming language actually defines a class of DC models over its variables. We consider in this paper a kind of abstract and simple realtime programs represented by so-called Timed Regular Expressions (TRE for short) defined below. For a TRE R, let state(R) denote the set of states occurring in R. As usual, the operator _ is for sequential composition, the operator N for parallel composition, and for repetition. To avoid the heavy use of brackets, we assume the binding order of the operators as follows: the operator _ binds most tightly, and the operator N binds more tightly than the operator L . As an example, let us take the railroad crossing system [8] and see how TRE can be used to represent the real-time behaviour of the system. We have trains, a railroad crossing monitor, and a gate controller which are subject to the following constraints (see Figure 1 ).
i. The monitor has four states to express the positions of train: state A for train approaching beyond 1=2 mile, state B for train approaching within 1=2 mile, state C for train crossing, and state P for train just passed.
ii. The controller has four states to express the positions of the gate: state U for the gate being up, state MD for the gate moving down, state Dn for the gate being down and MU for the gate moving up. When the system starts, the monitor is in state A and the controller is in state U. In state A, when the monitor detects that a train approaching within 1=2 mile, it enters state B, and at the same time if the controller is in state U or state MU, it must enters state MD. Namely, when the gate is up or is moving up, and detects that the monitor enters state B, it must start moving down. When the train enters the crossing, the monitor enters state C, and when the train has passed, it enters state P. When the monitor changes its state from C to P then at the same time the monitor changes its state from Dn to MU. This means, when the gate is down, and detects that the monitor enters state P, it begins to move up. In addition, due to the speed of trains and the safety distance between trains, it takes at least a time units for a train to go to the crossing, after entering state B, and when a train has passed, a new train could come after at least b time units. That means that the monitor stays in B at least a time units each time and in P at least b time units each time. Furthermore, assume that it takes the gate at most c time units to move down, and hence, the controller stays at MD at most c time units each time, where c a. Automata modelling the railroad crossing system are depicted in Figure 1 . Intuitively, the parallel behaviour of the system is now can be described by the following TRE RCM:
Note that the expression RCM is prefix-closed. It expresses all possible observations about the system from beginning up to a time point: given a time point t, we can decide in which state each component of the system can be. Figure 2 represents a behaviour of the system in an interval So, each TRE defines a class of DC models, which is defined formally as follows. We are interested in this paper in checking a real-time system for a real-time requirement. We restrict ourselves in the requirements that can be written as a linear duration invariant. Given a set of states S, a linear duration invariant over S is a Duration Calculus formula of the form Note that in this paper, we use a TRE R to express the behaviour of a real-time system in a sense that any linear duration invariant D is satisfied by the system for all time observation intervals if and only if it is satisfied by all models defined by R. Thus, the TRE RCM in the Railroad Crossing Monitor example just represents the observations in the intervals from the time that train is approaching and the gate is up. A TRE to express all the observation intervals of the Railroad Crossing Monitor is a little bit more complicated and is not given here for simplicity.
Checking Finite TREs for Linear Duration Invariants
Let R be a TRE, = (I; 0; T]) be a model in M(R), ( 2 ), and as well.
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We will not distinguish the TREs that define the same set of DC models.
Definition 3.1 For arbitrary
The following theorem follows immediately from Definition 2.2. 
Theorem 3.1 For arbitrary TREs
Proof. The theorem follows immediately from Lemma 3.1.
Definition 3.3
A 
Let R be a simple TRE. We associate a set of linear constraints C(R), the set of durations fd s (R) j s 2 Sg and execution time d(R) to R as follows. Let V ar(C(R)) denote the set of variables occurring in C(R).
Definition 3.4
Let R = (s; a; b]). Then C(R) = fa t bg, Let R = R _ Let R be an infinite TRE. By replacing each occurrence of the operator (repetition) with an integer variable k i , we obtain a finite TRE and can associate a finite number of linear programming problems to it. However, because the set of values of k i 's is infinite, the number of linear programming problems is also infinite. It is therefore impossible to solve all of these problems.
In the following sections, we will introduce a technique to reduce an infinite TRE to a finite TRE which is Dequivalent to it, and therefore an infinite TRE could be checked for D.
Reducing TREs to finite TREs
From now on we assume that any primitive occurring in TRE R is not of the form (s; 0; 0]) because removing the primitives of the form (s; 0; 0]) from R does not change the set M(R).
Let R, R 0 be TRE's. If there is an occurrence of R 0 in R, then R 0 is called sub-expression of R. An important remark should be made here is that for any simple TRE R, for any real number r such that m(R) r M(R), there is a model 2 M(R) for which d( ) = r. Therefore, checking the emptiness of a simple TRE R is trivial. Hence, for a simple TRE R, m(R) = 0 means that for any primitive (s; a; b]) occurring in R the lower bound a should be 0. seen that only the models in M(R 0 ; R) can participate in constructing the models of R. Therefore, from now on, if R 0 is considered as a sub-expression (occurring at a fixed position) of R then we can identify M(R 0 ) to its subset M(R 0 ; R).
By induction on the structure of TREs, we can prove the following lemmas. ( 1 ) inv ( 2 ) then for any model 0 Let bxc be the floor of a real variable x, which is the maximal integer which are not greater than x. ( 0 ) 
RCM2 is a finite TRE, and checking RCM2 j = D is so simple for this case.
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For the left case, it seems that the problem is difficult. In the next section, we propose some techniques to solve the problem for some special subcases and show how to check the emptiness of a TRE. 
has an integral solution. In order to make the problem easier, we assume in this section that all the real constants occurring in a TRE are rational. 
Conclusion
We have introduced the concept of timed regular expressions by a simple extension of the classical regular expressions to describe the behaviour of real-time concurrent systems, and shown that for the class of real time systems whose behaviour can be described by TREs, checking for a linear duration invariant can be done by using mixed integer linear programming techniques in general. We have also presented a technique to transform the problems into simpler ones which works for many cases. Since modelchecking for real-time systems is difficult and possesses high complexity, our technique could help to reduce the complexity in the case it can be used. We have seen that checking whether our techniques can be applied is very simple, it is not a time consuming work. Thus, in practice, a procedure can be developed to analyse the problem and choose the suitable algorithms to use for solving the modelchecking problem more efficiently.
