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In recent years video games are becoming the main means of entertainment over films
and music. The continuous evolution of devices such as smartphones and tablets is ma-
king videogames accessible to anyone. Besides new ways of playing such as by means of
movement detection with a camera (Kinect) are being produced. The use of peripherals
and increasingly realistic graphics is achieving games to be as popular as useful in so-
ciety. They are no longer only used as means of entertainment, but also for doing sports,
doing simulations or even for educational purposes.
This project consists of the creation of a game using Unreal Engine 4, a game engine
used in platforms such as PlayStation4, XBOX One, PC, IOS and Android.
Resumen
En los últimos años los videojuegos se están convirtiendo en el principal medio de
entretenimiento por encima del cine o la música. La continua evolución de dispositivos
como los smartphone y las tablets está haciendo que los videojuegos sean accesibles a
cualquier persona. Además se están creando nuevas maneras de jugar como mediante
la detección de movimientos con una cámara (Kinect). La utilización de periféricos y
gráficos cada vez más realistas está consiguiendo que los videojuegos sean tan populares
como útiles en la sociedad. Ya no sólo se utilizan como medio de entretenimiento, sino
también para hacer deporte, realizar simulaciones o incluso con fines educativos.
Este proyecto consiste en la creación de un videojuego utilizando Unreal Engine 4,
un motor de videojuegos avanzado utilizado en plataformas como PlayStation4, XBOX
One, PC, IOS y Android.
Resum
En els últims anys els videojocs s’estan convertint en el principal mitjà d’entreteniment
per sobre del cinema o la música. La contínua evolució de dispositius com el smartphone
i les tablets està fent que els videojocs siguin accessibles a qualsevol persona. A més
s’estan creant noves maneres de jugar com mitjançant la detecció de moviments amb
una càmera (Kinect). La utilització de perifèrics i gràfics cada vegada més realistes està
fent possible que els videojocs siguin tan populars com útils a la societat. Ja no només
s’utilitzen com a mitjà d’entreteniment, sinó també per fer esport, fer simulacions o fins
i tot amb fins educatius.
Aquest projecte consisteix en la creació d’un videojoc utilitzant Unreal Engine 4, un
motor de videojocs avançat utilitzat per a plataformes com PlayStation4, XBOX One,
PC, IOS i Android.
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Capítulo 1
Introducción
Desde Pong, considerado uno de los primeros videojuegos de la historia, desarrollado
por Atari en 1975, hemos visto cómo los videojuegos están ligados al continuo desarrollo
e inovación del hardware. Por este motivo han aparecido nuevos dispositivos como los
smartphone, tablets, videoconsolas y ordenadores más potentes haciendo que los video-
juegos evolucionen y estén al alcance de muchas personas. Es por esto que hoy en día la
industria del videojuego es considerada una de las más importantes del mundo.
Actualmente la utilización de internet o las nuevas maneras de jugar como puede ser
con la utilización de una cámara para la detección de movimientos o la introducción de
realidad aumentada, hacen que los videojuegos tengan un futuro muy prometedor.
Para realizar un videojuego es necesaria la utilización de un motor que esté dedicado
a este fin. Para este proyecto se utilizará Unreal Engine 4, uno de los motores de video-
juegos más utilizados en los últimos años. Este motor se utiliza para desarrollar juegos en
PS4, Xbox One, PC, iOS y Android y está disponible de manera gratuita para Windows
y MAC.
Existe una gran diversidad de videojuegos que satisface una amplia gama de gustos en
los jugadores. La diferencia se debe tanto a género (deportes, shooters1, rol, lucha, estra-
tegia, simuladores, etc.) como a enfoque (primera persona, tercera persona, multijugador,
etc.) o ambientación (medieval, futurística, gótico, etc.).
Este proyecto tiene el objetivo de estudiar y aprender cómo poner en práctica el fun-
cionamiento y los conceptos utilizados en un motor de videojuegos, en este caso Unreal
Engine 4, desarrollando un shooter en primera persona. El juego consiste en el manejo
de un personaje a través del cual vemos en primera persona, que utiliza un arma de fuego
para eliminar enemigos hostiles en un mapa cerrado.
1Shooter es un género de acción que se basa en la utilización de armas de fuego.
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1.1. Motivación
Con el actual crecimiento de dispositivos en el mercado como es el caso del smartpho-
ne, el desarrollo de nuevas tecnologías como Oculus Rift2 (actualmente en desarrollo) y
las grandes ventas de nuevas videoconsolas como PlayStation 4, XBOX One o PC/MAC,
el poder tener acceso a un motor de videojuegos ha sido uno de los motivos para elegir
este proyecto.
Además el uso de nuevos métodos de programación como la utilización de Blueprints3
fue un incentivo más para escoger este proyecto en concreto.
Por otro lado también he escogido este tema por un interés personal ya que desde muy
temprana edad he sentido pasión por los videojuegos.
1.2. Objetivos
El objetivo de este proyecto es la creacción de un juego en primera persona de estilo
shooter, en un mundo abierto, utilizando Unreal Engine para estudiar el funcionamiento
de este motor y cómo está compuesto un videojuego.
Los objetivos que me he propuesto para desarollar en este trabajo son:
Vista en primera persona
Control del personaje
Creación de una interfaz para mostrar información al jugador
Estudio y realización de Blueprints
Creación de clases para implementar el proyecto
Creación del escenario y entorno
Implementar animaciones al videojuego
Utilización de audio
Creación de una inteligencia artificial
2El Oculus Rift es una tecnología en desarrollo para la obtención de realidad aumentada en los video-
juegos.
3El Blueprint es una forma de realizar scripts de manera visual mediante la utilización de nodos.
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1.3. Estructura de la memoria
Esta memoria consiste en seis apartados contando este primer capítulo de introduc-
ción. Al final de la memoria se incluye la bibliografía consultada que son enlaces a pági-
nas webs consultadas ya que de este tema no se ha tenido acceso a libros físicos.
En el segundo capítulo se tratan los conceptos previos y el entorno del trabajo, ex-
plicando qué géneros de videojuegos existen, qué tecnologías se utilizan para desarrollar
este proyecto y se hace una breve explicación sobre Unreal Engine y las maneras con las
que se puede programar.
El tercer capítulo consiste en la planificación del proyecto en la cual es dividido por
tareas para tener una mejor organización a la hora de desarrollar el proyecto y ver cuánta
dedicación es necesaria para terminarlo en una fecha concreta.
El cuarto capítulo explica la implementación del videojuego. Se muestran cada una de
las partes que lo componen explicando su concepto y cómo se ha desarrollado en Unreal
Engine.
En el quinto capítulo se muestran y comentan los resultados obtenidos después del
desarrollo explicando su funcionamiento. Además se comenta el testing 4 realizado con
diferentes equipos y el juego probado por diferentos usuarios.
Para finalizar en el capítulo seis se habla sobre las conclusiones a las que se ha llegado
a lo largo de este proyecto y se detallan las futuras mejoras que se podrían realizar en
esta demostración.
4El testing consiste en la puesta a prueba de un proyecto para evaluar los resultados.
Capítulo 2
Entorno de trabajo y conceptos previos
La cantidad de juegos que hay actualmente en el mercado es enorme y con mucha va-
riedad de género. Para poder crear tal variedad o cantidad de juegos es necesario disponer
de unas herramientas que agilicen la producción de estos. Desarrollar un videojuego es
un proceso largo. En función del estudio que lo desarrolla puede durar hasta 5 años o
incluso más en función de su género, la duración, la calidad gráfica o el realismo que se
le quiera dar.
No todos los videojuegos se desarrollan con las mismas herramientas. Hay empresas
que crean sus propias herramientas y tecnologías para así dar funcionalidades o caracte-
rísticas únicas a sus videojuegos. Desafortunadamente muchas veces estas herramientas
no son accesibles a otras compañias o a desarrolladores indies1. Por eso es de agradecer
que otras empresas como Epic Games permitan a personas ajenas a la empresa utilizar
herramientas tan potentes como Unreal Engine para desarrollar juegos. En este apartado
se especifican las herramientas y conceptos con los que se ha trabajado en este proyecto.
2.1. Género de videojuegos
Hoy en día tenemos muchos tipos de juego como pueden ser: juegos de acción, aven-
turas, peleas, deportes, conducción, RPG2, novela visual, etc, aunque se estila utilizar
varios géneros juntos como estrategia-rol, shooter-rol y a veces es difícil clasificarlos por
género.
El género del videojuego del proyecto se define como shooter en primera persona.
Las acciones que podremos realizar son: disparar y hacer zoom con un arma de fuego,
movernos por el escenario libremente, eliminar a enemigos hostiles para sobrevivir y
coger objetos de curación que están en el mundo.
1Los indies son videojuegos creados por individuos o pequeños grupos, sin apoyo financiero de distri-
buidores.
2RPG, role-playing game, es un juego en el que uno o más jugadores desempeñan un determinado rol,
papel o personalidad.
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Figura 2.1: Vista general del género shooter
Figura 2.2: Apuntando contra un enemigo
2.2. Unreal Engine
Unreal Engine es un motor de juego para PC y consolas creado por la compan´ia Epic
Games en 1998. Inicialmente este motor se implementaba en títulos en primera persona
pero actualmente se utiliza para desarrollar todo tipo de juegos. La última versión a fecha
de hoy es Unreal Engine 4, que está diseñada para DirectX 11 y 12 de Microsoft (Win-
dows Microsoft, XBOX One) y OpenGL (OS X, Linux, PlayStation 4, iOS, Android),
además de tener soporte JavaScript/WebGL para buscadores con HTML 5.
Anteriormente este motor estaba sujeto a pagos mensuales, pero a día de hoy cual-
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quiera puede tener acceso a él de manera gratuita. Sólo en caso de que un proyecto se
comercialice y supere los 3000 dólares de ingresos de manera trimestral se deberá pagar
a Epic Games el 5 % de los ingresos obtenidos. Además Epic Games tiene un Market-
Place donde podemos encontrar contenido gratuito o de pago para utilizar en nuestros
proyectos, así como tutoriales de aprendizaje para ayudar al usuario a saber utilizarlo.
Antes de continuar es importante comentar que Unreal Engine hace uso de texturas,
mallas estáticas y mallas con esqueleto. Las texturas son imágenes que se utilizan para
simular unos determinados materiales y se aplican en las superficies de los objetos crea-
dos. Las mallas estáticas son piezas geométricas que están formadas por un conjunto de
polígonos que pueden ser trasladados, rotados y escalados, pero sus vértices no pueden
ser animados, es decir, su forma geométrica no puede variar. En cambio las mallas con
esqueleto sí que tienen animaciones y suelen ser utilizadas para figuras geométricas como
humanos, animales y figuras que puedan llevar un esqueleto.
Las texturas, mallas estáticas y mallas esqueléticas necesitan un programa indepen-
diente de Unreal Engiene como puede ser Photoshop para las texturas o Blender, 3ds
Max y Maya para la creación de mallas estáticas y esqueléticas. Una vez creados estos
elementos con los programas pertinentes, Unreal Engine permite importarlos a nuestro
proyecto para que puedan ser manipulados.
2.3. Programación en Unreal Engine
En la actualidad sólo se tiene soporte para desarollar con Unreal Engine en el sistema
operativo de Microsoft (Windows 7, Windows 8.1) o en Mac, utilizando Visual Studio
o XCODE respectivamente. Epic Games proporciona una extensa API3 y una serie de
videos a través de Youtube donde se puede averiguar el funcionamiento o los métodos ya
definidos.
A la hora de programar este proyecto en Unreal Engine hay varias maneras de hacerlo:
mediante código C++ o la utilización de Blueprints. La diferencia entre un método y otro
es hacerlo con lineas de código o utilizando scripts4 visuales. En ambos casos el resultado
obtenido es el mismo.
2.3.1. Introducción a C++
El lenguaje más utilizado para el desarrollo de videojuegos es C++, debido especial-
mente a su potencia, eficiencia y portabilidad. C++ es una extensión del lenguaje de
programación C que integra la filosofía de la POO (Programación Orientada a Objetos).
Pero este no es el único motivo para que sea el más utilizado sino que también es uno
de los pocos lenguajes que hacen posible la programación de alto nivel y, de manera si-
multánea, el acceso a recursos de bajo nivel. Esto hace también que utilizarlo de manera
3Una API es el conjunto de subrutinas, funciones y procedimientos (o métodos, en la programación
orientada a objetos) que ofrece cierta biblioteca para ser utilizado por otro software como una capa de
abstracción.
4Un script es un guión o conjunto de instrucciones que permiten la automatización de tareas.
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eficiente sea más difícil ya que tendremos que gestionar los recursos de manera manual.
2.3.2. Introducción a Blueprint
Una de las características más importantes que tiene la última versión de Unreal En-
gine son los Blueprints. Estos nos permiten programar de manera visual a través de la
utilización de nodos y utilizando el editor del programa. En ningún momento los Blue-
prints pretenden sustituir la programación en C++, sino que tratan de proporcionar una
herramienta accesible a gente con poca experiencia en programación o agilizar las fun-
ciones/resultados para obtener una tasa de errores baja.
Figura 2.3: Nodos conectados utilizando el editor
Cada nodo puede representar una variable, un objeto, una condición, un método o
un bucle. Cuando tenemos más de un nodo, estos deben estar conectados entre sí. Esta
conexión indica el orden en el que se van a ejecutar. En caso de que un nodo represente
un método o una variable, podremos pasarle los parámetros con otros nodos o de manera
manual en función del tipo.
Otra funcionalidad que tienen los Blueprints es poder heredar5 clases de otro Blueprint
o de un clase escrita en C++. Esto permite mucha libertad a la hora de trabajar en un
proyecto ya que podemos desarrollar una clase con sus métodos en C++, o reutilizar un
código que ya ha sido desarrollado y que un Blueprint los herede y así tener una mayor
rapidez en el desarrollo.
2.4. Tecnologías utilizadas
A la hora de realizar un proyecto es necesario elegir con qué herramientas se quiere
trabajar ya que algunas facilitarán el trabajo. En este proyecto es obligatorio trabajar con
5Heredar de una clase, en programación, se refiere a tener los mismos atributos y métodos siempre que
estos se hayan configurado para ser heredados.
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el editor Unreal Engine ya que no se puede hacer con otro editor. Para programar, si se
trabaja con Windows hay que usar Visual Studio y si se hace con Mac se utilizará XCO-
DE. Además las empresas han comenzado a utilizar control de versiones para facilitar el
trabajo en equipo y su desarrollo.
2.4.1. Visual Studio
Microsoft Visual Studio es un entorno IDE6 para sistemas operativos Windows. So-
porta multitud de lenguajes de programación como C++, C#, Java, Python, etc. La versión
utilizada por Unreal Engine 4 es Visual Studio 2013. De esta versión existen varias edi-
ciones: por un lado Visual Studio Community, una herramienta gratuita destinada a la
investigación académica y pequeños equipos profesionales, por otro lado Visual Studio
Professional, destinada a desarrolladores profesionales y con mejoras respecto a otras
versiones y por último Visual Studio Enterprise, destinada a nivel empresarial o equipos
avanzados.
2.4.2. Control de versiones
A medida que se avanza en un proyecto los cambios cada vez serán mayores. Por ello
se recomienda utilizar algún control de versiones ya que puede ocurrir que la versión
actual que se está realizando no funcione o se haya modificado algún elemento que ha
provocado fallos. Con un control de versiones se tendrá un historial de los cambios que
se han realizado. Además el control de versiones ha hecho posible el poder disponer de
una copia en internet del proyecto. Esta ha sido otra razón para utilizar esta tecnología.
El control de versiones utilizado ha sido GitHub, ya que tiene unas características
bastante interesantes como son: la creación de una wiki7 y una página web para cada
proyecto, gráficos para ver el avance y la colaboración entre programadores o funciona-
lidades como si se tratara de una red social.
6Un IDE es un entorno de desarrollo integrado que facilita al programador el desarrollo de software.
7Un wiki es el nombre que recibe un sitio web cuyas páginas pueden ser editadas directamente desde el
navegador, donde los usuarios crean, modifican o eliminan contenidos que, generalmente, comparten.
Capítulo 3
Planificación
La planificación es uno de los retos a la hora de hacer un proyecto. Es muy importante
realizar este paso ya que en grandes proyectos una mala planificación puede provocar su
fracaso o un mal resultado.
Para planificar el proyecto vamos a definir una serie de tablas donde cada una tiene
tareas, un tiempo de realización y un objetivo por cumplir. Las tablas definidas son las
siguientes: entorno de trabajo, análisis y diseño, aprendizaje, implementación, testing y
documentación. Evidentemente a lo largo del proyecto pueden aparecer tareas imprevis-
tas, pero gracias a la planificación vamos a minimizar este número de imprevistos.
Por tanto una vez definidas las tablas con sus correspondientes tareas se debe plantear
una jerarquía de las tareas de modo que se empiece por las tareas más básicas y a con-
tinuación se pase a unas más específicas para que el desarrollo sea progresivo y lógico.
Dicho de una manera informal: "no se debe empezar la casa por el tejado".
3.1. Tareas
Tarea Tiempo(h) Resultado de la tarea
Información del producto 2h
Obtener información sobre Unreal
Engine para su instalación y
configuración.
Instalación Unreal Engine 4 4h
Instalar el motor gráfico y comprobar
que su funcionamiento sea correcto.
Buscar contenido 10h
Búsqueda de assets 1 y definir las
clases que componen el juego.
Cuadro 3.1: Entorno del trabajo
1Los assets son elementos que serán introducidos en el juego como modelos 3D, texturas, materiales,
etc.
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Tarea Tiempo(h) Resultado de la tarea
Planteamiento del juego 10h
Definir tipo de juego y los elementos
que contiene.
Análisis de tareas 10h
Definir las tareas que se han de
realizar a lo largo del proyecto.
Diagrama de clases 10h
Definir las clases que componen el
juego.
Cuadro 3.2: Análisis y diseño
Tarea Tiempo(h) Resultado de la tarea
Estudio del editor 30h
Lectura de documentación para ver las
funcionalidades del editor. Configurar
proyectos y crear ejecutables.
Iniciar programación 50h
Estudiar cuáles son las clases
principales y realizar una serie de
ejemplos similares relacionados con el
proyecto para reutilizarlos más
adelante.
Cuadro 3.3: Aprendizaje
Tarea Tiempo(h) Resultado de la tarea
Interfaz opciones 30h
Crear los menús y opciones del juego
para poder iniciar partida, pausar,
salir, y además mostrar el menú en
caso de game over.
Programar personaje 40h
Creación de las clases, métodos
necesarios y control para nuestro
personaje principal en primera
persona.
Implementar animaciones 20h
Implementar las animaciones a
nuestro personaje principal.
Añadir efectos 15h
Añadir efectos al juego como puede
ser el flash del disparo, fuego, luces,
etc.
Implementar enemigo 10h
Utilizar la clase personaje principal
para hacer un enemigo en tercera
persona.
Programar IA 30h
Crear una inteligencia artificial para
que el enemigo interactúe con el
mundo y nosotros.
Diseñar escenario 40h
Crear escenario y añadir todos los
actores que lo forman.
Cuadro 3.4: Implementación
CAPÍTULO 3. PLANIFICACIÓN 13
Tarea Tiempo(h) Resultado de la tarea
Probar juego 20h
Comprobar que el juego funciona
correctamente y detectar los fallos.
Debug2 10h
Corregir fallos o tratar de mejorar el
código.
Cuadro 3.5: Testing
Tarea Tiempo(h) Resultado de la tarea
Realización de la memoria 90h Creación de la memoria.
Anexo 20h Creación del anexo.
Preparación demostración 6h
Crear ejecutable para mostrar el
funcionamiento.
Cuadro 3.6: Documentación
3.2. Diagrama de Gantt
Una vez se han planteado las tareas y su duración se puede representar de manera
visual el tiempo de dedicación previsto para las tareas definidas utilizando el diagrama
de Gantt.
Para elaborar este diagrama las actividades se establecen en el eje vertical y en el eje
horizontal mostramos el calendario de duración de cada una de las tareas. Hay que tener
en cuenta que una tarea puede depender de la finalización de otra tarea o que varias tareas
se pueden realizar simultáneamente.
A continuación mostraremos dos diagramas de Gantt, en las figuras 3.1 y 3.2, uno con
la planificación inicial y otro con la final. Estos diagramas están realizados teniendo en
cuenta que se van a trabajar tres horas diarias. Por tanto, una tarea de tres horas en el
diagrama es considerada como una tarea de un día. De esta manera podremos hacer un
análisis de nuestra planificación y ver en qué puntos hemos fallado o nos han ido mejor.
2Debug o depuración de programas, es el proceso de identificar y corregir errores de programación.
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Figura 3.1: Diagrama de Gantt inicial
Figura 3.2: Diagrama de Gantt final
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Como se puede ver al comparar los dos diagramas el resultado final ha variado res-
pecto al inicial. En las primeras tareas la variación ha sido pequeña y no han surgido
imprevistos. En el apartado de aprendizaje el tiempo de programación ha sido algo me-
nor al que se había programado. Donde más cambios se han llevado a cabo ha sido en
el apartado de implementación. En este apartado se han tenido que añadir nuevas tareas
como programar arma, proyectil y sonido. Además tareas ya previstas como implementar
animaciones se han alargado considerablemente.
El apartado que se ha visto más afectado en cuanto a duración ha sido el de testing.
Este apartado es uno de los más difíciles de predecir ya que nunca sabemos qué tipo de
fallos nos van a surgir en un proyecto. Para finalizar el apartado de documentación se ha
visto reducido y esto ha compensado el tiempo que se han prolongado otras tareas. De
todas formas el incremento del apartado testing ha hecho que tengamos que dedicarle
más horas diarias a lo planeado para poder llegar a tiempo a la documentación.
Capítulo 4
Implementación de un shooter en
primera persona
Un videojuego está formado por muchos elementos diferentes. En este apartado se
explicará cómo se ha elaborado cada parte del juego y sus conceptos. En este proyecto,
al tratarse de un shooter en primera persona, se han elegido para su desarrollo los ele-
mentos principales de este tipo de juego como: sistema de control, personaje principal,
animaciones, arma de fuego, proyectil, enemigo, HUD1, inteligencia artificial, diseño de
un escenario y sonido.
El conjunto de estos puntos formará el videojuego y algunos de ellos estarán com-
puestos por código C++ o Blueprints. Para aclarar cómo se organiza el proyecto se va a
mostrar un diagrama para ver cómo está conectada cada parte y luego explicar su funcio-
namiento.
Como podemos ver en la figura 4.1, tenemos una serie de clases con diferentes colores
conectados entre sí. Los colores indican qué tipo de programación se ha utilizado, es
decir, si está en C++ o Blueprint. El color azul indica que es una clase ya definida por
Unreal Engine, el color verde indica una clase propia programada en C++ y el color
amarillo hace referencia a clases que utilizan Blueprints.
Se debe aclarar que este diagrama está simplificado ya que no muestra los atributos
y métodos de cada clase con el objetivo de ver cómo está compuesto el videojuego de
manera sencilla.
1Un HUD es información y elementos de interacción mostrados durante el propio transcurso de la
partida
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Figura 4.1: Diagrama de clases donde podemos ver cómo están organizadas las clases. El
color azul indica clases propias del Unreal Engine, el color verde clases propias progra-
madas en C++ y el color amarillo son Blueprints.
Antes de empezar a comentar cada punto es necesario conocer unos cuantos concep-
tos acerca de Unreal Engine. En Unreal Engine todo objeto que esté en la escena del
juego debe tener como clase derivada AActor. Como se puede ver en la figura anterior la
mayoría de los elementos heredan de AActor y estos elementos son los que aparecen en
la escena.
Durante el desarrollo de un juego en Unreal Engine las funciones que suelen ser más
comunes son BeginPlay que es llamada al inicializar el juego y Tick que es llamada cada
fotograma.
4.1. Personaje
En este apartado se detallarán los aspectos más importantes del personaje principal
en un shooter en primera persona, que es uno de los elementos que más se utilizan y
se controlan. Este personaje se controla mediante el uso de periféricos como el teclado,
el ratón o un mando para poder realizar una serie de movimientos y acciones con la
finalidad de interactuar con el entorno. Los personajes están compuestos de modelos 3D
y animaciones que además pueden tener asociados objetos como un arma en el caso de
un shooter.
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4.1.1. Personaje principal
En un shooter en primera persona normalmente al personaje se acostumbra a ver sólo
los brazos, el arma y la sombra. Para mostrar la sombra se necesita un modelo en tercera
persona, pero no sólo sirve para mostrar la sombra sino que también es necesario para
cuando se juegue contra una persona de verdad, como puede ser en modo multijugador,
para que ésta pueda ver nuestro modelo.
En Unreal Engine todo personaje que vaya a ser controlado por una persona física
debería heredar de la clase Character que es propia de Unreal Engine, ya que esta clase
contiene muchos atributos y métodos ya definidos que van a ser útilies para desarrollar el
personaje princial.
En la figura 4.2 se puede ver cómo está organizado en Unreal Engine el personaje para
un shooter en primera persona. El primer elemento a tener en cuenta es el componente
cápsula, que es donde se ubican todos los componentes del personaje. Al controlar el
personaje con las acciones asignadas en el punto anterior lo que se hace es mover esta
cápsula y con ella se mueve todo lo que derive de ella. Luego están los modelos del
personaje en primera persona en los que sólo se aprecian los brazos y los modelos en
tercera persona que están dentro de la cápsula. Para finalizar los brazos dependen de la
cámara, que es la que determina lo que se va a ver en pantalla. En resumen, todos los
componentes se moverán junto al componente cápsula.
Figura 4.2: Organización del personaje en primera persona. Se puede apreciar cómo dis-
ponemos de dos mallas para la primera y tercera persona.
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Una vez montado el personaje se tiene que ocultar el modelo en tercera persona para
que el jugador no lo pueda ver pero otro jugador sí que pueda verlo. Al ocultar el modelo
en tercera persona también se oculta la sombra así que se debe especificar que de este
modelo se debe muestrar la sombra. Esta configuración se puede hacer desde C++ o
Blueprint.
4.1.2. Controles
Para movernos por el escenario o realizar acciones es necesario tener asignados unos
controles en algún dispositivo. No todas las plataformas disponen de los mismos dispo-
sitivos, como las consolas, que no tienen soporte para ratón y teclado. En este apartado
se asignará el control para cada acción del juego: desplazarse, esprintar, saltar, disparar,
etc. Se puede jugar con un teclado y un ratón o con un mando de Xbox 360. El juego
detectará automáticamente cualquier mando de Xbox conectado. A continuación en el
cuadro 4.1 se muestra qué acción se ha asignado a cada tecla.
Tecla Acción
W Desplazarse hacia adelante
S Desplazarse hacia atrás
A Desplazarse hacia la izquierda




S Desplazarse hacia atrás
Botón izquierdo del ratón Disparar el arma
Botón derecho del ratón Apuntar con el arma
Esc Pausar juego
Cuadro 4.1: Controles con el teclado y el ratón
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Figura 4.3: Controles en el mando de Xbox 360
Para programar cada acción del juego en Unreal Engine podemos hacerlo usando
Blueprints o C++. En esta fase del desarrollo se ha utilizado C++. Antes de programar se
debe indicar desde el editor qué botones vamos a utilizar. Para indicar estas acciones el
editor de Unreal Engine tiene la opción de Entrada (INPUT). Como podemos ver en la
figura 4.4 a cada acción se le asignan los botones con los que se va a realizar. El nombre
de la acción es necesario ya que en C++ cuando se pulse o se deje de pulsar un botón
lo identificaremos por este nombre. Una vez se han definido todas las acciones, desde
C++ hay que asignar a cada acción qué función va a utilizar. Para hacer este proceso se
sobreescribe la función:
// Funcion llamada para configurar los controles
void SetupPlayerInputComponent(class UInputComponent* InputComponent) override;
Una vez dentro de esta función a cada acción se le asigna la función a la que tiene que
llamar para realizar su tarea como se puede ver en el código siguiente.
InputComponent->BindAxis("Accion1", this, &Clase::Funcion1);
InputComponent->BindAxis("Accion2", this, &Clase::Funcion2);
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Figura 4.4: Configuración de controles con el editor de Unreal Engine 4
4.1.3. Animaciones
Las animaciones son un conjunto de movimientos en un intervalo de tiempo que es-
tán destinadas a dar un mayor realismo a modelos de personajes, animales, etc. Estas
animaciones se han obtenido del market de Unreal Engine y no se entrará en detalle de
cómo se realizan. Se va a explicar cómo se programa para ejecutar cada animación en un
determinado momento.
Las animaciones se crean y programan mediante Blueprints ya que estos están orien-
tados a los scripts visuales y eso es lo que se necesita justamente. Para ejecutar las anima-
ciones son necesarias una serie de variables donde se indicará un estado. Estas variables
en un shooter en primera persona pueden ser: si esta corriendo, disparando, apuntando,
saltando, etc. Para crear una lógica entre estas variables se crea una máquina de estados
donde se pasa de un estado a otro. Esta máquina de estados está creada con Blueprints y
está constantemente mirando estas variables y cuando se produce un cambio se pasa al
siguiente estado, como se puede ver en la figura 4.5.
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Figura 4.5: Máquina de estados para las animaciones del personaje principal. Cada círcu-
lo representa una variable para ir de un estado a otro.
A cada estado se le asigna una animación que se ejecutará si se cumple la condición
programada. En la figura 4.6 podemos ver el ejemplo de si el personaje está corriendo.
En caso de que no esté corriendo se ejecutará la animación de reposo.
Figura 4.6: Condición de estado para ejecutar una animación
Cuando ya se tienen las animaciones programadas éstas se pueden adjuntar a la malla
esquelética del personaje que se ha descrito en el apartado anterior. Como se puede ver
los Blueprints tienen la ventaja de hacer tareas más fáciles y rápidas.
Figura 4.7: Asignación de una animación mediante Blueprint
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4.1.4. Arma y proyectil
Un arma en un shooter es un elemento principal ya que toda su jugabilidad se basa en
ella. Las acciones usuales en un arma son disparar, apuntar y recargar. Estas acciones son
las que se han incluido en el proyecto. Pero no son las únicas características que tiene un
arma. También hay efectos de sonido para el disparo o cuando se recargue y efectos de
partículas para mostrar el flash del disparo.
El arma se ha desarrollado en C++, con el nombre FPSWeapon, y con Blueprint
llamado BP_Weapon. Toda la funcionalidad está en C++ y la única funcionalidad que
tiene el Blueprint es seleccionar el diseño del arma para aplicarlo al código. En la figura
4.8 se puede ver el diseño de ésta añadida en el Blueprint.
Figura 4.8: Diseño del arma cargada desde un Blueprint
Hay que tener en cuenta una serie de factores a la hora de programar el arma co-
mo puede ser el tiempo entre disparo, el tiempo de recarga durante el cual no se podrá
disparar y el sonido a reproducir a la hora realizar un disparo.
Para que se muestre el arma en la posición deseada, ésta se debe acoplar a la malla
esqueleto del personaje en primera y tercera persona. Para ello se debe tener un punto
de acople (identificador) en alguna parte del esqueleto para más tarde indicarle qué parte
debe ir colocada. En la figura 4.9 se puede ver un punto de acople situado en la mano de-
recha, con el nombre WeaponPoint, que es donde se colocará el arma. Una vez acoplada,
el arma se adaptará a todas las animaciones que realice el personaje y se moverá junto a
la parte en la que se ha situado.
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Figura 4.9: Esqueleto del modelo en primera persona donde en la mano derecha tenemos
un punto de acople con el nombre WeponPoint
Para mostrar el efecto del flash y el punto de salida del proyectil a la hora de disparar,
el proceso es el mismo comentado anteriormente. En este caso el punto de acople debe
ser especificado en el arma como se puede ver en la figura 4.10.
Figura 4.10: Punto de acople en el cañón del arma con el nombre MF (MuzzleFlash)
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Para terminar este apartado se va a explicar el funcionamiento del proyectil que servirá
para eliminar a los enemigos del mapa. El proyectil o bala de un arma es un objeto que
no suele verse debido a su tamaño reducido, con lo que se puede simular con una simple
esfera ya que lo único que interesa es que este objeto detecte impactos.
El funcionamiento es simple: el proyectil es lanzado en linea recta en la dirección en
la que se ha apuntado previamente con el arma. Durante el recorrido del proyectil, el
cual tiene un tiempo determinado de vida, o hasta que éste impacta contra un objeto, el
proyectil tiene un área en la cual detecta con qué actores ha impactado. Si uno de estos
actores es el personaje principal o un enemigo su vida se verá reducida.
Figura 4.11: Área para detectar a los actores de la escena
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4.2. HUD
En relación a las interfaces de los videojuegos, concretamente se denomina HUD (del
inglés Head-Up Display) a la información y elementos de interacción mostrados durante
el propio transcurso de la partida. La información que suelen proporcionar es la vida de
los personajes, munición disponible, mapas, etc.
En la Figura 4.12 se muestra una parte de la interfaz del juego donde aparecen dos
barras representado la cantidad de vida y aguante que tiene el personaje y la munición de
la que dispone.
Figura 4.12: HUD del juego donde la izquierda muestra la vida y aguante y la parte
derecha la munición disponible
Este HUD se ha creado con Blueprint para crear las barras de vida y aguante. Con
código C++ se mostrará la munición disponible del arma. Estos elementos son añadidos
en el viewport, que es la ventana 2D donde se proyecta el juego. En la figura 4.13 se
observa cómo se obtiene el valor de la vida actual del personaje principal, donde éste es
un atributo de la clase FPSCharacter, y asignamos este valor obtenido a la barra de vida
creada con Blueprint. El proceso es idéntico para la barra de aguante.
Figura 4.13: El nodo Health contiene la vida actual del personaje principal y se lo asigna
al nodo ReturnNode
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4.3. Enemigos e inteligencia artificial
Los enemigos son un elemento imprescindible en la mayoría de juegos ya que estos
son los que van a tratar de impedir avanzar al jugador durante la partida. Los enemigos
tienen una inteligencia artificial que es la que determina qué acciones van a realizar contra
el jugador principal.
En este apartado se van a detallar los conceptos y el desarrollo de los enemigos y la
inteligencia artificial utilizada en este proyecto.
4.3.1. Enemigos
En un videojuego los enemigos pueden ser de muchas maneras en función del género
del juego. Pueden ser personas, animales, robots o muchos otros tipos y en función de
estos tendrán un compartamiento u otro gracias a una inteligencia artificial.
En este proyecto los enemigos son humanos que llevan trajes especiales simulando
que son soldados. El concepto es el mismo que en la creación del personaje principal
visto anteriormente, con la diferencia de que éste no tiene el modelo en primera persona
como se puede ver en la figura 4.14.
Figura 4.14: Modelo del enemigo en tercera persona
Como el enemigo va a tener las mismas características que el personaje principal
la clase FPSEnemy va a heredar de la clase FPSCharacter, como se puede ver en la
figura 4.15, para tener todos sus atributos y métodos y si es necesario se añadirán nuevas
funciones o se modificarán las que ya están definidas.
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Figura 4.15: La clase FPSEnemy hereda la clase FPSCharacter
Para acabar de implementar el enemigo se tienen que sobreescribir las funciones que
hagan uso de la malla en primera persona para indicarle, como es el caso del arma, que
tienen que hacer referencia a la malla en tercera persona.
4.3.2. Inteligencia Artificial
La inteligencia artificial es un elemento fundamental para dar realismo a un video-
juego. En este proyecto se han creado dos tareas simulando una inteligencia como son
patrullar por el mapa (acción realizada tanto por los enemigos como por una nave espa-
cial que sobrevuela el área de juego) y la detección del personaje principal para que éste
sea atacado (tarea que únicamente es realizada por el enemigo). En resumen, los actores
deben tener un comportamiento.
En inteligencia artificial es importante el concepto de agente, que se define como
cualquier entidad capaz de percibir lo que ocurre en el entorno, mediante la ayuda de
sensores, y actuar en consecuencia con la ayuda de actuadores. Por tanto el enemigo será
un agente en este ámbito ya que tendrá un sensor que detectará a los actores del escenario
y en función de qué actor sea actuará de una forma u otra.
Figura 4.16: Visión abstractra de un agente
El sensor del agente, en este caso el del enemigo, funciona de la misma forma que
se ha visto con el proyectil. El enemigo se encuentra dentro de una esfera de un radio
considerable que no será visible durante la partida. Esta esfera será la encargada de hacer
de sensor para percibir lo que hay en su entorno. En la figura 4.17 podemos ver la esfera
del enemigo que actuará como sensor.
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Figura 4.17: Esfera que actúa como sensor donde en el centro está el enemigo.
El funcionamiento de este sensor se encuentra en la clase FPSEnemy programada
en C++ que se encargará de detectar, en este caso, al personaje principal. El enemigo se
comportará de una determinada manera en función de una serie de estados. Cada uno de
estos estados define una condición o una situación durante la vida del enemigo. También
pueden estar vinculados a una acción o a la espera de un evento.
Por otro lado, el comportamiento se crea a través de una máquina de estados. Una má-
quina de estados es un conjunto de estados conectados entre sí mediante una transición.
La transición indica qué ha de ocurrir para pasar de un estado a otro.
Figura 4.18: Máquina de estados que define el comportamiento del enemigo
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Como se puede ver en la figura 4.18, al inciar la partida el enemigo pasa del estado
inactivo al estado patrullando. En este estado el enemigo se dirige aleatoriamente a unos
puntos señalados, que están situados por todo el mapa. Si se detecta al personaje princi-
pal, el enemigo se encargará de perseguirlo hasta que entre dentro del rango para poder
dispararle. En caso de que el personaje principal no pueda ser alcanzado, esté fuera del
rango de visión o haya sido eliminado, éste volverá a patrullar.
Este comportamiendo ha sido implementado en C++ en una clase llamada FPSE-
nemyIA que hereda de AAIController. AAIController es la clase base para controlar
personajes que no son controlados por un jugador sino que son controlados en este caso
por una inteligencia artificial. Este controlador es el agente que se ha explicado anterior-
mente y hará que el enemigo realice las acciones.
Con respecto a la nave espacial, ésta tiene programado un recorrido invariable me-
diante Blueprint, a diferencia de los enemigos que no tienen una ruta fija. En la figura
4.19 se puede ver dónde están situados los puntos de patrulla de la nave espacial que
aparece en la demo.
Figura 4.19: Puntos de patrulla de la nave indicados por flechas rojas.
Como se ha comentado antes la nave espacial sólo va a patrullar. Para realizar esta
acción se ha programado mediante Blueprint. Para crear este comportamiento primero se
crea una tarea que se encargará de recorrer una lista de puntos de patrulla donde obtendrá
la localización de cada punto en forma de vector con sus componentes X, Y y Z. Una vez
obtenida la localización la nave se dirigirá a este punto. Cuando se haya recorrido toda
la lista de puntos de patrulla se volverá al prinicipio de la lista para volver a iniciar la
patrulla. Puesto que el gráfico del Blueprint visualmente es muy extenso, a continuación
se muestra el pseudocódigo que corresponde al script visual utilizado en el Blueprint.
Algorithm 1 Recorrer puntos de patrulla
currentPoint = 0
numPoint = 4
if listPoints NOT EMPTY then
while Patrolling do
destiny = getLocation(listPoint[currentPoint])
while not reachPoint do









Una vez creada la tarea para obtener la localización de los puntos de patrulla, se puede
crear el comportamiento desde un Blueprint utilizando un árbol de comportamiento que
incluirá esta tarea. Al árbol de comportamiento le indicaremos la tarea y la acción a
realizar como se puede ver en la figura 4.20.
Figura 4.20: Árbol de comportamiento en Blueprint
Una vez utilizados todos estos recursos la nave espacial y los enemigos dispondrán de
un comportamiento y harán que el videojuego resulte mucho más realista y dinámico.
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4.4. Mapa
El mapa en un videojuego es uno de los elementos más importantes tanto por sus
dimensiones y entorno, como porque es el lugar donde se juega y suceden los eventos.
Además todos los elementos de un juego como pueden ser armas, enemigos o edificios
se encuentran aquí. En este apartado se explica cómo funciona el diseño de un mapa en
Unreal Engine y cómo añadir objetos para interactuar con el personaje principal.
4.4.1. Diseño del mapa
El diseño de un mapa se basa en usar sólo el editor del programa para crear la escena
deseada sin verse afectado por la programación. Primero se creará un terreno donde irán
todos los actores de la escena. En la figura 4.21 podemos ver parte de las opciones de las
que dispone el editor. Una vez diseñado el terreno se pueden ir colocando todos los obje-
tos tanto estáticos como dinámicos para darle forma al mapa. Con este editor se pueden
hacer irregularidades en el terreno, tanto montañas como huecos, así como carreteras,
añadir vegetación, y también se puede cambiar o añadir la textura del terreno.
Figura 4.21: Herramientas del editor de terreno en Unreal Engine 4
CAPÍTULO 4. IMPLEMENTACIÓN DE UN SHOOTER EN PRIMERA PERSONA33
4.4.2. Objetos pick-up
En los videojuegos los objetos que se pueden recoger suelen llamarse pick-up. En
este proyecto se ha incluido un objeto que puede recogerse con la función de recuperar la
vida del jugador. Esto tiene como objetivo facilitar la supervivencia del jugador o también
darle más variedad al juego como se podría también conseguir con la inclusión de más
armas, por ejemplo.
Para crear este tipo de objetos como se puede ver en la figura 4.22 se utiliza un com-
ponente de colisión con un área determinada para detectar si nuestro personaje u otro
elemento ha entrado dentro del área de colisión y si éste está dentro llama a una función
para aumentar la vida del actor que está dentro. Dentro de esta área es donde se pone el
modelo que se va a mostrar al jugador.
Este objeto pick-up ha sido creado con C++, en una clase llamada FPSPickUp, y que
tiene como herencia la clase AActor ya que todo elemento que vaya a salir en la escena,
su clase debe derivar de la clase AActor.
Figura 4.22: Pick-up que hace recuperar vida al personaje principal
Para no tener un juego tan estático a este objeto se le ha dado un movimiento de
rotación constante sobre sí mismo. También se le ha añadido iluminación para hacer este
objeto más visible y llamar la atención del jugador.
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4.5. Menú
Todos los videojuegos deben tener un Menú desde el cual poder elegir los modos de
juego, configurar opciones, mostrar información adicional y otras características. Dentro
de estos menús, es muy frecuente el uso de Widgets como botones, barras deslizantes
(por ejemplo, para configurar la resolución de pantalla), listas desplegables (para elegir
idioma), o check buttons (para activar o desactivar opciones).
Los menús que se han creado en este proyecto son: menú principal donde tendremos
las opciones básicas para iniciar el juego, menú de pausa en el cual podremos pausar la
partida o salir del juego, y menú game over que se muestra al perder toda la salud del
personaje principal. Estos menús han sido implementados utilizando Blueprints ya que
estos permiten la programación y el diseño de botones y títulos.
4.5.1. Menú principal
El menú principal es usado en todo tipo de juegos ya que es el que nos presenta
el juego con una imagen o escena y permite empezar la partida, cargar una partida ya
empezada, salir del juego, ver controles y muchas más opciones que pueden ser incluidas
en función de lo que se quiera mostrar al jugador.
En la figura 4.23 se observa el diseño del menú de este proyecto, donde en el fondo
negro irá la escena del videojuego. Los dos botones disponibles sirven para iniciar la
demostración o para salir de ella. En este proyecto al ser una demostración no se ha
profundizado en el diseño de la interfaz.
Figura 4.23: Menú diseñado desde el editor de Unreal Engine
Para la programación de los botones también se ha usado el mismo Blueprint utilizado
para crear el diseño. En la figura 4.24 se puede ver cómo cada botón tiene asignada una
tarea al hacer clic encima de éste.
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Figura 4.24: Programación de los botones mediante el uso de Blueprint
4.5.2. Menú pausa
El menú pausa tiene como objetivo pausar todo el juego en caso de que el usuario lo
solicite. De este menú no se va a mostrar el diseño ya que es muy parecido al del menú
principal y sólo cambian las opciones de los botones.
En la figura 4.25 se puede ver el script visual para pausar el juego que se ejecuta
al pulsar el botón Escape y se muestra el menú creado en el viewport. Si se siguen los
nodos y sus títulos se puede ver que al pulsar la tecla Escape pasa al siguiente nodo,
donde se pausa el juego. A continuación el nodo siguiente crea el menú pausa y se añade
al viewport. Finalmente en el último nodo se muestra el cursor del ratón.
Figura 4.25: Blueprint que muestra el menú pausa al pulsar el botón Escape
En caso de que el jugador quiera continuar la partida este menú tiene que ser eliminado
del viewport y volver a reanudar el juego. El proceso sería el inverso al que se ha visto
en la anterior figura 4.25 con la diferencia de que en este caso en lugar del botón Escape,
se utilizará el botón de continuar que aparece en el menú y en lugar de añadir el menú al
viewport se debe eliminar de él y se debe quitar la pausa del juego y el cursor del ratón
como se puede ver en la figura 4.26.
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Figura 4.26: Blueprint que elimina el menú pausa al pulsar el botón continuar
4.5.3. Menú game over
Este menú aparece sólo cuando el jugador se ha quedado sin vida indicando que ha
fracasado. El proceso para diseñar el menú es el mismo que en los apartados anteriores
así que no se entrará en detalles. La única diferencia respecto a los otros menús es la
de tener que controlar frecuentemente la vida del personaje principal. En la figura 4.27
se utiliza la función tick para mirar en cada fotograma cuánta vida tiene el personaje.
Seguidamente hay una condición que consiste en mirar si la vida es menor o igual a
cero y en caso de que el valor sea verdadero se muestra el menú de game over. Una vez
aparece este menú se puede volver a iniciar el juego o salir de él.
Figura 4.27: Blueprint que controla la vida del personaje para mostar el menú game over
Capítulo 5
Resultados
Después de todo el proceso de desarrollo que se ha realizado se obtienen unos resul-
tados. En función de estos resultados se puede valorar si un proyecto ha tenido éxito, si
se puede mejorar o si el resultado ha sido diferente a lo propuesto.
A continuación se van a exponer los resultados obtenidos en este proyecto dividién-
dolo en dos partes:
Interfaz del menú que está compuesta por: el menú principal, menú de pausa y
menú de game over.
Apariencia del juego donde se muestran los elementos del juego, efectos, jugabili-
dad, etc.
Algunos resultados no se pueden mostrar en esta memoria debido a que nos vemos limi-
tados a usar sólo imágenes. Para ello necesitaríamos un video para poder ver y escuchar
resultados como el movimiento del personaje, las animaciones, el sonido al disparar y el
sonido global o del entorno. Si se desea ver el resultado con sonido y movimiente puede
verse en el siguiente enlace: https://www.youtube.com/watch?v=5-Oq7Y7Oejs
5.1. Interfaz del menú
Al tratarse de una demostración los menús son simples ya que no es necesario disponer
de más apartados, ni efectos visuales. Al iniciar el juego el primer menú que tenemos es
el principal como se puede ver en la figura 5.1. Este menú tiene la función de iniciar la
demostración o salir de ella. Desde la imagen no podemos ver otros resultados como la
música de fondo que contiene o las animaciones de las personas y las palmeras.
37
CAPÍTULO 5. RESULTADOS 38
Figura 5.1: Menú principal del juego
El siguiente menú es el de pausa como podemos ver en la figura 5.2. Este menú se
activa al pulsar la tecla “ESC” y seguidamente todo el juego queda pausado, con lo cual
todos los elementos del escenario como el personaje principal, los enemigos y los efectos
quedan congelados.
Figura 5.2: Menú de pausa
El último menú que tenemos es el de game over (fin del juego) como podemos ver en
la figura 5.3. Este menú aparece de manera automática cuando el jugador se ha quedado
sin vida. Las opciones que tenemos tras aparecer este menú son volver a reiniciar el nivel
o salir del juego.
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Figura 5.3: Menú game over
5.2. Apariencia del juego
En este apartado se van a comentar todos los aspectos globales del videojuego: el
personaje, los enemigos, las partículas, los materiales y la iluminación. Nuestro personaje
dispone de una barra de vida y una de aguante en la esquina izquierda inferior para
mostrar el estado en el que se encuentra. Si nuestra barra de vida llega a estar vacía el
juego terminará. Con la barra de aguante estamos limitados para hacer ciertas acciones
como saltar y esprintar. Estos resultados se pueden apreciar en la figura 5.4.
Figura 5.4: Vista general del género shooter
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También podemos observar en la esquina derecha inferior la munición de que dispo-
nemos. De las dos cifras númericas que aparecen la de la izquierda indica la munición
que contiene el cargador y la de la derecha la munición total. Para acabar de comentar
esta imagen podemos ver el efecto de fogonazo que realiza el arma al disparar contra un
enemigo. Estos tipos de efectos son muy importantes hoy en día ya que dan un resultado
mucho más realista al videojuego.
Para dar más jugabilidad se han añadido los ya mencionados pick-up. Estos son para
recuperar vida y tener más facilidades para poder finalizar el juego. Este objeto desapa-
rece cuando al jugador le falta vida y pasa por encima de uno de ellos.
Figura 5.5: Objeto de curación
Uno de los resultados más importantes ha sido la iluminación ya que nos ha aportado
un realismo muy elevado. Al utilizar materiales en los distintos objetos de la escena con
la iluminación hemos podido obtener reflejos y tonos diferentes en los objetos. Aparte,
con la iluminación hemos obtenido las sombras de los objetos obteniendo un resultado
mucho más realista. En la figura 5.6 podemos ver el impacto que tiene la iluminación
sobre el arma de nuestro personaje.
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Figura 5.6: Iluminación de la demostración
5.3. Testing
Para comprobar el funcionamiento del juego se han realizado pruebas con diferentes
ordenadores y usuarios. La demostración se ha probado en varios equipos para ver su
rendimiento con las opciones gráficas en la calidad más alta.
Los equipos que se han utilizado tienen las siguientes propiedades: i5 750 2.8Ghz con
tarjeta gráfica AMD HD 5770, i5 4760K 3.6Ghz con tarjeta gráfica AMD HD 7850, i7
4790k 4.4Ghz con tarjeta gráfica NVIDIA GTX 970 y para finalizar el equipo portátil i7
3612 2.10Ghz con tarjeta gráfica GT 630M.
Tanto el uso de la CPU, de la memoria RAM y de la GPU son normales. Se han
realizado pruebas en equipos de hace más de cuatro años y su funcionamiento ha sido
bueno. En cuanto a equipos portátiles el rendimiento no ha sido tan bueno ya que sufre
un problema de ralentización.
En cuanto a las pruebas realizadas con usuarios se ha determinado que la jugabilidad
con el teclado y ratón era muy buena. En cambio la jugabilidad del mando no ha sido tan
satisfactoria ya que necesita un ajuste de sensibilidad en el control que hace que cueste
apuntar con el arma.
Los gráficos también han sido satisfactorios en referencia a la iluminación. La opinión
sobre el escenario ha sido buena aunque se ha encontrado algún fallo, pero al ser un tema
artístico no se ha profundizado demasiado.
El aspecto que ha sido menos satisfactorio ha sido la inteligencia. Los usuarios co-
mentaron que era simple y en todos los casos era igual. Esto se ha debido a la falta de
recursos y tiempo para solucionarlo.
Capítulo 6
Conclusiones
Se ha conseguido realizar un juego shooter en primera persona con Unreal Engine 4
con el objetivo de estudiar cómo funciona un motor de videojuegos y cómo está com-
puesto el modelo/arquitectura de un juego.
A la hora de desarrollar el videojuego se han utilizado simultáneamente las dos formas
de programar que proporciona Unreal Engine como son los Blueprints y C++. Gracias
a esto se ha podido comprobar cómo al utilizar las dos maneras de programar a la vez,
varias partes del proyecto han sido más fáciles y rápidas de elaborar. De esta manera se
ha podido valorar si los Blueprints podrían ser utilizados en otros campos que no sean
Unreal Engine.
Al principio del proyecto se tenía en mente la posibilidad de crear un videojuego de
mundo abierto como suelen hacer los juegos más novedosos, pero se estudió el caso y se
llegó a la conclusión de que para un sólo integrante en este proyecto era trabajo excesivo
y en el caso de intentar simular este mundo abierto lo único que se podría haber hecho
habría sido crear un escenario muy grande con contenido repetido y sin poder interactuar
con el mundo.
También se ha podido valorar la eficacia de este motor de videojuegos ya que se ha
partido desde una base de conocimientos baja sobre la creación de videojuegos, partiendo
de prácticamente sólo conocimientos de programación. El resultado ha sido muy bueno
ya que obteniendo los modelos de los personajes y escenarios del market de Unreal Engi-
ne, se ha podido crear un videojuego que gráficamente es muy bueno y se ha conseguido
una jugabilidad muy similar a la de juegos desarrollados por estudios profesionales.
El desarrollo de este proyecto ha sido satisfactorio ya que me ha permitido entender
cómo está compuesto un videojuego, valorar la importancia de su planificación y apren-
der nuevas maneras de programar que durante todos estos años nunca había visto.
42
CAPÍTULO 6. CONCLUSIONES 43
6.1. Futuras mejoras
Las posibles ampliaciones o mejoras que se pueden realizar en un videojuego son
muchas. En concreto en este proyecto las mejoras podrían ser:
Mejorar el menú añadiendo efectos o mejoras gráficas.
Añadir una interfaz más renovada o con más información.
Implementar un minimapa en la esquina superior.
Mejorar la inteligencia artificial de los enemigos.
Tener más de un arma disponible para poder alternarlas.
Implementar atributos al personaje y que estos suban en función de su nivel.
Posibilidad de jugar multijugador.
Crear un sistema de ajuste de dificultad y que en función de éste los personajes
sean más o menos inteligentes.
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Anexo
En este apartado se van a detallar una serie de conceptos sobre cómo ejecutar la de-
mostración y cómo están distribuidos los ficheros del proyecto.
Ejecutar demostración
Para ejecutar la demostración se debe ejecutar la aplicación FPS que está en la carpeta
principal de la demostración como se puede ver en la figura 6.1. Una vez ejecutada la de-
mostración en caso de maximizar la pantalla y que ésta no se ponga en pantalla completa,
se debe pulsar la tecla ALT seguidamente de la tecla INTRO.
Figura 6.1: Estructura de ficheros de la demostración
Estructura del proyecto
El proyecto si no se ha ejecutado nunca contiene seis ficheros de los cuales 4 de
ellos son carpetas Build, Config, Content y Source y dos ficheros ejecutables FPS.sln y
FPS.uproject. En la figura 6.2 se puede ver la estructura general del proyecto.
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Figura 6.2: Estructura del proyecto
Para iniciar por primera vez el proyecto y que se generen las configuraciones y ficheros
necesarios se deberá ejecutar el fichero FPS.uproject. Éste se encargará de abrir todo el
proyecto y generar todos los ficheros necesarios. Si se ejecutara por primera vez el archivo
FPS.sln se abriría Visual Studio pero daría error ya que no se han generado los archivos
necesarios previamente.
La carpeta Source contiene la carpeta FPS que contiene todo el código del proyecto,
y los ficheros con la extensión .cs contienen las funciones para ejecutar el proyecto.
La carpeta Content contiene todos los assets del proyecto. En la figura 6.3 se pueden
ver todas las carpetas donde se puede intuir qué contiene cada una por su nombre. Hay
que concretar que excepto la carpeta Blueprints que contiene los script visuales todas las
demás contienen contenido visual para el proyecto.
Figura 6.3: Estructura de ficheros de la carpeta Content
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En la carpeta Config se encuentra la configuración del editor, los controles del proyec-
to, datos del proyecto, etc. En la figura 6.4 se pueden ver los cuatro ficheros que se han
mencionado.
Figura 6.4: Estructura de ficheros de la carpeta Config
Para terminar la última carpeta Build contiene ficheros que son utilizados a la hora de
crear el ejecutable.
