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Abstrakt
Úkolem této bakalářské práce je návrh a tvorba mobilní aplikace pro ovládání systému
PocketHome, který je vyvíjen firmou Electrobock. Hlavním cílem aplikace je umožnit uži-
vatelům pohodlné dálkové ovládání vytápění domácnosti z přenosného zařízení. Aplikace je
napsaná v jazycích C# a XAML na platformě Windows 8.
Abstract
The goal of this bachelor’s thesis is to design and implement a mobile application for
controlling PocketHome system developed by Electrobock Company. This application allows
user to easily remotely control household heating with his mobile device. It is based on
Windows 8 platform and written in C# and XAML languages.
Klíčová slova
Mobilní aplikace, Windows 8, PocketHome, C#, XAML.
Keywords
Mobile application, Windows 8, PocketHome, C#, XAML.
Citace
Jan Planer: Mobilní Aplikace pro ovládání vytápěnív domácnosti, bakalářská práce, Brno,
FIT VUT v Brně, 2013
Mobilní Aplikace pro ovládání vytápění
v domácnosti
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením Ing. Pavla
Žáka. Další informace týkající se systému PocketHome mi poskytl Ing. Radovan Smíšek.
Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Jan Planer
15. května 2013
Poděkování
Děkuji svému vedoucímu Ing. Pavlu Žákovi za odborné vedení a podněty, které mi při řešení
této práce poskytl. Poděkování patří také Ing. Radovanu Smíškovi za konzultace týkající se
PocketHome systému.
c© Jan Planer, 2013.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
2 Systém PocketHome 4
2.1 Verze systému PocketHome . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Prvky systému PocketHome . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.3 Adresování prvků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3.1 Učení prvků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.4 Popis protokolu (Firmware verze 10.01) . . . . . . . . . . . . . . . . . . . . 7
2.4.1 Způsob komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.4.2 Průběh komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.4.3 Ukončení komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.4.4 Přerušení komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.5 Popis příkazů protokolu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3 Windows 8 13
3.1 Verze systému . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.2 Prvky uživatelského rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.2.1 Systémy navigace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.2.2 GridView . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.2.3 AppBar . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2.4 Charms . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2.5 Snapped a fill Views . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.3 Životní cyklus aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4 Návrh aplikace 19
4.1 Dostupné systémy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
4.2 Uživatelské rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4.2.1 Navigační model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4.2.2 Indikace komunikace s centrální jednotkou . . . . . . . . . . . . . . . 20
4.3 Protokol . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.4 Model-View-ViewModel . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.5 Perzistence dat . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.6 Diagram tříd . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5 Implementace 25
5.1 Použité knihovny . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
5.2 Implementace Protokolu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
5.2.1 Činnost klienta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
1
5.2.2 Příkazy protokolu . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
5.2.3 Odpojení klienta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.2.4 Přenositelnost protokolu . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.2.5 SynchronizationContext . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.3 Modelové třídy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.4 ViewModel třídy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
6 Testování aplikace a zhodnocení dosažených výsledků 31
6.1 Výkon aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
6.1.1 Vytížení procesoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
6.1.2 Využití síťových zdrojů . . . . . . . . . . . . . . . . . . . . . . . . . 33
7 Závěr 36
A Obsah CD 39
B Přiložené obrázky 40
C Ukázky výsledné aplikace 43
2
Kapitola 1
Úvod
V současné době jsme svědky prudkého vzestupu prodeje chytrých telefonů a tabletů. Za
rok 2012 se prodalo přes 1.7 mld. chytrých telefonů [14]. Prodej tabletů se odhaduje na
více než 118 mil. kusů za rok 2012 [12], což by mělo tvořit více než 90% meziroční vze-
stup oproti předchozímu roku [12]. Prodej stolních počítačů se za rok 2012 odhaduje na
350 mil. kusů [11]. Zvyšující se prodej mobilních zařízení a stagnace či mírný pokles pro-
deje stolních počítačů naznačují, že mnoho uživatelů začíná upřednostňovat přenositelnost
a jednoduchost zařízení před jeho výkonem.
Mezi nejpoužívanější operační systémy mobilních zařízení patří iOS, Android, Windows
Phone a Windows 8. Systém iOS je vyvíjen firmou Apple a používají jej především výrobky
této firmy. Android je otevřená platforma postavená na Linuxovém jádře, kterou vyvíjí spo-
lečnost Google. Zbývající dvě platformy jsou vyvíjeny společností Microsoft, přičemž systém
Windows Phone, jak už jeho název napovídá, je určený pro mobilní telefony. Windows 8
je určen pro ostatní zařízení (včetně stolních počítačů). Aplikace je napsaná pro platformu
Windows 8, proto tomuto systému bude také věnována největší pozornost.
Existuje řada systémů, které automaticky regulují teplotu v domě. Jejich cílem je jednak
poskytnout uživateli jistý komfort, ale také snížit náklady na vytápění (například výrobce
PocketHome systému udává, že systém může ušetřit až 30% nákladů na vytápění domu).
Většinou se sestávají z centrální jednotky, která řídí tepelnou regulaci a různých periferií,
které ovládají jednotlivé prvky vytápěcí soustavy nebo poskytují centrální jednotce různá
data (například teplotu v místnosti). Pro koncového uživatele je důležité, aby centrální
jednotka byla přístupná a snadno ovladatelná.
Je-li však pominut fakt, že uživatel je nucen naučit se centrální jednotku ovládat, není
zpravidla možné takové zařízení ovládat dálkově. Co když ale uživatel bude chtít jednotku
ovládat na dálku z chaty, dovolené nebo ze zahraničí? Zde se přímo nabízí možnost využití
některého přenosného zařízení, které navíc uživatel již zná a nemusí se učit jej ovládat.
Následující text se bude zabývat návrhem a implementací aplikace pro ovládání systému
domácího vytápění, konkrétně systému PocketHome. V kapitole 2 bude popsán PocketHome
systém, jeho prvky a především protokol, kterým jsou přenášena data mezi centrální jed-
notkou a přenosným zařízením. Poté bude čtenář seznámen s platformou Windows 8, pro
kterou je aplikace určena. V rámci této části budou mimo jiné popsány verze této platformy
a některé prvky grafického uživatelského rozhraní. Kapitoly 4 a 5 se zabývají návrhem
a implementací systému. Na závěr budou zhodnoceny dosažené výsledky a navržena možná
budoucí rozšíření aplikace.
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Kapitola 2
Systém PocketHome
V první části této kapitoly budou popsány jednotlivé prvky systému a způsoby komunikace
mezi nimi. Druhá část kapitoly bude zaměřena na komunikaci s centrální jednotkou sys-
tému – především na protokol, kterým jsou přenášena veškerá data mezi aplikací a centrální
jednotkou.
2.1 Verze systému PocketHome
Existují dvě základní verze systému: PocketHome Plus a PocketHome Minus. Každá z verzí
je určena pro jinou cílovou skupinu zákazníků a také z pohledu ovládání aplikace či vlastního
protokolu má svá určitá specifika.
Verze Plus je určena především pro vytápěcí systémy rodinných domů, ale také i větších
budov jako jsou například různé hotely či penziony. Tato verze systému počítá s tím, že
v objektu, který má být vytápěn, je instalován kotel, který je zapínán či vypínán na základě
instrukcí, které mu předává speciální přijímačl. Jednotlivým prvkům systému lze přidělit
různé priority a centrální jednotka na základě toho rozhoduje, zda sepnout kotel, či ne.
Naproti tomu verze Minus neumožňuje nastavovat priority jednotlivým prvkům v sys-
tému. Pokud v systému je instalován kotel, považuje všechny prvky za stejně prioritní.
Často však kotel v této verzi úplně chybí – jedná se o případy, kdy je systém nainstalo-
vaný například v bytech, kde je ústřední topení, či na chatách, kde jsou pouze elektrické
přímotopy. Systém v této verzi tedy může pracovat i bez spínání kotle.
2.2 Prvky systému PocketHome
PocketHome tvoří centrální jednotka a několik prvků systému, se kterými aplikace komu-
nikuje pouze prostřednictvím centrální jednotky. Jednotlivé prvky jsou stručně popsány
v následující tabulce. Částečné schéma systému je přiloženo v příloze – viz obrázek B.1.
Systém PocketHome obsahuje další, zde neuvedené typy zařízení, ty však v současné
verzi aplikace nejsou podporované. V tabulce 2.2 jsou uvedeny rozdíly jednotlivých prvků
z pohledu validity přenášených dat protokolem. Například pokud v některém z příkazů
protokolu některý bit indikuje, že baterie prvku je téměř vybitá a daný prvek je napájen
z elektrické sítě, hodnota zmíněného bitu pro tento konkrétní prvek bude nedefinovaná.
Význam jednotlivých sloupců v tabulce je následující:
• Program – prvek může měnit svůj stav na základě zadaného teplotního časového
průběhu. Například termostatická hlavice pro radiátory bude podle tohoto programu
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Název Popis
HD20 Bezdrátová termostatická hlavice pro radiátory. Lze ji při-
pevnit na kohout radiátoru a poté bude podle pokynů cent-
rální jednotky ventil utahovat či dotahovat a tím regulovat
teplotu v místnosti.
BHD Řídicí jednotka pro ovládání digitálních hlavic. Primárně je
určena k řízení více radiátorů v rámci jedné místnosti.
TS20 Bezdrátová tepelně spínaná zásuvka.
BSP Řídicí jednotka pro spínání elektrických topných těles. Pri-
márně je navržena pro řízení několika elektrických topných
těles v rámci jedné místnosti.
PK Bezdrátový přijímač, který podle potřeby spíná kotel.
BP1 Bezdrátový regulátor podlahového topení.
HT20 Bezdrátová jednotka pro termoelektrické pohony. Podle roz-
dílů mezi aktuální teplotou v místnosti a požadovanou tep-
lotou spíná připojený elektrický spotřebič.
Tabulka 2.1: Stručný popis jednotlivých prvků systému.
regulovat pootočení ventilu. Teplotní programy jsou definovány jako posloupnost až
šesti segmentů pro každý den v týdnu. Segment je definován hodnotami času a tep-
loty. První z této dvojice určuje počátek segmentu, zatímco druhá hodnota určuje
požadovanou teplotu v rámci daného segmentu. Za konec segmentu je poté považo-
ván začátek následujícího segmentu. Ve verzi PocketHome Plus má dokonce i přijímač
na kotel svůj teplotní program, ve verzi PH- nikoliv.
• Teplota – určuje, zda prvek obsahuje teplotní čidlo a tudíž může centrální jednotce
zaslat hodnotu aktuální teploty v místě, kde se prvek fyzicky nachází.
• Ventil – určuje, zda prvek ovládá ventil některého topného tělesa (například radiá-
toru).
• On/Off – určuje, zda prvek může být vypnutý či zapnutý.
• Mód – určuje, zda se prvek může nacházet v automatickém či manuálním módu.
Pokud je mód prvku nastaven na automatický, řídí se teplotním programem, který je
mu přidělen. V manuálním módu má uživatel možnost si teplotu regulovat nezávisle
na programu. Speciálním případem módu je automatický mód s dočasnou změnou, ve
kterém se sice prvek řídí zadaným programem, dočasně má však nastavenou teplotu
manuálně. Po uplynutí časového segmentu programu se teplota automaticky nastaví
podle hodnoty v programu.
• Priorita – určuje, zda prvek může být prioritní. Pokud prvek je prioritní, může se podle
něj spustit kotel. Ve verzi PocketHome Minus nemůže být žádný prvek prioritní.
• Nezávislý – určuje, zda může být prvek nezávislý. Pokud je prvek nezávislý, není
ovládán centrální jednotkou, ale řídí se vlastním programem.
• Chyba v komunikaci – určuje, zda může při komunikaci centrální jednotky s tímto
prvkem dojít k chybě (například pokud je prvek mimo dosah centrální jednotky).
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U všech podporovaných prvků k chybě v komunikaci dojít může, proto v tabulce níže
tento sloupec dat chybí.
• Baterie – určuje, zda je prvek napájen bateriemi. Tento prvek může aplikaci zaslat
indikaci, že baterie jsou téměř vybité a měly by se nabít nebo vyměnit.
Název Program Teplota Ventil On/Off Mód Prioritní Nezávislý Baterie
HD20 Ano Ano Ano Ano Ano Ano Ano Ano
BHD Ano Ano Ano Ano Ano Ano Ano Ne
TS20 Ano Ano Ne Ano Ano Ne Ne Ne
BSP Ano Ano Ano Ano Ano Ne Ne Ano
PK – Ne Ne Ne Ne Ne Ne Ne
BP1 Ano Ano Ne Ano Ano Ano Ano Ano
HT20 Ano Ano Ano Ano Ano Ano Ano Ne
Tabulka 2.2: Přehled validity dat jednotlivých prvků z pohledu protokolu.
Validita těchto dat je také důležitá z pohledu uživatelského rozhraní. Pokud například
prvek nemůže být prioritní, neměl by se uživateli vůbec zobrazit přepínač, kterým lze pri-
oritu prvku měnit.
2.3 Adresování prvků
Před popisem vlastního protokolu je ještě nutné vysvětlit, jakým způsobem se prvky v sys-
tému adresují. Například při poslání dotazu na detaily konkrétního prvku je nutné spe-
cifikovat, který konkrétní prvek v systému je dotazován (mohli bychom říci, jaká je jeho
identifikace). Tuto identifikaci tvoří následující dvojice: typ prvku a unikátní číslo v rámci
skupiny prvků se stejným typem. Hodnoty typů prvků jsou popsané v tabulce 2.3. Prvky
jsou číslované od 11 a unikátnímu číslu prvku v dané skupině prvků budeme říkat ID prvku.
Adresu prvku tedy tvoří typ prvku a jeho ID.
Výjimku v adresování tvoří kotel. Ten je v paměti centrální jednotky vždy uložen
a nemůže být smazán, nýbrž může být pouze deaktivován – a to pouze ve verzi Pocke-
tHome minus. Pokud je tento prvek deaktivován, je jeho ID rovno 0. Deaktivace přijímače
kotle lze provést třemi různými způsoby:
• Posláním příkazu DeleteElement s nastaveným příslušným typem zařízení a libovolnou
kladnou hodnotou ID zařízení.
• Nastavením programu tohoto prvku na 0. Interně si však centrální jednotka číslo
programu ponechá a změní ID přijímače na 0.
• Nastavením jeho ID na 0 příkazem SetElement. Přijímač na kotel může být v cent-
rální jednotce pouze jeden, tudíž nedojde ke vložení druhého prvku, ale dojde pouze
k přečíslování ID stávajícího prvku.
1Protokol sice striktně nevyžaduje číslovat prvky od 1 (jediná podmínka je, že číslo prvku musí být
větší nebo rovno 1), pokud by však prvky nebyly číslované od 1, nebo pokud by mezi čísly prvků v rámci
skupiny prvků se stejným typem byly mezery, uživatel by nemohl ovládat systém pohodlně přímo z centrální
jednotky, která prochází seznamy prvků postupně od 1.
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Typ Identifikace typu
HD20 0x48
BHD 0x68
TS20 0x5A
BSP 0x73
PK 0x54
BP1 0x31
HT20 0x4D
Tabulka 2.3: Identifikace jednotlivých typů prvků.
Deaktivace kotle ve verzi PocketHome plus není možná a pokus o provedení příslušného
příkazu centrální jednotka pravděpodobně zamítne. Odlišné je také chování příkazů, které
přímo manipulují s přijímačem na kotel nebo zjišťují jeho stav. Zatímco u normálního prvku
je nutné v příkazech tohoto typu specifikovat jeho ID, u přijímače na kotel je možné odeslat
libovolnou hodnotu ID a centrální jednotka zašle v odpovědi jeho skutečné ID.
Například příkaz GetElementInfo má dva parametry: typ prvku a jeho ID. Odpovědí
na tento příkaz je zpráva ElementInfo, která nese kromě informací o daném prvku také
typ dotazovaného prvku a jeho ID. Pokud by bylo skutečné ID přijímače na kotel rovno
hodnotě 1 a v příkazu GetElementInfo by byla zaslaná hodnota 2, odpověděla by centrální
jednotka zprávou, která bude obsahovat ID prvku 1. U kteréhokoliv jiného typu prvku by
centrální jednotka validní odpověď nezaslala.
2.3.1 Učení prvků
S adresováním prvků mimo jiné také souvisí tzv. učení prvků, tedy přiřazování adres prvků
k fyzickým zařízením. Jestliže uživatel vytvořil nový prvek a jeho konfiguraci (včetně adresy)
poslal do centrální jednotky, zbývá už jen poslední krok, a to oznámit centrální jednotce, se
kterým fyzickým zařízením má komunikovat, pokud se uživatel dotazuje na prvek na dané
adrese.
Učení prvků probíhá tak, že požadované zařízení se přepne do speciálního módu a cen-
trální jednotce se odešle příkaz na naučení konkrétního prvku. Pokud centrální jednotka
najde ve svém okolí prvek požadovaného typu, který je přepnut do tohoto módu, zapamatuje
si jej a aplikaci odešle potvrzení, že učení proběhlo v pořádku. Od této chvíle považujeme
prvek za naučený.
2.4 Popis protokolu (Firmware verze 10.01)
V následujících odstavcích bude detailně popsán protokol systému. Stručný popis protokolu
je obsažen v souboru formátu aplikace Excel, který je volně dostupný na stránkách firmy
Electrobock [8].
Komunikace s centrální jednotkou je postavena na bytovém protokolu. Endianita dat
v celém protokolu je typu Big-endian, tedy nejvýznamnější byte je uložen na nejnižší po-
zici [2].
7
2.4.1 Způsob komunikace
Jednotka primárně komunikuje v režimu master-slave, kde master zařízení je připojené
zařízení (např. PC, telefon nebo tablet), tedy klient. Jednotka jednou za čas pošle požadavek
na poslání změn a na ten by mělo master zařízení odpovědět příslušnou odpovědí.
Sekundárně se jednotka může chovat také jako master zařízení, a to v případě, kdy
připojené zařízení pošle požadavek na zaslání dat do centrální jednotky. Poté jednotka
odpoví ihned (pokud zrovna nekomunikuje s jejími periferiemi) a klient nemusí čekat, až
jednotka zašle dotaz na poslání změn. Klient by však tohoto režimu měl použít pouze tehdy,
pokud se jedná o příkaz, na jehož odezvu čeká uživatel (například při stažení programu).
Ukázka komunikace je přiložena v příloze – viz obrázek B.2.
2.4.2 Průběh komunikace
Komunikace začíná zasláním požadavku na poslání všech změn (FullUpdate příkaz) z cen-
trální jednotky. Pokud má FullUpdate nastaven bit PasswordRequired, je nutné poslat do
centrální jednotky heslo příkazem SendPassword a tím se autentizovat2. V opačném pří-
padě lze autentizaci přeskočit. Poté by měl klient poslat nastavení času (SetTime) a způsob
komunikace (SetCommunicationModes). Následovat by mělo zjištění, zda nedošlo ke kolizi
dat (GetChangeCount) a případné vyřešení kolize. Od této chvíle jsou data v centrální jed-
notce synchronizovaná s daty klienta. Poté, co jsou data synchronizována, posílá centrální
jednotka v pravidelných intervalech požadavky na poslání průběžných změn (TimeIncre-
mentalUpdate nebo FirmwareIncrementalUpdate)3. Na každý takový požadavek by mělo
být odpovězeno zasláním všech změn a poté posláním příkazu NoData, který značí, že další
data už klient posílat nebude.
Speciálním příkazem, který centrální jednotka může posílat průběžně, je příkaz NoUp-
date, který značí, že centrální jednotka je připojena, ale momentálně nemůže odpovídat na
dotazy klienta, protože je zaneprázdněna komunikací s jejími periferiemi. Příkazy tohoto
typu by měl klient ignorovat, slouží mu pouze jako indikátor toho, že spojení neselhalo.
2.4.3 Ukončení komunikace
Komunikace může být ukončena kdykoliv
”
násilně“ – tedy uzavřením spojení bez posílání
speciálních příkazů pro ukončení komunikace. Ovšem pokud se klient chce vyhnout kolizi
dat při příštím připojení, měl by odeslat všechny příkazy, které zapisují data do centrální
jednotky a nejsou doposud odeslané. Poté by si měl uložit kolizní číslo (GetChangeCount)
a následně může volitelně poslat příkaz Disconnect, který například v případě bluetooth
komunikace odpojí bluetooth modul od centrální jednotky. V případě komunikace přes
TCP/IP se odesílání Disconnect příkazu jeví jako zbytečné, v budoucnu by se však mohl
například změnit hardware centrální jednotky a odesílání Disconnect příkazu by již mohlo
být povinné.
2Heslo se posílá po síti nešifrované a kdokoliv jej může odposlechnout. Jedná se v tomto případě o po-
tenciální bezpečnostní riziko, ovšem poměr pravděpodobnosti útoku k výši možným vzniklým škodám je
natolik malý, že zatím nemá smysl se zabývat robustnějším zabezpečením.
3Takto se centrální jednotka bude chovat pouze v případě, že klient odeslal příkaz SetCommunication-
Modes. Protokol ovšem umožnuje i jiné způsoby komunikace, než výše popsané, těmi se zde však nebudeme
zabývat.
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0xFD 0xFE 0x0D 0x0A
Tabulka 2.4: Ukončení každé zprávy v protokolu.
2.4.4 Přerušení komunikace
V centrální jednotce běží interně časovač, který měří čas od posledního odpojení (čas vy-
pršení je řádově v minutách, pro každý typ komunikace trochu jiný). Pokud se klient odpojí
a znovu připojí, než tento časovač vyprší, považuje centrální jednotka tuhle komunikaci za
jedno a to samé sezení a při připojení se bude chovat, jakoby se klient vůbec neodpojil.
To se projeví hlavně tím, že nepošle požadavek pro zaslání všech změn (FullUpdate), ale
začne komunikovat tak, jak je popsáno v kapitole 2.4.2. Klient by měl s touto skutečností
počítat a například si pohlídat, zda nedošlo ke změnám dat na klientské části, když byla
komunikace přerušena.
2.5 Popis příkazů protokolu
Protokol je poměrně rozsáhlý a popisování všech jeho příkazů by bylo nad rámec této práce.
Proto jsou níže uvedeny pouze některé nejdůležitější zprávy zasílané protokolem. Názvy jed-
notlivých zpráv přímo odpovídají názvům tříd, ve kterých jsou tyto zprávy implementovány.
Pro detailnější přehled protokolu lze nahlédnout buď do zdrojových kódů v příloze, nebo
do originálního popisu protokolu – viz [8].
Každá zpráva zasílaná protokolem je ukončena definovanými čtyřmi byty v tabulce 2.4
(konstanta SynchronizationUnit).
Formát každé zprávy, pokud nebude řečeno jinak, je definován následovně. Hexadeci-
mální číslice budou označeny prefixem 0x (např. 0xFE) a v příkazu budou mít funkci jeho
identifikace – podle nich je tedy možné poznat, o jaký příkaz se jedná. Podobnou funkci má
i znak v apostrofech (např. ’V’), který zastupuje ASCII hodnotu tohoto znaku. Zástupné
symboly jednotlivých bytů budou uvedeny bez apostrofů (např. S1) a jejich význam, pří-
padně i platný rozsah hodnot, jehož výchozí hodnota je 0-255, bude vysvětlen.
FullUpdate
Zahájení komunikace po resetu CJ (žádost o poslání všech dat). Tuto žádost posílá centrální
jednotka klientovi.
0x04 -
’V’ ID příkazu. Pokud má nejvyšší bit nastaven na 1, centrální
jednotka požaduje zaslání hesla. Dolních 7 bitů musí obsa-
hovat znak ’V’.
S1 1. byte sériového čísla firmwaru v centrální jednotce.
S2 2. byte sériového čísla firmwaru v centrální jednotce.
S3 3. byte sériového čísla firmwaru v centrální jednotce.
S4 4. byte sériového čísla firmwaru v centrální jednotce.
P Počet připojení k centrální jednotce.
Tabulka 2.5: Formát FullUpdate příkazu.
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TimeIncrementalUpdate
Žádost o poslání další změny. Tuto žádost posílá centrální jednotka klientovi. Klient by
měl na tuto zprávu odpovědět zasláním všech změn od zaslání poslední změny do centrální
jednotky. Tyto příkazy by měly být ukončeny příkazem NoData – viz 2.5.
0x04 -
’Z’ -
H1 1. byte hodin provozu kotle. Hodnota je v rozsahu 0-99.
H2 2. byte hodin provozu kotle. Hodnota je v rozsahu 0-99.
M Minuty provozu kotle. Hodnota je v rozsahu 0-59.
P Počet připojení mezi PC a centrální jednotkou.
0x00 -
Tabulka 2.6: Formát TimeIncrementalUpdate příkazu.
FirmwareIncrementalUpdate
Žádost o poslání další změny. Sémantika zprávy je stejná jako u příkazu TimeIncrementa-
lUpdate. Jediný rozdíl je v typu posílaných dat spolu s tímto příkazem.
0x04 -
’Z’ -
V1 1. byte sériového čísla firmwaru v centrální jednotce.
V2 2. byte sériového čísla firmwaru v centrální jednotce.
V3 3. byte sériového čísla firmwaru v centrální jednotce.
V4 4. byte sériového čísla firmwaru v centrální jednotce.
0x01 -
Tabulka 2.7: Formát FirmwareIncrementalUpdate příkazu.
SendPassword
Zadání hesla pro navázání komunikace při Wi-Fi komunikaci. Heslo musí obsahovat právě
šest alfanumerických znaků.
0x10 -
P1 1. byte hesla.
P2 2. byte hesla.
P3 3. byte hesla.
P4 4. byte hesla.
P5 5. byte hesla.
P6 6. byte hesla.
0x01 -
Tabulka 2.8: Formát SendPassword příkazu.
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AuthConfirm
Odpověď na příkaz SendPassword. Nese zprávu o potvrzení čí zamítnutí autentizace.
0x04 -
’P’ -
0x10 -
P1 Potvrzený 1. byte hesla nebo znak ’E’, pokud heslo bylo
odmítnuto.
P2 Potvrzený 1. byte hesla nebo znak ’r’, pokud heslo bylo od-
mítnuto.
P3 Potvrzený 1. byte hesla nebo znak ’r’, pokud heslo bylo od-
mítnuto.
P4 Potvrzený 4. byte hesla nebo znak ’ ’(mezera, ASCII kód
32), pokud heslo bylo odmítnuto.
Tabulka 2.9: Formát AuthConfirm příkazu.
Pokud centrální jednotka heslo odmítla, měl by klient spojení aktivně ukončit, protože
v opačném případě zůstane spojení aktivní a centrální jednotka bude nadále navazovat
komunikaci FullUpdate příkazy.
Confirm
Potvrzuje přijímaná data. Tento příkaz posílá centrální jednotka klientovi, a pokud nebude
uvedeno jinak, je výchozí odpovědí pro naposledy zaslaný příkaz do centrální jednotky.
Zpráva o potvrzení přijmutí požadavku obsahuje část dat požadavku (konkrétně prvních 5
bytů požadavku). Tím je možné identifikovat, který konkrétní příkaz byl potvrzen.
0x04 -
’P’ -
P1 Potvrzovaný 1. byte požadavku.
P2 Potvrzovaný 2. byte požadavku.
P3 Potvrzovaný 3. byte požadavku.
P4 Potvrzovaný 4. byte požadavku.
P5 Potvrzovaný 5. byte požadavku.
Tabulka 2.10: Formát Confirm příkazu.
SetCommunicationModes
Nastaví způsob komunikace, který je popsán v kapitole 2.4.2. Centrální jednotka podporuje
i různé jiné typy komunikace, které zde nejsou popsané, a proto je nutné, aby klient odeslal
tento příkaz.
NoData
Tento příkaz je jednou z možných odpovědí na příkazy TimeIncrementalUpdate a Firm-
wareIncrementalUpdate. Klient by tuto zprávu měl odeslat poté, co pošle všechny ostatní
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změny. Tím dává centrální jednotce najevo, že další data již klient nepošle. Centrální jed-
notka po odeslání tohoto příkazu může buď komunikovat s jejími periferiemi, nebo se může
na několik vteřin uspat a tím šetřit energii, která je potřebná k jejímu napájení.
Zde je dobré si uvědomit, že komunikace s klientem je pro centrální jednotku v podstatě
podřadná záležitost a její prioritou je obsluha všech ostatních prvků. Klient by měl proto
jednotce poskytnout co nejvíce času na tyto její prioritní úkoly.
0x03 -
0x00 -
0x00 -
R Mód regulace (1, pokud má klient nastavený režim dovolené,
jinak 0).
0x20 -
P Počet aktivovaných prvků, včetně nenaučených prvků
a kotle.
0x20 -
Tabulka 2.11: Formát NoData příkazu.
NoUpdate
Formát příkazu je stejný jako u FirmwareIncrementalUpdate zprávy, jediná změna je na
2. bytu, kde je zaslán znak ’z’ (místo původního ’Z’). Centrální jednotka pošle klientovi tuto
zprávu v případě, že komunikuje s připojenými zařízeními, a tudíž nemůže komunikovat
s klientem. Klient by na tuhle zprávu neměl odpovídat, je to pro něj pouze informace, aby
neuzavíral spojení z důvodu neaktivity centrální jednotky.
Ostatní příkazy
Dále protokol obsahuje dotazy na jednotlivá zařízení, programy a konstanty. Zpravidla se
jedná o trojice zpráv – jedna zpráva na získání dat z centrální jednotky, odpověď na tuto
zprávu, která nese požadovaná data a nakonec příkaz na nastavení nové hodnoty.
Na detaily těchto příkazů lze nahlédnout buď do zdrojových kódů aplikace nebo do
originálního popisu protokolu v [8].
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Kapitola 3
Windows 8
Tato kapitola pojednává o základních rysech systému Windows 8. Každý systém má své
nativní komponenty a prostředí, ve kterém jsou uživatelé zvyklí se pohybovat. Uživatel
systému Windows 7 je navyklý, že jeho aplikace běží v okně, že se s tímhle oknem dá
určitým způsobem manipulovat a podobně. Pokud bude vývojář vyvíjet stejnou aplikaci pro
různé platformy, bude tato aplikace vypadat pokaždé jinak (i když by pravděpodobně bylo
technicky možné vytvořit vzhled aplikace pro všechny platformy stejný) a to právě kvůli
uživatelům, pro které je poté mnohem snazší se naučit aplikaci ovládat, pokud aplikace
dodržuje určité standardy, které jsou běžné i pro ostatní aplikace na dané platformě.
3.1 Verze systému
Platforma Windows 8 se vyskytuje ve třech různých edicích – Windows 8, Windows 8 Pro
a Windows RT [13]. První dvě zmíněné verze jsou určeny pro stolní počítače, na kterých
je možné spouštět jak starší desktopové aplikace, tak aplikace pro moderní rozhraní (dříve
označované jako Metro aplikace). Aplikace určené pro moderní uživatelské rozhraní bývají
také někdy označovány jako Windows Store aplikace. Ve verzi operačního systému RT lze
poté spouštět pouze Windows Store aplikace.
Rozdíly mezi jednotlivými verzemi platformy jsou především v architektuře operačního
systému. Ve Windows 8 byla představena nová softwarová vrstva s názvem Windows Run-
time, která zapouzdřuje původní vrstvu Win32 [10] a programátorovi umožňuje přistupovat
např. k síťovým zdrojům, souborům, ale také i k různým hardwarovým komponentám, jako
jsou různé senzory tabletu, geolokátor, akcelerometr apod. Windows Runtime vrstvu mohou
používat pouze Windows Store aplikace, zatímco aplikace pro desktopové rozhraní mohou
přistupovat k celé vrstvě Win32.
Verze Windows RT je určená především pro tablety, které navíc často bývají osazeny
méně výkonnými, zato však úspornějšími ARM procesory. Jak již bylo řečeno, nelze v této
verzi spouštět desktopové aplikace, proto také celý systém obsahuje pouze odlehčenou verzi
vrstvy Win32, která je navíc zapouzdřená Windows Runtime vrstvou a programátorovi
nepřístupná.
Aplikace pro systém PocketHome, jako jakákoliv jiná Windows Store aplikace, je spus-
titelná na všech verzích operačního systému Windows 8.
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Obrázek 3.1: Architektura platformy Windows 8. Zdroj: [15].
3.2 Prvky uživatelského rozhraní
Popisování všech prvků uživatelského rozhraní Windows 8 by bylo nad rámec této práce.
Nikoho také nepřekvapí, že dotykové rozhraní má komponenty ekvivalentní běžným kompo-
nentám v desktopových aplikacích, jako jsou například tlačítka, zatrhávací pole, přepínače
apod. Proto budou v této kapitole vyjmenovány pouze některé klíčové prvky a komponenty,
které jsou unikátní pro dotykové ovládání a které jsou také použity v aplikaci.
3.2.1 Systémy navigace
Dříve, než budou popsány konkrétní prvky uživatelského rozhraní, bude řeč věnována or-
ganizaci obsahu v aplikaci. V rámci aplikace je možné vytvořit několik různých stránek
s obsahem. Uživatel poté může na základě různých akcí přecházet z jedné stránky na dru-
hou. Toto je model, který je uživatelům dobře známý z webových aplikací. Na rozdíl od
webové stránky, která je zpravidla určená pro větší monitory, je však na obrazovce tabletu
méně místa, proto je nutné obsah dobře strukturovat, aby se v něm uživatelé snadno ori-
entovali.
Aplikace pro systém PocketHome využívá tzv. hierarchický systém navigace [7], ve kte-
rém jsou na úvodní obrazovce zobrazena data na nejnižší úrovni detailu. Přechodem na
další stránky si může uživatel zobrazit detaily určité podsekce aplikace. Takto lze u rozsáh-
lejší aplikace rekurzivně pokračovat, až se uživatel dostane na stránky na nejvyšší úrovni
detailu. Celý navigační model tedy připomíná jakýsi strom s různými úrovněmi detailů.
3.2.2 GridView
GridView je prvek, který dokáže zobrazit kolekci dat v horizontální mřížce [3]. Pokud ob-
sahuje kolekce zdrojových dat více prvků, než je možné na stránce zobrazit, automaticky
umožní uživateli obsah horizontálně posouvat. Lze také snadno definovat, jak se mají jed-
notlivé položky zdrojové kolekce zobrazit nebo zdrojová data zobrazovat například po jed-
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Obrázek 3.2: Aktivní AppBar komponenta ve spodní části obrazovky.
notlivých skupinách. Pro většinu aplikací je GridView klíčová komponenta. V aplikaci je
GridView mimo jiné použit na úvodní obrazovce. Tuto komponentu také využívá úvodní
obrazovka systému – viz obrázek 3.3.
3.2.3 AppBar
AppBar je komponenta, která je umístěna ve spodní nebo vrchní části obrazovky (viz
obrázek 3.2) a ve výchozím stavu je skrytá. Uživatel ji může zobrazit stiskem pravého
tlačítka myši, klávesovou zkratkou Windows+Z nebo přetažením prstu přes spodní či horní
okraj obrazovky. Zatímco AppBar u horního okraje obrazovky slouží k různým navigačním
prvkům (například webový prohlížeč zde může mít přepínání mezi jednotlivými záložkami),
ve spodním AppBaru lze umístit tlačítka, která manipulují se zbytkem dat na stránce
(například tlačítka pro editaci, mazání či uložení záznamu) [4].
3.2.4 Charms
Tzv. Charms je skupina pěti systémových tlačítek, které uživatel může zobrazit přejetím
prstem či myší přes pravý okraj obrazovky. Patří sem tlačítka Search, Share, Start, Devi-
ces, Settings [9]. Vývojáři Windows předpokládají, že akce jako jsou sdílení obsahu aplikace,
vyhledávání v aplikaci čí změna nastavení aplikace patří k nejčastějším scénářům. Každé
tlačítko má nastavenou nějakou výchozí akci, programátor aplikace má však možnost tuto
akci přepsat. Například vlastní implementací Search Contractu lze v aplikaci vyhledávat ob-
sah přímo ze systémového hledání. Aplikace využívá Settings Contractu. Po stisku tlačítka
Settings se uživateli zobrazí nabídka, ve které může měnit veškeré nastavení aplikace.
Ukázka této komponenty je na obrázku 3.3.
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Obrázek 3.3: U pravého okraje obrazovky lze vidět charms bar. Dále je na obrázku úvodní
obrazovka systému, ve které jsou jednotlivé dlaždice zobrazeny v horizontální mřížce.
3.2.5 Snapped a fill Views
Snapped a fill views jsou speciální módy, ve kterých si uživatel může zobrazit dvě aplikace
vedle sebe. Zatímco první aplikace je ukotvena k pravé či levé části obrazovky a má fixní
velikost – viz obrázek 3.4, druhá aplikace vyplňuje zbytek obrazovky [5]. To má mimo
jiné zásadní dopad na to, jak uspořádat obsah aplikace v tomto módu, protože co se mohlo
uživateli pohodlně zobrazit na celou šířku obrazovky, se mu již nemusí zobrazit na podstatně
menší plochu. Aplikace by se tedy v tomto případě měla menšímu prostoru přizpůsobit
buď skrytím některých detailů nebo přeuspořádáním obsahu. Například místo horizontální
mřížky zobrazující kolekci dat lze uživateli nabídnout vertikální list dat.
Tento mód je podporován pouze na zařízeních, jejichž obrazovka má horizontální roz-
lišení větší, než 1366 pixelů – viz [5].
3.3 Životní cyklus aplikace
Jak je patrné z obrázku 3.5, může se Windows Store aplikace nacházet v následujících
třech stavech: Running, Suspended, NotRunning. Při přechodu ze stavu Running do stavu
Suspended dojde k události Suspending. Podobně také při přechodu ze stavu Suspended
do stavu Running dojde k události Resuming. Pro obě události může programátor vytvořit
obslužnou rutinu. Poslední událostí je událost Activated, ke které dojde při přechodu ze
stavu NotRunning do stavu Running. Při vytvoření nové aplikace vývojovým nástrojem
Visual Studio je už výchozí obslužná rutina této události automaticky vygenerovaná. V ní
se například vytvoří instance první stránky, která se zobrazí uživateli.
Ve stavu Running se aplikace nachází po jejím spuštění. Aplikace je v tomto stavu
zobrazena na obrazovce a uživatel s ní může manipulovat. V momentě, kdy se uživatel
přepne do jiné aplikace, zůstává původní aplikace ještě pár sekund ve stavu Running. Poté
se přepne do stavu Suspended, ve kterém je proces aplikace pozastaven, ale stav aplikace
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Obrázek 3.4: Dvě aplikace vedle sebe v režim snapped a fill view. V levé části obrazovky je
náhled kalendáře, zatímco v pravé části obrazovky je ukázka aplikace Windows Store.
Obrázek 3.5: Životní cyklus Windows Store aplikace.
zůstává uložen v paměti. Zároveň dojde k události Suspending, ve kterém má programátor
k dispozici zhruba 6 sekund k tomu, aby uložil stav aplikace. Po vypršení této lhůty systém
již aplikaci neumožní vykonávat další kód.
Při přepnutí zpět do aplikace, která byla ve stavu Suspended dojde k události Resuming.
Zde by měl programátor obnovit stav aplikace uložený v momentě, kdy došlo k události
Suspending. Uživatel by v podstatě neměl poznat, že na pozadí došlo k dočasnému přerušení
běhu aplikace.
Do stavu NotRunning se aplikace dostane v následujících případech:
• Po nainstalování prostřednictvím Windows Store aplikace.
• Po pádu aplikace, který byl způsoben chybou při jejím běhu.
• Pokud se aplikace nachází ve stavu Suspended, může ji operační systém ukončit z
důvodu nedostatku paměti.
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Při příštím spuštění se bude aplikace opět nacházet ve stavu Running [1].
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Kapitola 4
Návrh aplikace
V této kapitole bude popsán návrh aplikace, který je rozdělen na tři nejdůležitější části.
První z nich je grafické uživatelské rozhraní, které musí být pro uživatele jednoduché,
srozumitelné a přehledné. Z pohledu logiky aplikace by se v této části neměl mísit kód pro
ovládání grafického rozhraní s jinými částmi aplikace, což zajišťuje návrhový vzor Model-
View-ViewModel (MVVM), o kterém bude také v této kapitole řeč.
Dále zde bude popsán návrh implementace protokolu, kterým jsou přenášena data mezi
aplikací a centrální jednotkou. Tato část aplikace je navržena tak, aby mohla být v budoucnu
zařazena do přenositelné knihovny.
Poslední část kapitoly se bude zabývat navržením zbytku aplikace. Sem patří především
úložiště dat či ostatní části MVVM návrhového vzoru.
4.1 Dostupné systémy
Součástí každého návrhu aplikace by měla být i analýza již existujících produktů. Na základě
této analýzy by měl být navržen produkt, který bude v některých aspektech lepší než
dostupné aplikace (pokud nějaké podobné aplikace již existují). Níže je uveden seznam
aplikací, jejichž některé vlastnosti odráží návrh aplikace pro systém PocketHome.
• myHome – aplikace od společnosti British Gas Trading Ltd. pro platformu Android.
Systém obsahuje jeden Wi-Fi termostat umístěn na referenčním místě v domě. Podle
něj systém určuje, zda má být kotel vypnutý či zapnutý. Za klady aplikace považuji její
jednoduchost a přehlednost. Za hlavní zápor bych považoval možnost pouze jednoho
referenčního termostatu, podle kterého je spínán kotel. To může vést až ke zbytečnému
zapínání kotle, nebo naopak nesepnutí kotle, pokud by byl termostat na místě, jehož
teplota je vyšší, než je průměrná teplota v domě.
– Url: https://play.google.com/store/apps/details?id=uk.co.loudcloud.alertme.bg.
ss
– Web výrobce: http://www.britishgas.co.ukl
• PassiveEnergy – aplikace od společnosti PassivSystems pro platformu iOS. Apli-
kace umí ovládat poměrně robustní systém prvků v domě. Centrální jednotka celého
systému je přímo připojena k routeru s veřejnou IP adresou. Data z jednotlivých
teplotních senzorů rozmístěných po domě jsou zasílána centrální jednotce a ta vyhod-
nocuje na základě sesbíraných dat, zda má být kotel sepnutý či nikoliv. Systém umí
komunikovat i s prvky, jako jsou solární panely či klimatizace domu.
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– Url: https://itunes.apple.com/gb/app/passivenergy/id385762438?mt=8
– Web výrobce: http://www.passivsystems.com
• RadecoEnergy – aplikace od společnosti RADECO pro platformu Android. Systém
umožňuje definovat jednotlivé topící zóny a pro každou zónu může uživatel nastavit
jinou požadovanou teplotu. Podobně jako je tomu u jiných systémů se tento systém
sestává především z centrální jednotky a jednotlivých hlavic na topení, které přímo
ovládají topení či ovládače kotle.
– Url: https://play.google.com/store/apps/details?id=ie.radeco.android
– Web výrobce: http://radeco.ie
4.2 Uživatelské rozhraní
Uživatelské rozhraní je v podstatě jediná část aplikace, se kterou přijde uživatel do styku.
Vzhledem k tomu, že aplikaci je možné si prohlédnout i v off-line režimu (tedy v režimu,
kdy centrální jednotka není připojena), je důležité, aby bylo uživatelské rozhraní jednodu-
ché, přehledné a intuitivní. V opačném případě by se dokonce mohlo i stát, že na základě
negativní zkušenosti se vzhledem aplikace by si uživatel rozmyslel koupi centrální jednotky
a jejich periferií.
4.2.1 Navigační model
Jak již bylo zmíněno v kapitole 3.2.1, používá aplikace hierarchický navigační model. Úvodní
obrazovka slouží jako historie používání aplikace. Je zde zobrazeno šest dlaždic s teplotními
programy, jejichž detaily uživatel naposledy zobrazil a také až šest dlaždic s naposledy
použitými zařízeními. Z této úvodní obrazovky se může uživatel dostat buď na stránku
s detailem konkrétního prvku z historie prvků, nebo na souhrn všech prvků – a to buď
programů, nebo zařízení.
Navigační model tedy připomíná strom o třech úrovních. Na nejnižší úrovni detailu
aplikace je úvodní stránka, na které se zobrazuje pouze několik prvků z historie. Na druhé
úrovni jsou souhrny všech prvků a všech teplotních programů a na poslední úrovni vlastní
detaily jednotlivých prvků.
4.2.2 Indikace komunikace s centrální jednotkou
Protože vyřízení požadavku zaslaného do centrální jednotky může trvat několik sekund
(v nejhorším možném případě to může být i hodnota blížící se deseti sekundám), a navíc
se požadavky mohou řadit do potenciálně poměrně dlouhých front, je vhodné uživatele
informovat o tom, že aplikace na pozadí komunikuje s centrální jednotkou.
K tomuto účelu je v horní části obrazovky na všech stránkách aplikace umístěn Pro-
gressBar, který indikuje komunikaci s centrální jednotkou. Navíc pokud dochází k poža-
davku na konkrétní prvek, je ProgressBar zobrazen i na dlaždici s tímto prvkem.
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Obrázek 4.1: Ukázky aplikací, zleva myHome, PassiveEnergy, dole RadecoEnergy.
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Obrázek 4.2: Návrh úvodní obrazovky. Obrázek 4.3: Návrh editace zařízení.
Obrázek 4.4: Návrh editace programu.
4.3 Protokol
Vzhledem k rozsahu protokolu, kterým jsou přenášena data mezi klientem a centrální jed-
notkou, je pravděpodobné, že implementace protokolu bude nejnáročnější část celé apli-
kace. Zároveň by tato část aplikace měla tvořit jakousi samostatnou jednotku nezávislou na
zbytku aplikace, aby bylo možné ji například použít v jiném projektu (zde se přímo nabízí
například implementace aplikace pro Windows Phone platformu). Proto by části protokolu
měly komunikovat se zbytkem aplikace pouze prostřednictvím různých rozhraní.
Nejdůležitější třídou protokolu je třída PHClient, která by měla umožňovat vysokoúro-
vňovou komunikaci s centrální jednotkou. V ideálním případě by měla být abstrakcí celého
protokolu tak, aby uživatel této třídy mohl být schopen komunikovat s centrální jednot-
kou, aniž by protokol znal. Všechny metody pro zasílání nebo získávání dat z/do centrální
jednotky jsou asynchronní, což by mělo zajistit pohodlné používání této třídy bez nutnosti
implementace logiky ovládání centrální jednotky ve vláknech na pozadí a podobně. Níže
jsou uvedeny příklady metod, které budou ve třídě PHClient implementovány.
• Připojení či odpojení klienta k centrální jednotce.
• Správa teplotních programů (nastavení nového, stažení stávajícího).
• Správa zařízení (přidání nového, odebrání stávajícího, aktualizace informací o daném
zařízení, naučení nově přidaného zařízení).
• Správa konstant (stažení konstanty či nastavení její nové hodnoty).
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4.4 Model-View-ViewModel
Zbytek aplikace je strukturován podle návrhového vzoru MVVM, který je obdobou návr-
hového vzoru Model-View-Controller (MVC).
Za slovem Model stojí definice modelových tříd. Jediným účelem těchto tříd je držet
pohromadě data, která se dají zobrazit či permanentně uložit na disku.
Naproti tomu v části definované jako View je implementováno veškeré grafické uživatel-
ské rozhraní včetně stránek a různých komponent. Většina uživatelského rozhraní by měla
být implementována v deklarativním jazyce XAML1.
ViewModel je v podstatě jakýsi
”
most“ mezi modelovými třídami a vlastním uživatel-
ským rozhraním. Jeho úkolem je pamatovat si stav příbuzných dat v rámci celé aplikace
a tato data pak poskytovat grafické vrstvě. V opačném případě jsou pak změny na grafické
vrstvě reflektovány zpět do ViewModel vrstvy, resp. do Model vrstvy. Aby to fungovalo, je
nutné, aby veškeré prvky ViewModelu implementovaly rozhraní INotifyPropertyChanged,
resp. INotifyCollectionChanged v případě kolekcí dat. Poté je možné prvky ViewModelu
deklarativně používat v XAML jazyce pomocí tzv. DataBindingu [16]. Níže je uvedena
stručná demonstrace návrhového vzoru MVVM.
// Model - zde pro strucnost chybi implementace INotifyPropertyChanged
class Person
{
public string Name { get; set; }
public int Age { get; set; }
}
// ViewModel - zde pro strucnost chybi implementace INotifyPropertyChanged
class PersonClassRoomViewModel
{
public string ClassName { get; set; }
public ObservableCollection <Person > Persons
{
get { return _persons; }
set { _persons = value; }
}
private ObservableCollection <Person > _persons = new
ObservableCollection <Person >()
{
new Person () { Name = "Pepa", Age = 10 },
new Person () { Name = "Franta", Age = 11 },
new Person () { Name = "Anicka", Age = 9 },
}
}
<!-- Definice View v~jazyce XAML -->
<TextBox Text="{Binding ClassName , Mode=TwoWay}"/>
<GridView ItemsSource="{Binding Persons}" Style="{StaticResource
MyGridViewStyle}"/>}
V ukázce je v modelové části definovaná třída Person, která představuje žáka ve třídě.
ViewModel poté obsahuje data hypotetické třídy – tedy název třídy a seznam žáků, kteří
tuhle třídu navštěvují. Ve View části je v jazyce XAML definované textové pole (Text-
Box), ve kterém může uživatel editovat název třídy. Při změně hodnoty textového pole je
1Technicky by bylo možné jazyk XAML nepoužívat a veškeré uživatelské rozhraní vytvořit dynamicky
v kódu, to by však vedlo k velmi nepřehledným pasážím zdrojového kódu. Kompilátor jazyka navíc na pozadí
udělá tuhle poněkud zbytečnou práci automaticky.
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automaticky změněn název třídy (hodnota vlastnosti ClassName v prvku ViewModelu).
To je dané parametrem Mode u DataBindingu, který má hodnotu TwoWay. Naproti tomu
GridView pouze zobrazí kolekci všech studentů, ale změny na grafické vrstvě v této ko-
lekci (například, kdyby komponenta umožňovala změnu pořadí jednotlivých prvků) by zpět
reflektovány nebyly.
4.5 Perzistence dat
Posledním problémem, se kterým se aplikace musí vyrovnat, je trvalé ukládání dat na disku.
Původní návrh počítal s ukládáním dat do SQLite databáze. Protože však SQLite databáze
v současné době není úplně ideálním řešením pro zařízení na ARM procesorech, bylo nutné
návrh předělat a data ukládat do souborů. Zde se vyplatilo mít datové úložiště napsané
vůči určitému rozhraní, protože změna úložiště dat byla v tomto případě pouze záležitostí
přepsání minima kódu.
4.6 Diagram tříd
Původní návrh aplikace počítal s UML diagramem, který je přiložen v příloze – viz obrá-
zek B.3. V tomto diagramu nejsou pro přehlednost zobrazeny veškeré metody či vlastnosti
tříd, ale pouze ukázky nejdůležitějších metod. Například pouze rozhraní IDevice obsahuje
přes dvacet vlastností (angl. properties), které musí odvozená třída implementovat.
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Kapitola 5
Implementace
K implementaci systému byly použity nástroje Visual Studio 2012 a Blend for Visual Stu-
dio 2012. Visual studio je vývojové prostředí, které disponuje běžnými nástroji, jako jsou
textový editor, debugger či překladače nejrůznějších jazyků, včetně jazyka C#. Blend je
nástroj, který se hodí k implementaci grafického rozhraní. Jedná se o grafický editor, který
umí generovat výsledný XAML kód.
5.1 Použité knihovny
Při řešení některých problémů bylo zjištěno, že podobné záležitosti jsou už vyřešeny v něk-
terých volně dostupných knihovnách. Níže je uveden seznam knihoven, které byly použity
při řešení práce:
• Callisto – knihovna, kterou vytvořil Tim Heuer. Obsahuje různé rozšířené kompo-
nenty, efekty, základ pro implementaci nastavení (Settings charm) aplikace a podobně.
– Url: https://github.com/timheuer/callisto
• WinRTXamlToolkit – podobně jako předešlá knihovna obsahuje i tahle rozšiřující
prvky grafického rozhraní.
– Url: http://winrtxamltoolkit.codeplex.com
• WritableBitmapEx.WinRT – obsahuje rozšiřující funkce pro práci s bitmapami.
– Url: http://writeablebitmapex.codeplex.com
5.2 Implementace Protokolu
Hlavní třídou protokolu je třída PHClient (klient), která zajišťuje vlastní komunikaci s cen-
trální jednotkou. Využívá návrhového vzoru Singleton, který zajišťuje, že je pouze jedna
jediná instance této třídy přístupná v rámci celé aplikace [6].
Komunikace s centrální jednotkou je rozdělena na dvě úrovně. Tou první je výměna
dat na TCP/IP úrovni, která je implementovaná v samostatné třídě. Druhou úrovní je
pak komunikace na základě vlastního protokolu. Centrální jednotka podporuje i jiné typy
komunikace, než spojení přes Wi-Fi. Přestože nejsou v současné verzi programu podporo-
vané, mělo by být snadné doimplementovat vrstvu pro komunikaci přes bluetooth či sériový
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port. Z tohoto důvodu komunikuje třída PHClient s poskytovatelem nižší vrstvy přes roz-
hraní, které musí poskytovatel nižší vrstvy implementovat. V případě podpory dalších typů
komunikace stačí třídě PHClient předat třídu, která implementací daného rozhraní zpro-
středkovává příslušný typ komunikace bez nutnosti předělávat třídu PHClient.
5.2.1 Činnost klienta
Po inicializaci klienta začne klient na pozadí v nekonečné smyčce čekat na příkazy z centrální
jednotky a na ty postupně odpovídat.
Obsah jednotlivých paketů, které klient přijme, se postupně ukládá do vyrovnávací
paměti. V této paměti jsou pak vyhledávány pomocí Knuth-Morris-Prattova algoritmu
definované čtveřice bytů, které oddělují jednotlivé příkazy. Příkazy zasílané z aplikace do
centrální jednotky jsou poté řazeny do třech front podle priority příkazu: prioritní fronta,
neprioritní fronta a fronta příkazů pro ukončení spojení. Nejvyšší prioritu mají příkazy
v prioritní frontě, naopak nejnižší pak příkazy ve frontě příkazů pro ukončení spojení.
Pokud má příkaz nastaven příznak okamžitého odeslání (viz níže) a fronty jsou prázdné, je
příkaz odeslán ihned a není zařazen do fronty. Nečeká se tedy, až centrální jednotka odešle
požadavek na zaslání všech změn. Tímto se zrychlí odezva centrální jednotky.
V rámci běhu klienta může dojít k různým neočekávaným událostem, které však nesmí
uvést klienta do nějakého nedefinovaného stavu, či dokonce způsobit pád celé aplikace.
Například může selhat fyzické spojení s centrální jednotkou nebo centrální jednotka může
zůstat připojena, ale z nějakého důvodu může přestat reagovat na data, která jí klient zašle
(nebo přestane zasílat data klientovi). To je ošetřeno časovačem, který po vypršení vhodně
zvolené časové periody, ve které centrální jednotka nezašle klientovi žádná data, ukončí
běh klienta. Dále se může stát, že připojené zařízení sice komunikuje, ale zasílá pouze
zprávy, kterým klient nerozumí. To nastane například v případě, kdy se uživatel omylem
připojí k jiné službě. Interní vyrovnávací paměť by se mohla donekonečna zvětšovat, až by
aplikace vyčerpala celý paměťový prostor1, který by jí byl systém schopen přidělit. Aby
k tomuto nedošlo, hlídá si klient velikost této vyrovnávací paměti a v momentě, kdy tato
paměť zabírá neúměrně hodně místa, je klient ukončen podobným způsobem, jako kdyby
centrální jednotka vůbec neodpovídala.
5.2.2 Příkazy protokolu
Dalo by se říci, že každý příkaz z protokolu je implementován ve své třídě. Každý příkaz
musí implementovat metodu, podle které klient pozná, jaká je na něj odpověď. Dále také
obsahuje řadu příznaků, podle kterých se určuje chování vkládání jednotlivých příkazů do
front:
• Priorita příkazu – určuje, do které fronty bude příkaz zařazen.
• Aktualizace příkazu – určuje, zda mohou být dva stejné příkazy ve frontě, nebo by
měl nově přidaný příkaz přepsat příkaz, který již je ve frontě.
1Teoreticky se může stát, že by se klient připojil k úplně jiné službě, která by však shodou okolností také
zasílala čtveřice bytů používané protokolem k oddělení jednotlivých příkazů. V takovém případě by byly
jednotlivé
”
příkazy“ z vyrovnávací paměti postupně uvolňovány, klient by je však nedokázal identifikovat
a byly by tiše zahozeny. Vzhledem k tomu, že čtveřice bytů ukončující jednotlivé příkazy jsou mimo hodnoty
ASCII znaků, je však pravděpodobnost, že k tomu dojde, zanedbatelná.
26
• Opakované odesílání příkazu – příznak, který určuje, zda se má klient pokoušet příkaz
odeslat znovu, pokud na něj jednotka neodpoví nebo pokud odpoví neočekávanou
zprávou.
• Příznak zápisu/čtení – pokud příkaz pouze čte data z centrální jednotky, lze jej při
odpojení klienta ignorovat, v opačném případě by měl být příkaz odeslán před tím,
než se klient odpojí.
• Okamžité odeslání příkazu – pokud jsou fronty prázdné, lze tyto příkazy odeslat ihned,
aniž by klient čekal, až se centrální jednotka dotáže na změny v datech.
5.2.3 Odpojení klienta
Před odpojením klienta by měla aplikace počkat, než odešle všechna data do centrální
jednotky, pak by měla aktualizovat kolizní číslo a odeslat příkaz pro odpojení a teprve poté
spojení uzavřít. Podrobněji bylo odpojení klienta rozepsáno v kapitole 2.4.3. Vyřízení všech
dotazů před tím, než by mohlo dojít k odpojení klienta, by mohlo trvat poměrně dlouho.
Jak bylo vysvětleno v kapitole 3.3, má aplikace pouze zhruba 6 sekund při jejím ukončení
na uzavření spojení. To je však nedostačující, proto musela být implementace klienta mírně
poupravena.
I když současná implementace nezaručuje, že klient bude korektně odpojen (a prav-
děpodobně ani není technicky možné tohle zaručit), je možné riziko toho, že klient bude
nekorektně odpojen, minimalizovat následujícími opatřeními:
1. Aplikace průběžně aktualizuje čítač změn, nespoléhá tedy, že se stáhne až při odpojení
klienta. To minimalizuje riziko, že při příštím startu aplikace bude mít čítač změn
uložený v aplikaci jinou hodnotu než čítač změn v centrální jednotce. Tím se rovněž
minimalizuje možnost datové kolize při příštím startu aplikace.
2. Uživatel na jakémkoliv místě v aplikaci vidí aktivní ProgressBar, který indikuje, že
na pozadí dochází k přenosům dat. To by mělo na uživatele mít psychologický efekt
a mělo by ho to odradit od náhlého ukončení aplikace.
3. Uživateli není dovoleno provádět příliš mnoho akcí zároveň. To by jej nemělo příliš
omezovat v práci, ale může to mít zásadní vliv na velikosti front příkazů a na celkový
čas potřebný k ukončení aplikace.
4. Při ukončování aplikace je využita celá časová perioda, kterou poskytuje operační
systém. Když dojde k Suspending události, je možné zjistit přesný čas, kdy bude
aplikace ukončena. Aby nedošlo k nekontrolovatelnému ukončení aplikace, je vhod-
nější těsně před vypršením této periody ukončit připojení k centrální jednotce i za
cenu, že všechna požadovaná data nebyla přenesena, ale aplikaci jako takovou ukončit
korektním způsobem.
5.2.4 Přenositelnost protokolu
Aby byl protokol přenositelný do kterékoliv jiné aplikace, neměl by vůbec používat modelové
třídy aplikace, nastavení aplikace či dokonce datové úložiště aplikace. Některé situace však
například vyžadují zjistit, kolik je aktivovaných zařízení v aplikaci či modifikovat nastavení
aplikace.
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Z toho důvodu protokol poskytuje různá rozhraní, která je aplikace nucena implemen-
tovat. Před pokusem o připojení je nutné klientovi předat různé objekty tříd, které tato
rozhraní implementují. Pokud klientovi tyhle závislosti předány nejsou, je pokus o připojení
ukončen výjimkou. V případě nastavení aplikace je situace o něco komplikovanější, proto
protokol obsahuje abstraktní třídu, která částečně implementuje jakýsi kontejner různých
nastavení týkajících se protokolu. Na straně aplikace zbývá doimplementovat úložiště těchto
nastavení.
Podobná situace je i v případě programů či zařízení, které budou podrobněji popsány
v následující kapitole. Například dotaz na zařízení do centrální jednotky identifikované
jeho typem a ID nevrátí konkrétní zařízení, ale pouze objekt implementující určité roz-
hraní. Vlastní implementace je pak čistě záležitostí dané aplikace, která například může
navíc chtít při implementaci zařízení implementovat INotifyPropertyChanged rozhraní, což
je záležitost týkající se grafického uživatelského rozhraní (dále jen GUI), o kterou by se
implementace protokolu neměla starat.
5.2.5 SynchronizationContext
Během činnosti klienta může dojít k různým událostem (zde je míněna událost, která je jed-
nou z vlastností jazyka C# – anglicky event), které může chtít uživatel obsloužit ve vlákně,
ve kterém běží grafické uživatelské rozhraní (dále jen GUI vlákno). To však přináší řadu
problémů. Prvním z nich je, že klient, jak již bylo zmíněno, by neměl o GUI vůbec vědět,
nýbrž by měl být napsán jako část přenositelné knihovny. Dalším a mnohem závažnějším
problémem je potenciální riziko tzv. deadlocků (stav, kdy se dvě vlákna vzájemně blokují
a ani jedno z nich nemůže pokračovat ve své činnosti – tzv. uváznutí na mrtvém bodě).
// metoda , ke ktere pristupuje GUI vlakno
public void GuiAccessMethod ()
{
lock (this)
{
DoSomething ();
}
}
// metoda provadena na pozadi jinym vlaknem
private void HandleCommandReceived(Command what)
{
lock (this)
{
...
// vyvolani udalosti , na kterou ma objekt vytvoreny v~GUI vlakne
// registrovanou obsluznou rutinu
OnEvent ();
...
}
}
Výše je uvedena naivní ukázka implementace klienta. Metoda HandleCommandRecei-
ved je opakovaně volána v rámci nekonečné smyčky, která běží na pozadí klienta. V této
metodě se nachází kritická sekce, ve které ke klientovi může přistupovat pouze aktuální
vlákno. Mimo jiné zde dojde i k vyvolání události, na kterou může nějaká komponenta
vytvořená v GUI vlákně reagovat svou obslužnou rutinou. To samé platí i pro metodu
GuiAccessMethod, která bude velmi pravděpodobně volaná z GUI vlákna (například zde
může být implementace zařazení požadavku do fronty požadavků na stažení konkrétního
programu z centrální jednotky).
Scénář, ve kterém dojde ke zmiňovanému deadlocku je následující:
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1. Na pozadí začne být vykonávána metoda HandleCommandReceived, ve které dojde
ke vstupu do kritické sekce.
2. Mezitím na GUI vlákně začne být vykonávána metoda GuiAccessMethod, ta však do
kritické sekce vstoupit nemůže, a proto je celé vlákno blokované.
3. Nyní dojde k vyvolání události, která je vyvolána metodou OnEvent. Při vykonávání
obslužné rutiny události u komponenty, která byla vytvořena v GUI vlákně, však
dojde k blokování vlákna na pozadí, protože GUI vlákno je v tuto chvíli blokované
a čeká na uvolnění.
4. GUI vlákno se však již nikdy neuvolní, protože došlo ke vzájemnému blokování obou
vláken.
V tomto případě se jedná o chybu návrhu třídy, protože dochází ke křížovým závislostem
ve volání výše zmíněných metod. Možným řešením by bylo místo přímého vyvolání události
tyto požadavky řadit do fronty a nechat na GUI vláknu, aby je zpracovalo později.
Něco podobného umožňuje i objekt třídy SynchronizationContext, který je jakousi abs-
trakcí současně prováděného vlákna. Při inicializaci klienta je mu tato závislost předána
a poté místo přímého vyvolání události je pomocí objektu třídy SynchronizationContext
vyvolání této události pouze interně naplánované. Tím je vyřešen nejen problém s deadlocky,
ale také s návrhem třídy, protože je třídě předaná pouze platformově přenositelná závislost.
5.3 Modelové třídy
K modelovým třídám patří implementace zařízení a programu, pro něž je v rámci protokolu
připravené rozhraní – viz kapitola 5.2.4.
Zařízení představuje jakoukoliv periferii připojenou k centrální jednotce. Mezi jeho vlast-
nosti patří například typ zařízení, název či data obsahující konfiguraci zařízení nebo nesoucí
aktuální informace o daném zařízení (například současná teplota, stav baterie, pootočení
ventilu u hlavic apod.). V případě programu je situace o něco jednodušší – jeho vlastnosti
jsou v podstatě pouze název programu a kolekce segmentů programu.
Dále jsou všechny modelové třídy serializovatelné do XML formátu, což umožňuje je-
jich perzistenci po ukončení aplikace. Modelové třídy mimo jiné implementují také INo-
tifyPropertyChanged rozhraní, na základě kterého jsou změny jejich hodnot automaticky
reflektovány v uživatelském rozhraní pomocí tzv. DataBindingu, o kterém byla již řeč v ka-
pitole 4.4.
Každý objekt modelové třídy má své unikátní ID, což usnadňuje práci na dotazování
se konkrétního prvku. Díky tomu je například i možné poměrně snadno dohledat duplicitní
záznamy, které obsahují pouze trochu odlišné verze dat a podobně. Je důležité, že toto ID
však nemá nic společného s unikátními čísly jednotlivých objektů v centrální jednotce. Jeho
hodnota může být jakákoliv, musí však být unikátní v rámci aplikace.
5.4 ViewModel třídy
V aplikaci je použito několik následujících ViewModel tříd:
• DevicesViewModel – obsahuje všechna zařízení. Poskytuje výchozí datový kontext pro
stránku s detailem zařízení a se seznamem všech zařízení.
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• ProgramsViewModel – podobně jako DevicesViewModel spravuje všechny programy.
Poskytuje data pro stránky s detaily programů a také pro stránku se seznamem všech
programů.
• MainViewModel – poskytuje data pro úvodní obrazovku. Vybírá naposledy použitá
data.
• PHClientViewModel – poskytuje datový kontext spojený s protokolem.
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Kapitola 6
Testování aplikace a zhodnocení
dosažených výsledků
Tato kapitola se bude věnovat testování výsledné aplikace a také zhodnocení její výkonnosti
či náročnosti na paměťové prostředky. Na obrázcích C.1 a C.2 jsou ukázky výsledné aplikace.
Další obrázky aplikace se nachází v příloze C.
Obrázek 6.1: Ukázka úvodní obrazovky.
Obrázek 6.2: Detail zařízení.
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6.1 Výkon aplikace
Uživatel většinou očekává, že aplikace bude intuitivní, přehledná a svižná. Každý si pravdě-
podobně umí představit, co je těmito pojmy myšleno, avšak exaktně změřit, zda je například
aplikace svižná, bývá velmi obtížné, neboť se jedná o subjektivní pocit daného uživatele.
Jednodušší, avšak méně spolehlivou variantou je tedy změřit, jaké množství systémových
zdrojů aplikace využívá. Pomocí integrovaných nástrojů vývojového prostředí bylo nejprve
změřeno procentuální vytížení procesoru při běžném používání aplikace. Během testu byly
postupně navštíveny všechny stránky aplikace a provedeny bežné úkoly, jako například
přidání či smazání prvku nebo upravení průběhu teplotního programu. Dále také bylo sle-
dováno množství alokované paměti. Tyto testy byly prováděny na zařízení s následující
konfigurací:
• Operační systém: Windows 8 Pro, 64-bit
• Procesor: Intel Core i3 M @ 2.27GHz
• Paměť: 4GB RAM
6.1.1 Vytížení procesoru
Běhen vývoje aplikace se nepředpokládalo, že pro některou z částí aplikace bude kritická
její výkonnost, proto během vývoje byl spíše upřednostňován čistý, udržovatelný objektový
návrh aplikace. Test, během kterého byly vyzkoušeny běžné funkce aplikace, ukázal, že
maximální zatížení procesoru bylo zhruba 25%. Při detailnější analýze však bylo zjištěno,
že tohle mírně vyšší zatížení procesoru způsobuje načítání stránky s detailem zařízení, ovšem
pouze při prvním navštívení stránky. Při příštím navštívení stránky je její obsah uložen do
vyrovnávací paměti a zatížení procesoru je při jejím opětovném načítání minimální.
Pokud by se ukázalo, že výkonnost aplikace je nedostačující, neměl by být problém
některé části optimalizovat. Stránky by bylo možné načítat ve více krocích nebo například
pro vykreslování teplotních programů by bylo možné napsat v jazyce C++ výkonnější
komponentu, která by využívala technologii DirectX.
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Obrázek 6.3: Procentuální vytížení procesoru při testování výkonu aplikace.
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Při analýze alokované paměti se zjistilo, že aplikace ke svému běhu potřebuje zhruba
5MB dat, což je vzhledem k dnešním velikostem operační paměti velice mírný požadavek
pro běh aplikace.
6.1.2 Využití síťových zdrojů
Dále bylo provedeno několik měření odezvy centrální jednotky. Pvní měření bylo zaměřeno
na rychlost odezvy na konkrétní příkaz protokolu. Pro tyto účely byla měřena doba, za
kterou se desetkrát po sobě stáhne hodnota konstanty, která určuje typ centrální jednotky.
Aby bylo měření co nejvíce připodobněno reálnému požadavku uživatele, bylo měření pro-
váděno za běhu programu. Centrální jednotka tedy musela vyřizovat i jiné požadavky, jako
například komunikaci s jejími periferiemi či průběžné zasílání hodnoty čítače změn. Dále
měření do určité míry ovlivňovalo i to, že centrální jednotka se po vyřízení všech požadavků
přepne do úsporného režimu a s aplikací začne komunikovat nejdříve za zhruba 6 sekund. Na
začátku každého měření se dá tedy předpokládat, že centrální jednotka průměrně přibližně
3 sekundy byla v režimu spánku.
Nyní se podívejme na teoreticky maximální čas vyřízení jednoho požadavku. Předpo-
kládejme, že centrální jednotka právě komunikuje s nějakým zařízením v domě. Tato komu-
nikace může trvat v nejhorším případě přibližně pět sekund. Poté centrální jednotka odešle
žádost na poslání průběžných změn. Bylo vypozorováno, že veškeré bežné příkazy proto-
kolu bývají rozděleny do 1-2 TCP paketů. Předpokládejme tedy, že v nejhorším případě
se všechny příkazy odešlou ve 2 TCP paketech. Po odeslání žádosti se centrální jednotka
uspí na zhruba 900 ms a čeká na odpověď. Odpovědí by měla být přinejmenším zpráva
NoData. Na tu centrální jednotka odpoví zprávou Confirm, kterou přijatá data potvrdí,
čímž je požadavek vyřízen. Celkový čas bychom tedy získali vztahem:
t = tc + tw + n · tp
Proměnná tc udává čas potřebný ke komunikaci s připojeným zařízením k centrální
jednotce, tw je čas, ve kterém centrální jednotka čeká na odpověď, n počet zpráv zasla-
ných během komunikace a tp je latence komunikace mezi centrální jednotkou a klientem.
V nejhorším případě tedy vyřízení požadavku může trvat přibližně šest sekund v závislosti
na konkrétním nastavení centrální jednotky a také na kvalitě síťového spojení. V praxi
však bývá zpoždění jednoho příkazu průměrně mnohem menší, jak vyplývá z následují-
cího měření. Centrální jednotka totiž nemusí být vytížená komunikací s jiným zařízením.
Dále také k čekání časové periody tw dojde pouze jednou po odeslání požadavku na za-
slání průbežných změn. Pokud jsou tedy příkazy zasílány po větších dávkách, blíží se čas
potřebný k vyřízení jednoho požadavku k latenci sítě.
Je také zapotřebí upozornit na to, že měření bylo prováděno na vývojové verzi centrální
jednotky, která neobsahovala Wi-Fi modul, nýbrž uměla komunikovat pouze přes sériový
port. Proto byla připojena ke speciálnímu ethernetovému modulu, který převáděl komu-
nikaci přes sériový port na ethernetový kabel a naopak. Díky tomu mohlo také docházet
ke zpoždování komunikace. Výsledek testu je na obrázku 6.4.
V případě složitějších příkazů je situace poněkud jiná. Následující test měřil odezvu na
kompletní stažení informací o daném zařízení – včetně jeho konfigurace. Interně se vlastně
jedná o dva samostatné příkazy. Prvním z nich je možné stáhnout konfiguraci daného zaří-
zení přímo z centrální jednotky. Druhým se stáhnou informace o daném prvku (např. stav
baterie) z daného prvku, což komunikace značně prodlužuje. V testu byly informace o da-
ném zařízení staženy pětkrát po sobě. Teoreticky nejdelší čas pro vyřízení této komunikace
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Obrázek 6.4: Délka vyřízení deseti příkazů pro stažení konstanty z centrální jednotky.
by bylo možné odvodit podobně jako v předchozím případě s tím rozdílem, že stažení in-
formace o daném prvku může trvat v nejhorším případě pět sekund. Pokud by komunikace
měla trvat déle, považuje centrální jednotka takový prvek za nedostupný. Výsledek testu
je na obrázku 6.5. Test může být ovlivněn jednak fyzickým umístěním daného zařízení, ale
možná také typem zařízením. V tomto konkrétním testu byl použit přijímač na kotel.
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Obrázek 6.5: Délka kompletního stažení 5-ti zařízení.
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Kapitola 7
Závěr
Cílem této práce bylo navrhnout a naimplementovat aplikaci, která umožní uživateli po-
hodlnou dálkovou komunikaci s centrální jednotkou PocketHome systému. Aplikace byla
navrhnuta na základě požadavků zaměstnanců firmy Electrobock, kteří mi zapůjčili něk-
terá zařízení na otestování systému a také mi poskytli potřebné informace k implementaci
aplikace.
Na základě výsledků z testování byla aplikace vedením firmy Electrobock schválena
a nyní je testována v několika vybraných domácnostech.
Výsledná aplikace splňuje všechny požadavky, které byly na ni kladeny. V budoucnu
by však bylo možné dodělat různá vylepšení. Mezi nimi by mohla být například podpora
dalších typů zařízení systému PocketHome nebo komunikace s centrální jednotkou přes
bluetooth. Dále by také bylo vhodné implementovat verzi aplikace pro Windows Phone
platformu. Data uložená v aplikaci by se mohla ukládat do cloudového úložiště a uživateli
by mohla být přístupná z více zařízení bez nutnosti synchronizace dat s centrální jednotkou.
Některá další vylepšení by mohla být provedena za cenu pozměnění protokolu, kterým se
řídí komunikace s centrální jednotkou. Například by bylo vhodnější prvky v systému adre-
sovat jejich unikátním výrobním číslem a tím usnadnit vyřešení datových kolizí. Vylepšena
by také mohla být autentizace klienta například s využitím asymetrické kryptografie, čímž
by se dosáhlo vyšší bezpečnosti celého systému. To by bylo obzvláště žádané, pokud by
se systém v budoucnu rozšiřoval o další prvky, které by mohly být náchylnější na zneužití
neoprávněnou osobou. V neposlední řadě by mohla být vylepšena detekce kolizí – například
by si centrální jednotka mohla pamatovat jednotlivé verze svých interních dat a klientovi
by mohla v případě kolizí poskytnout rozdíl dat mezi daty uloženými na klientovi a daty
v centrální jednotce. Při kolizi by se pak nemusela přenášet všechna data, ale opravdu pouze
rozdíl dat od posledního připojení klienta.
Protože však protokol využívají i další aplikace (například aplikace PocketHome pro
stolní počítače), je provedení každé změny protokolu poměrně komplikované. Navíc by něk-
teré změny mohly zvýšit hardwarové nároky na centrální jednotku, což by mohlo značně
zvýšit její výrobní cenu.
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Příloha A
Obsah CD
Přiložené CD obsahuje následující soubory a adresáře:
• src – zdrojové kódy aplikace
• doc – vygenerovaná dokumentace zdrojových kódů
• thesis – zdrojové kódy bakalářské práce včetně obrázků
• thesis.pdf – elektronická verze bakalářské práce
• install.txt – manuál k instalaci aplikace
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Příloha B
Přiložené obrázky
Obrázek B.1: Schéma systému PocketHome.
40
Obrázek B.2: Ukázka jednoho z možných scénářů komunikace s centrální jednotkou.
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Obrázek B.3: Uml diagram tříd.
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Příloha C
Ukázky výsledné aplikace
Obrázek C.1: Ukázka úvodní obrazovky.
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Obrázek C.2: Detail zařízení.
Obrázek C.3: Detail programu.
44
Obrázek C.4: Náhledy všech programů v horizontální mřížce.
Obrázek C.5: Náhledy všech zařízení v horizontální mřížce.
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