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POVZETEK 
V diplomskem delu sem izdelal daljinsko tehtnico, z moţnostjo daljinskega 
odčitavanja za potrebe v prevoznem čebelarstvu. Tehtnica je narejena na osnovi 
delovanja mikrokrmilnika PIC 18F4520, ki sem ga uporabljal ţe v času študija. Za 
tehtanje je uporabljena navadna poštna tehtnica, od katere sem poleg merilnega dela 
uporabil še ojačevalno-seštevalno vezje, ki povezuje skupaj vse štiri merilne upore. 
Analogni izhodni signal tehtnice je speljan na AD pretvornik mikrokrmilnika, ki ga 
pretvori v digitalno vrednost. Pridobljen podatek o napetosti se programsko pretvori v 
maso. Podatek o masi se ob pritisku tipke za meritev izpiše na LCD prikazovalniku. 
Za pošiljanje SMS sporočila vsakodnevno ob določeni uri, pa je uporabljeno vezje za 
generiranje realnega časa, ki mikrokrmilniku sporoča realni čas. Ob pogoju, da je čas 
pošiljanja enak realnemu času, bo mikrokrmilnik izvedel meritev na AD pretvorniku in 
podatek o masi poslal na GSM modul. GSM modul bo podatek poslal v obliki SMS 
sporočila na izbrano številko.  
S programskim paketom Eagle sem izdelal električno shemo, ki je bila osnova za 
izdelavo načrta tiskanega vezja. Z izdelanim tiskanim vezjem je tehtnica lahko začela 
delovati nemoteno in brez napak, ki so se pojavljale na začetku v vezavi s šolsko 
testno ploščo. 
Za izdelavo programske kode sem moral obnoviti znanje programskega paketa 
MPLAB X IDE, ki sem ga uporabljal ţe v času študija. Koda je pisana v programskem 
jeziku C, prevajalnik XC8, pa je programsko kodo prevedel v strojno, primerno za 
zapis v mikrokrmilnik.   
Ključne besede: 
Daljinska tehtnica, GSM komunikacija, Mikrokrmilnik PIC 18F4520,  AD pretvornik, 
USART komunikacija, I2C komunikacija, LCD prikazovalnik, programski jezik C, 
Programski paket Eagle, MPLAB X IDE 
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ABSTRACT 
In this thesis I made a remote scale with the possibility of remote reading for the 
needs of the mobile beekeeping. The scale is made on the basis of the PIC 18F4520 
microcontroller which I have used already during my studies. An ordinary postal scale 
is used for weighing. Besides the measuring part, I also used an analog circuit which 
amplify signal from 4-resistor bridge of the scale. The analogue output signal of the 
scale is routed to the AD converter of the microcontroller, which then converts it into 
a digital value. The acquired data is then converted into mass using the software. 
When pressing the key for measuring, the mass data is displayed on the LCD 
display. The circuit used to generate real-time is used to send an SMS message on a 
daily basis at the preset time. This circuit communicates in real time with the 
microcontroller. When the preset time is equal to the real time, the microcontroller will 
measure the AD converter and will send mass data to the GSM module. This module 
will then send the data in the form of an SMS message to the selected number. 
I used Eagle software package to create an electric scheme, which was the basis for 
the drawing up of the printed circuit board (PCB). The PCB enabled the scale to 
function fully and error free, the latter were occurring at the beginning of the testing 
school board. 
For the production of the software code, I had to renew my knowledge of the 
software package MPLAB X IDE, which I have already used during my studies. The 
code is written in the C programming language, but the XC8 compiler translated it 
into a technical code suitable to be stored in the microcontroller. 
Keywords: 
Remote scale, GSM communication, PIC 18F4520 microcontroller, AD converter, 
USART communication, I2C communication, LCD display, C programming language, 
software package Eagle, MPLAB X IDE 
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1 UVOD 
Skozi čebelarsko sezono, ki traja od začetka aprila do konca septembra, je treba v 
čebeljem panju spremljati vse dogajanje in se ob določenih dogodkih tudi primerno 
odzvati. V večini primerov je najbolj pomembno in zanesljivo pogledati v središče 
čebelje druţine, saj le tam najdemo prave odgovore.  
Najlaţji in najbolj eleganten pa je način spremljanja mase panja. Čebele za svoje 
delo, ki ga opravljajo v naravi, potrebujejo energijo, ki pa jo dobijo iz svoje hrane. 
Njihova hrana je med, cvetni prah in voda. Koliko te hrane lahko dobijo v naravi, pa je 
odvisno od pasišča in od vremenskih pogojev, ki dopuščajo izkoriščanje le-tega. 
Dotok in poraba hrane v panju pa se posledično odraţata na sami masi panja.  
Masa pa je merljiva in za to ni potrebno odpirati panjev in si povzročati nepotrebnega 
dela. Tukaj pa si lahko pomagamo s tehnologijo, saj so navadne kovinske tehtnice ţe 
malce zastarel način vsakodnevnega spremljanja mase panja, zlasti če, so čebelnjaki 
razmaknjeni precej narazen in je vsakodnevni obisk precejšnja teţava. 
Vsako moderno čebelarstvo ima danes v uporabi kakšno tehtnico, ki vsak dan 
samodejno stehta panj in maso panja sporoča v elektronski obliki direktno čebelarju. 
Izkušen čebelar lahko tako zelo hitro poveţe informacijo iz tehtnice, vreme in pašne 
pogoje, ter naredi sklep ob koncu dneva. Koliko novega medu je v panju, ali pa koliko 
so ga čebele pojedle. 
V zadnjem letu se je v Sloveniji pojavilo kar nekaj proizvajalcev podobnih tehtnic, 
redko kateri čebelar pa se pohvali z odličnim delovanjem svoje tehtnice. V večini 
primerov so čebelarji starejši, ki pa imajo zelo malo izkušenj z elektronskimi 
napravami, ki od uporabnika zahtevajo veliko znanja. 
Odločil sem se, da za lastne potrebe izdelam mobilno tehtnico, ki mi bo vsak večer 
poslala gsm sporočilo o masi panja. Zadal sem si, da mora biti tehtnica enostavna, 
tako za nastavitev, kot za montaţo in pa robustna, saj so prevozne enote med 
transportom izpostavljene precejšnjim silam.  
Cilj naloge je izvesti tako tehtnico z mikrokrmilnikom PIC, ki bo zagotovila nemoteno 
delovanje sistema, hkrati pa zagotavljala njegovo preprostost in ugodno ceno.  
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1.1 OPIS PROBLEMA 
Za srce naprave je izbran mikrokrmilnik PIC 18F4520, ki s svojimi funkcijami dopušča 
izvedbo take tehtnice. 
Uporabljen model tehtnice je precej pogost na trţišču. Gre za model poštne tehtnice, 
z natančnostjo 100 g, kar pa je za potrebe čebelarstva več kot dovolj dobra 
natančnost. Enake tehtnice so v uporabi v stacionarnih čebelarstvih, kjer ni potrebe 
po pošiljanju GSM sporočila. Način montaţe tehtnice je izveden tako, da je tehtnico 
moţno kadarkoli odstraniti izpod panja zaradi morebitnega servisa, ali pa 
razbremenitve ob prevozu. Za pošiljanje GSM sporočila je namenjen modul 
GPRS8000-S, ki preko USART komunikacije komunicira z mikrokrmilnikom. Za izpis 
vrednosti mase ob meritvi je uporabljen LCD prikazovalnik DEM 20486. Preko I2C 
vodila je uporabljeno integrirano vezje (DS1307ZN+) za datiranje realnega časa, ki 
bo ukazal pošiljanje SMS sporočila.  
Vsaka prevozna enota ima zagotovljen lasten vir električne energije, ki ga na strehi 
oskrbujejo sončne celice in baterija, kapacitete 200 Ah. Napetost sistema je 12 V. 
Glavni namen solarnega sistema je zagotavljanje energije električnemu pastirju, ki 
čebele varuje pred napadom medveda, zlasti v zimskem času, ko so čebele nahajajo 
na mirnih in nekoliko bolj odročnih lokacijah. Ob tako močni zalogi energije za zimsko 
obdobje, ni nobenih teţav s priklopom take tehtnice v poletnem času, katere največja 
moč znaša lahko 2 W ob pošiljanju SMS sporočila, v navadnem delovanju pa le 
nekaj 100 mW. Poleti je sončne svetlobe dovolj, tako da ni teţav s pomanjkanjem 
električne energije tudi ob daljših obdobjih slabega vremena. 
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2 OSNOVNI ELEMENTI GSM TEHTNICE 
Srce  strojne opreme je mikrokrmilnik okoli katerega so izbrani elementi, kot je 
prikazano na sliki (2.1). Elemente sem izbiral po tehničnih in obratovalnih 
karakteristikah, ter glede dostopnosti v spletnih trgovinah. Večjih teţav pri izbiri 
opreme ni bilo, ker so navodila proizvajalcev za posamezne načine vezav zelo 
natančna. Na spletu pa je na voljo veliko različnih forumov in programerskih strani, ki 
ponudijo dovolj znanja, da se premaga tudi najteţja ovira.  
 
Slika 2.1: Glavni sestavni deli daljinske tehtnice 
 
2.1 MIKROKRMILNIK PIC 18F4520 
Glavni mikrokrmilnik je PIC 18F4520, proizvajalca Microchip. Opisal bom njegove 
vgrajene module, ki sem jih uporabil pri nalogi in so prikazani v tabeli (2.1). 
Mikrokrmilnik ima vgrajenih še mnogo drugih modulov, ki jih jaz nisem uporabljal. Ta 
mikrokrmilnik  sem izbral, ker smo ga uporabljali ţe v času študija in je s svojo 
razvojno ploščo močno olajšal začetke izdelave tehtnice. Razporeditev priključkov na 
zunanjem ohišju pa je prikazana na sliki (2.2) 
Tabela 2.1: Glavne značilnosti mikrokrmilnika PIC 18F4520 
PIC 18F4520 
Parameter Vrednost 
AD PRETVORNIK 13 kanalov, 10 bitni 
Pripomba [U1]: Napovejte tabelo 2.1 v 
tekstu zgoraj: Tabela 2.1. podaja.... 
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Digitalna komunikacija 1x UART, 1x A/E/USART, 1xSPI, 1x I2C 
časovnik 1x8bitni, 3x16bitni 
Podatkovni EEPROM  256 bajtov 
RAM  1536 bajtov 
Programski spomin  32000 bajtov 
Napajanje  Od 2 do 5,5 V 
Število priključkov 40 
 
 
 
Slika 2.2 Razporeditev priključkov po ohišju PIC-a 18F4520 [1] 
2.1.1 UPORABA RESET VHODA 
Za varno delovanje mikrokrmilnika je priporočljivo uporabiti vhod MCLR, ki skrbi za 
reset celotnega mikrokrmilnika. Dokler je na vhodu MCLR logična 1, deluje procesor 
normalno. Ob nastopu logične ničle (MCLR je na potencialu mase), pa nastopi 
najprej RESET, ko napetost naraste nad prednastavljeno vrednost, pa nastopi 
ponovni zagon mikrokrmilnika, ki zaţene naloţeni program od začetka. Najbolj 
eleganten je način, prikazan v sliki (4.10) kjer ob pritisku tipke poveţemo vhod MCLR 
Pripomba [U2]: Napovejte Sliko 2.2 v tekstu 
zgoraj 
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na maso, upor pa poskrbi, da ne pride do kratkega stika.  
 
2.1.2 DEFINIRANJE PRIKLJUČKOV MIKROKRMILNIKA 
Mikrokrmilnik ima 40 priključkov, kar je več kot dovolj za potrebe GSM tehtnice. 
Vhodi oziroma izhodi so razdeljeni na 5 vrat, A,B,C,D,E. Posamezne priključke na 
vratih definiramo kot vhode ali izhode, s postavitvijo bitov v registrih TRIS. Če 
postavimo posamezni bit v registru na logično 1, je ta definiran kot vhodni. V 
nasprotnem primeru je ob logični 0 določen kot izhodni.  V vratih A je prvi vhod 
postavljen kot vhodni kanal AD pretvornika. Vrata B so uporabljena v celoti,  priključki 
0,1,4 so izhodi in  priključki 2,3,5,6,7 so vhodi. Priključki v vratih C so od 3 do 7 
izhodi, prav tako tudi priključki od 2 do 7 v vratih D. Vrata E niso uporabljena. 
 
2.1.3 ANALOGNO-DIGITALNI PRETVORNIK 
Mikrokrmilnik PIC 18F4520 ponuja na izbiro kar 13 kanalov analognih vhodov za 
obdelavo analognih signalov. Pretvornik deluje z 10 bitno natančnostjo, kar pomeni, 
da med spodnjo in zgornjo referenčno napetostjo signal razdeli na 1024 vrednosti, 
kar je razvidno iz slike (2.3). Rezultat pretvorbe je shranjen v dveh registrih, 
spodnjem (ADRESL) in zgornjem (ADRESH). Pri programiranju v programskem 
jeziku C je precej enostavno rezultat takoj shraniti v spremenljivko in kasneje 
operirati z njo samo in ne prebirati vsakega registra posebej, kot je to potrebno v 
zbirnem jeziku. 
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Slika 2.3 Odvisnost digitalnega izhoda, glede na analogni vhod AD pretvornika [1] 
Prav tako je veliko laţje definirati še ostale tri registre ADCON0, ADCON1 in 
ADCON2. V registru ADCON0 se določa, kateri vhod od trinajstih bo uporabljen. V 
ADCON1 se določi uporabo referenčne napetosti, glede na katero bo pretvornik 
razdelil območje na 1024 razdelkov. 
ADCON2 določa čas vzorčenja in čas pretvorbe napetosti v digitalno vrednost. V 
mojem primeru zahtev po visokih hitrostih ni, ker sta v uporabi le 2 signala, ki pa 
ostajata enaka ves čas pretvorbe.      
Programiranje z MPLAB X v programskem jeziku C je enostavno, saj se ob veliki 
izbiri knjiţnic le vpišejo vrednosti posameznih parametrov, razvidnih iz slike (2.4) in 
AD pretvornik je skonfiguriran. V programu je le potrebno klicati funkcijo branja in 
rezultata AD pretvornika, kar je lepo prikazano v programski kodi programa. 
 
Pripomba [U3]: Napovejte sliko v tekstu zgoraj 
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Slika 2.4 Prikaz delovanja AD pretvornika in parametrov potrebnih za njegovo 
delovanje [1] 
 
2.1.4 UART KOMUNIKACIJSKI VMESNIK 
Serijska komunikacija preko UART vmesnika je najbolj eleganten način, da podatke 
iz mikrokrmilnika pripeljemo do končnega cilja, to je v mojem primeru do GSM 
modula, ki bo podatke posredoval brezţično v SMS obliki.   
Značilnost UART komunikacije je, da do sprejemnika ni potrebe peljati 8 podatkovnih 
linij, ampak samo 2 liniji. Za ta namen pa ima PIC 18F4520 vgrajen komunikacijski 
modul UART. UART modul je razdeljen na 2 dela, sprejemnik (Rx), prikazan na    
sliki (2.5) in oddajnik (Tx), prikazan na sliki (2.6). Njuno delovanje je ravno nasprotno, 
saj Tx del sprejme paralelno besedo iz paralelno podatkovnega vodila v njegov 
podatkovni register (Tx DR) in jih pretvori v serijski format za prenos. 
Pripomba [U4]: Napovejte sliko v 
tekstu zgoraj 
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Slika 2.5 Shema UART oddajnega modula [1] 
Sprejemni Rx del pa sprejme serijske podatke, jih naloţi v podatkovni (Rx DR) 
register in nato odda na paralelno podatkovno vodilo  mikrokrmilnika. 
 
 
Slika 2.6 Shema UART sprejemnega modula [1] 
Za pošiljanje podatkovne besede mora mikrokrmilnik poslati besedo v podatkovni 
register (TxDR). Krmilna logika poskrbi, da se besedi doda start bit (0), paritetni bit in 
število STOP bitov. Shema poslanih bitov je razvidna iz slike (2.7). 
Pripomba [U5]: Sliko napovejte v tekstu 
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Slika 2.7 Dodajanje startnega, paritetnega in dveh stop bitov k podatkovni besedi v 
TxDR [2] 
Pri prenosu je treba ţe vnaprej definirati hitrost prenosa podatkov (Baud rate), da se 
lahko določi ustrezno frekvenco urinega signala, za ţeljeno hitrost prenosa podatkov.  
Prenos podatkov v obratni smeri od zunanje enote k mikrokrmilniku pa steče tokrat 
skozi Rx del UART-a, kar prikazuje slika (2.8). Ob postavitvi prvega bita na 0, dobi 
Rx enota za sprejem cele besede, ki jo shrani v pomični register, ki jo kasneje 
prenese v RxDR. Iz tega registra jo lahko mikrokrmilnik prebere kadar jo potrebuje. 
 
Slika 2.8 Prikaz sprejemanja podatkov na mikrokrmilnik [2] 
 
 
12 
 
2.1.5 I2C KOMUNIKACIJA 
I2C je serijski protokol za prenos podatkov med različnimi digitalnimi komponentami, 
ki poteka po dveh linijah in masi, na katero morajo  biti vezane vse komponente. 
Prenos podatkov poteka po liniji SDA (Serial Data) na liniji SCL (Serial Clock) pa je 
taktni signal. Shema priklopa naprav na I2C vodilo je prikazana na sliki 2.9. 
 
Slika 2.9 Shema priklopa naprav na I2C vodilo 
Tak način povezovanja je eleganten in prostorsko varčen, saj zaradi le dveh linij ne 
zavzame veliko prostora na tiskanih vezjih, hkrati pa lahko zajame kar precejšno 
količino sprejemnikov. Velika prednost je izbira napetostnega nivoja, ki ni točno 
določen z napajalno napetostjo. Visok logični nivo se tako smatra od 70% napajalne 
napetosti do vrednosti napajalna napetosti +0,5 V, nizek logični nivo pa od -0,5 V do 
30% napajalne napetosti. 
Komunikacija se začne s tem, da vodilna enota pošlje na vodilo znak za začetek 
prenosa oziroma, START pogoj.  Podrejene enote sedaj čakajo na podatke. 
Komunikacija poteka v naslednjem vrstnem redu: 
1. Nadrejena enota pošlje naslov podrejene enote (7 ali 10–bitni naslov). 
2. Nadrejena enota pošlje R/W (Read/Write) bit s katerim bo določala, ali bo iz 
naprave brala ali pa vanjo pisala. Če bo R/W bit postavila na 1, bo lahko brala iz 
podrejene enote, ob postavljeni 0 pa bo v podrejeno enoto pošiljala podatke. 
3. Podrejena enota, ki je prepoznala svoj naslov, pošlje potrditev. Ostale enote 
morajo počakati na naslednji START pogoj. 
4.  Nadrejena enota začne z branjem ali pisanjem podatkov. Prenaša jih po bajtih, po 
prenosu katerega nato podrejena enota pošlje potrditev. 
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5.  Prenos je končan, ko nadrejena enota pošlje STOP signal. 
Ko je SCL signal na visokem logičnem nivoju, se ne sme spreminjati nič na SDA liniji. 
Šele ko je SCL signal na nizkem nivoju se lahko na SDA liniji zamenja logično stanje, 
kot prikazuje slika (2.10). 
 
Slika 2.10 Potek signalov pri I2C komunikaciji 
 
2.2 GSM MODUL SIM 900 
Za pošiljanje SMS sporočila je potreben GSM modem (Slika 2.11). Modem deluje 
enako kot mobilni telefon, le da SMS sporočilo ne napiše uporabnik telefona, ampak 
ga pošlje kar mikrokrmilnik z naloţenim programom.  Izbral sem model SIM900, ki pa 
je ţe sestavni del modula GPRS8000-S , proizvajalca EMBEST.  SIM900 je najbolj 
pogost modem v GPRS protokolu brezţične komunikacije. Zato je bil posledično 
najbolj primerna izbira. Moţno je uporabiti boljšo anteno, ki v nekoliko bolj odročnih 
krajih s slabim signalom zagotavlja delovanje sistema. Modul se priklaplja preko 40 
priključkovnega konektorja. K modemu je treba vgraditi še SIM kartico s svojo 
številko. Zaradi laţjega operiranja z AT ukazi  na kartici ni potrebna PIN koda, ki bi jo 
modul preverjal s strani mikrokrmilnika ob vsakem zagonu.  
Modul zahteva za svoje delovanje tri napetosti: 2,9 V, 4 V in 5 V. Integrirano vezje 
GSM modula se  napaja s strani osnovne razvojne ploščice DevKit 8000.  
GSM modul v mobilnih telefonih deluje pri napajalni napetosti 3 V, ker je to običajna 
napetost baterije. Napetost 4 V je potrebna za izhodni del integriranega vezja, ki 
oddaja in sprejema signal. V mobilnem telefonu je višja napetost zagotovljena s 
pretvornikom navzgor. Integrirano vezje za svoje delovanje ne potrebuje napajalne 
napetosti 5 V. V našem primeru pa je Integrirano vezje v modulu, ki pa za delovanje 
uporablja nujno stalno napetost 5 V, zgolj za indikacijo dveh led diod.   
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Slika 2.11 GSM modul 
  
Glavne karakteristike modula: 
 Deluje na protokolih GPRS in GSM, 
 Frekvenčno območje je razdeljeno na tri obsege 900/1800/1900 MHz, 
 Minimalna napajalna napetost je  2,7 V,  maksimalna napetost pa 4,5 V, 
 Nazivna moč v času mirovanja je 0,2 W, pri oddajanju pa 2 W, 
 Način komunikacije z mikrokrmilnikom: UART in 
 Kompatibilen je z »AT« ukazi 
 
2.3 TEHTNICA 
Uporabljena je  poštna tehtnica, ki smo jo v lastnem čebelarstvu uporabljali za 
tehtanje panjev brez pošiljanja SMS-a, prikazana pa je na sliki (2.12). Tip tehtnice je 
izredno pogost v uporabi na poštah, skladiščih, trgovinah,… Z daljšim povezovalnim 
kablom med tehtnico in merilno enoto je primerna za predelavo, saj njena montaţa ni 
pogojena z merjenim panjem.  
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Slika 2.12 Model poštne tehtnice 
Tehtnica stoji na štirih opornih točkah, na katere je pritrjen merilni upor, ki se mu z 
obremenitvijo spreminja upornost. Upori so tako štirje. Paroma po diagonali so 
vezani v 2 mostiča, skupaj pa jih povezuje še seštevalno vezje. Vezje, prikazano na 
Sliki 2.13 je sestavni del same tehtnice in je kot tako zaključena celota, v katero je 
teţko posegati. Poseg bi pomenil uničenje tehtnice, saj je ključno da so si štirje upori 
enaki, kajti le tako dobimo pravo linearno zvezo med maso in napetostjo, ki se 
pojavlja na mostiču. Napajalna napetost je 5 V. Ob najvišji obremenitvi (100 kg)  je 
izhodna napetost na analognem izhodu znašala 1,25 V. Posledično je bila določena 
referenca za AD pretvornik na mikrokrmilniku 1,3 V, ki jo zagotavlja integrirano vezje 
LT1004-1.2. 
 
 
Slika 2.13: Shema vseh štirih merilnih uporov paroma vezanih v dva mostiča. 
Napetostna razlika na izhodu mostiča je zelo nizka in je odvisna od napajalne 
napetosti. Iz tehnične specifikacije je razvidno, da dosega le nekaj mV/V (napajalne  
Pripomba [U6]: Napovejte sliko v 
tekstu 
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napetosti). Napetost je zato potrebno ojačati. V tem primeru je za to uporabljen 
operacijski ojačevalnik za vsak mostič posebej. Oba ojačana izhoda sta potem 
sešteta in tvorita analogni izhod tehtnice. 
 
Če predpostavim, da je nazivno napetostno območje celice 1 mV/V napajalne 
napetosti je hitro jasno, da najvišja moţna napetost ob polni obremenitvi na enem 
mostičku ob napajanju 5 V, znaša 5 mV. 
Če maksimalna izhodna napetost tehtnice  znaša 1,25 V pomeni, da vsak ojačan 
signal mostička prispeva polovico tega, to je 0,625 V. Pri seštevalniku je pomembno, 
da so vsi trije upori Ra, Rb in R enaki. To je pogoj, da je izhodna napetost seštevek 
obeh vhodnih signalov. 
Ob predpostavki, da je bila vhodna napetost na ojačevalniku 5 mV, izhodna pa      
625 mV, dobimo ojačenje, s katerim deluje operacijski ojačevalnik, to pa je 125. 
Ojačenje določata upora Rf in R1. 
 
2.4 LCD PRIKAZOVALNIK 
Z prikazovanje in izpis je uporabljen LCD prikazovalnik DEM 20486 s 4 vrsticami, 
vsaka po 20 prikazovalnimi znaki. Napajalna napetost znaša med 3,2 in 5,5 V, kar je 
zelo uporabno, ker je napajalna napetost mikrokrmilnika tudi 5 V in ni nobenih teţav 
s prehajanjem na niţji napetostni nivo. LCD ima klasično 16 priključkov,  na 
mikrokrmilnik pa je podatkovno priključen preko 4 linij tako, da inštrukcijska beseda 
ob zagonu prikazovalnika zahteva nekoliko spremenjeno inicializacijo, ki pa bo 
predstavljena ob opisu uporabniškega programa. Električna shema priklopa je 
Slika 2.14: Princip ojačevalno-seštevalne 
vezave uporabljenega vezja tehtnice. 
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prikazana na sliki (4.10). Priključevanje na napajanje 15. in 16. bita, ki skrbita za 
osvetlitev ozadja, je izvedeno klasično, brez dodatnih posegov na plošči LCD 
prikazovalnika. 
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3 IZDELAVA VEZALNEGA NAČRTA IN TISKANEGA VEZJA 
Za začetek izdelave sem uporabil razvojno ploščico, ki omogoča programiranje 
mikrokrmilnika preko sistema ICD2. Razvojna plošča z mikrokrmilnikom  PIC18F4520 
omogoča povezavo z razhroščevalnikom ICD2 in osebnim računalnikom. V tej 
konfiguraciji lahko uporabniški program razvijamo, preizkušamo in nalagamo v ciljni 
mikrokrmilnik. 
 
Slika 3.1 Programator ICD2 [12] 
Sama razvojna ploščica omogoča nalaganje programa direktno iz računalnika preko 
ICD2 v mikrokrmilnik. Od 40 priključnih nogic mikrokrmilnika so tiste, ki niso 
uporabljene za napajanje, resetiranje in programiranje, proste. Dostop do njih je 
omogočen preko dveh priključnih letev. 
Za začetek je bilo dovolj, da sem na proste priključke priklopil LCD, na vhod AD 
pretvornika tehtnico, vezje za realni čas, uporabljenih je bilo nekaj tipk, ki so ţe 
sestavni del ploščice. Teţava je nastala pri priklopu GSM modula, saj je potrebnih 
več različnih napetostnih nivojev za njegovo delovanje. Razvojna plošča pa omogoča 
napajanje zgolj s 5 V.  Zaradi zagotavljanja nemotenega delovanja je bilo potrebno 
razviti tiskanino, ki zdruţuje vse elemente vezja skupaj na eni plošči. 
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4 IZDELAVA ELEKTRIČNE SHEME S PROGRAMSKIM PAKETOM 
EAGLE 
Za izdelavo električne sheme je na voljo vrsto programskih paketov. Programski 
paket Eagle sem izbral, ker ponuja dobro spletno učilnico na svoji spletni strani in na 
spletni strani www.youtube.com . Prehod na izdelavo tiskanine je omogočen v istem 
programu, ki z nekaj kliki in s precej potrpeţljivosti pripelje uporabnika do končnega 
izdelka. 
 
4.1 PROGRAMSKI PAKET EAGLE 
Za izdelavo električne sheme sem uporabil programski paket Eagle, proizvajalca 
CadSoft. Uporabil sem verzijo »light« programa, ki je namenjena nezahtevnim 
uporabnikom. Na spletu je na voljo veliko knjiţnic, ki so dostopne tako na spletni 
strani proizvajalca, še več pa se jih za posamezne elemente najde na forumih in 
razvijalskih straneh. Izdelava enega elementa vzame precej časa, zato je smiselno 
poiskati knjiţnico. Vrsta knjiţnic je ţe izdelanih, zato je smiselno uporabiti ţe 
narejene elemente, njihove simbole, postavitve priključnih sponk, skratka za uporabo 
je program Eagle dovolj enostaven, če je nabor elementov ţe v obstoječi knjiţnici. 
Izdelava elementov pa neizkušenemu uporabniku vzame kar precej časa. Nekateri 
elementi imajo pripisane ţe kataloške številke ponudnikov elektronske opreme, kot je 
Farnell, tako da je kosovnica elementov ob zaključku sheme in tiskanine ţe 
pripravljena, kot prikazuje slika (4.1). 
 
Slika 4.1 Izpis podatkov s kataloško številko elementa pri dobaviteljih Farnell in 
Newark 
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Na spletni strani proizvajalca so obseţna navodila za uporabo programa, ki se 
začnejo z osnovnimi navodili v video in audio obliki, še več pa jih je moč najti na 
različnih forumih in razvijalskih straneh. Tukaj se dobijo tudi določeni »recepti«, kot 
jih izkušeni programerji radi imenujejo.  
Lastnosti programa: 
- Sočasno urejanje električne sheme in tiskanega vezja; 
- Za sliko simbola je prikazano tudi njegovo ohišje; 
- Program s sistemom avto-router izdela električne povezave; 
- ERC funkcija (electrical rule check)- kontrola električnega vezalnega načrta; 
- Avtomatsko generiranje signalov za napajanje; 
- Poljubna širina proge vodnika, premera spajkalnega otočka in izvrtine in 
- Moţnost izdelave večplastne  tiskanine. 
 
Verzija light je brezplačna in dosegljiva na spletu. Ima pa nekaj slabosti, ki za potrebe 
takih projektov, kot je daljinska tehtnica, niso teţavne: 
- Omejeno območje tiskanega vezja na format 100x80 mm, 
- Število bakrenih povezav je 2, zgornja in spodnja in 
- Električna shema je velikosti ene A4 strani. 
 
 
4.2 IZDELAVA ELEKTRIČNE SHEME 
Z zagonom programa se nam odpre osnovna nadzorna plošča, v kateri so vidni vsi 
shranjeni  projekti, prikazani na sliki (4.2). V začetku ţe lahko naredimo projekt in v 
projektu začnemo z izdelavo električne sheme, lahko pa shemo naredimo in jo 
kasneje shranimo v projekt.  
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Slika 4.2 Osnovna nadzorna plošča programa Eagle 
Nov projekt se začne z električno shemo. Ob zaključku sheme sledi prehod na 
izdelavo tiskanine.  
Za izdelavo električne sheme je potreben nabor elementov iz knjiţnice. Elemente se 
med sabo povezuje klasično s povezavo. Debelina linij tukaj ni pomembna, ker se 
njihova širina določa šele pri izdelavi »Board« plošče. Pomembno je, da so 
vzpostavljeni spoji med elementi in povezovalnimi linijami. Hitro se lahko zgodi, da se 
linija zaključi malenkost stran od zaţelenega mesta zlasti, če je mreţa nastavljena na 
zelo nizko širino. Pametno se je posluţiti  »spoja«, to je mala zelena pika, dosegljiva 
v levem meniju, ki s svojo površino prekrije vse negotove povezave. 
 
Slika 4.3 Osnovno okno programa Eagle 
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Za izbor elementa je treba poznati njegovega proizvajalca, ker je v knjiţnici vse 
urejeno po proizvajalcih. Šele po izboru proizvajalca se razširi meni iz slike (4.4) na 
različne komponente, ki pa so zopet zdruţene v skupine po vrstah. Knjiţnica je 
razdeljena na štiri dele. V levem delu je nabor komponent. Ob kliku na komponento 
se prikaţe v srednjem oknu simbol elementa, v desnem oknu je njegova fizična 
zgradba, spodaj pa je kratek opis elemenZa začetek je smiselno postaviti v središče 
delovnega okolja mikrokrmilnik PIC18F4520 in okoli njega povezovati ostale 
elemente vezja. 
 
Slika 4.4 Knjiţnica elementov v programu Eagle 
Povezovanje napajalnih točk in mase v električni shemi ni potrebno. Program bo 
točke povezal samodejno ob prehodu električne sheme v »Board«  način, kjer se bo 
izdelala podlaga za tiskano vezje. 
Ker je električna vezalna shema osnova za prehod v izdelavo tiskanine, je 
pomembno, da izberemo elemente, ki imajo enake priključne lastnosti, četudi 
pravega ne dobimo v knjiţnici. Na primer, lahko izpostavim ţe največji element 
PIC18F4520, s 40 priključnimi nogicami. V knjiţnici elementov sem izbral podoben 
element iz iste druţine in z enakim številom priključkov. Preveril sem razporeditev 
priključkov po lastnostih (napajanje, vhodi/ izhodi, reset) in uporabil tistega, ki je 
ustrezal PIC18F4520.  
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3.2.1 OSNOVNA NAPAJALNA NAPETOST 
Osnovna napajalna napetost je 12 V, zagotovljena s strani akumulatorske baterije. 
Na čebelnjaku je namreč postavljen sončni panel v velikosti 1,6 m2. Za rezervo 
električne energije skrbi svinčev akumulator kapacitete 225 Ah, ki zagotavlja dovolj 
energije tehtnici in električnemu pastirju za obdobje tudi do enega meseca, v primeru 
da ni dovolj sončne svetlobe. 
 
4.2.2 STABILIZIRAN VIR NAPETOSTI 5 V 
Samo delovanje mikrokrmilnika in tudi LCD prikazovalnika je pogojeno s stabilno 
napetostjo 5 V. Za stabilizacijo je uporabljeno integrirano vezje KA7805ERTF, 
proizvajalca FAIRCHILD. Gre za najbolj pogost način stabilizacije napetosti, saj 
dodatno potrebuje le tri kondenzatorje, dva na vhodu in enega na izhodu, tako kot je 
prikazano v sliki (slika 4.5). Njegov napetostni razpon vhoda je med 10 in 35 V, na 
izhodu pa je maksimalni tok 1 A zagotovljen pri 5 V izhodne napetosti. Vsi trije 
kondenzatorji so izbrani na podlagi tehničnih zahtev integriranega vezja 7805DT, 
skrbijo pa za glajenje napetosti, tako vhodne, kot izhodne. 
 
Slika 4.5 Vezava napetostnega regulatorja 7805DT za zagotovitev napetosti 5 V 
4.2.3 STABILIZIRAN VIR NAPETOSTI 4V 
Glavni porabnik na napajalni napetosti 4 V je GSM modul, tip GPRS8000-S, ki je 
nadgradnja kompleta Devkit8000. Njegova najniţja napajalna napetost je 2,7 V 
najvišja pa 4,5 V, kar je posledica dejstva, da GSM vezja v veliki večini primerov 
potrebujejo napetost zagotovljeno s strani baterije. GSM vezje ob oddajanju signala 
ali sprejemanju deluje z znatno močjo. Ob šibkem signalu ta moč znaša lahko tudi    
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2 W, če oddaja signal na nizki frekvenci (850/900 MHz). Če oddaja na frekvenci 
1800/1900MHz, pa je ta moč niţja in znaša do 1 W. Moč 2 W je pri nizki napajalni 
napetosti ţe kar precejšnja, zato ob daljšem pošiljanju zagotavljanje energije s 
kondenzatorji ni smiselna rešitev. Tok lahko hitro doseţe  vrednosti 500 mA za 
obdobje nekaj sekund. 
Za ta namen je uporabljeno integrirano vezje MIC29302WU, proizvajalca 
MICROCHIP. Njegova vezava je predstavljena na sliki (4.6).  
Integrirano vezje ima širok razpon vhodne (2 -26 V) in tudi izhodne (1.27 V-25 V) 
napetosti, ki jo nastavljamo z uporovnim delilnikom. Maksimalni tok, ki ga lahko 
doseţe v tem razponu izhodne napetosti, pa je 3 A, kar je več kot dovolj za potrebe 
GSM modula. 
Na vhodu in izhodu sta nujna 2 kondenzatorja s kapacitivnostjo vsaj 10 μF, napetosti 
delilnik pa je določen po enačbi (4.1):  
     (
    
    
  ). 
Enačba 4.1 
 
Iz uporovne vrste sta na voljo upora 100 kΩ in 43 kΩ, kar pomeni, da bo izhodna 
napetost malce višja od 4V, kar pa ni teţava, ker deluje GSM modul do napetosti    
4,5 V. Pri določanju uporov namreč nastopi teţava. Računsko se lahko določi 2 
upora, ki točno ustrezata potrebnemu razmerju. V praksi se izkaţe, da je to teţko 
izvedljivo, ker je nabor uporov določen, zato se je najbolje z določenima uporoma 
čimbolj pribliţati napetosti. Odstopanja za 0,05 V so zelo nizka in ne predstavljajo 
teţave, zlasti ne pri GSM vezju, ki tolerira nihanje napetosti baterije, ki ga običajno 
napaja.   
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Slika 4.6 Vezava integriranega vezja MIC29302WU za stabilizirano napetost 4V 
 
4.2.4 STABILIZIRAN VIR NAPETOSTI 2,9 V 
Za stabilizacijo je uporabljeno integrirano vezje REG1117F proizvajalca TEXAS 
INSTRUMENTS. Napetost  2,9 V je potrebna za delovanje integriranega vezja v 
GSM  modulu.  
Kot pri prejšnjem integriranemu vezju, je tudi ta izhodno nastavljiv, napetost pa 
določata upora po enačbi (4.2): 
  
     
  
         
Enačba 4.2   
 
Iz nabora uporov sta tako definirana upora z upornostjo 30 kΩ in 22 kΩ, kar ne 
določa napetosti iz tabele proizvajalca, kjer bi morala biti napetost 2,85. V tem 
primeru pa napetost znaša 2,9V, kar je zopet dober pribliţek ţeleni napetosti, tako 
kot v primeru prejšnjega stabilizatorja. Vezava je razvidna iz slike (4.7) 
26 
 
 
Slika 4.7 Vezava integriranega vezja REG1117F s potrebnimi elementi za pravilno 
delovanje 
 
4.2.5 DOLOČANJE REFERENČNE NAPETOSTI  
Eden glavnih pogojev za delovanje analogno-digitalnega pretvornika (ADC) je 
ustrezno izbrana referenca. To je napetost, ki mora biti ves čas delovanja stabilna. 
Zaradi stabilnosti je najbolj primerna rešitev, da jo zagotavlja ločeno vezje, ki ni nikoli 
izpostavljeno neki zunanji obremenitvi.  
Za stabilizacijo reference sem izbral integrirano vezje LT1004-1.2, z vezavo 
prikazano v sliki (4.8).  Pogoj za normalno delovanje vezja je minimalna napajalna 
napetost 5 V. K integriranemu vezju sta po navodilih proizvajalca dodana dva upora, 
ki sta si po upornosti enaka in kondenzator. 
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Slika 4.8 Vezava reference v električni shemi            
 
 
Slika 4.9 Vezava po navodilih proizvajalca [7] 
 
4.2.6 PRIKLOP LCD PRIKAZOVALNIKA 
LCD zaslon je priklopljen klasično s štirimi podatkovnimi linijami, ki so vezane na 
vhode od RD4 do RD7. Shema priklopa LCD prikazovalnika je prikazana na          
sliki (4.10). Vhod E je priklopljen na RD3, ki ima pa funkcijo »enable (E)«.Ko je vhod 
E postavljen na logično 0, se LCD ne ozira na druge vhode. Ko pa je E postavljen na 
logično ena, je LCD pripravljen na sprejemanje podatkov.   
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R/S vhod LCD-ja pa je priklopljen na RD2. Z R/S vhodom izbiramo med 
inštrukcijskim in podatkovnim registrom na LCD-ju. Ostala dva vhoda registra D na 
mikrokrmilniku  sta prazna, ker jih ne potrebujemo, zaradi preglednosti pa nista 
uporabljena. 
Med priključka A(anoda)in K(katoda) je preko upora priključena napajalna napetost, 
ki omogoča osvetlitev zaslona. Nekateri LCD zasloni ta dva priključka imajo, drugi pa 
ne. 
Za določanje kontrasta je na priključno sponko V0 vezan potenciometer, s katerim 
nastavimo izhodno napetost pribliţno 4,5 V. 
Poleg napajanja VDD in mase je še priključno mesto R/W, ki je skupaj z ostalimi 
neuporabljenimi priključki speljano na maso, ker bo imel LCD le funkcijo prikaza in ne 
pisanja. 
 
Slika 4.10 Shema priklopa LCD prikazovalnika, tehtnice, integriranega vezja 
referenčne napetosti in vezavi za reset in merjenje napajalne napetosti. 
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4.2.7 INDIKACIJA NAPAJALNE NAPETOSTI 
Ob vsakodnevnem pošiljanju podatka o masi panja je smiselno opazovati tudi 
napajalno napetost, ki bi ob morebitnem slabem vremenu lahko postala prenizka. Ob 
ţe izbrani referenci AD pretvornika je najboljša rešitev, če uporabimo napetostni 
delilnik, ki bo napajalno napetost v razmerju delilnika zniţal pod napetost reference. 
Ker je razmerje delilnika 12:1, je programsko pridobljena vrednost iz AD pretvornika 
pomnoţena z 12 in poslana po SMS sporočilu in na LCD zaslon. Prikaz vezave je 
razviden iz slike (4.10) 
 
4.2.8 PRIKLOP TEHTNICE  
Za priklop tehtnice je uporabljen konektor s štirimi priključki. Na prvega je pripeljana 
napajalna napetost, na drugega ozemljitev, na tretjem pa je analogni izhod tehtnice. 
Četrti je prost za moţnost kasnejše nadgradnje. Način priklopa je razviden s slike 
(4.10). V razvojne namene je na tem mestu uporabljen konektor, ki bo za 
dolgotrajnejšo uporabo prispajkan tako, da je tehtnica neposredno povezana z AD 
pretvornikom, brez morebitnih izgub na spojih,  ki so pri tako nizkih napetostih do 1 V 
lahko moteče in predstavljajo precejšnje pogreške. 
 
4.2.9 GENERIRANJE REALNEGA ČASA 
Za potrebe pošiljanja SMS sporočila ob določenem času je v vezje vgrajeno 
integrirano vezje za generiranje realnega časa. Prednost ločenega generatorja 
realnega časa je, da njegovo delovanje ni odvisno od delovanja mikrokrmilnika. Izbral 
sem integrirano vezje DS1307ZN+ proizvajalca MAXIM INTEGRATED PRODUCTS.  
Integrirano vezje se priklaplja preko 8 priključkov po vezalni shemi proizvajalca, 
komunikacija poteka po I2C vodilu, kot prikazuje slika (4.11). Integrirano vezje 
omogoča prikaz sekund, minut, ur, dnevov, mesecev in let. Za ohranjanje stalnega 
takta ure je v primeru izpada napajanja opcijsko med 3. in 4. priključek treba priklopiti 
baterijo. Prvi in drugi priključek sta namenjena priključitvi zunanjega vira frekvence 
oziroma oscilatorja, ki z zelo točno frekvenco zagotavlja uri takt. 
Izbral sem oscilator s frekvenco 32,768MHz, to je najvišja od štirih moţnih frekvenc, 
ki jih lahko na vhodu zazna integrirano vezje DS1307ZN+. Da je bila izbrana najvišja 
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moţna frekvenca, se integriranemu vezju sporoči z nastavljanjem krmilnega registra, 
kar se vidi iz programa mikrokrmilnika. 
 
Slika 4.11 Električna shema vezja za generiranje realnega časa, priklop tipk in 
razširitev I2C vodila  
 
4.2.10 PRIKLOP MENIJSKIH TIPK 
Za nastavljanje menija so potrebne tipke. V primeru tehtnice so za meni izbrane 3 
tipke, vendar je prostora na vhodnih registrih dovolj, tako da je za primer nadgradnje 
pripravljenih 5 tipk, oziroma kontaktov zanje, kot prikazuje slika (4.11). 
Ob sklenjeni tipki se na vhodu mikrokrmilnika pojavi napetost 5 V, kar mikrokrmilnik 
zazna kot logično 1. Ob razklenjenih kontaktih je preko uporabe na vhod 
mikrokrmilnika pripeljan potencial mase, kar predstavlja logično 0. Za tipke so izbrani 
vhodi 2,3,5,6 in 7 registra B. 
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4.2.11 I2C POVEZAVA 
Povezava je speljana do integriranega vezja za generiranje časa, GSM modula in na 
razširitveni konektor za priklop dodatnih senzorjev. Kot zahteva standard, je na obe 
liniji priključena napetost 5 V preko dveh uporov velikosti 4,7 kΩ. Povezave so 
razvidne s slike (4.11). 
 
4.2.12 POVEZOVANJE GSM MODULA. 
Priklop GSM modula oziroma 20 polnega konektorja je izveden v dveh delih. GSM 
modul potrebuje za svoje delovanje na priključku številka 12 napetost 5 V, na 
priključku št. 11 pa napetost 2,9 V. Napetost 4 V je priključena na številko 3. Njen 
priklop je izveden zaradi modula, ki ga zahteva in je omogočen ţe na razvojni plošči, 
na katero je drugače priklopljen.  
Ker se v sistemu pojavljata dva napetostna nivoja 5 V, ki je napajalna napetost 
mikrokrmilnika in 2,9 V, ki je napetost komunikacijskega GSM integriranega vezja, je 
potrebno vezje za prilagoditev napetostnih nivojev.  
 
Slika 4.12 Električna shema priklopa GSM modula 
32 
 
Za prilagoditveno vezje napetostnih nivojev je uporabljen  model LSF0108, 
proizvajalca Texas Instruments. Ima 8 kanalov, 1 kanal pa predstavlja vhod z prvim 
nivojem napetosti in izhod na drugem napetostnem nivoju. Če kateri od kanalov ne bi 
bil uporabljen, je priporočljivo oba dela kanala, vhod in izhod kanala vezati na maso. 
Korak, oziroma razliko v napetostih se določi z napetostma na vratih A in B, kot je 
prikazano na sliki (4.12). Vrata EN so po navodilih proizvajalca običajno vezana na 
vhodno napetost, tako kot je to razvidno s slike.  
Modul potrebuje poleg USART komunikacije in napajanja še dodatne povezave, ki 
omogočajo njegovo nadaljnje nadgrajevanje. Omogoča priklop preko I2C vodila, ki  
ostaja neuporabljen. Na preostale 4 vhode so priklopljeni naslednji signali: 
- STATUS indikator statusa delovanja modula, 
- PWRKEY, vhodni signal, ki skrbi za zagon modula, 
- RING indikator dohodnega klica ali SMS in 
- NETLIGHT indikator delovanja omreţja. 
 
Povezava »STATUS« z logičnim nivojem 1 predstavlja napajalno napetost ali 
baterijsko napetost. V našem primeru je to 2,9 V. Statusni bit je ob delovanju modula 
postavljen na 1 in ob izklopu na 0.  Logični signal 0 je čim bliţje masi. Iz nadaljnjih 
shem signalov je razvidno, da GSM integrirano vezje za logično 0 razume vse 
signale, ki so niţji od 40% napajalne napetosti. Modul sporoča statusni bit 
mikrokrmilniku, ta pa ga v primeru teţave lahko preko pin-a PWRKEY vklaplja, 
izklaplja in resetira.  
PWRKEY je definiran kot vhod, z njim se vklopi ali izklopi GSM modul. Če na vhod 
PWRKEY za daljši čas od 1 sekunde preklopimo napetost niţje od 0,4 napajalne 
napetosti (2,9 V), se bo čez 2,2 s po dvigu napetosti nazaj na napajalni nivo modul 
startal, kar se vidi na sliki (4.13). V istem trenutku se na nivo napajalne napetosti 
postavi signal STATUS. 
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Slika 4.13 Potek signalov pri vklopu modula. [9] 
Izklop modula je prikazan na sliki (4.14) in poteka po istem postopku kot vklop, le pri 
delujočem modulu PWRKEY signal za čas med 1 s in 5 s spustimo na maso in potem 
zopet na napajalno napetost. Po času, daljšem od 1,7 s bo STATUS signal prešel na 
logično ničlo, z njim pa postanejo nedelujoče povezave, kot so USART I2C in GSM 
sprejem signala. 
 
 
Slika 4.14 Potek signalov pri izklopu modula [9] 
Ponovni zagon se opravi z izklopom modula, sledi mu 800 ms premora po prehodu 
STATUS signala na logično nič, nato pa se po klasični metodi lahko modul starta.  
RING je indikator dohodnega klica ali SMS-a. Definiran je kot izhod. Na tehtnici je 
uporabljen zato, da bi se lahko nadgradila do te mere, da bi kadarkoli z »AT« 
ukazom tehtnici naročil meritev mase, katero bi mikrokrmilnik izvedel in rezultat vrnil 
po SMS sporočilu uporabniku.Njegova različna slogična stanja so prikazana v     
tabeli (4.1) Ta način komunikacije ni najbolj pogost, vendar je v čebelarstvu precej 
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uporaben, saj lahko čebelar ţe čez dan ugotovi situacijo na oddaljenem kraju in 
pripravi vse potrebno za večerni premik čebel, če je to potrebno. 
 
Tabela 4.1: Funkcija Izhodnega signala RING 
Status Odziv RING-a (1-visok napetostni nivo, 0 nizek napetostni nivo) 
V pripravljenosti Logična 1 
Glasovni klic Na začetku 0, nato pa: 
- spremeni se na 1, ko je klic vzpostavljen 
- ob uporabi »AT« ukaza ATH se postavi pin na 1 
- ko klicatelj odloţi spremeni status na 1 
Podatkovni klic Na začetku 0, nato pa: 
- ob vzpostavitvi povezave spremeni stanje v 1 
- ob uporabi »AT« ukaza ATH se postavi pin na 1 
SMS Ob prejemu SMS sporočila bo za obdobje 120 ms na logični 0, 
nato spet 1 
 
Izhod NETLIGHT  je indikator delovanja omreţja. Na izhod je priključena dioda, ki z 
različnimi nizi utripanja prikazuje delovanje omreţja. Prikazuje 4 različne tipe 
delovanja, ki so prikazani v spodnji tabeli (4.2): 
 
Tabela 4.2: Delovanje NETLIGHT diode 
Status  Funkcija modula 
IZKLOP Modul ne deluje 
64 ms vklop / 800 ms izklop Omreţje ni na voljo 
64 ms vklop /3000 ms izklop Omreţje je na voljo 
64 ms vklop / 300 ms izklop GPRS komunikacija se izvaja 
 
Zaradi večjega toka, ki teče skozi diodo, je diodi dodan tranzistor T1. Izhodni signal 
NETLIGHT krmili močnostni tranzistor. 
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Slika 4.15 Shema priklopa NETLIGHT diode [9] 
 
4.2.13 AT UKAZI 
Komunikacija z GSM modulom poteka s pomočjo »AT« ukazov. Ukaz AT izhaja iz 
angleške besede »Attention«, ki predstavlja opozorilo, kateremu sledi ukaz modemu. 
Ukaz AT je potrebno poslati v ukaznem načinu, da se izvede inicializacija začetnih 
nastavitev. V podatkovnem načinu pa se prenašajo čisti podatki. Nabor AT ukazov je 
standarden, vsaj kar se tiče osnovnih ukazov. Le nekateri bolj specifični ukazi so 
definirani s strani posameznih proizvajalcev komunikacijske opreme. Za potrebe 
tehtnice je modul kompatibilen s splošnimi AT ukazi, zahteva po pošiljanju SMS 
sporočil pa je ena osnovnih pri AT ukazih. Uporaba AT ukazov je razvidna iz 
programske kode priloţene v prilogi diplomske naloge, v spodnji tabeli (4.3) pa je 
nekaj najbolj pogostih ukazov. 
Tabela 4.3: Osnovni AT ukazi za pošiljanje SMS sporočila 
AT ukaz Pomen ukaza 
AT+CMGF=1 Vklop tekstovnega načina pošiljanja. 
AT+CMGS= 
»tel.št. 
prejemnika« 
Pošiljanje SMS sporočila na izbrano številko. 
AT+CMGF=0 Vklop protokolnega načina pošiljanja. 
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AT+CPIN=PIN Vnos kode PIN. 
ATE0 Izklopi odmev. 
AT+CMGR Preberi SMS sporočilo. 
AT+CMGD Izbris enega SMS sporočila. 
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5 IZDELAVA TISKANEGA VEZJA 
Pogoj za izdelavo tiskanega vezja je dokončana električna shema. V tem poglavju 
bom predstavil potek izdelave načrta za električno vezje z programom Eagle. 
 
5.1 PREHOD IZ ELEKTRIČNE SHEME V TISKANO VEZJE 
Po končani izdelavi električne sheme v programu Eagle uporabimo tipke »Board«, ki 
takoj preslika elemente iz simbolov v njihovo fizično zgradbo. Pred nami se pojavi 
novo okno, v katerem so na levi strani delovne površine elementi urejeno postavljeni, 
povezave med njimi pa so neurejeno razmetane. Na desni nas pričaka okno višine 
80 mm in širine 100 mm. To je nekakšna standardna mera plošče za tiskano vezje. 
Lahko jo poljubno povečamo ali zmanjšamo. Pozicijo znotraj plošče nam v 
koordinatah sporoča meni v zgornji levi strani delovne površine. Na začetku je 
pametno nastaviti mreţo, ki bo v pomoč postavljanju elementov in ustvarjanju 
povezav med njimi. Nastavitev mree prikazuje spodnja slika (5.1). 
 
Slika 5.1 menijsko okno za nastavitev mreţe 
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Slika 5.2 Pred postavljanjem elementov na tiskano vezje 
Z levim klikom primemo element in ga prenesemo na desno stran. Z desnim klikom 
obračamo element za 900, tako se ga lahko obrača poljubno. Povezave med 
priključnimi točkami ostajajo na svojih mestih, ne glede na to, kako je element 
obrnjen. Kar nekaj elementov uporablja med sabo veliko vzporednih povezav, zato 
jih je smiselno postaviti tako, da so te povezave čim krajše in da se med sabo ne 
kriţajo kot na sliki (5.2). Taka sta elementa LCD prikazovalnika in priklopna letev za 
GSM modul. 
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Slika 5.3: Pri postavljanju elementov na tiskano vezje je treba paziti na veliko količino 
povezav 
Po razporeditvi elementov je smiselna uporaba čarovnika, ki ga Eagle vsebuje. 
Imenuje se »Autorouter«. Pred njegovim zagonom je potrebno vse nastavitve pustiti 
take kot so, le debelino črt, ki bodo enake po celotnem vezju, je po potrebi smiselno 
spremeniti. Primerno je vklopiti tudi opcijo »Ratsnest«, ki vse navidezne točke istih 
potencialov, ki v električni shemi ne obstajajo (mase, napajanje) poveţe smiselno 
skupaj. Prav tako optimalno poveţe med seboj točke, ki bi pri neposredni povezavi 
prečkale kakšno povezavo ali element vezja. S pomočjo te funkcije se postavi 
osnutek povezav na zgornji in spodnji strani. 
Za povezovanje je dovolj le klik na spojnem delu elementa, pod pogojem, da je prej 
vklopljena funkcija risanja linij. Z odmikom od prve točke se izriše črta izbrane 
debeline in barve. Z desnim klikom na miški se poljubno izbira krivine in lomljenja te 
črte. Ob koncu se črto zaključi na spojni točki drugega elementa. Smiselno je prekriti 
kar nastale povezave  z vklopom »Autorouter« 
Za izdelavo zgornje in spodnje strani ploščice sta bili izbrani 2 barvi, ki jih program 
ponudi ţe v začetku. Modra je za povezave na spodnji strani kot prikazuje slika (5.5), 
rdeča pa za zgornjo stran, kar prikazuje slika (5.4). V meniju se ponudi elegantno 
izbiranje med obema. Prav tako je ob koncu izdelave dodan še dodatni tekst. 
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Slika 5.4: zgornja stran tiskanega vezja 
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Slika 5.5: Spodnja stran tiskanega vezja 
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6 IZDELAVA PROGRAMSKE KODE 
Za izdelavo programskega dela tehtnice sem izbral programsko orodje MPLAB X 
IDE, proizvajalca Microchip. MPLAB je programsko orodje, ki deluje v različnih 
operacijskih sistemih (Windows, Mac OS, Linux) na osebnih računalnikih. Namenjeno 
je programiranju mikrokrmilnikov proizvajalca Microchip. 
Programski jezik C omogoča večjo preglednost in enostavnost pri programiranju. 
Za prevajanje kode iz jezika C v strojno kodo poskrbi prevajalnik XC8, ki je 
brezplačno dostopen na spletni strani proizvajalca Microchip. 
Za prenos programske kode je uporabljen programator in razhroščevalnik ICD2, ki je 
opisan ţe v 2. Delu.  
 
6.1 PROGRAM MPLAB X IDE 
Program MPLAB je brezplačen in je dostopen na spletni strani proizvajalca 
Microchip. Njegova inštalacija je enostavna, nekoliko več dela predstavlja inštalacija 
programatorja tipa ICDx. 
 
Slika 6.1: Osnovni meni programa MPLAB X IDE v3.15 
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Ob odprtju programa je treba kreirati nov projekt in ga shraniti v izbrano mapo na 
osebnem računalniku. V zgornjem levem kotu se odpre projektni meni programa, ki 
vključuje vse potrebne datoteke za pisanje programa in njegovo kasnejše vpisovanje 
v mikrokrmilnik. Tukaj bi izpostavil dve datoteki. To sta »Header Files« ali glava in 
datoteka »Source Files«. 
 V prvo datoteko se vpiše ukaze, ki se bodo izvedli le ob zagonu programske kode. V 
»header« datoteko se lahko vpiše frekvenca notranjega oscilatorja, definira se 
delovanje MCLR priključka, delovanje »watchdog« opcije je določeno tudi v tej 
datoteki. Uporabniku je najlaţje izbrati tudi »Port Configuration«, kjer zgolj z nekaj 
kliki določimo delovanje nekaterih funkcij, ob koncu pa s pritiskom tipke »Generate 
Code« program izpiše kodo, ki se jo prenese v »Header« datoteko.  
Tudi definiranje ostalih delov programa, kot je USART komunikacija, LCD 
inicializacija, ADC inicializacija je smiselno urediti in vsako zase shraniti v »header« 
datoteko. Vse shranjene datoteke morajo vsebovati kratico ».h« S takim načinom se 
v programu ustvari red in preglednost. 
Datoteka »Source« pa je namenjena programski kodi. V datoteki ustvarimo novo 
mapo s končnico ».c«.  Končnica c predstavlja glavno mapo oziroma telo programa. 
V začetku .c mape je treba vključiti datoteke iz »Header« in pa vse knjiţnice, ki so 
potrebne za inicializacijo posameznih funkcij programa, kot prikazuje slika (6.2). 
 
Slika 6.2:  Vključevanje datotek in knjiţnic v glavni program 
Za nalaganje programa v mikrokrmilnik preko programatorja je treba kodo najprej 
prevesti v format .hex. To storimo v delu menija, ki skrbi za komunikacijo s 
programatorjem s pritiskom na tipko »Build«.  Zaţene se prevajalnik kode XC8. Če je 
koda narejena pravilno, se v spodnjem desnem delu izpiše potrditev, pretvorjena 
koda pa je shranjena v mapi projekta prevajalnika XC8. Zgolj s pritiskom na tipko 
»Make and program Device« se program preko programatorja naloţi v mikrokrmilnik. 
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6.2 PROGRAMSKA KODA 
Programska koda je  narejena po shemi s slike (6.5). V začetnem delu se izvedejo 
vse inicializacije, ki so shranjene v »header« datotekah. Sledi nalaganje »AT« 
ukazov za zagon GSM modula. Program nato preide v svoje ciklično delovanje, kjer 
izvede AD pretvorbo desetkrat, rezultate sešteje in deli z 10, da shranjena vrednost 
predstavlja povprečje desetih meritev. V naslednjem koraku program preveri časovni 
pogoj in če je izpolnjen, bo GSM modul poslal SMS sporočilo. Če pogoj časa ni 
izpolnjen, bo program počakal na tipko merjenje, ki na LCD prikazovalniku izpiše 
rezultat meritve, napetost napajanja, realni čas in čas pošiljanja SMS sporočila. Z 
menijskimi tipkami lahko ob poljubnem času nastavljamo oba časa (realnega in čas 
pošiljanja). 
Srce programa je datoteka menu.c. V datoteki je zajetih 5 prikazov, ki se prikaţejo na 
LCD zaslonu. Na začetnem zaslonu, ki je prikazan na sliki (6.3), se izpisuje trenutni 
čas, dan in datum.  Izpisana pa je tudi masa panja, ker AD pretvornik izvaja meritve 
ves čas delovanja.  
 
Slika 6.3: Začetni zaslon tehtnice 
V drugem delu menuja se nastavi trenutni čas s pomočjo treh tipk. Na voljo sta tipki 
plus in minus, ter tipka enter, oziroma potrditev. Oblika zaslona je razvidna na        
sliki (6.4). Nastavljanje je enostavno, ker s tipko ENTER vstopimo v posamezno 
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spremenljivko, ki jo potem s tipko + povečujemo ali z - manjšamo. S tipko ENTER se 
izbrana vrednost shrani in preide na drugo spremenljivko, ter tako nadaljujemo dokler 
se ne konča izbiranje letnice. 
Tretji del menuja je namenjen nastavljanju izbrane GSM številke, prav tako s 
pomočjo tipk. GSM številka se zapiše v EEPROM, da je shranjena v spominu. V 
četrtem delu se nastavi čas pošiljanja. Tukaj je program podoben nastavljanju 
trenutnega časa, le da se vrednosti minut in ur zapišejo v EEPROM, tako kot GSM 
številka in se tako ob primeru izpada napajanja ohranijo v spominu. V petem delu 
menuja se izvrši ponovno AD pretvorba, ter pridobljena vrednost o masi in napajalni 
napetosti pošlje po SMS sporočilu. 
 
Slika 6.4: Nastavljanje trenutnega časa 
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Slika 6.5: Blokovna shema programske kode 
Celotna programska koda je v Prilogi, kjer je vsak korak kode opremljen s 
komentarjem, za njeno laţje razumevanje.   
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Opisal bom značilne dele programske kode, in sicer pretvorbo AD pretvornika in 
preračun v povprečno vrednost napetosti ter del kode, ki skrbi za pošiljanje SMS 
sporočila. Opisan je tudi pogoj za pošiljanje SMS sporočila ob nastavljenem času. 
Del kode, ki skrbi za pridobitev izmerjene mase tehtnice, je naslednji: 
DelayAvg=10;     //treba je izvesti sample and hold + izvesti 10 meritev, jih sešteti in deliti z 10, da se 
dobi povprečno vrednost 
        LATB0=0;    //B0 JE RING 
        Povprecena=0;  // na začtku je postavljena na 0 
        while (DelayAvg>0)  
        { 
            DelayAvg--; 
            ADCValue=ADC_Read(0); // branje iz ADC in shranjevanje v spremenljivko 
            Povprecena=Povprecena+ADCValue; 
            __delay_ms(25); 
        } 
    DelayAvg=10; 
    Povprecena=Povprecena/10; 
 
Zgoraj opisani del kode izvede 10 meritev, jih sešteje in deli z 10. S tem ukrepom je v 
Spremenljivki »Povprecena« shranjena vrednost, ki se jo kasneje uporabi za izračun 
mase. 
 
Del kode, ki skrbi za pošiljanje SMS sporočila, je naslednji: 
// V spremenljivki  tekst111 je shranjen ukaz »AT+CMGS=GSM številka« 
UART_Write_Text(tekst111);// pošilja sms na številko  
    UART_Write(0x0D); // enter za izpis teksta na monitor in 
zaključek stringa 
    UART_Write_Text(vsebina);//v vsebini je shranjena masa+ 
napajalna napetost 
    UART_Write(0x1A); //ukaz za control z, konec ukaza 
    UART_Write(0x0D);  //enter 
    __delay_ms(33);// narediti več zamikov da modul pošlje in naredi 
vse do konca 
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Pogoj za pošiljanje SMS sporočila ob določeni uri je naslednji: 
if (get_time(2)==hh_sending & get_time(1)==mm_sending & 
get_time(0)==0x00)   
 
// pogoj za pošiljanje sms-a primerja čas ki ga pridobi iz i2c in iz 
eeproma na 1. in 2. Mestu. Get_time(2)je funkcija ki kliče podatek 
iz tretjega registra RTC vezja. Hh_sending je podatek o vrednosti 
željene ure pošiljanja, shranjen v EEPROM-u. Ko se oba časa ujemata 
je možen naslednji korak. Vrednosti sekund se ne gledajo, pomembno 
je, da ko se začne nova minuta je pogoj izpolnjen. Celotno 
pošiljanje pa traja več kot 1 sekundo, tako da program ne more znova 
prepoznati pogoja kot pravilnega.  
    { 
        sprintf(tekst_snd, "Tehtnica: %.1f kg. Napajalna napetost: 
%.2f V.\n", Povp_flt, nap_bat); 
        SMS_Send(tekst_snd);      
 //v tekst se preslika povp_flt in v Napajalna napetost se preslika 
nap_bat. Preslikava je tipa sprintf, ki je možen za izpis v sms 
obliko. 
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7 SKLEPNE UGOTOVITVE 
Cilj diplomske naloge je bil izdelati mobilno daljinsko tehtnico za uporabo v 
čebelarstvu. Na trgu se je v zadnjem letu pojavilo kar nekaj podobnih tehtnic, ki pa so 
cenovno precej drage, saj se njihove cene začnejo nad 300 €. Moj cilj je bil, da je 
tehtnica robustna, cenovno dostopna in enostavna za uporabo, hkrati pa omogoča 
njeno nadaljnje razvijanje preko I2C vodila in zmogljivega GSM modula. Ravno v 
načinu priklopa modula, sem pustil moţnost nadgraditve sistema, ki bo omogočal 
prejemanje ukaza in vračanje odgovora nazaj k uporabniku. Take tehtnice, ki bi 
omogočala vsakodnevno pošiljanje SMS sporočila po prej določenem času in na 
ţeljo uporabnika, pa na trgu ni. 
Tehtnica je trenutno v uporabi in v preizkušanju. Njeno delovanje je stabilno, 
odstopanj v meritvah ni zaznati. Njena poraba je celo niţja od pričakovane, saj znaša 
moč v normalnem delovanju 0,5 W, moč ob pošiljanju signala pa je odvisna od moči 
signala, vendar nikoli ne preseţe 2 W. 
Z izdelavo aplikacije za mobilne telefone se ponuja moţnost obdelave podatkov, 
pridobljenih skozi leto, ki bi čebelarju grafično precej nazorno prikazali delovanje 
čebel v panju skozi celo leto.  
Z izdelavo tehtnice se je ponudilo celo vrsto vprašanj in idej za izdelavo orodij, ki bi 
čebelarjem močno olajšali delo. Čebelarstvo je dejavnost, kjer je glavnino dela še 
vedno potrebno opraviti ročno, prostora za strojno opremo je malo. Ga je pa zato 
dovolj za aplikativne rešitve pri spremljanju panjskega lista, izvajanja apitehničnih 
ukrepov, vodenja zdravstvenega dnevnika čebelarstva, ipd. 
Z osvojitvijo znanja programiranja PIC mikrokrmilnikov, programskih paketov Eagle in 
MPLAB X IDE pri izdelavi daljinske čebelarske tehtnice, sem pridobil znanje in nove 
ideje za razvoj novih pripomočkov v lastnem čebelarstvu.  
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9 PRILOGE 
9.1 DATOTEKE  ».C« 
Clock.c 
#include <xc.h> 
#include "lcd.h" 
#include "clock.h" 
#include "rtc.h" 
 
 
 
 
unsigned int units,tens;        // Global spremenljivke 
 
void display_home(void)  // register 0 je za sekunde, 1 za minute, 
2za ure, 4 za dan, 5 mesec 6 leto 
{ 
    time(get_time(2),get_time(1),get_time(0)); 
    date(get_time(4),get_time(5),get_time(6)); 
    day(get_time(3)); 
} 
 
void time(unsigned int hours,unsigned int minutes,unsigned int 
seconds) 
{ 
    decode(hours);      // kliče "decode" iz bcd vdecimalno vrednost 
    Lcd_Set_Cursor(2,1); 
 
    Lcd_Write_Char(tens+48);  za 48 je potrebno povečati, ker se 
znaki začnejo v assci kodi od 48 naprej 
    Lcd_Write_Char(units+48); 
 
    Lcd_Set_Cursor(2,4); 
    decode(minutes);        // ponavlja za minute isto kot za ure 
    Lcd_Write_Char(tens+48); 
    Lcd_Write_Char(units+48); 
 
    Lcd_Set_Cursor(2,7); 
    decode(seconds);        // pretvarjanje  
    Lcd_Write_Char(tens+48); 
    Lcd_Write_Char(units+48); 
 
} 
 
void date(unsigned int date, unsigned int month,unsigned int year) 
{ 
//    Lcd_Cmd(0x9A); 
    Lcd_Set_Cursor(3,5); 
    decode(date);             // pretvarjanje datuma 
    Lcd_Write_Char(tens+48); 
    Lcd_Write_Char(units+48); 
 
    Lcd_Set_Cursor(3,8); 
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    decode(month);      //pretvorba mesecev 
    Lcd_Write_Char(tens+48); 
    Lcd_Write_Char(units+48); 
 
    Lcd_Set_Cursor(3,11); 
    decode(year);       // pretvorba leta 
    Lcd_Write_Char(tens+48); 
    Lcd_Write_Char(units+48); 
 
} 
 
void day(unsigned int disp) 
{ 
    Lcd_Set_Cursor(3,1); 
    Lcd_Write_String("    ");   // čiščenje prejšnjega spomina 
    Lcd_Set_Cursor(3,1);       // POZICIJA ZA ISPIS DNEVA 
    switch(disp) 
    { 
 case 1:Lcd_Write_String("NED"); 
               break; 
 case 2:Lcd_Write_String("PON"); 
               break; 
 case 3:Lcd_Write_String("TOR"); 
               break; 
 case 4:Lcd_Write_String("SRE"); 
               break; 
 case 5:Lcd_Write_String("CET"); 
               break; 
 case 6:Lcd_Write_String("PET"); 
               break; 
 case 7:Lcd_Write_String("SOB"); 
               break; 
    } 
} 
 
void decode(unsigned int val)       // vračanje iz bcd v dec.                              
{ 
    tens=val>>4; 
    units=val&0x0F; 
    return; 
} 
 
I2C.c 
void i2c_start(void)    // inicializacija začetene sekvence 
{ 
TRISCbits.TRISC3=1;  //kot vhod oziroma postavljen na 1 
TRISCbits.TRISC4=1;  //kot vhod oziroma na 1 
PIR1bits.SSPIF=0;     //MSSP mora biti na 0!!! (DS), če se ga  
postavi na 1 pomeni da je prenos končan 
SSPCON2bits.SEN=1;     //register modula iz DS start condition 
enable, pogoj za začetek prenosa 
while(PIR1bits.SSPIF==0);  //sspif mora biti sproščen da lahko 
prenos starta od začetka 
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return; 
} 
 
 
void i2c_restart(void)  // restar sekvenca 
{ 
PIR1bits.SSPIF=0; 
SSPCON2bits.RSEN=1; 
while(PIR1bits.SSPIF==0); 
return; 
} 
 
void i2c_device(void)   // naslov naprave, ki se jo kliče 
{ 
PIR1bits.SSPIF=0; //pogoj 
SSPBUF=0b11010000;  // naslov rtc 
while(PIR1bits.SSPIF==0);  //klic uspešno končan 
while(SSPCON2bits.ACKSTAT==1);  //ackstat(knowlwdge bit)slave ga 
vrne da potrdi prenos 
return; 
} 
 
 
void i2c_write(unsigned int data)      // pisanje na slave 
{ 
PIR1bits.SSPIF=0; 
SSPBUF=data;              // v buffer piše podatke 
while(PIR1bits.SSPIF==0); 
return; 
} 
 
void i2c_stop(void)     //stop sekvenca. Večina je obrat zagona 
{ 
PIR1bits.SSPIF=0; 
SSPCON2bits.PEN=1; 
while(PIR1bits.SSPIF==0); 
 TRISCbits.TRISC3=0; 
 TRISCbits.TRISC4=0; 
return; 
} 
 
unsigned int i2c_read(void)     //branje iz rtc. 
{ 
unsigned int r;           //vpeljava r spremenljivke, v njo se vnese 
vrednost iz vhoda ter shrani v buffer 
PIR1bits.SSPIF=0; 
SSPCON2bits.RCEN=1; 
 
while(PIR1bits.SSPIF==0); 
r=SSPBUF; 
PIR1bits.SSPIF=0; 
SSPCON2bits.ACKEN=1; 
while(PIR1bits.SSPIF==0); 
return r; 
} 
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Lcd.c 
#include <xc.h> 
#include "lcd.h" 
 
 
void Lcd_Port(char a); 
 
 
void Lcd_Port(char a)  // vpelje se "a" in preverja za 4 bitni 
prenos podatkov, če je a=0 je prvi del ,če a=1 je poslan drugi del 
podatka. V inicializaciji se pa že prej določi 4 bitni prenos 
{ 
 if(a & 1) 
  D4 = 1; 
 else 
  D4 = 0; 
 
 if(a & 2) 
  D5 = 1; 
 else 
  D5 = 0; 
 
 if(a & 4) 
  D6 = 1; 
 else 
  D6 = 0; 
 
 if(a & 8) 
  D7 = 1; 
 else 
  D7 = 0; 
} 
void Lcd_Cmd(char a) 
{ 
 RS = 0;             // => RS = 0 
 Lcd_Port(a); 
 EN  = 1;             // => E = 1 
        __delay_ms(4); 
        EN  = 0;             // => E = 0 
} 
 
void Lcd_Clear() 
{ 
 Lcd_Cmd(0); 
 Lcd_Cmd(1); 
} 
 
void Lcd_Set_Cursor(char a, char b) // postavljanje kurzorja 
{ 
 char temp,z,y;   // vpeljava a, b in začasne spremenljivke 
 if(a == 1) 
 { 
         temp = 0x80 + b - 1; 
  z = temp>>4; 
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  y = temp & 0xf;    //prej je bilo 13 
  Lcd_Cmd(z);  // postavlja se na vrstico z  
  Lcd_Cmd(y);   // na razdaljo y 
 } 
 else if(a == 2) 
 { 
               temp = 0xC0 + b - 1; 
  z = temp>>4; 
  y = temp & 0xf;    //prej je bilo 13 
  Lcd_Cmd(z); 
  Lcd_Cmd(y); 
 } 
         else if(a == 3) 
 { 
  temp = 0x94 + b-1; 
                z = temp>>4; 
  y = temp & 0xf;     //prej je bilo 27 
  Lcd_Cmd(z); 
  Lcd_Cmd(y); 
 } 
         else if(a == 4) 
 { 
  temp = 0xD4 + b-1; 
  z = temp>>4; 
  y = temp & 0xf;      //prej je bilo 27 
  Lcd_Cmd(z); 
  Lcd_Cmd(y); 
 } 
} 
 
void Lcd_Init()  // izvedba inicializacije po DS samega lcd ja 
{ 
  Lcd_Port(0x00); 
   __delay_ms(20); 
  Lcd_Cmd(0x03); 
 __delay_ms(5); 
  Lcd_Cmd(0x03); 
 __delay_ms(11); 
  Lcd_Cmd(0x03); 
  ///////////////////////////////////////////////////// 
  Lcd_Cmd(0x02); 
  Lcd_Cmd(0x02); 
  Lcd_Cmd(0x08); 
  Lcd_Cmd(0x00); 
  Lcd_Cmd(0x0C); 
  Lcd_Cmd(0x00); 
  Lcd_Cmd(0x06); 
} 
 
void Lcd_Write_Char(char a) 
{ 
   char temp,y; 
   temp = a&0x0F; 
   y = a&0xF0; 
   RS = 1;             // => RS = 1 
   Lcd_Port(y>>4);             //prenos podatkov 
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   EN = 1; 
   __delay_us(40); 
   EN = 0; 
   Lcd_Port(temp); 
   EN = 1; 
   __delay_us(40); 
   EN = 0; 
} 
 
void Lcd_Write_String(char *a) // vpeljava funkcije za pisanje 
stringa , ko vpiše premakne pozicijo naprej in čaka na vpis 
{ 
 int i; 
 for(i=0;a[i]!='\0';i++) 
    Lcd_Write_Char(a[i]); 
} 
 
void Lcd_Shift_Right() // pomik v deson 
{ 
 Lcd_Cmd(0x01); 
 Lcd_Cmd(0x0C); 
} 
 
void Lcd_Shift_Left()  pomik v levo 
{ 
 Lcd_Cmd(0x01); 
 Lcd_Cmd(0x08); 
} 
 
 
Uart.c 
#define _XTAL_FREQ 8000000 
#include <xc.h> 
 
//pomembna je inicializacija 
 
char UART_Init(const long int baudrate)// za inic. vpeljane 4 
spremenljivke 
{ 
 unsigned int x; 
 x = (_XTAL_FREQ - baudrate*64)/(baudrate*64); 
 if(x>255) 
 { 
  x = (_XTAL_FREQ - baudrate*16)/(baudrate*16); 
  BRGH = 1; 
 } 
 if(x<256) 
 { 
   SPBRG = x;    // vse iz DS samega uarta, spisano v tekst 
   SYNC = 0; 
   SPEN = 1; 
          TRISC7 = 1; 
          TRISC6 = 1; 
          CREN = 1; 
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          TXEN = 1; 
   return 1; 
 } 
 return 0; 
} 
 
char UART_TX_Empty() 
{ 
  return TRMT; 
} 
 
char UART_Data_Ready() 
{ 
   return RCIF; 
} 
char UART_Read() 
{ 
 
  while(!RCIF); 
  return RCREG; 
} 
 
void UART_Read_Text(char *Output, unsigned int length) 
{ 
 unsigned int i; 
 for(int i=0;i<length;i++) 
  Output[i] = UART_Read(); 
} 
 
void UART_Write(char data) 
{ 
  while(!TRMT);  //trmt so postavljeni flagi , če so podatki ven iz 
registra 
  TXREG = data; 
} 
 
void UART_Write_Text(char *text) 
{ 
  int i; 
  for(i=0;text[i]!='\0';i++) 
   UART_Write(text[i]); 
} 
 
SMSmodule.c 
#include <xc.h> 
#include "uart.h" 
#include <stdio.h> 
#include <string.h> 
#define _XTAL_FREQ 8000000 
 
void SMS_Send(char *vsebina) 
    { 
    unsigned short rec_no1=eeprom_read(0x03); //v eeprom sta 
shranjeni telefonska številka na 9 mest 
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    unsigned short rec_no2=eeprom_read(0x04); 
    unsigned short rec_no3=eeprom_read(0x05); 
    unsigned short rec_no4=eeprom_read(0x06); 
    unsigned short rec_no5=eeprom_read(0x07); 
    unsigned short rec_no6=eeprom_read(0x08); 
    unsigned short rec_no7=eeprom_read(0x09); 
    unsigned short rec_no8=eeprom_read(0x0A); 
    unsigned short rec_no9=eeprom_read(0x0B); 
    unsigned char tekst111[19]="AT+CMGS=\"abcdefgh\""; 
     
sprintf(tekst111 , "AT+CMGS=\"%1d%1d%1d%1d%1d%1d%1d%1d%1d\"\n", 
rec_no1,                     // vnos številke od nr1 do nr 9 
 
    rec_no2, rec_no3, rec_no4, rec_no5, rec_no6, rec_no7, rec_no8, 
rec_no9); 
 
    UART_Write_Text(tekst111);// pošilja sms na številko  
    UART_Write(0x0D); // enter za izpis teksa na monitor in 
zaključek stringa 
    UART_Write_Text(vsebina); 
    UART_Write(0x1A); // control z, konec ukaza 
    UART_Write(0x0D);  //enter 
    __delay_ms(33);// narediti več zamikov da modul pošlje in naredi 
vse do konca 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    } 
 
Rtc.c 
#include <xc.h> 
#include "i2c.h" 
#include "lcd.h" 
//vkličene so funkcije iz i2c.h in perifernih knjižnic 
void reset_time()       // reset vseh registrov na 0 oziroma 1 
{ 
 
    i2c_start(); 
    i2c_write(0b11010000); 
    i2c_write(0x00);    // sec 
    i2c_write(0x00);    // min 
    i2c_write(0x00);    // hrs 
    i2c_write(0x01);    // day 
    i2c_write(0x01);    // date 
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    i2c_write(0x01);    // month 
    i2c_write(0x01);    // year 
    i2c_write(0x00);    // wave 
//    i2c_write(0); 
    i2c_stop(); 
    return; 
} 
 
unsigned int get_time(unsigned int address)     // poglej na uro 
{ 
    unsigned int data; 
    i2c_start(); 
    i2c_write(0b11010000); 
    i2c_write(address); 
    i2c_restart(); 
    i2c_write(0b11010001); //če je na koncu enka, ker je naslov 
naprave 7 bitni, zadnji bit pa je ack 
    SSPCON2bits.ACKDT=1; 
    data=i2c_read(); 
    i2c_stop(); 
    return (data); 
} 
 
void set_time(unsigned int address, unsigned int x)     // nastavi 
čas 
{ 
    i2c_start(); 
    i2c_write(0b11010000); //naslov naprave 
    i2c_write(address);  // iz menuja 
    i2c_write(x);  // vrednost časa 
    i2c_stop(); 
    return; 
} 
 
Main.c 
#define _XTAL_FREQ 8000000 
 
/* 
 EEPROM ADDRESS MAP 
 0x00 - nezasedeno 
 0x01 - mm ?as po?iljanja 
 0x02 - hh ?as po?iljanja 
 0x03...0x0b - tel ?t prejemnika 
 */ 
 
 
 
#include <xc.h> 
#include "lcd.h" 
#include "MyADC.h" 
#include "stdio.h" 
#include <stdlib.h> 
#include "uart.h" 
#include "SMSmodule.h" 
61 
 
#include "rtc.h" 
#include "clock.h" 
#include "menu.h" 
 
 
// PIC18F4520 Configuration Bit Settings 
 
// 'C' source line config statements 
 
// #pragma config statements should precede project file includes. 
// Use project enums instead of #define for ON and OFF. 
 
// CONFIG1H 
#pragma config OSC = INTIO67    // Oscillator Selection bits 
(Internal oscillator block, port function on RA6 and RA7) 
#pragma config FCMEN = OFF      // Fail-Safe Clock Monitor Enable 
bit (Fail-Safe Clock Monitor disabled) 
#pragma config IESO = OFF       // Internal/External Oscillator 
Switchover bit (Oscillator Switchover mode disabled) 
 
// CONFIG2L 
#pragma config PWRT = OFF       // Power-up Timer Enable bit (PWRT 
disabled) 
#pragma config BOREN = ON       // Brown-out Reset Enable bits 
(Brown-out Reset enabled and controlled by software (SBOREN is 
enabled)) 
#pragma config BORV = 3         // Brown Out Reset Voltage bits 
(Minimum setting) 
 
// CONFIG2H 
#pragma config WDT = OFF        // Watchdog Timer Enable bit (WDT 
disabled (control is placed on the SWDTEN bit)) 
#pragma config WDTPS = 32768    // Watchdog Timer Postscale Select 
bits (1:32768) 
 
// CONFIG3H 
#pragma config CCP2MX = PORTC   // CCP2 MUX bit (CCP2 input/output 
is multiplexed with RC1) 
#pragma config PBADEN = OFF      // PORTB A/D Enable bit (PORTB<4:0> 
pins are configured as digital input channels on Reset) 
#pragma config LPT1OSC = OFF    // Low-Power Timer1 Oscillator 
Enable bit (Timer1 configured for higher power operation) 
#pragma config MCLRE = ON       // MCLR Pin Enable bit (MCLR pin 
enabled; RE3 input pin disabled) 
 
// CONFIG4L 
#pragma config STVREN = ON      // Stack Full/Underflow Reset Enable 
bit (Stack full/underflow will cause Reset) 
#pragma config LVP = OFF         // Single-Supply ICSP Enable bit 
(Single-Supply ICSP enabled) 
#pragma config XINST = OFF      // Extended Instruction Set Enable 
bit (Instruction set extension and Indexed Addressing mode disabled 
(Legacy mode)) 
 
// CONFIG5L 
62 
 
#pragma config CP0 = OFF        // Code Protection bit (Block 0 
(000800-001FFFh) not code-protected) 
#pragma config CP1 = OFF        // Code Protection bit (Block 1 
(002000-003FFFh) not code-protected) 
#pragma config CP2 = OFF        // Code Protection bit (Block 2 
(004000-005FFFh) not code-protected) 
#pragma config CP3 = OFF        // Code Protection bit (Block 3 
(006000-007FFFh) not code-protected) 
 
// CONFIG5H 
#pragma config CPB = OFF        // Boot Block Code Protection bit 
(Boot block (000000-0007FFh) not code-protected) 
#pragma config CPD = OFF        // Data EEPROM Code Protection bit 
(Data EEPROM not code-protected) 
 
// CONFIG6L 
#pragma config WRT0 = OFF       // Write Protection bit (Block 0 
(000800-001FFFh) not write-protected) 
#pragma config WRT1 = OFF       // Write Protection bit (Block 1 
(002000-003FFFh) not write-protected) 
#pragma config WRT2 = OFF       // Write Protection bit (Block 2 
(004000-005FFFh) not write-protected) 
#pragma config WRT3 = OFF       // Write Protection bit (Block 3 
(006000-007FFFh) not write-protected) 
 
// CONFIG6H 
#pragma config WRTC = OFF       // Configuration Register Write 
Protection bit (Configuration registers (300000-3000FFh) not write-
protected) 
#pragma config WRTB = OFF       // Boot Block Write Protection bit 
(Boot block (000000-0007FFh) not write-protected) 
#pragma config WRTD = OFF       // Data EEPROM Write Protection bit 
(Data EEPROM not write-protected) 
 
// CONFIG7L 
#pragma config EBTR0 = OFF      // Table Read Protection bit (Block 
0 (000800-001FFFh) not protected from table reads executed in other 
blocks) 
#pragma config EBTR1 = OFF      // Table Read Protection bit (Block 
1 (002000-003FFFh) not protected from table reads executed in other 
blocks) 
#pragma config EBTR2 = OFF      // Table Read Protection bit (Block 
2 (004000-005FFFh) not protected from table reads executed in other 
blocks) 
#pragma config EBTR3 = OFF      // Table Read Protection bit (Block 
3 (006000-007FFFh) not protected from table reads executed in other 
blocks) 
 
// CONFIG7H 
#pragma config EBTRB = OFF      // Boot Block Table Read Protection 
bit (Boot block (000000-0007FFh) not protected from table reads 
executed in other blocks) 
 
  unsigned short rec_no1=0, rec_no2=3, rec_no3=1, rec_no4=4, 
rec_no5=2, 
          rec_no6=9, rec_no7=8, rec_no8=1, rec_no9=7; 
63 
 
 
 
 
int main() 
{ 
  unsigned int a; 
  unsigned char UART_str1[]="00"; 
  unsigned char UART_str2[]="OK"; 
  unsigned char UART_str3[20]; 
  unsigned char UART_str4[20]; 
  unsigned char hh,mm,ss; 
  unsigned char gor; 
  unsigned char ent; 
 
  //Interni oscilator nastavitev na 8MHz 
  OSCCONbits.IRCF0=1; 
  OSCCONbits.IRCF1=1; 
  OSCCONbits.IRCF2=1; 
  //Konec nastavitve internega oscilatorja 
 
  TRISD = 0x00; 
  TRISA = 0x03; //RA0+RA1 je analogni vhod 
  nRBPU=0;       //enable internal weak pull-ups 
  TRISB0 = 1; //TRISB IF 1=input, IF 0=output 
  TRISB1 = 1; 
  TRISB2 = 1; 
  TRISB3 = 1; 
  TRISB4 = 1; 
  TRISB5 = 1; 
  TRISB6 = 1; 
  TRISB7 = 1; 
 
  SSPADD=49;  //postavljanje i2c ure 
  SSPCON1=0b00101000; // i2c master 
  SSPSTATbits.SMP=1;  //standardna nastavitev 
 
 
//     rutina za nastavitev časa, namesto te sem uprabil raje 
nastavitev v .c mapi sms modul za vpis v eeprom telefonske številke 
//    odkomentirati za nastavitev časa 
//    reset_time();     // reset časa 
//    set_time(0x00,0x00);      // sek 
//    set_time(0x01,0x13);      // min 
//    set_time(0x02,0x20);      // ure glede na am in pm 
//    set_time(0x03,0x01);      // dan pon, tor, sred 
//    set_time(0x04,0x24);      // dan 
//    set_time(0x05,0x07);      // Month 
//    set_time(0x06,0x16);      // Year 
// ******************************** 
//  eeprom_write(0x01, 0x00); 
//  eeprom_write(0x02, 0x00); 
// 
//  eeprom_write(0x03,rec_no1); 
//  eeprom_write(0x04,rec_no2); 
//  eeprom_write(0x05,rec_no3); 
//  eeprom_write(0x06,rec_no4); 
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//  eeprom_write(0x07,rec_no5); 
//  eeprom_write(0x08,rec_no6); 
//  eeprom_write(0x09,rec_no7); 
//  eeprom_write(0x0a,rec_no8); 
//  eeprom_write(0x0b,rec_no9); 
 
 
 
 
 
//  CONFIG3H.PBADEN=0; 
 
 
  nRBPU = 0;  // za uart nastavitve 
  UART_Init(9600); 
 
 
  ADC_Init();  // obe inicializaciji 
  Lcd_Init(); 
 
  Lcd_Clear(); 
  Lcd_Set_Cursor(2,1); 
  Lcd_Write_String("Inicializacija..."); 
 
      //po?akaj, da se GSM postavi 
      for(a=180; a>0; a--) 
        { 
    __delay_ms(33);  //zakasnitev cca 5 sekund 
        } 
 
  //inicializiraj GSM modul 
   UART_Write_Text("AT"); 
   UART_Write(0x0D); 
 
      for(a=5; a>0; a--) 
        { 
    __delay_ms(33); 
        } 
 
    UART_Write_Text("AT+CMGF=1"); 
    UART_Write(0x0D); 
 
    Lcd_Clear(); 
     
    while (1) 
    { 
 
    menu_set(); //pojdi v menu 
 
    } 
   
  return 0; 
} 
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ADC.c 
* File:    
 * Author: Blaž 
 * 
 * Created on Sobota, 23 april 2016, 13:46 
 */ 
 
#include <xc.h> 
#define _XTAL_FREQ 8000000 
 
void ADC_Init() 
{ 
  ADCON0 = 0x81;               //vklop adc in izbira ure 
  ADCON1 = 0x3D;               //analogni vhodi +nastavitev 
reference iz datasheeta 
                               //vsi pini porta b so digitalni 
} 
 
unsigned int ADC_Read(unsigned char channel) 
{ 
  if(channel > 7)              //razpon signalov 0 ~ 7 
    return 0; 
 
  ADCON0 &= 0xC5;              //briše izbrane kanale  
  ADCON0 |= channel<<2;        // 
  __delay_ms(2);               //Acquisition time   
  GO_nDONE = 1;                //inicializacija ad pretvorbe iz DS 
  while(GO_nDONE);             //čakanje da je pretvorba končana 
  return (((ADRESH<<8)+ADRESL)); //vrne rezultat iz obeh registrov 
} 
// pretvorba iz rezultata v vrednost, 
void ULongToStr(unsigned long value, char *str, char leading_zero, 
char digits) // spremni spremenljivko v vrednosti 
{ 
    static long powers[9] = {10, 100, 1000, 10000, 100000, 1000000, 
10000000, 100000000, 1000000000}; 
    char temp_digit,digit_cnt=10,first_non_zero=1; 
 
    while (digit_cnt!=1)  // prvotno je vrednost 10, tako da je 
zanka izpeljana 9x  
    { 
        temp_digit = 48;  // ASCII 0, začnejo se številke pri 48 
znaku 
        while (value >= powers[digit_cnt-2])  // dokler je števka 
višja od moči vrednosti 
        { 
            value -= powers[digit_cnt-2];       // odšteje se moč 
vrednosti in shrani v števko 
            temp_digit++;                       // digit začasna pa 
se poveča 
        } 
        if (digit_cnt<=digits) *str++ = temp_digit; //  
        digit_cnt--;   // uporablja se kot števka da se preveri kdaj 
doseže konec zbirke  
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    } 
    *str = (char) value+48; //  
 
    if (leading_zero==0)   //  
    {   str-=digits;    //  
        while(first_non_zero==1)    //  
        {   str++;  // move to next array character 
            if (*str=='0') *str=32;      //  
 
            else first_non_zero=0;       
        } 
    } 
} 
 
Menu.c 
 
/* 
 EEPROM naslovi  
 0x00 - nezasedeno 
 0x01 - mm ?as po?iljanja 
 0x02 - hh ?as po?iljanja 
 0x03...0x0b - tel ?t prejemnika 
 */ 
// RB2 = +  tipke 
//RB3 =enter tipka 
//RB5 = - tipka 
#include <xc.h> 
#include "lcd.h" 
#include "clock.h" 
#include "rtc.h" 
#include "menu.h" 
#include "MyADC.h" 
#include "SMSmodule.h" 
#include <stdio.h> 
#include <string.h> 
 
unsigned int MenuCnt1=0; // stran menuja 
unsigned int ADCValue = 0; 
unsigned int PretvorjenaVrednost; 
unsigned int Povprecena; 
float Povp_flt;  //povprečna float, za ispis na gsm 
unsigned char ADCStringVal[4]; 
unsigned char Vrstica4[20]="      kg    ";  //vrstica 4 je 
definirana 
//unsigned char Vrstica2; 
unsigned int DelayAvg;   //?tevec za povpre?enje in zakasnitve 
unsigned char i; //temp stevec 
float nap_bat; 
float delilnik=0.0115;//faktor s katerim moramo mno?iti ADvrednost1 
da dobimo napetost na vhodu 
unsigned char tekst_snd[60];// za vsebino sms-a, max je 60 znakov 
unsigned int a; // vpeljan je števec za a 
 
//funkcija za izbiro menuja 
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// v nadaljevanju je podoben način izbiranja med posameznimi 
opcijami menija, številkami, časom. vpeljana je zamuda  z for zanko 
in zamudo z 33ms, kjer nastane cca 250ms zamika med posameznimi 
izbirami ob vklopu tipke. 
void menu_set(void) 
    { 
        if (RB2==0)  //tipka za plus 
        { 
            MenuCnt1++; // povečevanje  
                          for(a=8; a>0; a--)//zamuda z for  zanko 
                            { 
                        __delay_ms(33); 
                            } 
        } 
        if (RB5==0)  // tipka za minus 
        { 
            MenuCnt1--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
        } 
        if (MenuCnt1>=5) // Maksimum menija je 4 
            MenuCnt1==0; 
         
     switch(MenuCnt1)// na koncu je številka menija tudi glavna pri 
določanju kateri meni se bo izpisal 
        { 
            case 0:disp_frame_home();  //domač naslov 
                   break; 
            case 1:disp_frame_time();   //trenutni čas 
                   break; 
            case 2:disp_frame_rec_no();  //številka 
                   break; 
            case 3:disp_frame_sendSMS();  // pošlji sms 
                   break; 
            case 4:disp_frame_send_time();  // čas pošiljanja 
                   break; 
            default: MenuCnt1=0;  //privzeti meni 
        } 
    } 
 
//domači zaslon 
void disp_frame_home(void) 
{ 
    int hh_sending=eeprom_read(0x02);  // napis na lcd ure 
    int mm_sending=eeprom_read(0x01);  // in min iz eeprom 
    Lcd_Clear(); 
    Lcd_Set_Cursor(1,1); 
    Lcd_Write_String("**TEHTNICA SERCELJ**"); 
    Lcd_Set_Cursor(2,1); 
    Lcd_Write_String("  :  :       "); 
    Lcd_Set_Cursor(3,1);; 
    Lcd_Write_String("      .  .  "); 
    Lcd_Set_Cursor(4,1); 
68 
 
    Lcd_Write_String("Masa:    ,  kg"); 
    while(RB2==1 && RB5==1) 
    { 
    DelayAvg=10;  //izvedba meritve 
    Povprecena=0;  
    nap_bat=0; 
 
        while (DelayAvg>0)  
        { 
            DelayAvg--;  // zmanjševanje 1 po 1  
            ADCValue=ADC_Read(0);// meritev vage 
            ADCValue=ADCValue>>6; // pomik za 6 bitov v desno 
            Povprecena=Povprecena+ADCValue;  // v povprečeni je 
sedaj rezultat 
            __delay_ms(10);// zamuda da konča ad v celoti 
 
        } 
            ADCValue=ADC_Read(1);// meritev napajalne napetosti 
            ADCValue=ADCValue; 
            nap_bat=ADCValue; 
            __delay_ms(10); 
 
    DelayAvg=10; 
    Povprecena=Povprecena/10; 
    nap_bat=nap_bat*delilnik; 
 
    //prilagoditev skale 
 
    Povprecena=(Povprecena-8)*6 ; 
    Povp_flt=Povprecena/10; 
    ULongToStr(Povprecena, Vrstica4, 1, 4); 
    //__delay_ms(30); 
    Lcd_Set_Cursor(4,6); 
    Lcd_Write_Char(Vrstica4[0]); 
    Lcd_Set_Cursor(4,7); 
    Lcd_Write_Char(Vrstica4[1]); 
    Lcd_Set_Cursor(4,8); 
    Lcd_Write_Char(Vrstica4[2]); 
    Lcd_Set_Cursor(4,9); 
    Lcd_Write_Char('.'); 
    Lcd_Set_Cursor(4,10); 
    Lcd_Write_Char(Vrstica4[3]); 
    display_home(); 
    if (get_time(2)==hh_sending & get_time(1)==mm_sending & 
get_time(0)==0x00)  // pogoj za pošiljanje sms-a primerja čas ki ga 
pridobi iz i2c in iz eeproma na 1. in 2. mestu 
    { 
        sprintf(tekst_snd, "Tehtnica: %.1f kg. Napajalna napetost: 
%.2f V.\n", Povp_flt, nap_bat); 
        SMS_Send(tekst_snd);//v tekst se preslika povp_flt in v 
Napajalna napetost se preslika nap_bat. Preslikava je tipa sprintf, 
ki je možen za izpis v sms obliko 
    } 
} 
} 
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void disp_frame_time(void) // prikaz nastavitve časa 
{ 
    Lcd_Clear(); 
    Lcd_Set_Cursor(1,1); 
    Lcd_Write_String("**Nastavitev casa***"); 
    Lcd_Set_Cursor(2,1); 
    Lcd_Write_String("hh:mm        "); 
    Lcd_Set_Cursor(3,1);; 
    Lcd_Write_String("day dd.mm.yy"); 
    Lcd_Set_Cursor(4,1); 
    Lcd_Write_String("Nastavi cas - ENT"); 
        while(RB2==1 && RB5==1) 
    { 
            if (RB3==0) //enter je rb3 
            { 
            unsigned int tm=bcd2dec(get_time(1));// čas min iz bct 2 
dec 
            unsigned int th=bcd2dec(get_time(2)); 
            unsigned int day=get_time(3); 
            unsigned int dd=bcd2dec(get_time(4)); 
            unsigned int dm=bcd2dec(get_time(5)); 
            unsigned int dy=bcd2dec(get_time(6)); 
            unsigned int tmp_str[2]="00"; 
            unsigned int th1; 
              for(a=8; a>0; a--) //izničenje prenihaja 
                { 
            __delay_ms(33); 
                } 
            //nastavitev minut 
            while(RB3==1) 
            { 
                    if (RB2==0) //pritisk tipke 
                    { 
                        tm++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            tm--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (tm >= 59)// če je več kot dovoljeno se 
avtomatsko postavi na 0, tako se nastavlja ves čas v kodi in tudi 
številka 
                        { 
                        tm=0; 
                        } 
                    ULongToStr(tm, tmp_str,1,2); 
                    Lcd_Set_Cursor(2,4); 
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//                    tmp_str=[{tmp_str[1]}, {tmp_str[2]}]; 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(2,3); 
                    Lcd_Write_Char(':'); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
 
            //nastavitev ur 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        th++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            th--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (th >= 24) 
                        { 
                        th=0; 
                        } 
                    ULongToStr(th, tmp_str,1,2); 
                    Lcd_Set_Cursor(2,1); 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(2,3); 
                    Lcd_Write_Char(':'); 
            } 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
         //nastavitev dneva 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        day++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
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                        } 
                    if (RB5==0) 
                        { 
                            day--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (day >= 8) 
                        { 
                        day=0; 
                        } 
                    Lcd_Set_Cursor(3,1); 
 
                switch(day) 
                { 
                    case 1:Lcd_Write_String("NED "); 
                           break; 
                    case 2:Lcd_Write_String("PON "); 
                           break; 
                    case 3:Lcd_Write_String("TOR "); 
                           break; 
                    case 4:Lcd_Write_String("SRE "); 
                           break; 
                    case 5:Lcd_Write_String("CET "); 
                           break; 
                    case 6:Lcd_Write_String("PET "); 
                           break; 
                    case 7:Lcd_Write_String("SOB "); 
                           break; 
                } 
            } 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
             //nastavitev datum dd 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        dd++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            dd--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
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                        } 
                    if (dd >= 32) 
                        { 
                        dd=0; 
                        } 
                    ULongToStr(dd, tmp_str,1,2); 
                    Lcd_Set_Cursor(3,5); 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(3,7); 
                    Lcd_Write_Char('.'); 
            } 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                         //nastavitev mesec 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        dm++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            dm--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (dm >= 13 || dm==0) 
                        { 
                        dm=1; 
                        } 
 
                    ULongToStr(dm, tmp_str,1,2); 
                    Lcd_Set_Cursor(3,8); 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(3,10); 
                    Lcd_Write_Char('.'); 
            } 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
            //nastavitev leto 
            while(RB3==1) 
            { 
                    if (RB2==0) 
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                    { 
                        dy++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            dy--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (dy >= 100 || dy==0) 
                        { 
                        dm=1; 
                        } 
 
                    ULongToStr(dy, tmp_str,1,2); 
                    Lcd_Set_Cursor(3,11); 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(3,13); 
                    Lcd_Write_String("  "); 
            } 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
 
            if (RB5==1) 
            { 
                reset_time();     // reset registra časa v eepromu 
in nastavljanje izbranih vrednosti. Prvi parameter je register, 
drugi pa je vrednost izbrana s tipko 
                set_time(0x00,0x00);      // s 
                set_time(0x01,uint2bcd(tm));      // m 
                set_time(0x02,uint2bcd(th));      // ure                    
set_time(0x03,day);      // dan 
                set_time(0x04,uint2bcd(dd));      // dan 
                set_time(0x05,uint2bcd(dm));      // mesec 
                set_time(0x06,uint2bcd(dy));      // leto 
                Lcd_Set_Cursor(4,1); 
                Lcd_Write_String("Cas nastavljen      "); 
              for(a=60; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
            } 
                Lcd_Set_Cursor(4,1); 
                Lcd_Write_String("Nastavi cas - ENT"); 
            } 
    } 
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} 
 
void disp_frame_rec_no(void)// prikaz izbrane številke 
{ 
    unsigned char vrst[20];    // brajeiz eeproma 
    unsigned short   rec_no1=eeprom_read(0x03); 
    unsigned short   rec_no2=eeprom_read(0x04); 
    unsigned short   rec_no3=eeprom_read(0x05); 
    unsigned short   rec_no4=eeprom_read(0x06); 
    unsigned short   rec_no5=eeprom_read(0x07); 
    unsigned short   rec_no6=eeprom_read(0x08); 
    unsigned short   rec_no7=eeprom_read(0x09); 
    unsigned short   rec_no8=eeprom_read(0x0A); 
    unsigned short   rec_no9=eeprom_read(0x0B); 
    Lcd_Clear(); 
    Lcd_Set_Cursor(1,1); 
    Lcd_Write_String("**Nastavi telefonsko st*"); 
    Lcd_Set_Cursor(2,1); 
// v naslednji funkciji bo izpisal številko iz eeproma. 
rec_no1 bo priredil v " trenutna:vrst" 
    sprintf(vrst, "Trenutna:%1d%1d%1d%1d%1d%1d%1d%1d%1d", rec_no1, 
    rec_no2, rec_no3, rec_no4, rec_no5, rec_no6, rec_no7, rec_no8, 
rec_no9); 
    Lcd_Write_String(vrst); 
    Lcd_Set_Cursor(3,1);; 
    Lcd_Write_String("Nova:"); 
    Lcd_Set_Cursor(4,1); 
    Lcd_Write_String("Nastavi - ENT"); 
        while(RB2==1 && RB5==1) // priprava za nastavitev nove 
številke 
    { 
            if (RB3==0) 
            { 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
            //rec_no1 za prvo številko od devetih 
            while(RB3==1) 
            { 
                    if (RB2==0) //ob tipki + 
                    { 
                        rec_no1++; // se vrednost povečuje 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no1--; // vrednost zmanjšuje 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
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                        } 
                    if (rec_no1 >= 10)Če je vrednost večja od 10 se 
rec_no1 postavi na 0 
                        { 
                        rec_no1=0; 
                        } 
 
                    Lcd_Set_Cursor(3,6); 
                    Lcd_Write_Char(rec_no1+48); // +48 je potrebno 
dodati zaradi zamika na assci kodi, ker se številke začnejo od 48 
naprej, lcd pa izpisuje po assci kodi 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no2 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no2++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no2--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no2 >= 10) 
                        { 
                        rec_no2=0; 
                        } 
 
                    Lcd_Set_Cursor(3,7); 
                    Lcd_Write_Char(rec_no2+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no3 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
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                        rec_no3++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no3--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no3 >= 10) 
                        { 
                        rec_no3=0; 
                        } 
 
                    Lcd_Set_Cursor(3,8); 
                    Lcd_Write_Char(rec_no3+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
 
//rec_no4 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no4++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no4--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no4 >= 10) 
                        { 
                        rec_no4=0; 
                        } 
 
                    Lcd_Set_Cursor(3,9); 
                    Lcd_Write_Char(rec_no4+48); 
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            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no5 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no5++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no5--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no5 >= 10) 
                        { 
                        rec_no5=0; 
                        } 
 
                    Lcd_Set_Cursor(3,10); 
                    Lcd_Write_Char(rec_no5+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
 
//rec_no6 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no6++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no6--; 
                          for(a=8; a>0; a--) 
                            { 
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                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no6 >= 10) 
                        { 
                        rec_no6=0; 
                        } 
 
                    Lcd_Set_Cursor(3,11); 
                    Lcd_Write_Char(rec_no6+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no7 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no7++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no7--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no7 >= 10) 
                        { 
                        rec_no7=0; 
                        } 
 
                    Lcd_Set_Cursor(3,12); 
                    Lcd_Write_Char(rec_no7+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no8 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no8++; 
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                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no8--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no8 >= 10) 
                        { 
                        rec_no8=0; 
                        } 
 
                    Lcd_Set_Cursor(3,13); 
                    Lcd_Write_Char(rec_no8+48); 
            } 
 
              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
//rec_no9 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        rec_no9++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            rec_no9--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (rec_no9 >= 10) 
                        { 
                        rec_no9=0; 
                        } 
 
                    Lcd_Set_Cursor(3,14); 
                    Lcd_Write_Char(rec_no9+48); 
            } 
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              for(a=8; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
 
            if (RB5==1) 
            {   // vrednosti posameznih rec, zapiše v posamezni 
naslov v eepromu od tretjega registra naprej  
              eeprom_write(0x03,rec_no1); 
              eeprom_write(0x04,rec_no2); 
              eeprom_write(0x05,rec_no3); 
              eeprom_write(0x06,rec_no4); 
              eeprom_write(0x07,rec_no5); 
              eeprom_write(0x08,rec_no6); 
              eeprom_write(0x09,rec_no7); 
              eeprom_write(0x0a,rec_no8); 
              eeprom_write(0x0b,rec_no9); 
              Lcd_Set_Cursor(4,1); 
              Lcd_Write_String("Nova st je nast. "); 
              for(a=60; a>0; a--) 
                { 
            __delay_ms(33); 
                } 
            } 
                Lcd_Set_Cursor(4,1); 
                Lcd_Write_String("Nastavi st - ENT  "); 
            } 
    } 
  } 
 
void disp_frame_sendSMS(void)// meni za pošiljanje sms-a 
{//isti način kot pri pogoju časa, le da ga tukaj prižgem z tipko in 
se pošiljanje začne 
    Lcd_Clear(); 
    Lcd_Set_Cursor(1,1); 
    Lcd_Write_String("**Poslji SMS**"); 
    Lcd_Set_Cursor(2,1); 
    Lcd_Write_String("Pritisni tipko ENT"); 
    Lcd_Set_Cursor(3,1);; 
    Lcd_Write_String("za posiljanje SMS"); 
    Lcd_Set_Cursor(4,1); 
    Lcd_Write_String("      "); 
        while(RB2==1 && RB5==1) 
    { 
        if (RB3==0) 
            { 
                DelayAvg=10; 
                Povprecena=0; 
                nap_bat=0; 
 
                    while (DelayAvg>0) 
                    { 
                        DelayAvg--; 
                        ADCValue=ADC_Read(0); 
                        ADCValue=ADCValue>>6; 
                        Povprecena=Povprecena+ADCValue; 
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                        __delay_ms(10); 
 
                    } 
                        ADCValue=ADC_Read(1); 
                        ADCValue=ADCValue>>6; 
                        nap_bat=ADCValue; 
                        __delay_ms(10); 
 
                DelayAvg=10; 
                Povprecena=Povprecena/10; 
                nap_bat=nap_bat*delilnik; 
 
                //prilagoditev skale 
 
                Povprecena=(Povprecena-8)*6 ; 
                Povp_flt=Povprecena/10; 
                sprintf(tekst_snd, "Tehtnica: %.1f kg. Napajalna 
napetost: %.2f V.\n", Povp_flt, nap_bat); 
                SMS_Send(tekst_snd); 
                Lcd_Set_Cursor(2,1); 
                Lcd_Write_String("                     "); 
                Lcd_Set_Cursor(3,1); 
                Lcd_Write_String("Posiljam SMS....      "); 
                for(i=50; i>0; i--) 
                { 
                    __delay_ms(33);  //zakasnitev cca 5 sekund 
                } 
                Lcd_Set_Cursor(2,1); 
                Lcd_Write_String("Pritisni tipko ENT"); 
                Lcd_Set_Cursor(3,1);; 
                Lcd_Write_String("za posiljanje SMS"); 
 
        } 
    } 
} 
 
void disp_frame_send_time(void)  // nastavitev pošiljanja 
{ 
 
    Lcd_Clear(); 
    Lcd_Set_Cursor(1,1); 
    Lcd_Write_String("**Nastavitev casa**"); 
    Lcd_Set_Cursor(2,1); 
    Lcd_Write_String("dnevnega posiljanja"); 
    Lcd_Set_Cursor(3,1); 
    Lcd_Write_String("hh:mm        "); 
    Lcd_Set_Cursor(4,1); 
    Lcd_Write_String("Nastavi cas - ENT"); 
        while(RB2==1 && RB5==1) 
    { 
            if (RB3==0) 
            { 
            unsigned int tm=bcd2dec(eeprom_read(0x01)); 
            unsigned int th=bcd2dec(eeprom_read(0x02)); 
            unsigned int tmp_str[2]="00"; 
            unsigned int th1; 
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          for(a=8; a>0; a--) 
            { 
        __delay_ms(33); 
            } 
            //nastavitev minut 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        tm++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            tm--; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (tm >= 59) 
                        { 
                        tm=0; 
                        } 
                    ULongToStr(tm, tmp_str,1,2); 
                    Lcd_Set_Cursor(3,4); 
//                    tmp_str=[{tmp_str[1]}, {tmp_str[2]}]; 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(3,3); 
                    Lcd_Write_Char(':'); 
            } 
 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
 
            //nastavitev ur 
            while(RB3==1) 
            { 
                    if (RB2==0) 
                    { 
                        th++; 
                          for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
                        } 
                    if (RB5==0) 
                        { 
                            th--; 
                          for(a=8; a>0; a--) 
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                            { 
                        __delay_ms(33); 
                            } 
 
                        } 
                    if (th >= 24) 
                        { 
                        th=0; 
                        } 
                    ULongToStr(th, tmp_str,1,2); 
                    Lcd_Set_Cursor(3,1); 
//                    tmp_str=[tmp_str[1], tmp_str[2]]; 
                    Lcd_Write_String(tmp_str); 
                    Lcd_Set_Cursor(3,3); 
                    Lcd_Write_Char(':'); 
            } 
 
                              for(a=8; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
            if (RB5==1) 
            { 
                eeprom_write(0x01,uint2bcd(tm));      // minute 
                eeprom_write(0x02,uint2bcd(th));      // ure  
                Lcd_Set_Cursor(4,1); 
                Lcd_Write_String("Cas posiljanja nast."); 
                          for(a=40; a>0; a--) 
                            { 
                        __delay_ms(33); 
                            } 
            } 
                Lcd_Set_Cursor(4,1); 
                Lcd_Write_String("Nastavi cas - ENT   "); 
            } 
    } 
} 
 
static unsigned int uint2bcd(unsigned int ival)// pretvorba iz bcd v 
intiger 
 { 
  return ((ival / 10) << 4) | (ival % 10); 
 } 
 
unsigned int bcd2dec(unsigned int bcd) 
{ 
    unsigned int dec=0; 
    unsigned int mult; 
    for (mult=1; bcd; bcd=bcd>>4,mult*=10) 
    { 
        dec += (bcd & 0x0f) * mult; 
    } 
    return dec; 
} 
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9.2 DATOTEKE ».h« 
Clock.h 
#ifndef CLOCK_H 
#define CLOCK_H  // 
void time(unsigned int hours,unsigned int minutes,unsigned int 
seconds); 
void date(unsigned int date, unsigned int month,unsigned int year); 
void day(unsigned int disp); 
void decode(unsigned int val);// potreben zaradi izvoza iz bcd 
pretvarja pa se v decimalno 
void display_home(void);  // doma? zaslon, prikaz ?asa + datum 
#endif  
 
I2c.h 
#ifndef I2C_H 
#define I2C_H 
void i2c_start(void); 
void i2c_restart(void); 
void i2c_device(void); 
unsigned int i2c_read(void); 
void i2c_write(unsigned int data); 
void i2c_stop(void); 
#endif 
 
Lcd.h 
#ifndef LCD_H 
#define LCD_H 
#define RS LATD2   //vhodi izhdoi 
#define EN LATD3 
#define D4 LATD4 
#define D5 LATD5 
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#define D6 LATD6 
#define D7 LATD7 
#define _XTAL_FREQ 8000000 
void Lcd_Port(char a);  //na izhod daje vrednost ,ki jo doolo?i? z 
drugo funkcijo, zgolj funkcija za izhod 
void Lcd_Cmd(char a);   //za po?iljanje komande 
void Lcd_Clear(); 
void Lcd_Set_Cursor(char a, char b);  // postavitev kurzorja a do 4, 
b do 20 
void Lcd_Init(); //inicializacija 
void Lcd_Write_Char(char a); // izpis zgolj enega znaka za potrebe 
menija 
void Lcd_Write_String(char *a);  // izpis zbirke charov 
void Lcd_Shift_Right(); 
void Lcd_Shift_Left(); 
#endif 
 
Menu.h 
#ifndef MENU_H 
#define MENU_H 
 
void disp_frame_home(unsigned char MenuCnt1); 
void disp_frame_time(unsigned char MenuCnt1); 
void disp_frame_date(unsigned char MenuCnt1); 
void disp_frame_sendSMS(unsigned char MenuCnt1); 
void disp_frame_rec_no(unsigned char MenuCnt1); 
 
#endif 
Rtc.h 
#ifndef RTC_H 
#define RTC_H 
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#define RTC_ADR 0b11010000 
#define I2C_READ 1 
#define I2C_WRITE 0 
 
void reset_time(); 
void disp_frame_home(); 
unsigned int get_time(unsigned int address); 
void set_time(unsigned int address, unsigned int x); 
 
#endif 
SMSmodule.h 
#ifndef SMSMODULE_H 
#define SMSMODULE_H 
 
#ifdef __cplusplus 
extern "C" { 
#endif 
#include <xc.h> 
#ifdef __cplusplus 
} 
#endif 
#endif /* SMSMODULE_H */ 
char SMS_vsebina; 
void SMS_Send(char SMS_vsebima) 
    { 
    UART_Write_Text("AT+CMGS=\"040165921\""); 
    UART_Write(0x0D); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
    __delay_ms(33); 
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    UART_Write_Text(SMS_vsebima); 
    UART_Write(0x1A); 
    UART_Write(0x0D); 
    } 
Uart.h 
char UART_Init(const long int baudrate) 
{ 
 unsigned int x; 
 x = (_XTAL_FREQ - baudrate*64)/(baudrate*64); 
 if(x>255) 
 { 
  x = (_XTAL_FREQ - baudrate*16)/(baudrate*16); 
  BRGH = 1; 
 } 
 if(x<256) 
 { 
   SPBRG = x; 
   SYNC = 0; 
   SPEN = 1; 
          TRISC7 = 1; 
          TRISC6 = 1; 
          CREN = 1; 
          TXEN = 1; 
   return 1; 
 } 
 return 0; 
} 
char UART_TX_Empty() 
{ 
  return TRMT; 
} 
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char UART_Data_Ready() 
{ 
   return RCIF; 
} 
char UART_Read() 
{ 
  while(!RCIF); 
  return RCREG; 
} 
void UART_Read_Text(char *Output, unsigned int length) 
{ 
 unsigned int i; 
 for(int i=0;i<length;i++) 
  Output[i] = UART_Read(); 
} 
void UART_Write(char data) 
{ 
  while(!TRMT);  //trmt so postavljeni flagi , ?e so podatki ven iz 
registra 
  TXREG = data; 
} 
void UART_Write_Text(char *text) 
{ 
  int i; 
  for(i=0;text[i]!='\0';i++) 
   UART_Write(text[i]); 
} 
 
