Abstract. We consider modelling indispensable for the development of complex systems. Modelling must be carried out in a formal notation to reason and make meaningful conjectures about a model. But formal modelling of complex systems is a difficult task. Even when theorem provers improve further and get more powerful, modelling will remain difficult. The reason for this that modelling is an exploratory activity that requires ingenuity in order to arrive at a meaningful model. We are aware that automated theorem provers can discharge most of the onerous trivial proof obligations that appear when modelling systems. In this article we present a modelling tool that seamlessly integrates modelling and proving similar to what is offered today in modern integrated development environments for programming. The tool is extensible and configurable so that it can be adapted more easily to different application domains and development methods.
Introduction
We consider modelling of software systems and more generally of complex systems to be an important development phase. This is certainly the case in other engineering disciplines where models are often produced in the form of blueprints. We also believe that more complex models can only be written when the method of stepwise refinement is used. In other words, a model is built by successive enhancement of an original simple "sketch" carefully transforming it into more concrete representations. As an analogy, the first sketchy blueprint of an architect is gradually zoomed in order to eventually represent all the fine details of the intended building. On the way decisions are made concerning the way it can be constructed, thus yielding the final complete set of blueprints. We believe that formal notation is indispensable in such a modelling activity. It provides the foundation on which building models can be carried out, similar to the formal conventions that are used when drawing blueprints. Simply writing a formal text is insufficient, though, to achieve a model of high quality. However, we cannot test or execute a model to verify that the model has the properties that we demand of it. Similarly, we cannot open a window in the blueprint of a building. The only serious way to analyse a model is to reason about it, proving in a mathematically rigorous way that the properties are satisfied.
In order for formal modelling to be used safely and effectively in engineering practice, good tool support is necessary. Present day integrated development environments used for programming do carry out many tasks automatically in the background, e.g. [13] , and provide fast feedback when changes are made to a program text. In particular, there is no need for the user to start processes like compilation. A program is written and then run or debugged without compiling it. We present a tool for Event-B [3] that applies these techniques used in programming to formal modelling. Instead of compilation, we are interested in proof obligation generation and automatically discharging trivial proof obligations. Instead of running a program we reason about models or analyse them.
Verification by proof is not restricted to modelling. It has a long tradition in programming methodology, too, e.g. [17] . Software tools that support formal verification methods in programming have been developed, e.g. [7, 14] . We mention [7] , in particular, because the Boogie architecture presented in the article provides characteristics similar to the Event-B tool. We quote two points from [7] about Boogie and present our view of them:
(1) "Design-Time Feedback". The tool is very responsive and provides almost immediate feedback that easily relates to the program, (resp. model). (2) "Distinct Proof Obligation Generation and Verification phases". This allows decoupling the development of the programming (resp. modelling) method and prover technologies. It also allows the origin of a proof obligation to be traced easily. This is particularly important when proofs fail.
The third point in the list describing Boogie in [7] is "Abstract Interpretation and Verification Condition Generation". The corresponding problem does not exist in the Event-B notation because it has been designed to be very close to the proof obligations by means of which we reason about Event-B. Technical difficulties encountered in Event-B stem more from the support of refinement and from the requirement that proof obligations appear transparent to the user. By transparency we mean that the user should look at the proof obligation as being part of the model. When a proof obligation cannot be proved, it should be almost obvious what needs to be changed in the model. When modelling, we usually do not simply represent some system in a formal notation. At the same time we learn what the system is and eliminate misunderstandings, inconsistencies, and specification gaps. In particular, in order to eliminate misunderstandings, we first must develop an understanding of the system. The situation is quite different when programming. When we start programming we should already understand what we are implementing. We do not look any longer at the system as a whole but only at the parts that we have to implement, and our main concern is doing this correctly. The task of a tool is to point out programming errors to the user. In this article we focus on the Event-B tool. This tool is implemented on top of the RODIN open tools kernel [24] which is developed alongside the Event-B tool. The motivation and background of the RODIN open tools kernel is discussed in Section 1.2.
Existing Tools for Modelling and Proof
We review a selection of formal modelling tools. It is not intended to be complete but to explain the kind of problems that we try to overcome with the Event-B tool described in this article.
The use of general purpose theorem provers with modelling notations like Z [10, 29] , Action Systems [4, 19] , or Abstract State Machines [6, 9] usually requires a lot of expert knowledge in order to make efficient use of them when reasoning about formal models. This is not a problem of bad design of the theorem prover, but more a problem of bridging the gap between the notation and the logic underlying the theorem prover. General purpose theorem provers are well-suited to proving mathematical theorems in mathematical domains. The main problem solved by the theorem prover is to provide efficient ways to prove theorems. They are not specifically geared for modelling or the typical proof obligations associated with modelling. Theorem provers do assume that the problems to be proved, i.e. the proof obligations, are stated by the user and their proofs as such matter to the user. However, if the main interest of the user is modelling, the user is more concerned with understanding and learning about a model than with the proofs. In particular, generation of the proof obligations should be build into the tool to free the user from tedious work of writing them explicitly. In addition, we expect such a tool to be extensible and adaptable to cope with new and changing applications. This is not an issue with a general purpose theorem prover because proof obligation generation is manual anyway. In the Event-B tool we ensure that proof obligation generation remains extensible and adaptable.
Isabelle [23, 30] has been used with Z [10] . Although well-integrated the main problem remains that the user must explicitly specify proof obligations and is responsible for maintaining them. Another problem is that the user must understand the Isabelle logic as well as that of Z. To some degree this is alleviated by the Isar language [22] that extends Isabelle with more legible proofs. Similarly, abstract state machines (ASM) have been used with the KIV theorem prover [6] . The refinement theory used with ASM is stated in KIV and the user has to state the relevant theorems (proof obligations). When dealing with large models the amount of proof obligations is simply to high to load the user with this task [5] . Our tool overcomes these problems by maintaining proof obligations and by providing a prover that is tailored for first-order logic and set theory (which are the basic mathematical theories of Event-B). In the design of the tool great care has been taken to easily relate proof obligations to a model, so that the user can quickly return to the model when a proof fails. The prover interface has also been designed to appear as natural as possible to the user. It gives a graphical representation of a sequent calculus for classical logic that has been further developed from the Click'n'Prove tool [2] . The major shortcoming of Click'n'Prove is that it is built on top of a theorem prover that executes proof scripts. As a consequence, feedback to the user is slow. In addition, the user must explicitly start tools to type-check a model, or generate proof obligations for it. Because the proof obligation generator has been developed for models of sequential programs with the B-Method [1] , some proof obligations have variables renamed or are rewritten to a point where they are difficult to relate to the model. This violates our requirement for transparency. Following the experience with Click'n'Prove, we have also simplified Event-B (see Section 2) so that it does not hinder the design of a transparent proof obligation generator. In the Event-B tool, models are stored in a repository and manipulated like spread sheets. Furthermore, all elements of a model (e.g. invariants, axioms) are named. This makes it possible for the tool to analyse models differentially, only generating proof obligations when necessary. The proof obligations are connected to the model by referring to involved repository elements.
The Z/EVES system [26] has a graphical front-end for Z specifications. It has automatic support for type-checking and some related properties. Although its prover is part of the tool, the user is responsible for stating relevant proof obligations. Z/EVES mostly provides a good interface for entering models graphically but less so for reasoning about them.
The approach of embedding a modelling notation into a general purpose theorem prover [10] like Isabelle [23] or Coq [8] provides a strong logical foundation. This is very satisfactory from a logicians point of view. From an industrial point of view, logical soundness is only one design consideration. We also need reactivity, i.e. immediate feedback, speed, and a notation and logic that is familiar to the user of the tool. This is very difficult to achieve in embedded designs. In the area of safety-critical embedded software, the approach of directly implementing provers has been proved fruitful. The Atelier B tool [11] has been used in large scale industrial projects, e.g. [5] .
The Significance of Extensibility and Configurability
We take the view that no one tool can solve all our development problems and that it is important to apply a range of tools in a complementary way in rigorous development. For example, it makes sense to apply model checking as a pre-filter, before applying a theorem prover to a proof obligation. Similarly the use of a diagrammatic views (e.g., UML) of a formal model can aid with construction and validation. Many analysis tools, such as model checkers, theorem provers, translation tools (e.g., UML to B and code generators), have been developed, some of which are commercial products and some research tools. However a major drawback of these tools is that they tend to be closed and difficult to use together in an integrated way. They also tend to be difficult for other interested parties to extend, making it difficult for the work of a larger research community to be combined. Our aim with the RODIN open tools kernel is to greatly extend the state of the art in formal methods tools, allowing multiple parties to integrate their tools as plug-ins to support rigorous development methods. This is likely to have a significant impact on future research in formal methods tools and will encourage greater industrial uptake of these tools.
As well as supporting the combination of different complementary tools, openness and customizability is very important in that it will allow users to customize and adapt the basic tools to their particular needs. For example, a car manufacturer using Event-B to study the overall design of a car information system might be willing to plug some special tools able to help defining the corresponding documentation and maintenance package. Likewise, a rocket manufacturer using Event-B might be willing to plug a special tool for analysing and developing the failure detection part of its design.
The Event-B Method
Event-B is defined in terms of a few simple concepts that describe a discrete event system and proof obligations that permit verification of properties of the event system. We present the notation using some syntactical conventions. The keywords when, then, end, and so on, are just delimiters to make the textual representation more readable. Introduction of a syntax in the definition of the notation would make it much more difficult to extend the notation, e.g. by introducing probabilities [21] .
An Event-B model consists of contexts and machines. In this description we focus on machines. A complete description of Event-B can be found in [3] .
Contexts contain the static parts of a model. These are constants and axioms that describe the properties of these constants.
Machines contain the dynamic parts of a model. A machine is made of a state, which is defined by means of variables. Variables, like constants, correspond to simple mathematical objects: sets, binary relations, functions, numbers, etc. They are constrained by invariants I(v) where v are the variables of the machine. Invariants are supposed to hold whenever variable values change. But this must be proved first (see Section 2.1).
Besides its state, a machine contains a number of events which show the way it may evolve. Each event is composed of a guard and an action. The guard is the necessary condition under which the event may occur. The action, as its name indicates, determines the way in which the state variables are going to evolve when the event occurs.
An event may be executed only when its guard holds. Events are atomic and when the guards of several events hold simultaneously, then at most one of them may be executed at any one moment. The choice of event to be executed is non-deterministic. Practically speaking, an event, named evt, is presented in one of the three following simple forms:
where P (. . .) is a predicate denoting the guard, t denotes some variables that are local to the event, and S(. . .) denotes the action that updates some variables. The variables of the machine containing the event are denoted by v.
The action consists of a collection of assignments that modify the state simultaneously. An assignments has one of the following three simple forms:
Assignment
Before-After Predicate
where x are some variables, E(. . .) denotes an expression, and Q(. . .) a predicate. Simultaneity of the assignments is expressed by conjoining the before-after predicates of an action. Variables y that do not appear on the left hand side of an assignment of action do not change. Formally this is achieved by conjoining y = y to the before-after predicate of the action. Note, that Event-B requires actions to be feasible under the guard of the corresponding events. For instance, for the non-deterministic assignment we must prove
where I(v) is the invariant of the machine and P (t, v) the guard of the event.
In order to be able to provide better tool support invariants, guards, actions are lists of named predicates and assignments. These names can be used to refer to these objects from within the documentation of a machine. But foremost, these names are used to identify all objects and provide helpful information about the origin of proof obligations in the prover interface. The different predicates in the list are implicitly conjoined.
Consistency of a Machine
Once a machine has been written, one must prove that it is consistent. This is done by proving that each event of the machine preserves the invariant. More precisely, it must be proved that the action associated with each event modifies the state variables in such a way that the modified variables satisfy the invariant, under the hypothesis that the invariant holds presently and the guard of the event is true. For a machine with state variable v, invariant I(v), and an event when P (v) then v := E(v) end the statement to be proved is the following:
Note that, in practice we carry out a decomposition of (1) according to the lists of named invariants, guards, and actions. So statement (1) is not the proof obligation the user gets to see. Instead the user sees a collection of simpler proof obligations.
Refining a Machine
Refining a machine consists of refining its state and its events. A concrete machine (with regards to the more abstract one) has a state that should be related to that of the abstraction by a so-called glueing invariant, which is expressed in terms of a predicate J(v, w) connecting the abstract state represented by the variables v and the concrete state represented by the variables w.
Each event of the abstract machine is refined to one or more corresponding events of the concrete one. Informally speaking, a concrete event is said to refine its abstraction (1) when the guard of the former is stronger than that of the latter (guard strengthening), (2) and when the glueing invariant is preserved by the conjoined action of both events. In the case of an abstract event abs and a corresponding concrete event con of the form abs = when P (v) then v := E(v) end con = when Q(w) then w := F (w) end , the statement to prove is the following:
where I(v) is the abstract invariant and J(v, w) is the glueing invariant.
Similarly to (1) the user never gets to see (2) but only the decomposed form.
Adding New Events in a Refinement
When refining a machine by another one, it is possible to add new events. Such events must be proved to refine a dummy event that does nothing (skip) in the abstraction. Moreover, it may be proved that the new events cannot collectively take control forever. For this, a unique variant expression V (w) has to be provided, that is decreased by each new event. In case the new event has the form: evt = when R(w) then w := G(w) end , the following statements have to be proved:
where we assume that the variant expression is a natural number (but it can be more elaborate).
More on Event-B
We have kept the presentation of Event-B concise in order to avoid too many definitions. The article [3] provides more detail. The work on Event-B originates in the Action System formalism [4] . So techniques developed for Action Systems can often also be used with Event-B. However, unlike Action Systems the distinguishing characteristic of Event-B is that the notation has been designed with efficient tool support in mind. Action Systems impose less restrictions in modelling but are difficult to support efficiently by means of a software tool.
The Event-B Modelling Tool
The software tool support for Event-B should not be just another theorem prover. It should be a modelling tool that constrains modelling activity as little as possible. Powerful theorem provers are available [8, 12, 16, 23] but not enough attention has been paid in formal methods to tool support for the modelling activity per se. Traditionally, it is assumed that one begins a formal development with a specification and develops it into a correct implementation. The flaw in this description is that, initially, there is no specification. Writing a specification involves making errors. The Event-B modelling tool takes this into account by being reactive and efficiently supporting incremental changes to models. Development towards an implementation will profit from this, too. In fact, we consider both, writing a specification and implementing it, to be part of the modelling activity.
Modelling the Modelling Tool. Although, we do not have translators that could generate plug-ins for the RODIN platform, modelling its components is still useful. As a matter of fact, formal models for most kernel components concerned with Event-B have been created before they were implemented. Some models use Event-B itself, but not all. In this section we also describe the different models that have been created and discuss their use and usefulness.
Architecture of the Tool. The tool for Event-B (see Figure 1) is incorporated into the RODIN platform which is an extension of the Eclipse platform. We do not explain Eclipse in this article but only refer to the existing literature [15] . 
The RODIN Core
The RODIN Core consists of two components: the RODIN repository and the RODIN builder. These two components are tightly integrated into Eclipse based on designs derived from the Java Development Tools of Eclipse. Informal specifications for the repository and the builder have been developed. Their functionality is simple. They are however very dependent on the resources and concurrency model of Eclipse. Neither the repository nor the builder make any assumptions about elements being stored. In particular, they are independent of Event-B. The use of a repository instead of a fixed syntax for the modelling notations makes extending, e.g. Event-B, much easier. It is not necessary to change the syntax or to make extensions inside comments (in order not to change the syntax). The RODIN repository manages persistence of data elements. There is a simple correspondence between data elements in form of Java objects and their persistent storage in XML files. The main design characteristic of the RODIN repository is easy extensibility.
The RODIN builder schedules jobs depending on changes made to files contained in the RODIN repository. The builder concept is supplied by the Eclipse platform. It is responsible for automatically launching jobs in the background to achieve higher responsiveness. The builder can be extended by adding new tools to it that keeps derived data elements in the RODIN repository up to date.
The Event-B Library Packages
Event-B as a whole does not have a syntax that needs to be parsed. Event-B models are kept in a repository. However, the mathematical notation used, e.g., in invariants or guards, has a syntax. It is specified by an attributed grammar that is used to produce the abstract syntax tree (AST) package. The grammar has not been specified in Event-B, although, in principle this should be possible similarly to the technique proposed by Lamport based on TLA+ [18] .
The sequent prover (SEQP) library provides the proof engine. It contains the necessary data types, notably the sequent data type, some inference rules and support for tactics. The inference rules have been chosen to represent proof trees that can be easily manipulated in interactive proofs (see Section 3.4).
The Event-B Core
The Event-B Core consists of three components: the static checker (SC), the proof obligation generator (POG), and the proof obligation manager (POM). Their connection is shown in Figure 2 and their purpose is described below. The scheduling of the three components is taken care of by the RODIN builder (see Section 3.1).
The static checker for Event-B analyses Event-B contexts and Event-B machines and provides feedback to the user about syntactical and typing errors in them. The mathematical notation of Event-B is specified by a context-free grammar, whereas the rest of Event-B is specified by a graph grammar based on the repository elements. The static checker rejects data elements that do not satisfy the Event-B grammar and produces error messages. It does, however, accept machines and contexts that only partially satisfy the grammar. It filters (and annotates) data elements that are grammatically correct for use by the proof obligation generator that is described in the next paragraph. The static checker can be extended by rejecting more elements and by dealing with new elements that can be added to the repository.
The proof obligation generator for Event-B is specified in a simplified notation used with generalised substitutions described in [1] . Compared to the classic B Method [1] , Event-B has been simplified with proof obligation generation in mind. The specification of the proof obligation generator does not just serve for its implementation, it has also inspired some simplifications of the mathematical notation. The proof obligation generator produces proof obligations that have already been simplified. This makes them easier to prove automatically and to read in case automatic proof fails. Information about the origin of a proof obligation in a model is also provided in order to easily relate them to the model. The role of the static checker is to filter all elements from the repository that would cause errors in the proof obligation generator. Separating the two yields a much simplified proof obligation generator. This separation is similar to that of front-end and code generator in a compiler.
The proof obligation manager keeps track of proof obligations and associated proofs. It offers three functionalities:
(1) it matches existing proofs with proof obligations that have changed;
(2) it discharges proof obligations automatically (i.e. without user interaction) if possible; (3) it provides an interface for interactive proof, in particular, proof tree manipulation.
The functionality referred to in Figure 2 concerns points (1) and (2) . Support for interactive proof (3) is used by the graphical user interface (see Section 3.4).
The Graphical User Interface
The graphical user interface consists of two parts: one user interface for modelling (MUI) and one user interface for proving (PUI). Figure 3 shows how the core components and the user interface are integrated. The proving user interface The two user interfaces are connected by the tool chain of the Event-B core. They are available to the user in form of Eclipse perspectives between which the user can switch easily. The two perspectives are seamlessly integrated so that it is not suggested that modelling and proving are different activities. The user is intended to perceive reasoning about models as being part of modelling. Proof obligations are equipped with hypertext links so that the user can select instantaneously modelling elements related to that proof obligation.
On Openness
Integrating formal methods requires a lot of foresight. We would like the integrated method to be used for years to come, estimating where the integrated method could be useful and making reasonable restrictions on the development processes in which it would be used. Next we would develop a tool that would support the integrated method to support its use. Can this work? Being pessimistic about our capacity of predicting the future and the ability to dictate changes, radical or not, to industries that could profit from the integrated method, we choose not to integrate in advance. Instead, we propose an approach where the method from which we depart is open with respect to extensions and even changes. We have the same requirement for the accompanying tool to be open for extension and change. By adopting the open source model, we allow users to integrate their own tools into the tool.
In this section we outline the construction of a small Event-B model using the tool. Our aim is to illustrate the reactive nature of the support provided by the tool as we incrementally construct the model.
The model is of a system for checking registered users in and out of a building. We start the construction of the model by dealing only with registration of users. In the tool we create a new context and introduce a given set U SER in the context. We create a new machine and add a variable register to the machine to represent the set of registered users. We create an invariant to type the register:
We also create an event to add a new user to the register:
Notice that the guard of this event ensures that the new user is not already in register.
With the above elements (set U SER, variable register, invariant inv1 and event Register) added to the project, the only error message we get is that the register variable has not been initialised. This is remedied by adding the action register := ∅ to the machine initialisation. The resulting model results in 2 proof obligations, both of which are automatically discharged. Now we add variables to represent the set of people who are in the building (in) and those that are outside the building (out). These are typed through the following invariants:
We ensure that in and out are initialised to be empty. We have an obvious requirement that a user cannot be simultaneously inside and outside the building so we add a further invariant:
The resulting model now gives rise to 7 proof obligations all of which are discharged automatically.
We add events to model users entering and leaving the building. Our first attempt at the Enter event is Enter = any u where
This event gives rise to 3 new proof obligations, 1 of which is not automatically discharged. Using the proof obligation explorer we can inspect this unproved proof obligation and see that it has hypotheses and a goal as follows:
Clearly this cannot be proved so either the invariant it is associated with (inv4) is wrong or the Enter event is wrong and one or both need to be changed. The obligation explorer provides hyperlinks to both inv4 and Enter to facilitate any changes to either. In this case we decide that the error is in the Enter operation since we neglected to remove the user from the variable out. We remedy this by clicking on the link to the Enter event and adding the following action to this event:
This addition results in all 10 proof obligations being discharged automatically. Note that having a proof obligation that is not automatically discharged does not necessarily mean there is an error in the model. It may be that the proof obligation can be proved using the interactive prover.
A further requirement on the model is that each registered user must either be inside or outside the building. Our existing invariants are not sufficient to express this property so we add a further invariant:
This addition gives rise to 3 new proof obligations, 1 of which is not automatically discharged:
Clearly this obligation is not provable: if u is not in register, then it is not in in ∪ out. The obligation explorer tells us that this proof obligation arises from both inv5 and the Register event. Inspection of the Register event shows that it adds a user u to register but not to either in or out. We remedy this by deciding that newly registered users should be recorded as being outside the building and adding the following action to the existing Register event:
The resulting model gives rise to 14 proof obligations, all of which are automatically discharged.
We have now completed our construction of the small Event-B model. With the old style tools for B, after constructing the model, we would have separately invoked the proof obligation generator and then the automatic prover. With our new Event-B tool, this is taken care of automatically as we construct the model. Our experience is that by making use of the feedback from the tool as we construct the model, e.g., the unproved proof obligations, we are guided towards construction of a model that has less errors and is more easily proved than if we were to delay any proof analysis until after constructing the full model.
Extensions
The RODIN open tools platform will allow other parties to integrate their tools, such as model checkers and theorem provers, as plug-ins to support rigorous development. This will allow many researchers to contribute to the provision of a comprehensive integrated toolset and we believe it will encourage greater industrial uptake of these tools. Along with the open tools platform, RODIN is developing a collection of plug-in tools to be integrated in the RODIN platform [25] . Developing these plug-in tools has two major aims:
-To provide extra functionality on top of the core platform to support more fully the application of the RODIN methodology being. This section outlines our initial effort at providing a collection of plug-in tools.
Animation and Model-Checking
The ProB animator and model checker has been presented in [20] . Based on Prolog, the ProB tool supports automated consistency checking of B machines via model checking. For exhaustive model checking, the given sets must be restricted to small finite sets, and integer variables must be restricted to small numeric ranges. This allows the checking to traverse all the reachable states of the machine. ProB can also be used to explore the state space non-exhaustively and find potential problems. The user can set an upper bound on the number of states to be traversed or can interrupt the checking at any stage. ProB will generate and graphically display counter-examples when it discovers a violation of the invariant. ProB can also be used as an animator of a B specification. So, the model checking facilities are still useful for infinite state machines, not as a verification tool, but as a sophisticated debugging and testing tool.
The interactive proof process with the B tools can be quite time consuming. We see one of the main uses of ProB as a complement to interactive proof in that errors that result in counterexamples should be eliminated before attempting interactive proof. For finite state B machines it may be possible to use ProB for proving consistency without user intervention. We also believe that ProB can be very useful in teaching B, and making it accessible to new users. Finally, even for experienced B users ProB may unveil problems in a specification that are not easily discovered by existing tools.
Unified Modelling Language
The UML-B [27] is a profile of UML that defines a formal modelling notation. It has a mapping to the Event B language. UML-B consists of class diagrams with attached statecharts, and an integrated constraint and action language, called µB, based on the Event B notation. UML-B provides a diagrammatic, formal modelling notation based on UML. The popularity of the UML enables UML-B to overcome some of the barriers to the acceptance of formal methods in industry. Its familiar diagrammatic notations make specifications accessible to domain experts who may not be familiar with formal notations. UML-B consists of:
-A subset of the UML -including packages, class diagrams and state charts -Specialisations of these features via stereotypes and tagged values, -Structuring mechanisms (systems, components and modules) based on specialisations of UML packages -UML-B clauses -a set of textual tagged values to define extra modelling features for UML entities, -µB -an integrated action and constraint language based on Event B, -Well-formedness rules The U2B [27] translator converts UML-B models into Event B models. Translation from UML-B into Event B enables the Event B checkers and provers to be utilised. Since the B language is not object-oriented, class instances must be modelled explicitly in the generated B. Attributes and associations are represented as variables whose type is a function from the class instances to the attribute type or associated class. Operation behaviour may be represented textually in µB, as a state chart attached to the class, or as a simultaneous combination of both. Further details of UML-B are given in [27] . Examples of previous case studies using UML-B and U2B are given in [27, 28] .
More
Other plug-ins currently under development in RODIN include a petri-net based model checker for an integration of B and the π-calculus, documentation tools for B models, graphical animation tools, code generation tools and test generation tools.
Conclusion
We have presented the architecture of a modelling tool that offers the same comfort for writing models as do modern integrated development environments for programming.
We believe that modelling will remain difficult. This does not mean, however, that it is impossible to develop a productive modelling tool. Programming is difficult, too. Still we have very efficient programming tools. But we also have many people who simply got used to the difficulties of programming. Hopefully, they will also get used to the difficulties of modelling when appropriate tools are available.
The Event-B tool presented in this article provides a seamless integration between modelling and proving. This is important for the user to focus on the modelling task and not on switching between different tools. The purpose of modelling is not just to write a specification. It also serves to improve our understanding of the system being modelled. The Event-B tool tries to reflect this view by providing a lot of help for exploring a model and reasoning about it.
The tool is extensible and configurable because we cannot predict future uses of Event-B. The architecture has been designed to make this as easy as possible to invite users who need a (formal) modelling tool tailor it to their needs. We hope this will make it possible to employ the tool in very different development processes.
