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Abstract
This paper presents a framework for providing context-aware services in public spaces, e.g., museums. The
framework is unique to other existing context-aware systems in implementing services as mobile agents and support-
ing groups of users in addition to single users. It maintains a location model as containment relationships between
digital representations, called virtual counterparts, corresponding to people, terminals, or spaces, according to their
locations in the real world. When a visitor moves between exhibits in a museum, it dynamically deploys his/her ser-
vice provider agents at computers close to the exhibits via virtual counterparts. When two visitors stand in front of an
exhibit, service-provider agents are mutually executed or conﬁgured according to which of these the services are for.
To demonstrate the utility and eﬀectiveness of the system, we constructed location/user-aware visitor-guide services
and experimented with them for two weeks in a public museum.
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1. Introduction
Many of the early applications of pervasive computing have focused on interaction between individual users and
their environments. They have paid little attention to environments that might eﬀectively sense and respond to groups
of co-located people. However, much of our time is spent in shared physical spaces, e.g., oﬃces, factories, schools,
and public spaces, so it is important to consider how an environment might eﬀectively sense and respond to groups of
co-located people as well as individual people.
When there are multiple users in a space, context-aware services should be customized to according to the combi-
nation of people in current places in addition to the people themselves. For example, when a married couple stands in
front of digital signage, advertising content displayed on the signage should be speciﬁc to neither mens’ nor women’
items. When a visitor stands in front of an exhibit in a museum, where another visitor is already standing, annotation
services provided from a terminal close to the exhibit may be provided to the existing visitor, and then sequentially to
the new visitor or customized to the two visitors.
This paper presents a framework for providing context-aware services to not only individual people but also
groups of co-located people in speciﬁed spaces. Since such services tend to depend on the co-location of people,
the framework maintains a location model for the real world. The model is maintained as a structural organization
of virtual counterparts for spaces, people, physical entities, and terminals, according to the containment relationships
between the locations of their targets in the real world. This framework supports location-aware communications
between people and between people and computers, in the sense virtual counterparts can only communicate with
other counterparts when the targets, e.g., people and computers, are in the same spaces, e.g., rooms or ﬂoors.
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2. Basic Approach
This section describes basic ideas behind the framework presented in this paper.
2.1. Example Scenario
Suppose a context-aware visitor-guide system is in a museum. Most visitors to museums lack suﬃcient knowledge
about exhibits in the museum and they need supplementary annotations on these. However, as their knowledge and
experiences are varied, they may become puzzled (or bored) if the annotations provided to them are beyond (or
beneath) their knowledge or interest. User-aware annotation services about exhibits are required. For example, when
a user stands in front of an exhibit, an annotation service about the exhibit is provided in his/her personal form on a
stationary terminal close to the exhibit. However, there are multiple users in public spaces. Suppose a visitor arrives
in front of an exhibit, where another visitor is standing and receiving an annotation service from a terminal there.
We have several approaches to solving this. 1) After the annotation service for the existing visitor has ﬁnished, an
annotation service for the new visitor is provided. 2) The annotation service for the existing visitor is shared by and
customized to the existing and new visitors. In fact, we constructed and provided such a context-aware visitor-guide
system to several museums [? ]. This problem was serious during rush hours at the museums.
2.2. Design Principles
To provide services according to groups of co-located people, we need to model the locations of the people and
the terminals that provide the services. This framework maintains a symbolic location model about their locations to
select and customize services.
The model is unique to other location models, because it is maintained as a structural relationship between pro-
grammable entities, called virtual counterpart objects, corresponding to people, physical entities, and places in the
real world. Each counterpart object is a programmable entity and has one or more slots, where each of the slots
can contain at most a counterpart object that satisﬁes their speciﬁcations (Fig. ??. Like data type in programming
languages, each slot can only hold the counterpart that has its speciﬁed properties inside it.
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Figure 1: Virtual counterpart objects
Our framework uses the spatial co-location of physical entities as a primary attribute for selecting communica-
tion partners. Communication partners, including terminals, should also be selected according to their co-locations.
Co-locations between people and terminals are modeled as a spatial relationship between the virtual counterparts cor-
responding to the people and the terminals. The framework allows us to explicitly deﬁne the conditions that activate
and conﬁgure services provided to the groups of people in the same space. The conditions are deﬁned as a combina-
tion of the relationships between slots in a counterpart. As seen in Figure ??, each slot has one input port and one or
more output ports to receive or issue events. The output ports can be classiﬁed into three types.
• Arriving port: When a slot receives a counterpart, it issues an event to another counterpart from the port.
• Staying port: When a slot holds a counterpart, it periodically issues events to another counterpart from the port.
• Left port: When a slot sends a counterpart, it issues an event to another counterpart from the port.
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The framework enables us to deﬁne a one-to-one connection from each of the output ports of a slot to be explic-
itly connected to the input port of another slot contained in the same counterpart. Also, we introduce many-to-one
connections, in the sense they have multiple input ports and one output port. There are two types of connections:
• And connections: When a slot receives events from all its input ports, it issues an event to its output port.
• Or connections: When a slot receives events from at least one of its input ports, it issues an event to its output
port.
Context-aware communication between counterparts are deﬁned as a graph notation consisting of connections be-
tween ports.
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Figure 2: Slot and connection
3. Design and Implementation
Our framework consists of four subsystems: 1) context-aware directory servers, called CDSs, 2) virtual counterpart
management systems, 3) agent runtime systems, and 4) service provider objects. The ﬁrst is responsible for reﬂecting
changes in the real world and the location of users when services are deployed at appropriate computers. Our system
can consist of multiple CDSs, which are individually connected to other servers in a peer-to-peer manner. Each CDS
only maintains up-to-date information on partial contextual information instead of on tags in the whole space. The
second manages a structure of virtual counterparts according to up-to-date information on the state of the real world,
such as the locations of people, places, and things.
The third runs on stationary computers, which are located at speciﬁed spots close to exhibits in a museum and
are equipped with user-interface devices, e.g., display screens and loudspeakers. The subsystem is responsible for
executing and migrating service-provider objects, like existing runtime systems for mobile agents [? ]. The fourth is
an autonomous entity that deﬁnes application-speciﬁc services for visitors. It is implemented as one or more mobile
agents. Virtual counterparts are used as forwarders in the sense that they migrate mobile agents from one terminal
to the next. The framework deploys and executes mobile agents at computers near the positions of the users instead
of at remote servers. As a result, mobile agent-based content can directly interact with users, where RPC-based
approaches, which other existing approaches are often based on, must have network latency between computers and
remote servers. Mobile agents can help to conserve these limited resources, since each agent only needs to be present
at the computer while the computer needs the content provided by that agent.
3.1. Location-sensing systems
The framework itself is independent of any location-sensing system. The management system has interfaces for
monitoring its underlying location-sensing systems. Tracking systems can be classiﬁed into two types: proximity and
lateration. The ﬁrst approach is used to detect the presence of objects within known areas or close to known points, and
the second is used to estimate the positions of objects from multiple measurements of the distance between known
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points. The CDSs support the two types, but they map the geometric information measured by the latter sensing
systems to speciﬁed areas, called spots, where the exhibits and the computers that play the annotations are located.
This is because most context-aware services in public spaces should be provided within speciﬁed spaces rather than
at speciﬁed geometric points. Each CDS has its own local database to maintain the locations of visitors and their
agents. When a CDS detects the presence/absence of people, physical entities, or computers, it tries to discover virtual
counterparts corresponding to them by sending other CDSs and runtime systems for virtual counterparts through UDP
multicast communications.
3.2. Virtual counterpart management
The framework itself is independent of programming languages, but the current implementation uses Java (J2SE
version 1.5 or later versions) as an implementation language to deﬁne the framework itself and virtual counterparts.
Figure ?? outlines the basic structure of a management system for the framework.
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Figure 3: Virtual counterpart tree and runtime system
The framework manages a location model as an acyclic-tree structure of virtual counterparts, where each virtual
counterpart can be deﬁned as a self-contained computing entity without any description of a counterpart hierarchy.
The management system provides a container for the counterpart corresponding to a virtual counterpart. The container
technology developed by Enterprise Java Beans provides interfaces for components and enables them to transparently
adapt to runtime services, e.g., it manages transactions. That is, this framework provides each agent corresponding
to a counterpart with a wrapper, called a tree container. Each container includes its target agent, its attributes, and
containment relationships between itself and its parent container and between itself and its child containers. As a
result, a hierarchy of containers is maintained in the form of a tree structure, which has the component tree nodes of
containers.
3.3. Virtual counterpart
Each virtual counterpart is deﬁned as a mobile agent and a whole or part hierarchy of counterparts is maintained
as an acyclic-tree structure of virtual counterparts. The framework provides agent runtime system(s) on computer(s).
The system is responsible for managing and exchanging virtual counterparts and controls messages or counterparts
with runtime systems running on diﬀerent computers (if the framework is maintained in one or more computers). The
runtime system was designed for this framework, but it is similar to other existing Java-based mobile agent systems.
Each agent can have one or more activities implemented using the Java thread library. The system can control all
the components in its container hierarchy, under the protection of Java’s security manager. Furthermore, the system
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maintains the life cycle of the agents: initialization, execution, suspension, and termination. When the life cycle state
of an agent changes, the system issues certain events to the agent and its descendent agents.
Counterpart migration within a container hierarchy occurs merely as a transformation of the tree structure of
the container hierarchy. When one counterpart is moved to another in the same computer, a sub-tree, whose root
corresponds to its container and branches, including counterparts, is migrated to the container that maintains the
destination. When a counterpart can be deployed in another sub-tree maintained on another computer, the system
marshals the state of the counterpart, e.g., instance variables and the counterpart embedded within its container sub-
tree, into a bit-stream and transmits their serialized state program code through TCP sessions by using the underlying
mobile agent runtime system.
3.4. Context-aware communication
Each service should be activated through connections between slots for target people or physical entities and the
slot that contains it. Each slot in a virtual counterpart has its attributes and can hold at most one virtual counterpart
that can satisfy the attributes. Although the attributes can be explicitly deﬁned, the current implementation supports
built-in attributes corresponding to users, unknown visitors, administrators, terminals, and services. Each slot also
has more output ports and one input port to receive events. The former ports issue events at certain changes in the
structure of counterparts and the latter port forwards receiving events to the counterparts contained in its ports. All
connections are maintained as event queues between their source slots and their destination slots. Connections are
deﬁned in LISP-like expressions and then these are evaluated by using a LISP-based interpreter.
3.5. Service-provider object
Virtual counterparts corresponding to terminals deploy service-provider objects at the terminals. Each service-
provider object is automatically deployed at and maintains per-user preferences on a user and records his/her behav-
iors, e.g., exhibits that they have looked at. The service-provider object can also deﬁne user-personalized services
adapted to the user and access location-dependent services provided at its current computer. Each service-provider
object is spatially bound to, at most, one user. When a user gets closer to an exhibit, our system detects his/her migra-
tion by using location-sensing systems and then instructs the user’s counterpart objects to migrate to a computer close
to the exhibit. Mobile agents help to conserve limited resources, because each service-provider object only needs to
be present at the computer for the duration the computer needs the services provided by that service-provider object.
The framework is open to deﬁne connections as long as they are subclasses of the classes for built-in connections.
3.6. Basic performance
Although the current implementation was not built for performance, we measured some costs of the system. The
latency in discovering and instructing a virtual counterpart object attached to a tag after the CDS had detected the
presence of the tag was 420 ms and the respective cost of migrating of a null service-provider object (5-KB object
zip-compressed) and a practical service-provider object (1.2-MB object, zip-compressed) between the two computers
over a TCP connection was 35 ms and 430 ms. This evaluation was operated with three computers (Intel Core 2 Duo 2
GHz with Windows XP Professional and JDK 1.6) connected via a 1G-Ethernet. This cost is reasonable for migrating
objects between computers to that follow visitors moving between exhibits. The cost of communication via slots is
less than 3 ms.
4. Experience
We constructed and carried out an experiment at the Museum of Nature and Human Activities in Hyogo, Japan,
using the proposed system. We did the experiment over two weeks. Each day, more than 60 individuals or groups
took part. The experimental environment provided several spots in front of exhibits, which were specimens of stuﬀed
animals, e.g., a bear, deer, racoon dog, and wild boar in an exhibition room of the museum.1 Each spot could provide
animation-based annotative content about the animal, e.g., their ethology, footprints, feeding, habitats, and features,
close to its location and each had a terminal and Spider’s active RFID reader with a coverage range that almost
corresponded to the space, as shown in Fig. ??.
1The number of spots and their locations depend on the target environments, e.g., museums.
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Figure 4: Spot at Museum of Nature and Human Activities in Hyogo.
The experimental system provides each visitor or group of visitors with colored pendants including RFID tags. A
counterpart is spatially attached to a pendant assigned to each visitor. These pendants are colored, e.g., green, orange,
or blue. Each spot has three kinds of slots. The ﬁrst can contain counterparts for visitors, the second can contain
counterparts for terminals that can execute services, and the third can contain counterparts for museum staﬀ. These
slots have the connections shown in Figure ??.
For example, suppose that a visitor enters a spot with the specimen of a racoon dog and a terminal is located in
the spot. His/her virtual counterpart is migrated to the slots for visitors’ counterparts and service-provider objects are
contained in the slots for terminals. A service-provider object is activated according to the connection for the slot for
service 1 in Figure ??. When another visitor enters the spot, his virtual counterpart is migrated to the slot for visitors
in the counterpart corresponding to the spot. The connection executes a service for newly arriving visitors after it
executes services for existing visitors. The connection for the slot for services in Figure ?? blocks executing services
when speciﬁed conditions are satisﬁed even when some visitors have arrived.
5. Related Work
Many academic projects for public spaces, including museums, have provided portable multimedia terminals or
PDAs to visitors. These have enabled visitors to interactively view and operate annotated information displayed on
the screens of their terminals, e.g., the Electronic Guidebook, [? ], the Museum Project [? ], the Hippie system [? ],
ImogI [? ], and Rememberer [? ]. They have assumed that visitors are carrying portable terminals, e.g., PDAs and
smart phones, and they have explicitly input the identiﬁers of their positions or nearby exhibits by using user interface
devices, e.g., buttons, mice, or the touch panels of terminals. However, such operations are diﬃcult for visitors,
particularly children, the elderly, and handicapped people, and tend to prevent them from viewing the exhibits to their
maximum extent. These approaches have suﬀered from several serious problems in real museums. One of the most
serious of these associated with portable smart terminals and multimedia systems is that they have prevented visitors
from focusing on the exhibits themselves because they have tended to become interested in the device rather than the
exhibitions themselves.
A few researchers have attempted approaches to supporting users by using stationary sensors, actuators, and
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Figure 5: Connections between slots for museum guide.
computers. However, most of these systems have stayed at the prototype- or laboratory-level and have not been
operated or evaluated in real museums. Therefore, the results obtained may not be able to be applied to practical
applications. Of these, the PEACH project [? ] has developed a visitor-guide system for use in museums and its
members have evaluated it in a museum. The system supported PDAs in addition to ambient displays and estimated
the locations of visitors by using infrared and computer-vision approaches. Although the project proposed a system
that enabled agents to migrate between computers [? ] by displaying an image of an avatar or character corresponding
to the agent on remote computers, it could not migrate agents themselves to computers. Like the PEACH project,
several existing systems have introduced the notion of agent migration, but they have only supported the images of
avatars or codes with pieces of speciﬁed information, instead of the agents themselves. Therefore, their services could
not be deﬁned within their agents independent of their infrastructures, so that they could not be used to customize
multiple services while the infrastructures were running, unlike those in our system. The PEACH project used an
RFID tag system to identify users [? ], but it assumed portable terminals were used. All the work discussed previously
aimed at providing single users with services.
We will now discuss diﬀerences between the framework presented in this paper and our previous frameworks. We
earlier constructed a location model for pervasive computing environments [? ]. Like the framework presented in this
paper, the model represented spatial relationships between physical entities (and places) as containment relationships
between their programmable counterpart objects and deployed counterpart objects at computers according to the po-
sitions of their target objects or places. We previously presented a context-aware museum guide system [? ]. Our
previous model and systems provided no support to location-aware communications and group-aware communica-
tions, unlike the framework presented in this paper.
6. Conclusion
We designed and implemented a framework for providing context-aware services in public spaces, e.g., museums.
It supported groups of users in addition to single users and implemented application-speciﬁc services as mobile agents
to deploy the services at terminals. It maintained a location model as containment relationships between digital
representations, called virtual counterparts, corresponding to people, terminals, or spaces, according to their locations
in the real world. When a visitor moved between exhibits in a museum, it dynamically deployed his/her service
provider objects at computers close to the exhibits via virtual counterparts. When two visitors stood in front of
an exhibit, service-provider objects were mutually executed or conﬁgured according to which of these the services
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were for. To demonstrate the utility and eﬀectiveness of the system, we constructed location/user-aware visitor-guide
services and experimented with them for two weeks in a public museum.
Finally, we would like to identify further issues that need to be resolved. We deﬁned connections between slots in
Lisp-like notations, but we plan to provide a GUI-based conﬁguration system for connections by using our GUI-based
management system [? ]. Since the model presented in this paper is general-purpose, in future work, we need to apply
it to a variety of services. Existing component technologies, e.g., JavaBeans and OSGi, should be used as objects in
this framework.
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