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Abstrakt 
 
Tématem bakalářské práce je realizace vývojového kitu s AVR procesorem 
ATMega16 a vytvoření jednoduchých programů pro ověření funkčnosti všech 
použitých periferií. Součástí řešení je i programátor JTAG. Programy jsou vytvořeny 
v jazyce C a testují všechny potřebné periferie mikrokontroléru, tedy 
časovače/čítače, A/D převodník, porty, jednotku USART. Byly také vytvořeny 
programy pro skenování maticové klávesnice, rozsvícení LED, písknutí piezoměniče, 











 The topic of my bachelor´s thesis is the implementation of development kit 
with AVR ATmega16 processor and creation a simple program to verify the 
functionality of all the peripherals. Part of the solution is the JTAG programmer. 
Programs are developed in C language and tested with all necessary peripherals 
microcontroller, timer / counters, A/D converter, ports, USART unit. Also there were 
programms developed, that ensure scanning the keyboard matrix, LED lighting, 
crystal transducer activation, measurement using tilt sensors ADXL 330, 
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Úvod 
Cílem této práce je návrh a realizace univerzálního vývojového kitu a vytvoření 
několika jednoduchých programů pro demonstraci funkce všech připojených periferií.  
 
Vývojový kit bude sloužit k vyvíjení programů zejména pro senzor zrychlení 
ADXL330, který je umístěn na miniaturní externí destičce a ke kitu je připojen přes 
konektor. Pro potřeby vývoje jsou do vývojového kitu implementovány tyto jednotky: 
alfanumerický LCD 2x20 znaků, 8x LED, maticová klávesnice 3x3 tlačítka, 
samobudící piezoměnič, konektory všech portů mikrokontroléru, obousměrný 
převodník TTL/RS232, svorkovnice pro sériovou komunikaci, konektory 
programátorů standardu JTAG a ISP.  
 
Všechna zařízení připojená k portům mikrokontroléru jsou řešena tak, aby bylo 
možné jakékoli z nich odpojit a připojit na příslušný pin daného portu jiné zařízení. 
Tímto se vývojový kit stává značně univerzálním. Je tedy možné k němu připojit a 
vyvíjet programy i pro jiná zařízení, než která jsou zde uvedena. 
 
Práce je členěna celkem do tří kapitol. První kapitola popisuje hardwarovou 
část práce, tedy návrh vývojového kitu a popis jednotlivých bloků vývojového kitu. 
Druhá kapitola popisuje vytvořený software pro vývojový kit. Obsahuje podrobný 
popis všech nastavených hodnot a registrů krok po kroku. Třetí kapitola obsahuje 
celkové zhodnocení práce. 
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1 Hardware vývojového kitu 
Hardware navrhovaného vývojovéjo kitu se skládá z několika bloků: 
 
 
Obrázek 1 Blokové schéma vývojového kitu 
 
Jak je patrné z blokového nákresu, všechna externí zařízení komunikují 
s mikrokontrolérem ATmega16, který je řídící jednotkou vývojového kitu. Řídící 
jednotka může být programována přes dvě programovací rozhraní, a to JTAG nebo 
SPI. Komunikaci řídící jednotky s uživatelem zajišťují přes vstupně/výstupní piny 
zobrazovací jednotka s LCD displejem 2x20 znaků, 8 LED a maticová klávesnice 
velikosti 3x3 tlačítka a samobudící piezoměnič. Senzor zrychlení ADXL330 je 
připojen k A/D převodníku v řídící jednotce. Pro jednoduché ověření funkce rozhraní 
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1.1 Mikrokontrolér ATmega16 
 
 
Obrázek 2 Zapojení ATmegy16 
 
Mikrokontroléry AVR jsou harwardské architektury a dělí se do 3 základních 
skupin: 90s, ATtiny, a ATmega. Řada 90s, kterou již Atmel přestává vyrábět, je 
nahrazena řadou ATtiny, která je vhodná pouze pro jednoduché aplikace vzhledem 
k malému počtu vývodů, malé paměti, pouze jednomu časovači/čítači, chybějícím 
periferiím jako jsou USART, u některých typů i ISP a ADC. Řada ATmega je 
nejvýkonnější řadou AVR, je značně univerzální a je tedy vhodná pro vývojový kit. 
ATmega16 jako první z řady AVR umí komunikovat s JTAG rozhraním a program 
tedy může být odladěn přímo v něm. Tento mikrokontrolér obsahuje čtyři 8bitové 
vstupně/výstupní porty, 16kB paměť Flash, 1kB paměť SRAM, 512B paměť 
EEPROM, dva 8bitové časovače/čítače, jeden 16bitový časovač/čítač, čtyři PWM 
kanály, analogový komparátor, 10bitový A/D převodník, rozhraní SPI, JTAG, jednotky 
USART, TWI (podpora I2C), WDT, Power-on reset, zabudovaný RC oscilátor. 
ATmega16 je nízkopříkonový 8bitový mikrokontrolér, který díky efektivnímu 
předvýběru a zpracování instrukcí v jednom hodinovém cyklu dosahuje při použité 
frekvenci 8MHz rychlosti 8MIPS. Instrukční sadou čítající 131 instrukcí se, ačkoli je 
architektury RISC (Redukovaná instrukční sada), blíží CISC (Komplexní instrukční 
sada). Mikrokontroléry AVR jsou optimalizovány pro programování v jazyce C, což 
značně ulehčuje práci programátora. Je k dispozici mnoho knihoven a od výrobce 
zdarma ke stažení programovací prostředí AVR studio, nebo je možné zvolit 
komerční software CodeVision AVR. Programy vytvořené v bakalářské práci jsou 
napsány a odladěny v AVR studiu.  
 
Srdcem vývojového kitu je tedy mikrokontrolér firmy Atmel typu AVR 
s označením ATmega16, jenž byl popsán výše. Ten je napájen přes ochrannou 
schottkyho diodu přímo ze stabilizovaného externího zdroje napětím 5V. Jako zdroj 
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hodinového signálu je použit externí zdroj kmitočtu, tedy krystal se dvěma 
kondenzátory s kapacitou 22pF dle [1]. Za dostatečnou pro tuto aplikaci byla vybrána 
taktovací frekvence 8MHz. Referenční napětí A/D převodníku je 3,3V a je přivedeno 
ze stabilizátoru LE33A, který napájí i senzor zrychlení. Převodník je napájen stejně 
jako samotný mikrokontrolér napětím 5V. Pro vyresetování obvodu bez nutnosti 
odpojení napájecího napětí bylo umístěno na pin RESET tlačítko, které při stisknutí 
daný pin uzemní. Jiné podpůrné obvody ATmega16 (na rozdíl od některých 
předchozích typů AVR MCU) pro reset nepotřebuje, jelikož má vlastní mechanismus 
chránící obvod před nastartováním při nižším napájecím napětí, kdy by mohl 
procesor pracovat nesprávně. Pin RESET je také vyveden na sběrnici, pomocí které 
je připojen ke konektoru ISP programátoru. Všechny 32 vstupně/výstupních pinů (4 
porty po 8 pinech) mikrokontroléru je připojeno ke sběrnici, která byla ve schématu 
použita pro větší přehlednost. Sběrnicí jsou tyto piny vedeny ke konektorům 
jednotlivých portů, případně také k dalším konektorům. 
 
1.2 Senzor zrychlení ADXL330 
 
Obrázek 3 Zapojení senzoru zrychlení ADXL330 
 
ADXL330 je analogový miniaturní nízkopříkonový tříosý senzor zrychlení, jenž 
dokáže měřit jak statické gravitační zrychlení, tedy polohu čidla, tak dynamické 
zrychlení vyplývající z pohybu, nárazu či vibrací. Senzor pracuje při napájecím napětí 
od 2V do 3,6V, rozměry jsou (4x4x1,45) mm, odběr při napájecím napětí 2V je 
200μA, je perfektně teplotně stabilní, umožňuje měřit zrychlení od +3g do -3g 
v každé ose a obsahuje self-test. Senzor převádí hodnotu zrychlení pro každou ze tří 
os samostatně na analogovou hodnotu napětí, při napájecím napětí 3V typicky dle 
poměru 300mV/g. Senzor je osazen na samostatné miniaturní destičce s paticí 
vzhledem k poměrně velké náročnosti pájení a tím i možnosti zničení vývojového 
kitu. Adaptérem DIL16-DIL16 špička-špička může být připojen opět k patici, ale na 
vývojovém kitu, která je připojena napevno k pinům 0-3 portu A, resp. k pinům ADC0 
– ADC3 převodníku A/D. Obě patice a adaptér DIL16-DIL16 jsou schválně zařazeny 
kvůli zkušenosti z předchozích konstrukcí, kdy se při časté manipulaci lištou s 
precizními špičkami po čase některá zlomí a je nutné celou lištu přepájet. Takto se 
pouze vymění adaptér a není třeba nic pájet. Na výstupy x, y, z senzoru jsou do RC 
článku zapojeny kondenzátory s kapacitou C = 4,7μF. Napájení 3,3V je zajištěno ze 
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1.3 Zobrazovací jednotka LCD 
 
 
Obrázek 4 Zapojení LCD 
 
Pro komunikaci mikrokontroléru s uživatelem slouží zelený čtyřicetiznakový 
alfanumerický dvouřádkový LCD od firmy Elatec (viz [12]) s označením EL2002A-FL-
YBW, podsvětlený žlutými LED. Tento displej stejně jako většina alfanumerických 
LCD obsahuje řadič HITACHI, má tedy stejný komunikační protokol a stejné zapojení 
vývodů jako všechny běžné LCD. Displej je napájen přes konektor CON7, aby byl 
zapnut pouze po dobu, kdy se s ním pracuje. Avšak vzhledem k poměrně velkému 
proudu (I=150mA) tekoucímu při podsvícení displeje je napájení LED v displeji 
odděleno a připojeno přes jumper přímo ke zdroji. Kontrast je řízen odporovým 
trimrem 5kΩ a vzhledem k tomu, že potřebné napětí pro vývod V0 na správné 
seřízení kontrastu je poměrně blízké k 0V, byl pro jemnější doladění do série 
s trimrem zapojen ještě rezistor 4k7. Displej může být pomocí propojovacích kablíků 
připojen k jakémukoliv portu, ale v programech je zapojen do portu B. Mikrokontrolér 




1.4 Indikační LED 
 
 
Obrázek 5 Zapojení LED 
 
Základním indikátorem různých stavů bylo zvoleno 8 LED, jenž jsou připojeny 
ke konektoru CON9. LED jsou zapojeny katodou k portu, což znamená, že mohou 
být rozsvíceny log. 0 přivedenou na příslušný pin daného portu. Anody LED jsou 
připojeny k rezistorové síti. Hodnota odporu sériově zařazených omezovacích 
rezistorů byla kvůli co možná nejmenšímu zatížení portů mikrokontroléru zvolena 
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R=2200Ω pokusem, kdy svit LED byl dostatečný. Hodnota proudu protékajícího LED 





9,15 =−=−=  (1) 
 
 
1.5 Matice tlačítek 
 
Obrázek 6 Zapojení matice tlačítek 
 
Vzhledem k malému počtu volných pinů na portech MCU není možno zapojit 
všech 9 tlačítek zvlášť, neboť by zabraly celý port a ještě další pin jiného portu. 
Zapojením tlačítek do matice, resp. jsou-li spojeny jedny vývody tlačítek ve sloupcích 
a druhé vývody tlačítek v řádcích, je zapotřebí pouze 6 vývodů pro 6 pinů jednoho 
portu. Matice tlačítek je připojena ke konektoru CON10 tak, aby při zapojení 
spojovacího kablíku k jednomu z portů bylo obsazeno 6 spodních bitů, což umožňuje 
její připojení k portu D, kde jsou horní 2 bity zapotřebí k sériové komunikaci. MCU 
obsahuje interní pull-upy, není tedy nutné je zapojovat hardwarově. Tlačítka jsou 
použita standardní vzhledem k ceně. Vyhodnocení stisku konkrétního tlačítka je 
uvedeno v softwarové části tohoto projektu. 
 
1.6 Zdroj 5V a stabilizátor 3,3V 
                     
Obrázek 7 Zapojení zdroje 5V a stabilizátoru LE33A 
 
K napájení celého kitu, vyjma senzoru zrychlení ADXL330 a reference A/D 
převodníku MCU, slouží externí stabilizovaný zdroj napětí U=5V připojený ke 
svorkovnici K3. Do série s ním je zapojena schottkyho dioda, která chrání obvody 
kitu před přepólováním. Na první pohled předimenzovaný typ diody 1N5822 (40V/3A) 
byl zvolen záměrně s ohledem na co nejmenší úbytek napětí, protože při 
uvažovaném vstupním napětí 5V je zapotřebí při průtoku proudu kitem I=190mA 
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(měřeno se zapnutým podsvícením LCD) úbytek napětí menší než 0,5V. Tato 
hodnota je určena maximálním možným rozkmitem napájecího napětí ATmegy16 
(4,5V-5,5V). Dle katalogových údajů by vyhověla i schottkyho dioda 1N5819, která 
má pro daný proud kitu úbytek napětí UD=0,32A a je možné ji použít místo 1N5822. 
Prostor na DPS byl vytvořen pro větší z těchto dvou diod. Měřením úbytku napětí 
byly ověřeny údaje z katalogu, tedy úbytek napětí na diodě 1N5822 byl pro plně 
funkční kit UD=0,29V. Ostatní schottkyho diody (které byly v době návrhu k dispozici 
ze "šuplíkových zásob") vyhověly sice požadavku pro daný proud, ale nikoli pro 
potřebný nízký úbytek napětí, např. na diodě BAT 48 (40V/350mA) byl naměřen 
úbytek napětí UD=0,8V při proudu I=190mA. Pro napájení senzoru zrychlení a jako 
zdroj referenčního napětí byl zvolen stabilizátor LE33A. Ten dodává napětí Uout=3,3V 
při maximálním výstupním proudu Imax=150mA. K jeho funkci je třeba pouze dvou 
filtračních kondenzátorů. Jeho výhodou je nízké napětí UDROP=0,2V, ze kterého je 
napájen samotný stabilizátor. Je třeba doplnit, že stabilizátor ke své funkci potřebuje 
alespoň minimální odběr (viz [10]) na výstupní straně, který je v tomto případě 
realizován permanentním připojením k referenčnímu vstupu MCU ATmega16, 
případně napájením senzoru ADXL330. (Hodnoty převzaty z [10]). 
 
 
1.7 Sériová komunikace 
 
 
Obrázek 8 Zapojení sériové linky s ST232 
 
 K zajištění komunikace mezi MCU a jiným zařízením (např. mobilním 
telefonem či dalším MCU) slouží integrovaný univerzální synchronní a asynchronní 
přijímač a vysílač USART. Komunikace je uskutečněna po dvou vodičích Rx a Tx a 
je plně duplexní, lze tedy v jednom okamžiku data přijímat i vysílat. Pro komunikaci 
mezi MCU a počítačem je  využit obvod ST232 (může být i MAX232A), který 
vyžaduje nižší externí kapacitu 100nF oproti standardnímu obvodu MAX232, který 
potřebuje ke své funkci externí kapacitu 1uF (viz [13]). Tento obvod zajišťuje převod 
logiky TTL (log.0 = 0V a log.1 = 5V) na standart RS232 (log.0 = -25V až -3V a log.1 = 
3V až 25V). Jak logika TTL z MCU (svorkovice K2), tak RS232 (svorkovice K1) jsou 
vyvedeny zvlášť. Pro vyrovnání nulových potenciálů komunikujících zařízení je 
vyvedena do každé svorkovnice i zem. 
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1.8 Samobudící měnič 
 
Obrázek 9 Zapojení samobudícího měniče 
  
 K akustické signalizaci je využit samobudící měnič. Vzhledem k nízkému 
odběru I=2mA, je měnič připojen přes jumper přímo k pinu 7 portu A. Tento měnič ke 
své funkci potřebuje pouze stejnosměrné napětí 5V, tedy nebylo třeba jej připojovat 
na výstup ani jednoho časovače. Odpojením jumperu se uvolní pin k jiným účelům. 
 
1.9 Datové konektory 
 
 
Obrázek 10 Zapojení datových konektorů vývojového kitu 
 
Zde jsou pro přehlednost uvedeny zapojení všech datových konektorů 
vývojového kitu. Zapojení konektorů JTAG a ISP bylo převzato z [11]. Zapojení 
patice senzoru ADXL330 bylo zjištěno proměřením dodané destičky. Zapojení 
ostatních konektorů je navrženo pouze pro tuto práci a není u nich sledována 
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1.10  Externí programátor 
Do mikrokontroléru ATMega16 je nutné nahrávat software přes externí 
programátor. K dispozici je dnes mnoho různých komerčně vyráběných 
programátorů, ale jejich cena je pro studenta poměrně vysoká. Je tedy nutné vyrobit 
programátor svépomocí. Na internetu se nachází mnoho zapojení s různou 
obtížností a rozlišnými vlastnostmi. Starý typ paralelního programátoru je vynechán 
pro svoji obtížnost realizace a nutnost vyjímání programovaného čipu ze zapojení. 
 
1.10.1 ISP programátor přes LPT 
Nejjednodušší programátor je připojený k počítači přes paralelní port. Jde ve 
své podstatě o několik rezistorů, oddělovací obvod (74HC244) a diodu. Pomocí ISP 
(In System Programming) programátoru lze mikrokontrolér programovat přímo 
v aplikaci přes SPI (synchronní sériovou linku), tzn. není třeba vyndávat čip z desky, 
ale pomocí 3 vodičů jej lze programovat zvenčí přímo v zařízení. Minimalizuje se tak 
riziko poškození čipu (elektrostaticky, mechanicky). Tento programátor podporuje 
například programovací software PonyProg a díky kompatibilitě se standardem STK 
200 také starší verze AVR studia. Jeho největší předností je velmi nízká pořizovací 
cena, kompatibilita s mnoha obvody (AVR, 8051, PIC,..) a možnost sestavení bez 
použití dalšího programátoru. Mezi velkou nevýhodu patří nízká rychlost 
programování, která se projevuje  zejména u vyšších řad mikrokontrolérů, tudíž i 
ATmegy 16 a v dnešní době zastaralý a nedostupný paralelní port počítače (viz [6]). 
 
1.10.2 ISP programátor přes RS232 
Dalším, řekněme nejčastějším, je ISP programátor přes rozhraní RS232, tedy 
sériový port počítače. Skládá se tedy z převodníku rozhraní RS232 na TTL, který je 
většinou realizován dnes již levným integrovaným obvodem MAX 232, popřípadě 
jeho ekvivalenty. Dále obsahuje také mikroprocesor a několik podpůrných součástek. 
Tento programátor se drží standardu STK 500 firmy Atmel a jeho výhodou je 
především rychlost, která je omezená pouze datovou prostupností sériového portu a 
možnost programování přímo v aplikaci. Oproti JTAG má však nevýhodu v tom, že 
neumožňuje ladění programu přímo na čipu. Program lze pouze odsimulovat v AVR 
studiu a pak nahrát do čipu, ale tím se ne vždy přijde na všechny chyby v programu 
(viz [8]). 
 
1.10.3 JTAG-ICE programátor přes RS232 
Nejnovějším a nejefektivnějším programovacím rozhraním pro programování 
ATmegy16 je bezpochyby JTAG-ICE, které kromě funkcí ISP programátoru 
umožňuje ladění (krokování) přímo v aplikaci na čipu. Toto rozhraní podporuje i 
skenování portů a dalších zařízení MCU, takže lze program „odsimulovat“ reálně 
přímo na čipu a navíc z PC sledovat stav čítačů, portů a dalších zařízení. Rychlost je 
téměř stejná jako u ISP programátoru (omezena sériovým portem). 
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Obrázek 11 Schéma zapojení programátoru JTAG-ICE – převzato z [3] 
 
Tento JTAG-ICE programátor je plně převzat z [3]. Jelikož v amatérských 
podmínkách není možno tuto DPS vyrobit, zejména kvůli roztečím pinů ATMEGA 16 
v provedení SMD (Surface Mounted Device), je možné si tuto DPS objednat na [3], 
nebo tyto součástky v SMD provedení nahradit součástkami v provedení normálním 
a pak lze poměrně snadno vytvořit DPS i v amatérských podmínkách. V zapojení 
jsou pouze 2 integrované obvody. Prvním je převodník MAX232, který převádí 
úrovně RS232 na TTL a zpět. Druhým je MCU ATMEGA 16, jenž zajišťuje navázání 
komunikace s PC vysláním informací o typu programátoru a samotné programování. 
Programátor obsahuje již jen několik podpůrných součástek pro oba integrované 
obvody, 2 kontrolní LED a tlačítko pro upgrade firmware. Jelikož komunikační 
protokol RS232 neobsahuje napájení, musí být zařízení napájeno od desky 
s programovaným MCU. Zapojení konektoru JTAG dle normy IEEE je patrné 
z následujícího obrázku: 
 
Obrázek 12 Zapojení konektoru JTAG – převzato z [3] 
 
Oživení programátoru je relativně složité a je uvedeno v [3]. Celý programátor je díky 
miniaturnímu provedení součástek zapouzdřen v krabičce od redukce Canon 9pin-
9pin. Vzhledem k tomu, že dnes již zejména notebooky neobsahují sériový port, je 
možné si k tomuto programátoru pořídit převodník USB-RS232. Zajisté je také 
možné využít převodníku FT232BM či novějších mutací a sestavit programátor, který 
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by přímo komunikoval s rozhraním USB, ale vzhledem k tomu, že se tento obvod 
vyrábí pouze v SMD provedení a je téměř za stejnou cenu jako hotový převodník, je 
od tohoto provedení nakonec upuštěno. 
 
 
Obrázek 13 Náhled na sestavený programátor – převzato z [3] 
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2 Software 
Práce je zaměřena na jednoduché a krátké programy pro demonstraci funkce 
použitých periferií dle zadání a ty jsou chronologicky uspořádány podle nabývajících 
znalostí, tedy od těch nejjednodušších pro rozsvícení skupiny LED až po měření úhlu 
náklonu senzoru ADXL330 či jednoduché ovládání pomocí mobilního telefonu. 
 
2.1 Nastavení Fuses 
   
 
Obrázek 14 Příklad nastavení Fuses v AVR studiu 
 
 V AVR studiu je třeba před prvním programováním zkontrolovat nabídku 
Fuses, neboli pojistek. Pojistka JTAGEN povoluje JTAG rozhraní na portu C. 
Znamená to ale, že na vývody TDI, TDO, TMS, TCK ATmegy16 není možné v tomto 
módu připojit jiné zařízení. Pojistka SPIEN povoluje SPI rozhraní, sloužící pro 
programování ISP programátorem. Není přístupná při sériovém programování. 
Pokud jsou tyto dvě pojistky nedopatřením odznačeny, není možné již MCU přes tyto 
rozhraní naprogramovat. Pak již nezbývá nic jiného, než MCU naprogramovat 
paralelním programátorem. Pojistka EESAVE uchová paměť EEPROM při mazání 
 - 17 -  
čipu (Chit Earse). Nastavení BOOTSZ určuje velikost bootovací paměti (viz. [1]). 
Pojistka BOOTRST povoluje spouštění Boot Loaderu. Pojistka CKOPT slouží k 
nastavení oscilátoru. Funkce této propojky závisí na nastavení SUT_CKSEL. 
BODLEVEL určuje napěťovou úroveň resetu. Pojistka BODEN aktivuje detekci 
podpětí. Pojistkou SUT_CKSEL se nastavuje zdroj oscilací pro MCU. ATmega16 
obsahuje interní RC oscilátor o frekvencích do 8 MHz. Lze jej využít pro jednoduché 
aplikace do zmíněné frekvence. Tento typ oscilátoru však není přesný. Pro aplikace, 
kde je vhodný přesný hodinový signál, nebo vyšší frekvence (např. 16 MHz), je 
zapotřebí připojit k vývodům XTAL1 a XTAL2 krystal. Defaultně je nastaven vnitřní 
RC oscilátor o frekvenci 1MHz. Pokud je nastaven v pojistkách vnější oscilátor, nelze 




2.2 Ovládání LED 
Jako první byl vytvořen jednoduchý program pro rozsvícení 8 LED, které jsou 
připojeny k portu A. Vzhledem k zapojení je pro rozsvícení LED třeba přivést na daný 
pin portu log. 0, tj. napětí 0V a pro zhasnutí log. 1, tj. 5V. Obsah registrů PORTA, 
DDRA a PINA je analogický s obsahem registrů pro ostatní porty a je uveden v [1]. 
 
Vzhledem k tomu, že porty mohou být nastaveny jako vstupní nebo jako 
výstupní, je třeba vždy nejprve nastavit směr komunikace. Pro zvolení směru 
komunikace portu slouží registr DDRA. Pokud nastavíme libovolný bit registru DDRA 
na log.1, nastaví se příslušný pin jako výstupní, pokud nastavíme bit na log.0, bude 
pracovat jako vstupní. Pro rozsvícení všech osmi LED na portu A bude nastaven celý 
port jako výstupní, tedy binárně DDRA=0b11111111. 
  
Pro nastavení hodnot na portu A slouží registr PORTA. Pokud je nastaven 
příslušný bit do log.1, pak je i na tomto pinu portu nastavena log.1, při nastavení bitu 
do log.0 bude i na příslušném pinu log.0. Pro rozsvícení 8 LED na portu A je třeba 
nastavit celý port do log. 0, tedy v binárním zápisu PORTA=0b00000000. 
 
 
Program na rozsvícení LED… 
 
#include <avr/io.h>   // knihovna 
 
int main (void) 
{ 
 DDRA=0b11111111;  // port A - výstup 
 PORTA=0b00000000;  // port A - celý do log.0 




2.3 Rozezvučení externího obyčejného piezo-měniče 
Pro využití 2 časovačů/čítačů a externího přerušení byl vytvořen program na 
rozezvučení externího piezo-měniče, připojeného na pin 3 portu B, frekvencí 1 kHz 
po dobu 0,5 sekundy, který reaguje na stisk tlačítka připojeného na pin 2 portu D. 
Interní samobudící piezo-měnič, zapojený přes jumper k vývodu 7 portu A, nebyl 
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použit pro svoji jednoduchost aktivace, avšak bude se hodit v případě, kdy bude 
třeba využít časovače 0 k jiným účelům. Pro optickou kontrolu bylo po dobu písknutí 
rozsvíceno 8 LED na portu A. Vzhledem k tomu, že časovač 0 je pouze 8-bitový, má 
tedy jen 256 stavů a časovač 1 je 16-bitový a má 65536 stavů, bude časovač/čítač 0 
použit pro frekvenci pískání a časovač/čítač 1 pro nastavení doby trvání písknutí. 
 
V hlavní části programu je třeba nastavit směr komunikace pro port B na 
výstupní a port D na vstupní, poté vynulovat port D a vzhledem k absenci vnějších 
pull-up rezistorů nastavit na portu B pull-up rezistory. Následně se povolí přerušení 
při přetečení čítače 1 v registru TIMSK (viz [1]), tedy TIMSK=0b00000100 a poté se 
nastaví povolení vnějšího přerušení INT0 v registru GICR (viz [1]), tedy 
GICR=0b01000000. Registr OCR0 je nastaven podle výpočtů v další části programu. 
Všechna přerušení je třeba povolit příkazem sei s prázdným parametrem. Poslední 
instrukcí v hlavní části programu je nekonečná smyčka while s parametrem 1, v níž 
program čeká na stisk tlačítka. 
 
Pokud je tlačítko stisknuto, spojí se pin 2 portu D se zemí (tj.0V) a vyvolá se 
přerušení INT0. Při přerušení skočí Program Counter na adresu externího přerušení, 
která je uvedena [1]. Tuto adresu je třeba znát, pokud programujeme v Assembleru, 
ale pro programování v C v AVR studiu stačí zapsat mimo hlavní program instrukci 
ISR s parametrem názvu přerušení, které je uvedeno v [2]. 
 
V obsluze externího přerušení INT0 se nejprve nastaví časovač/čítač 0 
v registru TCCR0 (viz [1]) pomocí bitů WGM00 = 0 a WGM01 = 1 do režimu CTC. 
Tento režim je výhodný zejména pro lepší zvolení frekvence než při normálním 
režimu, zde totiž určen vrchol čítání a tudíž i frekvence přetečení čítače hodnotou 
registru OCR0. Ten lze nastavit v rozmezí hodnot 0-255 dle vzorce pro výpočet 
výsledné frekvence (převzato z [1]): 
 







f  (1) 
 
Vývojový kit je řízen krystalem o frekvenci 8 MHz , tedy fclk_I/O = 8 MHz. Za frekvenci 
pískání fOCn byla dosazena hodnota 1kHz a hodnota předděličky N = 1024 byla 
zvolena pomocí bitů CS00, CS01 a CS02. 
 
Vyjádřením a vypočítáním OCR0 vyšlo číslo 2,90625, které muselo být 
zaokrouhleno na nejbližší celé číslo, tedy 1, jelikož do registru OCR0 lze zapisovat 




8000000 ≈=−⋅⋅=OCRn  (2) 
 
Následným dosazením hodnoty OCR0 do původního vztahu (1) vypočítáme přesnou 
frekvenci pískání. 
( ) HzfOCn 5625,9763110242
1000000 =+⋅⋅=  (3) 
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Posledním nastavením registru TCCR0 je výběr Toggle módu pomocí bitů COM00 a 
COM01, který zajistí při každém přetečení čítače 0 znegování výstupního pinu 3 na 
portu B, kam je přiveden piezo-měnič. Proto nebylo třeba povolovat v hlavní části 
programu přerušení pro časovač/čítač 0. 
  
Dalším krokem při obsluze externího přerušení je nastavení 16-bitového 
časovače/čítače 1 do režimu Normal v registrech TCCR1A a TCCR1B (viz [1]) 
pomocí bitů WGM10, WGM11, WGM12 a WGM13. Tento režim zajistí přetečení 
čítače 1 po 65536 krocích. Pokud tyto hodnoty dosadíme do vzorce převzatého z [1] 









1/ =⋅=⋅=  (4) 
 
dostaneme pro velikost předděličky N=64 časový údaj 0,524288 sekundy, což je čas 
jednoho přetečení čítače 1. Vývody OC1A a OC1B odpojíme tím, že ponecháme 
defaultně nenastavené bity COM1A1, COM1B1, COM1A0 i COM1B0. Na závěr 
nastavíme pomocí bitů CS10, CS11 a CS12 předděličku na hodnotu 64. 
 
V dalším kroku bylo zakázáno externí přerušení INT0 v registru GICR, čímž 
byly ošetřeny jak zákmity tlačítka, tak vynulování stavu čítače 1 při chtěném stisku 
tlačítka během běhu časovače/čítače 1. Na závěr obsluhy externího přerušení INT0 
bylo rozsvíceno 8 LED pomocí nastavení registrů DDRA a PORTA. Po přetečení 
časovače/čítače 1 bylo třeba v obslužné rutině zastavit oba časovače/čítače 
vynulováním registrů TCCR0 a TCCR1B, povolit externí přerušení INT0 v registru 
GICR a zhasnout 8 LED na portu A pomocí registru PORTA. 
 
 
Program rozezvučení externího piezo-měniče… 
 
#include <avr/io.h>    //základní knihovna 
#include <avr/interrupt.h>   //knihovna pro přerušení 
 
int main (void) 
{ 
 DDRB=0xff;     //port B výstupní 
 DDRD=0x00;     //port D vstupní 
 PORTD=0xff;    //pull-upy na port D 
 PORTB=0x00;    //port B vynuluj 
 TIMSK=0b00000100;   //pov.přeruš.při přeteč.Č/Č1 
 GICR=0b01000000;   //povolení ext.přerušení INT0 
 OCR0=3;     //nastav.vrcholu čítače1 (CTC) 
 sei();     //povolení všech přerušení 
 while(1);     //nekonečná smyčka 
} 
 
ISR (INT0_vect)     //obsluha přerušení INT0 
{ 
 TCCR0=0b00011101;   //Č/Č0 - CTC, toggle, f/1024 
 TCCR1B=0b00000011;   //Č/Č1 - normal, normal, f/64 
 GICR=0b00000000;   //zakázání INT0 
 DDRA=0xff;     //port A výstup 
 PORTA=0x00;    //rozsviť LED 
 } 
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ISR (TIMER1_OVF_vect)    //obsl.přeruš.při přeteč.Č/Č1 
{  
 TCCR0=0b00000000;   //vypnutí Č/Č0 
 TCCR1B=0b00000000;   //vypnutí Č/Č1 
 GICR=0b01000000;   //povolení INT0 




2.4 Vyhodnocení stisku tlačítka v matici 
Ve vývojovém kitu je zapojena i maticová klávesnice, tudíž je zapotřebí se ji 
naučit ovládat. Maticová klávesnice obsahuje několik spojených řádků a několik 
spojených sloupců, je pouze na programátorovi, zdali zvolí řádky jako vstupy a 
sloupce jako výstupy. Pro vyhodnocení je použit následující postup. Jeden ze vstupů 
je uzemněn, ostatní jsou na log.1. Na výstupech se čte a podle toho, který výstup je 
uzemněn se zjistí souřadnice tlačítka, které bylo stisknuto. Pro správnou funkci 
maticové klávesnice je třeba na vstupy klávesnice zapojit tzv. pull-up rezistory, 
integrované v MCU, tedy rezistory s vysokým odporem, které jsou zapojeny mezi pin 
portu a napájecí napětí a tedy zajišťují log.1 na pinu v případě, že je pin odpojen.  
                          
 
Obrázek 15 Příklad stisknutého tlačítka č. 1 a zapojení maticové klávesnice na portu A 
 
 Na začátku programu je podle obrázku rozdělen port A na vstupní a výstupní 
část pomocí DDRA a následně jsou na vstupy klávesnice přivedeny pomocí log. 1 na 
příslušný bit PORTA pull-upy a na výstupy log 1. Dále je inicializován port D pro 
indikaci pomocí LED. 
  
V nekonečné smyčce je postupně nastaven vždy jeden řádek do log.0 a 
ostatní řádky do log.1 a vynulován registr SFIOR kvůli bitu PUD, protože bez tohoto 
vynulování program nefungoval správně. Následně jsou v podmínkách postupně 
pomocí registru PINA čteny hodnoty na sloupcích a pokud je některý sloupec 
vynulován, rozsvítí se (resp. zhasíná) na portu D příslušný počet LED, který svítí do 
dalšího stisku tlačítka. 
 
 
Program vyhodnocení stisku tlačítka v maticové klávesnici… 
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int main (void)      
{      //kl.na PA:ř3 ř2 ř1 sl3 sl2 sl1 x x 
 DDRA=0b11100000;  //PORTA-řádky vysílám, sloupce čtu 
 PORTA=0b11111111;  //řádky do log.1, sloupce s pull-up 
 DDRD=0xff;    //výstup na LED 
 PORTD=0xff;   //zhasnuté indikační LED 
 
 while (1) {   //v nekonečné smyčce.. 
 
PORTA=0b11101111; /*log.0 na 1.řádek a čtu postupně.. 
..všechny sloupce*/ 
 SFIOR=0x00;   //nuluj PUD-jinak nefunguje správně 
if(bit_is_clear(PINA,2)) { PORTD=0b11111110;};  
//když sl1=0 tak 1LED na PD, atd .. 
  if(bit_is_clear(PINA,3)) { PORTD=0b11111100;}; 
  if(bit_is_clear(PINA,4)) { PORTD=0b11111000;}; 
 
 PORTA=0b11011111;  /*log.0 na 2.řádek a čtu postupně.. 
..všechny sloupce*/ 
 SFIOR=0x00; 
  if(bit_is_clear(PINA,2)) {PORTD=0b11110000;}; 
  if(bit_is_clear(PINA,3)) {PORTD=0b11100000;}; 
  if(bit_is_clear(PINA,4)) {PORTD=0b11000000;}; 
 
 PORTA=0b10111111;  /*log.0 na 3.řádek a čtu postupně.. 
..všechny sloupce*/ 
 SFIOR=0x00; 
  if(bit_is_clear(PINA,2)) {PORTD=0b10000000;}; 
  if(bit_is_clear(PINA,3)) {PORTD=0b00000000;}; 
  if(bit_is_clear(PINA,4)) {PORTD=0b00000001;}; 




2.5 Senzor zrychlení ADXL330  a komunikace s LCD 
Pro nepřímé změření náklonu pomocí senzoru zrychlení a jeho výpis na LCD 
slouží tento jednoduchý program. Senzor ADXL330 je zapojen k pinům 0-3 portu A 
MCU, což jsou vstupy interního A/D převodníku. Jak již bylo řečeno v hardwarové 
časti, senzor převádí měřené zrychlení zvlášť pro každou ze tří os na analogové 
hodnoty napětí, ty jsou následně vyhodnoceny v A/D převodníku. Z těchto hodnot je 
v MCU vypočítán náklon ve směru osy x, osy y a celkový náklon. 
 
Jako zobrazovací jednotka slouží alfanumerický 2-řádkový LCD. Komunikaci 
s ním může zajišťovat 4 nebo 8 datových vodičů a 3 řídící vodiče. Z hlediska 
úspornosti je využita komunikace pomocí 4 datových vodičů, tedy nejprve se pošle 
jedna polovina informace a poté druhá. Řídící bity jsou RS, R/W a E. RS určuje, zda 
jsou do displeje posílány instrukce nebo data. R/W značí, zdali se do LCD zapisuje, 
nebo se z něj naopak čte. Bit E určuje kdy se mají všechny ostatní datové i řídící bity 
číst, takže je nastaven vždy až jako poslední. Vzhledem ke zmíněné kompatibilitě 
téměř všech alfanumerických LCD díky společnému řadiči firmy HITACHI, není nutné 
znát jednotlivé kombinace bitů pro různé instrukce LCD, protože jsou v jazyce C 
k dispozici knihovny pro práci s LCD. V této aplikaci je použita upravená knihovna 
pana Ing. Frýzy a pana Fleuryho, z předmětu Mikroprocesorová technika (viz [7]).  
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Nejprve je zapotřebí jednoduše modifikovat knihovnu lcd_h.h pro LCD 2x20 
znaků, jelikož je psána pro LCD 4x16 znaků. Změna se provede přepisem adresy 
prvního znaku na druhém řádku umístěné na počátku knihovny. Výsledná část 
programu bude vypadat takto: 
 
 ... 
#define LCD_START_LINE1 0x00 // adresa 1.znaku na 1.řádku 
#define LCD_START_LINE2 0x40 // adresa 1.znaku na 2.řádku 
 ... 
 
V knihovně je displej napevno definován na port A, ale je možné jej 
jednoduchou změnou definovat na jakýkoliv port, zejména pokud je zapotřebí využít 
A/D převodníku na portu A. Je také možné změnit pořadí řídících signálů na portu. 
Změny se provedou přepisem těchto hodnot na počátku knihovny:  
 
 ... 
#define LCD_PORT   PORTB  //výstupní port pro lcd 
#define LCD_RW_PIN  2  //r/w vstup displeje 
#define LCD_E_PIN  3  //enable vstup displeje 
#define LCD_RS_PIN  1  //rs vstup displeje 
 ... 
 
Pro změnu portu je ještě zapotřebí změnit jméno registru DDRA (např. na DDRB), 





 DDRB=0xfe ; 
    _delay_ms(16);    
 ... 
 
Poté se vloží do složky Source Files v levé záložce AVR studia s názvem AVR 
GCC soubor lcd_c.c převzatý z [7], knihovna pro ovládání LCD se z něj vloží  sama. 
Kromě standardních knihoven ATmegy16 je v programu využita knihovna stdio.h, 
jenž obsahuje funkci sprintf, která je zapotřebí při zobrazování hodnoty napětí na 
LCD a knihovna math.h, která umožňuje použití matematických funkcí pro výpočet 
náklonu. Následně jsou definovány globální proměnné. 
 
Jelikož ATmega 16 obsahuje pouze jeden A/D převodník, je možné v jedné 
chvíli převádět napětí pouze z jednoho vstupu. Vzhledem k tomu, že senzor 
ADXL330 má 3 osy a je připojen ke třem vstupům A/D převodníku, je nutné tyto 3 
měřené vstupy střídat a ukládat zvlášť každou naměřenou hodnotu. K tomu slouží 
proměnné Wx, Wy a Wz. Proměnná Wz je typu float, protože je zapotřebí reálného 
dělení u výpočtu úhlu náklonu. Ostatní proměnné mohou být typu int, protože stačí 
dělit int floatem a dělení je reálné. Proměnná WWz je určena pro laické přetypování 
proměnné Wz na typ int pro funkci sprintf. Proměnné Ax, Ay a Ac slouží pro uložení 
výpočtů úhlů náklonu ve směru osy x, osy y a celkového náklonu. Jelikož stačí 
zaokrouhlení výsledků úhlů na celá čísla, je použit typ proměnných int. Proměnná i 
slouží k řízení přepínání vstupů A/D převodníku. Pole pWx, pWy a pWz jsou 
definovány kvůli funkci lcd_puts, která neumí pracovat přímo s hodnotami 
proměnných, ale pouze s textovými řetězci. Do polí se ukládají výstupy funkcí sprintf. 
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V hlavní části programu je inicializován displej pomocí funkce lcd_init, poté je 
displej smazán instrukcí lcd_clrscr. Nastavením registru SFIOR (viz [1]) je nastaven 
způsob spuštění A/D převodu. V tomto případě je převod inicializován při každém 
přetečení časovače/čítače 0. Dále je nastaven registr ADMUX (viz [1]). Pomocí bitů 
REFS0 a REFS1 tohoto registru je nastavena reference napětí na pin AREF, 
připojený k napětí 3,3V ze stabilizátoru LE33A. Tato reference je zvolena záměrně, 
kvůli následnému jednoduššímu počítání úhlů náklonu. Pomocí bitů MUX0 - MUX4 
byl nastaven vstup prvního převodu na pin ADC0,v režimu měření napětí proti zemi 
(SE). Pomocí těchto bitů lze také nastavit rozdílové měření napětí mezi dvěma piny, 
ale tento způsob není využit. V registru TCCR0 (viz [1]) je ponechán defaultně 
nastavený normální režim čítače/časovače 0, nezapojený vývod OC0, pouze je zde 
bity CS00 - CS02 nastavena dělička N=1024, díky níž bylo dosaženo nejnižší možné 










min0 ≅⋅=⋅=  (5) 
 
V registru TIMSK (viz [1]) je nastaveno bitem TOIE0 povolení přerušení při přetečení 
čítače/časovače 0. 
 
Pro další nastavení A/D převodníku slouží registr ADCSRA (viz [1]). V něm je 
pomocí bitu ADEN povolen A/D převod. Bitem ADSC je zapotřebí odstartovat první 
převod. A následně bitem ADIE je povoleno přerušení při dokončení převodu. Jako 
poslední je nastavena dělička upravující kmitočet pro A/D převod pomocí bitů ADPS0 
– ADPS2. Upravená frekvence musí být v rozmezí 50kHz – 200kHz, pro frekvenci 
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8000000/_ ===  (8) 
 
V závěru hlavního programu jsou povolena všechna přerušení pomocí instrukce sei a 
pomocí nekonečného cyklu while se čeká na přerušení. 
  
Desetibitový výsledek A/D převodu je uložen ve dvou 8 bitových registrech 
ADCH:ADCL, které jsou oba při programování v jazyce C spojeny do jednoho 16 
bitového registru ADCW. Pro získání hodnoty napětí je však hodnotu registru ADCW 
nutno přepočítat dle vztahu převzatého z [1]: 
 






⋅=   (9) 
 
Tento program však nemá za úkol vypisovat hodnotu napětí, vztah (9) je proto 
uveden pouze pro orientaci. 
 
V obsluze přerušení na konci A/D převodu je vytvořena jednoduchá smyčka 
pomocí inkrementace proměnné i a čtyř podmínek if, která nastavuje postupně 
všechny vstupy A/D převodníku a od naměřených hodnot registru ADCW odečítá 
střední hodnotu a postupně je ukládá do proměnných Wx, Wy, Wz podle pořadí 
změřeného pinu. K pinu ADC0 je připojena osa x, k pinu ADC1 osa y, k pinu ADC2 
osa z senzoru ADXL330. Hodnoty těchto proměnných jsou následně přepočítány na 
úhel náklonu ve směru osy x a osy y pomocí matematické funkce arcus tangens.  
Následně je spočítán celkový náklon pomocí Pythagorovy věty: 
 




WxAx   (10) 




WyAy   (11) 
][22 °+= YX AAAcelk   (12) 
 
Vypočítané hodnoty jsou zaokrouhleny na celá čísla (datový typ int) a vypisovány na 
LCD pomocí funkce lcd_puts. Jelikož však tato funkce neumí zacházet s číselnými 
hodnotami proměnných, je nutné číselné hodnoty převést pomocí funkce sprintf do 
textového řetězce. Ten je ukládán do pole, které následně vypíše funkce lcd_puts na 
displej. Instrukcí lcd_gotoxy je nastavena souřadnice kurzoru, odkud se vypisuje 
textový řetězec. Pro kontrolu byly kromě jednotlivých úhlů náklonu vypsány také 
hodnoty proměnných Wx, Wy a Wz. 
 
Pro automatické spouštění A/D převodu je nutné do programu připsat i 
prázdnou obsluhu přerušení při přetečení časovače/čítače 0. Bez této formality 
nebude program fungovat. 
 
 
Program pro senzor ADXL330… 
 
#include <avr/io.h>   //základní knihovna 
#include <avr/interrupt.h>  //knihovna pro práci s přerušením 
#include <stdio.h>   //knihovna s funkcí sprintf 
#include <math.h>   //knihovna matem. funkcí 
 
float Wz;     //pro reálné dělení ve výpočtech 
int Wx,Wy,WWz,Ax,Ay,Ac,i;  //ostatní hodnoty stačí zaokrouhlené 
int pWx[12],pWy[12],pWz[12]; //pole pro lcd_puts 
 
int main(void)    //hlavní část programu 
{  
 lcd_init();   //inicializace LCD 
 lcd_clrscr();   //smazání LCD 
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 SFIOR=0b10000000;  //AD převod vyvolán při OVF č/č0 
 ADMUX=0b00000000;  //ref. z vývodu AREF, pin ADC0 
 TCCR0=0b00000101;  //frekv.č/č0 = 30,517Hz 
 TIMSK=0b00000001;  //povolení při OVF č/č0 
 ADCSRA=0b11101110;  //povolení přeruš.AD,spouštím AD, 
      //autospouštění,fad=f/64=125kHz 
 sei();    //povolení všech přerušení 
 while(1);    //nekonečná smyčka 
} 
 
ISR(ADC_vect)    //obsluha přerušení po AD převodu 
{ 
 if(i==0) {ADMUX=0b00000001; //příští převod z pinu ADC1 
     Wx=ADCW-510;  } //odečtena střední hodnota    
 if(i==1) {ADMUX=0b00000010; //příští převod z pinu ADC2 
     Wy=ADCW-510;  } //odečtena střední hodnota 
 if(i==2) {ADMUX=0b00000000; //příští převod z pinu ADC0 
     Wz=ADCW-510;  } //odečtena střední hodnota 
 i++;      //pom.prom.pro změnu vst.pinu 
 if(i==3) {i=0;}    //pouze 3piny (3osy) 
 
 Ax=(atan(Wx/Wz)/3.141592654)*180; //náklon ve směru osy x  
 Ay=(atan(Wy/Wz)/3.141592654)*180; //náklon ve směru osy y 
 Ac=sqrt(square(Ax)+square(Ay));  //celkový náklon 
 
 lcd_gotoxy(0,0);    //1.znak,1.řádek LCD 
 sprintf(pWx,"X:%d/%d   ",Wx,Ax); //hodnoty do pole 
 lcd_puts(pWx);     //zápis na lcd 
 lcd_gotoxy(10,0);    //10.znak,1.řádek LCD
 sprintf(pWy,"Y:%d/%d   ",Wy,Ay); //hodnoty do pole 
 lcd_puts(pWy);     //zápis na lcd
 lcd_gotoxy(0,1);    //1.znak,2.řádek LCD
 sprintf(pWz,"Z:%d/celk:%d   ",WWz=Wz,Ac); //hodnoty do pole
 lcd_puts(pWz);     //zápis na lcd 
} 
 
ISR(TIMER0_OVF_vect)   //prázdná obsl.přeruš.při OVF č/č0 




2.6 Ovládání LED pomocí mobilního telefonu 
 Pro jednoduché ovládání skupiny osmi LED pomocí mobilního telefonu 
Siemens C55 slouží tento jednoduchý program. Skupinu LED je možné třemi a více 
prozvoněními zapnout a dvěma a méně prozvoněními vypnout. Třemi prozvoněními 
je myšlen trojnásobný prozváněcí tón ve sluchátku, nikoli trojnásobné nespojité 
prozvonění. Pro zamezení zapnutí LED omylem, kdy připojený mobilní telefon 
prozvoní nežádoucí osoba a uvede tak LED do jiného režimu, je program napsán 
tak, aby reagoval pouze na jedno definované telefonní číslo. 
 
 Nejprve je zapotřebí se seznámit s AT příkazy, pomocí kterých je možno 
komunikovat s připojeným mobilním telefonem. Tyto příkazy byly vyvinuty původně 
pro komunikaci mezi modemy, ale později je začaly využívat i mobilní telefony. Ne 
všechny mobilní telefony však umí s AT příkazy pracovat. Proto je nutné si ověřit, 
zda typ telefonu, který bude použit ke komunikaci s vývojovým kitem tyto příkazy umí 
zpracovat. Seznam mobilních telefonů, které jsou pro tyto aplikace vhodné, včetně 
nastavení parametrů komunikace jsou zde [15]. Je mezi nimi i typ Siemens C55, 
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který komunikuje rychlostí 19200Bd/s, 8 datovými bity, bez parity a s jedním stop 
bitem. Komunikaci je vhodné nejprve vyzkoušet, nejlépe mezi PC a mobilním 
telefonem. Zapojení je jednoduché. Je použit převodník RS232/TTL ST232 ve 
standardním zapojení, avšak na vývody Tx a Rx připojené k MT jsou umístěny 
zenerovy diody o jmenovitém napětí 3V. Je to dáno 3V logikou MT namísto 
standartní 5V logiky TTL převodníku. V PC je třeba spustit program Hyperterminál, 
který je standardní výbavou operačního systému Windows XP. V tomto programu je 
nutné nastavit parametry komunikace zjištěné v [15]. Po výběru COM portu jsou pro 
Siemens C55 parametry následující: 
 
 
Obrázek 16 Nastavení programu Hyperterminál 
 
Pak je již možné komunikovat s připojeným mobilním telefonem pomocí příkazového 
řádku. Pro orientaci jsou z [14] převzaty základní AT příkazy: 
 
příkaz popis odezva příklad pozn.
AT otestování komunikace s MT OK AT<CR>  
ATA vyzvednutí příchozího hovoru OK ATA<CR>  
ATH zrušení probíhajícího hovoru OK ATH<CR>  
ATD vytočení telefonního čísla OK ATD608121484;<CR>  
AT+CLIP zobrazení tel.č.přích.hovoru OK AT+CLIP=1<CR> 1..zap0..vyp
ATE echo z MT OK ATE0 1..zap0..vyp
Tabulka 1 Vybrané AT příkazy - převzato z [14] 
 
Znak <CR> slouží pro odeslání příkazu, při komunikaci s PC je to klávesa ENTER. V 
případě, že se příkaz po odeslání správně doručí a vykoná, je to signalizováno 
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odpovědí OK. Pokud nastane chyba, nebo je příkaz neznámý, odpovědí je ERROR. 




Obrázek 17 Příklad komunikace s MT Siemens C55 v programu Hyperterminál 
 
Postupně jsou zadány příkazy pro otestování připojení, zapnutí echa, zobrazení čísla 
volajícího a vytočení zvoleného čísla. Odezva RING signalizuje příchozí hovor, pak 
následuje (pouze pokud je zapnuto) zobrazení čísla volajícího. U příkazu ATD je 
nutný středník na konci, jinak MT začne vytáčet číslo, ale vzápětí vytáčení ukončí. Je 
nutno podotknout, že v případě použitého MT je možné AT příkazy zadávat jak 
velkými, tak malými písmenky. Odezva je však vždy realizována velkými písmeny, 
jak je patrno z obrázku 17. Po zjištění předchozích informací byl napsán jednoduchý 
program pro komunikaci mezi MT Siemens C55 a MCU ATmega16. MT je připojen 
přímo k jednotce UART bez převodníku, pouze se zenerovými diodami popsanými 
výše. 
 
 V programu jsou nejprve načteny standardní knihovny použité v předchozích 
kapitolách. Následuje deklarace pouze dvou globálních proměnných a jednoho 
jednorozměrného pole. Do pole jsou ukládány příchozí znaky z asynchronní linky. 
Pomocná proměnná i určuje index buňky pole, do které se má příslušný znak zapsat. 
Proměnná poc_ring nese informaci o počtu vyzváněcích tónů. Pole o velikosti 40 
znaků je dostatečně velké na to, aby pokrylo přijaté telefonní číslo při prvním 
prozvonění. Další popis práce s polem je uveden níže v popisu obsluhy přerušení. 
 
 V hlavní části programu je nastavena rychlost asynchronní komunikace na 
19200 Bd/s pomocí registrového páru UBRRH:UBRRL (viz. [1]). Hodnota zapsaná v 
registru je rovna vztahu (13) převzatému z [4]: 







UBRR   (13) 
 
Stačí tedy zapsat pouze hodnotu 25 do spodního registru UBRRL. V registru UCSRB 
(viz. [1]) je povoleno nastaveným bitem RXCIE přerušení při příjmu, bitem RXEN je 
povolen přijímač a bitem TXEN je povolen vysílač asynchronní linky. V registru 
UCSRC (viz. [1]) musí být nastaven bit URSEL, který určuje, že je cílem zápisu 
registru právě registr UCSRC, který leží na stejné adrese jako registr UBRRH [4]. 
Bity UPM1 a UPM0 byla ponechána defaultně odstavená parita. Bitem USBS je 
nastaven jeden stop bit. Bity UCSZ0-1 je nastaven počet datových bitů rámce pro 
vysílač i přijímač (v tomto případě 8 bitů). V registru TIMSK (viz [1]) je povoleno bitem 
TOIE1 přerušení při přetečení čítače/časovače1. Následně je nastaven registrem 
DDRB směr komunikace portu B na výstupní a registrem PORTB nastaveny všechny 
piny portu na log.1, tedy LED zhasnuty. Následně jsou povolena všechna přerušení 
instrukcí sei. Mobilní telefon nemá defaultně nastaveno zobrazování telefonního čísla 
příchozího hovoru, proto je třeba na začátku programu zaslat mobilnímu telefonu AT 
příkaz at+clip=1 pro vypisování těchto údajů. Mezi jednotlivými odesílanými znaky se 
vždy čeká na uvolnění datového buferu UDR testováním bitu UDRE v registru 
UCSRA (viz [1]). Po odeslání tohoto příkazu následuje nekonečná smyčka while, kde 
se čeká na přerušení při příchozím hovoru. 
 
 Obsluha přerušení při příjmu dat po sériové asynchronní lince zajišťuje 
zkopírování příchozího znaku z bufferu UDR do pole a s indexem i, který je při 
každém příchozím znaku na konci obsluhy přerušení inkrementován, takže jsou do 
pole zapisovány přicházející znaky ve správném pořadí jak jdou za sebou. Následně 
je podmínkou testován poslední znak hledaného textového řetězce a pokud je 
nalezen, jsou postupně pomocí podmínek testovány všechny předchozí znaky 
hledaného řetězce. Pokud je řetězec vyhledán, znamená to, že je MT prozváněn 
zadaným telefonním číslem a je inkrementována proměnná poc_ring, která obsahuje 
počet příchozích vyzváněcích tónů a vynulován index pole, tedy načítání dalších 
znaků do pole proběhne opět od indexu 0, proto nedojde k tomu, že by byl index pole 
větší než velikost pole a znak zapsaný mimo pole by mohl být přepsán jinými daty. 
Vynulování indexu pole proběhne pouze při detekování správného řetězce, tedy 
pouze při prozvonění z nastaveného telefonního čísla, pokud však MT prozvoní jiné 
telefonní číslo je index pole inkrementován dále a může být vyšší než definovaná 
velikost pole, tedy se mohou některé znaky zapsané mimo tuto definovanou velikost 
pole přepsat jinými daty, ale to je nepodstatné vzhledem k faktu, že tento příchozí 
hovor není sledován. Následně je registrem TCCR1B nastaven časovač/čítač1 na 









1/max =⋅=⋅=  (14) 
 
Tato doba byla s rezervou stanovena s ohledem na rychlost opakujícího se 
prozváněcího tónu. Pokud do této doby přijde další znak, je čítač/časovač1 
vynulován a znovu nastaven. Na konci obsluhy přerušení při příjmu dat po sériové 
asynchronní lince je inkrementována hodnota indexu pole. 
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 Následuje obsluha přerušení při přetečení časovače/čítače1 nastaveného po 
příjmu jakýchkoli dat po sériové asynchronní lince. Po uplynutí tohoto času je zcela 
jisté, že již nepřijde další prozváněcí tón při spojitém prozvonění, tedy je možné 
vyhodnotit pomocí podmínek if počet prozváněcích tónů obsažených v posledním 
prozvonění a rozsvítit či zhasnout LED. Je také nutné vypnout samotný 
časovač/čítač1, aby nedošlo k dalšímu nechtěnému přetečení. Následně je 
vynulována proměnná poc_ring a proměnná i, kterou je nastaveno další načítání 
znaků do pole a od indexu 0. Tím je zajištěno, že jakékoli nežádané krátké příchozí 
řetězce například typu OK nedostanou index pole přes hodnotu 39 vůbec a větší 
řetězce, například prozvánění z cizího telefonního čísla se dostanou mimo tento 
rozsah na dobu maximálně výše zmíněných 8 sekund po skončení prozvánění. 
 
 V budoucnu je možné tímto způsobem přes externě připojené relé ovládat po 
síti GSM i jiné spotřebiče. U takto jednoduchého programu nebyla řešena zpětná 
vazba například zpětným prozvoněním, kdy může počet prozvonění realizovaný 
vývojovým kitem signalizovat stav spotřebiče. Další alternativou ovládání 
prozváněním je ovládání pomocí sms. Toto řešení je programově o mnoho složitější 
a není zdarma, ale je uživatelsky pohodlnější. Zapínání nebo vypínání spotřebiče 
může být realizováno například sms ve tvaru zap1 nebo vyp1. Výhodou použití sms 
je možnost jednoduchého ovládání mnoha spotřebičů. Prozvoněním lze efektivně 
ovládat pouze dvě až tři zařízení, jelikož je nutné vytvořit intervaly alespoň dvou 
oznamovacích tónů pro jeden stav, aby nedocházelo k omylům a zároveň není 
efektivní dlouhou dobu prozvánět připojený mobilní telefon a přitom počítat počet 
pípnutí ve sluchátku. 
 
 
Program ovládání LED pomocí MT Siemens C55… 
 
#include <avr/io.h>   //základní knihovna 
#include <avr/interrupt.h>  //knihovna pro práci s přerušením 
 
int i,poc_ring;    //pomocné proměnné 
char a[40];    //pole pro znaky 
 
int main(void)    //hlavní část programu 
{ 
 UBRRL=25;    //rychlost komunikace 19200Bd/s 
 UCSRB=0b10011000;  //Rx IE, povolení Rx a Tx 
 UCSRC=0b10000110;  //parita vyp,8bit,   
 TIMSK=0b00000100;  //pov.přeruš.při přeteč.č/č1  
 
 DDRB=0xff;    //výstup pro LED 
 PORTB=0xff;   //zhasnuté LED 
 sei();    //povol.všech přerušení 
 
 loop_until_bit_is_set(UCSRA,5); //čekání na uvolnění UDR 
 UDR='a';     //vyslání příkazu at+clip=1.. 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='t'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='+'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='c'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='l'; 
 loop_until_bit_is_set(UCSRA,5);  
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 UDR='i'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='p'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='='; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR='1'; 
 loop_until_bit_is_set(UCSRA,5);  
 UDR=0x0D; 
 loop_until_bit_is_set(UCSRA,5);  
 while(1);     //nekonečná smyčka 
} 
  
ISR (USART_RXC_vect)   //obsl.přeruš.při příjmu USART 
{ 
 a[i]=UDR;     //znak do pole  
 if (a[i]=='4'){    //vyhledání řetězce 608121... 
  if (a[i-1]=='8'){ 
   if (a[i-2]=='4'){ 
    if (a[i-3]=='1'){ 
     if (a[i-4]=='2'){ 
  if (a[i-5]=='1'){ 
    if (a[i-6]=='8'){ 
    if (a[i-7]=='0'){ 
     if (a[i-8]=='6'){ 
   poc_ring++;  //inkr.počtu prozváněcích tónů 
   i=0;   }}}}}}}}} //index pole na 0 
 TCNT1H=0x00;    //vynulování stavu č/č1 
 TCNT1L=0x00;    //vynulování stavu č/č1 
 TCCR1B=0b00000101;   //nastav.č/č1-norm.rež.,/1024   
 i++;      //inkr.indexu pole 
} 
 
ISR (TIMER1_OVF_vect)    //obsl.přeruš.přeteč.č/č1 
{  
 TCCR1B=0b00000000;    //zastavení č/č1 
 if (poc_ring>0 & poc_ring<=2) {PORTB=0b11111111;} 
        //1-2tóny->zap.LED 
 if (poc_ring>=3) {PORTB=0b00000000;} //3 a více tónů->vyp.LED 
 poc_ring=0;     //vynul.poč.prozv.tónů 
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3 Závěr 
V bakalářské práci byl vytvořen univerzální vývojový kit s mikrokontrolérem 
ATmega16, jenž obsahuje matici tlačítek, LCD, LED, konektory všech čtyř portů, 
konektory matice tlačítek, LED i LCD, konektory pro JTAG a ISP programátor, 
obousměrný převodník TTL/RS232, svorkovnice pro USART v logice TTL i RS232 a 
svorkovnici pro připojení napájecího napětí 5V.  
 
Nad rámec zadání byla na vývojovém kitu vytvořena patice pro senzor 
zrychlení ADXL330, který je díky ní součástí vývojového kitu. Pro napájení senzoru 
ADXL330 je na kitu umístěn stabilizátor LE33A, jenž dodává senzoru potřebné 
napětí 3,3V. Matice tlačítek je vyvedena na konektor, aby ji bylo možné připojit k 
jinému portu, či z ní pomocí speciálního propojovacího konektoru udělat 3 obyčejná 
tlačítka vhodná například k externímu přerušení. Důvod pro vyvedení LED a matice 
tlačítek na zvláštní konektory je i takový, že na rozdíl od ostatních součástek nejsou 
připojeny ke kitu přes patici, tedy by nebyly odpojitelné od portů mikrokontroléru. 
Tímto způsobem je však možné tlačítka i LED odpojit a na místo nich k portům 
připojit jiné zařízení, čímž je dosaženo požadované univerzálnosti vývojového kitu. 
Vzhledem k poměrně velkému odběru podsvícení LCD je možnost pomocí jumperu 
podsvícení odpojit. Pak klesne spotřeba jinak plně fungujícího kitu ze 160mA na 
40mA. 
 
Programování mikrokontroléru zajistil vyrobený JTAG-ICE programátor, jenž 
umožnil odkrokování programu přímo na univerzální desce a tím i rychlejší odhalení 
programátorských chyb. Programátor byl připojen k notebooku přes převodník 
USB/RS232. 
 
V druhé části práce byl vytvořen jednoduchý software pro ovládání všech 
použitých periferií. Software byl napsán ve volně dostupném vývojovém prostředí 
AVR studio firmy Atmel. Jednoduché programy obsluhují všechny periferie obsažené 
ve vývojovém kitu, tedy LED, piezo, LCD, matici tlačítek.  
 
Nad rámec zadání byl vytvořen program pro obsluhu senzoru zrychlení 
ADXL330, který přepočítává hodnoty z A/D převodníku na úhel náklonu a výsledek 
vypisuje na LCD. Zcela nad rámec práce byl vytvořen jednoduchý program pro 
zapnutí a vypnutí skupiny LED pomocí různého počtu prozvonění mobilního telefonu 
Siemens C55 připojeného k jednotce USART vývojového kitu. Pro eliminaci 
případných nežádoucích prozvonění (omylů) program reaguje pouze na prozvonění z 
předem definovaného telefonního čísla. 
 
Všechny přílohy týkající se DPS jsou na přiloženém CD i v originálním formátu 
.pdf ve velikosti 1:1. Navíc je přiložen invertovaný obrazec DPS určený přímo pro 
výrobu desky plošných spojů na naší fakultě. 
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