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Th巴bigscale and complicated software system is demanded by the system user 
Recently， this development requires a large quantity of human power which calls for agreat 
deal of cost. Rasing productivity on the system dev巴lopm巴ntis necessary. This paper discusses 
productivity of programming from the point of view of examining the causes of programming 
errors 
しはじめに
高度情報化社会の進展する今日，その中心的役割をす
るコンビュータは，ハ ド、ウェアとソフトウェアの両方
が相まって機能し高度な情報処理システムが完成する。
、ードウェアはエレクトロニクス技術の革新によりその
性能は大幅に向上して，その価格は年々低下して来てい
る。それに比ベソフトウェアは労働集約的な作業によっ
て作成されソフトウェア開発費用の大部分はシステムズ
エンジニアやプログラマー等に支払われる人件費であり
年々上昇する傾向にある。ハードウェアの性能価格費は
10年間でほぼ100倍向上するのに対し，ソフトウェアの生
産性は10年間で約2.5倍にしかなっていないと言われて
いる。コンビュータシステムに不可欠の， ソフトウェア
は，①開発，保守費用が高くなる。②信頼性が低い。③
大規模なソフトウェアシステムの開発は困難。④ソフト
ウェアの開発管理が困難，等の問題が存在している。一
般に企業のEDPシステムでは，ハードウェアとオベレ
ティングシステム等の基本ソフトウェアはメーカーか
ら購入し，各企業の業務に合致する適用業務ソフトウェ
アは独自で開発を実施している。今日，企業経営の観点
から，オンラインシステムの様に複雑で高度なEDPシ
ステムを開発するためには莫大な資本投資をしなければ
ならず，この点の合理化は増々重要となると考えられる。
ソフトウェアは人聞の知的労働により作成されるが，人
間の人間らしさであるミスにより，エラーが内在してし
まう。ソフトウェア開発の工程で，その半分の労力は人
間が作り込んでしまったミスを検出・修正するデノミッグ
作業であり，ソフトウェアの信頼性，またはEDPシステ
ムの全体の信頼性に大きくかかわりあう仕事である。当
研究においては，企業独自で開発する適用業務、J ステム
の開発時におけるエラ一発生の問題を詳細に検討せんと
試みるものである。
I. システム開発工程とエラー
ソフトウェアの開発は種々な作業工程に分割して，複
数のコンピュータ要員により作業がなされる。表 1~こは
標準的な開発工程と，その各工程により生産されたトキ
ュメント類やプログラムを示している。ソフトウェア開
発は設計 e製造の過程が直接に見ることができない頭脳
的労働によって作業が進行する特殊性があり人的要素が
大きく寄与する。調査分析工程では，現状等の分析がな
されシステム設計では，調査報告書を基にしてコンピュ
ータシステムの各使用等を考察し，システムの機能を細
分化する。この詩，作業者のミスにより表2に示す様な
設計不良や仕様不良，条件設定エラーが内在してしまう。
これらのエラー原因が入ったまま次のプログラミング工
程に進みプログラム設計書，テスト仕様書等が作成され
るがここでフローチャートの作成不良やコーディングの
ミスが発生する。プログラムは単体又はモジュ←ノレに分
割されて最少機能単位となり，エラーの検出〔単体テス
ト)が行われる。総合テストでは，モシューノレのインタ
ーフェスのテスト(結合テスト)と総合システムテスト
に分かれるがテス卜中に，不良を修正するが一部は改悪
となり機能が不良になるデグレートが発生する。システ
ムの開発工程は直列システムであり前工程のエラーが次
工程に反映してしまう。これらのシステム開発工程は，
情報処理の手順をコンピュータに指示する詳細な命令語
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表 l ソフトウエア開発における標準工程
とトキュメン卜，プログラム類
標準工程 作業範圏 アウトフット
調査分析 調査報告書
予備設計
開発計画
妓術計算の場合の理論解析 理論解析説明書
シス 7 ム設計
基本設計 機能設計
γステム構成とサプシス ゾステム基本設計書
テム分析
7 7イノレ設計
入出力帳票と基本フ 7 イ
ルの設計
システム評価方法の設定
テスト仕様の計画・内容
詳細設計 フログラム構成む設定 詳細設計書
プログラム基本設計
プログラム機能仕様の作
成共通ヱリ 7，メッセー
シ，詳細フ γ イノレ，内部
コート等の定義
技術計算の場合の数値解析 数値解析説明書
プログフミング
フログラム設計 プログラム仕様の作成 フログラム設計書
メッセージ覧E ヱ1)アの
定義含む
単体テスト仕様の作成 フログラムテスト仕様書
プログラム作成 プログラム・フローチャー プログラムーフローチャ
トの作成 トー
コー ティン f
机上デハッグ， 7センフ フログラムリスト
Jレ， コンノ〈イル (媒体含む)
単体テストテータの作成 テスト結果
単体テスト(=デパッグ)
総合テスト サプシステム総合テスト 総合テスト結果報告書
システムテスト
テストラン プログラム(完成品)
総合テストデータ作成
マニュアノレの作成 操作説明書，利用者マニュ 操作説明書
アルの作成 利用者マニュアル
納品物件整理を含む
〔出典 ソフトウエ7産業振興協会)
の大規模な集積化作業であり，情報処理手順。解法を表
現する手段の集大成されたものの構築であり，その為に，
報告書をはじめとする情報(表現〕を詳細に分割変換す
る過程であり，その分割変換作業を人聞が行うので完全
に変換されない時にエラーが内在してしまうと考えられ
る。システム開発工程の 4割以上の作業はエラーを検出
し修正するデバッグ作業であり，そこに多額の費用が発
生する。期待される情報処理の機能が完全に作動するソ
フトウェアの開発，すなわち， コンピュータ上にインプ
リメン卜してエラ一発生が皆無で運転できるプログラム
の作成はコンピュータ化した社会において重要な問題で
あろうと考える。
II.適用業務システムの開発例
今日，銀行や証券会社等の金融機関におけるコンビュ
タシステムは大変高度な利用形態を採用し，事務処理
表 2 システム開発時のエラ一発生主要因
作業工程 内 げ廿? 
基本設計 要求把握エラー(基本設計不良)
その他
詳細設計 機能~論理展開不良(仕様、不良)
インタ」フェース不良
テー 7'ル設計エラー
7，イノレ設計エラー
その他領域設計エフー
境界条件設定エラー
その他
アローチャー卜 ログシク不良
初期化エラー
比較エラー
フラグ設定エラー
その他
コーディ Y グ エリア〔領域名称)不良
命令語不良
レタスター CRegister)不良
名標/分岐先不良
その他
システム 7 スト ディグレード(修正ミス)
(結合:総合) その他
業務の機械化に始まり，昭和50年頃からは第2次オンラ
イン化と呼はれる全勘定科目のコンビュ←タ化，全営業
広のオンライン化，顧客情報管理の充実を且ざして効率
的な情報処理システムの構築が進んで来ている。この様
な状況のなか，新規取扱い業務の事務処理をオンライン
処理するためのシステム開発が始められた。
I11-l.開発システムの概要
システムの概要は図 11こ示す様にオンライン処理系と
オフライン処理系から構成されて，前者は各営業!古の端
末機から取引情報が入力されると元帳ファイノレの内容と
照合され取引ジャーナノレ用の磁気テ fに記憶するデー
タ収集機能と入力されたテータの検証機能を持つ様設計
されている。オフライン処理系は，オンライン処理で、収
集された取引情報に基づいて元帳ファイノレと追加ファイ
ノレの内容を更新する機能と業務に必要なデ タテープの
準備，各種の報告帳票の編集と印字出力等の機能から成
り立っている。オンライン処理系は約50本のプログラム
から成り開発に使用した言語はアセンブリ一語12084ス
テップでオフライン処理系は約20本でアセンブリ一語
12386ステップ PLjI言語で7349ステップのプログラム
規模となった。ここで PLjIは主に帳票編集や印字出力
に関係するプログラム開発に使用し生産性の向上を計っ
(%) 
II -3. システム開発の生産性
図2から明らかの様に開発工程の中ほどに多くの作業
工数を必要とする。この部分の生産性向上の目的のため
高水準言語をできるだけ多く使用する計画で開発が進め
られた。昭和4年代から始まった l次オンライン化には
主にアセンブリ一言語が使用されていたが，ハードウェ
アの能力向上と処理速度の向上により， しだし、に高水準
言語が実用上使用できるようになり， 50年代から 2次オ
ンライン化ではCOBOL等の言語が多く使用され今日
に至っている。60年代に向けて第3次オンライン計画が，
現在，都市銀行，長信銀，信託銀行で進められているが
非常に大規模なソフトウェアシステムの開発が必要であ
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II -2. システム開発工程
開発期間は15カ月で図2の様な要員の割振りで行なわ
れた。開発工程は，機能別に分割できるシステムである
ため詳細設計工程以降は同時に並行して作業が進行でき
るため図の様に重複している。工程の中ほど(詳細設計，
プログラム開発，結合テスト)に要した作業工数は全体
の76.4%であり，特にプロクラミング工程に膨大な要員
の作業を必要としていることがわかる。ずステム開発に
要した直接作業工数は165人。月であり，それに間接的な
運用や各種の手続き，報告書作成準備等の補助作業に常
時20名が係わっていた。表 3に工程別作業工数割合の比
較を示す。表中の Iは当システム開発における工数割合
であり， 2 ~ 5は表の下に書かれている資料から採用し
たデータで比較のため書いてあるが2の場合は事務処理
分野における調査データでプログラム開発に49%も割振
られている。 4は効果的プログラム開発技法を使用した
場合に合理的なテストを行い，その分設計段階に重点を
置く最近の傾向を示している。 5はプロセス制御システ
ム開発の25例の平均値を示す。以上の代表的な工数割合
の資料と比較すると当システム開発においては特にテス
ト工程，つまり最小単位のプログラムモジューノレ聞のイ
ンターフェスをテス卜する結合テストと実運営にきわめ
て近い環境て、全システムのテストを行う総合システムテ
ストに重点を置いてエラー発生を極力減少すべき努力が
なさわした。
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プ
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表 4 システム開発の生産性(1日当りのステッ 7・数〉
PL/I アセY プリ語
コーディング量
デパフグ量〔単体テスト)
プログラム開発量
146 
48 
31 
342 
111 
53 
り 1万人・月程度の労力を投入し500万ステッフのフロ
グラムが必要と言われている。開発したソフトウェアの
保守作業にも多くの要員を要し，開発の70%以上のプロ
グラマーが必要であろう。生産性向上のため効果のある
手段として高水準言語の採用の比重が増大する傾向にあ
りPL/I言語の使用による効率の測定を行った。表4に
結果を示す。プログラムの開発量はPL/Iで31ステップ/
日，アセンブリ一語では53ステップ/日であった。但し，
高水準言語である PL/I は，アセンブリー語の 3~5 ス
テッ 7.の機能を表現することができるので， 4ステップ
と考えると， 124ステップのアセンブリ一語に相当するこ
とになる。従来，処理効率の点からアセンブリ一言語を
使用しているが，特にオンライン処理系で、は機能が複雑
で，迅速な処理を要求するので重宝されているが， ソフ
トウェア保守の面から，又開発生産性向上からも高水準
言語を使用すべきであろう。そして，プログラム開発工
程におけるフローチャート作成工数が， PL/Iの場合に，
13.7%短縮できることがわかった。しかし，システム開
発の生産性は開発要員個人の能力に大きく影響し今回，
PL/I言語の経験年数が 1年未満のプログラマーは平均
20ステップ/日程度であり，経験が1年以上の場合平均34
ステップ/日のプログラム開発量をこなしている。
II-4. テスト工程とエラー検出
適用業務システムの品質を保証し，業務に必要な機能
を検査する工程がテストである。業務で使用するオブジ
ェクト・プログラムは前述の設計工程，プログラム開発
工程で作成されるが，人間の思考論理により，そして，
情報を分割変換する過程で思い違いや思考不足等により
不良(パグ〉が混入してしまう。それは，プログラムを
コンビュータに入れ実行させるとエラーとなり期待する
処理機能を満足にはたさない。開発工程の最後に，パグ
を検出し修正するテスト工程があり，デバッグ作業が行
われる。それは単体テスト，結合テスト，総合テストか
ら構成されるが，モジューノレ化された単体プログラムの
デバッグはプログラム開発工程に含まれ，フローチャー
ト作成時やコーディング作業時のバグを検出し修正す
る。結合テストではモジューノレ・プログラムを組合わせ
て相互のモジューノレのインターフェスの整合をテスト
し，詳細設計時のパグを検出，修正する。総合テストは
運用時のデータによる実動機能のテストを行い，基本設
尭
書散 l 34 
30 
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図 3 テスト工程のエラー検出状況
計で組込まれた機能のテストが行われる。オフライン処
理系の20本のプログラムに対し，各々につき100項目から
1，200項目のチェッ Fリストに従いデバッグ作業が行わ
れた。単体テストには5，550項目，結合テストには2，100
項目，総合テストには377項目のチェックリストに対して
テストが実施された。全般的には8.5件/Kステップから
13件/Kステップのパグが検出された。結合テストと総合
テスト工程におけるパグの検出状況を図3に示す。結合
テストは， 2段階に分けられ，結合テスト 1(1 ~ 6週)
は正常項目のテストで結合テスト 2 (7 ~11週〕は異常
項目，限界項目，特異項目等の特例項目についてテスト
している。各テスト作業で検出されたパグ 1件当りの平
均テスト件数は，結合テスト 1で8.8件，結合テスト 2で
10.9件，総合テス十 37.4件であった。テスト工程(結合
と総合テスト)全体で検出されたパグは図4に示す様に，
設計不良(機能不備，基本設計不良〉を原因にする件数
が41.9%であり，設計工程の管理が非常に重要であるこ
とがわかる。次にプログラム開発工程(フローチャート
作成，コーディング〕に混入するパグが36.6%検出され
たが，本来は前工程の単体テスト時に取り除かれるべき
パグがテスト工程にまで残っていたことになる。単体テ
スト作業方法の改善が必要であることになる。テスト中
に検出されたパグを修正したがその結果，新しいバグを
作り込んでしまうデグレードが13.7%も検出されてプロ
グラムのデバッグ作業の困難性が現れたものと考える。
開発に使用した言語聞で比較すると，アセンブリ一語を
使用した場合フローチャート作成の不良が28.7%で
PL/Iでは12.4%である開発の生産性と共に複雑で、詳細
に記述したフローチャート作成に伴ないパグが混入する
ためであろう。コーディング不良がアセンブザー語のば
あい 4%程度多く高水準言語使用によってプログラミン
グ時のパグ発生が押えられることになろう。PL/Iによる
プログラムのパグ発生率は，結合テスートで12件/Kステッ
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図4 エラ一発生原因
プ，総合テストでは0.6件/Kステップ，アセンブリ一語
の場合，それぞれ8件/Kステップ， 0.4件/Kステップで
あった。しかし機能から見るとアセンフリ 語の場合
PL/Iの4分の lのステップ数に相当するので，それぞれ
32件/Kステップ，1.6ステッフソKステップに相当すると
考えればPL/I，エラーに対しても有効なプロクラミング
言語であることは明白であろう。次に結合テスト 2で，
機能不備〔詳細設計不良)が， 73%も出現しているが，
異例デ タの処理に対応する設計方法の不備が原因で，
異常時の予想、が困難であった。システム設計者別のエラ
一発生原因をまとめて図5に示す。全設計者について詳
細設計工程の機能不備が目立ち29%~42.9%のパグを作
っている。設計者AとEの図から使用変更によるプログ
ラム修正が33.3%と19%あるが設計後に業務部門や日
銀，大蔵省から報告様式の変更が持ち込まわした結果て、あ
りパグと同様に集計している。フローチャ トとコーテ
ィング不良のパグが次に多く出現しているが，設計者の
仕様がプログラマーに充分理解て、きない結果によるもの
と考えられる。
IV. まとめ
企業における適用業務処理システムのソフトウェア開
発の効率化は，増々重要な解決すへき課題であろう。今
回，特に高い信頼性を要求する銀行システムの開発時に
おけるエラ←発生の原因を究明するため，開発工程別又
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図5 システム設計者5JIJエラ一発生原因
使用言語による差異等について考察を試みた。当システ
ム開発では構造化プログラミング等の手法を十分に使用
していないが，従来の開発よりも多くの工数を投入して
テストがなされている。ソフトウェア危機が言われて十
数年がたつがシステム開発の生産性に大きく影響するソ
フトウェアのエラー原因(パグ)を合理的に減ずる手法
又はシステム開発の管理手法の早期確立をしなければな
らないと考える。
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