Abstract. In this paper we describe our effort to merge two existing AOSE methodologies, Prometheus and ROADMAP, by isolating a set of generalpurpose common elements. The remaining parts of the two methodologies are componentized into special purpose "value-adding" features. This approach empowers the developer to assemble a methodology tailored to the given project (and the application domain) by adding appropriate features to the common elements. The assembled methodology can be modified during development to support changing aspects of the system.
Introduction
Many diverse Agent Oriented Software Engineering (AOSE) approaches and methodologies have been proposed [4, 14] , including the AAII methodology, AUML, Gaia, MaSE, Tropos, Prometheus and ROADMAP [6, 8, 15, 3, 11, 10, 5] . Each of the methodologies has different strengths and weaknesses, and different specialized features to support different aspects of their intended application domains.
Clearly no single methodology is "one size fits all". However, as application complexity grows, we expect future projects to have an increasingly large number of aspects that cannot be addressed by a single methodology alone. To provide engineering support for such projects, specialized features to address different aspects must be brought together from different methodologies in a consistent fashion.
It is useful to identify and standardize the common elements of the existing methodologies. The common elements could form a generic agent model on which specialized features might be based. The remaining parts of the methodologies would represent "added-value" that the methodologies bring to the common elements, and should be "componentized" into modular features. The small granularity of features allows them to be combined into the common elements in a flexible manner. By conforming to the generic agent model in the common elements, we expect the semantics of the optional features to remain consistent.
As a step towards standardizing methodologies, we investigate two in detail. Prometheus and ROADMAP [10, 5] have rather different aims. Prometheus focuses on building agents using BDI platforms [12] and on providing explicit and detailed processes and deliverables suitable for use by industry practitioners with limited agent experience, or by undergraduate students. ROADMAP focuses on building open systems [7, 13, 16] and emphasizes the societal aspects of an agent system. Key concepts in ROADMAP are roles and environmental zones. These concepts are used to model and establish trust in open organizations of agents.
We introduce the two methodologies and discuss their respective applicability in Sections 2 and 3. We then identify a set of common modeling elements in Section 4 and show how both ROADMAP and Prometheus can be seen as adding to the common elements in Sections 5 and 6. An illustrating example is presented in Section 7. Section 8 outlines future work and concludes.
Prometheus
The Prometheus 2 methodology is a detailed and complete ("start-to-end") process for specifying, designing, and implementing intelligent agent systems, which has been developed over the last few years in collaboration with Agent Oriented Software 3 (A company which markets the agent development software platform JACK TM [2] , as well as agent solutions). The goal in developing Prometheus is to have a process with defined deliverables, which can be taught to industry practitioners and undergraduate students who do not have a background in agents, and which they can use to develop intelligent agent systems.
The methodology consists of three phases: system specification, architectural design, and detailed design, as shown in Figure 1 . The following description of the phases and deliverables is necessarily brief, for more information see [10] .
System Specification: Actions and percepts define the interface between agents and the environment in which they are situated. Functionalities describe in a broader sense what the system should do (e.g. "the robot will try to maintain an awareness of ball position"). In this phase actions, percepts and functionalities are identified and specified. Use case scenarios are created to provide a more holistic view of the interaction between actions, percepts and functionalities.
Architectural Design: The major decision to be made during the architectural design is which agents should exist within the system, and what functionalities they should have. The artifacts of the previous phase are analyzed to suggest possible designs, which are evaluated according to the traditional software engineering criteria of cohesion and coupling.
During this stage of the design it is important to identify the events (significant occurrences) that the agent will respond to. Agent messages are also identified, forming the interface between agents. At this point interaction protocols are specified based on interaction diagrams (which in turn are based on use cases). If there are to be any shared data objects in the system, these should also be identified at this stage.
The system overview diagram ties together the agents, events and shared data objects. It is arguably the single most important artifact of the entire design process, although it cannot be understood fully in isolation.
Fig. 1. Overview of 3 Phases in Prometheus
Detailed Design: Detailed design focuses on developing the internal structure of each of the agents and how it will achieve its tasks within the system. The focus is on defining capabilities (modules within the agent), in terms of internal events, plans and detailed data structures.
Because design in Prometheus is oriented towards systems of intelligent agents, each agent may well be quite complex, with a number of interacting responsibilities, and an ability to fulfil these responsibilities in a variety of ways. Capabilities can be nested which allows for arbitrarily many layers within the detailed design, in order to achieve an understandable complexity at each level.
Applicability:
Prometheus supports the engineering of conventional closed systems with controlled and trusted agents. It specifically supports the BDI framework, and focuses on functionalities. Its concrete nature and detailed models and processes allow easy transition from the conventional OOSE approaches and make it very suitable for conventional applications such as an intelligent web server.
However, it lacks support for advanced properties for agent systems, such as openness and is not suitable for systems requiring these properties.
ROADMAP
The ROADMAP 4 methodology aims to support the engineering of large-scale open systems. It extends the Gaia methodology [15] by introducing use-cases for requirements gathering, explicit models of the agent environment and the domain knowledge, and an interaction model based on AUML interaction diagrams [8] .
The original Gaia role model is also extended with a dynamic role hierarchy. This role hierarchy is carried into design and will have a run-time realization, allowing social aspects to be explicitly modeled, reasoned about and modified at run-time.
Fig. 2. Overview of ROADMAP
ROADMAP promotes the view of software systems as computational organizations. Agents in a system are similar to individuals in a human organization, while the roles in ROADMAP encapsulate regulations, processes, responsibilities and team roles by which individuals function within a human organization. They specify, support and constraint an agent's behaviors in the organization. When the expected behaviors in the organization are explicitly represented at run-time, agents can verify each other's behavior, and misbehaving agents can be identified, removed or replaced.
A useful level of trust can be established when new agents enter the system. If the new agent has the appropriate knowledge, and behaves according to its role in the correct environment zone, then the other agents in the organization can trust this agent to act to achieve the overall goal of the organization.
The relationship between roles and agents is similar to the relationship between interfaces and objects in an OO approach. Like interfaces, roles provide an abstract model of the system above concrete implementation of functionalities. However, unlike interfaces, roles can be changed at run-time given the correct authorization. Instead of an immutable contract of behavior, roles should be considered as a variable-term agreement of behavior that can be reasoned about and changed. This difference allows a computing organization modeled by roles to be more flexible.
For more information on ROADMAP, please see [5] .
The Development Process: The ROADMAP methodology encourages an iterative approach and expects details of the models to be filled in when applicable. During the analysis phase, the six analysis models are created to allow conceptualization of the system as an organization. During the design phase, the initial conceptualization of the system is optimized for the chosen quality goals, such as performance. The original models are modified and refined to reflect the design decisions. In addition, three new design models are created to populate the updated organization with member agents.
Applicability: Before adopting our feature-based approach, ROADMAP prescribes rich models to explicitly deal with roles of agents, the environment and knowledge in the system. The methodology provides strong support for engineering complex open systems, but is less suitable for applications not requiring these properties. Consider a stand-alone desktop productivity tool where little knowledge is required outside its functionalities. Given its static nature, simple environment and lack of knowledge, creating all the models prescribed by ROADMAP simply causes extra overhead.
The Common Elements
In this section we present a set of common elements identified from Prometheus and ROADMAP. Each common element is then described in more detail. The analysis to derive the common elements is straightforward and omitted here.
Overview
The common elements are independent of the implementation architecture and support analysis and architecture design of the system. It consists of six basic models as depicted in Figure 3 . During the analysis stage, the models are created to conceptualize and document the system requirements. During the architecture design stage, the same models are refined and optimized for the given quality goals. During these two stages, agents are considered as black boxes. At the end of the architecture design phase, an implementation architecture, such as the BDI architecture, is chosen for each agent. The common elements do not support detailed design, and rely on optional features from other architecture-dependent methodologies to fill the gap. In Figure 3 , features derived from the Prometheus methodology are available to support the design of agent internals with BDI constructs.
The ROADMAP features are architecture-independent and can be added to the common elements to facilitate analysis and high-level design. Each feature can be introduced into a few models in the common elements, forming a thread of related additions to support a given quality goal.
Fig. 3. Overview of the common elements and optional features from Prometheus and ROADMAP

The Common Elements
The common elements are organized as the following models:
1. The Use-case Model is adapted from the conventional OO use-case model [1, 9] . It contains graphical use-case diagrams and text scenarios. The main difference is that agents in the system are depicted. Figure 4 shows an example.
The Environment Interface Model lists and describes the percepts and actions
possible in the environment of the agents. 3. The Agent Model lists agent classes, the services they provide, and the implementation paradigm chosen for them. This is similar to the class model in conventional OO approaches. 4. The Service Model contains basic descriptions, such as input, output and the processing, for each service in the system 5. The Acquaintance Model is a directed graph between agent types. An arc in the graph represents the existence of a communication link allowing messages to be sent. The purpose is to allow the designer to visualize the degree of coupling between agents. In this light, details such as message types and orders are ignored. 6. The Interaction Model contains sequence diagrams as proposed in AUML.
Fig. 4. An example use case diagram
Summary
The models in the common elements are designed to be simple and closely related to conventional OO models for two reasons. It allows developers without background in agent research to easily utilize the technology.
It also reduces the overhead from unused advanced features. For systems requiring low level of agency, the cost of development with the common elements is that similar to with OO methodologies. When additional agent properties are required, our approach enables the common elements to be consistently updated with given features. This enables a smooth transition to model different levels of intelligence and agency.
The Optional Features from ROADMAP
ROADMAP introduces three additional features to complement the common elements. They model environmental zones, domain knowledge and the roles in the system.
1. The environment model replaces the original environment interface model in the common elements. Instead of a uniform space, the environment can now be modeled in zones. The environment model contains a hierarchy of zones in the environment, and a set of zone schema to describe each zone in the hierarchy. The zone hierarchy is similar to an OO class hierarchy and uses inheritance and aggregation to relate zones and the objects in zones. See Figure 5 for an example. Percepts and actions are now modeled as read and write methods of objects in the zone controllable by the agents. Static objects model entities in the zone whose existence is known to the agents, but no direct interaction exists.
Zones can be added to the use-case model, the agent model, the acquaintance model and the interaction model. Please see Figure 6 for an example use-case diagram and Figure 7 for an example interaction diagram.
2. The knowledge model formalizes the knowledge aspect of the system. By abstracting knowledge out of functionalities, we aim to facilitate sharing and reusing of knowledge. It will also encourage the system to be designed and implemented at a higher level. A knowledge component is a coherent block of knowledge. The knowledge model consists of a knowledge component hierarchy, and a set of schema for each knowledge component. Knowledge components can be added into the use-case model, where required knowledge components to achieve the scenarios are identified. Knowledge components can also be assigned to roles, to model knowledge distribution in the organization.
3. The role model allows the developer to express an abstract framework of the organization according to which its member agents behave. The role model consists of a role hierarchy and a set of role schemas for each role in the hierarchy. The roles define expected behaviors of the agents and provide verification services to any authorized agents at run-time.
The agent model can include a list of roles taken by each agent. Agents interacting through roles can also be modeled in the use-case model, the acquaintance model and the interaction model. Please see Figures 6 and 7 for examples of roles in the use-case model and interaction model. 
The Optional Features from Prometheus
Prometheus introduces a set of related features for detailed design using BDI constructs. The key concepts are beliefs, events, plans and capabilities as outlined in Section 2. The architecture-independent models from the common elements were largely based on the original Prometheus models and can be refined directly to the BDI oriented models.
1. System overview diagram shows agents in the system and the events they send to each other. This diagram can be derived directly from the common element use-case model and the interaction model. Figure 8 shows an example.
2. Agent overview diagram shows the internal working of an agent as interacting capabilities and beliefs through event passing. Figure 9 shows an example.
3. Capability diagram shows the internal working of a capability as interacting plans through event passing. Figure 10 shows an example.
4. In addition to the above diagrams, Prometheus also defines descriptors for events, data, plans and capabilities in the system. 
Illustrating Example: Extending an Intelligent Personal Assistant
We illustrate our proposed feature-based approach by a scenario. Consider a business attempting to boost employee productivity by providing an intelligent personal assistant. The assistant allows the users to communicate via instant messaging, e-mail, voice conversation and file sharing. It will also allow the users to publish and manage their timetables, and allow appointments to be made online. Developers in the company are not familiar with the agent paradigm and used the common elements to model the functionalities. At the end of the architecture phase the BDI architecture is chosen for the implementation. The optional features derived from Prometheus are used to create the detailed design and translate easily into Jack code.
The prototype was a success and the company decides to integrate more aspects of its operation into the Personal Assistant. To accommodate the richer requirements, the development team extends the common elements with optional features derived from ROADMAP.
The employees want access to the Personal Assistant at home, from their PDAs and mobile phones. They also request integration of the Personal Assistant to the infrastructures, ie, task tracking, of various projects and departments they are involved in. Suppliers and clients of the company also requested to be included in the network. Environment zones and related features are therefore added into the development methodology to model the security and access control of various access locations and modes. Roles are used to model employee involvement in projects and departments. By structuring the system as an agent organization, the system can be modified and extended easily.
The knowledge modeling thread is also introduced to abstract domain knowledge out of functionalities. Business rules in projects and departments can then be shared and re-used.
The original analysis and design models were consistently extended with the optional features to handle the new requirements. The overhead to port project artifacts from Prometheus to ROADMAP is avoided by the use of common elements. The feature-based approach to build flexible methodologies significantly reduced the development risks in this example.
Conclusion and Future Work
We expect future software to require in addition to traditional quality goals such as performance, security or scalability, a new set of less precise quality goals such as privacy, politeness and good taste. These quality goals arise from our increasing reliance on software to decide and act on our behalf.
The engineering of these quality goals requires new methods. For example, we might need to analyze the distribution of knowledge in the system and answer questions like: does any agent have unnecessary knowledge that can be abused? What do we do to agents who know too much?
It is worth noting that in large-scale systems, the engineering of quality goals is mainly required on particular parts of the system. For example, politeness is important at the user interface. It is most cost effective to focus the engineering effort locally to the appropriate module, instead of the entire system.
The feature-based approach allows new techniques to be deployed into projects consistently, and applied accurately to the part of the system requiring the effort. The common elements could model the functionalities of the entire system, and form a foundation for specialized features to be added. The optional feature would support the engineering of quality goals important to local modules. For example, features supporting the engineering of politeness only need to be applied to models concerning the user interface.
In this paper we described our experience in merging two existing methodologies, Prometheus and ROADMAP. We presented a useful approach to isolate common elements from methodologies, and componentize the remainders of the methodologies into complementary features. We described the actual common elements and features obtained from applying this approach to Prometheus and ROADMAP, and illustrate the usefulness of this approach with an example.
In future we aim to formalize and standardize the agent model underlying the merged methodologies. The standard agent model could allow other methodologies to be componentized and merged with consistent semantics.
