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Resumen
La enseñanza de buenas prácticas en el diseño e im-
plementación de sistemas software es una tarea que
exige al profesorado una docencia personalizada y
un seguimiento continuo del aprendizaje. En este ar-
tículo presentamos nuestra experiencia en la implan-
tación de una plataforma de evaluación de calidad
del software para que estudiantes y profesores pue-
dan obtener métricas objetivas de calidad y esfuerzo
sobre los trabajos desarrollados. Para ello se ha utili-
zado la plataforma Sonar, que permite obtener infor-
mación sobre la calidad de varios proyectos de desa-
rrollo de software al mismo tiempo. Esta plataforma
se ha integrado dentro de un sistema de gestión del
ciclo de vida de aplicaciones (ALM) para que forme
parte del día a día del estudiante. Esto nos ha permi-
tido realizar un seguimiento detallado con poco es-
fuerzo y deﬁnir rúbricas de evaluación con términos
objetivos y conocidos a priori por los estudiantes.
Summary
Teaching good practices in software design and
implementation is a demanding task that requires a
close evaluation of students’ work. In this paper, we
describe our experience in setting up a platform for
software quality evaluation providing lectures and
students with objective metrics about the software
projects developed. We use the Sonar platform to
track the quality of several software projects at the
same time. This platform is integrated into an Ap-
plication Lifecyle Management (ALM) environment
so the students can use it in their everyday work. It
has reduced the effort to evaluate the students’ work
by using objective and well deﬁned criteria known
by the students beforehand.
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1. Contexto
En la ingeniería del software, un diseño de cali-
dad debe cumplir unos principios básicos que bus-
can mejorar factores a veces contrapuestos como la
cohesión o el acoplamiento. Esto impide optimizar
todos los factores al mismo tiempo y por tanto debe
encontrarse una solución equilibrada que esté prepa-
rada para evolucionar en el tiempo.
Un estudiante habrá aprendido a realizar diseños
de calidad cuando sea capaz de analizar un proble-
ma, proponer soluciones, criticarlas y tomar decisio-
nes. Estas habilidades sólo se pueden desarrollar a
través de la práctica por lo que la enseñanza del di-
seño de software debe orientarse en este sentido.
Esta experiencia se ha desarrollado para la asigna-
tura ingeniería del software de gestión 2, con 6 cré-
ditos impartidos en el tercer curso de ingeniería en
informática técnica de gestión. Para centrar el ma-
yor esfuerzo posible en los conceptos prácticos, el
cuerpo teórico se ha reducido a la enseñanza de los
principios básicos del diseño en las primeras sema-
nas del cuatrimestre. El resto del esfuerzo docente se
centra en el seguimiento y evaluación de un trabajo
práctico en grupo y de cierta envergadura. En este
trabajo, los estudiantes deben diseñar e implemen-
tar un juego de mesa con licencia print and play [7]
facilitado por el profesorado.
A cada grupo se le asigna un profesor-tutor que
realiza un seguimiento semanal en horario de clase.
Debido al elevado número de estudiantes, el segui-
miento tiene una duración aproximada de 20 minu-
tos por semana y grupo. En este tiempo el profesor
debe ser capaz de contextualizarse, detectar y anali-
zar el trabajo realizado por el grupo desde la última
revisión, detectar puntos débiles y fuertes del diseño,
proponer alternativas a través de otros puntos de vis-
ta, detectar factores no analizados y conocer y orien-
tar las acciones siguientes que realizará el grupo para
la siguiente sesión de seguimiento.
En el curso pasado, la diﬁcultad de realizar to-
do este trabajo en tan poco tiempo provocaba que
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la atención en horario de tutorías fuera muy deman-
dada, llegando en las entregas ﬁnales a superar la
demanda a las horas ofertadas por el profesorado.
Por tanto, aunque consideramos que el enfoque do-
cente era adecuado, implicaba un consumo excesivo
de recursos docentes. Además, en torno a la prácti-
ca grupal detectamos dos problemas adicionales. En
primer lugar, el baremo a utilizar en la caliﬁcación
de los trabajos no estaba claramente deﬁnido. En se-
gundo lugar, a cada trabajo se le presupone una com-
plejidad que afectará al número de horas a invertir
por parte del alumnado y por ende a la ponderación
en la caliﬁcación ﬁnal. En ambos casos, la valora-
ción la realiza el tutor en base a criterios subjetivos
y difícilmente cuantiﬁcables. Esto diﬁculta la homo-
geneidad en la caliﬁcación entre los distintos tutores
y la falta de certeza en la valoración de la compleji-
dad real de los trabajos.
En base a los problemas anteriormente deﬁnidos
nos planteamos reestructurar la docencia de la asig-
natura con objeto de cumplir los siguientes objetivos
de cara al curso 2011/2012:
1. Reducir la carga docente por el seguimiento de
los trabajos fuera del horario de clase. Para ello
se debe aumentar la autonomía del alumno en
el aprendizaje del diseño de software mediante
el estudio y seguimiento de métricas de calidad
del software.
2. Homogeneizar criterios de evaluación entre los
profesores mediante el uso de criterios objeti-
vos y cuantiﬁcables.
3. Mejorar la atención del profesor en las revisio-
nes semanales de grupos.
4. Controlar que el análisis de diﬁcultad previo
por parte del profesor se corresponde con la di-
ﬁcultad real del problema a resolver.
En este artículo, presentamos una plataforma de
trabajo y evaluación que ha contribuido a lograr los
objetivos anteriores en la Sección 3 dentro del mar-
co metodológico descrito en la Sección 2. En la Sec-
ción 4, se indica cómo esta plataforma ha permitido
mejorar la docencia logrando aumentar la autonomía
del estudiante, deﬁniendo rúbricas de evaluación [2]
y facilitando el seguimiento semanal de los trabajos
en equipo. En la Sección 5 analizamos los resulta-
dos obtenidos durante este curso académico y ex-
traemos algunas conclusiones. Por último en la Sec-
ción 6 discutimos brevemente la posible aplicación
de la plataforma de trabajo en otros contextos.
2. Mecanismos de Evaluación
Al comienzo del curso, cada estudiante es respon-
sable de ﬁrmar un contrato de aprendizaje [5] que
deﬁna la ponderación de cada uno de los tres aspec-
tos evaluables: trabajo en equipo, prueba de conoci-
miento general y porfolios. La ponderación afecta al
número de horas que se estima que cada estudiante
debe invertir en cada una de las partes. Al tratarse
de una asignatura de 6 créditos ECTS, el estudiante
debe realizar un esfuerzo de 150 a 180 horas entre
clases y estudio.
El trabajo en equipo es la columna vertebral de
esta asignatura asignándose un porcentaje entre el
50% y el 80% de la nota ﬁnal. La ponderación indi-
ca la diﬁcultad estimada del trabajo propuesto por el
profesorado y por ende el número de horas que debe-
rá invertir el grupo para realizarlo. Así un porcentaje
del 50% implica que el estudiante debe invertir entre
75 y 90 horas en la realización del trabajo.
Los trabajos se realizan en grupos de 5 a 7 perso-
nas que deben haber elegido la misma ponderación
para el trabajo. Aunque el trabajo se evalúa en su
conjunto, la caliﬁcación ﬁnal es individual. Esto se
implementa mediante un sistema de recompensas y
castigos deﬁnido en [7] en el que el grupo asigna en
cada entrega una caliﬁcación por estudiante en fun-
ción del trabajo realizado.
El trabajo consiste en el diseño e implementación
de un juego de mesa. Se deﬁnen dos entregables: una
memoria y el código fuente. La memoria debe con-
tener el diseño realizado en cada entrega así como
todas las decisiones tomadas al respecto y sus justiﬁ-
caciones. El código fuente debe residir en un sistema
de control de versiones que forma parte de la plata-
forma de trabajo y que utiliza Sonar para su análisis.
La evaluación ﬁnal del trabajo en equipo se reali-
za en una sesión pública en la que deben presentarse
los resultados obtenidos. En esta sesión el tutor de-
be emitir una caliﬁcación en la que se evalúen los
entregables del trabajo y la propia presentación.
La prueba de conocimiento general signiﬁcan en-
tre el 10% y el 40% de la caliﬁcación ﬁnal. Cada
ponderación implica la realización de una prueba di-
ferente en cada caso y acorde al número de horas que
se deben invertir en el estudio. De esta forma se rea-
lizan pruebas orales, informes técnicos o exámenes
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de diseño tradicionales según el caso.
Por último, los porfolios consisten en la realiza-
ción de trabajos individuales a propuesta del estu-
diante o el profesor con un peso de entre el 10% y el
30% de la caliﬁcación ﬁnal.
3. Plataforma de Trabajo y Evaluación
Un entorno ALM (Application Lifecycle Manage-
ment) es un conjunto integrado de herramientas que
dan soporte al desarrollo y mantenimiento de apli-
caciones software a lo largo de su ciclo de vida [6].
Las principales características asociadas a este tipo
de entorno son la automatización de procesos, la mo-
nitorización del desarrollo y la trazabilidad entre los
distintos artefactos software. La Figura 1 ilustra el













Figura 1: Estructura del ALM
Sonar: Evaluación de la calidad. Sonar 1 es una
plataforma para la evaluación de la calidad del soft-
ware a través del código fuente. La plataforma inte-
gra un conjunto de herramientas de análisis estático
del código fuente para extraer métricas que permi-
tan evaluar y mejorar la calidad del software. Entre
otros, Sonar proporciona información sobre tamaño
del código, métricas para medir la cohesión y el aco-
plamiento, errores potenciales, violaciones de están-
dares de codiﬁcación y código duplicado. Además,
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Sonar permite la conexión con herramientas de inte-
gración continua como Jenkins proporcionando así
información sobre el resultado de las pruebas uni-
tarias y la cobertura de código. En la asignatura, se
empleó una instalación de Sonar para Java conectada
a Jenkins que permitía a profesores y alumnos tener
información constantemente actualizada sobre la ca-
lidad del código fuente y el resultado de las pruebas
unitarias en cada proyecto. La Figura 2 muestra el
cuadro de mando de Sonar con información sobre
uno de los proyectos de la asignatura.
Subversion: Control de versiones. Subversion
(SVN) 2 es un sistema de control de versiones am-
pliamente usado por la comunidad de software libre.
Este sistema permite centralizar el almacenamien-
to del código fuente de un proyecto, registrando los
cambios realizados en el mismo y permitiendo vol-
ver a versiones anteriores si es necesario. Además, la
herramienta da soporte al trabajo concurrente sobre
los ﬁcheros de código aumentando así la ﬂexibilidad
y productividad en el desarrollo. En la asignatura,
todos los grupos contaban con un repositorio SVN
para la gestión del código fuente. Concretamente, se
hizo uso de ProjETSII 3, una aplicación Web para la
gestión de proyectos que integra Subversion y Red-
mine, gestionada por la E.T.S. de Ingeniería Infor-
mática de Sevilla.
Jenkins: Integración continua. Jenkins 4 es un
software de integración continua de código abierto.
La integración continua consiste en hacer integracio-
nes frecuentes y automáticas de un proyecto para de-
tectar errores lo antes posible. En la asignatura, Jen-
kins fue conﬁgurado para descargar el código fuente
del repositorio SVN de cada grupo con una frecuen-
cia de 24 horas. En cada iteración, la herramienta se
encargaba de compilar el código fuente, ejecutar las
pruebas Junit contenidas en el proyecto y generar in-
formes con los resultados.
Maven: Gestión de la construcción. Maven 5
es una herramienta software para la conﬁguración
y construcción de proyectos Java. Para ello, Maven
se basa en el uso de documentos XML que permiten
la automatización de tareas habituales como la com-
pilación, ejecución de pruebas, resolución de depen-
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Figura 2: Cuadro de mando de Sonar con información sobre unos de los proyectos de la asignatura
tura, Maven fue empleado para deﬁnir la estructura
de código fuente de los proyectos desarrollados por
los grupos de alumnos permitiendo así su integra-
ción directa en Jenkins y Sonar.
Eclipse: Entorno de desarrollo de software.
Eclipse 6 es un entorno de desarrollo con una arqui-
tectura basada en plugins. En el contexto de nues-
tra asignatura, Eclipse se ha usado como entorno de
desarrollo Java y elemento integrador con el resto
de herramientas del ALM. Eclipse ya integra en sus
últimas versiones con SVN yMaven. Para la integra-
ción con Sonar, se hizo uso del plugin Sonar Eclipse.
Redmine: Gestión de proyectos. Redmine 7 es
una herramienta de código abierto para la gestión de
proyectos que permite la gestión de tareas, wikis, ca-
lendarios y noticias entre otros. En la asignatura, esta
herramienta fue empleada para dar soporte al traba-
jo colaborativo del alumnado quienes lo usaron fun-
damentalmente para la asignación y seguimiento de
tareas. El profesorado tenía acceso a todos los pro-
yectos creados dando así la posibilidad de evaluar el
funcionamiento del grupo a nivel de tareas y roles.
Opera: Publicación de resultados. Opera [3] es
6���������������
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una aplicación Web para la gestión de trabajos en
grupo desarrollada en el contexto de la E.T.S.I. In-
formática de Sevilla. La aplicación permite a los
alumnos proponer trabajos y formar grupos de forma
sencilla. Además, actúa como una red social donde
cada trabajo tiene su propia página con información
descriptiva y enlaces así como comentarios y vota-
ciones de otros alumnos. Se ha utilizado Opera para
gestionar los grupos de trabajos y sus entregables.
4. Mejoras obtenidas
4.1. Aumento de la autonomía del estudiante
Las métricas calculadas por Sonar han ofrecido no
sólo a los tutores sino también a los grupos una in-
formación vital para detectar deﬁciencias en el códi-
go fuente y el diseño. La compilación diaria ha per-
mitido a los grupos conocer su evolución y mejorar
constantemente sus trabajos. Además Sonar permite
una compilación desconectada del servidor desde el
entorno Eclipse, con lo que se puede realizar un se-
guimiento en tiempo real de la evolución individual.
Las métricas sólo se han explicado a los grupos
bajo demanda. En general, los grupos han buscado
información sobre aquellas métricas sobre las que
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Sonar ha establecido alertas y han buscado solucio-
nes. En este sentido Sonar ha impuesto un factor
adictivo importante, puesto que los grupos han per-
seguido en todo momento ofrecer una imagen de co-
rrección y han buscado optimizar al máximo todos
los factores posibles. Esto ha aumentado la autono-
mía de los grupos a la par que ha reducido la nece-
sidad de supervisión por parte del tutor. En algunos
casos, los grupos han considerado las sesiones de se-
guimiento como un mero trámite, indicando al tutor
que ya conocen cuáles deben ser las actuaciones si-
guientes y los puntos de mejora de sus trabajos.
4.2. Rúbricas para la evaluación de trabajos
Disponer de una rúbrica [2] para la evaluación de
trabajos en grupo supone varias ventajas muy intere-
santes. Por un lado, permite a los profesores de la
asignatura homogeneizar los criterios de evaluación
y, por otro, permite a los estudiantes conocer cuáles
son los aspectos que se consideran más importantes
para su evaluación y, por lo tanto, centrarse en ellos.
No obstante, en el contexto del diseño de softwa-
re, resulta complicado proporcionar un conjunto de
criterios objetivos y homogéneos y en muchos casos
se tiene que acudir a evaluaciones cualitativas basa-
das en el análisis de la cohesión y el acoplamiento.
Esto es problemático para los estudiantes pues, en
muchos casos, la inexperiencia en analizar distintos
diseños hacen que no sean capaces de hacer una eva-
luación acertada de estos aspectos. Esto provoca que
la rúbrica no les proporcione, en muchos casos, in-
formación realmente útil para mejorar su diseño.
Por tanto, una de las mejoras más signiﬁcativas
que se obtienen al disponer de un análisis de la cali-
dad del código fuente es que proporciona un conjun-
to de criterios objetivos y cuantiﬁcables que resul-
tan de gran utilidad para complementar los criterios
cualitativos anteriormente mencionados a la hora de
deﬁnir rúbricas para la evaluación de las prácticas.
En nuestro caso, la rúbrica abarca cinco aspectos
diferentes de la práctica: diseño, veriﬁcación, docu-
mentación, funcionalidad y presentación. De esos
cinco aspectos, funcionalidad y presentación son
evaluados cualitativamente en base a una presenta-
ción realizada por los estudiantes en clase que in-
cluye una demostración de la práctica desarrollada
de manera que nos centraremos en los tres primeros,
que aparecen reﬂejados en el Cuadro 1. Con respec-
to al diseño, los factores que hemos tenido en cuenta
han sido los siguientes:
Rules compliance: Sonar permite deﬁnir un con-
junto de reglas, implementadas en varias herramien-
tas (PMD, FindBugs, Squid, CheckStyle), que se
comprueban sobre el código fuente en busca de posi-
bles errores, expresiones demasiado complejas, con-
venciones de estilo de código y malas prácticas co-
mo métodos muy grandes o clases con muchos mé-
todos. Existen distintos catálogos predeﬁnidos de re-
glas y, además, Sonar permite deﬁnir catálogos pro-
pios en base a los predeﬁnidos o añadiendo nue-
vas reglas. En nuestro caso, hemos creado nuestro
propio catálogo basándonos fundamentalmente en el
llamado Sonar Way with Findbugs. La métrica elegi-
da reﬂeja la proporción de conformidad de las reglas
frente al número de líneas de código de la aplicación.
Package tangle index: Índice que reﬂeja la can-
tidad de dependencias cíclicas existentes entre los
paquetes de la aplicación. El valor ideal es 0% que
indica que no existen dependencias cíclicas entre los
paquetes. La razón de incorporar esta métrica es para
evaluar la manera en que se han repartido las clases
entre los distintos paquetes de la aplicación.
Useless code: Número de líneas no útiles del có-
digo. Se calcula como la suma de líneas de código
duplicadas, líneas de código en métodos privados no
utilizados y líneas de código en métodos protegidos
no utilizados. La razón de incorporar esta métrica es
para combatir la tendencia de los estudiantes a co-
piar y pegar líneas de código y a dejar código no
utilizado conforme van desarrollando la práctica.
LCOM4 density: LCOM4 es una métrica de
cohesión de las clases basada en calcular el número
de “componentes conexas” de una clase. Una com-
ponente conexa es un conjunto de métodos y atri-
butos relacionados de una clase. En cada clase de-
bería haber una única componente conexa. Si hay
dos o más, la clase debería dividirse en otras clases
más pequeñas. LCOM4 reﬂeja el porcentaje de cla-
ses que tienen un LCOM4> 1. Esta métrica permite
evaluar la cohesión de las clases desarrolladas.
Complexity by method: Media de la compleji-
dad ciclomática por método. La razón de incorporar
esta métrica es para evaluar la forma en la que se ha
dividido el código en métodos combatiendo la ten-
dencia del estudiante de crear métodos con varios
bucles o condicionales anidados.
En cuanto a las pruebas, los factores que se han
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Caliﬁcación
Métrica A B C
Diseño
Rules compliance > 95 80−95 < 80
Package tangle < 0 0−40 > 40
Useless code 0 > 0
LCOM 4 density < 15% 15−30 ≥ 30%
Compl./method < 3 ≥ 3
Veriﬁcación
Line coverage >40 20-40 <20
Unit test success 100% <100%
Documentación
Comentarios >25% 10-25 <10
Cuadro 1: Rúbrica para la evaluación cuantitativa referida a diseño, veriﬁcación y documentación
tenido en cuenta en la rúbrica han sido:
Line coverage: Es la proporción de líneas de có-
digo ejecutadas por las pruebas unitarias frente al to-
tal de líneas de código ejecutables de la aplicación.
La razón de incorporar esta métrica es para evaluar
la cantidad de código fuente que está siendo ejecu-
tado por las pruebas unitarias.
Unit test success: Reﬂeja el porcentaje de prue-
bas unitarias que dan resultado satisfactorio. La ra-
zón de incorporar esta métrica es para hacer énfasis
en la necesidad de que el código debe pasar todas las
pruebas unitarias deﬁnidas.
Por último, para la documentación se ha tenido en
cuenta el porcentaje de líneas de comentarios en el
código frente a la totalidad del código escrito.
Además, la rúbrica utilizada incluye también otros
elementos cualitativos no mostrados en la Tabla 1.
En concreto, para el diseño se realiza una evaluación
de cohesión y acoplamiento del diseño completo, se
analiza la asignación de responsabilidades realiza-
da, se valora la legibilidad del código y se penaliza
la existencia en el código de malos olores [1]. Para
las pruebas se valora su legibilidad, el uso de mocks
y las pruebas realizadas sobre métodos complejos.
Por último, en cuanto a la documentación, se valo-
ra la legibilidad y el uso correcto de los diagramas
UML, la documentación de las pruebas realizadas
y la descripción realizada a los problemas de dise-
ño encontrados por medio de memorandos técnicos.
Todos estos aspectos cualitativos de la rúbrica son
valorados en una escala de la A a la F.
Con respecto a la caliﬁcación, la nota ﬁnal se ob-
tiene como la media aritmética entre los aspectos
cuantitativos y los aspectos cualitativos de la rúbrica.
De este modo, el 50% de la nota de la práctica viene
determinada por aspectos cuantitativos a los que el
alumno tiene acceso.
4.3. Seguimiento de trabajos
La mejora en la atención y el aprovechamiento de
las sesiones de seguimiento semanal ha sido uno de
los objetivos de nuestra actuación. El tutor debe ser
capaz de revisar en 20 minutos el diseño realizado,
el código fuente producido, la memoria y la estructu-
ra organizacional del grupo de trabajo. Sonar recoge
la evolución temporal de las métricas con lo que se
tiene numerosa información sobre la progresión del
trabajo y la mejora en el uso de técnicas de diseño.
Esto ha permitido una puesta en contexto rápida por
parte del tutor y ha ofrecido la posibilidad de reali-
zar un análisis previo a las sesiones de seguimiento
sobre el diseño y el código fuente.
Además se han homogeneizado las memorias ha-
ciendo uso de plantillas LaTeX, lo que ha facilita-
do la generación de documentación por parte de los
estudiantes y la revisión por parte del tutor. Se ha
propuesto una estructura incremental en la que cada
entrega se corresponde con un capítulo lo que se fa-
cilita la detección de los cambios realizados sobre el
diseño.
La experiencia obtenida por el profesorado duran-
te las sesiones de seguimiento ha servido para vali-
dar las rúbricas deﬁnidas y aumentar la conﬁanza en
el uso de criterios objetivos y su impacto en las cali-
ﬁcaciones ﬁnal.
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5. Resultados obtenidos
Una vez ﬁnalizada la asignatura podemos aﬁrmar
que la plataforma presentada ha ayudado a lograr los
objetivos deﬁnidos de la siguiente forma:
1. Sonar proporciona información útil al grupo de
trabajo para detectar puntos débiles y deﬁnir ac-
ciones de mejora del diseño. Esto dota al grupo
de una mayor autonomía lo que ha conseguido
reducir la demanda de tutorías drásticamente.
2. Las rúbricas que se apoyan en métricas obteni-
das automáticamente a partir de Sonar han per-
mitido objetivar y homogeneizar los criterios de
evaluación.
3. La información ofrecida por Sonar permite al
tutor contextualizarse rápidamente en las sesio-
nes de seguimiento y analizar la evolución dia-
ria de los trabajos. Además permite al tutor rea-
lizar un estudio previo que ayuda a mejorar la
organización de las sesiones de seguimiento.
4. La complejidad y el tamaño de los diseños son
dos métricas básicas ofrecidas por Sonar. En
base a ellas se puede analizar y comparar la di-
ﬁcultad entre los trabajos, pudiendo ajustarlas
el esfuerzo que el estudiante debe realizar.
A ﬁn de obtener datos cuantitativos de la mejo-
ra producida con nuestra actuación, hemos realizado
un análisis de los trabajos del curso pasado median-
te Sonar, aplicando la rúbrica de evaluación de este
curso. Atendiendo únicamente a criterios objetivos,
los trabajos del curso 2011 han obtenido un 6,3 de
media frente al 3,9 de los trabajos del curso 2010.
Atendiendo sólo a métricas de diseño la caliﬁcación
media es de 7,3 frente al 4,8. Esto señala una mejora
signiﬁcativa en la calidad de los diseños. Si bien la
calidad de los diseños es similar en lo que respecta a
la cohesión de las clases y su acoplamiento, se apre-
cia una desviación importante en métricas a nivel de
línea de código como son el número de líneas dupli-
cadas y el cumplimiento de reglas avanzadas. Esto
se debe a que el tutor no puede detectar este tipo de
problemas durante una supervisión en un tiempo ra-
zonable.
Podemos aﬁrmar por tanto que la calidad global
de los proyectos ha mejorado a la vez que se ha lo-
grado reducir drásticamente el tiempo invertido por
parte del tutor en la supervisión de los proyectos, do-
tando a los estudiantes de una importante capacidad
de autogestión de la calidad. Además, el estudian-
te conoce y aprecia los beneﬁcios que ofrecen las
ALM, considerándolos una herramienta fundamen-
tal para el desarrollo de futuros proyectos y que les
permitirá mejorar sus habilidades como diseñadores
de software.
Por contra, la instalación, conﬁguración y mante-
nimiento del ALM necesita de personal especialis-
ta. El profesor no debe asumir esta carga. En este
proyecto se ha obtenido ﬁnanciación para un beca-
rio que asistiera en las tareas de mantenimiento de
la plataforma y se ha contado con el soporte gratui-
to por parte de Klicap8, suministrador de parte de
la plataforma. En futuros proyectos consideraremos
el uso de plataformas ALM en la nube que son una
alternativa interesante tanto desde el punto de vista
económico como de disponibilidad.
Hasta donde sabemos, este trabajo es novedoso en
su aplicación a la enseñanza de la ingeniería del soft-
ware. Existen no obstante otras propuestas que han
hecho uso de métricas para evaluar código fuente
[4, 8] pero no así para su seguimiento. No obstante
se trata de una propuesta ad-hoc no basado en herra-
mientas existentes.
5.1. Análisis de resultados académicos
En años anteriores la evaluación combinaba la
realización de un trabajo práctico con dos pruebas
de conocimiento teórico y práctico respectivamente.
La ponderación del trabajo era del 50% frente a un
20% y 30% de las pruebas de conocimiento teóri-
co y práctico respectivamente. Hemos entendido que
separar el aprendizaje entre teoría y práctica no ayu-
da a lograr los objetivos de la asignatura y provoca
un cambio de contexto innecesario en el estudiante.
La práctica implica conocer y aplicar correctamente
los principios teóricos con lo que con ambas prue-
bas de conocimiento se produce una redundancia en
la valoración de conceptos. Además, la prueba teóri-
ca consistía en un test cuyas caliﬁcaciones eran bas-
tante discretas debido al cambio de contexto y a la
diﬁcultad de diseñar una prueba equilibrada. Por es-
ta razón se ha optado por uniﬁcar estas pruebas e
incorporar una evaluación de porfolios que permi-
ta al estudiante profundizar en algunos aspectos del
diseño, adaptando la docencia a sus preferencias.
Adicionalmente, la caliﬁcación del trabajo iba en
8www.klicap.es
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2010 2011
Convocatoria 1C 2C 3C 1C
M.Honor 2 0 0 2
Sobresalientes 1 0 0 3
Notables 16 6 1 53
Aprobados 45 8 10 22
Suspendidos 36 17 4 21
No Presentados 22 23 29 29
Total 122 54 44 130
Cuadro 2: Resultados académicos de 2010 y 2011
consonancia a la diﬁcultad, lo cual era inadecuado.
Se puede realizar un diseño excelente en un traba-
jo de poca envergadura y obtener una caliﬁcación
inferior a un grupo que realice un diseño pobre en
un problema de grandes dimensiones. Entendimos
que este sistema no valora el aprendizaje de habi-
lidades de diseño, por lo que la complejidad afecta
actualmente a la ponderación en lugar de a la com-
plejidad. Esto ha permitido mejores caliﬁcaciones y
más cercanas al rendimiento y aprendizaje real del
alumnado. El Cuadro 2 muestra una comparativa de
resultados académicos en las últimas convocatorias.
6. Futuro y Aplicabilidad de Resultados
La asignatura en la que se ha desarrollado esta
experiencia se extingue con este curso. No obstan-
te, pretendemos aplicar lo aprendido en otras asig-
naturas de los nuevos planes de estudio donde se
desarrolle software. A tenor de la experiencia y de
las opiniones vertidas por el alumnado, entendemos
que plataformas como la presentada en este articulo
deben formar parte del día a día del ingeniero/a en
informática. Trataremos de incorporar nuestra pro-
puesta a la plataforma ProjETSII.
En cuanto a los aspectos a mejorar, la objetividad
en las rúbricas puede incrementarse aún más en base
a la experiencia. Si bien la mejora ha sido signiﬁca-
tiva, creemos que con un análisis exhaustivo de los
cerca de 40 trabajos realizados hasta la fecha pode-
mos deﬁnir una rúbrica mucho más objetiva.
Por último, creemos que el uso de métricas y el
factor adictivo que produce en el alumno la mejora
constante de las mismas, abre la puerta a explorar
la gamiﬁcación del proceso de aprendizaje del dise-
ño, introduciendo competiciones entre grupos y un
sistema automático de recompensas y castigos.
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