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Pembangunan dalam teknologi komunikasi memerlukan suatu teknologi yang 
lebih maju dan canggih. Ia mempunyai kaitan dengan projek ini di mana ia melibatkan 
penghantaran dan penerimaan data melalui USB dengan menggunakan VHDL. 
Pada hari ini, kelancaran komunikasi amat penting dan ianya juga amat disokong 
oleh peranti-peranti yang moden pada masa kini. Contohnya, USB 2.0 merupakan salah 
satu peranti yang digunakan untuk berkomunikasi di mana USB b rperanan di dalam 
penghantaran dan penerimaan data. 
Kewujudan USB telah dapat rnenyelesaikan beberapa masalah yang timbul dari 
dulu lagi seperti penyambungan kabel-kabel peranti komputer ang berselirat 
perkongsian port sesiri antara pencetak dan modem yang rnenyebabkan pr esnya 
perlahan dan bilangan slot kad yang terhad bagi peranti ang m merlukan n arnbun iun 
pantas. 
Selain itu, USB telah mernberikan satu cam tunggal rpu ws 1 n mu ah 
digunakan bagi penyambungan kabel dari atu hinggalah 1 _ 7 peranti ke atu omputer, la 
juga menyediakan bandwitn tambahan untuk multim dia dan aplika i st ran rta 
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1.1 Pengenalan pada tajuk 
Pada masa sekarang, kelancaran komunikasi am.at bergantung pada pembangunan 
teknologi seperti yang akan dibangunkan pada projek ini iaitu USB Transceiver. Secara 
keseluruhan, projek ini adalah mengenai penghantaran dan penerimaan data dalam USB. 
Walaubagaimana pun, dalam menuju ke era teknologi, kepantasan adalah amat 
dititikberatkan. 
Untuk meningkatkan prestasi, kadar penghantaran data dalam USB, VHDL akan 
digunakan. 
1.2 Defiaisi Masalah 
Adalah amat penting untuk mengcnalpasti m alah ama ado yang ud h b irlaku atau 
yang dijangka akan berlaku. lni adalah bertujuan untuk mcncapai objektif pembangunan 
projek iaitu untuk memperbaiki sistem yang ada s kaligus dap t meningkatkan pm la i 










Skop permasalahan yang perlu diselesaikan di sini terbahagi kepada dua iaitu : - 
1- Dari segi perlaksanaan. Sukar untuk mengimplementasikan sistem yang ada 
kepada perkakasan kerana ia melibatkan p ngkodan perkakasan yang 
mungkin merujuk kepada protokol-protokol yang lain. Sistem ang sedia ada 
masih belum dapat mengatasi masalah kesesakan data, kawalan terhadap 
kehilangan data atau data rosak. 
11- Kesesuaian pembangunan rekabentuk terhadap eadaan rangkaian. Kita perlu 
pastikan ia dapat b rkomunikasi dengan perkakasan yang akan dibangunkan 
dengan baik k rana ma alah mungkin bcrlaku d mgan perubahan 
perlaksanaan daripada peri ian ke p rkaks an sepenuhn a. 
1.3.1 Pembahagiao Skop Projek 
Memandangkan projek p mbangunan USB Tran c i r ini ditu ia kan k padn 
orang, maka pembahagian tuga untuk tiap rang ad lah mengikut modul-modul 
bagi memudahkan lagi aktiviti-akti iti pernbangunan. B rikut adalah p mbahagian 
tugasan mengikut modul yag telah dipers tujui ol h kedua-dua belah pihak: 
1. Nor Wany Affinda Bt. Mhd Po totdin Afandi - WEK 010365 
Modul-m dul yang dibangunkan ialah modul CRC, PD serta DPLL 
2. Nurul Akmal Bt.Othman - K 010411 










1.4 Objektif I Tujuan 
1- Mengurangkan kos pembangunan rekabentuk kerana mt 
perlaksanaan yang hanya tertumpu di dalam perkakasan sahaja 
yang mana ia boleh meningkatkan kelajuan iaitu tidak ada kos 
untuk perisisan, pengoperasian dan alatan pembangunan. 
n- Untuk menyelesaikan masaJah sistem yang edia ada iaitu 
perlaksanaan USB daripada perisian ke dalam bentuk perkakasan 
dengan meningkatkan pre tasi i tern yang b leh menjarrun 
keutuhan data dan kelancaran pempr e an data ke dalarn 
perkakasan. 
l l t- Melaksanakan rancei er dengan mengunakan pendekatan 
metodologi VHDL. Ini adalah kerana aha a D iru angat 
sesuai untuk melaksanakan FPGA kepada teknik A l 
tv- Untuk mengenali USB, bagaimana ia b rfung i dan ara ia 
rnenghantar dan m nerima data. 
v- Memahami dengan jela garnbarajah bl k dan d arurcara erta 









Kegagalan pembangunan projek dalam mencapai objektif boleh dikaitkan dengan 
masalah kekangan yang berlaku yang disebabkan oleh masa, kos dan kebolehan perisian 
yang digunakan. Kekangan yang mungkin dihadapi ialah :- 
1- Masa untuk membangunkan projek ini adalah terhad. Perlaksanaan 
rekabentuk ini dijangka sehingga proses simulasi. lni adalah kerana 
pembangunan USB Transceiver melibatkan banyak pro e dan ini akan 
memakan masa untuk menyiapkannya. 
11- Kegagalan VHDL bagi memenuhi keperluan fung ian B Tran ceiver dari 
segi pengkodan dan simulasi. 
in- Ralat pada kod sumber VHDL mungkin berlaku ketika kornpila i. lni 
mungkin disebabkan oleh keupayaan perpu takaan VHD ang terhad dan 











Bab ini menerangkan secara ringkas penjadualan proses kerja yang dijangka akan siap. 
1.6.1 Jadual Pembangunan Sistem 
Penjadualan pembangunan projek ini amat penting bagi memastikan semua fasa 
pembangunan dilaksanakan dalam jangkamasa yang telah ditetapkan dan projek dapat 
disiapkan mengikut jadual pembangunan projek. 
Fasa- fasa yang terlibat ialah :- 
Analisis Keperluan 
~ Analisis Sistem 
);.- Rekabentuk Sistem 
>-- Pembangunan Modul 
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Bab 2: KAJIAN LITERASI 
2.1 Peugenalan 
USB merupakan singkatan daripada Universal Serial Bus. lanya merupakan 
protokol untuk menghantar dan menerima data daripada peranti digital. Ia juga adalah 
antaramuka piawai untuk rnenyambungkan peranti yang bersambung dengan kornputer 
(peripheral devices) seperti tetikus, pengimbas, papan kekunci, dan pencetak. Tidak 
seperti peranti yang lain yang disambungkan ke port, peranti USS boleh digunakan pada 
komputer tanpa perlu diaktifkan (restart) sernula. Terdapat Z jenis U B iaitu U B 1.0 
dan USB 2.0. Kedua-dua USS ini berbeza dari egi kelajuannya di rnana U S 2.0 
mempunyai kadar pemindahan data sebanyak 480 Mbp iaitu 40 kali lebih laju daripada 
USS l.O yang hanya rnempunyai 12 Mbps k lajuan maks imumny . 
2.2 Sejarah USB 
Dengan peningkatan penggunaan Kornunika i, Intern t das tel f n mud h alih se ara 
amnya, penyambungan komunikasi telah erkembang pada kad r ang tidak dapat 
dibayangkan pada lima tahun yang lalu. Hasilnya masaleh ini wujud akibat industri 
tanpa wayar 'wireless' yang berhubungkait d ngan jalur lebar ang terhad. Secara 
amnya, piawaian yang terhad k pada kadar kelajuan komunikasi iaitu sebanyak 










Pada mulanya, USB 1.0 dikeluarkan pada Januari 1996. Ia menyokong 1.5 Megabits per 
saat ( Berkelajuan rendah ) dan 12 Megabits per saat bagi kadar pemindahan ( 
berkelajuan tinggi ). Peratus kadar data berkaitan dengan limpahan protokol USB. Jadi 
pemindahan data sebenar kurang dari kelajuan tertentu. Berapa kekurangannya adalah 
bergantung pada jenis pemindahan dan saiz paket. 
USB 1.1 pu]a dikeluarkan pada bulan September 1998 dan edisi ini banyak mengata i 
masalah- masalah yang ada pada USB 1.0. 
Yang terbaru buat masa ini ialah USB 2.0 di mana ia telah dikeluarkan pada tahun 2000 
dengan kelajuannya bertambah hingga 480 megabits per aat. U B 2.0 ini be esuaian 
dengan mana-mana USB 1.X. Akan tetapi, terdapat si tern pen operasian bagi komput r 
peribadi tidak mempunyai sokongan USB 2.0 ehinggalah p da tahun 2 I. 












USB telah dibina daripada pelbagai struktur lapisan. Terdapat beberapa sambungan 
mudah dari hos kepada peranti yang memerlukan interaksi antara bilangan lapisan dan 
entiti. Sambungan mudah hos kepada peranti memerlukan interaksi antara bilangan 
lapisan dan entiti seperti Rajah 2.3. Lapisan antaramuka USB (USB Interface layer) 
menyediakan sambungan fizikal antara hos dan peranti. Lapisan peranti USB (USB 
Device layer) merupakan pandangan Perisian Sistem USB untuk menunjukkan operasi 
bersama peranti. Lapisan Fun tsi (Function Layer) menyediakan kebolehan tambahan 
kepada hos melalui lapisan perisian klien padanan yang tepat. (appropriate matched 
client software layer) Setiap tapisan fimgsi dan peranti U, B (U 'B svice and Fun itlon 
Layers) mempunyai pandangan secara komunikasi logikal melalui lapi an ang 
sebenamya dengnn menggunakan U 
penghantaran data. 
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USB menggunakan 4 kabel wayar antaramuka. Dua wayar tersebut digunakan dalam 
mod yang berbeza bagi kedua-dua penghantaran dan penerimaan data, manakala yang 
dua wayar lagi adalah untuk kuasa dan bumi. Sumber kuasa ke peranti boleh dating 
dari hos, hub atau peranti "self powered". 
Terdapat dua jenis penyambung yang berlainan pada setiap hujung kabel USS. alah 
satunya adalah untuk komunikasi upstream dan yang satu lagi adalah untuk downstr am. 
Setiap panjang kabel adalah terhad kapeda 5 meter. 
USB mempunyai empat jenis mod pemindahan komunikasi : 
• Kawalan I control, 
• Sampukan I interrupt, 
• bulk, dan 










Mod KawaJan I Control mode adalah disahkan oleh hos. Dalam mod ini, setiap 
pemindahan data mesti hantar data dalam dua arah, akan tetapi hanya satu arah dalam 
satu masa. Mod kawalan ini digunakan untuk mengesahkan peranri, tetapi ia bolehjuga 
digunakan juga untuk memindahkan sebilangan kecil data. 
Dalam Mod Sampukao I Interrupt mode, sampukan tidak terjadi pada keaadan 
biasa.Seperti dalam mod kawalan, hos perlu mengesahkan pemindahan data ahaja, Mod 
sampukan bertugas dengan hos yang berkaitan dengan peranti untuk melihat jika 
khidmat mod ini diperlukan. 
Mod Bulk I Bulk mode and Mod lsochronou I isochronou mode berpadanan atu 
sama Jain dalam satu keadaan. Mod Bulk I Bulk mod digunakan apabila data menepati 
kepentingan utama,tetapi kadar pemindahan data tidak bol h dijamin. ebagai c ntoh. 
Storan Drive Disk. Mod lsochronou I Isochronou mode pula mengorbankan •t 'l atan 
data dalarn jaminan pernasaan ( timing bagi penghantaran data. ntohnya ialah 










2.4 Mengapa Menggunakan USB? 
USB dilaksanakan untuk menggantikan kewujudan port serial dan parallel pada 
komputer. la mempunyai pelbagai kebaikkan bagi aplikasi ini seperti : 
• Penyambungan Peronti Yang Mudat« - USB memudahkan penyambungan 
peranti luaran. USB rnenyokong " PLUG AND PLAY '' iaitu operator tidak perlu 
terlibat terus dalarn proses set-upnya kerana U B dapat mengenalpasti segera 
mana-mana peranti yang disambungkan pada h s bas U 
• Bllangan Penyambuugan Perantl Yang Banyak - la membenarkan bilangan 
peranti yang banyak dan b ar bersambung dari atu hingg I h 127 per nti dari 
satu hos penyambung USS. 
• Kadar Pemindahan Ya11g Tlnggi - USB menggunakan kadar pemindahan data 
yang tinggi dari format data serial yang biasa. 
• Compatible with any other device - U m rupakan satu pemnti ang bol •h 
digunakan dengan mana-mana istem komputer dan peranti untuk berkomunikasi 
antara satu sama lain. 
• Widely published, open standard - USB boleh dipunyai oleh mana-mana 
organisasi. Oleh kerana ia adalah open published, sesiapa sahaja boleh 









• Reliable, effient data delivery - U B boleh memastikan data di hantar dan 
diterima dengan cepat dan tepat 
• Works on different hardware and network configurations - USB boleh 
diterima dan boleh dikonfigurasi untuk sebarang rangkaian yang direka. 




















BAB 3 : SISTEM METODOLOGI VHDL 
Bab ini membincangkan tentang metodologi projek ini. Metodologi merupakan satu set 
paduan yang lengkap di mana ia mengandungi model-model, kemudahan peralatan dan 
teknik-teknik khusus yang mesti diikuti dalam melaksanakan setiap aktiviti semasa 
membangunkan sistem. 








Simulate T t 8 nch 













Metodologi ini digunakan kerana kaedah VHDL adalah lebih mudah untuk 
difahami dan diikuti daripada kaedah 'High Description Language' seperti Verilog. 
VHDL membawa maksud Very High Speed Integrated Circuit Hardware Description 
Language. 
Gambarajah 3.1 di atas rnenunjukkan asas kepada kaedah rekabentuk. mengikut konsep 
VHDL. Proses bermula dengan rekabentuk awalan hingga ke rekabentuk ASIC atau 
FPGA. Proses-proses tersebut adalah : 
• Requirement I keperluan untuk setiap rekabentuk perlu ditentukan dan 
dirancang dengan te\iti untuk memastikan tiada keperluan yang tertingga\ 
• Dengan adanya requirement yang telah ditetapkan, model RTL dan Te t 
Bench dibangunkan dengan menggunakan kaedah Vl l 
• TestBench akan digunakan untuk pro es simulasi untuk mema tikan m del 
RTL tersebut berpadanan d ngan requirement yan telah ditetapkan 
• Model RTL akan disintesis dan ditukar kepada b ntuk Gate e l M~,·~·~·, 
ataupun 'Netlist' 
• Netlist tersebut akan 'Place and Route' kepada bentuk yang patutnya atau 
akan dilakukan 'Speed Optimization padanya 
• Fail yang akan dihasilkan elepas proses 'place and route akan dimuatkan ke 
dalarn benluk A lC atau FPGA 
• Proses simulasi akan dijalankan juga pada RTL Model, get level model dan 





















BAB 4: ANALISIS SISTEM 
4.1 Sejarah VHDL 
VHDL telah dibahagikan pada awal tahun 80-an sebagai projek penyeliclikan integrasi 
litar yang berkelajuan tinggi. Ketika program VHSIC dijalankan, penyelidikan telah 
didedahkan dengan kebimbangan bagi menghuraikan litar yang berskala terlalu besar 
dan untuk menguruskan sebarang masalah rekabentuk litar yang bersaiz besar. Ketika itu 
hanya alatan rekabentuk. aras get sahaja yang wujud, jadi penyelidik bersetuju dengan 
hakikat bahawa kaedah rekabentuk berstruktur perlu dihasilkan bagi mengatasi ma alah 
yang sedia ada. Tiga syarikat iaitu IBM, Te tas Instruments dan Inter Metric telah 
memeterai kontrak dengan Department of Defense (DoD) untuk menyudahkan 
spesifikasi dan perlaksanaan bagi atu bahasa baru yang merupa an kaedah di krip i 
bahasa rekabentuk. Versi pertama bagi bahasa ter ebut adalah VHDL, r i 7.2 telah 
diwujudkan pada tahun 1985. 
4.2 LatarBelakaog 
VHDL (Very High Speed Integrated Circuit Hardware De cripti n Language) menjadi 
piawai IEE J 076 dalam tahun 1987. Ia telah dikema kini pada tahun 1993 dan kini 
dikenali sebagai 'I Standard l076 1993'. Verilog Hardware Description Language 
telah digunakan lebih lama daripada VHDL dan digunakan secara meluas sejak ia 
dilancarkan oleh Gateway pada tahun 1983. Cadence te1ah membeli Gateway pada tahun 
89 dan mcm uka pcrisian Verilog kepada umum pada tahun 1990. la menjadi piawai 










4.3 Apa itu VHDL 
VHDL menggabungkan ciri-ciri berikut: 
• Bahasa Pemodelan Simulasi 
~ Mempunyai pelbagai ciri-ciri yang sesuai untuk memerihalkan kelakuan bagi 
komponen elektronik bermula dengan get-get logik yang mudah kepada 
mikropemroses yang lengkap dengan cip-cip. Ciri-ciri yang ada pada VHDL 
membenarkan aspek elektronik bagi kelakuan litar seperti kenaikan dan 
kejatuhan masa bagi isyarat, kelambatan menerusi get an operasi kefungsian 
mudah diperihalkan. 
• Kemasukan bahasa rekabentuk 
).> VF DL membenarkan kelakuan litar bagi litar lektronik yang kompleks 
diletakkan ke dalarn sistem rekabentuk bagi inte is lit r automatik e crti 
Pascal, C dan C++. VHDL menggandingkan ciri-ciri yang berguna untuk tekni 
merekabentuk dan menawarkan s t kawalan serta p rwakilan data. VIIDL 
membenarkan kejadian serentak ( concurr nt) dijelaskan. 
• Bahasa Pengujian 
);.> la berkeupayaan untuk mengetahui spe ifikasi presta i bagi l litar yang sering 
dirujuk sebagai testbench. Testb nch merupakan perwakilan VHDL bagi 
stimulus litar dan persamaan output yang dijangka menunjukk:an kelakuan bagi 










• Bahasa Netlist 
~ VHDL merupakan bahasa yang kuat sebagai kemasuk.an rekabentuk. baru pada 
level yang tinggi malah ia juga berguna sebagai salah satu bahagian bagi level 
yang rendah sebagai komunikasi di antara. alatan-alatan yang berbeza di dalam 
rekabentuk berpandukan komputer. Ciri bahasa berstruktur bagi VHDL 
membolehkan ia digunakan secara efek:tif sebagai bahasa netlist menggantikan 
bahasa netlist yang lain seperti EDIF. 
4.4 Kelebiban VBDL 
VHDL mempunyai rekabentuk digital seperti yang b rikut : 
• Piawaian (Standard) : VHDL sama eperti piwaian lain ia mengurangkan 
kekeliruan dan menjadikan antaramuka di antara peralatan dan produk d ngan 
mudah. Sebarang perkembangan kepada piawai mempun ai peluang ang lebih 
untu.k bertahan lebih lama dan mengurangkan kekangan b rbanding ang lain. 
• Meningkatkan produktiviti : VHDL dapat meningkatkan pr dukti iti dengan 
memendekkan masa dalam pasaran. Simul i b leh mengurangkan masa 
merekabentuk dengan m mbenarkan masalah rekabentuk di kesan dengan lebih 
awal bagi mengelakkan tugas rekabentuk pada peringkat get. 
• okongan indu tri : Dengan adanya peralatan VHDL yang efisien dapat 









• Kebolehgunaan : Terdapat sesetengah rekabentuk yang boleh diterangkan, 
dikenalpasti dan diubahsuai di dalam VHDL untuk kegunaan pada masa 
hadapan. 
• Mudab dibawa : Kod VHDL yang sama boleh disimulasi dan digunakan dalam 
pelbagai alatan rekabentuk pada yang berbeza dalam proses rekabentuk. lanya 
bergantung kepada set alatan rekabentuk. yang mana kebolehannya adalah terhad 
dan tidak kompetitif dalam pasaran selepas ini. Piawaian VHDL juga 
menukarkan data rekabentuk dengan lebih mudah berbanding pengkalan data 
rekabentuk alatan yang menjadi hakmilik. 
• Kebolehan Secara Model : VHDL dibangunkan kepada emua peringkat 
rekabentuk, iaitu daripada kotak elektronik k pa a trnn i t r. VH dopal 
menampung bentuk secara pelakuan dan rutin matematik y ng menjela kan 
tentang model yang kompleks seperti litar anal g dan rangkaian. la juga 
membenarkan penggunaan senibina yang pelbagai dan bergabung dengan 
rekabentuk yang sama semasa pelbagai peringkat dalam ro e t'i ka ntuk. 
• Dokumentasi : VHDL m rupakan bah a cam rekabnetuk yang mernbenarkan 
dokumenta i untuk diletakkan di dalam satu tempat denagn membenamkan 
(embedded) ia ke dalam bentuk k d. Gabungan antara komen dan kod ini 
sebenarnya adatah arahan yang patut dilakukan oleh rekabentuk bagi 










• Metodologi Rekabentuk Baru : Menggunakan VHDL clan sintesis untuk 
mencipta metodologi baru yang dapat meningkatkan produktiviti dalam 





















BAB 5: REKABENTUK SISTEM 
5.1 PENGENALAN 
Seperti yang kita maklum, USB Transceiver merupakan peranti yang bertindak sebagai 
penghantar dan penerima data. Ianya berlaku apabila peranti USB dipasang pada port 
USB sistem komputer. 
Telah dibincangkan bahawa USB menggunakan 4 kabel wayar antaramuka. Dua wayar 
tersebut digunakan dalam mod yang berbeza bagi kedua-dua penghantaran dan 
penerimaan data manakala yang dua wayar lagi adalah untuk ku a dan bumi. umber 
kuasa ke peranti USB boleh dating dari hos, hub atau peranti 'self pow r d". 
Terdapat dua jenis penyambung yang berlainan pada setiap hujung kabcl B. alah 
satunya adalah untuk komunikasi upstream dan yang atu lagi adalah untuk down. tr am. 
Setiap panjang kabel adalah terhad kapeda 5 meter. 
USB mempunyai empat jenis mod pemindahan komunikasi : 
• Kawalan I control, 
• Sarnpukan I interrupt, 
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Di bawah merupakan Jadual 5.1 iaitu penerangan tentang Pin. Bagi Gambarajah Blok 
Rajah 5.1 
Pi.n Keluar/Masuk Peneran2an 
elk 48 masuk 'clock' ini rnensetkan kadar 
maksimum setiap data yang 
masuk ke dalarn peranti 
rst masuk re et' emua litar kepada 
' nilai 'd fault 
clk_pll masuk clock ini juga men etkan 
kadar maksimum setiap 
data ang ma uk k dalam 
peranti dpll 
eop masuk paket yang terakhir masuk 
dan akan menghentikan 










rx active masuk menunjukkan penerimaan - 
data yang aktif Ianya akan 




data in masuk data masuk - 
data rx in masuk data diterirna masuk 
data rx m valid masuk data dikenalpa ti clan - - - 
diterima masuk 
Vp masuk is amt ma uk 
Vm masuk t amt ma uk 
- 
oe masuk Memb narkan data. ng 
keluar m uk ke d stinasi 
ang seterusnya 
rev masuk menerima data 











I eop keluar data keluar 
I' 
rx active keluar menunjukkan penerimaan 
data yang aktif. Ianya akan 
dihentikan apabila eop 
dikesan 
rx_active_out keluar data aktif keluar 
I 
data_:rx_out keluar data keluar 
data_rx_out_valid keluar data yang dikenalpasti 
keluar 












5.2 Cylic Redundency Check (CRC) 
CRC merupakan kod pengesanan ralat yang sangat popular dalam skim penghantaran 
data. Ia sebagai penyemak lewahan berkitar iaitu satu bentuk pengiraan matematik ke 
atas blok data dan akan kembalikan kandungan data tersebut bagi mengetahui maklumat 
yang dihantar benar atau salah. 
CRC ini berasaskan bit yang ditunjukkan oleh polinomial. Contohnya ialah 110001 
(mempunyai 6 bit), maka penjanaan polinomial ditunjukkan oleh: G(X)=X5 + X4 + 1. 
G(X) ini bermaksud penjana polinonial. 
5.2.1 Conteh Pengiraon CRC 
Pesan = 11010 I 
Polinomial = 101 



















5.2.2 Dasar Teori CRC 
CRC Merupakan kod pemeriksaan ralat yang umum digunakan pada sistem 
kornunikasi data dan sistem transmisi data bersiri yang lain. Selain itu, terdapat 





Algoritma CRC - 16 biasanya digunakan jika panjang pesan mencapai I kb atau lebih 
sehingga pesan harus ditransmisikan antara unit yang terpisah. Jika panjang pesan 
(message) mencapai beberapa kilobait dan harus ditransmisikan pada luran yang 
kurang baik seperti radio link, maka algoritma yang digunakan adalah R -32. 
Di mukasurat sebelah merupakan carta alir yangterlibat dalam pros s R dan bit 
stuffing. 
Rajah 5.2 : Carta Ahr yang digunakan untuk pergerakan data USB bagi CRC dalam 

































5.3 Packet Disassembler (pd) 
Pd merupakan penganalisa yang mempamerkan mempamerkan beberapa fungsi. 
Ia menapis paket dengan data PID danmembiarkan semua paket yang lain. Selepas data 
dikenalpasti, data yang sebenar akan dihantar ke bahagian pengenal imej. la tidak 
melakukan apa yang dilakukan oleh CRC. Jika PID salah, ia akan menjanakan keadaan 
ralat dan semua paket akan diabaikan. 
5.4 Digital Phase Locked Loop ( dpll) 
Litar dpll mengandungi satu pendaftar shift bersiri yang menerima sampel kemasukkan 
digital, isyarat jam setempat di mana membekalkan pul e jam ke pendaftar hift utk 
membawanya. Fasa litar pembetul, mengambil jam etempat dan menjana ernula jam 
stable dalam fasa di mana isyarat diterima dengan perlahan membetulkan fasa untuk t~ a 
bagi jam janasemula untuk memadankan isyarat yang diterima. 
Litar ini berguna bila data dan jam dihantar b rsama melalui kabel bia ejak ia 
membenarkan penerima menga ingkan (janasemula) i yarat jam dari data ang diterima. 
Kemudian, isyarat jam yang dijanasernula akan digunakan untuk mensampelkan data 
























5.5 Format Paket 
Format paket ini menjana kepadatan transisi bucu maksimum (the maximum of the dge 
transition). Medan SYNC muncul pada bas sebg IDLE' diikuti dgn ak ara binari ' 101 
0100', dalam pengkodan NRZI. 
la digunakan dgn litar input utk samakan data ma uk dgn 'local 1 ck & jadikan 
panjangnya 8 bit. YNC hanya untuk pengsinkronas. 2 bit akhir dalam medan 











5.6 Paket Pengenal (PID) 
Ia segera mengikut medan SYNC bagi setiap paket USB. PID mengandungi medanjenis 
paket bit-4 diikuti dengan medan semak bit-4 seperti dalam rajah. 
1:L.Sb) 1:MSb - - - - PIC~ 0 PIO Pl[l ~ Pl[ J PID 0 Pl[ PID 2 PIO., 1 .i: 1 s 
Rajah 5.4 
5.6.1 Jenis Paket Dalam USB 
Paket- paket di dalam USB ini mempunyai pelbagai jenis. Ada tiga jenis paket iaitu : 
• Token -Digunakan utk alamat (address). 
• Data - Digunakan utk data. 
• Handshake - Digunakan utk hentikan perubahan 
data. 
7 l::>lt~. 4 l:tlt:. s . It.! 












5. 7 Format Paket Data 
Paket data mengandungi PID, medan data mengandungi nilai kosong atau lebih bait data 
dan CRC seperti dalam Gambarajah Terdapat 2 jenis paket data yang dikenalpasti oleh 2 
PID yang berbeza iaitu DATA 0 dan DATA I.Dua paket data PID digunakan untuk 
menyokong data 'toggle' bagi keadaan penambahan secara segerak. 
Data hendaklah sentiasa dihantar dalam bilangan bait. Data CRC digunakan di dalam 
paket yang mengandungi medan data dan tidak mengandungi PID yang digunakan untuk 
mengesan medan tersebut. Ia dapat dilihat seperti di dalam Rajah 5.6. 
I 
·1 hlls 8 bits 

























Di dalam bab ini, saya akan menerangkan tentang bagaimana sesuatu modul itu apabila 
dibangunkan serta kaedah dan langkah-langkah yang diambil untuk menguji 
keberkesanan sesuatu modul seperti yang dikehendaki. 
Pengujian merupakan langkah yang diambil bagi memastikan sesuatu modul itu dapat 
dilaksanakan mengikut arahan-arahan yang telah ditetapkan oleh saya sendiri. 
Dengan melakukan pengujian ke atas modul yang telah dibangunkan, dapat saya 
mengesan sebarang ralat yang berlaku pada modul iaitu ke atas kod-kod yang telah 
ditulis. Selain daripada mengesan ralat yang berlaku, teknik pengujian dapat memastikan 
tidak berlakunya sebarang kesalahan pada kod-kod yang telah ditulis dan memastikan 
ianya dapat beroperasi seperti yang dikehendaki. 
6.2 PEMBANGUN AN MOD UL 
Bagi memastikan sesuatu modul itu dapat berfungsi dengan lancar, saya telah memilih 
untuk menghasilkan sesuatu modul besar kepada modul-modul yang kecil bagi 
memudahkan pengesanan ke atas ralat yang berlaku. Langkah ini bertujuan untuk 
mempercepatkan pengesanan ke atas ralat yang berlaku ke atas kod-kod yang telah 
ditulis. Sebagai contoh, saya telah membahagikan satu modul unit cyclic redundancy 










6.3 PEMBANGUNAN TEST BENCH 
Modul test bench dibangunk:an secara serentak dengan modul utama. Test bench 
bertujuan untuk menguji kebolehlaksanaan sesuatu modul yang telah dibangunk:an. 
Dengan membangunkan testbench, saya dapat mengetahui sesuatu modul telah berfungsi 
seperti yang dikehendaki apabila ianya disimulasikan kemudiannya. Bagi aturan di atas, 
contoh test bench yang dihasilkan adalah seperti berikut. 
6.4 PENGUJIAN DEN GAN PERISIAN PEAK FPGA 
Perisian PEAK FPGA telah digunakan untuk membangunkan projek ini, Perisian ini 
menyediakan servis yang mudah bagi kegunaan pengguna. Saya akan rnenerangkan 
tentang kemudahan ataupun ciri-ciri yang disediakan dalarn membangunkan modul. 
Tiga menu uta:ma yang penting dalam pengujian menggunakan peri ian ini adalah 











Perisian ini menyediakan khidmat kompil untuk memudahkan saya mengetahui jika ada 
ralat pada modul yang ditulis oleh saya dengan mengeluarkan dialog pemberitahuan 
ralat. Conteh ralat yang selalu berlaku adalah ralat dari segi ketidaksamaan saiz bit pada 
pemetaan port dengan sub modul. 
6.6 PAUTAN (LINK) DAN PEMETAAN PORT (PORT MAP) 
Link digunakan untuk membolehkan sesuatu modul itu diintegrasi dengan modul lain. 
Sebelum itu, ia berfungsi untuk menghubungkan modul dengan testbench. 
Port map merupakan satu kaedah di mana setiap modul yang dibangunkan tadi 
digabungkan dengan menyediakan satu lagi modul port map yang tersendiri. [a 
melibatkan semua sub modul dan modul utama (top level ). 
6. 7 SIMULASI 
la merupakan antara yang paling penting dalam memastikan sesuatu modul itu berfungsi 
seperti yang dikehendaki (expected output). Simulasi menunjukkan aliran input output 
atau isyarat (signal) yang diisytiharkan melalui bentuk gelombang atau waveform' . 
daripada simulasi itu, kita boleh periksa input yang di.maksudkan dan output yang 
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leat><CR c.'1' I. ......__ ___. 
I 
0068: Clock<3 'l'; 
0069: we1i t foe 2Sn:i; 
0070: Clock<•'O'; 
0071: we1i t foe 2Sns; 
0072: end pcocess CLOCK!; 
0073: 
0074: 
0075: STIMULUS!: ptocess 
0076: 
0077: begin 
0078: --ti!ld!I e!ll!lt- 










Rajah simulasi ( Rajah 6.1 ) di halaman sebelah merujuk kepada modul utama CRC. 
Rajah simulasi tersebut menunjukkan input dan output yang digunakan. Nilai input 
adalah merujuk pada 'testbench' yang dijangkak:an oleh saya. Ini kerana kesemua nilai 
input adalah betul. 
Sila rujuk jadual di bawah ( Jadual 6.1 ) bagi membandingkan input dan output yang 
terdapat pada simulasi dan rujuk pada aturcara modul yang terdapat dalam appendiks. 
INPUT OUTPUT 
CLOCK RESET LOADER DATA IN REALXCRC 
1 0 1 0 ououo 
0 0 1 1 Ot\0101 
l 0 l 1 01 LOIOO 
0 0 1 0 0110010 






















Secara keseluruhan, saya kurang berjaya dalam mencapai basil output yang dikehendaki 
terutama bagi modul DPLL dan PD. Ini kerana terdapat beberapa kekangan yang 
dihadapi semasa membangunkan perisian ini, terdapat modul komponen seperti di atas 
tidak dapat dihasilkan semasa membangunkan rekabentuk ini. 
Dalam bab ini, ingin saya membincangkan beberapa masalah atau kekangan yang 
dihadapi oleh saya semasa membangunkan projek ini. Antaranya ialah, perubahan- 
perubahan yang dilakukan terhadap rekabentulc, masalah-masalah yang dihadapi beserta 
penyelesaian, cadangan di masa hadapan dan juga kesimpulan terhadap projek yang 
dijalankan sepanjang semester dua ini. 
7.2 PERUBABAN TERHADAP REKABENTUK. 
Sekiranya diperhatikan pada rekabentuk modul yang dipaparkan dalam bab 5 iaitu 
rekabentuk yang dicadangkan, terdapat perubahan yang telah dilakukan bagi memenuhi 










7.2.1 Rekabentuk terbaru menambah satu modul CRC 
Penambahan ini adalah untuk melengkapkan fungsi komponen di dalam USB. Ia 
mempunyai kaitan secara menyeluruh terhadap semua gabungan modul di dalam USB 
seperti dpll, pd, pdi, nrzi dan juga bit-stuffed. 



















7.3 MASALAH PEMBANGUNAN YANG DmADAPI 
Di dalam pembangunan projek ini, tentunya saya tidak dapat mengelak dari masalah 
bagi membangunkan testbench untuk dpll dan pd. Maka itu, saya dengan segera mencari 
jalan penyelesaian dengan segera supaya masalah ini tidak wujud pada masa akan dating 
dalam membangunkan projek ini. Antara masalah - masalah yang dihadapi oleh saya : 
7.3.1 Pengetahuan tentang VBDL 
Pengetahuan saya terhadap perisian ini adalah terhad walaupun pernah mengikuti kursus 
VHDL sebelum ini. Jadi saya terpaksa merujuk banyak sumber bagi memahami teknik 
dan cara untuk menghasilkan sebuah aturcara yang baik dalam VHDL. 
Saya juga berhadapan dengan masalah untuk memahami sebarang ralat ang berlaku 
semasa pengujian ctijalankan, terutama untuk kesilapan yang tidak melibatkan sintaks 
dan jarang dijumpai oleh saya seperti "aborting compile" , arnaran - amaran semasa 











Saya melakukan kajian dan pembelajaran yang lebih terhadap perisian ini daripada 
sumber di internet dan buku rujukan bagi memahirkan diri dengan VHDL. Hasilnya, 
walaupun saya k:urang mahir dalam perisian ini iaitu penggunaan bahasa pengaturcaraan 
VHDL, saya tetap dapat menambahkan lagi pengetahuan dari sebelumnya. Selain itu, 
penyelia projek dan rakan-rakan banyak membantu dalam projek ini. 
7.3.2 Had Masa 
Untuk menghasilkan satu simulasi untuk komponen-komponen USB, pastinya memakan 
masa yang panjang. Jadi dengan tempoh yang terhad sepanjang semester kedua ini, saya 
hanya sempat menghasilkan modul CRC sahaja. 
Penyelesaian 
Saya harus lebih peka dan pandai dalam membahagikan masa terhadap pembangunan 
projek ini. Pembahagian masa yang lebih efisyen harus dibentuk untuk membolehkan 
saya memberi sepenuh perhatian dan tumpuan terhadap pembangunan projek ini. 
Pembahagian ma a adalah penting dalam membolehkan saya menyiapkan projek ini 










7.3.3 Sumber Rujukan 
Rujukan merupakan satu sumber yang penting di dalam membuat kajian dan 
membangunkan projek ini. Tapi saya mempunyai masalah bahan rujukan yang kurang. 
Contobnya, perpustakaan mempunyai kurang sumber rujukan tentang perisian bagi 
bahasa pengaturcaraan VHDL. Buku yang sedia ada adalah sudah lama dan disediakan 
dalam kuantiti yang keci dan terhad. 
Penyelesaian 
Memandangkan sumber rujukan adalah terhad dan kurang, saya telah mengabil inisiatif 
dengan mencari maklumat terkini tentang USB dan perisian di pelbagai enjin pencarian 
(search engine ) internet. Diharap agar pihak perpustakaan dapat menambahkan lagi 
sumber rujukan dan edisi terkini berkaitan dengan VHDL. 
7.3.4 Perkakasan dan perisian 
Masalah yang dihadapi ada]ah berkaitan dengan perkakasan yang dimiliki oleh saya 
tidak rnenepati spesifikasi yang diper1ukan oleh PEAK FPGA yang memerlukan 










komputer adalah terhad di makmal sahaja iaitu pada waktu clan petang. Jadi, ia sedikit 
sebanyak mengganggu usaha saya dalam membangunkan projek ini. 
Penyelesaian 
Saya telah membuat draf bagi setiap modul yang dibangunkan. Ini bagi membolehkan 
saya menggunakan kemudahan di makmal dengan semaksima yang mungkin utnuk 
menyiapkan modul-modul tersebut. 
7.4 CADANGAN MA A HADAl'AN 
Sekiranya, projek ini diteruskan pada masa hadapan aya dapati terdapat ciri-ciri yang 
boleh ditambah dan diperbaiki untuk membol hkan r kab ntuk per aka an ini men pati 
apa yang dirancangkan. Ciri-ciri ters but adalah seperti berikut : 
7.4.1 Penambahan modul untuk multiple ·er 
Dalam menghasilkan modul encode dan decode adalah sesuai jika ditambah dengan 
modul multiplexer kerana fungsinya dapat dijadikan satu cara dalam membuat pilihan 










7.4.2 Menyiapkan testbench untuk semua modul yang ada 
Sekiranya saya mempunyai peluang dan masa yang lebih panjang mgm saya 
menyiapkan semua testbench bagi setiap modul yang ada seperti dpll dan pd. Jika semua 
test bench dapat disiapkan, maka sempumalah projek saya dan satu diagram USB dapat 
ditunjukkan dari segi fungsi bagaimana USB menghantar dan menerima data. 
7.5 KESIMPU LAN 
Alhamdulillah walaupun projek ini tidak dap t di iapkan mengikut pcrancangan, namun 
ia tetap mencapai objektifnya walaupun saya h n a mer kabentuk modul makan mint 
iaitu CRC, namun idea pembangunannya boleh dikembangkan lagi untu menghasilkan 
modul-modul yang lain. 
Pernbangunan kod sumber bagi perkakasan merupakan uatu perkara an 1 kornplek 
berbanding pernbangunan kod sumber untuk peri ian. egala perancangan tahap awal 
agak mud.ah tetapi berbeza pula untuk tahap akhir iaitu dari segi perlaksanaan dan 
pengujian sistem. 
Walaupun kod su.mber telah dihasilkan betul dan dapat menghasilkan keluaran yang 
sepatutnya, namun litar dalam perkakasan boleh memberi kesan yang sebaliknya kepada 










Secara keseluruhan, projek ini telah memberik:an saya satu ilmu yang baru serta 
pengalaman yang arnat berguna dalam merekabentuk satu perkakasan. Semasa projek ini 
juga saya telah melalui kaedah merekabentuk seperti fasa pembangunan, pengkodan dan 
pengujian. Saya juga mempelajari tentang ciri-ciri dan kelakuan perkakasan, iaitu 





















-----CODING UNTUK TOP LEVEL CRC---- 
library IEEE; 
use IEEE.STD LOGIC 1164.ALL; 
use IEEE.STD LOGIC ARITH.ALL; - - 
use IEEE.STD LOGIC UNSIGNED.ALL; 
entity top is 
port (Clock: in std_ulogic; 
Reset: in std_ulogic; 
Loader: in std_ulogic; 
Data_in: in std_ulogic_vector(3 downto 0); 
Result: out std_ulogic_vector(6 downto 0); 
syn: out std_ulogic; 
shi2: out std_ulogic; 
shil: out std_ulogic; 
shiO: out std_ulogic; 
regist: out std_ulogic; 
RealXCRC: out std_ulogic); 
end top; 
architectur structural of top is 
--component 
component CRC_ENCODE 
Port ( elk: in std_ulogic; 
s : ins d_ulo ic; 
load: in std_ulogic; 
Din: in std_ulogic_vector(3 downto 0); 
CRC sum: out std_ulogic_vector(6 downto 0)); 
enct component; 
component CRC DECODE 
Port ( elk: in std_ulogic; 
rst: in std_ulogic; 
load: in std ulogic; 
Datain: in std_ulogic_vector(6 downto O); 
syndrome: out st _ulogic; 
shift2: outs d_ulogic; 
shiftl: ou std_ulogic; 
shi tO: out std_ulogic; 
eg: out std_ulogic; 
XCRC: OU s d_ulogic); 
















signal xxx std_ulogic; 
begin 

































--- CODING UNTUK MODUL CRC ENCODE---- 
library IEEE; 
use IEEE.STD LOGIC 1164.ALL; 
use IEEE.STD LOGIC ARITH.ALL; - - use IEEE.STD LOGIC UNSIGNED.ALL; 
entity CRC_ENCODE is 
port ( 
elk: in std_ulogic; 
rst: in std_ulogic; 
load: in std_ulogic; 
Din: in std_ulogic_vector(3 downto 0); 
CRC sum: out std_ulogic_vector(6 downto 0) 
) ; 
end CRC_ENCODE; 
architecture BEHAVIOR of CRC ENCODE is 
signal x std_ulogic_vector(6 downto O); 





if rst = '1' then 
X<=(others=>'O'); 
CRC sum<="OOOOOOO"; 
elsif rising_edge(clk) then 
if(load='l') then 
s_d<='O'& s_d(3 down o 1); 
X(6 downto 3)<=(others=>'0'); 
X(2)<=s_d(O)xo X(O); 
X(l)<=s d(O)xor X(2)xor X(O); 
X (0) <-Xll); 
enct i ; 
enct if; 
nd oc s 
C~c rn< In X(2 own o O); 









--- CODING UNTUK CRC DECODE---- 
library ieee; 
use ieee.std_logic_ll64.all; 
entity CRC_DECODE is 
port ( 
elk: in std_ulogic; 
rst: in std_ulogic; 
load: in std_ulogic; 
Datain: in std ulogic vector(6 downto 0); 
syndrome: out std_ulogic; 
shift2: out std_ulogic; 
shiftl: out std_ulogic; 
shiftO: out std_ulogic; 
reg: out std_ulogic; 
XCRC: out std_ulogic 
) ; 
end CRC DECODE; 
architecture BEHAVIOR of CRC DECODE is 
signal x :std_ulogic_vector(6 down o 0); 
signals d :std_ulogic_vector(6 downto O); 
signals out :std_ulogic; 
Signal syn, s_synl,s_reg :std_ulogic; 
begin 
s_d<=Datain; 
process (ck, s) 
begin 
if rst = 'l' hen 
X<=(othe s =>'0'); 
r e < ' o' ; 
XCRC<•'O'; 
ls·· i s i n d (elk) h n 
s_d< '0' & s d(6 downto ll; 
X(6 down o 3)<c(o h rs•>'O'); 
X(2)< X(O)xo d(O); 
















syn<=(X(2)and (not X(l)) )and X(O); 
s_synl<=(X(2) and (not X(l) l) and X(O); 
syndrome<=syn; 
XCRC<=s synl xor s_reg; 

















entity TESTBNCH is 
end TESTBNCH; 
architecture stimulus of TESTBNCH s 
component top is 
port ( 
Clock: in std_ulogic; 
Reset: in std_ulogic; 
Loader: in std_ulogic; 
Data_in: in std_ulogic_vector(3 downto 0); 
Result: out std_ulogic_vector{6 downto 0); 
syn: out std ulogic; 
sh12: out std_ulogic; 
shil: out std_ulogic; 
shiO: out std ulogic; 
r gist: out std_ulogic; 
RealXCRC: out std_ulog'c 
) ; 
end componen; 
constant PERIOD: time :=50 ns; 
--Clk: in std_logic; 
Signal Clock: std_ulogic; 
signal Reset: std_ulogic; 
signal Loader: std_ulogic; 
signal Data_in: std_ulogic_vector(3 downto 0); 
signal Result: std_ulogic_vector(6 downto 0); 
signal syn: s d_ulogic; 
Signal shi2: std_ulogic; 
signal shil: std_ulogic; 
Signal shiO: std_ulogic; 
signal regist: std ulogic; 
Signal RealXCRC: std_ulogic; 
--sj nal don : oo l n : alse; 
Sigllal clock_cycle: natural :=0; 
b n 























clock_cycle<=clock_cycle + l; 
Clock<='l'; 
wait for 25ns; 
Clock<='O'; 
wait for 25ns; 
end process CLOCKl; 
STIMULUSl: process 
begin 












wait for PERIOD; 
--ralat 
--load<=' 0' ; 
+-r s <='l'; 
--Din<="Olll"; 
--wai o PERIOD; 
--load<-'1'; 
-- st<='O'; 
--Din "0111 "; 
--w or ERIOD; 
wit; 
cc S~' MULUSl; 









--- CODING UNTUK DPLL --- 
library ieee; 
use ieee.std_logic_ll64.all; 
entity dpll is 











-- Architecture of dpll (digital phase locked loop) 
----------------------------------------------------------------- 
architecture dpll_arch of dpll is 
tYPe pll state is (sc,sd,s5,s7,s6,s4,s ,sb,sl,s3,s2,s0); 
signal state: pll_state; 
signal a, b: std_logic; 
begin 
sync a: process(clk_48, rs) 
begin 
if rst='l' th n 
a <= '0'; 




sync b: process(clk 48, rst) 
begin - 
if st='l' then 
b <=' 1'; 
elsi (clk_48'evenl and clk_48='0') hen 
b <= d ta in; 
end if; 
end process; 
elk gen: process(clk 48, rs) 
begjn - 
if sl '1' hen 
state<= sc; 
elk pl< '0'; 
l ii (clk_48' clk_48c'l') he 













else state <=sc; 
clk_pll<='O'; 
end if; 
when sd => 
if b='l' then 
state<= s5; 
else state <=sd; 
end if; 
when s5 => 
state<= s7; 
clk_pll<='l'; 
when s7 => 





when s6 => 
if b='l' then 
state<= s4; 
clk_pll <='0'; 
else state<= sl; 
clk_pll <= • o'; 
end i; 
when s4 => 
if b='l' then 
state<= 5; 
elsif b='O' then 
state<= sl; 
nd i; 
when sl => 
state<= s3; 
clk_pll<='l'; 
when s3 => 
if a='O' then 
state<= s2; 
else state<= sf; 
end if; 
when s2 => 
if b='O' then 
state<= sO; 
clk_pll<•'O'; 
else state<= sS; 
clk_pll<='O'; 
end if; 
when sO => 
if b='O' then 
a < sl; 
elsi b='l' then 
state<::: s5; 
nd i ; 
















end process clk_gen; 
end dpll_arch; 
-- VHDL Test Bench Created from source file dpll.vhd -- 17:45:02 
02/07/2005 
LIBRARY ieee; 
USE ieee.std logic 1164.ALL; 
USE ieee.numeric_std.ALL; 
ENTITY dpll ujidpll vhd tb IS 
END dpll_ujidpll_vhd_tb7 
ARCHITECTURE behavior OF dpll_ujidpll_vhd_tb IS 
COMPONENT dpll 
PORT( 
data in : IN std logic; 
rst ~IN std_logic; 
clk_48 : IN std_log'c; 
clk_pll : OUT std_logic 
) ; 
END COMPONENT; 
cons nt PERIOD: time:= sons; 
SIGNAL data in : std_logic; 
SIGNAL rst : std logic; 
SIGNAL clk_48 : std_logic; 
SIGNAL clk_pll std_logic; 
BEGIN 
dut: dpll PORT MAP( 
data_in => data_in, 
rst => s , 
elk 48 =>elk 48, 





wait for period/2; 
elk 48< 'l'; 
w i- o p riod/2; 
END PROCESS; 
.. _ 














wait for period;--Wait One clock cycle 
rst<='O'; 
data in<='l'; 
wait for period*S;--Wait One clock cycle 
data in<='O'; 
rst<='O'; 
wait for period;--Wait One clock cycle 
data in<='O'; 
rst<='l'; 
wait for period;--Wait One clock cycle 
--·~** SC 
data in<=' l'; 
rst<='O'; 
wai for pe iod;--Wai One clock cycle 
--*** sd 
da _jn<='O'; 
r t<=' O'; 
wait for period;--Wait One clock cycle 
--*** s7 
d ta_in<=' l'; 
rst<='O'; 
wait for period;--Wait One clock cycle 
--*** s6 
--d ta in<-'0'; 
-- rst<='l'; 
--wa·t fo period;--Wait One clock cycle 
--* H S4 
--d t in<-'0'; 
-- rst<=' l'; 















--wait for period;--Wait One clock cycle 
wait; -- will wait forever 
END PROCESS; 















entity pd is 
port ( rst, elk pll, elk 48 
rx active : 
data rx in valid 
data rx in : 
data x out : 
data rx out valid 




in std logic; 
in std=logic_vector(7 downto 0); 




architecture mixed of pd is 
type pd_state is (idle, active, data); 
-- rnte nal signals 
signal pid_DATAO_int, pid_DATAl_int : std_logic; 
signal state : pd_state; 
signal pid: std_logic_vector (7 downto 0);-- Internal register fo 
datain 
signal pid ld en: std logic; PIO Load nabl 
signal pid=l - std_logic; -- PID lo con ol 
signal pid_err: std_lo 'c; 
signal pid data : std logic; -- Wh t ype of peke w 
signal data_valid_int~ data done int std_logic; -- D 
cont ol 
r c ev d 
P ck oa 
begin 
-- Reci v d PIDs 
pid_DATAO_in < 'l' 
pid_DATAl_int<='l' 
wh n pid ( 3 own o 0) "0011" l '0'; 
wh n pid(3 down o O)= "1011" el e '0'; 
--D cod 
pid data 
type o PID 
<= (pid_DATAO 'nt or pid_DATAl_int); 
--PID lo 
pid_ d_ n < 
n lo jc 
(data_ x_in valid and pid_le and rx_active); 
-- L ch 
p : 
om NRZI co 
) l, s ) 
I ) I h J1 
"111 0000"; 









if pid_ld_en ='1' then 




-- PID check and error generating 
pid_err<= '1' when pid(3 downto 0) /=not pid(7 downto 4) 
else '0'; 
-- Output data 
p4: process(clk_pll, rst) 
begin 
if rst='l' then 
data rx out<= (others=>'O'); 
data-rx out valid<='O'; - - - elsif rising_edge(clk_pll) then 
if (data_valid_int and data_rx in_valid) ='l' then 
data_rx_out <= data_rx_in; 
data_rx_out_valid<='l'; 




data rx done<= data_done int; 
-- Control state mchine 
sm: process(clk_pll, t) 
begin 
if s =' 1' th n 
st te <=idle; 
data valid int <='0'; 
data_done_int <='0'; 
elsi rising edge(clk pll) then 
c s state is - 
when idle= 
data valid int <='0'; 
data_done_Int <c'O'; 
if (data_rx_in_valid and rx_active) ='l' h n 
state<= active; 
end if; 
wh n active > 
if (pid_data and(not pid err))='l' then 
sate<= da a; 
data_valid_int<='l'; 
elsif rx active='O' then 
sta <::idle; 
nd 1 .: 
when data=> 
if rx active ='0' then 














--PID latch control signal 
with state select 
pid_le <='l' when idle, 
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Founded in Redmond, Washington in 1994, Accolade Design Automation, Inc forged a 
strong reputation as a systems integrator and software development firm offering 
advanced tools for field programmable gate array (FPGA) and system level design, with 
particular emphasis on hardware description language (HDL)-based design. 
PEAKFPGA was one of Accolade's key products. 
These steps will introduce user to the features of PeakFPGA by taking you step-by-step 
through the simulation and synthesis of an sample project included in the product. The 
sample project we've used is a controller for a video frame capture unit that ha been 
implemented in VrlD a a state machine. 
The steps within this tutorial are a foll ws: 
Step 1 : Open the sample project 
Step 2: Prepare the project for sirnulari n 
Step 3: Simulate the project 
Step 4: synthesize to an FPGA 
Use the Quick Jump menus at the head nd f t of h page t ki p throu h the t pies. 
egin by launching the PeakFP A application and clicking on the Open Existing 









Navigate to the examples directory and choose the VIDEO.ACC file from the Video 
subdirectory as shown below: 
Open IJEj 
When the project is open, you will see the Hierarchy Browser child wind w li ting the 
two VHDL source files associated with this project: 
., Accol11Jt: Pr.:okVllOl f PGA Synlhoais (tl1tion 
vmLO.ACC - --- "ga 









The Hierarchy Browser is the place where you will select files for editing, invoke 
processes for simulation and synthesis, and otherwise manage your design files. The 
Hierarchy Browser also gives you valuable information about the structure of your 
VHDL design, such as the relationship oflower-level VHDL design units (entities, 
architectures, components, etc.). 
To view the complete hierarchy for your design, for example, you can select the Show 
Hierarchy button in the Hierarchy Browser tool bar (or click on the small + icons next to 
each file name) to expand the view and see what each design module (VHDL source 
file) is composed of: 
In this simple project there are two VHDL ource files ch of v hich includes one 
entity and one architecture. Notice that the top-most VHDL module (VTEST.VHD) also 
includes a component entry that make refi rence to an entity in the second module, 









infonnation, and how it determines file dependencies (and order of compilation) when 
processing your designs. 
Note: the order in which VHDL modules are included in a given PeakFPGA project are 
not significant. You may choose to have top-level VHDL source files (such as test 
benches) at the top of the Browser Ii t as shown in this example, or you many wish to 
have them listed in some other order. PeakFPGA allows you to re-order modules within 
a project at any time to suit your needs. 
To edit a VHDL source file, simply double-click on the desired module name, or on any 
lower-level design unit name (such as an entity or architecture name) in the Hierarchy 
Browser. Double-clicking on a name in the Browser invokes the built-in text editor as 
shown below: 
I I 
H OUU. Vil I VHD 
·I ['J (Nllf~ t_CONffiOI (VrESt IJlo![ll 
[I} AACHllfCTUAf T1MULU'; tyl[ST tll 
' rt) CvHl'\llllNT CUT IVIES. ltltO) Co 
u lllYCONIRO t-A.OUIROl H I 
::.) (;) M"'l[lll V( tiTRPl ltH() 
I j r. rtHITY C()t in L (\ICOrll noc \ 01 
11) AAllil!LC I UJ.1[ to '1 flOl ~ rvco1m1 L VI 
J 
Note that in this example we hav d uble-click d on the entry for ARCHITECTURE 
STIMULUS, and the editor has jumped to the corresponding section ofVHDL code. 
Not : 1 eakl/P iA all ws ou I specify an external text editor to be invoked when 









Step 2: Prepare the project for simulation 
The first step in processing this design is to prepare it for simulation. This involves two 
steps: first compiling each of the source files, and then linking the resulting compiled 
output files together to create a simulation executable. 
PeakFPGA can, if desired, perform these steps automatically (using the dependency 
checking features of the Hierarchy Browser) each time you invoke the simulator. For 
illustrative purposes, however, we will compile each file in this sample project 
individually. 
Before we compile this design for simulation, let's first look at the compiler options 
available. To see the compile options, select the Option menu or click on the Options 
icon (the one that looks like a wrench) to open the Option dial g: 
The Compile tab (which is the default tab) of the Options dialog shows the options 









accessible via that question mark icon to the right). The options we have selected for this 
project are: 
Bottom-up to selected. This option instructs PeakFPGA to look for any lower-level 
VHDL files (those that the current file depends on) and compile them before compiling 
the selected file. 
Compile only if out of date. This option prevents files from being re-compiled if they 
are already compiled and up-to-date. This can be a big time saver for larger designs 
consisting of many source files. 
VHDL '93. This option specifies that the compiler should accept the 1993 VHDL 
standard (IEEE 1076-1993). 
Compile into library. This option specifies that the currently highlighted m dule (th 
one being compiled) is to be compiled into a library called WORK A pecified by th' 
VHDL language standard, this is the default compile library. 
To compile a VHDL module (in this ca e the VTE T.VHD m dule , u fir t highlight 
the module in the Hierarchy Browser (a hown below) and l t the compil butt n 









When you start the compile process, a transcript window appears and displays status 
messages, as well as reporting syntax or other errors found in your source file: 
I J;omplle I IJnlr. I ,Sm.Ate I S~hetize I S)ISiwn I 
I rditt rintl!Ved 
Buic!Nov 151999. 
C01111)11ing ~~NTROL 
Compiling tu& C:ONTROU o1 ~CONTROL 
C:\acc·ede5\eNamplet\vldeo\vtONTROL VHD ~ tueee~ 
CompiaCion ia complete. al selected d>tect lb ore up to dale. 
I 
Tin 1 111 I; t)1t 't ht.1~ v.1~h 4'1 rum t;ei..,d "''~ mi!.CSa.)e ~td c.li1l .l1.-.-r hJ liw"! ,. F.uOI 
S11rrm!ll~. • • · . 
,J~tolm I 
There were no errors in this sample source file so we repeat th pr ces by selecting and 
compiling the VTEST.VHD module 
= Accnlodo Pnillc.VUOl. fPGA Syntheai1 f.flition 
•I 
Note: it is not actually necessary to compile e ery source file individually as we are 
doing in thi ample. Instead, we could have simply compiled the top-level module, 









compiled the lower-level VCONTROL.VHD module first if it were found to be out of 
date. 
The next step in preparing the project for simulation is to link together the two compiled 
modules and create a simulation executable. A simulation executable is a special kind of 
executable file that can be executed in PeakFPGA's VHDL simulation and debugging 
environment. 
As with compiling, there are options available (in the Link tab of the Options dialog) 
that control the linking process. For this sample, the options set are: 
1.., 11t~t..11.1H111'•I• ~tl'°"",T(tuii oo~Cl.llee.tl«t H.rol fotthJl~tt i1;M!tt M,._I~. ol» 
t1ttM1J,1K~1•<>~ .. J161• '''""l'M~I)'~~ "It\~ ' 
will check to make sure all relevant VHDL modules ha e been u e fully compiled 
before starting the link process. When this option is elected, it is not necessary to 
manually compile the VH ource files a we did in the previous step) before 
invoking the Link process. 
Link only if out of date. hi option (which is similar to the Co~pile only if out of 









simulation executable is already up to date as indicated by its time stamp. (If the 
simulation executable is new than all VHDL files and object files that it depends upon, it 
will not be re-linked.) 
Enable source-level debugging. This option instructs the code generation software (the 
portion of the linker that actually generates Windows executable code) to insert 
additional information to allow debugging of the design at the source code level. 
Simulation configuration. These two text entry fields (which are left blank in this 
example) allow you to re-specify the default top-level entity and architecture used for 
simulation. This can be a convenience for certain kinds of test benches. 
To start the Link process, select the top-level design unit (or the top-level module) and 
select the Link button (or select Link from the Simulate menu) a h wn bel w: 
u Accolallc l't1.1ll.VllOL I l'GA $ynthum ltJ1hun 
EIJTITY T COi TRCll (VTEST VHDJ 
- [9 ARO-llTECTURf "1' IULU~ (VTEST VHO} 
[) CO lPONENT OUT fVT£ST VHDI 
fr.t ,. .. -·- -- .•• ...,,,, IVCONT OL VH I 
The transcript will again appear and the Link process will execute. Errors (if any) will be 
reported to the transcript. 









Step 3: Simulate the project 
Before launching the integrated simulator, let's first look at the simulation options that 
have been set for this project. To view or change the simulation options, we open the 
Simulate tab of the Options dialog as shown below: 
r., .. , .. ,..,.,"'•""•"""'-~ .. ...,,,, ........ ,_ .. _., __ ....,.. .. .t..ooe 
..,...,,""' """'"·"'"'"-~·• ... por40C• 
Note that the following options have been set: 
Update simulation executable before loading. This option i clo ly related t the 
similar options found in the Compile and Link option dialog and pecifie that the 
project should be automatically compiled and/or linked as n ded if the imulation 
executable is out of date (again, by comparing date and time stamp f the VH 
files and subsequent compiler and linker output file ). When thi opti n i et, it is not 
actually necessary to manually compile or link th proj ct: P akFPGA will determine 
the files to be compiled and will prepare the proj ct for simulation automatically. 
Enable source-level debugging. This option is related to a similar option in the Link 
ption dialog, and imply in truct the VHDL simulator to display a source-level 









Vector display format. This option specifies how multi-bit VHDL values (vectors) are 
to be displayed. Valid options are binary, octal, decimal and hexadecimal. 
Time unit. This option specifies the default time unit to be displayed in simulation 
waveforms. 
Run to time. This option specifies th default end time for simulation. This is the time 
value to which the simulator will advance when started using the Go button. (This value 
can be changed from within the VHDL simulator interface if needed.) 
Step time. This option pecifies the d fault step time. This is the amount of time that the 
simulator will advance when the Step button is selected. (Thi value can e changed 
from within the VHD imulator interfac if needed.) 
Max signal depth. Thi option all w y u to c ntrol h w deepl in the hierarchy the 
simulator should go when extracting and di pla ing ignal f r p ibl iewing. r 
simulation models such as post-route model , thi opti n can pc d the time n cdcd for 
the simulator 10 load your design. 
Note: the option that ou sp ify in th Compil ', Link n t 'imulat ~ option dialogs are 
saved with your pro) zct so ther is no n I tor - p i th tn 1 time \ 011 r • 'I in the 
project. 
When you have fini hed revi wing and/or hanging th imulati n options, you start the 
simulator by selecting th osd imulation button from th t lbar or by selecting 
I .oad imulation from the imulate m nu. Immediately after electing this function, 









This dialog (the Select Display Objects dialog) allows you to specify which of the 
objects (ports, signals and certain variables) in your design you wish to include in the 
waveform display. 
The list on the left side of the dialog shows you what objects are currently available for 
display. Various buttons are provided for selecting objects and arranging them in the 
display order desired. The Add Primaries button, for example, will select all signals 
found at the highest level in your design. (These are typically the signals you have 
declared in your test bench.) We'll use the Add Primaries button to include these 
signals now: 
If there are other objects lower in the design hierarchy that u w uld lik to display, 
you can select them individually using the Add button. For this project we will select a 









Finally, we will select individual objects from the Objects to display list and reorder 
them (for easier debugging) using the Up and Down buttons: 
•Ins) · D 
Note: you only need to select and order th 11 • for a iv n pr 1je t. B d ifau/t, 
the simulator remember your most recent ignal lections and ordering, and if 1l l d 
you can also use the Save Objects and Load Objects fi ifi ll tions 
of object names and ordering . 
When we have selected and ordered the bj ct • we close the dialog using the Close 









uJVHlil >1.,ul>lor 11'1••1 ••I .. @Cl 
~ i=-,,...-~--===-~~~~~~~~~-=~ 
CCX':t ·- l Yt~ rt t ~rt.lltL.. ::f 
oco~~ .... 'TllU CLt:\llt " ... hut dtJUUt4 lD "'tteictlC ti~U 
I).)\: 11_.1Nf l't ).r u.i l• l ~ r• .,, '"• J'•I ht'"-~ fttth••1 
OIXl6i ... Holht IP"untlct it.ll, U.01. 4. .tll""t.lY UdJ.U•J ttu . ' . .:J 
ll\l\.:.•ltUtlt'li. ((.4i('llf'U .• , 
titt.U.b~ \'ttl h ' 
~. ly. } 
As you can see, the VHDL simulator application window is split into four distinct panes. 
The top-most two panes are the Object Display and Waveform windows, respectively. 
These two windows are linked for crolling purp e and pr id y u with an up-t - 
date view of the value (in both text and wa eform format ) f the alue f each bjcct 
you selected previously. Features of these window include the ability t z m and pan 
through the waveform, drop measurement cur or and r arrange obj t in term f 
their vertical display order) at will. 
The center window is the Source ode Display windox . hi wind w shows the current 
line of code that is being executed in your VHDL d ign. This window is also where you 
set breakpoints. A drop-down list of source files (located up in the toolbar) allows you to 
select alternate source files for setting of breakpoints. Single-step features (also 
controlled from the toolbar) let you advance simulation one line at a time and see the 









The bottom-most window is the Transcript window. This window displays simulator 
status messages, and also displays any text IJO output (entered as statements in your 
VHDL code) that are directed to the console. VHDL assertion/report statements also 
appear in this window. 
To start the simulation running and advance the time to the previously specified 
simulation end time (the Run to time), we click the Go button, which looks like a green 
VCR play button. As the simulation progresses, the current simulation time is displayed 
in the status bar at the bottom of the application frame, and status messages (if any) are 
displayed in the Transcript window. 
After the simulation has finished, a waveform showing the simulation results is 
displayed as shown below: 
At this p int you may be satisfied with the results of simulation (as shown in the 
Waveform window), r y u may need to investigate the results further. The VHDL 









use the Source Code Display window to set one or more breakpoints in the code to 
investigate the control flow through your design. This is shown below: 
[;}jVllOL Simulalur · l\'ltisl.vx) 








01 fol PERIOD/Z; 
clktlll.P : • not elk tap; 
0060: Lt done• tue hen ... ,. walt.; 
Notice in the above screen image a red ball icon appear at line · in the urce file. 
This indicates that a breakpoint has been set (either by doubl -clicking on that line in th 
window or using the menu). Also notice that the cursor is o er the mall r green tart 
button, which is the Step button. Th tep butt n i u ful fi rad ancing imul tion by a 
predetermined about of time, such as one or more cl k cycles. For this project, we have 
previously set the Step time to 100 ns. 
The tep time value and other simulation values can be changed at any time by 









Veclor displa,y ID£mat Assertion emn liiai< aignal depth 
..:::J; IAJI errors ..:::J:; J 3 S · -'- I 1gn .... ,.. 
!>imulalion Options ~ 13 
Step time Time unit 
{m :::J 
I Convmmd wincbw 
P' Small~r 
r Show VITAL intemels 
font .. 
01\ Cancel 
When the Step button is pressed the simulator advances by l 00 ns, or until it encounters 
a breakpoint in the code. 
If you wish to advance the simulator one source file line at a time (to investigate control 
flow through conditional statements, for exampl ) you can u e the ingle- tep utton 
(Step Over and/or Step Into) as shown : 
Breakpoints can be set at any executable line of VHDL c de. If u need to set a 
breakpoint in a file other than the one currently displayed you will use the drop-down 









After selecting the proper file, you can then scroll through the file in the Source Code 
Display window and set a breakpoint at the desired line. In this example we'll set a 
breakpoint in the VHDL code that controls a 0 to 127 (7-bit) counter: 
·~1vuo1 s;.,.,.,,,,.., - rv•.,~• v .. 1 
fll :Ii! w ~on II twm ~1n.:klw .t:f 
($) lS'l I 
1 ti ' ) I 
"h n • 
When we next advance the simulation (either by increasing the Run to time value and 
selecting the Go button or by using the Step button the simulator will stop at the 
selected breakpoint (a suming that line of VHDL code is in the execution path). 
At this point we could continue single- tepping to verify correct control flow through the 









simulation (the values seen on various signals and variables) against our expectations to 
track down logic problems. 
The VHDL simulator has other features that are documented in the on-line help. For 
now, however, let's assume that this design is working as expected and move on to the 
FPGA synthesis phase of the project. You can close the VHDL simulator application 
window at this point, or simply minimize it. 
Ste11 4: S)1 n thesize to au n>< ~. \ 
PeakFPGA includes advanced, high-performance FPG synthesis capabilitie allowing 
your VHDL design to be converted into optirniz d netli t ormat ap ropriate for a v ide 
variety of FPGA devices. 
The FP A ynthe is features of PcakFP A arc ontr ll du ing the am Hi 'nu h 
Browser window we used to start simulati n c mpiling tin and l ading) arlier in thi 
tutorial. For synthesis, you will select a VHDL source fil t be nthe iz d which ma 
reference other VHDL source files using hierarchy) then in oke th 










Before selecting this button, however, let's take a moment to review the synthesis 
options and select a specific type of FPGA device. 
To view and change synthesis options, we first open the Options dialog and select the 
Synthesize tab (or select Synthesize Options from the Options menu): 









Selected file only. This option specifies that we will be synthesizing only the currently 
selected source file. In this sample project there is only one synthesizable VIIDL file 
(the top-level file is the test bench, and is not synthesizable), but in many larger designs 
you will have multiple synthesizable files. In designs like that you may wish to combine 
all the syntbesizable files by selecting the top-most synthesizable file and letting 
PeakFPGA determine the lower-level files to be included based on their hierarchical 
relationships. At other times (depending on the capabilities of the FPGA place-and-route 
software you are using) you might prefer to s nthesize each file individually and merge 
the resulting netlist files later in the process. PeakFPGA supports both methods of 
design. 
Synthesis configuration. This set of two te t entry fields i irnilar t the configurati n 
fields we saw earlier in the Link ption dialog. h nth i confi uration fi Id 
allows you to re-specify (over-ride th default for the top-le el entity and/ r 
architecture in the file being synthe ized. This can be u eful fi r rtain t p • of mpl x 
design files. ln most cases, however, you will leave th e field blank. 
Library mapping. These fields gi e you contr 1 er th interp etation f , t rnal 
library references. Two of the most comm n external library ref ren e (to the l 
standard numeric_std and Synopsy std_logic_arith librari are gi n simple check 
boxes to simplify their use. Other non-standard library r f rences can be entered in the 
text box provided. The on-line help describes this feature in more detail. 
ynth sis option .. ·1 h coll ti n f pti n settings begins with the Device family 









chosen the Xilinx 4000xl series of devices. (For a complete list of supported device 
families, refer to the Synthesis Release Notes or to the Protel web site.) 
Synthesis options appearing under the Synthesis options section are FPGA device- 
dependent (with the exception of Analyze only, which allows you to turn off final 
optimization and netlist output for the purpose of synthesis checking only). Choosing a 
different device family from the drop-down list will result in a different set of synthesis 
options appearing. Describing each possible option is beyond the scope of this tutorial; 
the options are fully described in the on-line help. 
Also notice in the previous screen image that the t al-colored tip text in the lower 
portion of the dialog i also devic -specific. his tip text pr ide useful information 
such as the specific FPGA place-and-route ftware (and minimum v i n numb r you 
will need to fully proce your design. 
When you have finished electing synthe i pti n you will · le t the lo butt n to 
exit the Options dialog. 
When you are ready to start de ired m ule in the Hierarch 
Browser (in this case VCONTROL.VHD and lect th nth iz button. nth. i 
transcript appears as sh wn below: 
MET AMOR YHDL Logic Compiler 3.4.1 (07/20/00) 
Copyright (c) 1992-2000 Prate! International Ltr.l All Rights Reserved 
Compiling for: Xilin EDIF. Macrocell inference, 10 buffer insertion 
analyze.... 2 sec 
elaborate design "CONTROL• 
elaborate "CONTROL• 2 sec 
optimize "CONTROL• 









This transcript window shows the status of synthesis as it is running. If there were any 
errors in the design (such as the use of un-synthesizable language constructs), these 
errors would be displayed and the transcript would remain on the screen until you closed 
it. If there are no errors, the transcript automatically closes. 
You can view the transcript text after the synthesis transcript window is closed by 
selecting View Synthesis Results from the Synthesize menu. 
The transcript text available from View Synthesis Results is somewhat more detailed 
than that appearing in the transcript window, and includes information about the device 
resources (registers and higher-level macrocells) that will be used by your design. The 
transcript report also gives a brief summary of device utilization (number of logic 
blocks) that can help you in selecting a specific devic from the family you are targeting. 
ff you wish to view the actual results of synthe i (in the f nn f the g enerat d netli t), 
you can select the Open File toolbar button (or select the equi alent it m from the File 
menu) as shown below: 
Lookjn: I video 
Fie name: jCoMcie<il 









The generated netlist (which in this case is EDIF format) is loaded into the built-in text 
editor: 
- 0 )C 
j(EDIF 
(EDIFVersion 2 0 0) 
(EDIFLevel 0) 
(keywordMap (keywordLevel 0)) 
(status (Written 
(TimeStamp 2000 7 25 12 28 22) 
(Program "Meta.mor" (version "3.4.1")) 
(Comment "Copyright (c) 1992-2000 Protel J 
(library Xilinx (EDIFLevel 0) (technology (r 
(cell OR2Bl (celltype GENERIC) (view view : 
(interface 
(port 0 (direction OUTPUT)) 
(port IO (direction INPUT)) 
Your design is now converted to a netlist and is ready f r placement and r uting u ing 
the tools provided by your FP A end r. 
Summary 
This concludes our first tour of PeakFP A. W ha e een b a V d i n an 
processed for both simulati n and for ynthe i , and e ha had an intr uction to mo t 
of the design processing feature of Peak:FP A. ln th e nd tutorial we will focus 
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