Introduction
Web services are "self contained, self-describing modular applications that can be published, located, and invoked across the Web". They are based on a set of independent open platform standards to rcach a high lcvcl of acccptancc. Wcb scrviccs framcwork is dividcd into thrcc arcascommunication protocol, service description, and service discovery -and specifications are being developed for each one [2] . More and more, users want to deal with complex applications controlled by an explicit process model. This last kind of services introduces a new problem: the clients must handle, in addition to the technical aspect, an explicit management of their behaviour in order to support a long running interaction with the service whose specification is discovered at run time. The goal of our work is to design a generic agent able to use correctly any service only based on its formal description.
Most of specifications languages (WSFL, XLANG, BPEL4WS) propose a set of operators in order to dcscribc the scrvice in a modular way. The basic services are messages driven and thc operators are related to the orchestration of activities. Despite the fact that such operators seem like the constructors o f a programming language, a specification of a Web service i s mainly the description of its observable behaviour based on the messages exchanged with the client. Thus by construction, this behaviour is non deterministic due to the internal choices of the server. Furthermore the specification often includes timing constraints (e.g. detection of the withdrawal of an interaction by the client). In a previous work [ 11, we have developed a generic agent capable to fully control the interaction process with a Web service given its specification. Since the current paper presents an alternative approach which overcomes a limitation of our preceding algorithms, we briefly describe them.
Formal semantics for specifications languages
We have chosen XLANG for the specification language since it includes explicit control of delays and deadlines but our method is almost language-independent. Since our goal is to produce a client behaviour which correctly interacts with the service, we have formally defined such an interaction in two steps. At first, we have specified what is a behaviour, i.e. we have given an operational semantic to an XLANG specification in terms of a timed transition system. The semantics is obtained by a set of rules in a modular way. Given a constructor of the language and the behavior of some components, a rule specifies a possible transition of a service built via these constructors by these components. As previously discussed, the transition system is generally non deterministic. Then we have defined a relation between two communicating systems which formalizes the concept of a correct interaction. There are standard relations between dynamic systems like the language equivalence and the bisimulation equivalence but none of them match our needs. Thus we have introduced the interaction relation which can be viewed as a bisimulation relation modified in order to capture the nature of the events (i.e. the sending of a message is an action whereas the reception is a reaction). Afterwards we have focused on the synthesis of a client which is in an interaction relation with the transition system corresponding to the system. The client we look for must be implementable, in other words it should be a deterministic automaton. It has appeared that some XLANG specifications do not admit such a client i.e. they are inherently ambiguous. Thus the 0-7803-8482-2/04/$20.00 02004 IEEE.
algorithm we have developed either detects the ambiguity of the Web service or generates a deterministic automaton satisfying the interaction relation. The core of our algorithm is a kind of detenninization of the transition system of the service.
A dense time semantics for specifications languages
In the previous solution, we have assumed a discrete time semantics for simplicity reasons (see [3] ). However such a solution has the following drawbacks. At first, the passing of a unit of time is inodeled by an explicit transition in the transition system which means that the compact representation of timing constraints by values is now hidden in the model by their combination with logical transitions. In other words, whereas handling correctly the interaction with the service, the client automaton is hardly understandable by a user. Moreover if two timing constraints are not of the same order, the time unit must be chosen w.r.t. the shorter one leading to a combinatory explosion of the automaton due to the "translation" of the longer one.
Here we develop a dense time semantics for an XLANG specification. The semantics of a specification is a timed automaton [4] . The construction of this automaton is based on modular rules which works similarly to the discrete case. However they are more intricate since, on the one hand, the values of the timing constraints are handled symbolically with the help of clocks and, on the other hand, given some expression we must determine which clocks are active and how they govern the guards of the transitions. Next, we revisit the interaction relation. Contrary to the previous relation, we manage explicitly the time since now an execution is a discrete events sequence where these events are stamped by the time of their occurrence.
The last part of the work is the most difficult one. Let us recall that the core of our former synthesis algorithm for the client automaton is similar to an automaton determinization. It is wellknow7n that the non deterministic timed automata are strictly more expressive than the deterministic ones. Thus we have designed an original procedure which decides whether a specification is (potentially) ambiguous and in the negative case produces such a deterministic automaton. Similarly to the approaches which determinize subclasses of timed automata [5] , we require that the deterministic automaton has the same clocks as those of the original automaton. Such an approach has been successful due to the nature of the timed automata that we generate in the first stage of the method. We are currently implementing these algorithms in our framework ICIS and they will be soon reachable from the net. Moreover with a slight adaptation of this work, we plane to build a platform for defining composite services from elementary ones which could be directly executed without any new implementation.
