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Σήμερα, ένας όλο και αυξανόμενος αριθμός αpiο εφαρμογές ανεβαίνει και εκτελείται
σε piεριβάλλοντα υpiολογιστικού νέφους. Οι διαχειριστές των κέντρων δεδομένων
και οι piάροχοι υpiηρεσιών νέφους έχουν υιοθετήσει την συνύpiαρξη και την αpiο
κοινού μίσθωση piόρων ως piρώτης τάξης μέλημα όσον αφορά το σχεδιασμό των
συστημάτων τους, με στόχο την αpiοτελεσματικότερη αντιμετώpiιση και διαχείριση
του αυξανόμενου όγκου υpiολογιστικών αpiαιτήσεων. Την ίδια στιγμή, οι συνεχείς
εξελίξεις στις τεχνολογίες υλικού των υpiολογιστών, έχουν οδηγήσει στη χρήση
ετερογενών συστημάτων, αλλά και τη σύνθεση τους σε ομάδες στα σύγχρονα
κέντρα δεδομένων. Οι σύγχρονοι δρομολογητές και ενορχηστρωτές βασίζονται
κυρίως σε αpiλές μετρικές του εκάστοτε συστήματος, όpiως το piοσοστό χρήσης
των κεντρικών μονάδων εpiεξεργασίας του συστήματος (CPUs) και της κεντρικής
μνημης, για την τοpiοθέτηση των εισερχόμενων εφαρμογών στους διαθέσιμους
piόρους. Ωστόσο, δεν λαμβάνεται υpiόψιν η εpiίδραση των εφαρμογών piου τοpiο-
θετούναι μαζί με άλλες σε διαμοιραζόμενους piόρους και ο ανταγωνισμός μεταξύ
αυτών για την χρήση των piόρων αλλά ούτε και το piως η ετερογένεια των εpiιμέρους
συστήμάτων μpiορεί να εpiηρεάσει τη συνολική αpiόδοση.
Στην piαρούσα εργασία, σχεδιάζουμε έναν δρομολογητή ενσωματωμένο σε ενορ-
χηστρωτή σε piεριβάλλον υpiολογιστικού νέφους, ο οpiοίος έχει εpiίγνωση σχετικά
με την ύpiαρξη piιθανής συμφόρησης σε κάpiοιον αpiο τους διαμοιραζόμενους piόρους,
καθώς και το διαφορετικό σχεδιασμό μεταξύ συστημάτων, ικανό να δρομολογεί
αpiοτελεσματικά εφαρμογές piου φθάνουν σε ένα κέντρο δεδομένων. Παρουσιά-
ζουμε την εpiίδραση της άσκησης piίεσης σε διάφορους κοινόχρηστους piόρους
ενός συστήματος και piροτείνουμε έναν αντιpiροσωpiευτικό δείκτη, ικανό να αν-
τικατοpiτρίζει την κατάσταση του συστήματος, βασιζόμενοι σε piαρατηρήσεις εpiι
piειραμάτων. Ενσωματώνουμε τη λύση μας με τον Κυβερνήτη (Kubernetes) , έναν
αpiο τους piιο ευρέως χρησιμοpiοιούμενους ενορχηστρωτές υpiολογιστικών συστη-
μάτων σε piεριβάλλοντα νέφους σήμερα, και δείχνουμε piως μpiορούμε να εpiιτύχουμε
υψηλότερη αpiόδοση σε σύγκριση με τον piροεpiιλεγμένο δρομολογήτη, για μια piοικ-
ιλία αντιpiροσωpiευτικών τύpiων εφαρμογών piου χρησιμοpiοιόυνται ευρέως σήμερα.





Nowadays, there is an ever-increasing number of workloads pushed and exe-
cuted on the Cloud. To effectively serve and manage these huge computational
demands, data center operators and cloud providers have embraced workload
co-location and multi-tenancy as first class system design concern. In addition,
the continuous advancements in the computers’ hardware technology have led
to a heterogeneous pool of systems lying under data center environments. Cur-
rent state-of-the-art schedulers and orchestrators rely on typical metrics, such
as CPU or memory utilization, for placing incoming workloads on the available
pool of resources, thus, not taking into consideration the interference effects
each task cause, when co-located with others, as well as the impact of systems’
underlying diversity on the performance.
In this thesis, we design an interference- and heterogeneity- aware cloud or-
chestrator, able to efficiently schedule applications arriving at a data center on
a pool of available resources. We showcase the impact of applying stress on
different shared resources of two heterogeneous server systems and we propose
an indicator that depicts the state of the system based on these observations.
We integrate our solution with Kubernetes, one of the most widely used cloud
orchestration frameworks nowadays, and we show that we can achieve higher
performance compared to its default scheduler, for a variety of cloud represen-
tative workloads.
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Την τελευταία δεκαετία, η υιοθέτηση των υpiολογιστικών συστημάτων νέφους
piαρουσίασε σημαντική ανάpiτυξη, τόσο σε εpiίpiεδο καταναλωτών όσο και εpiιχειρή-
σεων, και θα συνεχίσει να εξελίσσεται στο μέλλον. Η εξέλιξη και η piροσφορά
της τεχνολογίας εικονικοpiοίησης virtualization βασισμένης σε piακέτα (con-
tainers) , καθώς και τα piλεονεκτήματα piου piροσφέρουν οι υpiολογιστές νέφους
στους χρήστες και στους διαχειριστές, έχουν αpiοτελέσει έναυσμα piρος αυτή την
κατεύθυνση. Οι χρήστες έχουν τη δυνατότητα να εκτελέσουν διαφορετικά είδη
εφαρμογών και υpiηρεσιών, piληρώνοντας μόνο τους piόρους piου χρησιμοpiοιούνται
σε μια δεδομένη στιγμή, ενώ piαράλληλα εpiιτρέpiεται η ανάpiτυξη οικονομιών κλί-
μακας για τους φορείς εκμετάλλευσης των piόρων νέφους, οι οpiοίοι τους διαμοιρά-
ζουν σε διαφορετικούς χρήστες. Η αύξηση του όγκου του φόρτου εργασιών piου
φορτώθηκαν και εκτελέστηκαν σε υpiολογιστές νέφους, έχουν αναγκάσει τους
φορείς εκμετάλλευσης των κέντρων δεδομένων και τους piαρόχους υpiηρεσιών νέ-
φους, όpiως το Google Cloud Platform και Amazon EC2 (AWS) να θέσουν
ως σημαντική piροτεραιότητα τους το σχεδιασμό ενός συστήματος με γνώμονα
την συντοpiοθέτηση εφαρμογών, καθώς εpiίσης και τον διαμοιρασμό piόρων μεταξύ
διαφορετικών χρηστών.
Ωστόσο, αυτή η κατανομή piόρων μεταξύ ξεχωριστών χρηστών δεν έρχεται
έτοιμη. Τα φορτία εργασίας piου τοpiοθετούνται σε κοινά φυσικά μηχανήματα, αν-
ταγωνίζονται συνεχώς για κοινόχρηστους piόρους, όpiως η κρυφή μνήμη, η χρήση
της κεντρικής μνήμης, το εύρος ζώνης του δικτύου και της μνήμης και άλλους,
piροκαλώντας τεράστιες αρνητικές εpiιδράσεις στην αpiόδοση. Η κατάσταση αυτή
εξελίσσεται καθώς οι νέοι piρομηθευτές υpiηρεσιών υpiολογιστών νέφους, piροσ-
φέρουν στους χρήστες ελαστικότητα και τη δυνατότητα γρήγορης και εύκολης
ανανέωσης της χωρητικότητας των μηχανών piου ενοικιάζουν, οδηγώντας σε έναν
δυναμικό εφοδιασμό των piόρων συστήματος.
Αυτή η ευελιξία στη δυνατότητα κλιμάκωσης των piόρων οδήγησε τους χρήστες
να ζητούν όλο και piερισσότερους piόρους, ώστε να ικανοpiοιήσουν τις αpiαιτήσεις
τους σχετικά με την piοιότητα των υpiηρεσιών piου piαρέχουν οι ευαίσθητες στην
καθυστέρηση εφαρμογές τους. Ωστόσο, ακόμη και σε μεγάλες εταιρίες όpiως η
Microsoft και η Google η μέση χρήση των διαθέσιμων piόρων είναι συνήθως κάτω
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αpiό 50%. Εpiιpiλέον, τα κέντρα δεδομένων της Mozilla και της VMWare λειτουρ-
γούν με 6% και 20-30% χρήση αντίστοιχα. Οι piάροχοι υpiηρεσιών διαδικτύου
έχουν piροσδιορίσει ως κρίσιμο στόχο σχεδιασμού τη βελτίωση της χρήσης των
σύγχρονων υpiολογιστών αpiοθήκευσης με σκοpiό τη μείωση του συνολικού κόσ-
τους ιδιοκτησίας. Αpiό την άλλη piλευρά, τα piράγματα γίνονται ακόμη χειρότερα,
στους διαχειριστές και ενορχηστρωτές σε συστοιχίες υpiολογιστών piου εpiιτρέpiουν
διαμοιρασμό του συστήματος μεταξύ διαφορετικών ομάδων εφαρμογών. Χαρακ-
τηριστικά σε μια συστοιχία υpiολογιστών του Twitter η χρήση των διαθέσιμων
piυρήνων ήταν κάτω αpiό 20%, ενώ την ίδια στιγμή, οι δεσμευμένοι piόροι φτά-
νουν μέχρι και το 80% της συνολικής χωρητικότητας. Οι διαχειριστές μεγάλων
κέντρων υpiολογιστών αpiοτυγχάνουν να εξασφαλίσουν την κατάλληλη piοσότητα
piόρων. Τέλος ο ΄ώριμος΄ διαχειριστής συστοιχιών Borg εpiιτυγχάνει 25-35% και
40% χρήση εpiεξεργαστών και μνήμης αντίστοιχα, ενώ οι δεσμευμένοι piόροι είναι
την ίδια στιγμή 75% και 60% αντίστοιχα.
Εpiιpiλέον, η συνεχής εξέλιξη των τεχνολογιών και των γενεών υλικού, αpiαιτεί
αpiό τους φορείς εκμετάλλευσης των κέντρων δεδομένων να αναβαθμίζουν εpiανειλη-
μμένα την υpiοκείμενη υpiοδομή τους, piροκειμένου να συμβαδίσουν με τις τελευ-
ταίες εξελίξεις και να εpiιτρέpiουν στους piαρόχους υpiηρεσιών νέφους να piαρέχουν
καλύτερη piοιότητα υpiηρεσιών, οδηγώντας σε συστοιχίες με διαφορετικές, ανομοιο-
γενείς διαμορφώσεις διακομιστών. Αpiό τα piαραpiάνω, είναι piροφανές ότι η συμ-
φόρηση και η piολυδιάστατη φύση διαφόρων διαμοιραζόμενων piόρων μpiορούν να
piροκαλέσουν σημαντική εpiίpiτωση στην αpiοδοση των εκτελούμενων εφαρμογών
και εpiομένως αναδύεται η ανάγκη μιας ενήμερης σχετικά με τον ανταγωνισμό piου
υpiάρχει για τη χρήση των piόρων αλλα και την piιθανή ετερογένεια εντός μιας
συστοιχίας εφαρμογών, δρομολόγησης εισερχόμενων εκτελέσιμων φορτίων.
Η τρέχουσα τάση, στους οργανισμούς, για την δρομολόγηση των εισερχό-
μενων εφαρμογών σε ένα σύνολο διαθέσιμων piόρων είναι μέσω ενορχηστρωτων
(container orchestrators) , όpiως είναι το Kubernetes ή το Mesos. Η εξέλιξη και
οι βελτιώσεις στην αpiόδοση piου εpiέφερε η εικονικοpiοίηση (virtualization) των
εφαρμογών, οδήγησε τις εταιρίες να αλλάξουν τον τρόpiο με τον οpiοίο αναpiτύσ-
σουν τις εφαρμογές τους σε piροσαρμοσμένες σε piεριβάλλον υpiολογιστών νέφους
μιρκο-υpiηρεσίες με χρήση containers. Ωστόσο οι υλοpiοιήσεις τέτοιων ενορχη-
στρωτών containers έχουν σχεδιαστεί με γνώμονα την αpiομόνωση piόρων και
όχι αpiαραίτητα την αpiοδοτικότερη χρήση αυτών. Φαντάζει εpiιτακτική λοιpiόν
η ανάγκη για έναν δρομολογητή σε piεριβάλλοντα νέφους, οpiοίος θα στοχεύει
piαράλληλα στην μεγιστοpiοίηση του piοσοστού χρήσης των υpiάρχοντων piόρων
αλλά και της αpiόδοσης των εφαρμογών piου εκτελούνται.
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2 Κυβερνήτης (Kubernetes) και Ενορχήστρωση con-
tainers
Πακέτο (Container): Το container είναι μια τυpiοpiοιημένη μονάδα λογισμικού
η οpiοία συγκεντρώνει τον κώδικα, αλλά και όλες τις εξαρτίσεις του έτσι ώστε
η εφαρμογή να μpiορεί να εκτελείται γρήγορα και αξιόpiιστα σε piοικίλα piεριβάλ-
λοντα υpiολογιστών. Τα κέντρα δεδομένων σήμερα χρησιμοpiοιόυν αυτή τη νέα
τεχνολογία εικονικοpiοίησης, καθώς αυτή έχει piολλά piλεονεκτήματα συγκριτικά
με τις εικονικές μηχανές όpiως η ευέλικτη δημιουργία και ανάpiτυξη εφαρμογών,
η διευκόλυνση ενός γρηγρότερου κύκλου ανάpiτυξης του λογισμικού, συνέpiεια
σχετικά με το piεριβάλλον ανάpiτυξης αλλά και την αpiομόνωση piόρων.
Ενορχήστρωση: Σε μεγάλες συστοιχίες υpiολογιστών υpiάρχει η ανάγκη
ενορχήστρωσης και διαχείρισης των containers . Η ανάγκη αυτή καλύpiτεται
αpiό υλοpiοιήσεις όpiως αυτή του Κυβερνήτη, ενός έργου ανοιχτού λογισμικού piου
ξεκίνησε να αναpiτύσσεται με piρωτοβουλία της Google. Ο Κυβερνήτης αpiοτελεί
την piιο ευρέως χρησιμοpiοιούμενη υλοpiοίηση. Ξεκινώντας αpiό το υψηλότερο
εpiίpiεδο αφαίρεσης, η αρχιτεκτονική του piεριλαμβάνει έναν ή piερισσότερους κόμ-
βους άφέντη΄ (master) , οι οpiοίοι αpiοτελούν το piεδίο ελέγχου και είναι το μυαλό
του συστήματος, piαίρνουν αpiοφάσεις και αντιδρούν σε διάφορα γεγονότα piου
λαμβάνουν χώρα σε αυτό. Η άλλη ομάδα κόμβων είναι οι εpiονομαζόμενοι κόμ-
βοι έργάτες΄ (workers), στους οpiοίους αpiοστέλλονται και εκτελούνται όλες οι
εργασίες-εφαρμογές. ΄Ενας κόμβος master piεριέχει: kube-apiserver, etcd,
kube-scheduler, kube-controller-manager. αpiό την άλλη, ένας κόμβος worker
piεριέχει :kubelet, kube-proxy, Container runtime.
Οι εφαρμογές αφού τοpiοθετηθούν μέσα σε containers , τοpiοθετούνται σε pod
τα οpiοία μpiορούν να piεριέχουν ένα ή piερισσότερα containers ή και μονάδες αpiο-
θήκευσης (volumes). Ο Κυβερνήτης υpiοστηρίζει μια piληθώρα υpiηρεσιών και
piαρέχει piοικίλες δυνατότητες στους χρήστες και piρογραμματιστές, ευνοόντας την
αυτοματοpiοίηση των αναγκαιών εργασιών. Μια αpiό αυτές είνα ο ενσωματωμένος
δρομολογητής εργασιών. Ο τελευταίος βασιζόμενος σε μετρικές υψηλού εpiιpiέ-
δου, αφαιρετικές σε εpiίpiεδο εικονικοpiοίησης όpiως η χρήση των εpiεξεργαστών και
μνήμης, piαίρνει αpiοφάσεις σχετικά με την τοpiοθέτηση των pods. Η διαδικάσια με
την οpiοία οι αpiοφάσεις αυτές λαμβάνονται είναι η εξής. Αρχικά εξετάζονται όλοι
οι υpiοψήφιοι κόμβοι σχετικά με τη διαθεσιμότητά τους, και την ικανότητα τους
να εξυpiηρετήσουν την εισερχόμενη εφαρμογή. Στη συνέχεια όσοι αpiό αυτόυς
κριθούν κατάλληλοι, βαθμολογούνται με τη χρήση μιας σειράς αpiό συναρτήσεις
αξιολόγησης.
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3 Ανάλυση εκτέλεσης εφαρμογών σε piεριβάλλοντα με
έντονη χρήση των piόρων
Ο Κυβερνήτης σε δοκιμή piου έγινε σχετικά με τη διαχείριση καταστάσεων υψηλής
piίεσης στους piόρους, αpiέτυχε να τοpiοθετήσει την εισερχόμενη εφαρμογή στον piιο
κατάλληλο κόμβο, αυτόν piου θα ελαχιστοpiοιούσε τον χρόνο εκτέλεσης της εφαρ-
μογής piρος δοκιμή. Μάλιστα, η συγκεκριμένη τοpiοθέτηση εpiέφερε καθυστέρηση
×(−0.6873). Ουσιαστικά με το piείραμα αυτό, αναγνωρίσαμε την αδυναμία του
Κυβερνήτη να αναγνωρίζει το είδος της piίεσης στους piόρους, και piως η έλλειψη
διαφορετικών piόρων εpiιδρά τελικά στην αpiόδοση.
Χρησιμοpiοιώντας ως εφαρμογές piίεσης την ομάδα ibench, piαρατηρήσαμε τη
συμpiεριφορά εφαρμογών αpiό τις ομάδες scikit, spec 2006 και cloudsuite. Αυτές
αpiοτελούν εκτελέσιμα αρχεία piου piροσομοιώνουν χαρακτηριστικά εφαρμογών
piου χρησιμοpiοιούνται ευρέως σε piεριβάλλοντα νέφους. ΄Ετσι, ασκώντας piίεση
σε piόρους όpiως τα διαφορετικά εpiίpiεδα της κρυφής μνήμης, οι εpiεξεργαστές,
αλλά και το εύρος ζώνης της διόδου piου οδηγεί στη κεντρική μνήμη μpiορέσαμε
να piαρατηρήσουμε τη συμpiεριφορά των εφαρμογών, και piως η αpiοδοσή τους
εpiηρεαζόταν ανάλογα με την ένταση της piίεσης αυτής. Το piεριβάλλον του Κυ-
βερνήτη, διευκόλυνε μέσω των λειτουργιών piου piαρέχει την εύκολη και γρήγορη
αυξομείωση του όγκου εργασιών.
Η συγκομιδή των μετρικών του συστήματος έγινε με τη χρήση του Performance
Counter Monitor (PCM) εργαλείου σχεδιασμένου αpiό την Intel. Συγκεκριμένα
εξάγαμε μετρικές όpiως τα L2, L3 cache misses, τον αριθμό διαβασμάτων και αναγ-
νώσεων αpiό και piρος τη κεντρική μνήμη, το piοσοστό χρήσης των εpiεξεργαστών,
αλλά και τον αριθμό των εκτελούμενων εντολών ανα κύκλο ρολογιού των εpiεξερ-
γαστών.
Οι δοκιμές έγιναν σε μια αpiό τις δύο ομάδες εpiεξεργαστών του συστήματος,
η οpiοία μοιράζεται το κοινό τελευταίο εpiίpiεδο της κρυφής μνήμης. Πιέσαμε τα
εpiίpiεδα δύο και τρία της κρυφής μνήμης, τη δίοδο της κεντρικής μνήμης και την
κεντρική εpiεξεργαστική μονάδα.
Παρατηρήθηκαν συνολικά διαφορετικές συμpiεριφορές τόσο ανα ομάδα εφαρ-
μογών όσο και μεταξύ των εφαρμογών piου υpiάγονται και στην ίδια ομάδα. Ενώ η
εpiίδραση της piίεσης στη κεντρική υpiολογιστική μονάδα και στο εpiίpiεδο δύο της
κρυφής μνήμης δεν είχε μεγάλη εpiίδραση, η piίεση στο δίοδο κεντρικής μνήμης
και στο εpiίpiεδο 3 (τελευταίο εpiίpiεδο) της κρυφής μνήμης φάνηκε να εpiηρεάζει
ραγδαία την αpiόδοση των εφαρμογών piρος δοκιμή. Ακολούθως, δημιουργήσαμε
κάpiοια σενάρια piιέσης τα οpiοία piεριείχαν διαφορετικής έντασης piιέσεις σε piερισ-
σότερους αpiό έναν piόρους ταυτόχρονα, με σκοpiό την piροσομοίωση piραγματικών
συνθηκών piίεσης. Είναι αξιοσημείωτο piως η συμpiεριφορά, και η εpiίδραση στην
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Figure 1: Εpiίδραση της piίεσης στις κεντρικές μονάδες εpiεξεργασίας, στην αpiόδοση των εφαρ-
μογών
σε όλες τις εφαρμογές, τα σενάρια σε βαθμό αpiόδοσης κατατάσσονται με τη σειρά
6,1,4,2,3. Το γεγονός αυτό εpiιδυκνύει την εξάρτηση σχεδόν του συνόλου των
εφαρμογών αpiό την κατάσταση piου βρίσκεται το σύστημα στο οpiοίο εκτελούνται,
και αναδυκνείται η ανάγκη για ένα μέτρο κατάστασης του συστήματος, ικανό να
κατατάξει ένα σύνολο διαφορετικών συστημάτων ανάλογα με την ικανότητα τους
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Figure 3: Εpiίδραση της piίεσης στο τελευταίο εpiίpiεδο κρυφής μνήμης, στην αpiόδοση των εφαρ-
μογών.
3.1 Ποσοτικοpiοίηση και μέτρηση piίεσης συστήματος
Η ένταση της piίεσης στα piαραpiάνω piειράματα καθοριζόταν αpiό τον αριθμό των
εφαρμογών ibench piου εκτελούνταν στο σύστημα. Ωστόσο, στο σημείο αυτό
κρίνεται αpiαραίτητη η διόpiτευση της κατάστασης του συστήματος συνολικά με
χρήση ενός ή συνδυασμόυ αpiό μετρικές χαμηλού εpiιpiέδου. Με στόχο την piοσοτι-
κοpiοίηση της piίεσης ενός συστήματος, δοκιμάσαμε διαφορετικές μετρικές όpiως
το piοσοστό χρήσης των εpiεξεργαστών, τις εντολές ανα κύκλο εpiεξεργαστή, τον
αριθμό των χαμένων piροσpiαθειών εύρεσης δεδομένων στο τελευταίο εpiίpiεδο της
κρυφής μνήμης, τον αριθμό διαβασμάτων αpiό την κεντρική μνήμη καθώς εpiίσης
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Figure 5: Εpiίδραση διαφορετικών σεναρίων piίεσης στην αpiόδοση των εφαρμογών.
piροτείνουμε είναι η ακόλουθη:
Reads+Writes
IPC
Στη συνέχεια, με σκοpiό την μέτρηση ακρίβειας της νέας piροτεινόμενης μετρικής,
υpiολογίσαμε τη συσχέτιση αυτής καθώς και άλλων μετρικών χαμηλού εpiιpiέ-
δου του συστήματος, με την διακύμανση της αpiόδοσης των εφαρμογών piου εκ-
τελέστηκαν. Σχεδόν σε όλες τις piεριpiτώσεις η μετρική μας piαρουσίασε υψηλή
συσχέτιση με την αpiόδοση του συστήματος, εpiιτυγχάνοντας υψηλή συσχέτιση
ακόμη και σε σενάρια piου piεριελάμβαναν ταυτόχρονη piίεση διαφορετικών piόρων.
Η ικανότητα αυτή της σύνθετης μετρικής να αpiοτυpiώνει την κατάσταση του
συστήματος είναι piολλά υpiοσχόμενη, και θεωρούμε piως μpiορεί να χρησιμοpiοι-
ηθεί για την εκλογή του καταλληλότερου συστήματος για την τοpiοθέτηση εφαρ-
μογών σε ένα εικονικό piεριβάλλον νέφους, αpiοτελούμενο αpiό μεγάλες συστοιχίες
υpiολογιστών.
3.2 Ετερογένεια
Ακολούθως, σε μια piροσpiάθεια να διερευνήσουμε τα αpiοτελέσματα και τις εpiιpi-
τώσεις της ετερογένειας σε ένα σύνθετο σύστημα υpiολογιστών, εκτελέσαμε τις
piροηγούμενες μετρήσεις σε ένα διαφορετικό σύστημα και στη συνέχεια συγκρίναμε
τις μετρήσεις μεταξύ των δύο.
Το δεύτερο σύστημα το οpiοίο εξετάστηκε, έχει piερισσότερους piυρήνες συνο-
λικά, μεγαλύτερη μνήμη, μεγαλύτερο το δεύτερο εpiίpiεδο και μικρότερο το τρίτο
εpiίpiεδο της κρυφής μνήμης, piερισσότερες διόδους, με μεγαλύτερο εύρος piρος τη
μνήμη συγκριτικά με το piροηγούμενο.
΄Οpiως καταδεικνύνουν και τα ακόλουθα σχήματα, το δεύτερο σύστημα piου
εξετάστηκε, piετυχαίνει υψηλότερη αpiόδοση σε όλων των τύpiων τις piιέσεις, σε
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# Deployed cpu-stress pods
in-mem-H2 data-serving-H2 web-serving-H2 in-mem-H1
data-serving-H1 web-serving-H1 average-H2 average-H1
(c) Cloudsuite























































# Deployed L2-stress pods / # VM's available cores
in-mem-H2 data-serving-H2 web-serving-H2 in-mem-H1
data-serving-H1 web-serving-H1 average-H2 average-H1
(c) Cloudsuite




































































Figure 8: Εpiίδραση της piίεσης στο τελευταίο εpiίpiεδο κρυφής μνήμης, στην αpiόδοση των εφαρ-
μογών.
4 Σχεδιασμός ενσωματωμένου στον Κυβερνήτη δρο-
μολογητή, ενήμερου σχετικά με την κατάσταση του
συστήματος
Ο ήδη υpiάρχων δρομολογήτης του Κυβερνήτη, κρίνουμε piώς είναι σχεδιασμένος
με τρόpiο ώστε να εξασφαλίζει κυρίως τη βιωσιμότητα μιας εφαρμογής. Αpiό την
άλλη μέσω της αpiομόνωσης piόρων, είναι ικάνος να διασφαλίσει καλύτερη αpiό-
δοση σχετικά με την εκτέλεση εφαρμογών, οδηγώντας όμως piολλές φορές σε
υpiο-χρησιμοpiοίηση των δεσμευμένων piόρων, γεγονός piου συμβάλλει αρνητικά
τόσο στο κόστος χρήστη όσο και στη δυνατότητα αύξησης της χωρητικότητας
των κέντρων δεδομένων. Με κύριο γνώμονα την εpiίτευξη του διpiλού στόχου
piου αφορά την ταυτόχρονη μεγιστοpiοίηση της αpiόδοσης των εκτελούμενων εφαρ-
μογών αλλά και την μεγιστοpiοίηση του piοσοστού χρήσης των διαθέσιμων piόρων,
piροτείνουμε τον σχεδιασμό ενός δρομολογήτη, ενσωματωμένου στον Κυβερνήτη
ο οpiοίος με χρήση της μετρικής piου αναφέρουμε στην piροηγούμενη ενότητα, θα
















# Deployed memBw-stress pods
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Figure 10: Εpiίδραση διαφορετικών σεναρίων piίεσης στην αpiόδοση των εφαρμογών.
4.1 Το piρόβλημα της δρομολόγησης
Το piρόβλημα τοpiοθέτησης εφαρμογών σε ομάδες κόμβων piου διαμοιράζονται
κοινόυς piόρους θα μpiορούσε να αναχθεί σε γενίκευση του Number Partition-
ing. Τελικά το piιο κοντίνό piρόβλημα είναι αυτό του minTotal Dynamic Bin
Packing. Ο στόχος εδώ είναι η ελαχιστοpiοίηση του βάρους κάθε ομάδας (bin).
Ο συνολικός αριθμός των ομάδων είναι piεpiερασμένος, και τα αντικείμενα piρος
τοpiοθέτηση φθάνουν και φεύγουν αpiό τους κόμβους σε αυθαίρετα χρονικά δι-
αστήματα και δεν μpiορούν να αλλάξουν κόμβο αφού τοpiοθετηθούν. Ωστόσο στη
δική μας piερίpiτωση ο ορισμός του βάρους κάθε αντικειμένου είναι piερίpiλοκος, μη
σταθερός και εξαρτάται αpiό την κατάσταση piου βρίσκεται η εκάστοτε ομάδα.
4.2 Υλοpiοίηση
Για το σχεδιασμό του δικού μας δρομολογητή, χρησιμοpiοιήσαμε την ευριστική
μέθοδο της τοpiοθέτησης κάθε εισερχόμενης εφαρμογής, στο καλύτερο ΄δοχείο΄
κάθε δεδομένη χρονική στιγμή, σύμφωνα με τα δικά μας κριτήρια βαθμολόγησης.
Προσεγγίσεις γνωστών αλγορίθμων σε piροβλήματα δρομολόγησης σε piολυpiύ-
ρηνους εpiεξεργαστές, όpiως αυτός του ελάχιστου χρόνου εpiεξεργασίας, δεν θα
μpiορούσαν να εφαρμοστούν στην piερίpiτωση μας. Αυτό συμβαίνει γιατί ο υpi-
ολογισμός του τελικού σχήματος δρομολόγησης γίνεται έκτός σύνδεσης΄ δηλαδή
piροηγείται του χρόνου εκτέλεσης. Κάτι τέτοιο είναι αδύνατο σε piεριβάλλον όpiου
άγνωστος αριθμός και τύpiος εφαρμογών καταφθάνουν στο σύστημα. Εκτός αυ-
τού στη δική μας piερίpiτωση δεν γνωρίζουμε το χρόνο piεράτωσης κάθε εφαρμογής
σε αντίθεση με τον piροαναφερθέντα αλγόριθμο.
Εξαγωγή μετρικών και διαμοιρασμός
Στα piλαίσια του συστήματος piου σχεδιάσαμε, piρώτο στάδιο ήταν η εξαγωγή
μετρικών. Οι μετρικές αυτές εξήχθησαν με τη χρήση του εργαλείου PCM της
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Intel. Είναι μετρικές piου αφορούν τόσο μεμονωμένες κεντρικές εpiεξεργαστικές
μονάδες, όσο και σύνολα αυτών (socket). Οι μετρικές αυτές αφού μετρώνται, και
εpiεξεργάζονται μερικώς σε κάθε ξεχωριστό μηχάνημα, αpiοστέλλονται στον κόμβο
master του Κυβερνήτη. Αυτό εpiιτυγχάνεται με τη χρήση ενός Network File Sys-
tem (NFS) μεταξύ της εικονικής μηχανής στην οpiοία ανήκει ο κόμβος master
και όλων των διαφορετικών μηχανημάτων servers piου ανήκουν στην συστοιχία, η
οpiοία ορίζεται και ως το σύστημα μας.
Μοντέλο συστήματος και μοντέλο εφαρμογών
Το piρώτο εpiίpiεδο αφαίρεσης της υλοpiοίησης μας, δηλαδή το δοχείο στο οpiοίο θα
τοpiοθετούνται οι εισερχόμενες εφαρμογές είναι το socket. Κάθε socket αpiοτελεί-
ται αpiό μια ομάδα εpiεξεργαστικών μονάδων οι οpiοίες μοιράζονται μεταξύ τους το
τελευταίο εpiίpiεδο της κρυφής μνήμης, αλλά και τη δίοδο piρος τη κεντρική μνήμη.
Για κάθε τέτοια ομάδα εpiεξεργαστών κρατάμε συγκεκριμένα τον αριθμό των δι-
αβασμάτων και γραψίματων αpiό και piρος την κεντρική μνήμη, το μέσο όρο του
piοσοστού των piυρήνων piου βρίσκονται σε ανενεργή κατάσταση και το μέσο όρο
των εντολών ανα κύκλο ρολογιού piου εκτελούνται σε κάθε υpiολογιστική μονάδα
piου ανήκει στη συγκεκριμένη ομάδα. Στην piερίpiτωση της ετερογένειας, λαμβά-
νουμε ακόμη υpiόψιν τον αριθμό αλλά και το έυρος των διόδων piρος τη κεντρική
μνήμη.
΄Οσον αφορά τις εφαρμογές, αυτές τις έχουμε χαρακτηρίσει κρατώντας για κα-
θεμία το συνολικό χρόνο piου διαρκεί η εκτέλεση τους, όταν δεν υpiάρχει καμία
piίεση στο σύστημα. Εpiιpiλέον ο χαρακτηρισμός αυτών piεριλαμβάνει και τον μέσο
όρο των αναγνώσεων και διαβασμάτων αpiό και piρος τη μνήμη.
Αλγόριθμος
Ο αλγόριθμος του piροτεινόμενου δρομολογητή piεριέχει δύο στάδια για την εpiι-
λογή του κόμβου τοpiοθέτησης της εκάστοτε εφαρμογής.
Στάδιο 1ο: Στο piρώτο στάδιο της υλοpiοίησης μας, αφού εξαχθούν οι
μετρικές για κάθε ομάδα εpiεξεργαστών (socket) , με χρήση μιας συνάρτησης βα-
θμολόγησης, εpiιλέγεται η ομάδα με την καλύτερη βαθμολογία. Οι εpiεξεργαστές
της εκάστοτε ομάδας, ανήκουν σε piαραpiάνω αpiό έναν κόμβους. Η συνάρτηση
αυτή είναι η ακόλουθη:
Scorej = Stressj ×HFi ×DF (t)j
Ως Stressj ορίζουμε την piίεση piου δέχεται η ομάδα j και ορίζεται αpiό
την εξίσωση Stressj = Readsj+WritesjIPCj . Εpiιpiρόσθετα, γίνεται και ένας εpiιpiλέον
έλεγχος σχετικά με τη διαθεσιμότητα των εpiεξεργαστών της ομάδας, με χρήση
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του C6-state. Ως C6-state ορίζεται το piοσοστό μιας κεντρικής μονάδας εpiεξερ-
γασίας το οpiοίο βρίσκεται σε κατάσταση αναμονής. Αν το piοσοστό ξεpiερνά μια
συγκεκριμένη τιμή, θεωρούμε piως ο piόρος αυτός είναι διαθέσιμος. Σε αντίθετη
piερίpiτωση, piροστίθεται και αυτό σαν μέρος της εξίσωσης.
Με τον όρο HFi ορίζουμε τον piαράγοντα ετερογένειας του μηχανήματος i, τον
οpiοίο εισάγουμε piειραματικά στην εξίσωση, με σκοpiό να λαμβάνουμε υpiόψιν τη
διαφορετικότητα μεταξύ των piόρων δύο ή piερισσότερων μηχανημάτων. Εδώ σαν
piαράγοντες χρησιμοpiοιήσαμε τον αριθμό των διόδων piρος τη μνήμη αλλά και το




Τέλος με το DF (t) ορίζουμε τον piαράγοντα, ο οpiοίος λαμβάνει υpiόψιν του εκτός
αpiό την piίεση piου δέχεται ένας διαμοιρασμένος piόρος, ή ομάδα εpiεξεργαστών, τη
διάρκεια της piίεσης αυτής.
Στο σημείο αυτό σχεδιάσαμε και εξετάσαμε διαφορετικές piροσεγγίσεις για το
συγκεκριμένο piαράγοντα.
• Μέσος χρόνος εκτιμώμενης αpiοpiεράτωσης των δρομολογημένων εφαρμογών:
tavg
• Μέσος χρόνος εκτιμώμενης αpiοpiεράτωσης συν γραμμική piτώση της piίεσης
στο διάστημα αpiό το μέσο χρόνο μέχρι τον μέγιστο: tavg + tmax−tagv2
• Αυξημένο βάρος στο χρόνο εκτέλεσης: t2avg
• Αυξημένο βάρος στη piίεση : stressj × tavg
• Φθίνουσα εκτίμηση χρόνου, βασισμένη στη σχέση μεταξύ μέσου και μέγιστου




Στη συνέχεια, αφού εpiιλεχθεί η καταλληλότερη ομάδα εpiεξεργαστών, χρειάζε-
ται να piροσδιοριστεί το εpiόμενο εpiίpiεδο αφαίρεσης του συστήματος, το οpiοίο
είναι ο κόμβος ή εικονική μηχανή. Εξετάζουμε λοιpiόν τους κόμβους των οpiοίων
οι piυρήνες ανήκουν στην εpiικρατέστερη ομάδα. Στο στάδιο αυτό ώς κριτήριο
εpiιλογής χρησιμοpiοιούμε τη διαθεσιμότητα του εκάστοτε κόμβου. Εξετάζουμε
δηλαδή το piοσοστό των εpiεξεργαστών κάθε κόμβου piου βρίσκονται σε λειτουργία
αναμονής. Αξίζει να διευκρινιστεί εδώ piως ως αναμονή εννοούμε την κατάσταση
κατά την οpiοία ο εpiεξεργαστής είναι ανενεργός και όχι κατάσταση όpiου αναμένει
άλλες λειτουργίες να εκτελεσθούν όpiως για piαράδειγμα μεταφορές αpiό τη μνήμη.
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(a) Πίεση στο εύρος ζώνης διόδου
piρος τη μνήμη
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Figure 11: Κανονικοpiοιημένη αpiόδοση εφαρμογών piου τοpiοθετήθηκαν με piροϋpiάρχον δρο-
μολογημένο φορτίο.
5 Αpiοτελέσματα και Αξιολόγηση
Στο κεφάλαιο αυτό αξιολογούμε την αpiοτελεσματικότητα κάθε piροσέγγισης σχετικά
με την αpiόδοση των εφαρμογών piου τοpiοθετούνται σύμφωνα με αυτήν. Συγ-
κεκριμένα συγκρίνουμε την υpiάρχουσα υλοpiοίηση στον Κυβερνήτη με όλες τις
διαφορετικές υλοpiοιήσεις piου piροαναφέρθηκαν. Οι δοκιμές γίνονται αρχικά σε
ένα ομογενές σύστημα/μηχάνημα και στη συνέχεια σε συστοιχία αpiοτελούμενη
αpiό δύο ετερογενή μηχανήματα.
5.1 Ομογενές Σύστημα
΄Ασκηση τεχνητής piίεσης σε μία ομάδα εpiεξεργαστών
Στο piρώτο μέρος piειραμάτων και αξιολόγησης, εξετάσαμε τη συμpiεριφορά της
υλοpiοίησης μας, και τη λήψη αpiοφάσεων της σε κατάσταση κατα την οpiοία μια αpiό
τις δύο ομάδες εpiεξεργαστών δέχεται piιέσεις σε διαφορετικούς piόρους της. Αφού
λοιpiόν τοpiοθετήσουμε τις εφαρμογές piίεσης, δοκιμάζουμε να δρομολογήσουμε
25 εφαρμογές αpiό τις ομάδες scikit-learn, cloudsuite, spec2006. Συγκρίνουμε
τα αpiοτελέσματα αυτά, με αυτά piου piροκύpiτουν αpiό τη υpiάρχουσα υλοpiοίηση
δρομολογητή στον Κυβερνήτη.
Πιέζουμε με τη σειρά τη δίοδο piρος τη μνήμη και το τελευταίο εpiίpiεδο της
κρυφής μνήμης και λαμβάνουμε τα αpiοτελέσματα piου φαίνονται στα διαγράμματα
11a και 11b. ΄Οpiως φαίνεται και αpiό τις κατανομές της κανονικοpiοιημένης αpiό-
δοσης των εφαρμογών, η υλοpiοίηση μας, γνωρίζοντας την αυξημένη piίεση σε
κρίσιμους piόρους αpiοφεύγει την τοpiοθέτηση του εισερχόμενου φορτίου σε αυ-
τούς. ΄Ετσι εpiιτυγχάνει έως και 61.2% και 38.3% για piίεση έυρους ζώνης της
διόδου piρος τη μνήμη και του τελευταίου εpiιpiέδου ιεραρχίας της κρυφής μνήμης
αντίστοιχα. Ακόμη μια piαρατήρηση είναι εpiίσης η μείωση της τυpiικής αpiόκλισης
της αpiόδοσης του συνόλου των εφαρμογών, γεγονός piου την καθιστά piερισσότερο
piροβλέψιμη.
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΄Ασκηση τεχνητής piίεσης piολλαpiλών piόρων και στις δύο ομάδες εpiεξεργαστών
΄Οpiώς φαίνεται στο σχήμα 11c ,όpiου piαρουσιάζονται τα συνολικά αpiοτελέσματα
και αpiό τα 4 σενάρια piου δοκιμάστηκαν. Τοpiοθετήθηκε διαφορετικός αριθμός
αpiό εφαρμογές piίεσης piόρων και στις δύο ομάδες εpiεξεργαστών και στη συνέχεια
μετρήσαμε την αpiόδοση των εpiόμενων 25 εφαρμογών όταν αυτές θα δρομολογούν-
ταν αpiό τη δική μας piροσέγγιση αλλά και αpiό την ήδη υpiάρχουσα. Η διάμεσος των
κατανομών ήταν στην δική μας piροσέγγιση αpiό 4.9% έως και 80% υψηλότερη. Η
μέση τιμής της διαμέσου αpiό τις 4 διαφορετικές τιμές, ήταν κατα 16.8% υψηλότερη
στη δική μας piροσαρμοσμένη υλοpiοίηση.
Δρομολόγηση εφαρμογών χωρίς τεχνητή άσκηση piίεσης
Στη συνέχεια, η εpiόμενη αξιολόγηση και σύγκριση της δικής μας piροσέγγισης
με την ήδη υpiάρχουσα, piεριλαμβάνει τη δοκιμή δρομολόγησης εφαρμογών χωρίς
να piροϋpiάρχει κάpiοιο φορτίο εκ των piροτέρων στο σύστημα. Δοκιμάσαμε
λοιpiόν τη δρομολόγηση ομάδων ερφαρμογών οι οpiοίες διέφεραν σε piλήθος. Συγ-
κεκριμένα χρησιμοpiοιήσαμε εφαρμογές αpiό: scikit-learn, cloudsuite και spec2006.
Οι ομάδες αυτές αpiοτελούνταν αpiό τυχαίο αριθμό εφαρμογών αpiό τις piαραpiάνω
βιβλιοθήκες και χωρίζονται σε υpiοομάδες, οι οpiοίες καταφθάνουν ανά χρονικό
διάστημα κυμαινόμενο αpiό 10 έως 50 δευτερόλεpiτα. Ο συνολικός αριθμός των
εφαρμογών ανα ομάδα piου δοκιμάστηκαν ήταν αpiό 20 έως και 100. Στα διαγράμ-
ματα 12a και 12b piαρουσιάζονται οι διάμεσοι και οι μέσες τιμές αpiό τις ακόλουθες
υλοpiοιήσεις για τοpiοθέτηση 20 μέχρι και 100 εφαρμογών:
• Default(Kubernetes)
• Only Stress (Stress)
• S bias (s_bias)
• t bias (t_bias)
• Time decay (decay)
• Average and max area (avg_max_area)
• Average area (avg_area)
΄Οpiως φαίνεται και αpiό τα σχήματα, η piληθώρα των piροσαρμοσμένων υλοpiοιήσεων
του δρομολογήτη εpiιφέρει καλύτερα αpiοτελέσματα στην αpiόδοση των εφαρμογών,
εpiιτυγχάνοντας μικρότερους χρόνους εκτέλεσης τόσο κατά μέσο όρο, όσο και εpiί
του συνόλου της κατανομής των δοκιμαζόμενων εφαρμογών.
Αpiό τα piειραματικά αpiοτελέσματα καλύτερη piροσέγγιση για τη συγκεκριμένη
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(b) Μέση τιμή
Figure 12: Σύγκριση διαφορετικών piροσεγγίσεων δρομολόγησης
σχέση με την υpiάρχουσα υλοpiοίηση κατά 26.9%, 29.3%, 25.9%, 7.6%, 38.8%,
23.4%, 49.7%, 44.0% και 26.9% για την τοpiοθέτηση 20, 30, 40, 50, 60, 70, 80,
90 και 100 εφαρμογών αντίστοιχα. Ανάλογα αpiοτελέσματα piροκύpiτουν και για
τη μέση τιμή, η οpiοία είναι υψηλότερη αpiό 10.7% μέχρι και 28.9%.
Τα καλύτερα αpiοτελέσματα piου piροκύpiτουν αpiό τη piροσθήκη του piαράγοντα
χρόνου DF (t) ενθαρρύνουν την piερεταίρω μελέτη σχετικά με την καλύτερη piρόβ-
λεψη εκτιμώμενου χρόνου, αλλά και το σχεδιασμό ενός βελτιστοpiοιημένου μον-
τέλου διαχείρισης του.
Ισορροpiία χρήσης διαθέσιμων piόρων συστήματος
Οι μεγάλες συστοιχίες υpiολογιστών σήμερα στα κέντρα δεδομένων όpiως piροεί-
piαμε υpiοφέρουν αpiό υpiοεκμετάλλευση των διαθέσιμων piόρων τους. Στο σχήμα 13
piαρουσιάζουμε μερικές μετρήσεις του συστήματος piου εξάγονται κατα τη διάρκεια
μιας αpiό τις piροαναφερθέισες δοκιμές. Τα διαγράμματα piαρουσιάζουν την χρήση
piόρων κάθε ομάδας εpiεξεργαστών. Στο piρώτο διάγραμμα η ανισορροpiία χρήσης
του τελευταίου εpiιpiέδου της κρυφής μνήμης διαφαίνεται αpiό τη διαφορά των μη
αpiοτελεσματικών ευρέσεων δεδομένων σε αυτή. Αυτό σημαίνει piώς η μια αpiό της
δύο ομάδες ήταν υpiερφορτωμένη, υpiοβαθμίζοντας σημαντικά την αpiόδοση των
δρομολογημένων σε αυτή εφαρμογών λόγω μεγάλης συγκέντρωσης, ενώ η άλλη
είχε τον συγκεκριμένο piόρο διαθέσιμο και μη χρησιμοpiοιούμενο το ίδιο χρονικό
διάστημα. Αpiό την άλλη piλευρά, στη δική μας υλοpiοίηση, ο δρομολογητής είναι
ενήμερος σχετικά με την piίεση piου εpiικρατεί στη κρυφή μνήμη με αpiοτέλεσμα να
κατανέμει τις εφαρμογές piρος δρομολόγηση με έναν piερισσότερο δίκαιο τρόpiο,
piροσpiαθώντας να διαμοιράσει το φόρτο μεταξύ των διαφορετικών μερών του
συστήματος. Αντίστοιχα στα διαγράμματα 13c και 13b φαίνεται η piερισσότερο
ισορροpiημένη χρήση των piόρων κατα τη διάρκεια της εκτέλεσης των εφαρμογών
piου τοpiοθετήθηκαν στο σύστημα αpiό το piροσαρμοσμένο δρομολογητή. Τόσο η
piοσοστιαία χρήση των piυρήνων, όσο και οι εντολές piου εκτελούν αυτοί ανα κύκλο





























































































































































































































































































































































































































Figure 13: Ανισορροpiία χρήσης διαθέσιμων piόρων
5.2 Ετερογενές Σύστημα
Τέλος, το τελευταίο piείραμα σύγκρισης και αξιολόγησης του δρομολογητή piου
σχεδιάσαμε, εξετάζει την ετερογένεια, αφού καλείται να κατανείμει εφαρμογές
μεταξύ δύο διαφορετικών συστημάτων.





















Figure 14: Σύγκριση της κατανομής της κανονικοpiοιημένης αpiόδοσης εφαρμογών μεταξύ διαφορε-
τικών piροσεγγίσεων σε μια ετερογενή ομάδα συστημάτων.
Σε σενάρια όpiου η δρομολόγηση εφαρμογών ήταν λιγότερο έντονη, με αpiοτέλεσμα
το σύστημα να είναι ικανό να τις εξυpiηρετεί χωρίς να δημιουργείτε piίεση στους
piόρους του, piαρατηρούμε να μην υpiάρχει κάpiοια βελτίωση στην αpiόδοση των
εφαρμογών εν συγκρίσει με την υpiάρχουσα υλοpiοίηση του Kubernetes. Ωστόσο,
στο τελευταίο σενάριο (δρομολόγηση 640 εφαρμογών), οι piροτεινόμενες αpiο εμάς
υλοpiοιήσεις εpiιτυγχάνουν αpiο 23.8% μέχρι και 32% υψηλότερο διάμεσο, και αpiο
9.6% μέχρι και 12.2% υψηλότερη μέση τιμή.
6 Σύνοψη και Μελλοντική Δουλειά
6.1 Σύνοψη
Στη διpiλωματική αυτή εργασία, αρχικά συζητήσαμε τις εpiιpiτώσεις piου εpiιφέρει
ο ανταγωνισμός μεταξύ των εφαρμογών σε κοινόχρηστους piόρους στην αpiόδοση
ενός συστήματος. Εpiιpiλέον, piεργράψαμε τις νέες τάσεις στα κέντρα δεδομένων
σχετικά με την εικονικοpiοίηση και ενορχήστρωση, αλλά και την ανάγκη piου
αναδύεται σχετικά με την εpiίγνωση τόσο της συμφόρησης των κρίσιμων piόρων
του συστήματος, όσο και την ετερογένεια piου χαρακτηρίζει τις σύγχρονες ομάδες
υpiολογιστών.
Μετά αpiο piολλές δοκιμές, με χρήση των κατάλληλων εφαρμογών piίεσης, δι-
αpiιστώσαμε την εpiίδραση της piίεσης piόρων στην αpiόδοση των εφαρμογών και
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ακολούθως piροτείναμε μια μετρική piου χαρακτηρίζει την κατάστση piου βρίσκε-
ται το σύστημα. Στη συνέχεια, αφού piεριγράψαμε τον Κυβερνήτη, piροτείνουμε
μια νέα piροσέγγιση δρομολογητή, την οpiοία και αξιολογούμε συγκρίνοντας την
με την ήδη υpiάρχουσα υλοpiοίηση. Τα αpiοτελέσματα piου piροκύpiτουν είναι εν-
θαρρυντικά καθώς βελτιώνεται η αpiόδοση των δρομολογούμενων εφαρμογών σε
διάφορα σενάρια.
6.2 Μελλοντική δουλειά
Σαν μελλοντική δουλειά, piροτείνουμε αpiό piρογραμματιστικής piλευράς, την μελέτη
και την ανάpiτυξη μιας βάσης δεδομένων piου θα εpiιταχύνει την αpiοκόμιση μετρικών
του συστήματος. Τέλος, αpiό ερευνητικής piλευράς, piροτείνουμε τη μελλοντική
χρήση νευρωνικού δικτύου για την αpiοτελεσματικότερη εύρεση της συνάρτησης
αξιολόγησης του δρομολογητή. Εpiιpiλέον, τεχνολογίες όpiως το Cache Allocation
Technology και το Running Average Power Limit θα εpiέτρεpiαν τη διαχείριση
των piόρων του συστήματος κατά τη διάρκεια της εκτέλεσης, με σκοpiό τόσο την
αpiοτελεσματικότερη χρήση τους, όσο και την βελτίωση της συνολικής ενεργειακής






Cloud Computing has transformed a large part of the IT industry and has
radically changed the way millions of users and organizations are using the
Internet. Moreover, companies with large batch-oriented tasks can get results
as quickly as their programs can scale. The adoption of cloud computing has
seen explosive growth, both at consumer and enterprise levels and will continue
to rise in the future [1]. The evolution and endorsement of container-based
virtualization technology, as well as the advantages that the Cloud computing
offers both to users and operators, have acted as enablers towards this direction.
Nowadays, it is easier than ever to deploy any application in the Cloud, running
in the operating system of your choice. Also, this revolutionary technology
made available to users the pay as you go feature while economies of scale are
enabled for data-center operators who are sharing their across several users. In
addition, an upfront commitment by cloud users is eliminated, thereby allowing
companies to start small and increase hardware resources only when there is an
increase in their needs.
Cloud provides service-oriented architecture which advocates "everything as
a service". Cloud-computing providers offer their "services" according to differ-
ent models, of which the three standard models are Infrastructure as a Service
(IaaS), Platform as a Service (PaaS), and Software as a Service (SaaS). "Infras-
tructure as a service" (IaaS) refers to online services that provide high-level APIs
used to deference various low-level details of underlying network infrastructure
like physical computing resources, location, data partitioning, scaling, security,
backup etc. A hypervisor runs the virtual machines as guests. Pools of hyper-
visors within the cloud operational system can support large numbers of virtual
machines and the ability to scale services up and down according to customers’
varying requirements. On the other hand, PaaS is the capability provided to
the consumer to deploy onto the cloud infrastructure consumer-created or ac-
quired applications created using programming languages, libraries, services,
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and tools supported by the provider. The consumer does not manage or con-
trol the underlying cloud infrastructure including network, servers, operating
systems, or storage, but has control over the deployed applications and possibly
configuration settings for the application-hosting environment. Finally, Saas is
the service provided to the consumer to use the provider’s applications running
on a cloud infrastructure. The applications are accessible from various client
devices through either a thin client interface, such as a web browser (e.g., web-
based email), or a program interface. Again the consumer does not manage
the underlying cloud infrastructure, or even individual application capabilities,
with the possible exception of limited user-specific application configuration
settings.
1.2 Data Centers concerns: shared resources, Interfer-
ence, under-Utilization and Heterogeneity
What we call cloud, is the combination of hardware relying inside data centers
and the appropriate software to make use of this hardware, provided by Cloud
providers. Thanks to virtualization, someone can create useful IT services using
resources that are traditionally bound to hardware [2]. That makes resources
more agile, allowing them to serve multiple functions. It allows user to use
a physical machine’s full capacity by distributing its capabilities among many
users or environments. The legacy servers, dedicated to only one task are no
longer a problem for any organization or business. Hypervisors offer this func-
tionality, which can sit on top of an operating system or get installed directly
onto hardware (like a server), which is how most enterprises virtualize.
In the history of computing, the transition from single-core Central Process-
ing Units (CPUs) to multi-core processors was definitely a breakthrough. This
new technology made it possible to run multiple applications or even multiple
threads of a process in the same machine concurrently. That innovation had
a great impact on the performance of computing tasks. However, a new issue
has started to arise. This issue is the shared resources competition between
the different consumers, called interference. While cloud is becoming more and
more popular, the amount of applications deployed and executed, competing
for shared resources usage, was also radically increased. The increment in the
amount of workloads uploaded and executed on the cloud, have forced data-
center (DC) operators and cloud providers, such as Google Cloud Platform [3]
and Amazon EC2 [4], to embrace workload co-location and multi-tenancy as
first class system design concern. Although hypervisors and virtualization pro-
vide a higher level of abstraction between the physical machines and the users,
it also makes them unaware of critical information about the hardware, which
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will lead in suboptimal use of the physical resources provided.
The current trend in computer architecture design today is an isolated mem-
ory space for Level 1 and Level 2 cache for every physical core. Due to Hyper-
Threading,a core is consisted of two separate hardware threads sharing those
two resources spaces. Furthermore, physical cores belonging to the same socket
are sharing the same Last Level Cache (LLC) or Level 3 cache.
Figure 1.1: Memory System Architecture
In general, interference describes such phenomena in any shared resources
such as cache and memory occupancy, memory and network bandwidth and
others. Today, system performance is increasingly coupled to cache hierarchy
design. Cache interference describes the phenomenon when two or more pro-
cessors request data from the cache. Cache in those cases in order to serve
both competitors requests, due to its restricted space, fetches and writes back
data from/to the main memory. Because of the finite amount of cache in every
level, when a cache miss is happening due to an application’s demand in data,
useful blocks that are used by other application(s) in the same cache space are
written back to the main memory (RAM). The read/write operations from/to
the RAM are expensive in terms of energy and delay, slowing down the whole
system. Because of the interference, those operations happen more frequently,
causing a great reduction in performance. Cache tends to be a performance bot-
tleneck because of high network and memory latency [5], and a better resource
management is a promising, worth to be researched topic.
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Figure 1.2: LLC Interference
In figure 1.2, cache interference is illustrated. When the cache space is filled
up, new blocks that are needed, will replace the old ones based on the cache’s
replacement policy (e.g. fifo, lifo, lru and others). Because of that, these data
that were written back to memory will be needed to be fetched again, even
if the application requiring them does not use any other data than that. For
example, as it is illustrated in figure 1.2, in Step 1, red application needs data
from memory, so it fetches the required data r1 and its subsequent block r2
from memory. Afterwards, green application fetches blocks g1-h6. When the
blue application is executed, it requests data, they are fetched from memory and
they write r1 block back to memory. Next, when red application tries to use the
recently fetched r1, another cache miss is taking place. This is a miss caused
by interference, because while red application was keeping using the already
fetched data, co-scheduled applications caused contention competing for cache
space. This situation becomes even intensive when more and more applications
are running using the same shared resource. Such competition may carry on
for great amount of time, thus causing great performance degradation.
In an attempt to elevate the performance of the systems, in other works to
keep users satisfied, cloud providers currently provide users with elasticity and
resizability of their computing capacity, leading to a dynamic provisioning of
resources. This flexibility in resources scalability has led users to request more
and more resources in order to satisfy the Quality-of-Service (QoS) requirements
of their latency-sensitive workloads. However, even at large companies like Mi-
crosoft and Google the average utilization is typically under 50% [6]. Moreover,
Mozilla’s and VMWare’s data centers were reported to operate at 6% and at
20-30% utilization respectively [7]. Underutilized servers contribute to expenses
and limit the scaling of the data-center. Web service providers have identified
as a critical design goal the improvement of utilization in modern warehouse-
scale computers in order to reduce the total cost of ownership [8]. On the other
hand, things get worse in cluster managers and orchestrators that enable cluster
sharing between workloads. In a production cluster at Twitter, CPU utilization
40
is below 20% while resource reservations reach up to 80% of total capacity [9].
Cluster managers fail to reserve the right amount of resources. Finally, the
mature Google cluster manager Borg [10], achieves 25-35% and 40% CPU and
memory utilization respectively, while reserved resources are 75% and 60% at
the same time.
On top of that, the continuous evolution of hardware technologies and gen-
erations forces data-center operators to repeatedly upgrade their underlying
infrastructure, in order to keep up with the latest advancements in technology
and also allow cloud providers to supply the best (QoS) to their users, lead-
ing to clusters with various different server configurations. From the above, it
is evident that, multi-sharing and multi-diversity of resources can cause seri-
ous degradation on the performance of running applications, thus the need for
interference- and heterogeneous-aware scheduling of incoming workloads on a
cluster is indispensable.
1.3 Container Orchestration with Kubernetes
The current trend, at enterprise level, for the scheduling of arriving work-
loads on a pool of available resources is through container orchestrators, such
as Kubernetes [11] or Mesos [12]. The latest advancements and performance
improvements of container-based virtualization [13] have driven companies to
transform the way they develop and deploy their applications, converting them
to "cloud-native", containerized microservices. Even though container orches-
trators provide major benefits, such as ease of use and deployment, abstraction
of resources, scaling and others, the scheduling policies they follow are naive
relying on simple metrics, like CPU or memory utilization, neglecting interfer-
ence effects, overlooking the specifications of the underlying infrastructure and
the nature of the imposed stress on the shared resources, offering a reservation-
centric approach in cluster management.
Although Kubernetes is a very complex project, being continuously improved
by its large community, is currently unaware of some critical low-level resources.
As Kubernetes manages virtual machines (VMs), it is only (sometimes) aware
of the virtual CPU and memory usage. While, it uses those information so as
to make scheduling decisions for the incoming applications (pods), it fails to
identify low-level contention in resources like cache and memory bandwidth.
1.4 Thesis Overview
In this thesis, we explore the impact of interference-awareness in scheduling
process. We identify an inefficient and trivial pod placement decision mak-
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ing conducted by Kubernetes scheduler, lacking from useful information about
system state. In chapter 4, we measure and analyze the impact of different low-
level resource contention on the performance of various applications. Based
on our observations, we propose a score function, attempting to reflect the
condition of a server system lying under a virtualized environment. In chap-
ter 5, we present our custom framework, which uses the previous proposed
score as a node prioritization function in order to schedule jobs from differ-
ent benchmark classes on a Kubernetes cluster. We also present an attempt
to introduce the time factor in application initial scheduling and heterogeneity
both in intra and inter-server level. With this approach we are trying to tackle
the problem of under-utilization of cluster resources due to contention-agnostic
schedulers. Finally, in chapter 6, we evaluate our proposed framework, being







Rusty [14] is a predictive monitoring system, able to address the aforementioned
challenges using Long Short-Term Memory networks to enable fast and accurate
runtime forecasting of key performance metrics and resources stresses of cloud-
native applications under interference. Rusty is lightweight and achieves high
prediction accuracy, i.e. average R2 value of 0.98, thus forming a promising
solution for runtime predictive resource allocation.
2.1.2 Bubble-Flux
Bubble-Flux [15] is an integrated dynamic interference measurement and online
QoS management mechanism that provides accurate QoS control and maxi-
mizes server utilization. It is consisted of two parts. The first one, Dynamic
Bubble, measures the instantaneous pressure on the shared hardware resources
and predict how the QoS of a latency-sensitive job will be affected by potential
co-runners. Secondly, using an online Bubble Flux Engine, monitors the QoS
of the latency-sensitive applications and controls the execution of batch jobs to
adapt to load changes, in order to deliver satisfactory QoS.
2.1.3 Other approaches
Several approaches have been discussed regarding to hypervisor-based moni-
toring [16]. Open-sourced services like Prometheus [17], and the Elasticsearch,
fluentd and Kibana (EFK) stack [18] provide well-organized systems for met-
rics logging, aggregation and querying. Nevertheless, metrics acquired from
such collectors are naive, not able to reveal the real system state. They extract
metrics mostly used for alert generation, security insight, providing a brief
overview of the system’s condition. As a result the resource under contention
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cannot be identified and the root cause of application degradation remains un-
manageable. Contrarily, low-level metrics, which describe micro-architectural
events, are capable of providing useful information regarding to the resource




State-of-the-art orchestrators like Kubernetes [11] and Mesos [12] rely on unso-
phisticated metrics, like CPU and memory utilization, to manage node avail-
ability and workload scheduling. Using agents, Kubernetes extracts aggregated
metrics from the worker nodes of the cluster. Afterwards it uses a two-level
approach. After examining all available nodes, it selects only the feasible ones.
The nodes remaining are evaluated through a variety of priority functions which
determine their viability. However, those naive metrics are not able to indicate
the condition of a system experiencing interference phenomena.
2.2.2 Mage
Mage [19] is an interference- and heterogeneity-aware runtime that leverages on-
line data mining to explore the space of application placements, and determine
the one that minimizes interference between co-resident applications. In addi-
tion, it continuously monitors and determines whether alternative placements
would prove beneficial, taking into account the overhead of migration.
2.2.3 Medea
Medea [20] is a cluster scheduler designed for the placement of long- and short-
running containers. It captures interactions among containers within and across
applications, following a two-scheduler design: (i) for long-running applica-
tions, it applies an optimization-based approach that takes into consideration
constraints and global objectives; (ii) for short-running containers, it uses a
traditional task-based scheduler.
2.2.4 Paragon
Paragon [21] is an online interference- and heterogeneity-aware, scalable data-
center scheduler. It is derived from analytical methods and instead of profiling
each application in detail, it leverages information already known by applica-
tions previously see. Using collaborative filtering techniques, to quickly classify
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an unknown workload with respect to heterogeneity and interference, by iden-
tifying similarity to previously scheduled applications. Afterwards Paragon




Quasar [9] is a cluster management system that increases resource utilization,
while providing high application performance. Quasar does not rely on resource
reservations, but instead it determines the right amount of resources to meet
QoS constraints expressed by the user. Second, Quasar uses classification tech-
niques to determine the imact of the type and the amount of resources and
interference on performance of each workload. Moreover, it adjusts resource
allocation and assignment as needed during execution.
2.3.2 Other approaches
In addition various hardware-related techniques, including cache partitioning
have been explored to decrease inter-application contention. [22, 23, 24]
2.4 Our Approach
Our approach focuses on global optimization objectives. Using a universal ap-
proach for every kind of workload behavior and duration aiming to maximize
resource utilization and minimize application execution delays provoked by in-
terference phenomena. The node condition and prioritization is based on micro-
architecture metrics extraction from the physical, underlying server, surpassing




Kubernetes, a Container Orchestrator
The framework we will analyze in the next pages is called Kubernetes ( κυβερ-
νήτης, Greek for "governor", "helmsman" or "captain")1
3.1 Docker containers and Orchestration
Virtualization technology increases efficiency in data centers by enabling servers
to run multiple operating systems and applications with different requirements
and dependencies. Server consolidation has been the focus of virtualization,
requiring hardware abstraction to create an environment that can run multiple
operating systems. Applications run on virtual machines abstracted away from
the hardware. As shown in figure 3.1, Virtual Machines on the left are created
on the top of a hypervisor. In Virtual Machines, a complete Operating System
is installed. As a result, every VM acts like a guest host. On the other hand
containers, presented on the right include a container engine, which creates
and manages containers. Note that virtualization via containers is also known
as containerization. As shown containerization technology runs multiple con-
tainers on a common underlying kernel which are abstracted away into logical
partitions. Linux containers with the docker packaging format allow a user to
bundle application code with its runtime dependencies, and deploy in a con-
tainer. A frequently asked question is if someone should use Virtual Machines
or containers for his infrastructure setup. In the following subsections, those
two technologies are described in more detail.
1"What is Kubernetes?". Kubernetes. Retrieved 2017-03-31.
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Figure 3.1: Virtual Machines and Containers 2
3.1.1 Virtual Machines
Virtual Machines (VMs) provide a virtualized hardware environment where a
guest OS is able to run one or more applications. They enable users to create
multiple OS instances over the same machine using a hypervisor. User has the
flexibility to allocate CPU, Memory and Disk resources into different VMs. This
technology unbounds applications from machines installed OS. Virtualization
has matured to include many resilient capabilities such as live migration, high
availability, SDN, and storage integration which, to date, are not as mature
with containerization. Virtualization also provides a higher level of security
by running the workload inside a guest operating system that is completely
isolated from the host operating system.
3.1.2 Containers
A container is a standard unit of software that packages up code and all its
dependencies so the application runs quickly and reliably from one computing
environment to another. A Docker container image is a lightweight, standalone,
executable package of software that includes everything needed to run an ap-
plication: code, runtime, system tools, system libraries and settings.
Container images become containers at runtime and in the case of Docker
containers - images become containers when they run on Docker Engine. Avail-
able for both Linux and Windows-based applications, containerized software
will always run the same, regardless of the infrastructure. Containers isolate
software from its environment and ensure that it works uniformly despite dif-




 Standard: Docker created the industry standard for containers, so they
could be portable anywhere
 Lightweight: Containers share the machine’s OS system kernel and there-
fore do not require an OS per application, driving higher server efficiency
and reducing server and licensing costs. The overhead of booting manag-
ing and maintaining a guest OS environment is avoided. Their lightweight
nature leads towards to greater start-up speed.
 Agile application creation and deployment: Increased ease and efficiency
of container image creation and deployment with quick and easy rollbacks
(due to image immutability). In fact, it is the application packaging and
deployment capability that is revolutionizing DevOps by providing the
capability for developers and operations to work side by side enabling
continuous development, integration and deployment. At the same time
environment consistency across development, testing and production is
provided, as it runs the same on a laptop as it does in the cloud.
 Resource isolation: Containers can be deployed with a fixed amount of
resources available. Such techniques control and prevent greedy resources
usage.
3.1.3 Orchestration
The answer to the previous question about which virtualization technology is
better to use is that they should be used both. They are in fact complementary
technologies. Containers support VM-like separation of concerns but with far
less overhead and far greater flexibility. As a result, containers have reshaped
the way people think about developing, deploying, and maintaining software. In
such a hybrid containerized architecture, the different services that constitute
an application are packaged into separate containers and deployed across a
cluster of virtual machines as illustrated in figure 3.2 [25].
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Figure 3.2: Hybrid Containerized Architecture 3
However, such an architecture highlights the need for container orchestration,
a tool that automates the deployment, management, scaling, networking, and
availability of container-based applications.
This is where Kubernetes comes in. Large, distributed containerized applica-
tions can become increasingly difficult to coordinate. By making containerized
applications dramatically easier to manage at scale, Kubernetes has become
a key part of the container revolution. It is a portable, extensible platform
that facilitates both declarative configuration and automation. It has a large,
rapidly growing ecosystem. Kubernetes services, support, and tools are widely
available. Google open-sourced the Kubernetes project in 2014. Kubernetes
builds upon a decade and a half of experience that Google has with running
production workloads at scale, combined with best-of-breed ideas and prac-
tices from the community. In the following sections we describe the different
components of that container orchestrator.
3.2 Kubernetes Master Node(s) Components
Master components provide the cluster’s control plane. Master components
make global decisions about the cluster (for example, scheduling), and they
detect and respond to cluster events (for example, starting up a new pod when
a replication controller’s replicas field is unsatisfied).
 kube-apiserver: Component on the master that exposes the Kubernetes
3https://insights.sei.cmu.edu/sei_blog/2017/09/virtualization-via-containers.html
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API. It is the front-end for the Kubernetes control plane.
 etcd: Consistent and highly-available key value store used as Kubernetes’
backing store for all cluster data.
 kube-scheduler: Component on the master that watches newly created pods
that have no node assigned, and selects a node for them to run on. It will
be discussed more thoroughly later on.
 kube-controller-manager: Component on the master that runs controllers.
Logically, each controller is a separate process, but to reduce complexity,
they are all compiled into a single binary and run in a single process.
3.3 Kubernetes Worker Node(s) Components
Node Components run on every node as agents maintaining running pods and
providing the Kubernetes runtime environment.
 kubelet: An agent that runs on each node in the cluster. It makes sure that
containers are running in a pod. The kubelet takes a set of PodSpecs that
are provided through various mechanisms and ensures that the containers
described in those PodSpecs are running and healthy.
 kube-proxy: a network proxy that runs on each node in the cluster. It
enables the Kubernetes service abstraction by maintaining network rules on
the host and performing connection forwarding. Kube-proxy is responsible
for request forwarding. It allows TCP and UDP stream forwarding or
round robin TCP and UDP forwarding across a set of backend functions.
 Container Runtime: The container runtime is the software that is respon-
sible for running containers. (Docker in our case)
3.3.1 Other Important Addons
 DNS: Cluster DNS is a DNS server, in addition to the other DNS server(s)
in your environment, which serves DNS records for Kubernetes services.
Containers started by Kubernetes automatically include this DNS server
in their DNS searches.
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3.4 Kubernetes Architecture
Figure 3.3: Kubernetes Architecture 4
Kubernetes’s architecture makes use of various concepts and abstractions. Some
of these are variations on existing, familiar notions, but others are specific to
Kubernetes. As illustrated in 3.3 and described before, a Kubernetes cluster is
consisted of Nodes. Those nodes are separated into two groups, either Master
or Worker nodes. Workloads are executed in Worker Nodes. The entities sorted
by their abstraction level are containers, pods and services, deployments and
nodes.
3.4.1 Cluster
The highest-level Kubernetes abstraction, the cluster illustrated in figure 3.4,
refers to the group of machines running Kubernetes (itself a clustered appli-
cation) and the containers managed by it. A Kubernetes cluster must have
a master, the brain of the system, the node that commands and controls all
the other Kubernetes machines in the cluster. A highly available Kubernetes
cluster replicates the master’s facilities across multiple machines. But only one
master at a time runs the job scheduler and controller-manager. The cluster can
be set up locally or in the cloud. Most Cloud providers provide a ready-to-use
Kubernetes solution.
3.4.2 Nodes
Each cluster contains Kubernetes nodes. Nodes might be physical machines or




Figure 3.4: Cluster-Node abstraction level 5
Kubernetes handles deployment on that substrate. These Nodes can be either
Master Nodes or Worker Nodes. Worker nodes are the machines where the
applications (containers) run on. An node with its components is presented in
figure 3.5.
3.4.3 Deployment
As it is described in Kubernetes documentation, a desired state is described
in a Deployment, and the Deployment controller changes the actual state to
the desired state at a controlled rate. Deployments are defined to create new
ReplicaSets, or to remove existing Deployments and adopt all their resources
with new Deployments. This object offered the easily manageable scalabilty, so
as to increase or decrease accordingly the required stress levels, just by changing





















20 - <bash -command >
21 ports:




25 - name: regcred
Figure 3.5: Node-Pod-Container abstraction levels 6
3.4.4 Pods
Nodes run pods, the most basic Kubernetes objects that can be created or
managed. Each pod represents a single instance of an application or running
process in Kubernetes, and consists of one or more containers as shown in
figure 3.5. Kubernetes starts, stops, and replicates all containers in a pod as a
group. Pods keep the user’s attention on the application, rather than on the
containers themselves. Details about how Kubernetes needs to be configured,
from the state of pods on up, is kept in Etcd (distributed key-value store).
Pods are created and destroyed on nodes as needed to conform to the de-
sired state specified by the user in the pod definition. Kubernetes provides an
abstraction called a controller for dealing with the logistics of how pods are
spun up, rolled out, and spun down. Controllers come in a few different flavors
depending on the kind of application being managed. For instance, the recently
introduced “StatefulSet” controller is used to deal with applications that need
persistent state. Another kind of controller, the deployment, is used to scale
an app up or down, update an app to a new version, or roll back an app to a
known-good version if there’s a problem. Also a deployment will try to resched-
ule any failed pods. Finally a deployment tries to provide a guarantee that the
required number of pods are running on the cluster.
3.4.5 Service
Kubernetes Pods are mortal. They are born and when they die, they are not
resurrected. If you use a Deployment to run your app, it can create and destroy
6https://kubernetes.io/docs/tutorials/kubernetes-basics/explore/explore-intro/
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Pods dynamically (e.g. when scaling out or in). Each Pod gets its own IP
address, however the set of Pods for a Deployment running in one moment in
time could be different from the set of Pods running that application a moment
later. This leads to a problem: if some set of Pods (call them “backends”)
provides functionality to other Pods (call them “frontends”) inside your cluster,
how do those frontends find out and keep track of which IP address to connect
to, so that the frontend can use the backend part of the workload? A Service is
an abstract way to expose an application running on a set of Pods as a network
service. Kubernetes gives pods their own IP addresses and a single DNS name
for a set of pods, and can load-balance across them.
3.5 Kubernetes Resources
When the user specifies a Pod, he can optionally specify how much CPU and
memory (RAM) each container needs. When containers have resource requests
specified, the scheduler can make better decisions about which nodes to place
Pods on. And when Containers have their limits specified, contention for re-
sources on a node can be handled in a specified manner 7.
Resource Types: CPU and memory are each a resource type. A resource type
has a base unit. CPU is specified in units of cores, and memory is specified
in units of bytes. CPU and memory are collectively referred to as compute
resources, or just resources. Compute resources are measurable quantities that
can be requested, allocated, and consumed. They are distinct from API re-
sources. API resources, such as Pods and Services are objects that can be read
and modified through the Kubernetes API server.





Although requests and limits can only be specified on individual Contain-
ers, it is convenient to talk about Pod resource requests and limits. A Pod
resource request/limit for a particular resource type is the sum of the resource
requests/limits of that type for each Container in the Pod.
7https://kubernetes.io/docs/concepts/configuration/manage-compute-resources-container/
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Meaning of CPU and Memory: Limits and requests in CPU resources are mea-
sures in cpu units. One CPU in Kubernetes is equivalent to 1 vCPU or 1
Hyperthread on a bare-metal Intel processor (such as our Infrastructure). Also
fractional requests are allowed. For example a request of 0.5 cpu (or 500m
which can be read as five hundreds millicpu), allocates half of a CPU. CPU
is always requested as an absolute quantity, never as a relative quantity; 0.5
is the same amount of CPU on a single-core, dual-core, or a 48-core machine.
Regarding to the Memory’s requests and limits, they are measured in bytes.
Someone can express memory as a plain integer, or as a fixed-point integer.
Also the user can use the power-of-two equivalents: Ei, Pi, Ti, Gi, Mi, Ki. An







7 - name: db
8 image: mysql
9 env:


















These requests and limits are passed to the container runtime, when the
kubelet starts a container of a Pod. When using Docker, there are used the
–cpu-shares and –memory flags accordingly.
When you create a Pod, the Kubernetes scheduler selects a node for the Pod
to run on. Each node has a maximum capacity for each of the resource types:
the amount of CPU and memory it can provide for Pods. The scheduler ensures
that, for each resource type, the sum of the resource requests of the scheduled
containers is less than the capacity of the node. Note that although actual
memory or CPU resource usage on nodes is very low, the scheduler still refuses
to place a Pod on a node if the capacity check fails. This protects against a
resource shortage on a node when resource usage later increases, for example,
during a daily peak in request rate.
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Quality of Service (QoS)
Compressible Resources Guarantees (CPU) 8 Pods are guaranteed to get the
amount of CPU they request, they may or may not get additional CPU time
(depending on the other jobs running). This isn’t fully guaranteed today be-
cause cpu isolation is at the container level. Pod level cgroups will be introduced
soon to achieve this goal. Excess CPU resources will be distributed based on
the amount of CPU requested. For example, suppose container A requests for
600 milli CPUs, and container B requests for 300 milli CPUs. Suppose that
both containers are trying to use as much CPU as they can. Then the extra 100
milli CPUs will be distributed to A and B in a 2:1 ratio Pods will be throttled
if they exceed their limit. If limit is unspecified, then the pods can use excess
CPU when available.
Incompressible Resources Guarantees: Pods will get the amount of memory
they request, if they exceed their memory request, they could be killed (if some
other pod needs memory), but if pods consume less memory than requested,
they will not be killed (except in cases where system tasks or daemons need
more memory). When Pods use more memory than their limit, a process that
is using the most amount of memory, inside one of the pod’s containers, will be
killed by the kernel.
QoS Classes
 If limits and optionally requests (not equal to 0) are set for all resources
across all containers and they are equal, then the pod is classified asGuar-
anteed.
 If requests and optionally limits are set (not equal to 0) for one or more
resources across one or more containers, and they are not equal, then the
pod is classified as Burstable. When limits are not specified, they default
to the node capacity.
 If requests and limits are not set for all of the resources, across all contain-
ers, then the pod is classified as Best-Effort.
Pods will not be killed if CPU guarantees cannot be met (for example if
system tasks or daemons take up lots of CPU), they will be temporarily throt-
tled. Memory is an incompressible resource and so let’s discuss the semantics




 Best-Effort pods will be treated as lowest priority. Processes in these pods
are the first to get killed if the system runs out of memory. These containers
can use any amount of free memory in the node though.
 Guaranteed pods are considered top-priority and are guaranteed to not
be killed until they exceed their limits, or if the system is under memory
pressure and there are no lower priority containers that can be evicted.
 Burstable pods have some form of minimal resource guarantee, but can
use more resources when available. Under system memory pressure, these
containers are more likely to be killed once they exceed their requests and
no Best-Effort pods exist.
3.6 Kubernetes Scheduling
The Kubernetes Scheduler is a core component of Kubernetes: After a user or
a controller creates a Pod, the Kubernetes Scheduler, monitoring the Object
Store for unassigned Pods, will assign the Pod to a Node. Then, the kubelet,
monitoring the Object Store for assigned Pods, will execute the Pod. 9 For
each unscheduled Pod, the Kubernetes scheduler tries to find a node across the
cluster according to a set of rules. There are two steps before a destination
node of a Pod is chosen. The first step is filtering all the nodes and the second
is ranking the remaining nodes to find a best fit for the Pod.
3.6.1 Node Filtering
First, the Scheduler determines the set of feasible placements, which is the set
of nodes that meet a set of given constraints. All filter functions must yield
true for the Node to host the Pod. The following constraints called predicates
are set active by default:
NoDiskConflictPred: NoDiskConflict evaluates if a pod can fit due to the vol-
umes it requests, and those that are already mounted. If there is already a
volume mounted on that node, another pod that uses the same volume can’t
be scheduled there.
General Predicates: In this general predicate are included some of the major
predicates of kubernetes scheduler. PodFitsPorts is a default predicate, where
fit is defined based on the absence of port conflicts. Furthermore, PodFitsRe-
sourcesPred, according to which, fit is determined by resource availability. The
9https://medium.com/@dominik.tornow/the-kubernetes-scheduler-cd429abac02f
58
HostNamePred determines the fit by the presence of the Host parameter and a
String match.
MatchNodeSelectorPred: In case a Node Selector is defined in the pod creation,
fit is determined at this stage based on this node selector query.
NoVolumeConflictPred: Fit is determined by volume zone requirements.
Max{EBS,GCEPD,AzureDisk,CSI}VolumeCountPred: Fit is determined by whether
or not there would be too many {EBS,GCEPD,AzureDisk,CSI} volumes at-
tached to the node.
MatchInterPodAffinity: In this predicate, fit is determined by inter-pod affinity.
Inter-pod affinity and anti-affinity allow you to constrain which nodes your pod
is eligible to be scheduled based on labels on pods that are already running
on the node rather than based on labels on nodes. The rules are of the form
“this pod should (or, in the case of anti-affinity, should not) run in an X if that
X is already running one or more pods that meet rule Y”. Y is expressed as
a LabelSelector with an optional associated list of namespaces; unlike nodes,
because pods are namespaced (and therefore the labels on pods are implicitly
namespaced), a label selector over pod labels must specify which namespaces
the selector should apply to.
CheckNode{DiskPressure, MemoryPressure, PIDPressure, Condition}: Fit is de-
termined by node {disk pressure,memory pressure,pid pressure, conditions}.
Node conditions include: not ready state, network unavailable or out of disk.
PodToleratesNodeTaintsPred: Fit is determined based on whether a pod can
tolerate all of the node’s taints. Taints and tolerations work together to ensure
that pods are not scheduled onto inappropriate nodes. One or more taints are
applied to a node; this marks that the node should not accept any pods that
do not tolerate the taints. Tolerations are applied to pods, and allow (but do
not require) the pods to schedule onto nodes with matching taints.
However there are a few more of them ready to be set for usage at any
Kubernetes custom deployment such as CheckServiceAffinityPredicate.
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Figure 3.6: Node filtering and ranking
As someone can see in the picture above, in the first step the nodes are
filtered, and only the feasible ones, that satisfy the predicates are proceeded in
the latter steps.
Kubernetes Scheduler uses this technique for 2 reasons. Firstly, it needs to
make sure that no pod/deployment will be scheduled in a Node that is unable to
handle it taking into account its Quality of Service as well which can be declared
with a few configurations in the yaml file that creates the pod. Secondly, that
way it will run the second part of the algorithm (prioritization functions) across
a much less set of nodes, which will consume less system resources and less time.
There are 2 types of conditions that describe those predicates
 Schedulability and Node Conditions: These conditions are accounted for
via taints and tolerations
 Resource Availability: These types of functions deem a Node feasible based
on the Pod’s resource requirements compared with the Node’s resource
available resources.
Figure 3.7: Check for resource availability 10
3.6.2 Node Prioritizing
After the filtering, with only the feasible Nodes remaining, Kubernetes scheduler
using a set of predefined rating functions, determines the viability of each Node.
The Pod will be scheduled in the one with the highest viability.
10https://medium.com/@dominik.tornow/the-kubernetes-scheduler-cd429abac02f
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The rating for each Node derives from the summation of the weighted scores
of each priority function:
Summary of Key Notations for Final Score Calculation
Notation Definition
pi Priority function i
wi Weight of Priority function i
k Number of feasible nodes to host the current pod




wi × pi, ∀j ∈ feasibleNodes
Summary of Key Notations for Priority Calculation
Notation Definition
Cmemj Total Memory Capacity of node j
Rmemj Total Memory requested from node j
Ccpuj Total Milli CPUs Capacity of node j
Rcpuj Total Milli CPUs resource requested from node j
sj Score of node j being evaluated
The priority functions that are set by default in a Kubernetes installation
are the following:
ServiceSpreading: ServiceSpreadingPriority is a priority that spreads pods by
minimizing the number of pods belonging to the same service on the same node.
MostRequested: This a cluster autoscaler-friendly function. It gives used nodes










RequestedToCapacityRatio: RequestedToCapacityRatioPriority is a configurable
priority function that assigns different scores in the node based in his resources
usage. By default, its behaviour is similar to the LeastRequestedPriority as it
assigns 1.0 to resource when all capacity is available and 0.0 when requested
amount is equal to capacity. Concluding, this function converts the scoring
assignments to a linear function and returns node’s score.
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SelectorSpread: This function spreads the pods across hosts, considering pods
belonging to the same service, replica set or StateFulSet. It favors nodes that
have fewer existing matching pods. Trying to satisfy kubernetes principles, it
spreads replicate pods across difference nodes so as to achieve greater availabil-
ity when a node fails.
InterPodAffinity: InterPodAffinityPriority computes a sum by iterating through
the elements of weightedPodAffinityTerm and adding the weight variable to the
sum if the corresponding PodAffinity is satisfied for that node. The node(s)
with the highest sum are the most preferred.
LeastRequested: It is a function that favors nodes with fewer requested re-
sources. It calculates the percentage of memory and CPU requested by pods
scheduled on the node, and prioritizes based on the minimum of the average





memScorej = 1− Rmemj
Cmemj
, cpuScorej = 1− Rcpuj
Ccpuj
NodeAffinity: Node affinity is conceptually similar to nodeSelector – it allows
you to constrain which nodes your pod is eligible to be scheduled on, based on
labels on the node.
There are currently two types of node affinity, called requiredDuringSchedulingIg-
noredDuringExecution and preferredDuringSchedulingIgnoredDuringExecution.
You can think of them as “hard” and “soft” respectively, in the sense that the
former specifies rules that must be met for a pod to be scheduled onto a node
(just like nodeSelector but using a more expressive syntax), while the latter
specifies preferences that the scheduler will try to enforce but will not guaran-
tee. The “IgnoredDuringExecution” part of the names means that, similar to
how nodeSelector works, if labels on a node change at runtime such that the
affinity rules on a pod are no longer met, the pod will still continue to run on
the node.
Thus an example of requiredDuringSchedulingIgnoredDuringExecution would
be “only run the pod on nodes with Intel CPUs” and an example preferredDur-
ingSchedulingIgnoredDuringExecution would be “try to run this set of pods in
a team of nodes sharing a specific tag, but if it’s not possible, then allow some
to run elsewhere”.
The specified function prioritizes nodes according to node affinity schedul-
ing preferences indicated in PreferredDuringSchedulingIgnoredDuringExecution.
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Each time a node matches a preferredSchedulingterm, it will get the correspond-
ing weight added to its score. Thus, the more preferredSchedulingTerms the
node satisfies and the more those terms weight, the higher score the node gets.
TaintToleration: This function calculates the score for every node based on the
number of intorelable taints (preferNoSchedule) on the node.
ImageLocality: ImageLocalityPriority favors nodes that have already requested
pod container’s image. First it detects the presence of the image and then
calculates the score from 0 to 10 based on the total size of those images. It
takes also into account the number of nodes this image is spread, trying to
prevent node heating phenomena, i.e., pods get assigned to the same or a few
nodes due to image locality..
NodePreferAvoidPods: This is the priority function default kubernetes sched-
uler weighs more that anything else. Actually, if any node prefers to avoid the
pod being currently scheduled, this node’s score due to this function will be zero.
As a result, due to the high weight of this function, the final score of this node
will be also low. In other words, the reason behind this choice is making sure
that any node with the annotation scheduler.alpha.kubernetes.io/preferAvoidPods
will get to the bottom of the priority list.
BalancedResourceAllocation: This function should not be used alone, but should
be used together with LeastRequestedPriority. It favors nodes with balanced
resource usage rate. It calculates the difference between the cpu and memory
fraction of capacity, and prioritizes the host based on how close the two metrics
are to each other. This algorithm was partly inspired by [26].
{cpu,mem, volume}fractionj = {cpu,mem, volume}requestedj{cpu,mem, volume}capacityj
meanj =
cpuFractionj +memFractionj + volumeFractionj
3
variancej =
(cpuFractionj −meanj)2 + (memFractionj −meanj)2 + (volumeFractionj −meanj)2
3
sj = 1− variancej
Kubernetes native code is open-sourced. As a result, it is available for any-
one to download, configure and deploy an altered version. In this thesis, a
custom scheduler is used. This custom scheduler was created by changing the
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native kubernetes project code, building the new scheduler executable, creating
the image, and finally using that image to create the customized deployment
representing the new scheduler.
After reviewing the whole Kubernetes scheduler package in the native Ku-
bernetes git repository and understanding its functionality, we tried to observe
any different functionality that a change in the code would result to. Our cus-
tom Kubernetes scheduler, includes all the default predicates, so as to serve
the first level of scheduling, the feasible nodes selection. We ensured to include
those predicates so as to avoid any pod placement into a non feasible node.
Regarding to the priority functions, we used the NodeAffnitity priority giving
it a large weight. Furthermore, we also kept the LeastRequestedResources pri-
ority so as to deal with edge cases, where our picked node, was not a feasible
one. As the core decision making process is happening before actually kuber-
netes scheduler is used, decreasing the number of priority fuctions kubernetes





Both academia [27] and industry [28] have identified that contention on the low-
level shared resources of a system, i.e. low-level caches and bus bandwidth, can
lead to unpredictable performance variability and degradation, which highly
reduces the QoS of applications [29]. Especially in data-center environments, it
has been shown that the huge instruction sets of cloud workloads are between
one and two orders of magnitude larger than the L1 instruction cache can store,
and can lead to repeating instruction cache misses, which damage performance
[30, 31]. Moreover, hardware heterogeneity can have significant impact on the
performance of applications, especially for Latency-Critical (LC) applications
[32, 33].
In this chapter, we analyze and verify the impact of interference on different
shared resources of the system, on the performance of applications. Firstly,
we describe our experimental setup and, then, we demonstrate how resource
contention affects the performance and low-level metrics on a variety of cloud
workloads. Also we showcase the impact of heterogeneity in workload’s perfor-
mance. Furthermore, we reveal Kubernetes scheduler shortcoming regarding to
the pod placement in available nodes.
4.1 Experimental Infrastructure
4.1.1 System setup
For the rest of the thesis, we consider two multi-processor systems as shown
in tables 4.4 and 4.5, henceforth referenced as H1 and H2. To simulate a
cloud environment, all the referenced workloads running on the cluster have
been containerized, utilizing the Docker platform [34]. In addition, we have
deployed 5 virtual machines (VMs) on top of the physical machines with various
configuration serving as the nodes of our cluster, where each VM’s cores range
from 4 up to 16 and RAM size from 8192(MB) up to 65536(MB) and, we use
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KVM as our hypervisor. Each VM’s characteristics are described in table 4.1.
Virtual Machines
VM-Name Server Socket ID Cores RAM
(GB)
kube-master H2 0 2 8
kube-01 H2 1 4 8
kube-02 H2 0 8 16
kube-03 H2 0 16 16
kube-04 H2 1 32 32
kube-05 H1 0 4 8
kube-06 H1 1 8 16
kube-07 H1 0 16 32
kube-08 H1 1 16 64
Table 4.1: Virtual Machines Characteristics
The combination of VMs with containers is currently the common way of
deploying cloud clusters at scale, since it establishes the perfect catalyst for
reliability and robustness [35]. The virtual cores of each VM have been mapped
on physical cores of the servers using the CPU pinning options of the libvirt
library, to eliminate context-switching and also be able to monitor VM-specific
metrics. On top of the VMs, we have deployed Kubernetes [11] as our container
orchestrator, one of the most popular and most used platforms nowadays. The
system as a whole is illustrated in figure 4.1. We used a single-master node
cluster with the VM serving as master deployed in a separate physical machine,
without affecting the testing results.
Performance Counters Monitoring
H1
Intel Xeon E5-2658A v3
48 logical cores @2.20 GHz
256GB RAM





















Network File System (NFS)
H2
Intel Xeon Gold 6138
80 logical cores @2.00GHz
128GB RAM
Figure 4.1: Stress Level and duration
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4.1.2 Monitoring and Communication
As a first step, we need to get insight about the real system metrics. Those met-
rics that describe the underlying infrastructure, residing on the host machine.
The previous layer of the one where Kubernetes is set on. For this purpose we
use the Performance Counter Minitor(PCM). PCM is a tool developed by Intel.
It is used as an agent, extracting a big variety of metrics from the system it
is running on. The Intel R© Performance Counter Monitor [36] provides sample
C++ routines and utilities to estimate the internal resource utilization of the
latest Intel R© Xeon R© and CoreTM processors.
The CPU utilization does not tell you the utilization of the CPU. CPU
utilization number obtained from operating system (OS) is a metric that has
been used for many purposes like product sizing, compute capacity planning, job
scheduling, and so on. The current implementation of this metric (the number
that the UNIX* "top" utility and the Windows* task manager report) shows the
portion of time slots that the CPU scheduler in the OS could assign to execution
of running programs or the OS itself; the rest of the time is idle. For compute-
bound workloads, the CPU utilization metric calculated this way predicted the
remaining CPU capacity very well for architectures of 80ies that had much
more uniform and predictable performance compared to modern systems. The
advances in computer architecture made this algorithm an unreliable metric
because of introduction of multi core and multi CPU systems, multi-level caches,
non-uniform memory, simultaneous multithreading (SMT), pipelining, out-of-
order execution, etc.
Using PCM we were able to extract system, socket and core metrics. Most
of the metrics provided useful information about the state of the system. The
available metrics are the following:







Instructions Per Cycle (IPC): Regarding to the core metric, IPC de-
scribes the instructions required to execute a piece of code divided by the num-
ber of hardware cycles done at this time. For the socket and the system, the








L2 & L3 Misses: These misses are the number of misses in the L2 and L3
cache respectively. Regarding to the core, they describe the misses occurred
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in a predefined time interval. For the system and the sockets, misses are the
aggregation of all the misses occurred in the cores belonging to them.
C-States In order to save energy when the CPU is idle, the CPU can be
commanded to enter a low-power mode. Each core has three idle states, C0,
C1 and C6. They are numbered starting at C0, which is the normal CPU
operating mode, i.e. the CPU is 100% turned on. The higher the C number is,
the deeper is the CPU sleep mode, i.e. more circuits and signals are turned off
and the more time the CPU will take to go back to C0 mode, i.e. to wake-up.
C1 state (Halt) stops CPU main internal clocks via software; bus interface unit
and APIC are kept running at full speed. Finally C6 state (deep power down)
reduces the CPU internal voltage to any value, including 0 Volts.
Read & Writes These metrics describe the number of reads and writes
from and to the memory. They are provided only at socket/system level and
they are extracted on a set time interval.
After the appropriate metrics extraction, we communicate them using a Net-
work File System, which enables file sharing between server(s) and Kubernetes
master node, where the scheduling procedure takes place. The NFS Server is
on Kubernetes Master Node (kube-00). The two NFS clients, are set in the two
servers, where the metrics extraction is taking place.
4.2 Description of Cloud workloads and Interference micro-
benchmarks
Modern data-center server machines accommodate a wide range of workloads,
which are basically either batch/best-effort (BE) applications, or user-interactive
/latency-critical (LC) applications. The former type of workloads require the
highest possible throughput, whereas the latter demand to meet their QoS con-
straints. In order to cover both BE and LC workloads, we consider workloads
from three popular scientific benchmarking libraries, i.e. scikit-learn [37] and
SPEC2006 [38] (as BE) and Cloudsuite [39] (as LC) suites.
4.2.1 iBench
In order to add constant artificial pressure on our tested machines, we utilized
the iBench suite [40]. iBench provides contentious micro-benchmarks which
can simulate various stress of resources in different intensities and for differ-
ent shared resources, ranging from core up to memory levels, able to press
resources that span the CPU, cache hierarchy, memory, storage and networking
subsystems. We utilize those benchmarks as a mean to stress specific shared
resources of the system and observe the impact of interference on the perfor-
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 Memory Bandwidth stress
In our tests, we used the Deployment object in Kubernetes, so as to deploy
those benchmarks.
4.2.2 Scikit-Learn
Scikit-learn [41] is a a free software machine learning library for the Python
programming language. It includes a wide range of state-of-the-art machine
learning algorithms. Using a general purpose language, this package aims to
close the gap between machine-learning and non-specialists, enabling them to
learn and use it in order to provide solutions to their problems. Emphasis is
put on ease of use, performance, documentation, and API consistency. It has
minimal dependencies, it is open-sourced, encouraging its use in both academic
and commercial settings. Workloads brief description is provided in table 4.2.
More specifically:
 Lasso: Linear Model trained with L1 prior as regularizer (aka the Lasso).
 Linear Discriminant Analysis: A classifier with a linear decision bound-
ary, generated by fitting class conditional densities to the data and using
Bayes’ rule. The model fits a Gaussian density to each class, assuming
that all classes share the same covariance matrix.
 Linear Regression: Ordinary least squares Linear Regression.
 AdaBoost Classifier: An AdaBoost [42] classifier is a meta-estimator
that begins by fitting a classifier on the original dataset and then fits addi-
tional copies of the classifier on the same dataset but where the weights of
incorrectly classified instances are adjusted such that subsequent classifiers
focus more on difficult cases.
 Random Forest Regressor: A random forest is a meta estimator that
fits a number of classifying decision trees on various sub-samples of the
dataset and uses averaging to improve the predictive accuracy and control
over-fitting.
 Random Forest Classifier: A random forest is a meta estimator that fits
a number of decision tree classifiers on various sub-samples of the dataset
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and uses averaging to improve the predictive accuracy and control over-
fitting.
The datasets used in the training phase of these workloads are comprised of
40,000 instances, with 784 features per instance. For the purposes of our thesis,
we dockerized those applications. After that, they were used from within the
Kubernetes cluster by creating the appropriate yaml files. A sample yaml file








8 - name: scikit -container
9 image: registry.hub.docker.com/iwita/scikit:no_entry
10 env:
11 - name: CLF
12 value: "Lasso"
13 command: ["/bin/bash","-c" ]
14 args:
15 - time /workloads/fit_${CLF}.py "/784 x40000.data" "/784 x40000.labels" "1"
16 ports:
17 - containerPort: 80
18 imagePullPolicy: Always
19 imagePullSecrets:
20 - name: regsecret
4.2.3 Spec CPU R© 2006
Spec 2006 R© [38] is another suite, which includes both integer and floating point
benchmarks. SPEC designed this suite to provide a comparative measure of
compute-intensive performance using workloads developed from real user ap-
plications, as well as everyday operations deployed in cloud environments. The
SPEC CPU R© 2006 benchmark is able to measure both the time of completition
of a single task a in a machine and the the amount of tasks a machine can
accomplish in a certain amount of time, called throughput. For the purposed
of this thesis we used the following benchmarks:
 473.astar: This benchmark uses language C++ and its type is integer.
Astar is derived from a portable 2D path-finding library that is used in
game’s AI. This library implements three different path-finding algorithms:
First is the well known A* algorithm for maps with passable and non-
passable terrain types. Second is a modification of the A* path finding
algorithm for maps with different terrain types and different move speed.
Third is an implementation of A* algorithm for graphs. This is formed
by map regions with neighborhood relationship. The input file is a map
in binary format. The program also accepts typical map region size which
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is used in regionbased path finding algorithm and density for randomly
created forest-style test maps. The program also reads the number of
ways to simulate. The program outputs the number of existing ways and
the total way length to validate correctness.
 437.leslie3d: It is a floating point benchmark and it uses Fortan 90.
leslie3d is derived from LESlie3d (LargeEddy Simulations with Linear-
Eddy Model in 3D), a researchlevel Computational Fluid Dynamics (CFD)
code used to investigate a wide array of turbulence phenomena such as
mixing, combustion, and acoustics. LESlie3d uses a strongly-conservative,
finite-volume algorithm with the MacCormack Predictor-Corrector time
integration scheme. The accuracy is fourth-order spatially and second-
order temporally. For CPU2006, the program solves a test problem using
the temporal mixing layer. This type of flow occurs in the mixing regions
of all combustors that employ fuel injection (which is nearly all combus-
tors). The benchmark version, 437.leslie3d, performs limited file I/O using
a theoretically exact problem. Input parameters include the grid size, flow
parameters and boundary conditions. The output includes analysis infor-
mation that tracks the momentum thickness through time.
 436.cactusADM: This is a floating point benchmark which is coded in
Fortran 90 and ANSI C. CactusADM is a combination of Cactus, an open
source problem solving environment, and BenchADM, a computational
kernel representative of many applications in numerical relativity (ADM
stands for ADM formalism developed by Arnowitt, Deser and Misner).
CactusADM solves the Einstein evolution equations, which describe how
spacetime curves as response to its matter content, and are a set of ten
coupled nonlinear partial differential equations, in their standard ADM
3+1 formulation. A staggered-leapfrog numerical method is used to carry
out the update. The input file defines the grid size, as well as the number
of iterations which the code will run. The outputs are the iteration, time,
and gxx and gyz components of the metric which are coordinate-dependent
descriptions of the space time.
 482.sphinx3: Sphinx-3 is a widely known speech recognition system from
Carnegie Mellon University (CMU). It uses C language and it is a floating
point benchmark. CMU supplies a program known as livepretend, which
decodes utterances in batch mode, but otherwise operates as if it were
decoding a live human. The benchmark focuses on the CPU-intensive
portions of the task, thus it reads all the inputs during initialization and
then processes them repeatedly with different settings for the "beams" (the
probabilities that are used to prune the set of active hypotheses at each
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recognition step). The AN4 Database from CMU is used as input. The
raw audio format files are used in either big endian or little endian form
(depending on the current machine). Correct recognition is determined by
examination of which utterances were recognized , as well as a trace of
language and acoustic scores.









8 - name: spec2006 -astar -container
9 image: registry.hub.docker.com/iwita/spec2006
10 env:
11 - name: BENCHMARK
12 value: "473. astar"
13 ports:
14 - containerPort: 80
15 imagePullPolicy: Always
16 imagePullSecrets:
17 - name: regsecret
4.2.4 Cloudsuite
Finally, the Cloudsuite [39] benchmarks are based on real-world online ser-
vices hosted in modern data-centers. It consists of eight applications that have
been selected based on their popularity in today’s datacenters. The benchmarks
are based on real-world software stacks and represent real-world setups. Cloud
computing is emerging as a dominant computing platform for providing scalable
online services to a global client base. Today’s popular online services (e.g., web
search, social networking, and business analytics) are characterized by massive
working sets, high degrees of parallelism, and real-time constraints. These char-
acteristics set cloud services apart from desktop (SPEC), parallel (PARSEC),
and traditional commercial server applications (TPC). Those benchmarks stim-
ulate research into the field of cloud and data-centric computing.
 In-Memory Analytics utilizes Apache Spark [43] and runs a collaborat-
ing filtering algorithm on a movie ratings dataset. This dataset is consisted
of 21,000,000 ratings applied to 30,000 movies, by 230,000 users. Its size
is 144MB.
 Data-Serving relies on the Yahoo! Cloud Serving Benchmark [44] and
the Cassandra data store [45]. This framework comes with appropriate
interfaces to populate and stress many popular data serving systems. We
also increased the amount of operations to 300,000.
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Table 4.2: Summary of workloads(BE=best effort and LC=latency critical workloads)











Classifier with a linear decision
boundary, generated by fitting
class conditional densities to
the data and using Bayes’ rule.
Linear Regression linregr Ordinary least squares Linear Regression
AdaBoost Classifier ada This class implements the algorithm known asAdaBoost-SAMME [51]
Random Forest
Classifier rfc










(CFD) using Large-Eddy Simu-
lations with Linear-Eddy Model
in 3D. Uses the MacCormack
Predictor-Corrector time integra-
tion scheme.
436.cactusADM cactus grid:120x120x120,1000 iterations
Solves the Einstein evolution
equations using a staggered-
leapfrog numerical method
482.sphinx3 sphinx The AN4 Database fromCMU [52] is used
A widely-known speech recogni-





21k ratings, 30k movies
by 230k users (size 144MB)
a collaborative filtering algorithm
in-memory on a dataset of user-movie ratings
data-serving data-serving OperationCount=30000 relies on theYahoo! Cloud Serving Benchmark (YCSB)
web-serving web-serving Load Scale:100 social networking engine
 Web-Serving is consisted of 3 servers, an NGINX [46] web-server, a Mem-
cached [47] caching server and a MySQL [48] database server, simulating
modern services hosted in the cloud. More specifically, this benchmark
includes the social network engine Elgg [49] and a client implemented us-
ing the Faban [50] workload generator. In the Load-Scale input parameter
in the client container creation, we used the value of 100 instead of the 7
which is used by default.
In order to deploy those benchmarks in our Kubernetes cluster we needed to
create the appropriate yaml files. However, as the presence of containers does
not make Kubernetes and Docker identical to each other in any way, regarding
to the cloudsuite we modified the Docker container logic into understandable
by Kubernetes objects.
4.3 Kubernetes scheduler Inefficiency
Taking into account all the information provided before, Kubernetes sched-
uler is highly dependent on Cluster Resources. As it is illustrated in figure
4.2, scheduler follows a reservation-centric approach, trying to satisfy incoming
applications requirements in high level resources. In addition, these resources
deviate from the real ones. This is happening because Kubernetes is considering
as allocated resources the ones the user has already requested. The resources
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request can be set in yaml config file as it is presented in section 3.5.
Strong declared resources dependability is something that can downgrade
the whole infrastructure’s performance. Kubernetes API which is keeping all
the necessary information, is only aware of the requested resources the user
asked for, in the pod’s or deployment’s creation. However the real resources
the application uses may differ. If they are less from the asked ones, this
prevents those extra resources to be accessed by another application leading to
under-utilization. In case the real resource usage is more than the declared one
there may be several results depending on the limits declaration. If there is
no limit declaration, Kubernetes API, is only aware of the requested resources.
The extra resource usage is not reported anywhere, and it will scale greedily
according to applications demands. This may lead to slowdown in the Node’s
already running applications.
Figure 4.2: Pod Scheduling
On the other hand, another problem we observed is the kind of resources
according to which Kubernetes scheduler makes scheduling decisions. Node
prioritization depends on Memory (RAM) usage CPU utilization. However, we
observed that those resources are not representative for the condition of the
node, in many kinds of today’s applications. The perfect candidate to host
an incoming application is not the node with the minimum CPU and/or RAM
usage. In case two or more nodes have more than enough resources to host the
new application why should the one with the most space get selected? What if
the physical servers in which this node is set as a Virtual Machine suffers from
interference effects? What if the infrastructure suffers from memory interference
caused by workload scheduled by Kubernetes Scheduler? Those questions are
tested in the following sections.
Moreover, Kubernetes platform as it was referred before, has access to Vir-
tual Machine(VM) resources such as Disk, Memory and CPU Usage. In fact
those 3 types of resources are all virtual. They are part of a bigger pie of shared
resources pinned from the host machine to the VMs. As a result, the observ-
ability Kubernetes has is limited. The container orchestrator is completely
unaware of any co-scheduled tasks in the host machine, that may affect VMs’
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performance. For example in a typical architecture, each core belonging to the
same socket, share the same L3 cache. L3 cache is a limited and really critical
resource for a system’s performance. Processor’s data missing from Level 1
(L1) cache are fetched from Level 2 (L2) cache. Furthermore if those blocks are
missing from L2, they are fetched from L3. Those operations are taking place in
the cache exclusively. However, if the data are also missing from the L3 cache,
they are fetched from Memory (RAM). The latter operation has a great cost
and also a great impact on nowadays computational performance. Delays due
to LLC misses appear to be the bottleneck for any trial of delay minimization.
As memory capacity, CPUs frequency, and multicore systems are being rapidly
increasing over the years, the data I/O bandwidth between different memory
levels is unable to follow those rapid changes. As a result different algorithms
and techniques are being researched and developed for various computer archi-
tectures aiming to take advantage of any feasible cache usage improvement for
delay minimization.
Returning to Kubernetes (k8s), our problem in this thesis, is the fact that
Kubernetes worker nodes (kube-nodes) which are VMs created from 2 different
servers share resources for which Kubernetes API is completely unaware of.
As a result, k8s scheduler does not have in our opinion enough information
before its scheduling decision making. Kube-scheduler is connected with kube-
apiserver, where node information are exposed. We claim that those data are
not representative enough about nodes’ condition. As a matter of fact, we
conducted some tests to prove our claim.
As it was also referred before, cache interference has a great impact on the
performance of workload. Applications that are interacting more with cache
are more sensitive to such cache usage intensity. As a result, it is very criti-
cal applications with intense cache usage not to be placed in stressed shared
resources.
We tried to examine, what would Kubernetes scheduling decision be, when
an application is ready to be scheduled over pre-existing workloads. We used
two different Virtual Machines (VMs) where, each one’s cores are pinned in
a different socket of the server, a fact that Kubernetes is unaware of at the
moment.
 kube-01 : 4 CPUs, 8GB of RAM
 kube-02 : 8 CPUs, 16GB of RAM
The decision Kubernetes scheduler has to make is to select the best matching
node (VM) for the incoming application.
Firstly, we placed into our system, 9 applications from iBench. The 3 of
them were cpu-ibench intensive workloads and the other 6 were LLC intensive
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(l3-ibench). We put the 3 CPU intensive applications in kube-01 and the rest in
kube-02. Those 2 nodes’ cores belong to different sockets, with the last residing




Kind of Stress pods/available
cores
kube-01 CPU Bound 3/4
kube-02 L3 cache intensive 6/8
For our first test, we used the Lasso workload from the scikit-learn bench-
mark suite, as described in section 4.2. After scheduling the iBench benchmarks
in the proper nodes, we tried to schedule the scikit application. We repeated
this experiment 5 times. Kubernetes scheduled the application every time in
kube-02 (the one with the 6 x l3 intensive benchmarks). Then, we repeated
the process above, but this time we forced the application to be scheduled in
kube-01, by using a nodeSelector.
56.5668
82.2972




Figure 4.3: Average application completition time
As it is presented in the graph above, the delay is calculated as:
delay = optimal_time
default_time = 0.6873
The delay seems to be remarkable. As a result in this thesis, we are trying to
analyze interference phenomena, performance degradation of co-located appli-
cations and to implement an interference (and heterogeneity) - aware scheduler
able to be integrated with a Kubernetes cluster set on Virtual Machines over
heterogeneous Servers.
4.4 Impact of interference on the performance of appli-
cations
Data-centers operators are trying to increase utilization, by accommodating
multiple applications in shared resources. Those resources are prone to con-
tention, causing destructive interference and leading to unpredictable perfor-
mance. Shared resources like last level cache, memory and network bandwidth,
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core utilization and others usually suffer from such interference phenomena.
Imposing interference in the Last-Level cache (LLC) and memory pressure
has been proven to induce high performance degradation [5]. Moreover, latest
benchmarking of known cloud providers has shown that memory is reported to
be the new bottleneck that destroys applications performance [28]. Contention
is a state data-center operators should avoid, as a stressed resource may char-
acterize the current system unable to serve QoS requirements. As a result,
while one resource is over utilized, others may remain both under utilized and
unusable. Best-practices in such cases suggest balanced resources exploitation
so as to maximize performance per used server. Our first challenge is to observe
applications’ sensitivity to a variety of resources stress varying in nature and
intensity.
As interference has an impact on the performance of applications, in this
section, we profiled our target workloads, while stressing different shared re-
sources, with various levels of interference intensity. In System/Server level the
shared resources we are investigating are CPU, L2 cache, L3 cache and memory
bandwidth. Our servers are consisted of 2 sockets with isolated per socket Level
3 caches. However those sockets’ cores are distributed in different VMs. An
interesting fact there is that by stressing one VM, also another VM is highly
impacted. This is a common issue in Data Centers nowadays. Users in dif-
ferent VMs may observe performance degradation due to another VM, many
times owned by another party.
In the following subsections, we stress different resources of our system, and
derive some useful observations regarding to the performance degradation of




As performance(A, S) we define the performance of application A under stress
S. For now we measure the stress level using the amount of pods deployed. So
performance(lasso, 8 × l3 − ibench) is the performance of scikit lasso appli-
cation, co-scheduled with 8 pods of l3− ibench. Therefore performance(A, 0)
is the performance of the application when executed isolated. Using the latest
variable, we define normalized performance.
normalizedPerformance(A, S) = performance(A, S)
performance(A, 0)
4.4.1 Stressing the Cores
The first resource we stressed was core utilization. Using cpu-ibench we mea-
sured the performance and different metrics of the system in different intensities.
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We stressed one of our system sockets with 3, 6, 12 and 24 pods utilizing 12.5%,
25%, 50% and 100% of the available socket’s cores belonging to the cluster re-
spectively. As figure 4.4 depicts, the utilization of the cores of the socket has
negligible impact on the performance of our target workloads, compared to L3
and memory bandwidth stress (described in next paragraphs). Specifically, for
the scikit-learn benchmarks, the behavior of the workloads varies. While Lin-
ear Discriminant Analysis (lda), Lasso (lasso), AdaBoost Classifier (ada) and
Linear Regression (linregr) have not significant impact on their performance,
Random Forest Regressor (rfr) and Random Forest Classifier (rfc) are more
affected by increased cpu utilization. On the other side, SPEC 2006 bench-
marks behaviour is pretty similar. They are not greatly impacted by high core
utilization. Last but not least, cloudsuite benchmarks performance is down-
graded in the late test cases, where the number of deployed ibench pods had
been increased. This is probably happening due to multi-threading. Cloudsuite
applications use multi-threading and as a result cpu resource starvation affects
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Figure 4.4: Impact of CPU stress on the performance of target applications.
4.4.2 Stressing L2 cache
Attempting to go deeper in the cache hierarchy, we tested the L2 cache stress
impact on scikit, spec 2006 and cloudsuite applications’ performance. In order
to stress the L2 cache we used the L2-ibench benchmarks, which were sched-
uled in the appropriate hardware thread that is sharing the same L2 cache with
the thread where the tested application would be placed. As Kubernetes de-
ployment objects do not support application scheduling in a specific core, we
configured the ibench, scikit and SPEC 2006 images. Moreover, in the pod
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configuration file, we added some additional commands using taskset without
affecting container’s execution. In order to test scikit and SPEC 2006 applica-
tions, we co-scheduled 1,2 and 4 L2-ibench pods on the one hardware thread
and our tested application on the other. This way we were able to test L2 cache
resource stress, by providing an idle hardware thread for the application to be
executed at the same time. It is also notable there that the previously referred
threads are pinned to different VMs.
Figures 4.5a and 4.5b show the impact of L2 stress on various scikit and spec
2006 applications. The performance degradation the tested applications suffer
from, is remarkable still from the first L2-ibench pod addition. However, there
is no addition degradation after the first L2-ibench pod. This behavior occurred
as the L2 cache of the hardware thread where our application was placed, was
already continuously clearing all the needed blocks. Beyond that, any addition
iBench pod did not affect further the performance of the application, as L2 cache
was already experiencing misses in every access endeavor. On the other hand,
for the multi-threaded cloudsuite benchmarks, we tested a different scenario.
Before, scheduling each application on a 8-cpu VM vm1, we had placed 2,4 and
8 L2-ibench pods in the respective hardware threads(sharing L2 cache with
vm1’s cores) which are pinned to another VM. As illustrated in figure 4.5c the
impact on performance was negligible.
As a result, scheduling taking into account the L2 cache stress in individual
cores on the scheduling of incoming applications seems to be promising for
some benchmarks. However, this is a practice that would be better applied
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Figure 4.5: Impact of L2 Cache stress on the performance of target applications.
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4.4.3 Stressing L3 Cache (LLC)
Next, we containerized the L3-ibench and deployed it in our Kubernetes cluster
selecting a VM pinned in socket1 and setting it running indefinitely. Each
L3-ibench pod accesses the 50% of available LLC continuously. Figure 4.6,
shows the normalized performance of different applications due to LLC stress
in various intensity levels (1,2,4,8,16).
While SPEC 2006 benchmarks seem to suffer from a linear degradation of
their performance, scikit ones have the 4 pods as a boundary of devastating
impact on their performance. The difference in normalized performance be-
tween 4 and 8 pods is up to 79.5% and seems to be a contention threshold,
especially in cloudsuite benchmarks which performance has a great impact
only beyond that. Different applications in the same group also vary in their
LLC stress sensibility. Random Forest Regressor (rfr) has negative impact on
his performance earlier than other benchmarks, proving to be more sensitive
in this kind of pressure. In addition, sphinx from SPEC 2006 benchmarks al-
though has no impact on its performance co-scheduled with 1 pod, when more






























0 1 2 4 8 16










0 1 2 4 8 16





Figure 4.6: Impact of L3 Cache stress on the performance of target applications.
4.4.4 Stressing Memory Bandwidth
Next, using the memBw-ibench benchmark we were able to stress another shared
resource, the memory bandwidth. Following the same procedure as before, we
extracted stressing results, showed in figure 4.7. Memory bandwidth is the next
resource after LLC hierarchically. All of the benchmarks have a much smoother
gradient than the ones co-existing with LLC pressure. Cloudsuite and SPEC
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2006 applications are insensitive in memory bandwidth before the threshold of
4 pods scheduling.
On the other hand, scikit benchmarks performance varies. While rfr suffers
from 44.7% performance degradation from the 1st pod’s addition, linregr,
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Figure 4.7: Impact of Memory Bandwidth stress on the performance of target applications.
4.4.5 Mixed Stressing Scenarios
Trying to simulate real world case workload scenarios, we used different inten-
sities of ibench pods for stressing cpu, L3 cache and memory bandwidth at
the same time. We created 6 scenarios, which will be the pre-existing work-
load, before scikit and spec applications get co-scheduled. Those scenarios are
described in table 4.3. The different benchmarks behavior can be observed
in figure 4.8a between ada and linregr. While their normalized performance
seems to be equal in most scenarios, in the scenario 2, where L3 cache stress is
more than scenario 1 and less than scenario 3, ada performance degradation is
much smoother compared to linregr and the other benchmarks. Contrarily,
in scenario 4, linregr achieves greater relative performance than others do.
Roughly speaking, in all the scenarios of pressure, scikit, SPEC 2006 and
cloudsuite applications experienced analogous impact on their performance.
That means that performance was determined by system’s condition relatively.
The sorted scenarios according to applications relative performance is 6,1,4,2,3.
Interestingly that sorting remains the same for all benchmarks and the need
for an indicator of performance that would select a socket/system from a pool
of available ones, so as to maximize any incoming application’s performance is
revealed.
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Table 4.3: Stressing Scenarios
No. of Test L3 (pods) memBw (pods) CPU (pods)
#1 2 3 8
#2 5 1 4
#3 8 1 1
#4 2 8 2
#5 10 0 6













































Figure 4.8: Impact of mixed resources stressing scenarios on the performance of target appli-
cations.
4.4.6 Quantifying Stress Levels
While ibench adoption can offer a great perspective over co-scheduled applica-
tions performance by stressing and considering individual low-level resources,
for the real bottleneck of the system detection we need to inspect and examine
the low-level performance counters as a whole [14].
For this purpose we needed a more general way of measuring the stress
level. Trying to find an appropriate metric to measure socket performance,
we also monitored socket metrics using PCM. We extracted L3 cache misses
number, C0-state percentage, reads and writes from and to the memory and
IPC. Furthermore, we calculated the average of the values extracted. In the
following figures 4.9a and 4.9b, the variation of different metrics during different
levels of L3 cache stress is presented. In figure 4.9a, are displayed the L3
misses and L3 hits of the socket. The radical increase after the second pod
addition is happening because more and more minor processes of the system
are experiencing misses in every LLC access. The decrease of the L3 misses
after the 4th pod addition is an observation worth to be reviewed. L3 misses
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intensity beyond that point is so high that it cannot get served by the available
memory bandwidth, thus processes requesting data missing from L3 cache are
in a wait state, their IPC is decreased and the total amount of additional
memory requests per timeframe is also decreased. Regarding to the figure 4.9b,
a plateau in reads and writes from and to the memory is illustrated starting
from the addition of the 4th pod. IPC is increased during the zero to one L3-
iBench pod transition. While, one L3 cache-iBench pod flushes continuously
half of the cache, useful blocks used by minor processes in the cluster are not
written back to memory. As a result, this process addition, contributes more










































# Deployed L3-stress pods
L3M
L3H








































(b) Reads, Writes & IPC
Figure 4.9: Impact of L3 Cache stress on low-level metrics of the socket.
A conclusion derived from those figures is the dependability of the metrics
on stress level. As figures 4.6 and 4.7 previously also show, the pressure on L3
cache misses and memory bandwidth downgrades performance radically. LLC
is basically the border between the cores and the main memory. Any operation
taking place beyond that border generates additional delays in higher order of
magnitude than the operations happening within (L1 instruction misses, L1
data misses, L2 misses). Memory reads and writes are the requests for data in
behalf of L3 cache misses, and provide a low level performance counter able to
depict the number of memory access.
Additionally, following the previous metaphor, memory bandwidth repre-
sents the width of the pipe connecting operations within and beyond that
aforementioned border. As LLC misses are increased, the number of opera-
tions that will happen in memory side is increased as well. If the ratio of such
increments of operations is higher than the one memory bus can serve, memory
contention occurs. In this case, different processes are competing for memory
access [53], and as the available bandwidth is not able to support all requests at
the same time, neither memory reads and writes number nor L3 cache misses
are valuable indicators of contention beyond this point. In this case, IPC, an-
other low level hardware metric, is an indicator of further slowdown caused by
delays in process execution due to memory bus competition. A custom metric
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we propose that is promising regarding to the stress level calculation is:
CustomMetric (S) = Reads+Writes
IPC
(4.1)
where reads, writes and IPC are the average of the measured values. This
metric takes into account the reads and writes from and to the memory, since the
delay caused moving data from and to the memory is decisive for the system’s
performance. Additionally, in cases when reads and writes reach a plateau, IPC
is a valuable metric indicating the condition of the system.
System’s condition estimation through low-level metrics
In order to compare the accuracy of different metrics on reflecting the condition
of the system, we computed the Pearson correlation between the performance
degradation of each application executed under interference and the average of
the socket’s low-level metrics sampled prior to the scheduling of the applica-
tions. Figure 4.10 shows the correlation between the normalized performance
of the application under different levels of stress as described in the previous
section and the corresponding metrics values. Our custom metric seems to be
highly correlated with the performance of application in most scenarios. In
L3-ibench, the custom score and the C0-state of the sockets are competing for
the first place. Furthermore, in the memBw-ibench stress, L3 misses seem to be
correlated with applications performance too. In those two previous scenarios,
the high value of C0-state in performance correlation is disorienting. As C0
depicts the percentage of physical cores in executing state (not being idle), it is
expected to get increased when the number of deployed pods is also increased.
As a result, due to the fact that those pods are stressing the system, C0 seems
to be highly correlated with system’s contention. However, as figure 4.10d il-
lustrates, when different pods (cpu,L3,memBw) according to the table 4.3 are
deployed, C0 is not a reliable system state indicator anymore. Finally, in core
utilization stress, our custom metric fails to indicate the isolated case and this
is depicted in correlation as shown in figure 4.10c. This is happening because
in the case of an empty system, the IPC metric is low enough to increase the
value of our scoring function.
4.5 Impact of heterogeneity on the performance of ap-
plications
Nowadays, data centers are consisted of systems differing in hardware charac-

























































































(d) Mixed scenarios stress
Figure 4.10: Correlation between applications performance degradation and system metrics.
Virtual Machines residing in diverse systems. In such cases, when an orchestra-
tor like Kubernetes is responsible for nodes over different underlying systems
management, those different characteristics in resources and their usage must
be used properly in order to maximize the performance of the system as a whole.
The design of such a heterogeneity-aware scheduler is a research subject. In
the next paragraphs, we conducted the respective tests we did earlier, this time
on another server with different characteristics. Those two different machines
are described in table 4.4 (H1) and table 4.5 (H2)
Table 4.4: Host-1 (H1) specifications
Processor Model Intel R© Xeon R© E5-2658A v3
Cores per socket 12 (24 logical) @2.20GHz
Sockets 2
L1 Cache 32KB instr. & 32KB data
L2 Cache 256KB
L3 Cache 30MB, 20-way set-associative
Memory 256GB @2133MHz
Links 2 x QuickPath Interconnect
Operating System Ubuntu 16.04, kernel v4.4
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Table 4.5: Host-2 (H2) specifications
Processor Model Intel R© Xeon R© Gold 6138
Cores per socket 20 (40 logical) @2.00GHz
Sockets 2
L1 Cache 32KB instr. & 32KB data
L2 Cache 1024KB
L3 Cache 28MB, 11-way set-associative
Memory 128GB @2666MHz
Links 3 x Ultra Path Interconnect
Operating System Ubuntu 18.04, kernel v4.15
4.5.1 Stressing the Cores
As it is illustrated in figure 4.11, H2 is constantly performing better than H1.
CPU stress does not seem to radically impact the performance of deployed
applications. Furthermore, the deviation between the performance of the two
hosts remains constant between 31% and 36% across all the different scenarios
for spec 2006 benchmarks. This aforementioned behavior characterizes also
the scikit-learn applications. On the other hand, in the 100% cpu utilization
scenario, H2 due to its greater cores availability was able to schedule in a
more spacy VM the multi-threaded cloudsuite benchmarks. While difference in

























































# Deployed cpu-stress pods
in-mem-H2 data-serving-H2 web-serving-H2 in-mem-H1
data-serving-H1 web-serving-H1 average-H2 average-H1
(c) Cloudsuite
Figure 4.11: Comparative performance analysis between H1 and H2, under CPU-stress
4.5.2 Stressing L2 cache
In L2 cache stress, as was also described in the single server analysis in sec-
tion 4.4 only one (L2 cache-iBench) pod is enough to flush the whole L2 cache
and force any other process trying to access it into a miss. Beyond that fur-
ther pod addition have no impact in any benchmarks performance. As figure
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4.12a depicts, H2 appears to be tolerant enough. The performance deviation
is increased after one pod addition and remains constant during the latter sce-
narios. It is important to note at that point that H2 is consisted of larger L2
cache capacity as described in table 4.5. While scikit-learn (figure 4.12a) and
spec 2006 (4.12b) benchmarks seem to be affected by heterogeneity, cloudsuite
ones (figure 4.12c) are not. More specifically, scikit benchmarks performance






















































# Deployed L2-stress pods / # VM's available cores
in-mem-H2 data-serving-H2 web-serving-H2 in-mem-H1
data-serving-H1 web-serving-H1 average-H2 average-H1
(c) Cloudsuite
Figure 4.12: Comparative performance analysis between H1 and H2, under L2 cache-stress
4.5.3 Stressing L3 cache (LLC)
Scikit (figure 4.13a) and SPEC 2006 (figure 4.13b) workloads present similar
behavior until the addition of the fourth pod. H1 and H2 performance is almost
the same with the isolated execution of the corresponding benchmark. Com-
pared with H1, H2 presents a greater tolerance in L3 cache stress. While H1
is impacted by interference in L3-cache from the fourth pod addition, H2 is af-
fected only after the eighth pod respectively. However both Hosts performance
is greatly deprecated in 16 L3 cache stress pods placement. On the other hand,
cloudsuite applications (figure 4.13c), performance is being degraded with a
slower ratio when compared with H1. Both hosts are only greatly impacted
after the addition of the 8th pod.
4.5.4 Stressing Memory Bandwidth
As tables 4.4 and 4.5 describe, the two hosts differ in the number of links
from/to the memory, as well as in the corresponding bandwidth. H2 which
is consisted of three Ultra Path Interconnect links (instead of two QuickPath
Interconnect links in H1) is evident that handles memory transactions in a much




































































Figure 4.13: Comparative performance analysis between H1 and H2, under L3 cache-stress.
greatly impacted by memory bandwidth pressure in the more intensive scenario
(16 pods). Thus, the variation in H1 and H2 performance is kept constant until
the 8th pod addition, when H1 experiences contention and the performance of
the deployed application is significantly degraded. While H2 performs better
even in low pressure scenarios in scikit and SPEC 2006, the two servers operate
in a similar manner in the cloudsuite benchmarks. Subfigures 4.14a, 4.14b and
4.14c illustrate the performance of the corresponding benchmark suite, as well
















# Deployed memBw-stress pods













































Figure 4.14: Comparative performance analysis between H1 and H2, under Memory Bandwidth-
stress
4.5.5 Mixed Stressing Scenarios
Finally, we deployed the different stressing scenarios described in 4.3. As the
dashed lines depict in figure 4.15, the average elapsed time across all the different
scenarios behavior is similar for the three benchmark suites. The performance
deviation between H1 and H2 is observed in scenario 3. We would expected
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the scenarios with the most delay to have the greatest difference between the
two hosts performance. However, the average performance of H1 in scenario 3
is worse that scenario 5. On the other hand, H2 achieves better performance
in scenario 5 than scenario 3. One explanation for this behavior is the greater
memory bandwidth of H2 (table 4.5) and the larger L3 cache of H1 (4.4) at
the same time. While in scenario 5 there are 10 x L3cache and 0 x Memory
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Figure 4.15: Comparative performance analysis between H1 and H2, under different stressing
scenarios
4.6 Stress Duration and Stress Level Pareto
Scheduling is a process, where the optimal candidate should be selected for ex-
ecuting the application in the beginning of the ’ready to be scheduled’ queue.
Regarding to the makespan scheduling problem, where we consider having m
identical machines, and n jobs, with processing time p1, p2, p3, ...pn, the ob-
jective is to minimize the makespan by scheduling each job in the appropriate
machine. One algorithm for accomplishing this goal is the Longest Processing
Time algorithm (LPT). However, such an algorithm cannot be applied in an
on-line scheduler, as it needs the duration of the applications that are wait-
ing to be scheduled in the first place. Another problem arising for real-world
scheduling is the execution time slowdown of an application due to interference
happening in the shared resources. A question occurred during the development
of the current thesis was the competition between 2 candidate machines with
the following corresponding states. The first machine is under stress S1 and
the application running has an approximate duration time t1. The second node
has stress S2 < S1 and approximate duration time t2 > t1. Trying to simplify
the problem definition, we assume each node has one application running.
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Trying to figure out this question we conducted the following test. We co-
scheduled SPEC 2006 applications with L3 cache stress benchmarks in 3 sce-






























Figure 4.16: Stress Level and duration
In figure 4.16, the results are displayed. As we can see, the product of stress
and its duration does not indicate the same degradation in the performance of
applications. We denote as c1 the case with smaller stress and longer duration
and as c2 the case with the greater stress and the shorter duration. We can see
that c1 leads to greater performance degradation of the evaluated application
compared to c2. As a result cases with the same product (stress × duration)
differ in performance degradation, with the duration parameter being the one
with the most impact.
In the following sections we discuss and compare experimentally different
naive approaches that could offer a better modeling for the score occurred by





We target conventional data center environments, where applications are arriv-
ing on the cluster and an orchestrator is responsible for scheduling them on the
available pool of VMs lying on top of the server systems, as shown in figure 5.1.
5.1 Mathematical Modeling & Problem Definition
Our problem in practice is a Partition problem or Number Partitioning gen-
eralization called Multiprocessor Scheduling Problem. Number Partitioning is
the task of deciding whether a given multiset S of positive integers can be par-
titioned into two subsets S1 and S2 such that the sum of the numbers in S1
equals the sum of the numbers in S2. Multiprocessor scheduling algorithms are
static or dynamic. A scheduling algorithm is static if the scheduling decisions
as to what computational tasks will be allocated to what processors are made
before running the program. An algorithm is dynamic if the decision is made
at run time. For static scheduling algorithms, a typical approach is to rank the
tasks according to their precedence relationships and use a list scheduling tech-
nique to schedule them onto the processors. We have n = number of sockets
sets, as many as the unique L3 caches in our infrastructure.
Another reduction is to a Bin Packing problem variation called minTotal
Dynamic Bin Packing (DBP) [54]. In the bin packing problem, items of different
volumes must be packed into a finite number of bins or containers each of
volume V in a way that minimizes the number of bins used. Dynamic Bin
Packing (DBP) is a variant of classical bin packing, which assumes that items
may arrive and depart at arbitrary times. The minTotal DBP is a new version
of the DBP problem, and it targets at minimizing the total cost of the bins used
over time. In our case we only know the items’ departure time when executed
isolated. The arrival time and the item size are only known when the item
arrives. The items are not allowed to move from one bin to another once they
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have been assigned upon arrivals.
Decription: However, the problem we are trying to solve is an online job
assignment in a finite amount of bins. Our objective is the minimization of
scheduled application a performance degradation da, ∀a ∈ B, where B is the
set of the total jobs to get assigned.
Target HW model: Each server is uniquely identified by an identifier
i ∈ N≤n, where n is the total number of servers available on the cluster.
We denote the jth, j ∈ N≤mi socket of server i as sij, where mi is the total
number of sockets of server i. Every socket sij∀i, j is characterized by its at-
tributes 〈C6, IPC,Reads,Writes,#Links, LinksBandwidth〉 and is consisted
of oj number of cores. Furthermore, each node (VM) in the cluster is consisted
of vcpus pinned in the same socket and is denoted as nj,il . Every node is char-
acterized by the total number of cores pl ≤ oj and their average C6 〈C6〉. In
addition, each core of socket sij and node’s n
j,i
l is denoted as c
j,i,l
k , k ∈ N≤i.
Application model: We consider that each workload arriving on the cluster
is characterized by a tuple A = 〈Writesiso, Readsiso, C0iso〉, where Writesiso,
Readsiso, C0iso refer to the mean values of the respective low-level performance
counters (as described in section 4). As Writesiso and Readsiso refer to socket
metrics, C0iso is related to core level metrics and is the average value of the
socket’s cores belonging to the examined cluster.
Summarizing our problem modeling and variables for the hardware model
are the following:
Summary of Key Notations
Notation Definition
svi ith server
w total number of servers in the cluster
sij j
th socket, part of server i
mi total number of sockets of server i
oj total number of cores per socket in server i
nj,il lth node (VM) of server i and socket j
pl total number of cores in lth node.
ci,j,lk core in lth node, part of the sj socket
da performance degradation of application a
The degradation of application i, di is defined as:
da = f1(Aa|St1, St2, ..., Stm, St+11 , ..St+1m , .., Stn1 )
The degradation of the performance of each job depends on job’s behaviour A,
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as well as on each candidate bin score Stj, ∀t after the job placement until it
departs from the bin. Moreover, the score of each socket j in time t, is:
Stj = St−1j + f2(dk,j), ∀j
Any job can be placed in exactly one bin. As it can be observed, St+1j and
di,j have a circular relationship, with the one being dependent on the value of
the other. This fact makes our problem more difficult to get reduced into a
known one. Also it is evident that the performance degradation da of job a
depends on future incoming jobs placement.

































Figure 5.1: Cluster Architecture
5.2 Proposed Solution and Heuristic Algorithm Approach
In this section, we discuss our approach in the previous problem. Firslty, as we
tested and evaluated in chapter 4 and illustrated in figure 4.10, the performance
degradation of the applications scheduled, is highly correlated with our custom
metric defined in equation 4.1. Taking this into account, when a placement
decision should be made, we consider the bin with the less score as the bin
where the incoming application will suffer from less degradation. This dynamic
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scoring across the bins (sockets) is proportional to the already attached jobs’ left
execution time tk, the bin’s stress value Stressj, as well as servers heterogeneity.
Also, because of the application profiling, we are able to recognize different
characteristics between the different applications we need to schedule. Those
characteristics can make interference related delays more intensive. In other
words, applications may have a very diverse performance depending on the
other applications they are co-scheduled with.
Our approach solving this problem is an heuristic one, using a Best Fit
algorithm. We create a scoring function for every bin and for every incoming
item we pick the best one. The scoring function is the following:
Sj = Stressj ×DF (t)×HF
where DF (Duration Factor) is the impact of the approximate running applica-
tions duration which we need to take into account too. HF is the Heterogeneity
variability. We discuss different functions of duration factor calculation in the
next sections.
5.2.1 Parameter 1: Stress Score
Using PCM, we extract system, socket and core metrics. We calculate the
weighted average of the metrics extracted over the last 20 seconds, with the
latest metrics weighing the most. Metrics are divided into socket and core
metrics. From the metrics provided we use the memory reads and writes, the
cores’ C6-state and IPC extracted in a 0.4 seconds interval. The stress score
will be calculated by using the custom metric described in equation 4.1. Also,
the need of core availability, should also been taken into account. So we divide
this scoring function into two cases.
In the first case, no more than one core in average is idle in the nodes
belonging in a specific socket.
C6j × oj < 1
The Stress score there will be:
Stressj =
Reads+Writes
IPCj × C6j × oj
In the second case, when there are more than one cores in average available
in C6-state:
C6j × oj >= 1,
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the stress score will be:
Stressj =
Readsj +Writesj





IPCk, ∀ck ∈ j
5.2.2 Parameter 2: Duration Factor
A complete interference-aware scheduler except for the node condition, needs to
take into account the existing workload’s duration too. However, this duration
is currently not able to be calculated.
Regarding to the Duration Factor, which is a function depending to duration
(t) of running applications, we tested and evaluated several approaches using
the approximate values of average and max duration of scheduled applications.






As it is illustrated in 5.4, in this approach, we multiply the average approximate
calculated value of running applications duration with the stress of the current
bin(socket/node). The final score in this case is gray area in (∫ avg0 s1dx).
DF = tavg
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In this approach, we use both the average and the maximum value. For a
duration until t = average we multiply with the corresponding stress. Beyond
that for average < t < max, we assume a linear degradation of the stress level,






avg −max × x−
S1×max
avg −max)dx
DF = tavg +
tmax − tavg
2
Duration - Stress Tendency
A question occurred while observing testing results, was what should the prefer-
able node be if the product of t × S is the same between 2 or more nodes. In
this case should the lowest stress level or the lowest duration be preferred. (e.g
node1〈stress = s, average_t = t〉, node2〈stress = 10× s, average_t = t10〉
We tried 2 different naive approaches using d > 1 as an exponent.
Duration Tendency Firstly we add some more value - bias to the average du-
ration of the running applications. Regarding to the example above, node2 will
get a lower score and will be selected.
DF = td × Sj
Stress Tendency Next, we configured our scoring function in order to bias the
stressing factor of the equation. Subsequently, node1 is going to result into a
lower score an be the preferred one.
Sj = t× Sdj
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Decay
Another factor that we thought should effect final node selection is the re-
lationship between the average and the maximum duration of the scheduled
applications. A big difference between the average and the maximum value of
duration, actually indicates a bigger amount of applications with only a small
amount of time remaining. Taking this into account we used the decay function
in order to calculate the duration factor this time.
DF (t) = tmax × (1− e
−tavg
tmax )
Actually the more the average and the maximum value vary, the less fi-















Stress 2 < Stress 1
Figure 5.4
5.2.3 Parameter 3: Heterogeneity Factor
Hardware heterogeneity can have significant impact on the performance of ap-
plications, especially for Latency-Critical (LC) applications [32, 33]. In this
thesis, our cluster as a whole is heterogeneous. The two servers consisting the
system differ in L2, L3 (LLC) cache sizes and way of associativity. The number
of available cores, cache sizes, their base and maximum frequency and memory
also varies. Last but not least the number and the width of Quick Path In-
terconnect (QPI) links or memory buses serving the memory requests are also
different.
Trying to identify the state of each socket in order to prioritize them, we
added one more factor, the HF , Heterogeneous factor. This one takes into








We decided to use our proposed custom metric in our custom scheduler’s im-
plementation. We designed a 2-level approach regarding to the node selection.
This leveled approach would be more efficient in large scale systems, because
this way we filter out a great amount of candidate nodes. For example, our
cluster is consisted of 2 servers, each server is consisted of 2 sockets and each
socket’s cores are pinned across 2 different VMs. As a result after selecting the
most appropriate socket we cut the amount of possible nodes to one quarter.
That is an approach able to scale in clusters with hundreds of sockets.
For the purposes of our design, we pinned each physical thread in the cor-





4 #(serverName , socketNumber):(vmName , coreNum)
5
6 ("Host1" ,0,2):("kube -02" ,0),
7 ("Host1" ,0,3):("kube -02" ,1),
8 ("Host1" ,0,4):("kube -02" ,2),
9 ("Host1" ,0,5):("kube -02" ,3),
10 ("Host1" ,0,6):("kube -02" ,4),
11 ("Host1" ,0,7):("kube -02" ,5),
12 ("Host1" ,0,8):("kube -02" ,6),




The skeleton of the scheduler’s implementation is the following. The sepa-
rate parts and functions are discussed later in more detail.
initializeSockets();






Algorithm 1: Scheduler’s main function
5.3.1 1st Level - Socket Selection
The First Level Filtering is conducted between all the candidate sockets of
the cluster. In our infrastructure, we have to select one of the four available
sockets. For the purposes of this stage, we extract socket metrics for every
socket included in the cluster.
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Also, another important fact here, which is also Kubernetes scheduler un-
aware of is that any Kubernetes cluster, especially the ones provided by Cloud
Providers where the physical resources are not owned by the user, is that VMs
resources are interfering with the residing physical resources. Usually in cloud
environments cores belonging to the same physical machine may be shared be-
tween two or more different clusters. In this case, Kubernetes is unaware of any
interference happening because of shared physical resources (such as socket).
First of all we gather the information we need for each socket. Socket is
the first level of abstraction where resources such as L3 cache and Memory
Bandwidth are shared between their sub components. In previous section, we
presented the impact on the performance of applications due to interference
into those shared socket resources.
Socket Initialization
The function called first is the initializeSockets() (Algorithm 2). In this
function pcm extracted metrics through the installed NFS are read. It is called
every time a new batch of applications, ready to get scheduled, arrives.
for i← 0 to w do
si ←read(),∀j ∈ i;
for j ← 0 to mi do




Algorithm 2: Sockets initialization
The C6-State we set on the Socket object is not the socket level metric pro-
vided by PCM. The reason we use this metric is to take into account the cores
availability. As we need a more accurate number, instead of using the C6-state
average of the socket, we calculate a new C6-state average using only the cores’
of each socket being part of our cluster. This is conducted in the initCores()
function described in algorithm 3. It intializes also the nodes metrics, according
to the pinned cores of the system.
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ck ← read() ∀k;
for k ← 0 to oj do






Algorithm 3: Cores initialization
Socket Score Calculation
The sockets after being intialized with the metrics extracted, they need to be
prioritized based on a scoring function. There are three parts which consist this
function: stress score, duration factor and heterogeneity factor.
At first place in the calculateSocketScore() function, we abstract from
each scheduled application the time passed since its scheduling and calculate
the average and the max duration for every socket.
for ∀Aa ∈ sij〈apps〉 do
tRemaining ← Aa〈duration〉 − Aa〈arrival〉−timer;
if tRemaining > 0 then






Algorithm 4: Running Applications’ Duration
Finally, we select the socket with the minimum total score. Next, we update
the reads and writes count temporarily by adding the scheduled application’s
metrics and calculating a new approximate value until real metrics are read
again. After that, we get to the next level of our process, selecting a node
among the ones being part of the selected socket.
5.3.2 2nd Level - Node Selection
After selecting the most appropriate socket according to our priority function,
the L3 cache and memory bandwidth are not prioritizing factors anymore as
their are shared between the cores within the socket. The next level of ab-
straction in our system, are the nodes (VMs). Owing to node heterogeneity, in
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terms of virtual cores and memory capacity in this stage of our approach we
need to choose the most appropriate of the nodes whose cores are pinned to the
selected socket. We use the number of cores of each node in combination with
the average c6-state of those cores and we select the predominant node (with





Next we update again the node’s c6-state using application’s average value.
5.3.3 Pod Placement
Finally, after the most viable node is selected from our algorithm, we use node
affinity functionality in order to schedule the pod to the desired node (VM).
Using the appropriate yaml file which describes the pod’s characteristics and
containers image, we create a copy for each application ready to get scheduled,
changing the pod’s name with a unique id, pod’s most desired node (affinity)
















15 - name: CLF
16 value: "Lasso"
17 command: ["/bin/bash","-c" ]
18 args:
19 - time /workloads/fit_${CLF}.py "/784 x40000.data" "/784 x40000.labels" "1"
20 ports:
21 - containerPort: 80
22 imagePullPolicy: Always
23 imagePullSecrets:




28 - weight: 100
29 preference:
30 matchExpressions:
31 - key: kubernetes.io/hostname
32 operator: In
33 values:





In this chapter, we evaluate the results of our proposed approach in various
scenarios. Firstly, by using a single server we evaluate our custom stress function
and various duration factor approaches. Next, by executing our workloads in
our two heterogeneous servers, H1 and H2 as described in 4.4 and 4.5, we
evaluate the efficacy of our proposed Heterogeneity Factor (HF - sec. 5).
6.1 Single Server
In this first part of the current chapter, we evaluate the performance of appli-
cations scheduled by Kubernetes scheduler and our custom solutions on VMs
residing on the top of a single server. We evaluate pod placement under different
scenarios, using our proposed custom scheduler.
6.1.1 Stressing one Socket
To begin with, we tested our proposed scheduler awareness regarding to the
already scheduled workload. Using the ibench micro-benchmarks we stressed
different shared resources of one of the two sockets consisting our infrastructure.
So as to avoid server heterogeneity, we used only one of our two servers. However
the VMs were of different resources capacity.
Virtual Machines
VM-Name Server socket Cores RAM
(GB)
kube-05 s2 0 4 8
kube-06 s2 1 8 16
kube-07 s2 0 16 32
kube-08 s2 1 16 64
In order to succinctly showcase the tests results, we used the normalized
performance, by dividing the elapsed time in isolated execution with the re-
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Figure 6.1: Applications relative performance after being co-scheduled with pre-existing stress-
ing workload.
spective time occurred when co-scheduled. In addition, we used violin plot to




Memory pressure impacts system’s performance, as due to the limited band-
width, application competition and interference occurs. As shown in Fig. our
scheduler achieves a higher median in the y-axis which presents applications’
normalized performance. This is an indicator of performance improvement as
median values are 12.2%, 15.9% and 61.2% greater respectively. Moreover, the
results’ standard deviation is 21.88%, 47.27% and 35.77% smaller respectively
in our proposed scheduler than Kubernetes. As it is also shown in the violin
plots, the density of applications relative performance is accumulated in higher
values. This compact variation leads to a more predictable workload perfor-
mance.
L3 Cache
Similarly to the previous testcases, we stressed this time one of the sockets with
different intensities of L3 cache pressure using L3-ibench pods. The median
of the workloads performance is higher in our approach when scheduling 2 and
4 pods by 38.3% and 20.4% respectively. In 8 pods case, the two medians
are identical between Kubernetes and our custom scheduler, 0.5588 and 0.5476
respectively (2% lower). The standard deviation of the workload in this c is
21.9%, 47.3% and 35.8% less in our approach in 2,4 and 8 pods deployment
respectively.
What we observed is that Kubernetes unawareness about system metrics,
lead to completely suboptimal application scheduling causing a great degrada-
tion in performance. While Kubernetes was choosing almost naively the winner
node, without taking into account the great interference l3-ibench was cre-
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Figure 6.2: Applications relative performance after being co-scheduled with pre-existing stress-
ing workload.
ating, our custom approach was avoiding scheduling pods in a stressed shared
resource. As long 2 different VMs were pinned to physical cores residing in
the same socket, it was critical both to know about the stress of the current
resource and the awareness of the system about the core pinning across the
virtual nodes.
6.1.2 Stressing both sockets
In this section, after scheduling random ibench workload in our system, con-
sisted of cpu,L3 and membw pressure , we tried to schedule 25 random appli-
cations arriving in batches in different time intervals. We compared again our
custom approach with Kubernetes scheduler and both the individual and ag-
gregated results are illustrated in figure 6.2. Among the different tests, the
median occurred by our scheduler was from 4.9-80.8% higher than the default
and the overall average was 16.8% greater as well.
Scenario Socket0 Socket1CPU-pods L3-pods Mem-Bw pods CPU-pods L3 pods Mem-Bw pods
1 1 3 2 3 4 3
2 3 1 0 2 3 4
3 2 0 3 4 1 0
4 4 1 1 2 1 0
6.1.3 Scheduling in the absence of artificial stress
Previously, we tested how our proposed scheduler would behave in a pre-existing
pressure, and its ability to share the incoming workload between the avail-
able resources. In this subsection, we schedule workloads consisted of different
amount of applications fluctuating from 20 to 100. The workloads included
applications referred in section 4.2. Those workloads were also consisted of
numerous batches arriving in our system on an interval fluctuating from 30
to 50 seconds. Fig. 6.3 illustrates the results of scheduling workloads varying
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from 20 to 100 applications in a 44-core Kubernetes cluster consisted of Host 1
presented in table 4.4.






















Figure 6.3: Applications normalized performance distribution across multiple scheduler design
approaches.
Violin plots illustrate the distribution of applications’ elapsed times. In y
axis is the normalized performance of those applications. From this figure, it is
evident that for smaller number of deployed workloads our scheduler achieves
much higher performance over the default scheduler, with 24.5% higher per-
formance on average achieved in average area approach. For higher number
of workloads we see that the performance gap between our proposed scheduler
and Kubernetes one shrinks. This is due to the fact that this huge amount of
workloads force our system to be saturated and, therefore, proper scheduling
does not affect the overall performance of workloads. However, even in such
over-stressed scenarios, we can still see that there is a clear advantage of our
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s bias t bias default
(b) Average
Figure 6.4: Different models medians and average values comparison.
A more clear intuition can be obtained through figures 6.4a and 6.4b where
the median and average values are illustrated respectively. The majority of the
tested approaches overtake default Kubernetes scheduler results. From the tests
conducted, t bias as the duration factor (DF (t)) approach seems to achieve the
higher values both in medians and averages. More specifically, it achieves higher
median by 26.9%, 29.3%, 25.9%, 7.6%, 38.8%, 23.4%, 49.7%, 44.0% and 26.9%
for the 20, 30, 40, 50, 60, 70, 80, 90 and 100 applications placement respectively.
Similar results occur regarding to the average value which from 10.7% to 28.9%
higher than the default one.
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6.1.4 Available Resources Usage
Data-centers today suffer from under-utilization. Due to high level resources
allocation, a low-level resource contention is either not manageable or it is
prevented by reserving more and more resources. However, a more even share
of the workload between isolated resources belonging to the same or different
systems, is able restrict this phenomenon.
In Fig. 6.5, we present some hardware system metrics extracted during one of
the above tests. More specifically, each figure describes resource usage from each
socket during the execution of our workloads. In Fig. 6.5a, the imbalance be-
tween each socket’s cache misses in Kubernetes scheduler is significantly greater
than our proposed one. Consequently, one of the two sockets was over-utilized,
degrading running applications performance due to contention, while the other
one had that specific resource available and unused. On the other side, our
proposed scheduler is aware of the L3 cache interference and distributes appli-
cations in a more evenhanded way, trying to share the load between separate
components of the system. Similarly in fig. 6.5b and 6.5c is displayed the more
balanced resource usage during the execution of the workload our proposed
approach scheduled. C6-state percentage which represents the inactive cores
and the Instructions per Cycle seem also to come up against a more equitable




























































































































































































































































































































































































































Figure 6.5: Resources Usage imbalance between the sockets.
6.2 Heterogeneous System
Finally, we evaluated the heterogeneous scheduling, and how our proposed
approach schedules incoming pods compared to Kubernetes native scheduler.
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Combining Host 1 and Host 2 in a Kubernetes cluster and using a catholic
scheduler approach we schedule 40, 80, 160, 320 and 640 applications. The
distribution of the different approaches applications relative performance is il-
lustrated using violin plots in figure 6.6.





















Figure 6.6: Comparison between different approaches in applications’ relative performance
distribution in Heterogeneous Kubernetes cluster.
In lower workload density, scheduler performance varies between the differ-
ent approaches. Cluster resources are more than enough to consume this small
amount of incoming applications and the performance varies. The median value
of distribution of our approaches is 1%-3% lower than the default. However,
when more and more applications get scheduled and the system is under con-
tention, our approaches average value increases. More specifically the median
value of the distribution is 6.5% and 28.4% higher in average than the default
in the 320 and 640 applications scheduling respectively.
Regarding to the t bias approach which stood out among all the other
approaches in the previous section, it achieved -8%, -0.7%, +0.1%, +10%,
+4.6%, +23.8% lower/higher median compared to the default scheduler in the
20,40,80,160,320 and 640 application placement scenarios respectively.
108
Chapter 7
Conclusion and Future Work
7.1 Summary
In this thesis, we discussed data-centers dual optimization goal of maximizing
performance and resource utilization at the same time. Moreover, we described
virtualization and containerization technologies as well as the trend for their
complementary use. Regarding to the orchestrator of the previously referred
containers, we presented Kubernetes.
Interference and heterogeneity are two major concerns for data operators
nowadays. Attenpting to observe such phenomena, we analyzed the perfor-
mance of workloads from different scientific benchmarking libraries, under pres-
sure on various resources in different intensities. Thus, we identified resources
contention and we proposed a highly correlated with application slowdown in-
dicator able to depict system’s condition. In addition we executed the same
workloads with the same resources stress specification for another system, and
we analyzed the deviation in performance occurred. After observing differences
between heterogeneous systems behavior, we recognized the need for heteroge-
neous aware scheduling.
Furthermore, we designed an integrated with Kubernetes interference-aware
scheduler and implemented it on the top of a virtualized environment. We
tested different approaches regarding to the selection of our scoring function,
which is consisted of three different parameters (stress, duration factor, het-
erogeneity factor). Moreover, we evaluated the pod placement of our proposed
scheduler on a single server, using different scenarios and compared it with
kube-scheduler. We showed that in most of the scenarios, our custom approach
improves the average performance of the deployed workloads by 20% ,the me-
dian of distribution by 30.3% and achieves a more balanced resource utilization
at the same time. Finally, we evaluated pod placement of our proposed ap-
proach when it comes to heterogeneous clusters. While we approached the
heterogeneity factor with a primitive factor, we observed that our proposed




The analysis, observations and proposals described in this thesis were an im-
mature attempt to identify, describe and quantify interference and heterogene-
ity phenomena. In the following subsections, future work is suggested. We
categorize those suggestions into two groups, the ones related to development
optimizations and the ones related to further research opportunities.
7.2.1 Development Scope
Regarding to the development of the system, future work could include the use
of another framework in order to extract the needed metrics from the system.
This framework may extract metrics in a less frequent ratio, process them wast-
ing less resources and finally using a "smart" database, enabling faster querying.
Furthermore, such a system could be plugged-in Kubernetes project. Met-
rics extracted from the system will be communicated to the Kubernetes API,
as custom resources. Also, proposed scoring functions can be implemented in
kube-scheduler native code. Regarding to heterogeneity, the code can be ex-
tended to take into consideration modern system resources such as GPU.
7.2.2 Research Scope
On the other hand, we also suggest some research subjects as proposed fu-
ture work. First of all, a Neural Network could be used to better estimate
the condition of each candidate server and node. Instead of relying on an
observation-based custom score, the scoring function could be the prediction of
a well trained Neural Network.
Moreover, runtime control of resources could be implemented using PCM
metrics extracted. CPU frequency and RAM usage can be manipulated de-
pending on workload scheduled on pinned cores intensity. Additionally, along-
side with the scheduler, Cache Allocation Technology (CAT) [55] can also be
used. CAT enables privileged software such as an OS or VMM to control data
placement in the last-level cache (LLC), enabling isolation and prioritization of
important threads, apps, containers, or VMs. Using CAT, latency-critical tasks
running on the cluster can be prioritized as illustrated in figure 7.1.
Last but not least, energy efficiency is a concern being discussed a lot over
the years. Running Average Power Limit (RAPL) provides a way to set power
limits on processor packages and DRAM. This will allow a monitoring and con-
trol program to dynamically limit max average power, to match its expected
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Figure 7.1: A “noisy neighbor” on core zero over-utilizes shared resources in the platform,
causing performance inversion (though the priority app on core one is higher priority, it runs
slower than expected).1
power and cooling budget. In addition, power limits in a rack enable power
budgeting across the rack distribution. By dynamically monitoring the feed-
back of power consumption, power limits can be reassigned based on use and
workloads. Because multiple bursts of heavy workloads will eventually cause
the ambient temperature to rise, reducing the rate of heat transfer, one uni-
form power limit can’t be enforced. RAPL provides a way to set short term
and longer term averaging windows for power limits. These window sizes and
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1 Kubernetes Cluster Setup
In this thesis, Kubespray[56] is used to install and make the initial setup of the
Kubernetes cluster.
In the next few lines, the process which was followed is presented.
Step 1: Clone the git repository
Kubespray offers a variety of choices according to the Cluster configuration,
such as naming the kube-nodes, classifying the nodes (master-workers), choose
the network plugin and also select the Kubernetes release to be installed.
Step 2:
 Configure the inventory/sample/hosts.ini file using your own IPs and name
for each node
 Configure the inventory/sample/group_vars/k8s_cluster/k8s_cluster.yml
1 kube_network_plugin: flannel
Step 3:
 Exchange RSA keys both private and public between VMs so as to com-
municate each other
 Disable firewall
1 $sudo ufw disable
 Enable ip forwarding





 Install dependencies from requirements.txt
 Run as root the ansible playbook :
1 $ansible -playbook --private -key=/path/to/private/key --user=ubuntu \
2 -i inventory/mycluster/hosts.ini --become --become -user=root cluster.yml
Step 5:
Run in Master Node
1 $ mkdir -p $HOME /.kube
2 $ sudo cp -i /etc/kubernetes/admin.conf $HOME /.kube/config
3 $ sudo chown $(id -u):$(id -g) $HOME /.kube/config
2 Custom Kubernetes Scheduler Setup
As it was referred before, the default scheduler of Kubernetes uses some pre-
selected functions for its decision making.
 Change the native code accordingly, compile, create a docker container and
push it in a Docker registry
1 #!/bin/sh
2 KUBERNETES_PATH="/path/to/kubernetes/native_code"






9 sudo make all WHAT=cmd/kube -scheduler/
10 cd $DOCKERFILE_PATH
11 sudo docker build -t iwita/scheduler .








4 name: my -scheduler





10 name: my -scheduler -as -kube -scheduler
11 subjects:
12 - kind: ServiceAccount
13 name: my -scheduler










23 name: my -scheduler
24 labels:
25 component: scheduler
26 tier: control -plane
27 name: my -scheduler

















45 - kube -scheduler
46 - --leader -elect=false






























 Enable the scheduling in master node
1 $ kubectl taint nodes kube -00 node -role.kubernetes.io/master:NoSchedule -
121
 Create the deployment
1 $ kubectl create -f my-scheduler.yaml
 Disable again the scheduling in master node
1 $ kubectl taint nodes kube -00 node -role.kubernetes.io/master =: NoSchedule
 Finally append in the end of the file that the following command opens











In each server there is a folder containing all the needed scripts for metrics
extraction and sharing. The process is the following:
 Start the PCM and redirect output to serverX.csv
 Create a daemon that cuts the output file serverX.csv keeping only the
columns names which are needed for specific metrics extaction and the
last 50 lines.
 Create another daemon that extracts the socket metrics
 Create another daemeon that extracts the core metrics for every socket
 Finally calculate the weighted averages and send them in the shared folder




4 sudo modprobe msr





10 while true; do
11 head -n 3 pcm -server1.csv > pcm -server1_cut.csv_temp &&
12 tail -n 50 pcm -server1.csv >> pcm -server1_cut.csv_temp &&





17 #Extract the socket metrics
18 ./ socket_extraction_manager.sh &
19
20 #Extract the core metrics
21 ./ core_extraction_manager.sh &
22
23 #Calculate Averages and move them in the shared folder





3 #This scirpt will run on server1 server and will share server1 metrics








12 ./nfs -server1 -calculateAverage.py > "${SHARED_FOLDER}server1_sockets.out_temp" &&
13 mv "${SHARED_FOLDER}server1_sockets.out_temp" "${SHARED_FOLDER}server1_sockets.out"
14
15 ./ nfs_init_cores_server1_socket0.py > "${SHARED_FOLDER}server1_socket0.out_temp" &&
16 mv "${SHARED_FOLDER}server1_socket0.out_temp" "${SHARED_FOLDER}server1_socket0.out"
17
18 ./ nfs_init_cores_server1_socket1.py > "${SHARED_FOLDER}server1_socket1.out_temp" &&
19 mv "${SHARED_FOLDER}server1_socket1.out_temp" "${SHARED_FOLDER}server1_socket1.out"
20
21 sleep 1s
22 done
123
