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Abstract. During life cycle of software systems, they can be modified and adap-
ted to the new features. These modifications can increase the complexity of
software systems and decrease your quality. One way to improve your quality is
to apply transformations in programs, more specifically, refactoring. One of the
activities in the refactoring process proposed by Piveta (2009) is Select Refac-
toring Patterns. This activity selects a set of refactoring patterns to apply in a
software system. From that scenario, this survey propose: (i) Refactoring kno-
wledge representation through OWL ontology; (ii) Using the proposed ontology
as database for selecting a set of refactoring to be applied in software system.
For this a Java application was developed using Jena API. This application ma-
kes it easier the activity Select Refactoring Patterns.
Resumo. Durante o ciclo de vida dos sistemas de software, eles precisam
ser melhorados, modificados e adaptados a novas funcionalidades. Tais
modificac¸o˜es podem aumentar a complexidade e diminuir sua qualidade. Uma
das maneiras de melhorar sua qualidade e´ aplicar transformac¸o˜es, mais es-
pecificamente, refatorac¸o˜es. Uma das atividades do processo de refatorac¸a˜o
proposto por Piveta (2009), e´ a selec¸a˜o do conjunto de refatorac¸o˜es a serem
aplicadas em um sistema de software. A partir desse cena´rio, este trabalho
tem como objetivo: (i) Representar o conhecimento de refatorac¸a˜o atrave´s de
uma ontologia OWL; (ii) Utilizar a ontologia proposta como base de dados
para selecionar o conjunto de refatorac¸o˜es a serem aplicadas. A fim de facili-
tar a selec¸a˜o, desenvolveu-se uma aplicac¸a˜o Java utilizando a API Jena. Essa
possibilita filtrar as refatorac¸o˜es por algumas caracterı´sticas como vantagem e
domı´nio.
1. Introduc¸a˜o
Atualmente empresas como Google, Microsoft e IBM vem adotando me´todos a´geis em
alguns dos seus projetos. Eles surgiram na de´cada de 90 a fim de desburocratizar os
processos tradicionais de desenvolvimento de software. Uma das pra´ticas utilizadas para
auxiliar no desenvolvimento, manutenc¸a˜o e na gereˆncia dos sistemas de software, por
essas metodologias, e´ a refatorac¸a˜o [Stellman and Greene 2013].
De acordo com Mens and Tourwe (2004), os sistemas de software tendem a evo-
luir em curtos perı´odos de tempo, buscando atender novos requisitos. Para isso, tais
sistemas precisam ser melhorados, modificados e adaptados a esses novos requisitos. Es-
sas modificac¸o˜es tendem a aumentar a complexidade desses sistemas e diminuir a sua
qualidade e quanto mais complexo for um sistema de software, mais custosa sera´ sua
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manutenc¸a˜o e implementac¸a˜o de novos requisitos. Uma das maneiras de auxiliar na
gereˆncia desta complexidade e manter um sistema de software atualizado e´ a aplicac¸a˜o
de transformac¸o˜es em programas, mais especificamente, a aplicac¸a˜o de refatorac¸o˜es, uma
das pra´ticas prevista e utilizada em XP. De acordo com Opdyke (1992), uma refatorac¸a˜o
e´ definida como uma transformac¸a˜o de uma forma de representar o co´digo para outra, a
qual, modifica-se seu comportamento interno sem modificar seu comportamento externa-
mente observa´vel [Mens and Tourwe 2004] [Opdyke 1992].
Realizando uma busca por refatorac¸o˜es foram encontrados diversos cata´logos de
refatorac¸a˜o que podem ser aplicados em diversas situac¸o˜es. Essas refatorac¸o˜es variam de
acordo com o seu domı´nio e propo´sito por exemplo, o cata´logo de refatorac¸o˜es descrito
por Fowler et al. (1999), um conjunto de mais de 70 refatorac¸o˜es que podem ser apli-
cadas em linguagens de programac¸a˜o orientadas a objetos (OO), como Java e C#. Tais
refatorac¸o˜es teˆm como objetivo tornar o co´digo mais legı´vel, manutenı´vel e reutiliza´vel
[Fowler et al. 1999].
Piveta (2009) propoˆs um processo que descreve as atividades necessa´rias para apli-
car um conjunto de refatorac¸o˜es num sistema de software. Esse processo inicia pela ativi-
dade de selec¸a˜o de me´tricas e finalizada pela atividade de aplicac¸a˜o das refatorac¸o˜es. Uma
das atividades propostas nesse processo e´ a selec¸a˜o de um conjunto de refatorac¸o˜es que
sera˜o aplicadas num sistema de software. Ate´ o presente momento, esta selec¸a˜o deve ser
feita manualmente, ou seja, deve-se buscar os cata´logos que conte´m as refatorac¸o˜es dese-
jadas e seleciona´-las uma a uma. Dependendo das me´tricas, dos cata´logos de refatorac¸o˜es
e do domı´nio, essa atividade pode demandar um grande tempo e esforc¸o.
A fim de otimizar esta atividade, este trabalho tem como objetivo desenvolver uma
ontologia capaz de representar informac¸o˜es sobre as refatorac¸o˜es que servira´ como base
para a selec¸a˜o de um conjunto de refatorac¸o˜es a serem aplicadas em um determinado
sistema de software. Sendo assim esta ontologia deve ser capaz de representar as mais
diversas refatorac¸o˜es junto a algumas caracterı´sticas excreceˆncias, como por exemplo, seu
domı´nio, as vantagens, cata´logo que ela pertence, nome, resumo, motivac¸a˜o, mecaˆnica e
exemplos.
Os cata´logos de refatorac¸o˜es descritos por Fowler et al. (1999), Kerievsky (2008),
Ju´nior (2014) e Harold (2009) sera˜o utilizados como bases para desenvolver e popular
esta ontologia. Para facilitar a selec¸a˜o das refatorac¸o˜es desejadas sera´ desenvolvida uma
ferramenta em Java utilizando a API (Application Programming Interface) Apache Jena
[Jena 2015].
As sec¸o˜es deste trabalho esta˜o estruturadas da seguinte forma: Na sec¸a˜o 2 sa˜o
apresentados os assuntos que embasaram este trabalho, refatorac¸a˜o e ontologia. Na sec¸a˜o
3 a ontologia proposta e´ explicada justificando algumas escolhas tomadas. Na sec¸a˜o 4,
demonstra-se como as buscas foram realizadas utilizando o plugin SPARQL no Prote´ge´
e a ferramenta desenvolvida em Java utilizando a API Jena. Na sec¸a˜o 5 alguns traba-
lhos relacionados sa˜o abordados. Por fim, na sec¸a˜o 6, as concluso˜es deste trabalho sa˜o
apresentadas.
2. Referencial Teo´rico
Nesta sec¸a˜o sera˜o abordados alguns conceitos essenciais que foram utilizados para de-
senvolver este trabalho. Iniciando pelos conceitos de refatorac¸a˜o, a descric¸a˜o do processo
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utilizado, os conceitos de ontologia e seus componentes, e, finalizando, os conceitos de
OWL Ontology Web Language.
2.1. Refatorac¸a˜o
Os sistemas de software passam por diversas mudanc¸as durante seu ciclo de vida. Essas
mudanc¸as inflam os sistemas de software e os tornam mais complexos e de baixa qua-
lidade. Uma das maneiras de reduzir esta complexidade e manter o software atualizado
e´ utilizar refatorac¸o˜es de co´digo. De acordo com Opdyke (1992), a refatorac¸a˜o e´ o pro-
cesso de melhoria do software que modifica sua estrutura e/ou seu comportamento interno
sem modificar seu comportamento externamente observa´vel. Para Fowler et al. (1999) a
refatorac¸a˜o e´ o processo de alterar um sistema de software de um estado A para B, sem
alterar seu comportamento externo e ainda melhora a estrutura interna. Por exemplo, a
refatorac¸a˜o Renomear Me´todo, que consistem em renomear um me´todo que na˜o e´ en-
tendı´vel e todas as suas ocorreˆncias no sistema de software, melhorando o entendimento
do co´digo sem mudar seu comportamento [Fowler et al. 1999].
Figura 1. Processo proposto por [Piveta 2009].
Piveta (2009) propoˆs um processo detalhado para a aplicac¸a˜o de refatorac¸o˜es.
Esse inclui as principais atividades para aplicar as refatorac¸o˜es num sistema de software,
sa˜o elas: Selec¸a˜o e criac¸a˜o de me´todos de qualidade, padro˜es de refatorac¸a˜o e func¸o˜es
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heurı´sticas; Busca e priorizac¸a˜o de oportunidades de refatorac¸a˜o; Avaliac¸a˜o dos efeitos da
refatorac¸a˜o na qualidade de software; Ana´lise de vantagens e desvantagens e a aplicac¸a˜o
de padro˜es de refatorac¸a˜o. A Figura 1 mostra as atividades utilizando um diagrama de
atividade UML (Unified Modeling Language). Uma das atividades propostas nesse pro-
cesso e´ Select Refactoring Patterns. Nessa atividade o especialista do domı´nio seleciona
as refatorac¸o˜es a serem aplicadas no sistema de software, uma tarefa que pode ser custosa
se o desenvolvedor conhecer pouco do assunto. Este trabalho tem como objetivo facili-
tar a escolha destas refatorac¸o˜es utilizando alguns filtros como domı´nio e benefı´cios da
refatorac¸a˜o [Piveta 2009].
2.2. Ontologia
O termo ontologia e´ emprestado da filosofia. Ele representa um relato sistema´tico da
existeˆncia, ou seja, representa formalmente um conhecimento consensual que pode ser
reutilizado e compartilhado. Uma ontologia pode ser definida como uma especificac¸a˜o
formal e explı´cita de um conceito compartilhado [Gruber 1993]. Ou ainda, pode ser defina
como uma formalizac¸a˜o do conjunto de termos de um domı´nio especı´fico e compartilhado
por uma comunidade de usua´rios [W3C 2015]. Os usua´rios especificam as definic¸o˜es dos
termos e descrevem suas relac¸o˜es um com os outros. Esse formalismo serve de base para a
comunicac¸a˜o e entendimento entre humanos e ma´quina. Para formalizar a rede conceitual
usa-se cinco tipos de componentes, sa˜o eles [Guarino 1998]:
• Classes: Mecanismo de abstrac¸a˜o para o agrupamento de recursos com carac-
terı´sticas semelhantes, ou seja, a representac¸a˜o de conceitos do domı´nio;
• Relac¸o˜es: Representam as conexo˜es entre conceitos do domı´nio.
• Func¸o˜es: Caso especial de relac¸o˜es onde o ene´simo elemento e´ u´nico para os
va´rios elementos precedentes.
• Axiomas: Sa˜o regras que declaram as relac¸o˜es que os elementos de uma ontologia
devem cumprir. Inferem conhecimento que na˜o esta˜o indicados na ontologia.
• Instaˆncias: Representac¸a˜o de objetos ou conceitos na ontologia proposta.
A OWL e´ uma linguagem que facilita a descric¸a˜o de ontologias para a web
semaˆntica. Com ela e´ possı´vel definir, descrever e instanciar classes, propriedades e rela-
cionamentos da ontologia. Para relacionar as classes com suas propriedades e/ou atribuir
outras informac¸o˜es, sa˜o utilizados axiomas, os quais conteˆm restric¸o˜es e conjuntos de
valores necessa´rios e/ou permitidos [Guarino 1998] [OWL 2015] [W3C 2015].
3. Representando o Conhecimento de Refatorac¸a˜o
Nesta sec¸a˜o sera´ demonstrado a visa˜o geral atividade abordada, onde a ferramenta e a
ontologia desenvolvida e´ utilizada e o processo de desenvolvimento e pesquisa da onto-
logia proposta. Quanto a ontologia, primeiramente foi realizada a ana´lise dos 4 cata´logos
escolhidos a fim de identificar e selecionar as informac¸o˜es necessa´rias para representar as
refatorac¸o˜es. Em um segundo momento essas informac¸o˜es foram mapeadas para a onto-
logia proposta utilizando o Prote´ge´. Por fim, foram instanciadas algumas refatorac¸o˜es na
ontologia gerada, dessas ha´, pelo menos, uma representac¸a˜o, ou seja, uma refatorac¸a˜o de
cada cata´logo.
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Figura 2. Relac¸a˜o dos artefatos da atividade Selecionar Refatorac¸o˜es
3.1. Visa˜o Geral
A Figura 2 demonstra um modelo com a estrutura e o relacionamento entre os arte-
fatos da atividade Selecionar Refatorac¸o˜es, a qual a ferramenta desenvolvida auxiliara´.
Inicialmente o desenvolvedor deve seleciona algumas caracterı´sticas, como vantagens e
domı´nio, das refatorac¸o˜es que podera˜o ser aplicadas no sistema de software. Tais carac-
terı´sticas sa˜o apresentadas e buscadas de acordo com os dados mapeados e informados na
ontologia proposta. A sec¸a˜o 3.3 mostrara´ com detalhes a ontologia. Apo´s informar tais
caracterı´sticas a ferramenta seleciona um possı´vel conjunto de refatorac¸o˜es a serem apli-
cadas naquele domı´nio mostrando algumas informac¸o˜es, a refereˆncia dos cata´logos e al-
guns exemplos de como aplicar tais refatorac¸o˜es nos sistemas. A ferramenta desenvolvida
ainda na˜o atua nas buscas por oportunidades de refatorac¸o˜es e nem nas suas aplicac¸o˜es.
A responsabilidade pela execuc¸a˜o destas atividades fica a crite´rio do desenvolvedor.
3.2. Ana´lise dos Cata´logos Escolhidos
A fim de selecionar as informac¸o˜es que sa˜o esseˆncias para representar o domı´nio da
refatorac¸a˜o de software em uma ontologia, foram utilizados quatro cata´logos. Treˆs desses
cata´logos esta˜o contidos em livros consolidados no meio acadeˆmico e empresarial e um
desses cata´logos propo˜es refatorac¸o˜es para usufruir dos benefı´cios do Java 8.
A obra de Fowler et al. (1999) e´ um dos primeiros cata´logos de refatorac¸a˜o a ser
formalizado. Ale´m de discutir as va´rias te´cnicas da refatorac¸a˜o ele fornece um cata´logo
com mais de 70 refatorac¸o˜es. Essas refatorac¸o˜es possuem instruc¸o˜es que indicam quando
elas devem ser aplicadas. Elas podem ser utilizadas em qualquer linguagem orientada
a objetos, como Java, C# e C++. Algumas melhorias que se obte´m aplicando essas
refatorac¸o˜es sa˜o: legibilidade, manutenibilidade e reusabilidade [Fowler et al. 1999].
Kerievsky (2008) descreve um cata´logo de 27 refatorac¸o˜es direcionadas a padro˜es
de projetos utilizando exemplos de casos reais, experieˆncias vividas pelo autor, para
aplica´-las e exemplifica´-las. Ele utiliza, ale´m do raciocı´nio lo´gico, algumas das
refatorac¸o˜es propostas por Fowler et al. (1999) para implementar os padro˜es de projeto,
como por exemplo, a refatorac¸a˜o substituir construtores por me´todos de criac¸a˜o faz o uso
das refatorac¸o˜es extrair me´todo, mover me´todo e internalizar me´todo. Demonstra tambe´m
mu´ltiplas maneiras de implementar o mesmo padra˜o e quando usa´-los [Kerievsky 2008].
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Harold (2009), em sua obra, demonstra um conjunto de refatorac¸o˜es que tem por
objetivo melhorar os projetos de aplicac¸o˜es web. Essas refatorac¸o˜es procuram melho-
rar a confiabilidade, o desempenho, a usabilidade, a seguranc¸a, a acessibilidade, a com-
patibilidade e o posicionamento nos sistemas de busca, potencializando os benefı´cios e
minimizando os esforc¸os [Harold 2009].
Ju´nior (2014) descreve um conjunto de 20 refatorac¸o˜es, incluindo refatorac¸o˜es in-
versas, direcionadas as novas funcionalidades da linguagem Java. Tais refatorac¸o˜es esta˜o
relacionadas as expresso˜es lambda e tem como principal objetivo atualizar os sistemas de
software implementados nas verso˜es anteriores do Java para o Java 8 [Ju´nior 2014].
Analisando os cata´logos selecionados verificou-se que eles utilizam como base
a estrutura que Fowler et al. (1999) propoˆs e utilizou para descrever suas refatorac¸o˜es.
Essa estrutura deve conter um nome, um resumo, uma motivac¸a˜o, uma mecaˆnica e um
ou mais exemplos de aplicac¸a˜o. Uma caracterı´stica relevante e´ a possibilidade de uma
refatorac¸a˜o conter inversas, por exemplo, nas refatorac¸o˜es propostas por Ju´nior (2014)
existem refatorac¸o˜es para atualizar o co´digo das verso˜es anteriores do Java para Java 8
e existe as refatorac¸o˜es inversas, que realizam a desatualizac¸a˜o do co´digo. Kerievsky
(2008) propo˜e algumas mudanc¸as nessa estrutura, como, deixar explı´cito as vantagens
e desvantagens de aplicar uma determinada refatorac¸a˜o, Fowler et al. (1999) demonstra
isso implı´cito na motivac¸a˜o de determinada refatorac¸a˜o. A estrutura de cata´logo utilizado
por Harold (2009) e Ju´nior (2014) e´ ideˆntica a proposta por Fowler et al. (1999), ou seja,
na˜o possui modificac¸o˜es na sua estrutura.
Figura 3. Diagrama de Classe para representar o domı´nio da refatorac¸a˜o.
Apo´s realizada a ana´lise dos cata´logos selecionados, foi desenvolvido um dia-
grama de classe, no Astah Community [Astah 2015], a fim de organizar e compreender
as informac¸o˜es que sera˜o mapeadas para a ontologia. Na Figura 3 podemos observar o
diagrama de classe que representa o domı´nio das refatorac¸o˜es. Ele possui as informac¸o˜es
consideradas importantes e que devem ser mapeadas referentes as refatorac¸o˜es e as obras
que elas esta˜o contidas.
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Como observado na Figura 3, as obras possuem um cata´logo, o qual possui um
determinado domı´nio. Por exemplo, Kerievsky (2008) descreve um cata´logo de padro˜es
para linguagens orientadas a objetos. Cada cata´logo possui va´rias categorias. Elas, por
sua vez, possuem um conjunto de refatorac¸o˜es que se assemelham, de alguma forma,
quanto as modificac¸o˜es que sera˜o realizadas no sistema de software. Por exemplo, uma
das categorias que Kerievsky (2008) utiliza e´ a criac¸a˜o, o conjunto de refatorac¸o˜es desta
categoria teˆm como alvo alguns dos problemas mais comuns de criac¸a˜o que va˜o desde
construtores extremamente complexos ate´ singletons desnecessa´rios.
3.3. Ontologia Proposta
Apo´s desenvolver o diagrama de classe citado na sec¸a˜o anterior, comec¸ou-se a desenvol-
ver a ontologia proposta no Prote´ge´ 3.4.8. No momento que este projeto foi desenvolvido
o Prote´ge´ encontrava-se na versa˜o 5.0, pore´m, utilizou-se uma versa˜o mais antiga pois ela
suporta todos os recursos utilizados para representar a ontologia e demonstrou ser mais
simples e amiga´vel para realizar tais operac¸o˜es, por exemplo, criac¸a˜o das classes, criac¸a˜o
dos relacionamentos e instanciac¸a˜o das refatorac¸o˜es. O Prote´ge´ e´ uma ferramenta open
source com a finalidade de facilitar a construc¸a˜o de ontologias. E´ mantido pela Universi-
dade de Stanford no Stanford Center for Biomedical Informatics Research (BMIR) desde
2000, ano de sua primeira versa˜o, ate´ os dias atuais [Prote´ge´ 2015].
A Figura 4 demonstra o grafo gerado pela ferramenta Prote´ge´ utilizando o plugin
Jambalaya [Jambalaya 2015]. Podemos observar as classes e seus relacionamentos que
sa˜o utilizados para representar o conhecimento sobre refatorac¸a˜o. As classes utilizadas
sa˜o: Advantage, Author, Catalog, Category, Disvantages, Domain, Example, Refacto-
ring, Work, Article e Book. As classes Article e Book sa˜o filhas da classe Work e por na˜o
possuı´rem relac¸o˜es com outras classes elas foram suprimidas deste diagrama.
Figura 4. Ontologia proposta para representar as refatorac¸o˜es.
Fazendo um comparativo entre as Figuras 3 e 4, observa-se algumas diferenc¸as.
Uma delas e´ a quantidade de classes, a ontologia possui um total de 11 classes, 3 a mais
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do que o diagrama de classes. Essa modificac¸a˜o se faz necessa´ria para melhor representar
o conhecimento das refatorac¸o˜es. As treˆs classes adicionadas sa˜o: Advantage, Disvan-
tages e Domain, estas eram representadas como propriedades das classes Refatorac¸a˜o e
Cata´logo, respectivamente.
Dentre as classes representadas pela ontologia, a mais relevante e´ Refactoring. Ela
interliga todas as informac¸o˜es deste domı´nio e sera´ utilizada como base exemplificar as
relac¸o˜es, instaˆncias e propriedades. Nas ontologias ha´ possibilidade de descrever alguns
tipos de dados para as nossas classes. A Tabela 1 demonstra todos os atributos utilizados
para a classe Refactoring. Da esquerda para direita, a primeira coluna conte´m o nome do
atributo e a u´ltima sua descric¸a˜o.
Tabela 1. Os tipos de dados e suas respectivas descric¸o˜es da classe Refactoring
Tipo de dado Descric¸a˜o
Resume Descreve um breve resumo da refatorac¸a˜o a ser aplicada
Mechanics Descreve uma sequeˆncia de passos para aplicar a refatorac¸a˜o
Quanto as relac¸o˜es, nota-se que elas formam grafos que interligam as classes,
diferente das relac¸o˜es representadas no diagrama de classes. A classe Refactoring possui
relac¸o˜es diretas com todas as outras classes, exceto as classes Article e Book, que sa˜o
relacionadas atrave´s da classe Work. Cada uma dessas relac¸o˜es esta´ descrita na Tabela 2
onde, da esquerda para a direita, a primeira coluna conte´m o nome das relac¸o˜es, a segunda
possui as classes que podem ser relacionadas e na u´ltima a descric¸a˜o desta relac¸a˜o.
Tabela 2. As relac¸o˜es e suas respectivas descric¸o˜es da classe Refactoring
Relac¸a˜o Classe Relac¸a˜o Descric¸a˜o
hasCatalog Catalog Refatorac¸a˜o dever estar em um cata´logo
hasExample Example Refatorac¸a˜o possui um ou mais exemplos
de aplicac¸a˜o
hasCategory Category Uma refatorac¸a˜o pode pertencer a uma
categoria
hasReverse Refactoring Uma refatorac¸a˜o pode possuir uma
refatorac¸a˜o inversa
createBy Auhtor Uma refatorac¸a˜o e´ descrita por um autor
hasDesvantagens Desvantagens Representam as desvantagens em aplicar
essa refatorac¸a˜o, caso existir
hasWork Work Em qual obra que essa refatorac¸a˜o esta´
descrita, esta pode ser um Article ou Book
hasAdvanteges Advantages Representam as vantagens em aplicar essa
refatorac¸a˜o
hasDomain Domain Qual(is) o(s) domı´nio(s) que esta
refatorac¸a˜o pertence
useOtherRefactorings Refactoring Quais as outras refatorac¸o˜es que ela uti-
liza.
81
ComInG Representac¸a˜o do Conhecimento de Forma a Buscar Oportunidades de Refatorac¸a˜o Atrave´s de uma Ontologia
Apo´s a implementac¸a˜o da ontologia ser implementa no Prote´ge´, foram incluı´das
algumas refatorac¸o˜es. Sendo assim buscou-se incluir pelo menos uma refatorac¸a˜o,
com suas respectivas informac¸o˜es, de cada cata´logo na ontologia proposta. Como as
refatorac¸o˜es seguem a mesma estrutura conclui-se que todas elas podera˜o ser incluı´das
nesta ontologia. O objetivo deste trabalho na˜o era a quantidade de refatorac¸o˜es inseridas,
mas sim a quantidade de refatorac¸o˜es possı´veis de serem representadas. Dessa forma,
considerou-se essa amostra suficiente para validar a ontologia proposta e realizar as bus-
cas pelas refatorac¸o˜es. Futuramente as refatorac¸o˜es que ainda na˜o foram incluı´das sera˜o
ser adicionadas a fim de aumentar o conjunto de refatorac¸o˜es da ontologia.
4. Realizando as Buscas
Apo´s implementar e popular a ontologia com algumas refatorac¸o˜es buscou-se maneiras de
realizar consultas nesta ontologia. Uma das formas de realizar buscas em uma ontologia
OWL e´ utilizando a SPARQL (SPARQL Protocol and RDF Query Language). Ela e´
uma linguagem utilizada para realizar consultas e manipula documentos RDF (Resource
Description Framework). Em 21 de marc¸o de 2013 a SPARQL 1.1 tornou-se oficialmente
recomendado pela W3C [SPARQL 2015].
Inicialmente fez-se o uso do plugin SPARQL Query presente na ferramenta
Prote´ge´ para realizar as consultas. Observa-se um exemplo na Figura 5. Neste exemplo e´
feita a selec¸a˜o da refatorac¸a˜o, do domı´nio, do nome do autor e sua refatorac¸a˜o inversa, se
ela existir.
Figura 5. Exemplo de consulta SPARQL.
Para isso inicia-se buscando todas as instaˆncias da classe Refactoring, como de-
monstrado na linha 3 da Figura 5. Posteriormente busca-se os domı´nios destas instaˆncias
bem como seu respectivo autor e nome, como demonstrado nas linhas 4, 5 e 6, respecti-
vamente. Na linha 7 realiza-se um filtro nas ocorreˆncias utilizando a func¸a˜o Filter Regex
do SPARQL. Ela possui treˆs paraˆmetros a serem informados, sa˜o eles: varia´vel onde o
filtro sera´ aplicado, expressa˜o regular a ser aplicada, neste caso, varia´veis que conte´m a
palavra ”lambda”, e algumas opc¸o˜es extras, neste caso utiliza-se a opc¸a˜o ”i”. Esta opc¸a˜o
serve para ignorar a diferenc¸a entre letras maiu´sculas e minu´sculas. Por fim busca-se,
opcionalmente, as refatorac¸o˜es inversas, demonstrado na linha 8. Caso na˜o existir inversa
a ocorreˆncia continuara´ nos resultados da consulta, pore´m, o conteu´do da coluna estara´
vazio.
A figura 6 demonstra o resultado das ocorreˆncias encontradas quando a consulta
da figura 5 e´ executada. Para esta consulta foram encontradas duas ocorreˆncias ambas do
cata´logo proposto por Ju´nior (2014).
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Figura 6. Ontologia proposta para representar as refatorac¸o˜es.
Para realizar as consultas no Prote´ge´, o especialista de domı´nio, que seleciona o
conjunto de refatorac¸o˜es a serem aplicadas em um sistema de software, precisa conhecer:
(i) a linguagem de busca SPARQL e (ii) a ontologia proposta. A fim de poupar esforc¸os
e facilitar a busca pelas refatorac¸o˜es, foi desenvolvida uma aplicac¸a˜o Java utilizando a
API Apache Jena para ler e realizar as consultas na ontologia proposta [Jena 2015]. Jena
e´ uma API open-source para linguagem Java cujo objetivo e´ auxiliar o desenvolvimento
de aplicac¸o˜es e ferramentas que fac¸am uso de Semantic Web e Linked-Data. Foi criada
por pesquisadores da HP Labs no ano de 2000 e no ano de 2010 a equipe integrou-se a`
Apache Software Foundation [Jena 2015].
A Figura 7 demonstra a interface da aplicac¸a˜o desenvolvida. Observa-se que ela
possui 3 colunas na parte superior. Da esquerda para a direita, a primeira delas seleciona-
se quais sa˜o as melhorias que se deseja buscar, a segunda coluna seleciona-se um ou
mais domı´nios que deseja-se filtrar e a u´ltima coluna possui o bota˜o Search para realizar
as consultas de acordo com os paraˆmetros selecionados. O bota˜o Get Example, quando
clicado, mostra os exemplos da aplicac¸a˜o da refatorac¸a˜o selecionada na tabela abaixo.
Essa informac¸a˜o e´ demostrada atrave´s de um pop up. A opc¸a˜o Revese que serve para
filtrar as buscas por refatorac¸o˜es que possuem, ou na˜o, inversas.
Figura 7. Interface da aplicac¸a˜o desenvolvida em Java para realizar as consultas
A aplicac¸a˜o facilita as buscas, pore´m, a informac¸a˜o mostrada ainda esta´ in-
completa quando comparada com a ontologia proposta. Algumas informac¸o˜es que fo-
ram mapeadas na˜o esta˜o sendo mostradas nos resultados da busca, como por exem-
plo, qual obra que conte´m a refatorac¸a˜o, seu resumo, sua mecaˆnica, o cata´logo que
ela pertence, quais as outras refatorac¸o˜es que ela utiliza e quais as desvantagens de
aplicar essa determinada refatorac¸a˜o. Essas opc¸o˜es foram planejadas pore´m ainda
na˜o esta˜o sendo mostradas ficando como melhorias para uma pro´xima versa˜o da fer-
ramenta. Tanto a ferramenta, que foi desenvolvida no eclipse, quanto a ontolo-
gia proposta, que foi implementada no Prote´ge´, podem ser localizadas no enderec¸o
https://github.com/fcampagnolo/OWLRefactoring. Elas esta˜o disponı´veis para serem uti-
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lizadas, estudadas, modificadas e aperfeic¸oadas.
5. Trabalhos Relacionados
Alguns trabalhos relacionados a refatorac¸a˜o e ontologia foram utilizados como inspirac¸a˜o
para desenvolver o este trabalho. Um deles foi o trabalho de Cantarelli (2012). Ele defi-
niu uma ontologia para representar a estrutura de um programa OO a fim de buscar por
oportunidades de refatorac¸o˜es nesse sistema. Para isso ele mapeia, do sistema para a onto-
logia, as seguintes informac¸o˜es: anotac¸o˜es, classes, atributos, excec¸o˜es e me´todos. Tendo
o programa representado na ontologia ele realiza buscas utilizando o SPARQL, plugin
nativo do Prote´ge´, para buscar oportunidades de refatorac¸a˜o neste sistema de software
[Cantarelli 2012].
Outro trabalho utilizado foi o desenvolvido por Gerd Groner and Staab (2010). Ele
selecionou um conjunto de refatorac¸o˜es propostas por Fowler et al. (1999), formalizou os
algorı´timos de busca para ontologias e aplicou-os em duas ontologias, a DOLCE Lite Plus
ontology e a Bio-medical ontology OBI 3. Como resultado foram encontradas diversas
oportunidades de refatorac¸a˜o [Gerd Groner and Staab 2010]
Ostrowski (2008) tambe´m utiliza as refatorac¸o˜es propostas por Fowler et al.
(1999) como base para realizar buscas por oportunidades de refatorac¸o˜es nas ontologias.
Ele definiu algumas regras para OWL-DL utilizando Jena API. Essas regras buscam re-
mover propriedades, relac¸o˜es e instancias desnecessa´rias, inferir novas regras e novos
dados [Ostrowski 2008].
Observando os esses trabalhos, que foram os mais relevantes para esta pesquisa,
observa-se que nenhum deles tem como objetivo representar as refatorac¸o˜es e sim utilizar
te´cnicas de refatorac¸a˜o para melhorar e atualizar as ontologias ou programas existentes. O
principal objetivo deste trabalho foi, justamente, representar o domı´nio de conhecimento
sobre refatorac¸a˜o atrave´s de uma ontologia OWL e propor uma ferramenta para facilitar
a selec¸a˜o das refatorac¸o˜es.
6. Conclusa˜o
Este trabalho apresentou a proposta de uma ontologia para representar um domı´nio es-
pecı´fico, a refatorac¸a˜o. Para isso quatro obras consolidadas no meio acadeˆmico foram
analisadas, sa˜o elas: Fowler et al. (1999), Kerievsky (2008), Harold (2009) e Ju´nior
(2014). Verificou-se que todas elas seguem a estrutura de refatorac¸a˜o proposta por Fo-
wler et al. (1999), a qual cada refatorac¸a˜o possui: nome, resumo, motivac¸a˜o, mecaˆnica
e exemplos. Kerievsky (2008), propoˆs algumas alterac¸o˜es nesta estrutura. Uma delas e´ a
adic¸a˜o de vantagens e desvantagens para cada refatorac¸a˜o.
O objetivo principal deste trabalho era representar o domı´nio do conhecimento
da refatorac¸a˜o atrave´s de uma ontologia e utiliza´-la como base de consulta para facilitar
a buscar e selec¸a˜o de um conjunto de refatorac¸o˜es a serem aplicadas em um sistema de
software. Conclui-se que este objetivo foi alcanc¸ado no momento em que foi possı´vel
representar um conjunto significativo de refatorac¸o˜es na ontologia proposta. Essa foi uti-
lizada como base de consulta na ferramenta desenvolvida, a qual facilita e simplifica as
buscas por refatorac¸o˜es, reduzindo os esforc¸os na atividade de selecionar o conjunto de
refatorac¸o˜es a ser aplicado no sistema de software. Outro beneficio desta ferramenta e´
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que o usua´rio na˜o precisa ser especialista na a´rea de refatorac¸a˜o para selecionar um con-
junto de refatorac¸o˜es. Uma vez que as refatorac¸o˜es estiverem representadas na ontologia,
o usua´rio apenas seleciona quais sa˜o as caracterı´sticas que ele deseja melhorar em seu
sistema de software. A ferramenta buscara´ e apresentara´ as possı´veis refatorac¸o˜es que
podera˜o ser utilizadas para melhorar tais caracterı´sticas.
Fica como trabalhos futuros a possibilidade de desenvolver uma funcionalidade
que seja capaz de ler um arquivo de refatorac¸o˜es e as adicione automaticamente na onto-
logia. Um dos motivos desta amostra na˜o ser muito grande e´ o custo de tempo necessa´rio
para transcreve-las manualmente dos livros para a ontologia. Como foi possı´vel adicionar
pelo menos uma refatorac¸a˜o de cada cata´logo, certamente as outras podera˜o ser adicionas
na ontologia sem a necessidade de modifica´-la. Outra oportunidade e´ ampliar as opc¸o˜es
de buscas e visualizac¸a˜o das refatorac¸o˜es na ferramenta desenvolvida, as quais podem ser
adicionadas desvantagens, obras e autores. Por fim, ha´ possibilidade expandir a ontologia
para que, atrave´s dela, possamos buscar por oportunidades de refatorac¸o˜es em sistemas
de softwares, ou seja, desenvolver uma ferramenta integrada a uma IDE (Integrated Deve-
lopmente Environment) que seja capaz de mapear os programas e, utilizando informac¸o˜es
da ontologia, buscar oportunidades de refatorac¸o˜es nos sistemas.
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