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El presente Proyecto Final de Carrera contempla el diseño y el desarrollo de  
una suite de publicación de aplicaciones, conocido también como Deploy. El 
usuario identificado tiene diferentes publicaciones disponibles según previa 
autorización. Cada proceso de los que dispone dispara un script que ejecuta un 
comando Robocopy que efectúa la copia de los archivos modificados de la 
aplicación desde un entorno servidor a otro entorno servidor, esta conexión 
está abierta mientras el proceso se lleva a cabo. El usuario no conoce los 
parámetros de conexión ni los servidores donde se aloja la aplicación, ya que 
estos parámetros están ocultos en el script. 
La suite de publicación es una aplicación web que está basada en formato 
HTML y hojas de estilo CSS. Está servida por NodeJS y corre bajo Internet 
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i. Sobre el autor 
Este PFC (Proyecto Final de Carrera) es fruto de los conocimientos base 
adquiridos en la Universidad junto con la experiencia profesional de más de 5 
años como desarrollador Web y como DevOps (un rol que se encarga de unir el 
trabajo del equipo de Sistemas con el conjunto de desarrolladores de software) 
en la empresa Venca (Venta Catálogo). 
Venca es la compañía de moda líder en e-commerce en España. Sus más 
de 25 años de trayectoria la han convertido en una empresa experta en la 
venta de moda, textil y hogar, a través de catálogo e Internet. Venca tiene una 
cuota de mercado de venta a distancia de artículos textiles en España del 60%. 
Cada temporada, la compañía envía más de 18 millones de catálogos al millón 
y medio de clientes con los que cuenta. Su comunicación se refuerza con 50 
millones de e-mailings al año, en los que se destacan algunos artículos de la 
colección y se informa de las promociones que están en marcha. 
Desde mi incorporación a la empresa Venca he sido parte del equipo de 
ITFrontOffice, el cual vela por el mantenimiento, gestión y programación de 
nuevas funcionalidades, de las diferentes webs comerciales: www.venca.es, 
www.venca.pt, www.benize.es, www.magicoutlet.es y anteriormente 
www.vitrinamagica.es. Tras este periodo he ido adquiriendo el rol de DevOps 
en Venca comenzando a ser una pasarela entre el equipo de desarrollo y el 
equipo de Sistemas. Al mostrar la necesidad de integrar este rol dentro del 
departamento de IT dejo el equipo actual de ITFrontOffice para dedicarme 
exclusivamente a desempeñar este papel. Las funciones a cubrir entre otras 
son: velar por el rendimiento de las diferentes aplicaciones comerciales, 
asegurar el correcto funcionamiento de la plataforma Web, comunicador inter-
departamental, asegurar la publicación de nuevas versiones de aplicación en 
los diferentes entornos donde estén alojadas, apostar por nuevas tecnologías, 
aportar soluciones, etc.  




DevOps es un término relativamente nuevo para describir lo que también ha 
sido llamado como “administración ágil de Sistemas” y también el trabajo y 
colaboración en conjunto de los equipos de operaciones y de desarrollo. 
 
En Venca mi rol de DevOps consiste en unir los equipos de desarrollo con el 
equipo de Sistemas. Los desarrolladores no hablan el mismo lenguaje que los 
ingenieros de Sistemas y viceversa. Cuando un equipo de desarrollo ha 
finalizado su fase de implementación de código entrega éste al equipo de 
Sistemas que lo integra en el servidor destino. Habitualmente los resultados de 
la aplicación en el servidor no son los esperados por el desarrollador, ya que en 
su máquina local todo funciona correctamente y en el servidor no. El equipo de 
Sistemas tira atrás la nueva versión publicada y es cuando se producen los 
conflictos. Por un lado el desarrollador muestra su desconfianza en la 
estructura montada para soportar la aplicación y por otro, Sistemas se limita a 
decir que todo funciona correctamente. Este tiempo de discusión es una 
demora en el proyecto que afecta al total de la imputación de horas alargándolo 
más de lo esperado. La función del responsable DevOps tiene como objetivo 
lidiar entre los dos equipos y buscar soluciones. Al tener nociones de 
programación junto con el equipo de desarrollo entiende las funcionalidades de 
la aplicación y tiene más facilidades para hablar con Sistemas encontrando 
soluciones alternativas. 
Debido al papel de DevOps que actualmente ocupo en Venca veo la necesidad 
de implementar una herramienta que facilite la publicación de código generado 
Figura 1 – Concepto DevOps 




por los desarrolladores en los diferentes entornos, configurados por el equipo 


















































Este glosario define los términos más comunes que se usan en este PFC. 
Muchos términos están en inglés, puesto que así se tratan dentro de la jerga de 
nuestro departamento de IT. 
BackEnd: parte no visible de una aplicación. 
BootStrap: es un framework frontend para desarrollo web con diseño 
adaptable a la mayoría de formatos de pantalla de los diferentes dispositivos 
que dispongan de un navegador web gráfico. 
Deploy: copiar un paquete de implementación desde un entorno origen 
(desarrollo, test, pre-producción o producción) a un entorno destino. 
ITFrontOffice: equipo de personas que mantiene la parte visible de una 
aplicación. 
Framework: es un esquema o espacio de trabajo para el desarrollo y/o 
implementación de una aplicación. 
FrontEnd: parte visible de una aplicación. 
MarketPlace: es un espacio web que permite a vendedores y compradores 
relacionarse para efectuar una transacción comercial. Un ejemplo muy 
conocido últimamente es Asos (es un marketplace de moda y belleza originario 
del Reino Unido). 
Plug-in: son herramientas instalables que extienden la funcionalidad de una 
aplicación. 
Usabilidad: anglicismo que significa "facilidad de uso". La usabilidad de una 
aplicación debe ser entendida siempre en relación con la forma y condiciones 
de uso por parte de sus usuarios, así como con las características y 
necesidades propias de estos usuarios.  
Script: pequeño programa  que interactúa entre diferentes servidores para 
ejecutar un proceso definido por el usuario. 





























En el día a día de la empresa Venca se respira moda por los pasillos, esto 
trasladado a IT significa tener una aplicación totalmente viva. El usuario realiza 
cambios continuos dentro de la aplicación, pide nuevas funcionalidades, 
cambia otras, modifica aspectos visuales, etc. Estas peticiones las sirve el 
equipo de ITFrontOffice que se encarga de tratar directamente con el usuario 
de Marketing para satisfacer las necesidades que el negocio requiere en cada 
momento. Todas estas implementaciones requieren de un sistema que asegure 
que los cambios realizados por el desarrollador sean aplicados para que los 
vea el cliente.  
El responsable de publicación de código puede ser el mismo programador que 
ha realizado el cambio o una figura que está presente dentro del equipo. 
Manualmente tiene que ejecutar un script ubicado en un servidor concreto, del 
cual debe conocer las credenciales para realizar la publicación en el entorno 
deseado. Existen directorios que deben ser copiados manualmente ya que no 
existe un script que automatice esta acción. Estas acciones si no se hacen 
correctamente pueden provocar un error que impida el correcto funcionamiento 
de la aplicación. 
Todo esto hace que exista la necesidad de una aplicación que automatice 













1.1 La aplicación 
Este documento estructura las partes en las que se ha segmentado la creación 
de la aplicación. En esta primera parte se presenta la aplicación para más 
tarde, en la segunda parte tomar en cuenta todas las necesidades que debe 
cubrir la herramienta, seguidamente en la tercera fase se realiza un análisis de 
los recursos disponibles. En la cuarta parte se tiene muy en cuenta el diseño de 
la interfaz para que favorezca una buena experiencia del usuario, en la quinta 
sección se explican los diferentes entornos involucrados. En el sexto punto se 
explican qué nuevas tecnologías se han aplicado al realizar el proyecto 
comportando en ese caso una buena inyección de innovación en el 
departamento de IT de Venca. Por último, se concluye con una reflexión sobre 
los resultados, los costes aproximados y posibles mejoras de la aplicación.  
La misión fundamental del proyecto es cubrir la necesidad de disponer de una 
herramienta que facilite las publicaciones de nuevas entregas de código por 
parte de los desarrolladores. Otra misión, no menos importante, es eliminar por 
completo las incidencias producidas por errores humanos al realizar estas 
operaciones. 
Las opciones que aparecen en la Suite Deploy son aquellas a las que el 
usuario mediante una identificación, proporcionada por el administrador de la 
aplicación, tiene permiso para ejecutar. A simple vista se ve la última ejecución 
de cada proceso, quién y cuándo la ha ejecutado. También tiene la posibilidad 
de comprobar las 10 últimas ejecuciones. 
Se ha tenido que diseñar toda la aplicación web, para ello se ha optado por 
utilizar Bootstrap que simplifica este trabajo enormemente. Las interfaces 
gráficas usan HTML (Hyper Text Markup Language), CSS (Cascading Style 
Sheets) y jQuery (biblioteca de JavaScript). 
El sistema utiliza una base de datos no relacional llamada MongoDB, en ésta 
se almacenan el histórico de publicaciones realizadas por los diferentes 
usuarios y se gestionan los usuarios que tienen acceso a la aplicación. 
 




1.2 El estado del arte 
Actualmente no existe ninguna herramienta en el mercado que pueda 
integrarse en Venca de una forma fácil y sencilla para cubrir las necesidades 
que existen. Todas las aplicaciones que se utilizan para este propósito 
requieren de una formación muy completa y cubren otras muchas necesidades; 
ejemplos de este tipo de aplicaciones son: 
Puppet 
Es una herramienta que permite automatizar tareas repetitivas, publicar 
rápidamente cambios en una aplicación, escalar un entorno, etc. Puppet está 
escrito en lenguaje de programación Ruby. Es escalable y flexible y se puede 
utilizar en redes pequeñas, medias, grandes y clústeres. Funciona bajo el 




- Evita fallos humanos repetitivos. 
- Software libre. 
- Mayor rapidez para realizar un Deploy. 
- Simplifica el manejo de múltiples servidores y ambientes. 
Figura 2 – Esquema funcionamiento herramienta Puppet 





- Instalación en sistema operativo Linux versión RedHat. 
- No tiene soporte técnico. 
- Sin interfaz gráfica de administración. 
Las principales empresas que utilizan Puppet son muy conocidas: Google, 
Oracle, Twitter, etc. 
 
Chef 
Es un sistema de automatización de infraestructura desarrollada por Opscode 
que hace más fácil desplegar servidores y aplicaciones a cualquier ubicación 
física, virtual o en la nube, sin importar el tamaño de la infraestructura. Cada 
organización se compone de uno (o más) Workstations (estaciones de trabajo), 
un único servidor, y cada uno de los nodos que va a ser configurado y 
mantenido por Chef. Está escrito en Ruby y Erlang y es software libre bajo la 
licencia de Apache 2.0.  
A la hora de utilizar Chef para cliente-servidor existen tres opciones: 
Open Source Chef: Es la versión de código abierto de Chef, incluye todas las 
funcionalidades de centralización, automatización, gestión de nodos etc, 
obviamente no incluye informes o soporte como las siguientes versiones de 
este software. 
Hosted Chef: Es una de las versiones comerciales de Chef,  proporciona un 
Chef-server al que se conecta desde una máquina con un par de claves 
proporcionado en la web, existe un Workstation propio que se sincroniza con el 
servidor, incluye todas las funcionalidades de Open Source Chef y además 
implementa otras funcionalidades como informes, soporte integrado para los 
escenarios montados con alta disponibilidad, etc. La versión FREE permite 
administrar hasta 5 servidores. 






Enterprise Chef: Es la otra opción comercial de este software, incluye todas 
las funcionalidades de Hosted Chef. La diferencia es que puede ser 
desplegado detrás del firewall. 
Si por el contrario no se puede disponer de un Chef-Server, también se puede 
utilizar de la forma siguiente: 
Chef-Solo: Es una versión de código abierto de Chef-client que permite usar 
recetas en nodos que no tienen acceso a un Chef-Server. Se ejecuta 
localmente y necesita tener las recetas en la máquina y todas 
sus dependencias. 
Chef-Solo no incluye las siguientes funcionalidades: 
1. Almacenamiento de datos de los nodos 
2. Distribución centralizada de Cookbooks. 
3. Autenticación y Autorización 
4. Una API centralizada que interactúa con los integrantes de la 
infraestructura 
5. Atributos persistentes 
6. Chef-Server 
Por otro lado existen empresas que han optado por desarrollar su propia 
aplicación, como por ejemplo Etsy (en el año 2012 realizaron 6419 deploys en 
el entorno de producción, lo que supone una media de 535 al mes o 25 por día. 
196 personas publican cambios en el entorno de producción). 
Etsy es un Marketplace (www.etsy.com) usado por gente de todo el mundo 
para conectar, comprar y vender productos hechos a mano, antigüedades y 
Figura 3 – Tabla comparativa precios herramienta Chef 




materiales para manualidades. En Etsy cualquier persona puede abrir su propia 
tienda y ofrecer productos de esta tipología.  
La herramienta que han desarrollado la han bautizado como “Deployinator”, a 











Es una aplicación desarrollada íntegramente en OpenSource que se puede 
descargar del repositorio de Github (un control de versiones de código online). 
Tal y como dicen ellos “Deployinator es su creación para facilitar el trabajo de 
publicar código y que no resulte doloroso”. Deployinator es una aplicación de 
distribución de código basada en una web que realiza diferentes acciones 
presionando un botón. Ellos tampoco apostaron por una solución comercial 
porque nunca está hecha a medida, tenían los siguientes requerimientos: 
- Debía estar basada en Web. 
- Usuario (cuándo, qué y quién).  
- Adaptable a la red corporativa. 
- Ejecutar en una ubicación central  
- Transparente en cuanto a sus acciones  
Figura 4 – Imagen de herramienta de deploy de la empresa Etsy 




- Integrado con nuestras herramientas de gráficos / seguimiento  
Todas las acciones que puede efectuar el usuario se sitúan en el menú de la 
izquierda y en el cuerpo de la web se muestra el registro de las operaciones 
















































2. DEFINICIÓN DE LAS NECESIDADES  
Desde que el desarrollador integra las modificaciones demandadas por el 
negocio hasta que es aplicado en el entorno de producción donde es 
visualizado por el cliente, existen una serie de pasos involucrados en este 
proceso conocido como deploy. 
Estos pasos están marcados por los entornos en los que funciona la aplicación: 
entorno de desarrollo, entorno de test, entorno de pre-producción y entorno de 
producción. El desarrollador implementa el código directamente en el entorno 
de desarrollo y una vez terminado éste lo publica en el entorno de test para que 
el usuario de Venca, del departamento que sea, lo valide antes de pasar al 
entorno de pre-producción. Una vez subido a este entorno se pasan una serie 






























Para avanzar de una fase a otra deben cumplirse los requerimientos de cada 
etapa. Para pasar a pre-producción el cliente debe validar que los cambios 
efectuados por el equipo de desarrollo cubran sus expectativas, de lo contrario 
no se avanzará a la siguiente fase. En el último paso el código publicado en el 
entorno de pre-producción debe pasar todos los tests que existen, para esta 
misión en un servidor de la empresa hay configurado un servicio de integración 
continua bajo una aplicación llamada TeamCity.  
TeamCity es una aplicación de servidor que sirve entre otras cosas para 
compilar continuamente código publicado por desarrolladores en un repositorio 
común, ejecutar test definidos por desarrolladores para comprobar el correcto 
funcionamiento del software generado, ejecutar tests de interfecie gráfica 
simulando el comportamiento de un cliente en una aplicación web, etc. Este 
conjunto de operaciones es conocido como Integración Continua (IC), donde 
los miembros de un equipo integran su trabajo frecuentemente, cada 
integración es verificada por un compilador automático que detecta errores de 
compilación. 
Beneficios de un servidor de IC 
- Reduce el riesgo. 
- Mejora la calidad.  
- Auto detección de errores.  
- Ejecución de los tests unitarios frecuentemente. 
- Facilita el proceso de deploy. 
En Venca se utiliza esta herramienta principalmente para ejecutar 
automáticamente: 
- Test unitarios: permiten detectar un error o comportamiento no deseado 
en la codificación. 
- Test de interface: se está ejecutando continuamente un navegador 
Mozilla Firefox con el plugin Selenium el cual tiene definido una serie de 
macros que simulan el comportamiento de un cliente real. 




Si cualquiera de estos test no es validado se revisa el error para corregirlo en el 
entorno de desarrollo y así repetir todo el proceso de nuevo.  
 
2.1 La problemática existente 
Como se ha visto una compilación debe pasar por muchos entornos y 
validaciones en cada uno de ellos. Antes de iniciar este proyecto un 
desarrollador o equipo de desarrollo tras implementar una necesidad 
demandada por el cliente, debía copiar manualmente a cada entorno la versión 
del nuevo código. Esto supone conocer la arquitectura de cada entorno, 
credenciales necesarias y ubicación de repositorios de aplicaciones. En la 
copia se debe saber qué partes de código se pueden sustituir dejando la 
aplicación funcionando con los cambios realizados. 
Este método comporta una serie de problemas detectados: 
- Dependencia de conocimientos de Sistemas por parte del usuario: 
el usuario debe conocer de cada aplicación como se estructuran los 
diferentes entornos, dónde están ubicados y que credenciales debe 
utilizar para acceder manualmente. 
- Proceso muy lento: cada vez que ha de publicarse una nueva versión 
hay que replicarla en el entorno correspondiente. 
- Errores humanos: al tratarse de un proceso totalmente manual la 














2.2 Necesidades a cubrir 
Vista la problemática que presenta el modelo actual y los errores que se han 
ido generando debido al tedioso trabajo de este tipo de operaciones, se ha 
optado por encontrar una solución que facilite estos procesos y que minimice al 
máximo el tiempo dedicado por parte del usuario. Para todo esto se valoran las 
siguientes necesidades:  
- Automatización: Poder publicar nuevas versiones de aplicaciones en 
los diferentes entornos donde esta corra de forma automatizada.  
- Accesibilidad: Debe ser accesible por cualquier usuario autorizado 
mediante una credencial que otorga el acceso a la ejecución de todos 
los procesos en los que está habilitado y lo puede hacer desde cualquier 
equipo corporativo.  
- Transparencia: Mostrar el progreso del proceso en todo momento hasta 
la finalización del mismo. Si existe algún tipo de error debe detenerse la 
ejecución y mostrar un mensaje informativo. 
- Sencillez: Ofrecer una interfaz gráfica intuitiva y clara de los diferentes 
procesos que el usuario puede ejecutar. 
- Recopilación: Comprobar las últimas ejecuciones de cada proceso, 












El proyecto se crea a partir de una mezcla de conocimiento y nuevas 
tecnologías. Según lo ofrecido por el equipo de Sistemas de Venca, que tan 
solo es un servidor virtual con sistema operativo Windows Server 2008 R2 
compartido con el equipo de ITFrontOffice como servidor de test, se debe 
construir un ecosistema donde funcione la aplicación teniendo en cuenta todas 
las necesidades a cubrir.  
 
3.1 Requerimientos de la aplicación 
En este punto se desglosan los elementos necesarios para el proyecto: 
- Servidor Web: debe dar soporte a la aplicación y ser accesible por 
cualquier usuario acreditado de la corporación, por lo tanto no será 
visible desde Internet. 
- Base de datos: debe almacenar los datos de cada ejecución 
manteniendo un histórico. Tiene registrados todos los usuarios de la 
Suite Deploy que están autorizados y están diferenciados por el equipo 
al que forman parte. 
- Lenguaje de interconexión: ha de hacer posible la conexión entre los 
diferentes elementos tanto del FrontEnd como del BackEnd. 
- Lenguaje de programación del FrontEnd: la parte visible de la 
aplicación. 
La Suite Deploy debe dar soporte a todos los equipos de desarrollo del 
departamento de IT. El equipo de SCM (Supply Chain Management) se 
encarga de dar soporte informático a todos los procesos de logística: gestión 
del stock del almacén, facturación, exportación, subcontrataciones, etc. El 
equipo de ITBackoffice principalmente da soporte al departamento de compras, 
marketing offline y Business Intelligence y por último el equipo de ITFrontOffice 
que da soporte a marketing online (principalmente aplicaciones web) y al 
departamento de ventas.  




Debido a esta agrupación de usuarios se tiene en cuenta cada desarrollador a 
qué equipo pertenece para diferenciarlo de los procesos a los que debe tener 
acceso.   
Las aplicaciones de las que cada equipo se encarga de mantener, están 
ubicadas habitualmente en diferentes servidores. Cada área tiene sus propios 
entornos de test, pre-producción y producción.  
- Los entornos de test tienen centralizadas todas sus funcionalidades en 
un único servidor, por tanto ITFrontOffice tiene su propio servidor de 
test, IT BackOffice posee el suyo al igual que SCM.  
 
- Los entornos de pre-producción deben tener las mismas características 
que los de producción para que las pruebas de comportamiento no 
difieran en rendimiento cuando la versión es subida a producción. Sobre 
los servidores que prestan servicio al FrontEnd existe un elemento 
conocido como balanceador que envía peticiones por igual a los nodos 
subyacentes. En el caso que caiga un servidor el balanceador no le 












Cada equipo en el entorno de pre-producción dispone de dos servidores 
que prestan servicio a las diferentes aplicaciones allí alojadas. 
 
Figura 6 – Esquema de balanceador con 2 nodos subyacentes 
Balanceador
Servidor 1 Servidor 2




- Los entornos de producción, al igual que pre-producción, disponen de un 
elemento previo que regula el tráfico hacia los mismos, que es el 
balanceador. En el caso de los equipos de SCM e ITBackOffice todas 
las aplicaciones que manejan las tienen alojadas en 2 servidores 
balanceados. Para ITFrontOffice, han existido hasta 20 servidores 

















Servidor 1 Servidor 2 Servidor 3 Servidor 4 Servidor n
Figura 7 – Esquema de balanceador con n nodos subyacentes 




3.2 Selección de elementos 
3.2.1 Elección del lenguaje de programación 
Para elegir el lenguaje de programación se tienen en cuentan las siguientes 
premisas: 
- Conocerlo: no apostar por un lenguaje en el que se deba realizar una 
formación previa. 
- Universal: interpretado por cualquier dispositivo. 
- Desarrollo rápido de la aplicación. 
Para cumplir con estas necesidades se barajan las diferentes opciones: C++, 
C# y JavaScript.  
Se descarta en primera opción C++ porque en la empresa Venca no se trabaja 
con este lenguaje, por tanto mi experiencia como programador en este lenguaje 
se limita tan sólo al tiempo de programación en la Universidad y resulta más 
complicado que las otras dos alternativas. 
Las opciones restantes son conocidas en mayor medida. C# es el lenguaje más 
utilizado en la empresa Venca para implementar aplicaciones corporativas 
(Venca no fabrica software para terceros), lo que supone una gran experiencia 
personal ya que he implementado anteriormente multitud de funcionalidades en 
diferentes aplicaciones. Por otra parte existe JavaScript del cual no poseo una 
experiencia tan dilatada, pero recientemente se ha realizado una formación 
completa en el departamento de IT sobre este lenguaje.  















 - Amplio soporte de estructuras, 
componentes, etc. 
- Codificaciones especiales para: programas 
de escritorio de Windows, páginas Web, etc. 
- Validación de formularios. 
- Efectos dinámicos en navegador. 








-  El código se ejecuta en el servidor. 
- Necesario incluir funciones de JavaScript 
para realizar efectos. 
La seguridad es su talón de Aquiles, puesto que se 




Debido a que JavaScript se ejecuta directamente en el navegador Web que 
utiliza un usuario de tal manera que se puede aprovechar toda la potencia que 
este da y que en C# es necesario incluir fragmentos de código JavaScript para 
realizar los efectos de visualización que requiera la aplicación, se ha optado por 
apostar por JavaScript como único lenguaje de programación. El punto débil de 
JavaScript en cuanto a la seguridad queda solventado con cerrar la aplicación 
para que funcione únicamente en la red de la empresa Venca. 
 
3.2.2 Elección del servidor web  
Como se ha comentado anteriormente, ya se dispone de un servidor web 
montado sobre sistema operativo Windows Server 2008 R2 y no existe otra 
posibilidad debido a los requerimientos corporativos. No es posible contar con 
otro tipo de servidor, como por ejemplo Apache por falta de recursos y también 
porque el equipo de Sistemas en Venca no posee un gran conocimiento en la 
gestión de este tipo de servidor Web. 
 
 
Figura 8 – Comparativa entre leguajes C# y JavaScript 




3.2.3 Elección de la base de datos  
A la hora de seleccionar servidor de base de datos existen tres alternativas: Sql 
Server 2008 R2, MariaDB y MongoDB.  
Una de las principales desventajas de utilizar Microsoft SQL Server en lugar de 
un sistema de gestión de base de datos relacional alternativa como MySQL es 
que las opciones de licencia son bastante caras. Aunque el uso del software 
con fines educativos o de desarrollo es libre, cualquier tipo de uso de la 
empresa incurre en una cuota de licencia. Para SQL Server 2008, por ejemplo, 
SQL Server Standard Edition cuesta 7.171 dólares por procesador. Otra gran 
desventaja es la enorme cantidad de memoria RAM que utiliza para la 
instalación y utilización del software. Para trabajar correctamente con SQL 
Server 2008 Microsoft recomienda un mínimo de 4GB. El servidor con el que se 
cuenta tiene instalados 4GB de memoria que tiene que ser compartida con los 
demás servicios configurados (servicio web, servicio de email, etc). Por estos 
motivos queda descartada la primera opción.  
Las otras dos alternativas ofrecen unas características similares por las que se 
elabora una comparativa de prestaciones: 
Característica MariaBD MongoDB 
Licencia Open Source Open Source 
Lenguaje Implementación C y C++ C++ 









Modelo de Base de datos Relacional Documental 
Soporta JavaScript NO SÍ 
 
 
Gracias a la elaboración de este análisis se decide por apostar por MongoDB, 
ya que es Open Source (no tiene coste alguno), utiliza un lenguaje de 
implementación conocido (C++), permite la instalación en el sistema operativo 
Figura 9 – Comparativa Bases de Datos 




del que se dispone (Windows), aporta un plus ofreciendo un modelo 
documental orientado a la programación de objetos directamente almacenado 
como documentos y sobretodo soporta JavaScript que es el lenguaje elegido 
para realizar nuestra aplicación. 
Por lo tanto, la base de datos de la aplicación corre bajo MongoDB que es un 
sistema de base de datos multiplataforma orientado a documentos, de 
esquema libre. Esto significa que cada entrada o registro puede tener un 
esquema de datos diferente, con atributos o “columnas” que no tienen por qué 
repetirse de un registro a otro. Está escrito en C++, lo que le confiere cierta 
cercanía a los recursos de hardware de la máquina, de modo que es bastante 
rápido a la hora de ejecutar sus tareas. Además, está licenciado 
como GNUAGPL 3.0, de modo que se trata de un software de licencia libre.  
 
 
3.2.4  Elección del servicio del servidor  
Al tratarse de un servidor con sistema operativo Windows lo más fácil es 
configurar el IIS (Internet Information Services, servicio de Windows que 
gestiona sitios web) para que preste servicio a nuestra aplicación. Pero ya que 
se ha elegido JavaScript como lenguaje de programación y MongoDB como 
base de datos (ambos son Open Source) se apuesta por NodeJS.  
NodeJS es un intérprete de JavaScript que trabaja en el lado del servidor 
cambiando la noción de cómo trabaja un servidor tradicional. Permite al 
programador construir aplicaciones altamente escalables y permite construir un 
código que maneja un hilo de procesador en la ejecución de un proceso, por lo 
que aporta un gran potencial en la ejecución de varios procesos al mismo 
tiempo en el servidor. Es decir, pueden ejecutarse diferentes procesos al 









Servidor 1 Servidor 2
Balanceador
Servidor 1 Servidor 2
3.3 Configuraciones 
Para implantar esta aplicación en el servidor proporcionado se debe verificar 
que tenga acceso a los demás servidores que presten alojamiento a las 
diferentes aplicaciones ya que el servidor que aloja la aplicación ha de tener 


















Entorno compartido para 
SCM e ITBO 
ENTORNO DE PRODUCCIÓN 
Balanceador
Servidor 1 Servidor 2
Balanceador
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Entorno dedicado para 
ITFO 
Figura 10 – Configuración entorno 
ENTORNO DE PRE-PRODUCCIÓN 
Entorno dedicado para 
ITFO Servidor 
Suite Deploy 
Entorno compartido para 
SCM e ITBO 




3.3.1 Configuración de servidores   
Se comprueba mediante el comando PING de la consola de sistema de 
Windows que hay acceso a todos los servidores de aplicaciones desde el 
servidor que aloja la aplicación. Antes se accede a cada servidor comprobando 
que está habilitado el comando PING. 
Los scripts que van a ser ejecutados en el servidor de la Suite Deploy 
modifican el estado de directorios de destino por lo que es necesario que el 
usuario con el que se conecta al servidor destino tenga permisos de escritura. 
Para facilitar esta tarea se utiliza el usuario administrador y se modifica la 
contraseña de éste en todos los servidores para que sea siempre la misma y 
simplifique la operativa. 
 
3.3.2 Configuración de scripts  
La parte más tediosa de la aplicación es generar todos los scripts necesarios 
para poder llevar a cabo todas las publicaciones. En cada script debe 
declararse la conexión remota que incluye IP del servidor destino, usuario y 
contraseña.  
Mediante el comando robocopy de sistema se especifica cada directorio a 
copiar siempre modificando el destino con los cambios más recientes y 
guardando un archivo de registro de cada operación. Es importante excluir 
archivos de configuración (no pueden sobrescribirse estos archivos por los de 
origen puesto que cada entorno tiene diferenciado diferentes parámetros que 
indican las fuentes a dónde atacar), directorios que no tienen sentido ser 
copiados y archivos que deben ser ignorados (por ejemplo archivos de imagen 
que publica el usuario de marketing). 
Una vez definido todo el contenido que debe ser traspasado es muy importante 
cerrar la conexión con el servidor destino a fin de evitar dejar conexiones 
abiertas que impidan ejecuciones posteriores. 
 




3.3.3  Creación de usuarios 
Los usuarios autorizados a utilizar la aplicación se dan de alta en la base de 
datos para facilitar su gestión. Mediante una colección dedicada a la gestión de 
usuarios llamada logins se dan de alta todos y cada uno de los desarrolladores 
que utilizarán la herramienta Suite Deploy.  
Al tratarse de una base de datos no relacional facilita la tarea de crear los 
usuarios generando éstos como diferentes objetos JSON (es el lenguaje que 
estructura los documentos de MongoDB). Lo que interesa del usuario es: 
- Nombre: se utiliza el nombre como login y como nick. 
- Contraseña: se establece una contraseña por defecto que el usuario 
siempre puede cambiar. 
- Grupo: a qué área pertenece el usuario (ITFrontOffice, ITBackOffice o 
SCM), da acceso a las diferentes publicaciones existentes en su equipo. 
- Intereses: dentro de las aplicaciones se diferencian dos tipos: 
aplicaciones web y servicios web. Existen usuarios que tan solo trabajan 

















4. DISEÑO DE LA INTERFAZ  
Este punto se ha trabajado bajo el principio básico de usabilidad web. La 
usabilidad es la medida de la calidad de la experiencia que tiene un usuario 
cuando interactúa con un producto o sistema. Esto se mide a través del estudio 
de la relación que se produce entre las herramientas (entendidas en un Sitio 
Web el conjunto integrado por el sistema de navegación, las funcionalidades y 
los contenidos ofrecidos) y quienes las utilizan, para determinar la eficiencia en 
el uso de los diferentes elementos ofrecidos en las pantallas y la efectividad en 
el cumplimiento de las tareas que se pueden llevar a cabo a través de ellas.  
Cabe indicar, finalmente, que la norma internacional ISO 9241-11: Guidance on 
Usability (1998) hace referencia a la Usabilidad y ofrece una definición de su 
contenido y alcance: 
La Usabilidad se refiere al grado en que un producto puede ser usado por 
usuarios específicos para conseguir metas específicas con efectividad, 
eficiencia y satisfacción dado un contexto específico de uso. 
Es importante indicar que la Usabilidad es una disciplina que nace en Estados 
Unidos y florece gracias al desarrollo computacional, consolidándose como una 
práctica habitual con la aparición de los Sitios Web en la década de los 90’s. 
Características principales de la usabilidad 
Dadas las definiciones anteriores es claro que abordar la usabilidad implica 
también revisar una serie de aspectos relacionados con el uso y la manera en 
que las personas se relacionan con los sistemas que se les ofrecen. 
Por lo mismo, se ha hecho necesario hacer una serie de comprobaciones de 
estos aspectos, mediante la revisión completa de la forma en que el espacio 
digital apoya a los usuarios en cumplir sus tareas en la mejor forma posible. 
Dicha revisión debe ser hecha a través de diferentes factores, entre los que se 
cuentan los siguientes: 




 Facilidad de aprendizaje: define en cuánto tiempo un usuario, que nunca 
ha visto una interfaz, puede aprender a usarla bien y realizar operaciones 
básicas. 
 Facilidad y eficiencia de uso: determina la rapidez con que se pueden 
desarrollar las tareas, una vez que se ha aprendido a usar el sistema. 
 Facilidad de recordar cómo funciona: se refiere a la capacidad de 
recordar las características y forma de uso de un sistema para volver a 
utilizarlo a futuro. 
 Frecuencia y gravedad de errores: plantea la ayuda que se le entrega a 
los usuarios para apoyarlos cuando deban enfrentar los errores que 
cometen al usar el sistema. 
 Satisfacción subjetiva: indica lo satisfechos que quedan los usuarios 
cuando han empleado el sistema, gracias a la facilidad y simplicidad de uso 
de sus pantallas. 
 
Funcionamiento de la aplicación 
El usuario utiliza la aplicación web para realizar las peticiones de Deploy al 
sistema. Una vez ha terminado el Deploy se genera un documento en la base 
de datos que registra la operación, se modifica la interfaz web mostrando el 







Figura 11 – Diseño conceptual de una petición de usuario 




A la hora de diseñar el entorno gráfico de la aplicación se ha tenido muy en 
cuenta no sobrecargar la pantalla donde el usuario realiza las diferentes 
operaciones en las que ha sido autorizado. Debe tener muy claro los diferentes 
procesos que tiene a su disposición y entenderlos con el lenguaje que utiliza 
habitualmente, de lo contrario podrían producirse errores no deseados por falta 
de información.  
Se ha seguido una filosofía común en el diseño de aplicaciones web por tal de 
facilitar la interacción del usuario en la suite.  
- Encabezado: tener un encabezado donde a un lado está fijado el nombre 
de la aplicación  y al otro el acceso a las opciones que dispone el 
usuario a la hora de gestionar su cuenta si se ha identificado o en caso 






- Menú lateral: panel situado a la izquierda para en el caso que un usuario 
disponga de muchos procesos y no se muestren todos en la misma 
pantalla, tener accesos directos que sitúen el foco de la pantalla en la 
opción deseada tal y como se muestra en la figura 12. Este menú no es 
siempre visible, ya que existen usuarios que no disponen de tantas 
opciones y no es necesario sobrecargar la pantalla. Esta distinción se ha 




Figura 12 - Usuario sí identificado 
Figura 13 - Usuario no identificado 













- Cuerpo: es la parte donde se muestran todos los procesos disponibles en 
los que ha sido autorizado el usuario identificado, clasificados por el 













Figura 14 – Menú usuario equipo ITFrontOffice 
Figura 15 – Procesos de usuario de ITFrontOffice 




Una vez diseñados los diferentes elementos que conforman la interfaz gráfica 
se diseñan las diferentes páginas que la suite puede mostrar: 
- Página de inicio de sesión 
- Página principal 
- Página de proceso 
- Página de evolución y resultado del proceso 
- Página de recordatorio de contraseña 
- Página de cambio de contraseña 
- Página de histórico de proceso 
 
4.1 Página de inicio de sesión 
Esta es la primera página que ve el usuario cuando intenta acceder a la 
aplicación web. Tal y como se puede observar en la figura 16, la página pide 
una autenticación válida mediante un usuario y una contraseña. Al tratarse de 
una aplicación corporativa el acceso mediante navegador web tan sólo está 
accesible en la red interna de Venca. Esto se consigue configurando el DNS 




Figura 16 – Pantalla de login 




El usuario en este punto tiene 2 opciones: 
- Identificarse: ha de disponer de un usuario y contraseña. 
- Recordar contraseña: debe ingresar el correo electrónico de Venca con el que 
el administrador lo ha dado de alta (esta página se detalla más adelante en el 
punto 4.5).  
En la primera opción el usuario debe ingresar su identificador y contraseña 
facilitado por el administrador de la aplicación. Cuando se presiona el botón 
“Sign in” se realiza una llamada a la base de datos MongoDB con un objeto 
creado a partir del usuario y contraseña para validar que existe en el sistema. 
Si el resultado no es satisfactorio se muestra una pantalla con mensaje 
informativo tal y como muestra la siguiente imagen: 
 
 
Si el resultado es satisfactorio el usuario pasa a ver una página con todas las 
operaciones que tiene a su alcance. 
Figura 17 – Error de inicio de sesión 






Cuando un usuario ha conseguido identificarse correctamente se guarda una 
cookie en el navegador (deben estar habilitadas) que hace que la próxima vez 
que ingrese en la aplicación no tenga que volver a ver la pantalla de inicio de 
sesión. Esta cookie se conserva aunque el navegador web se cierre y tan solo 
se pierde en el caso que el usuario la borre manualmente o haga un borrado 





Figura 18 – Identificación satisfactoria 




4.2 Página principal  
Esta es la primera página de la aplicación web que el usuario ve cuando se 
conecta al servidor y ha introducido una autenticación correcta. Al acceder se 
muestran todas las opciones que tiene disponibles. 
ITFrontOffice es el equipo que más aplicaciones debe gestionar por eso en la 
página principal existe un menú de selector de proyectos, sólo para usuarios de 
este equipo, para publicar cada aplicación por separado o si el desarrollador lo 
desea todos los proyectos uno tras otro. Otra medida para facilitar la búsqueda 
del proceso correspondiente a lanzar es situar el menú lateral para los usuarios 
de este equipo tal y como mostraba la figura 18. 
 
 
Cuando el usuario de ITFrontOffice clica en uno de los botones cambia la URL 
de la aplicación añadiendo un subdirectorio, por ejemplo si accede al botón 
ShopES la url es: http://deploy/ShopES. Esto llama a un controlador del 
backend que carga un fichero HTML dedicado a la aplicación marcada, para el 
ejemplo comentado cambia los procesos a lanzar mostrando tan sólo los que 
afectan a ShopES. 
Figura 19 – Menú selector de aplicaciones 






En la página principal el usuario ve los diferentes procesos en los que ha sido 
autorizado para ejecutar. Cada proceso muestra un texto descriptivo indicando 
qué aplicaciones se ven afectadas tras su ejecución. Bajo este titular, siempre 
de color azul por motivos de usabilidad, se muestra con el detalle preciso 
cuándo ha sido la última ejecución (día y hora exacta) y por parte de qué 
usuario ha sido realizada la acción. Este texto se extrae de la base de datos, 
puesto que cada ejecución graba un registro formado por el objeto de usuario y 
la operación ejecutada. 
 
 
Si es necesario también existe la opción de consultar el histórico de las últimas 
10 ejecuciones presionando el botón de justo debajo que indica “histórico”. Una 
Figura 20 – Procesos únicos de ShopES 
Figura 21 – Proceso de publicación en el entorno de pre-producción de todos los proyectos web  




vez presionado este botón se muestra la página de histórico de proceso que se 
detalla posteriormente. 
El botón de color verde titulado como “iniciar”, inicia el proceso descrito en el 
titular. Por ejemplo, en la figura 10 el usuario puede lanzar el proceso de subida 
al entorno de pre-producción todos los proyectos web, basta con presionar el 
botón verde de “iniciar” para empezar el proceso.  
También se puede apreciar que la cabecera ha cambiado [figura 18]. Ahora 
muestra en la parte derecha el nombre del usuario que ha iniciado la sesión, 
además existe un desplegable con dos opciones: 




- Cambiar contraseña: es la primera opción que se muestra en el 
desplegable. El usuario tiene la posibilidad de modificar la contraseña 
que le ha sido proporcionada por el administrador de la aplicación o si ya 
lo había hecho anteriormente puede volver a cambiarla cuando lo desee. 
Al presionar este enlace se abre un diálogo que se detalla más adelante. 
- Logout: significa cerrar la sesión. Cuando se presiona este enlace 
finaliza la sesión en la aplicación provocando que un nuevo acceso a la 
suite muestre en primera instancia la página de inicio de sesión. Para 
conseguir este efecto, el enlace llama a una función JavaScript que 
modifica la cookie del navegador vaciando el valor establecido cuando 
se ha iniciado la sesión. Una vez realizada la operación, esta función 
redirige a la página de inicio de sesión. 
 
Figura 22 – Opciones disponibles en el menú de usuario 




4.3 Página de proceso  
Una vez que el usuario ha iniciado el proceso deseado, mediante el botón 
verde situado justo a la derecha del titular de color azul (tal y como mostraba la 
figura 21), observa que aparece una ventana emergente que detalla las 
repercusiones de su ejecución mostrando qué afectaciones tiene. 
 
 
Esta ventana está estructurada en 3 bloques: 
- Titular: breve texto que indica el objetivo del proceso a lanzar. 
- Texto descriptivo: una explicación de lo que realmente va a hacer el 
script que se lance detallando a qué aplicaciones va a afectar su 
ejecución.  
- Acciones: el usuario tiene la posibilidad de no iniciar el proceso 
presionando el botón de color gris que indica “cancelar”, este comando 
llama a una función JavaScript que simplemente hace un volver en el 
navegador. También puede conseguir este propósito presionando la “X” 
que aparece en la ventana en la parte superior derecha.  
Si está convencido de continuar con su propósito basta con que 
presione el botón azul de “iniciar copia”, que llama a un método dónde 
está especificado qué debe hacer. Una vez presionado este botón ya no 
existe vuelta atrás y se muestra la página de evolución y resultado del 
proceso que a continuación se detalla. 
Figura 23 – Ejemplo de página de proceso 




4.4 Página de evolución y resultado del proceso  
Una vez iniciado el proceso por parte del usuario mediante el botón azul de 




El botón anteriormente presionado por el usuario llama a un método que 
captura el identificador del proceso a lanzar y lo transmite a NodeJS. Según 
este parámetro de entrada hay asignado un determinado script a ejecutar en el 
servidor de la suite. El script se lanza enviándole a una función JavaScript todo 
el contenido que va mostrándose en la consola de ejecución. Mediante la 
librería JQuery de JavaScript se captura esta información y se realiza la 
animación formada por una barra de progreso y una ventana que contiene la 
respuesta de NodeJS. Si el proceso termina sin errores se graba en base de 
datos en la colección de deploys un registro formado por el id_proceso, el 
Figura 24 – Ejemplo de página de evolución y resultado del proceso 




nombre del usuario y la fecha de ejecución. En caso contrario se detiene el 
proceso.  
Una vez finalizado el proceso se graba un archivo de registro en un directorio 
del servidor de la suite.  
Aunque el usuario cancele el proceso el deploy continúa en segundo plano. 
Este es un aspecto que requiere de mejora y se tratará como acciones a 
mejorar. 
 
4.5 Página de recordatorio contraseña 
Si el usuario no recuerda la contraseña para acceder a la suite tiene la opción 
de recordarla. Para ello en la página de inicio de sesión debe clicar en el enlace 




En el campo a rellenar debe introducir su correo de Venca para recibir la 
contraseña que el sistema tiene registrada. Una vez rellenada la información el 
usuario clica en el botón azul “aceptar” y éste dispara una función JavaScript 
que hace una consulta a MongoDB con el texto introducido. En la consulta tan 
sólo se especifica la contraseña realizando un barrido por la colección de 
usuarios. Si no encuentra ninguna coincidencia se muestra un mensaje de error 
invalidando la acción. 
Figura 25 – Ventana de recordatorio de contraseña 






Si por el contrario la consulta ha encontrado un usuario dado de alta con este 
email se dispara desde NodeJS un envío de email que como enviador es una 
cuenta habilitada sólo para este propósito: deploy@venca.es, con destinatario 
el correo electrónico introducido, asunto “Recordar contraseña Suite Deploy” y 









Figura 27 - Recepción por email de cambio de contraseña 
Figura 26 – Mensaje de email no existente 




4.6 Página de cambio de contraseña 
Como se ha comentado anteriormente, un usuario puede cambiar cuando 
quiera la contraseña de acceso y puede hacerlo tantas veces como quiera. 
Para ello, una vez identificado, en el menú de usuario situado en la parte 
superior derecha ha de desplegarlo y clicar en la opción “Cambiar Password”. 
Seguidamente, aparece una ventana emergente con 3 campos que impiden ver 
por pantalla el texto introducido tal y como muestra la siguiente imagen. 
 
 
Como se puede observar en la figura 28, en el primer campo debe introducirse 
la contraseña actual y en los siguientes una nueva que sea exactamente la 
misma en los dos campos. Para validar que los datos introducidos son 
correctos, en cuanto el usuario presiona el botón azul de “Aceptar” una función 
de JavaScript hace una llamada a base de datos con el usuario identificado y el 
texto introducido en contraseña actual. Si la respuesta es correcta salta a la 
siguiente validación, si no aparece un mensaje describiendo el error. 
 
Figura 28 – Ejemplo de página de histórico de proceso 
Figura 29 – Introducción errónea de contraseña actual 




En el caso que se haya pasado la primera validación se comprueba que la 
nueva contraseña introducida y la repetición coincidan. Si no es así aparece el 
correspondiente mensaje de error: 
 
 
Si el proceso ha pasado todas las validaciones de JavaScript, se actualiza el 










Figura 30 – Repetición errónea de la nueva contraseña 




4.7 Página de histórico de proceso 
Como se ha comentado anteriormente parar acceder a esta página se debe 
presionar al botón histórico del proceso deseado  en la página principal.  
Esta no es una página como tal, sino más bien una ventana emergente. Pero 
requiere de un diseño para mostrar los datos de forma clara y concisa.  
 
 
Cuando el usuario hace una petición a la aplicación para conocer el histórico de 
ejecuciones de un proceso mediante el botón “Histórico”, lo que hace en la 
realidad, es llamar a una función JavaScript que se comunica con la base de 
datos MongoDB. Esta función hace una consulta a MongoDB limitada a los 10 
últimos registros de un  id_proceso. El resultado es una respuesta de un vector 
de 10 posiciones, donde cada posición contiene un objeto usuario y un objeto 
deploy. De estos 2 objetos se extrae el nombre del usuario y la fecha completa. 
Para ofrecer la total usabilidad se incluye un texto descriptivo a modo de titular 
y se habilita la función cerrar mediante el botón inferior y la “X” e n la esquina 




Figura 31 – Ejemplo de página de histórico de proceso 












































En el gráfico se observa que el servidor de la Suite Deploy principalmente 
funciona con NodeJS. En Node existen multitud de librerías para conseguir 
implementar infinidad de funcionalidades  que un servicio de servidor 
tradicional ofrece: 
- Protocolos HTTP/HTTPS: se consigue esta funcionalidad con la librería 
Express que ofrece un framework web sobre NodeJS. 
- Nodemailer: librería utilizada para enviar emails desde NodeJS. 
- Mongoose: permite conectar desde NodeJS con una instalación de 
MongoDB. 
- EJS-locals: librería que brinda la posibilidad de tener plantillas creadas en 
NodeJS para trabajar con JavaScript de tal manera que se puede 
estructurar el proyecto simulando el framework  MVC de Microsoft Visual 
Figura 33 – Esquema elementos aplicación Suite Deploy 




Studio para C#. Este framework es el que se utiliza actualmente en los 
equipos de desarrollo de Venca, se estructura en un modelo de vista y 
controlador. Donde el controlador es el método que realiza las acciones y 
la vista la representación en código html. 
- Child-Process: crea instancias de procesos secundarias para poder 
realizar procesos asíncronos. 
Ya que el servidor donde se aloja la aplicación está montado en un sistema 
operativo Windows Server 2008 R2, para aprovechar el potencial que ofrece el 
servicio web de Windows (IIS) se instala en éste la extensión IISNode para 
habilitar un sitio web que ofrece servicio permanente a la aplicación. 
 
5.1 Implementación del FrontEnd  
El desarrollo de la aplicación en el Frontend se lleva a cabo bajo la librería EJS-
local de NodeJS que brinda una estructura más entendible parar el 
desarrollador.  
Por un lado todo el contenido donde se albergan imágenes, hojas de estilo 
CSS y archivos JavaScript heredado de terceros se concentra en una carpeta 
“content” tal y como muestra la siguiente imagen: 






Las hojas de estilo CSS que se observan en la figura anterior corresponden en 
su mayoría a las descargadas del framework de BootStrap. La master.css es la 
hoja de estilos que se ha generado para cambiar aspectos visuales no 
deseados de BootStrap y añadir otros nuevos. Por ejemplo, se han añadido 
varias fuentes que modifican la tipografía, personalizar las ventanas 
emergentes, el menú de usuario, etc. 
Gracias al funcionamiento de BootStrap no es necesario llenar el directorio de 
imágenes de diferentes iconos que la aplicación muestra. Los archivos 
glyphicons  son unos archivos de imagen que contienen un mapa de  diferentes 
iconos. 
Figura 34 – Estructura directorio contenido estático 






BootStrap mediante  sus archivos propios de JavaScript proporciona multitud 
de funciones que no es necesario implementar. 
Una vez que se establece un orden en el contenido estático de la aplicación 
toca el turno de organizar la parte dinámica, es decir, la parte de programación. 




Figura 35 – Ejemplo de archivo glyphicons 
Figura 36 – Estructura directorio contenido dinámico 




Como se puede apreciar en la figura 36 dentro de NodeJS se crea un directorio 
“views” donde ubican las diferentes páginas de la aplicación. Como se ha 
comentado, se quiere emular el framework de MVC donde las vistas (views) 
son la parte del FrontEnd de la aplicación.  
Dentro del directorio “views” se estructuran los diferentes entornos con los que 
se operan (pre y pro), la carpeta “modals” contiene todas las ventanas 
emergentes que puede mostrar la aplicación, la carpeta “shared” elementos 
comunes en todas las páginas (menú de usuario y cabecera) y los demás 
ficheros de páginas HTML “dedicadas” a la aplicación correspondiente.  
En el desarrollo del FrontEnd  no se toma ninguna decisión ni hay funciones 
que apliquen lógica, es una programación de presentación para el usuario. Esta 
capa de presentación tiene como objetivo informar en todo momento de las 
acciones que se efectúan qué resultados produce.  
 
5.2 Implementación del BackEnd  
Se utiliza NodeJS para aprovechar al máximo los recursos del servidor donde 
está instalado, un desarrollador puede llevar a la parte del BackEnd toda la 
potencia de un navegador “fabricando” un servidor con código JavaScript que 
está escuchando peticiones permanentemente. También al utilizar este 
framework (NodeJS) es posible tener llamadas asíncronas al sistema mediante 
sockets asíncronos. 
Para que manejar las peticiones POST (un método de petición HTTP) de forma 
no bloqueante, es decir, asíncrona, Node.js hace llegar la información 
proveniente del cliente en pequeñas porciones usando callbacks que son 
invocados ante eventos específicos. Cuando una porción de información llega, 
se dispara el evento data, cuando toda la información ha sido cargada, se 
dispara el evento end, de esta manera se puede manejar la llegada de datos 
desde el formulario de forma asíncrona. 




Lo primero es decirle a Node.js qué funciones debe de invocar cuando los 
eventos se disparen. Para hacerlo, es necesario añadir listeners al 
objeto request en el callback que es invocado cuando el servidor recibe una 
petición.  
En la programación del script donde se construye el servidor de la aplicación 
denominado como miniserver.js se programan una serie de controladores que 
se llaman desde el FrontEnd: 
- Login: recibe las llamadas correspondientes a acciones del menú de 
usuario (doLogin, doLogout, changePass, rememberPass) 
- Copy: mediante los parámetros de la URL from/to que envía el FrontEnd 
se ejecuta el script específico. 
- GetLastCopys: llamada desde el FrontEnd para cargar en la página 
principal la información del último deploy en cada proceso a mostrar. 
- GetHistoricsCopys: llamada desde el FrontEnd mediante el botón 
“histórico” con un id_proceso. 
En el Backend, se programan las comunicaciones necesarias entre los 
diferentes elementos para que los procedimientos se lleven a cabo 
correctamente. Los elementos necesarios para la Suite Deploy son la base de 
datos MongoDB, el sitio web que aloja la aplicación, el servidor de envío de 
emails y el servidor programado en JavaScript de NodeJS. Este último 
elemento es el que interconecta al resto y dirige la lógica de la aplicación.  
Tal y como se ha comentado en el comienzo de este capítulo NodeJS dispone 
de unas librerías que permiten configurar infinidad de servicios. En la Suite 
Deploy se han utilizado las siguientes librerías: 
- “Http” para ofrecer servicio web. 
- “Child_process” para ejecutar procesos de forma asíncrona. 
- “Mongoose” para conectarse a la base de datos MongoDB. 




- “EJS-locals” para ofrecer un framework de programación más orientado a 
objetos. 
- “Nodemailer” para poder realizar envío de emails. 
- “Fs” y “path” para poder trabajar con directorios. 
- “Socket.IO” para ofrecer una conexión bidireccional en la que el cliente web 



















5.3 Configuración de servicios  
Además de configurar todas las conexiones necesarias desde NodeJS hacia 
los diferentes elementos que hacen posible que la aplicación funcione, es 
necesario instalar y configurar estos propios elementos. 
 
5.3.1 Internet Information Service (IIS) 
IIS es un componente de Windows que permite convertir un sistema Windows 
en un servidor de Internet. Microsoft ha desarrollado múltiples versiones de IIS. 
La versión 7.5 es la que se distribuye con Windows Server 2008 R2 y es la 
utilizada para servir la aplicación Suite Deploy. 
IIS proporciona, entre otros, los siguientes servicios: 
 Servicio de ficheros mediante el protocolo HTTP/HTTPS (Hypertext 
Transfer Protocol.)   
 Servicio de ficheros mediante el protocolo FTP (File Transfer Protocol.) •  
 Servicio de correo mediante el protocolo SMPT (Simple Mile Transfer 
Protocol.)   
 Servicio de noticias mediante el protocolo NNTP (Network News Transfer 
Protocol.)  
Para la aplicación se utiliza el servicio HTTP, que es utilizado básicamente para 
que un servidor publique páginas web. 
Un servidor Windows que ejecuta IIS puede prestar sus servicios en Internet 
(ser accesible desde la Web), si cuenta con el soporte de un ISP (Internet 
Service Provider). Sin embargo, también puede prestar sus servicios dentro de 
una Intranet (red corporativa), como por ejemplo, la de la empresa Venca.  
Hay dos herramientas básicas para administrar IIS, el Administrador de 
Internet Information Services que permite administrar tanto el servidor local 
como servidores remotos y la Herramienta de administración remota (HTML) 
que  permite administrar un servidor web desde cualquier navegador que tenga 
acceso a dicho servidor. Así si el servidor está en Internet (también puede 




funcionar en una Intranet), cualquier ordenador con acceso a Internet serviría 
para administrar dicho servidor.  
Para el manejo de la Herramienta de administración remota, al igual que toda 
aplicación basada en el protocolo TPC/IP, necesita un número de puerto de red 
(estructura lógica gestionada por el Sistema Operativo), para establecer sus 
conexiones. Cuando un navegador se conecta a un servidor utiliza por defecto 
el puerto 80.  
En este caso el servidor que se ha proporcionado ya cuenta con toda la 
instalación necesaria para alojar nuevas aplicaciones Web. Como la Suite 
Deploy no es una aplicación al uso, puesto que no basta colocar todo el 
contenido en un directorio y hacer apuntar el nuevo sitio a éste (no funcionaría 
el Backend y por lo tanto se vería un error en el navegador web al acceder a la 
aplicación), es necesario instalar un plug-in llamado IISNode para realizar la 
interconexión de IIS con NodeJS. Para configurarlo es necesario seguir los 
siguientes pasos: 
1- Añadir un nuevo sitio que apunte al directorio de NodeJS. 
2- Al nuevo sitio se le debe asignar un DNS interno, en el caso de la Suite 
Deploy es simplemente “deploy”. 
3- Cambiar el programa miniserver.js para que escuche las peticiones del 











5.3.2 MongoDB  
Ésta  es una base de datos que no requiere de muchos recursos para funcionar 
correctamente y su instalación en un sistema operativo Windows es muy 
sencilla. Para realizar correctamente la instalación se han seguido los 
siguientes pasos: 
1- Descargar el paquete de Windows de la siguiente url: 
http://www.mongodb.org/downloads 
2- Copiar todo el contenido del archivo comprimido en una nueva carpeta 
situada en c:\MongoDB 




4- Lanzar el script en la consola de Windows bajo permisos de 
administrador mediante C:\MongoDB\mongo.exe mongod-install.bat  
5-  Crear una regla de entrada en el firewall de Windows para el puerto 
27017 que es el utilizado por MongoDB. 
6- Crear la base de datos necesaria para la aplicación escribiendo en la 






Siguiendo estos pasos se instala MongoDB, un servicio de Windows que 




    mongod –logpath C:\APPS_DATA\MongoDB\log\mongo.log –     









5.3.3 Servidor envío de correo 
El servidor que envía los correos de la aplicación no es un servidor propio sino 
un servicio configurado en NodeJS gracias a la librería “Nodemailer”. Dentro 
del miniserver.js se instala este servicio y se configura de la siguiente manera: 
1- se crea una variable a la que se le asigna un objeto formado por el 
protocolo y el host. 
 
 

























 From: “Suite Deploy <deploy@venca.es>”, 
 To: user.name+” <”+user.email+”>”, 
 Subject: “Recordar contraseña suite deploy”, 
 Text: “Su contraseña es: “+user.password 
}); 
var mailer = nodemailer.createTransport(“SMTP”, {host: “mail.venca.es”}); 






































6. INNOVACIÓN TECNOLÓGICA 
La realización de la aplicación web Suite Deploy supone una innovación para el 
departamento de IT de la empresa Venca. Los principales pilares en los que se 
asienta la aplicación web Suite Deploy son: 
- Servidor Virtual. 
- NodeJS. 
- MongoDB. 
De estos tres elementos, NodeJS ha supuesto un hallazgo de innovación 
puesto que nunca antes  se había utilizado en Venca. MongoDB ya era 
utilizado por una aplicación web (m.venca.es) pero la base de datos más 
extendida en la empresa es SQL Server.  
La aplicación Suite Deploy se fundamenta por completo en código abierto. Si 
bien es cierto que está anclada en un sistema operativo Windows es 
relativamente sencillo migrarla a otro tipo de servidor que no sea necesario 
mantener el coste de una licencia. 
¿Qué es código abierto? 
En inglés Open Souce son aquellos programas para los que el código fuente 
está disponible para ser consultado que puede ser mejorado corrigiendo 
errores y distribuyéndolo si se desea. Para las empresas tiene varias ventajas:  
- Bajo riesgo e independencia del fabricante: las empresas desaparecen 
o cambian de estrategia. 
- Compatibilidad con estándares.  
- Alta seguridad.  
- Bajo coste: Amazon.com (uno de los mayores portales de venta Online) 



















¿Quién y dónde se usa programas de código abierto? 
 La infraestructura fundamental de Internet: DNS (casi el 100%), sendmail 
(80% del tráfico de correo de Internet) 
 Web: Servidores web: Apache 60%. Las webs más visitadas del mundo: 
o Google (Linux, de código abierto). 
o Facebook (Linux, de código abierto). 
o Youtube (Python, de código abierto). 
o Yahoo (FreeBSD, de código abierto). 






Figura 37: Coste Total de propiedad (TCO), i.e cuánto cuesta mantenerlo. Fuente: 
Proyecto IDA de la comisión Europea. 




6.1 Servidor Virtual 
Debido al continuo crecimiento que ha tenido Internet en los últimos años hoy 
día no es difícil encontrarse con servidores que reciban miles o millones de 
conexiones diarias, teniendo que atender concurrentemente quizás a cientos o 
miles de ellas. Esto trae aparejada la necesidad de contar con una enorme 
cantidad de recursos computacionales para enfrentar las demandas crecientes 
por parte de los usuarios del servicio. 
Los requerimientos para los sistemas que hagan frente a estas demandas 
pueden resumirse en los siguientes: 
- Escalabilidad: cuando los requerimientos de un servicio aumentan, el 
sistema debe poder extenderse para poder atender todas las solicitudes 
sin que los tiempos de respuesta se vean afectados.  
- Alta disponibilidad: el servicio debe estar disponible en todo momento, 
para lo  cual debe ser tolerante a errores.  
- Costos aceptables: la inversión inicial y los costos de mantenimiento y 
expansión del sistema deben ser accesibles. 
Los Servidores Virtuales son una tecnología exclusiva que permite a las 
empresas crear su propia presencia en Internet como si tuvieran su propio 
servidor dedicado.  
Los Servidores Virtuales son más que una solución de alojamiento, son una 
solución completa, que da a cada usuario final su propia funcionalidad web, ftp 
y correo electrónico. Tener un Servidor Virtual es como tener un servidor 
dedicado.  
Muchos Proveedores de Servicios de Internet (ISP) gastan miles (y hasta 
millones) de euros en comprar y mantener sus propios servidores, las líneas y 
el personal necesario para administrarlos. Otros se han dado cuenta de que los 
Servidores Virtuales son una solución poderosa y eficiente en función de 
costos. Un servidor dedicado implica un alto costo comparado con un servidor 
virtual teniendo la misma flexibilidad, control y poder.  




Una alternativa menos costosa es el “housing o co-locate”, establecer el 
servidor en el Proveedor de Servicios de Internet (ISP). Los ISP en general 
ofrecen buenos precios y en algunos casos tienen ofertas integradas de 
servicios housing y conexión sin cargo adicional o con un cargo adicional 
mínimo. Por más atractivo que el precio pueda parecer, la solución de housing 
del ISP en general no tiene el rendimiento y la tecnología necesarios para 
establecer una presencia efectiva en Internet. 
 
6.2 NodeJS  
Es una tecnología que permite utilizar en el servidor código JavaScript y dejarlo 
fuera del navegador como si se estuviera utilizando algunos de los lenguajes 
de programación más conocidos como ASP.NET, PHP, Python, etc. Para poder 
ejecutarse código JavaScript en el servidor es necesario que sea interpretado, 
esto es lo que realiza NodeJS utilizando la máquina virtual V8 de Google. 
JavaScript es un estándar basado en 'ECMA-262', una especificación para 
lenguajes script mantenido por 'Ecma International', una organización sin ánimo 
de lucro cuyo objetivo es la redacción de normas y estándares internacionales. 
Sin embargo, JavaScript tiene varios inconvenientes. Uno de ellos es que se 
estaba ejecutando demasiado lento dentro de los navegadores. Para ello, 
dentro del nuevo 'Google Chrome', Google ha incorporado la que puede ser 
considerada la Máquina Virtual de este Sistema Operativo vía web. Se llama 
'V8' y ha sido creada desde cero por los ingenieros de Google localizados en 
las oficinas de Aarhus (Dinamarca). Es código abierto, funciona sobre Microsoft 
Windows, Mac OS X y Linux, y el código es compilado en código máquina para 
ser interpretado directamente por la CPU. De esta manera, el JavaScript y Ajax 
funcionan mucho más rápido.  
El mundo del desarrollo web avanza rápido, cada día surgen nuevas 
herramientas y nuevas tendencias a implementar para seguir siendo 
competitivos dentro del mercado. El presente de las aplicaciones es la 




respuesta inmediata a cualquier interacción, lo que en tecnología se conoce 
como Tiempo Real. 
Las aplicaciones en tiempo real son más bien aplicaciones bidireccionales, lo 
cual quiere decir que a diferencia de tecnologías como AJAX, que únicamente 
envían datos del cliente al servidor y reciben una respuesta, la tecnología 
bidireccional puede enviar datos del cliente al servidor y de igual manera del 
servidor al cliente, mostrando la información en vivo que se encuentre en el 
servidor; todo esto es posible con NodeJS utilizando Socket.IO. 
Antes de especificar que es Socket.IO, websocket prácticamente es mantener 
una conexión abierta entre un servidor web y un navegador, lo cual permite que 
tanto el navegador como el servidor envíen datos cuando lo deseen. Como la 
conexión es persistente, el intercambio de datos es muy rápido y se le se llama 
“tiempo real”. 
El problema con los websockets es que no soportan determinadas 
características necesarias, por lo cual nace la librería para NodeJS llamada 
Socket.IO, una librería JavaScript que permite manejar eventos en tiempo real 
mediante una conexión TCP y provee de todas las funcionalidades necesarias, 
así como los problemas de compatibilidad con todos los navegadores. 
¿Quiénes usan node.js? 
Algunas de las empresas que utilizan esta tecnología son: 
 
Para lanzar un script en NodeJS basta con entrar desde una consola de 
sistema (cmd) y acceder al directorio donde se ha instalado (solo es copiar el 
paquete descargado http://nodejs.org/ a un directorio) y ejecutar node seguido 
del script, por ejemplo: 





Esto deja corriendo el script que se para si se detiene manualmente (con la 
combinación de teclas ctrl+c) o se cierra la consola de sistema.  
 
6.3 MongoDB  
MongoDB es un sistema de bases de datos NoSQL orientada a documentos, 
desarrollada bajo el concepto de código abierto.  
Las bases de datos NoSQL guardan los datos en formato JSON con un 
esquema dinámico, haciendo que la integración de los datos en ciertas 
aplicaciones sea más fácil y rápida. Está disponible para PC, OS X, Windows y 
Solaris. 
Las características que más destacan de MongoDB son su velocidad y su rico 
pero sencillo sistema de consulta de los contenidos de la base de datos. Se 
podría decir que alcanza un balance perfecto entre rendimiento y funcionalidad, 
incorporando muchos de los tipos de consulta que se utilizan en un sistema 
relacional, pero sin sacrificar en rendimiento. 
En MongoDB, cada registro o conjunto de datos se denomina documento. Los 
documentos se pueden agrupar en colecciones, las cuales se podría decir que 
son el equivalente a las tablas en una base de datos relacional (sólo que las 
colecciones pueden almacenar documentos con muy diferentes formatos, en 
lugar de estar sometidos a un esquema fijo). Se pueden crear índices para 




algunos atributos de los documentos, de modo que MongoDB mantendrá una 
estructura interna eficiente para el acceso a la información por los contenidos 
de estos atributos. 
Los distintos documentos se almacenan en formato BSON, o Binary JSON 
(JavaScript Object Notation), que es una versión modificada de JSON que 
permite búsquedas rápidas de datos. BSON guarda de forma explícita las 
longitudes de los campos, los índices de los arrays, y demás información útil 
para el escaneo de datos. Es por esto que, en algunos casos, el mismo 
documento en BSON ocupa un poco más de espacio de lo que ocuparía de 
estar almacenado directamente en formato JSON. Pero una de las ideas claves 
en los sistemas NoSQL es que el almacenamiento es barato, y es mejor 
aprovecharlo si así se introduce un considerable incremento en la velocidad de 
localización de información dentro de un documento. 
Sin embargo, en la práctica, no es visible el formato en que verdaderamente se 
almacenan los datos, y se trabaja siempre sobre un documento en JSON tanto 
al almacenar como al consultar información. Un ejemplo de un documento en 








Sin entrar demasiado en detalles acerca de todas las posibilidades que 
MongoDB ofrece para realizar consultar de los datos almacenados, sí se puede 
nombrar algunas de ellas, para hacer notar que no es un sistema simple de 
almacenamiento de pares clave-valor. 
{ 
  "user" : "juanlu", 
  "time" : new Date("2/7/2013 12:07:37"), 
  "action" : "Copy", 
  "from" : "test", 
  "to" : "pre", 
  "_id" : ObjectId("51d2a66943c28fec04000001"), 
  "__v" : 0 
} 




En primer lugar, MongoDB permite utilizar funciones Map y Reduce escritas en 
JavaScript para seleccionar los atributos que interesan de los datos, y 
agregarlos (unificarlos, simplificarlos) en la manera deseada, respectivamente. 
Esto es algo habitual en muchos sistemas NoSQL, y en algunos casos es 
incluso la única forma posible de consultar datos. Claro está que muchas veces 
es necesario algo bastante más sencillo que esto. 
En MongoDB se pueden utilizar consultas al valor de un atributo específico. Por 




¿Por qué usar NoSQL? 
1. Tamaño: en los últimos dos años, se han generado más datos que en los 
últimos 10, alrededor de 1 Exabyte (10^18) por año.  
2. Conectividad: los datos están cada vez más conectados y entrelazados.  
3. Datos semi-estructurados: datos cada vez más desestructurados.  
4. Arquitectura: actualmente cada servicio tiene su BackEnd.  
5. Tiene un gran soporte por parte de la comunidad.  











db.deploys.find({ “user” : “juanlu”}); 
 




7. CONCLUSIONES   
La realización de este proyecto ha sido muy enriquecedora tanto a nivel 
individual como para la empresa Venca. Se han tenido que aprender y emplear 
multitud de tecnologías y lenguajes de programación como HTML, CSS, 
JavaScript, MongoDB y NodeJS que son tecnologías totalmente punteras.  
Esta aplicación ha comportado un salto de calidad importante al departamento 
de IT de la empresa Venca, ya que ha supuesto un cambio en la forma de 
trabajar. Incorporar conceptos como Integración Continua completa (ahora el 
Deploy se hace mediante un simple disparador en forma de botón), montar un 
servidor a medida con NodeJS o trabajar con MongoDB en una aplicación 
aislada han supuesto un importante salto de innovación.  
Cuando se produce un nuevo desarrollo que aporta cierta novedad en el 
departamento de IT de la empresa Venca, se suele realizar una presentación 
abierta convocando a todos los integrantes de IT. Este hecho lo llamamos 
píldora de formación, porque en poco tiempo se extiende un conocimiento 
abierto de nuevas funcionalidades. La píldora de la Suite Deploy suscitaba una 
gran expectación, puesto que era manifiesto la necesidad de todos los equipos 
de desarrollo. Tuvo una duración más larga de lo habitual (normalmente rondan 
los 30 minutos) extendiéndose a más de una hora. El turno de dudas y 
preguntas fue emocionante, explicando cómo estaba montada la aplicación y 
resolviendo dudas generales (por ejemplo no se conocía nada de NodeJS 
antes de la píldora).  
Tras la presentación existía un gran deseo de utilizar la aplicación para realizar 
los primeros Deploys. Se testó el comportamiento con varios usuarios de 
diferentes equipos para ver si atendía a sus necesidades y si entendían qué 
tenían que hacer a cada momento. Fue muy bien acogida a nivel de usabilidad 
y de utilidad para los desarrolladores. Encontraron muy cómoda y fácil la tarea 
tan engorrosa de publicar nuevas versiones de aplicaciones y vieron resuelto 
un proceso manual nada apetecible que se había automatizado sin necesidad 
de tener más conocimientos de los necesarios. Surgieron dos modificaciones a 
realizar: 




- El nombre de usuario: cambiarlo para que fuera el mismo que el del 
directorio activo de Venca. Se modificaron los registros de usuario en 
MongoDB. 
- Establecer política horaria: en determinados horarios mostrar un 
mensaje antes de lanzar la ejecución que avise que es un horario 
peligroso para realizar un Deploy en el entorno de producción. Se 
consiguió gracias a una funcionalidad ya programada que devuelve el 
objeto fecha/hora en todo momento. 
 
Gracias a haber trabajado con NodeJS se ha aplicado esta tecnología para 
solventar un problema con el equipo SCM de IT. Tenían la necesidad de 
ejecutar remotamente, dentro de la red corporativa, programas contenidos en 
un servidor destino y Microsoft no ofrecía ningún tipo de solución viable a corto 
plazo. Para cumplir con el objetivo era necesario adquirir un software  privado 
que facilitara esta tarea y no era exactamente lo que se requería. Con NodeJS 
se programó un servidor a medida que escuchaba las peticiones validadas por 
un usuario que ejecutaba asíncronamente en local todas las operaciones 
demandadas. 
Estoy muy orgulloso de este proyecto porque gracias a él se ha creado una 










7.1 Resultados  
La aplicación se puso a disposición del departamento de IT de Venca el pasado 
día 9 de septiembre de 2013. Tan sólo en el mismo mes de septiembre se 
realizaron 122 Deploys.  
Pasados ya 9 meses la aplicación Suite Deploy controla en este momento 27 
procesos de Deploy y cuenta con 24 usuarios registrados. A día de hoy tiene 
ejecutados más de 1200 Deploys. 
Se van a introducir 9 procesos más para controlar con la herramienta, de tal 
manera que es un elemento primordial para trabajar en el día a día en el 
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Figura 38: Relación de Deploys mensuales desde la entrada en producción 




7.2 Costes aproximados del proyecto  
La planificación es una actividad de gran importancia en la que se establecen 
objetivos y metas de un proyecto. Una de las variables a calcular durante la 
planificación del proyecto es el esfuerzo requerido para el desarrollo, medido 
en meses persona, días persona y unidad de tiempo persona. 
La estimación de lo que cuesta el desarrollo de un software es una de las 
actividades de planificación más importantes, ya que una de las características 
que debe tener un producto de software es que su coste final sea alcanzable. 
Para este propósito la realización de la aplicación se ha basado en las 
siguientes 4 preguntas: 
- ¿Cuánto durará? 
- ¿Cuánto esfuerzo? 
- ¿Coste requerirá? 
- ¿Cuánta gente estará implicada? 
A la primera pregunta el tiempo definido por el responsable del departamento 
de IT de Venca era de 4 meses. Se empezó a trabajar a inicios del mes de abril 
del año pasado. 
Respecto al esfuerzo se consideró que debía aplicarse un horario para la 
implementación de la herramienta. De inicio se comenzó trabajando tan sólo 
las mañanas (de 9:00 a 13:30 horas), pero al mes siguiente se vio la necesidad 
de trabajar por completo en el proyecto. 
En cuanto al coste material se dejó muy claro desde el principio que se tenía 
que contar con herramientas ya disponibles en el departamento de IT o con 
software que no requiriese coste alguno. 
La elaboración por completo de la herramienta la tenía que hacer tan sólo una 
persona ya que no se podían asignar más personas al proyecto por falta de 
recursos. 
El cómputo total de horas dedicadas a la realización de la aplicación Suite 
Deploy está desglosada en la figura 38: 




Mes de trabajo Jornada de trabajo Horas dedicadas 
Abril de 2013 Media jornada 60 horas 
Mayo de 2013 Jornada completa 160 horas 
Junio de 2013 Jornada completa 160 horas 
Agosto de 2013 Jornada completa 120 horas 
Septiembre de 2013 Jornada completa 56 horas 
Según el Boletín Oficial del Estado del año 2013 el sueldo mensual de un 
analista programador (la categoría que tengo reflejada en mi contrato) es de 
2327,19€ brutos o si se mira en sueldo bruto anual es de 34907,84. 
Si contamos que un mes tiene unos 20 días laborales podemos dividir el 
importe bruto mensual por 20: 
 
 
El total de horas que ha significado la realización de la aplicación web Suite 









Figura 38: total horas imputadas a la realización de la herramienta Suite Deploy 
556 horas x 14,54€ hora = 8084,24€ 
Coste bruto hora analista programador = 2327,19 / (20 días x 8 horas) = 14,54€ 




7.3 Trabajo futuro  
Ahora mismo la aplicación Suite Deploy no permite modificar archivos de 
configuración de una aplicación de desarrollo, el usuario debe ir al 
administrador de la Suite Deploy y solicitarle que modifique el archivo de 
configuración de la aplicación modificada con diferentes valores según el 
entorno donde está funcionando. La solución que se va a adoptar es que el 
usuario genere en su repositorio de código los diferentes archivos de 
configuración de entorno y que la Suite Deploy los recoja de ahí. 
Otro aspecto a mejorar es ocultar los botones de cancelar e iniciar copia una 
vez iniciado un proceso de publicación puesto que ello induce al usuario que 
tenga la posibilidad de pararlo o iniciar al mismo tiempo otro proceso y 
realmente no es así. 
 
 
El código de la aplicación Suite Deploy debería estar alojado en un control de 
versiones de tal manera que haya un histórico de todas las modificaciones 
hechas en la aplicación. 
 
Figura 39: Imagen de un proceso lanzado 





 KRUG, Steve. No me hagas pensar: una aproximación a la usabilidad en 
la web. 2ª Edición.  PRENTICE-HALL, 2006 ISBN 9788483222867 
 NIELSEN, JAKOB; TAHIR; Marie. Usabilidad de páginas de inicio: 
análisis de 50 sitios web ND/DSC. Pearson Educación, 2002 ISBN 
9788420532028 
 CROCKFORD, Douglas. JavaScript: The Good Parts. O’Reilly Media, 
2008. 
 Libro gratuito en formato pdf JavaScript POO. 3ª Edición. 
http://javascriptenlightenment.com/ 




 Explicación de qué es Node.js por parte de IBM (10/04/2013) 
http://www.ibm.com/developerworks/ssa/opensource/library/os-nodejs/ 
 La empresa Venca (21/05/2014) 
http://www.venca.es/serv/sobr-quienessomos-ES.aspx 
 La empresa Etsy (24/05/2014) 
https://www.etsy.com/es/about?ref=ft_about 
 MongoDB (15/04/2013) 
http://www.mongodb.org/ 
 El framework Bootstrap (18/04/2013) 
http://getbootstrap.com/getting-started/ 
 
 
