We present a depth-first search algorithm for generating all maximal cliques of an undirected graph, in which pruning methods are employed as in the Bron-Kerbosch algorithm. All the maximal cliques generated are output in a tree-like form. Subsequently, we prove that its worst-case time complexity is O(3 n/3 ) for an n-vertex graph. This is optimal as a function of n, since there exist up to 3 n/3 maximal cliques in an n-vertex graph. The algorithm is also demonstrated to run very fast in practice by computational experiments.
Introduction
In an undirected graph G, a clique is a complete subgraph of G, i.e., a subgraph in which any two vertices are adjacent. The set of vertices of a maximal clique of the complementary graph of G is a maximal independent set of G. Generating maximal cliques or maximal independent sets of a given graph is one of the fundamental problems in the theory of graphs, and such a generation has many diverse applications, e.g., in clustering and in bioinformatics [15, 16, 8] . A number of algorithms have been presented and evaluated experimentally or theoretically for this problem [5] [6] [7] 9, 26, 13, 19, 12] . In particular, Pardalas and Xue [19] , and Bomze et al. [5] conducted surveys on the maximum clique problem. Bron and Kerbosch [6] presented a depth-first search algorithm for generating all the maximal cliques of a graph. They showed experimentally that the computing time per clique is almost independent of the graph size for random graphs and that the total computing time is proportional to (3.14) n/3 for Moon-Moser graphs [17] of n vertices. Furthermore, Johnston [9] and Koch [12] presented some variations of the Bron-Kerbosch algorithm together with a considerable number of computational experiments. No results, however, were ever published on the theoretical time complexity for these algorithms. On the other hand, Tsukiyama et al. [26] devised an algorithm for generating all the maximal independent sets in a graph G in O(nm )-time, where n, m, and are the number of vertices, edges, and maximal independent sets of G, respectively. Lawler et al. [13] generalized this result further. Chiba and Nishizeki [7] Recently, Makino and Uno [14] presented new algorithms, which are based on the algorithm of Tsukiyama et al. [26] . One of their algorithms enumerates all the maximal cliques of G in O( 4 )-time, where is the maximal degree of G (Theorem 2 of [14] ). They showed by using computational experiments that the algorithms is considerably faster than that of Tsukiyama et al. [26] for sparse graphs.
We present here a depth-first search algorithm for generating all the maximal cliques of an undirected graph, in which pruning methods are employed as in the Bron-Kerbosch algorithm [6] . All the maximal cliques generated are output in a tree-like form. Subsequently, we prove that its worst-case running time complexity is O(3 n/3 ) for a graph with n vertices. This is the best one could hope for as a function of n, since there exist up to 3 n/3 maximal cliques in a graph with n vertices as shown by Moon and Moser [17] . Our algorithm differs from that of Bron and Kerbosch in the format of the printed maximal cliques. The difference is important theoretically, since it is essential to the establishment of the optimal worst-case time complexity. It is also very important practically, since it saves space in the output file. The Bron-Kerbosch algorithm and other algorithms that yield the maximal cliques in a straightforward manner may require huge amounts of memory space compared to our algorithm.
The time complexity of our algorithm is of special interest when it is compared with the results of Tarjan and Trojanowski [21] and Robson [20] . The former presented an O(2 n/3 )-time algorithm for finding only one maximum independent set-one independent set with the largest number of vertices-and the latter showed an O(2 0.276n )-time algorithm (using exponential space) for the same problem.
The time complexity of our algorithm is expressed as a function of n, the number of vertices, while the time complexities of the algorithms developed by Tsukiyama et al. and their successors are expressed as a function of , the number of maximal cliques (or maximal independent sets); therefore a direct theoretical comparison of these algorithms is difficult. We have performed extensive computational experiments and demonstrated that our algorithm is much faster in practice than those of Tsukiyama et al. and their successors.
Earlier versions of this paper appeared in Tomita et al. [23] [24] [25] ; in particular, the version of Tomita et al. [23] was reviewed by Pardalos and Xue [19] and Bomze et al. [5] and received considerable attention.
Preliminaries
[1] Throughout this paper, we are concerned with a simple undirected graph G = (V , E) with a finite set V of vertices and a finite set E of unordered pairs (v, w) of distinct vertices, called edges. A pair of vertices v and w are said to
For a set W of vertices, |W | denotes the number of elements in W. [4] Given the subset Q ⊆ V of vertices, the induced subgraph G(Q) is said to be complete if (v, w) ∈ E for all v, w ∈ Q with v = w. In this case, we may simply state that Q is a complete subgraph. A complete subgraph is also called a clique. If a clique is not a proper subgraph of another clique then it is called a maximal clique.
The algorithm
We consider a depth-first search algorithm for generating all the maximal cliques of a given graph G = (V , E) (V = ∅).
Here, we introduce a global variable Q of a set of vertices that constitutes a complete subgraph found up to this time. The algorithm begins by letting Q be an empty set, and expands Q step by step by applying a recursive procedure EXPAND to V and its succeeding induced subgraphs to search for larger and larger complete subgraphs until they reach maximal ones.
Let Q = {p 1 , p 2 , . . . , p d } be a complete subgraph found at some stage, and consider the set of vertices
where SUBG = V and Q = ∅ at the initial stage. Apply the procedure EXPAND to SUBG to search for larger complete subgraphs. If SUBG = ∅ then Q is clearly a maximal complete subgraph, or a maximal clique. Otherwise, Q ∪ {q} is a larger complete subgraph for every q ∈ SUBG. Now, consider the smaller subgraphs G(SUBG q ) that are induced by new sets of vertices
for all q ∈ SUBG; further apply recursively the same procedure EXPAND to SUBG q to find larger complete subgraphs containing Q ∪ {q}. Thus far, we have described only a well-known basic framework of the algorithm for generating all the maximal cliques (with possible duplication). This process can be represented by the following search forest, or the collection of search trees: the set of roots of the search forest is exactly the same as V of graph G = (V , E). For each q ∈ SUBG, all the vertices in SUBG q (defined above) are children of q. Thus, a set of vertices along a path from the root to any vertex of the search forest constitutes a complete subgraph or a clique. We shall give an example of a search forest (with unnecessary subtrees deleted) later in Fig. 3(b) . Now we describe two methods to prune unnecessary parts of the search forest, which are found to be the same as in the Bron-Kerbosch algorithm [6] . We regard the previously described set SUBG ( = ∅) as an ordered set of vertices, and we continue to generate maximal cliques from the vertices in SUBG stepwise in this order.
First, let FINI be a subset of vertices of SUBG that have already been processed by the algorithm (FINI is short for "finished"). We then denote the set of remaining candidates for expansion by CAND: CAND = SUBG − FINI. Hence, we have
FINI = ∅ at the beginning. Consider the subgraph G(SUBG q ) with SUBG q as defined above, and let
where
Following this, only the vertices in CAND q can be candidates for expanding the complete subgraph Q ∪ {q} to find new larger cliques, since all the cliques containing (Q ∪ {q}) ∪ {r} with r ∈ FINI q ⊆ FINI have already been generated for any r by application of the procedure EXPAND to FINI as stated above (see Fig. 1 ).
Secondly, given a certain vertex u ∈ SUBG, consider that all the maximal cliques containing Q ∪ {u} have been generated. Then, every new maximal clique containing Q, but not Q ∪ {u}, must contain at least one vertex q ∈ SUBG − (u). This is because if Q is expanded to a complete subgraph R = (Q ∪ S) ∩ (SUBG − {u}) with S ⊆ SUBG ∩ (u), then R ∪ {u} is a larger complete subgraph, and hence R is not maximal. Thus, any new maximal clique can be found by expanding Q to Q ∪ {q} such that q ∈ SUBG − (u), and by subsequently generating all the cliques containing Q ∪ {q}.
Taking the previously described pruning method also into consideration, the only search subtrees to be expanded are from the vertices in (SUBG − SUBG ∩ (u)) − FINI = CAND − (u). Here, in order to minimize |CAND − (u)|, we choose a vertex u ∈ SUBG as the one that maximizes |CAND ∩ (u)|. This is essential for the proof of Lemma 2(ii), and consequently the main theorem, i.e., Theorem 3. In this manner, the problem of generating all maximal cliques of G(CAND) can be decomposed into k = |CAND − (u)| such subproblems; see Lemma 2(i) in Section 4.
We present an algorithm CLIQUES for generating all the maximal cliques without duplication in Fig. 2 . Note here that some branches may not generate a maximal clique, as in the case where SUBG is not empty but CAND − (u) is empty.
If Q is a maximal clique that is found at statement 2, then the algorithm only prints out a string of characters "clique," instead of Q itself at statement 3. Otherwise, it is impossible to achieve the worst-case running time of O(3 n/3 ) for an n -vertex graph, since the printing of Q itself requires time proportional to the size of Q. Instead, in addition to printing "clique" at statement 3, we print q followed by a comma at statement 7 every time q is selected as a new element of a larger clique; further we print out a string of characters "back," at statement 12 after q is moved from CAND to FINI at statement 11. We can easily obtain a tree representation of all the maximal cliques from the sequence printed by statements 3, 7, and 12. In Fig. 2 , the primed statements (0 , 7 , and 12 ) are solely for the sake of explanation.
Example. Let us apply the algorithm CLIQUES to the graph in Fig. 3(a) . The whole process is represented by the search forest in Fig. 3(b) , and we show the resulting printed sequence in Fig. 3 (c) with appropriate indentations. In Fig. 3(b) , each set of vertices surrounded by a flat circle represents SUBG at that stage. A vertex with a mark is in FINI ⊆ SUBG at the beginning. The vertex u chosen at statement 4 is marked by • or depending on whether it is in CAND or FINI, respectively. Other vertices in CAND − (u) are marked by •, while vertices in CAND ∩ (u) are marked by •. As a result, all the maximal cliques of G are {4, 6, 7, 8}, {4, 6, 5}, {4, 3, 8}, {1, 2, 9}, and {2, 3, 9}.
Given only the resulting printed sequence in Fig. 3(c) without indentations, we can easily obtain essentially the same result as above by reconstructing from it a tree that represents a principal component of the previous search forest in Fig. 3(b) . Here, a dot · (/ ∈ V ) is introduced as a virtual root of the tree. Subsequently, every time "q," is encountered in the sequence, we expand a downward edge whose end-point is labeled by q. If and only if "q," is followed by "clique,", the set of all the vertices along the path from the root to the vertex q excluding the root ( · ) represents a maximal clique. Every time "back," is encountered in the sequence, we go up the tree backward by one edge to find other maximal cl.
cl. cl. cl. cl.
"cl." is an abbreviation for clique cliques. See Fig. 4 for a tree representation of the result of the Example. It is clear that this transformation can be done in a time that is proportional to the length of the resulting sequence. We conclude this section by the following theorem.
Theorem 1 (Correctness of the algorithm CLIQUES). Given a graph G = (V , E) (V = ∅), the algorithm CLIQUES generates all and only maximal cliques without duplication.
Proof. See Appendix A.1.
The worst-case time complexity
Given G = (V , E) with V = ∅, we evaluate the worst-case running time of the algorithm CLIQUES(G). This is equivalent to evaluating the worst-case running time of EXPAND(V , V ).
We begin with the following definitions. [1] Let T (n) be the worst-case running time of EXPAND(SUBG, CAND) when |SUBG| = n (n 1). [2] Let T k (n) be the worst-case running time of EXPAND(SUBG, CAND) when |SUBG| = n, and |EXT u | = |CAND − (u)| = k at the first entrance to statement 5. [3] Let us consider a nonrecursive procedure EXPAND 0 (SUBG, CAND) that is obtained from EXPAND(SUBG, CAND) by replacing a recursive call 10: EXPAND(SUBG q , CAND q ) by 10 :EXPAND(∅, ∅). The running time of EXPAND 0 (SUBG, CAND) when |SUBG| = n can be made to be O(n 2 ) (in which, selection of u at statement 4 can be done in O(n 2 )), and so we assume that the running time of EXPAND 0 (SUBG, CAND) is bounded above by the following quadratic formula
From the above definitions, we have
where 1 k |CAND|.
The following lemma is a key for evaluating T (n). and let the vertex at statement 6 be chosen in this order. Let
and
Proof. (i) This is obvious from the procedure EXPAND(SUBG, CAND) and the definition of P (n).
(ii) Since the vertex u in SUBG is chosen so that it maximizes |CAND ∩ (u)| we have
with
with C 1 = 3q 2 / ln 3 = 27p 1 /2 ln 3, C 2 = 39p 1 /(2 · 3 1/3 ), and C 3 being the maximum over n of
is bounded above, since it approaches 0 as n tends to infinity. Hence, C 3 is well-defined.)
Here, R(n) ≡ C3 n/3 − Q(n) is monotone increasing with R(n) 0 for all integers n 0.
Proof. By considering a continuous function R(x) with x being a real variable and the fact that C C 1 , R(x) can be easily proved to be monotone increasing for x 0 (Lemma A.2 in Appendix). Hence, R(n) is monotone increasing for all integers n 0. Furthermore,
Therefore, R(n) p 1 > 0 for all integers n 1. Now, we prove that inequality (2) holds by induction on n. Basis: n = 1. We have T (1) = P (1) = p 1 by the definition of P (n). Therefore, inequality (2) holds for n = 1, since R(1) p 1 .
Induction step: We assume that inequality (2) holds for all integers n, 1 n N , and prove that it also holds for n = N + 1.
Consider EXPAND(SUBG, CAND) when {v 1 , v 2 , . . . , v k } at the first entrance to statement 5. Then, just as in Lemma 2(i), we have
where |SUBG v i | n − 1 = N by Lemma 2(ii). Then, by the induction hypothesis we have
Since R(n) is monotone increasing and
Combining these inequalities yields
In the case k = 3, we have
Now, consider the case where k = 3 (with k 1). We shall show that
for all integers n 1, provided that C C 3 . Modifying inequality (4), the problem is equivalent to proving the following inequality.
Here, kQ(n − k) 0 for 1 k n. Therefore, for the left-hand side of inequality (5), we have
Here, the first inequality holds since k3 −k/3 2 · 3 −2/3 (Lemma A.3 in Appendix) and the second inequality comes from the definition of C 3 . Now from the fact that C C 3 , inequality (4) holds for all integers n 1 and 1 k n. Combining inequalities (3) and (4) yields
Substituting this inequality into Eq. (1), we have
Thus, inequality (2) also holds for n = N + 1. Therefore, inequality (2) holds for all integers n 1. Hence the result.
Therefore, we conclude that the worst-case running time of the algorithm CLIQUES(G) is O(3 n/3 ) for an n-vertex graph G = (V , E).
Here, we note that if we output a list of all the individual maximal cliques, it takes O(n3 n/3 )-time in the worst case.
Computational experiments
In addition to the preceding theoretical analysis of the algorithm CLIQUES, we have implemented CLIQUES in the programming language C and have performed computational experiments to evaluate it in practice [18] . The computer used had a Pentium4 2.20 GHz CPU with 2 GB main memory and a Linux operating system. The compiler and flags used are gcc-O2. These are the same as those in [22] . (So, Clique Benchmark Results in Appendix of [22] and dfmax CPU time for DIMACS benchmark graphs in Table 3 of [22] can be effectively used for calibrating CPU times in different computer environments.)
For comparison, we have also implemented and evaluated the algorithm CLIQUE of Chiba and Nishizeki [7] , the algorithms ALLMAXCLIQUES (AMC for short) and ALLMAXCLIQUES* (AMC* for short) of Makino and Uno [14] in the same manner as above. In these experiments, the algorithms other than CLIQUES are modified to yield only the number of maximal cliques in order to exclude the requirement of a huge amount of memory space for listing all the maximal cliques.
It is to be noted that the working of AMC* of [14] depends on the value of * for the input graph G such that only some number ( ) of vertices in G have a degree larger than * . To evaluate the overall performance of AMC* that is independent of the input graphs, we set * = n/100 for any input graph of n vertices. This is because it is not necessarily easy to choose an appropriate value of * for an unknown graph. In addition, we have confirmed in the following experiments that AMC* with * = n/100 is much faster than the basic algorithm of Makino and Uno that is based on Theorem 2 of [14] ; that was used in their computational experiments in Section 8 of [14] . Moreover, this AMC* is faster than AMC*s with other settings of * for a wide variety of graphs. First, a random graph is generated for each pair of n (the number of vertices) and p (edge probability) in Table 1 so that every pair of vertices has an edge with a probability p. The third column titled " cliques" in Table 1 shows the number of maximal cliques of each random graph generated as discussed above. The CPU time in seconds needed to yield the number of maximal cliques for each random graph using CLIQUE [7] , AMC, and AMC* [14] are listed in the fourth, fifth, and sixth columns, respectively (24 h = 86, 400 sec). The last but one column presents the CPU time using CLIQUES for each random graph. The bold-faced entries are the fastest in a given row. The final column titled "/cliques" shows the average CPU time in seconds for generating 10 6 maximal cliques, i.e., (CPU time/ cliques) ×10 6 , for each graph. Table 2 shows the corresponding CPU time using CLIQUE, AMC, AMC*, and CLIQUES for Moon-Moser graphs [17] and DIMACS benchmark graphs [10] , where M-M-n stands for Moon-Moser graphs of n vertices, and density stands for edge density of the graph, i.e., (the number of edges in the graph)/{n(n − 1)/2} for an n-vertex graph.
To compare our experimental results with those of [14] , we have also examined sparse locally random graphs proposed in [14] . Their locally random graphs are generated such that edges exist randomly only in certain limited local regions. In other words, given n and r, a locally random graph with n vertices is generated such that different vertices v i and v j are adjacent with a probability 1/2 if i + n − j (mod n) r or j + n − i(mod n) r. Table 3 shows the results for (a) r = 10 and (b) r = 30. Table 4 shows the CPU time for sparse locally random graphs with 10,000 vertices for several values of r. From the above experimental results, it is observed that CLIQUES is considerably faster than CLIQUE. Further, it is also confirmed to be considerably faster than the algorithm of Tsukiyama et al. [26] via the computational results in Section 8 of [14] . CLIQUES is faster than AMC and AMC* for most of the graphs tested here, while AMC and AMC* can be faster than CLIQUES when the number of maximal cliques is extremely small (e.g., c-fat200-5, c-fat500-10). AMC* can be faster than CLIQUES when the input graph is very sparse with localized edges, especially if * is chosen appropriately according to the individual graph. Makino and Uno [14] reported interesting results for very large sparse bipartite graphs obtained from real world data. Note in CLIQUES, that the ratio of CPU time to the number of cliques varies depending on the graphs; the variation is generally not large, except for a few cases.
Concluding remarks
We have presented an algorithm for generating all the maximal cliques in a graph of n vertices and have proved that its worst-case time complexity is O(3 n/3 ) that is optimal as a function of n. It is expected to be very complicated to analyze the time complexity of our algorithm theoretically as a function of the number of maximal cliques in the graph.
The algorithm CLIQUES is very simple and consequently easy to implement. Our computational experiments demonstrate that CLIQUES runs very fast in practice.
In addition, our depth-first search algorithm can be coupled with some heuristics to yield fast algorithms MCQ and others for finding a maximum clique [22] . They have been successfully applied to interesting problems in bioinformatics [1] [2] [3] [4] , the design of DNA and RNA sequences for biomolecular computation [11] , and other problems. Assume that
and that all and only maximal cliques containing Q ∪{q } have been generated without duplication for every q ∈ FINI. Then we consider EXPAND(SUBG, CAND), and let a vertex u in SUBG be chosen at statement 4 in Fig. 2 . In what follows, CAND stands exclusively for this initial value at the first entrance to statement 5. Further, let
and vertex q at statement 6 be chosen in the order v 1 , v 2 , . . . , v k . Let
,
(See Fig. 5 .) Then, we have the next claim: (ii) When all the maximal cliques in G(Q ∪ {q}), q ∈ FINI ∪ (CAND − (u)) have finished being generated, we have no new maximal cliques that contain Q.
Proof of Claim A.1. We prove the claim by induction on n = |SUBG|.
Basis: In the case 1 n 2, the properties are easily confirmed to hold by the analysis of each case. Induction step: We assume that the properties hold for all positive integers n N , and prove that they also hold for n = N + 1.
(i) First, we are concerned with the case where i = 1 and CAND (1) = CAND. immediately after "v 1 ,". Then, the set of vertices Q ∪ {v 1 } is not regarded as a maximal clique since SUBG v 1 = ∅. This is because there exist no new maximal cliques containing Q ∪ {v 1 } than the previously generated ones. After the application of EXPAND (SUBG v 1 , CAND v 1 ) , the vertex v 1 is moved from CAND to FINI at statement 11. If CAND − (u) − {v 1 } = ∅, then we choose v i at the following stages step by step for i = 2, 3, . . . , k, and the above argument follows.
(ii) All maximal cliques that contain Q are in Q ∪ SUBG. We are under the assumption that all maximal cliques in G(Q ∪ {q}), q ∈ SUBG − (u) have finished being generated, then any remaining possibility of a new maximal clique R is such that R = Q ∪ S for some S ⊆ SUBG ∩ (u). However, R ∪ {u} is a larger clique, and this implies that R is not maximal. Hence, the result follows.
Summarizing the above, the claim has been shown to hold for any positive integer n = |SUBG| as a consequence of induction. 
