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Abstract
We present a new Matlab toolbox for generating phase and amplitude pat-
terns for digital micro-mirror device (DMD) and liquid crystal (LC) based
spatial light modulators (SLMs). This toolbox consists of a collection of algo-
rithms commonly used for generating patterns for these devices with a focus
on optical tweezers beam shaping applications. In addition to the algorithms
provided, we have put together a range of user interfaces for simplifying the
use of these patterns. The toolbox currently has functionality to generate
patterns which can be saved as a image or displayed on a device/screen using
the supplied interface. We have only implemented interfaces for the devices
our group currently uses but we believe that extending the code we provide
to other devices should be fairly straightforward. The range of algorithms
included in the toolbox is not exhaustive. However, by making the toolbox
open sources and available on GitHub we hope that other researchers working
with these devices will contribute their patterns/algorithms to the toolbox.
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PROGRAM SUMMARY
Program Title: OTSLM Toolbox for Structured Light Methods
Licensing provisions: GPLv3
Programming language: Matlab
Nature of problem:
There are many algorithms for generating computer controlled holograms however
the code and descriptions for these algorithms is often provided as supplementary
material to research publications which use these methods, and in some cases only
the description is provided without code to reproduce the pattern. Furthermore,
implementation of these algorithms can be a time consuming task. Even for sim-
ple patterns with simple analytical expressions for the far-field phase or amplitude,
such as the Laguerre-Gaussian and Hermite-Gaussian beams, time is often wasted
by researchers having to re-implement and test these patterns. Existing libraries
for generation of SLM patterns focus on specific tasks, methods of pattern gen-
eration, or target specific hardware. These libraries are not general purpose or
easily modifiable for general use by researchers working with computer controlled
holograms in fields such as beam shaping and optical tweezers.
Solution method:
We have assembled a toolbox containing many methods commonly used with these
devices. The number of methods available makes assembling a complete toolbox
impossible, instead we have focused on putting together a general collection of
methods, in the form of an open source toolbox, with the hope that other re-
searchers will contribute patterns/algorithms they use. The toolbox currently
includes a range of simple and iterative methods for beam shaping and steering as
well as some of the methods our group currently uses for SLM control, calibration,
imaging and optical tweezers beam shaping. To make the tools we have developed
easy to use, we have tried to maintain a consistent well documented interface to
each of the functions and provided graphical user interfaces to many of the simpler
functions enabling code-free pattern generation.
Additional comments:
Some of the features require the Optical Tweezers Toolbox [1], in particular, the
non-paraxial beam visualisation and optimisation routines. Certain functions re-
quire components from other Matlab packages such as the image acquisition tool-
box, these can be licensed and installed from Mathworks. There is also interest
from the authors in providing a Python version that requires no proprietary com-
ponents depending on interest from the community. A public repository for the
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toolbox is available on GitHub [2].
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1. Introduction
Beam shaping using computer controlled spatial light modulators is useful
in many fields with applications in imaging, optical tweezers, and optical
fabrication. In optical tweezers, beam shaping is used to generate the beams
used to optically confine the particles under study [1], construct elaborate
imaging systems [2, 3], and for fabricating probes and structures that can
be optically trapped. A modern optical tweezers system typically consists
of a laser, a system for shaping the laser beam, a high numerical aperture
objective, the sample, a condenser and the imaging/detection system. Such
a system enables numerous studies to be conducted in highly versatile fields
including biology, physics and engineering [4, 2]. Optical tweezers are also
being used in quantum opto-mechanics in studies concerned with borderline
between classical and quantum physics. In all of these applications beam
shaping is essential in enabling desired studies. Despite the extensive use of
computer controlled holograms in the field of optical tweezers, there is limited
availability of code for generating the types of patterns typically used for
these applications. To address this issue, we have put together a toolbox of
functions useful for optical tweezers researchers, however we believe that the
toolbox will be more broadly useful to other fields involving beam shaping
and structured light with theses devices.
Existing libraries for generation of SLM patterns focus on specific tasks
or methods of pattern generation. Tools for optical tweezers include red-
tweezers [5], written in LabView for generating patterns using computer
graphics cards; and HoloTrap [6], written in Java for real time generation
of binary mask holograms. There are also tools for specific hardware, such
as HOLOEYE SLM Pattern Generator [7], and tools with other intended ap-
plications such as llspy-slm for light sheet microscopy [8]. Some groups make
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available the code they use to demonstrate a particular algorithm or result
for a paper, such as [9], however these published codes are sometimes difficult
to find/access, are rarely user friendly and often need additional modification
for integration into an optical tweezers system.
The toolbox we have developed [10], does not focus on a particular device
and includes patterns of interest to the broad optical trapping community
and hopefully the wider beam shaping community. At this stage we include
the patterns that we have used in our recent and ongoing experiments. To
make the toolbox easy to use, we have provided both a Matlab programmers
interface and a graphical user interface allowing the tools to be used without
the need to write code. We have tried to ensure that the toolbox follows
a consistent documentation format and tried to keep the interfaces similar
between similar functions to make it easier to move between different com-
ponents in the toolbox. By making the toolbox open source and available
on GitHub, it is hoped that the wider computer controlled hologram com-
munity will contribute their codes/methods for generating patterns they use
and make them more accessible. It is our hope that this will lead to a curated
toolbox of functions for beam shaping with a consistent user interface and
documentation that will be beneficial to the community.
2. Background
2.1. Device overview and operation
There are a variety of systems used for beam shaping, but among the most
common are amplitude and phase spatial light modulators, such as the dig-
ital micro-mirror device (binary amplitude SLM, or DMD) or liquid crystal
(phase SLM) [11, 12]1 These highly configurable devices can be controlled
using a variety of different interfaces but a common method is to connect
them as an additional screen on the lab computer. The image displayed on
the screen corresponds to the amplitude or phase pattern displayed on the
device. There are numerous guides for setting up one of these devices in an
optical tweezers system [13, 14], and many of these guides describe generating
SLM patterns for beam shaping but they do not provide easy to use codes.
1It is important to note that, in the literature, the term SLM may be used ambiguously
to refer to either phase-only devices or any device capable of modulating the beam wave-
front. In this article we use SLM to refer to any device capable of modulating the beam
phase and/or amplitude.
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In some cases [14], tasks such as simultaneous phase/amplitude modulation
are not described.
For creating structured optical tweezers beams, the incident beam either
reflects or passes through the device before being focused by a microscope
objective. The position of the device with respect to the microscope objective
changes how the device controls the beam. Two commonly used configura-
tions are shown in figure 1. Phase based devices are typically imaged onto the
back focal plane of the objective to allow spatial control of the generated pat-
tern at the focal plane. When the device is imaged onto the back focal plane,
the focal plane corresponds to a conjugate plane of the SLM, i.e. the image
at the objective focal plane corresponds to the spatial frequency spectrum of
the image on the device. Amplitude based devices can be imaged onto the
back plane, producing a Fourier image at the focal plane [15, 16], or imaged
directly to the focal plane [17]. When imaged directly, the beam generated
by amplitude based devices is somewhat intuitive, since the pattern on the
SLM corresponds to the pattern at the focal plane with resolution limited
by aberrations and the transfer function of the system. Intermediate planes
between the imaging and conjugate planes can be thought of as a mixture
of the image and conjugate planes. In addition to the two configurations
described here, other systems can involve placing the SLM in a Fresnel plane
or other plane [18] or omitting the lens entirely [19]. It is also possible to
use multiple devices or multiple passes of the same device to achieve greater
control over both amplitude and phase [20].
Determining the appropriate pattern to place on the device to generate
the desired beam depends on a number of factors including the device posi-
tion and incident illumination. If the device is positioned in the conjugate
plane and uniformly illuminated, the required device pattern is simply the
far-field complex amplitude of the desired beam. For simple beam shapes,
such as beams translated to different positions, the required patterns can
be easily determined and correspond to patterns for diffraction gratings and
lenses. Once the complex amplitude function for the desired beam is deter-
mined, the phase or amplitude pattern can be calculated and converted to
a device specific image with values corresponding to the phase/amplitude
range of the device. For non-uniform incident illumination, pattern genera-
tion becomes more complex: the beam phase and amplitude distribution and
the phase uniformity of the device is needed, which must then be encoded in
the generated pattern. More complex patterns, where the far-field phase or
intensity is not intuitive, can be generated using iterative algorithms such as
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Figure 1: Two configurations for phase/amplitude SLM used in a microscope system. The
device is placed so the objective plane corresponds to a Fourier plane (FP) of the device
(top) and an imaging plane (IP) of the device (bottom). The relay/telescope is optional
and provides access to the Fourier plane which is useful for removing non-diffracted light
or spatially filtering the beam.
the popular Gerchberg–Saxton algorithm [21].
When using one of these devices there are several additional considera-
tions arising from the physical properties of the device that may impact the
generated patterns. For example, for phase-only SLMs, such as liquid crystal
type devices, the orientation of the liquid crystals is controlled by applying a
voltage to align the crystals in a particular direction. The change in orienta-
tion of the liquid crystals results in a change in phase and if the crystals are
birefringent, a change in polarisation of light passing through the correspond-
ing region of the device will occur (making the device not purely phase-only).
Part of the setup for one of these devices often involves calibrating the device
voltage to corresponding phase/polarisation values. The physical process in-
volved in changing the phase/polarisation of the light may not be perfectly
efficient, this leads to effects such as pixel blurring and non-diffracted light
in the resulting beam.
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2.2. Simple patterns
For optical tweezers experiments, there are a range of simple patterns
that are often used for basic beam steering and control of trapped particles.
The most common optical tweezers beamis a Gaussian beam, which can be
described in the far-field of the focus by a scalar amplitude function with
constant phase and a Gaussian profile,
ugaussian(x, y) ∝ exp
(
−x
2 + y2
2σ2
)
(1)
with only a single parameter, σ, the width of the beam.
We can focus or deflect a beam by applying a lens or linear phase grating
to the beam. To first order approximation the phase profiles for a lens and
grating are given by
φlens(x, y) =
x2 + y2
2R
(2)
φgrating(x, y) = D(x sin(θ) + y cos(θ)) (3)
where R is the radius of curvature for the lens, D is the distance displaced
and θ is the direction of the displacement. By applying these phase shifts to
our Gaussian beam, we are able to move the focus of the beam in the axial
direction φlens and in the transverse direction φgrating. These formulas can
be applied to a beam by multiplying the beam by the corresponding complex
field amplitude
utranslated(x, y) = exp (ik(φlens(x, y) + φgrating(x, y)))uoriginal(x, y) (4)
where i is the imaginary unit and k is the optical wavenumber. Examples of
these diffraction gratings are shown in figure 2(a-c).
Orbital angular momentum can be added to a beam by adding a az-
imuthal phase gradient to the pattern. The Laguerre-Gaussian modes are
Gaussian beam modes which include a azimuthal phase component, this ad-
ditional phase is described by
φLG0l = l arctan(y/x). (5)
Figure 2(d-e) show LG modes with both azimuthal phase and radial phase.
More complex patterns can be generated for Hermite-Gauss, Ince-Gauss and
other types of beams.
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a) e)
b) f)
c) g)
d) h)
Figure 2: Phase patterns generated using the toolbox (left) and visualisations of the SLM
far-field when the pattern is illuminated by a Gaussian beam (right): (a) zero phase,
(b) blazed (linear) diffraction grating, (c) spherical lens, (d) LG mode pattern, (e) LG
mode displaced with linear grating, (f) two superimposed linear gratings, (g) results of
Gurchberg-Saxton algorithm after a few iterations, (h) sampling of different SLM regions.
(c) and (h) use a checkerboard over regions outside the pattern to scatter incident light
to higher angles.
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2.3. Combining multiple patterns
It may be desirable to combine a set of patterns together to create multiple
beams. There are multiple methods of achieving this including the random
mask method and superposition of prisms and lenses. The random mask
method involves randomly choosing pixels from each pattern and combining
them into a single image. To combine a set of patterns φi using the random
mask method, the pixels in the combined pattern are given by
φjcombined(x, y) = φ
j
i (x, y) (6)
where j refers to the individual pixels that make up the pattern and i is cho-
sen randomly for each pixel. By changing the frequency at which a particular
pattern is chosen, the amplitude of the individual patterns can be controlled.
The efficiency for this method for uniform beam amplitudes scales inversely
with the number of traps, providing lower efficiency compared to other meth-
ods.
The superposition of prisms and lenses algorithm involves superimposing
the complex amplitude patterns of each pattern and calculating the phase
angle
φcombined(x, y) = arg
(∑
i
wie
iφi(x,y)+θi
)
. (7)
The additional weighting terms, wi, are used to control the amplitude of
each trap, while the phase offset terms, θi can be used to introduce a random
phase offset which may improve the performance of the method [22]. For
further reading see [23]. An example of superposition is shown in figure 2(f).
2.4. Simulating tightly focused beams
Optical tweezers often use tightly focused beams created using high nu-
merical aperture (NA) objectives (NA ∼ 0.7–1). These beams are often not
solutions to the scalar Helmholtz equation. Full modelling often requires
higher order approximations or solutions to the vector Helmholtz equation
[24, 25]. The simulations in figure 2 assumed the beams to be paraxial
(scalar) and do not account for changes to the beam polarisation due to
focusing. For low numerical aperture simulations, this can produce reason-
ably accurate results. However, for beams used in optical tweezers it can
be necessary to include polarisation effects. Figure 3 shows a comparison of
four different beam simulation methods currently implemented in OTSLM
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Figure 3: Comparison of different simulation methods when simulating a weakly focused
(NA=0.3) and tightly focused (NA=0.8) linearly polarised Gaussian beam. Simulation
show the irradiance of the focused beam for (a) scalar 2-D FFT, (b) scalar 3-D FFT,
(c) vector 2-D FFT implementation of Debye integral, and (d) point-matching to vector
spherical wave functions using the optical tweezers toolbox.
[26, 27, 28, 29]. For weakly focused beams (NA=0.3) there is very little visible
difference between the different methods. The scalar fast Fourier transform
(FFT) methods, figure 3(a–b), do not include the polarisation of the incident
beam and produces a spot which can differ significantly from the experimen-
tally realised beams. In order to model polarisation effects in highly focused
beams, one simple method is to repeat the FFT method for each polarisation
component. Further adaptations can be added to account for spherical aber-
ration due to the lenses finite dimensions and the projection of the paraxial
polarisation components onto the hemisphere of the lens [28].
2.5. Simultaneous amplitude & phase control
In order to generate arbitrary beams both the amplitude and phase of
the wave-front need to be controlled. Many liquid crystal type SLMs can be
configured so that they control the phase and amplitude of the reflected light,
however the phase and amplitude control is rarely independent [30]. Multiple
devices can be combined, a device that only controls phase can be combined
with a device that only controls amplitude: such as combing a liquid crystal
type SLM with a DMD type SLM or two liquid crystal devices setup to
modulate the phase and amplitude respectively [31]. If spatial resolution isn’t
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important, the same device can be used in a double pass configuration with
the device being split into two halves one for controlling amplitude and the
other for phase. It is also possible to use a spatial filter to combine adjacent
pixels into a super-pixel that covers the complete amplitude/phase space
[32, 33]. More complicated systems can even achieve phase, amplitude and
polarisation control simultaneously with only a single DMD, half waveplates
and beam displacers [34].
Without additional hardware or additional devices it is still possible to
modify the SLM pattern to take advantage of the available amplitude/phase
space. For phase only devices, one approach is to mix the desired phase
pattern with a second phase pattern to give the phase pattern with both
amplitude and phase information
φA+P = f(A)φP + (1− f(A))φother (8)
where f(A) is a function between 0 and 1 which converts the amplitude
pattern into a mixing ratio and φother is the other phase pattern to mix
in. There are multiple choices for the function f , the simplest situation is
f(A) = A and to discard light into the zero-th order so the above equation
becomes
φA+P = AφP . (9)
For a comparison of different methods involving mixing multiple patterns to
encode the amplitude on a phase-only device, see [35]. A similar procedure
can be done for amplitude-only device [15].
2.6. Iterative algorithms
For generating more complex patterns there are a range of iterative algo-
rithms that attempt to generate the incident phase or amplitude distribution
for a desired target distribution for both phase only [36, 22, 37] and ampli-
tude only devices [38]. One of the most popular and simple methods is the
2-D Gerchberg–Saxton (GS) algorithm [21], shown bellow:
1. Generate initial guess at the SLM phase pattern: P
2. Calculate output for phase pattern: Proj(P )→ O
3. Multiply output phase by target amplitude: |T | O|O| → Q
4. Calculate the complex amplitude required to generate Q: Inv(Q)→ I
5. Calculate new guess from the phase of I: Angle(I)→ P
6. Goto step 2 until converged
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Proj is an operation to calculate the output field and Inv is the correspond-
ing inverse operation, in the original GS these are the Fourier and inverse
Fourier transforms. There are a range of modifications to this algorithm
which achieve better uniformity or compatibility with amplitude only de-
vices. An example of the GS algorithm is shown in figure 2(g). The 2-D
Gerchberg–Saxton algorithm can be used to generate 3-D holograms by con-
straining the output to multiple planes in 3-D space or using a modified 3-D
algorithm which allows optimisation with respect to a target volume [39, 40].
Other algorithms include direct search and simulated annealing which
involves randomly changing pixel values to try and optimise the pattern
[41, 42]; and gradient descent algorithms which attempt to directly optimise
some fitness function [43].
It is also possible to optimise the amount of light scattered into particular
directions without considering the light scattered to other locations in the
far-field. This class of point-trap optimisation algorithms, or combination
algorithms, effectively combines a set of phase patterns ∆m which describe
the scattering in a particular direction [22]. In this description, we can write
down a version of the Gerchberg–Saxton algorithm which doesn’t explicitly
depend on the propagation method
φj+1 =
∑
m
eiφ
j V jm
|V jm|
(10)
where
V jm =
∑
(x,y)
ei(φ
j(x,y)−∆m(x,y)), (11)
(x, y) are the pixel coordinates and φj is the best guess at the combined phase
pattern. Starting with some initial guess, such as a random superposition
of the phase patterns, the method rapidly converged. There are extensions
to the Gerchberg–Saxton algorithm for point traps including an adaptive-
adaptive algorithm and a weighted variant [22].
3. Toolbox overview
The Matlab toolbox is broken up into the following sub-packages:
• Simple patterns otslm.simple
• Iterative methods otslm.iter
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• Pattern tools otslm.tools
• Utility functions otslm.utils
• Graphical user interface otslm.ui
We also provide a directory with examples for various components of the tool-
box. Simple patterns includes simple gratings, lenses and Hermite-Laguerre-
Gauss beams. Iterative methods include the GS 2-D and 3-D algorithms for
generating a pattern to satisfy a particular target light distribution. Pattern
tools contains functions for combining patterns and functions for visualising
the output of patterns. Also included are a number of utility functions that
we use to display the patterns on the SLM devices with Matlab and the
calibration functions. The user interface package contains the graphical user
interface components.
All the pattern generation functions take a size (for the SLM) and output
an image with double values for phase or amplitude or complex double values
for patterns with phase and amplitude. For phase patterns, the output of
these functions can take any double value, with 0 corresponding to no phase
change and 1 corresponding to a phase change of one optical wavelength.
Before displaying or simulating these patterns, the modulo of the values fol-
lowed by scaling to a 0 to 2pi range or device specific colour/voltage value is
needed. Documentation is provided on most functions in the usual Matlab
way, type help otslm or help otslm.package.function_name in Matlab
for information about a functions usage. More extensive documentation is
provided online and in PDF format from the GitHub page and a ReadThe-
Docs page. We would like to emphasis that with very few lines of code it
is possible to generate the figures shown in this paper. For example, the
following is an example of the toolbox being used to generate two kinds of
beams and combine them into a single phase pattern with a range between
−pi and pi.
% Import the library
addpath(’/path/to/the/library/otslm’);
import otslm.*;
% Declare the size of the device
sz = [512, 512];
% Generate a LG beam
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amode = 0; rmode = 3;
lgbeam = simple.lgmode(sz, amode, rmode);
displaced_lgbeam = lgbeam + simple.linear(sz, 10, ’angle_deg’, 30);
figure(1), imagesc(displaced_lgbeam);
% Generate a second beam
displaced_gaussian = simple.linear(sz, 30, ’angle_deg’, -40);
figure(2), imagesc(displaced_gaussian);
% Combine the beams and convert to slm pattern
combined = tools.combine({displaced_lgbeam, displaced_gaussian});
slm_pattern = tools.finalize(combined, ’colormap’, ’pmpi’);
figure(3), imagesc(slm_pattern);
The patterns can be displayed on the screen using Matlab’s imagesc or
similar functions or displayed using one of the utility functions we use to
apply the appropriate colour map and display it on a region of the screen
for the SLM. These functions are provided in the tools directory. The tools
directory also contains the calibration functions. The patterns can also be
visualised using a near to far field transformation (Fourier transform) or
visualised using the optical tweezers toolbox version 1 (available from [29])
for non-paraxial visualisation.
A brief summary of each of the package is given in the following section.
For more extensive details about each of the packages we refer the reader to
the toolbox documentation.
3.1. Simple Patterns
The initial release includes functions to generate a range of simple pat-
terns including:
• Lenses and polynomial functions: aspheric, axicon, gaussian, parabolic,
spherical, zernike, cubic, sinc.
• Periodic gratings: sinusoid.
• Common beam phase/amplitude patterns: hgmode, lgmode, igmode,
bessel.
• Linear ramp (linear) which can be used for linear gratings.
• Aperture functions for 2-D (aperture) and 3-D (aperture3d).
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• A function similar to Matlab’s meshgrid for Cartesian and spherical
coordinates (grid)
• Functions for checkerboard, step and random patterns.
These functions all generate Matlab arrays representing the pattern. They
can be used to describe the phase pattern of a grating, the incident illumi-
nation (such as gaussian) or calculate the complex amplitude and phase of
laser pattern. Most of these functions are only a couple of lines or use func-
tions already provided by Matlab. They are provided in the toolbox with
additional documentation and a consistent interface with features specifically
for SLM pattern generation.
3.2. Iterative algorithms
This sub-package includes a range of iterative algorithms and objective
functions that can be used with them. The initial release includes an imple-
mentation of Gerchberg–Saxton (2-D and 3-D), Adaptive-Adaptive, Direct-
Search, and SimulatedAnnealing. Implementations of the point-trap/combination
iterative optimisation algorithsm have been provided for Gerchberg–Saxton,
Adaptive-Adaptive, and weighted Gerchberg–Saxton. Code is also provided
to call the iterative algorithm from [43]. A code for optimisation in a basis
of vector spherical wave functions is also provided however this is still fairly
experimental and will likely change in future releases.
The iterative methods are implemented with object orientated Matlab
code. Each iterative method is an object which inherits from a base class
that provides additional supporting methods for visualisation and fitness
function evaluation. Methods where the fitness or propagation methods are
not explicitly needed can omit these properties or choose to keep them for
calculating diagnostics/performance graphs. The base class can easily be
extended to implement other iterative algorithms.
3.3. Tools
The tools package contains functions for working with patterns. This in-
cludes functions to combine patterns (combine, mask regions), generate vi-
sualisations (visualise) and apply filters to patterns (dither, phaseblur,
spatial filter).
bsc2hologram and hologram2bsc functions are provided for converting
between a far-field hologram and the Beam Shape Coefficient (BSC) beam
object used in the optical tweezers toolbox [29].
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hologram2volume and volume2hologram functions convert between the
2-D hologram format and the 3-D hologram/lens format. The 3-D holo-
gram consists of the 2-D hologram unwrapped to a spherical hemisphere as
described in [39].
finalize and colormap can be used to convert from the 0 to 1 phase
format returned by most patterns to a 0 to 2pi phase angle or device specific
colour-map format. finalize also provides functions for combining phase
and amplitude patterns into a single phase or amplitude pattern.
3.4. Utilities
A range of utility functions are included in the toolbox. Several functions
are included for generating images of the device and calibrating the device,
some of these functions are still experimental. A class is provided for load-
ing/saving and interacting with device colour-maps. Colour-maps can either
be returned by a calibration function or loaded from a file.
Matlab objects are provided for representing Showable and Viewable de-
vices such as SLMs and cameras. These objects inherit from two base classes,
and can easily be extended to simulate or connect to other types of devices.
Device objects for a SLM controlled by placing the pattern on a monitor con-
nected to the computer and a web-caemra are provided. Additional devices
are provided for simulating SLM/cameras, these are mainly used for testing
the imaging and calibration functions.
3.5. Graphical user interface
Most of the functions in the toolbox have a corresponding graphical user
interface (GUI). The interface is implemented in Matlab 2018a and should
run on more recent versions of Matlab. These GUIs offer an alternative way
of generating patterns without needing to write code. An example of a GUI
for the generation of LG beams is shown in figure 4. The interface includes a
display that can either show the current phase pattern or the simulated far-
field of the SLM. This can be useful for quickly exploring the capabilities of a
particular function. The user interfaces are contained in the ui sub-package.
A launcher interface has been written to provide an overview and means to
quickly launch the different components. The user interface provides most of
the same functionality as the command line, patterns are created and added
to the Matlab workspace, allowing the interface to be used interchangeably
with the other scripts. GUI components can be launched by running them
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from the Matlab browser or by calling otslm.ui.Launcher once OTSLM
has been added to the path.
Figure 4: User interface for LG beam generation. The interface provides basic controls
needed to generate and display a LG beam. The Name and Display Variable fields
specify the Matlab variable names for the generated phase pattern and displayed image.
3.6. Graphics Processing Unit support
For rapidly generating hologram patterns it is possible to use specialised
hardware, such as Graphics Processing Units (GPUs) [44, 5]. OTSLM cur-
rently supports two methods for utilising the GPU: generating patterns using
Matlab’s gpuArray object and directly calculating/drawing the pattern using
OpenGL. Most functions will automatically detect if the inputs are gpuArray
objects. For pattern creation functions (such as otslm.simple.* functions)
the GPU can be explicitly enabled via the useGpuArray optional input ar-
gument. GPUs can be used to accelerate calculations of patterns, however,
these devices often have far less memory than the main computer. This can
create problems when, for instance, combining many large patterns using
otslm.tools.combine. Instead, it may be necessary to generate individual
patterns and combine them one-by-one, as is done by otslm.tools.lensesAndPrisms.
This method can be relatively effective, using the lenses and prisms algorithm
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on a GPU (tested on GTX 1060 6GB; GPUs with less memory should pro-
vide similar performance) we were able to generate a pattern with 11 spots
at 60 frames per second, faster than many of the device we use in the lab for
displaying patterns.
One of the main bottlenecks with rapidly generating simple patterns is
transferring the patterns from the computer’s main memory into the graph-
ics memory or SLM device memory. In some circumstances this bottleneck
can be unavoidable, such as when the device is connected via USB or to
another computer on the network. If the device is connected directly to a
graphics card it is possible use the GPU to calculate the pattern and display
it directly on the device without first copying back to the main computer
memory [5]. To achieve this, OTSLM includes an interface to RedTweezers.
RedTweezers is a standalone application which draws and displays patterns
using an OpenGL enabled graphics card. Pattern creation functions need
to be described using OpenGL shader language and compiled into shaders
that are loaded onto the GPU. Information about the pattern, such as spot
locations, is then sent to the shader and the pattern is calculated and drawn
to the screen/device. OTSLM currently includes shaders for the algorithm
described in [5] as well as a shader for directly uploading images and utility
functions to help with designing a custom shader class.
3.7. Examples
We have tried to include a range of examples for the features included
in the toolbox. For beam generation, we suggest the user starts with the
simple beams and advanced beams examples. For iterative algorithms, we
have provided two examples iterative and iterative 3d demonstrating
the 2-D and 3-D algorithms currently included. We have also included more
specific examples such as a DMD example, different methods for generating
a line trap, particle tracking using a SLM and a demonstration to show the
effect of phase blur on SLM output. Examples are provided for calibration,
imaging and setting up a screen device (window) to control the SLM.
4. Applications
Using the toolbox, we are able to quickly generate and simulate a range of
different optical potentials. Figure 5 shows a couple of examples of different
device patterns, their simulated far-field, and the experimentally observed
far-field on one of our optical systems. By comparing simulations of our
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beams to the experiment we are able to characterise the imperfections in our
optical system. It is then possible to either adjust our simulations to include
these imperfections (as shown in the figure), or to modify our experiment
to remove these imperfections (either using the SLM or by modifying other
components in the system).
One of our main uses for the toolbox is generation of beams in our optical
tweezers experiments. We have been using the toolbox for scripted control
of optical trap position and generation of optical potentials for orientating
biological cells [45]. Being able to programmatically control where optical
tweezers are placed allows us to perform repeated measurements of fluid
flows by releasing and capturing a probe particle and measuring how far it
travels. Using this technique we can map out the velocity flow field generated
by a micro-machine or motile micro-organism. Combining OTSLM with the
optical tweezers toolbox has also allowed us to simulate the orientation and
dynamics of particles in optical traps. We are using this method to design
beams to orientate motile micro-organisms in optical traps.
5. Ongoing development
We have made a public repository for our toolbox available on GitHub.
We hope that this will enable and encourage collaboration from the commu-
nity including contributions of algorithms other researchers use. Addition-
ally, we plan to continue to update the toolbox with new features our group
develops for optical tweezers problems. Our main interest at the moment is
optimising traps for trapping of biological samples in arbitrary orientations.
The areas we will focus on are iterative methods and functions to characterise
and calibrate the optical systems.
Additionally, there are a couple of tasks we have not had time to work on
but we think might be beneficial. We choose to implement the current version
in Matlab for the sole reason that our group had pre-existing code in Matlab.
It would improve accessibility and in some cases also significantly improve
runtime by switching to a non-proprietary language such as Python. Another
feature that we would consider if switching to Python is a Pattern class to
represent phase/amplitude patterns returned by functions in the toolbox.
Keeping track of the pattern phase range (1 or 2pi) can be confusing and
sometimes lead to patterns being incorrectly scaled. A separate class for
these patterns could keep track of both the pattern data and the other meta-
data such as range, date created, functions used to create it.
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Device Pattern
Ideal
Simulation Experiment
Adjusted
Simulation
a
b
c
Figure 5: Examples showing three different beams generated using the toolbox: (a) a
LG vortex and a Gaussian shaped spot generated using a single pattern on a phase-only
device, (b) a LG vortex generated using an amplitude-only device, and (c) a UQ-OMG
shaped light field generated using the Gerchberg–Saxton algorithm. The columns, in or-
der, show the device pattern, the ideal simulated device paraxial far-field (assuming 100%
diffraction efficiency and no aberrations), what was observed in an experiment and the sim-
ulated device paraxial far-field after accounting for aberrations and imperfect diffraction
efficiency.
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6. Conclusion
In this paper we have described our new beam shaping toolbox, OT-
SLM. The toolbox currently includes functions to generate a range of simple
diffraction gratings and beam phase/amplitude patterns as well as a selection
of common iterative algorithms and tools for working with patterns and de-
vices. Our toolbox includes a graphical user interfaces for some of the most
common tasks. The current version of the toolbox is implemented in Matlab
and available on GitHub. It is our hope that this toolbox will be useful to
the optical trapping community as well as more broadly in other fields where
the creation of structured light beams with SLMs is needed. By making the
toolbox open source, we hope that it will be extended by other researchers
using SLMs for light shaping. We hope that this toolbox will be a useful
resources for a wide number of researchers in cognate fields to easily create
a needed experimental environment when sculptured light is involved, be it
in imaging or biology.
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