A static partial differential equation (PDE) approach is presented for multidimensional extrapolation under the assumption that a level set function exists which separates the region of known values from the region to be extrapolated. Arbitrary orders of polynomial extrapolation can be obtained through solutions of a series of static linear PDEs. Fast sweeping methods of first and second orders are presented to solve the PDEs for constant, linear, and quadratic extrapolation. Numerical examples are presented to demonstrate the approach. 1. Introduction. A great number of computational physics applications require extrapolation methods. One particularly popular method utilized in level set methods [2] can be used to extrapolate data from one region, where the function is known, to another region where there is no data. A level set function demarcates the regions where the function is known and where extrapolation is needed. The original application of this type of extrapolation was the ghost fluid method [7] , where data is known in the "real" region and needs to be extrapolated into the "ghost" region. This was originally done with constant extrapolation in the normal direction to the interface. Linear and quadratic extrapolation were introduced in [2] and extended to cubic extrapolation in [9] . Fast marching and fast sweeping techniques were discussed in [1, 4] for constant extrapolation.
Introduction.
A great number of computational physics applications require extrapolation methods. One particularly popular method utilized in level set methods [2] can be used to extrapolate data from one region, where the function is known, to another region where there is no data. A level set function demarcates the regions where the function is known and where extrapolation is needed. The original application of this type of extrapolation was the ghost fluid method [7] , where data is known in the "real" region and needs to be extrapolated into the "ghost" region. This was originally done with constant extrapolation in the normal direction to the interface. Linear and quadratic extrapolation were introduced in [2] and extended to cubic extrapolation in [9] . Fast marching and fast sweeping techniques were discussed in [1, 4] for constant extrapolation.
In terms of physics applications, the PDE approach to extrapolation was utilized in [9] for solving Laplace and heat conduction equations on arbitrary domains with applications to Stefan problems. The technique has also been applied to vaporization in two-phase fluid flow [23] , bubble dynamics [5] and compressible reacting flow with phase changes [12] . It has also been extended to work on quadtree and octree grids [16] with applications to solving nonlinear Poisson-Boltzmann equations [17] . An excellent summary of parabolic and elliptic problems utilizing PDE extrapolation was given in [10] .
The goal of this work is to develop a static PDE approach as general as the timedependent approach proposed in [2, 9] . The main advantage of using the static PDE approach is computation efficiency. For the time-dependent approach, where the time is artificial, extrapolation or information is advected from the known region to the unknown region. Numerically one solves a series of linear advection equations. The time step is restricted by the Courant-Friedrichs-Lewy condition for stable explicit time schemes, which can also be viewed as Jacobi iterations. In other words, it takes 2.1. Constant extrapolation. Constant extrapolation of the function u is done as a constant along a normal n to the interface Γ. n is defined with the level set function, (2.1) n = ∇ψ |∇ψ| .
The PDE used to achieve constant extrapolation is 
Linear extrapolation.
Linear extrapolation in the normal direction is done in three steps. First, the directional derivative of u in the normal direction is defined as (2.4) u n = n · ∇u.
Then u n can be extrapolated in a constant manner into the unknown region by the PDE (2.5) H(ψ) n · ∇u n = 0.
With u n in the whole space, we can extrapolate u into the unknown region by solving the PDE (2.6) H(ψ)( n · ∇u − u n ) = 0.
Quadratic extrapolation.
Quadratic extrapolation in the normal direction is done in four steps. First, the second directional derivative of u in the normal direction is defined as (2.7) u nn = n · ∇( n · ∇u).
Then u nn is extrapolated into the unknown region in a constant manner with the PDE (2.8) H(ψ) n · ∇u nn = 0.
Next, with u nn in the whole space, u n can be extrapolated into the whole space in a linear manner with the PDE (2.9) H(ψ)( n · ∇u n − u nn ) = 0.
Finally, the function u can be extrapolated to the unknown region via the PDE (2.10) H(ψ)( n · ∇u − u n ) = 0.
Higher-order extrapolation.
It is clear that the pattern of the static PDE formulations can be extended to higher-order polynomial extrapolation. For instance, in the nth-order extrapolation, the nth-order directional derivative of u is first computed in the region ψ ≤ 0, then extrapolated in a constant fashion. After that, each successive lower-order directional derivative is integrated until u is calculated. Remark 1. Here the Heaviside function is equivalent to a label to indicate where extrapolation is needed.
Fast sweeping methods.
In this section, we present the fast sweeping methods for solving the aforementioned PDEs in the general form,
where a(x), f(x), and u Γ (x) are given functions. For this linear hyperbolic PDE, the boundary condition should be prescribed at the inflow boundary, i.e., the part of boundary where a(x)·ν(x) < 0, x ∈ Γ, where ν(x) is outward normal at the boundary. For the cases of extrapolation, a(x) = n(x), and the inflow boundary is the boundary of the given domain Ω in or the zero level set of the level set function ψ. For simplicity, we present the fast sweeping methods on uniform meshes in two-dimensional (2D) cases. Implementation on triangular meshes is discussed in Appendix A. Extension to higher dimension is straightforward. Fast sweeping methods are efficient iterative methods for solving the hyperbolic type of PDEs, for example, the Hamilton-Jacobi equations. For previous work on the development of fast sweeping methods, please refer to [8, 13, 14, 19, 20, 27] and references therein. For the linear advection equation (3.1), the fast sweeping method is even simpler since the upwind direction is given a priori by a(x). Hence the discretization scheme is linear, i.e., independent of the solution. The two key ingredients for the success of fast sweeping methods are (1) an upwind discretization and (2) systematic and alternating orderings that can cover all directions of characteristics. We first present a few upwind discretizations and then two choices of orderings. Let us assume the domain is given by [x min , x max ]×[y min , y max ] and is discretized with a uniform mesh of size I × J. The mesh size is denoted as h. At each grid point (i, j) (or (x i , y j )), for any function F , we denote F i,j = F (x i , y j ). Also, assume that a(x) = (a x (x, y), a y (x, y)).
First-order approximation.
We present a first-order version of the fast sweeping method. At point (i, j), without loss of generality, let us assume a
The fast sweeping method uses one-sided first-order finite difference to approximate the gradient ∇u. That is,
By substituting (3.2) into (3.1), we obtain the discretized PDE
which can be reformulated to get a local updating formula for u i,j , i.e.,
Second-order approximation.
Here we present two versions of secondorder schemes. One is a simple direction-by-direction upwind second-order scheme. The other one is an upwind second-order scheme with compact stencils.
3.2.1. Direction-by-direction second-order upwind scheme. An easy direction-by-direction version is as follows. At point (i, j) with a x i,j > 0, a y i,j > 0, we use one-sided second-order finite difference to approximate u x , u y . That is,
By substituting (3.5) into (3.1), we obtain the discretized PDE (3.6) a
from which we can get a local updating formula for u i,j , i.e.,
Following the same procedure, the one-sided finite difference approximation, such as (3.2) or (3.5), can be easily obtained for other cases of a(x) and hence the local updating formula, such as (3.4) or (3.7).
3.2.2.
Second-order upwind scheme with compact stencils. Here we give a second-order scheme with compact stencils following the formulation developed in [3] . The key idea is to use the original PDE (3.1) to provide more relations and hence reduce the number of needed stencils to achieve a certain accuracy. Differentiating (3.1) we get
where ∇a denotes the Jacobian of a and D 2 u denotes the Hessian of u. The Taylor expansion of u(x) to the second order is
By writing δx as
(3.9) can be written as
By substituting (3.12) into (3.11), we have (3.13)
Notice that the only unknowns in the Taylor expansion (3.13) 
assume a is constant locally. Then using (3.13), we have the following three equations:
(3.14)
with
We can solve (3.14) to obtain α, β, γ, 4 and substituting them into the PDE (3.1), we have the discretized PDE
where
Fig. 1. Local mesh and stencils for compact second-order scheme: (a) partition of the local mesh into eight regions with equal inner angles; (b), (c), (d) stencils (denoted as dark squares) used corresponding to the locations and directions of the characteristics (denoted as dashed arrows).
Hence we have the local updating formula for u i,j by solving (3.16) as
From the first two equations in (3.15), we can see that the scheme is not monotone and when a i,j is close to the grid lines, i.e., either a x i,j → 0 or a y i,j → 0, the coefficients may go unbounded. As discussed in [3] , at each point (i, j), the stencils must be chosen more carefully according to the upwind direction a i,j . At each point (i, j), the local mesh is divided into eight regions with equal inner angles (see Figure 1(a) ). If the upwind direction a i,j is in region 1 (see Figure 1(b) ), then we choose stencil
and if the upwind direction a i,j is in region 3 (see Figure 1(d) ), then we choose stencil
For other regions, the stencils can be chosen in a similar way.
3.3.
Ordering. Systematic and alternating orderings that can cover all directions of characteristics effectively are another crucial factor for the efficiency of the fast sweeping method. For the first-order upwind scheme and direction-by-direction second-order upwind scheme on rectangular grids, alternating the following four orderings in two dimensions during Gauss-Seidel iterations is effective since information arrives at a grid point through one of the four quadrants: On the other hand, for the second-order upwind scheme with compact stencils, using the ordering introduced in [19] for triangular meshes is more effective since information arrives at a grid point through one of the eight sectors illustrated in Figure 1 . The idea is to choose a few reference points, e.g., the four corners points of the computational domain. All grid points are ordered by the distance to each reference point in both increasing and decreasing order. Gauss-Seidel iterations will be carried out according to these orderings alternately. 
Schematic
Narrow band implementation. In applications, the extrapolation is often needed only in a narrow band adjacent to the known region. The narrow band is typically defined by the level set function, e.g., a signed distance function. An easy modification of the fast sweeping method described above can serve the purpose. First we collect all grid points in the narrow band and create a list by a simple one-pass region growing algorithm: starting with any point in the narrow band, we add its neighbors that are in the narrow band to the list, then we further add the neighbors of the newly added points that are in the narrow band but not yet in the current list to the updated list. We continue this process until no more points are added to the list. Since there is no regular data structure for points in the list, distance to a few references points is used to provide alternating orderings. The fast sweeping methods will be applied to the grid points on the list only, i.e., the PDEs will be solved numerically on the narrow band only.
Convergence analysis.
Here we provide a convergence study for the firstorder scheme defined in section 3.1. In section 2, the extrapolation problem is formulated as a series of static linear hyperbolic PDEs in the form of (3.1), where the inflow boundary is the zero level set of the level set function ψ(x) and a(x) = n(x) = ∇ψ(x) |∇ψ(x)| . Assume ∇ψ(x) is continuous and 0 < c < |∇ψ| < C < ∞ for ψ ≥ 0 with c and C some constants. The computation domain Ω h is discretized by a Cartesian grid with grid size h. For simplicity we present the analysis for two dimensions. Extension to higher dimensions is straightforward. 
h , the result is proved. Otherwise, the argument can be continued all the way to reach a point on the boundary Γ u i,j = u p,q < 0, which is a contradiction. (3) Since the fast sweeping method is a Gauss-Seidel iteration with alternating orderings in each iteration, it converges for an M-matrix [11, 25] .
Remark 2. Although the fast sweeping algorithm is a type of Gauss-Seidel iteration, the use of different orderings during the iterations can greatly accelerate the convergence for linear or nonlinear systems arising from upwind discretizations for hyperbolic problems. Once correct causality is enforced in the discretization and during the update at each grid point, alternating orderings allow efficient propagation of information along characteristics in all directions.
Remark 3. For the linear hyperbolic PDEs for the extrapolation problem, the main complication comes from the geometry of the inflow boundary Γ. Near the concave part of the boundary, the characteristics following ∇ψ |∇ψ| converge. Near the convex part, the characteristics diverge. These scenarios are analogous to shocks and rarefactions for the hyperbolic conservation law. For the first-order upwind monotone scheme, there is an explicit numerical viscosity with coefficient of grid size h (by Taylor expansion of the finite difference scheme). So it can handle both cases. However, the divergence of characteristics near the convex part of the boundary can make the one-pass algorithm fail as shown in Example 4 and Figure 5 in the next section. This phenomenon can be explained from the linear algebra point of view; the discretized system cannot be transformed to a triangular system no matter what ordering is used for the grid points, which is also equivalent to the fact that the discretized problem becomes locally elliptic near the convex part of the boundary due to the numerical viscosity. Since the fast sweeping method is an iterative method, it works efficiently in all scenarios.
The following theorem shows error estimate for the first-order upwind scheme. For simplicity, we state the result in two dimensions and extension to higher dimension is straightforward.
Theorem 3.2. Assume ψ is the signed distance function to a smooth interface Γ. Let u(x) be the solution to (3.1) with a(x) = ∇ψ(x)/|∇ψ(x)| and smooth boundary condition, and let u h i,j be the corresponding numerical solution to (3.3). For any point (x i , y j ) in the region where a(x) is smooth,
where 0 < C < ∞ is some constant which depends on Γ, a, and the second derivatives of u. Proof. Denote
We order all grid points in Ω + h by layers such that the kth layer contains all the points with (k − 1)h < ψ(x i , y j ) ≤ kh. We prove the error estimate (3.19) by induction. Assume where
is the local truncation error and the constant in O(·) depends on the second derivatives of u(x). Then
, which implies
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Since a
We have the following cases: (a) If both (x i−1 , y j ) and (x i , y j−1 ) are in the (k − 1)th layer, then
If only one of (x i−1 , y j ), (x i , y j−1 ) is in the (k − 1)th layer (assume it is (x i−1 , y j )), then
which implies
Since ψ i−1,j < ψ i,j−1 and
we have a Also we have
for h small enough. For e i−1,j at point (x i−1 , y j ), it satisfies a relation as (3.20) with two neighbors coming from the upwind discretization determined by (a 
otherwise we consider e i−1,j−1 at point (x i−1 , y j−1 ) and have
. Therefore, for any layer k ≥ 1,
Since ψ is the signed distance function, for a domain of O (1) 
Numerical tests.
We present more numerical implementation details and a few examples to demonstrate both the efficiency and the accuracy of our approach. In all the examples, the level set function, ψ, is the signed distance to the boundary between known and unknown regions. The level set function is negative inside the known region.
Numerical implementations.
For constant extrapolation in the normal direction, we solve (2.2) with the first-order fast sweeping method. The normal components n are computed with the third-order weighted essentially nonoscillatory (WENO) finite difference approximations (e.g., see [26] ).
For linear extrapolation in the normal direction, we solve (2.5) and (2.6), with the first-order fast sweeping method. u n = n · ∇u is first computed with the thirdorder WENO approximations in the region ψ ≤ −band 1 . Then it is extrapolated in a constant manner to the whole domain by solving the modified equation (2.5), i.e., ( 
4.1)
H(ψ + band 1 ) n · ∇u n = 0.
After that, we solve (2.6) to extrapolate u into the whole domain. Here band 1 = h. For quadratic extrapolation in the normal direction, we solve (2.8), (2.9), and (2.10) with the second-order fast sweeping methods. u nn = n · ∇( n · ∇u) is first computed in the region ψ ≤ −band 2 . Then it is extrapolated in a constant manner to the whole domain by solving the modified equation (2.8), i.e., ( 
4.2)
H(ψ + band 2 ) n · ∇u nn = 0.
After that, u n is computed by solving the modified equation (4.1). Finally u is computed by solving (2.10). Here band 2 = h. Note that the Heaviside function serves as the indicator of unknown and known regions in the PDEs. In the numerical implementation, the PDEs only need to be solved in the unknown region where H ≡ 1.
Remark 5. For the computation of the derivatives in n, u n , u nn , besides the third-order WENO approximations, we also implement the centered finite differences. For constant and linear extrapolation, second-order centered finite difference is used (band 1 = h). For quadratic extrapolation, fourth-order centered finite difference is used (band 1 = 2h, band 2 = 2 √ 2h). And the results show desired accuracy of extrapolation as in the following examples.
Numerical examples.
We choose δ = 10 −9 as the stopping criterion for the fast sweeping methods. In computation of n, u n , u nn , we implement both the third-order WENO approximations and the centered finite difference approximations. Numerical results including the accuracy, the order of convergence, and the number of iterations are recorded. One iteration corresponds to sweeping the whole mesh once.
, and the level set function is ψ = x 2 + y 2 − 2. The function u is initially given as
cos(x) sin(y) ifψ ≤ 0. Table 1 shows the accuracy of constant, linear, and quadratic extrapolation. Figure  2 shows the contour plots of the numerical solutions. From Table 1 , we observe first-, second-, and third-order convergence for constant, linear, and quadratic extrapolation inside a narrow band of size 3h next to the interface Γ, respectively. And the number of iterations is almost constant as the mesh is refined. Table 2 shows the comparison of CPU time between the time-dependent approach [2] and the static approach for constant and linear extrapolation. For the timedependent approach, we use the second-order upwind finite difference scheme and the second-order Runge-Kutta method as in [2] . The PDE must be solved to the steady state. In the numerical implementation, the computation stops when the change between two successive time steps is less than δ. For the static approach, we use second-order upwind scheme (3.7) for comparison. It is clear that the time-dependent approach requires much more CPU time than the static approach. Both approaches are implemented with C codes on a desktop.
Example 2. The setup is the same as in Example 1, except that the level set function is given as ψ = min{ (x − 0.8) 2 + y 2 − 1, (x + 0.8) 2 + y 2 − 1}. Table 3 shows the performance of the fast sweeping methods for constant, linear, and quadratic extrapolation. Figure 3 shows the contour plots of the numerical solutions. From Table 3 , we observe again that the number of iterations changes very little as the mesh is refined.
Example 3. This example demonstrates narrow band implementation described in section 3.4. Four corner points of the computational domain are chosen as the reference points for alternating orderings. Figure 4 shows the results of extrapolation into a narrow band of size 10h near the interface Γ.
Example 4. Here we use a simple example to demonstrate that a one-pass algorithm with fixed upwind stencils does not work. For simplicity we use the first-order upwind scheme (3.4) as an example. At any given point, at most two of its four immediate neighbors in the upwind direction are used to determine its value. So the value at this point can get the correct value only if its upwind neighbors have correct values already. If a one-pass algorithm with a fixed stencil has to work, there has to be an ordering of all grid points such that every grid point can only depend on grid points that either have assigned value (from initialization) or have been updated correctly. Figure 5(a) shows a scenario where two grid points, A and B, next to the interface depend on each other. According to the upwind direction, shown by arrows in the figure, values at points B and C are required to determine the value at A.
Similarly the values at points A and D are required to determine the value at B. In other words, the values at A and B are coupled in the upwind scheme and cannot be solved one by one as in one-pass algorithms. Figure 5 (b) exactly verifies this scenario by enforcing a one-pass condition in the sweeping algorithm for constant extrapolation. We update values only at those grid points where their upwind neighbors either have assigned value (from initialization) or have been updated correctly. We see that extrapolation gets stuck immediately at the four points where the interface is tangent to the grid lines, which is exactly demonstrated in Figure 5 (a). Therefore the stencils must be modified on the fly, such as those used in the ordered upwind scheme [22] . On the other hand, the fast sweeping method is an iterative method which handles this a) situation naturally and effectively as investigated in [15] . The fast sweeping method not only allows the fast propagation of information along characteristics by using the upwind scheme, causality, and alternating orderings during the iterations but also has an effective built-in relaxation mechanism that can handle more complicated situation when one-pass algorithms fail. Example 5. The setup is the same as in Example 1, except that the level set function is the signed distance function to a triangle (see Figure 6 ). In this case, the interface Γ is not smooth. The derivatives are computed with third-order WENO approximations. Figure 6 shows the contour plots of the numerical solutions. 
Conclusion.
We developed the fast sweeping method for the static PDEbased extrapolation which can be applied to a variety of physics problems often solved in conjunction with level set techniques. The proposed method is efficient in that it scales linearly with the size of the grid and eliminates the need to integrate in time to steady state as was done in the original approach [2] . Although parallelization techniques were not discussed here, approaches in [28, 6] can easily be applied to gain further efficiency.
Appendix A. Implementations on triangular meshes. In this section, we present numerical implementations of the constant and linear extrapolation with a first-order fast sweeping method on a triangular mesh. Assume that the computational domain is discretized by a triangular mesh. Assume any point C = (x C , y C ) with its two neighbors A = (x A , y A ) and B = (x B , y B ) on the same simplex ΔCAB (see Figure 7) , and assume that the characteristic passing through C falls in ΔCAB. By applying linear Taylor expansion within ΔCAB, we have We substitute ∇u(C) into the PDE (3.1) to have the discretized PDE on ΔCAB, 
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With the local solver (A.4), we can simply use the fast sweeping algorithm summarized in section 3.4. By choosing a few reference points, triangular meshes are ordered according to the distance to these reference points as in [19] . We apply the fast sweeping method for Examples 1 and 2 on triangular meshes. The computation domain is now given as a disk centered at the origin with radius π. And the domain is discretized with triangular mesh; e.g., see Figure 8 . Table 4 shows the accuracy for constant and linear extrapolation for Example 1. The order of convergence is expected as in Example 1. For linear extrapolation, for simplicity, we compute u n directly with u initially given as in Example 1. Figure 9 (Example 1) and Figure 10 (Example 2) show plots of numerical solutions by constant and linear extrapolation.
