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Abstrakt:
Tato práce se zabývá návrhem a realizací vestav?ného ?ídicího systému pro detekování
trajektorie pohybujícího se mobilního za?ízení. Hlavním úkolem je detekování p?edm?tu
známého tvaru a jeho vychýlení. V tomto p?ípad? se jedná o kolejnice autodráhy. Detekce
vestav?ného ?ídicího systému je realizována pomocí kamerového vývojového kitu. Navrhnuté a
implementované algoritmy a metody analýzy použité v této práci, umož?ují rozpoznat: zda se
jedná o rovnou trajektorii dráhy, levoto?ivou zatá?ku nebo pravoto?ivou zatá?ku. Každá metoda
byla testována v matematickém programu Matlab. Následn? byl vybrán nejefektivn?jší a
nejspolehliv?jší algoritmus detekce. Zjišt?ná trajektorie dráhy ?ídí rychlost vozu, tedy celého
vestav?ného systému, v dostate?ném p?edstihu p?ed následující zm?nou. Rozpoznání daného
tvaru je základem pro úsp?šné ?ízení za?ízení.
Klí?ová slova:
Kamera, Detekce trajektorie dráhy, Analýza obrazu, Metody rozpoznání obrazu, Autonomní
?ízení, Vestav?ný ?ídicí systém
Abstract:
This work deals with designed and implementation of embedded control system for detection
the trajectory of moving mobile device. The main task is to detect a known object shape and its
deviation. In this case is a slot car track. Detection of embedded control system is realized by
the development kit of camera.Designed and implemented algorithms and methods of analysis
used in this study allows to identify: there are straight trajectory path, left-hand turn or right-
hand turn. Each method was tested in the mathematical program of Matlab. Subsequently, it was
selected the most efficient and reliable detection algorithm. Speed of the vehicle is controlled by
an esteblished drack of trajectory, then the entire embedded kontrol systém, before the next
change. Recognition of the shape is the basic for succesful managment of facilities.
Key word:
Camera, Tracks detection, Image analysis, Image recognition methods, Autonomous kontrol,
Embedded control system
Seznam použitých symbol? a zkratek:
Bootloader Zavad??
CCD Charge-Coupled Device, snímání obrazové informace
CC3 viz CMUcam3
CIF Common Intermediate Format, rozlišení videa 352 × 288 v pixel
CMOS Comlpementary Metal Oxid Semicondictor
CMUcam3 Kamera vývojového kitu
COM1 Rozhranní mezi po?íta?em a dalším za?ízením
EABI Embedded-application binary interface, konvence pro registry, datové typy
FAT16 File Allocation Table, souborový systém, verze FAT16
GCC GNU Compiler Collection, je sada p?eklada?? v?etn? jazyka C
GNU Voln? ši?itelný software, inspirovaný opera?ním systémem unixového stylu
GPIO General Purpose Input/Output, je vstupn? výstupní rozhraní za?ízeních
HAL Hardware Abstract Layer, softwarové rozhranní pro r?zný hardware
Hardware Technické vybavení za?ízení, nap?íklad po?íta?e
ISP In Systém Programming, programování bez nutnosti vyjmutí
I2C Inter-Integrated Circuit, po?íta?ová sériová sb?rnice
JPEG Joint Photographic Experts Group, metoda ztrátové komprese obrázk?
LED Light – emitting diode
MISO Master Input Slave Output
MOSI Master Output Slave Input
MMC MultiMediaCard, standard pam??ové karty s technologií pam?ti flash
PC Personal computer, osobní po?íta?
QCIF Quarter Common Intermediate Format, rozlišení videa 176 × 143 v pixel
RGB Barevný model, ?ervená – zelená – modrá
Software Programové vybavení, vykonávající n?jakou ?innost
SD Secure digital card – formát pam??ové karty, velikost ?ádov? GB
TTL Transistor – transistor logic, tranzistorov?-tranzistorová logika
UART Synchroní a asynchroní seriové rozhranní
USB Universal Serial Bus, univerzální seriová sb?rnice
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11. Úvod
Cílem bakalá?ské práce je realizovat vestav?ný ?ídicí systém schopný detekovat ur?itý
??edm?t známého tvaru a na základ? výsledku reagovat. Za?ízení se skládá ze samotné kamery,
spolu s vývojovým kitem a elektronikou desky, která je umíst?na na pohybujícím se za?ízení.
Tedy na vozidlu ur?eném pro autodráhu. Sledovaným p?edm?tem se rozumí autodráha, zejména
její vodící kolejnice.
Existuje mnoho druh? kamer ur?ených pro robotiku. Využívají se jak ?erno bíle, tak i
barevné verze t?chto kamer. Vývojový kit použitý, jako sou?ást vestav?ného ?ídicího systému,
využívá kameru vybavenou barevným rozlišení. Maximální možné rozlišení kamery je 352x288
pixel.
Pomocí  kamery  je  po?ízen  snímek  a  následn? se  spustí  algoritmus  pro  detekci,  o  jaký
konkrétní p?edm?t jde. Výsledkem je rovná trajektorie dráhy, nebo zatá?ka a to pravoto?ivá ?i
levoto?ivá. Tato informace je dále zpracována deskou vozu. Motor vozu je touto informací
ovliv?ován. Detekovaná rovná trajektorie dráhy znamená jízdu na maximum, naopak zatá?ka
znamená pomalou jízdu. Zjišt?ný obraz jednotlivých ?ástí dráhy se ukládá na SD kartu. Slot pro
SD kartu je standardní vybavení vývojového kitu.
V následující kapitole je popsáno seznámení se s kamerou a popis barevného modelu, se
kterým kamera pracuje. Podrobn? rozebrán princip a funk?nost kamery. Dále je zde zmín?no, s
jakými programovými prost?edky kamera a vývojový kit pracuje.
Seznámení se s modelem vozu a jeho elektronikou je popsáno ve t?etí kapitole. Popsáno
je zde také, s jakými programovými prost?edky model vozu pracuje, respektive elektronika
vozu. Nazna?ena implementace algoritmu do procesoru vozu.
Problematika metody analýzy obrazu jsou podrobn? rozebrány v následující kapitole.
Konkrétn? jsou zde provád?ny simulace r?zných možností a postup? zjišt?ní trajektorie dráhy.
Simulovány jsou také r?zné velikosti polom??? zatá?ek.
Princip vestav?ného ?ídicího systému a jeho realizace je rozebrána v další kapitole, což
popisuje pátá kapitola. Program zjiš?ující a vyhodnocující tvar autodráhy je implementován v
procesoru vývojového kitu kamery. Dále je zde popsán zp?sob propojení desky vozu a kamery.
Také popis programu pro procesor desky, který zajiš?uje reakci motoru na informaci z kamery.
Konkrétn? použitá ?ešení.
Kapitola v?nující se testování celého realizovaného vestav?ného systému popisuje
testování a návaznost na jednotlivé ?ásti systému. T?mi jsou algoritmus detekce trajektorie
dráhy použitý ve vývojovém kitu kamery s dalšími vyvinutými algoritmy detekce vytvo?ené v
matematickém programu Matlab. Následn? popsána uživatelská aplikace ur?ená pro testování.
22. Zpracování a p?enos dat z kamery
2.1 Kamerové za?ízení
Kamera je sou?ástí vestav?ného ?ídicího systému pro analýzu obrazu. CMUcam3 je kamerové
za?ízení ur?ené zejména pro robotiku a výzkum. Skládá se z malé videokamery a 32bit
mikrokontroléru LPC2106 od NXP (Philips), se sériovým rozhraním. CMUcam má také velmi
malé rozm?ry. Z t?chto d?vod? je pom?rn? využívaná pro výrobu malých mobilních robot?,
pozorování, senzorové sít?, interaktivní hra?ky, rozpoznávání objekt? a sledování.
C3088 je 1/4 " barevná kamera modulovaná s digitálním výstupem. Používá OmniVision
CMOS obrazový sníma? OV6620. Kombinací technologie CMOS, spolu se snadno použitelným
digitálním rozhraním. Kamera umož?uje nízkonákladové ?ešení pro vyšší kvalitu obrazu a video
aplikací.
Obr.1. Kamera [ 4 ]
Digitální video port dodává kontinuální 8/16 bit-široký obraz datového toku. Všechny funkce
fotoaparátu, jako je expozice, gama, zisk, vyvážení bílé, barevné matice, jsou programovatelné
??es rozhraní I2C. Tato kamera je ur?ená pro programování zejména v opera?ních systémech
Windows, tak i v opera?ním systémech Linux. Vlastní C kód, m?že být vyvinut pro použití
GNU nástroje spolu se souborem open source knihoven. Jedná se o svobodný software
unixového typu a také o voln? p?ístupné knihovny pro dané za?ízení. Spustitelné soubory
mohou být nahrány pomocí sériového portu RS232.
3Vstupní napájecí nap?tí je p?ivedeno na desku p?es 5 voltový regulátor. Ideální napájecí nap?tí
pro desku je mezi 6 a 15 DCV. Zdroj také musí dodávat minimáln? 150 mA. P?ípadn? p?ipojené
servo pohony na portu, mohou být napájená p?ímo z desky nebo z externího zdroje p?ehozením
propojky na desce. Pokud je vyžadován v?tší proud, než je maximáln? povolený, dojde k resetu
procesoru. B?h více servo pohon? nebude úsp?šný. Porty, ur?ené p?edevším pro servo pohony,
lze použít také jako výstupy pro všeobecné digitální použití.
Funkce:
- Obsahuje progresivního snímání, což je metoda pro maximální ostrost obrazu
- Celkové rozlišení: 101376 pixel
- Formát CIF (352x288), nebo QCIF (176x143), což je daná velikostí obrazu
- Interní, nebo externí synchronizace systému
- Obsahuje funkce: jas, kontrast, gama, saturace, ostrost
- Konvolu?ní funkce pro zpracování obrazu
- Software komprese obrázku ve formátu JPEG
- Možnost emulace CMUcam2 kamery
- Elektronická expozice, zisku, vyvážení bílé barvy
- Ukládání dat ve formátu FAT16 na MMC, nebo SD kartu
- Možnost využití barevného modelu GBR nebo YCrCb
- Jednobarevný kompozitní video signál výstupu (50 Hz)
- Ur?ené pro 8 / 16 bit
Up?esn?ní:
Vyobrazení OV6620, CMOS obrazové ?idlo
Po?et snímk? 26 snímk? / s
CIF Rozlišení 352 x 288 pixel
Obrazový sníma? 356 x 292 pixel
Velikost pixel? 9.0 x 8.2 µm
Viditelná oblast 3.1 x 2.5 mm
Pom?r S/N 48 dB
Minimální osv?tlení  3lux @F1.2
Dynamické rozp?tí  72 dB
Opera?ní nap?tí 5 VDC
Spot?eba proudu: 16 mA
???ka f4.9 mm, F2.8 FOV=34.4x20.7°
f3.7 mm, F2.0 FOV=43.7x25.8°
4Vývojový kit je složen z modulu se seriovým rozhraním, nebo s rozhraním USB 2.0. Modul
umož?uje nahrát video data získané z kamery do po?íta?e. Elektronika desky je speciáln?
ur?ena pro vyhodnocení digitálního obrazu pomocí OmniVision obrazového sníma?e.
Vyhodnocovací senzor je do 5Mega Pixel. Rychlost p?enosu je 48Mbps. Modul podporuje
opera?ní systém Windows a opera?ní systém Linux. Další výhodou modulu s rozhraním USB
je, že není vyžadováno externí napájení. Modul se seriovým rozhraním musí být extern?
napájen.
Obr. 2. Vývojový kit
Kamera je založena na technologii CMOS. Jde o technologii používanou ve v?tšin?
integrovaných obvod?. Metal-oxid-semiconductor, odkazuje na fyzickou strukturu tranzistor?.
Obsahuje kovovou ?ídící elektrodu. Kamera integruje obraz pole, zpracování signálu,
na?asování a ovládání obvod?, vše na jednom ?ipu. Použití jednoduchého obvodu nabízí
jedine?né výhody, jako je nízká spot?eba, malé rozm?ry spolu s odpovídající kvalitou obrazu.
Kamera C-CamA a C-Cam2A mají stejné vlastnosti, liší se pouze jiným tvarem. Snímá ?erno-
bíle, formát objektivu je 1/4", obrazové ?idlo OV5116, objektiv f4.9mm, F2.8.
Kamera C-Cam8A je barevná, formát objektivu má 1/4". Používá obrazové ?idlo OV7949, nebo
OV6620. Objektiv f6.0mm, F1.8.
[ 2 ] [ 4 ]
Obr. 3. R?zné druhy optik [ 4 ]
52.2 Fyzické propojení s PC
Sériový port je standardním vybavením kamery vývojového kitu, pro komunikaci s po?íta?em.
Stejn? jako TTL pro komunikaci s mikrokontrolérem. Vývojový kit využívá z celého sériového
portu jen 3 piny z 10 pin?. Je v konfiguraci 2x5 pin. Odpovídá standardní 9-ti pinu plochého
kabelu, sériové zásuvky a 10-ti pin sériové hlavi?ky. Sériová propojka musí být na svém míst?,
nap?íklad b?hem módu importování kódu do procesoru. TTL výstupní piny jsou mezi 0 a 3.3V,
ale toleruje se i 5V.
Digitální vstupy / výstupy - je vstupn? výstupní digitální rozhraní za?ízení kamery. Umož?uje
??ístup ke druhé UART. UART je synchronní a asynchronní sériové rozhranní. Dále obsahuje
??zn???ízené napájení na pinech a ISP pin.
Povolené napájení - Pokud je nízké napájecí nap?tí, hlavní regulátor za?ízení zp?sobující
povolení ?erpání proudu od hodnoty 0.01uA, je vypnut. Veškeré za?ízení je vypnuto a ztraceny
veškeré informace. Pokud je odb?r v?tší nastane op?tovné spušt?ní. Deska se restartuje. Pin je
ve výchozím nastavení.
AUX napájení – Tento pin m?že být nastaven pro napájení p?ímo z desky nebo z extern?. Pin je
standardn? napájen 3.3 V. P?i p?esunutí rezistoru R11 a p?idání propojky rezistoru na místo R6,
pin bude p?ipojen na 5 V napájecí nap?tí, p?ed 5-ti voltový regulátor.
CAM RESET - Tento pin lze použít jako externí I / O, pokud stav kamery není nutné znát.
Standardn? tento pin resetuje modul kamery a nem?l by být používán.
TX2  a  RX2  –  vysílací  a  p?ijímací  pin  na  UART2  není  na  úrovni  posunu,  proto  nem?že  být
??ímo p?ipojen k PC, nebo? nemá TTL externí za?ízení. Tento pin lze použít také jako GPIO.
CS – Slouží na znovuobnovení, jestli pin drží stav nízké úrovn?, LPC2106 spustí zavád?cí
režimu. Reboot m?že být extern? vyvolaný pulzující energie umožn?ný pinem. Standardn? je
tento pin ?ízen MMC. Tento pin lze použít také jako GPIO nebo jako ?ip SPI, když MMC karta
není vložena.
MOSI a MISO - Obvykle jsou tyto piny ovládány MMC. Lze je použít jako GPIO, nebo jako
výstup SPI, pokud MMC karta není vložena.
SCK - Obvykle tento pin je ovládán ?adi?em MMC. Tento pin lze použít také jako GPIO nebo
jako SPI pin hodin, když MMC karta není vložena.
[ 2 ]
Obr. 4. GPIO port [ 2 ]
6Princip zpracování barevného obrazu je založen na výb?ru t?í základních barev. To má
souvislost s fyziologií lidského oka. Drobné ?ástice jsou podn?ty, které zv?tšují rozdíl mezi
reakcemi bun?k lidské sítnice na sv?tlo o r?zných vlnových délkách. Základní barvy tvo?í
barevný trojúhelník. Použití t?í primárních barev není dostate?né, aby reprodukovalo všechny
barvy. Pouze uvnit? trojúhelníka, mohou být reprodukovány aditivním mícháním nezáporného
množství tohoto sv?tla.
Obr. 5. Aditivní míchání barev [ 1 ]
Jedná se o aditivní míchání základních barev, kde se dv? barvy p?ekrývají. P?ekrytím všech t?í
základních barev (?ervená, zelená, modrá) vznikne v odpovídající intenzit? bílá barva.
Aditivním zp?sobem vytvá?ení jednotlivých ur?itých barev se rozumí, barevný model RGB.
Název modelu je odvozen z po?áte?ních písmen základních barev. Model sám o sob?
nedefinuje, co je p?esn? myšleno ?ervenou, zelenou a modrou barvou, proto výsledek smíchání
složek není p?esný, je relativní. Model je možné také zobrazit jako krychli. Každá z kolmých
hran udává velikost intenzity barevných složek. Kterýkoli bod se sou?adnicemi R, G, B.
??edstavuje hodnotu výsledné barvy.
Obr. 6. Barevný model RGB [ 1 ]
7?íselná zobrazení základních barev, které mají vlnové délky 630, 530 a 450nm. Velikost se
udává dekadicky (procentuáln?), nebo jako ur?itý po?et bit? (barevná hloubka). Pro 8 bit? je
rozsah 0 – 255, pro 16 bit? je rozsah 0 – 65535. ?ím je velikost v?tší, tím s vyšší intenzitou se
barva zobrazuje, je sv?tlejší. Tento jev je znázorn?n v barevném RGB modelu. Hodnoty v
barevném modelu se zv?tšují podél osy x (?ervená), y (zelená) a z (modrá). Pokud jsou veškeré
barvy na minimální hodnot?, výsledkem je ?erná Naopak p?i maximální hodnot? všech barev,
výsledkem je bílá.
Jednotlivé barvy jsou základní barvy v rozsahu 0 (minimum) a 1 (maximum). Mnoho rovnic
používají následujících rozsah?. Plná intenzita ?ervené barvy je 1, 0, 0. Hodnoty mohou být
zapsány také procentuáln?, 0% (minimum) 100% (maximum). Pro ?ervenou to je 100% 0% 0%.
?íseln? v rozsahu od 0 – 255, to znamená pro ?ervenou barvu hodnoty 255, 0, 0. Hexadecimální
podobn? pro tutéž barvu vychází FF, 00, 00.
R G B BARVA
0 0 0 ?erná
255 0 0 ?ervená
0 255 0 zelená
0 0 255 modrá
255 255 0 žlutá
255 0 255 purpurová
0 255 255 azurová
255 255 255 bílá
Tab. 1. 8 bit barevné spektrum v detailu [ 1 ]
??žné použití tohoto RGB barevného modelu je rozd?lení barevného elektronového paprsku,
LCD displeje, plazmového displeje. Nap?íklad monitor, nebo televize. Každý pixel na
obrazovce m?že být reprezentován jako hodnoty pro ?ervenou, zelenou a modrou. Hodnoty jsou
??evedeny do intenzity, nebo elektrického nap?tí p?es gama korekci. Myšlená intenzita je
reprodukována na displej. B?žné displeje využívají na 1 pixel 24 bit?, p?i 8 bitovém rozvržení.
Každý pro ?ervenou, zelenou a modrou barvu. Tento systém rozvržení dosahuje kombinace
16 777 216 (2563 nebo 224).
[ 1 ]
82.3 Programové prost?edky kamery
Sestavení a implementace kódu ur?ený pro kameru vestav?ného ?ídicího systému je možné, jak
v opera?ním systému Windows, tak i v opera?ním systému Linux. Pro správnou realizaci kódu
je pot?eba následující software pro sestavení vývojového prost?edí:
- Cygwin
- ARM gcc
- LPC210x FLASH Utility
Cygwin je emulace opera?ního systému Linuxu pro prost?edí opera?ního systému Windows.
Obsahuje shell, což je p?ekladatel p?íkazového ?ádku a další Linuxové nástroje. Nap?íklad
??íkaz “make‘‘. Tento p?íkaz vytvo?í soubor s p?íponou hex, který se implementuje do
vývojového kitu kamery. Používá se pro kompilaci kódu ur?ený pro kameru. Pokud je použit
systém Linux, v?tšina t?chto nástroj? je ve standardním nastavení a program Cygwin není
pot?eby. V p?íkazovém ?ádku  emulátoru je orientace podobná, jako v prost?edí opera?ního
systému Linux, tudíž používané p?íkazy budou: CD (pro p?esun do adresá??), nebo LS (zajišt?ní
výpisu na obrazovku aktuálního adresá?e) atd.
Obr. 7 Program Cygwin s p?íkazy
ARM gcc je kompilátor ur?ený pro procesory ARM. Kompilátoru je ponechán výb?r „hal“. Hal
obsahuje definici hardwaru. To umož?uje použití r?zných hardwarových platforem pro r?zné
kompilátory. Podporován je hal pouze pro LPC2106, který používá verzi GCC. GCC
??edstavuje sadu p?eklada?? v?etn? jazyka C. Optimalizován pro procesor ARM. Vytvo?ení
programu, je pot?eba použít vývojové prost?edí s GCC nástroji.
9Pro korektní fungování vývojového prost?edí je pot?eba instalovat následující. Hostitelská
platforma: IA32 Windows a zárove? platforma EABI. Zm?na p?eklada?e se provádí zm?nou
prom?nné v defs.mk ?ást COMPILER_PREFIX. Cesta umíst?ní souboru je hal / lpc2106-
cmucam3 / defs.mk. Lze zm?nit i jméno p?eklada?e, pokud je k dispozici vlastní.
Vlastní tvorba kódu pro kameru se provádí v programu Sourcery G++ IDE. Nap?íklad ve verzi
sourceryg++-4.4-70-arm-none-eabi. Tato verze programu je dostupná po registraci na stránce
výrobce. Obsahuje grafické vývojové prost?edí i kompilátor. Programuje se v jazyce C/C++. Pro
použití je ovšem ?asov? omezena a to po dobu 30 dní.
Alternativa ke tvorb? kódu kamery spo?ívá v použití dvou program?. Prvním je program
obsahující kompilátor pro daný processor vývojového kitu, bez grafického prost?edí. Nap?íklad
verze programu arm-2009q3-68-arm-none-eabi. Tato verze je voln? dostupná. Druhý program
slouží místo grafického prost?edí. Lze pou?ít pro tento ú?el nap?íklad program Microsoft Visual
Studio 2008.
Obr. 8 Vývojové prost?edí program Sourcery G++ IDE
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LPC210x Flash Utility, v tomto programu se provádí import vytvo?eného kódu. V ?ásti „Flash
Programming“ se vybere kód, který se nahraje, musí být ovšem s p?íponou hex. Jako první
import se doporu?uje zvolit program „hello_world_lpc2106-cmucam3.hex“. Jeho správné
fungování je ov??eno. Dále se nastaví správná komunikace mezi PC a CMUcam3. Zahrnuje
výb?r com portu (COM1 nebo COM2), za?ízení (LPC2106), frekvence (14745 kHz), p?enosová
rychlost (115200 puls/s ). Kliknutím na tla?ítko „Odeslat na Flash“, se odešle program do
procesoru vývojového kitu. Pro ov??ení správného pr???hu importu programu se objeví
dialogové okno s hláškou „Nahrání souboru prob?hlo úsp?šn?“.
Dalším p?edpokladem pro správné importování programu je, korektní resetování vývojového
kitu. Provede se sou?asným držením tla?ítka ISP a p?epnutím napájecího p?epína?e do polohy
on. Tento úkon je pot?eba provést pomalu, zvlášt? držet tla?ítko po dobu 2 sekund. Mohli by
dojít k neresetování procesoru na vývojovém kitu, spustil by se již d?íve importovaný kód. P?i
správném resetování procesoru bude svítit zelená dioda napájení spolu se slab?? ?ervenou
diodou. Kamera bude v režimu bootloaderu. Nastanou-li n?jaké komplikace, je nutno tento
postup zopakovat. Nap?íklad je-li kamera už zapnuta, je pot?eba ji vypnout.
Obr. 9. LPC210x ISP [ 3 ]
Struktura CC3 zdrojového kódu, jde o stromovou architekturu obsahující nejd?ležit?jší ?ásti
pro vytvá?ení program?. Složka hal, v ní je uložen nap?íklad název používaného p?eklada?e.
Dále pak používané knihovny. M?že se zde i ukládat vlastní kód.
Building systému. Jakmile bude kompilátor a zdrojové knihovny nainstalován, je pot?eba
vybudovat systém. Použije se p?íkaz „make“, který se zadá v p?íkazovém ?ádku programu
Cygwin a to ve složce se zdrojovými kódy. P?íkaz „make“ sestaví veškeré pot?ebné hal
knihovny. Po spušt?ní programu se zadá: „cd c:“, tím se p?ejde na disk C. Dále pak do
zdrojového adresá?e pomocí: „cd my_directory“, postupuje se až do složky s názvem „CC3“.
??íkaz „make“ použijeme v tomto adresá?i. Vytvo?í se pot?ebné knihovny.
[ 2 ] [ 3 ] [ 4 ]
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3. Model vozu
3.1. Rozbor ?ízeného modelu vozu
Tento model s následnou nezbytnou úpravou (elektronikou), byl použit v prvním ro?níku
sout?že Freescale Race Challenge 2009. Jednalo se o autonomn???ízené vozy, které ujedou 10
kol na obou kolejnicích autodráhy v jednom sm?ru. Auta byla vybavena senzory r?zných tip?,
minimáln? však jedním a to akcelerometrem. Podle senzor?, nebo jediného senzoru se vozy
?ídily a mapovaly tra?. Místo t?chto nejr?zn?jších senzor? je v této práci použit kamerový
vývojový kit. Má za úkol zabezpe?it a zkvalitnit mapování dráhy. Model vozu se skládá ze dvou
hlavních ?ástí, desky a podvozku vozu.
Model je napájen z autodráhy stejnosm?rným nap?tím 12V. Dotyk kolejnic s vozem pro
napájení zajiš?uje plovoucí vodítko FARO/28. V?z je bez magnetu. P?evodový pom?r motoru je
3,75, jeho maximální otá?ky jsou 12000 ot./min. Má 30 zub? na pohán?né náprav?. Rozm?ry
vozu jsou: délka 138mm, ší?ka 59mm výška 50mm.
??íklad vzorku dílu autodráhy je na Obr. 12. Povrch dráhy je p?ejisk?en, z d?vodu lepší
??ilnavosti pneumatik vozu. Také tato úprava zmenšuje odraz nežádoucího sv?tla dopadající na
díly autodráhy. Jednotlivé díly zatá?ek mají polom?ry: 222,5 mm, 265 mm, 402,5 mm a 447,5
mm.
Obr. 10 Model vozu [ 5 ] Obr. 11 Model dráhy [ 5 ]
Elektronika vozu je sou?ástí vestav?ného ?ídicího systému. Elektronika vozu je osazena 8
bitovým mikrokontrolérem S08JM32 od firmy Freescale. Také je zde akcelerometr, ten však
??stává nevyužit. Motor je ovládán p?es H-m?stek MC933887. Dále 4 led diody, sloužící pro
informaci indikace zatá?ky, nebo rovinky. Na desce je umíst?na EEPROM pam??, ur?ená pro
ukládání dat. Pro p?ipojení p?ípadných externích senzor?, je vyveden konektor umož?ující toto
rozší?ení. Napájecí nap?tí 12V je p?evedeno na usm???ova?, stabilizátory nap?tí a vyhlazovací
kondenzátory. Tím se na desku vozu dostane vždy správné napájení, pro všechny d?ležité ?ást.
[ 5 ] [ 7 ]
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3.2. Programové prost?edky
Procesor vozu se programuje v programovém prost?edí CodeWarrior. CodeWarrior je
integrované vývojové prost?edí pro opera?ní systémy Macintosh, Microsoft Windows, Linux,
Solaris a vestav?né systémy. P?vodn? byl vyvinut spole?ností Metrowerks, nyní ji vyvíjí
spole?nost Freescale Semiconductor. Existují i specializované verze, nap?íklad pro Sony
Playstation2. Je ur?en pro programování mikroprocesor?, mikrokontrolér? ColdFire. Hlavním
programovacím nástrojem je využití jazyka C a C++. Také zahrnuje další programovací jazyky
nap?íklad: Pascal, Object Pascal, Objective C a Java kompilátory. Na Obr. 12 je zobrazena ?ást
vývojového prost?edí se seznamem použitých ?ástí kódu s ikonou spušt?ní implementace kódu
do procesoru.
Obr. 12 ?ást vývojového prost?edí
Vytvo?ený kód, pro daný procesor, je možno importovat do elektroniky vozu pomocí
??íslušného programátoru. Propojení programátoru s po?íta?em je realizováno pomocí USB
rozhraní. Propojení programátoru s deskou vozu je realizováno pomocí BDM. BDM je rozhraní,
které umož?uje lad?ní program? vestav?ných systém? a nahrávání do pam?ti. Tento zp?sob
lad?ní programu umož?uje i vyšet?ování p???in p?ípadné chyby v b?žícím programu. Díky
programátoru je možno i ?íst z pam?ti data.
[ 9 ]
Obr. 13 Programátor [ 8 ]
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4. Simulace algoritmu pro analýzu obrazu
Simulace v Matlabu byla vytvo?ena pro p?iblížení problematiky detekce dráhy. Aplikace se
potýká s n?kolika zásadními postupnými problémy, které je nutno úsp?šn? vy?ešit. Jinak
výsledek detekce dráhy nem?že být dostate??? p?esná. Prvotním problémem se rozumí, jak jsou
data  na  snímku  uložena,  jak  je  vy?íst  a  dále  zpracovat.  Snímek  obrazu  je  typu  jpg,  tudíž  se
využívá barevný model RGB. Model RGB obsahuje 3 základní barvy, ?ervenou, zelenou,
modrou. Každá základní barva reprezentuje matici dat. Program je zohledn?n na jakoukoliv
velikost obrázku. Byly vytvo?eny dv? verze systému detekce pracující výhradn? s maticemi.
Obr. 14 Vývojový diagram detekce pracující s maticemi
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Základní nastavení a na?tení snímku z kamery. Tato ?ást programu je podobná ostatním
simulacím algoritm? detekce dráhy.
clear all;close all;clc;warning off
obrazek = imread('2.jpg'); % nacteni dat z obrazku
obrazek = double(obrazek); %pretypovani z duvodu pouziti cisla nad 255
[y,x,z] = size(obrazek); % y,x,z jsou rozmery vstupniho snimku
První simulace je založen na se?tení všech t?í základních matic a také se pracuje s výsledným
vektorem. Dále pak je obraz zmenšen o 1/3 p?vodní velikosti z d?vodu zmenšení p?ípadné
chyby. Vlastní detekce dráhy vychází z výpo?tu st?edu kolejnic 5-ti horních a 5-ti spodních
?ádk? vycházející z matice vektoruRR. Pro zjednodušení je maticeRR p?ed touto operací
??evedena na binární matici. Výsledná podmínka je ?ešena pomocí funkce abs. Jednotlivé ?ásti
kódu jsou okomentovány.
Inicializace prom?nných. ?ást pro ur?ení 1/3 osy x, tato hodnota se použije dále v programu.
suma_1=0; % hodnota pro stred kolejnic v horní casti obrazku
suma_2=0; % hodnota pro stred kolejnic v dolní casti obrazku
xx=0;
while xx < x/3 % 1/3 obrazku
    xx=xx+1;
end
Provád?ní dvojité smy?ky ur?ené pro získání hodnot jednotlivých matic R, G, B. Sou?asn? se
tyto matice se?tou do matice img. Následn? se vytvo?í vektor s hodnotami vyskytujícími se v
1/3 na ose x.
for Y = 1:y % nastavovani radku
for X = 1:x % indexi radku (sloupec)
        img(Y,X)=obrazek(Y,X,1)+obrazek(Y,X,2)+obrazek(Y,X,3);
end
    vektor(Y,1)=img(Y,xx);
end% img je soucet vsech tri barev (RGB) v obraze
Další dvojitá smy?ka je ur?ena pro získání hodnot celého vektoru. Z matice img jsou odebírány
hodnoty pouze od 1/3 až do 2/3 této matice. Vektor p?edstavuje k?ivkové sou?ty hodnot v
jediném ?ádku.
for X = 2:xx
for Y = 1:y
        vektor(Y,X)=vektor(Y,X-1) + img(Y,X+xx);
end
end
Tato dvojitá smy?ka obsahuje podmínku ur?ující p?evod na binární matici s názvem vektor_RR.
Poté se vytvo?í pr???r z prvních 5-ti ?ádk? a posledních 5-ti ?ádk? z matice vektor_RR. Se?te
se po?et hodnot 1.
for X = 1:xx
for Y = 1:y
if vektor(Y,X) < vektor(Y,xx)/2
            vektor_RR(Y,X)=0; % jde o bin matici
else
            vektor_RR(Y,X)=1;
end
end
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% prvnich 5 radku
if vektor_RR(1,X)==1   prvni radek horni casti
        suma_1=suma_1+1;   secitani poctu jednicek
end % ..atd. % podobne pro dalších 5 radku, memi se osa Y
% poslednich 5 radku
if vektor_RR(y-1,X)==1   %prvni radek spodni casti
        suma_2=suma_2+1;   %secitani poctu jednicek
end % ..atd. % podobne pro dalších 5 radku, memi se osa Y
end % konec smycky for
Následující ?ást obsahuje rozhodovací podmínku, zda jde o rovnou trajektorii dráhy ?i zatá?ku.
Pokud absolutní ode?et sum je menší než hodnota 2, jedná se o rovnou trajektorii. Hodnota 2
ur?uje toleranci.
if abs(suma_1 - suma_2)<=2 %podmínka rozhodujici o trajektorii
    disp('Detekuje se rovna trajektorie');
else
    disp('Detekuje se trajektorie zatacky');
end
První simulace detekuje zatá?ku. Jednotlivé zjišt?né hodnoty jsou: suma_1 = 65 a suma_2 = 89.
??i t?chto hodnotách funkce ans zobrazí výsledek 24, což nespl?uje podmínku a jedná se o
zatá?ku. Tento výsledek platí pouze pro daný zpracovávaný obraz. Následuje vykreslení
jednotlivých výsledk?.
figure(1) % vykresleni jednotlivych vysledku
subplot(2,2,1) %Puvodni snimek
imagesc(obrazek); %imagesc(obrazek);
title('Puvodni snimek');
xlabel('sirka');
ylabel('vyska'); % atd…
Obr. 15 Zobrazení jednotlivých výsledku první simulace
16
Druhá simulace je založena na vytvo?ení t?í základních matic. Tyto matice se od sebe ode?tou a
se?tou v daném po?adí: složka_barvy_G - složka_barvy_B + složka_barvy_R. Vznikne matice
GBR. Na rozdíl od p?edchozí simulace, se zde s vektorem nepracuje. Detekce dráhy také
vychází z výpo?tu st?edu kolejnic. ?ádky jsou vybrány op?t 5 spodních ?ádk? a 5 ?ádk? v první
??etin? obrazu, pro zajišt?ní eliminace možné chyby. Vytvo?ení binární matice je zajišt?no
konstantou v podmínce. Jednotlivé ?ásti kódu jsou okomentované. Následuje stru?ný výpis
kódu.
Obr. 16 Vývojový diagram detekce pracující s maticí
Start
Trajektorie
zatá?ky
Zobrazení
výsledk?
Na?tení vstupních dat,
inicializace
Tvorba jednotlivých matic
R, G, B
Binární matice, výpo?et
pr???ru hodnot
Vytvo?ení hlavní matice
GBR
Trajektorie ?
Rovná
trajektorie
Konec
ANO
NE
17
Dvojitá smy?ka pro vytvo?ení t?í matic. Každá matice obsahuje jednu složku základní barvy.
??ed smy?kou je ješt? inicializace prom?nných.
suma_bin1=0;
suma_bin2=0;
for X = 1:x %pouze indexy        %selekce slozek R G B, 3 matice
for Y = 1:y %pouze indexy
        slozka_barvy_R(Y,X) = obrazek(Y,X,1);
        slozka_barvy_G(Y,X) = obrazek(Y,X,2);
        slozka_barvy_B(Y,X) = obrazek(Y,X,3);
end
end
Následuje vytvo?ení matice GBR. Vznikne ode?tením složky barvy B od složky G s p???tením
složky barvy R.
GBR=slozka_barvy_G - slozka_barvy_B + slozka_barvy_R; % secteni matic
Následuje dvojitá smy?ka obsahující podmínku pro p?evod na binární matici. P?i sou?asném
provád?ní obou smy?ek se také vypo?ítává st?ed kolejnic horní a spodní ?ásti snímku. Horní
?ást je až od 1/3 snímku z d?vodu zmenšení p?ípadné chyby.
% stred je pocitan jako prumer z 5-ti radku v 1/3 obrazku a dolnich 5-
ti radku, kvuli minimalizaci mozne chyby
for X = 1:x % osa x
for Y = 1:y
if GBR(Y,X)> 127 % konstantni hodnota pro podminku 0/1
            bin(Y,X)=1; % jde o bin matici
else
            bin(Y,X)=0;
end
end
% 5 radku pro vypocet stredu, nachazejici se v 1/3 obrazku
if bin(95,X)==1
        suma_bin1=suma_bin1+1;
end % ..atd. % podobne pro dalších 5 radku, meni se osa Y o 1
% poslednich 5 radku
if bin(y-1,X)==1
        suma_bin2=suma_bin2+1;
end % ..atd. % podobne pro dalších 5 radku, meni se osa Y o 1
end % konec smycky for
Nasleduje ?ást pro výslednou podmínku ur?ení trajektorie dráhy. Jednotlivé zjišt?né hodnoty
jsou: suma_bin1 = 81 a suma_bin2 = 53. P?i t?chto hodnotách funkce ans zobrazí výsledek 28,
což spl?uje podmínku a jedná se o trajektorii zatá?ky. Tento výsledek platí pouze pro daný
zpracovávaný obraz. Následuje zobrazení jednotlivých matic.
% vypsani vysledku na obrazovku, vysledek = akce
abs(suma_bin1 - suma_bin2)
if abs(suma_bin1 - suma_bin2)<=2
    disp('Detekuje se rovna trajektorie');
else
    disp('Detekuje se trajektorie zatacky');
end
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Obr. 17 Zobrazení jednotlivých výsledku druhé simulace
Další možností je detekování z ur?ité ?ásti obrazu. Plné rozlišení obrazu je 176x143, to znamená
celkov? 25168pixel. Kolejnice dráhy jsou umíst?né s nepatrnou odchylkou uprost?ed obrazu. Z
hlediska detekce okraje obrazu jsou nezajímavé, obsahují jen ?erný povrch autodráhy. Došlo
tedy k o?íznutí o ¼ z každé strany v ose x. Rovn?ž došlo k o?íznutí v ose y, z d?vodu dopadu
sv?tla na vzdálen?jší ?ást od kamery. To zp?sobuje odraz od ?ásti autodráhy, m?že nep?ízniv?
ovliv?ovat správnou detekci. Stejný p?ípad je u zatá?ky, kdy kamera snímá i okraj, kde není
dráha s kolejnicemi. Výsledná zkoumaná plocha je: 96x88, což je 8448pixel. Následuje stru?ný
výpis kódu.
Základní nastavení pro program Matlab, zav?ení všech otev?ených oken, vymazání všech
prom?nných, vymazání vytisknutých p?íkaz? v Command Window a vypnutí varování.
clear all; % vymazani vsech promennych
close all; % zavreni vsech otevrenych
clc; % vymazani vytisknutych prikazu v Command Window
warning off % vypnuti varovani
Na?tení obrazu získané z kamery o rozm?ru 176x143, p???azení obrazu do prom?nné. Dále pak
vynulování prom?nné bod.
img = imread('02.JPG'); % nacteni dat ze snimku kamery
bod = 0; % inicializace
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Obr. 18 Simulace detekce pracující s maticemi
Provád?ní dvojité smy?ky pro osu x a osu y. Tato dvojitá smy?ka prochází zvolenou plochu
obrazu z výše popsaných d?vod?. Následují podmínky pro každou složku barvy zvláš?. Každá
podmínka je zam??ená na velikost hledaného ?ísla, což je ?íslo 127. Tím se ur?í pomyslná 1,
následuje ?ádek pro s?ítání výskytu jedni?ek.
% maximalni velikost zkoumane plochy je 8448pixel
% zmenseni z duvodu nepotrebnosti okraju, jsou vzdy stejne a to cerne
for x = 44:132 % osa x zmensena o 2/4
for y = 47:143 % osa y zmensena o 1/3
if img(y,x,1) > 127 %matice slozka barvy R
            bod = bod +1; % pocet jednicek v matici R
end
if img(y,x,2) > 127 %matice slozka barvy G
            bod = bod +1; % pocet jednicek v matici G
end
if img(y,x,3) > 127 %matice slozka barvy B
            bod = bod +1; % pocet jednicek v matici B
end
end
end
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Tato ?ást kódu obsahuje rozhodovací podmínku, zda jde o rovnou trajektorii dráhy, ?i o zatá?ku.
Prom?nná bod v p?edchozí dvojité smy?ce spo?ítala celkový výskyt jedni?ek a na základ? této
hodnoty se ur?í výsledek, v tomto p?ípad? jde o rovinu. Vykreslení obrazu, ur?eného pro
detekci.
bod % tisk poctu jednicek
%rozhodovaci podminka
if bod > 2000 % hranice poctu jednicek
    disp('Detekuje se rovna trajektorie')
else
    disp('Detekuje se trajektorie zatacky')
end
figure(1) % vykresleni nacteneho snimku
imagesc(img)
Výtisk výsledku na obrazovku v programu Matlab.
bod = 2461
rovinka
Podobnou možností je detekce založená na ur?ení st?edu kolejnic. Program hledá st?ed kolejnic
umíst?ný ve spodní ?ásti a ve vrchní ?ásti snímku. Hledá se sou?adnice na ose x. Se získanými
??mito hodnotami se dále pracuje v podmínce ur?ení trajektorie dráhy. Rozlišení vzorku snímku
je 352x287 pixel. Došlo k o?íznutí osy y o 1/3, z d?vodu dopadu sv?tla na vzdálen?jší ?ást od
kamery. To zp?sobuje odraz od ?ásti autodráhy, m?že nep?ízniv? ovliv?ovat správnou detekci.
Následuje stru?ný výpis kódu.
Základní nastavení pro program Matlab, zav?ení všech otev?ených oken, vymazání všech
prom?nných, vymazání vytisknutých p?íkaz? v Command Window a vypnutí varování.
clear all; % vymazani vsech promennych
close all; % zavreni vsech otevrenych
clc; % vymazani vytisknutych prikazu v Command Window
warning off % vypnuti varovani
Na?tení obrazu získané z kamery o rozm?ru 352x287, p???azení obrazu do prom?nné.
Vykreslení obrazu, ur?eného pro detekci. Dále pak vynulování všech používaných prom?nných.
obrazek = imread('5.jpg'); % nacteni dat ze snimku kamery
vykr_obrazek = obrazek; % promenna pouze pro zobrazeni
bod = 0; % inicialize vsech pouzitych promennych
bodx = 0;
vyslHorni = 0;
bod1 = 0;
bod1x = 0;
vyslSpodni = 0;
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Obr. 19 Vývojový diagram zjišt?ní st?edu kolejnic
Následuje ?ást kódu pro ur?ení st?edu kolejnice ve vrchní ?ásti snímku. Obsahuje dv? smy?ky
for pro osu y a osu x. Z celé plochy snímku, se pracuje s prvními p?ti ?ádky. Spo?ítá se celkový
po?et jedni?ek a zárove? se provede se?tení všech index? x, kde se jedni?ky nachází. Definice
jedni?ek se nachází v podmínce pro každou matici zvláš?.
Start
Pravoto?ivá
zatá?ka
Zobrazení
výsledk?
Na?tení vstupních dat,
inicializace
Výpo?et hodnot z prvních 5-
ti ?ádk? matic
Výpo?et pr???ru st?edu
kolejnic
Výpo?et hodnot ze spodních
5-ti ?ádk? matic
Trajektorie ?Levoto?ivá
zatá?ka
Rovna
trajektorie
Konec
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% vrchni cast snimku
for x = 25:146 % osa x plna velikost
for y = 47:51 % osa y zmensena o 1/3, vyber 5-ti hornich radku
if obrazek(y,x,1) > 127 %matice slozky barvy R
            bod = bod +1; % pocet jednicek v matici R
            bodx = bodx +x; % secteni hodnot na ose x
end
if obrazek(y,x,2) > 127 %matice slozky barvy G
            bod = bod +1; % pocet jednicek v matici G
            bodx = bodx +x; % secteni hodnot na ose x
end
if obrazek(y,x,3) > 127 %matice slozky barvy B
            bod = bod +1; % pocet jednicek v matici B
            bodx = bodx +x; % secteni hodnot na ose x
end
end
end
Druhá dvojitá smy?ka for, je ur?ena pro zjišt?ní st?edu kolejnice ve spodní ?ásti snímku. Op?t se
pracuje s p?ti ?ádky. Osa y za?íná na hodnot? 283. Zbytek této ?ásti kódu je podobný jako
??edcházející ?ást. Výpo?et pr???ru st?edu kolejnice z vrchní a spodní ?ásti snímku.
vyslHorni = bodx/bod % vypocet prumeru stredu kolejnice, horni cast
vyslSpodni = bod1x/bod1 % vypocet ze spodni casti snimku
Následující ?ást obsahuje rozhodovací podmínku, zda jde o rovnou trajektorii ?i zatá?ku.
Prom?nné vyslHorni a vyslSpodni obsahují informace se kterými se dále pracuje. Tyto dv?
hodnoty se porovnávají a na jejich základ? se ur?í výsledek.
if (vyslSpodni == vyslHorni) % vysledna podminka
    disp('Detekovana rovna trejektorie drahy');
elseif (vyslHorni > vyslSpodni)
    disp('Detekovana trajektorie zatacky VPRAVO');
elseif (vyslSpodni > vyslHorni)
    disp('Detekovana trajektorie zatacky VLEVO');
end
Výtisk výsledku na obrazovku v programu Matlab a vykresleni zkoumaného vzorku snímku.
Vyšlo: vyslHorni = 283,4022 a vyslSpodni = 213,1543. Podle podmínky byla detekována
trajektorie zatá?ky vpravo.
vyslHorni = 283.4022
vyslSpodni = 213.1543
Detekovana trajektorie zatacky VPRAVO
figure(1) % vykresleni nacteneho snimku
imagesc(vykr_obrazek);
title('Puvodni snimek');
xlabel('Osa x');
ylabel('Osa y');
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5. Propojení kamery a SW
5.1. Princip vestav?ného ?ídicího systému
Vestav?ný ?ídicí systém se skládá ze dvou hlavních ?ástí, t?mi jsou kamera s vývojovým kitem
a elektronikou vozu. Tyto dv? hlavní ?ásti systému jsou ur?eny pro autonomní ?ízení vozu na
dráze. Další d?ležitou sou?ástí je propojení mezi t?mito ?ástmi systému. Systém je složen ze
dvou procesor? r?zných výrobc?. Procesor na vývojovém kitu je od firmy Filips a elektronika
vozu je osazena procesorem od firmy Freescale. Každý z t?chto procesor? se programuje v
jiném vývojovém prost?edí.
Obr. 20 Princip vestav?ného ?ídicího systému
Kamera spolu s vývojovým kitem je ur?ena pro detekci trajektorii dráhy. Algoritmus využívá
pro detekci p?edem známý tvar dráhy, což usnad?uje rozpoznávání. Známým tvarem se rozumí
tvar kolejnice. Dále algoritmus využívá poznatku množství odráženého sv?tla zvláš? od
kolejnice a ?erného povrchu dráhy.
Procesor vozu zajiš?uje p?íjímání informace o detekci aktuáln? zjišt?né trajektorie dráhy.
Následn? se tato informace projeví na výkonu motoru. Pokud je vyhodnoceno, že p?ed vozem se
jedná o rovnou trajektorii dráhy, pak motor vozu využívá maximální výkon. P?i vyhodnocení
trajektorie zatá?ky dochází ke zpomalení pohybu vozu a to na výkon motoru ur?ený pro
bezpe?né projetí zatá?kou.
Výkon motoru
NXPCAM
Komunikace
MOTORS08JM32
Informace o snímku
Kamera s vývojovým kitem
Požadavky od procesoru
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5.2. Propojeni kamery a modelu vozu
Správné propojení vývojového kitu kamery a modelu vozu je d?ležité pro komunikaci mezi
jednotlivými ?ástmi vestav?ného ?ídicího systému. D?ležitost této ?ást systému se projevuje v
rychlosti p?edávané informace a následné rychlosti a reakci elektroniky vozu, který ovládá
motor za?ízení. Pomalé p?edávání informace muže vést celý systém k neefektivnosti.
Obr. 21 Využití konektor? elektroniky desky vozu [ 6 ]
Propojení vývojového kitu s elektronikou vozu je znázorn?no na Obr 21. Je zde zobrazeno
??esné p?ipojení kabel? nesoucí informaci o trajektorii dráhy. Využívá se propojení 2 pin?. Pin
ur?ený pro informaci rovné trajektorie dráhy je obsazen na pozici 10. Pin ur?ený pro informaci
trajektorie pravé, ?i levé zatá?ky je obsazen na pozici 8. Také je pot?eba propojení GND obou
za?ízení, to se nachází na pozici 2 a 4. Napájení vývojového kitu je realizováno za
usm???ova?em na desce vozu. Kit je napájen z desky vozu 5DCV. Na Obr. 22 jsou zobrazena
místa pro p?ipojení datových kabel? z vývojového kitu kamery.
Obr. 22 P?ípojná místa vývojového kitu [ 2 ]
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?ást programu propojeni a p?enos mezi ?ástmi systému je umíst?n v procesoru vývojového kitu.
Jedná se o ?ást ur?enou pro vysílání informace. Vysílaná data jsou vedena dvojicí datových
kabel?. Informace o trajektorii dráhy je rozd?lena na ?ást pro informaci o rovné trajektorii a
trajektorii zatá?ky. Informace týkající se trajektorii zatá?ky má dva stavy: levoto?ivá ?i
pravoto?ivá trajektorie dráhy. Informace rovné trajektorie dráhy poskytuje stav: rovinka, ?i
nikoli.
??íklad kódu ?ásti programu vysílající informaci z vývojového kitu kamery o detekci dráhy.
cc3_gpio_set_mode (0, CC3_GPIO_MODE_SERVO); //nastaveni modu serva
cc3_gpio_set_servo_position (0, 255);// predavana informace rovinka 1
?ást algoritmu zajiš?ující zpracování p?ijímaných informací je podrobn? popsán v následující
kapitole 5.3.
Celý vestav?ný ?ídicí systém je zachycen na Obr. 23.
Obr. 23 Realizovaný vestav?ný ?ídicí systém
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5.3. Program pro vývojový kit
Následující algoritmus byl vyvinut pro ?ást vestaveného ?ídicího systému a to pro vývojový kit
kamery. Tento algoritmus zajiš?uje detekci trajektorie dráhy. Program hledá st?ed kolejnic ve
spodní a vrchní ?ásti snímku. Jde hlavn? o pozici na ose x. Ta se následn? porovnává.
Obr.24 Diagram algoritmu kamery
Start
Pravoto?ivá
zatá?ka
??edání informace
inicializace kamery a
sériového rozhraní
Na?tení zkoumaného
snímku
Výpo?et st?edu ze spodní
?ásti snímku
Výpo?et st?edu z horní ?ásti
snímku
Trajektorie ?Levoto?ivá
zatá?ka
Rovna
trajektorie
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Algoritmus pracuje krom? standardních knihoven, i se speciáln? ur?enými pro tento model
kamery. Jsou to knihovny cc3.h, cc3_ilp.h. Zajiš?ují správný chod kamery. Na za?átku
programu jsou definované použité prom?nné typu uint16_t. Nap?íklad uint16_t red, využita
pro matici obsahující hodnoty složky R. Následuje inicializace kamery, nastaveni sériového
rozhraní pro komunikaci s PC. Také je zde nastaveno rozlišení kamery a barevné spektra.
cc3_filesystem_init ();// inicializace souboroveho systemu
cc3_uart_init(0, CC3_UART_RATE_115200,
CC3_UART_MODE_8N1,CC3_UART_BINMODE_TEXT); //konfigurace rozhrani
// stdout a stdin nejsou ve vyrovnavaci pamneti
val = setvbuf (stdout, NULL, _IONBF, 0);
val = setvbuf (stdin, NULL, _IONBF, 0);
cc3_camera_init ();// vlastní inicializace kamery
cc3_camera_set_colorspace (CC3_COLORSPACE_RGB);
cc3_camera_set_resolution (CC3_CAMERA_RESOLUTION_LOW
cc3_camera_set_auto_white_balance (true);
cc3_camera_set_auto_exposure (true);
Dále se provádí hlavní smy?ka while, která zajiš?uje neustálý b?h celého zjiš?ovacího
programu. V této ?ásti je nap?íklad umíst?no na?tení snímku, zjišt?ní velikosti jeho ší?ky a
výšky. Nastavení všech barevných kanál?. Dále pak inicializace jednotlivých prom?nných, z
??vodu neustálého provád?ní smy?ky. Nap?íklad již zmín?né: red = 0;.
cc3_pixbuf_load (); // nacteni snimku
img.width = cc3_g_pixbuf_frame.width; // sirka snimku
img.height = cc3_g_pixbuf_frame.height; // vyska snimku, osa y
cc3_pixbuf_frame_set_coi(CC3_CHANNEL_ALL); // nastaveni kanalu
Následuje jádro algoritmu pro detekci trajektorie dráhy. Procházení snímku je programov?
zmenšeno o 1/3 osy y od horní ?asti, což je v od hodnoty 47. Rovn?ž bylo programov? zajišt?no
zmenšení osy x o 8,5 % a to z obou stran snímku. D?vodem bylo zkvalitn?ní detekce a
odstran?ní nepot?ebných ?ástí snímku.
Tato ?ást kódu reprezentuje zajišt?ní po?tu hodnot v?tších, jako p?eddefinovaná hodnota
reprezentující hranici hodnoty jedna. Hodnota jedna ur?uje intenzitu výskytu jednotlivé barvy.
Tato informace se dále v algoritmu zpracovává.
while (cc3_pixbuf_read_rows (img.pix, 1)) //prochazeni radku
{
// kod pro vrchni cast sninku, prvnich 5 radku
radek++;
if (radek >= 47 && radek <= 51)//vyuziti prvnich 5-ti radku
{
bod1=0; //promenna pro pocet 1
for (uint16_t x = 15;x < img.width-15; x++)//velikost osy x
{
cc3_get_pixel (&img, x, 0, &my_pix);
// vyber kanalu barvy a prirazeni do promenne
red = my_pix.channel[CC3_CHANNEL_RED];
green = my_pix.channel[CC3_CHANNEL_GREEN];
blue = my_pix.channel[CC3_CHANNEL_BLUE];
if (red > 157) // podmínka velisti (0,1)
{
bod1=bod1+1; // celkovy pocet 1
}
// … pro zbyvajici barvy stejne
}
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?ást kódu ur?ená pro hodnoty nacházející se na ose x jednotlivých ?ádk?. Je opat?ena
podmínkou pracující s celkovým po?tem zjišt?ných hodnot 1. Tyto hodnoty jsou základem pro
ur?ení st?edu. Následuje krátký výpis.
bod1x = 0; //promenna pro hodnoty nachazejici se na ose x
for (uint16_t x = 15;x < img.width-15; x++)//velikost osy x
{
cc3_get_pixel (&img, x, 0, &my_pix);
red = my_pix.channel[CC3_CHANNEL_RED];
green = my_pix.channel[CC3_CHANNEL_GREEN];
if (red > 157)
{
bod1x=bod1x+1; // pocet 1
if (bod1x <= bod1/2 && radek == 47){vyslHorni1 = x;}
if (bod1x <= bod1/2 && radek == 48){vyslHorni2 = x;}
if (bod1x <= bod1/2 && radek == 49){vyslHorni3 = x;}
if (bod1x <= bod1/2 && radek == 50){vyslHorni4 = x;}
if (bod1x <= bod1/2 && radek == 51){vyslHorni5 = x;}
}
// … pro zbyvajici barvy stejne
}
}
// kod pro spodni cast sninku, poslední 5 radku, jako predchozi
// osa x stejna, osa y se pohybuje od 139 do konce snimku
}// konec while
Poslední ?ástí je vyhodnocení o jakou trajektorii dráhy se jedná. Ze získaných dat se vypo?te
st?ed kolejnic vrchní ?ásti a spodní ?ásti snímku. Na základ? t?chto dvou hodnot program ur?í
výslednou trajektorii. Podmínka obsahuje toleranci. Je pot?ebná z d?vodu efektivního a
bezchybného rozlišení roviny ?i zatá?ky. Tato informace je dále posílaná na další sou?ásti
vestav?ného systému.
??íklad výpo?tu st?edu kolejnice horní ?ásti snímku.
vyslHorni=(vyslHorni1+vyslHorni2+vyslHorni3+vyslHorni4+vyslHorni5)/5;
Podmínka ur?ení vychází ze zjišt?ní absolutní hodnoty obou st?ed? kolejnice. Každá výsledná
možnost detekce dráhy obsahuje Posílaná informace je popsána v podkapitole 5.2.
if (vyslHorni > vyslSpodni)
{
rozdil = vyslHorni - vyslSpodni; // +
if (rozdil<=25) // mezni hodnota rozliseni rovinka / zatacka
{
// predavane informace o rovne trajektorii
}
else
{
// predavane informace o trajektorii pravotocive zatacky
}
else // … podobne jako predchozi, jen obracena logika
{}
Po ur?ení trajektorie dráhy se musí aktuální snímek uvolnit z pam?ti. Jinak by program pracoval
se stále stejnými daty, nebo by také mohlo dojít k zhavarování algoritmu programu.
free (img.pix);
} //konec while (1)
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5.4. Program pro model vozu
Tato ?ást algoritmu je ur?ena pro model vozu, která je sou?ástí vestav?ného ?ídicího systému.
Algoritmus zajiš?uje reakce motoru na p?icházející informace z vývojového kitu kamery.
Umož?uje také vizualizovat výsledek detekce pomocí led diod umíst?ných na desce vozu.
Obr. 25 Diagram algoritmu vozu
Je pot?eba, aby byla zajišt?na neustálá návaznost na aktuální data získávaná z vývojového kitu,
proto je program umíst?n ve smy?ce for. Program obsahuje filtr, který zajiš?uje vyhodnocení
výsledku detekce z posílaných dat. Jelikož informace je posílána pomocí PWM. Následuje
podmínka ur?ená pro výkon motoru. Rovná trajektorie dráhy znamená maximální výkon motoru
upravený pro konkrétní dráhu, naopak zatá?ka p?ibližn? polovi?ní výkon.
Start
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zatá?ka
Akce motoru
Inicializace vozu a
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Zisk informace z
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Na za?átku programu vozu, se musí definovat použité knihovny, pro tuto ?ást vestav?ného
systému. Tyto knihovny slouží nap?íklad pro použití p?erušení, nebo pro rozhraní za?ízení.
#include <hidef.h>          /* povoleni preruseni */
#include "derivative.h"     /* deklarace rozhrani */
#include "slotcarutils.h"   /* utility */
Následuje definice konstant a prom?nných. Tato ?ást kódu obsahuje definice r?zných ?ástí
elektroniky desky. Nap?íklad definice pro použití motoru, sb?rnice, nebo led diod.
/* LEDs */
#define SET_LED_HL_ON           PTAD_PTAD0 = 1 /* bila krajni dioda ON */
#define SET_LED_HL_OFF         PTAD_PTAD0 = 0 /* bila krajni dioda OFF */
/* motor */
#define MOTOR_ENABLE           PTCD_PTCD4 = 1
#define MOTOR_DISABLE          PTCD_PTCD4 = 0
Dále pak následuje hlavní program v?etn? inicializace prom?nných a celého programu.
Inicializují se veškerá p?ídavná za?ízení. Hodiny sb?rnice se nastaví na 24 MHz a procesor na
48 MHz. Nesmí se opomenout inicializovat povolení rezistoru 0 až 2. Bez toho by mohlo dojít k
poškození elektroniky vozu. Nap?íklad:
PTDPE_PTDPE0 = 1;  // povolení pool rezistoru
Hlavní smy?ka se neustále provádí. Je tím zajišt?no neustálé zpracovávání informací
??ijímaných z kamery. Informace o trajektorii rovinky jsou p?ijímány pomocí definovaných
vstup?: PTDD_PTDD0 pro informaci trajektorii roviny a trajektorie zatá?ky PTDD_PTDD1.
Smy?ka obsahuje programový filtr, ur?ený pro zisk informace o trajektorii dráhy. Nejprve jsou
hodnoty ukládány ze vstupu do prom?nných. Poté jsou inicializovány p?íslušné prom?nné
ur?ené pro výpo?et.
    a++;
    if (a > 150)  // index pole
    { a = 0;
    }
    filtr[a]= PTDD_PTDD0;  // informace z rovne trajektorie
    filtr2[a]= PTDD_PTDD1;  // informace ze zatacky
    prumer = 0;
    prumer2= 0;
Následuje výpo?et hodnoty pr???ru vstupních hodnot. Jedná se o hodnoty posílané o rovné
trajektorii dráhy a trajektorie zatá?ky. Výpo?et je provád?n ze 150 hodnot, následn? se
jednotlivé výsledky dále v algoritmu zpracovávají.
    for (plus = 1;plus < 150;plus++)  // pocet nactenych hodnot
    {
      prumer = prumer + filtr[plus];  // ulozeni vstupni hodnoty (0,1)
       prumer2 = prumer2 + filtr2[plus];
    }
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Tato ?ást algoritmu vyhodnocuje, zda se jedná o rovinku, ?i zatá?ku. Nevyhodnocuje se
levoto?ivá, nebo pravoto?ivá trajektorie dráhy. To se realizuje v následující ?ásti kódu.
??íslušné hodnoty se zaznamenávají do prom?nných: rovinka, zatacka. Následuje ukázka
podmínky ur?ené pro informace p?icházející o rovné trajektorie dráhy. Podmínka pro trajektorii
zatá?ky je podobná, liší se pouze použitou prom?nnou: prumer2 a zatá?ka.
    if (prumer > 12)  // podminka pro rovinku
    {
      rovinka = 1;
    }
    else
    {
       rovinka = 0;
    }
??edchozí ?ásti algoritmu se týkali zpracování p?íchozí informace o detekci dráhy z vývojového
kitu kamery. Následující ?ást algoritmu zajiš?uje nastavení výkonu motoru vyhovující p?íslušné
podmínce. Zárove? je realizována vizualizace jednotlivých ?ástí dráhy. Pokud se jedná o
trajektorii zatá?ky, pak je nastaveno 45% výkonu motoru. Nastane-li levoto?ivá trajektorie
dráhy, svítí prost?ední diody, umíst?né na elektronice vozu. Krajní diody jsou ur?eny pro
pravoto?ivou trajektorii dráhy.
    // vykon motoru
    if (zatacka == 1) // prava zatacka
    {
        motorVoltage = 2700;  // 45% vykonu motoru
        SET_LED_HL_ON;  // sviti krajni diody
        SET_LED_BR_ON;
        SET_LED_HR_OFF; // zhasnute prostredni diody
        SET_LED_BL_OFF;
    }
    else  // leva zatacka
    {
        motorVoltage = 2700;  // 45% vykonu motoru
        SET_LED_HR_ON;  // sviti prostredni diody
        SET_LED_BL_ON;
        SET_LED_HL_OFF; // zhasnute krajni diody
        SET_LED_BR_OFF;
    }
Pokud se jedná o rovnou trajektorii dráhy, svítí veškeré diody. Výkon motoru je nastaven na
60%, což je hodnota 3600. Maximální výkon motoru je definován v inicializaci programu.
    if (rovinka == 1)
    {
        motorVoltage = 3600;  // 60% vykonu motoru
        SET_LED_HL_ON;  // bila krajni – umisteni na desce
        SET_LED_HR_ON;  // bila prostredni
        SET_LED_BL_ON;  // revena prostredn
        SET_LED_BR_ON;  // revena krajni
    }
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6. Testování systému
6.1. Princip testování kamery
Testování kamery lze provád?t pomocí propojení vývojového kitu a PC po sériovém rozhraní.
Toto testování se uplatní p?i vývoji algoritmu rozpoznávání trajektorie dráhy. P?íkazy,
informace probíhající mezi kamerou a procesorem vývojového kitu, jsou zobrazovány na
monitoru prost?ednictvím p?íslušné aplikace. Je snaha o nejv?tší interakci s uživatelem. Tím se
zvyšuje úsp?šnost snadného odhalení p?ípadné chyby v programu.
Obr. 26 Princip testování kamery
Aplikací, ve které je umožn?no testovat aktuální algoritmus, je Hyper terminál. Tato aplikace je
standardní sou?ástí opera?ního systému Windows. P?vodn? byl ur?en pro komunikaci pomocí
modemu. Je nakonfigurován pro jakékoli za?ízení schopné se p?ipojit p?es sériové rozhraní. Po
importu programu do procesoru vývojového kitu a startu aplikace dochází k vizuální kontrole,
jakou operaci daný algoritmus práv? provádí. Na Obr. X je zobrazen výsledek. Ve spodní ?ásti
je ukázka informace o závažné chyb? vyvíjeného algoritmu. Tato chyba se projeví až p?i
testování v procesoru, nikoli v kompilaci.
Obr. 27 Zobrazení testování
NXPCAM PC
Informace o snímku Další informace
??íkazy??íkazy
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Testování r?zných situací na dráze, je d?ležité pro výb?r nejspolehliv?jšího rozpoznávacího
algoritmu. Dráha není rovnom?rn? nasv?tlena, tudíž m?že docházet k nesprávnému rozpoznání
tvaru trajektorie dráhy. Také byl nastaven vhodný úhel snímání obrazu pro kameru. Úhel
kamery v??i dráze souvisí se získávanými daty. Pokud by byl úhel p?íliš velký, docházelo by
k nesprávnému rozpoznání. Data z horní ?ásti snímku by obsahovala informaci o možné
trajektorii zatá?ky, p?itom by se jednalo o rovinku. Tato omezení jsou ?ešena programov? a to
??íznutím obrazu horní ?ásti o 1/3 a okraj? snímku podle umíst?ní optiky kamery.
Obr. 28 Zobrazení testovaných vzork? snímku
Jednotlivé zobrazené vzorky snímku jsou pod zkratkami ozna?eny v tabulce. L - levoto?ivá
trajektorie, P - pravoto?ivá trajektorie, R – rovná trajektorie a Po – reprezentuje p?echod mezi
rovnou trajektorií a levoto?ivou trajektorii dráhy. Konkrétn? se jedná o t?etí snímek horního
?ádku.  Algoritmy  1  a  2  rozlišují  pouze  Z  –  trajektorie  zatá?ky  a  R.  Algoritmy  3  a  4  rozlišují
veškeré možnosti.
Skute?nost 1 2 3 4
L1 Z Z Z L
L2 Z Z R L
P1 Z Z Z P
P2 Z Z Z P
PO Z Z R R
R1 Z Z Z R
R2 Z Z R R
Tab. 2. Testování algoritm? detekce
??i testování r?zných systém? a zp?sob? algoritm?, byl vybrán ten nejspolehliv?jší. Mezi
spolehlivé pat?il ?tvrtý algoritmus v po?adí, tento algoritmus byl dále vylepšován a jeho princip
implementován do algoritmu vývojového kitu kamery. Veškeré testované algoritmy jsou
popsány v kapitole 4. Kapitola 4 se zabývá simulací algoritmu pro analýzu obrazu.
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6.2. Uživatelská aplikace pro zpracování obrazu
Uživatelskou aplikací, kterou je možno také testovat vyvíjený algoritmus a následn? celý
vestav?ný ?ídicí systému je CMUcam Frame Grabber. Je ur?ena pro tento typ kamer, ale i starší.
Tato aplikace nabízí více možností, než již zmín?ný Hyper terminál. Krom? vizuální kontroly
probíhajícího procesu, umož?uje také r?zné nastavení snímaného obrazu v záložce Settings.
Nap?íklad p?ednastavenou volbu velikosti rozlišení. Plného rozlišení, nebo velikost snímku
zmenšenou o ¼ p?vodní velikosti snímku. Dále pak volbu barevného modelu RGB nebo
YCbCr. YCbCr je zp?sob kódování RGB informací. Zobrazení barev závisí na aktuálním užití
barev RGB modelu v signálu.
Obr. 29 Uživatelská aplikace [ 3 ]
Správné použití aplikace je podmín?no korektním nastavením. Prvním krokem je nastavení
rozhraní “Available COM Ports”a nastavení rychlosti p?enosu dat. V?tšinou na nejvyšší možné
doporu?ené, což  je hodnota 115200 Bd. Jedná se o rychlost, která udává po?et zm?n stavu
??enosu za jednu sekundu. Dále stla?ením tla?ítka “Connect, dojde k propojení aplikace a
vývojového kitu kamery. Po této fázi  následuje restart, nebo zapnutí napájení na vývojovém
kitu uživatelem. Okamžit? poté za?ne komunikace. V levé ?ásti aplikace se zobrazí
??eddefinované výstupní informace. Uživateli je umožn?no zadávat své vlastní p?íkazy a
odesílat je pomocí tla?ítka “Send”. Tím je zajišt?na interakce s uživatelem.
Tla?ítkem “Grab Image” se zobrazí práv? snímaný obrazu z kamery. Aplikace také automaticky
ukládá snímaný obraz do PC. Tato funkce je užite?ná p?i nastavování úhlu kamery, p?i snímání
a ov??ení správnosti snímané plochy kamerou.
 [ 3 ]
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7. Zhodnocení výsledk? a záv?r
Cílem této bakalá?ské práce bylo navrhnout a realizovat vestav?ný ?ídicí systém pro
detekci trajektorie dráhy modelu auta na základ? analýzy obrazu a na tuto trajektorii vhodn?
reagovat. Vestav?ný systémy byl realizován na procesoru S08MJ32 firmy Freescale, který
zajiš?uje ?ízení vozu a na procesoru Philips NXP, který zpracovává data snímané kamerou.
?ešení vestav?ného systému je rozd?leno na dv?? ?ásti. Nejprve byl vyvinut a
implementován algoritmus ur?ený pro procesor Philips ve vývojovém kitu kamery. Ten
zajiš?uje vyhodnocení dat s kamery a detekuje tak aktuální trajektorii auta. Z navržených
algoritm? pro rozpoznání obrazu byl vybrán algoritmus, který vykazuje nejvyšší spolehlivost
rozpoznání dráhy. Algoritmus je založen na porovnání vypo?teného st?edu kolejnic v horní a
spodní ?ásti snímku. Tento algoritmus byl naprogramován v jazyce C ve vývojovém prost?edí
CodeSourcery. Druhou ?ástí je algoritmus pro vozidlo. Byl vyvíjen ve vývojovém prost?edí
Freescale CodeWarriorv a zajiš?uje reakci motoru a LED diod na získávanou informaci
??edávanou z vývojového kiku kamery.
Omezení navrženého algoritmu pro rozpoznání vycházejí z mechanického umíst?ní
kamery na autí?ku a sv?telných podmínek okolí. Jednalo se zejména o nasv?tlení celé dráhy, po
které se vestav?ný ?ídicí systém pohyboval. R?zné nasv?tlení dráhy zna??? ovliv?uje
vyhodnocovací algoritmus detekce dráhy. Velmi nep?ízniv? se projevují odrazy sv?tla od dráhy
a p?ímé osv?tlení objektivu kamery sv?telným zdrojem. Tento problém byl ?áste???
programov? potla?en, a to o?ezáním snímku dráhy. Vhodné umíst?ní kamery a zvolený úhel
sklonu umožnil snímat maximální plochu dráhy. To umož?uje snímat obraz dráhy ve vysoké
kvalit?.
V rámci popsaných kritérii a omezení, pracuje vestav?ný systém spolehliv?. Informace
o detekované trajektorii dráhy jsou p?edávány z vývojového kitu kamery ?ídící desce modelu
auta. Realizovaný vestav?ný systém m?že být vylepšen dopln?ním algoritmu pro rozpoznání
obrazu o vstupní filtr pro korekci jasové složky nebo stabilizací obrazu. Zvýšení spolehlivosti
lze rovn?ž provést použitím referen?ního algoritmu. Mechanicky m?že být systém zdokonalen
použitím kamery s vyšším rozlišením nebo automatickým ost?ením.
Vestavený ?ídicí systém m?že nalézt uplatn?ní v úlohách, kdy je pot?eba detekovat
trajektorii objekt?. V praxi mohou být detekovány nap?íklad okraje silnice nebo st?edová ?ára
vozovky. Takové vestav?né systémy najdou uplatn?ní p?edevším v oblasti bezpe?nosti, kdy
mohou ?idi?e upozornit na vybo?ení z daného jízdního pruhu.
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