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    El mapejat de textures és un mètode molt poderós per millorar l’aparença de la 
superfície d’un model. Utilitzant una textura s’envolta aquest i normalment funciona bé 
però no és així quan es parlen de grans superfícies (com per exemple un camp de flors) 
o quan hi ha una gran quantitat d’objectes semblants (com es donaria en una ciutat plena 
d’edificis).  Per tal d’aconseguir que els dos tipus de models anteriorment esmentats es 
veiessin bé s’hauria bé de carregar una gran quantitat de dades de textura, la qual 
ocuparia una major quantitat de memòria de textura, o bé repetir la mateixa textura, amb 
la que es formaria un patró regular que no sempre és desitjable. 
    Per tal d’aconseguir resultats favorables sense haver de recórrer a les solucions 
anteriors i, per tant, evitar els efectes adversos que aquests provoquen es pot utilitzar la 
tècnica del Texture bombing, amb la qual s’estalvia memòria de textura i espai en disc.  
Encara així Texture bombing té detalls que es poden millorar, com per exemple la seva 
falta de diversificació en les textures: de la mateixa manera que quan veiem un camp de 
flors, totes no tenen el mateix color exactament, en una textura per exemple que simula 
aquest mateix camp no podem estar creant una textura amb un gran nombre d’imatges 
diferents (que ocuparia molta memòria) ni podem treballar amb un petit conjunt 
d’imatges que es veuran repetides per tota la textura. S’implementarà l’algorisme de 
millora de Texture bombing amb la idea de reduir la capacitat en disc necessària i 
aportar diversificació. 
Per posar un exemple, tenim la imatge següent: 
 
Imatge 1: Exemple de resultat 
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    Aquesta imatge és el resultat d’aplicar l’algorisme que s’ha utilitzat en el projecte. 
Suposem que volem emmagatzemar aquesta textura en el disc en comptes d’utilitzar 
l’algorisme. Per exemple volem que aquesta tingui com a mida 2048x2048 píxels. Cada 
píxel té quatre components i suposarem que cada un d’ells va de 0 a 255, és a dir, 
ocupen un byte. Així doncs la imatge ocuparà 2048x2048x4 bytes, és a dir 16777216 
bytes o el que és el mateix, 16 Megabytes. 
    Per altra banda podem provar l’algorisme i veure quan ocupa en memòria. Per tal de 
crear la imatge necessitem la textura de fons (377KB) i la que conté les fulles (998KB). 
Després també necessitem el vertex shader i el  fragment shader (210 bytes i 15KB 
respectivament) i per acabar també un arxiu amb el contorn (3,48KB) i el patró 
(223KB), sumant entre tots els arxius aproximadament una mica més d’1.6MB, unes 
deu vegades menys que l’altra. La primera forma és més ràpida de carregar però la 





















2. Conceptes previs 
 
2.1 Textures 
    Una textura en visió per computador és una imatge en format bitmap
1
 la qual 
s’utilitza per cobrir un objecte bidimensional o tridimensional per tal d’afegir detall 
visual i així aportar un major realisme. Edward Catmull
2
, en 1974, va ser la primera 
persona en generar imatges per computador texturades. 
    El sistema de coordenades d’una textura no és (x,y) sinó (u,v), ja que utilitzem les 
primeres per punts de l’objecte (el model) sobre el qual li apliquem la textura i així 
s’evita confusions. El mateix passa amb la unitat mínima homogènia en color la qual no 
és píxels (picture elements – elements d’imatge) com seria en una imatge digital sinó 
texels (texture elements – elements de textura). 
    Per tal de cobrir l’objecte, a cada punt de la superfície 2D o 3D li correspon un punt 
de la textura.  Desafortunadament, aquest sistema de mapejat de textura acostuma a 
resultar en aliasing però es poden evitar amb diferents tècniques de filtrat i de sampling. 
Les textures no només van permetre un canvi en el color dels models (per simular per 
exemple superfícies de metall o fusta) sinó que també va permetre l’aparició d’altres 
tècniques com per exemple bump mapping: aquesta tècnica provoca irregularitats en la 
superfície del model en aparença utilitzant normals pertorbades. Aquestes 
s’aconsegueixen a partir de la normal original i un mapa d’altures (heightmap) que 
indica la posició en la superfície i s’apliquen fórmules per tal de calcular aquesta nova 
normal. A diferència de la tècnica de Displacement mapping
3, l’ombra d’aquesta no 
reflexa els canvis en la superfície. 
   
2.2 Textures procedurals 
    Encara que en el sub-apartat anterior hem dit que les textures són imatges en format 
bitmap, realment aquell és un tipus de textura; també tenim les textures procedurals. 
Mentre el primer tipus és un bloc de píxels invariable, les segones creen la seva textura 
des de zero. La textura està definida només per el procediment necessari per crear-la 
(per això el nom de procedural), la qual és una fórmula relativament petita i potser 
alguna textura de base. Aquestes doncs tenen certs avantatges i desavantatges 
comparades amb les bitmap. Els avantatges són: 
                                                          
1
 Imatge emmagatzemada en una estructura que representa una graella rectangular de píxels o punts de 
color. 
2
 Nascut el 31 de Març de 1945, és un científic de la computació i president de Pixar Animation Studios 
que ha contribuït en molts descobriments en gràfics per computador tals com el mapejat de textures o 
el Z-Buffer  
3
 Versió evolucionada del bump mapping on es desplacen els vèrtexs a partir del mapa d’altures. Com 
aquests es desplacen realment l’ombra també varia, a diferència del bump mapping  
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     Com ja hem comentat, normalment la mida d’una textura procedural ocuparà 
kilobytes mentre que una imatge acostumarà a ocupar megabytes.  
     Les representacions procedurals no tenen resolució, així que es pot apropar la 
càmera el que vulguem que no perdrem detall, a diferència de les bitmap on 
quan ens apropem suficientment, la textura acaba pixelant-se. Això és deu al fet 
que el programa només ha de recalcular la textura utilitzant el mateix 
procediment però canviant l’escala. 
 
     La representació procedural tampoc té una àrea fixa. Pot cobrir una àrea 
arbitràriament llarga sense repeticions del patró de la textura. També vol dir que 
quan la textura embolqui al model, aquesta quedarà uniformement aplicada, a 
diferència de les bitmap on la textura pot quedar més estirada en una zona o no 
arribar-hi.   
 
     Es poden parametritzar de tal manera que variant aquests valors poden donar 
lloc a una gran quantitat de textures diferents (encara que més o menys 
semblants segons el valor modificat i el que provoqui l’haver modificat tal 
valor). En canvi la textura bitmap es limita a una única imatge fixa. 
    En canvi els inconvenients són: 
     La construcció i depuració del codi pot ser difícil. La descripció d’un patró 
també ho és, sobretot si no és un cas trivial.  
 
     En una textura procedural és difícil de predir el resultat.  
 
     A canvi de la reducció en espai, una textura procedural pot ser més lenta a 
l’hora d’avaluar que simplement accedir a una textura emmagatzemada. 
 
     L’aliasing és més difícil de tractar que amb textures basades en imatges. 
 
     
A l’hora de crear textures procedurals, un element que pot resultar útil és el soroll (o 
noise en anglès). El soroll és una funció primitiva pseudo-aleatòria que trenca amb la 
monotonia de les textures regulars al aplicar-se sobre aquestes, és a dir, permet crear 
patrons irregulars.  Tenim diferents tipus de sorolls, des del més simple (soroll blanc, la 
qual és totalment aleatòria) fins altres que han de fer càlculs matemàtics (com per 
exemple el soroll Perlin). 
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Imatge 2: Soroll blanc                                                          Imatge 3: Soroll Perlin 
 
2.3 Texture bombing 
    Les textures en general funcionen prou bé a l’hora d’afegir detall visual al model. 
Encara així no es pot el dir el mateix quan parlem d’aplicar-les sobre grans superfícies 
(com per exemple un camp de flors) o quan hi ha una gran quantitat d’objectes 
semblants (com es donaria en una ciutat plena d’edificis). Per tal d’aconseguir que els 
dos tipus de models anteriorment esmentats es veiessin bé s’hauria bé de carregar una 
gran quantitat de dades de textura, la qual ocuparia una major quantitat de memòria de 
textura, o bé repetir la mateixa textura, amb la que es formaria un patró regular que no 
sempre és desitjable. 
 
    Per tal d’aconseguir resultats favorables sense haver de recórrer a les solucions 
anteriors, i per tant evitar els efectes adversos que aquests provoquen, es pot utilitzar la 
tècnica del Texture bombing, una tècnica procedural que posiciona les imatges en 
intervals irregulars.  
 
    La idea bàsica d’aquest és la següent:  
 
1. Es divideix l’objecte en una quadrícula regular de cel·les. 
2. S’aplica la textura base a l’objecte. 
3. Dins de cada una de les cel·les, en una posició aleatòria es col·loca una de les 
imatges (cada cel·la pot tindre més d’una imatge si així es decideix 
implementar). 
 





    Encara així no és tan simple com sembla:  
 
     Si ho féssim tal qual hem explicat abans les imatges quedarien retallades, 
donat que només estem pintant dins la mateixa cel·la. Per tal de pintar la 
imatge sencera no només s’ha de mirar la pròpia cel·la sinó també les del 
voltant. En realitat amb comprovar 4 ja n’hi hauria suficient (amunt-esquerra, 
amunt-dreta, abaix-esquerra i pròpia). Amb això comprovant dins de la cel·la 
quina posició ocuparia la imatge ja ens pintaria la seva totalitat. 
 
     Un segon problema que tenim és la prioritat. Fins ara el que tenim és una 
textura en la qual es projecta la imatge repetida dins de cada cel·la en 
posicions aleatòries però si ens fixem podem observar que quan dues mostres 
estan una a sobre de l’altra, la que estigui més amunt a la dreta estarà per 
sobre. Aquest resultat pot ser correcte quan estem creant una textura d’escates 
per a peixos o un conjunt de teules però el resultat per altres casos normalment 
necessita una mica d’aleatorietat en la decisió sobre qui està amunt i qui avall. 
                 
                   
     Imatges 4 i 5: Comparació no-prioritat (esquerra) vs prioritat (dreta) 
   Per aquesta raó necessitem la prioritat, un valor que segons si la mostra té un 
valor o un altre, a l’hora de col·locar-la sobre l’altra es pugui comprovar quina 
de les dues té un valor més gran. Aquest valor s’inicia a un valor mínim per 
cada cel·la buida i cada cop que una nova mostra apareix, aquest s’actualitza si 
la mostra té una prioritat major i es descarta en cas contrari. Normalment és 
preferible que les prioritats de les fulles siguin aleatòries encara que a vegades 









     També està el tema de l’aleatorietat. Encara que s’intenti fer càlculs de tal 
manera que sembli aleatori, en realitat estem fent una operació prèvia per 
accedir a una posició la qual ens aportarà tal valor. El fet que no hi hagi prou 
variància provoca que la distribució es vegi regular, sobretot quan només 
tenim una imatge per cel·la. Per tal d’arreglar-ho es pot incrementar el nombre 
d’imatges per cel·la, ja sigui amb un valor fix o amb un valor variable 
depenent d’un altre valor aleatori. També es pot variar el nombre de mostres 
per cel·la si s’incrementa el valor de la prioritat per sobre de 0 donat que hi 
hauria un major percentatge de possibilitats que descarti el fragment 
(determinant que aquest tenia una altra mostra a sobre).  
 
    Fins ara hem parlat d’utilitzar una imatge però Texture bombing també és una tècnica 
que funciona amb imatges generades proceduralment. El funcionament seria exactament 
el mateix però no s’utilitzaria una imatge per extreure el color d’un punt; el color es 
podria extreure d’un valor aleatori però la forma que tindria seria un càlcul matemàtic. 
Per exemple es pot definir el centre d’una mostra i després indicar que si el fragment 
està a menys de cert radi el pinti, creant així una esfera per mostra. 
    Per acabar, tornant al tema de les imatges, hi ha una variació més: que per cada 
mostra s’esculli entre un conjunt d’imatges. Amb el valor aleatori es pot accedir a una 
posició la qual correspondrà a una cel·la específica de la textura que conté les diferents 
imatges. Després només s’ha de normalitzar de tal manera que la cel·la tingui estigui 
entre 0 i 1 i així fer el mateix que quan teníem una sola imatge. 
 
2.4 Just-in-time texture synthesis 
    Primer de tot es defineix una umbrella (encara que podem traduir el terme cada cop 
que ens referim a ell el deixarem amb la seva versió sense traduir).  Aquesta és una 
primitiva mapejada sobre un espai de textura 2D amb un vèrtex central C i vèrtexs 
perifèrics Vi.  La construcció d’aquesta es construeix amb un editor interactiu. Segons el 
tipus d’imatge la decisió sobre on va el centre pot variar: per exemple en el cas de fulles 
seria un punt de convergència i en el cas d’una baia seria el centre de massa dels vèrtexs 
perifèrics. 
    Per tal de modificar el color de la umbrella, s’assignen colors als vèrtexs per tal de 
modular la textura d’aquesta. El color cp en el punt P es calcula de la següent manera: 
                                                          cp = ct + f*cv 




    on ct és el color de la textura base de la umbrella i cv és la mitjana ponderada dels 
colors dels vèrtexs ci.  El pes di es defineix com la inversa de la distància entre el vèrtex 
i i P. El coeficient f controla en quina mesura els colors de la textura original es 
modifiquen i s’utilitza un rang de valors entre -1 i 1. Els colors dels vèrtexs es treuen 
d’imatges de referència addicionals similars. 
 
2.5 Filtrat anisotròpic 
    Texture filtering és un mètode que s’utilitza per determinar el color d’un fragment 
quan el mapa de textures s’ha allargat o encongit i també és un tipus d’anti-aliasing. 
No necessitaríem fer res si la relació entre els texels de la textura i els píxels de la 
pantalla on es plasma aquesta fos 1, però a vegades la textura és més petita (relació 
< 1) i llavors cada texel ocupa menys d’un píxel i altres vegades és al revés (relació 
> 1). En el primer cas parlem de magnification i en el segon de minification. 
OpenGL permet les dues formes: 
     En el cas de magnification, és com si estiguéssim veient de més a prop la 
textura, així que no és necessari tenir còpies de la imatge a altres resolucions a 
l’hora d’escollir el color del veí més proper (GL_NEAREST) o d’interpolar els 
quatre més propers (GL_LINEAR) per escollir el color del fragment.   
     En canvi, minification no només té les dues mateixes opcions que 
magnification sinó que a més té la tècnica de mipmapping: en aquesta s’agafa 
la textura original i es creen textures de resolució menor una potencia de dos 
inferior cada cop i així quan es pinti la textura es podrà escollir la que tingui 
una resolució més adequada. 
Així que si es donés el cas en que el quadrat sobre el qual apliquem la textura es 
torna un rectangle (per exemple al rotar aquest sobre l’eix de les X) podem arribar 
al punt en que la resolució escollida per cada eix de coordenades sigui diferent, 
cosa que no és possible fer. Així doncs aquí és on entra en joc el filtrat 
anisotròpic: amb aquest no només es treu una textura de resolució inferior en l’eix 
de les X i de les Y sinó que a més es treu una textura amb la resolució reduïda una 
potencia de dos afectant a només un dels eixos, és a dir, si tenim una textura de 
4x4 no només tenim ara una de 2x2 sinó que obtenim a més una de 2x4 i una de 
4x2. Per suposat això augmenta la memòria de textura ocupada però a canvi 
permet escollir textures amb resolucions més ajustades per cada un dels eixos.  




























3.1  Procés de creació de la textura final 
 
3.1.1 Textures 
    Primer de tot necessitarem com a mínim dues textures (fins a un màxim de 3):  
 La primera serà una textura que omplirà el fons, és a dir, tot allò que 
no estigui ocupat per una mostra. Aquesta pot ser el terra d’un bosc, 
gespa, un cel o fins i tot simplement un color pla.   
 La segona textura serà un conjunt d’imatges les quals després voldrem 
aplicar sobre la primera textura de manera aleatòria (ja sigui part o 
totes elles). 
 
   




3.1.2 Creació del patró (versió 1) 
    El patró és un conjunt de valors que contenen informació necessària pel 
shader per tal de fer funcionar l’algorisme correctament. Inicialment només 
necessita per cada mostra saber les coordenades on es troba dins de cada cel·la i 
dos nombres per tal d’escollir una imatge aleatòriament. 
 
3.1.3 Retallat de les imatges 
    Amb les dues textures anteriors i el patró, si només volguéssim implementar 
l’algorisme de Texture bombing seria més que suficient.  
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    Encara així l’objectiu del projecte és anar una mica més enllà del que pot 
aportar la tècnica de Texture bombing. Per tal d’aconseguir aquesta millora 
necessitarem definir el contorn de les diferents imatges que passaran a ser 
mostra i es farà de la manera següent: 
    S’utilitzarà el software MATLAB. Primer de tot s’han de modificar algunes 
variables del script def_coord.m: el path on es troba la imatge que vam utilitzar 
com a segona textura així com el nombre de files i columnes d’imatges que 
conté, el nombre de mostres diferents que volem definir i per últim el nom sota 
el qual volem guardar l’arxiu resultant.  
    Al executar s’obrirà una pantalla on es veurà la imatge que hem escollit per 
poder definir els vèrtexs. Primer de tot s’haurà de decidir on estarà el centre de 
la mostra; aquest punt és important a l’hora de decidir on es col·locaran els altres 
punts donat que dos punts contigus i el punt central hauran de crear un triangle 
sense que intersequi amb el contorn ja creat. Després de pitjar el botó esquerre 
del ratolí per primer cop i definir on està el centre es podrà observar una línia 
entre el punt i on estigui el cursor del ratolí; amb aquesta línia es pot comprovar 
si el punt recentment pitjat i l’anterior formen un triangle amb el centre sense 
col·lidir amb cap altre línia. 
  
 






  En cas d’equivocació, si es pitja la tecla d’esborrar s’anul·larà l’últim vèrtex 
definit i un cop s’ha acabat de definir tots els vèrtexs s’ha de pitjar el botó dret. 
Aquesta operació s’ha de repetir tantes vegades com nombre de mostres 
diferents s’ha determinat anteriorment en la seva respectiva variable i un cop 
s’hagi assolit aquest nombre la imatge es tancarà automàticament, donant per 
acabat aquest procés i havent creat un arxiu el qual contindrà en la primera fila 
el nom de files i columnes de la imatge i després, per cada fila, les coordenades 
dels punts de les diferents mostres. L’arxiu adjunt A conté un exemple de l’arxiu 
resultant (center_first_texture).  
 
3.1.4 Creació del patró (versió definitiva) 
    El patró anterior funcionava bé per fer Texture bombing però per fer la versió 
millorada, en la qual es modifica el color de la textura original, necessitem més 
informació. Per cada una de les mostres de la textura final necessitem 
informació sobre els colors dels punts de les umbrellas, els factors dels tres 
components i l’angle de rotació. Així doncs la versió final conté per cada mostra 
en la textura final les coordenades dins de la cel·la, els dos valors per calcular 
quina és la imatge que es mostrarà, els tres colors (RGB) dels punts del contorn, 
els tres factors (un per cada color) i l’angle en graus que rotarà.  
   
3.1.5 Execució del programa 
    Un cop tenim les textures, l’arxiu amb la posició dels vèrtexs de les diferents 
mostres i els shaders (vertex shader i fragment shader) ja podem executar 
l’aplicació principal. Aquesta disposa d’una finestra al costat esquerra on es 
podrà visualitzar un quadrat al qual se li aplicarà la textura resultant i de quatre 
pestanyes amb diferents opcions a la part dreta. Aquestes són: 
3.1.5.1 Shaders 
 
    L’apartat de shaders està dividit en dues meitats: 
 
 La primera meitat permet carregar el vertex shader, el fragment 
shader i l’arxiu amb els punts de textura (obtingut durant l’apartat 
3.2.3). Aquesta es pot carregar de manera separada (amb tres botons 
diferenciats) o tots de cop; aquesta última s’ha de crear primer de 
tot amb Create Set el qual et demanarà primer el nom que li vols 
donar al document i després quin són els 3 arxius que vols carregar 
junts. El resultat serà un arxiu amb els paths d’aquests arxius 
permetent carregar-los a la vegada amb el botó Load Set i agilitzar 
així aquest tipus d’operació.   
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 La segona meitat està directament relacionada amb els patrons. 
Primer de tot ens deixa modificar 3 tipus de valors: el nombre de 
cel·les que contindrà la textura per fila, el nombre de mostres dins 
de cada cel·la i la mínima distancia entre dues mostres dins la 
mateixa cel·la (la qual no vol dir que es compleixi; s’explicarà amb 
més profunditat en l’apartat 4). A partir d’aquestes dades i les que hi 
ha en la pestanya Color es pot crear un nou patró, guardar-lo o 
carregar-lo. L’opció de guardar un patró està desactivada fins que es 
creï un nou patró i aquest només guardarà l’últim patró creat, encara 
que s’hagin carregat altres patrons anteriorment. No es podrà crear 
un patró fins tenir els vèrtexs. 
 
Imatge 11: Pestanya de shader 
 
3.1.5.2 Color 
    En aquesta pestanya es poden ajustar tres variables entre un valor 
mínim i un valor màxim. Aquestes són el color vermell, el color verd, el 
color blau (totes tres entre 0 i 255). Els tres colors determinen en quin 
rang estaran els colors dels vèrtexs de les umbrellas. 
 
    Les pestanyes no estan limitades a valors diferents, així que si volem 
que un color sigui únic en comptes d’estar dins d’un conjunt, només cal 
que mínim i màxim continguin el mateix valor. Posteriors aparicions del 
mateix sistema de spinboxes per tal de delimitar un rang seguiran el 
mateix mètode: es pot delimitar un rang o un únic valor i en cas que per 
error un s’equivoqui i posi el valor mínim major que el màxim, a l’hora 
de crear el patró s’agafarà el valor més gran dels dos com a màxim i 








    El factor determina en quina mesura els colors dins el rang determinat 
anteriorment afecten a la textura original (quan més proper a 0 menys 
afecta la textura original). Al igual que en la pestanya de color, aquesta 
també té tres variables que es poden ajustar amb un rang entre -1 i 1 (el 
qual és el rang per defecte).  
 





Imatge 14: Pestanya de textura 
 
   A la part superior es poden observar tres quadrats; pitjant sobre un 
d’aquests permet carregar una imatge que després es tractarà com una 
textura. El primer quadrat carrega la textura de fons, el segon la textura 
que s’utilitzarà per pintar les mostres i el tercer és una textura extra per 
poder fer altres. 
     
    A la part del mig en canvi podem veure tres barres lliscants (sliders) 
que afecten a la visualització del quadrat.  La primera permet rotar el 
quadrat per l’eix de les X fins a 90 graus (com si l’empenyéssim cap 
enrere i caigués al terra), la segona fa un escalat sobre l’eix de les Y 
(l’estira cap amunt) i la tercera permet apropar o allunyar la càmera amb 
el qual el visualitzem. 
 
Per últim, a la part inferior tenim una checkbox i dues spinboxes. La 
primera ens permet activar la rotació de les imatges, donat que no 
sempre voldrem que aquestes rotin. Les altres dues serveixen per 
delimitar el rang de rotació de les mostres, el qual pot anar des de 0 fins 
a 359.  A primera vista un podria pensar que desactivar la rotació i posar 
el rang a 0 graus fa el mateix, i mentre no es pot dir que aquesta persona 
està equivocada del tot hi ha un detall que s’ha de tenir en compte: 
activar i desactivar permet veure les dues versions (amb rotació i sense) 
sense haver de modificar el patró, a diferència del segon, el qual si vol 






4.1 Eines de desenvolupament 
    Per tal de desenvolupar el projecte utilitzarem les següents eines: 
 
     Qt: S’utilitzaran les llibreries de Qt per implementar les diferents interfícies 
gràfiques que necessitarem per poder executar i comparar el mètode de Texture 




     
     OpenGL: Aquesta API serveix per renderitzar gràfics 2D i 3D, raó per la qual 
l’utilitzarem. 
 
     MATLAB: Aquest software matemàtic dissenyat per Cleve Moler ens permetrà 
crear un arxiu amb dades que necessitarem per poder implementar l’objectiu 
principal, la diversificació de textures. 
 
     Paint.net: Paint.net és un editor d’imatges gratis amb el qual crearem una 
imatge amb soroll per tal de generar certa aleatorietat en la distribució de les 
textures sobre l’objecte. 
     De totes les eines només MATLAB és de pagament. Encara així si no tinguéssim 
accés a aquest podríem continuar amb el projecte desenvolupant amb les eines restants 
una aplicació que fes allò mateix que necessitem i ens aporta MATLAB. 
     Per últim s’utilitzarà Google Drive per emmagatzemar la documentació i Git i un 
repositori en Bitbucket per poder tindre sempre accés i poder vigilar les diferents 
versions dels codis que es vagin implementant. 
 
4.2 Estructures de dades 
    Per tal de poder obtenir la textura resultant, el programa i el shader necessiten un 
conjunt de dades les quals s’emmagatzemaran en les estructures de dades següents: 
     QVector<float> *pattern: Vector que conté la matriu de patrons. Com s’ha 
comentat en l’apartat anterior el patró conté la informació relacionada amb les 
mostres resultants tal com la posició que ocupa dins d’una cel·la o els colors que 
tenen els vèrtexs de la umbrella. 
     
                                                          
4
 Un entorn integrat de desenvolupament (Integrated Development Environment en anglès) és una 
aplicació que proveeix facilitats als programadors a l’hora de desenvolupar programari. 
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 QVector<float> *tex_points: Vector que conté la matriu de punts de textura, és 
a dir, els punts que defineixen els contorns de les diferents imatges que després 
es mostraran sobre la textura resultant. 
  
     QVector<float> *ftexture: Vector que conté tota la informació dels dos 






4.3.1 Càrrega dels punts de textura (Texture Point) 
 
       Al pitjar el botó de carregar punts de textura i indicar quin és l’arxiu que volem     
carregar s’executa el següent algorisme: 
        
       Primer de tot ens disposem a llegir la primera línia de l’arxiu, el qual ens indica el 
nombre de files i columnes d’imatges que conté la segona textura. Aquesta informació 
s’utilitzarà més tard en el fragment shader. Després procedim a llegir les línies restants 
dues vegades:   
 
       La primera vegada que es llegeix ho fem per calcular la mida de tex_points i la 




             int num_vèrtexs_màxim = 0; 
             int comptador = 0; 
             int separador; 
             Mentre (hi ha línies per llegir) 
             { 
                  Agafa línia; 
                  comptador += nombre elements línia (nombre de coordenades de vèrtexs); 
                  //una línia té nombre vèrtexs*2 perquè cada vèrtex té coordenada x i y 
                  si (nombre elements linia/2 > num_vèrtexs_màxim) num_vèrtexs_màxim = 
comptador 
                  si (nombre elements línia no és múltiple de 4) ++separador; 







        Cada vèrtex té 2 coordenades com s’ha indicat anteriorment; si el nombre de 
vèrtexs és parell el nombre de coordenades serà múltiple de 4. S’ha decidit que després 
d’una imatge la següent comenci en un múltiple de 4 per una raó que explicarem més 
endavant, quan arribem al fragment shader, però si la imatge no té nombre parell de 
vèrtexs llavors s’haurà de reservar 2 espais en blanc perquè ho continuï sent; aquesta és 
la funció de la variable separador. També guardem el nombre de vèrtexs (+ centre) que 
conté la imatge amb més vèrtexs; cada mostra ocuparà en ftexture 
4+num_vèrtexs_màxim*4.  
 
        Amb això ja podem definir la mida del vector tex_points el qual serà de: 
                                               
num_lines_tp+comptador+separador*2+extra 
 
        On num_lines_tp és el nombre d’imatges diferents que contenia l’arxiu (és el 
nombre de línies excepte la primera), el comptador és el nombre de coordenades total, el 
separador determina quantes imatges tenen nombre senar de vèrtexs i extra aporta el 
necessari perquè sigui un múltiple de 4. 
 
        La segona vegada que llegim les línies, en les primeres posicions de tex_points 
s’emmagatzema la posició en el qual es trobarà el començament d’aquella imatge dins 
de ftexture.  En ftexture les primeres 4 posicions del vector estan reservades, així que les 








        Després per cada imatge només se li ha d’afegir tants elements com tingui la llista i 
deixar 2 en blanc si aquests no són múltiples de 4. 
 
        Un cop ha fet aquestes operacions posa una variable booleana a cert si aquesta no 
ho estava ja; en cas que ja fos certa (voldria dir que ja s’havia executat la funció 
anteriorment) es tornaria a crear el vector ftexture donat que el contingut de tex_points 










4.3.2 Creació del patró 
 
        Per tal de crear un patró primer de tot necessitem saber quin és el nombre de 
cel·les per fila que volem que tingui la nostra textura, el nombre de mostres en cada una 
d’elles i la separació entre els seus centres. El valors mínims són d’una cel·la, 1 mostra 
per cel·la i 0 de separació; els màxims són de 150, 15 i 1.5 de separació. Per defecte 
aquests valors són de 10, 2 i 0.3, així que si realment no necessitem uns valors 
determinats aquests ja serveixen. Després també necessitem determinar quins són els 
colors que tindrà la nostra umbrella i quant afecten la textura original; com hem indicat 
en l’apartat anterior aquests valors van entre 0 i 255 pels colors (a més de valors per 
defecte) i entre -1 i 1 pels factors (també valors per defecte). Per últim també agafem el 
rang de rotació (entre 0 i 359 per defecte) de les diferents mostres, per si l’usuari 
decideix activar l’opció de visualitzar les mostres rotades. 
 
        Un cop tenim tota la informació necessària es procedeix a crear una matriu. 
Aquesta matriu té 3 dimensions; les dues primeres corresponen a files i columnes, les 
quals ambdues tenen de longitud el nombre de cel·les i la tercera correspon al nombre 
de mostres dins de la cel·la amb una longitud dues vegades més gran donat que s’han 
d’emmagatzemar les coordenades de les X i de les Y. S’agafa un nombre d’intents 
elevat (en aquest cas s’utilitza el nombre de mostres multiplicat per una variable k que 
es pot anar augmentant per major precisió). Per cada intent: 
 
                  
                          int i = 0; 
                          mentre (i  < nombre intents && matriu no plena) 
                          { 
                               Obtenir posició_x; 
                               Obtenir posició_y; 
                               Obtenir cel·la a partir de les dues posicions; 
                               Normalitzar posicions; 
                              . . . 
 
 
        Les posicions s’obtenen amb dos valors aleatoris entre 0 i 1 i després al multiplicar  
aquestes per el nombre de cel·les poden obtenir dos valors entre 0 i nombre cel·les el 
qual permet accedir a una posició de la matriu. Un cop ja sabem les coordenades 
necessitem saber a quina posició entre 0 i 1 (sense incloure l’1) es troba aquesta posició; 
això ho aconseguim restant-li la seva part entera a la posició multiplicada pel nombre de 
cel·les. Després ens disposem a comprovar si hi ha cap mostra entre les 8 del seu voltant 







                          int j = 0; 
                          per cada cel·la del voltant i la seva pròpia 
                         { 
                               mentre (j < nombre mostres en cel·la) 
                              { 
                                 Busca les coordenades de la  mostra j 
                                si (cel·la no està plena && troba mostra j) 
                                    si (distancia(posició, mostra) < separació cel·la)  
                                   { 
                                      Redueix separació; 
                                      Acaba; 
                                  } 
                             } 
                        } 
                       si (cap cel·la té mostra de distancia < separació) 
                            emmagatzema posició en la cel·la pròpia 
 
        Només que trobem una sola mostra que estigui a una distancia menor de separació 
ja podem escollir un punt nou perquè ja no compleix la condició, no fa falta mirar les 
demés coordenades. Cada una de les cel·les té emmagatzemada un valor de separació 
(inicialment totes tenen el mateix valor); cada vegada que un punt caigui dins d’una de 
les cel·les i trobi alguna mostra a una distancia menor que aquest valor de separació no 
només es descarta aquest sinó que a més disminuïm la separació un cert valor. Això ens 
permet que punts que anteriorment havien caigut en certa zona i fallat, si torna a caure 
algú per aquesta mateixa, pugui ser acceptat. Quan menor és el valor de disminució de 
la separació per cada intent més gran és la possibilitat que dues mostres estiguin prou 
separades però llavors s’ha d’augmentar doncs el nombre d’intents en conseqüència.  
 
        Hi ha la possibilitat que un cop havent llençat tots els punts encara hi hagi cel·les 
que no tinguin el nombre de mostres especificat; Aquestes cel·les s’ompliran amb 
valors aleatoris, ignorant la condició de distancia entre mostres. Amb aquesta 
implementació es vol aconseguir una distribució de les mostres més uniforme de la que 
sortiria si es fes purament aleatori (utilitzem blue noise  en comptes de white noise); 
L’explicació de l’algorisme anteriorment utilitzat per aconseguir aquest efecte és una 
variant de l’algorisme conegut com Dart Throwing.   
 
        Un cop tenim la matriu plena procedim a traslladar les dades a una nova matriu. La 
mida d’aquesta és la mateixa en quant a files i columnes però el nombre d’elements dins 








     En les primeres dues posicions de la seva partició del vector anirà 
emmagatzemat les coordenades on es troba dins de la seva cel·la corresponent  
(  [0,1)  ). 
 
     Les dues següents posicions contenen dos nombres aleatoris entre 0 i 1 que 
determinaran a partir d’una fórmula quina és la imatge que es mostrarà en 
aquesta. 
 
     Les següents posicions estaran dividides en grups de 4; les tres primeres 
contindran els colors RGB i el quart només l’utilitzarem per guardar els factors 
en els tres primers grups (el factor vermell en el primer, el factor verd en el 
segon i el factor blau en el tercer) i la rotació en el quart. Com ja s’ha comentat 
en l’apartat 3.1.5.2, aquests colors seran valors aleatoris entre el valor mínim i 
màxim que li haguem indicat en la pestanya de colors i el mateix pels factors i 
rotació.  
        Un cop hem acabat passem totes les dades a pattern i fem el mateix que amb els 
punts de textura, posem el valor booleà a cert si és el primer cop que llegim un patró 
(sigui creat de zero o carregat) i sinó reconstruïm ftexture.   
  
 
4.3.3 Càrrega del patró 
 
        Si ja teníem prèviament un patró guardat i el volem tornar a visualitzar podem 
carregar-ho de nou. La càrrega del patró és semblant a com hem carregat els punts de 
textura: 
 Primer es carrega l’arxiu que conté el patró. 
 
 Fem una primera passada per comptar el nombre de línies de l’arxiu. Amb 
això podrem calcular el nombre de cel·les per fila. 
 
 Calculem el nombre de mostres per cel·la a partir de la llargada d’una de les 
línies donat que totes tenen el mateix nombre d’elements. 
 
 Llegim un segon cop per emmagatzemar en pattern el contingut de les línies. 
 
 De la mateixa manera que si creéssim un patró nou, al final tenim un valor 
booleà que canvia a cert si és el primer cop que creem o carreguem un patró i 




        La càrrega del patró calcula el nombre de mostres per cel·la a partir del nombre 
màxim de punts (num_max_points); si es carrega un patró però no es carreguen els seus 
corresponents punts de textura no podem esperar un resultat correcte. Es recomana 
guardar grups per separat o s’apunti en algun lloc cert patró amb quin arxiu de punts de 
textura funciona. 
  
     
4.3.4 Pintat del quadrat 
 
        Inicialment la pantalla de visualització és tota negra. Només un cop hem carregat el 
vertex shader, el fragment shader, l’arxiu amb les coordenades dels contorns de les 
imatges i el patró s’executaran totes les funcions d’OpenGL per tal de crear un quadrat 
sobre el qual es crearà una textura.   
 
        Disposem de quatre textures que són: 
 
 texture: Aquesta textura 2D representa el fons de la textura final. És repetible 
i anisotròpica. 
  
 texture1: Aquesta és el conjunt d’imatges de la qual s’extrauran per mostres 
 
 texture2: A diferència de les demés textures aquesta no és una textura 
quadrada. La mida d’aquesta és de: 
 
           Nombre files: Nombre de cel·les+ceil((4+mida de tex_points) / 
nombre columnes) texels 
 
                  Nombre columnes: 1+(num_max_points) texels 
 
 
Cada texel d’aquesta conté 4 floats que corresponen als components RGBA i 
en cada un d’aquests s’emmagatzema un element de ftexture. La textura està 
dividida de la següent manera: 
 
- El primer texel conté en el seu primer component en quin texel està el 
començament del patró i en el segon el nombre d’imatges diferents de 
les quals tenim contorns. 
 
- Els següents nombre_imatges/4 texels contenen, per cada component 





- Després hi ha tants texels com vèrtexs en totes les imatges (més els 
centres) entre 2 (cada punt només ocupa 2 components donat que 
només tenim dues coordenades) però tenint en compte que cada cop 
que una imatge acabi, si el nombre de punts és senar, només ocuparà 
dos components i la nova imatge començarà en el texel següent. 
 
- Fins arribar a la fila següent l’omplim amb el valor -1, indicant que no 
l’estem utilitzant.  
 
- Al començament de la següent fila comença el patró. Cada fila 
posterior és una mostra diferent i segons la imatge que es pinti en 
aquesta es llegiran un nombre diferent de texels (tants com nombre de 
vèrtexs tingui la imatge més u). 
  
 texture3: Textura extra. 
 
       Aquestes textures es carregaran només quan sigui necessari; un cop cada vegada 
que una de les textures canviï. 
 
        Ja per acabar procedim a definir els vèrtexs del quadrat sobre el qual li aplicarem 
les textures i el dibuixem.  
 
 
4.3.5 Aplicació de la textura 
 
        Continuant per on l’hem deixat en el sub-apartat anterior, l’última part és la del 
renderitzat. Amb els vèrtexs definits i amb un vertex shader que ens permet posicionar 
una càmera per tal que puguem visualitzar el quadrat amb perspectiva, arribem al 
fragment shader.  
 
        Primer de tot agafem la textura de fons i multipliquem les seves coordenades per 
un cert nombre de cops. Sempre i quan la textura sigui repetible es pot donar la  
sensació que hi ha molt més del que realment és. Per exemple podem tenir una textura 
de fons que sigui un parell de totxanes; al multiplicar podem representar tota una paret.  
 
        Després amb: 
 
                                       vec2 scaledUV = vec2(gl_TexCoord[0].st*n_cel·les); 
                                       vec2 cell = floor(scaledUV); 
 
        podem obtenir a partir de la posició del fragment a quina cel·la correspon. 
 




                                      inici_patró = get_texel(0,0).x 
                                      num_images = get_texel(0,0).y 
 
      Una mostra dins d’una cel·la pot tenir part d’aquesta dins d’una altra cel·la; per tal 
de comprovar si la cel·la on estem actualment té mostres d’altres cel·les hem de 
comprovar-ho amb les 8 cel·les que hi ha al voltant:  
 
                                      for (int i = -1; i < 1; ++i) 
                                    { 
                                       for (int j = -1; j < 1; ++j) 
                                      { 
                                         cell_t = cell – vec2(i,j); 
                                         . . . 
 
        En el cas que la cel·la accedida caigui fora dels límits del quadrat (quan cell_t.x o 
cell_t.y són -1 o consulten una cel·la posterior al límit de cel·les), aquestes passen a ser 
les que tenen just en el costat contrari (igual al nombre de cel·les per fila – 1 en el 
primer cas i igual a 0 en el segon).  Això permet que els mateixes textures finals siguin 
repetibles. Per poder accedir a la informació de les mostres accedim a la posició: 
 
                           inici_patró+(cell_t.y*n_cel·les+cell_t.x)*num_mostres+k 
 
        on k és el nombre amb la mostra actual (entre 0 i número de mostres-1). El valor 
que se li suma al inici de patró es pot fer el mòdul amb el nombre total d’elements en el 
quadrat, és a dir: 
 
        pos1 = mod(cell_t.y*n_cel...+k, n_cel·les*n_cel·les*num_mostres*(max_points+1) 
 
        Amb això quan modifiquem l’escala del quadrat i l’allarguem no deixaran 
d’aparèixer imatges, encara que s’aniran repetint. S’ha decidit deixar-ho d’aquesta 
manera perquè normalment només voldrem la textura del quadrat, així que no ens fa 
falta ajustar el nombre de mostres diferents a la mida de l’objecte donat que normalment 
aquest romandrà quadrat. 
        Un cop sabem quants texels hem de llegir obtenim la seva posició dins la textura: 
 
                                           pos.x = mod(pos1, nombre_columnes) 
                                           pos.y = pos1/nombre_columnes 
                                          center = get_texel(pos.x,pos.y) 
 
        center conté les coordenades X i Y de la mostra dins la cel·la i dos valors més; 





                      img = floor(center.w*(num_images/2)+center.z*(num_images/2)) 
 
        Els dos valors de center estan entre 0 i 1 (en cas que fos 1 se li hauria de restar un 
mínim per tal que img doni un valor entre 0 i num_images – 1). Podem comprovar que 
per valors propers a 1 la suma de les dues parts dóna com a molt un valor molt proper a 
num_images. 
 
        Com ja hem dit anteriorment, el primer texel conté informació, així que per saber 
en quina posició comença la imatge hem d’accedir a la posició: 
 
    start1 = get_texel(mod(img+4)/4, nombre_columnes), (img+4)/4/nombre_columnes) 
 
          S’ha de dividir entre 4 principalment perquè el contingut en img+4 no és el 
nombre de texels sinó d’elements i com ja sabem cada texel té 4 elements.  La posició 
on es troba el centre de la imatge 0 comença en la primera component del segon texel, la 
imatge 1 en la segona component i així; Així doncs si fem el mòdul de img i 4 podem 
saber en quina component es troba el començament i en quina component es troba el 
començament de la següent. 
 
        Amb aquest valor podem obtenir les coordenades on es troba el centre de la imatge 
(img_center) dins de textura1, la qual recordem que és un conjunt d’imatges diferents. 
Després si fem: 
 
 cell_tex = vec2(floor(img_center.x*images_column), floor(img_center.y*images_row)) 
 
        podem saber en quina fila i columna es troba dins d’aquesta. Això l’utilitzarem una 
mica més endavant. 
 
        Abans de començar a recórrer els diferents vèrtexs podem obtenir el color del 
centre, els tres factors i l’angle de rotació, els quals es troben en les posicions: 
 
                                    center_color = get_texel(mod(pos1+1,nombre_columnes), 
                                                                           pos1+1/nombre_columnes).rgb 
                                            rfactor = get_texel(mod(pos1+1,nombre_columnes), 
                                                                           pos1+1/nombre_columnes).a 
                                           gfactor = get_texel(mod(pos1+2,nombre_columnes), 
                                                                           pos1+2/nombre_columnes).a 
                                           bfactor = get_texel(mod(pos1+3,nombre_columnes), 
                                                                           pos1+3/nombre_columnes).a 
                                           angle = get_texel(mod(pos1+4,nombre_columnes), 




        Aquests valors sempre seran accessibles donat que el nombre de punts és com a 
mínim 4 (3 vèrtexs + centre). En el mateix texel del centre i els dos primers vèrtexs 
estan emmagatzemats en la component alfa els diferents valors dels factors. 
 
    Abans de continuar, ja que ens farà falta més endavant i acabem d’obtenir el valor 
necessari, agafarem l’angle (el qual està en graus) i el passarem a radians aplicant la 
fórmula següent: 
 
radians = 3.14159265*angle/180 
 
        Ara tenim dos casos lleugerament diferents: Per una banda tenim les imatges que 
sabem on comencen i on acaben i per l’altra tenim l’última imatge, la qual sabem on 
comença però no hi ha cap component posterior que indiqui on acaba perquè no hi ha 
una següent. 
 
        En el cas d’una: 
 imatge on sabem on comença i on acaba 
 
                  //start és un dels components de start1, segons quina imatge fos  
                  for(int i = 0; i < (finish -  start)*2-1 && !found; ++i) 
                  { 
                       if (mod(i,2) == 0) 
                       {         
                           point = get_texel(mod(start+i/2, nombre_columnes),  
                                                             (start+i/2)/nombre_columnes).zw; 
                           point1 = get_texel(mod(start+i/2+1, nombre_columnes),  
                                                             (start+i/2+1)/nombre_columnes).xy; 
                            . . . 
                                          } 
                                        else 
                                        { 
                                             point = get_texel(mod(start+i/2+1, nombre_columnes),  
                                                             (start+i/2+1)/nombre_columnes).xy; 
                                             point1 = get_texel(mod(start+i/2+1, nombre_columnes),  
                                                             (start+i/2+1)/nombre_columnes).zw; 
                                            . . .  
 
    Amb aquest bucle estem recorrent tots els vèrtexs de la imatge. Com ja 
em comentat anteriorment cada vèrtex només ocupa 2 posicions, és a dir, 
cada texel té 2 punts. Segons si el punt està en la primera meitat o si està en 





   En aquest moment doncs ja sabem on estarà el centre de la imatge dins la 
cel·la (center.x i center.y) però els dos punts que hem obtingut per tal de 
poder fer un triangle tenen el seu centre en una posició diferent 
(img_center). Si no volem aplicar rotació a la mostra s’executarà la següent 





    Com podem observar l’únic que fem és obtenir les coordenades de la 
imatge dins la cel·la on es troba (on les coordenades de la imatge es troben 
entre 0 i 1), després traslladem el seu centre a la posició (0,0) movent també 
tots els seus vèrtexs en conseqüència i ja per acabar movem tots els vèrtexs 
de nou però aquesta vegada en la posició de la mostra. Per exemple, si 
tinguéssim un conjunt de quatre imatges repartit en dues files i dues 
columnes cada imatge ocuparia 0.5x0.5. Si ens trobéssim un punt en la 
posició (0.55,0.45) el punt es trobaria en la cel·la localitzada amunt a la 
dreta, cap al començament en les X i prop del final en les Y. Aplicant la 
primera part de la fórmula tenim que si la imatge estigués entre 0 i 1, el punt 
es trobaria en les coordenades (0.1, 0.9), concordant amb el que s’acaba de 
dir. Si imaginem que el centre està en (0.5,0.5) dins aquesta imatge (és a dir, 
(0.75, 0.25) en les coordenades generals de la textura), mouríem el centre a 
les coordenades (0,0) i llavors el punt passaria a estar a (-0.4, 0.4) i després 
només caldria sumar el nou centre. Amb això podem veure que al construir 
la imatge de texture2, aquesta no pot tenir imatges entre cel·les i que a 
l’hora de construir l’arxiu amb els contorns, aquest no pot passar de la seva 
respectiva cel·la; si un dels punts de textura estigués en la posició (0.5, 0), al 
fer les operacions anteriors, aquesta no acabaria en la (1, 0), que realment és 
el que interessaria sinó que acabaria en la posició (0, 0). Això podria ser un 
problema si volguéssim delimitar una cel·la donat que si escollíssim els 
punts (0,0) i (0.5,0), els dos acabarien en la mateixa posició i això resultaria 
amb una línia en comptes d’un triangle, provocant un error en la forma del 
contorn. 
 
    En canvi si volguéssim aplicar la rotació es necessitaria variar 
lleugerament el codi: 
 








    Primer de tot necessitem la posició dels punts respecte la coordenada 
(0,0). Per fer això només s’ha de moure tota la imatge i posant en el (0,0) el 
centre d’aquesta. Necessitem fer això per després poder rotar la imatge 
correctament. A continuació es rota la imatge un cert nombre de graus i 
encara que les funcions de sinus i cosinus demanen radians, hem fet la 
transformació d’unitats abans: 
 
point = vec2(point.x*cos(radians)-point.y*sin(radians), 
                (point.x*sin(radians)-point.y*cos(radians)) 
 
    Un cop hem aplicat la fórmula al dos punts del triangle ja podem procedir 
a traslladar-lo al nou centre i ja tindrem definit els nous punts de contorn: 
 
               point = vec2(point.x+center.x,point.y+center.y)  
 
    Com s’ha dit anteriorment les coordenades dels punts de textura van de 0 
a 1. Això és un aspecte important del qual podem treure un benefici donat 
que això vol dir que és independent de la mida; amb això volem dir que el 
punt (0.5,0.25) és relativament el mateix si la imatge fa 256x256 com si en 
fa 2048x2048.  Això ens permet definir els contorns amb imatges més grans 
per tal de perdre menys detall i després carregar una de menor resolució, 
havent d’emmagatzemar menys informació que de l’altra manera. Encara 
així s’ha de vigilar en no reduir massa la mida de les imatges perquè per 
molt que dos punts tinguin la mateixa posició relativa, el color ve determinat 
pel texel i quanta menys resolució menys superfície ocupen, augmentant la 
possibilitat que dos punts propers acabin accedint al mateix texel. 
 
  
Imatges 15 i 16: Comparació entre imatge de més baixa resolució (esquerra) vs imatge de més alta per una potencia de 2 (dreta)  
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    Apart de la posició dels dos vèrtexs també obtenim el color d’aquests i 
anem aconseguint parelles de vèrtexs fins que arribem a l’últim d’ells. 
L’últim punt és l’últim vèrtex però l’últim punt1 és el primer (el que ve 
després del centre) per acabar d’unir-los tots. Per saber si un punt és l’últim 
o no mirem si el punt1 acaba en el següent texel o si dóna (-1,-1); aquestes 
dues condicions difereixen en si el nombre de vèrtexs és parell o senar. 
 
    Ja per acabar utilitzem una funció que ens determina si el fragment que 
estem pintant està dins o no d’aquest triangle. Si està dins comprovem si hi 
ha cap mostra allà que estigui per sobre de la mostra que estem pintant i si 
aquesta té prioritat sobre l’altra i el valor alfa de la imatge és diferent de 0 
calculem el color de sortida amb: 
 




    on color_tex és el color de la imatge original (texture1), color_vert és el 
càlcul del color del triangle a partir dels colors dels vèrtexs i el factor, el 
qual ens indica en quina mesura el color en color_vert afecta al color 
original. Els valors de color_vert s’han de normalitzar prèviament donat que 
cada un dels components tenen valors entre 0 (negre) i 255 (màxima 
intensitat del component).   
 
    La comprovació de la prioritat i l’alfa esmentats anteriorment es 
comproven a la vegada per evitar que una mostra amb una prioritat superior 
a una altra però amb parts transparents eviti que una altra mostra que estigui 
a sota d’aquelles transparències es mostri.  
 
    Les coordenades per accedir a la imatge original les traiem amb: 
  
   coord_tex = vec2(cell_tex/images_column+posició fragment de la imatge 
(entre 0 i 1)/images_column, cell_tex/images_row+posició fragment de la 
imatge (entre 0 i 1)/images_row); 
 
    i la fórmula per fer la mitjana ponderada dels colors dels vèrtexs és: 
 
                            color_vert = ∑di*ci / ∑di    
 
    on di és la inversa de la distancia entre el vèrtex i i el fragment. Aquests 
vèrtexs sempre seran el centre i dos punts contigus. 
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    Si apliquéssim la fórmula tal qual, ens trobaríem que quan no està activat 
la rotació, aquestes es veurien bé però al aplicar-la el resultat seria que 
contorn i imatge no estarien sincronitzades. Així doncs en comptes de fer: 
 
posició_fragment_img = vec2(scaledUV.x-cell_t.x-center.x+img_center.x,  
                                       scaledUV.y-cell_t.y-center.y+img_center.y) 
 
       farem: 
 
posició_fragment_img = vec2(scaledUV.x-cell_t.x-center.x,  
                                            scaledUV.y-cell_t.y-center.y) 
        
posició_fragment_img = posició_fragment_img*cos(-radians) 
posició_fragment_img*sin(-radians), posició_fragment_img* 
      sin(-radians)+posició_fragment_img*cos(-radians) 
 
          posició_fragment_img = vec2(posició_fragment_img.x+img_center.x,  
                                                           posició_fragment_img.y+img_center.y)  
 
    Com es pot observar, posició_fragment_img és el procés contrari del que 
hem fet amb els punts; a partir de la posició que ocupa en el quadrat volem 
saber quin és el color (punt de texture1) que va allà. Aquí volem saber la 
versió rotada a quin punt de la normal correspon i per aquesta raó en 
comptes de recórrer els radians en positiu, els recorrem en negatiu. 
 
    Un cop hem trobat un triangle en el que el punt estigui dins hem acabat 
aquell fragment.    
 
 
 imatge que només sabem on comença (última imatge) 
                   
            //start és un dels components de start1, segon on estigui la imatge                        
              for (int i = 0; start+i/2+1 <= ini_patró && !found) 
            { 
                if (mod(i,0) 
                . . . 
 
    En aquest cas hem de continuar llegint fins que arribem on està el inici 
del patró o fins que el booleà found passi a ser cert; això passarà quan 
trobem un triangle on el fragment estigui dintre o fins que trobem un punt 
amb coordenades (-1,-1). Totes les operacions i càlculs que es fan dins són 





    El projecte està format a partir de 5 classes: 
 MainWindow: Classe que serveix per carregar la interfície gràfica. 
 
 GLWidget: Classe principal. Utilitza la classe Pattern a més d’altres classes 
incloses a Qt: amb QGLFormat decidim el context, amb 
QOpenGLShaderProgram podem enllaçar i utilitzar els diferents shaders que 
compilarem amb la classe QOpenGLShader. A més també necessitem utilitzar 
funcions de OpenGL per tal de carregar les textures i dibuixar el quadrat sobre el 
qual les aplicarem, així que també tenim la classe QOpenGLFunctions_1_5. Per 
acabar també utilitzem classes d’emmagatzematge de dades tals com QString, 
QImage, QMatrix4x4 i QVector.  
 
 ImageWidget: Classe extensió de QPushButton que permet enviar a GLWidget 
la imatge que es carregui. 
 
 Pattern: Classe que crea la matriu que conté les posicions de les mostres, els 
colors dels vèrtexs, els valors dels factors per cada mostra i la seva rotació. 
 
 DisabledButton: Classe extensió de QPushButton que permet activar un botó 
que està desactivat. S’utilitza per permetre crear el patró un cop ja sabem el 
nombre de vèrtexs que tenen les diferents imatges i no abans. 
 
 
Imatge 17: Jerarquia de classes 
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    Les classes de color blau (a excepció de MainWindow que ja està implementada 
automàticament) són les que he implementat mentre que les verdes són les classes que 






































5.1 Previ a la implementació 
 
    Abans de començar a implementar l’algorisme de millora de Texture bombing s’havia 
de veure que era i com funcionava Texture bombing.  
 
    Inicialment es va pensar en utilitzar Shader Maker amb el qual només necessitava 
implementar l’algorisme en forma de fragment shader. A més oferia gran varietat de 
models, podies utilitzar uniforms, canviar les propietats dels materials i la il·luminació, 
moure el model amb el ratolí i acostar i allunyar la càmera entre altres coses. Tenint un 
editor de GLSL amb tants beneficis i a més sense la necessitat d’haver d’implementar-lo 
semblava una bona opció però es va descartar en quan es va pensar que a la llarga hi 
hauria accions i dades que potser s’haurien d’enviar d’alguna manera al shader i Shader 
Maker no seria capaç d’aconseguir. Per aquesta raó es va descartar tal opció i es va 
començar a dissenyar una interfície gràfica en Qt des de 0.  
 
 
    La interfície gràfica inicialment estava formada per:  
 Un botó que carregava el vertex shader. 
 Un que carregava el fragment shader. 
  Tres lliscadors (sliders) els quals representaven els colors RGB amb valors 
entre 0 i 255. Aquests valors es passaven com uniforms al fragment shader i 
s’utilitzaven per canviar el color del quadrat, tingués aquest textura aplicada o 
no.  
 Quatre botons quadrats que permetien carregar imatges com a textura 2D. Un 
cop es pitjava un d’aquests i es seleccionava una imatge, aquesta es podia 
visualitzar a sobre.  
 
    Es va començar a implementar les diferents versions de Texture bombing (ja 
explicades en l’apartat 2) amb un nombre de cel·les per fila fix que feia que el shader 
necessités ser modificat cada cop que volíem veure una modificació i texture2, la qual 
en la textura procedural havia de ser la imatge que aportés aleatorietat, eren imatges 
normals, és a dir, que un punt amb el del costat possiblement s’assemblarien (excepte en 
zones de contrast), fent que aquesta aleatorietat no fos tan notable i fins i tot arribant a 
formar patrons.  Així doncs es va procedir a afegir una spin box per tal de poder 
modificar el nombre de cel·les de la textura a temps real. En quant al tema de la 
aleatorietat es va utilitzar Paint.net; es va afegir a una imatge quadrada soroll, ocupant 
el 100% d’aquesta amb diferents colors on cada un dels tres components estava entre 0 i 
255. Això permetia no només que la posició on acabava la mostra fos molt més 




    Posteriorment es va pensar en diferents variacions del model i la seva visualització:  
 Per una banda es va implementar l’opció de rotar el model sobre l’eix de les X. 
Aquest pot passar de 90º a 0º.  
 També es va pensar en fer una escalat. En principi es va fer una reflexió sobre 
quines eren les coordenades que s’havien d’escalar i al final es va decidir que 
només es modificaria l’eix de les Y i només creixent cap amunt (encara que  
dóna la sensació que realment està creixent cap a baix però la càmera va seguint 
el model.  
 Per últim es va decidir que seria útil tenir zoom per poder apropar el quadrat 
quan el nombre de cel·les fos tan gran que no es poguessin observar 
correctament. Més tard es va implementar també perquè es pogués allunyar. El 
rang està entre -55º i 55º, el qual ens permet apropar-nos més que suficient però 
no tant com per travessar-lo. 
   
 
5.2 Durant la implementació 
 
    El primer que es va veure com fer un cop es va començar amb la implementació de 
l’algorisme de millora va ser la part dels contorns de les imatges. Inicialment es va 
plantejar utilitzar la classe QPainter que oferia Qt amb la qual es podia obrir una imatge 
i dibuixar línies sobre aquesta i emmagatzemar després els punts però després d’intentar 
trobar la manera de fer-ho vam trobar que si el que volíem era emmagatzemar els punts 
que poséssim sobre una imatge MATLAB era la solució. Amb aquest llenguatge un 
podia obrir una finestra on es visualitzés la imatge, utilitzar una funció per col·locar 
punts i després emmagatzemar les coordenades en un vector. Tenint les coordenades,  
una mica més endavant es va decidir que amb aquestes es podia accedir al color  dels 
píxels en aquella posició i també es van decidir emmagatzemar-les en l’arxiu en el 
format: 
coordenada1_x, coordenada1_y, R1, G1, B1, coordenada2_x...  
                                                  
    on cada una de les imatges ocuparia una línia. A més un cop s’havien guardat els 
punts es podien visualitzar els diferents contorns donat que costava a vegades saber quin 
era el resultat exacte una vegada s’havia acabat quan només es podien veure punts. Els 
punts s’havien de crear en sentit horari i al final decidir el centre. 
 
    El següent punt és el patró; intentar almenys tenir algun tipus d’arxiu on 
s’emmagatzemi la informació d’aquesta per tal que es pugui modificar si volguéssim, 
cosa que difícilment podríem fer amb la imatge pseudo-aleatòria generada amb 
Paint.net.  Així doncs es va decidir implementar un programa en C++ en el qual li 
passessis com paràmetres el nombre de cel·les i mostres per cel·la i aquest et retornava 
cel·la files i cel·la*num_mostres*2 columnes de valors aleatoris entre 0 i 1, els quals 
corresponien a les coordenades on començaven les imatges dins la textura final. Per fer 




 Primer de tot vam provar d’utilitzar uniforms per tal de passar la 
informació. Encara que és més ràpid que no si extraguéssim les dades 
d’una textura el problema ve donat per la seva falta de capacitat la qual 
no es pot comparar al nombre d’informació que es pot aportar amb una 
textura i a més és depenent del hardware. En el cas del portàtil ASUS 
GL552JX-DM053H amb una targeta gràfica GeForce GTX950M el 
nombre de uniforms és de 4096 floats. En aquell estat de la 
implementació el nombre de dades no era gaire gran, així que es podia 
fer suficient emmagatzemant 2048 punts però en un futur amb allò no es 
podria fer res. 
 Veient que no podíem fer-ho de la manera anterior es va procedir a 
utilitzar una de les quatre textures per tal d’emmagatzemar les dades. Es 
va decidir que la textura no seria quadrada sinó rectangular, on cada fila 
seria una fila de la textura final i cada columna seria una mostra 
d’aquella fila. Cada texel seria un vec4 que contindria les coordenades X 
i Y on comença la imatge i dos nombres que servien per saber quina era 
la imatge a mostrar. En versions anteriors en que s’utilitzaven uniforms 
aquests dos nombres s’obtenien d’una textura aleatòria com la que es va 
crear anteriorment amb Paint.net i la textura només contenia les 
coordenades de les mostres. Tambs crea un botó per carregar els patrons. 
 
    Ara el que falta és incloure els contorns de les imatges que havíem obtingut amb el 
script de MATLAB. Per això creem un botó per tal de carregar aquest tipus d’arxius i 
creem l’estructura de dades ftexture per tal d’emmagatzemar les dades d’aquests arxius 
més les dades del patró i això tenir-ho en una única textura. 
 
    Observant el resultat que donava es va poder observar un fet que inicialment no 
s’havia pensat: quan es pensa en quin resultat aportaria l’aleatorietat a la textura final, 
un podria pensar que això es traduiria en una distribució més o menys uniforme de les 
mostres sobre el quadrat però realment es creen zones on hi ha mostres i altres on 
simplement hi ha buits; aquesta és la raó per la qual es va pensar en recórrer al blue 
noise. La primera versió que es va implementar simplement mirava al llençar un nou 
punt si dins de la cel·la on queia hi havia alguna mostra que estigués a menys d’una 
certa distancia; amb la qual cosa va haver d’afegir una spin box amb valors entre 0 i 1 
per poder modificar aquest valor (la distància màxima entre dues mostres és d’arrel de 
dos, donat que cada cel·la és un quadrat d’u per u). Si s’han llençat tots els punts i 
encara hi ha cel·les sense el nombre estipulat de mostres, aquestes s’omplen amb un 
valor aleatori entre 0 i 1 sumat a la cel·la. 
 
    Per comoditat després es va procedir a crear la classe pattern_gen en Qt per no haver 
d’executar cada cop el programa per separat, crear l’arxiu i després haver-lo de carregar. 
Així doncs amb la seva aparició es va poder afegir un botó per crear patrons i un altre 
per poder guardar-los, cosa que va permetre agilitzar el seu procés de creació. 
42 
 
    Amb tot els elements anteriorment implementats ja es podia visualitzar la cel·la plena 
d’imatges diferents retallades de tal manera que només es veia el que volíem (és a dir, 
els contorns d’aquestes). A l’hora de provar si tot funcionava correctament es va pensar 
que seria més fàcil preparar la textura final si amb un sol botó es pogués executar per 
defecte els arxius necessaris pel seu funcionament (vertex shader, fragment shader i 
texture points). Amb això en ment es van crear els sets i els seus respectius botons per 
crear i carregar. Un set és un arxiu de text que conté els paths absoluts d’aquests tres 
arxius. 
 
    Amb això només faltava modificar el color de les mostres aplicant la fórmula 
exposada en el sub-apartat 4.2.5. Un cop implementada es va observar que òbviament si 
agafàvem els colors segons la imatge original, totes les mostres que compartien imatge 
tindrien la mateixa variació de color i continuarien sent iguals entre elles (encara que 
diferents a les de la imatge original). En un principi per cada una de les mostres se li 
anava a aplicar un factor diferent, un valor entre -1 i 1 que multiplicaria el color 
obtingut dels vèrtexs per tal d’aportar una certa variabilitat a aquestes però al final es va 
decidir no només utilitzar el factor per variar el color sinó a més els mateixos vèrtexs; 
en comptes d’emmagatzemar el color dels vèrtexs originals per utilitzar-los en la 
fórmula, per què no utilitzar nombres aleatoris? El problema és que si fossin només 
aleatoris i no poguessis decidir un rang les textures resultants no quedarien bé segons 











     Amb aquesta modificació dels colors es va pensar en dues possibles construccions de 
texture2, és a dir, de ftexture.  Les dues en el primer texel contenen la posició (dins el 
vector) on comença el patró. Després cada texel següent conté com a molt quatre 
posicions on comencen els contorns de cada imatge i després venen les coordenades 
d’aquests punts (el centre és l’últim punt).  Fins arribar a la línia següent, en la qual ens 
trobarem el patró, l’omplim amb -1. La diferència entre les dues versions és el nombre 
de columnes: 
 
     En la versió 1 el nombre de texels que ocupa cada imatge és de 
1+num_max_punts, on num_max_punts conté el màxim nombre de punts entre 
les imatges definides en l’arxiu de Texture Points. 
  
     En la versió 2 el nombre de columnes és el màxim nombre de punts que hi ha 
en una mateixa fila. 
 
    Amb la versió 1 disposem de la capacitat de canviar la imatge que es mostra en 
aquella posició sense cap problema; sigui una imatge amb 10 punts o una amb 20, 
sabem que el nombre de punts no serà major que la imatge que en tingui més i segons 
quina imatge sigui s’agafarà més o menys punts. Això ens permet reutilitzar la textura 
fàcilment modificant un o els dos valors que determinen la imatge a mostrar.  Per altra 
banda la longitud de la textura serà major en la 1 que en la 2 i aquesta diferència 
quedarà més marcada quant major sigui la diferència entre la imatge amb més punts i 
les altres imatges. Vam continuar amb la versió 1 per la seva capacitat de modificació.  
 
    Més tard es va fer un nou canvi en quant al tema dels contorns. Anteriorment el 
nombre de files i columnes de la textura 1 estava dins el codi del programa i s’havia de 
modificar cada cop que la textura tenia diferents valors. Per aquesta raó es va fer que la 
primera línia de l’arxiu de Texture Points contingués aquests valors. També es va 
canviar la manera en la que s’obtenien els vèrtexs; anteriorment s’utilitzava getpoints() 
amb la qual podíem senyalar els punts on estaven els vèrtexs i després s’obrien diferents 
finestres on es podien visualitzar els contorns obtinguts. Amb això no hi havia manera 
de saber fins haver acabat si els contorns eren com volíem i tampoc hi havia manera de 
saber si cap de les línies entre centre i vèrtex tocaven cap altra part del contorn. Per això 
es va decidir utilitzar getline(), amb la qual entre un punt i el següent es formava una 
línia; amb això podem veure allò que anteriorment no: el contorn mentre s’està 
dissenyant i la comprovació que entre un punt i el centre no col·lideixen.  Així ja no és 
necessari obrir finestres amb el resultat una vegada acabat. Com les línies són rectes 
hem de poder veure que el triangle de dos punts amb el centre inclou només allò que 





    També es va fer una actualització en l’aspecte de la interfície i es van desactivar els 
botons relacionats amb els patrons; això es va fer per evitar crear un patró abans de 
saber quants punts tenia la imatge amb més vèrtexs i que no funcionés correctament. Un 
cop s’ha carregat l’arxiu de Texture Points ja es pot crear i carregar un patró i una 
vegada s’ha creat un patró es pot guardar. 
 
    Es van fer proves per veure si el programa podia arribar a executar textures amb un 
gran nombre de cel·les i mostres per cel·la i va arribar a un límit per la manera com 
estava dissenyat ftexture. Es va canviar la distribució de la creació del patró fent que 




    reduint en n_cel·les vegades l’amplada de tex_points (i de texture2, el qual té la 
mateixa amplada). 
 
    Després es va modificar l’algorisme de blue noise. Anteriorment s’ha comentat que la 
primera versió d'aquest algorisme llençava aleatòriament diferents punts i comprovava 
dins la cel·la on queia si hi havia una altra mostra a una distancia major a la que 
nosaltres li indicàvem. Per la següent versió s’ha modificat la mida del vector que conté 
les mostres per poder emmagatzemar la distància.  Cada cop que un punt cau a una 
distància menor a la emmagatzemada, aquest valor minva. Això permet que punts que 
una vegada no podien entrar per ser massa propers, els següents tinguin l’oportunitat. 
     
    Una vegada ja hem fet tot l’anterior es va provar amb diferents exemples i ens vam 
adonar de tres detalls: 
  
     El primer: quan decidíem el rang del factor, els valor que hi havia en 
cada una de les mostres afectava per igual a tots components. Això no és 
dolent en sí donat que si no volies modificar un dels tres components 
només s’havia de decidir que el rang fos entre 0 i 1; però que passa si jo 
vull eliminar tot rastre de vermell però remarcar el verd? Si el rang fos 
entre -1 i 0.99 per extreure el vermell aquest també extrauria el verd però si 
posem entre 0.99 i 1 passaria exactament al revés, veient-se el vermell 
també afectat. Així doncs es va canviar la interfície per afegir una nova 
pestanya, l’apartat de factor, on es podria alterar els factors per separat 
segons les components RGB. Això també implica eliminar la variable 
factor que afectava a totes per igual i modificar el fragment shader per tal 







     El segon: estem sota la suposició que l’usuari és una persona que entén 
que el valor mínim ha de ser més petit que el valor màxim i encara que no 
fos així no és tan improbable que algú es pugui equivocar a l’hora 
d’introduir un valor i no se n’adoni. Així doncs no està de més assegurar-
se que, en cas que no es compleixi aquesta condició, el programa pugui 
continuar funcionant sense que es tanqui sobtadament perquè s’ha donat un 
error intern. En el cas que es doni aquesta situació només s’invertiran els 
valors internament.  Per altra banda també hi ha situacions en les que 
potser només volem un valor i no un rang. Fins ara si no es posava un rang 
amb una diferència mínima d’una unitat, aquest no donava valors 
correctes. Amb unes petites modificacions ara ja pot retornar un únic valor 
si es posa el mateix en el mínim i en el màxim. 
 
 I per acabar el tercer és sobre les mostres en sí: a l’hora de crear els 
contorns de les diferents imatges, aquestes les creem a partir de línies. 
Això ens provoca un problema en el cas que l’objecte tingui una forma que 
no es pugui formar només amb triangles i un sol centre (s’ha de recordar 
que al col·locar vèrtexs les línies formades entre parelles d’aquests no 
poden col·lidir amb cap línia formada per dos altres punts): es veu part que 
no correspon a la imatge com la voldríem haver definit i per tant no 
s’hauria de veure. Per tal de solucionar-lo es van pensar en tres possibles 
opcions: 
 
-     Pintar els contorns de la imatge original: la part que no s’hauria de 
veure queda de color blanc. Si sabem que una certa zona no es pot 
evitar que quedi ben retallada però la zona per on està té un mateix 
color o s’assembla molt, es podria pintar amb aquell mateix color amb 
algun editor d’imatges i així ja no es veuria blanc. Per posar un 
exemple, en un terreny ple de fulles, la tija d’aquestes normalment no 
té una forma recta i encara que la tingui, la superfície que ocupen és 
petita i del centre a aquesta no sempre pots ocupar la seva totalitat. En 
aquest cas si aquestes fossin de color marró és podria pintar tot el 
voltant i així respecte l’original semblaria simplement que han variat 
una mica de forma. 
 
-     Ignorar formes complicades o que deixarien trossos en blanc: 
simplement seria agafar la forma més complexa que puguem ignorant 
tot contorn que deixaria tros de mostra de color blanc. Aquesta és la 
versió més senzilla donat que no s’ha de fer cap treball extra però com 






-     Valor alfa: per poder fer aquesta opció la imatge ha de ser .png o en 
algun altre format que accepti transparències. Les transparències 
s’emmagatzemen en la component alfa (RGBA) on 0 seria totalment 
transparent i 1 seria totalment opac; valors entre els dos tenen més o 
menys valor de transparència. En aquest cas el que es pot fer és 
comprovar per cada punt que pintem de les imatges si el valor aquest 
és o no transparent: si no ho és el pintem aplicant la fórmula i si ho és 
simplement es descarta. Com a punt a favor això ens permet perfilar 
les imatges sense tanta precisió amb els mateixos resultats i fins i tot 
permet fer una cosa que no pot fer cap de les demés amb facilitat, 
definir objectes amb formes corbes (amb les altres formes es podria 
definir prou punts com perquè amb línies rectes donés la mateixa 
forma).  Com a part negativa s’ha de preguntar per cada fragment el si 
el valor de l’alfa és o no zero i actuar d’acord al valor d’aquest, 
afectant a l’eficiència. 
 
    Entre aquestes tres possibilitats hem acabat escollint la tercera. Certament 
la segona és la més simple però ens interessa conservar la forma original en 
lo possible; la primera només s’ha d’anar modificant el conjunt d’imatges 
original però els cassos on podem utilitzar aquesta tècnica de manera eficaç 
amb un resultat visiblement bo és limitat (o si es vol fer bé potser es 
necessitaria dedicar-li molt de temps, cosa que tampoc ens interessa). Així 
doncs, encara que afecta una mica a l’eficiència, decidim que la tercera 
opció té prous beneficis com per escollir-la sobre les demés. 
    Però encara no hem acabat. La tercera opció és bona però encara té un 
problema: quan arribem al contorn en sí, aquest és el límit entre la part 
visible (alfa diferent de zero) i la transparent, però aquest límit en sí no és ni 
una ni l’altra; al fer la interpolació per obtenir quin color va allà, la part del 
límit que està més a prop de la zona transparent té com a color blanc però el 
valor de l’alfa és un valor entre els zero i u. Per aquesta raó es va decidir 
que no es llegiria només el color de la textura sinó que li aplicaríem una 
interpolació lineal utilitzant aquest mateix valor d’alfa. Això no només 
soluciona el problema anterior (si el valor d’alfa és superior a zero, quant 
més a prop d’aquest més transparent es veurà) sinó que aporta un benefici: 







    I ja per acabar, fins ara les mostres sempre anaven canviant de posició 
dins el quadrat però sempre tenien la mateixa orientació. Això pot no 
semblar tan rellevant si es tenen moltes mostres per cel·la i la persona no 
s’hi fixa però en general, i també depèn molt del context de la imatge (una 
poma en un arbre, per molt que estigués en una altra branca, sempre estaria 
penjant amb la tija cap a dalt), és més natural que els objectes tinguin 
diferents orientacions. Per tal d’aconseguir aquest efecte, per cada mostra,  
fem una translació a l’origen de coordenades, rotem els diferents punts del 
contorn i tornem a fer una altra translació, aquest cop a les coordenades 
especificades pel patró. També es delimitarà un rang de valors per deixar 
major llibertat al usuari i també es permetrà l’opció d’activar o desactivar 
aquesta opció de forma dinàmica sense que això afecti al patró o els punts 
de textura.  També s’ha de pensar que delimitar rangs entre dos angles 
només funcionen amb angles on el mínim està més endarrerit que el màxim 
en l’ordre de les agulles del rellotge. Si féssim com tots els demés rangs 
(quan mínim és major que el màxim s’intercanvien valors) no podríem mai 
per exemple fer que totes les mostres rotessin entre -90 i 90 graus. Per tal 
d’aconseguir això, en cas el mínim sigui major que el màxim, al màxim se li 
sumarà 360. Així doncs -90 seria 270 en mínim i el màxim seria encara 90 i 


















    Ara que ja tenim implementat l’algorisme hem de provar les diferents opcions i 
valors que podem modificar i veure els resultats. Primer de tot comprovarem la 
diferència entre modificar només un factor per mostra (com es feia abans de dividir en 
tres els factors) i la versió amb tres, utilitzant les textures vistes en el sub-apartat 3.1.1: 
 




    Com podem observar en la imatge superior, les fulles semblen estar principalment 
separades en tres grups: les fulles que són semblants a les originals, les que són més 
fosques i les que són més clares. Després quan es mira amb una mica més de detall es 
poden observar diferències cromàtiques com el mateix tipus de fulles amb tons més 
verds, més grocs o més vermells en algunes zones. En canvi en la imatge inferior es pot 
veure una diferència bastant notable entre els colors d’una fulla i les del voltant, encara 
que siguin la mateixa imatge de base però hi ha un decrement en el nombre de fulles 
amb tons apagats i lluminosos. És senzill veure el per què: en aquestes dues imatges 
tenim com a rang valors entre 0 i 255, així doncs tenim 256x256x256 combinacions 
possibles però a l’hora de veure quant afecten cada un dels colors, en la primera aquests 
augmenten o disminueixen el color original amb un únic valor, a diferència de la segona 
en que cada factor afecta cada color per separat. Amb això ens trobem que no és 
possible en el primer cas sumar una component i restar una altra (com a molt es podria 
deixar igual), limitant el nombre de colors de la umbrella. El fet de tindre més llibertat 
també vol dir que s’ha de fer més proves per trobar la combinació que es busca perquè 
com podem comprovar, entre els dos casos, la que té una major sensació de realisme és 
la primera imatge (almenys per fulles els tons blavencs i magentes no semblen naturals) 
però la segona aniria bé si es volgués donar un toc més psicodèlic. També podem 
observar com la textura és repetible, donat que si ens fixem en la unió de les dues 
podem observar que les fulles que sobresurten en una continuen per l’altre.  
    Amb això acabem de comprovar la diferència respecte la versió passada. El problema 
amb les fulles inferiors és el rang de colors i factors que tenen; com s’ha dit aquesta té 
un efecte que tira cap a psicodèlic però serà millor buscar una combinació realista.  
 
Imatge 20: Fullatge de tardor 
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    Les fulles originals ja semblaven fulles de tardor però aquí hem decidit augmentar el 
vermell mentre variàvem el verd i augmentàvem una mica el blau. Per tal de mostrar els 
valors, aquests els posarem en el format color_min/color_max/factor_min/factor_max; 
així doncs la imatge actual està formada per: 
Red: 100/150/0/0.5    Green: 30/80/-0.5/0.25    Blue: 1/100/0/0.25 
 
    De la mateixa manera, amb les mateixes fulles podem aconseguir que les aquestes 
estiguin al terra en primavera, on conserven encara tota la seva verdor: 
 
Imatge 21: Fullatge en primavera 
    En aquest cas s’ha decidit reduir en un cert grau el color vermell 
Red: 100/150/-0.9/-0.7    Green: 30/80/-0.25/0.5    Blue: 1/100/0/0.25 
 
    Un altre color que ens pot anar bé a l’hora de variar el color és el blanc; només restant 




    
                           Imatge 22: Textura d’herba                                         Imatge 23: Textura amb una sola flor 
    Si ens fixem en una de les possibles imatges resultants inicialment podem trobar que 
no hi ha cap problema amb aquesta però... 
 
Imatge 24: Camp de flors multicolor 
    deixant de banda el fet que hi ha combinacions de colors que no semblen flors 
conegudes, podem observar que la variació en color ha afectat el centre de la flor, la 
qual podem suposar que sempre té el mateix color. Per tal d’aconseguir tal efecte s’ha 




Imatge 25: Centre de color original 
     
    La modificació és mínima però eficaç: només s’ha d’indicar que si la distancia entre 
el fragment actual i el centre de la flor dins el quadrat és menor de 0.2, pinti el color de 
la textura original i sinó el de la textura amb els color de la umbrella. Tornant al mateix 
problemes de les fulles, si volem podem restringir el rang de colors perquè aquestes 
tinguin un toc més realista: 
 
Imatge 26: Camp de flors vermelles 
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    A més, com es pot veure, s’han modificat també els valors de nombre de cel·les i 
distància de separació entre mostres dins de les mateixes. Les propietats de l’anterior 
imatge són: 
Red: 100/150/0/0.5    Green: 30/80/-0.5/0.25    Blue: 1/100/0/0.25        
Nombre cel·les: 15    Distancia: 0.8  
 
    Un altre dels aspectes que podem modificar és el d’angle de rotació.  Fins ara hem 
estat mostrant imatges on està entre 0 i 359 o simplement no s’aplicava rotació però 
com ja s’ha comentat en l’apartat de funcionalitats, el rang de les mostres no només pot 
ser entre aquells dos valors sinó que si posem el valor més gran en el mínim, podem 
delimitar el moviment de rotació com si estiguéssim entre valors negatius i positius. Pel 
següent exemple s’utilitzaran les textures mostrades a continuació: 
 
Imatge 27: Textura de fibra 
Imatge 28: Figures daruma 
54 
 
        Les figures daruma, de la mateixa manera que els saltamartins, són figures que 
quan les intentes fer caure empenyent-les tornen a posar-se de peu. Així doncs no 
tindria sentit que al fer-los rotar aquests estiguessin caiguts o del revés. En la següent 
imatge hem volgut delimitar la inclinació d’aquests entre -45 i 45 graus, és a dir, el 
valor mínim és de 315 i el màxim de 45: 
 
Imatge 29: Darumas enfadats 
 
    Aquí no només hem jugat amb la inclinació sinó també amb el color; augmentant i 
disminuint el valor del vermell només, dóna la sensació que alguns darumas s’estan 
enfadant, uns altres s’estan marejant (se’ls veu més pàl·lids, fins i tot una miqueta 
verds) i alguns encara estan normals.  El vermell estava en un rang entre 0 i 255 però 
amb un factor entre -0.4 i 0.5. 
 
Un altre aspecte que es pot aprofitar és el fet que haguem decidit utilitzar la funció mix i 
el valor de l’alfa per evitar els píxels del contorn que no eren de la imatge en sí. Al fer-
ho així ara tenim també la capacitat de crear textures amb elements semitransparents 




Imatge 30: Cel estrellat 
 
 
Imatge 31: Textura de núvols semitransparents 
 
    El problema de la textura de fons és que es veu fàcilment que es repeteix, sobretot 
tenint en compte que a diferència d’altres imatges no hi haurà cap altra imatge que 
pugui tapar part i no es noti tant. Aquest és simplement un exemple per veure que 
realment transparenta però si s’hagués de fer per una textura que s’hagués de visualitzar 




Imatge 32: La nit del núvol rosa 
  
    En quant a les capacitats del programa poc més queda per veure; falta l’apartat de 




Imatges 33 i 34: Parquet i cartes 
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    Aquí tenim un exemple de zoom: 
 
Imatges 35 i 36: Cartes en el terra i zoom d’aquesta 
    Com es pot comprovar, la imatge de la dreta correspon a les cartes que estan situades cap al 
centre de la imatge, una miqueta cap a la dreta. I ja per acabar només queda la part de rotació i 
escalat, que les mostrarem juntes. 
 




    I ja per acabar aquest apartat anem a parlar sobre un tema que realment no es va tenir gaire en 
compte a l’hora d’implementar i que seria bo treballar-ho com a treball futur: el nombre de cops 
en que es dibuixa la textura cada segon, els fps (frames per second). La següent gràfica s’ha tret a 
partir de la informació obtinguda utilitzant una targeta gràfica Nvidia GeForce GTX 950M 
d’ordinador portàtil, la qual té menys potència i capacitat que la mateixa targeta però per 
sobretaula. Com a imatge per texturar hem escollit les fulles donat que és una imatge amb un 
nombre suficient de vèrtexs (la fulla amb més vèrtexs en té 79)  
 
 
Taula 1: fps segons diferents valors de cel·les i mostres/cel·la 
 
    Com es pot veure aquí, el nombre de fps (eix de les Y) decrementa molt més ràpid al augmentar 
el nombre de mostres per cel·la que no per augmentar el nombre de cel·les (eix de les X) en sí. 
Analitzant com funciona el shader podem veure que per cada fragment mirem quantes mostres 
cauen a sobre; això vol dir que mirem les 8 cel·les del voltant i la pròpia i en cada una d’elles per 
cada fulla fem els accessos a les textures corresponents i pintem el fragment d’un color o un altre 
segons el resultat. Cada texelFetch (get_texel en el pseudocodi) tarda un cert temps en fer 
l’operació que se li demana i quantes més operacions es facin i més crides a aquesta, més lent 
anirà, baixant el nombre de fps. Així doncs encara que passem de 10 cel·les a 100 per fila, el 
nombre de fragments continuarà sent el mateix però a mida que augmenti el nombre de mostres 
per cel·la, s’incrementarà el nombre de crides a texelFetch. Aquesta és la raó per la qual baixa tant 
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Inicialment la planificació era la següent: 
 
 
Taula 2 – Planificació inicial 
 
     Però actualment és així: 
 
 
Taula 3 – Planificació actual 
     Com es pot observar, la planificació es manté igual fins que arribem a la part de la 
implementació del codi dels vèrtexs. En aquest apartat s’ha passat de 19 dies a 33 dies 
però el nombre d’hores és el mateix. L’altra diferencia notable és l’augment en dies i 
hores de la part de modificació de forma i assignació, a la vegada que desapareix la part 
d’Arrangement Map LoD i LoD Morphing. 
  
    Aquests canvis es deuen a dues raons:  
   La primera ha estat problemes tècnics que en el seu moment es va assumir que 
tindrien un risc baix d’ocurrència però que desafortunadament han ocorregut. 
Això és tradueix en una ampliació en el nombre de dies per fer el mateix nombre 
d’hores. 
   La segona ha estat l’experimentació a l’hora d’implementar l’assignació i canvi 
de color (anteriorment de forma) de les mostres. Amb això el nombre d’hores 
que se li dedica al mòdul és major i això també vol dir que el nombre de dies és 
major. 
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 Per suposat aquest canvis afecten als costos del projecte: 
 
El fet d’allargar el nombre de dies provoca un augment en el cost indirecte. Per ser més 
exactes augmenta el temps en que s’ha de llogar el local i el cost del telèfon i Internet, 
que encara que no s’utilitzin s’han de pagar. En quant a l’aigua i l’electricitat, encara 
que no s’utilitzin sempre hi ha una part d’impostos que no està relacionada amb la 
quantitat consumida.  
 
En quant a costos directes podem observar les dues següents taules: 
 
 
Taula 4 – Divisió de rols per tasca inicial 
 
Taula 5 – Divisió de rols per tasca actual 
 
     El fet d’eliminar les dues parts relacionades amb LoD5 ha provocat un decrement en 
el nombre d’hores que treballa cada rol (a excepció del tester). Això es tradueix en un 
decrement del cost en recursos humans. 
 
    A més, com ja havíem dit anteriorment, s’havia suposat un risc baix al fet que per 
certs problemes algun treballador hagués de faltar a feina però no s’ha suposat prou baix 
com per no incloure’l en la contingència, la qual tenia reservats 2000€. 
 
Per últim el fet de no tindre tot l’apartat relacionat amb LoD suposa una certa pèrdua 
respecte els beneficis estimats inicialment donat que el producte és diferent del que es 
va prometre. Encara així al tenir una major dedicació en la part de “Modificació de 
color i assignació” es pot assegurar una major qualitat en aquell apartat del producte. 
                                                          
5
 Nivell de Detall (Level of Detail en angles). Quan un objecte es troba lluny no necessita tenir tant de 
detall com si estigués a prop, així que les tècniques involucrades permeten reduir la qualitat de la 




8. Gestió econòmica i sostenibilitat 
 
     8.1 Identificació i estimació dels costos 
    Normalment per tal de poder realitzar un projecte es necessiten una sèrie de recursos 
com poden ser la matèria prima (en cas de manufacturar el producte), el personal que hi 
treballarà o la maquinaria necessària. Amb els costos dels recursos anteriorment 
esmentats (entre d’altres) podem crear un pressupost que ens permetrà de pas calcular 
quina és a pèrdua inicial. 
    A continuació parlarem dels diferents costos dels recursos que s’utilitzaran per aquest 
projecte: 
  
       8.1.1 Costos directes 
        S’entén per cost directe d’un objectiu de cost a aquells costos que són directament 
identificables i atribuïbles a aquest objectiu de cost. [2] En el cas d’aquest projecte els 
costos directes són: 
    Recursos Humans (RRHH) 
 
Rol Preu/hora Nombre 
d’hores  
Cost 
Cap de Projecte 
50.00€/hora 55 hores 2750€ 
Dissenyador de 
Software 
35.00€/hora 54 hores 1890€ 
Programador 
25.00€/hora 170 hores 4250€ 
Tester 
20.00€/hora 66 hores 1320€ 
Total 
130€/hora 345 hores 10210€ 
Taula 6 – Costos en Recursos Humans 
        L’apartat anterior conté un desglossament de la repartició de les hores per tasques. 
    
 Hardware 
 




        El càlcul d’aquesta amortització és farà sobre hores en compte de dies donat que la 
nostra jornada laboral no és 8 hores. Primer de tot es calcularà el preu del producte per 
any i el dividirem entre el nombre de dies laborables en aquell any (en aquest cas 217 
dies: 365 dies en un any - 104 dies de cap de setmana - 14 dies festius – 30 dies de 
vacances). El valor resultant es divideix entre 8, el nombre d’hores que té la jornada 
laboral i el resultat és el cost de l’amortització per hora. Un cop multiplicat pel nombre 
d’hores del projecte (462 hores) obtenim el cost d’amortització del producte. 
 
Producte 














1104€ 4 anys 0.64€/hora 293.81€ 
Total 
1754€  0.73€/hora 337.06€ 
Taula 7 – Costos en hardware 
 
 
    Software 
 
        En el cas del software els dos sistemes operatius venen inclosos en els portàtils i els 
altres programes són tots gratis a excepció d’un: MATLAB.  
        Hisenda en el cas de software permet amortitzar-ho en 2 o 3 anys. El procediment 
per calcular el cost d’amortització en software és el mateix que el que s’ha explicat en 
hardware. 
 






























Taula 9 – Costos directes 
 
 
       8.1.2 Costos indirectes 
        Els costos indirectes són aquells els quals no poden ser assignats a un sol objectiu 
de cost directament. L’assignació a l’objectiu de cost no es controla de forma 
individualitzada, així que no existeix una relació específica entre l’input i l’output[4]. 
        En el cas d’aquest projecte ens trobem els següents costos indirectes: 
     Consum elèctric: el considerem cost indirecte ja que tant l’utilitzem pels 
portàtils com per il·luminar una habitació. Amb la nova reforma del sistema 
d’electricitat de l’1 d’abril del 2014 que s’ha posat en marxa recentment tenim 
que el preu per hora és variable[5]. Podem suposar que el consum per mes pot 
ser d’uns 60€ de mitja. 
 
     Aigua: també s’hauria de considerar encara que el seu consum sigui molt 
menor a l’elèctric. Podem suposar uns 15€/mes de mitja. 
 
     Lloguer del local: en Barcelona podem trobar una gran amplitud de preus però 
en el nostre cas no necessitem un lloc molt gran sinó un lloc on es pugui 
treballar còmodament. Amb uns 300€/mes es pot trobar un lloc adequat. 
 
     Internet i telèfon: el primer és important pel tema de buscar informació quan 
es tenen dubtes, obtenir dades o enviar e-mails. El segon no ho és tant però 
també és un bon sistema de comunicació. A partir d’aquí ja s’ha de mirar que 






   Per exemple Movistar té una oferta de 29.90€ amb 300Mb d’Internet, trucades a fixos 
il·limitades i 550 minuts de mòbil[6] mentre que ONO ofereix per 39.01€ 50Mb 
d’Internet però les trucades de mòbil gratuïtes i 3Gb de tràfic de dades[7]. Pensant en 
aquest projecte preferiria Movistar perquè amb 550 minuts és suficient i a més es poden 
fer les trucades que vulguem amb un fix (si fos necessari trucar). No sé si seria necessari 
tenir tanta velocitat de baixada però també és millor en quant a preu. 
        Tant la llum com l’aigua són costos que només podem suposar quant ens podrà 
costar ja que aquests depenen del consum, fent que durant els mesos de projecte aquests 
valors no siguin els mateixos. En canvi el lloguer del local i el telèfon amb el Internet si 
que sabem segur quan haurem de pagar cada mes ja que s’utilitzi molt o poc sempre 
tindrà el mateix cost mes rere mes.  
        Així doncs el costos indirectes per 9 mesos quedarien de la següent manera:  
 





Lloguer del local 
300€/mes 2700€ 




Taula 10 – Costos indirectes 
 
       8.1.3 Contingència 
        La contingència tracta les possibles situacions de risc. Aquest projecte disposaria 
del següent pla de contingència: 
 




Exposició al risc 
Absentisme 10% 2000€ 200 







Taula 11 – Contingència estimada del projecte 
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        Les situacions amb major risc són les que es veuen en la taula 11.  
       Primer tenim l’absentisme: dintre d’aquest grup hem englobat tot el que estigui 
relacionat amb els treballadors en sí. Tant pot ser que sigui anar a un enterrament perquè 
se li ha mort un familiar com si està amb 40 de febre i no es veu capaç de venir a 
treballar. Per estimar el cost hem agafat el sou del treballador amb millor sou (cap de 
projecte) i hem calculat els diners que hauria cobrat en cas que hagués estat treballant 5 
dies, temps suficient perquè tornés al treball. Aquests diners s’utilitzaran si és 
estrictament necessari tenir al treballador allà, en una situació com per exemple que 
s’apropés la data límit. Amb aquests es podria pagar a un altre programador que pogués 
ajudar durant l’absència del primer. Encara així s’hauria de vigilar amb això donat que 
segons en quin moment passa es podria tornar un imprevist.  
       Després tenim el canvi de portàtil: Encara que no sembla gaire probable que passi 
hem de pensar que l’ordinador ja porta temps funcionant. L’ordinador por funcionar 
perfectament durant tot el temps del projecte però no es pot descartar la possibilitat de 
que pugui espatllar-se i un cop dóna un error greu segurament continuarà així fins que 
se’l porti a reparar. Depenent del preu de la reparació i el temps que tardin pot sortir 
més a compte comprar-ne un de nou.  
 
       8.1.4 Imprevistos 
        Els imprevistos són situacions que no ens esperàvem donada la seva baixa 
possibilitat però que ocorren. Els possibles imprevistos poden venir per part: 
     Recursos humans: Com s’ha esmentat en l’apartat de contingència, un dels 
treballadors pot faltar uns pocs dies i segons la situació. Si el treballador falta 
quan queda 1 dia el projecte pot estar en perill donat que un treballador extern ha 
de saber que s’està fent i com i això pot portar un temps. Si realment es volgués 
evitar que hi hagués un problema els últims dies es podria preparar un 
treballador com a back-up. Es perdria una quantitat de diners si no passés res 
però es podria perdre més si passés realment i no es pogués acabar el projecte. 
 
    A més estem parlant del cas en que el treballador faltés els últims dies però 
també està la possibilitat que falti a mitjans i que per la raó que sigui no falti 5 
dies sinó que falti molt més o fins i tot hagi deixat el projecte. Buscar a un nou 
treballador que el pugui substituir pot ser més o menys difícil però ningú 






     Hardware: També es podria donar el cas en que s’espatllen els dos portàtils. 
Un dels dos estava mig assegurat amb el pla de contingència però es podria 
espatllar l’altre també. Fins i tot es podria espatllar el vell, comprar un de nou, 
que se’t caigui líquid sobre els dos portàtils i haver de comprar dos de nou. 
 
 Software: No és gaire normal que passi però a nivell de software podríem tenir 
que un programa que ahir era gratis avui fos de pagament i que per la raó que 
sigui ja no tenim accés a la copia del programa (corrupció de dades d’alguns 
arxius que han provocat que deixi de funcionar per exemple). Necessitaríem 
comprar de nou les llicències i augmentarien els costos. 
       Per últim es podria pensar també en el consum elèctric però si arriba a tallar-se la 
corrent ja no podem fer res. Pensant en aquesta possibilitat s’hauria de plantejar si 
invertir diners en un generador d’emergència.   
       Així doncs el pressupost per imprevistos serà del 15% del pressupost total sense 
aplicar el IVA. 
 
       8.1.5 Pressupost 
       El impost és el sumatori de tots els costos aplicant el IVA. 
 
Concepte Cost 
Costos Directes 10724.48€ 
Costos Indirectes 3644.10€ 
Contingència 3000€ 
Total  17368.58€ 
Amb Imprevistos (+15%) 19973.87€ 
Impostos (+21%) 24168.38€ 
Taula 12 - Pressupost 
 
      
     8.2 Control de gestió 
         Per tal de poder controlar les possibles desviacions es pot fer el següent: 
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     Preparar prèviament elements de contingència: En el cas de recursos 
humans, abans de començar el projecte o durant les primeres setmanes, es 
podria buscar el personal de substitució en cas que algú pogués faltar a la 
feina, ja fossin 5 dies o més temps. Almenys ja tenir informació sobre si tenen 
disponibilitat total (que estiguin disponibles en qualsevol moment si se’ls 
necessita en un futur). 
 
     El mateix sobre el portàtil. Millor fer una copia de seguretat al principi amb 
el programari i contingut d’aquest i a mida que passi el temps anar fent de 
vegada en quant copia dels arxius del projecte. Si el portàtil comença a fallar 
encara que sigui mica en mica seria recomanable canviar d’equip donat que 
els errors que pugui tenir poden afectar al rendiment i velocitat del treball. 
 
     Apuntar el dia a dia: Es pot escriure dia rere dia de treball un registre del 
que s’ha aconseguit fins el moment amb explicacions senzilles dels 
procediments que permeten una major comprensió del projecte per algú extern 
i un recordatori pel mateix treballador intern per veure on pot estar equivocat 
quan es trobi amb un error. 
 
 Utilitzar el diagrama de Gantt: Com el projecte és lineal podem unir les 
diferents tasques en una sola línia. La gràfica estaria invertida començant els 
dies més propers amunt del tot. Cada dia passat es podria marcar en el 
diagrama amb una línia perpendicular a la gràfica. A mida que passin els dies 
la línia sempre haurà d’estar dins la tasca actual o en una tasca més 
endarrerida (significant que estem en una tasca posterior a la que hauríem 
d’estar, una molt bona senyal). Si en cap moment la perpendicular passa a una 
tasca que encara no hem començat serà mala senyal donat que estarem 
endarrerits respecte l’esquema i s’haurà d’intentar treballar tot el que es pugui 
fins a igualar de nou la mateixa tasca que la que marca el dia en el que estigui. 
 
8.3 Sostenibilitat 
       A l’hora de crear un projecte s’ha de tenir en compte el impacte que pot ocasionar la 
implementació o construcció del producte. Per tal de poder quantificar-ho tenim la 
matriu de sostenibilitat la qual a partir d’un conjunt de preguntes et fa pensar com 
aquest producte pot afectar a nivell econòmic, social i ambiental. En quant a l’anàlisi del 
projecte es fa sobre les fases de planificació, resultats: 
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Sostenible? Econòmica Social Ambiental 
Planificació Viabilitat 
econòmica 
Millora en la 
qualitat de vida 
Anàlisi de 
recursos 
Valoració 7 3 10 
Resultats 
Cost final vs 




Valoració 10 10 10 
Riscos Adaptació a canvis 
d’escenari 
Danys socials Danys ambientals 
Valoració 0 0 0 
Valoració total  50  
Taula 13 – Matriu de sostenibilitat 
 
 
  8.3.1 Sostenibilitat econòmica 
  En aquest document ja s’ha especificat els costos que esdevindrien amb el recursos 
humans i materials del projecte. També s’ha tingut en compte que fer en cas que 
s’espatllés la maquinaria necessària (en aquest cas els portàtils) encara que seria 
preferible que no passés res. 
  En quant a la competitivitat s’ha de dir que certament és possible reduir costos però 
assumint certs riscos:  
     Es podria reduir el cost amb el hardware, comprar portàtils de pitjor qualitat 
o amb unes especificacions menors. Podria ser que funcionés perfectament o 
que fallés per la part gràfica entre altres problemes. S’hauria de comprar un de 






     En quant als recursos humans tenim la possibilitat de buscar persones que 
cobrin un sou menor dels que tenim actualment, potser sense titulació però amb 
coneixements. Es pot trobar persones amb coneixements i ganes però també 
apareixerien persones que potser semblen dominar però després no sabrien 
com implementar. 
 
 Per últim en comptes de llogar una oficina és molt més rentable que cada 
empleat treballi des de casa. Això és un estalvi en lloguer, llum, aigua, telèfon i 
Internet (a no ser que algú no disposi de tals serveis). Per altra banda, a nivell 
de comunicació i de mostrar resultats es retardaria bastant. Per tal de preguntar 
i resoldre dubtes s’hauria d’utilitzar e-mails o trucades de mòbil i a l’hora de 
mostrar resultats fins el moment s’hauria de quedar a casa d’un dels 
treballadors o enviar algun tipus d’arxiu de vídeo o imatges. 
 
         Al fer la planificació s’ha intentat fer una distribució de les hores necessàries per 
completar cada tasca pensant en la possible dificultat de la mateixa. Entenem per 
dificultat no només a la llargada del codi sinó als coneixements necessaris que s’han 
d’aprendre per tal d’implementar-lo, la facilitat d’utilitzar una eina o llenguatge de 
programació, etc. 
       Per acabar, actualment no es té pensada cap col·laboració amb un altre projecte 
però no és per falta de ganes. És preferible finalitzar un projecte al 100% en comptes de 
fer dos projectes al 50%. Un cop finalitzat aquest i si es dóna l’oportunitat potser es pot 
fer alguna cosa.  
 
  8.3.2 Sostenibilitat social 
        La situació política d’Espanya és una democràcia on el President del Govern 
actualment encara no s’ha decidit però el President del Govern en funcions és del Partit 
Popular (PP). En la ciutat on es desenvolupa el projecte mana el partit polític 
‘Barcelona en comú’.  Encara així aquest projecte no s’hauria de veure afectat per qui 
mana o deixa de manar en el camp de la política. 
        En quant a si hi ha una necessitat real del producte...segurament la resposta és no. 
El mon pot viure sense veure imatges i pel·lícules fetes per ordinador amb major 
realisme. La tècnica del Texture Bombing pot ser millorable però en sí funciona. Encara 
així opino que qualsevol millora a nivell gràfic (excepte si s’empitjora expressament) és 
agraïda pel col·lectiu, sobretot avui en dia que tenim tecnologia prou potent com per 
crear mons de fantasia amb gran realisme. 
        Un cop acabat el projecte no crec que cap col·lectiu es vegi perjudicat però pel 
contrari es podria veure beneficiat si s’aconseguís implementar el mètode i es veiés més 
eficient que no utilitzar Texture Bombing a la pràctica.  
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  8.3.3 Sostenibilitat ambiental  
       Els diferents recursos necessaris pel projecte s’especifiquen en els diferents apartats 
de l’apartat 8.1.  
       Els recursos que es consumiran seran corrent elèctrica i aigua principalment. 
L’electricitat prové d’algun tipus de central, ja sigui renovable o no renovable. El 
impacte ambiental d’aquest consum no ve influenciat pel fet que jo hagi fet el projecte o 
no, l’electricitat sempre es va creant i enviant. No es disposa d’una maquinaria tan 
potent com perquè necessités una central que creés energia extra només per mi. 
D’altres projectes podem reaprofitar els hardware i el software. En aquest projecte per 
exemple s’està reutilitzant un portàtil el qual només li queda un any de vida útil. Un cop 
acabat aquest projecte es podran fer servir en el següent si fossin necessaris i tinguessin 























9. Treball futur 
 
 
    Com s’ha pogut deduir a partir de la planificació inicial, l’algorisme de millora de 
Texture bombing està dividit en dos objectius: el primer és solucionar el problema de 
diversificació, el qual hem estat tractant durant aquest projecte i el segon està relacionat 
amb el nivell de detall quan es redueix la imatge i al fet de no tenir mipmapping (donat 
que no tenim la textura emmagatzemada, així que no pot fer les còpies).  
 
Així doncs estaria bé en un futur continuar aquesta part i si es pot, arribar a l’ampliació 
al 3D. El nostre model 2D és senzill per tal de comprovar com es veuria la textura 
resultant sobre un quadrat però al passar a 3D estaria bé que poguessis aplicar 
l’algorisme sobre qualsevol tipus de model en comptes de limitar-ho per exemple 
només a un cub. El fet d’haver de carregar el model ja portaria suficient feina en sí 
mateix i després s’hauria de modificar com a mínim el shader per tal que apliqui la 
tècnica sobre un model 3D.  
 
    Un altre tema que s’hauria de treballar és el tema dels accessos a textura des del 
shader, disminuir el nombre de crides que es fan per tal de facilitar el pas de les dades i 
en conseqüència que augmenti el nombre de fps. Estaria bé que un ordinador sense una 
targeta gràfica potent pogués crear aquests tipus de textures. 
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