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Cap´ıtulo 1
Introduccio´n
1.1. El proyecto y sus objetivos
En la actualidad la utilizacio´n de documentos digitales forma parte ya de la sociedad
y de la vida cotidiana. Por ello nos enfrentamos a la problema´tica de la proteccio´n de la
propiedad intelectual y la autenticidad de los documentos digitales.
El uso de documentos digitales, adema´s de facilitar su distribucio´n y manejo, permite
su transformacio´n bien o malintencionada por la comunidad de usuarios del producto. En
consecuencia, aparecen nuevos problemas relacionados con la implantacio´n de copyright,
derechos de distribucio´n en contenidos digitales o el conocimiento de la autenticidad del
documento.
Las te´cnicas criptogra´ficas no son suficientes para resolver esta problema´tica, ya que
en este caso surgen dudas respecto al comportamiento del receptor cuando posee el do-
cumento. El hecho de que ningu´n usuario distribuya libremente por Internet alguna clave
va´lida para descifrar el contenido que se desea proteger so´lo depende del desconocimiento
o de la limitacio´n del nu´mero de usuarios interesados en ello.
Es por todo esto que aparecio´ la idea de la introduccio´n de te´cnicas esteganogra´ficas
(watermarking y fingerprinting) para la proteccio´n de documentos. La te´cnica de water-
marking es una te´cnica conocida para deteccio´n de copia, mediante la cual el vendedor
de contenidos inserta una marca en la copia vendida. Esta marca es ide´ntica en todas las
copias, de forma que su uso permite proteger la propiedad intelectual pero no los derechos
de distribucio´n. Las te´cnicas de fingerprinting consisten en el uso de marcas que no so´lo
identifiquen al propietario del contenido (autenticidad), sino´ tambie´n al comprador, de
forma que se personaliza cada copia un´ıvocamente controlando la redistribucio´n ilegal.
El objetivo de este proyecto es realizar una investigacio´n de la viabilidad del marcado
de documentos en formato texto para llevar a cabo las te´cnicas explicadas anteriormente.
Ma´s concretamente, el objeto de estudio sera´ co´mo implantar este marcado en los exten-
didos documentos en formato Portable Document Format (PDF).
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1.2. Razo´n y oportunidad del proyecto
Esta memoria viene marcada por la relacio´n del Proyecto Fin de Carrera (PFC) que se
tiene que realizar para obtener el t´ıtulo de Ingenieria Superior de Telecomunicaciones en la
ETSETB (“Escola Te`cnica Superior de Enginyeria de Telecomunicacions de Barcelona”)
y que tiene un peso de 36 cre´ditos.
La realizacio´n de este proyecto radica en el ofrecimiento del mismo por parte del
director de proyecto Marcel Ferna´ndez Mun˜oz y a la posibilidad de realizarlo mediante
un convenio de colaboracio´n con la UPC subvencionado por un grupo de editoriales como
parte del proyecto GILDDA. Su elaboracio´n comenzo´ en marzo de 2008 para terminar en
enero de 2009, siendo la dedicacio´n diaria de media jornada.
Marcel Ferna´ndez Mun˜oz es profesor del Deparmento de la Universitat Polite`cnica de
Catalunya (UPC) y anteriormente hab´ıa trabajado en proyectos sobre tema´tica similar
que me parecieron interesantes, por lo que me parecio´ una buena oportunidad para realizar
mi proyecto.
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1.3. Estructura organizativa del proyecto
En los PFC de Ingenieria de Telecomunicaciones de la ETSETB se tiene una estructura
del proyecto muy bien definida. Existen u´nicamente dos actores que intervienen en los
pasos del mismo. De un lado, el estudiante que lo realiza y cuyo tutor de proyecto sera´ el
que realiza el papel de director del mismo. Adicionalmente tenemos la figura del cliente,
que recaera´, haciendo un simil, en los miembros del tribunal que evaluara´n dicho proyecto.
Para su realizacio´n, se han seguido estos pasos:
Propuesta del proyecto: en la propuesta del proyecto se han de definir los objetivos
y funcionalidades que ha de cumplir una vez finalizado. Como prototipo que es,
necesita estar acompan˜ado de su coste temporal y econo´mico, por lo que hay que
identificar cada una de las partes de las que consta el proyecto y datarlas con
principio y final. El proyecto constituye 36 cre´ditos pra´cticos dentro de la carrera (si
se trata de un PFC ampliado, como es el caso que nos ocupa), donde si 20 horas equi-
valen a un cre´dito se espera un trabajo equivalente de 720 horas aproximadamente.
En este proyecto se pacto´ un tiempo de finalizacio´n del mismo de 8 meses como
ma´ximo, que posteriormente se amplio´ a 10 debido a un aumento de las ambiciones
del mismo.
Seguimiento del proyecto: para comprobar que hay un progreso adecuado (dentro
del tiempo acordado entre tutor y alumno para realizar las tareas necesarias que
constituyen el proyecto) ha de haber un cierto seguimiento del trabajo del alum-
no. As´ı perio´dicamente se han realizado diferentes reuniones para ver el estado del
proyecto y tomar las decisiones oportunas en los momentos problema´ticos. Adema´s
de estas reuniones tambie´n hubo un seguimiento v´ıa e-mail y tele´fono.
Informe final: dirigido a los miembros del tribunal (cliente). Queda constitu´ıdo tanto
por la documentacio´n como por el co´digo fuente del proyecto. Esta memoria equi-
vale a la documentacio´n del proyecto y como PFC estara´ abierto al pu´blico en la
biblioteca de la UPC.
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1.4. Estructura organizativa de la memoria
El resto de esta memoria se organiza como sigue:
Cap´ıtulo 2, “El mundo del PDF”, introduce brevemente la arquitectura del formato
PDF y presenta y describe su sintaxis, consideraciones gra´ficas y textuales, para
terminar ejemplificando dicha informacio´n.
Cap´ıtulo 3, “Especificacio´n e implementacio´n”, constitu´ıda por los requisitos soft-
ware y hardware necesarios para la realizacio´n del proyecto y de la aplicacio´n, las
caracter´ısticas (prerrequisitos) de los documentos de entrada a la aplicacio´n, las de-
cisiones de implementacio´n, las tecnolog´ıas utilizadas, la insercio´n del co´digo visible
y del co´digo invisible, as´ı como la extraccio´n de este u´ltimo. Todo ello acompan˜ado
de los casos de uso y diagramas de clase correspondientes. Adema´s se recogen las
limitaciones de las tecnolog´ıas utilizadas en la realizacio´n del proyecto, la explicacio´n
de las mismas y cua´l ha sido su efecto en el proyecto final.
Cap´ıtulo 4, “Planificacio´n”, incluye el informe detallado del trabajo realizado, in-
clu´ıdas las dificultades encontradas y como han afectado a la distribucio´n del tiempo
asignado al proyecto.
Cap´ıtulo 5, “Adaptabilidad Proyecto GILDDA y limitaciones”, recoge una serie de
ejemplos que comparan PDF’s de entrada y su salida de la aplicacio´n cuando se ha
insertado una marca invisible, cuando los PDF’s de entrada no cumplen los prerre-
quisitos definidos en el Cap´ıtulo 3. Adema´s, presenta un resumen de las limitaciones
globales de la aplicacio´n.
Cap´ıtulo 6, “Autoevaluacio´n”, recoge las conclusiones y se valoran las experiencias
obtenidas durante la realizacio´n del proyecto. Adema´s reu´ne un conjunto de pro-
puestas para poder continuar an˜adiendo nuevas mejoras.
Bibliograf´ıa y Ape´ndices (contenidos del CD-ROM que acompan˜a a esta memoria,
manual de usuario para facilitar la comprensio´n de la aplicacio´n y ampliacio´n de las
secciones del cap´ıtulo “El mundo del PDF”).
Cap´ıtulo 2
El mundo del PDF
2.1. Introduccio´n
Como se ha comentado en el cap´ıtulo anterior, el objetivo de este proyecto es la
implementacio´n de un software que permita realizar el marcado de documentos en formato
texto, particularmente en formato PDF (Portable Document Format). Este formato, que
fue inventado por Adobe Systems y que ha sido perfeccionado durante 15 an˜os, tiene una
estructura muy bien definida y que es la base de la que parte este proyecto. A partir del
estudio del mismo es posible concebir una manera de insertar una palabra co´digo que
permita que el PDF a tratar no quede corrupto tras la insercio´n (en caso de que dicha
insercio´n se aplique en funcio´n de la te´cnica de fingerprinting). Por consiguiente tambie´n
nos permite idear la manera de extraccio´n de dicha palabra co´digo, en funcio´n sin duda
del me´todo utilizado para insertarla.
En este cap´ıtulo se hara´ un resumen, lo ma´s brevemente posible, de lo que la docu-
mentacio´n de referencia proporcionada por Adobe nos cuenta del mundo del PDF. E´sta
ha sido de vital importancia para la realizacio´n de las distintas partes este proyecto puesto
que facilita a los desarrolladores informacio´n sobre la lectura de ficheros PDF existentes,
as´ı como sobre la interpretacio´n o modificacio´n de sus contenidos.
Este cap´ıtulo nos ayudara´ a entender las dificultades y limitaciones encontradas a la
hora de desarrollar este proyecto, y es necesario para la comprensio´n de la implementacio´n
del mismo. Por este motivo se incluyen notas introducidas con (**) para separar la parte
teo´rica de la parte pra´ctica que se explicara´ en los cap´ıtulos siguientes.
2.2. Definicio´n y propiedades
Un fichero PDF (Portable Document Format) es un tipo de formato de documento
nativo de la familia de productos de Adobe Acrobat consistente en una secuencia de pa´gi-
nas, cada una de las cuales incluye texto, especificaciones de fuente, ma´rgenes, elementos
gra´ficos, y disen˜o. Originariamente conocido como Interchange PostScript (IPS), esta´ rela-
cionado con los documentos PostScript (PS) pero son esencialmente diferentes formatos.
PDF no es un lenguaje de programacio´n como PS, pero mantiene la habilidad del lenguaje
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PS para renderizar textos complejos y gra´ficos. Al contra´reo que PS, PDF puede contener
gran cantidad de estructura del documento, links y otra informacio´n relacionada, pero no
puede decirle a la impresora que use cierta bandeja de entrada, cambie de resolucio´n, o
use cualquier otra caracter´ıstica hardware espec´ıfica.
Una de sus ventajas sobre PS es la independencia de sus pa´ginas. Puesto que PS es un
lenguaje de programacio´n, ser´ıa necesario interpretar todas las pa´ginas anteriores a una
determinada para verla, pero en PDF cada pa´gina se puede dibujar de manera individual.
PDF es Portable porque puede ser visualizado e impreso en cualquier plataforma (un
documento PDF deber´ıa verse de la misma manera en cualquier plataforma). Adema´s, al
contrario que muchos formatos de procesado de texto, PDF representa no so´lo los datos
contenidos en el documento, sino´ tambie´n la forma exacta que e´ste toma. As´ı pues, el
fichero puede ser visto sin la aplicacio´n de origen (si abrimos un documento de Microsoft
Word de hace 10 an˜os con la u´ltima versio´n de Word, no podemos esperar que se visualice
igual que con la versio´n con la que fue creado) y todas las revisiones de la especificacio´n
PDF son compatibles con las anteriores (si el visualizador de PDF puede leer e imprimir la
versio´n 1.6 hara´ lo mismo con la versio´n 1.2). Su u´ltima versio´n (v 1.7) ya se ha convertido
en un esta´ndar ISO.
(**) El visualizador utilizado para realizar este proyecto ha sido Adobe Reader (versio´n
8.0), debido a que aunque existen otros visualizadores (Preview, Ghostview, Foxit, etc.),
ninguno mantiene la riqueza que e´ste ofrece.
2.3. Propiedad intelectual. Tipos, versiones y per-
misos del PDF
Adobe es el propietario del copyright de las especificaciones PDF, pero otorga permisos
de copyright a (citado de Pdf Reference[4], versio´n 1.6):
Autores de software que utilicen como input un Portable Document Format y que
aseguren que el software creado respeta los permisos de acceso listados en la Tabla 2.2
y que incluira´n los correspondientes copyright. E´stos podra´n:
• Preparar ficheros cuyos contenidos conformen los del Portable Document For-
mat.
• Escribir drivers y aplicaciones que produzcan como salida la representacio´n del
Portable Document Format.
• Escribir software con input un Portable Document Format y mostrar, imprimir
o interpretar de cualquier otra forma sus contenidos.
• Copiar la lista de estructuras de datos y operadores con copyright de Adobe,
as´ı como co´digo de ejemplo y definiciones del lenguaje PostScript en la docu-
mentacio´n escrita.
(**) De esta manera es posible el desarrollo libre de herramientas para ver, generar,
manipular ficheros PDF, como es el caso de las herramientas utilizadas para la realizacio´n
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de este proyecto (iText1 y PdfBox2), y de e´l mismo.
PDF es un esta´ndar en muchos sectores (artes gra´ficas, indu´stria...) y cada uno de
ellos tiene sus propios requisitos. Es por esto que aunque Adobe asegura la integridad
del formato a trave´s de su copyright, han surgido diferentes tipos de PDF desde las es-
pecificaciones originales. Algunos subconjuntos de e´stas fueron modelados en un esta´ndar
ISO.
2.3.1. Tipos de PDF
A continuacio´n una clasificacio´n de los distintos tipos de PDF, segu´n Bruno Lowagie3
en su libro “iText in Action”[7].
“PDF tradicionales”. Aunque no es un te´rmino oficial se refiere a la clase de PDF
que pretende ser un producto acabado con contenido no modificable y vista de
impresio´n. La manera en que aparece en la pantalla el documento es la manera
co´mo se imprimira´ y que contrasta con otros formatos como RTF o HTML (la
salida imprimida en ellos - y tambie´n en Microsoft Word - depende de la aplicacio´n
usada para renderizarlos).
Se trata de un PDF de so´lo lectura que puede contener bookmarks, enlaces, mul-
timedia, etc. pero que no sabe nada sobre la estructura del texto (no entender´ıa
el concepto de tabla). Es decir, podr´ıamos generar tablas en estos tipos de PDF
pero no podr´ıamos extraer la informacio´n que ha sido organizada en esta estructura
tabular para reusarla en otras aplicaciones. Estas tablas consistir´ıan para el PDF
en cara´cteres dibujados en un lienzo con algunas l´ıneas, perdie´ndose el concepto de
filas y columnas. Para hacer su extraccio´n ser´ıa necesario el uso de software OCR 4.
“PDF etiquetados (Tagged PDF)”. A veces no nos es suficiente con los PDF tradi-
cionales. Podemos querer que los documentos PDF puedan adaptarse al dispositivo
en el que sera´n utilizados, o el reconocimiento de las estructuras del documento co-
mo pa´rrafos y tablas. Los Tagged PDF definen un conjunto de estructuras y atrib-
utos que permiten al contenido de la pa´gina ser extra´ıdo y reutilizado para otros
propo´sitos. El contenido de la pa´gina se puede representar ya que los cara´cteres, las
palabras y el orden del texto puede ser determinado de una manera fiable.
Este tipo de PDF puede autoajustarse a diferentes taman˜os de pa´gina o pantalla
y se visualizara´ correctamente en dispositivos handheld, tales como PDAs. De la
misma manera, trabajara´n mejor con dispositivos lectores de pantalla utilizados por
personas ciegas y otros usuarios discapacitados. En estos casos, el hecho de que estos
tipos de PDF contienen el orden lo´gico de lectura (el cual no siempre esta´ presente
en los PDF tradicionales) tiene gran importancia.
1librer´ıa que fue concebida para permitir a los desarrolladores producir ficheros PDF dina´micamente
2Librer´ıa Java para trabajar con documentos PDF
3Creador de la herramienta iText
4 OCR Optical character recognition
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Adobe Acrobat Professional versio´n 6.0 y posteriores incluye las herramientas nece-
sarias para exportar un archivo a formato PDF etiquetado y para comprobar dichos
marcadores y modificarlos. Por otro lado, es necesaria la intervencio´n humana para
garantizar que el proceso de etiquetado se efectu´a correctamente (se podr´ıa generar
un fichero completamente incomprensible). Con OpenOffice 2.0 Writer y posteriores
tambie´n es posible generar este tipo de documentos PDF.
(**) La herramienta principal utilizada para el desarrollo de este proyecto (iText)
posee un soporte limitado para este tipo de ficheros. Esto se explicara´ ma´s detal-
ladamente en la seccio´n 3.4, Limitaciones.
“PDF linearizados”. Esta´n organizados de una manera que permite su acceso de
una manera eficiente, de manera que se visualice la primera pa´gina lo ma´s ra´pido
posible.
(**) La herramienta principal utilizada para el desarrollo de este proyecto (iText)
no soporta este tipo de ficheros.
“Tipos de PDF que se convirtieron en Standard”. Hay muchas maneras para crear
un fichero PDF. Esta libertad puede ser una ventaja, pero tambie´n una desventaja.
No todos los PDF va´lidos se pueden utilizar en todo contexto. Por ello se definieron
diferentes esta´ndares ISO.
“PDF/X”. Con X de eXchange (intercambio), se trata de un conjunto de esta´n-
dares ISO que describen subconjuntos bien definidos de la especificacio´n PDF que
promete consistentes y previsibles ficheros PDF. Este subconjunto se desarrollo´ para
el sector de las artes gra´ficas y uno de sus principales logros es permitir el env´ıo de
documentos PDF a un servicio de impresora con pra´cticamente ninguna discusio´n
te´cnica. Por otro lado, muchas caracter´ısticas no son soportadas como: encriptacio´n,
fuentes que no hayan sido embedidas (incrustadas) en el documento, colores RGB,
capas, transparencias, entre otras.
“PDF/A”. PDF/A es otra especificacio´n ISO. La A es por archiving (archivan-
do). Esta´ pensado para responder a la creciente necesidad de poder conservar la
informacio´n en documentos electro´nicos a trave´s de largos periodos de tiempo.
Hay muchos formatos electro´nicos (ASCII, TIFF, PDF, XML) y tecnolog´ıas (re-
positorios, bases de datos) para archivar entre las que se pueden escoger. La na-
turaleza propietaria de estos formatos es una de las grandes desventajas: no puede
garantizarse que funcionara´n por largo tiempo. Ve´ase pues el ejemplo, explicado
anteriormente: si abrimos un fichero de Microsof Word de hace diez an˜os en la ma´s
reciente versio´n de Word, no se puede esperar que su aspecto sea el mismo. Como
ya se ha comentado, al contrario que muchos de estos formatos, PDF representa la
forma exacta del documento (adema´s de su contenido) y todas sus versiones son
compatibles con las anteriores. Esto hace que PDF sea un formato interesante para
archivar. PDF/A va un paso por delante: se basa en la referencia del formato PDF
versio´n 1.4 y especifica como usar un subconjunto de componentes PDF para de-
sarrollar programas que creen, reproduzcan y procesen una forma de PDF que sea
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ma´s adecuada para la preservacio´n de archivos a largo plazo (long-term5) que el
simple formato PDF.
Las limitaciones de PDF/A y PDF/X son que todas las fuentes han de estar em-
bedidas; no se permite la encriptacio´n; se prohibe el audio y el video, as´ı como
lanzamiento de ejecutables y JavaScript.
“PDF/E”. Otro esta´ndar ISO y que se define como el responsable de especificar
etiquetas de PDF para crear, visualizar e imprimir documentos usados en ingenier´ıa
de workflows.
2.3.2. Versiones y permisos
En la Tabla 2.1 se resumen las versiones, el an˜o de su publicacio´n, la versio´n de Acrobat
que las soportan y sus caracter´ısticas.
La encriptacio´n se utiliza frecuentemente para que ciertos permisos sean o no restringi-
dos. Estos permisos dependera´n de la longitud de encriptacio´n (que podra´ ser de 40 o 128
bits). El encriptado de 128 bits so´lo se permite con la versio´n 1.4 y superiores.
En la Tabla 2.2 se resumen los posibles permisos. Aquellos que incluyen 128 bits en
la columna “Observaciones” se garantizan si se esta´ utilizando un encriptado de 40 bits.
En cambio si lo que queremos es revocarlos, es necesario el encriptado de 128 bits.
2.4. Partes constituyentes
A continuacio´n se sintetizara´n las partes que constituyen un documento PDF. La
definicio´n de la sintaxis del formato PDF queda definida en la PdfReference[4] de Adobe
Systems Incorporated.
2.5. Sintaxis
Para entender mejor la sintaxis de un documento PDF la dividiremos en los siguientes
cuatro puntos:
Objetos: un PDF es una estructura de datos compuesta por un pequen˜o grupo de
objetos de datos.
Estructura del fichero: determina co´mo los objetos se almacenan en el fichero PDF
y co´mo son accedidos. Es independiente de la sema´ntica de los objetos.
Estructura del documento: especifica como los tipos ba´sicos de objetos se utilizan
para representar componentes del documento PDF (pa´ginas, fuentes, anotaciones,
etc.).
5En PDF/A, long-term se define como “el per´ıodo de tiempo lo bastante largo como para que exista
intere´s o preocupacio´n por los impactos de las tecnolog´ıas cambiantes, incluyendo respaldo a nuevos tipos
de medios y formatos de datos y a una comunidad de usuarios cambiante, para la que la informacio´n se
mantiene almacenada, y que puede extenderse hacia un futuro indefinido”.
20 CAPI´TULO 2. EL MUNDO DEL PDF
Tabla 2.1: Versiones
Versio´n PDF An˜o Versio´n Acrobat Nuevas caracter´ısticas
1.0 1993 Acrobat 1 Renderizar textos complejos
y gra´ficos como si de una
impresora se tratara
1.1 1994 Acrobat 2 Crear un PDF protegido
con contrasen˜a, usar enlaces
externos, eventos de rato´n
1.2 1995 Acrobat 3 Compresio´n zip o gzip,
interactividad (formularios
rellenables), soporte CJK
(Chino, Japone´s, Coreano)
1.3 1996 Acrobat 4 Firmas digitales y ficheros
adjuntos
1.4 1999 Acrobat 5 Encriptado de 128 bits,
transparencia y PDF eti-
quetados (Tagged PDF)
1.5 2001 Acrobat 6 Compresio´n adicional y op-
cio´n de encriptado, grupos
de contenido opcional, so-
porte mejorado para em-
beder multimedia
1.6 2005 Acrobat 7 Soporte para Advanced En-
cryption Standard (AES),
opcio´n de escalado de pa´gi-
na para imprimir
1.7 2006 Acrobat 8 y 9 ISO 32000-1
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Tabla 2.2: Permisos
Permisos Descripcio´n Observaciones
Permiso de impresio´n Imprimir el documen-
to
Permiso de impresio´n
degradada
Imprimir documento
degradado
128 bits
Permiso de modificacio´n Modificacio´n de los
contenidos
Por ejemplo insertando o elimi-
nando una pa´gina
Permiso de ensamblaje Insertar, eliminar, ro-
tar pa´ginas y an˜adir
bookmarks esta´ per-
mitido
128 bits; cambiar el contenido de
una pa´gina so´lo si habilitado per-
miso de modificacio´n
Permiso de copia Copiar o extraer tex-
to y gra´ficos, incluyen-
do los dispositivos lec-
tores de pantalla y
otros mecanismos de
accesibilidad
Permiso de lectores de pan-
talla
Extraer texto y gra´fi-
cos
128 bits; mediante mecanismos
de accesibilidad (lectores de pan-
talla)
Permiso de modificacio´n de
comentarios
Modificar o an˜adir co-
mentarios de texto y
campos de formulario
interactivos
Permiso de Relleno Rellenar campos de
formulario
128 bits; an˜adir o modificar co-
mentarios so´lo si habilitado per-
miso de modificar comentarios
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Streams de contenido: contienen la secuencia de instrucciones que describe la apa-
riencia de una pa´gina u otros aspectos gra´ficos. Estas instrucciones, tambie´n repre-
sentadas como objetos, son conceptualmente distintas de los objetos que representan
la estructura del documento y se describen separadamente.
La Figura 2.1 presenta un esquema con estos cuatro componentes.
Figura 2.1: Componentes del PDF
2.5.1. Convenciones le´xicas
Al nivel ba´sico un fichero PDF es una secuencia de bytes. Estos bytes se agrupan en
tokens de acuerdo con las reglas de sintaxis a continuacio´n expuestas. Uno o ma´s tokens
pueden unirse para formar entidades sinta´cticas de mayor nivel, principalmente objetos,
que son los datos ba´sicos a partir de los cuales se construye el documento PDF.
Un PDF no encriptado puede ser completamente representado utilizando valores de
bytes correspondientes al subconjunto printable ASCII, pero no esta´ restringido a este
conjunto, sino´ que puede contener bytes arbitrarios, siempre y cuando se sigan las sigu-
ientes consideraciones:
Los tokens que delimitan a los objetos y que describen la estructura del PDF de-
ber´ıan utilizar el conjunto ASCII, al igual que las palabras reservadas y los nombres
utilizados como claves en los diccionarios del PDF y ciertos tipos de array.
Los datos de los objetos strings y streams deber´ıan ser escritos completamente
usando el conjunto ASCII o en datos binarios, como una imagen.
Si el PDF contiene datos binarios deber´ıa ser tratado como un fichero binario y no
como un fichero de texto para asegurar que todos los bytes se preservan adecuada-
mente.
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Tabla 2.3: Secuencias de Escape
\n Salto de l´ınea
\r Retorno de carro
\t Tabulacio´n horizontal
\b Backspace o retroceso
\n Salto de pa´gina
\( Pare´ntesis izquierdo
\) Pare´ntesis derecho
\\ Backslash
\ddd Cara´cter co´digo (octal)
2.5.2. Objetos
Un PDF incluye ocho tipos ba´sicos de objetos: valores Booleanos, Integers y nu´meros
Reales, Strings, Nombres, Arrays, Diccionarios, Streams y el objeto Null. Los objetos
deben ser etiquetados para que puedan ser referenciados por el resto de objetos. Un
objeto etiquetado se conoce como objeto indirecto.
2.5.2.1. Strings
Consisten en una serie de 0 o ma´s bytes. Pueden ser escritos de dos maneras:
Como una secuencia de cara´cteres literales entre pare´ntesis (): strings literales
Cualquier cara´cter puede aparecer en un string exceptuando pare´ntesis no balancea-
dos y el cara´cter backslash que posee el tratamiento de cara´cter de escape, segu´n la
Tabla 2.3.
Con la secuencia \ddd se dispone de una manera de representar cara´cteres que se
salen del conjunto printable ASCII.
El nu´mero ddd consiste en uno, dos o tres d´ıgitos octales. Han de utilizarse tres
d´ıgitos octales, y an˜adie´ndose en la parte alta tantos ceros como sea necesario si
el siguiente cara´cter del string es tambie´n un d´ıgito. Ejemplo: (\0053) corresponde
a un string que contiene dos cara´cteres \005 (Control-E) seguido del d´ıgito 3. Con
esta notacio´n se consigue una manera de especificar cara´cteres que no se encuentran
el conjunto ASCII solamente utilizando caracteres ASCII. No obstante, cualquier
valor de 8 bits puede aparecer en el string representado de esta manera.
Como datos hexadecimales entre < >: Strings hexadecimales
Los strings pueden ser escritos tambie´n de manera hexadecimal, lo cual es u´til a
la hora de incluir datos binarios arbitra´reos en el PDF. Un string hexadecimal se
escribe como una secuencia de d´ıgitos hexadecimales (09 y AF o af) entre < >.
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2.5.2.2. Nombres
Son s´ımbolos ato´micos definidos un´ıvocamente por una secuencia de cara´cteres, ex-
ceptuando el cara´cter co´digo 0 (null). Dos nombres de objeto constru´ıdos a partir de la
misma secuencia de caracteres denotara´n el mismo objeto. Cuando se escribe un nombre
en el fichero PDF se utiliza el cara´cter / para introducir el nombre (e´ste cara´cter no forma
parte del nombre). Los bytes que conforman un nombre nunca se tratara´n como textos
para ser mostrados al usuario lector.
2.5.2.3. Diccionarios
Son tablas asociativas que contienen parejas de objetos, conocidos como entradas de
diccionario. El primer elemento de cada entrada es una clave y el siguiente es un valor.
La clave es un nombre y el valor cualquier clase de objeto, incluyendo otro diccionario.
Mu´ltiples entradas en el mismo diccionario no pueden poseer la misma clave. El diccionario
se escribe como una secuencia de parejas clave-valor entre (( y )). Por ejemplo:
 /Type /Font
/Subtype /Type 1
. . .
Los objetos diccionario constituyen los bloques principales que forman el documento
PDF. Se utilizan comu´nmente para reunir los atributos de objetos complejos, tales como
una fuente o una pa´gina del documento, con cada una de las entradas del diccionario
especificando el nombre y el valor de un atributo. Por convencio´n, la entrada Type de un
diccionario, si esta´ presente, identifica el tipo de objeto que el diccionario describe (en
el ejemplo una fuente). En algunos casos, una entrada Subtype puede ser utilizada para
especificar una subcategor´ıa dentro del tipo general.
Hay que tener en cuenta que las entradas en los objetos diccionario pueden estar
requeridas o ser opcionales dependiendo de la versio´n PDF utilizada.
2.5.2.4. Streams
Un objeto stream es una secuencia de bytes que puede tener una longitud ilimitada, por
lo que normalmente aquellos objetos que potencialmente utilicen grandes cantidades de
datos (como son ima´genes o descripciones de pa´gina) se representan utilizando streams.
Un stream consiste en un diccionario seguido por cero o ma´s bytes entre las palabras
clave stream y endstream. Todos los streams deben ser objetos indirectos mientras que el
diccionario del stream debe de ser uno directo.
Los bytes que constituyen cada stream pueden necesitar ser decodificados antes de
usarlos. Por esto existe, opcionalmente, una entrada en el diccionario stream con el filtro
a aplicar al stream referido por ese diccionario. Ejemplos de filtros esta´ndar se encuentran
en el Ape´ndice Filtros Esta´ndar.
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2.5.2.5. Objetos Indirectos
Cualquier objeto en un fichero PDF puede ser etiquetado como un objeto indirecto.
Esto da al objeto un identificador u´nico a trave´s del cual otros objetos pueden referenciarle.
El objeto identificador esta´ formado por dos partes: un objeto nume´rico entero positivo
y un nu´mero entero de generacio´n que nunca es negativo. La definicio´n de un objeto
indirecto en un PDF debe consistir en el nu´mero de objeto y de generacio´n separados por
un espacio en blanco y seguidos del valor del objeto entre las palabras clave obj y endobj.
Por ejemplo:
12 0 obj
(Brill)
endobj
Las referencias indirectas a este objeto consisten en el nu´mero del objeto, el nu´mero
de generacio´n y la palabra clave R. Ejemplo 12 0 R.
2.5.2.6. Arrays
Son colecciones unidimensionales de objetos colocados secuencialmente. Los elementos
del array pueden ser cualquier combinacio´n de nu´meros, strings, diccionarios o incluso
otros arrays.
2.5.3. Estructura del fichero
Un fichero PDF debe poseer los siguientes 4 elementos, que podemos observar en la
Figura 2.2:
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Figura 2.2: Estructura del fichero de un documento PDF
La cabecera, constitu´ıda por una l´ınea con la versio´n del documento PDF.
El cuerpo, que contiene los objetos que definen el documento.
La tabla de referencia cruzada, que contiene informacio´n que permite el acceso
aleatorio a los objetos indirectos del cuerpo.
Es la u´nica parte de un PDF que con formato fijo. Si abrimos un documento PDF
y queremos leer la pa´gina nu´mero 10.000, la aplicacio´n mirara´ en esta tabla la
localizacio´n de e´sa pa´gina sin tener que saber que´ hay en el resto, accediendo a ella
ra´pidamente. La informacio´n necesaria almacenada en ella para que esto sea posible
es el byte offset correspondiente a cada objeto indirecto.
El trailer, que da la localizacio´n de la tabla de referencia cruzada y de objetos
especiales a lo largo del cuerpo.
El trailer se encuentra al final del documento y su diccionario entre las palabras
clave trailer y startxref. En el diccionario podemos encontrar entradas a objetos
indirectos como el diccionario cata´logo (la ra´ız de la jerarqu´ıa de objetos -pa´ginas,
contenidos...-) etiquetado como Root, o al objeto Info que recoge el Metadata del
PDF (informacio´n general como t´ıtulo, autor, fecha de creacio´n). Tambie´n incluye
la marca de fin de fichero (EOF).
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La Figura 2.3 es un ejemplo de un fichero PDF completo visto en un editor de textos
y que ilustra las diferentes partes.
Figura 2.3: Ejemplo completo de PDF
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2.5.4. Estructura del documento
Un PDF puede verse como una jerarqu´ıa de objetos que esta´n contenidos en el cuerpo
del fichero. La ra´ız de esta jerarqu´ıa es el diccionario cata´logo.
Muchos de los objetos en la jerarqu´ıa sera´n diccionarios. Por ejemplo, cada pa´gina
se representa con un objeto pa´gina, es decir, un diccionario que incluye referencias a los
contenidos de las mismas y a los atributos asociados con ellas. Un atributo asociado podr´ıa
ser una anotacio´n, la cual asocia un objeto de la pa´gina con una nota, sonido, o pel´ıcula,
siendo esta misma anotacio´n descrita en un diccionario dentro del objeto pa´gina.
(**) Hay que remarcar que algunos atributos como las anotaciones que se encuentran
dentro de las caracter´ısticas interactivas de los documentos PDF no se han contemplado
en este proyecto. De esto se hablara´ con ma´s detalle en el Cap´ıtulo 3, Especificacio´n e
implementacio´n.
Los objetos pa´gina se unen conjuntamente en el llamado a´rbol de pa´ginas (page tree)
el cual estara´ referenciado indirectamente en el cata´logo del documento. Como ya se ha
dicho el cata´logo del documento se encuentra referenciado en la entrada Root del trailer
del fichero PDF. El cata´logo referencia a objetos que definen los contenidos del documento
y otros atributos (como los bookmarks -outline hierarchy-). En la Figura 2.4 podemos ver
un esquema de la estructura de los documentos PDF.
En la Figura 2.5 se puede ver un ejemplo de un objeto cata´logo, su referencia a un
a´rbol de pa´ginas y las referencias de este u´ltimo a los objetos pa´gina.
Observamos las entradas del a´rbol de pa´ginas: Kids son las referencias indirectas a los
hijos inmediatos del nodo (objetos pa´ginas u otros a´rboles) y Count con el nu´mero de hojas
del a´rbol que corresponden a objetos pa´gina. Dentro de cada objeto pa´gina encontrar´ıamos
un diccionario describiendo cada pa´gina. Las entradas de estos diccionarios se pueden ver
en el Ape´ndice Entradas en un objeto pa´gina.
2.5.5. Streams de contenido y Diccionarios recurso
Un stream de contenido es un objeto stream cuyos datos consisten en una secuencia
de instrucciones describiendo elementos gra´ficos para ser pintados en una pa´gina.
Tales instrucciones deben ser representadas en forma de objetos PDF, usando la
misma sintaxis que en el resto del documento PDF. Se trata de objetos que denotan
operandos y operaciones.
Un operando es un objeto directo correspondiente a cualquier tipo de datos ba´sicos
excepto un stream.
Un operador es una palabra clave del PDF que especifica alguna accio´n para que
sea realizada, como pintar un forma gra´fica en una pa´gina. Para diferenciarse de un
objeto nombre no presenta la barra inicial (/) y so´lo tienen sentido dentro de un
stream de contenido.
Los objetos que se encuentran en el stream de contenido se han de interpretar
secuencialmente, mientras que el documento como un todo es una estructura de
acceso aleatorio. Previamente el stream de contenido ha tenido que ser decodificado
con algu´n tipo de filtro por la aplicacio´n lectora.
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Figura 2.4: Estructura de los documentos PDF
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Figura 2.5: Objetos cata´logo, a´rbol de pa´ginas y pa´ginas
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Cada pa´gina de un documento se representa a partir de uno o ma´s streams de
contenido. Un ejemplo del stream de contenido de una pa´gina de un PDF lo podemos
ver en la Figura 2.6. En e´l observamos los operandos y operaciones que describen
una so´la l´ınea de texto (Hello World).
Figura 2.6: Stream de contenido
Muchos operadores esta´n relacionados con elementos gra´ficos que sera´n pintados en
la pa´gina o con para´metros espec´ıficos que afectan a las posteriores operaciones de
dibujo. Los operadores se describen en las siguiente secciones, segu´n sus funciones:
• Operadores que dibujan gra´ficos generales en el punto 2.6 Gra´ficos.
• Operadores que dibujan texto usando los glyphs6 definidos en las fuentes en el
punto 2.7 Texto.
• Operadores que asocian los objetos del stream de contenidos con informacio´n
lo´gica de alto nivel.
Estos operadores no afectan al aspecto del contenido, sino´ que son informa-
cio´n u´til para las aplicaciones que usan PDF como documento de intercambio
entre ellas. Por ejemplo, el Metadata, operadores de marcado de contenido
(marked-content) - para identificar porciones de streams de contenidos y aso-
ciarles propiedades -, o los Tagged PDF - conjunto de convenciones para usar
el contenido marcado y la estructura lo´gica para facilitar la extraccio´n del
contenido y su reuso para otros propo´sitos.
(**) Del tratamiento de estas caracter´ısticas en este proyecto se hablara´ en el
Cap´ıtulo 3, Especificacio´n e implementacio´n.
A veces un operador necesita referirse a un objeto fuera de un stream de contenido,
como un diccionario fuente o un stream que contiene los datos de una imagen. En
este contexto se utilizan los recursos con nombre o named resources, (locales para
6Representacio´n particular de un cara´cter
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un stream de contenido en particular). Fuera de este contexto, cualquier referencia a
otro objeto se har´ıa con objetos indirectos. Estos recursos con nombre se definen por
un diccionario recurso (resource dictionary) el cual los enumera, dando un nombre
a cada recurso. Por ejemplo, en un operador de texto que utilice una cierta fuente,
el diccionario podra´ asociar el nombre F42 con el correspondiente diccionario de esa
fuente. Es decir, asocia un nombre con un subdiccionario.
As´ı el diccionario recurso se asocia a un stream de contenido:
• a partir de la entrada Recursos (Resources) del diccionario de la pa´gina, cuando
el stream de contenido es el valor de la entrada Contenidos (Contents) de la
pa´gina.
• en el resto de casos, a partir de la entrada Recursos (Resources) del diccionario
del stream. Esto aplica cuando el stream de contenido describe XObjects7,
fuentes Type 38, y las apariencias de las anotaciones.
La figura 2.7 muestra un diccionario recurso que contiene fuentes y objetos externos.
Las fuentes se especifican con un subdiccionario asociando los nombres F5, F6, F7
y F8 con los objetos 6, 8, 10 y 12, respectivamente. Por otro lado, el XObject
subdiccionario asocia los nombres lm1 y lm2 con los objetos 13 y 15, respectivamente.
Figura 2.7: Diccionario Recurso
2.6. Gra´ficos
Los operadores gra´ficos usados en los streams de contenido describen la apariencia de
las pa´ginas. Se clasifican en estos grupos:
Graphics state operators. Manipulan la estructura de datos llamada graphics state,
el framework global a trave´s del cual se ejecutan los otros operadores gra´ficos. In-
cluye la matriz de transformacio´n actual CTM (Current Transformation Matrix),
la cual mapea el espacio de coordenadas del usuario al del dispositivos de salida.
7Tipo de objeto imagen. Ver seccio´n 2.6.5 Objetos externos
8Tipo especial de fuente simple. Ver seccio´n 2.7.4 Fuentes Simples
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Tambie´n incluye el color actual y otros para´metros que son operandos impl´ıcitos de
los painting operators.
Path construction operators. Definen formas, trayectorias y regiones. Incluyen ope-
radores para empezar un nuevo camino, an˜adiendo l´ıneas, segmentos y curvas y
cerra´ndolos.
Path-painting operators. Rellenan con color un camino o l´ınea.
Otros Text operators seleccionan y muestran glyphs de cara´cteres desde una fuente.
Muchos de los operadores de texto se pueden agrupar dentro de los operadores de
graphic state o painting ya que PDF trata a los glyphs como formas gra´ficas gen-
erales. No obstante, la seccio´n 2.7 Texto se centra en ellos ya que los mecanismos para
tratar con la descripcio´n de glyphs y fuentes esta´n suficientemente especializados.
Marked-content operators. Asocian la informacio´n de alto nivel con objetos en el
stream de contenido. Dicha informacio´n no afecta a la apariencia del contenido,
aunque determina si el contenido sera´ mostrado o no (ver seccio´n 2.5.7 Contenido
Opcional).
Este cap´ıtulo presenta informacio´n general sobre co´mo el stream de contenido de un PDF
describe la apariencia abstracta de una pa´gina.
2.6.1. Objetos gra´ficos
Los principales tipos ba´sicos de objetos gra´ficos son:
Path Object. Es una forma arbitraria realizada a partir de l´ıneas, recta´ngulos y
curvas de Be´zier9 creadas con painting operators.
Text Object. Consiste en uno o ma´s strings de cara´cteres que identifican secuencias
de glyphs.
External object (XObject). Objeto definido fuera del stream de contenido y refe-
renciado por un recurso con nombre. La interpretacio´n de un XObject depende del
tipo (ver seccio´n 2.6.5 Objetos externos).
Inline image object. Utiliza una sintaxis especial para expresar los datos de una
pequen˜a imagen directamente dentro del stream de contenido.
En la Figura 2.8 las flechas indican los operadores que marcan el comienzo y final de cada
tipo de objeto gra´fico, as´ı como los operadores que se permiten o no dentro de cada uno
de estos objetos. Algunos operadores se identifican individualmente, otros por la categor´ıa
general. En la Tabla 2.4 se resumen las categor´ıas para todos los operadores PDF.
9Se desarrollaron hacia los an˜os 1960, para el trazado de dibujos te´cnicos, en el disen˜o aerona´utico
y de automo´viles. Su denominacio´n es en honor a Pierre Be´zier, quien ideo´ un me´todo de descripcio´n
matema´tica de las curvas
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Figura 2.8: Objetos Gra´ficos
2.6.2. Sistemas de coordenadas
Determinan la posicio´n, orientacio´n, y taman˜o del texto, gra´ficos e ima´genes que apare-
cen en una pa´gina. Las posiciones se definen en te´rminos de parejas de coordenadas en un
plano Cartesiano. Una pareja de coordenadas es una pareja de nu´meros reales x e y que
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Tabla 2.4: Resumen de operadores
Categor´ıa Operadores
De estado gra´fico generales w, J, j, M, d, ri, i, gs
De estado gra´fico especiales q, Q, cm
Contruccio´n de caminos m, l, c, v, y, h, re
Dibujo de caminos S, s, f, F, f*, B, B*, b, b*, n
Recorte de caminos W, W*
Objetos texto BT, ET
Estado del texto Tc, Tw, Tz, TL, Tf, Tr, Ts
Posicionar texto Td, TD, Tm, T*
Mostrar texto Tj, TJ, ’, ”
Fuentes Type 3 d0, d1
Color CS, cs, SC, SCN, sc, scn, G, g, RG, rg, K, k
Ima´genes inline BI, ID, EI
XObjects Do
Contenido marcado MP, DP, BMC, BDC, EMC
Compatibilidad BX, EX
localizan un punto en un espacio bidimensional. Un espacio de coordenadas se determina
por las siguientes propiedades con respecto a la pa´gina actual: la localizacio´n del origen,
la orientacio´n de los ejes y la longitud de las unidades en cada uno.
PDF define diferentes espacios de coordenadas en los cua´les las coordenadas que es-
pecifican de los objetos gra´ficos son interpretadas:
Espacio del dispositivo. Si las coordenadas en un PDF se especificaran en el es-
pacio del dispositivo de salida (impresora, screen), el fichero ser´ıa dependiente del
dispositivo. Es por esto que para evitar la dependencia del dispositivo de objetos
especificados en este espacio existe el espacio de usuario.
Espacio del usuario. Evita la dependencia con el dispositivo. La entrada en el dic-
cionario pa´gina CropBox especifica el recta´ngulo del espacio del usuario correspon-
diente al a´rea visible en el medio de salida. Conceptualmente, el espacio de usuario
es un plano infinito y so´lo una pequen˜a porcio´n del mismo se corresponde con el
a´rea visible en el dispositivo de salida (la regio´n definida por la entrada CropBox ).
Con la entrada Rotate podemos girar una pa´gina.
La longitud de una unidad (para ambos ejes) viene fijada por la entrada UserUnit
(a partir de la versio´n 1.6). El valor por defecto de esta entrada es de 1/72 pulgadas
(aproximadamente 352 micro´metros).
Si fuera necesario, un stream de contenido podr´ıa modificar el espacio del usuario
para que se ajustara a sus necesidades aplicando un operador de transformacio´n de
coordenada (cm), cuya descripcio´n se encuentra en la Figura 2.9.
Adema´s de estos espacios, PDF utiliza otros espacios para propo´sitos espec´ıficos:
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Las coordenadas de texto son especificadas en el espacio de texto. La transformacio´n
desde el espacio del texto al del usuario se define mediante una matriz de texto en
combinacio´n con otros para´metros del estado gra´fico. Esto se vera´ ma´s detenida-
mente en la seccio´n 2.7.2 Operadores de texto.
Los cara´cteres glyphs en una fuente se definen en el espacio glyph (ver seccio´n 2.7.1.3
Posicionamiento y me´trica). La transformacio´n de este espacio al de texto se de-
fine en la matriz de fuente. Para muchos tipos de fuente, esta matriz mapea 1000
unidades el espacio glyph a 1 unidad del de texto.
Un form XObject, es un stream de contenido que puede ser tratado como un ele-
mento gra´fico a trave´s de otro stream de contenido. Su espacio se denomina form
space. (**) Este tipo de stream de contenido no se ha contemplado en la realizacio´n
de este proyecto.
Toda imagen se define en un espacio de imagen. Para ser dibujada, la imagen es
mapeada a una regio´n de la pa´gina mediante la alteracio´n temporal de la CTM.
Esto se vera´ ma´s detenidamente en la seccio´n 2.6.5 Ima´genes.
Las transformaciones entre los diferentes espacios se definen por las matrices de trans-
formacio´n.
2.6.2.1. Matriz de transformacio´n
Una matriz de transformacio´n especifica la relacio´n entre dos espacios de coordenadas.
Modificando una matriz de transformacio´n, los objetos pueden ser escalados, rotados,
transladados o transfomados de otra manera. Las transformaciones modifican el sistema
de coordenadas, no los objetos gra´ficos.
La matriz de transformacio´n de coordenadas presenta el siguiente aspecto: a b 0c d 0
e f 1

Dando valores a [a,b,c,d,e,f] podemos escalar, rotar o transladar coordenadas utilizando
la multiplicacio´n de matrices.
(
x′ y′ 1
)
=
(
x y 1
) a b 0c d 0
e f 1

2.6.3. Estado gra´fico
Una aplicacio´n de consumo de PDF’s mantiene una estructura interna llamada estado
gra´fico (graphics state) que guarda los para´metros de control gra´fico actual. Por ejemplo,
el operador f (fill -rellenar) impl´ıcitamente utiliza el para´metro del color actual, y el op-
erador S (stroke-trazo) adicionalmente utiliza el para´metro de ancho de l´ınea actual del
estado gra´fico. En el Ape´ndice Para´metros del Estado Gra´fico se encuentran e´stos y otros
para´metros.
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Un documento PDF bien estructurado contiene t´ıpicamente muchos elementos gra´ficos
que son esencialmente independientes unos de otros. La pila del estado gra´fico permite a
estos elementos realizar cambios locales sin afectar al estado gra´fico de los otros elementos.
Ello es posible utilizando los operadores q y Q. El operador q coloca una copia del estado
gra´fico entero en la pila mientras que el operador Q lo reestablece elimina´ndolo de la pila.
Estos operadores siempre deben aparecer balanceados. La presencia de estos operadores
dentro del stream de contenido de las pa´ginas nos puede servir para realizar el marcado
del documento PDF que buscamos. De esto se hablara´ ma´s detalladamente en el Cap´ıtulo
3, Especificacio´n e implementacio´n.
En la Figura 2.9 se recogen los operadores del estado gra´fico.
Figura 2.9: Operadores del Estado Gra´fico
Mientras que algunos de los para´metros en el estado gra´fico pueden ser modificados
con operadores individuales, otros no. Estos u´ltimos so´lo pueden ser modificados con el
operador de estado gra´fico gene´rico gs. El operando proporcionado a este operador es
el nombre del diccionario de para´metros del estado gra´fico, cuyos contenidos especifican
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los valores de uno o ma´s para´metros. Este nombre se encuentra en el subdiccionario
ExtGState (estado gra´fico extendido). Cada entrada en este diccionario especifica el valor
de un para´metro individual, como se muestra en el Ape´ndice Entradas de un Diccionario
de Para´metros del Estado Gra´fico.
(**) No todas las entradas de este diccionario se han podido reproducir en este proyec-
to, por motivo de limitaciones con las librer´ıas utilizadas. De este tema se hablara´ en la
seccio´n 3.4, Limitaciones.
2.6.4. Espacio de colores
PDF incluye poderosas herramientas para especificar el color de los objetos gra´ficos
que son pintados en la pa´gina actual. Estas herramientas se dividen en dos partes:
Especificacio´n de color. Un fichero PDF puede especificar colores abstractos de man-
era independiente al dispositivo de salida. Se pueden describir colores en una varie-
dad de sistemas de color o color spaces. Algunos se relacionan con la representacio´n
del color en el dispositivo (grayscale, RGB, CMYK) y otros con la percepcio´n hu-
mana (CIE-based).
Renderizado de color. La aplicacio´n reproduce colores en el dispositivo de salida por
un proceso complejo, algunos aspectos del cual utilizan informacio´n especificada en
el PDF. Estas caracter´ısticas son dependientes del dispositivos y normalmente no
se incluyen en la descripcio´n de pa´gina.
Como ya se ha comentado el operador f tiene un color que viene determinado por el
para´metro del color actual del estado gra´fico. Lo mismo ocurre con el operador S. Un
color es un valor que consiste en uno o ma´s componentes de color, que usualmente sera´n
nu´meros. Estos valores se interpretan segu´n el espacio de color actual, otro para´metro
que encontramos en el estado gra´fico. Un stream de contenido de un PDF selecciona el
espacio de color invocando a los operadores CS o cs y a continuacio´n selecciona los valores
del color a trave´s de ese espacio de color con el operador SC o sc. Tambie´n existen otro
operadores -G, g, RG, rg, K, y k- que seleccionan el espacio de color y el valor del color
en un solo paso.
La Figura 2.10 muestra dos caminos para seleccionar el espacio de color y especificar
el color para las operaciones de trazo: los operadores CS y SC seleccionan el espacio de
color de trazo actual y el color de trazo actual separadamente, mientras que el RG lo hace
a la vez (los operadores cs, sc y rg realizan las mismas funciones pero con operaciones
sin trazo).
Figura 2.10: Maneras de seleccionar el espacio de color
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Los espacios de color con las mismas caracter´ısticas se pueden clasificar dentro de
familias. En la Figura 2.11 se resumen las familias de espacio de color soportadas y las
versiones PDF a partir de las cua´les se soportan.
Device color spaces : especifican directamente los colores o sombras de grises que ha
de producir el dispositivo de salida. Proveen diferentes me´todos de especificacio´n del
color, incluyendo grayscale, RGB (red-green-blue) y CMYK (cyan-magenta-yellow-
black), que se corresponden con las familias DeviceGray - controla la intensidad
de la luz acroma´tica en una escala de blanco y negro -, DeviceRGB - controla la
intensidad de la luz roja, verde y azul, colores usados en displays - y DeviceCMYK -
controla la concentracio´n en tinta de cyan, magenta, amarillo y negro, colores usados
en impresiones - . Estos espacios no necesitan ir acompan˜ados de ningu´n para´metro.
Los operadores para especificar colores en estos espacios son: G, g, RG, rg, K y k,
y esta´n disponibles en todas las versiones PDF.
CIE-based color spaces : se basan en un esta´ndar internacional, especificando colores
de manera independiente a las caracter´ısticas del dispositivo de salida y que se rela-
ciona con la percepcio´n visual humana, consiguiendo resultados consistentes a la
salida a pesar de las limitaciones de cada dispositivo. En esta categor´ıa se encuen-
tran las familias CalGray - so´lo posee una componente y usualmente acroma´tico -,
CalRGB - posee tres componentes -, Lab, y ICCBased.
Special color spaces : an˜aden caracter´ısticas a un determinado color space. Las fami-
lias inclu´ıdas son Pattern, Indexed -permite usar enteros en el stream de contenido
como ı´ndices a una tabla de color en otro espacio -, Separation - permite utilizar
colorantes especiales en el dispositivo de salida para producir efectos an˜adidos a los
conseguidos por los colorantes esta´ndar utilizados en solitario -, y DeviceN - con-
teniendo un nu´mero arbitra´reo de componentes de color proveen mayor flexibilidad
que con un espacio de color esta´ndar, pudiendo por ejemplo, excluir el negro de los
componentes del espacio DeviceCMYK.
Figura 2.11: Familias del espacio de color
(**) En este proyecto so´lo se ha reproducido, por motivos de limitaciones con las li-
brer´ıa utilizada (iText), aquellas operaciones indicadas por los operadores gra´ficos (los
operadores de color y su descripcio´n se pueden encontrar en el Ape´ndice Operadores de
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Figura 2.12: Espacio de color Separation
color) que trabajan en “un so´lo paso” como el operador RG, que aplica espacios de color
dependientes del dispositivo, as´ı como del espacio de color especial Separation cuando
complementa a uno de estos espacios.
La Figura 2.12 ilustra la especificacio´n del espacio de color Separation (objeto 5), que
intenta producir un color llamado LogoGreen. Si el dispositivo de salida no posee colorante
correspondiente a dicho color se utiliza un espacio de color alternativo (alternateSpace),
que corresponde en este caso al DeviceCMYK y la funcio´n de transformacio´n tint (objeto
12) mapea los valores CMYK aproxima´ndolos a ese color.
2.6.5. Objetos externos
Un objeto externo (llamado normalmente XObject) es un objeto gra´fico cuyos con-
tenidos se definen mediante un stream de contenido autocontenido, separado del que
esta´ en uso. Existen tres tipos de estos objetos:
Imagen XObject. Representa una imagen visual, como una fotograf´ıa.
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Form XObject. Descripcio´n autocontenida de una secuencia arbitraria de objetos
gra´ficos.
PostScript XObject. Contiene un fragmento de co´digo expresado en lenguaje de
descripcio´n de pa´gina PostScript. No se recomienda utilizar este tipo de objetos.
Cualquier XObject puede ser dibujado como parte de otro stream de contenido mediante
el operador Do. Para ello el nombre de su operando debe aparecer como una clave en
el subdiccionario XObject del actual diccionario recurso. El valor asociado debe ser un
stream con la entrada Type igual a XObject. El efecto de Do depende del valor de la
entrada Subtype, que debe ser Image para un XObject tipo imagen, Form, para uno tipo
form o PS para uno PostScript.
2.6.5.1. Ima´genes
PDF provee dos mecanismos para especificar ima´genes:
Una imagen XObject es un objeto stream cuyo diccionario especifica los atributos
de la imagen y cuyos datos contienen las muestras de la imagen. Una imagen se
dibuja en la pa´gina invocando el operador Do en un stream de contenido (al igual
que todos los objetos externos).
Una imagen puede ser colocada en la pa´gina de salida en cualquier posicio´n, taman˜o
y orientacio´n utilizando el operador cm para modificar la matriz de transformacio´n
actual (CTM). T´ıpicamente son necesarios la pareja de operadores q y Q.
La Figura 2.13 define la insercio´n de una imagen de 256 muestras de ancho y alto,
8 bits/muestra en el espacio de color DeviceGray. La imagen se pinta en una pa´gi-
na con la esquina inferior izquierda posicionada en las coordenadas (45,140) en el
espacio de usuario y escalado en 132 unidades en el espacio de usuario por ancho y
alto.
Una imagen inline que esta´ definida directamente en el stream de contenido en
vez de un objeto por separado. Las ima´genes que pueden ser representadas de esta
manera son limitadas ya que da a la aplicacio´n menos flexibilidad. Solo debe usarse
para ima´genes de 4 Kb o menos. La Figura 2.14 muestra un ejemplo de imagen
inline con 17 muestras de ancho, 17 de alto y 8 bits por componente en espacio de
color DeviceRGB. El operador cm esta´ escalando la imagen a un ancho y alto de 17
unidades de usuario y coloca´ndola en las coordenadas (298,388). Los operadores q y
Q encapsulan e´ste operador para limitar su efecto so´lo al renderizado de la imagen.
Este tipo de objetos esta´n delimitados en el stream de contenido por los operadores
BI, ID y EI, resumidos en la Tabla 2.5.
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Figura 2.13: Ejemplo XObject Image
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Figura 2.14: Ejemplo Inline Image
Tabla 2.5: Operadores Inline Image
Operadores Descripcio´n
BI Empieza un objeto inline image.
ID Empiezan los datos de la imagen para ese objeto.
EI Termina el objeto.
BI e ID delimitan una serie de parejas clave-valor que especifican caracter´ısticas de
la imagen, como dimensiones o espacio de color. Los datos de imagen se encuentran
entre los operadores ID y EI, cuyo formato es ana´logo al de un objeto stream como
una imagen Xobject.
2.6.5.2. Form XObject
Un objeto form XObject es un stream de contenido que es una descripcio´n autocon-
tenida de una secuencia de objetos gra´ficos (incluyendo objetos de texto, ima´genes...).
Este objeto puede ser pintado repetidas veces en diferentes localizaciones del documento
PDF con el mismo resultado cada vez.
En la Figura 2.15 vemos un form que pinta un cuadrado relleno de 1000x1000 unidades.
En el diccionario form se encuentran las entradas que recogen las caracter´ısticas de taman˜o
del form XObject y en el stream de contenido los operadores de dibujo.
(**) Debido a su complejidad y a no ser un prerrequisito de la aplicacio´n se opto´ por no
contemplarse en la realizacio´n del proyecto este tipo imagen. A causa de la gran cantidad
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Figura 2.15: Ejemplo Form XObject
de tipos de anotaciones que se pueden insertar en un documento PDF y por los mismos
motivos que los Form XObject es que e´stas tampoco han sido contempladas.
2.6.6. Contenido opcional, marcado y PDF Tagged
El contenido opcional se refiere a secciones del contenido de un PDF que pueden
ser mostradas u ocultadas selectivamente. Los objetos gra´ficos pueden ser dina´mica-
mente visibles o invisibles si esta´n dentro de un grupo de contenido opcional. El con-
tenido perteneciente a un grupo es visible cuando el grupo esta´ “ON” e invisible cuando
esta´ “OFF”. Secciones en un stream de contenido pueden ser etiquetados opcionalmente
incluye´ndolos entre los operadores de marcado de contenido BDC y EMC con una etique-
ta de contenido marcado (OC ). En la Figura 2.16 podemos ver un ejemplo de contenido
opcional.
(**) Debido a su complejidad y a no ser un prerrequisito de la aplicacio´n se opto´ por
no contemplarse en la realizacio´n del proyecto este tipo de efectos sobre el contenido.
El contenido marcado identifica una porcio´n del stream de contenido como un elemento
de intere´s para una determinada aplicacio´n que trabaje con PDF etiquetado o Tagged
PDF. La librer´ıa iText utilizada para generar los PDF de salida permite definir estructuras
que marcan contenido, pero debido a que los PDF etiquetados son relativamente nuevos
solamente se permiten ciertos efectos en el contenido. En la Figura 2.17 se muestra un
contenido marcado que se puede generar con esta librer´ıa. La P significa que es un pa´rrafo,
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Figura 2.16: Ejemplo Optional Content
Figura 2.17: Ejemplo Marked Content Span
MCID 4 es el identificador del contenido marcado y los operadores de marcado son BDC
y EMC. La secuencia marcada se etiqueta como tipo Span. El resultado final ser´ıa que
“fue el peor de los tiempos” se mostrar´ıa en pantalla pero al hacer copy-paste de la frase
se copiar´ıa otro texto (“fue el mejor de los tiempos”). De la misma manera, utilizando la
funcionalidad Vista > Leer en voz alta de Adobe Reader (disponible a partir de la versio´n
1.6), Adobe Reader leer´ıa “fue el mejor de los tiempos”.
Sin embargo, existen muchos otros efectos que se pueden aplicar sobre un contenido
marcado. En la Figura 2.18 el contenido es un texto una parte del cual sera´ un link.
(**) Aunque la funcionalidad de recrear PDF etiquetados a la salida no era uno de
los prerrequisitos del proyecto, se intento´ an˜adir posteriormente. Debido a que la librer´ıa
utilizada (iText) no permite trabajar con la variedad de efectos del contenido marcado so´lo
se ha tenido en cuenta el marcado tipo Span en el proyecto final. El resto de contenido
marcado podra´ verse en la salida pero sin el efecto con el cua´l deber´ıa aparecer (Ver
seccio´n 3.4, Limitaciones).
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Figura 2.18: Ejemplo Marked Content Link
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2.7. Texto
En esta seccio´n se hablara´ de la manera de tratar con texto en documentos PDF,
especificamente de la representacio´n de cara´cteres con glyphs de fuentes. Un glyph es una
forma gra´fica susceptible a todas las manipulaciones gra´ficas, como una transfomacio´n de
coordenadas.
2.7.1. Organizacio´n y uso de fuentes
Un cara´cter es un s´ımbolo abstracto, mientras que un glyph es una renderizacio´n
gra´fica espec´ıfica de un cara´cter. Por ejemplo, los glyphs A, A y A son renderizaciones
del cara´cter abstracto “A”.
Los glyphs esta´n organizados en fuentes. Una fuente define glyphs para un conjunto
de cara´cteres en particular. Por ejemplo, las fuentes Helvetica y Times los definen para
el conjunto del esta´ndar Latin. Los diferentes conjuntos de cara´cteres se muestran en el
Ape´ndice Grupos de cara´cteres y encodings.
Para ser usada en una aplicacio´n que trabaje con PDF una fuente tiene forma de
programa, escrito en un lenguaje especial para su propo´sito, como el formato Type 1 o
TrueType, que sera´ entendido por un inte´rprete de fuente especializado. En documentos
PDF’s el te´rmino fuente se refiere al diccionario fuente, un objeto que identifica el progra-
ma de esa fuente (adema´s de informacio´n adicional sobre e´l). Existen diferentes tipos de
fuentes, identificados por la entrada Subtype del diccionario fuente. Para muchos tipos de
fuente, el programa de la fuente se define en un fichero separado, que debe estar embedido
en un objeto stream u obtenerse de la una fuente externa. Este programa contendra´ las
descripciones de los glyphs para generarlos.
Un stream de contenido dibuja glyphs en la pa´gina especificando un diccionario fuente
y un objeto string que es interpretado como una o ma´s secuencias de co´digos cara´cter
identificando los glyphs en la fuente. Esta operacio´n es conocida como mostrar el string
de texto.
2.7.1.1. Reglas ba´sicas para mostrar texto
En la Figura 2.19 se muestra un stream de contenido de un PDF con el texto “Hola
Mundo” realizado con la herramienta iText.
Para pintar glyphs un stream de contenidos primero debe identificar la fuente a utilizar.
Para eso se utiliza el operador Tf que contiene el nombre de una fuente recurso (una
entrada que encontraremos en el subdiccionario Font en el diccionario recurso y cuyo valor
es un diccionario fuente). Un diccionario fuente identifica el nombre de la fuente conocido
externamente (como Helvetica) y posee informacio´n adicional necesaria para dibujar los
glyphs desde esa fuente. Es posible que el diccionario fuente provea el programa fuente e´l
mismo.
En la Figura 2.19 vemos que el diccionario fuente viene referenciado como F15 (en
el diccionario fuente correspondiente encontrar´ıamos el nombre de la fuente). Junto con
e´l aparece un 12 que nos indica el taman˜o de la fuente. Una fuente define los glyphs
para un taman˜o esta´ndar. El espacio del usuario esto significa 1 unidad (1/72 pulgadas,
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Figura 2.19: Ejemplo Mostrar Texto
aproximadamente 352 micro´metros) por lo que la fuente esta´ndar necesita rescalarse. El
12 ser´ıa el factor por el cual escalar´ıamos y constituye el segundo operando del operador
Tf an˜adiendo en el estado gra´fico el taman˜o de la fuente del texto.
Una vez la fuente ha sido seleccionada y escalada se puede proceder al dibujo de los
glyphs. Para ello es necesario el operador Td, que ajusta la posicio´n del texto actual
(realmente la translacio´n de los componentes de la matriz del texto, como se vera´ a
continuacio´n). El origen del sistema de coordenadas por defecto es la esquina inferior
izquierda. La altura de una pa´gina DIN-A4 es de 842 unidades, por lo que si tenemos un
margen superior y derecho por defecto de 36 unidades tenemos que la altura inicial del
“cursor” sera´ y=806, mientras que la posicio´n horizontal sera´ x=36 (esto lo indicamos
con la instruccio´n 36 806 Td). A continuacio´n con 0 -18 Td lo estamos desplazando hacia
abajo 18 unidades (este es el interlineado, llamado en la PDF Reference leading). Es por
tanto y=806-18 y x=36 la posicio´n donde comenzar´ıa a escribirse el texto.
El operador Tj toma un operando string y dibuja sus correspondientes glyphs, usando
la fuente actual y otros para´metros relacionados en el estado gra´fico. En la Figura 2.19
este operador trata cada elemento del string como un co´digo cara´cter, cada uno de los
cua´les seleccionara´ una descripcio´n de un glyph en la fuente para dibujarlo en la pa´gina.
2.7.1.2. Efectos gra´ficos
El uso normal del operador Tj y otros producen que los glyphs se dibujen en la
pa´gina con un color negro. Pero existen efectos gra´ficos, permitidos por la combinacio´n de
diferentes operadores de fuente y operadores gra´ficos, que permiten dibujarlos con otros
efectos.
Por ejemplo, el operador g permite denotar el porcentaje de gris con el que pintar
un glyph (debera´ ir acompan˜ado con un para´metro que corresponda con ese porcentaje).
El operador Tr hace que el texto tenga el modo de renderizacio´n “pincelado”(las letras
estar´ıan “huecas”).
2.7.1.3. Posicionamiento y me´trica
Los operadores para mostrar texto esta´n disen˜ados presuponiendo que los glyphs se
posicionan de acuerdo con sus anchuras esta´ndar. No obstante, se puede variar el posi-
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cionamiento de diferentes maneras. Por ejemplo con el operador TJ se puede ajustar la
posicio´n de texto entre parejas de glyphs consecutivas (cara´cteres en un string de texto).
Adema´s de la anchura, un glyph necesita de otras me´tricas que influencian en su
posicionamiento y dibujo. Para muchos tipos de fuente esta informacio´n se encuentra
internamente en el propio programa fuente. No obstante, existe un tipo de fuente (Type
3) donde todas las me´tricas esta´n expl´ıcitamente en el diccionario fuente.
Los glyphs tienen su propio sistema de coordenadas, un espacio en el cual se definen
como individuales. El origen de un glyph es el punto (0, 0) en su sistema de coordenadas.
Tj y otros operadores de mostrado de texto posicionan el origen del primer glyph a dibujar
en el origen del espacio del texto. Por ejemplo, la Figura 2.20 muestra el ajuste del origen
del espacio del texto a (40, 50) y coloca el origen del glyph A en ese punto.
Figura 2.20: Origen del glyph
El desplazamiento de un glyph es la distancia desde su origen al punto al cual el origen
del siguiente deber´ıa estar colocado cuando se pintan los glyphs consecutivos en una l´ınea
de texto. Esta distancia es un vector en el sistema de coordenadas del glyph. Muchos
sistemas de escritura occidentales tienen un desplazamiento horizontal positivo y vertical
nulo. Algunos sistemas asia´ticos tienen un desplazamiento vertical no nulo.
2.7.2. Objetos texto
Los objetos texto consisten en operadores que pueden mostrar strings de texto, mover
su posicio´n y configurar el estado del texto (comprende aquellos para´metros del estado
gra´fico que so´lo afectan al espacio de los cara´cteres, palabras, escalado horizontal, fuente,
interlineado y taman˜o de la fuente).
Estos objetos empiezan con el operador BT y terminan con el operador ET. Se definen
unos para´metros que so´lo afectan a objetos de texto y que son independientes entre e´stos,
como la matriz de texto (por defecto la matriz identidad a = c = 1; b = d = e = f = 0
que hace coincidir el espacio del texto y el del usuario) o la matriz de l´ınea de texto. Se
definen tres tipos de operadores espec´ıficos:
Operadores de posicionamiento de texto. Lee y configura la matriz de l´ınea de texto.
Ver Tabla 2.6.
Operadores de mostrado de texto. Actualiza la matriz de texto (cambiando el valor
e y f) y lee y configura la de l´ınea. Ver Tabla 2.7.
Operadores del estado de texto. Ver Tabla 2.8.
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Tabla 2.6: Operadores de Posicionamiento
Operador Para´metros / Operandos Descripcio´n
Td (tx, ty) Mueva al principio de la l´ınea, con un
offset desde el inicio de la l´ınea actual
de (tx,ty).
TD (tx, ty) Lo mismo que Td pero configura el in-
terlineado a -ty.
Tm (e, f) o (a, b, c, d, e, f) Configura la matriz de texto y la ma-
triz de l´ınea de texto. Los para´metros
a, b, c, d, e y f tienen el mismo significa-
do que el descrito en la seccio´n 2.6.2.1
Matriz de transformacio´n
T* — Mueve al principio de la siguiente l´ınea
dependiendo del interlineado.
Tabla 2.7: Operadores para Mostrado de Texto
Operador Para´metros / Operandos Descripcio´n
Tj (string) Muestra un string de texto.
’ (string) Mueve a la siguiente l´ınea y mues-
tra un string de texto.
” (aw, ac, string) Mueve a la siguiente l´ınea y mues-
tra un string de texto usando aw
como espacio entre palabras y ac
como espacio entre cara´cteres.
TJ (array) Muestra uno o ma´s strings de tex-
to permitiendo el posicionamien-
to individual de glyphs. Cada ele-
mento del array puede ser un
nu´mero o un string. Si el elemen-
to es un string, este operador lo
muestra. Si por el contra´reo es
un nu´mero, el operador ajusta la
posicio´n del texto a esa cantidad.
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Tabla 2.8: Operadores de Estado de Texto
Operador Descripcio´n
Tc Configura el espacio entre cara´cteres.
Tw Configura el espacio entre palabras.
Tz Configura el escalado horizontal.
TL Configura el interlineado.
Tf Configura la fuente del texto y taman˜o.
Tr Especifica el modo de rendirizado (lleno
(filled) o hueco (stroked)). Por defecto los
glyphs esta´n llenos.
Ts Configura la elevacio´n del texto.
En la Figura 2.21 se muestra un ejemplo del funcionamiento del operador TJ. En
la parte inferior se observa como el espacio entre las letras es diferente que en la parte
superior a causa de los nu´meros del array que hacen las veces de la separacio´n.
Figura 2.21: Ejemplo de funcionamiento del Operador TJ
Esta cantidad se expresa en mile´simas de unidad en el espacio de texto. La cantidad se
substrae desde la coordinada horizontal o vertical actual, dependiendo del modo de escrit-
ura. En el sistema de coordenadas por defecto, un ajuste positivo significa un movimiento
del siguiente glyph hacia la izquierda (o hacia abajo).
Un operando string de un operador de mostrado de texto se interpreta como una
secuencia de co´digos cara´cter identificando glyphs para pintar. En muchas fuentes, cada
byte del string es tratado separadamente como un co´digo cara´cter. A partir de versio´n
PDF 1.2, un string puede ser mostrado en una fuente compuesta que utilice co´digos de
mu´ltiples bytes para seleccionar algunos de sus glyphs. En tal caso, uno o ma´s bytes
consecutivos del string se tratan como un co´digo cara´cter. Las longitudes de los co´digos
y los mapeados de co´digo a glyph se definen en una estructura de datos conocida como
CMap, descrita en la seccio´n 2.7.5 Fuentes Compuestas.
Los strings deben seguir la sintaxis de los objetos string. Cuando un string se define
entre pare´ntesis, los bytes cuyos valores son los mismos que los cara´cteres ASCII pare´ntesis
izquierdo, derecho o contrabarra deben de estar precedidos del cara´cter contrabarra.
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Tabla 2.9: Tipos de Fuentes
Tipo Subtipo Descripcio´n
Type 0 Type 0 Fuente compuesta por otras
fuentes llamadas fuentes base
(ver seccio´n 2.7.5 Fuentes Com-
puestas).
Type 1 Type 1 Fuente que define la forma de
los glyphs usando la tecnolog´ıa de
fuente Type 1 (ver seccio´n 2.7.4
Fuentes Simples).
Type 3 Type 3 Fuente que define glyphs medi-
ante streams de operadores gra´fi-
cos (ver seccio´n 2.7.4 Fuentes
Simples).
TrueType TrueType Fuente basada en el formato
de fuente TrueType (ver seccio´n
2.7.4 Fuentes Simples).
CIDFont CIDFontType 0 CIDFont (ver seccio´n 2.7.5
Fuentes Compuestas) cuya des-
cripcio´n de glyphs se basa en la
tecnolog´ıa de fuente Type 1.
CIDFontType 2 CIDFont (ver seccio´n 2.7.5
Fuentes Compuestas) cuya des-
cripcio´n de glyphs se basa en la
tecnolog´ıa de fuente TrueType.
2.7.3. Introduccio´n a las estructuras de datos de fuentes
Una fuente se representa en un PDF como un diccionario fuente, especificando el tipo
de fuente, su nombre PostScript, su encoding e informacio´n que pueda proveer una fuente
sustituta cuando el programa de la fuente no este´ disponible. Opcionalmente una fuente
puede ser embedida como un objeto stream en un fichero PDF. Los tipos de fuentes se
distinguen en la entrada Subtype en el diccionario fuente. La Tabla 2.9 lista los tipos de
fuentes definidos en PDF. Las fuentes Type 0 son llamadas fuentes compuestas, mientras
que el resto se consideran fuentes simples.
2.7.4. Fuentes simples
Existen diferentes tipos de fuentes simples, con las siguientes propiedades:
En la fuente los glyphs se seleccionan mediante co´digos cara´cter de un byte desde
un string que es mostrado mediante operadores de mostrado de texto. El mapeado
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Tabla 2.10: Fuentes Type 1 Esta´ndar
Times-Roman Helvetica Courier Symbol
Times-Bold Helvetica-Bold Courier-Bold ZapfDingbats
Times-Italic Helvetica-Oblique Courier-Oblique
Times-BoldItalic Helvetica-BoldOblique Courier-BoldOblique
entre los co´digos y los glyphs es conocido como encoding (codificacio´n) de la fuente
(ver seccio´n 2.7.4.5 Encoding).
So´lo soportan la escritura horizontal (desplazamientos horizontales de los glyphs).
Excepto para fuentes Type 0, Type 3 (en documentos PDF no etiquetados) y ciertas
fuentes esta´ndar Type 1, cada diccionario fuente contiene un subdiccionario descrip-
tor de fuente conteniendo las me´tricas y otros atributos de la fuente. Entre estos
atributos se encuentra un fichero conteniendo el programa fuente (opcional).
2.7.4.1. Type 1
Un programa fuente Type 1 es un programa PostScript estilizado que describe formas
glyph. Utiliza un encoding compacto para las descripciones de e´stos e incluye informacio´n
que permite renderizacio´n de alta calidad, incluso para resoluciones bajas y pequen˜os
taman˜os.
Un diccionario fuente Type 1 contiene entradas que son opcionales para las 14 fuentes
esta´ndar, listadas en la Tabla 2.10, pero se requieren para el resto. Entre estas entradas
encontramos: Type (fuente), SubType (Type 1), BaseFont (el nombre PostScript de la
fuente), FontDescriptor (opcional para las fuentes esta´ndar), Encoding y ToUnicode.
Las fuentes esta´ndar, sus me´tricas y fuentes de substitucio´n adecuadas deben de estar
disponibles para la aplicacio´n del consumidor.
El diccionario o nombre Encoding es opcional y especifica el encoding de la fuente
si es distinto de su encoding incorporado (built-in encoding). Si es un nombre, su va-
lor estara´ predefinido (MacRomanEncoding, MacExpertEncoding, o WinAnsiEncoding,
descritos en el Ape´ndice Grupos de cara´cteres y encodings). Si es un diccionario e´ste
especificara´ las diferencias entre el encoding incorporado de la fuente y un encoding pre-
definido.
Otra entrada opcional es ToUnicode, un stream que contiene un fichero CMap que
mapea los co´digos cara´cter a valores Unicode (ver seccio´n 2.7.8 Extraccio´n de contenido
textual).
2.7.4.2. TrueType
Este formato de fuente fue desarrollado por Apple Computer, Inc., y ha sido adop-
tado como un formato de fuente esta´ndar por Microsoft Windows. Un diccionario fuente
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TrueType puede contener las mismas entradas que uno Type 1 pero con las siguientes
diferencias:
El valor de SubType es TrueType.
El valor de BaseFont puede ser un nombre PostScript como en el caso Type 1 o
un nombre PostScript derivado del nombre por el cual la fuente se conoce en el
sistema operativo del host. Si la fuente utiliza un estilo cursiva o negrita el nombre
de la fuente viene acompan˜ado de una coma seguida del estilo (Bold, Italic, or
BoldItalic).
El valor del Encoding esta´ sujeto a limitaciones (ver seccio´n 2.7.4.5 Encoding).
Este tipo de fuentes es dependiente de la plataforma. Es por esto que al utilizar una
fuente TrueType, e´sta quedara´ incrustada (un subconjunto de la misma) en el PDF para
que el PDF pueda ser le´ıdo en otros ordenadores diferentes al que lo crearon.
Existe un formato de fuente, OpenType, que se define como un superconjunto de
los existentes formatos TrueType y Adobe PostScript Type 1. Si una fuente OpenType
esta´ basada en una Type 1 la extensio´n del fichero de la fuente sera´ .otf mientras que si
esta´ basada en la tecnolog´ıa TrueType podra´ tener extensio´n .otf o .ttf.
2.7.4.3. Type 3
Las fuentes Type 3 difieren de las otras fuentes soportadas por PDF. Su diccionario
define la fuente al contrario que el resto, que simplemente contienen informacio´n sobre
ella y hacen referencia al programa fuente. Adema´s el SubType sera´ Type 3.
En las fuentes Type 3 los glyphs esta´n definidos por streams de operadores gra´ficos.
E´stos esta´n asociados con nombres de cara´cteres y mediante la entrada encoding se mapea
el co´digo cara´cter con el nombre del cara´cter para el glyph.
Este tipo de fuentes son ma´s flexibles que las Type 1 porque las descripciones de los
glyphs pueden contener cualquier operador gra´fico. No obstante, no mantienen la calidad
a la salida para taman˜os pequen˜os y resoluciones bajas.
Para cada co´digo cara´cter la aplicacio´n del consumidor mira el nombre del cara´cter
en la entrada encoding (ver seccio´n 2.7.4.5 Encoding). A continuacio´n mira el nombre
del cara´cter en el diccionario CharProcs (dentro del diccionario fuente), para obtener un
objeto stream conteniendo la descripcio´n del glyph. Por u´ltimo guarda el estado gra´fico
antes de invocar a tal descripcio´n para despue´s restaurarlo.
En la Figura 2.22 se observa el objeto diccionario CharProcs de una fuente Type 3
(objeto 10) que contiene el nombre de los dos glyphs de la fuente (un cuadrado y un
tria´ngulo “rellenos”) y la referencia indirecta a los objetos streams que los describen.
(**) Este tipo de fuentes no se contemplan en este proyecto. Esto es debido a que este
tipo de fuentes no son un prerrequisito de la aplicacio´n y que su utilizacio´n en el documento
PDF de salida implicar´ıa la realizacio´n de un co´digo adicional que reprodujera cada uno
de los glyphs por separado (utilizando los objetos streams que los definen) cada vez que
aparecieran en el texto.
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Figura 2.22: Descripcio´n de los glyphs de una fuente Type 3
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2.7.4.4. Subconjuntos
Los documentos PDF pueden incluir subconjuntos de fuentes Type 1 y TrueType. La
fuente y el descriptor que definen un subconjunto son algo diferentes de los de la fuente
completa. Estas diferencias son las que permiten a la aplicacio´n reconocer los subconjuntos
de la fuente y crear documentos que pueden contener diferentes subconjuntos de una
misma fuente.
(**) Con la herramienta iText so´lo podremos hacer que el PDF de salida presente
subconjuntos con las fuentes TrueType.
2.7.4.5. Encoding
El encoding o codificacio´n de una fuente es la asociacio´n entre co´digos cara´cter (obteni-
dos de los strings de texto) y de las descripcio´n de los glyphs. Las fuentes compuestas (Type
0) utilizan un algoritmo de mapeado diferente (ver seccio´n 2.7.5 Fuentes Compuestas).
Excepto para las fuentes Type 3, cada programa fuente tiene su codificacio´n incor-
porada. Bajo ciertas circumstancias un diccionario fuente puede modificar el encoding
incorporado para permitir que el texto se muestre codificado segu´n ciertas convenciones
(por ejemplo Microsoft Windows y Apple Mac OS utilizan sistemas esta´ndar de codifi-
cacio´n diferente para texto Latin). Adema´s, esto permite que las aplicaciones especifiquen
co´mo los cara´cteres seleccionados de un subconjunto sera´n codificados.
Los programas fuentes para texto Latin de Adobe Systems utilizan el encoding esta´ndar
Adobe (StandardEncoding). Los encodings utilizados normalmente para este tipo de texto
son MacRomanEncoding para Mac OS y WinAnsiEncoding para Windows. Existe tam-
bie´n el encoding MacExpertEncoding para uso de cara´cteres de sofisticada tipograf´ıa.
Para ma´s detalle de los encodings ver Ape´ndice Grupos de cara´cteres y encodings.
Para modificar el encoding incorporado se incluye la entrada Encoding en el diccionario
fuente. Las modificaciones dependera´n del tipo de fuente. El valor de la entrada Encoding
es el nombre de un encoding (uno de los tres predefinidos explicados en el pa´rrafo anterior)
o un diccionario encoding, que tendra´ a su vez entradas como BaseEncoding y Differences.
La entrada BaseEncoding es el encoding del cual la entrada Differences especifica
diferencias y podra´ ser uno de los tres encodings predefinidos. Para un programa fuente
embedido en un documento PDF, el encoding base impl´ıcito es el encoding incorporado.
La entrada Differences no esta´ recomendada para fuentes TrueType y se trata de un
vector que describe las diferencias del encoding especificado por la entrada BaseEncoding
y si e´sta no esta´ presente por el encoding impl´ıcito. El vector sigue el siguiente esquema:
co´digo1 nombre11, nombre12, ...
co´digo2 nombre21, nombre 22 ...
... co´digoN nombrenN1, ... nombre NN
Cada co´digo es el primer ı´ndice de una secuencia de co´digos cara´cteres a ser modificados.
El primer nombre de cara´cter despue´s del co´digo es el nombre de ese co´digo. Subsecuente-
mente los nombres sera´n reemplazados por los co´digos consecutivos al co´digo inicial hasta
que pasemos al siguiente co´digo. Por ejemplo, en el diccionario Encoding de la Figura 2.23,
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el nombre quotesingle (’) se asocia al cara´cter 39, Adieresis (A¨) con el 128 y Aring (A˚)
con el 129.
Figura 2.23: Diccionario encoding
A continuacio´n se particularizara´ el encoding a los tres tipos de fuentes simples.
Los descripciones de los glyphs de los programas fuentes Type 1 se identifican me-
diante nombres de cara´cter (simples objetos nombres del PDF), no mediante co´digos
cara´cter. Las descripciones para cara´cteres del alfabeto Latin son asociadas normal-
mente con nombres de letras, como A o a. Otros cara´cteres se asocian con nombres
compuestos de palabras como por ejemplo ampersand10. Un encoding incorporado
de una fuente Type 1 se define por un vector que forma parte del programa fuente
(no se debe confundir con la entrada Encoding del diccionario fuente). La entrada
en el diccionario puede alterar el mapeado impl´ıcito de la fuente mapeando un co´di-
go al nombre de cualquier descripcio´n de glyph que exista en el programa fuente,
a pesar de que ese glyph este´ referenciado por el encoding impl´ıcito o por el que
indica la entrada BaseEncoding. Si se intenta hacer el mapeado a un nombre de
cara´cter que no existe en el programa fuente, se sustituye por el espacio cara´cter.
(**) En el caso de las fuentes utilizadas para crear los documentos PDF para este
proyecto mediante (las fuentes Computer Modern Type 1) no se realiza modificacio´n
del mapeado.
Una fuente Type 3 tambie´n contendra´ nombres de cara´cteres para identificar las
descripciones de los glyphs que aparecen, como se ha explicado anteriormente, en el
diccionario de la fuente CharProcs. El mapeado entre co´digos cara´cter y nombres
de cara´cter se define enteramente por la entrada Encoding, requerida siempre para
este tipo de fuentes.
El encoding impl´ıcito de un programa fuente TrueType mapea directamente del
co´digo cara´cter a la descripcio´n del glyph mediante una estructura interna llamada
“cmap”(no confundir con CMap descrita en la seccio´n 2.7.5.2 CMaps). Esta estruc-
tura se utiliza conjuntamente con la entrada Encoding del diccionario fuente para
mapear co´digos cara´cter en descripciones glyph. La tabla “cmap” contiene una o ma´s
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subtablas que representan mu´ltiples encodings con el propo´sito de ser utilizados en
diferentes plataformas.
Como ya se ha comentado este tipo de fuentes son dependientes de la plataforma, por
lo que la fuente tendra´ que estar embedida en el PDF y las fuentes que especifiquen
como entrada Encoding los encodings MacRomanEncoding o WinAnsiEncodingas
no deben tener vector Differences. En este caso la tabla “cmap” se inicializa con los
mapeados del Ape´ndice Grupos de cara´cteres y encodings. Si la entrada Encoding es
un diccionario, la tabla se inicializa con las entradas de la entrada BaseEncoding del
diccionario. Cualquier entrada en el vector de Differences no se tendra´ en cuenta.
Las entradas en la tabla que no hayan quedado definidas se llenara´n usando el
StandardEncoding.
2.7.5. Fuentes compuestas
Una fuente compuesta, tambie´n llamada fuente Type 0, obtiene los glyphs de un objeto
parecido a una fuente llamado CIDFont. La fuente Type 0 se conoce como la fuente ra´ız
mientras que la CIDFont se considera su descendiente. Su diccionario fuente tendra´ el
valor Type 0 como Subtype.
Para las fuentes simples, cada byte de un string selecciona un glyph para ser mostrado,
mientras que para las fuentes compuestas, se puede decodificar una secuencia de uno o
ma´s bytes para seleccionar un glyph de la fuente descendiente CIDFont. De esta manera
se soporta una gran cantidad de conjuntos de cara´cteres, como los de los lenguajes Chino,
Japone´s y Coreano (CJK). Se introduce pues la fuente CID-keyed que refleja el hecho
que se utilizan nu´meros llamados CID (character identifier) para indexar y acceder a las
descripciones de los glyphs en la fuente, siendo este me´todo ma´s eficiente para fuentes
grandes que acceder al nombre del cara´cter (usado en algunas fuentes simples).
Un fichero CMap (character map) especifica la correspondencia entre los co´digos
cara´cter y los nu´meros CID usados para identificar a los glyphs. Esto es equivalente al
concepto de encoding en las fuentes simples. Mientras que en e´stas se permite un ma´ximo
de 256 glyphs, un CMap puede describir un mapeado para co´digos de mu´ltiples bytes para
miles de glyphs. Un fichero CIDFont contiene descripciones de glyph para una coleccio´n
de cara´cteres. Las descripciones por s´ı mismas tienen un formato similar al usado en las
fuentes simples. No obstante, se identifican con sus CIDs en vez de con sus nombres y se
organizan de manera diferente.
En PDF los CMaps y CIDFonts se representan como objetos PDF. Sus respectivos
programas pueden ser referenciados por nombre o embedidos como un objeto stream en el
fichero PDF. Una fuente CID-keyed es la combinacio´n de un CMap con una CIDFont que
contiene las descripciones de los glyphs y se representa como una fuente Type 0, contenien-
do una entrada Encoding cuyo valor es el diccionario CMap y su entrada DescendantFonts
referencia al diccionario CIDFont con el que se combinara´ el CMap.
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2.7.5.1. CIDFonts
Un programa CIDFont contiene la descripcio´n de los glyphs que sera´n accedidos usando
un CID como selector de cara´cter. Existen dos tipos de CIDFonts:
CIDFont Type 0 (no es lo mismo que fuente Type 0), contiene las descripciones
basa´ndose en el formato de fuente Type 1.
CIDFont Type 2, contiene las descripciones basa´ndose en el formato TrueType.
El diccionario CIDFont es un objeto PDF que contiene informacio´n sobre el programa
CIDFont. Aunque la entrada Type tenga valor Font, una CIDFont no es realmente una
fuente, no tiene una entrada Encoding, no puede aparecer listada en el subdiccionario
Font de un diccionario recurso y no puede ser utilizada como operando del operador Tf.
Se puede utilizar como descendiente de una fuente Type 0. El CMap en la fuente Type 0
es lo que define el encoding que mapea co´digos cara´cter a CIDs en la CIDFont.
2.7.5.2. CMaps
Adema´s de todo lo anterior, un CMap especifica el modo de escritura (vertical u
horizontal) para cualquier CIDFont con el cua´l se combine el CMap. Un CMap puede
especificarse de dos maneras: como un objeto nombre identificando un CMap predetermi-
nado conocido por la aplicacio´n del consumidor o como un objeto stream cuyo contenido
es el fichero CMap.
En el Ape´ndice CMaps CJK predefinidos se listan los CMaps predefinidos, que mapean
los co´digos cara´cter a CIDs en una so´la descendiente CIDFont. Aquellos cuyos nombres
terminan en H especifican un modo de escritura horizontal. Aquellos terminados en V lo
especifican vertical.
Los CMaps Identity-H y Identity-V mapean los co´digos cara´cter de 2 bytes al mismo
valor CID de 2 bytes. Pueden utilizarse para referenciar los glyphs directamente a partir
de los sus CIDs al mostrar texto. Cuando la fuente actual es una fuente Type 0 cuya
entrada Encoding es Identity-H o Identity-V, el string a mostrar se interpreta como una
pareja de bytes representando CIDs. Esto funciona con cualquier CIDFont, independiente
de su coleccio´n de cara´cteres. Adema´s, cuando se trata de Type 2 CIDFont los valores CID
representan ı´ndices para las descripciones de los glyphs en el programa fuente TrueType
(esto so´lo funciona si la fuente esta´ embedida en el fichero PDF).
Para los encodings no predefinidos, el PDF debera´ contener un stream que defina el
CMap.
2.7.5.3. Diccionario fuente Type 0
Este diccionario contendra´ las siguientes entradas requeridas: Type (Font), SubType
(Type 0), BaseFont (nombre PostScript de la fuente CIDFont), Encoding (el nombre
del CMap predefinido o el stream conteniendo el CMap) y DescendantFont (un vector
especificando el diccionario CIDFont descendiente).
(**) Debido a que este tipo de fuentes quedan exclu´ıdas (al igual que las Type 3) de
los prerrequisitos de la aplicacio´n no se han tenido en cuenta en el desarrollo del proyecto.
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2.7.6. Descriptores de fuente
Un descriptor de fuente especifica la me´trica y otros atributos de una fuente simple
como un todo (es distinto de las me´tricas de un glyph individual). Estas me´tricas facilitan
informacio´n que permite a la aplicacio´n del consumidor sintetizar una fuente substituta
o seleccionar una similar si el programa de la fuente no esta´ disponible. Tambie´n debe
utilizarse para embeder un programa fuente en el fichero PDF. Se trata de un diccionario
cuyas entradas especifican varios atributos de la fuente. En el Ape´ndice Entradas de de-
scriptores de fuente se listan estos atributos.
Las entradas FontFile, FontFile1 y FontFile2, son necesarias para poder embeder el
programa fuente en el fichero PDF.
2.7.7. Programas fuente embedidos
Un programa fuente puede ser embedido en un fichero PDF como datos dentro de un
objeto stream. Tal objeto se conoce tambie´n como fichero fuente. Los programas de las
fuentes esta´n sujetos a copyright y el copyright impondra´ las condiciones bajo las cua´les
se podra´ utilizar dicho programa (como puede ser que el programa no quede embedido).
Un programa fuente so´lo permitira´ su embedido para el propo´sito de ver e imprimir el
documento, pero no para crear nuevo texto o modificar el existente texto que utilice esa
fuente (se requerer´ıa una licencia de copia del programa fuente).
A continuacio´n se resumen las maneras por las cuales los programas fuente son embe-
didos en un fichero PDF dependiendo de la representacio´n del programa fuente:
FontFile Programa fuente Type 1 en el formato original descrito en el Formato de Fuente
Adobe Type 1. Esta entrada puede aparecer en el descriptor de fuente para un
diccionario fuente Type 1.
FontFile2 Programa fuente TrueType. Esta entrada puede aparecer en el descriptor de
fuente para un diccionario fuente TrueType o para un diccionario CIDFontType2.
FontFile3 Programa fuente OpenType. OpenType es una extensio´n de TrueType que
permite la inclusio´n de programas fuente que utilizan un formato de fuente compacto
(CFF). Esta entrada puede aparecer en el descriptor de fuente para los siguientes
tipos de diccionarios:
Un diccionario fuente TrueType
Un diccionario CIDFont
Un diccionario Type 1
Un diccionario stream para un fichero fuente contiene las entradas habituales para un
stream, como son Length y Filter.
Cuando trabajamos con fuentes Type 1 trabajamos con ficheros fuentes Adobe Font
Metrics (.afm). E´stos guardan informacio´n sobre me´trica de los glyphs, pero para poder
embeder estas fuentes es necesario un programa fuente, ya que e´stas no contienen informa-
cio´n sobre la forma de la fuente. Estos programas adicionales son los ficheros PostScript
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Font Binary (PFB). Existe una versio´n de Microsoft para los ficheros AFM, los ficheros
PFM.
2.7.8. Extraccio´n de contenido textual
Las secciones anteriores han descrito todas las facilidades para mostrar texto en una
pa´gina. Adema´s de mostrar texto, las aplicaciones pueden necesitar determinar informa-
cio´n contenida en el texto (durante operaciones de bu´squeda o exportacio´n de texto a
otras aplicaciones). Para esto se define el esta´ndar Unicode, un sistema para numerar
todos los cara´cteres comunes utilizados en una gran cantidad de lenguajes. Este sistema
es el adecuado para representar la informacio´n contenida en el texto y no su apariencia,
ya que Unicode identifica los cara´cteres, no los glyphs.
Una aplicacio´n puede extraer el contenido del texto convirtie´ndolo a Unicode, siempre
que los cara´cteres de la fuente este´n identificados segu´n un conjunto de cara´cteres esta´ndar
conocido por la aplicacio´n (si la fuente utiliza un encoding esta´ndar o los cara´cteres en la
fuente se identifican por nombres esta´ndar o CIDs conocidos). En otro caso, es necesaria
la utilizacio´n de informacio´n adicional como:
la entrada ToUnicode del diccionario fuente, cuyo valor es un objeto stream que
contiene una clase fichero CMap que mapea co´digos cara´cter a valores Unicode.
la entrada ActualText para una secuencia de contenido marcada, que se puede uti-
lizar para especificar el contenido directamente.
La aplicacio´n seguira´ estos pasos, en el orden dado, para mapear al valor Unicode:
Si el diccionario fuente contiene la entrada ToUnicode, usara´ el CMap para convertir
el co´digo cara´cter a Unicode.
Si la fuente es simple y utiliza los encodings predefinidos o su vector Differences
incluye so´lo nombres de cara´cteres tomados del conjunto de cara´cteres esta´ndar Latin
de Adobe y del conjunto de cara´cteres nombrados en la fuente Symbol, mapeara´ el
co´digo cara´cter a un nombre de cara´cter segu´n las tablas del Ape´ndice Character
Set and Encodings y el vector Differences. A continuacio´n mirara´ que´ valor Unicode
corresponde a dicho nombre de cara´cter en la Adobe Glyph List (http://partners.
adobe.com/public/developer/en/opentype/glyphlist.txt)
Si se trata de fuentes compuestas de determinadas caracter´ısticas se mapeara´ al
identificador de cara´cter (CID) segu´n el CMap de la fuente y, a partir de e´stos y de
una serie de pasos, obtener el valor Unicode.
El CMap definido en la entrada ToUnicode del diccionario fuente debe seguir la sintaxis
definida en la seccio´n 2.7.5.2 CMaps. Este CMap difiere de uno ordinario en que:
el fichero CMap debe contener los operadores begincodespacerange y endcodees-
pacerange.
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tambie´n debe contener los operadores beginbfchar, endbfchar, beginbfrange y
endbfrange para definir el mapeo de co´digos cara´cter a secuencias de cara´cter
Unicode, expresadas en encoding UTF-16BE 11.
En el ejemplo de la Figura C.11 se observa la definicio´n de un CMap dentro del objeto
stream referenciado por la entrada ToUnicode en el diccionario fuente.
Figura 2.24: Ejemplo Definicio´n de un CMap
Los operadores begincodespacerange y endcodespacerange definen el rango de
cara´cteres co´digo de la fuente que constituyen los co´digos cara´cter de 2 bytes desde
<0000> a <FFFF>. Se muestra el mapeado espec´ıfico para algunos de los co´digos
cara´cteres . Por ejemplo <0000> a <005E> se mapean con los valores Unicode U+0020 a
U+007E. A esto le sigue la definicio´n de mapeado donde cada co´digo cara´cter representa
ma´s de un valor Unicode: <005F><0061> [<00660066 ><00660069><00660066006C>]
1116-bit Unicode Transformation Format
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Esto define el mapeado desde los co´digos cara´cter <005F>, <0060> y <0061> a los
strings de valores Unicode. En este ejemplo los strings corresponden a las ligaduras ff,
fi y ﬄ. De manera que <0060> corresponde a los valores Unicode U+0066 y U+0069,
formando la ligadura fi.
Finalmente, el cara´cter co´digo <3A51> se mapea al valor Unicode U+2003E (que
esta´ expresado por la secuencia <D840DC3E> en encoding UTF-16BE).
2.8. Ejemplos de PDF
2.8.1. Texto
En el ejemplo de la Figura 2.25 se muestra el cla´sico ejemplo del “Hello world”. Este
ejemplo muestra solamente una l´ınea de texto ilustrando el uso de fuentes y operadores
de PDF relacionados con texto. El string se visualiza con fuente Helvetica de taman˜o 24.
Ya que se trata de una de las fuentes esta´ndar, no es necesario descriptor de fuente. En
la Tabla 2.11 se recogen los objetos PDF usados.
Tabla 2.11: Objetos PDF usados en el ejemplo de un string de texto
Nu´mero de objeto Tipo de objeto
1 Catalog (cata´logo del documento)
2 Outlines (diccionario outline)
3 Pages (nodo de a´rbol de pa´ginas)
4 Page (objeto pa´gina)
5 Stream de contenido
6 Font (fuente Type 1)
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Figura 2.25: Ejemplo de un string de texto
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2.8.2. Gra´ficos
En el ejemplo de la Figura 2.26 se muestran dos l´ıneas, cont´ınua y discont´ınua, un
tria´ngulo con borde y relleno y una curva de Be´zier cu´bica rellena y con borde. En la
Figura 2.27 tenemos el fichero PDF y en la Tabla 2.12 se recogen los objetos PDF usados
por el mismo.
Figura 2.26: Salida ejemplo de gra´ficos
Tabla 2.12: Objetos PDF usados en el ejemplo de gra´ficos
Nu´mero de objeto Tipo de objeto
1 Catalog (cata´logo del documento)
2 Outlines (diccionario outline)
3 Pages (nodo de a´rbol de pa´ginas)
4 Page (objeto pa´gina)
5 Stream de contenido
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Figura 2.27: Ejemplo de gra´ficos
2.8 Ejemplos de PDF 69
2.8.3. Pa´ginas
En el ejemplo de la Figura 2.28 se muestra un esquema del a´rbol de pa´ginas de un
documento PDF. En la Figura 2.29 observamos un fragmento de ese PDF con los objetos
root, sus dos hijas, y dos de sus nietas (la lectura del fragmento es secuencial hacia abajo).
Figura 2.28: Esquema de a´rbol de pa´ginas
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Figura 2.29: Ejemplo de a´rbol de pa´ginas
Cap´ıtulo 3
Especificacio´n e implementacio´n
3.1. Ana´lisis de requisitos software y hardware del
proyecto y de la aplicacio´n
3.1.1. Proyecto
3.1.1.1. Requisitos software
Para la realizacio´n de este proyecto se ha optado por el uso del lenguaje Java por ser
un lenguaje de programacio´n orientado a objetos independiente de la arquitectura y del
sistema operativo. Adema´s es el lenguaje utilizado por las librer´ıas de tratamiento PDF
necesarias para la realizacio´n del proyecto.
La versio´n utilizada del JDK de Sun Microsystems ha sido la 1.6, por motivos de
compatibilidad con las librer´ıas usadas. El IDE utilizado para la realizacio´n del proyecto
ha sido Eclipse Europa versio´n 3.2.2. Finalmente el proyecto se basa en un conjunto de
librer´ıas especializadas en el tratamiento de ficheros PDF generados con otra serie de
herramientas, las cua´les se listan a continuacio´n con una breve autodescripcio´n de las
mismas.
Librer´ıa iText[7] (versio´n 2.1.3). “API1 que fue concebida para permitir a los desarro-
lladores producir ficheros PDF dina´micamente”.
Librer´ıa PDFBox[1] (versio´n 0.7.3). “Apache PDFBox es una librer´ıa Java para trabajar
con documentos PDF”.
LaTeX[6]. “LaTeX es un sistema de composicio´n tipogra´fica de alta calidad”.
WinEdt (versio´n 5.5). “Poderoso y versa´til editor ASCII para MS Windows con una fuerte
predisposicio´n a la creacio´n de documentos LaTeX.”
MiKTeX[2] (versio´n 2.7). “MiKTeX (pronunciado mick-tech) es una implementacio´n ac-
tualizada TeX2/LaTeX para Windows”.
Adobe Reader[3] (versio´n 8.0). “Es el u´nico programa de visualizacio´n de archivos PDF
que puede abrir todos los documentos PDF e interactuar con ellos”.
1Interfaz de Programacio´n de Aplicaciones (API) es el conjunto de me´todos que ofrece cierta librer´ıa
para ser utilizados por otro software como una capa de abstraccio´n.
2sistema de composicio´n tipogra´fica
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3.1.1.2. Requisitos hardware
PC con sistema operativo MS Windows e instalacio´n de los requisitos software WinEdt,
Eclipse Europa, MiKTeX y Adobe Reader. La explicacio´n de como realizar la instalacio´n
de MiKTeX se encuentra en la pa´gina http://docs.miktex.org/manual/installing.
html.
3.1.2. Aplicacio´n
3.1.2.1. Requisitos software
Para poder ejecutar la aplicacio´n se necesitan tres componentes: el ejecutable de la
aplicacio´n (recoge los .jar3 de las librer´ıas utilizadas), la JVM versio´n 1.6, y Adobe Reader.
3.1.2.2. Requisitos hardware
PC con sistema operativo MS Windows e instalacio´n de los requisitos software. De la
instalacio´n y uso de la aplicacio´n se hablara´ en el Ape´ndice Manual de Usuario. Todos
los requisitos software se incluyen en el CD-ROM que acompan˜a a esta memoria (ver
Ape´ndice Contenidos CD-ROM ).
3.2. Especificacio´n
3.2.1. Ana´lisis de requisitos y prerrequisitos
La realizacio´n de un ana´lisis de los requisitos de una aplicacio´n es fundamental para
llevarla a cabo. En primer lugar se han de definir las tecnolog´ıas y herramientas necesarias
para realizarla y analizar el tiempo que conllevara´ su aprendizaje. En el caso de este
proyecto, el periodo de tiempo para asimilar estos puntos puede encontrarse en el Cap´ıtulo
4, Planificacio´n y dichas tecnolog´ıas y herramientas, ya introducidas en la seccio´n anterior,
se explican ma´s detalladamente en la seccio´n 3.2.3 Tecnolog´ıas y herramientas utilizadas.
En cuanto a las necesidades para que una aplicacio´n funcione de la manera esperada,
es necesario definir unos requisitos funcionales de la aplicacio´n. Estas funcionalidades se
presentan en la siguiente seccio´n como casos de uso.
Para poder realizar los puntos anteriores se han de tener claros los prerrequisitos de
la aplicacio´n en cuestio´n.
Para el presente proyecto y la funcionalidad de marca invisible los prerrequisitos son:
Los PDF que servira´n de entrada a la aplicacio´n, es decir, los PDF a los que se les
debe insertar una marca o palabra co´digo invisible, se han de generar con la her-
ramienta LaTeX, utilizando la distribucio´n de LaTeX para MS Windows MiKTeX.
La versio´n del PDF sobre la que se trabaja ser´ıa la 1.4 que es la versio´n generada
por la u´ltima versio´n de esta distribucio´n.
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Los PDF podra´n tener tablas, ima´genes, ecuaciones, etc. pero no elementos com-
plejos como formularios, form XObjects, anotaciones, sonidos, contenido opcional,
contenido marcado etc. o acciones como navegar por el documento o enlaces a pa´gi-
nas web u a otros documentos.
No hay restricciones respecto al taman˜o del PDF de salida.
De manera general, las fuentes utilizadas en los PDF de entrada sera´n las fuentes
simples esta´ndar Type 1, pues la posibilidad de poder visualizar un PDF con
cualquier aplicacio´n lectora con este tipo de fuentes es obligatoria.
Los PDF creados con LaTeX trabajan por defecto con sus fuentes Tex esta´ndar
(Computer Modern). Las fuentes de tipos originarias de LaTeX son Type 3, pero
actualmente existen versiones Type 1 de la mayor parte de dichas fuentes. La dis-
tribucio´n MiKTeX es capaz de utilizar fuentes Type 1 siempre que el sistema se
configure adecuadamente, por lo que el prerrequisito se ampl´ıa a que las fuentes CM
sean Type 1 (en este caso no se tratara´ de las fuentes esta´ndar Type 1 sino´ de las
versiones Type 1 de las fuentes CM de Tex).
En todo caso los ficheros de las fuentes utilizadas en el PDF original deben de estar
en el ordenador en el cual se ejecute el software para insertar la marca invisible en
el documento PDF original.
No se permite que el PDF de entrada utilice un modo de escritura vertical propio
de lenguajes CJK (necesitan fuentes compuestas).
Para la funcionalidad de marca visible los prerrequisitos son:
Los PDF de entrada a la aplicacio´n pueden haberse generado a partir de cualquier
aplicacio´n de creacio´n de PDF.
Las ima´genes a insertar en el PDF de salida deben pertenecer al grupo: JPEG, GIF,
PNG, TIFF, BMP y WMF4.
Una vez realizada la aplicacio´n partiendo de los prerrequisitos anteriores (Fase 1 del
proyecto) se prorrogo´ el tiempo del proyecto en dos meses, an˜adie´ndose como prerrequisito
que los PDF a los que insertar marca invisible se hubieran generado a partir de Acrobat
Distiller y otros generadores de PDF, tomando como ejemplo los PDF bajo el proyecto
GILDDA (Fase 2 del proyecto). Este requisito era lo suficientemente amplio como para que
dos meses fueran insuficientes para poder alcanzar los objetivos con las mismas necesidades
y tecnolog´ıas iniciales. Es por esto que el Cap´ıtulo 5, Adaptabilidad Proyecto GILDDA y
limitaciones de esta memoria se centra en los puntos de la Fase 2 que quedan por resolver
y se hace un resumen de los prerrequisitos finales de la aplicacio´n.
4Windows Metafile Format
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3.2.2. Casos de uso
Previamente a realizar la implementacio´n de la aplicacio´n es necesario documentar los
requisitos funcionales que queremos obtener, especificando las funcionalidades y separando
en etapas el trabajo a realizar. Esta especificacio´n es la base para poder elaborar un disen˜o
satisfactorio. Para ello se han utilizado casos de uso textuales (se podr´ıa haber realizado
de manera gra´fica). Un caso de uso es un documento que describe una secuencia de
acontecimientos que realiza un actor que usa el sistema para realizar un proceso que tiene
algu´n valor para e´l. Un actor es una entidad externa al sistema (usuario) que participa
en la historia del caso de uso. A continuacio´n se especifiquen los casos de uso de este
proyecto. Algunos casos se modificaron durante la implementacio´n del software.
3.2.2.1. Insercio´n del co´digo visible
En esta seccio´n se recoge el caso de uso “Insercio´n del co´digo visible”. En primer lugar
se adjunta el caso de uso inicial, que por motivos de facilidad para el usuario de cara a la
ejecucio´n de la aplicacio´n se modifico´ posteriormente:
Flujo ba´sico: Insertar Co´digo Visible
1. El usuario accede al sistema.
2. El sistema le pide al usuario que´ quiere hacer.
3. El usuario introduce una opcio´n.
{comprobacio´n de la opcio´n}
4. El sistema le pregunta al usuario cua´l es el PDF a marcar.
5. El usuario indica el PDF que quiere marcar.
{comprobacio´n de PDF}
6. El sistema le pregunta al usuario que´ desea insertar.
7. El usuario decide incrustar una imagen.
{incrustar texto}
{incrustar texto e imagen}
{no incrustar}
8. El sistema le pregunta al usuario la imagen.
9. El usuario introduce la imagen a incrustar.
{comprobacio´n imagen}
10. El sistema le pregunta al usuario la posicio´n de la imagen.
11. El usuario introduce la posicio´n.
{comprobacio´n posicio´n imagen}
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12. El sistema le pregunta al usuario el PDF de salida.
13. El usuario le indica el PDF de salida.
{comprobacio´n de PDF salida}
14. El sistema genera el PDF de salida con la imagen incrustada en la posicio´n indicada.
Flujo alternativo: Error en la opcio´n
En {comprobacio´n de la opcio´n} el usuario ha introducido una opcio´n no va´lida.
1. El sistema le indica al usuario que escoja la opcio´n correctamente y se acaba la
ejecucio´n.
Flujo alternativo: Error en PDF entrada
En {comprobacio´n de PDF} no existe el PDF introducido.
1. El sistema le indica al usuario que el PDF introducido no existe y se acaba la
ejecucio´n.
Flujo alternativo: PDF entrada encriptado
En {comprobacio´n de PDF} el PDF de entrada esta´ encriptado.
1. El sistema le indica al usuario que el PDF esta´ encriptado y se acaba la ejecucio´n.
Flujo alternativo: Usuario elige incrustar texto
En {incrustar texto} el usuario ha elegido incrustar texto.
1. El sistema le pregunta al usuario el texto a incrustar.
2. El usuario introduce el texto.
3. El sistema le pregunta al usuario el taman˜o y tipo de fuente.
4. El usuario introduce los datos.
{comprobacio´n tipo de fuente}
Flujo alternativo: Usuario elige incrustar texto e imagen
En {incrustar texto e imagen} el usuario ha elegido incrustar texto e imagen.
1. El sistema le pregunta al usuario el texto a incrustar.
2. El usuario introduce el texto.
3. El sistema le pregunta al usuario el taman˜o y tipo de fuente.
4. El usuario introduce los datos.
{comprobacio´n tipo de fuente}
5. El sistema le pregunta al usuario la imagen.
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6. El usuario introduce la imagen a incrustar.
{comprobacio´n imagen}
7. El sistema le pregunta al usuario la posicio´n de la imagen.
8. El usuario introduce la posicio´n.
{comprobacio´n posicio´n imagen}
Flujo alternativo: No incrustracio´n
En {no incrustar} el usuario elige no insertar ni imagen ni texto.
1. El sistema le indica al usuario que no se hara´ ninguna incrustacio´n y se termina la
ejecucio´n.
Flujo alternativo: Error tipo de fuente
En {comprobacio´n tipo de fuente} el tipo de fuente indicado por el usuario no es
del tipo esperado.
1. El sistema le indica al usuario que el tipo no es el esperado y se acaba la ejecucio´n.
Flujo alternativo: Error imagen
En {comprobacio´n imagen} el fichero imagen no puede encontrarse.
1. El sistema le indica al usuario que no se encuentra la imagen y se acaba la ejecucio´n.
Flujo alternativo: Error posicio´n imagen
En {comprobacio´n posicio´n imagen} la posicio´n insertada por el usuario no cor-
responde con ninguna de las posibles.
1. El sistema le indica al usuario la posicio´n de la imagen es incorrecta y se acaba la
ejecucio´n.
Flujo alternativo: Error en PDF de salida
En {comprobacio´n de PDF salida} el usuario ha indicado una ubicacio´n para el
PDF de salida que no existe
1. El sistema le indica al usuario que la carpeta elegida no existe y se acaba la ejecucio´n.
El caso de uso final parte del anterior pero simplifica la interaccio´n entre sistema-
usuario. Despue´s de realizar diversas pruebas se observo´ que ser´ıa ma´s sencillo trabajar
con un fichero de para´metros que el usuario deber´ıa rellenar pre´viamente a la ejecucio´n
de la aplicacio´n con aquellos datos que inicialmente e´sta necesitaba. De esta manera
obtenemos el siguiente caso de uso:
Flujo ba´sico: Insertar Co´digo Visible
1. El usuario accede al sistema.
2. El sistema le pide al usuario que´ quiere hacer.
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3. El usuario introduce una opcio´n.
{comprobacio´n de la opcio´n}
4. El sistema le pregunta cua´l es el fichero de para´metros.
5. El usuario indica el fichero.
{comprobacio´n del fichero para´metros}
{creacio´n PDF}
6. El sistema genera el PDF de salida con la imagen incrustada en la posicio´n indicada.
Flujo alternativo: Error en la opcio´n
En {comprobacio´n de la opcio´n} el usuario ha introducido una opcio´n no va´lida.
1. El sistema le indica al usuario que escoja la opcio´n correctamente y se acaba la
ejecucio´n.
Flujo alternativo: Error en el fichero de para´metros
En {comprobacio´n del fichero para´metros} el usuario ha indicado un nombre de
fichero que no existe.
1. El sistema le indica al usuario que el fichero de para´metros no existe y se acaba la
ejecucio´n.
Flujo alternativo: PDF entrada encriptado
En {creacio´n PDF} el PDF de entrada esta´ encriptado.
1. El sistema le indica al usuario que el PDF esta´ encriptado y se acaba la ejecucio´n.
Flujo alternativo: Incrustacio´n de texto
En {creacio´n PDF} el usuario ha especificado insertar so´lo texto.
{comprobacio´n fuente}
1. El sistema crea el PDF de salida con el texto incrustado.
Flujo alternativo: Incrustacio´n de texto e imagen
En {creacio´n PDF} el usuario ha especificado insertar texto e imagen.
{comprobacio´n fuente}
{comprobacio´n imagen}
1. El sistema crea el PDF de salida con el texto y la imagen incrustados.
Flujo alternativo: No incrustracio´n
En {creacio´n PDF} el usuario no especifica datos (texto o imagen) a insertar en el
fichero de para´metros.
1. El sistema le indica al usuario que no se hara´ ninguna incrustacio´n y se termina la
ejecucio´n.
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Flujo alternativo: Error tipo de fuente
En {comprobacio´n fuente} el tipo de fuente indicado por el usuario para insertar
texto no es del tipo esperado.
1. El sistema le indica al usuario que el tipo no es el esperado y se acaba la ejecucio´n.
Flujo alternativo: Error imagen
En {comprobacio´n imagen} el fichero imagen indicado en los para´metros no puede
encontrarse.
1. El sistema le indica al usuario que no se encuentra la imagen y se acaba la ejecucio´n.
Flujo alternativo: Error posicio´n imagen
En {comprobacio´n imagen} la posicio´n indicada por el usuario no corresponde con
ninguna de las posibles.
1. El sistema le indica al usuario la posicio´n de la imagen es incorrecta y se acaba la
ejecucio´n.
Flujo alternativo: Error en PDF de salida
En {creacio´n PDF} el usuario ha indicado una ubicacio´n para el PDF de salida que
no existe
1. El sistema le indica al usuario que la carpeta elegida no existe y se acaba la ejecucio´n.
3.2.2.2. Insercio´n del co´digo invisible
En esta seccio´n se recoge el caso de uso “Insercio´n del co´digo invisible”. En primer
lugar se adjunta el caso de uso inicial, que se modifico´ posteriormente de la misma forma
y por los mismos motivos que el caso de uso “Insercio´n del co´digo visible”.
Flujo ba´sico: Insercio´n Co´digo Invisible
1. El usuario accede al sistema.
2. El sistema le pide al usuario que´ quiere hacer.
3. El usuario introduce una opcio´n.
{comprobacio´n de la opcio´n}
4. El sistema le pregunta cua´l es el PDF a marcar.
5. El usuario indica el PDF que quiere marcar.
{comprobacio´n de PDF}
6. El sistema le pregunta al usuario la palabra co´digo a introducir.
7. El usuario introduce la palabra co´digo o palabras co´digo a insertar, indicando su
longitud y nu´mero.
{comprobacio´n de la palabra co´digo}
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8. El sistema le pregunta al usuario si prefiere escoger un tipo de marcaje a priori.
9. El usuario no escoge tipo.
{tipo de marcaje}
10. El sistema le pregunta al usuario si quiere encriptar el PDF de salida.
11. El usuario deniega encriptarlo.
{encriptacio´n del PDF de salida}
12. El sistema le pregunta al usuario la ruta de salida.
13. El usuario le indica la ruta.
{comprobacio´n ruta de salida}
14. El sistema le pregunta al usuario las carpetas temporales.
15. El usuario le las carpetas.
{comprobacio´n carpetas temporales}
16. El sistema le pregunta al usuario la ruta de las fuentes.
17. El usuario indica la ruta.
{comprobacio´n ruta fuentes}
18. El sistema crea el/los PDF/s de salida con la palabra/s co´digo insertadas.
Flujo alternativo: Error en la opcio´n
En {comprobacio´n de la opcio´n} el usuario ha introducido una opcio´n no va´lida.
1. El sistema le indica al usuario que escoja la opcio´n correctamente y se acaba la
ejecucio´n.
Flujo alternativo: Error en PDF
En {comprobacio´n de PDF} no existe el PDF introducido.
1. El sistema le indica al usuario que el PDF introducido no existe y se acaba la
ejecucio´n.
Flujo alternativo: PDF original encriptado
En {comprobacio´n de PDF} el PDF original esta´ encriptado.
1. El sistema le indica al usuario que el PDF introducido esta´ encriptado y se acaba
la ejecucio´n.
Flujo alternativo: Error en palabra co´digo
En {comprobacio´n de la palabra co´digo} la palabra co´digo contiene cara´cteres
erro´neos, su longitud o nu´mero no coincide con la informacio´n insertada por el usuario.
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1. El sistema comunica al usuario el motivo del error en la palabra co´digo y se acaba
la ejecucio´n.
Flujo alternativo: Marcaje escogido inadecuado
En {tipo de marcaje} el usuario elige escoger un tipo a priori.
1. El sistema pide al usuario el tipo.
2. El usuario inserta el tipo.
{comprobacio´n tipo de marcaje}
3. El sistema verifica si el tipo es aplicable y sino´ lo es escoge otro. Si no existe ninguno
aplicable informa al usuario y se acaba la ejecucio´n.
Flujo alternativo: Marcaje escogido inadecuado
En {comprobacio´n tipo de marcaje} el marcaje escogido por el usuario no se
corresponde con uno de los tipos disponibles.
1. El sistema comunica al usuario que el marcaje no es va´lido y se acaba la ejecucio´n.
Flujo alternativo: Encriptacio´n de la salida
En {encriptacio´n del PDF de salida} el usuario acepta encriptarlo.
1. El sistema le pregunta al usuario el password para encriptar.
2. El usuario introduce el password.
{comprobacio´n password salida}
3. el sistema crea el/los PDF/s de salida con la palabra/s co´digo insertadas, encrip-
tando la/s salida/s.
Flujo alternativo: Error en password del PDF salida
En {comprobacio´n password salida} el password que ha insertado el usuario
esta´ vac´ıo.
1. El sistema le indica al usuario que es no se puede encriptar con ese password y se
acaba la ejecucio´n.
Flujo alternativo: Ruta de salida no existe
En {comprobacio´n ruta de salida} la ruta indicada por el usuario no existe.
1. El sistema le indica al usuario que la ruta no existe y se acaba la ejecucio´n.
Flujo alternativo: Carpetas temporales no existen
En {comprobacio´n carpetas temporales} las rutas indicadas por el usuario no
existen.
1. El sistema le indica al usuario que las rutas no existen y se acaba la ejecucio´n.
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Flujo alternativo: Ruta de fuentes no existe
En {comprobacio´n ruta fuentes} la ruta indicada por el usuario no existe.
1. El sistema le indica al usuario que la ruta no existe y se acaba la ejecucio´n.
Una vez decidido el uso de un fichero de para´metros, el caso de uso queda definido
como sigue:
Flujo ba´sico: Insercio´n Co´digo Invisible
1. El usuario accede al sistema.
2. El sistema le pide al usuario que´ quiere hacer.
3. El usuario introduce una opcio´n.
{comprobacio´n de la opcio´n}
4. El sistema le pregunta cua´l es el fichero de para´metros.
5. El usuario indica el fichero.
{comprobacio´n del fichero para´metros}
{creacio´n PDF}
6. El sistema crea el/los PDF/s de salida con la palabra/s co´digo insertadas.
Flujo alternativo: Error en la opcio´n
En {comprobacio´n de la opcio´n} el usuario ha introducido una opcio´n no va´lida.
1. El sistema le indica al usuario que escoja la opcio´n correctamente y se acaba la
ejecucio´n.
Flujo alternativo: Error en el fichero de para´metros
En {comprobacio´n del fichero para´metros} el usuario ha indicado un nombre de
fichero que no existe.
1. El sistema le indica al usuario que el fichero de para´metros no existe y se acaba la
ejecucio´n.
Flujo alternativo: PDF original encriptado
En {creacio´n de PDF} el PDF original se encuentra encriptado.
1. El sistema informa al usuario de que el PDF original esta´ encriptado y se acaba la
ejecucio´n.
Flujo alternativo: Error en palabra co´digo
En {creacio´n PDF} la palabra co´digo contiene cara´cteres erro´neos.
1. El sistema comunica al usuario que la palabra co´digo no es adecuada y se acaba la
ejecucio´n.
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Flujo alternativo: Palabras co´digo
En {creacio´n PDF} el usuario ha indicado utilizar un fichero con varios co´digos.
{comprobar fichero co´digos}
{comprobar palabras co´digo}
1. El sistema crea tantos PDFs como palabras co´digo.
Flujo alternativo: Fichero co´digos no existe
En {creacio´n PDF} el usuario ha indicado utilizar un fichero de co´digos que no
existe.
1. El sistema informa al usuario y se acaba la ejecucio´n.
Flujo alternativo: Palabras co´digo con errores
En {creacio´n PDF} el usuario ha introduce palabras co´digo en el fichero de co´digos
con longitud erro´nea o cara´cteres inadecuados.
1. El sistema informa al usuario y se acaba la ejecucio´n.
Flujo alternativo: Marcaje escogido inadecuado
En {creacio´n PDF} el usuario ha introducido en el fichero de para´metros un marcaje
que no se corresponde con uno de los tipos disponibles.
1. El sistema comunica al usuario que el marcaje no es va´lido y se acaba la ejecucio´n.
Flujo alternativo: PDF no codificable
En {creacio´n PDF} el PDF no puede ser codificado por ningu´n tipo.
1. El sistema comunica al usuario que el marcaje no es posible y se acaba la ejecucio´n.
Flujo alternativo: Encriptacio´n de la salida
En {creacio´n PDF} el usuario ha aceptado encriptarlo.
{comprobacio´n password salida}
1. El sistema crea el/los PDF/s de salida con la palabra/s co´digo insertadas, encrip-
tando la/s salida/s.
Flujo alternativo: Error en password del PDF salida
En {comprobacio´n password salida} el password que ha insertado el usuario en
el fichero de para´metros esta´ vac´ıo.
1. El sistema le indica al usuario que es no se puede encriptar con ese password y se
acaba la ejecucio´n.
Flujo alternativo: Ruta de salida no existe
En {creacio´n PDF} la ruta indicada por el usuario no existe.
1. El sistema le indica al usuario que la ruta no existe y se acaba la ejecucio´n.
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Flujo alternativo: Carpetas temporales no existen
En {creacio´n PDF} las rutas indicadas por el usuario no existen.
1. El sistema le indica al usuario que las rutas no existen y se acaba la ejecucio´n.
Flujo alternativo: Ruta de fuentes no existe
En {creacio´n PDF} la ruta indicada por el usuario no existe.
1. El sistema le indica al usuario que la ruta no existe y se acaba la ejecucio´n.
3.2.2.3. Extraccio´n del co´digo invisible
En esta seccio´n se recoge el caso de uso “Extraccio´n del co´digo invisible”. A conti-
nuacio´n se desarrolla el caso de uso definitivo:
Flujo ba´sico: Extraccio´n Co´digo Invisible
1. El usuario accede al sistema.
2. El sistema le pide al usuario que´ quiere hacer.
3. El usuario introduce una opcio´n.
{comprobacio´n de la opcio´n}
4. El sistema le pregunta cua´l es el fichero de para´metros.
5. El usuario indica el fichero.
{comprobacio´n del fichero para´metros}
{bu´squeda co´digo}
6. El sistema muestra la palabra co´digo extra´ıda.
Flujo alternativo: Error en la opcio´n
En {comprobacio´n de la opcio´n} el usuario ha introducido una opcio´n no va´lida.
1. El sistema le indica al usuario que escoja la opcio´n correctamente y se acaba la
ejecucio´n.
Flujo alternativo: Error en el fichero de para´metros
En {comprobacio´n del fichero para´metros} el usuario ha indicado un nombre de
fichero que no existe.
1. El sistema le indica al usuario que el fichero de para´metros no existe y se acaba la
ejecucio´n.
Flujo alternativo: PDF a decodificar no se encuentra en la carpeta de salida
En {bu´squeda co´digo} el usuario ha indicado un nombre de PDF a decodificar
erro´neo pues no se encuentra en la carpeta de salida indicada en los para´metros.
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1. El sistema le indica al usuario que el PDF no se puede encontrar y se acaba la
ejecucio´n.
Flujo alternativo: PDF a decodificar esta´ encriptado
En {bu´squeda co´digo} el PDF a decodificar esta´ encriptado y el usuario no ha
insertado en el fichero de para´metros su password.
1. El sistema le indica al usuario que el PDF a decodificar es inaccesible y se acaba la
ejecucio´n.
Flujo alternativo: La carpeta de temporales no se ha indicado
En {bu´squeda co´digo} no se ha indicado la carpeta de temporales.
1. El sistema le indica al usuario que debe indicarla y se acaba la ejecucio´n.
Flujo alternativo: PDF original no existe
En {bu´squeda co´digo} el nombre del PDF original es erro´neo.
1. El sistema le indica al usuario que el nombre o su ruta no son correctos y se acaba
la ejecucio´n.
Flujo alternativo: PDF original esta´ encriptado
En {bu´squeda co´digo} cuando sea necesario el PDF original para decodificar, e´ste
esta´ encriptado.
1. El sistema le indica al usuario que el PDF original esta´ encriptado y se acaba la
ejecucio´n.
3.2.3. Tecnolog´ıas y herramientas utilizadas
En esta seccio´n se recogen las tecnolog´ıas y herramientas utilizadas. A partir de las
librer´ıas (iText y PDFBox), de Java, y de la distribucio´n de LaTeX para MS Windows
(MiKTeX) se ha desarrollado un paquete de software que permite extraer el contenido de
un PDF original y su informacio´n de formato para generar desde cero el mismo PDF a la
salida marcado. A continuacio´n se hablara´ ma´s en detalle de estas tecnolog´ıas.
3.2.3.1. Java
Java es un lenguaje de programacio´n orientado a objetos desarrollado por Sun Mi-
crosystems. Es un lenguaje multiplataforma y es el lenguaje en el que se basan las librer´ıas
iText y PDFBox.
3.2.3.2. iText
iText es una API de co´digo abierto desarrollada en Java por Bruno Lowagie y Paulo
Soares y que nos permite trabajar con documentos PDF. Esta librer´ıa nos permite realizar
aplicaciones que crean y manipulan documentos PDF. No se trata de una herramienta final
de usuario, sino de una API para producir PDF directamente a partir de las aplicaciones
Java a programar. Entre todas sus posibilidades podr´ıamos resumir las siguientes:
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Servir dina´micamente PDF generados a un web browser.
An˜adir bookmarks, nu´meros de pa´gina, watermarks y otros cambios en documentos
PDF existentes.
Separar o concatenear y manipular pa´ginas de documentos PDF existentes.
An˜adir firmas digitales y rellenar formularios.
Esta herramienta no abarca la especificacio´n completa de un documento PDF, tal
como se define en la PDF Reference; algunas de las caracter´ısticas espec´ıficas de cada
versio´n no se han implementado (todav´ıa), por lo que no todos los posibles tipos de PDF
se soportan en iText y en ningu´n caso proporciona maneras directas de extraer contenido
de un documento PDF. Esta herramienta no esta´ pensada tampoco para modificar el
contenido de un PDF.
iText se encuentra bajo las licencias MPL5 (Mozilla Public License) y LGPL6 (GNU
Lesser General Public License). La u´ltima versio´n del co´digo fuente de la librer´ıa esta´ dispo-
nible en la pa´gina web de iText http://www.lowagie.com/iText/download.html.
Gracias a esta librer´ıa se han podido generar documentos PDF de entrada sobre los
que realizar las primeras pruebas de la aplicacio´n antes de pasar a tratar con los PDF
generados con LaTeX. Tambie´n es la librer´ıa que genera todos los documentos PDF de
salida, por lo que, aunque al visualizar un PDF de entrada y otro de salida parezcan
ide´nticos internamente no lo son, es decir, podemos encontrarnos una diferencia de taman˜o
(bytes) entre el PDF de entrada y de salida.
La utilizacio´n de esta herramienta en el proyecto se debe a que ha sido desarrollada por
expertos en PDF y ha tenido un gran calada entre los usuarios por ser de co´digo abierto
y ofrecer posibilidades muy variadas. Esta herramienta esta´ en continuo desarrollo, tanto
por los propios usuarios como por sus creadores y cuenta con una gran documentacio´n
tanto en su pa´gina web http://www.lowagie.com/iText/ como en iText in acTion[7].
En las siguientes secciones sobre implementacio´n se hablara´ de co´mo se ha utilizado
esta API en el desarrollo de la aplicacio´n.
3.2.3.3. PDFBox
Apache PDFBox es una librer´ıa de Java para trabajar con documentos PDF. Permite la
creacio´n de nuevos documentos, la manipulacio´n de documentos ya existentes y extraccio´n
de su contenido. Esta librer´ıa se encuentra publicada bajo la licencia Apache License v2.0 7.
Utilizando PDFBox podemos, principalmente:
Mezclar Documentos PDF.
Cifrado/Descifrado de documentos PDF.
Crear un documento PDF a partir de un fichero de texto.
5http://www.mozilla.org/MPL/MPL-1.1.html
6http://www.gnu.org/copyleft/lesser.html
7http://www.apache.org/licenses/LICENSE-2.0
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Imprimir un PDF.
Crear ima´genes de las pa´ginas de un PDF.
Extraccio´n de ima´genes de un PDF.
Hay que tener en cuenta que aunque PDFBox extrae texto de un documento PDF,
su extraccio´n implica la pe´rdida de informacio´n sobre el formato (como los espaciados o
las fuentes utilizadas) lo cual hace que la extraccio´n directa del contenido mediante esta
librer´ıa no se adecu´e a los propo´sitos del proyecto. Es por esto que el uso de esta librer´ıa
so´lo ha abarcado la extraccio´n de ima´genes del PDF original para su posterior reinsercio´n
en el PDF de salida. En las siguientes secciones sobre implementacio´n se hablara´ de co´mo
se ha utilizado en el desarrollo de la aplicacio´n.
3.2.3.4. LaTeX
LaTeX es un lenguaje de preparacio´n de documentos, formado por un gran conjunto
de macros de TeX – un lenguaje ((de bajo nivel)) en el sentido de que sus acciones son
muy elementales –, escritas inicialmente por Leslie Lamport (LamportTeX) en 1984,
con la intencio´n de facilitar el uso del lenguaje de composicio´n tipogra´fica TeX con la
ventaja an˜adida, en palabras de Lamport, de “poder aumentar las capacidades de LaTeX
utilizando comandos propios del TeX”. TeX es un sistema de procesamiento de textos
disen˜ado por Donald E. Knuth, que se ha convertido en el esta´ndar utilizado por toda la
comunidad matema´tica. En realidad TeX no esta´ limitado a los textos matema´ticos, y se
utiliza frecuentemente para escribir libros de computacio´n (el proyecto GNU8 lo emplea
como la base de su sistema oficial de documentacio´n TeXinfo).
Al principio TeX puede parecer bastante extran˜o, y se requiere bastante tiempo para
aprender a usarlo, pero dicho esfuerzo se ve ampliamente recompensado por la calidad
de los documentos que podemos generar. TeX no es un procesador de textos, ma´s bien
se parece a un lenguaje de programacio´n. En lugar de ver nuestro documento tal como
se vera´ impreso, debemos crear un archivo con instrucciones sobre como queremos que
nuestro documento se vea. Para hacernos una idea pensemos en lo que sucede con el co´digo
fuente de las pa´ginas web. La pa´gina se escribe segu´n unas reglas que entiende el navegador
y que nos permite visualizar dichas pa´ginas de un modo intuitivo, no coincidiendo lo escrito
con lo que se ve por pantalla.
En realidad existen varios dialectos de TeX (o mejor dicho distintos paquetes de
macros) tales como plain TeX (TeX sin agregados) , LaTeX (creado por Leslie Lamport),
AmsTeX (dialecto de TeX creado por la American Mathematical Society), AmsLaTeX,
ETeX, etc. LaTeX es posiblemente el dialecto ma´s usado, que destaca por su facilidad
de uso. Esto es lo que convierte a LaTeX en una herramienta pra´ctica y u´til pues, a su
facilidad de uso, se une toda la potencia de TeX. Estas caracter´ısticas hicieron que LaTeX
se extendiese ra´pidamente entre un amplio sector cient´ıfico y te´cnico, hasta el punto de
convertirse en uso obligado en comunicaciones y congresos, y requerido por determinadas
8Iniciado por Richard Stallman con el objetivo de crear un sistema operativo completamente libre. Se
trata de un acro´nimo recursivo que significa GNU No es Unix
3.2 Especificacio´n 87
revistas a la hora de entregar art´ıculos acade´micos. Es muy utilizado para la composicio´n
de tesis y libros te´cnicos, dado que la calidad tipogra´fica de los documentos realizados con
LaTeX es comparable a la de una editorial cient´ıfica.
LaTeX es software libre bajo licencia LPPL9 (http://www.latex-project.org/lppl.
txt). Su co´digo abierto permitio´ que muchos usuarios realizasen nuevas utilidades que ex-
tendiesen sus capacidades con objetivos muy variados.
A continuacio´n, se citan una serie de ventajas de TeX / LaTeX:
Una de las ventajas de TeX es su excelente calidad final, que pone al alcance de
cualquiera escribir un libro tal y como va a ser enviado a la imprenta, o un art´ıculo
tal y como va a aparecer en una revista cient´ıfica.
Al escribir textos matema´ticos (por ejemplo una tesis, un libro o un examen) es
frecuente incluir una gran cantidad de fo´rmulas. Los procesadores de texto conven-
cionales no son adecuados para este propo´sito, porque no tienen gran variedad de
s´ımbolos matema´ticos y porque los mismos no son accesibles de una manera ra´pida
y sencilla.
TeX es Software Libre.
Para utilizar TeX no hay que pagar ninguna licencia. De hecho esto u´ltimo es una
de las claves de su e´xito.
TeX no es un formato cerrado (como por ejemplo los del Microsoft Word). Esto
significa que es pu´blicamente conocida la estructura interna de los documentos de
TeX.
TeX esta´ muy bien documentado. Existe una amplia documentacio´n que se suele
incluir en todas las distribuciones de TeX.
Los documentos LaTeX tienen estructura. El autor tiene que preocuparse ma´s por
el contenido que por el formato.
TeX esta´ disponible en la mayor parte de las plataformas.
Existen conversores de LaTeX a diversos formatos (PDF, HTML, RTF, etc.).
Adema´s del resto de ventajas, este u´ltimo punto es el que ma´s nos interesa, pues
mediante el uso de LaTeX podemos generar ficheros PDF con una gran calidad final.
Adema´s podemos incluir ecuaciones y otros elementos matema´ticos de manera sencilla.
Es por eso que los PDF tratados en este proyecto han sido generados a partir de LaTeX,
utilizando la distribucio´n para Windows MiKTeX (versio´n 2.7).
Los paquetes de fuentes y otros materiales que se han utilizado para realizar esta
memoria y el resto de documentos PDF durante la realizacio´n de este PFC se encuentran
en la web oficial de CTAN10 (http://www.ctan.org/). El aprendizaje de LaTeX ha sido
posible gracias al siguiente libro[6].
9Licencia Pu´blica del Proyecto LaTeX (LPPL)
10Comprehensive TeX Archive Network. Coleccio´n autorizada de materiales relacionados con el sistema
de escritura TeX
88 CAPI´TULO 3. ESPECIFICACIO´N E IMPLEMENTACIO´N
3.2.3.5. MiKTeX
TeX se incluye con todas las distribuciones de GNU/Linux ma´s populares. La dis-
tribucio´n TexLive de TeX es la ma´s usada en los sistemas GNU/Linux. Para Windows,
una distribucio´n recomendable por su facilidad de instalacio´n es MiKTeX. MiKTeX es
una distribucio´n TeX/LaTeX para Microsoft Windows que fue desarrollada por Christian
Schenk. Las caracter´ısticas ma´s apreciables de MiKTeX son: su habilidad de actualizarse
por s´ı mismo descargando nuevas versiones de componentes y paquetes instalados pre-
viamente, y su fa´cil proceso de instalacio´n. La versio´n actual y utilizada en el proyecto ha
sido MiKTeX 2.7 y esta´ disponible en la pa´gina oficial http://www.miktex.org/. Entre
sus caracter´ısticas encontramos:
Es libre y fa´cil de instalar.
Incluye ma´s de 800 paquetes con fonts, macros, etc.
Su co´digo es abierto.
Posee compiladores TeX y LaTeX, convertidores para generar archivos postscripts
(.ps), PDF , HTML , etc.; y herramientas para generar bibliograf´ıas e ı´ndices.
3.3. Implementacio´n
En esta seccio´n se explicara´n las decisiones de implementacio´n, la organizacio´n de las
clases en paquetes, y el funcionamiento de la aplicacio´n a partir de sus diagramas de
clase11.
3.3.1. Organizacio´n y empaquetado
Para organizar las diferentes clases del proyecto se siguio´ una estructura de paquetes.
En la ra´ız de la estructura (paquete demo) encontramos la clase principal Principal.java,
cuya misio´n es la de preguntar al usuario que´ quiere que haga la aplicacio´n: insertar una
marca visible o invisible, o extraer e´sta u´ltima. Adema´s tambie´n debe pedirle al usuario
el fichero de para´metros de entrada.
Para facilitar la compresio´n de las clases e´stas se han dividido en cinco paquetes:
applications, insert, extract, common y tables. Ya que estos paquetes cuelgan del
paquete ra´ız demo, se an˜ade “demo.” delante del nombre de cada paquete para seguir la
jerarqu´ıa.
A continuacio´n se sintetiza que´ encontramos en cada uno de estos paquetes:
El paquete demo se trata del paquete ra´ız de la aplicacio´n donde se encuentra la
clase principal con el me´todo main. Ver Figura 3.1.
11Tipo de diagrama esta´tico que describe la estructura de un sistema mostrando sus clases, atributos
y las relaciones entre ellos
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Figura 3.1: Clases de demo.*
En demo.applications encontramos tres clases Java, una para cada una de las tres
funcionalidades de la aplicacio´n. Ver Figura 3.2.
Figura 3.2: Clases de demo.applications.*
En demo.insert se encuentran todas la clases Java necesarias para llevar a cabo la
funcionalidad de insertar una marca invisible o visible. Ver Figura 3.3.
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Figura 3.3: Clases de demo.insert.*
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En demo.extract tenemos las clases Java necesarias en caso de escogerse la fun-
cionalidad de extraccio´n de una marca invisible. Ver Figura 3.4.
Figura 3.4: Clases de demo.extract.*
El paquete demo.common contiene aquellas clases Java que son utilizadas tanto
por las clases del paquete demo.insert como por las del paquete demo.extract.
Ver Figura 3.5.
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Figura 3.5: Clases de demo.common.*
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En demo.tables se recogen clases Java correspondientes con tablas de co´digos
Unicode. Este es un paquete especial cuya finalidad se explica en la seccio´n 4.2,
Dificultades encontradas. Su papel en el proyecto es de simples contenedores de
co´digos Unicode. Las clases inclu´ıdas en el paquete son de la forma de la Figura 3.6.
Figura 3.6: Definicio´n de una clase de demo.tables.*
En las siguientes secciones se utilizara´n los diagramas de clases de distintos paquetes
de la aplicacio´n para explicar detalladamente el funcionamiento de cada una de sus fun-
cionalidades. No se hara´ un ana´lisis exhaustivo de los diagramas (tipo de relacio´n entre
las clases o tipo de atributos) sino´ que ma´s bien servira´n de esquema para ilustrar la
descripcio´n de las mismas. Las relaciones entre las diferentes clases son de dependencia12
y de asociacio´n13 se indican con una flecha discontinua y otra continua, respectivamente.
Se hara´ adema´s mencio´n de las clases Java de las librer´ıas iText y PDFBox utilizadas.
De esta manera, juntamente con los casos de uso textuales desarrollados en anteriores
secciones para cada funcionalidad, e´stas quedara´n perfectamente definidas.
3.3.2. Programa principal
Como ya se ha comentado, el programa principal o main de esta aplicacio´n es el
encargado de interactuar con el usuario para recoger los datos necesarios y conocer la
funcionalidad que e´ste quiere ejecutar. En la Figura 3.7 se observa como desde la clase
principal llamamos a las clases que ejecutan las diferentes funcionalidades.
12Cualquier cambio en una clase independiente afecta a la dependiente
13Ambas clases mantienen una relacio´n de dependencia
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Figura 3.7: Diagrama de clases del paquete ra´ız
En primer lugar el programa principal le da a escoger al usuario entre tres opciones
(insertar marca invisible, extraerla o insertar una marca visible). Una vez que el usuario ha
escogido correctamente la opcio´n, el programa principal le pide el fichero de para´metros.
El fichero de para´metros es un documento .txt que el usuario debe rellenar para que la
aplicacio´n tenga la suficiente informacio´n para marcar o extraer marcas. Este fichero se ha
de indicar siempre que se escoge una funcionalidad. Un modelo de este fichero se adjunta
en el CD-ROM adjunto.
A continuacio´n se citan y explican los campos de este fichero. Los campos marcados
con (*) son obligatorios para que la ejecucio´n del programa no termine.
(*) directoriTemporal. Directorio temporal necesario para las funcionalidades de
insertar y extraer marca invisible.
(*) directoriFicheroOrigen. Directorio donde se encuentra el PDF original al que
insertar marca visible o invisible.
(*) ficheroOrigen. Nombre del PDF original al que insertar marca visible o invi-
sible.
Insercio´n de marca visible:
(*) directoriFicheroImage. Directorio donde el usuario ha de incorporar las ima´ge-
nes si quiere realizar una marcaje visible con imagen.
ficheroImage. Fichero imagen que se insertara´ como marca visible, si es la fun-
cionalidad escogida por el usuario.
textoVisible. Texto que se insertara´ como marca visible, si es la funcionalidad
escogida por el usuario. La introduccio´n de texto no es incompatible con la de una
imagen, por lo que pueden darse ambas, una o ninguna. En caso de que ni los campos
ficheroImage ni textoVisible se hayan completado, no se insertara´ ninguna marca
visible y la ejecucio´n terminara´.
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fuente. Fuente con la que se escribira´ el texto en la marca visible. Las fuentes son
limitadas a aquellas Type 1 Standard (ver seccio´n 3.3.3 Insercio´n del co´digo visible).
Si este campo esta´ completado pero no se ha completado el campo textoImage no
se tendra´ en cuenta.
taman˜o. Taman˜o de la fuente en el texto de marca visible. Si este campo esta´ com-
pletado pero no se ha completado el campo textoImage no se tendra´ en cuenta.
(*) directoriSalidaMarcasVisibles. Directorio donde la aplicacio´n almacenara´ los
PDF de salida de la funcionalidad de marcado visible.
(*) ficheroDestiMarcaVisible. Nombre del documento PDF de salida de la fun-
cionalidad de marcado visible.
posicioMarcaVisible. Posicio´n que el usuario escoge para ubicar la imagen de la
marca visible si ha completado el campo ficheroImage. Puede tomar los valores:
centro, superior-izquierda, superior-derecha, inferior-izquierda o inferior-derecha. Si
no se ha indicado posicio´n, pero s´ı fichero imagen, la aplicacio´n interpretara´ que
la posicio´n es la central. Si se ha indicado pero no coincide con ninguna de las
posiciones establecidas la ejecucio´n se interrumpe. Si este campo esta´ completado
pero no se ha completado el campo ficheroImage no se tendra´ en cuenta.
Insercio´n de marca invisible:
ficheroDestiEncriptado. Indica si el PDF de salida quedara´ encriptado mediante
contrasen˜a o no. Debe tomar el valor true(s´ı encriptamos) o false(no encriptamos).
En cualquier otro caso el programa interpretara´ que es false.
passwordFicheroDestino. Se corresponde con el password que queremos poner
el PDF de salida si hemos elegido la opcio´n true en el campo anterior. Si el campo
anterior es false o se interpreta como false por el programa, este password no es
tenido en cuenta. Ver extraccio´n de marca invisible.
(*) directoriFicheroFuentes. Directorio donde el usuario ha de disponer de los
fichero fuente que utiliza el PDF original (aunque no es el u´nico directorio en el que
la aplicacio´n buscara´ ficheros fuente).
(*) directoriSalida. Directorio donde la aplicacio´n almacenara´ los PDF de salida
de la funcionalidad de marcado invisible.
marcaInv. Es la palabra co´digo que el usuario desea insertar como marca invisible,
si escoge esta funcionalidad. Si el co´digo es adecuado (no contiene cara´cteres dife-
rentes de “1” o “0”) la aplicacio´n intentara´ la insercio´n. La ejecucio´n puede fallar
si la longitud del co´digo es tal que es imposible hacer la insercio´n en el documento
PDF indicado por el campo ficheroOrigen.
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ficheroCodigo. El usuario puede indicar la palabra co´digo mediante un documento
de texto. Utilizar este campo en vez del campo marcaInv tiene la ventaja de que
el usuario puede indicar tantas palabras co´digo como desee (una por l´ınea), de tal
manera que, cada palabra co´digo sera´ insertada en un documento PDF de salida
diferente. El campo marcaInv tiene prioridad sobre este campo (si se ha especifi-
cado marcaInv este campo se ignorara´). En caso de que la aplicacio´n utilice este
fichero para insertar una o ma´s palabras co´digo, se podra´ producir una interrup-
cio´n de la ejecucio´n en cada uno de estos supuestos: en el documento no aparece
escrito ningu´n co´digo; la primera l´ınea del documento no sigue el patro´n {nu´mero
de co´digos (l´ıneas del fichero menos una), longitud de los co´digos}; la longitud de
la´s palabras co´digo no coincide con la indicada en la primera l´ınea; o el nu´mero de
l´ıneas no coincide con las indicadas en la primera l´ınea. Un ejemplo de este fichero
ser´ıa:
{2,7}
0011101
0101011
No existe un campo para indicar el nombre del PDF de salida con marcaje invisible,
pues la aplicacio´n nombra la salida automa´ticamente an˜adiendo un sufijo ( outX)
al nombre del PDF original, donde X es el nu´mero de PDF de salida generados a
partir del Original, comenzando desde cero.
directorioFicheroCodigo. Directorio donde la aplicacio´n ira´ a buscar el fichero
de co´digos en caso de que el usuario haya optado por este me´todo de insercio´n. Si
el directorio no existe en este supuesto, se interrumpira´ la ejecucio´n.
tipoMarcaje. Se le da al usuario la posibilidad de escoger entre tres diferentes
maneras de marcaje (ver seccio´n 3.3.4 Insercio´n del co´digo invisible). Si no es posible
hacer el marcaje en el modo escogido para el PDF original o no coincide con ninguno
de los modos que contempla aplicacio´n, e´sta se encargara´ de aplicar otro.
(*) directoriExtrImage. Directorio donde la aplicacio´n almacena las ima´genes que
se extraen del PDF original para ser insertadas en el PDF de salida.
Extraccio´n de marca invisible:
ficheroDecode. Nombre del documento PDF del cual queremos extraer una mar-
ca invisible. La aplicacio´n ira´ a buscar este PDF en el directorio de salida de la
funcionalidad de insertar directoriSalida.
passwordFicheroDestino. Password con el que se desencripta el PDF de salida
para extraer el co´digo si e´ste hab´ıa sido encriptado en la insercio´n del co´digo invisible.
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3.3.3. Insercio´n del co´digo visible
Esta funcionalidad permite superponer una imagen o un texto en cada pa´gina del
documento PDF tratado. En caso de insertar texto la aplicacio´n permite elegir entre los
siguientes tipos de fuentes (Type1 Standard):
Helvetica
Helvetica-Bold
Helvetica-Oblique
Courier
Courier-Bold
Courier-BoldOblique
Courier-Oblique
ZapfDingbats
Symbol
Times-Bold
Times-BoldItalic
Times-Roman
Times-Italic
Adema´s se da a escoger el taman˜o de la letra (el programa controlara´ que el valor del
taman˜o de la fuente en el fichero de para´metros sea adecuado).
Si se escoge incrustar una imagen se ha de indicar la posicio´n en que se va a inser-
tar la marca en la pa´gina: centro, superior-derecha, superior-izquierda, inferior-derecha o
inferior-izquierda. El tipo de imagen que se puede insertar ha de pertenecer al siguiente
grupo: JPEG, GIF, PNG, TIFF, BMP y WMF.
Las caracter´ısticas escogidas por el usuario dentro del fichero de para´metros se aplicara´n
a todas las pa´ginas del documento.
3.3.3.1. Descripcio´n del funcionamiento
Para esta funcionalidad no se adjunta diagrama de clases puesto que so´lo utiliza la clase
Watermark.java dentro del paquete insert y que es llamada desde la clase del paquete
applications MarcaVisible.java.
El funcionamiento a grandes rasgos de esta funcionalidad es el que sigue:
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1. Una vez escogida la funcionalidad, la clase principal instancia la clase MarcaVi-
sible.java (paquete applications) que inicializa la clase Parametros.java (paquete
common), a partir del fichero para´metros indicado por el usuario, y se instancia la
clase Watermark.java (paquete insert).
2. La clase Watermark.java verifica que el usuario haya escogido insertar un texto, una
imagen o ambos. Esta clase utiliza las clases iText PdfReader.java para acceder al
PDF original y PdfStamper.java para crear un PDF de salida ide´ntico al original
pero al que se le “estampa” una imagen o un texto, creando un PDF de salida con
la marca visible de la misma versio´n que el de entrada.
3. Si el usuario ha escogido insertar texto (independientemente de si ha escogido inser-
tar tambie´n una imagen) se crea un objeto fuente a partir del nombre de la fuente
escogida por el usuario en el fichero de para´metros. Para ello se utiliza la clase iText
BaseFont.java y su me´todo createFont que necesita la ruta hacia la fuente (al ser
una fuente Type 1 Standard so´lo es necesario su nombre) y el encoding de dicha
fuente (Winansi por defecto para este tipo de fuentes).
4. Para cada una de las pa´ginas del documento se consulta si la pa´gina esta´ girada para
contemplar la diferencia de posicionamiento de la imagen o el texto. Si el usuario
ha introducido una imagen en el fichero de para´metros se instanciara´ esa imagen
a partir de la clase iText Image.java y con su me´todo setAbsolutePosition se le
asignara´ la posicio´n que el usuario haya escogido.
5. Mediante la clase iText PdfContentByte.java accederemos al stream de contenido
de cada pa´gina an˜adiendo con su me´todo addImage la imagen ya posicionada
y/o el texto con sus me´todos: beginText (an˜ade el operador del inicio de texto al
stream de contenido); setFontAndSize (an˜ade la fuente al stream de contenido);
showTextAligned (an˜ade el texto escogido por el usuario y “Page no de la pa´gina
en que nos encontremos” en el centro de la misma y rotados 45o); y finalmente el
me´todo endText (an˜ade el operador de fin de texto al stream de contenido).
6. Antes de la insercio´n de la imagen y/o texto, se guardara´ el estado gra´fico con
el me´todo saveState de la clase iText PdfContentByte.java. Se crea un objeto
de la clase iText PdfGState.java, y mediante sus me´todos setFillOpacity y set-
StrokeOpacity creamos un estado gra´fico con la transparencia que le pasemos a
estos me´todos.
7. Como ya se habra´ guardado el estado gra´fico, usamos el me´todo setGState de Pdf-
ContentByte.java para an˜adir el estado gra´fico con transparencia creado al stream
de contenido de cada pa´gina. Posteriormente a la insercio´n de texto y/o ima´gen se
restaura el estado gra´fico en el punto anterior al de guardado mediante el me´todo
restoreState de esta misma clase.
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3.3.4. Insercio´n del co´digo invisible
3.3.4.1. Posibles opciones de insercio´n
A la hora de iniciar este proyecto se planteo´ la necesidad de escoger el me´todo a trave´s
del cual se podr´ıa insertar el co´digo en el PDF sin que fuera visible para el usuario. Una
primera opcio´n podr´ıa haber sido insertar el co´digo dentro de los bytes que conforman el
documento PDF, pero ello podr´ıa causar que el PDF fuera corrupto e imposibilitar pues
la abertura del mismo mediante las aplicaciones de lectura de documentos PDF.
Es por ello que la u´nica solucio´n viable consist´ıa en insertar el co´digo dentro del texto.
Para ello nos basamos en estudios realizados por miembros del IEEE y que se recogen
en el art´ıculo “Electronic Marking and Identification Techniques to Discourage Document
Copying”[5]. En este documento se proponen te´cnicas para desalentar la distribucio´n
il´ıcita de documentos embediendo cada documento con una u´nica palabra co´digo que
identifica a su propietario. Estos me´todos de codificacio´n pueden ser complementarios a
otras formas de proteccio´n del documento, como la encriptacio´n del mismo, y proveen
pues seguridad despue´s de que el documento haya sido desencriptado. En el estudio se
recogen tres me´todos de codificacio´n y los resultados experimentales que demuestran
que efectivamente estas te´cnicas son fiables, incluso cuando los documentos han sido
fotocopiados.
Aunque se ha partido de este estudio para escoger la manera de insertar el co´digo,
no se ha reproducido la metodolog´ıa seguida en el mismo. Aunque las te´cnicas descritas
permiten la extraccio´n de la palabra co´digo incluso cuando el documento ha sido fotocopi-
ado, en este proyecto no se han desarrollado los medios necesarios para la extraccio´n de la
palabra co´digo en este formato, sino´ que so´lo han tratado la extraccio´n de un documento
digital. Adema´s, la insercio´n de las palabras co´digo segu´n los diferentes me´todos del estu-
dio se realiza sobre ima´genes y sobre documentos PostScript. En este proyecto no se ha
tratado la codificacio´n de ima´genes a partir de las pa´ginas del documento a codificar, y
no se ha trabajado con documentos PostScript, sino´ con documentos Portable Document
Format (PDF), aunque resultara ma´s fa´cil trabajar con documentos PostScript. Esto se
debe a que permite suficiente control de la localizacio´n del texto, contra´reamente a los
documentos PDF. La eleccio´n pues de este tipo de formato recae en que es el esta´ndar
emergente y el esta´ndar utilizado por el grupo de editoriales que subvencionaron este
proyecto.
A continuacio´n se resumen las te´cnicas citadas en el estudio y las ventajas e incon-
venientes segu´n el mismo. Algunas de las ventajas de las distintos me´todos no aplican a
este proyecto, pues no se ha trabajado con la insercio´n de palabras co´digo en ima´genes,
ni la extraccio´n de e´stas de documentos impresos.
Insertar el co´digo mediante variaciones del espaciado entre l´ıneas (line-shift coding).
Presenta la ventaja de que, en ciertos casos, la decodificacio´n se puede realizar sin
la imagen original, si se supone uniforme el espaciado entre l´ıneas adyacentes en
un pa´rrafo. Se trata del me´todo de codificacio´n ma´s discernible entre los lectores,
pero el ma´s robusto en la presencia de ruido, por lo que es la mejor opcio´n si vamos
a aplicarlo a documentos que se distribuira´n en papel. Au´n as´ı, el espaciado entre
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l´ıneas que se puede utilizar puede ser tan pequen˜o que el usuario no pueda detectar
la codificacio´n de manera casual.
Insertar el co´digo mediante variaciones del espacio entre palabras (word-shift co-
ding). Este me´todo es menos discernible por el usuario que el anterior, pues a causa
de la justificacio´n del texto es normal que la separacio´n entre palabras no sea uni-
forme en un documento. En la Figura 3.8 se observa un ejemplo de word-shift coding.
Insertar el co´digo mediante la modificacio´n de determinadas caracter´ısticas del texto
(feature coding). Este tipo de codificacio´n permite la insercio´n de un gran nu´mero
de palabras co´digo, ya que, en cada palabra se pueden realizar cambios en dos o
ma´s caracter´ısticas textuales. Adema´s tambie´n es un me´todo poco discernible por
el lector. En la Figura 3.9 se muestra un ejemplo de feature coding.
(a) Se ha an˜adido un espacio antes y despue´s del for
(b) El desplazamiento es inapreciable
Figura 3.8: Ejemplo word-shift coding
(a) No se ha aplicado modificacio´n alguna
(b) Modificacio´n a determinados cara´cteres
(c) Modificacio´n aplicada para ser apreciable
Figura 3.9: Ejemplo feature coding
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3.3.4.2. Opciones adoptadas
Las opciones de insercio´n adoptadas en la aplicacio´n han sido line-shift coding y word-
shift coding, pero con ciertas variaciones. Ya que el me´todo line-shift coding era el me´todo
de codificacio´n ma´s discernible se penso´ en insertar una separacio´n que fuera nula, pero
que quedara´ reflejada dentro del stream de contenido del PDF. Por otro lado, en el me´to-
do word-shift coding se mantiene la misma idea, pero no se restringe la separacio´n entre
palabras, sino´ tambie´n entre letras o grupos de letras, aprovechando la manera en que tra-
baja el operador TJ mediante vectores compuestos por strings y la posicio´n de los mismos
en la pa´gina del documento tratado (ver seccio´n 2.7.2, Objetos texto). Finalmente, por la
complejidad que supondr´ıa la implementacio´n del me´todo feature coding para documentos
PDF, y puesto que ya era suficiente con la implementacio´n de los otras metodolog´ıas, se
opto´ por no desarrollar tambie´n este me´todo.
De esta manera, la desventaja del me´todo de separacio´n entre l´ıneas, que consist´ıa en
que era el ma´s obvio para el ojo humano que el resto, no esta´ presente en los documentos
marcados. Adema´s, con esta manera de proceder conseguimos que no existan diferencias
entre el taman˜o de los PDF de salida (bytes), un logro importante, ya que esto no es
caracter´ıstico de otros formatos a los que insertar marcas, como las ima´genes. Para que
esto sea as´ı, los co´digos han de tener el mismo nu´mero de unos que de ceros.
Cuando apliquemos el me´todo de espaciado entre glyphs s´ı habra´n ligeros cambios
de taman˜o entre los distintos PDF de salida, pero por otro lado, aunque una persona
fuera experta en la especificacio´n PDF no podr´ıa detectar que el PDF ha sido codificado.
Para el me´todo de separacio´n entre l´ıneas, una persona que supiera acceder al stream
de contenido del PDF de salida y que supiera del procedimiento seguido para insertar el
co´digo podr´ıa sospechar que dicho documento ha sido codificado, aunque no asegurarlo.
Para entender esto con mayor detalle es necesario explicar el funcionamiento de la
funcionalidad de insercio´n del co´digo invisible, tal como se hace a continuacio´n.
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3.3.4.3. Diagrama de clases
En la Figura 3.10 observamos el diagrama de clases, con sus asociaciones y dependen-
cias, de la funcionalidad de insertar, que utiliza los paquetes insert, common y tables.
Figura 3.10: Diagrama de clases de la funcionalidad de insertar
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3.3.4.4. Descripcio´n del funcionamiento de la insercio´n
El funcionamiento a grandes rasgos de la insercio´n de la palabra co´digo es el siguiente:
1. Una vez escogida la funcionalidad, la clase principal instancia la clase Insertar.java
(paquete applications) que inicializa la clase Parametros.java (paquete common),
a partir del fichero para´metros indicado por el usuario, y se instancia la clase In-
sertCode.java (paquete insert).
2. La clase InsertCode.java distingue si el usuario ha escrito una palabra co´digo en el
fichero de para´metros o, por el contrario, ha indicado un fichero .txt para insertar
las palabras co´digo de su contenido.
3. Si se ha indicado una palabra co´digo, el programa comprueba que so´lo contenga
unos o ceros y se crea un objeto de la clase CreatePdf.java (paquete insert) para
crear el PDF de salida a partir del original con esa palabra co´digo. Su me´todo
funcMain devolvera´ el modo con el que se ha insertado esa palabra co´digo y se
imprimira´ por pantalla para que el usuario este´ informado del modo utilizado. Si el
usuario hab´ıa escogido un modo en el fichero de para´metros, se habr´ıa comprobado
que fuera posible, para en caso contrario insertar el co´digo utilizando otro modo.
4. Si se ha indicado un fichero .txt, se crea un objeto de la clase ReadCode.java (paquete
common) que detecta si el fichero existe y si el nu´mero de palabras co´digo y su
longitud coincide con la informacio´n que debe aparecer en la primera l´ınea del
fichero. Una vez realizadas las comprobaciones, se ejecutara´ un bucle en el que se
llevara´ a cabo el punto anterior para cada una de las palabras co´digo del fichero. De
esta manera se creara´n tantos PDF de salida marcados utilizando el mismo me´todo
pero con distintas palabras co´digo.
Las secciones posteriores pretenden contestar a estas dos cuestiones: ¿co´mo se lee el
PDF original? ¿co´mo se crea el PDF de salida con la palabra co´digo validada? Mediante
la clase CreatePdf.java.
3.3.4.5. Palabras co´digo a insertar y modos de insercio´n
La longitud de las palabras co´digos de un fichero de co´digos ha de ser siempre la misma,
pues lo indicamos en la primera l´ınea y se comprobara´ por la aplicacio´n y se terminara´ la
ejecucio´n en caso contrario.
Las marcas a insertar en el documento PDF podr´ıan ser cualquier palabra binaria. Por
sus caracter´ısticas, en este proyecto se han utilizado co´digos binarios dual de Hamming,
con para´metros [2r-1, r, 2r-2]. Es decir,
nu´mero de palabras del co´digo: 2r
longitud de cada palabra co´digo: 2r-1
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De esta manera, el nu´mero de unos y ceros de las palabras co´digo a insertar se mantiene
constante, por lo que los PDF de salida que este´n marcados utilizando el me´todo line-
shift coding tendra´n el mismo nu´mero de bytes de taman˜o. La justificacio´n del uso de
estas marcas se discute en el art´ıculo “Fingerprinting concatenated codes with efficient
identification”[8].
Como ya se ha visto, los modos de insercio´n son dos: line-shift coding y word-shift co-
ding, con las puntualizaciones anteriores. En el proyecto corresponden al modo “interlead”
y al modo “spaces”, respectivamente.
El modo “spaces” consiste en modificar los desplazamientos entre glyphs de un opera-
dor de texto de manera que sea inapreciable al usuario. Si se ha de insertar un “1” se
suma una cantidad delta (constante definida a 0.01 en la clase CreatePdf.java), mientras
que si se ha de insertar un “0” se resta esa cantidad al desplazamiento. Las unidades
esta´n expresadas en mile´simas de unidad del espacio de texto (una unidad en el espacio
de glyph para todo tipo de fuentes excepto Type 3).
La transformacio´n del espacio de texto al de usuario viene dada por la matriz de
texto Tm, en combinacio´n con para´metros del estado gra´fico relacionados con el texto:
Tfs - fuente y taman˜o del texto -, Th - escalado horizontal -, y Trise - elevacio´n del
texto -. Al inicio de un objeto de texto la matriz de texto es la identidad, coincidiendo el
espacio de texto con el de usuario. Los operadores de posicionamiento alteran Tm para
controlar el desplazamiento de los glyphs que sera´n dibujados a continuacio´n. Adema´s los
operadores de mostrado de texto actualizan Tm para tener en cuenta el desplazamiento
vertical/horizontal y el espaciado entre cara´cteres o palabras definidos con los para´metros
del estado del texto. Una unidad (point) en el espacio de usuario viene dada por:
Como estamos trabajando en el orden de los micro´metros, la cantidad delta 0.01 que
desplazamos para insertar la marca es inapreciable para el el ojo humano.
El modo “interlead” consiste en modificar el interlineado pero a la vez no hacerlo.
Para esto se incluye en el stream de contenido de salida operandos de posicionamiento de
texto, pero de tal manera que el desplazamiento sea de 0 en ambos ejes (0 0 Td). Estas
inclusiones se insertan en el contenido del PDF de salida justo despue´s de los operadores
Td o TD de posicionamiento “reales” del PDF original a lo largo del documento, hasta
alcanzar la longitud de la palabra co´digo. Tambie´n es posible insertarlo so´lamente al
principio de cada pa´gina, en este caso el modo se denomina “pages”. Si un operador de
posicionamiento del PDF original ya indicara un desplazamiento nulo se descartar´ıa como
punto de referencia para la insercio´n, pues el decodificador no funcionar´ıa correctamente.
Si queremos insertar un “1” hemos de an˜adir dos operadores de posicionamiento y en el
caso de querer insertar un “0” so´lo an˜adir´ıamos un operador.
Un ejemplo del funcionamiento del modo “interlead” se encuentra en la seccio´n 3.3.4.7
Creacio´n del PDF de salida.
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3.3.4.6. Lectura del PDF original
Para poder generar el PDF de salida es necesario poder acceder y extraer el contenido
del PDF original. Una vez extra´ıdo el contenido, es posible llamar a me´todos de la librer´ıa
iTexT que realicen las operaciones indicadas en el stream de contenido original para formar
el PDF de salida, an˜adiendo o modificando l´ıneas del contenido con el fin de insertar la
palabra co´digo.
La extraccio´n o lectura del stream de contenido del PDF original se realiza en la clase
CreatePdf.java del paquete insert. Esta es la clase principal de la funcionalidad de in-
sercio´n de co´digo invisible, y posee la mayor´ıa de me´todos para la creacio´n del PDF de
salida. Entre sus atributos globales encontramos la palabra co´digo a insertar (ya sea la
que el usuario escribio´ en el fichero de para´metros o una de las coorespondientes al fichero
de co´digos) y un conjunto de vectores HashMap14. Algunos de estos vectores HashMap
contienen en cada una de sus posiciones informacio´n sobre los nombres de las fuentes uti-
lizadas, si esta´n embedidas en el PDF original, su encoding... Existe otro vector HashMap
que recoge la informacio´n sobre el estado gra´fico, con un nu´mero fijo de posiciones para
cualquier PDF (ocho posiciones), correspondientes al nu´mero de para´metros de espacio
de color que registra. Por u´ltimo existe un atributo HashMap con informacio´n acerca del
espacio de color.
Para situarnos, se listara´ todo lo que ocurre desde que llamamos a esta clase hasta
que devuelve el modo insertado a la clase InsertCode.java, de manera que se matizara´n
y detallara´n los puntos de creacio´n del PDF de salida en la seccio´n 3.3.4.7 Creacio´n del
PDF de salida. As´ı, una vez listada la secuencia se detallara´ el punto de extraccio´n del
contenido del PDF original.
Lo primero a realizar es acceder al PDF original. Para ello utilizamos la clase iText
PdfReader.java, que so´lamente necesita la ruta hacia el PDF original. A continuacio´n
se puede obtener mucha informacio´n de este PDF utilizando me´todos iText como
isEncrypted, que nos dice si esta´ encriptado o no. En caso de que lo este´ se ter-
minar´ıa la ejecucio´n.
Si todo ha ido bien, es necesario extraer el contenido del PDF original. Para ello se
llama al me´todo createTexts de la misma clase. Este me´todo carga la informacio´n
sobre fuentes, espacio de colores y estado gra´fico en los atributos HashMaps, a trave´s
del me´todo funcmain de la clase Resources.java (paquete common), genera un
fichero de contenido que guarda en el directorio temporal y extrae las ima´genes del
PDF para guardarlas en el directorio de ima´genes extra´ıdas (si no existieran estos
directorios se acabar´ıa la ejecucio´n).
La clase Resources.java tiene tres me´todos destacados: getColorSpace, getFonts
y getGraphicState, que son llamados desde su me´todo funcmain para cargar
la correspondiente informacio´n del documento (fuentes, espacio de color y espacio
gra´fico) en los HashMaps de la clase CreatePdf.java.
14Objeto Java que contiene un conjunto de claves a las que se les relaciona un objeto Java (String,
int...)
3.3 Implementacio´n 107
• Me´todo getColorSpace. Lee del diccionario recurso la informacio´n sobre el
espacio de color. Esta informacio´n viene dada de la forma clave que identifica el
espacio - informacio´n del espacio de color. Aquellos espacios de color definidos
en el diccionario recurso que cumplan con los requisitos para poder ser recreados
utilizando la clase iText PdfSpotColor.java (ver seccio´n 3.4 Limitaciones) se
almacenan en un HashMap de la forma clave - informacio´n. Si por el contrario,
existen espacios que no se pueden recrear en la salida, en el HashMap se guarda
clave -“[COLOR SPACE]”, de manera que quedan identificados los espacio de
colores que no se pueden recrear.
• Me´todo getFonts. Lee del diccionario recurso la informacio´n sobre las fuentes
utilizadas (diccionario fuente). Como existe un diccionario fuente para cada
pa´gina del documento PDF, la informacio´n de este diccionario se guardara´ en
vectores HashMap, donde cada posicio´n de los vectores se correspondera´ con
una pa´gina y cada HashMap almacenara´ informacio´n de la forma clave que
identifica a la fuente - informacio´n de dicha fuente, donde la informacio´n
sera´ diferente para cada HashMap, teniendo un vector HashMap para: la clave
de la fuente - su subtipo (recordemos que los Type 0 y Type 3 no se permiten);
clave de la fuente - su nombre PostScript (necesario para encontrar el fichero
fuente en el ordenador); clave de la fuente - su encoding en el documento o
la clave de la fuente - diccionario encoding (Differences); la clave de la fuente
- si esta´ embedida o no en el documento, la clave de la fuente - su entrada
ToUnicode (si posee).
• Me´todo getGraphicState. Lee del diccionario recurso la informacio´n dic-
cionarios del estado gra´fico (operador gs del stream de contenido). Esta in-
formacio´n viene dada de la forma clave que identifica el diccionario de estado
- para´metros de ese estado gra´fico (ver Ape´ndice Entradas de un Diccionario
de Para´metros del Estado Gra´fico). La informacio´n se almacena en un vector
HashMap de ocho posiciones. Cada posicio´n del vector se corresponde con uno
de los para´metros del estado gra´fico que se pueden reproducir con me´todos
de la clase iText PdfGState.java (ver seccio´n 3.4 Limitaciones), de tal manera
que para una clave de diccionario de estado gra´fico se puede mirar si contiene
un para´metro en concreto si esta clave se encuentra en la posicio´n del vector
asignada a ese para´metro.
La extraccio´n de las ima´genes se realiza mediante la clase XObject.java del paquete
insert. Esta es la u´nica que utiliza la librer´ıa PDFBox. Esta librer´ıa es capaz de
introducirse en el diccionario recurso del PDF original, iterar entre las ima´genes,
extraer su contenido y escribirlo en un fichero. Los ficheros se guardara´n en el di-
rectorio de ima´genes extra´ıdas con el nombre de la clave que identifique a cada
imagen.
Si es la primera vez que insertamos la palabra co´digo (puede que se este´ haciendo
servir el fichero de co´digos), la aplicacio´n estudiara´ el modo a utilizar. Este estudio
so´lo se realiza una vez. Si so´lo vamos a insertar una palabra co´digo esto es obvio,
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pero si hemos indicado un fichero de co´digos con ma´s de uno, se presupone que
estos co´digos tendra´n la misma longitud. Como la viabilidad del modo de insercio´n
de una palabra co´digo depende solamente de la longitud de e´sta, y todas tendra´n
la misma longitud, todas las inserciones utilizara´n el mismo modo. Para estudiar la
viabilidad se llama al me´todo test de la clase del paquete common ReadCode.java.
El me´todo test recibe como para´metros la palabra co´digo y el modo que el usuario
ha decidido que desea utilizar en el fichero de para´metros. Este modo puede no
haberse escrito por lo que el me´todo se olvidara´ del factor usuario y procedera´ de
manera automa´tica en la decisio´n del modo de insercio´n. Si el modo de insercio´n
va´lido es u´nico ya no se comprobar´ıa si el usuario ha declarado uno o no, pero
si existe ma´s de una posibilidad se le dara´ prioridad al escogido por el usuario.
En el caso de que el escogido por e´ste no sea posible se procedera´ en este orden:
si el usuario ha optado por el modo “pages”, pero so´lo son va´lidos “interlead” y
“spaces”, se utilizara´ e´ste u´ltimo; si el usuario ha escogido “spaces”, pero so´lo son
va´lidos “pages” e “interlead”, se escogera´ “interlead”; y si el usuario ha escogido
“interlead” pero so´lo son va´lidos “pages” y “spaces”, se escogera´ “spaces”. Si no se
ha podido encontrar un modo va´lido se acaba la ejecucio´n.
Para validar los modos el me´todo consulta si es posible insertar el modo “pages”,
comparando el nu´mero de pa´ginas con el nu´mero de d´ıgitos que componen la/s pa-
labra/s co´digo. A continuacio´n cuenta tantos nu´meros que indiquen posicionamiento
dentro de los operadores de texto TJ para ver si son suficientes para introducir
tantas modificaciones en ellos como nu´mero de d´ıgitos (modo “spaces”). Finalmente
cuenta el nu´mero de operadores de posicionamiento bajo los que insertar un des-
plazamiento nulo (sin contar los posicionamientos nulos que puedan formar parte
del PDF original) para ver si son suficientes. Una vez el me´todo conoce cuantos
modos son va´lidos su orden de preferencia siempre sera´ el del usuario, “spaces”,
“interlead” y “pages”.
Crearemos un documento con las mismas caracter´ısticas que el documento original.
Para ello utilizamos la clase iText Document.java y le pasamos como para´metro
el taman˜o de pa´gina del PDF de salida, que queremos que sea como el original
mediante el me´todo getPageSize de PdfReader.java. Crearemos un objeto escritor
con la clase PdfWriter.java, que crea el PDF de salida con el objeto documento y
el nombre del PDF de salida del fichero para´metros seguido de “ outX”, donde X
representa un contador con las palabras co´digo insertadas (0 si so´lo hemos insertado
una, y por lo tanto, so´lo tenemos un PDF de salida).
Mediante los me´todos getSimpleViewerPreferences y getVersion de la clase
PdfReader.java, obtenemos informacio´n de las preferencias de visualizacio´n y ver-
sio´n del PDF original, para poderla aplicar al PDF de salida con los me´todos de
PdfWriter.java setSimpleViewerPreferences y setVersion.
Si el usuario ha decidido que quiere que la salida este´ encriptada, se utilizara´ el
me´todo de PdfWriter.java setEncryption de manera que, sin contrasen˜a, no se
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podra´ copiar el contenido del PDF, de tal forma que el consumidor final que dispone
del PDF codificado no sera´ capaz de copiar el contenido. Esto evitar´ıa la ineficacia
de la insercio´n de una palabra co´digo si el consumidor final del PDF hiciera copia
del texto hacia un editor.
Se abre el documento con su me´todo open y llamamos al me´todo de la clase Get-
Bookmark.java que nos crea el bookmark a la salida. En este me´todo obtenemos
un objeto List de Java con el bookmark original y lo escribimos en la salida con el
me´todo setOutlines de PdfWriter.java.
Creamos un objeto de la clase PdfContentByte.java, con el me´todo getDirectCon-
tent de PdfWriter.java. Gracias a este objeto podremos ejecutar los operadores
textuales y gra´ficos que constituyen el PDF de salida. Esta ejecucio´n se lleva a
cabo mediante el me´todo readFile de la clase CreatePdf.java, que se explicara´ ma´s
detalladamente en la siguiente seccio´n.
Tambie´n nos interesa tambie´n la informacio´n del MetaData en el PDF de sali-
da, utilizando el me´todo getInfo de la clase PdfReader.java. Con este obtenemos
la informacio´n que se an˜adira´ en el MetaData de la salida con los distintos me´to-
dos de Document.java: addAuthor, addCreationDate, addCreator, addTittle,
addSubject, y addKeyWords.
Se eliminan los ficheros auxiliares de contenido y las ima´genes extra´ıdas de la carpeta
temporal y en la carpeta de ima´genes extra´ıdas con el me´todo erase.
Por u´ltimo, se cierra el documento con su me´todo close.
Una vez tenemos una idea general podemos hablar del proceso de creacio´n del fichero
de contenido del PDF original. Para ello hay que hablar del me´todo funcMain de la clase
ContentStream.java del paquete insert. Este me´todo realiza el siguiente proceso:
Recorre todas las pa´ginas del documento PDF utilizando el me´todos iText de Pdf-
Reader.java, getNumberOfPages para conocer el nu´mero de pa´ginas y mediante
el me´todo getPageContent(pa´gina) de esta misma clase iText se obtiene un vec-
tor de bytes que representan el stream de contenido de esa pa´gina. Para acceder a
este contenido se le debe aplicar el filtro indicado por el diccionario de cada stream
para poder decodificarlo. Los siguientes procesos se realizan para cada salto en la
iteracio´n.
El me´todo llama al me´todo escape, al cual le pasa la pa´gina actual y stream de
contenido de la misma. Este me´todo le devuelve una matriz ByteBuffer con las
ima´genes inline (ver seccio´n 2.6.5.1, Ima´genes) extra´ıdas del contenido de la pa´gina.
Esta matriz sera´ devuelta por el me´todo funcMain y se almacenara´ como atributo
en el objeto de la clase CreatePdf.java para poder insertar en el stream de contenido
de la salida, dentro del me´todo readFile, estas ima´genes.
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El me´todo escribe el contenido en un fichero auxiliar (cuyo nombre es el del PDF
original seguido de “ content aux.txt”), an˜adiendo la palabra clave “[PAGINA EN
BLANCO]” para indicar que se ha encontrado una pa´gina vac´ıa en el PDF original.
Se genera un objecto Vector<String> de Java, donde se lee l´ınea por l´ınea el fichero
auxiliar y se almacena cada una en una posicio´n. Este objeto tiene como finalidad
servir como para´metro del me´todo ExtractLinesPageContent. En el fichero auxi-
liar tenemos el stream de contenido del PDF original y nos interesa para facilidad
de la programacio´n posterior en el me´todo readFile que cada l´ınea de ese fichero se
corresponda a una instruccio´n PDF para generar el PDF de salida. Dependiendo del
generador del PDF puede que en una l´ınea se mezclen operadores de texto, gra´ficos,
ima´genes, etc. por lo que es necesario para conseguir este objetivo “fragmentar” el
fichero auxiliar. Para esto se utiliza el me´todo ExtractLinesPageContent, que
trabaja directamente con el vector que posee las l´ıneas del fichero auxiliar. Este
me´todo ira´ leyendo las posiciones del vector imprimiendo una instruccio´n por l´ınea
en un fichero de contenido definitivo (cuyo nombre es el del PDF original seguido
de “ content.txt”).
Debido a que existen restricciones y limitaciones, co´mo que no se han contemplado
la reconstruccio´n de PDF’s con contenido opcional o con cierto tipo de contenido
marcado (ver seccio´n 3.4 Limitaciones) se an˜adira´ en el fichero definitivo la palabra
clave “[MARKED CONTENT]/[OPTIONAL CONTENT]” anteriormente a la im-
presio´n de la instruccio´n correspondiente, para que quede constancia en el fichero
definitivo de que la siguiente intruccio´n no se recreara´ en el me´todo readFile. Esto
es vital para el trabajo del decodificador (ver seccio´n 3.3.5 Extraccio´n del co´digo
invisible). Lo mismo ocurre con las restricciones del espacio de colores (ver seccio´n
3.4 Limitaciones), en cuyo caso se an˜adira´ la palabra clave “[COLOR SPACE]”.
3.3.4.7. Creacio´n del PDF de salida
Dentro del me´todo readFile se realizan todas las operaciones necesarias para recrear
a partir de la lectura l´ınea a l´ınea del fichero de stream de contenido original la salida
con una marca invisible. A continuacio´n se presenta un ejemplo sencillo para ilustrar los
pasos que se siguir´ıan en ese caso para llegar al PDF de salida.
En la seccio´n 2.7.1.1, Reglas ba´sicas para mostrar texto se mostro´ un ejemplo de stream
de contenido de un PDF realizado con iText que mostraba el texto “Hola Mundo” en la
pa´gina, explicando que´ hac´ıa cada operador. Para entender como se recrea un PDF de
salida podemos utilizar un PDF de ejemplo parecido, realizado con MiKTeX, para explicar
los me´todos iText que se utilizar´ıan para recrearlo con el co´digo “10”. En la Figura 3.3.4.7
observamos el documento PDF y su fichero de contenido abierto con el bloc de notas.
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A continuacio´n se explica l´ınea por l´ınea los operadores y sus correspondientes me´todos
iText. Estos me´todos se aplican sobre un objeto de la clase PdfContentByte.java, que
permite ejecutar acciones sobre el stream de contenido del PDF de salida que queremos
crear. Antes de proceder con la reconstruccio´n se ha estudiado el modo que se iba a seguir
para insertar el co´digo. En este caso so´lo hay un modo posible, el modo “interlead”, que
se explicara´ tambie´n a trave´s de este ejemplo.
BT: operador que indica que empieza el texto. El me´todo iText correspondiente a
este operador es beginText.
/F15 12 Tf: El operador Tf indica que existe un diccionario fuente referenciado por
la clave F15 y cuyo taman˜o es de 12 unidades. Para an˜adir esta fuente al stream
de contenido de la salida, hemos de utilizar la clase iText BaseFont.java. Mediante
esta clase podemos crear una fuente (me´todo createFont) pasa´ndole la ruta hasta
el fichero fuente (recordemos que si es Type 1 sera´ un archivo .afm), el encoding
utilizado (Winansi por defecto para las fuentes esta´ndar Type 1) y si la fuente ha
de estar embedida en el PDF de salida. En este caso se trata de la fuente Computer
Modern cmr12 (Type 1), por lo que adema´s necesitar´ıa el archivo .pfb correspon-
diente. Con este me´todo de iText se buscara´ en archivo automa´ticamente en la
misma ruta que se haya indicado para el archivo .afm (reemplazando la extensio´n
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.afm por .pfb). Una vez creada la fuente, se llama al me´todo setFontAndSize de
PdfContentByte.java pasa´ndole la fuente y el taman˜o.
464.653 735.021 Td: El operador de posicionamiento de texto Td posiciona el “cursor”
en las coordenadas x,y respectivas. El me´todo iText correspondiente a este operador
es moveText(x,y). Ya que el modo seleccionado ha sido el “interlead”miraremos si
ya hemos insertado toda la palabra co´digo y si au´n no lo hemos hecho, que d´ıgito es
el siguiente a insertar. En este caso como no se ha insertado ningu´n d´ıgito se lee el
primer d´ıgito de la palabra co´digo (se trata de un atributo de la clase CreatePdf.java
y puede proceder del fichero de para´metros o del fichero indicado por el usuario co-
mo fichero de co´digos). Como el primer d´ıgito es un uno, esto se codifica como dos
cambios de posicionamiento del texto. Como no queremos que el movimiento sea
visible por el usuario, sencillamente no lo efectuamos, llamando dos veces al me´todo
moveText(0,0) (desplazamiento horizontal y vertical nulo), ya que el d´ıgito es un
“1”.
[(1)]TJ: El operador TJ muestra el string/s entre pare´ntesis en la posicio´n en que se
encuentre el cursor. El me´todo iText correspondiente es showText. A este me´todo
se le debe pasar como para´metro un string o un objeto de la clase iText PdfText-
Array.java. Cuando se trabaje con otros operadores de texto (Tj, ’, ”) es necesario
pasar un string al me´todo, pero este no el caso. En este caso es necesario utilizar
el me´todo add de la clase PdfTextArray.java para an˜adir los componentes entre los
corchetes de este operador. Como ya se explico´ en el Cap´ıtulo 2, estos componentes
son strings (si aparecen entre pare´ntesis) o el posicionamiento que toma el cursor
despue´s de que se dibuje ese string. En este caso, so´lo se an˜adir´ıa el string “1” al
me´todo add y se llamar´ıa a showText con el objeto PdfTextArray.
-365.131 -31.755 Td: El operador de posicionamiento de texto Td posiciona el
“cursor” en las coordenadas x,y respectivas. El me´todo iText correspondiente a este
operador es moveText(x,y). Al ser las coordenadas negativas indica que el cursor
se ha desplazado hacia abajo y hacia la izquierda las cantidades indicadas, respecto
a la posicio´n anterior. En este caso ya hemos insertado un d´ıgito pero todav´ıa nos
falta otro. Por eso llamamos una vez al me´todo moveText(0,0) (desplazamiento
horizontal y vertical nulo) pues el segundo d´ıgito es un “0”.
[(Hola)-326(Mundo)]TJ: En este caso el operador TJ ha de mostrar los dos strings
entre pare´ntesis, pero ajustando su posicio´n a la cantidad fuera de los pare´ntesis. En
el sistema de coordenadas por defecto, si el ajuste es positivo indica que el siguiente
glyph se ha mover hacia la izquierda, por lo que en este caso indica que “Mundo”
aparece 326 mile´simas de unidad del espacio del texto a la derecha de “Hola”. En
este caso se utilizar´ıa tres veces el me´todo add.
ET: operador que indica que finaliza el texto. El me´todo iText correspondiente a
este operador es endText.
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En el fichero de para´metros se hab´ıa indicado que el tipo de marcaje fuera “spaces”.
En el ejemplo que nos ocupa, so´lo es posible insertar la palabra co´digo mediante el modo
“interlead”, por lo que la sugerencia del usuario es obviada por la aplicacio´n.
Despue´s de este ejemplo queda ma´s o menos claro el proceso que se ha seguido dentro
del me´todo readFile. A continuacio´n se resume este proceso:
Este me´todo guarda el modo de marcaje utilizado en el contenido del PDF de salida
como informacio´n para el decodificador (ver seccio´n 3.3.5.3 Deteccio´n de la opcio´n
de insercio´n utilizada). Para ello utiliza los operadores de estado gra´fico q-Q, que
simplemente salvan y restauran el estado gra´fico, respectivamente, de manera que si
el modo va´lido escogido ha sido “pages” se inserta una pareja, si se trata del modo
“spaces” se insertan dos y si se trata del modo “interlead” se insertara´n tres. La
manera de insertarlos es mediante los me´todos iText saveState (para el operador
q) y restoreState (para el operador Q) de la clase PdfContentByte.java (clase
que como vimos en la seccio´n anterior es la que nos permite acceder al stream de
contenido del PDF de salida, crea´ndolo sobre la marcha).
Una vez indicado el modo, se va llamando al me´todo nextTokenLine que lee una
l´ınea del fichero de contenido, y se estudia cada l´ınea para descifrar que instruccio´n
PDF realiza. As´ı, si la l´ınea es “BT” sabemos que a continuacio´n vendra´ un texto,
con su fuente y string literal o hexadecimal. En este caso se llamar´ıa al me´todo de
PdfContentByte.java beginText para an˜adir el operador al stream de contenido de
la salida y a continuacio´n al me´todo body, cuya funcio´n es estudiar todas las l´ıneas
entre “BT” y “ET”, es decir, las l´ıneas que constituyen el texto que se esta´ descri-
biendo en ese momento en el PDF.
El me´todo body delegara´ a otros me´todos la extraccio´n de la fuente utilizada y
la diferenciacio´n entre strings literales o hexadecimales, as´ı como la creacio´n de
los objetos PdfTextArray cuando se trabaje con strings literales con operador TJ.
Como el nu´mero de me´todos que intervienen en este proceso es muy grande, nos
dedicaremos simplemente a resumir el funcionamiento de su conjunto:
• Se comienza buscando la posicio´n del cursor inicial, utilizando el me´todo iText
moveText(x,y). Si estamos trabajando en el modo “pages” y debemos inser-
tar d´ıgitos de la palabra co´digo, adema´s de la llamada a moveText(x,y) con
la posicio´n inicial, se llama al me´todo tantas veces como corresponda segu´n
debamos insertar un “1” o un “0”, siendo x e y igual a 0. A continuacio´n se
estudia si las l´ıneas posteriores corresponden a un espacio de color o un estado
gra´fico, en cuyo caso se llama a los me´todos color y graphic que se explican
a continuacio´n.
• Cuando se encuentra la l´ınea correspondiente a la instruccio´n de fuente (ope-
rador Tf) se accede a los atributos vectores HashMap en la posicio´n corres-
pondiente a la pa´gina actual y a partir de los operandos crear el objeto fuente
(clase BaseFont.java de iText) a partir de la ruta hacia la fuente, su encoding y
su condicio´n de estar o no embedida. La ruta de la fuente se obtiene mediante
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el nombre PostScript de la fuente (que se encuentra en el vector HashMap
font), que se le pasa como para´metro al me´todo registeredFonts de la clase
Resources.java. Esta clase busca en la carpeta indicada en el fichero de para´me-
tros como carpeta de fuentes el archivo cuyo nombre PostScript coincida con el
dado para devolver la ruta hacia la fuente. Para hacer esta bu´squeda se utilizan
las clases ExtractTTF.java y EnumerateTTC.java del paquete insert. Adema´s
de en esta carpeta tambie´n se efectu´a la bu´squeda en las carpetas del sistema,
si existen, “c:/winnt/fonts/”, “d:/windows/fonts/”, “c:/windows/fonts/” y
“d:/winnt/fonts/”. Antes de hacer la bu´squeda accediendo a cada uno de los
ficheros de estas carpetas, se consulta en el fichero relatedFonts.cmap si existe
una combinacio´n nombre PostScript y nombre de fichero, para ahorrarnos estos
accesos. Si no existe deberemos realizarlos, pero una vez encontrado se an˜ade
la correspondencia entre nombre PostScript y nombre de fichero en el fichero
relatedFonts.cmap para posteriores consultas. Si el encoding de la fuente es un
diccionario se utilizara´ como encoding la entrada BaseEncoding (ver seccio´n
2.7.4.5, Encoding). En este caso existira´ un vector Differences que afecta a lo´s
co´digos cara´cter del stream de contenido, que debera´n ser sustitu´ıdos por los
que aparezcan en el vector Differences. Este mapeado no ha sido programado,
pues las fuentes CM Type 1 de MiKTeX no lo requieren.
• Cuando se encuentran instrucciones de desplazamiento del texto (operadores
Td o TD) se actu´a de manera ide´ntica que con la posicio´n inicial, pero ob-
servando si el modo a utilizar es “interlead”. Sino´ es necesaria en ese punto la
insercio´n de un d´ıgito de la palabra co´digo simplemente se recrea la instruccio´n
con el me´todo iText moveText(x,y), sin ninguna instruccio´n an˜adida.
• Cuando se encuentran instrucciones de texto (operadores Tj, TJ, ’, ”) se ha
diferenciar entre strings literales (entre pare´ntesis) y strings hexadecimales (en-
tre corchetes). El trabajo con strings literales es relativamente simple, utilizan-
do el me´todo showText de iText. El trabajo con strings hexadecimales pasa
por utilizar el me´todo filtrarHexa, que ejecuta la funcionalidad descrita en la
seccio´n 2.7.8, Extraccio´n de contenido textual, mapeando los co´digos cara´cter
(en hexadecimal) a valores Unicode, gracias al CMap definido en la entrada
ToUnicode del diccionario fuente. Son estos valores Unicode los que se pasan
como para´metros en el me´todo showText.
Cuando el me´todo readLine encuentre operadores de imagen en una l´ınea diferen-
ciara´ entre ima´genes inline o XObject (ver seccio´n 2.6.5.1, Ima´genes).
Si se trata de una imagen inline insertara´ en el contenido de salida aquel vector de
bytes del atributo ByteBuffer[ ][ ] bb de la clase CreatePdf.java correspondiente a
la pa´gina actual (conocida mediante el atributo int EndPages). Antes de insertar
la imagen, se ha de crear un objeto imagen (ImgRaw.java de iText) con el vector
de bytes de la imagen y sus caracter´ısticas (altura, anchura, modelo de color...) que
obtenemos de las l´ıneas entre los operadores BI y ID. Para insertar la imagen el
PDF de salida se utiliza el me´todo de PdfContentByte.java addImage, que recibe
como para´metro la imagen y la posicio´n donde dibujarla (informacio´n recogida de
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la l´ınea del operador cm, que modifica la matriz de transformacio´n) y un booleano
para indicar que es inline.
Si se trata de una imagen XObject, encontraremos la clave que la identifica en el
diccionario recurso en la l´ınea del fichero de contenido con el operador Do. Se bus-
cara´ en la carpeta de ima´genes extra´ıdas aquella cuyo nombre coincida con la clave
y se le pasara´ la ruta hacia ella a un objeto de la clase Image.java de iText. Sobre
el objeto PdfContentByte aplicamos el me´todo addImage de la misma manera que
antes, indicando en el booleano que no se trata de una imagen inline. Si no se encon-
trara la imagen en esa carpeta, la aplicacio´n dar´ıa por supuesto que se trata de un
Form XObject (template) o un PostScript XObject, por lo que, al no contemplarse
este tipo de ima´genes se acabar´ıa la ejecucio´n del programa.
No hay una manera directa de crear o an˜adir una pa´gina en blanco al PDF de salida
mediante la clase PdfContentByte.java de iText. Es por esto que cada vez que se
encuentre una l´ınea del fichero de contenido de entrada correspondiente a la palabra
clave “[PAGINA EN BLANCO]”, el me´todo readFile an˜ade una pareja q-Q, so´lo
como una manera de escribir “contenido” en la pa´gina.
Cuando una de las l´ıneas corresponda con el operador gs, que indica que existe
un diccionario de para´metros de estado gra´fico en el diccionario recurso, se llama al
me´todo graphic que accedera´ al atributo vector HashMap graphic de CreatePdf.java
para buscar a lo largo de sus ocho posiciones si existe la clave que identifica a ese
gra´fico (operando que acompan˜a al operador gs). Si en uno de los HashMap de las
posiciones encontramos la clave, se crea un objeto PdfGState de iText, sobre el cual
se aplican me´todos que recrean el para´metro que corresponde a esa posicio´n. El
proceso se repite para el resto de posiciones y si encontramos otra coincidencia apli-
caremos el me´todo correspondiente sobre el mismo objeto PdfGState. Finalmente,
una vez se tiene el objeto PdfGState definido con todos los para´metros indicados, se
aplica al PDF de salida con el me´todo setGState que recibe como para´metro este
objeto.
Cuando una de las l´ıneas corresponda con los operadores sc, SC, scn o SCN, que
indican la existencia de un espacio de colores, se llama al me´todo color, que acce-
dera´ al atributo HashMap color de CreatePdf.java para buscar la clave de color (uno
de los operandos que acompan˜an al operador de color) y obtener su informacio´n.
Si para esa clave la informacio´n recogida es la palabra clave “[COLOR SPACE]”
no se procesara´ dicha informacio´n. Si por el contrario no lo fuera se crean objetos
iText PdfSpotColor y SpotColor para definir el espacio de color y los me´todos set-
ColorStroke y setColorFill para an˜adir el espacio al PDF de salida, que reciben
como para´metro estos objetos.
Existen otros muchos operandos y en definitiva instrucciones que conforman un
PDF, tal como se vio en el Cap´ıtulo 2, pero no era viable realizar un software que
relacionara cada l´ınea del fichero de stream de contenido con un me´todo iText.
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Por consiguiente se hizo uso de la existencia de un me´todo dentro de la clase Pdf-
ContentByte.java que permit´ıa escribir directamente en el contenido del PDF que
se estaba creando una instruccio´n (como si hicie´ramos copy-paste). Se trata de el
me´todo setLiteral, que recibe como u´nico para´metro un objeto Java de tipo String
con la instruccio´n. Hay que remarcar que este me´todo no se puede utilizar a la
ligera, por ejemplo, no podr´ıamos utilizarlo para una instruccio´n como /F15 12 Tf,
pues primero deber´ıamos crear la fuente y an˜adirla al diccionario recurso del PDF
de salida (incluso en el PDF de salida la clave sera´ diferente hacie´ndolo correc-
tamente). Por eso este me´todo so´lo se ha utilizado en operaciones “simples”. Un
ejemplo ser´ıa las instrucciones de color 0.3 g y 0.3 G, que seleccionan el espacio de
color DeviceGray. Una operacio´n de desplazamiento de texto 0 -18 Td puede parecer
una operacio´n “simple”, pero cuando llamamos al me´todo iText moveText no so´lo
estamos an˜adiendo esta l´ınea al contenido de la salida, sino´ tambie´n modificando la
matriz de texto.
La Figura 3.11 viene descrita por el stream de contenido siguiente:
1 w (ancho de la l´ınea)
200 500 m (punto donde empieza el camino)
400 400 400 300 400 300 c (curva del punto inicial al punto (x3=400,y3=300) usando
como puntos de control Be´zier (x1=400,y1=400) y (x2=400,y2=300))
S (camino no relleno)
1 w
200 500 m
200 300 400 300 400 300 c
f (camino relleno)
Figura 3.11: Ejemplo utilizacio´n me´todo setLiteral
Todos ellos son operadores de dibujo que conforman dicha figura. Utilizando los
siguientes me´todos de la clase iText PdfContentByte.java ser´ıamos capaces de recrear
este contenido:
1 w : setLineWidth(1)
200 500 m : moveTo(200,500)
400 400 400 300 400 300 c : curveTo(400,400,400,300,400,300)
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S : stroke()
1 w : setLineWidth(1)
200 500 m : moveTo(200,500)
200 300 400 300 400 300 c : curveTo(200,300,400,300,400,300)
f : fill()
Utilizando u´nicamente el me´todo setLiteral de esta misma clase obtendr´ıamos el
mismo resultado, pasa´ndole como para´metro un objeto String con los operadores.
PdfContentByte cb = writer.getDirectContent();
String fig = “1 w\n200 500 m\n400 400 400 300 400 300 c\nS\n1 w\n200 500
m\n200 300 400 300 400 300 c\nf”;
cb.setLiteral(fig);
3.3.5. Extraccio´n del co´digo invisible
3.3.5.1. Diagrama de clases
En la Figura 3.12 observamos el diagrama de clases, con sus asociaciones y depen-
dencias, de la funcionalidad de extraer. Esta funcionalidad utiliza los paquetes extract y
common.
Figura 3.12: Diagrama de clases de la funcionalidad de extraer
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3.3.5.2. Descripcio´n del funcionamiento de la extraccio´n
El funcionamiento a grandes rasgos de la extraccio´n de la palabra co´digo insertada es
el siguiente:
1. Una vez escogida la funcionalidad, la clase principal instancia la clase Extraer.java
(paquete applications) que inicializa la clase Parametros.java (paquete common),
a partir del fichero para´metros indicado por el usuario, y se instancia la clase Ex-
tractCode.java (paquete extract).
2. La clase ExtractCode.java verifica que exista el PDF a decodificar, y si existe y
ha sido creado a partir de la funcionalidad de insercio´n y la opcio´n de encriptado,
buscara´ el campo de password en el fichero de para´metros. Si el password no se
encuentra en el fichero de para´metros o no es va´lido, se termina la ejecucio´n.
3. Esta clase comprueba que exista el directorio temporal y en e´l el documento .txt
con el stream de contenido del PDF original (se ha tenido que completar el campo
ficheroOrigen). Si el documento ha sido borrado, se instancia la clase CreateCon-
tent.java del mismo paquete para crear este documento en el directorio temporal.
Esta clase utiliza el me´todo getPageContent de la clase iText PdfReader.java para
obtener los bytes que conforman el contenido de cada pa´gina del PDF original.
Para poder instanciarse la clase se ha tenido que crear un objeto de la clase Re-
sources.java (paquete common), pues es necesario informacio´n del espacio de colo-
res del PDF original para identificar si alguno no es recreable (ver seccio´n 3.4 Limi-
taciones). Para poder crear el stream de contenido el PDF original no debe estar
encriptado.
4. Una vez se tiene el fichero con el stream de contenido original es necesario crear el del
PDF de salida. Para ello se utiliza el me´todo content de la clase ExtractCode.java,
que simplemente recorre las pa´ginas del PDF de salida y llama al me´todo iText get-
PageContent para obtener el stream de contenido de salida, sin tener que realizar
ningu´n tipo de filtrado o fragmentacio´n, ya que el PDF de salida se habra´ genera-
do con la herramienta iText y no dispondra´ de ningu´n problema con respecto a su
distribucio´n y no sera´ necesario insertarle ningu´n tipo de palabra clave.
5. El procedimiento de extraccio´n del co´digo se basa en la comparacio´n de los dos
documentos creados tal y como se ha descrito. Mediante el me´todo extractMode
extraemos el modo a partir del documento de salida (tambie´n detectamos si el PDF
al que queremos extraer la palabra co´digo ha sido marcado en un principio). Una vez
detectado el modo de codificacio´n, este mismo me´todo es capaz de extraer el co´digo,
si efectivamente ha sido codificado, llamando al me´todo de extraccio´n particular del
modo identificado que compara ambos documentos.
6. Una vez extra´ıdo el co´digo, se imprime por pantalla y esta misma clase elimina el
documento con el stream de contenido del PDF de salida del directorio temporal,
as´ı como el auxiliar de entrada (si lo hubiera), dejando el de entrada para pro´ximas
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extracciones (si el usuario desea borrarlo es libre de hacerlo, pues en la pro´xima
extraccio´n se regenerar´ıa de nuevo).
Siguiendo con el ejemplo del PDF hola.pdf ver´ıamos por pantalla:
Codigo extraido 10
Eliminado fichero: c:\entorn\temp\hola content aux.txt
Eliminado fichero: c:\entorn\temp\hola out0 content.txt
Donde c:\entorn\temp\ es la ruta hasta la carpeta temporal,
hola content aux.txt es el fichero auxiliar de contenido del PDF de entrada,
y hola out0 content.txt es el fichero de contenido del PDF de salida.
3.3.5.3. Deteccio´n de la opcio´n de insercio´n utilizada
Para detectar la opcio´n de insercio´n utilizada, el me´todo extractMode dentro de
un objeto de la clase ExtractCode.java cuenta el nu´mero de parejas q-Q que el
codificador ha insertado pre´viamente para dejar constancia del tipo de marcaje y
que leemos del fichero de stream de contenido de la salida. Como ya se ha visto en
la seccio´n anterior, si se cuenta una pareja es que se trata del modo pages ; si se
cuentan dos, del modo spaces y si se cuentan tres del modo interlead.
Antes de comenzar la cuenta se comprueba si existe una pareja q-Q correspondiente a
las insertadas en el PDF de salida porque en el PDF de entrada existe una pa´gina en
blanco. Para ello se mira si mientras leemos el stream de contenido del PDF original
encontramos la palabra clave “[PAGINA EN BLANCO]”. Una vez comprobada la
relacio´n entre palabra clave y pareja q-Q no leemos estas l´ıneas correspondientes a
la pareja del stream de contenido de salida. De esta manera solamente se cuentan
las parejas insertadas para indicar el modo de marcaje.
3.3.5.4. Extraccio´n de la palabra co´digo
Una vez identificado el modo, se llamara´ al me´todo adecuado. Si el modo es “pages” o
“interlead” el me´todo sera´ extractTd, mientras que si se trata del modo “spaces”se
utilizara´ el me´todo extractSpaces.
Me´todo extractTd. Este me´todo ira´ leyendo los dos documentos .txt parale-
lamente y en primer lugar obviara´ las l´ıneas correspondientes a las parejas q-Q
(seis para el modo “interlead” y dos para el modo “pages”) del de salida. En
este punto ira´ comparando l´ınea por l´ınea un fichero con el otro, y si encon-
trara las palabras clave insertadas en el fichero original se saltar´ıa la l´ınea que
conforma la palabra clave as´ı como la de la operacio´n, puesto que esta l´ınea
no se encuentra en el fichero de salida (no hemos sido capaz de recrear tal
operacio´n). En caso de tratarse de la palabra clave de una pa´gina en blanco no
existe ninguna l´ınea adicional a obviar. En cualquier otro caso se comparara´ que
la l´ınea del fichero de salida sea igual a “0 0 Td” (la marca insertada por el
codificador) y la del fichero de entrada correspondiente no lo sea. Si esto se
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produce y tambie´n sucede lo mismo con la siguiente l´ınea del fichero de salida,
el decodificador ha encontrado un “1”, mientras que sino´ se trata de un “0”.
En el caso en que tanto la l´ınea del fichero original como la del fichero de salida
sean igual a “0 0 Td” no se habra´ insertado ningu´n co´digo. Cuando llegamos
al final de fichero de salida devuelve la sucesio´n de unos y ceros encontrada.
Me´todo extractSpaces. Al igual que el me´todo anterior ira´ leyendo los dos
documentos .txt paralelamente y obviara´ las cuatro l´ıneas correspondientes a
este modo del documento de salida. Se ira´n comparando l´ınea por l´ınea ambos
ficheros, obviando las l´ıneas necesarias, igual que en el me´todo anterior, pero
ahora no se buscara´ una l´ınea del estilo “0 0 Td” en el fichero de salida,
sino´ que se estudiara´n aquellas l´ıneas correspondientes al operador de texto
TJ. Una vez localizadas las parejas de l´ıneas TJ (las que se corresponden en
ambos ficheros) se llama al me´todo numbers que recibe una l´ınea de texto y
devuelve un vector con los espaciados entre cara´cteres de esa l´ınea (ver seccio´n
2.7.2, Objetos texto) para cada l´ınea. Para ello utiliza me´todos de las clases
del paquete common StringToVector.java y ReadCode.java. Comparando los
espaciados de una l´ınea con los de la otra se extrae la informacio´n de si se ha
insertado un “1” o un “0”. Si la diferencia entre un espaciado del fichero de
salida y el de entrada es positiva, se decodifica un “1”, si es negativa un “0” y
si es nula se incrementa un contador. Cuando este contador sea positivo es que
no se ha insertado ningu´n otro d´ıgito. Se devuelve la palabra co´digo extra´ıda.
3.4. Limitaciones
Durante el Cap´ıtulo 2 se hizo un resumen de la estructura interna del PDF. Durante
la explicacio´n se vio que exist´ıan algunas propiedades que no se han podido reproducir
fielmente en el PDF de salida codificado. En esta seccio´n se listara´n estas limitaciones
existentes en la aplicacio´n y las motivaciones de las mismas.
PDF Etiquetados: contenido marcado
Como se hablo´ en el Cap´ıtulo 2, los PDF tradicionales no conocen la estructura del
texto, sino´ que el texto es so´lo formas dibujadas. Con la versio´n 1.4 se introdujeron
los PDF etiquetados (Tagged PDF ). Cuando se lee este tipo de PDF, las aplicaciones
pueden reconocer la estructura del texto (pa´rrafos, tablas, t´ıtulos, etc). De esta
manera, por ejemplo, la funcionalidad “leer en voz alta”de Adobe Reader puede
leer contenido que no esta´ siendo visto por el usuario (como una imagen puede ser
reemplazada en este caso por una descripcio´n de la misma).
Para ello se introduce el concepto de contenido marcado (marked content), para
identificar la porcio´n del stream de contenido como un elemento marcado de intere´s
para la aplicacio´n lectora de un PDF etiquetado. Mediante iText se pueden utilizar
los me´todos beginMarkedContentSequence y endMarkedContentSequence
de la clase PdfContentByte.java para an˜adir al stream de contenido objetos de
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la clase PdfStructureElement.java. Haciendo esto obtenemos un PDF etiquetado
(podemos observar si esta´ o no etiquetado en Fichero > Propiedades del Documento)
La herramienta principal utilizada para el desarrollo de este proyecto (iText) posee
un soporte limitado para este tipo de ficheros. Debido a que esta funcionalidad se
encontraba en varios de los documentos PDF del proyecto GILDDA que se hab´ıan
realizado con Adobe Acrobat Professional, se opto´ por programar esta funcionalidad
(Fase 2 del proyecto). La recreacio´n de la misma a la salida es limitada, a la espera
de que hubiera un mayor desarrollo de la librer´ıa en este tema. Es por esto que, como
se explica en la seccio´n 2.6.6, Contenido opcional, marcado y PDF Tagged, so´lo se
ha tenido en cuenta el marcado tipo Span en el proyecto. El resto de contenido
marcado puede verse en la salida pero sin considerarse marcado.
Hay que tener en cuenta que esta limitacio´n no aplica a los PDF creados con MiKTeX
pues no es posible crear este tipo de PDF.
Estado Gra´fico
No todas las entradas del diccionario de estado gra´fico (ver Ape´ndice Entradas de
un Diccionario de Para´metros del Estado Gra´fico) se han podido reproducir en
este proyecto, por motivo de la no existencia de me´todos iText para reproducir los
efectos de todos los para´metros. Existen 27 posibles para´metros en un diccionario
de este tipo, segu´n la PdfReference. Este nu´mero se ha visto reducido a 8, que son
los para´metros que podemos modificar desde la clase PdfGState.java de iText. Estos
para´metros son los siguientes: OP, op, OPM, BM, CA, ca, AIS, y TK. El significado
de los para´metros se encuentran en el anexo citado. Por ejemplo, el para´metro CA
lo reproducimos a la salida con el me´todo setStrokeOpacity de PdfGState.java,
que utilizamos en la insercio´n de marca visible para establecer cierta transparencia.
Espacio de colores
Por no disponer de los medios necesarios a trave´s de me´todos de la librer´ıa iText,
se han reproducido aquellas operaciones indicadas por los operadores gra´ficos que
trabajan en “un so´lo paso” (ver seccio´n 2.6.4, Espacio de colores). Un ejemplo es
el operador RG para aplicar espacios de color dependientes del dispositivo. Estos
operadores esta´n disponibles para todas las versiones PDF, no como la nocio´n de
especificar un espacio de color dependiente del dispositivo (DeviceGray, DeviceRGB,
DeviceCMYK) que solamente es caracter´ıstica de la versio´n 1.1.
Entre los espacios de colores expl´ıcitos so´lo se permiten aquellos de la familia Sepa-
ration, cuando dispone como espacio alternativo alguno de los dependientes (ver
seccio´n 2.6.4, Espacio de colores).
Ima´genes
La librer´ıa Java PDFBox no reconoce los ficheros .eps15 y .ps16 (no es capaz de
extraerlos), a la vez que la librer´ıa iText tampoco los soporta (no es capaz de insertar
15Encapsulated PostScript. Formato gra´fico que describe una imagen en el lenguaje PostScript
16PostScript. Formato gra´fico que describe una imagen en el lenguaje PostScript
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este tipo de ima´genes en un PDF). PDFBox tampoco extrae correctamente ficheros
imagen .png. Es por esto que los PDF originales no pueden contener ima´genes de
estos tipos si queremos insertar una marca invisible. A la hora de insertar una marca
visible, esto no nos afecta, pues no regeneramos el PDF original sino´ que utilizamos
la clase iText PdfStamper “estampar” la imagen o el texto en cada pa´gina.
Cap´ıtulo 4
Planificacio´n
En este cap´ıtulo se presenta el diagrama de Gantt del proyecto. Un diagrama de
Gantt nos da informacio´n sobre la planificacio´n del proyecto y nos permite observar la
organizacio´n de las diferentes tareas y etapas de las que consta, repartidas durante el
periodo destinado al mismo. Para tener una idea de las diferencias entre la planificacio´n
inicial del proyecto y el proyecto finalmente resultante, se incluye en la Figura 4.1 el
diagrama de Gantt del proyecto “inicial”, mientras que en la Figura 4.3 se observa el
Gantt del proyecto “final”.
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4.1. Planificacio´n inicial
Este diagrama de Gantt se realizo´ a mediados del segundo mes de trabajo cuando ya
se hab´ıan definido los objetivos y se hab´ıa realizado una bu´squeda de las herramientas a
utilizar para conseguirlos. La organizacio´n del resto de tareas era la siguiente:
Un estudio de las maneras en que´ podr´ıamos insertar los co´digos invisibles utilizando
PDF iText como base emp´ırica.
Un diagrama de la aplicacio´n para resumir estas ideas y la definicio´n de las clases y
paquetes que se necesitar´ıan.
Comenzando con la parte de programacio´n, se utilizar´ıan primeramente PDF reali-
zados con la herramienta iText como ficheros PDF de entrada a la aplicacio´n, lo que
resultaba el paso ma´s obvio ya que la misma herramienta era la que nos permitir´ıa
generar los PDF a la salida.
Se programar´ıan las funciones que permitir´ıan extraer el texto del PDF iText original
para poder recrearlo utilizando las mismas fuentes e ima´genes que e´ste.
Se programar´ıan las funciones para insertar la palabra co´digo en el PDF de salida
y para extraerla.
Una vez el programa funcionase correctamente para este tipo de ficheros se comen-
zar´ıa con un estudio de los PDF producidos con LaTex. No solamente de su es-
tructura sino´ de la propia generacio´n de estos PDF utilizando MiKTex (ver seccio´n
3.2.3.5, MiKTeX ).
En este punto era importante observar si una de las aplicaciones de LaTex (su
utilizacio´n en el campo matema´tico para representar complejas ecuaciones) se con-
servaba con el programa que se ten´ıa hasta el momento.
Finalmente se proceder´ıa a la redaccio´n de la documentacio´n solicitada por las
editoriales y por la universidad.
4.2. Dificultades encontradas
Las dificultades encontradas durante este an˜o de trabajo han sido diversas y de dife-
renciada dificultad y han dado lugar a un diagrama de Gantt que modifica al original.
Como se puede observar, esta planificacio´n inicial entraba dentro de los l´ımites temporales
establecidos en un principio por las editoriales.
A continuacio´n se explicara´n brevemente los principales problemas referenciando a las
secciones de los cap´ıtulos anteriores en caso de necesitarse complementar la informacio´n.
Las primeras investigaciones sobre co´mo se iba a insertar la palabra co´digo en el
documento PDF planteaban dos cuestiones: ¿era posible saber el nu´mero de l´ıneas
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que hab´ıa en una pa´gina determinada de un PDF existente? ¿exist´ıa alguna mane-
ra para modificar el espacio entre l´ıneas, palabras o letras? La respuesta a estas
preguntas es que no hab´ıa forma directa de conocer el nu´mero de l´ıneas o modificar
espaciados, pues en PDF no existe el concepto de l´ınea, palabras, etc. sino´ una
serie de instrucciones de dibujo. Es por esto que llegados a este punto hab´ıa que
disen˜ar una manera de que existieran estos conceptos en la aplicacio´n a desarrollar.
La u´nica forma de materializar estos conceptos era extrayendo el texto del PDF y
trabajar con e´l, pero ello no resulto´ nada fa´cil. Mediante la herramienta PDFBox
era posible hacer extracciones del texto, pero era necesario que de alguna manera
se conservara la fuente o fuentes utilizadas en el texto. Esto se deb´ıa a que se iba
a realizar una recreacio´n del PDF original partiendo de cero para poder insertar
una palabra co´digo (jugando con el espaciado entre palabras o cara´cteres o l´ıneas)
all´ı donde se considerara.
Utilizando la clase ExtracText de PDFBox la salida del texto era “plana”, es de-
cir, se perd´ıa toda informacio´n de fuentes o espaciados. Este fue el motivo por el
que se opto´ por extraer el texto a partir del contenido stream que nos devolv´ıa la
clase de la herramienta iText PdfContentStream. Si el PDF de entrada era iText la
clase permit´ıa obtener un stream de contenido manejable por nuestra aplicacio´n de
manera relativamente sencilla, mientras que sino´ lo era hab´ıa que an˜adir modifica-
ciones a la salida para obtener la misma manejabilidad, realizando una funcio´n que
lo fragmentaba.
Finalmente se obten´ıa un fichero .txt con el contenido stream del documento PDF.
Para trabajar con ese .txt (ya parseado o fragmentado) se tuvieron que realizar
funciones que requer´ıan de bastante tiempo para tratar temas como la insercio´n de
la palabra co´digo en strings literales de la forma:
[cara´cteres(espaciado)cara´cteres]TJ
No era trivial realizar el software que separara cara´cteres y espaciados, para as´ı modi-
ficar so´lo estos u´ltimos, ya que los pare´ntesis tambie´n eran cara´cteres va´lidos.
Durante la recreacio´n del texto, como se ha comentado, se dispon´ıa de informacio´n
de las fuentes utilizadas. Esta informacio´n estaba recogida en el stream de contenido
de la manera que se explico´ en la seccio´n 2.7.1.1, Reglas ba´sicas para mostrar texto.
A partir de la palabra clave que identificaba cada fuente y utilizando la herramienta
iText era posible encontrar el nombre PostStript de dicha fuente. La dificultad radi-
caba en que era necesario encontrar una manera de comparar los nombres Postscript
de las fuentes instaladas en el ordenador donde se ejecutaba la aplicacio´n con los de
las fuentes usadas en el PDF. Para eso se tomaron como referencia algunas funciones
des las clases Type1Font, EnumerateTTC, y TrueTypeFont de la herramienta iText.
Aunque exist´ıan funciones de iText que permit´ıan crear fuentes basa´ndose en las
fuentes de un documento PDF, segu´n el encoding o el subconjunto de la fuente en el
documento no se aseguraba su correcto funcionamiento. Es por esto que se opto´ por
realizar una bu´squeda externa al PDF de las fuentes.
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En la Fase 1 del proyecto se trato´ u´nicamente con strings literales. Viendo que los
documentos PDF que servir´ıan de entrada a la aplicacio´n en la Fase 2 presenta-
ban strings hexadecimales en su stream de contenido se ten´ıa que realizar pues el
correspondiente software que lo tratara.
Para ello se deb´ıan seguir los pasos marcados por la PDF Reference y descritos en
la seccio´n 2.7.8, Extraccio´n de contenido textual, extrayendo el CMap dentro del
objeto stream referenciado por la entrada ToUnicode en el diccionario de las fuentes
de los strings hexadecimales. Una vez extra´ıdo el CMap se pod´ıa relacionar cada
cara´cter co´digo del string a su valor Unicode. La Figura 4.2 resume estos pasos.
Figura 4.2: Esquema mapeado CMap a Unicode
Por otro lado, escribir ese valor Unicode en el stream de contenido del PDF de
salida, mediante el me´todo de la clase iText PdfContentByte.java showText pre-
sentaba un problema. Se trataba de un problema con el lenguaje de programacio´n
utilizado, Java, pues no era posible llamar a un me´todo (en este caso showText)
pasa´ndole un string que contuviera una variable (el valor Unicode obtenido de la
relacio´n/conversacio´n explicada) y su prefijo \u. Esto ocurr´ıa porque no se puede
tener el objeto String \u en Java sin que haya un problema de compilacio´n. Es por
esto que se programaron las clases pertenecientes al paquete tables. Estas clases
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son vectores con los valores Unicode de 4 hasta 6 cifras hexadecimales, de tal forma
que el me´todo showText no recibe un string de la forma \u+variable sino´ que se le
pasa directamente la variable, que ya no es el valor Unicode sin prefijo, sino´ el valor
Unicode (completo) que se encuentra en la posicio´n del vector que se corresponde
al valor Unicode inicial pasado a entero.
Adema´s, en esta Fase 2, se intento´ desarrollar la parte de software que reprodujera
a la salida de manera exacta aquellos PDF del proyecto GILDDA que estaban
etiquetados. El desarrollo de este software, al estar limitado por las me´todos iText
disponibles para generarlos, implico´ buscar la manera de distinguir el contenido
marcado para poder reproducirlo en la salida si era del tipo adecuado (ver seccio´n
3.4, Limitaciones) y as´ı insertar en el fichero .txt del contenido stream del PDF
original “palabras clave”para que el decodificador obviara esas l´ıneas del contenido
stream original pues no existir´ıan en el del PDF de salida.
4.3. Planificacio´n final
Debido a los problemas anteriores el diagrama de Gantt definitivo quedo´ de la manera
que observamos en la Figura 4.3.
El diagrama de la aplicacio´n que se realizo´ se recoge en la Figura 4.4. Los diagrama
del codificador y del decodificador se encuentran en la Figura 4.5 y la Figura 4.6, respec-
tivamente.
Adema´s de las modificaciones temporales que estos problemas dieron lugar, se an˜adieron
nuevas tareas al proyecto una vez realizada la Fase 1 del mismo, que inclu´ıa los requisitos
propuestos inicialmente (ver seccio´n 3.2.1, Ana´lisis de requisitos y prerrequisitos). En este
punto se quiso estudiar si el programa realizado, enfocado en PDF LaTex, podr´ıa gene-
ralizarse para otro tipos de PDF, ma´s concretamente, aquellos que pose´ıan las editoriales
y que hab´ıan sido realizados con diferentes productores de PDF (PDFCreator, Acrobat
Distiller...etc). Los resultados de este estudio se incluyen en el Cap´ıtulo 5, Adaptabilidad
Proyecto GILDDA y limitaciones.
Finalmente se realizo´ la documentacio´n concluye´ndose el proyecto a finales de enero
de 2009.
4.3 Planificacio´n final 129
F
ig
u
ra
4.
3:
P
la
n
ifi
ca
ci
o´n
fi
n
al
130 CAPI´TULO 4. PLANIFICACIO´N
Figura 4.4: Diagrama Proyecto
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Figura 4.5: Diagrama Codificador
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Figura 4.6: Diagrama Decodificador
Cap´ıtulo 5
Adaptabilidad Proyecto GILDDA y
limitaciones
En este cap´ıtulo se recogen una serie de ejemplos que comparan pa´ginas de documentos
PDF de entrada y su salida de la aplicacio´n cuando se ha insertado una marca invisible.
Estos ejemplos han sido utilizados para el estudio de las limitaciones de la aplicacio´n
cuando los PDF’s no estaban realizados mediante MiKTeX (LaTeX), pudiendo contener
e´stos cualquier tipo de fuente o encoding. El estudio recoge documentos que pertenecen
al proyecto GILDDA.
A trave´s de los ejemplos se explicara´n las limitaciones que la aplicacio´n presenta para
estos PDF’s, as´ı como su justificacio´n. La imagen de la derecha se corresponde con el PDF
original mientras que la de la izquierda lo hace con el de salida.
Por u´ltimo se hace un resumen de dichas limitaciones y co´mo distan del caso en que
trabajemos con PDFs realizados con LaTeX.
5.1. Caracter´ısticas de los cara´cteres
En el ejemplo de la Figura 5.1 vemos que la pa´gina se ha reproducido correctamente,
exceptuando un ensanchamiento de las letras del t´ıtulo.
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Esto es debido a la manera en que´ la aplicacio´n recrea la fuente del fichero de entrada.
La librer´ıa Java iText utilizada para leer y recrear los PDF’s posee me´todos que permiten
extraer las fuentes del PDF original sin la necesidad de poseer los ficheros de dichas
fuentes, pero estos me´todos no aseguran el correcto funcionamiento para cualquier fuente
y cualquier encoding. Es por esto que se ha utilizado un me´todo que no extrae la fuente del
fichero original sino´ que crea la fuente desde un fichero, pudie´ndose perder informacio´n
como el ancho de las letras como ocurre en este caso particular de manera bastante
exagerada. Esto tambie´n ocurre en la Figura 5.2 donde los puntos sen˜alados por la flecha
no mantienen el mismo grosor que los originales.
Para solucionar esto, se deber´ıa modificar la librer´ıa utilizada (iText) para asegurar el
correcto funcionamiento de tales me´todos.
Para las fuentes esta´ndar Type 1 este efecto no se produce. En el caso de las fuentes
CM de LaTeX los efectos son pra´cticamente inapreciables. Hay que notar que estos efectos
so´lo tienen sentido entre PDF original y PDF salida, y no entre los PDF salida generados a
partir del mismo PDF original (ya que utilizara´n el mismo fichero fuente para ser creados)
y que adema´s no afectan en ningu´n caso a la extraccio´n de la palabra co´digo insertada en
el PDF salida.
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5.2. Co´digos Cara´cter
En los ejemplos de la Figura 5.3 y de la Figura 5.4 observamos una nueva limitacio´n.
Comprobamos que la reproduccio´n en la salida de los fragmentos es ide´ntica, exceptuando
la “pe´rdida” de las comillas sen˜aladas por las flechas o de los puntos suspensivos (se trata
de un cara´cter). Para poder explicar este suceso conviene recordar el proceso que se ha
seguido para conseguir recrear el PDF de salida y los conceptos de vector Differences (ver
seccio´n 2.7.4.5, Encoding) y co´digos cara´cter (ver seccio´n 2.5.2.1, Strings).
La aplicacio´n de marcaje lee en primer lugar el stream de contenido de la pa´gina, en
este caso pa´ginas, y utilizando una serie de me´todos de la librer´ıa iText intenta generar
ese mismo stream de contenido a la salida.
Un fragmento del stream de contenido que esta´ recreando la l´ınea que marca la primera
flecha de la Figura 5.4 es el siguiente:
... (donde )-33(dec \355a )-33(que )-33( \223Una ) ...
De la misma manera para la segunda flecha del mismo ejemplo:
... (lo ha generado \224.)...
Se pueden observar unos “co´digos” encabezados por una contrabarra. Se trata de
co´digos cara´cter de hasta tres nu´meros octales que identifican a cara´cteres que se salen
fuera del conjunto de caracteres ASCII imprimibles. Segu´n la PDF Reference lo que una
aplicacio´n de lectura de PDF hace para mostrarnos el contenido del PDF cuando se
encuentra un co´digo cara´cter es buscar su forma Unicode. Para ello puede utilizar estos
me´todos (sin tener en cuenta las fuentes compuestas) en el orden dado y que se resumen
en la Figura 5.5:
1. Utilizando el diccionario fuente si contiene la entrada ToUnicode, extrayendo el
CMap para convertir el co´digo cara´cter a Unicode (no es el ejemplo que nos ocupa)
o,
2. Si estamos trabajando con fuentes simples (Type 1, TrueType, Type 3) con enco-
dings predefinidos como son el WinAnsi, MacRoman o MacExpertEncoding, o con
un encoding cuyo vector Differences incluye so´lo nombres de cara´cteres tomados del
conjunto de cara´cteres Latin de Adobe y del conjunto de cara´cteres nombrados en
la fuente Symbol, se ha de mapear ese co´digo cara´cter a un nombre de cara´cter
segu´n una serie de tablas en funcio´n de los diferentes encodings (ver Ape´ndice
Grupos de cara´cteres y encodings). A continuacio´n se debe mapear de nuevo ese
nombre de cara´cter a un valor Unicode segu´n una lista publicada por Adobe, cono-
cida como Adobe Glyph List (http://partners.adobe.com/public/developer/
en/opentype/glyphlist.txt). En el caso de poseer un vector Differences ya se
esta´ definiendo el primer mapeado de co´digo cara´cter a nombre de cara´cter.
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Figura 5.5: Esquema mapeado a Unicode
En el ejemplo que nos ocupa vemos que el co´digo cara´cter \355 corresponde con el
glyph “´ı” y esperamos que \223 sean comillas abiertas, as´ı como \224 comillas cerradas.
Pero vemos que solamente la i acentuada de “dec´ıa” aparece en fichero PDF de salida.
Esto se debe a que el software encargado de hacer esta serie de mapeados no se ha
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realizado puesto que con Latex no era necesario ya que las fuentes CM no presentan
vector Differences. Estos mapeos son necesarios si queremos abarcar otro tipo de PDF
y un nu´mero amplio de fuentes que suelen utilizar el vector Differences para definir su
propio encoding.
Se podr´ıa pensar que no hace falta hacer este mapeo porque ya lo hara´ la aplicacio´n
que vaya a leer el PDF, pero no es posible escribir los co´digos cara´cter debido a motivos
del comportamiento de Java en el uso de Strings en el stream de contenido de salida di-
rectamente, sino´ que hay que escribir un cara´cter Unicode o la representacio´n del cara´cter
en la fuente que estemos utilizando para ese co´digo cara´cter, lo cual como hemos visto no
siempre obtendra´ los resultados esperados (si el co´digo cara´cter no existe en la fuente no
aparecera´ nada; si existe y no es el cara´cter que quer´ıamos se escribira´ otro cara´cter a la
salida).
Debemos fijarnos en el hecho de que si no se recrean cada uno de los cara´cteres del
fichero de entrada en el fichero de salida se modifica la longitud de las l´ıneas, como puede
apreciarse, pues la posicio´n de las letras depende de la posicio´n de las anteriores.
5.3. PDF correcto
A pesar de las limitaciones explicadas en los puntos anteriores, podemos ver en la
Figura 5.6 un ejemplo de recreacio´n a la salida realizado con e´xito.
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5.4. Resumen
Mediante los ejemplos anteriores se ha dejado claro cuales son las limitaciones actuales
de la aplicacio´n de manera visual. Por otro lado, existe otra limitacio´n que aparecio´ en
muchos de los PDF con los que se ha trabajado pertenecientes al proyecto GILDDA, ya
que la mayor´ıa utilizaba el encoding MacRoman en sus contenidos. Este tipo de encoding
suele darse si se trabaja con ma´quinas Mac y dado que se ha utilizado una versio´n Java
que da problemas con el Extended Encoding Set, donde dicho encoding se incluye, no fue
posible la realizacio´n de pruebas con dichos PDFs.
A continuacio´n se resumen los requisitos vistos ya en cap´ıtulos anteriores para que el
funcionamiento del aplicativo sea el esperado:
1. El aplicativo so´lo corre sobre SO Windows.
2. Solamente se permiten PDF generados con MiKTeX (PDF Tex y PDF Latex) y que
utilicen fuentes Computer Modern (nativas de LaTeX). De esta manera no tenemos
vector Differences ni la necesidad de hacer el mapeado a Unicode.
3. Las ima´genes a insertar no pueden ser ni ps ni png por problemas con las librer´ıas
Java utilizadas. Los tipos de ima´genes admitidas son jpg, bmp y gif.
4. No se permite el uso de Form XObjects o Templates.
5. No se permiten anotaciones (notas rellenables) ni acroforms (tablas rellenables, cues-
tionarios).
6. No se permiten fuentes Type 0, Type 3, ni encoding MacRoman.
7. No se permiten fuentes para textos asia´ticos como por ejemplo el coreano, ni fuentes
para textos con ligaduras, escritura de derecha a izquierda o escritura vertical.
8. Si el PDF original tiene bookmarks se asegura que el PDF de salida mantendra´ esos
bookmarks pero tal vez no sea posible el salto a los distintos apartados a partir del
mismo.
9. Si el PDF original posee links hacia localizaciones externas o locales, hacia re-
ferencias al mismo PDF, as´ı como hacia lanzamiento hacia otras aplicaciones se
reproducira´ el texto pero no el lanzamiento.
10. Es necesario que en el ordenador donde se generen los PDF de salida existan las
fuentes que utilizo´ el PDF de entrada para ser generado. De la misma manera, si
el PDF original importa un fichero se ha de tener dichas fuentes, que en cualquier
caso han de seguir la restriccio´n nu´mero 2 de esta lista.
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Cap´ıtulo 6
Autoevaluacio´n
6.1. Objetivos cumplidos
Finalmente se ha conseguido implementar correctamente todas las funcionalidades del
proyecto: insercio´n de co´digo visible (ima´genes y texto), insercio´n del co´digo invisible para
PDF creados con MiKTeX y extraccio´n del co´digo invisible.
Por lo que hace a la insercio´n del co´digo invisible, el objetivo principal del proyecto
consist´ıa en asegurar la necesidad de un gran esfuerzo para eliminar la codificacio´n invisible
del documento PDF. Esto se ha conseguido por los siguientes motivos:
1. Un atacante puede eliminar la codificacio´n por modificacio´n de espaciado entre
glyphs manualmente utilizando la herramienta de copy-paste (so´lo si el PDF de
salida no ha sido encriptado) con la intencio´n de crear otro documento, pero e´ste
no mantendr´ıa ni el formato ni la presentacio´n, lo que resultar´ıa en una importante
degradacio´n del documento. Para hacerlo automa´ticamente deber´ıa escribirse un
software como el presentado en este proyecto, en el que se re-espaciaran todos los
posicionamientos.
2. Aunque no se produce modificacio´n del interlineado que sea visible por el usuario
en el modo “interlead”, e´ste existe en el stream de contenido de la salida. Por
ello la operacio´n manual del caso anterior so´lo conllevar´ıa a la degradacio´n del
documento, pues no eliminar´ıa la palabra co´digo insertada. Mientras que en el caso
anterior el atacante no sabr´ıa si se ha codificado el PDF de salida, en este caso,
podr´ıa intuirlo, siempre y cuando supiera co´mo acceder al stream de contenido.
Recordemos que si abrimos un documento con un bloc de notas, por ejemplo, los
streams de contenido estara´n codificados y sera´n pues ilegibles, por lo que el atacante
deber´ıa utilizar alguna herramienta que le permitiera leer el stream de contenido de
cada pa´gina. Una vez hecho esto, deber´ıa conocer el procedimiento seguido en la
codificacio´n, es decir, que si encuentra un “0 0 Td” seguido de otro “0 0 Td” puede
significar la insercio´n del d´ıgito “1” y si encuentra un “0 0 Td” la insercio´n del
d´ıgito “0”. Evidentemente se podr´ıan haber introducido otros modos de marcaje
que no produjeran desplazamiento alguno (basa´ndonos en la compensacio´n entre
operaciones de desplazamiento), co´mo ser´ıa
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“0 -(no aleatorio) Td” seguido de “0 no aleatorio Td”, donde no aleatorio corres-
pondiera a un entero, pero esto aumentar´ıa la complejidad del decodificador. De
todas maneras sin conocer la metodolog´ıa de codificacio´n no se podr´ıa deducir que
estos usos del operador Td correspondieran a una insercio´n de un co´digo, pero si
as´ı sucediera, no ser´ıa trivial su eliminacio´n: si se intentara modificar el contenido
directamente desde un bloc de notas el PDF se corromper´ıa. Por lo que so´lo quedar´ıa
la opcio´n de generacio´n de software.
Como existen tres modos para insertar el co´digo invisible siempre seremos capaces de
codificar gran cantidad de PDF’s de salida, con cierta independencia del PDF original. Por
ejemplo, si quisie´ramos 256 PDF’s de salida codificados (28), suponiendo que trabaja´ramos
con co´digos Hamming, el PDF original deber´ıa ser tal que tuviera:
1. al menos 255 l´ıneas, para el modo “interlead”;
2. al menos 255 separaciones entre glyphs, para el modo “spaces”;
3. al menos 255 pa´ginas, para el modo “pages”.
Por u´ltimo, como no importaba que el taman˜o del documento (bytes) de salida fuera
distinto al de entrada, no tiene consecuencia alguna que esta diferencia, en mayor o menor
medida, siempre esta´ presente despue´s de codificar el PDF original con una palabra co´di-
go invisible. Esto es debido a que estamos utilizando una herramienta diferente para la
creacio´n de la salida -iText- que la utilizada para crear el PDF original, y estamos an˜adien-
do informacio´n al stream de contenido de la salida para marcarlo. Sin embargo, utilizando
el modo de codificacio´n “interlead” se ha conseguido que no haya diferenciacio´n de taman˜o
entre los distintos PDF de salida (que no entre entrada y salida) para un mismo PDF de
entrada, una objetivo que aunque no se hab´ıa impuesto se ha logrado con e´xito y que es
una propiedad destacable de los PDF’s de salida codificados en este modo.
6.2. Trabajo futuro
Como trabajo futuro del proyecto quedar´ıa hacer el paso a PDF realizados con otros
creadores que no fueran MiKTeX, lo cual requerir´ıa la implementacio´n del software que
mapeara los encodings con vectores Differences a Unicode. As´ı mismo, con esta mejora
se podr´ıan utilizar otro tipo de fuentes (diferentes a las CM) en MiKTeX.
Continuando con el tema de fuentes, se deber´ıa modificar la librer´ıa utilizada (iText)
para asegurar el correcto funcionamiento de los me´todos para cualquier encoding que
permiten extraer las fuentes y sus caracter´ısticas del PDF original e insertarlas en el PDF
de salida, sin tener que buscar el fichero fuente en el ordenador, manteniendo as´ı todas
las caracter´ısticas de la fuente tal y co´mo fue insertada.
Por otro lado, se podr´ıa insertar la palabra co´digo ma´s de una vez a lo largo del
documento (habr´ıa que hacer un estudio previo de la cantidad de veces que la palabra
co´digo “cabr´ıa” en el stream de contenido) para dar mayor redundancia.
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Otras posibles mejoras ser´ıan: esperar y utilizar una versio´n de la librer´ıa PDFBox para
que el PDF original tambie´n pueda contener ima´genes .png; programar el software para
extraer Form XObjects; programar el software que genere fuentes Type 3. Recordemos que
estas fuentes se definen en el diccionario fuente de una pa´gina como una serie de operadores
gra´ficos, por lo que en el stream de contenido de esa pa´gina podr´ıamos encontrar un
“nombre cara´cter” referente a una serie de operadores gra´ficos de la fuente que necesitar´ıa
del software que utilizara me´todos iText para recrear las operaciones que conforman el
cara´cter a mostrar.
6.3. Conclusiones
Despue´s de pra´cticamente un an˜o de realizacio´n de este proyecto toca sacar conclu-
siones de lo que e´ste ha supuesto.
La verdad es que la tema´tica del proyecto me resulto´ un reto desde el principio: un
campo que no hab´ıa tocado nunca y que requer´ıa una importante inversio´n en investi-
gacio´n. Despue´s de realizar el proyecto puedo decir que el resultado final ha sido positivo
en la mayor´ıa de aspectos, he conseguido profundizar en temas desconocidos para mı´, te-
ner experiencia en el desarrollo de un proyecto de envergadura de inicio a fin, y he sabido
desenvolverme para resolver aquellos problemas que parec´ıan no tener solucio´n. Por otro
lado, hubiera deseado que el proyecto pudiera ser extendible a otros tipo de PDF, adema´s
de los creados con MiKTeX, aunque como espero haber expresado con esta memoria, la
complejidad del tema es tal que esto ser´ıa dif´ıcilmente alcanzable en el per´ıodo definido
para el proyecto. Parece que despue´s de todo el trabajo realizado habr´ıa sido una buena
recompensa.
No me gustar´ıa finalizar sin dar mis ma´s sinceras gracias a todas las personas que
participan en los foros de la herramienta iText por su ayuda y consejos. Tambie´n me
gustar´ıa agradecer al profesor Marcel Ferna´ndez el haber sabido guiarme por el camino a
seguir cuando los problemas asomaban la cabeza.
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APE´NDICE A
Contenidos CD-ROM
En el CD-ROM adjunto a esta memoria se encuentran los componentes necesarios
para el correcto funcionamiento de la aplicacio´n:
El ejecutable de la aplicacio´n (8 MB). Se trata de un archivo .jar (marking.jar)
que recoge los .jar de las librer´ıas utilizadas (iTexT y PDFBox) y el co´digo de la
aplicacio´n. Para conocer su modo de utilizacio´n ver ape´ndice Manual de usuario.
Java Runtime Environment 1.6.0.4 (15 MB). Archivo jre-6u4-windows-i586-p.exe.
Adobe Reader versio´n 8.0 (21 MB). Archivo AdbeRdr80 en US.exe.
Estructura de carpetas con un ejemplo de fichero de para´metros. La ra´ız de la
estructura es la carpeta entorn, de la cual cuelgan las carpetas siguientes:
• Code. Contiene el fichero code.txt con dos co´digos a insertar.
• Images. Contiene una imagen .bmp para su posible insercio´n como marca
visible.
• In. Contiene la carpeta Pdf con el documento PDF a insertar una marca
invisible (en este caso la presente memoria en memoria.pdf).
• Out. Contiene dos carpetas: la carpeta PdfI, donde se almacenan los docu-
mentos PDF de salida marcados con palabras co´digo invisibles y la carpeta
PdfV, donde se almacenan los documentos PDF de salida marcados visible-
mente. En este caso, se adjuntan los ficheros marcados memoria out0.pdf y
memoria out1.pdf en la carpeta PdfI.
• Resources. Contiene las fuentes Type 1 Standard, fuentes descargadas de la
pa´gina del CTAN (http://www.ctan.org/) y otras muchas. El aspecto impor-
tante de esta carpeta es la existencia del fichero relatedFonts.cmap (es necesaria
su existencia en la carpeta indicada en el fichero de para´metros mediante el
campo directoriFicheroFuentes). Aunque el contenido de este archivo sea
borrado cada vez que insertemos un co´digo invisible, el fichero ira´ almacenando
todas las relaciones nombre fuente en el PDF - nombre del fichero de la fuente.
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• Temp. Contiene una carpeta images, donde se almacenara´n de manera tem-
poral las ima´genes extra´ıdas del PDF original en el marcaje invisible. Adema´s
contendra´ el fichero de stream de contenido de aquellos PDF originales de los
que hayamos creado un PDF de salida marcado, al menos. En este caso se
adjunta el fichero para esta memoria (memoria content.txt).
El fichero para´metros aparece en la ra´ız de la estructura, aunque podr´ıa aparecer
en cualquier otra carpeta del sistema.
Adema´s se adjunta en la carpeta “Latex” todo lo necesario para instalacio´n de MiK-
TeX (basic-miktex.2.7.2960.exe) y TeXnicCenter (TXCSetup.exe), para poder realizar los
documentos PDF a marcar de manera invisible (recordemos que es un prerrequisito del
proyecto que al marcar de manera invisible el PDF original se haya creado usando el
comando pdflatex/pdftex de MiKTeX). Ya que WinEdt es un editor shareware1 se ad-
juntara´ el editor TeXnicCenter. Al igual que WinEdit, TeXnicCenter es un entorno para
crear documentos LaTeX en plataforma Windows, pero con la diferencia de que e´ste es
de co´digo abierto.
Finalmente, se adjuntan los ficheros fuente de la aplicacio´n en la carpeta “Proyecto”.
1Modalidad de distribucio´n de software en la que el usuario puede evaluar de forma gratuita el pro-
ducto, pero con limitaciones en el tiempo de uso o en algunas de las formas de uso o con restricciones en
las capacidades finales
APE´NDICE B
Manual de usuario
En este cap´ıtulo se listara´n los pasos a seguir por el usuario para ejecutar la aplicacio´n
que nos concierne. Para ello disponemos del CD-ROM adjunto con el software necesario.
1. Pre´viamente a ejecutar la aplicacio´n marking.jar deberemos tener la estructura de
carpetas definida en el fichero de para´metros y, por supuesto, la ruta hacia el fichero
para´metros - no tiene porque estar en la estructura de carpetas - . Si se desea
se pueden utilizar los presentes en el CD-ROM, copiando la carpeta entorn en la
unidad C:
2. Para ejecutar la aplicacio´n debemos abrir un consola MS-DOS (en Windows Vista
Inicio>S´ımbolo del sistema). Nos posicionamos en la carpeta donde se encuentre el
ejecutable marking.jar y escribimos: java -jar marking.jar. De esta manera la apli-
cacio´n nos preguntara´ cual de las tres opciones que se nos dan a escoger queremos:
insertar co´digo invisible, insertar co´digo visible y extraer el co´digo invisible.
Figura B.1: Ejecucio´n: escoger opcio´n
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3. El usuario debe escoger escribiendo el valor nume´rico de cada opcio´n 1, 2 o 3 y
pulsar enter.
4. Cuando el programa pregunte por el fichero de para´metros el usuario debera´ intro-
ducir toda la ruta hacia el mismo, inclu´ıda la extensio´n.
Figura B.2: Ejecucio´n: insercio´n ruta fichero para´metros
5. Si el fichero de para´metros es introducido incorrectamente o se escoge un modo que
no existe se debera´ ejecutar de nuevo la aplicacio´n si queremos continuar con su uso.
En el caso de querer instalar MiKTeX y TeXnicCenter para la creacio´n de los PDF
originales, la informacio´n sobre su instalacio´n se encuentra en http://miktex.org/2.7/
setup y en http://www.texniccenter.org/, respectivamente.
APE´NDICE C
El mundo del PDF
En este cap´ıtulo se recoge toda la informacio´n adicional al Cap´ıtulo 2, separada en
secciones. Esta informacio´n se centra en:
Filtros
Objetos pa´gina
Estado gra´fico
Operadores de color
Conjuntos de cara´cteres y encodings
CMaps y descriptores de fuente
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C.1. Filtros Esta´ndar
La Figura C.1 recoge los filtros esta´ndar para decodificacio´n de streams de PDF.
Figura C.1: Filtros Esta´ndar
C.2. Entradas en un objeto pa´gina
La Figura C.2 recoge las posibles entradas de un objeto pa´gina.
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Figura C.2: Entradas de un objeto pa´gina
C.3. Para´metros del Estado Gra´fico
La Figura C.3 se recogen los para´metros de control del estado gra´fico. Estos para´metros
son actualizados y utilizados por los operadores del estado gra´fico.
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Figura C.3: Para´metros del Estado Gra´fico
C.4. Entradas de un Diccionario de Para´metros del
Estado Gra´fico
Este tipo de diccionarios aparecen como operandos del operador de estado gra´fico gs
y sus contenidos especifican el valor de uno o ma´s de los para´metros del estado gra´fi-
co mostrados en la Figura C.3. La Figura C.4 se recogen las posibles entradas en un
diccionario de para´metros del estado gra´fico.
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Figura C.4: Entradas de un Diccionario de Para´metros del Estado Gra´fico
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C.5. Operadores de color
La Figura C.5 recoge los operadores que controlan el espacio de color y los valores de
color.
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Figura C.5: Operadores de color
C.6. Grupos de cara´cteres y encodings
Esta seccio´n lista los grupos de cara´cteres y encodings ba´sicos, a trave´s de las subsec-
ciones:
“Grupo de cara´cteres Latin y Encodings”. Describe el grupo de cara´cteres para las
fuentes esta´ndar de Adobe de Latin-text. Este grupo es soportado por las familias
Times, Helvetica y Courier. Los cara´cteres no codificados se indican con un guio´n.
Para cada cara´cter nombrado, se le asigna un co´digo cara´cter en cuatro de los
siguientes encodings:
• StandardEncoding. Es un encoding incorporado definido para las fuentes Latin
(pero generalmente no en programas fuente TrueType). PDF no tiene este
encoding predefinido, pero es u´til describirlo ya que el encoding incorporado
168 APE´NDICE C. EL MUNDO DEL PDF
de una fuente puede ser utilizado como encoding base a partir del cual se
especifican diferencias en el diccionario encoding (vector Differences).
• MacRomanEncoding. Es el encoding del sistema operativo Mac para Latin-
text en sistemas de escritura occidentales. PDF tiene un encoding predefinido
llamado as´ı que puede ser utilizado para las fuentes Type 1 y TrueType.
• WinAnsiEncoding. Es un encoding esta´ndar de Windows para Latin-text en
sistemas de escritura occidentales. PDF tiene un encoding predefinido llamado
as´ı que puede ser utilizado para las fuentes Type 1 y TrueType.
• PDFDocEncoding. Es el encoding para strings de texto en un documento PDF
que no se encuentren en su stream de contenido. Es uno de los dos encoding
(el otro es Unicode) que puede ser utilizado para representar un texto string.
PDF no tiene un encoding predefinido llamado as´ı y no es usual utilizarlo para
mostrar texto desde fuentes.
“Grupo de cara´cteres PDFDocEncoding”. Describe el grupo de cara´cteres que pueden
ser representados usando PDFDocEncoding. Presenta los cara´cteres en orden nume´ri-
co y describe la representacio´n Unicode de cada cara´cter.
“Grupo de cara´cteres Expert y MacExpertEncoding”. Describe el grupo llama-
do “expert”, que contiene cara´cteres adicionales para tipograf´ıa sofisticada, como
pequen˜as mayu´sculas, ligaduras y fracciones. Para cada nombre de cara´cter existe
un co´digo cara´cter en MacExpertEncoding.
“Grupo de cara´cteres Symbol y Encoding” y “Grupo de cara´cteres ZapfDingbats
y Encoding”. Describe los grupos de cara´cteres y encodings incorporados para los
programas fuente Symbol y ZapfDingbats, que se encuentran entre las 14 fuentes
esta´ndar predefinidas. Estas fuentes tienen encodings incorporados u´nicos para ca-
da fuente. Los cara´cteres para ZapfDingbats se ordenan por co´digo en vez de por
nombre, por lo que los nombres en esa fuente no tienen sentido.
C.6.1. Grupo de cara´cteres Latin y Encodings
En la Figura C.6 se recoge el grupo de cara´cteres Latin y sus co´digos cara´cter segu´n
los cuatro encodings.
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Figura C.6: Grupo de cara´cteres Latin y Encodings
C.6.2. Grupo de cara´cteres PDFDocEncoding
La Figura C.7 recoge el grupo de cara´cteres PDFDocEncoding. La columna con t´ıtulo
“NOTES” usa las siguientes abreviaciones:
UUndefined ‘‘code point”1 en PDFDocEncoding.
1Cualquiera de los valores nume´ricos que conforman el espacio de co´digos (rango de valores disponibles
para codificar cara´cteres). Por ejemplo, ASCII comprime 128 ‘code points” en el rango 0h a 7Fh
172 APE´NDICE C. EL MUNDO DEL PDF
SRUnicode ‘‘code point” que requiere representacio´n en XML2 en algunos contextos.
2Extensible Markup Language
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Figura C.7: Grupo de cara´cteres PDFDocEncoding
C.6.3. Grupo de cara´cteres Expert y MacExpertEncoding
La Figura C.8 recoge el grupo de cara´cteres Expert y co´digos cara´cter en MacExper-
tEncoding.
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Figura C.8: Grupo de cara´cteres Expert y MacExpertEncoding
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C.6.4. Grupo de cara´cteres Symbol y Encoding
La Figura C.9 recoge el grupo de cara´cteres Symbol y co´digos cara´cter en encoding
incorporado.
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Figura C.9: Grupo de cara´cteres Symbol y Encoding
C.6.5. Grupo de cara´cteres ZapfDingbats y Encoding
La Figura C.10 recoge el grupo de cara´cteres ZapfDingbats y co´digos cara´cter en
encoding incorporado.
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Figura C.10: Grupo de cara´cteres ZapfDingbats y Encoding
C.7. CMaps CJK predefinidos
La Figura C.11 recoge el conjunto de CMaps CJK (Chinese, Japan, korean) pre-
definidos.
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Figura C.11: CMaps CJK predefinidos
C.8 Entradas de descriptores de fuente 191
C.8. Entradas de descriptores de fuente
En la Figura C.12 se recogen las entradas comunes en un descriptor de fuente para
fuentes simples y fuentes CIDFonts. Existen entradas adicionales propias de e´stas u´ltimas.
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Figura C.12: Entradas en Descriptor de Fuente
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