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Résumé. 
Comment concevo1.r et implémentei:- une interf,:tce convi-
viale et er9onomique pol.ll' un lançrage de commëtnrle clans l · envi-
ronnement Windows de Microsoft? Comment automatiser la pro-
cluct ion d'une telle interface? Voi. Ht les q11e:::;t ions <''tu.xque 11 es 
nous ôvon:c: r3Sf:ayé d'apporter u.ne réponse \v:,r un r~xe1np 1 e 
concret. dans lequel les co~nandes du l~ngage ont été tra.ns-
formées en simples formulaires à remplir au gré de l'utili-
sateur. Dans ce mémoire. nous retr.:tçons les différentes 
étapes suivies pour atteindre cet objectif. 
Abstract. 
How to conceive ,3.nd irnpl.ernent ,:'1 friencl]y and ergonomie 
user interface for a command language under the Microsoft 
Windows environment? How to generate automatically such an 
interface? These are the questions to wh1ch we tri8d t0 bring 
an answer wi th a concrete example. where tJ-ie cornrnêtnd language 
has been transformed into simple forms which the user may 
fill in the way he wants to. In this dissertation. we give a 
short v1ew of the different steps we have followed to achieve 
Uüs goal. 
Nous tenons ici A exprimer toute notre recon-
naissance~ Mr Bodart, notre promoteur de mémoire, 
à. Mr Foucart et ,:tux autres membres du proJet IDA 
pour l'aide efficace qu'ils nous ont apportée tout 
au long de ce mémoire. a1ns1 que Mr Bertram et ses 
collaborateurs avAc qui nous avons eu le privilège 
Nos plus sincère~ remerc1emen~s :3. l <:·rne rrt d 
toute:=:: p ''" r ~=; ') n 1 t •:- !:è: q u i ont 8~rticipé A ),:t 
réalisation ~e ce mémoire. 
PLAN. 
Introduct:ion. 
Chapitre I: Point de départ du proJet. 
1. Introduction. 
2. Contraintes. 
3. Analyse critique. 
A. Présentation de 1 'r:':lcli teur de corruH,:tnctes. 
B. Utilisation des menus. 
a. Les comrnandes clu 1 angage. 
b. Les paramètres des commandes. 
c. Les valeurs des paramètres. 
d. La barre de menu. 
C. Informations dans les écr,3.ns des comrna.ndes. 
D. Entrée des valeurs. 
E. Traitement des erreurs. 
F. Niveaux d'utilisation. 
4. La syntaxe du langage de comrnande. 
Chapitre II: Conception d'une nouvelle interface. 
1. Introduction. 
2. Profil de l'utilisateur. 
3. Modifications proposées. 
A. Ecran d'accueil. 























1. Barre de rn,c:,nu. 
2 . Dispos j_ r. 1 on d e:-:o pè1.rênn1?. t re:::::. 
3. Contraintes. 
b. Représentation des oaramètres. 
1. "Checkboxes" . 
2. Fenêtres d'édition. 
3. "Listboxes". 
4. Boutons radio. 
5. Exclusion:::.:. 
6. Cornbina1sons. 
7. Fi clner:::: DOS. 
8. Re:-nctrcru e . 
c. C~<.)nclu.sic1r1. 
i::. Utilisation cle ia souri::; et clu clavier. 
D. Traitement des erreurs. 
E. Fonction d'aide. 
F. Fichiers. 
G. Fenêtres d'état. 
H. Visual lsation des commandes. 
4. Enquête. 
A. Ecran d'accueil. 
B. Ecr,:1ns des coimnandes. 
a. Présentation gén~rale. 



























c. Fenêtres d'édition. 
d. P,:ixarnètres ezc 1 us ifs. 
e. Valeurs de types différents. 
f. Boites de dialogue à deux niveaux. 
C. Fichiers de C()l11liïi:Hide:s. 
5. :3pécificat"ion cle l'interface ët irnplérnenter. 
A. Ecran d',:1.ccueil. 
B. Ecrans de:=:: ccrrunanclet'j. 
a. Présentation gén~rale. 
b. Les contrôles. 
1 "Sw1tches" :31mp 1 e~_o; 
2. '' Sw i t ch es '' doubles. 
3. "Listboxes" sj_mples. 
4. "Listboxes" défi lantes 




C. Fenêtre de visualis~tion. 
D. Tra.i ternP.nt des erreur~::::. 
1. Introduction. 
~- Structures ae données. 
A. Description svntax1que du l~ng0ge. 
a. Description aénerale. 
46. 
/1 c7 






















,- ·• o,:;. 




a. Quelles données prendre en compte] 
b. La structure des données. 
c. Les données "inutiles". 
E. Valeurs par défaut de l'utilisateur. 
3. Programmes. 
A. Processus de génération. 
a. Génération et compilation. 
b. L'éditeur de dialogues. 
c. Inclusion de l'interface dans l'éditeur de 
commandes. 
B. Le générateur de dialogues. 
a. Descriptjon. 
b. Entrées. 
c. Décomposition du prograrnme. 
d. Erre\Jrs. 
C. L'éditeur de cormnandes. 
a. Ecran d'accueil. 
b. Boites de dialogue. 


























DSL-STATION est un poste de travail, spécialement conçu 
pour l'environnement MS-Windows, et qui fait partie du logiciel de 
spécifications IDA. Ce poste de travail permet à ses utilisateurs 
de travailler de manière décentralisée par rapport à la machine 
princiale sur laquelle tourne le reste du logiciel et qui contient 
toutes les bases de données de spécifications de l'application en 
développement. DSL-STATION permet de travailler ~oit en inter-
action avec le site central, par l'intermédiaire d'un émulateur 
de terminal et d'un réseau, soit en mode autonome, sur des bases 
de données locales. Dans ce cas, l'autonomie du poste de travail 
est limitée par la nécessité d'une interaction avec le site 
central lors du garnissage initial des bases locales et, une fois 
la tache terminée, pour y répercuter les modifications apportées. 
Le poste de travail se compose de plusieurs programmes, à 
savoir un éditeur de langage DSL, un éditeur de texte libre et un 
éditeur de commandes DSL-SPEC. L'éditeur de langage permet la 
définition des spécifications à introduire dans la base de 
données, éventuellement en·interaction avec l'éditeur de texte 
libre. Quant à l'éditeur de commandes, il a pour but la définition 
des commandes de manipulation de la base de spécifications. Ces 
commandes se divisent en plusieurs groupes, utilisés respective-
ment pour la gestion de l'environnement du système, la modifica-
tion ou l'interrogation du contenu de la base de données, ou 
encore la production de rapports documentaires sur celle-ci. 
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C'est à ce dernier éditeur que nous nous intéresserons 
tout au long du présent mémoire. 
Bien qu'ayant été spécifiquement conçu pour tourner dans 
l'environnement Windows, l'éditeur de commandes n'en utilise les 
principaux avantages que de façon assez limitée. C'est pourquoi, à 
notre retour de stage, où nous avions appris à nous familiariser 
avec cet environnement, il nous a été demandé de réviser fondamen-
talement l'interface existante, afin de la rendre plus conviviale, 
plus ergonomique. Notre travail a consisté non seulement à 
formuler un certain nombre de critiques sur cette interface et à 
élaborer une série de propositions visant à résoudre les problèmes 
de convivialité qu'elle engendrait, mais également à les implé-
menter. Nous nous proposons, dans ce mémoire, d'en relater les 
différentes étapes. 
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1. INTRODUCTION. 
Comme pour tout projet s'inscrivant dans un contexte logi-
ciel déjà établi, il nous faudra respecter un certain nombre de 
contraintes dépendant de manière plus ou moins directe de ce 
contexte. Nous les exposerons dans la première partie de ce 
chapitre. 
Nous présenterons alors une analyse critique de l'inter-
face actuelle de DSL-SPEC tournant dans l'environnement MS-Windows 
dans le cadre du poste de travail DSL-Station. Les critères sur 
lesquels nous avons fondé notre appréciation sont essentiellement 
d'ordre ergonomique, mais nous avons également tenté de tirer un 
maximum de profit de notre connaissance de cet environnement et 
des programmes qu'il supporte, connaissance acquise à l'occasion 
de notre stage, afin de veiller à ce que les modifications que 
nous avons proposées s'insèrent assez harmonieusement dans les 
standards couramment utilisés. 
Nous aborderons finalement ce qui constitue la base même 
sur laquelle repose cette interface, à savoir la description 
syntaxique· du 1 angage de commande. 
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2. CONTRAINTES. 
Il va de soi que la modification d'un outil intégré dans 
un logiciel tel que IDA, ne peut se concevoir sans un certain 
nombre de contraintes. Celles-ci apparaissent souvent comme une 
limitation dans la définition d'une interface "idéale". La 
première et la plus évidente de ces contraintes est le fait que, 
quel que soit le mode de représentation du langage de commandes, 
il est impératif que les résultats produits demeurent acceptables 
pour l'interpréteur auquel ils sont destinés. 
C'est pourquoi, même si l'interface proposée parvient à 
masquer certaines incohérences du langage, celles-ci se retrouve-
ront tant dans l'utilisation de l'éditeur de commandes en mode 
expert que dans la commande destinée à l'interpréteur. 
D'autre 
du 
part, il convient de préciser que la description 
langage, sur laquelle se base le générateur de syntaxique 
dialogues, n'est pas destinée qu:à lui seul, mais sert également 
sur le site central. Les modifications que nous pouvons y apporter 
sont donc fort limitées par ce double usage. 
Finalement, et c'est la raison d'être du générateur de 
dialogues, l'interface doit être produite de manière automatique 
et généralisable à d'autres langages de commande similaires. 
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2. ANALYSE CRITIQUE. 
A. Présentation d~ l'éditeur de commandes. 
L'interface. telle au'elle ~tait imolémentée è ','èpoque où 
nous avons entrepris ce travail. paraît, à □rem1ere vue. relative-
ment simple. 
différenciés par le type d'informations qui apparaissent dans la 
fenêtre orincioale de l'application: d'une part ce que nous appel-
lerons désormais l'écran d'accueil. où sont affichées toutes les 
conur1andes du 1 anqacre. et d'autre part le~{ écrans des commandes. 
qui contiennent · 1 es pararnètres cle chaque conuna.nde ainsi que les 
valeurs attribuées~ ces paramètres. 
Chaque écran comporte deux fenêtres d'état. 1 'une incli-
quant quel est le mode de fonctionnement actuel (interactif ou 
batchl et l'autre ment.1onn,u1t :=::oit .le nom de la commande en cours 
d'édition. soit CLI (pour Command Lnnçru,:1.çre Interfnce) ci.,3.ns le cas 
de l'écran d'accuejl. Le reste de I a zone cl -1ente ei"t occupé par 
lô liste des colltrrta.nde:=:: ou des pnr,3.mètres (voir Fis_::,rures l et 2). 
J:L_ Utilisation des menus. 
Un premier critère a retenir dans notre évaluation de 
l 'écli teur de comrnandes concerne 1 es menus, pu1squ' il s'en trouve. 
sous différentes formes, ~ tous les niveaux de l'interface. 
menus se distinguent tant par leur organisation sémantique, 
Ces 
dont 
'.3hneiderma.n décrit de nombreuses nossibilités ( Shne 1derma.n. 
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pp. 87-105) en insistant sur l'aspect hiérarchisable du problème, 
que par la manière dont ils sont représentés dans l'interface qui 
nous occupe. Un second critère, relatif à la répartition des 
données sur l'écran, sera également abordé, avant d'être étudié de 
manière plus précise dans le cas particulier des écrans des 
commandes. 



























a.. Les cc,rnma,ndP.s du l,3.ncr-:tcre .. 
Tout cl' t:l.bord. la liste des comnandes peut 0t.re considérée 
co~ne le menu de niveau supérieur: il faut d'abord sélectionner 
une corrnnande a.v,:1.nt de pouvoir ,:1ccéder ,':l 1 'éd :i t ion proprement cl i te. 
Cette liste est présentée comme une sui te cle noms de cornrnandes 
disposés les uns en-dessous des autres dans la zone cliente de 
l'éditeur rvoir Fi0ure li. Cependant. étant donné la longueur de 
cette liste, qui compte près de trente commandes d1ff~rentes. elle 
ne peut étre affichée que partiellement. en fonction de la taille 
de la fenêtre. 
Ce orob l ème est ré~30 J. u crrâce ,:t une bôrre de clé fi 1 ement 
verticale. Mais son utilisation présente un inconvè11ient majeur, a 
savoir le fait que le seul defilement liçne par ligne et~ l'aide 
de la souris soit imolémenté. De plus. chaque fois que la liste 
des comrnancles doit être .réaf fichée, par exemple a.près que 1 'ut il i-
sateur ait terrniné l'édition d'une comm,:1.nde. l'aftichaqe se fait à 
partir du début de la liste. Cet aspect. pouvant passer pour un 
2;ir.nple déta.i l. se révèle particulièrement gênant lorsque, comme 
c'est le ca:=::. la l. iste est assez lonque ou aue l ,:t hauteuY de 
fenêtre est réduite. ce qui se prndui t dans 1 e cas tr2.~s fréquent 
où deux ot1 nlusieurs a0pl ications se partagent l ·e~ran. 
Si cette représentation est simple et uniforme. el l.e peut. 
qur::i.nd rnêrne l. ,:1 i :'.:! ::': e r o.=: r p 1 i-~ x e 1 ' ut j l i ::: ët t e, t r q 1 1 ·i ,:i bot' d •'? l ' F', d i. t e u r 
pour la première fois et aui ne connait pas grand chose au langage 
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de commande: à quoi peuvent bien servir toutes ces commandes, et 
comment les distinguer? D'aucuns regretteront sans doute que cette 
liste ne soit pas structurée, hiérarchisée, ce qui en rendrait 
l'utilisation beaucoup plus simple, particulièrement pour 
l'utilisateur novice. 
De plus, il y a gros à parier que même un utilisateur 
habituel du langage se limitera à quelques commandes qu'il aura 
appris à bien connaître, les autres ne servant qu'exceptionnel-
lement voire pas du tout. Il en va ainsi de la plupart des lan-
gages de commande. Cet aspect est pris en compte dans l'ordre 
d'apparition des commandes à l'écran: il a été établi en fonction 
de leur importance et de leur fréquence d'utilisation. 
h Les paramètres des commandes. 
Un second niveau de menu est constitué par les listes de 
paramètres dans les écrans des commandes. Il se différencie du 
premier en ce sens qu'il ne s'agit plus de sélectionner un seul 
item, la commande à éditer ou à envoyer, mais un nombre variable 
d'options à affecter aux commandes. Tout comme ces dernières, les 
paramètres sont affichés les uns en-dessous des autres, et leur 
ordre d'apparition à l'écran a été établi selon les mêmes cri-
tères (voir Figure 2). Les objections et remarques que nous avons 
formulées à propos de la liste des commandes restent donc valables 
dans le cadre des paramètres, bien que leur importance respective 
ne soit pas toujours équivalente. Par exemple, certaines listes de 
paramètres sont assez courtes et toutes les informations qu'elles 
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contiennent peuvent aisément être visibles même dans une fenêtre 
de taille réduite. Cependant, il peut se faire que des paramètres 
interdépendants n'apparaissent pas en même temps, ce qui est 
regrettable. D'autre part, il parait déjà moins évident de tenter 
de hiérarchiser les listes de paramètres. 
Cancel Set User 1 s defaults Send Cornmand 
Batch file. SET 
= essai. 
OUTPUT= SYS$0UTPUT 
y LIHES = 100 
HIDTH = 8Q 
INDEHT = 0 
* HEADING = OH 
* 
PARAMETERS = OH 
PAGE= 1 
BO~-CHARS = y AAROH-CHARS = **** LIH~-CHARS = 
* 
Figure L 
L Les valeurs des paramètres. 
Nous pourrions poursuivre notre étude des menus de l'édi-
teur de commandes en remarquant que les différentes valeurs pré-
définies que peuvent prendre certains paramètres constituent, 
elles aussi, des items de menu. Mais ici, seule la valeur actuel-
lement sélectionnée apparait, les autres étant accessibles à tour 
de rôle par des double-clics. Il est donc impossible de visualiser 
en une fois ces différentes valeurs (voir Figure 2). 
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9:...:.. La barre de menu. 
Enfin, un menu de commandes spécifiques à l'interface est 
également proposé au sein d'une barre de menu accessible à tout 
moment, qui permet de choisir le mode de fonctionnement de l'édi-
teur de commandes (interactif ou batch), d'annuler une ligne ou 
une commande, de mémoriser les valeurs par défaut de l'utilisateur 
et d'envoyer une commande à 1 'émulateur de terminal ou dans un 
fichier batch, selon le mode de fonctionnement choisi (Figure 1). 
Remarquons au passage que ces options se rapportent soit à l'écran 
d'accueil, soit aux écrans des commandes, et que le fait de les 
voir associées dans une même barre de menu risque sans doute de 
prêter à confusion. Il aurait sans doute mieux valu adopter une 
présentation de ces commandes plus proche de la t&che de l'utili-
sateur, et suivre la décomposition entre l'écran d'accueil et ceux 
des commandes. 
De plus, s'il est permis à l'utilisateur de mémoriser ses 
propres valeurs par défaut, aucune option ne lui permet de s'en 
servir par la suite. Il y a donc là apparemment une lacune dans 
les fonctionnalités de l'éditeur de commandes. 
~. Informations dans les écrans des commandes. 
Comme nous venons de 1 'exposer, 1. es paramètres figurant 
dans les écrans des commandes sont disposés verticalement. Chacun 
d'eux est entouré de divers champs d'information que nous allons 
quelque peu détailler (voir Figure 2). 
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défaut que le sy:3tèrw-~ l,?.ur reconn,:i.it. s' il y 1::1 n a u nf:'. Le nom cles 
paramètres pouvant prendre DlLtsieurs valeurs prédét'in2es et ne 
nécessitant pas d'entrée de valPur est n:réc,?de d'u!, s 1 crne pa.:cti-
eu l :i er ( *) . 
Lo.rsqu.' il n' ex .i. ,.::t-,,:~ pô::: de valeur prF?clf':' fini,~ uni n· un par,:1.-
mètre. la. va.leur qu'il p:rendr,:i. doit être 1ntrocl1nte oëir l'utiljsa-
teur. Elle apparaîtra alors. elle aussi. è la suite du paramètre. 
L'absence de valeur est signalée par une ligne de tirets 
derrière le nom du paramètre. 
Pour indiquer ~- l'utilisateur qu'il a déJ~ modifié la 
valeur d'un paramètre. la lettre Y est placée devant son nom. 
Enfin. un troisième signe oarticulier '*) apoaraissant en préfixe 
du oaramètre sert ,~ rnarqi_ter l 'obl ig .. s.t 10n de lui attribuer une 
v,:1 leur pour C(UP 1,3. commande çiui~:se êtYe Vçtl idi:ie. 
Cela nous amène a considérer d'autres critères d'éval1Ja-
tion de 1 'interface. qu:i ont t r,:t i t a 1 a c,-,nre 1. t,n .1nêrne cl.es 
écrans. Ces unités de mesure de la complexité des écrans sont 
décrites d0ns (Shnejderman. po. 331-335). 
S'il est vra1 que la faible densité globale des informa-
tions intervenant a.u cours de l'édition des r:omn1,:1.ncle:-3. me:::;urée par 
rapport aux espaces vierges des écrans. leur regroupement 
autour des paramètres contribuent~ l.eur lisibilité. fj t pô.l'""' 1 à. t:Î 
l,:i f;3,cilité d'utilisation de l'<-:':clit.eur de commandes. c,ô.r contre la 
clen:::: i t.é locAle de ces informat1ons. 
vision restreint, est assez élevée, puisqu'elles sont toutes 
rassemblées dans la même partie des écrans. 
Il apparaît donc immédiatement que l'espace disponible 
sur 1 'écran est sous-utilisé, ou plus exactement que la réparti-
tion des informations y est fort inégale. En effet, la moitié 
droite de la zone où se trouve la liste des commandes et des 
paramètres ne sera utilisée que pour quelques paramètres acceptant 
une valeur assez longue. D'autre part, la taille des listes de 
paramètres et de commandes excède souvent la place disponible, 
rendant obligatoire le défilement vertical de la fenêtre où elles 
apparaissent. 
IL_ Entrées de valeurs. 
Un autre point pouvant être amélioré, à notre avis, est la 
manière dont sont réalisées les entrées de valeurs, que nous 
évaluerons en fonction de critères retenus par Shneiderman 
(pp.72-73), en particulier les actions que l'utilisateur doit 
effectuer. Nous ferons également part de quelques remarques plus 
personnelles, en rapport avec 1 'environnement Windows. 
Enter a file naRe. ( Ok ) 
..------------------~~ Cancel ) 
Figure 3. 
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Les entrées de valeurs se font toutes au moyen de la même 
boite de dialogue (voir Figure 3), paramétrée selon le type 
d'entrée: elle est composée d'une ligne de texte indiquant le type 
de valeur attendu et éventuellement sa taille maximale (chaine de 
caractères), ses bornes (entiers) ou le nombre maximal d'objets 
(liste de noms), d'une fenêtre d'édition où la valeur sera intro-
duite, et de deux boutons poussoirs (Ok et Cancel) permettant de 
faire valider la valeur introduite ou d'annuler la réponse. Après 
un contrôle syntaxique, celle-ci est affichée sur l'écran à côté 
du nom du paramètre. 
Bien qu'il soit aisé d'apprendre la signification de ces 
boites de dialogue et de s'en servir, et que, en outre, leur 
implémentation soit simple à réaliser, il est permis de se deman-
der si cette présentation n'est pas trop standardisée: en effet, 
seul le texte affiché permet de distinguer les différents types de 
valeurs attendus. De plus, il est permis de s'interroger quant à 
l'utilité d'une boite de dialogue aussi large (elle s'étend sur 
toute la largeur de l'écran) pour introduire une valeur entière ou 
une chaîne de quelques caractères. 
Le passage par une boite de dialogue intermédiaire peut 
sembler excessif pour introduire des valeurs relativement courtes. 
Par contre, cela permet non seulement de fournir à l'utilisateur 
quelques explications relatives à la valeur qu'il va introduire, 
mais également de procéder à une validation syntaxique immédiate 
15 
de la valeur introduite, ce qui offre des avantages non 
négligeables. 
h Traitement des erreurs. 
Les erreurs éventuelles sont signalées à l'utilisateur par 
des boîtes de message ("message boxes"), ce qui est, à notre avis, 
le meilleur moyen. Toutefois, le contrôle ne se fait qu'après la 
fermeture de la boite de dialogue et la valeur introduite est 
alors irrémédiablement perdue. 
Bien que la manière dont sont réalisées les entrées de 
valeurs favorise la prévention des erreurs, comme le préconise 
Shneiderman, un point faible de cette interface est la possibilité 
de les corriger. En effet, en cas d'erreur, il faut réintroduire 
la valeur en entier, même si un seul caractère était erronné. De 
même, les messages d'erreur ne sont pas toujours très compréhen-
sibles et ne disent pas clairement ce qu'il faut faire pour 
réparer l'erreur commise. 
L. Niveaux d'utilisation. 
Signalons enfin la possibilité d'introduire directement 
une commande sans passer par les étapes de sélection et de posi-
tionnement des paramètres: dans l'écran d'accueil, il suffit de 
double-cliquer sur le bouton droit de la souris et une boite de 
dialogue apparaît, invitant l'utilisateur à introduire une com-
mande et ses paramètres. Cela équivaut à l'introduire directement 
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dans la fenêtre de 1 'émulateur de terminal. Nous pensons qu'une 
telle facilité, particulièrement utile pour des utilisateurs 
fréquents de l'interface et qui savent exactement à quoi corres-
pondent les commandes et leurs paramètres, doit être conservée. 
Elle apparait comme particulièrement importante dans la mesure où 
l'éditeur de commandes peut être utilisé aussi bien par des 
experts que par des novices en la matière. 
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4. La syntaxe du langage de commande. 
Avant de clôturer cette présentation de 
comrnandes. i l est bon de parler brièvement de 
l'éditeur de 
la syntaxe du 
langage au'il supoorte. Notre but ici n'est nullemenet de criti-
qu.ey- le l ançrc'lcJe en 1 u i --même. ma1s plut6t d'en décrire les orinci-
clans l ci su :i t ," de ce in1:·1-no ire. 
Chëtque comma ne! e corn''!fH)ond à. une action ,31.lr la base de 
oeut être modulée selon différentes opt1ons detinies car ses 
oararnètres. 
Toutes les commandes commencent par un nom de commande 
ootionnellement suivi d'un ou plusieurs paramètres. oar exemple: 
DISPLAY DATA-BASE LANGUAGE 
Appare~nent. les formes que peuvent prendre les oarametres 
sont oeu nombreuses et assez 0xplJc1tes: soit le nom du paramètre 
employé seul. soi.tune valeur lui est .=tttr1buée et il 
:3ET 0\ l;PlJT='.3Y:-3S30UTPUT 
oour deux raisons. 
distincte::::. certc>.ins d'entre eu:< oouv,3.nt 2:1:•lon l'?. ca2: orendre 
1 0 J~ i) 
l'une ou l'autre forme. Ensuite, l'interpréteur du langage 
considère certaines options fixées par défaut. 
LJemploi d'un paramètre sans qu'aucune valeur lui soit 
attribuée peut signifier plusieurs choses. D'abord, si l'interpré-
teur ne connait pas de valeur par défaut relative à ce paramètre, 
il s'agit simplement d'ajouter une option à la commande, comme 
c'est le cas dans l'exemple ci-dessus. D'autre part, le paramètre 
peut être un booléen; dans ce cas, l'absence ou la présence du 
préfixe NO devant son nom indique s'il doit être pris en compte ou 
non·. Enfin, deux paramètres de cette forme peuvent être mutuelle-
ment exclusifs; l'emploi de l'un ou de l'autre indiquera alors 
quelle variante d'une même option doit être utilisée. 
En ce qui concerne les paramètres auxquels est attribuée 
une valeur, ils se répartissent également en plusieurs catégories 
selon que cette valeur est prédéfinie ou propre à l'utilisateur. 
Certains d'entre eux n'acceptent qu'une valeur prédéfinie parmi 
deux ou plusieurs possibles; quelques uns n'ont pas de valeur 
prédéfinie qui leur soit associée; d'autres enfin peuvent admettre 
l'une ou 1 'autre sorte de valeur. Ici également, 1 'interpréteur 
reconnaît à certains paramètres une valeur par défaut. 
La valeur que l'utilisateur peut attribuer à un paramètre 
sera, selon le cas, un nom de fichier, une chaîne de caractères, 
un entier, un nom ou une liste de noms d'objets DSL. Ces valeurs 
doivent respecter certaines règles syntaxiques qu'il n'est pas 
nécessaire de préciser ici. 
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une forme abrégée. C'est sous GAtte les 
commandes sont trani:::mj_ses a.u site central ( 11 .1 écrite::::; cl,::i.n:::i un 
fichier par l'éditeur de commandes. 
-=~ ·=.~ ::;:o. ·.:;1. .,..~~ -".;~c 
{~~~ Tt-=-11;!\,i:1 a,l~ 
(;(} 
1. INTRODUCTION. 
La démarche que nous avons suivie lors de cette étape 
cruciale de notre travail a été la suivante. Après avoir étudié la 
description syntaxique du langage et nous être quelque peu fami-
liarisé avec l'interface que nous devions améliorer, nous nous 
sommes attaqué, dans un premier temps, au problème de la représen-
tation des écrans de commandes. Il nous a en effet semblé que cet 
aspect de. l'interface était, si pas le plus important, du moins le 
plus susceptible d'être fondamentalement modifié par une utilisa-
tion judicieuse des nombreuses possibilités offertes par l'envi-
ronnement MS-Windows. 
Les autres modifications que nous avons jugé utile et 
intéressant d'apporter à l'interface n'en sont pas moins impor-
tantes, mais elles marquent une différence moins tranchée par 
rapport à l'éditeur de commandes tel qu'il était. Ces propositions 
constituent la plus importante partie de ce chapitre. 
Une fois nos propositions clairement formulées, nous avons 
rencontré quelques personnes utilisant plus ou moins fréquemment 
cet éditeur, ou du moins le connaissant de manière relativement 
complète. Ces entretiens nous ont permis d'arbitrer certains choix 
de conception et de préciser certains points restés flous. Ils 
nous ont également apporté quelques suggestions fort intéres-
santes. Nous en reparlerons avant de clôturer le présent chapitre. 
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2. PROFIL DE L'UTILISATEUR. 
Afin de nous guider dans l'élaboration d'une interface à 
la fois conviviale et efficace, il nous semble nécessaire de 
brosser un rapide portrait de ceux qui seront amenés à l'utiliser. 
La tache supportée par le poste de travail, et l'éditeur 
de commandes en particulier, à savoir l'édition et la modification 
de spécifications, étant bien délimitée, il est clair que ses 
utilisateurs 
du travail 
doivent avoir une bonne connaissance sémantique tant 
qu'ils accomplissent que des principaux concepts 
informatiques qui y sont liés. 
Par contre, l'éditeur de commandes est de toute évidence 
destiné à réduire la complexité syntaxique du langage dans des 
proportions considérables. En outre, notre expérience personnelle 
nous permet de considérer l'utilisation de l'environnement Windows 
comme relativement simple à apprendre, du moins dans ses fonction-
nalités essentielles. Les connaissances syntaxiques minimales 
requises nous paraissent donc suffisamment restreintes pour que 
l'éditeur de commandes DSL-SPEC s'adresse à un éventail d'utilisa-
teurs assez large. C'est dans ce sens que nous parlerons d'utili-
sateur novice ou expert. 
En ré.sumé, nous pouvons considérer 1 'ut i 1 i sa teur moyen de 
l'éditeur de commandes DSL-SPEC dans l'environnement Windows comme 
un "knowledgeable intermittent user". pour reprendre le terme 
employé par Shneiderman (p. 54). 
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3. MODIFICATIONS PROPOSEES. 
Le but des modifications présentées ci-dessous est de 
rendre l'interface actuelle du langage de commandes de DSL-SPEC 
sous Windows à la fois plus agréable et plus facile pour l'utili-
sateur novice, tout en lui permettant de s'en servir de manière 
plus directe et plus puissante au fur et à mesure que sa maitrise 
du langage grandit. 
Nous envisagerons successivement, en rapport avec les 
critiques formulées au cours de la première partie de ce mémoire, 
la présentation de l'écran d'accueil et des écrans des commandes, 
l'utilisation respective de la souris et du clavier et le traite-
ment des erreurs. Nous terminerons ces quelques propositions en 
avançant quelques suggestions destinées à accroitre les fonction-
nalités de l'éditeur de commandes de manière à le rendre plus 
ergonomique. Il s'agit de l'addition d'une fonction d'aide et 
d'une fenêtre, conçues pour faciliter l'apprentissage du langage 
et de son support, ainsi que de la possibilité de manipuler les 
fichiers produits. 
L Ecran d'accueil. 
Comme nous l'avons exposé, la liste des commandes est 
en fait un menu. Dès lors, et dans la mesure de la place dispo-
nible, il nous semble nécessaire d'en faire apparaitre tous les 
éléments à l'écran, éventuellement en deux ou plusieurs colonnes, 
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en évitant autant que possible d'obliger 1 'utilisateur à faire 
défiler son écran. Le recours aux barres de défilement verticale 
et/ou horizontale devrait donc être limité au seul cas où l'espace 
disponible serait insuffisant pour afficher la liste dans sa 
totalité. 
Ainsi, l'écran d'accueil comprenant toutes les commandes 
du langage pourrait être disposé de la même manière que la liste 
de fichiers dans le MS-DOS Executive: une liste sur plusieurs 
colonnes avec, en cas de besoin seulement, une barre de défilement 
horizontale ou verticale. Vu la longueur de certains noms de 
commande, ceux-ci devraient être affichés en deux colonnes. Cette 
solution offre l'avantage de pouvoir réorganiser facilement la 
liste en cas de changement de la taille de la fenêtre de l'appli-
cation. 
Comme nous 1 e sou 1 i gnons ci-dessous .pour 1 es . paramètres, 
l'ordre dans lequel les commandes sont affichées n'est pas 
quelconque. Dans l'état actuel de l'interface, elles sont présen-
tées par ordre d'utilisation. Cependant, étant donné le nombre 
important des commandes disponibles, il n'est sans doute pas très 
aisé de repérer au premier coup d'oeil la commande souhaitée, 
particulièrement pour un utilisateur peu familiarisé avec le lan-
gage de commande. C'est pourquoi nous avons envisagé une présen-
tation alternative, où les commandes 
fonctionnalité. 
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sont groupées selon leur 
Une deuxième solution consisterait donc à incorporer dans 
la barre de menu les commandes réparties en plusieurs classes 
constituant autant de menus déroulants ("popup menus"). La taille 
de la barre de menu ne devrait pas poser de problème, puisque sous 
Windows elle est automatiquement arrangée en fonction de la 
largeur de la fenêtre o0 elle apparait. 
Un avantage de cette présentation est que les commandes ne 
peuvent apparaitre que par classes, guidant ainsi 1 'utilisateur 
novice dans son choix. Nous avons cependant retenu une objection 
majeure: le fait de présenter sur la même barre de menu les 
commandes propres à l'interface et celles du langage de DSL-SPEC. 
Dans pareille hypothèse, et en tenant compte des modifications 
proposées ci-dessous pour les écrans des commandes, la zone 
cliente de l'application ne serait plus utilisée du tout. 
Nous pourrions aussi envisager une solution intermédiaire, 
dans laquelle 1 'ensemble des commandes serait affiché dans la zone 
cliente de l'application sous la forme d'une liste subdivisée en 
classes. 
Avec cet te· troisième proposition, toutes 1 es commandes 
apparaissent sur l'écran (pour autant que la taille de la fenêtre 
de l'application le permette), mais elles sont regroupées selon 
leur fonctionnalité. Une telle liste serait cependant plus diffi-
cile à réorganiser si la fenêtre était redimensionnée. 
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.!L_ Ecrans des commandes. 
3-..!... Présentation générale. 
La disposition des paramètres dans les écrans des comman-
des pourrait se faire à l'intérieur d'une boîte de dialogue utili-
sant du texte pour le nom des paramètres, des fenêtres d'édition 
pour l'introduction de valeurs, des "checkboxes" montrant si un 
paramètre est positionné ou non, des boutons radio pour indiquer 
une exclusion entre paramètres, et des "l istboxes" permettant 
d'effectuer un choix parmi plusieurs valeurs. Des boutons pous-
soirs constitueraient un moyen d'accéder à certaines fonctions 
spéciales: Ok pour valider la commande, Cancel pour l'annuler et 
Help pour obtenir un complément d'information au sujet de la 
commande ou de ses paramètres (voir exemples page suivante). 
1. Barre de menu. 
Il pourrait également être fait usage d'une barre de menu 
comprenant des commandes telles que attribuer la valeur par défaut 
de l'utilisateur ou du système, et ce soit pour un seul paramètre 
(le dernier auquel l'utilisateur a accédé), soit pour tous, ou 
mémoriser les valeurs par défaut données par l'utilisateur. Ces 
fonctions disparaîtraient de la barre de menu de l'écran d'ac-
cueil. Il nous paraît en effet préférable de ne pas mélanger les 
fonctions propres à l'édition des commandes avec 
générales, qui font partie de 1 'écran d'accueil. 
celles, plus 
La fonction 
d'aide que nous avons d'abord présentée sous la forme d'un bouton 
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poussoir pourrait tout aussi bien figurer dans cette barre de 
menu. 
2. Disposition des paramètres. 
Dans de telles boîtes de dialogue, il serait possible de 
grouper deux ou trois paramètres similaires sur la même ligne, 
dans le but d'optimiser l'utilisation de la surface disponible. Ce 
serait indispensable pour certaines commandes comptant de nombreux 
paramètres. Nous obtiendrions alors une distribution beaucoup plus 
uniforme des informations sur l'écran, tout en réduisant consi-
dérablement la longueur de ces écrans, pour lesquels le défilement 
ne serait d'ailleurs plus nécessaire. 
Quant à l'ordre d'affichage des paramètres, qui nous a été 
donné comme une contrainte à respecter, nous le laisserons tel 
qu'il est déjà implémenté dans la version précédente de 
l'interface. 
3. Contraintes. 
Les dimensions des boites de dialogue doivent être telles 
que tous les paramètres de n'importe quelle commande y trouvent 
place: c'est pourquoi certains paramètres devraient figurer sur la 
même ligne. D'autre part, la nature même des boites de dialogue 
sous Windows leur assure une place fixe et suffisante, quelle que 
soit la taille de la fenêtre dans laquelle elles apparaissent. La 
seule condition~ respecter a trait aux dimensions maximales des 
boites de dialogue: elles ne peuvent en aucun cas excéder la 
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taille de l'écran, ni recouvrir la zone des icones. De plus, il ne 
parait pas vraiment souhaitable que les barres de menu et de titre 
de 1 'éditeur de commandes soient cachées par 1 'une ou l'autre de 
ces boites de dialogue. 
En respectant ces règles, l'utilisateur aura donc toujours 
sous les yeux l'ensemble des paramètres à positionner, ce qui 
n'est pas le cas s'ils ne peuvent être affichés que les uns en 
dessous des autres. De la sorte, il peut disposer d'un maximum 
d'informations sans être obligé de faire défiler son écran. 
:!2..:... Représentation des paramètres. 
1. "Checkboxes". 
A l'intérieur des boites de dialogue correspondant aux 
différentes commandes, les paramètres optionnellement préfixés par 
NO dans le langage de commande seraient précédés ici d'une 
"checkbox". Nous ne pensons pas qu'il soit vraiment utile de faire 
changer 1 'énoncé du paramètre selon qu'il est positionné ou non, 
comme dans l'interface existante, où le préfixe NO apparaît et 
disparaît en fonction du positionnement de paramètre. Nous aurions 
par exemple pour NO CROSS-REFERENCE: 
□ CROSS,-REFERENCE 
2. Fenêtres d'édition. 
Le nom de chaque paramètre de type 'paramètre=valeur' 
serait suivi soit d'une fenêtre d'édition contenant. le cas 
échéant, la valeur attribuée par défaut et des bornes entre les-
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quelles la valeur doit être comprise dans le cas des entiers, soit 
de la liste des valeurs possibles, 
La taille des fenêtres d'édition devrait dépendre de leur 
contenu, en réponse à la critique formulée plus haut. Elle devrait 
être égale à la taille maximale de la valeur à introduire dans les 
cas où cela est possible (entiers, chaines de caractères, noms 
d'objets DSL). De plus, 1 'espace maximal disponible pour l'intro-
duction de ces valeurs serait visible à l'écran, plutôt que de 
n'en signaler la limite à l'utilisateur que par un signal sonore 
Dans les autres cas (noms de fichiers et listes d'objets), le 
défilement de la fenêtre d'édition devrait être automatique, sa 
longueur serait réduite, mais de manière à ce que le contenu en 
soit totalement visible dans la plupart des cas. 
Exemples: 
Entier: LINKS= C]m 
Chaine de caractères: BOX-CHARS= 
3. "Listboxes". 
La liste des valeurs possibles aurait la forme d'une 
"listbox", permettant de sélectionner une ou plusieurs valeurs 
conformément à la syntaxe du langage de commande et ne devrait 
être munie d'une barre de défilement que si toutes les valeurs ne 
peuvent pas y apparaitre en même temps. Cependant, en vue 
d'assurer l 'extensibi 1 i té du système, chaque 11 1 istboxi• pourrait 
comprendre une barre de défilement verticale, qui serait cachée 
automatiquement lorsqu'elle est inutile. 
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4. Boutons radio. 
Dans les cas où il n'y a que deux valeurs possibles 
("switches"), il 
"l istbox", mais 
ne paraît pas très approprié d'utiliser une 
plutôt d'afficher les deux valeurs précédées 
chacune d'un bouton radio , indiquant quelle est la valeur actuel-
lement attribuée au paramètre. 
alternatives sont ON et OFF, 
Cependant, si les deux valeurs 
il serait sans doute plus simple de 
se contenter d'une seule "checkbox" devant le nom du paramètre, 
comme nous le proposons ci-dessus pour les paramètres de type 
"(NO)paramètre". Il est en effet permis de se demander pourquoi 
des paramètres ayant une signification similaire sont différenciés 
de la sorte dans le langage de commande. Ils auraient l'aspect 
suivant: 
MODE 0 BATCH / 0 TERMINAL 
0 RIGHT-JUSTIFY / 0 LEFT-JUSTIFY 
5. Exclusions. 
Les paramètres s'excluant mutuellement seraient précédés 
chacun d'un bouton radio permettant de choisir soit l'un soit 
l'autre. Ils pourraient également être groupés dans un cadre 
("groupbox") 
Exemple: 
o FILE = ~$COMMAND __________ . ____ ····----------·--·----·_···_··__,·-] 







aux paramètres optionnellement préfixés par NO 






l'option PUNCH de plusieurs commandes), 
utile de distinguer les différentes formes qu' i 1 s peuvent 
prendre d'une façon plus claire que dans l'interface actuelle, où 
ils apparaissent deux fois: d'abord sous la forme "NO paramètre" 
et puis "paramètre= valeur", ces deux formes étant mutuellement 
exclusives. Une solution acceptable serait de faire suivre le nom 
du paramètre des options qu'il peut prendre avec un bouton radio 
(option NO et fenêtre d'édition avec la valeur par défaut), par 
exemple: 
PUNCH= 0 NO 
0 
Une seconde manière de représenter ces paramètres serait 
de leur adjoindre une "checkbox" indiquant s'ils sont positionnés 
ou non (comme pour les "switches"). et de placer la fenêtre d'édi-
tion derrière leur nom. Cette proposition a l'avantage de la 
concision à 1 'écran. tout en maintenant la cohérence avec la 
représentation proposée pour les autres types de paramètres. Ainsi 
l'exemple précédent serait représenté par: 
D PUNCH = 
Un dernier type de paramètres admet soit une valeur pré-
définie dans le langage, soit une valeur à introduire par l'utili-
sateur. Plutôt que de distinguer ces deux cas, comme dans 1 'inter-
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face actuelle, nous pensons que la valeur prédéfinie pourrait 
aisément servir de valeur par défaut au paramètre et être affichée 
dans la fenêtre d'édition, où une autre valeur peut être intro-
duite. Cette présentation rencontre l'objectif de concision à 
l'écran, tout en conservant la dualité des valeurs possibles: soit 
une valeur prédéfinie, qui serait dès lors considérée comme le 
défaut du système, soit une valeur propre à 1 'utilisateur. Par 
exemple: 
OBJECTS 
7. Fichiers DOS. 
Enfin, dans le cas où la valeur à introduire est un nom de 
fichier DOS (nous pensons ici au fichier batch invoqué dans 
l'écran d'accueil), il pourrait être fait appel à une boîte de 
dialogue semblable à celles utilisées dans nombre d'autres appli-
cations conçues pour l'environnement Windows: une boite de dialo-
gue contenant une fenêtre d'édition avec éventuellement une valeur 
par défaut pour le nom du fichier, une fenêtre de texte contenant 
le répertoire· courant, une "listbox" avec des noms de fichiers, de 
lecteurs et de sous-répertoires et une paire de boutons poussoirs 
Open et Cance 1 . 
Une telle boîte de dialogue offre plusieurs avantages par 
rapport à l'introduction du nom de fichier actuellement implémen-
tée: liste de fichiers dont le nom répond à un critère donné, 
facilité pour spécifier un chemin d'accès, possibilité de visua-
liser le contenu des directories, faible taux d'erreurs, En 
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fait. l'utilisateur n'a plus vraiment besoin de mémoriser le nom 
exact du fichier et l'endroit où il se trouve, puisqu'il peut 
facilement retrouver ces informations à n'importe quel moment 
grâce 
leur 
à la boite de dialogue. 
utilisation: il est en 
Il y a cependant une restriction à 
effet impossible de lister des 
fichiers stockés sur le site central. 
8. Remarque. 
Les paramètres obligatoires doivent pouvoir être aisément 
distingués des autres. Nous pensons que le meilleur moyen de le 
faire est de leur adjoindre un symbole particulier, ou de les 
souligner. 
_g__,_ Conclusion. 
Une représentation des paramètres telle que nous la propo-
sons, permettant à l'utilisateur de visualiser en une fois les 
différentes valeurs prédéfinies qu'il peut donner au paramètre, 
nous parait de loin plus facile et plus agréable à utiliser que 
celle précédemment implémentée, où les valeurs possibles ne sont 
accessibles qu'à tour de rôle en double-cliquant sur le paramètre. 
Le but visé par l'utilisation de boites de dialogue telles 
que nous venons de les décrire est de permettre une manipulation 
directe des paramètres et de leur valeur. Il s'agit également pour 
l'utilisateur d'avoir une vue globale sur l'ensemble des para-
metres, répartis assez uniformément sur l'espace disponible, en 
veillant cependant à ne pas surcharger les écrans. 
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Ainsi, il conviendrait de prendre tout particulièrement en 
compte l'aération dans les boîtes de dialogue, par exemple en y 
insérant des lignes blanches. C'est également la raison pour 
laquelle la taille de certaines fenêtres d'édition devrait être 
limitée, sans toutefois nuire à la lisibilité de leur contenu. La 
solution retenue pour chaque type particulier de paramètres sera 
un compromis entre de telles considérations. 
~ Utilisation de là souris et du clavier. 
Dans le cas où le défilement de l'écran ou d'un champ 
d'information s'impose, il serait bien utile de pouvoir l'effec-
tuer aussi bien avec le clavier qu'avec la souris, et de permettre 
ce défilement également page par page et à l'aide de l'ascenseur 
de la barre de défilement. 
De même, le déplacement dans la liste de commandes ou de 
paramètres devrait pouvoir se faire également à l'aide du clavier: 
par exemple, utilisation des touches du curseur (flèches sur le 
clavier) pour les déplacements horizontaux et verticaux d'une 
ligne dans la liste des commandes, des touches PageUp et PageDown 
pour les déplacements page par page, de la touche TAB pour passer 
d'un paramètre à l'autre, des touches HOME et END pour se posi-
tionner respectivement en début et en fin de liste. L'utilisation 
de ces touches est une pratique courante dans les applications 





dans 1 'optique de ne pas pénaliser 
préfèrerait se servir du clavier, 




des menus. Cela se ferait au moyen d'"accélérateurs", également 
d'un usage très répandu sous Windows. Par exemple, l'utilisateur 
devrait taper l'initiale de la commande souhaitée tout en mainte-
nant la touche CONTROL enfoncée. 
Nous pensons en effet que, en raison des préférences 
variant d'une personne à l'autre, une "bonne" interface devrait 
être utilisable de manière équivalente avec le clavier et la 
souris. 
~ Traitement des erreurs. 
En ce qui concerne le contrôle de validité syntaxique des 
valeurs introduites, il doit être le plus puissant possible, au 
moment même de la saisie ou au plus tard avant de quitter la boite 
de dialogue dans laquelle la saisie s'est opérée. En fait, il y a 
trois moments où la validation d'une commande ou d'un paramètre 
peut prendre place: soit lorsque l'utilisateur en a terminé avec 
1 'édition de la commande et qu'il y fait explicitement appel en 
cliquant sur le bouton poussoir Ok, soit dès qu'il quitte une 
fenêtre d'édition, soit enfin chaque fois qu'il y introduit un 
caractère. Il est clair que la première de ces trois possibilités 
est inacceptable, surtout avec des commandes pouvant compter de 
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nombreux paramètres. L'utilisateur se retrouve éventuellement avec 
plusieurs erreurs dont il ne peut être averti qu'ert cliquant sur 
le bouton Ok jusqu'à ce que sa commande soit acceptée. Toutefois, 
c'est quand même le moment idéal pour vérifier. par exemple, si un 
paramètre obligatoire a reçu une valeur. 
Avec des boites de dialogue telles que nous les proposons, 
la manière la plus simple d'avoir un contrôle syntaxique quasi 
immédiat est d'y faire appel dès que l'utilisateur sort de 
fenêtre d'édition où l'introduction d'une valeur a eu lieu, 




également possible de n'accepter que des caractères valides lors 
de l'introduction d'une valeur. mais ce type de validation reste 
cependant incomplet: par exemple, comment, dans ce cas, vérifier 
si le nombre introduit est effectivement compris entre deux 
valeurs données? 
Quel que soit le moment où ce contrôle de validité synta-
xique a lieu. les messages d'erreur doivent être le plus précis et 
compréhensible possible, et, idéalement, indiquer ce que l'utili-
sateur doit faire pour remédier à son erreur. Par exemple, plutôt 
que de se contenter d'indiquer à l'utilisateur qu'il a introduit 
un caractère invalide, il faudrait lui faire savoir lequel et 
quels sont les caractères permis. Il serait également utile que 
les messages d'erreur fassent mention du paramètre où l'erreur a 
été décelée. Cet aspect est particulièrement important si la 
validation a lieu à la fin du dialogue. De plus. il faut permettre 
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à l'utilisateur de corriger facilement son erreur. sans devoir 
tout réintroduire. En clair, il s'agit de laisser visible la 
valeur erronnée après le message d'erreur. 
Dans le même ordre d'idées, il pourrait s'avérer profi-
table de disposer d'une fonction permettant de rééditer la com-
mande précédente. Il serait dès lors facile de récupérer une 
erreur (sémantique ou autre) indétectable par l'interface. et ce 
sans devoir recommencer tout le processus de définition et de 
positionnement des paramètres. Cette fonction existe déjà de 
manière implicite: il suffit de rééditer la commande . 
.&:.. Fonction d'aide. 
L'utilisateur devrait pouvoir disposer d'une fonction 
d'aide, couvrant au minimum le format des valeurs à introduire .. 
leur taille, les caractères permis, etc. Une fonction d'aide plus 
étendue, décrivant brièvement l'usage des différentes commandes et 
de leurs paramètres, pourrait également s'avérer bénéfique. 
spécialement pour 1 'utilisateur débutant: cela lui éviterait sou-
vent de recourir au manuel de référence. Une telle fonction serait 
accessible, pour le paramètre (ou la commande) sélectionné en 
dernier lieu. soit par un bouton au bas de l'écran (à côté des 
boutons Ok et Cancel), soit par une option dans le menu de la 
boîte de dialogue. Nous pourrions aussi lui consacrer une touche 
de fonction, comme c'est le cas dans de nombreux programmes. 
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Dans l'interface actuelle. les informations concernant la 
valeur à introduire sont reprises dans le texte des boîtes de 
dialogue:· type de valeur, bornes pour les entiers, longueur pour 
les chaines de caractères. nombre d'objets pour les listes. ainsi 
que, au moyen d'un signal sonore. la longueur maximale de la 
valeur. Ces informations apparaitront sans aucun doute fort 
maigres à l'utilisateur qui ne maîtrise pas bien le langage. 
~ Fichiers. 
Dans le cas de l'utilisation de DSL-SPEC en mode batch, il 
serait souhaitable de pouvoir manipuler le fichier utilisé sur la 
station de travail. et plus seulement sur le site central. Il faut 
pouvoir modifier ou supprimer une commande déjà envoyée, et 
insérer une nouvelle commande n'importe oü dans le fichier. De 
même, l'utilisateur devrait pouvoir disposer des fonctions élémen-
taires de gestion de fichier (ouvrir et sauver). Il faudrait 
également lui permettre de visualiser le contenu de son fichier de 
commandes. 
Ces différentes facilités étant présentes dans l'éditeur 
de texte libre, nous pensons que le mieux est de se servir de 
celui-ci. plutôt que d'en inclure un nouveau dans l'éditeur de 
commandes de DSL-SPEC. 
La possibilité d'envoyer un fichier de commandes à 
l'émulateur de terminal ou dans un fichier batch permettrait une 
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utilisation efficace de "macros", nécessaire pour tout utilisateur 
quelque peu expérimenté dans le maniement de DSL-SPEC. Cependant, 
étant donné que 1 'émulateur de terminal n'accepte qu'une seule 
commande à la fois. l'envoi d'un fichier entier poserait des 
problèmes de synchronisation entre l'émulateur et 1 'éditeur de 
commandes. Il est donc permis de penser qu'une telle facilité ne 
puisse pas être implémentée du moins de manière efficace pour le 
mode interactif. 
2..:.. Fenêtres d'état. 
L'utilité des deux fenêtres d'état peut être mise en 
doute. En effet, en se servant de boites de dialogue telles que 
nous les proposons, le nom de la commande en cours de composition 
peut apparaitre dans le titre de la boite de dialogue correspon-
dante. Il n'est donc pas nécessaire de lui consacrer une fenêtre 
supplémentaire. Quant au mode de fonctionnement, il pourrait tout 
aussi bien en être fait mention dans la barre de titre de 1 'appli-
cation, de même que, le cas échéant, le nom du fichier de comman-
des en cours d'édition. 
!:L_ Visualisation des commandes. 
Il serait très intéressant d'offrir à l'utilisateur la 
possibilité de 
telle qu'elle 
visualiser la commande en cours de composition, 
sera envoyée à l'émulateur de terminal ou dans un 
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fichier. Cette option lui permettrait de se familiariser beaucoup 
plus rapidement avec le langage de commande de DSL-SPEC et ses 
nombreuses abréviations. Dans l'état actuel. l'utilisateur ne peut 
voir sa commande "traduite" dans le langage de DSL-SPEC que dans 
la fenêtre de l'émulateur de terminal. après qu'elle y ait été 
envoyée. Il faudrait pour cela une fenêtre supplémentaire de 
dimensions réduites (par exemple deux lignes) et munie d'une barre 
de défilement verticale. 
Si cette fenêtre demeurait visible pendant que l'utilisa-
teur poursuit 1 'édition de sa commande, elle devrait être mise à, 
jour lors de toute modification des paramètres. 
En cas d'utilisation d'un fichier de commandes, la visua-
lisation de la ligne de commande pourrait se faire directement 
dans la fenêtre d'édition du fichier. Nous pensons néanmoins 
qu'il serait préférable d'utiliser deux fenêtres distinctes. comme 
en mode interactif. et ce afin d'éviter toute confusion. 
41 
4. ENQUETE. 
Lorsque nous avons présenté les nouvelles spécifications 
de l'interface Windows pour l'éditeur de commande de DSL-SPEC, que 
nous venons d'exposer dans la première partie de ce chapitre, à 
des personnes ayant acquis une certaine expérience du langage de 
commande et de l'utilisation de la station de travail DSL, nos 
propositions ont été, dans l'ensemble, 
réelle amélioration. 
accueillies comme une 
Les échanges de vues que nous avons eus avec ces utilisa-
teurs nous ont amené à préciser certaines idées, à arbitrer des 
choix entre des propositions alternatives. et à réviser notre 
solution intuitive de certains aspects du problème. De plus, 
quelques suggestions nous ont été soumises. qui devraient rendre 
cette interface non seulement plus ergonomique et facile à utili-
ser, mais aussi et surtout plus cohérente. 
Nous allons maintenant exposer successivement les princi-
pales idées qui nous ont été fournies à cette occasion. 
h Ecran d'accueil. 
En .ce qui concerne la présentation du menu des commandes, 
il serait souhaitable que celles-ci apparaissent groupées par 
classes. De plus, 1 'utilisation d9 menus déroulants introduirait 
une indirection supplémentaire. La solution préférée serait donc 
d'afficher les commandes en colonnes dans la zone cliente, avec un 
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titre indiquant la claso:oe de commande. Idéalement. chaque classe 
de commandes devrait apparaître en entier, mais cela impliquerait 
sans aucun doute l'implémentation d'une puissante fonction pour 
gérer l'affichage selon la place disponible. Il ne faut pas non 
plus oublier 1 'aération au sein de ce menu (lignes blanches entre 
les classes. répartition des colonnes, ... ) . 
IL Ecrans des commandes. 
a. Présentation générale. 
Un désavantage de la présentation telle que nous l'avons 
initialement proposée est que certains paramètres risquent de 
n'être pas vus par l'utilisateur. qui doit parcourir la liste 
tantôt verticalement, tantôt horizontalement. Par exemple. il 
arrive qu'un "switch" soit intercalé entre deux longues fenêtres 
d'édition. Nous retrouvons en outre le problème de l'affichage des 
paramètres sur plusieurs colonnes. 
La disposition des paramètres pourrait donc être plus 
homogène. Le critère d'ordonnancement sur lequel nous nous sommes 
basé est l'importance et la fréquence d'utilisation des para-
mètres, ce qui entraîne des disparités dans la présentation. Nous 
pourrions envisager d'autres critères, comme par exemple grouper 
tous les paramètres similaires. Nous obtiendrions ainsi une pré-
sentation "pyramidale": en haut de la boîte de dialogue, les 
paramètres munis de "checkboxes", puis ceux demandant l'intro-
duction de quelques caractères ou d'une valeur entière, pour finir 
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avec les paramètres les plus longs, ou, inversement, les afficher 
du plus long au plus court. 
Nous pensons qu'une bonne solution devrait prendre en 
compte ces différents aspects: s'il est impératif qu'un paramètre 
obligatoire soit mis en évidence, il conviendrait également de 
rassembler ceux qui ont la même apparence. 
b. Dépendances entre J22.:r:.amètres. 
Une seconde suggestion pour les boites de dialogue a trait 
aux dépendances entre paramètres: certains d'entre eux n'ont de 
signification que si d'autres sont positionnés. Comme exemple de 
ces dépendances, nous pouvons citer la commande STRUCTURE, où les 
paramètres ROW-ORDER et COLUMN-ORDER n'ont de sens que si 
RELATIONS-MATRIX est positionné. Ces paramètres ne seraient affi-
chés que s'ils peuvent être pris en compte, ou du moins ils 
seraient regroupés dans un cadre·commun. 
Une variante de cette suggestion serait de mettre les 
dépendances en évidence par 1 'utilisation de boîtes de dialogue en 
deux niveaux: dès que le paramètre à l'origine de la dépendance 
est positionné, ·une boite de dialogue apparait sur la première 
avec tous les paramètres dépendants. Une telle solution présente 
un autre avantage, non nég 1 igeab 1 e pour certaines commandes: 1 a 
liste des paramètres affichés dans la boite de dialogue principale 
serait raccourcie. et la présentation s'en trouverait fortement 
allégée. Mais cela introduirait une indirection supplémentaire 
dans le positionnement des paramètres. 
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Etant donné les complications que de telles suggestions ne 
manqueraient pas d'entraîner lors de l'étape d'implémentation. 
sans oublier le fait que le caractère généralisable de l'interface 
à d'autres langages risquerait fort d'en souffrir, il a été décidé 
de ne pas pousser plus avant dans cette voie. Nous reconnaissons 
cependant volontiers le bien-fondé de ces suggestions. du moins 
dans leur principe. 
c. Fenêtres d'édition. 
Pour tous les paramètres ayant une fenêtre d'édition 
précédée soit d'une "checkbox" soit d'un bouton radio. tout chan-
gement dans la fenêtre devrait s'accompagner du positionnement 
automatique de la "checkbox" ou du bouton. Ce serait le cas notam-
ment pour les paramètres PUNCH. FILE. NAME, etc ... figurant dans 
de nombreuses commandes. 
Etant donné la place disponible. l'utilisation de fenêtres 
défilantes s'impose pour certains paramètres. Il s'agit de fenê-
tres dont le contenu, éventuellement plus grand que la longueur de 
la fenêtre. peut défiler ("scroll") automatiquement ou avec les 
touches du curseur. On peut cependant se demander s'il ne serait 
pas bien utile de faire savoir à l'utilisateur que la fenêtre est 
défilante et donc que tout le contenu de cette fenêtre est effec-
tivement pris en compte. Le signaler dans le manuel d~utilisation 
ne nous parait pas suffisant. Ce qu'il faudrait. c'est le voir à 
l'écran. Une solution consisterait à employer des fenêtres de deux 
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lignes, mais nous restons avec le problème de savoir où scinder la 
valeur introduite, sans compter l'espace supplémentaire occupé par 
une telle fenêtre. Finalement, le plus simple nous a semblé de 
faire suivre la fenêtre d'édition défilante d'un symbole particu-
lier, en l'occurrence des points de suspension. 
Une suggestion nous a été faite selon laquelle, dans les 
boites de dialogue, les fenêtres d'édition de certains paramètres 
n'apparaitraient que si le paramètre est positionné. Ce serait par 
exemple le cas pour le paramètre PUNCH. Cela permettrait d'amélio-
rer la lisibilité de certains écrans en diminuant leur charge 
visuelle. Il faut cependant voir dans quelle mesure une telle 
suggestion serait réalisable. C'est la raison pour laquelle cette 
idée n'a pas pu être prise en considération. 
fL_ Paramètres exclusifs. 
Le cadre entourant des paramètres exclusifs, comme 
exemple les paramètres FILE et NAME de nombreuses commandes, 
induire l'utilisateur en erreur quant à leur importance. Ce 
blème pourrait être résolu par exemple en limitant le cadre 





Dans le but de faciliter l'implémentation du générateur de 
dialogue, et devant l'objection que de tels cadres surchargeraient 
l'écran de manière peu opportune, nous avons décidé de ne pas en 
tenir compte. Toutefois, ils peuvent toujours être ajoutés aux 
boîtes de dialogue à l'aide de l'éditeur de dialogues de Windows, 
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dont nous reparlerons par la suite. 
e. Valeurs de _types différents. 
Certains paramètres peuvent prendre soit 
entière, soit une valeur par défaut alphabétique. 




sans aucun doute préférable de distinguer les deux cas de manière 
plus visible, ce qui pourrait se faire en adoptant la présentation 
suivante: 
SPACES AUTOMATIC / .___10 ....... 1 (2-100) 
Tout changement dans la fenêtre d'édition doit entraîner 
le dépositionnement de la valeur AUTOMATIC (disparition de la 
croix dans la "checkbox"). 
L Boites de dialogue 9. deux niveaux. 
Puisque les relations à spécifier pour le paramètre 
RELATION figurent dans un fichier, elles pourraient très bien être 
proposées à 1 'utilisateur sous forme d'une "listbox" à choix 
multiple. Celle-ci apparaitrait dans une boite de dialogue supplé-
mentaire (avec deux boutons "Ok" et "Cancel"), au-dessus de celle 
de la commande. Les relations choisies seraient alors concaténées 
et affichées dans la fenêtre d'édition, en respectant le format 
prescrit par la syntaxe du langage. 
Il en va de même pour les noms de fichiers à attribuer au 
paramètre STATEMENTS de plusieurs commandes. 
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Nous pourrions envisager de limiter 1 'accès à cette 
fenêtre d'édition, de manière à empêcher 1 'utilisateur d'y intro-
duire des erreurs. Cependant, un utilisateur quelque peu expéri-
menté préfèrera sans doute garder la possibilité d'introduire et 
de modifier directement la valeur introduite à l'intérieur de la 
fenêtre d'édition. plutôt que de subir un niveau d'indirection 
supplémentaire. 
C. Fichier de commandes. 
Les avantages entrainés par la poss.ibilité de modifier 
directement une commande dans un fichier. notamment une plus 
grande souplesse dans 1 'utilisation de DSL-SPEC. doivent être mis 
en balance avec le risque d'y introduire des erreurs. 
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5. SPECIFICATION DE L'INTERFACE A IMPLEMENTER. 
Tout au long de ce chapitre. nous avons décrit de nom-
breuses possibilités d'améliorer l'interface de l'éditeur de 
commandes DSL-SPEC. Nous nous proposons à présent de préciser les 
choix qui ont été posés en vue de l'implémentation de la nouvelle 
interface. Pour ce faire, nous reprendrons les différents aspects 
abordés dans les pages précédentes, en spécifiant quelle solution 
a été retenue et en fonction de quels critères. 
L Ecran d'accueil. 
Comme l'enquête que nous avons menée l'a clairement mis en 
évidence. et afin de répondre au manque de structure dans la liste 
des commandes, celle-ci sera désormais hiérarchisée en plusieurs 
classes regroupant les commandes selon leur fonctionnalité. 
Le nom des différentes classes figurera dans un menu 
déroulant 'Command classes' de la barre de menu associée à l'écran 
d' accuei 1. en-dessous de l'option 'Al l'. De la sorte. l 'uti 1 isa-
teur pourra. selon son choix, avoir une vue globale ou partielle 
des commandes du langage. La décision de proposer ces classes dans 
un menu déroulant renforce encore la distinction entre les 
commandes du 1 ançrage et ce 11 es propres à. 1 ' interface. 
D'autre part. la barre de menu de 1 'écran d'accueil sera 
expurgée de toutes les commandes qui n'y sont pas nécessaires. en 
réponse à l'objection que nous avions formulée lors de la critique 
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de l'interface, à savoir le mélange des commandes se rapportant 
aux deux types d'écrans. La barre de menu ne contiendra donc plus 
que les commandes relatives au choix du mode de fonctionnement de 
1 'éditeur et à l'affichage de la liste des commandes du langage. 
Les commandes seront affichée en plusieurs colonnes et, 
comme nous l'avions suggéré, une barre de défilement horizontale 
ne sera présente que si elle est nécessaire. De plus, i 1 sera 
permis de faire défiler l'écran colonne par colonne ou page par 
du page et ce aussi bien avec la souris que par les touches 
curseur sur le clavier. L'affichage du premier ou du dernier écran 
ou à partir d'un point précis sera également possible. 
Cette manière de présenter la liste des commandes apporte 
une solution tout à fait réalisable aux critiques que 














IL.. Ecrans des commandes . 
.s...,_ Présentation générale. 
En ce qui concerne la présentation générale de ces écrans, 
nous nous en tiendrons aux propositions que nous avons initiale-
ment avancées, sans toutefois placer deux ou plusieurs paramètres 
de manière automatique sur la même ligne. 
Les changements éventuels dans l'ordre ou la disposition 
des paramètres pourront toujours être pris en charge par 1 'éditeur 
de dialogues. 
Afin de supprimer une étape qui n'était pas vraiment utile 
dans la définition des commandes, leur envoi dans le fichier batch 
ou à l'émulateur du terminal sera directement associé au bouton 
poussoir Ok des boîtes de dialogue. 
D'autre part, étant donné la difficulté de définir des 
écrans liés à une fonction d'aide vraiment efficace, 
sera provisoirement laissé en suspens. 
cet aspect 
La barre de menu de ces boîtes de dialogue contiendra les 
options nécessaires à la mémorisation dAs valeurs par défaut de 
l'utilisateur et à l'initialisation d'un seul ou de tous les 
contrôles avec ces valeurs ou celles du sy~tème, ainsi que 1 'accès 
à la fenêtre de visualisation. Les fonctions liées à chacune de 
ces options devront être implémentées. 
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~ Les contrôles. 
En guise de spécification pour cette partie essentielle de 
l'interface, nous allons reprendre de manière plus formelle les 
différentes propositions de présentation des paramètres dans les 
boîtes de dialogue des commandes telles qu'elles ont été adoptées: 
c'est ce que nous appellerons les "types visuels". Dans les cas ou 
plusieurs alternatives étaient possibles, notre choix a été déter-
miné par des critères de cohérence par rapport aux autres types 
visuels et de concision dans la présentation, de manière à garder 
la densité globale d'informations à l'écran à un niveau acceptable 
dans toutes les boites de dialogue. Les types visuels sont de~ 
combinaisons des éléments de basP suivants que nous désignerons 
sous le terme générique de 'contrôles': "checkbox", fenêtre d' édi-
tion ("editbox"), "listbox", bouton radio et enfin du texte, 
servant à compléter les autres éléments de base, principalement 




) peuvent être soit affichés séparément, soit incorporés au 
label du contrôle qui les précède. C'est cette dernière solution 
que nous avons choisie, pour des raisons de facilité, essentielle-
ment dans l'utilisation de l'éditeur de dialogues. 
D'après les propositions que nous avons faites, nous pou-
vons distinguer les types visuels ci-dessous. Pour chacun d'eux, 
nous mentionnons le(s) type(s) de contrôles à générer et les 
interrelations éventuelles entre ces contrôles, ainsi qu'un exem-
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ple. Les "checkboxes" et les boutons radj_o sont ljbellés au nom du 
paramètre ou de la valeur qu'ils représentent. 
1. "Switches" simples. 
Une première catégorie de paramètres booléens sera repré-
sentée par des "checkboxes". I 1 s'agit de tous 1 es paramètres 
optionnellement précédés de NO dans la syntaxe du langage. de même 
que les paramètres prenant une des valeurs prédéfinies ON ou OFF. 
Exemple: 
□ PRINT 
2. "Switches" doubles. 
Pour les autres paramètres booléens, le mode de représen-
tation adoptée utilisera, comme nous 1 'avons indiqué dans le 
chapitre précédent, des boutons radio. Ce sont soit des paramètres 
mutuellement exclusifs. soit des paramètres pouvant prendre deux 
valeurs prédéfinies mutuellement exclusives. Pour ces derniers, le 
nom du paramètre apparaît dans un contrôle texte. 
Exemples: 
0 RIGHT-JUSTIFY / 0 LEFT-JUSTIFY 
MODE= 0 BATCH / 0 TERMINAL 
3. "Listboxes" simples. 
Les listes de plus de deux valeurs prédéfinies pouvant 
être assignées & un même paramètre apparaît,-ont sous la forme de 
"listboxes". le 
texte. Puisque, 
nom du paramètre étant contenu dans un contrôle 
dans la syntaxe du langage, ces différentes 
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valeurs s'excluent l'une 1 'autre. la "listbox" sera déf:inie comme 
n'acceptant pas de choix multiple. D'autre part. il s'est révélé 
préférable que ces valeurs apparaissent toutes en même temps sur 
l'écran. La taille de la "listbox" dépendra donc directement du 
nombre de valeurs à y afficher. De la sorte, la barre de défile-
ment verticale n'est plus nécessaire et sera donc enlevée. 
Exemple: 
INPUT-OUTPUT-FLOW 




Au cours de la conception de l'interface, il est apparu 
que la meilleure manière de présenter une liste de paramètres 
auxquels aucune autre valeur ne doit être attribuée serait de les 
i ne 1 ure dans une 11 1 i stbox 11 • Ce serait 1 e cas pour 1 es paramètres 
des commandeE:: SET et DISPLAY. Etant donné le nombre relativement 
important de ces paramètres, l'emploi d'une barre de défilement 
verticale s'impose. D'autre part, puisqu'ils peuvent être utilisés 
conjointement, la 11 listbox 11 doit permettre la sélection multiple. 
Le garnissage des "listboxes" se fera lors de l'initialisation de 
la boîte de dialogue, avec des valeurs mémorisées dans la 
structure de données ou dans un fichier séparé pour les boites de 
second niveau. 
C'est le même type visuel qui sera utilisé pour les boites 
de second niveau des paxamètres RELATION et STl\.TEMENTS. Dans ce 
dernier cas cependant. la sélection doit être unique. 
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5. Fenêtre d'édition simple. 
Pour tous les paramètres acceptant l'introduction d'une 
valeur par l'utilisateur. une fenêtre d'édition sera utilisée en 
combinaison avec un ou plusieurs autres contrôles. La fenêtre 
d'édition. de taille variable selon le type d'information qu'elle 
doit recevoir. sera défilante si nécessaire. c'est-à-dire pour les 
noms de fichiers. les listes d'objets DSL et les longues chaînes 
de caractères. Dans ce cas. rappelons qu'elle sera suivie de 
points de suspension. 
Dans le cas le plus simple, le paramètre sera représenté 




Si le paramètre fait l'objet d'une exclueion avec un 
autre. le contrôle texte sera remplacé par un bouton radio. 
L'introduction d'une valeur dans la fenêtre d'édition devra 
entraîner le positionnement automatique du bouton radio. 
Exemple: 
0 FILE jsYS$COMMAND 1 ... 
7. Combinaisons. 
Quand il s'agit d'une combinaison entre un paramètre 
booléen et une valeur à introduire, la fenêtre d'édition sera 
précédée d'une "check.box". qui devra être positionnée automati-
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quement si l'utilisateur fait usage de la fenêtre édition. 
Exemple: 
□ PUNCH = IEP. PUN 
8. Entiers. 
Enfin, lorsque la valeur à introduire est un entier, un 
contrôle texte sera ajouté derrière la fenêtre d'édition, dans 
lequel seront indiquées les valeurs minimale et maximale accep-
tables. De plus, si la valeur par défaut de ce paramètre n'est pas 
entière une checkbox apparaîtra entre le contrôle texte portant le 
nom du paramètre et la fenêtre d'édition. Dans ce cas. l'intro-
duction d'une valeur impliquera le dépositionnement automatique de 
la checkbox. 
Exemples: 
LINKS 13:[J (1-1000) 
HORIZONTAL-BOXES= AUTOMATIC / [IgJ (2-100) 
La définition de ces types visuels nous a paru essen-
tielle, dans la mesure où ils sont à la base du raisonnement suivi 
dans la construction à la fois du générateur de dialogues et de 
plusieurs des fonctions principales de l'éditeur de commande. 
h Fenêtre de visualisation. 
La réalisation de cette facilité pourrait se faire de la 
manière suivante. Le choix de cette option se fait dans la barre 
de menu des boîtes de dialogue des commandes. La fenêtre apparait 
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alors au bas de la boite, à la place des trois boutons poussoirs. 
La forme abrégée de la commande en cours d'édition est affichée 
sur deu~ lignes dans cette fenêtre toute simple. Si elle excède 
ces deux 1 ignes, 1 e reste de 1 a commande peut être accédé à 1 'a ide 
de la barre de défilement verticale. 
Il suffit de cliquer n'importe où dans cette fenêtre pour 
la faire disparaitre et continuer le positionnement des para-
mètres. Dans ce cas. 
de manière ponctuelle, 
la commande ne pourrait être visualisée que 
ce qui supprime le problème de sa mise à 
jour soulevé précédemment (voir Figure 5). 
!l.:_ Traitement des erreurs. 
La validation syntaxique de toute valeur introduite par 
l'utilisateur se fera dès l'instant où la fenêtre d'édition qui a 
reçu cette valeur est désactivée, c'est-à-dire lorsqu'il poursuit 
son parcours de la liste de paramètres avec la touche TAB ou par. 






La réalisation des boîtes de dialogue nous amène~ nous 
poser une question fondamentale: devons-nous implémenter une boite 
de dialogue générique. valable pour toutes les commandes. ou bien 
chaque commande doit-elle disposer de sa boîte propre? La solution 
consistant en une seule boite de dialogue ne doit pas être retenue 
pour deux raisons: d'abord. le nombre des paramètres est fort 
variable selon les commandes. et par conséquent. la surface néces-
saire pour certaines commandes serait tout à fait disproportionnée 
oour d'autres. Ensuite. l'implémentation d'une boite de dialogue 
générique serait beaucoup plus compliquée (voire impossible) ~ 
réaliser. 
De même. la fonction de gestion et de contrôle des dia-
logues doit-elle être unique ou spécifique à chaque commande? Dans 
ce dernier cas. la moindre modification dans les paramètres d'une 
commande exigerait une modification analog~e de la fonction asso-
ciée; il faudrait donc recompiler cette fonction, ce que nous 
voulons éviter. Il faut donc implémenter une fonction unique. qui 
cuisse permettre l'utilisation éventuelle de 1 'interface avec un 
langage de commande différent, 
le nombre de boites de dialogue. 
et qui soit valable quel que soit 
Le générateur de di ,:1 l nques doit donc 9rodu ire d '1HH"- part 
les boîtes de dialogue sous une torme reconnaissable par Windows. 
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c'est-à-dire un fichier de ressources ( .RC). et d'autre part un 
"ensemble de descriptions" utilisables en toute généralité par la 
fonction de gestion des écrans. Ces descriptions devront contenir 
toutes les informations nécessaires au dialogue, à son initialisa-
tion (valeurs par défaut) et à sa clôture (contrôle de validité. 
abréviations à générer). Ces descriptions constitueront le contenu 
du fichier dA données. 
Dès le départ. il convient de faire la distinction entre 
l'écran d'accueil (Command Language Interface) et les boites de 
di a 1 oçrue des commandes, et ce tant pour 1 a représentation vi sue 11 e 
que pour la fonction de co~trôle. Cette distinction est issue du 
mode de représentation de l'interface que nous avons proposé: 
1 'écran d'accueil est un menu. tandis que les boites de dialogue 
des commandes sont des formulaires. 
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2. STRUCTURES DE DONNEES. 
"h_,_ Description syntaxique du langage. 
La description syntaxique du langage de commande est, 
comme nous le verrons dans la suite de ce mémoire. absolument 
primordiale tant pour l'implémentation que pour l'utilisation de 
l'éditeur de commandes. Nous allons l'aborder en deux parties: 
d'abord telle qu'elle existait auparavant. puis en décrivant les 
modifications à y apporter pour qu'elle puisse servir au 
générateur de dialogues. 
a. Descriotion originale. 
Elle est constituée de plusieurs parties. au sein d'un 
même fichier, que nous allons à présent passer en revue. Tout 
d'abord, la première ligne du fichier contient une information 
plutôt d'ordre technique: le caractère utilisé dans la suite pour 
délimiter les valeurs par défaut des divers paramètres. La 
deuxième portion de ce fichier introduit le. Command Language 
Interface. C'est elle qui fournit la liste des commandes du 
langage ainsi que leur abréviation et leur identifiant. La 
dernière partie de la description syntaxique du langage est de 
loin la plus volumineuse. Elle comporte en effet la totalité des 
conwandes et ·ctes paramètres que le générateur et l'éditeur auront 
à manipuler. 
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Examinons ma.intenant d'un peu plus nres les inf0rmations 
fournies pour chôque commande. La première d'entre elles est son 
abréviation. Si la commande comporte des paramètres, ceux-ci 
figurent sur les lignes suivantes. et sont éventuellement accompa-
gnés d'infonnations supplémentaires. La liste des paramètres se 
termine par une ligne contenant '999' que nous dénommerons dans la 
suite "carte 999 11 • Ci-après. nous détaillerons quelque peu. dans 
l'ordre de leur apparition dans le fichier de descriptions, le 
genre d'informations susceptibles d'entourer un ou plusieurs para-
mètres. Chacune de ces informations se trouve sur une ligne sépa-
rée commençant par ' * 1c *WKST* * * ' . Elles indiquent le caractère 
obligatoire du paramètre, sa valeur par défaut et le ou les autres 
paramètres qui ne peuvent être utilisés simultanément. ce que nous 
désiçrnons par le terme "exclusion". 
Exemples: 
* * *WKST* * ·1c Manda tory . 
***WKST*** Default is @FILE=SYS$COMMAND@. 
***WKST**.* Exclude [1-2). 
Un dernier type d'information figure dans le fichier de 
description du langage de commande. Elle sert à indiquer une liste 
de valeurs alternatives prédéfinies que peut prendre le paramètre. 
Puisque nous les représenterons désormais par des "listboxes", 
cette information n'est plus nécessaire et sera simplement ignorée 
par le générateur de dialogues. Il s'agit. par exemple, de: 
*k*WKSTk** Regroup 5 following lines with previou.s one. 
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Il est temps à présent de se pencher sur la syntaxe des 
différents oaramètres. Dans les lignes suivantes. les parenthèses 
désignent des éléments facultatifs. tandis que des éléments alter-
natifs sont séparés par le caractère"/". 
La ligne du fichier qui décrit un paramètre contient un 
certain nombre d'informations relatives à celui-ci. à savoir son 
nom. son identifiant et son type. A cela viennent s'ajouter, le 
cas échéant, son abréviation. sa valeur et l'abréviation de sa 
valeur. Chaque ligne a la forme générique suivante: 
id(*/ (NO))nom(. (N)abr) (=valeur(.abrvaleurl/typel 
où: id est 1 'identifiant du paramètre. 
nom est son nom. 
abr son abréviation. 
abrvaleur l'abréviation de sa valeur. 
type est un carattère indiquant le type de valeur que 
l'utilisateur peut donner au paramètre. c'est-~-dire un nom de 
fichier (*), un nom d'objet DSL (?). un entier (#). une chaine de 
caractères (') ou une liste d'objets DSL (.). 
Dans les cas où 1 'utilisateur peut introduire la valeur 
que le paramètre prendra, sa description peut être suivie d'une ou 
deux 1 ignes relatives à cet te va 1 eur. Ces 1 ignes comrnencent par un 
des nombres 995. 997 ou 998. et nous les dénommerons respective-
ment "carte 995". "carte 997" et "carte 998". La carte 995 indique 
le nombre maximal de noms d'objets pouvant figurer dans une liste. 
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La carte 997 contient le nombre maximal de caractères à intro-
duire: elle est utilisée aussi bien pour les listes d'objets DSL 
que oour les chaines de caractères. Enfin. la carte 998 comprend 
les valeurs minimale et maximale entre lesquelles une valeur 
entière doit être comprise. 
De ces qu~lques précisions. nous pouvons dès à présent 
répertorier les paramètres selon les huit modèles suivants. qui 
serviront de base à l'analyse que notre programme de génération 
fait du fichier de descriptions: 
id*nom(. abr) 
id NO nom ( , Nabr) 
id nom(, abr) =* 
id nom(. abr) =? 
id nom(. abr) =# suivi de la carte 998 
id nom ( . abr) = ' suivi de la carte 997 
id nom ( , abr) =, suivi des cartes 995 et 997 
id nom(.abr) (=valeur(.abrvaleur)) 
Les paramètres du premier modèle sont ootionnellement 
précédés, dans le langage, du préfixe 'NO' 
Un identifiant négatif indique un paramètre. ou une 
valeur. alternatif au précédent. Cette règle n'est d'application 
que dans le dernier modèle. 
Comme nous le verronE: lors de l'étude des structures de 
données nécessaires à l'implémentation de 1 'interface que nous 
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avons concue. les informations contenues dans ce fichier sont 
indispensables. mème si elles doivent être complétées afin que 
cette interface ou1sse mieux tirer profit des possibilités de 
présentation offertes par Windows. 
b. Descriotion enrichie. 
Comme nous venons de le dire. la description syntaxique 
originale du langage ne fournit pas~ elle seule toutes les infor-
mations indispensables à la génération automatique des boites de 
dialogue que nous avons décrites. bien qu'elle en demeure la base 
incontestable. Plusieurs des décisions de conception que nous 
avons prises nécessitent un certain nombre d'informations supplé-
mentaires. qui ne pourraient être déduites que très difficilement 
de la description du langage. C'est la raison pour laquelle il a 
été décidé d'enrichir cette description. mais sans la transformer 
véritablement. 
Nous allons maintenant passer en revue les différents 
types d'informations qu'il convient d'y ajouter. 
Tout d'abord. puisque la décision a été prise de subdivi-
ser 1 e Co1mnand Lançruaçre Interface en c 1 asses de commandes. i 1 
faut que le nom de chaque classe y figure et soit aisément discer-
nable des autres descriptions. Afin de préserver 1 'ordre dans 
lequel les commandes apparaissent. nous nous proposons d'adopter 
les deux règles suivantes: tout nom de classe apparaît sur une 
1 igne séparée commenç,:1.nt par '* * *WI<.ST* ""*' : toutes les commandes 
apparaissant sotts un nom de classe appartiennent a cette classe. 
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Ainsi. cette information supplémentaire ne doit apparaitre 
qu'entre deux conm1andes désignées comme app,:trtenant à des c 1 asses 
différentes, et. en outre. il n'est nul besoin de modifier 1 'ordre 
des commandes. 
Exemple: 
k ·1<. *WKST* * * Contro l . 
En ce qui concerne la d8scription des paramètres, il 
s'agit essentiellement d'inclure les informations relatives aux 
décisions de conception. 
Lorsqu'il a été décidé de combiner deux descriptions de 
paramètres en un seul type visuel. 
l'information suivante: 
il faut en faire mention par 
H*WKST*H Combine 2 following parameters. 
D'autre part. la représentation choisie pour certains 
paramètres nous parait assez difficile à deviner d'après le seul 
contexte où ils se trouvent. C' e:::.:t 1 e cas pour cert,:t i nes "check-
boxes" et "listboxes". De même. il a été décidé de marquer des 
paramètres mutuellement exclusifs en leur assignant une forme 
particulière: un bouton radio. Ces différentes informations se 





Il convient ici de donner quelques précisions relatives 
aux paramètres devant figurer dans une "listbox". Nous avons 
décidé de les entourer de délimiteurs: une ligne spécifiant qu'il 
s'agit de créer une "listbox" et qui indique le nombre de lignes 
souhaitées dans cette "l istbox", avec optionnel lement le mot 
'multiple' signifiant qu'un choix multiple doit être permis pour 
ce paramètre. Le second délimiteur indique la fin de la "listbox". 
Exemple: 
***WKST*** Listbox 7 multiple. 
***WKST*** End listbox. 
1L._ Ressources. 
Destiné ~ être fourni au compilateur de ressources RC de 
la boite~ outils de MS-Windows. ce fichier doit donc faire réfé-
rence (par inclusion) au fichier de définitions WINDOWS.H. Deux 
autres fichiers doivent également y être référencés: il s'agit des 
fichiers de définitions et de ressources de 1 'éditeur de comrnan-
des. La raison en est très simple: un seul fichier de ressources 
compilées peut être inclus au programme. 
Toutes les informations composant une boite de dialogue 
doivent être définies dans un ordre précis et avec des mots-clés 
déterminés, que nous présentons ci-dessous en majuscules. La forme 
générique des boites de dialogue telles qu'elles ont été défi~ies 
lors de la conceotion de l'interface est décrite par les lignes 
suivantes: 
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id DIALOG posh. posv. larqeur. hauteur 
STYLE style 
CAPTI ON ''nom" 
BEGIN 
contrôles 
DEFPUSHBUTTON "Ok". IDOK, posh. posv. lôrqeur. hauteur. style 
PUSHBUTTON "Cancel", IDCANCEL. posh, oosv. largeur. hauteur. style 
PUSHBUTTON "Help", id. posh. posv. la,geur. h,3.ute11r. style 
END 
où: id est l'identifiant de la boite de d1al0aue (du c0ntrhle). 
posh et posv les coordonnées de l 'endroit où elle (il) prend 
place. 
largeur et hauteur sa largeur et sa hauteur. 
style son style. 
nom le titre de la boite de dialogue. 
contrôles est une suite d'une ou plusieurs des lignes 
suivantes. dans lesquelles nom est le label du contrôle: 
LTEXT "nom", id, posh, posv, largeur. hauteur. style 
CHECKBOX "nom", id. posh. posv. largeur. hauteur. style 
RADIOBUTTON "nom". id. posh. posv. largeur. hauteur. style 
EDITTEXT id. posh. posv, largeur. haut,eur. style 
LISTBOX id. posh. posv. largeur. hauteur. style 
Nous avons défini le stvle des boites de dialogue de 
manière à ce qu'elles présentent une barre de titre et qt1'il soit 
possible de leur adjoindre une barre de menti. En ce qui concPrne 
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les contrôles. les styles sont définis en respectant les principes 
suivant: tous doivent pouvoir être atteints successivement ~ 
l'aide de la touche TAB. certaines fenêtres d'édition doivent être 
défilantes. les valeurs entières doivent être Justifiées~ droite. 
les "listboxes" pour lesquelles cela a été spécifié doivent 
permettre une sélection multiple. 
En ce qui concerne le menu proposé dans l'écran d'accueil 
de l'éditeur de commandes, les données nécessaires sont, pour 
chaque commande, son nom (qui sera affiché) et un identifiant 
permettant de faire la liaison avec la boîte de dialogue corres-
pondante. L'abréviation de la commande est également nécessaire, 
car elle sera utilisée dans le cas où l'utilisateur souhaite 
introduire directement une commande. sans passer p,:1.r la phase de 
définition et. de posi tionrrème.ht des paramètre::::. La ::::tructure de 
données doit enfin comporter le nom de la classe~ laquelle appar-
tient chaque commande. 
IL:._ Données 
a. Quelles données orendre ~n comote? 
Dans les boites de dialogue. chaque paramètre est caracté-
risé par plusieurs données de nature différente: un identifiant 
(qui fera le lien entre la représentation visuelle et la structure 
de données) . le nom à afficher. les valeurs prédéfinies que le 
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paramètre peut prendre. son type visuel. sa position a l'intérieur 
de la boite de dialogue. son II type 1 og i que" (qui intervient dans 
l'étaoe de validation syntaxique). des dbnnées relatives à ce type 
logique (bornes pour les entiers, nombre d'éléments et taille des 
listes. taille des chaînes de caractères. c'est-à-dire, en toute 
généralité. les données fournies par les cartes 995. 997 et 998 du 
fichier de descriptions), la valeur par défaut. 1 'abréviation à 
générer. ainsi que des indications complémentaires quant au 
caractère obligatoire du paramètre ou aux relations entre para-
mètres (exclusions et dépendances). 
Ces données auront trait soit a la représentation visuelle 
du langage de commande (type visuel. position). et ne doivent donc 
pas être reprises dans la structure de données sur laquelle repose 
le programme de gestion de 1 'interface. soit au contrôle des 
boites de dialogue (type logique. valeur par défaut. abréviation), 
soit aux deux (identifiant). Nous n'expliciterons ici que les 
données devant figurer dans le fichier de données: les autres ne 
servent qu'à la composition des boites de dialogue et sont des 
variables du programme de génération. 
Le tyoe logique. les données qui lui sont relatives et 
1 'abréviation du parametre interviennent lors de la compos1t1on 
des boites de dialogue. dans leur fonction de contrôle et pour 
faire appel au module de validation syntaxique. 
La valeur par defaut est prise en compte lors de l'initia-
lisation de la boite de dialogue et cruancl l 'utjlisateur y fait 
71 
explicitement référence en sélectionnant une des options du sous-
menu Get Default. 
Les exclusions sont prises en comcte ~ la fois dans la 
composition des boîtes de dialogue (boutons radio). 
fonction de contrôle. 
et clans leur 
Les dépendances interviennent pour le (dé)positionnement 
des "checkboxes" et boutons radio lors de 1 'introduction d'une 
valeur dans certaines fenêtres d'édition. 
D...!... kii structure geê_ données. 
Après avoir passé en revue les différentes informations 
caractérisant les paramètres. nous allons à présent tenter de leur 
donner une structure qui soit facilement utilisable par l'éditeur 
de commandes. tout en reflétant autërnt que possible le mode de 
représentation choisi. 
Dans la structure de données à mémoriser. chaque commande 
sera donc caractérisée par les informations suivantes: son iclenti-
fiant. son abréviation, quatre tableaux contenant respectivement 
la forme abrégée des paramètres et de leurs valeurs prédéfinies, 
les valeurs par défaut, les chaines de caractères devant appirai-
tre dans une "1 istbox" et la forme abré<Jée de ces dernières. et 
enfin un ensemble d'"objets" représentant les paramètres. 
Que :3ont ces "objets"? Dans la reprèf~entation visuel le 
choi:3ie. p 1 t..ls i 8Urs contrôles peuvent corre~:pondn~ à un seu 1 para-
mètre. comme dans l'exemple suivant: 
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De p 1 us. ,':i. chacun de ces contrô 1 es correspondent des "don-
nées" qui lui sont propres à savoir un identifiant, une abrévia-
tion et une valeur par défaut éventuelles. ainsi que des messages 
envoyés par Windows. C'est pourquoi nous avons jugé plus adéquat 
de choisir ces contrô 1 es comme uni té de tr,'3. i tement. Cet te solution 
offre un avantage supplémentaire: il apparaît An effet que toutes 
les exclusions s'exprimeront désormais uniquement entre deux 
contrôles, et qu'elles peuvent être généralisées aux cas des 
paramètres admettant deux valeurs alternatives prédéfinies. comme 
dans l'exemple ci-dessus. ou une valeur prédéfinie et une autre à 
introduire. 
La structure de données représentant ces contrôles devra 
donc contenir leur identifiant. une référence à la forme abrégée 
et à la valeur par défaut, leur type. 1' identifiant du contrôle 
éventuel à exclure. l'identifiant du premier contrôle composant le 
type visuel et un champ de contrôle servant à marquer un paramètre 
obligatoire. Nous y ajouterons deux valeurs entières dont le 
contenu et la signification dépendent du type de contrôle. Ces 
valeurs serviront à mémoriser les informations fournies par les 
cartes 995. 997 et 998 du fichier de description du langage. ainsi 
que le nombre d'éléments à inclure dans les "listboxes" et leur 
référence. 
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c. Les données "inutiles". 
Quelques précisions s'imposent quant aux informations qui 
ne se retrouvent pas dans les structures de données. Tout d'abord, 
en raison de leur longueur, les listes de relations et de fichiers 
utilisées respectivement avec les paramètres RELATIONS et 
STATEMENTS sont fournies dans un fichier séparé, et ne font en 
aucun cas partie de la structure de données que nous venons de 
décrire. D'autre part, le nom complet des commandes figurera dans 
la barre de titre des boites de dialogue et ne doit donc plus être 
repris dans la structure de données. Il faut également remarquer 
qu'il n'est pas besoin de structures de données destinées à mémo-
riser les valeurs introduites par l'utilisateur. Ces valeurs sont 
en effet accessibles à tout moment dans la fenêtre d'édition où 
elles ont été introduites. 
h Valeurs par défaut de l'utilisateur. 
La structure de données que nous avons choisie pour sup-
porter cet aspect de l'interface est fort simple et directement 
inspirée de celle employée pour mémoriser les données relatives 
aux contrôles. Il s'agit simplement de deux tableaux: l'un 
contient les valeurs par défaut des contrôles et l'autre les 
références à ces valeurs. Nous y avons ajouté l'identifiant de la 
boite de dialogue correspondante. 
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3. PROGRAMMES. 
h Processus de génération des boites de dialogue. 
Après avoir détaillé les données traitées par le généra-
teur de dialogues et l'éditeur de commandes. nous allons à présent 
exposer comment ces données interviennent dans l'un et 1 'autre 
programmes. 
-9....,_ Qénération _et corn.pi lat.ion. 
Comme nous l'avons vu précédemment. les boites de dialogue 
produites par le générateur ne peuvent pas être utilisées comme 
telles par l'éditeur de commandes. Elles doivent d'abord être 
compilées par le compilateur de ressources RC. ce qui se fait en 
deux éti:1.pes. La première transforme les différentes ressources. 
dont les bo'.ites de dialogue çrénérées. de l'éditeur de commandes en 
un fichier binaire intermédiaire (fichier .RES). Elle est invoquée 
par la commande DOS: 
rc -r file 
où file est le nom du fichier contenant les boites de dialogue. 
Celui-ci doit obligatoirement avoir l'extension ".RC" .. requise par 
le compilateur de ressources. Le fichier intermédiaire produit 
portera le même nom. mais avec l'extension ".RES". 
Remarquons au passage que cette première étape de compila-
tion aurait pu être intégrée au générateur de dialogues. Nous 
n'avons cependant pas jugé utile de le faire. afin de ne pas 
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mélanger deux choses différentes. 
h L'éditeur _çle dialogue. 
Une fois les ressources compilées. les boites de dialogue 
peuvent être modifiées à loisir gr&ce à l'éditeur de dialogues 
DIALOG, également compris dans la boite à outils de MS-Windows. 
C'est 1c1 que nous pourrons éventuellemen.t CD''OUper plusieurs 
contrôles dans un même cadre ("qroupbox"). et surtout vérj_fier la 
hauteur des boites de dialogue. Et. le cas échéant. réorganiser la 
disposition des contrôles. En aucun cas. les boîtes de dialogue ne 
devraient être plus hautes que la zone cliente d'une application 




modification des boites de dialogue est 
dans le processus de génération. car c'est 
une étape 
elle. en 
grande partie, qui sera responsable d'une répartition harmonieuse 
et suffisamment aérée des contrô 1 es da.ns 1 es boîtes de di a 1 ogue. 
Lorsqu'un ou plusieurs contrôles ont été déplacés. il faut égale-
ment veiller à modifier leur ordre. de telle sorte que les dépla-
cements d'un paramètre à l'autre avec la touche TAB n'en soient 
p;::is pert urbéf3. 
L'éditeur de dialogue peut donc jouer un rôle de tout 
premier plan dans la réalisation d'une interface telle que nous la 
proposons. Nous venons de dire qu'il oermettait cte modifier 
l'ordre et la répartition des contrôles au sein des boites de 
76 
dialogue. En poussant le raisonnement jusqu'au bout. nous en 
arrivons à la conclusion que cet outil pourrait tout aussi bien 
servir ~ personnaliser l'interface, par une disposition des 
contrôles "sur mesure", en fonction de critèrres tels que la 
fréquence d'utilisation des paramètres ou les préférences spéci-
fiques à certains (groupes d') utilisateurs. Ce serait là un moyen 
d'atteindre plusieurs des objectifs principaux d'une interface 
conviviale. notamment une grande satisfaction subjective et des 
performances accrues dans le chef des utilisateurs concernés. 
c. In__çJ._11._ê...LQ.!l ge l'interface dans l'éditeur de commandes._ 
Lorsque celles-ci sont jugées acceptables, 1a seconde 
partie de la compilation peut prendre place. Il s'agit en fait 
d'inclure les ressources compilées. et éventuellement modifiées, 
dans le fichier exécutable de l'éditPur de con~andes. Cela se fait 
au moyen de 1 a commande DO:~: 
rc file SPECEDT 
où file est le nom du fichier contenant les boites de dialogue. Ce 
fichier doit obliçratoirement avoir l'extension ".RES" .. requise par 
le compilateur de ressources. SPECEDT est le nom de 1 'éditeur de 
commandes. qui doit évidemment se trouver soit da.ns le chemin 
d'accès défini par la commande DOS 'PATH', soit dans le répertoire 
ac tue 1. 
Le processus de génération que nous venons de décrire 
devra être reproduit dans sa totalité chaque fois qu'une modifica-
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tion est apportée au langage de commande, ou si nous souhaitons 
utiliser l'éditeur de commandes avec un langage différent. I 1 est 
toutefois possible de récupérer des baltes de dialogue. modifiées 
ou non. d'une version à l'autre de 1 'interface. ce qui se révèle 
tout à fait indispensable en raison du temps nécessaire à la 
modification de ces boites de dialogue. 
fL_ Le générateur de dialogues. 
~ Description. 
Le programme de génération de dialogues GEN produit, à 
partir de la description syntaxique d'un langage de commande_. des 
fichiers permettant de présenter ce langage dans l'environnement 
MS-Windows sous forme de formulaires dans des boîtes de dialogue. 
Ces fichiers, dont nous venons de décrire le contenu, sont 
au nombre de trois: un de ressources, un de données et un de menu. 
Le premier, écrit en mode texte, contient les définitions des 
boites de dialogue. Il est destiné au compilateur de ressources RC 
pour être comp i 1 é en -deux étapes. cofftme nouf1 l 'avons exposé ci-
dessu:::;. 
Quant aux deux fichiers de donnees et de menu. GEN les 
baptise respectivement 'SPECEDT.DTA' et ' SPECEDT. MNU ' . Ils ne 
renommés. car le programme de gestion de devraient pas être 
l'interface, SPECEDT, s'attend à les trouver sous ce nom dans le 
répertoire où il est installé. 
Le fichier 'SPECEDT.DTA' contient toutes les données 
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nécessaires à la gestion des boites de dialogue ( va 1 eun3 par 
défaut. 
fichier. 
types des contrôles. exclusions, etc. 1. Enfin le dernier 
'SPECEDT. MNU' . sert de support à 1 'écran d' ôccue i 1 ( nom 
des commandes et leur classe. identifiant de la boîte de dialogue 
correspondante). Ces deux fichiers sont écrits en mode binaire et 
leurs structures de données sont compactées. afin d'assurer la 
compatibilité avec l'environnement de programmation de Windows. 
~ Entrée.s. 
Le programme GEN accepte en entrée deux noms de fichiers: 
celui contenant la description du langage et celui des ressources. 
Ces deux noms doivent être corrects au sens MS-DOS du terme. et ne 
pas dépasser 80 caractères. Si l'un ou les deux noms ne figurent 
pa.s dans 1 a li çrne de commande faisant appe 1 à GEN, il(s) est 
(sont) demandé(s) à l'utilisateur. Dans ce cas, le générateur de 
dialogues propose l'extension '.TPC' ~ar défaut pour le fichier de 
descriptions et le nom de base du fichier de descriptions avec 
l'extension '.RC' pour le fichier de ressources. Celui-ci devrait 
toujours avoir l'extension '.RC', exigée par le compilateur de 
J:'essources. Voici un exemple cl' appel au. programme GEN avec le 
dialogue qui en résulte. Les mots introduits par l'utilisateur 
sont imprimés en caractères gras. 
Exemple: 
gen 
Fichier de descriptions .TPC : file.tpc 
Fichier de ressources FILE.RC : file.rc 
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Pour accepter le nom proposé par défaut du fichier de 
ressources, il suffit de taper RETURN en lieu et place d'un autre 
nom. Dans le cas où l'utilisateur ne donnerait pas le nom du 
fichier de descriptions. GEN lui redemande le nom du fichier après 
avoir affiché le message d'erreur: 
Le nom du fichier de descriptions est obligatoire 
c. Décomposition dl.! 12.rogramme. 
L'architecture du générateur de dialogue a été conçue de 
manière à refléter la structure des données contenues dans le 
fichier de descriptions. Celui-ci est censé correspondre à la 
définition que nous en avons donnée précédemment. Le programme se 
décompose en plusieurs modules selon une hiérarchie de type 
"uti 1 ise". La plupart de ces modules se rapportent donc à un 
aspect particulier des données. Nous en exposons ici brièvement 
l'objet, en invitant le lecteur intéressé par plus de détails à se 
reporter à 1 'annexe du présent mémoire. Ainsi. après avoir vérifié 
que la première ligne du fichier contient le caractère de sépara-
tion utilisé avec les valeurs par défaut. le générateur traite 
ensuite le Command Language Interface (CLI). avec les noms des 
commandes à. afficher dans la fenètre principale de l'application. 
pour produire le fichier de menu. Après cela. il lui reste à 
transformer la suite des con®andes avec leurs paramètres en 
fichiers de ressources et de données. 
Dans le traitement proprement dit des commandes, chacune 
est vue comme une suite, éventuellement vide. de paramètres accom-
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pagnés d'informations spécifiques (type prédéfini, valeur par 
défaut. exclusion. .) . Nous distinguons deux sortes de para-
mètres: ceux qui seront représentés par une '' 1 i:=3tbox" et 1 es 
autres. Cette distinction est rendue nécessaire par le fait qu'une 
seule "listbox" peut représenter plusieurs paramètres. C'est 
également la raison pour laquelle il convient de les délimiter 
dans le fichier de descriptions, comme nous 1 'avons expliqué. 
Les informations relatives aux paramètres sont traitées 
successivement, dans l'ordre où elles doivent apparaitre dans 
fichier de descriptions: combinaison de deux paramètres. 
le 
type 
prédéfini du contrôle à. générer ("ljstbox", "checkbox" ou hout.on 
r,:i.dio), caractère obligatoire du paramètre, valeur par défaut et 
enfin exclusions. 
Le paramètre lui-mërne est tr,"tn~:formé en un ou plusieurs 
contrô 1 es. dont 1 e nombre et 1 e type :=::ont déterminés oar l'ana 1 yse 
d'une ou plusieurs lignes du fichier de descriptions. en respec-
tant le schéma du type visuel approprié. 
Tous les contrôles générés doivent transiter par un 
fichier temporaire, car ce n'est qu',3. la fin de la commande que le 
pro1Jr,::tmme peut connaître la hauteur de la boîte de di,3.logue qu'il 
vient de créer. Cet te va 1 eur, rappe 1 ons-1 e. clo i t fi ç:rurer sur 1 a. 
première ligne de définition d'une boite de dialogùe. Il dispose 
alors de toutes les informations nécessaires et peut recopier le 
contenu du fichier temporaire~ sa placP. entre l~s lignes rela-
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tives à la boîte de dialogue en tant que telle (titre. identi-
fiant, style, etc) et celles qui décrivent les trois boutons 
poussoirs ( 'Ok' . 
boîte. 
'Cance 1 ' et 'He 1 p' ) . placés tout en bas de la 
Afin de faciliter notre tache, nous avons conçu quelques 
fonctions "utilitaires". Il s'agit d'une fonction de lecture dans 
un fichier texte. permettant une tentative de récupération en cas 
d'erreur. d'une fonction chargée de composer les différents types 
de contrôles (fenêtre cl' édition, texte, "checkbox", bouton radio 
et "listbox") et enfjn de deux fonctions de décryptage des infor-
mations relatives respectivement aux valeurs par défaut et aux 
exclusions. 
~ Erreurs. 
Au cours de l'exécution du générateur de dialogues. cer-
taines conditions d'erreur sont susceptibles de se présenter. 
Elles sont de deux types. Ce sont d'abord des erreurs de manipula-
tion d'un fichier, qui. bien que peu probables. peuvent survenir~ 
n'importe quel marnent. El le~: provoquent toujours l'arrêt prématuré 
du progr amrne . Une deuxième catégorie d'erreurs concerne le 
fichier de description du langage. Exception faite de la présence 
d'une commande ne figurant pas dans le Command Language Interface. 
elles sont toutes fatales. Dans tous les cas. 1 'utilisateur est 
averti del' incident par un message que nous avons voulu le plus 
explicite possible. 
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Ainsi les messages d'erreur relatifs aux fichiers indi-
quent tous de quel genre d'erreur il s'agit et mentionnent le 
fichier défaillant. De même. ceux qui sont provoqués par une 
interprétation erronnée du fichier de description du langage affi-
chent toujours la ligne du fichier incriminée et le type d'infor-
mation que le générateur de dialogues s'attendait~ y trouver. 
~ L'éditeur de commandes. 
a. Ecran d'accueil. 
L'écran d'accueil de l'éditeur de commandes SPECEDT pré-
sente initialement une barre de titre, une barre de menu et une 
fenêtre vide. 
La barre de titre sert à indiquer li':! nom du programme et 
son mode de fonctionnement actuel. Lors du lancement d'une session 
de travail. c'est le mode interactif qui est sélectionné par 
défaut. La barre de titre apparaît alors comme dans la Figure 6. 
Lorsque le mode batch est choisi, cette information y .est 
aussi répercutée, par l ';3.ffichage du nom du fichier de commandes 
utilisé. La barre de titre sera par exemple celle de la Figure 7. 
\--~.~~=~~~i}ifii:Ji:i!~f~-;Jhl"t!':f:î;tr!!~~tf~~~g-~ . 







La barre de menu quant à elle, permet de choisir le mode 
d'utilisation de SPECEDT, et de sélectionner la liste des comman-
des à afficher dans la fenêtre. 
Les deux modes d'utilisation possibles sont le mode inter-
actif, dans lequel les commandes sont envoyées sur le site central 
par l'intermédiaire d'un émulateur de terminal, 
ot1 les commandes sont écrites dans un fichier. 
et le mode batch, 
Le mode de fonc-
tionnement actuellement sélectiohné est signalé de deux manières~ 
1 'utilisateur: d'abord dans la barre de titre, et puis par le fait 
qu'il ne peut plus être sélectionné dans la barre de menu. 
apparaît en grisé. 
où i 1 
Lorsque l '11tiljsateu1· :3ouh.=dte créer un fi.c1tier de comman-
des. i 1 doit 01::,ter qour · 1 e mode ba tch. Une boîte de dialogue 
apparaît alors, qui lui demande de choisir un fichier. éventuelle-
ment dans un répertoire ou sur un lecteur différent. Cette boîte 
de dialogue comprend une fenêtre d'édition. permettant d'afficher 
un nom par défaut. d'introduire directement un nom de fichier et 
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de visua.liser celui qui est a.ctuellement ::,é.lectionné. une "list-
box" avec tous les noms de fichiers existants ayant la même exten-
s1on que le nom par défaut ainsi que les sous-répertoires et 
lecteurs accessibles. une fenêtre de texte montrant le nom du 
répertoire actuel. et enfin deux boutons poussoirs Open et Cancel 
servant respectivement à accepter le fichier sélectionné et à 
annuler le choix de l'option batch (voir Figure 8). L'utilisateur 
peut alors introduire le nom de son fichier dans la fenêtre d'édi-
tion ou le sélectionner dans la "listbox". Pour changer de lecteur 
ou de répertoire, il lui suffit de double-cliquer sur le nom 
correspondant dans la "listbox". Lorsque son choix est fait, il 
n'a plus qu'à cliquer sur le bouton Open. Si l'utilisateur a 
choisi un fichier inexistant. 1 'éditeur de commandes lui demande, 
par une boite de message. s'il veut créer un nouveau fichier ou 
non (voir Figure 9). S'il répond YES. un nouveau fichier est créé 
dont le nom apparaitra désormais dans la barre de titre de 
l'application. Sinon, il se retrouvera avec la boîte de dialogue 
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Fiçrure 9. 
Le rnocle bat ch cornmence obl iqa.t:01rement pôr la commande 
SET. qui est invoquée automatiquement. 
Pour le quitter et revenir en mode interactif. 
teur dispose de plusieurs possibilités. Tout d'abord, 
l'utilisa-
au lieu de 
choisir un nom à son fichier. il peut cliquer sur le bouton pous-
.soir Cancel. Ensuite, à un moment quelconque de sa session de 
travai 1, il peut sélectionner et envoyer la commande STOP. Celle-
ci. a.près avoir été copiée dans le fichier de commandes. provoque 
le retour au mode interactif. Parallèlement. le choix du mode 
interactif dans la barr~ de menu de la fenêtre princjpale a pour 
conséquence l 'envoi. cle la cornmande STOP dans 1 e fi c1ü er b,:1 tch. 
L'ôffichaqe de l,:t liste des commandes disponibles se fait 
au moyen du menu déroulant 'Command classes' Celui-ci indique 
toutes les classes de commandes disponibles. ainsi que 1 'option 
'A 11 ' qui permet de les sélectionner toutes pour 1 'affichage. 
L'utilisateur peut donc. selon son choix. faire apparaître à 
l'écran l'ensemble des commandes ou seulement celles appartenant à 
une classe déterminée. Les commandes ,:i.ppa:ra î tront a 1 ors dans la 
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zone cliente de 1 'éditeur de commandes et l'option choisie sera 
mise en évidence par un "check marJ<" devant son 1 ibel lé. 
Si les cornroandes ne peuvent toutes tenir sur la surface de 
la fenêtre. une barre de défilement horizontale apparait. Celle-ci 
permet de faire cléf i 1er 1 a 1 i ste de~: commandes hori zonta 1 ement. 
vers la gauche ou vers la droite. colonne par colonne ou page par 
page. ou bien encore de visualiser la liste è partir d'un endroit 
particulier (voir Figure 4. page 51). 
Lorsque 1 'utilisateur clique sur le nom d'une commande, 
celle-ci est sélectionnée et elle apparaît en "vidéo inverse" 
(noir sur fond blanc). 
Tout comme dans la version précédente de l'interface, il y 
a deux moyens d'éditer une commande: soit en faisant appel à la 
boite de djalogue correspondante, dans laquelle apparaissent tous 
les paramètres et leur va leur par dé fa.ut. c30i t en introduisant 
directement L:i. commande dans une fenêtre cl.· édit ion. L'accès à 1 a 
boite de dialogue complète se fait en double-cliquant sur le 
bouton gauche de la souris, tandi:3 q1_tP. la boite c1e dialoque ~réné-
rique destinée a recevoir directement la corrfil~nde est invoquée par 
un double-clic ~ur le bouton droit de la souris. Cette manière de 
procéder permet~ l'utilisateur ayant acquis une certaine connais-
sance du langage de réduire fortement le temps d'édition de la 
commande. 
~ Boîtes de. djaloaue. 
Chaque boite de dialogue servant à l'édition des commandes 
comporte, comme 
l'interface, une 
nous l'avons décrit lors de la conception de 
barre de titre avec le nom de la commande. une 
barre de menu, un ensemble de contrôles représentant les diffé-
rents paramètres et trois boutons poussoirs 
'Help' 
'Ok', 'Cance 1' et 
La barre de menu permet d'enregistrer les valeurs par 
défaut de l'utilisateur dans un fichier, d'initialiser un seul ou 
tous les contrôles de la boite de dialogue avec les valeurs ainsi 
mémorisées ou avec celles du système, et enfin de visualiser la 
commande en cours d'édition. telle qu'elle sera envoyée dans le 
fichier batch ou à l 'émulateur de termimtl. 
En sélectionnant cette dernière option, l'utilisateur fait 
apparaitre une nouvelle fenêtre sur la boite de dialogue, en 
surimpression des trois boutons poussoirs (voir Figure 5, p. 58). 
Dans cette fenêtre est affichée la commande avec tous les para-
mètres dont la valeur actuelle est différente de la valeur par 
défaut du système. Lorsqu'elles existent, les formes abrégées sont 
toujours utilisées, tant pour le nom de la commande que pour ceux 
des paramètres ou de leurs valeurs, puisque l'un des objectifs de 
cette fenêtre est de familiariser· l'utilisateur novice avec le 
langage de commande et seE: abréviations. 
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La commande éditée contient une ou plusi.eurs lignes, selon 
le format accepté sur le site central: chaque ligne. à l'exception 
de la <jernière, ,3 e t 1:: rrn J. ne par un b 1 et n c !3 u i v j_ du s i q ne et 
aucune ne contient plus de 80 caractères: les paramètres y sont 
séparés pa.r un }) l .3.nc et a.ucun blanc ne peut f ic;rurer dans un 
pa.r,:1.rnètre. 
Le m1::nu déroulant 'Get default' permet~ 1 'utilisateur de 
réinitialiser soit un seul contrôle de la boite de dialogue. le 
dernier auquel il a accédé, soit tous. et ce soit avec les valeurs 
par défaut reconnues par le système. soit avec ses propres valeurs 
qu'il doit avoir mémorisées au préalable ,:tvec la commande de la 
barre de menu 'Set default'. Par défaut, ce sont les options 
'System' et 'All' qui sont utilisées: elles sont d'ailleurs précé-
dées d'un "check mark" lorsque la boite de clialoque appëtr,:i.it à 
l'écran. Toute option de ce menu sélectionnée par l'utilisateur 
est marquée de la même manière. 
plémentaire est effacé. 
Pt le signe devant l'option corn-
Lorsque la boite de dialogue apparaît. tous lAs contr0les 
se voient assigner leur valeur par défaut, s'il y en a une, c'est-
à-dire que les "checkboxes" et boutons ra.dio seront éventuellement 
positionnés, que les chaines de caractères figurant dans les 
"listboxes" y seront copiée:::: et la valeur par défaut sélectionnée. 
et, dans le cas des fenêtres d'édition, elle y sera affichée. 
L'utilisateur pourra alors, selon les besoins de sa tache ou au 
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gré de sa fantaisi.e. modifier la valeur de ces contrôles. parmi 
lesquels il peut se déplacer soit avec la souris. :::;oit ëtvec le 
clavier en frappant la touche TAB pour avancer et SHIFT-TAB pour 
remonter 1 a 1 i ste. Comme i 1 a été prévu de 1 e fa i r·e, toute action 
dans une fenêtre d'édition s'accompagne du (dé)positionnement du 
bouton radio ou de la "checkbox" qui lui est associé, s'il y en a 
un. Dès que l'utilisateur quitte une fenêtre d'édition. son con-
tenu est immédiatement vérifié s'il y a lieu de le faire. SPECEDT 
le prévient alors d'erreurs éventuelles par un message approprié, 
dans une boite de message ayant pour titre 'Syntax error' (voir 
Figure 1.0). Les différents rness,:tçres affichés lors de la vérifi-
cation syntaxique des fenêtres d'édition sont les suivants: 
Integer value too small for parameter nom 
Integer value too large for pôr~meter nom 
Not an integer value for parameter nom 
Invalid first character 'car' in DSL name for parameter 
nom 
Invalid character 'car' in DSL name for parameter nom 
DSL name too long in parameter nom 
Tao many names in 1 i st p,irameter nom 
(où nom est le nom du paramétre et car celui du caractère dont la 
valeur a provoqué le message d'erreur). 
L'utilisateur peut quitter la bofte de dialogue en cli-
quant sur l'un des bouton:::; Ol< et Cancel. Dans le premiet' ca:::, la 
syntaxe de la commande e!=;t ve:rif iée ':"t :3PECBDT affiche le c,:ts 
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venons de décrire Les deu.x rnes:::aç:res qui ne peuvent. ,:1;:iparôitre 
qu'êt ce moment sont le:=; suiv,:i.nts: 
No value for mandatory parameter nom 
No value for checked parameter nom 
Lorsque touter:: 1 es va 1 eur:3 introduit es pour le:-~ p,:1.ro:Hnètres 
sont acceptables. et que tous les paramètres positionnés ou obli-
gatoires ont une valeur. la boite de dialogue disparait de l'écran 
1 a 1 i ste des commanclet:: est de nouveau affichée. La comma.nde 
venant d'être éditée est alors envoyée dans le fichier batch 
ou & l'émulateur de terminal. 
Pour l ' instant. la fonction d'aide. accessible gr&ce au 
bo11t on pous:::::o i r 'He 1 p' . n' e~3t p,"IS ünp l émenr:,ée. Tou t8 act 1 on sur ce 
bouton reste donc sans effet. 
Piqure 10. 
grawnes tournant sous 1 'environnement Windows. une archjtecture un 
peu particulière. En effet. hormis la fonction principale et les 
fonctions cl'initiali:3ation du pro1~p~a.rnrne. toutes les autres sont 
appelées en réponse~ certains messages du systeme. Nous n'en 
reprendrons ici que les principes essentiels. Le lecteur avide de 
plus de détails les trouvera en annexe. 
Ces messages s'adressent, en général, à une fenêtre parti-
culière. et lUi font part, entre autres, des actions de l'utilisa-
teur. comme par exemple 1 ,3. f r.:t ppe d'une touche du c 1 avi er ou un 
clic de la souris à tel ou tel endroit. La fonction de gestion de 
la fenêtre décide alors si le message doit être trajté et. 1 e ca~3 
échéant. déclenche l'action aoprooriée. 
Les fonctions implémentées ne sont donc activées q11'à 
l'occasion de messages déterminés dans certaines f.c!nêtres ou 
boites de dialogue: c 1 e:=:~t le C1:ts., par exernp1e. de la. fonction 
chargée d'envoyer la commande à. l'émulateur du terminal ou de 
l'écrire dans le fichier de commandes lorsque 1 1 utilisateur clique 
SUY' 1 e bouton ooussoir 'Ok' ,. ou frappi=; la touche 'HETU:RN' . 
Il faut remarquer que les messages peuvent se produire en 
grande quantité et à. des fréquences assez élevées. en fonction 
notarnrnent de l 'act i vi. té de l'ut i 1 isateur. De plu~:. 1 e trè:3 haut 
niv~au d' interact1vité offert p~r l'environnement nermet de passer 
:::;ans tr,=i.ns:ition d'une ,3.pnlicë!rjnn .~ l ',7~utre. 
Toutes ces caractéristiques irnpl_iquent un fort de(;rré de 
modu l ar i sc:t t ion des programmes et ont de:::: consr-!iquences, pc:tr exem-
ple, sur la gestion des fichiers: ici. il ne peut être question de 
laisser un fichier ouvert quand le programme rend la main au 
système entre deux messages. C'est grace à cela que, pour prendre 
un exemple qui nous concerne. l'utilisateur aura la possibilité de 
consulte,: rou mocU.fiey-) le fichier batch. constanrnent mis~ jour. 
chaque fois qu'il y aura envoyé une commande. 
De mème, les fonctions activées en réronse aux actions de 
l'utili.sate11r doivent. idéalement, avoir un te!mp:3 d'exécution fort 
court. de rna.nière à lui apporter un "feedback" le plus rapidement 
possible. 
Voici, brièvement exposés, les principaux ingrédients qui 




Arrivé au terme de ce travail. et bien que le::: prol)osi-
tians visant a rendre plus conviviale l'interface de 1 'éditeur de 
commandes DSL-SPEC dans 1 'environnement Windows n'aient pu toutes 
être réalisées, nous pensons qu'il est temps de jeter un coup 
d'oeil en arrière et d'évaluer le chemin ~arcouru. 
Nous allons donc reprendre les principales critiques que 
nous avions formulées dans la première partie de ce mémoire, pour 
voir si nous y avons répondu et de quelle manière les solutions 
que nous y avons apportées contribuent à 1 'amélioration de la 
qualité de cette interface. 
Un prerni er point concerna j t 1 a f::ous-ut i 1 i :.::a tien 
l'espace disponible. Il ne s'agit pas à proprement parler d'un 
défaut de l'interface, car un écran peu chargé est toujours préfé-
rable à un autre oü les informations apparaissent comm-e un vaste 
agglomérat indéchiffrable de symboles. Le problème résidait plutôt 
dans le fait qu'il faille sans cesse faire défiler cet écran. Nous 
pensons que la présentation des différentes commandes du langage 
sous forme de formulaires dans des boites de dialogue. telle que 
nous l'avons implémentée, constitue une solution fort intéres-
sante, d'autant plus qu'elle va de pair avec l'utilisation de 
différentes facilités, comme par exemple 1 'utilisation équivalente 
du clavier et de la souris, définies dans l'environnement de 
programm,3.tion clans le but, justement. d'améliorer la qualité des 
interfaces. 
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Il convient cependant de ne pas trop pavoiser. 
risque est grand, si le langage était étendu et de nouveaux para-
mètres ajoutés à certaines commandes. d'aboutir assez vite a des 
écrans à ce point surchargAs ~ue leur lisibilité en serait dange-
reusemen t cornpromi se. S i cette é v ,,, nt u a l i t é se p :r ès en t a i t . i l f ,:1. u -
d1-,:t i t ,:t lors modi f. ier l ,:t sol ut 1 on propo:::;ée. par exemple en utili-
:3ant cleux (niveaux de) boî:te::=1 de dialogue pour une même commande. 
En supprimant les boites de dialogue intermédiaires dans 
la définition des paramètres, nous avons supprimé une indirection 
qui n'était sans doute pas vraiment souhaitable, et par là le 
temps nécessaire à l'édition d'une commande s'en trouve réduit, ce 
qui est fort probablement une bonne chose. Mais cette amèlioration 
n'est pas gratuite: le prix 6 payer est la perte d'une possibilité 
de fournir à l'utilisateur des informations relatives tant au type 
qu'au format de la valeur qu'il va jntrocluire, et qui étaient 
incluses dans ces boites de dialogue intermédiaires. Cette perte 
d'information n'est que partiel 1 ement compensée par ~•3 variété des 
types visuels que nous avons définis. avec. entre autres, 1 'utili-
sation de fenêtres d'édition dont la t~jlle varie selon le type 
d'information à y introduire. 
C'est pourquoi une fonction d'aide indiquant, au minimum, 
le type et le format des valeurs~ attribuer aux paramètres nous 
avait paru si importante. 
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Quant à la J-iste des comm,:rnde,3 du l,:tr1<Jè1ÇJe qui est affichée 
dans la fenêtre principale de l'éditeur. son défilement est rendu 
beaucoup moins fréquent non seulement par le fait de la présenter 
en plusieurs colonnes. mais aussi grâce à la répartition des 
commandes en plusieurs classes. formant ainsi autant de sous-
menus. Cette subdivision de l.:t liste des commandes a été perçue 
par toutes les personnes que nous avons interrogées à ce sujet 
comme une amélioration indispens,:ib1e. 
Dans le même ordre d'idées, le fait de pouvoir faire 
défiler cette liste de n'importe quelle manière. tant avec le 
clavier qu'à l'aide de la souris, nous a paru combler une lacune 
très gênante dans let première vers:ion d1?. l'éditeur de CC:)lM)andes. 
Un dernier point de 1 'interface que nous tenions à amélio-
rer est la récupération des erreurs. ce qu.i. a notre avis. a été 
réalisé d'une manière tout à fait acceptable, même si la qualité 
des messages d'erreur pourrait encore être perfectionnée. 
Enfin, 
de corrimandes, 
l'addition de quelques fonctionnalités à l'éditeur 
par exemple la fenêtre de visualisation ou le fait 
de pouvoir accéder à tout moment aux va leurs .par défaut que 
l'11tilisateur s'est lui-même definies, est sans conteste un pas en 
avant vers la définition d'une interface conviviale et aussi 
facile et agréôble à. uti 1. iser pour un expert du langage de 
conm1,:1.nde que pou.r que 1. qu'un qui y f ,s. i t :':::es p:rerrn er:3 na!:::. 
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Nous pensons a1ns1 avoir réussi à montrer, par un exemple 
concret. que l'utilisation judicieuse des facilités offertes dans 
1 'envi :ronnemAnt de pro9ramrna t ion de Wi ndowt:. basée sur quelque 
décisions de conception relativement simples mais efficaces, per-
mettait d'accroitre de façon appréciable le caractère ergonomique 
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L.. ARCHITECTURE DU PROGRAMME GEN. 
Le générateur de dialogues a été conçu de manière à reflé-
ter les données contenues dans le fichier de descriptions, ce qui 
en facilite grandement la modularisation sur base d'une hiérarchie 
de type "utilise". Cette décomposition se justifie de la façon 




et peut à ce titre être considéré comme un sous-système 
programme: ses composantes s'exécutent de manière 
par rapport au reste du programme, et elles présentent 
effectivement des fonctionnalités relatives à un sous-problème. 
Dans le but de clarifier le comportement du programme, 
nous exposons également la découpe des modules en fonctions. 
Celles-ci, tout comme les modules, s'articulent autour d'une 
hiérarchie de type "utilise". 
Afin de faciliter notre tâche, nous avons conçu quelques 
fonctions "utilitaires". Il s'agit d'une fonction de lecture dans 
un fichier texte, 'lire', permettant une tentative de récupération 
en cas d'erreur, d'une fonction. 'createcontrol'. chargée de com-
poser les différents types de contrôles (fenêtre d'édition. texte, 
checkbox. bouton radio et listbox) et enfin de deux fonctions. 
'trtdef' et 'trtexcl', traitant respectivement les valeurs par 
défaut, et les exclusions. Bien que ces fonctions soient totale-
ment indépendantes les unes des autres et n'aient pas de point 
commun entre elles., nous nous permettons de les présenter comme 
1 
faisant partie d'un même "module". UTILITAIRES, ceci afin de 
simplifier les schémas des pages suivantes. Dans ceux-ci, le nom 
des fonctions apparait en minuscules et celui des modules en 
majuscules. Les fonctions des différents modules accessibles de 
l'extérieur sont soulignées . 







Le module MAIN est le coordinateur du programme. C'est lui 
qui doit détecter les différentes parties du fichier de descrip-
tions et utiliser le module approprié pour le traitement de 
chacune d'elles: soit le module MENU pour produire le fichier de 
menu à partir de la description du Command Language Interface, 
soit le module COMMANDE pour chaque description de commande qui 
sera transformée en ressources et données appropriées. 
Ce dernier module utilise les deux modules LIST et PARAM 
pour la définition respectivement des contrôles "listbox" et des 
autres. 
Finalement, chacun d'eux utilise une ou plusieurs des. 
fonctions regroupées dans le module UTILITAIRES. 
2 





Tout d'abord, la fonction principale 'main' utilise obli-
gatoirement la fonction 'initfichiers' pour traiter les arguments 
éventuels passés au programme dans la ligne de commande et pour 
l'ouverture des différents fichiers. Ces arguments sont les noms 
de deux fichiers: celui contenant la description syntaxique du 
langage, et celui qui sera produit par le programme de génération 
avec les définitions des boites de dialogue de l'interface. Si 
1 'un au moins de ces deux noms est absent de la 1 igne de commande_, 
il est demandé à l'utilisateur. Le dialogue qui s'ensuit avec 
l'utilisateur en vue de l'acquisition par le programme du ou des 
noms de fichier qui n'ont pas été donnés en argument fait partie 
intégrante du traitement desdits arguments. 
Vient ensuite la génération proprement dite de l'interface 
pour l'éditeur de commandes SPECEDT. Après avoir vérifié la 
présence du caractère de séparation, le programme passe la main au 
module MENU pour extraire les données du Command Language 
Interface (CLI) et produire le fichier de menu. A~rès cela, il lui 
reste à transformer, par appels répétés au module COMMANDE, la 
suite des commandes avec leurs paramètres en boîtes de dialogue et 
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leurs contrôles décrits à la fois dans le fichier de ressources et 
celui de données. 
La fonction utilitaire 'lire' est employée chaque fois 
qu'il s'agit de lire une ligne d'un fichier texte, 
d'ailleurs dans tout le reste du programme. 




Le module MENU correspond à la fonction 'initmenu', dont 
le but est le garnissage du fichier de menu, ouvert et initiale-
ment vide, à partir de la "pseudo-commande" CLI du fichier de 
description. Le générateur suppose que la dernière ligne lue dans 
le fichier de description contient le mot-clé 'CLI', et que la 
liste des commandes à lir~ se termine par la carte 999. La fonc-
tion 'initmenu' utilise la fonction 'lire' pour la lecture ligne 
par ligne du fichier de description . 
.1.:.. Module COMMANDE. 
trtcommande 




C'est le module COMMANDE qui a la charge de produire la 
définition de la boite de dialogue et la structure de données 
correspondant à la commande en cours de traitement. 
Celle-ci est vue comme une suite de paramètres accompagnés 
d'informations spécifiques (type prédéfini, valeur par défaut, 
exclusion, ... ) . Nous distinguons deux sortes de paramètres: ceux 
qui seront représentés par une "listbox" et les autres. Cette 
distinction est rendue nécessaire par le fait que les "listboxes" 
peuvent représenter plusieurs paramètres. C'est égamement la 
raison pour laquelle il convient de les délimiter dans le fichier 
de descriptions. 
Les informations relatives aux paramètres sont traitées 
successivement, dans l'ordre où elles doivent apparaitre dans le 
fichier de descriptions: combinaison de deux paramètres, type 
prédéfini du contrôle à générer ("listbox", "checkbox" ou bouton 
radio), Garactère obligatoire du paramètre, valeur par défaut et 
enfin exclusions. 
Le paramètre lui-même est transformé en un ou plusieurs 
contrôles, dont le nombre et le type sont déterminés d'après 
l'analyse d'une ou plusieurs lignes du fichier de descriptions et 
selon le schéma des types visuels que nous avons définis. Cette 
transformation se fera soit dans le module LIST, soit dans le 
module PARAM, selon qu'il s'agit de produire une "listbox" ou non. 
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Tous les contrôles générés doivent transiter par un 
fichier temporaire, car ce n'est qu'à la fin de la commande que le 
programme peut connaitre la hauteur de la boite de dialogue qu'il 
vient de créer. Il dispose alors de toutes les informations néces-
saires et peut recopier le contenu du fichier temporaire à sa 
place, entre les lignes relatives à la boite de dialogue en tant 
que telle (titre, identifiant, style. etc) et celles qui décrivent 
les trois boutons (Ok, Cancel et Help), placés tout en bas de la 
boite. C'est la fonction 'findlg' qui est chargée de copier ces 
informations dans le fichier de ressources. 
Tout comme dans la fonction principale et le module MENU, 
il est fait appel à la fonction 'lire' chaque fois qu'une lecture 
d'un fichier texte s'impose. 
~ Module LIST. 
trtlist 
7/ J ~~ 
lire trtdef trtexcl createcontrol 
C'est la fonction 'trtlist' qui produit les contrôles 
"listbox" et les données associées. Elle fait appel aux quatres 
fonctions utilitaires pour traiter des aspects particuliers du 
problème. 
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h Module PARAM. 
trtparam / i ~ 
1 ire/ trtdef trt~ createcontrol 
C'est la fonction 'trtparam' qui produit tous les autres 
types de contrôles et les données associées. Elle fait appel aux 
quatres fonctions utilitaires pour traiter des aspects particu-
liers du problème. Les contrôles sont produits suivant le schéma 
des types visuels que nous avons définis. 
L... Fonctions utilitaires. 
La fonction 'lire', ainsi que nous l'avons déjà exposé, 
est utilisée pour lire une ligne dans un fichier texte ouvert, 
dont le nom lui est communiqué. 
La fonction 'trtdef' sert à mémoriser dans la structure de 
données la valeur par défaut figurant dans la dernière ligne lue 
du fichier de description. 
La fonction 'trtexcl' trouve son origine dans le fait 
qu'il faut transformer les identifiants des paramètres, tels 
qu'ils sont dans le fichier de description, en identifiants des 
contrôles correspondants. 
Quant à la fonction 'createcontrol', elle est invoquée 
chaque fois qu'il faut produire la définition d'un contrôle de 
type donné. Elle garnit également les champs d'identifiants de la 
structure de données. 
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II. ARCHITECTURE DU PROGRAMME SPECEDT. 
L'objet de cette annexe est de détailler quelque peu, par 
vues progressives, l'architecture de l'éditeur de commandes 
SPECEDT. Certains modules ont été récupérés de la version précé-
dente de 1 'interface: ce sont les modules servant à communiquer 
avec l'émulateur de terminal (EMULATEUR), à produire des boites de 
message (ERRLIB) et à acquérir un nom de fichier par l'inter-
médiaire d'une boite de dialogue (DLGOPEN). Nous utilisons les 
mêmes conventions de notation que pour l'architecture du programme 
GEN (voir Annexe I). 




✓ 1 ~ 
SPECINIT CLI 
EMULATEUR 








L'architecture logique de l'éditeur de commandes se divise 
en quatre couches de modules: le coordinateur du programme (module 
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MAIN), les modules de gestion des différentes fenêtres et boites 
de dialogue, ceux qui traitent les différentes données de 
l'application, et enfin quelques modules utilitaires. 
Il est évident que la hiérarchie sous-jacente à cette 
répartition en quatre couches est de type "utilise". En effet, la 
gestion de chaque type de fenêtre apparait comme un sous-système 
utile du programme. De même, les différent modules de traitement 
des données répondent à autant de sous-problèmes distincts de la 
gestion des fenêtres et de l'application en général. Finalement, 
les modules utilitaires sont utilisés pour répondre 
besoins précis et bien délimités de l'application, 





A l'intérieur de chaque couche de l'architecture logique, 
il peut également exister une hiérarchie de type "utilise" entre 
certains modules. Dans le cas de la gestion des fenêtres. elle 
s'identifie à la hiérarchie "parentale" des fenêtres. Les 
relations entre modules utilisateurs et utilisés apparaitront sans 
doute de manière plus claire dans la suite, lorsque nous détaille-
rons un peu plus chaque cas particulier. Nous ne parlerons pas ici 
des trois modules déjà définis dans la précédente interface et que 
nous avons réutilisé (DLGOPEN, EMULATEUR et ERRLIB). 
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~ Module MAIN. 
SPECINIT 
La fonction principale, 'WinMain'. est le centre même du 
programme, du moins dans sa partie visible. Il faut en effet 
remarquer que, si tous les messages envoyés par et aux différentes 
fenêtres passent par cette fonction, le système cache une portion 
considérable de leur prise en charge et leur expédition vers la 
fonction de traitement appropriée. 
'WinMain' fait d'abord appel au module SPECINIT pour 
effectuer les initialisations nécessaires au lancement de l'appli-
cation, avant d'entrer dans la boucle de traitement des messages 
traditionnelle sous Windows. Ces messages sont passés aux fonc-
tions de gestion des fenêtres, en particulier au module WNDl pour 
tout ce qui concerne l'écran d'accueil. 






Ce module regroupe les deux fonctions utilisées chaque 
fois que l'éditeur de commandes est lancé. 
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La fonction 'InitSpecEdt' s'occupe de toutes les 
initialisations communes à la plupart des applications sous 
Windows (enregistrement de la classe de fenêtres. création de la 
fenêtre principale, ... ). ainsi que de l'initialisation des 
variables servant à l'affichage de la liste des commandes. Elle 
utilise la fonction 'InitMenuFrame' pour garnir la structure de 
menu à partir du fichier de menu. 
Le module ERRLIB est invoqué pour les messages d'erreur. 
~ Module WNDl. 
CLI 
S ecEdtWndProc i,~pe+tCmd ~ 






Le module WNDl contient les deux fonctions principales de 
gestion de l'écran d'accueil. Celles-ci font appel à d'autres 
modules pour en traiter des aspects particuliers. 
La fonction 'SpecEdtWndProc' utilise le module CLI pour 
tout ce qui concerne l'affichage de la liste des commandes, et le 
module DLGOPEN pour l'acquisition d'un nom de fichier batch. 
La fonction 'SpecEdtCmd' est invoquée lorsque l'utilisa-
teur manifeste son désir d'éditer une commande. Elle utilise le 
module LIRE pour accéder aux données du fichier de données. le 
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module WND3 pour la gestion de la boite de dialogue correspondant 
à la commande à éditer et le module ERRLIB en cas d' e.rreur. 
Les deux fonctions utilisent le module SEND pour envoyer 
une commande, et le module WND2 pour gérer la boite de dialogue 
permettant l'introduction directe d'une commande. 
~ Module WND2. 
SEND 
Ce module comprend la fonction 'SysDlg', chargée de la 
gestion de la boite de dialogue servant à l'introduction directe 
d'une commande ou pour la commande SYSTEM. Il utilise le module 
SEND pour envoyer la commande. 
§__,_ Module WND3. 
SpecEdtDlg 
vrsu~/ dsT\~mELPJ 
. i i ~ 
DLGINIT DEFAUT VALID 
La fonction 'SpecEdtDlg' gère les boîtes de dialogue ser-
vant à 1 'édition des commandes. Pour ce faire, elle utilise les 
modules DLGINIT .. DEFAUT, VISU, VALID et LIST. Le module HELP, 
correspondant à la fonction d'aide, devra venir s'y insérer. 
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Ce module contient les fonctions 'VisuWndProc', qui a la 
charge de gérer la fenêtre de visualisation, et 'ScrollVisu', 
invoquée en cas de demande de défilement de cette fenêtre. 
~ Module LIST. 
ERRLIB 
C'est le module chargé de gérer les boites de dialogue de 
second niveau, qui présentent les listes de valeurs associées aux 
paramètres RELATIONS et STATEMENT. En cas d'erreur, il utilise le 
module ERRLIB pour l'affichage d'un message . 
.2..:.. Module SEND. 
SendCommand 
EMULATEUR 
Il contient la fonction 'SendCommand', utilisée pour 
envoyer une commande éditée dans le fichier batch ou à l'émulateur 
de terminal. Dans ce dernier cas. le module EMULATEUR est utilisé. 
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Ce module, qui regroupe les fonctions utilisées pour 
l'affichage de la liste des commandes .. a deux points d'entrée 
possibles: soit la fonction 'ScrollCLI', soit directement la 
fonction 'AfficherCLI', utilisées respectivement pour faire 
défiler la fenêtre principale et pour l'affichage de la liste des 
commandes. La fonction utilitaire 'ecrire' est employée par 
'AfficherCLI' pour afficher une chaîne de caractères à l'écran. 
11. Module DEFAUT. 
LIRE ERRLIB 
Les deux fonctions 'SetDefault' et 'GetDefault' sont 
indépendantes l'une de l'autre. Elles sont néanmoins regroupées au 
sein du même module puisqu'elles traitent du même· aspect de 
l'interface: les valeurs par défaut. Toutes deux utilisent les 
modules LIRE, pour l'acquisition des données, et ERRLIB, en cas 
d'erreur. De plus, 'GetDefault' fait appel au module DLGINIT pour 
réinitialiser les contrôles de la boite de dialogue. 
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12. Module DLGINIT. 
dlginitfield ComposerCmde modifierdlg 
{r 
VALID 
Ce module contient toutes les fonctions propres aux 
contrôles des boîtes de dialogue et qui utilisent la structure de 
données du fichier SPECEDT.DTA: initialisation, modification et 
composition de la commande. Ces fonctions sont indépendantes l'une 
de l'autre. En cas de modification au sein d'une fenêtre 
d'édition, il est fait appel au module de validation VALID. 
13. Module VALID. 
validerCmde validerCmdeField 





C'est dans ce module que sont rassemblées les différentes 
fonctions destinées à vérifier la correction syntaxique de la 
commande en cours d'édition. 
La fonction 'validerCmde' est invoquée pour s'assurer que 
les paramètres obligatoires et ceux qui ont été positionnés 
("checkboxes" ou boutons radio) ont effectivement une valeur. 
La fonction 'validerCmdeField' vérifie la validité syn-
taxique des valeurs introduites dans les fenêtres d'édition. Elle 
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utilise -la fonction 'validerDSLNAM' dans le cas d'un nom ou d'une 
liste de noms d'objets DSL. 
Chacune de ces fonctions, lorsqu'une erreur est détectée, 
fait appel à la fonction 'erreur' pour préparer le message 
d'erreur approprié qui sera communiqué à l'utilisateur par 
l'intermédiaire du module ERRLIB. 
14. Module LIRE. 
Il est composé de la fonction 'LireDonnees', qui recherche 
dans un fichier une structure de données correspondant à l'identi-
fiant indiqué, que ce soit celle des défauts de l'utilisateur ou 
celle contenant toutes les informations néce~saires aux boîtes de 
dialogue, et la mémorise à l'endroit indiqué. Si la structure 
n'est pas trouvée ou si une erreur de manipulation du fichier se 
produit, une variable globale est positionnée, qui indiquera un 
code d'erreur. 
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