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Pengajaran pemrograman dasar pada tahun pertama, merupakan matakuliah dasar wajib bagi 
mahasiswa ilmu komputer. Algoritma merupakan model  untuk memecahkan masalah di bidang 
pemrograman yang di implementasikan dalam bahasa pemrograman. Tidak mudah bagi 
seseorang dalam membuat solusi dalam bentuk bahasa formal, selain pemilihan alat atau 
aplikasi yang tepat untuk membantunya. Paper ini hasil penelitian yang melihat aspek 
pedagogik dari pengajaran pemrograman dengan model notasi algoritmik yang akan 
menghasilkan Domain Specific Language (DSL) untuk pengajaran pemrograman dasar. 
Implementasi model pengajaran di wujudkan dengan metode parsing LL(*) dan string template, 
yang otomatis akan mentranslasikan notasi algoritmik menjadi bahasa c standar. Model notasi 
algoritmik yang di pilih sudah pernah diterapkan dan diajarkan di perguruan tinggi. Grammar 
dihasilkan dengan bantuan ANTLR dan string template, yang di sesuaikan dengan model yang 
di pilih. Metode eksperimen di pakai untuk mengukur apakah terdapat perbedaan mahasiswa 
yang menggunakan translator dengan yang tidak menggunakan translator. Hasil dari penelitian 
ini berupa translator yang dapat di jalankan dalam command prompt serta editor gui yang di 
sebut ETNA (Editor Translator Notasi Algoritmik) serta rekomendasi penggunaan alat yang 
tepat dalam pengajaran pemrograman dasar. Alat ini diharapkan membantu seseorang atau 
mahasiswa mendisain solusi dalam bentuk notasi algoritmik, tanpa memikirkan kerumitan 
dalam bahasa yang pakai.    
 
Kata Kunci: parsing LL(*), aspek pedagogik, translator,algoritmik,  experimental method  
 
Abstract 
Teaching basic programming in the first year , a compulsory basic course for computer science 
students. Algorithm is a model for solving problems in the field of programming is implemented 
in a programming language . Not easy for someone to create a solution in the formal language 
form , in addition to the selection of the right tool or application for help. This paper studies 
looking at the results of the pedagogical aspects of teaching programming model algorithmic 
notation which will result in Domain Specific Language (DSL) for teaching basic programming. 
Implementation of the teaching model embodied by the method of parsing LL (*) and string 
template, which automatically translates an algorithmic notation became a standard C 
language. Notation algorithmic models have been implemented in select and taught in college . 
Generated with the help of ANTLR grammar and string templates, which are customized to the 
selected models . Experimental methods in use to gauge whether there are differences in the use 
of students who did not use a translator to translator. Results 




from this research is a translator that can be run in a command prompt and gui editor that 
called ETNA (Algorithmic Notation Editor Translator) as well as recommendations appropriate 
use of tools in the teaching of basic programming . This tool is expected to help a person or a 
student design algorithmic solutions in the form of notation , without thinking about the 
complexity of the language used. 
 
.Keywords: LL (*), aspects pedagogy, translator, Algorithmics, experimental method 
 
 
1. PENDAHULUAN  
 
Studi yang pernah dilakukan di Afrika 
Selatan menunjukan bahwa  
keberhasilan suatu pembelajaran 
pemrograman dasar di pengaruhi oleh 3 
aspek, pertama, lingkungan belajar (alat 
atau aplikasi) yang mendukung notasi 
yang sederhana, yang dapat 
mengkonstruksi notasi umum untuk 
bahasa pemrograman. 
 
Kedua, penampilan visual dari struktur 
program harus memungkinkan 
mahasiswa pemrograman dasar dapat 
memahami semantik konstruksi 
program dan ketiga, lingkungan kerja 
aplikasi harus melindungi mahasiswa 
untuk tidak melakukan interpretasi dan 
pemahaman yang salah. Sesederhana 
apapun, suatu masalah pemrograman 
yang harus di pecahkan tetap dilakukan 
secara terstruktur dan ilmiah. Di bidang 
ilmu komputer atau teknik informatika, 
langkah atau urutan langkah pemecahan 
masalah atau metode yang logis, 
terstruktur dan berhingga di sebut 
sebagai algoritma [1][2]. Algoritma 
merupakan metode penyelesaian 
masalah yang umum dan banyak di 
lakukan hampir di seluruh bidang 
ilmu[3].  
 
Di lain pihak pemahaman mahasiswa 
atau orang yang tertarik mempelajari 
pemrograman sering terkendala oleh 
bagaimana menggunakan bahasa itu 
sendiri.  Di Indonesia studi mengenai 
pembelajaran pemrograman dasar 
sangat sedikit, apalagi yang 
menyangkut alat penunjang atau 
ketepatan penggunaan aplikasinya. 
Dalam penelitian yang di lakukan 
Hidayanti [4],  lebih menyoroti metode 
pembelajaran dari aspek pedagogik, di 
mana capaian mahasiswa dalam belajar 
pemrograman dasar sangat rendah di 
karenakan rendahnya partisipasi, 
keaktifan dalam berdiskusi dan bertanya 
serta menjawab pertanyaan dalam 
kuliah. Sedangkan peneliti lain [5], 
dalam matakuliah sejenis yaitu 
komputer dasar, menyimpulkan (masih 
dari aspek pedagogik) bahwa metode 
belajar berbasis pada masalah dapat 
meningkatkan pemahaman materi dan 
prestasi mahasiswa, namun hanya 
efektif di lakukan dalam satu siklus 
saja.  
 
Dengan demikian menurut hemat kami, 
dalam rangka mempermudah proses 
pembelajaran siswa dalam 
pemrograman dasar diperlukan model 
yang dapat menyederhanakan struktur 
dan semantik instruksi [6], sehingga 
dapat mempermudah pemahanan serta 
mengurangi interpretasi  yang salah 
dalam rangka menyelesaikan masalah 
dalam bidang pemrograman.  
 
Model sederhana yang 
diimplementasikan merupakan suatu 
translator notasi algoritmik yang secara 
otomatis dapat menghasilkan suatu 
bahasa pemrograman tingkat tinggi 
yang umum [7]. Sementara notasi 
algoritmik yang standar yang diberikan 
merupakan notasi yang sudah di ajarkan 
di perguruan tinggi [8]. Paper ini akan 




mengimplementasikan model yang di 
pilih untuk menghasilkan suatu 
translator notasi algoritmik ke dalam 
bahasa C standard dan mengukur 
tingkat perbedaan yang terjadi dalam 




2. METODE PENELITIAN 
 
2.1 Parsing LL(*) 
Parsing LL(*) merupakan perbaikan dar 
LL(k) untuk k>1, lookahead pada LL(k) 
terbatas pada k saja, sedangkan dalam 
LL(*) dapat mengestimasikan berapa 
kedalaman lookahead. Gambar 1 
berikut selengkapnya mengenai notasi 
predikat grammar pada LL (*). 
 
 
Gambar 1. Notasi Predikat Grammar LL(*) 
 
Definisi formal dari LL(*) [9], sebagai 
berikut grammar G=(N,T,P,S,,),  
dimana N adalah himpunan non 
terminal simbol atau rule, T adalah 
himpunan terminal simbol atau token, P 
adalah himpunan produksi, SN 
merupakan start simbol,  himpunan 
side effect free predikat semantik, dan 
 adalah himpunan aksi (mutator). 
 
2.2 String Template 
String Template (ST) [10][11] 
merupakan engine template dan file 
template yang di pakai bersama-sama 
sebagai controller untuk melakukan 
translasi. ST merupakan DSL untuk 
mengenerate teks terstruktur dari 
internal data struktur untuk output suatu 
grammar. ST program dapat di tulis 
dalam java yang merupakan controller 
dalam finite state automata. Struktur ST  




Gambar 2. Struktur Group Template 
 
Template berisi kumpulan referensial 
mutual pada output yang menyediakan 
pustaka untuk mengkonstruksi output 
bagi kontroler. Template di kompilasi 
menjadi instance bertipe string template 
yang bertindak sebagai prototype 
instance selanjutnya. 
 
2.3 Arsitektur Aplikasi 
Suatu sistem aplikasi di kembangkan 
dengan suatu metode atau cara yang 
beragam, paper ini akan menggunakan 
pendekatan Model View Contrller 
(MVC) [12][13][14]. Arsitektur 




Gambar 3. Arsitektur Translator Notasi 
Algoritmik berbasis MVC 
 
Input yang berupa file text dalam 
bentuk notasi standar algoritma akan di 
baca oleh scanner yang sesuai dengan 
grammar yang di generate oleh 




ANTLR. String Template merupakan 
translator (hand coded) notasi ke bahasa 
yang di spesifikasikan secara simultan 
saat membuat grammar. Generator 
notasi, yang menjadi test rig dalam 
bentuk class akan menghasilkan output 
bahasa yang valid. Sementara 
implementasi arsitektur dapat di lihat 
pada gambar 4 berikut, 
 
 
Gambar 4. Diagram Block Aplikasi 
 
Translator (kernel ETNA) ditandai 
dengan lingkaran 1, saling 
berkomunikasi dengan ANTLR, 
lingkaran 2, String Template dan 
grammar di tandai lingkaran 3 dan 4, 
sebagai paket dan kelas yang di pakai 
kernel. Parser dan Lexer dari grammar 
yang di hasilkan ANTLR, serta string 
template yang di tulis khusus untuk 
bahasa c, dipakai oleh kernel selama 
ETNA berjalan. GUI sebagai interface 
ETNA dan user memakai kernel saat 
diperlukan. Console, lingkaran 5 
merupakan translator dalam versi 
command line yang memakai kernel 
serta kompiler c, lingkaran 6,  sebagai 
tool luar untuk menghasilkan file 
eksekusi juga di pakai oleh kernel. 
Interaksi kernel dan GUI (ETNA) 
melalui NCEditor, ditandai lingkaran 7.  
Saat aplikasi dimulai kernel akan di 
inisialisasikan oleh NCEditor bersama-
sama GUI sekaligus sebagai viewer 
ditandai lingkaran 8, model Translator 
(kernel ETNA) ditandai dengan 
lingkaran 9 serta source controller di 
tandai lingkaran 10, sebagai 
implementasi model MVC. Sementara 
tool dari luar Clapham lingkaran 11, 
menggenerate image syntax tree yang 
saat ini di pakai untuk membantu user 
memahami notasi agoritmik (ke depan 
akan di manfaatkan untuk error trace 
secara visual).  
 
2.4. Kerangka Pikir Dan Paradigma 
Eksperimen [15] 
Belajar pemrograman mahasiswa di 
harapkan tidak terjebak menggunakan 
bahasa pemrograman (program) yang 
cenderung rumit dan sukar di pahami, 
dan alat untuk membantu mahasiswa 
dalam belajar pemrograman adalah 
suatu bahasa natural (Notasi 
Algoritmik) yang mudah di mengerti 
dan mudah di terjemahkan oleh 
komputer dalam rangka menyelesaikan 
masalah di bidang pemrograman. 
Translator notasi algoritmik dapat 
membantu mahasiswa memecahkan 
masalah di bidang pemrograman dasar 
tanpa belajar bahasa program yang 
rumit, seperti kerangka pikir yang di 
jelaskan pada gambar 5 di bawah ini. 
 
 
Gambar 5. Kerangka Pikir 
 
Paradigma penelitian yang di pakai 
dalam metode eksperimen adalah 






Gambar 6. Paradigma Penelitian 
 
Dari gambar paradigma penelitian di 
atas, variabel penelitian yang telah 
ditetapkan dikenal posttest dengan 




pengukuran penggunaan tanpa prates. 
Pembelajaran tanpa menggunakan 
translator notasi pada kelompok 
eksperimen dan pembelajaran  dengan 
menggunakan translator notasi 
algoritmik untuk kelompok kontrol. 
Setelah itu, kedua kelompok tersebut 
dikenai pengukuran dengan 
menggunakan pascates. Sedang 
hipotesa yang di ujian adalah sebagai 
berikut : 
 
a. Hipotesa Nol (Ho) 
1) Tidak ada perbedaan penggunaan 
translator notasi algoritmik yang 
signifikan antara kelompok yang 
menyelesaikan masalah pemrograman 
dengan menggunakan translator notasi 
algoritmik dan  kelompok  yang  tanpa  
menggunakan translator notasi 
algoritmik. 
2) Penggunaan translator notasi 
algoritmik tidak lebih cepat 
memecahkan masalah pemrograman 
dibandingkan dengan tanpa 
menggunakan translator notasi. 
 
b. Hipotesa Alternatif (Ha) 
1) Terdapat perbedaan kemampuan 
menyelesaiakan masalah pemrograman 
antara kelompok yang menggunakan 
translator notasi algoritmik dan 
kelompok  yang  tanpa menggunakan 
translator notasi algoritmik. 
2) Penggunaan translator notasi 
algoritmik lebih cepat memecahkan 
masalah pemrograman dibandingkan 
tanpa menggunakan translator notasi 
algoritmik dalam menyelesaikan 
masalah pemrograman dasar. 
 
 
3. HASIL DAN PEMBAHASAN 
 
3.1 ETNA (Editor Translator Notasi 
Algoritmik) 
ETNA atau editor translator notasi 
algoritmik merupakan hasil 
implementasi denga menggunakan 
metode parsing LL(*) dan string 
template dalam bentuk GUI. Potongan 
grammar yang di hasilkan dengan 
metode parsing LL(*) dan string 
template di sajikan dalam gambar 6 dan 
7  berikut. 
 
 
Gambar 6. Grammar notasi algoritmik 
 
Sementara potongan string tempplate 
yang di hasilkan adalah sebagai berikut. 
 
Gambar 7. String Template Algoritmik 
 
Berikut tampilan ETNA saat sedang 
mengolah file source notasi algoritmik 
pada gambar 8. 
 
 






: declaration+  
-> program( 
   libs={$program::libs}, 
   globals={$program::global), 

























ETNA yang di kembangkan telah 
berhasil mentranslasikan notasi 
algoritmik, melakukan kompilai dan 
menjalankan file hasil kompilasi seperti 
terlihat pada gambar 9 berikut. 
 
 
(a)      (b) 
 
(c) 
Gambar 9. (a) Hasil translasi, (b) Hasil 
kompilasi, (c) Hasil eksekusi 
 
3.2 Aspek Pedagogik 
Hail uji normalitas sebaran data yang 
diperoleh dari pascates kemampuan dan 
kecepatan memecahkan masalah 
pemrograman dasar baik dari kelompok 
eksperimen maupun kontrol seperti 
pada tabel 1 dan 2 di bawah ini. 
 
Tabel 1. Hasil Uji Normalitas Sebaran Data 
Pascates Kemampuan Menyelesaikan Masalah 
Pemrograman Dasar [Sumber : data primer] 




Sig. (2-tailed) > 0, 




Sig. (2-tailed) > 0, 
050 = normal 
 
Kecepatan juga memperoleh hasil yang 
signifikan sebagai berikut, 
 
Tabel 2. Hasil Uji Normalitas Sebaran Data 
Pascates Kecepatan Menyelesaikan Masalah 
Pemrograman Dasar [Sumber : data primer] 
Data Sig. Keterangan 
Pascates KK 0. 398 
Sig. (2-tailed) > 0, 050 = 
normal 
Pascates KE 0. 293 
Sig. (2-tailed) > 0, 050 = 
normal 
 
3.2.1 Perbandingan Data Kelompok 
Kontrol dan Kelompok Eksperimen 
Berikut ini disajikan tabel perbandingan 
data pascatest skor tertinggi, skor 
terendah, mean, median, dan mode dari 
kelompok kontrol dan kelompok 
eksperimen. Tabel ini di buat untuk 
memberi kejelasan gambaran hasil 
penelitian yang di peroleh sedemikian 
rupa sehingga kita dapat 
memperbandingan dengan mudah. 
 
Tabel 3. Perbandingan Data Statistik  Pascates  
Kemampuan  dan Kecepatan Menyelesaikan 
Masaah Pemrograman [Sumber : data primer]. 
 N 
Min Max Mean Median Mode 















































Keterangan :  
A: Kemampuan ; B:Kecepatan 
X : Pascatest Kelompok Kontrol 
Y : Pascatest Kelompok Eksperimen 
 
Sementara itu,  hasil uji beda kelompok 
eksperimen dan control pada 
kemampuan dan kecepatan 
menyelesaikan masalah pemrograman 
dasar di sajikan dalam table 3 dan 4 
berikut 
 
Tabel 4. Hasil Uji-t Data Pascates Kemampuan 
Memecahkan Masalah Pemrograman Dasar 
Kelompok Kontrol dan Kelompok Eksperimen 
[Sumber : data primer] 
Data T Hitung df P Keterangan 
A 4.638 74 .000 
p < 0,05 = 
signifikan 
Keterangan 
A : Pascates kelompok kontrol dan kelompok eksperimen 
  
Dari tabel di atas maka uji beda 
signifikan terdapat perbedaan 
kemampuan kelompok yang di uji. Pada 
hasil uji beda kecepatan menyelesaikan 
masalah pemrograman dasar juga 
member hasil yang signifian seperti di 









Tabel 5. Hasil Uji-t Data Skor  Kecepatan 
Memecahkan Masalah Pemrograman Dasar  
Kelompok Kontrol dan Kelompok Eksperimen. 
[Sumber : data primer] 
Data T Hitung df P Keterangan 
A  -4.718 74 .000 
p > 0,05 = 
signifikan 
Keterangan 
A : Pascates kelompok kontrol dan kelompok eksperimen 
 
 
4. KESIMPULAN DAN SARAN 
 
Dari paparan di atas maka penulis 
menyimpulkan sementara bahwa 
implementasi model notasi algoritmik 
dengan LL(*) parsing dan string 
template berhasil di kembangkan 
menjadi suatu alat pembelajaran 
pemrograman dasar ETNA. Hasil uji 
beda terhadap ETNA dalam pemakaian 
pengajaran juga memberi hasil yang 
signifikan, sehingga dapat menerima 
hipotesa, bahwa terdapat perbedaan 
kemampuan dan kecepatan pemecahan 
masalah pemrograman dasar dengan 
ETNA pada kelompok eksperimen dan 
control. Kedepan perlu studi lebih lanjut 
mengenai pelacakan kesalahan pada 
ETNA dengan memanfaatkan 
kemampuan syntax tree, juga perlu di 
teliti lebih lanjut reaksi ETNA terhadap 
user dari aspek dimensi kognitif [2] 
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