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Portal Web 2.0 
Resum. 
El tema que es tracta en aquest projecte gira al voltant del concepte Web 2.0. Després 
d’una introducció on es comenten les principals característiques que defineixen el conjunt 
d’aplicacions agrupades al voltant d’aquesta filosofia, s’analitzen diferents entorns de 
desenvolupament d’aplicacions Web, amb l’objectiu de crear un portal que segueixi els 
principis Web 2.0. El resultat de l’estudi presenta a Ruby on Rails com un ferm candidat, 
això fa que es procedeixi a estudiar aquest entorn de desenvolupament. Finalment s’aborda 
el cas pràctic d’un portal Web dedicat a la publicació de projectes, on els continguts són 
aportats pels usuaris. 
 
Resumen. 
El tema que se aborda en este proyecto gira alrededor del concepto Web 2.0. Tras una 
introducción en la que se comentan las principales características que definen el conjunto 
de aplicaciones agrupadas entorno a esta filosofía, se analizan diferentes entornos de 
desarrollo de aplicaciones Web, con el objetivo de realizar un portal que siga los principios 
Web 2.0. El resultado del estudio presenta a Ruby on Rails como un firme candidato, tras 
lo cual se procede a estudiar este entorno de desarrollo. Finalmente se aborda el caso 
práctico de un portal Web dedicado a la publicación de proyectos, en el cual los contenidos 
son aportados por los usuarios. 
 
Abstract. 
The approached topic in this project turns about the concept Web 2.0. After an introduction 
in which are commented the main features that define the set of grouped applications 
around this philosophy, are analyzed different Web application frameworks, with the aim 
of making a website to follow the principles Web 2.0. The outcome of the study presents to 
Ruby on Rails as a firm candidate, after which is proceeded to study this application 
framework. Finally is addressed a website’s practical case dedicated to projects’ 
publication, in which the contents are contributed by users. 
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1. Introducción. 
 
En el modelo de la Web 1.0 el papel de los usuarios se limita al de simples consumidores 
de servicios y publicaciones de contenidos corporativos. En estos entornos, generalmente 
no se ofrece la posibilidad de participación abierta al prescindir de espacios para la libre 
publicación de contenidos, ni se permite un acceso gratuito y muchos de estos servicios 
carecen de relevancia. 
 
Por el contrario, en la nueva filosofía de la Web 2.0, donde los datos son el motor de este 
nuevo modelo, el usuario ocupa un papel protagonista como origen de los contenidos. La 
industria del software queda relegada a ocupar la función de intermediaria, con la única 
misión de ofrecer el soporte técnico necesario para crear y compartir estos contenidos. 
 
Conscientes de la tremenda evolución que la Web estaba experimentando, O’Reilly Media 
y CPM impulsaron una conferencia orientada a concienciar a la industria de la nueva 
situación y a difundir los principios de la nueva Web. Con este fin se crea en octubre de 
2004 la primera Web 2.0 Conference. 
 
El concepto Web 2.0 se origina a mediados de 2004 a raíz de una sesión de brainstorming, 
con el objetivo de encontrar nombre a la conferencia. Lo que no se imaginaron es que la 
industria adoptaría el nuevo meme y que se transformaría en el estandarte de la nueva  
Web. 
 
Según O’Reilly, el punto de inflexión que marca el origen de la transición entre la 
tecnología Web 1.0 a la 2.0 se origina a partir del estallido de la burbuja de las .COM. Del 
fracaso de un modelo de negocio que se caracteriza por una escasa o nula aportación del 
usuario, se pasa a un entorno abierto a la aportación individual y a la posibilidad de 
compartirlo con el resto de la comunidad. 
 
Posiblemente, la característica que determina la diferencia esencial entre ambas 
tecnologías sea el papel que el usuario desempeña dentro del esquema de cada una de ellas. 
 
Introducción 2 
La esencia que se desprende de este fenómeno de libre generación e intercambio de 
conocimiento se puede comparar en cierto modo con  la ética hacker, donde la creatividad, 
el aprendizaje compartido y solidario, el aportar de forma publica y desinteresada los 
descubrimientos y el libre uso de la red como medio de interacción eran las principales 
premisas. 
 
Mediante la intercreatividad, como proceso social de intercambio y construcción del saber, 
surge una inteligencia colectiva, que nace de la aportación individual, donde cada 
miembro, propietario de una pequeña parte del conocimiento, contribuye a la creación del 
conocimiento absoluto. 
 
Surge una sabiduría de la multitud, donde el razonamiento de la comunidad cobra una 
mayor fuerza y resulta mucho más acertado que el individual en base a la diversidad de 
opiniones, la independencia de criterios, la descentralización y la existencia de 
mecanismos para elaborar decisiones colectivas a partir de los criterios individuales. 
 
En definitiva, la Web 2.0 proporciona una arquitectura de la participación, que permite la 
cooperación, acelera la interacción social y promueve la creación de espacios abiertos a la 
intercreatividad y el desarrollo de la inteligencia colectiva. 
 
En palabras de O’Reilly, la Web 2.0 es una actitud más que una tecnología, que sirve de 
plataforma para la libre circulación de los datos aportados por los usuarios. 
 
Con la aparición de una nueva generación de  dispositivos móviles se potencia el fenómeno 
de la conexión permanente, que se transforma en un colectivo ávido de aportar y compartir 
contenidos desplazando los roles establecidos hasta ahora en la industria de la 
comunicación. 
 
Otro punto clave es el descenso del coste de las infraestructuras. Con el paso de grandes 
servidores y software propietario de obsolescencia planificada, a estructuras 
descentralizadas de ordenadores personales y software open source, se  favorece la labor 
emprendedora con la reducción de costes iniciales. Además, la predisposición de la 
Portal Web 2.0 3 
comunidad a la creación y la distribución potencia la reducción de las estructuras y los 
costes de creación de contenidos. 
 
No sólo son factores sociales los que impulsan esta filosofía, las implicaciones económicas 
son evidentes. Se puede hablar de un mercado global con más de 1 billón  de internautas 
conectados alrededor del mundo, que en su mayor parte disponen de conexiones de  banda 
ancha, con lo cual Internet está pasando a formar parte de la vida cotidiana como elemento 
de interacción. 
 
Empieza a surgir una conciencia colectiva cada vez menos tolerante con los modelos de 
negocio que no enfocan los mercados como flujos de comunicación con los consumidores. 
Se muestra un claro rechazo hacia aquellas empresas que no participan, que no escuchan y 
que en definitiva no apuestan por la nueva filosofía como modelo de crecimiento, tanto 
económico, como a nivel empresarial. 
 
Aunque resulta innegable el potencial que se esconde tras el fenómeno social que 
promueve, no termina de aparecer un modelo claro de negocio entorno a la Web 2.0. Los 
ingresos directos de capital que surgen de la actividad de estas iniciativas provienen 
prácticamente en su totalidad de la existencia de una audiencia o una tecnología. 
 
Partiendo de una plataforma de libre acceso, la tecnología permite ofrecer servicios 
adicionales o mejores prestaciones a cambio de una remuneración económica, mientras que 
un gran volumen de audiencia permite obtener beneficios por el hecho de conectar con este 
colectivo, principalmente mediante publicidad. 
 
A esta última alternativa se recurre en la mayoría de empresas a la hora de sacar un 
beneficio de sus redes de usuarios, pero el hecho de que Google tenga en la publicidad su 
principal fuente de ingresos no garantiza que este modelo sea válido para el resto, 
especialmente por la volatilidad de la audiencia y su inmunidad ante los estímulos de la 
publicidad intrusiva, por la violación de los derechos de copyright y por un sector 
publicitario excesivamente conservador. 
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2. Objetivos. 
2.1. Objetivos del proyecto. 
La irrupción  de la red en el entorno social como nexo de unión de comunidades, 
estableciendo nuevas formas de relación y conocimiento, plantea la necesidad de 
profundizar en los factores sociales, tecnológicos y económicos que impulsan este 
fenómeno. 
 
Ante esta situación, el proyecto nace con el objetivo de propiciar el acercamiento de lo 
tecnológico y lo social, en un intento de dar respuesta a la filosofía que envuelve al 
concepto Web 2.0. 
 
Se pretende crear un portal dedicado a la publicación de proyectos, donde los 
contenidos son aportados por los usuarios y se fomenta el establecimiento de las 
relaciones entre los miembros del portal gracias al espacio destinado a realizar 
comentarios sobre el material publicado. 
 
Por otra parte, elegir el vehículo adecuado para dar forma al proyecto resulta bastante 
complejo ante la nube de entornos de desarrollo que pueblan el panorama del 
desarrollo Web. 
 
Por esta razón se hace imprescindible encontrar un criterio válido que permita realizar 
una correcta selección del entorno de desarrollo más adecuado a las necesidades del 
proyecto que se aborda. 
 
2.2. Objetivos personales. 
A nivel personal surge la motivación de aplicar el conjunto de conocimientos 
adquiridos  y de potenciar el aprendizaje de otros entornos de desarrollo y tecnologías 
dentro del mundo del desarrollo Web. 
 
Objetivos 6 
Mediante este trabajo se pretende un acercamiento hacia un sector en clara expansión, 
de forma que sirva de introducción para una posible definición del perfil laboral hacia 
este campo. 
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3. Patrones característicos de la Web 2.0. 
 
Se podría definir Web 2.0  como un conjunto de factores económicos, sociales y 
tecnológicos que sientan las bases para la próxima generación de Internet. 
 
Para identificar que aplicaciones se encuentran bajo el paraguas de la Web 2.0, resulta más 
útil determinar las características representativas de la nueva filosofía, que elaborar una 
definición. En palabras de O’Reilly, se pueden distinguir una serie patrones que 
caracterizan de forma precisa estas aplicaciones: 
 
3.1. Uso de la Web como plataforma. 
Salvo en los entornos open source, la tendencia general de la industria del software se 
centra en paquetes con derechos propietarios que las empresas adquieren y actualizan 
de forma periódica.  
 
Frente a esta situación, las aplicaciones Web 2.0 ofrecen un cierto alivio a los 
usuarios, ya que se empieza a producir el fenómeno webtop (herramientas y 
contenidos se ofrecen de forma gratuita utilizando la Web como plataforma), frente al 
clásico desktop en el que las computadoras de los usuarios son el soporte. 
 
Siguiendo la filosofía de las aplicaciones P2P, la comunidad de usuarios es la 
encargada de controlar las herramientas y los contenidos, mientras que las empresas 
pasan a ocupar el papel de simples intermediarias encargadas de ofrecer la tecnología 
necesaria. La principal diferencia radica en que no sólo el software utiliza la Web 
como plataforma, los contenidos también se encuentran en la red. Estos contenidos  
son accedidos libremente por los usuarios de forma activa (aportando y modificando 
datos) o pasiva (mediante consultas). 
 
El hecho de utilizar la Web como plataforma propicia el acceso a los contenidos 
independientemente del lugar en que se encuentre el usuario. Este factor ha 
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potenciado la inclusión de los dispositivos móviles en los entornos en red, ya que su 
limitación de capacidad de almacenamiento y proceso no supone un inconveniente. 
 
3.2. Aprovechamiento de la inteligencia colectiva. 
La genialidad radica en el hecho de que el producto mejora de forma directamente 
proporcional al crecimiento de la comunidad que lo utiliza. Al igual que un proceso 
retroalimentado, la inteligencia colectiva crece gracias a las aportaciones individuales 
de los usuario, que a su vez se nutren del conocimiento colectivo. 
 
Cada individuo aporta su contenido, en igualdad de condiciones a los demás, 
independientemente de su condición de profesional o aficionado. Los filtros se 
establecen a la salida y no a la entrada, ya que es la comunidad la encargada de 
rectificar, ampliar y determinar la relevancia y el grado de veracidad de los contenidos 
previamente aportados. La verdadera esencia de la Web 2.0 radica en la participación, 
pero permitiendo la reutilización. 
 
Se produce un traslado claro del rol de editor hacia el usuario, que es en definitiva el 
encargado de publicar los contenidos. Sirva el ejemplo de Wikipedia, donde cada 
usuario interactúa libremente aportando contenidos o simplemente consumiendo los 
aportados por la comunidad. 
 
Este aprovechamiento de la inteligencia colectiva pasa por crear una arquitectura de 
participación que permita utilizar la aportación que los usuarios realizan tanto de 
forma implícita, como explicita. 
 
Esta arquitectura de participación debe ser el marco en que se desenvuelva la Web 2.0 
como medio de comunicación centrado en el usuario, descentralizado y colaborativo. 
 
El primer objetivo de esta arquitectura debe consistir en que los usuarios obtengan los 
resultados esperados de forma rápida y eficiente. En segundo lugar y sin que suponga 
una interferencia a las necesidades de estos usuarios, se debe obtener por defecto un 
beneficio de sus acciones cuando participan en redes sociales, de forma que 
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involuntariamente aporten un valor añadido al producto mediante las acciones 
realizadas en su propio beneficio. 
 
Como ejemplo tenemos el caso de Amazon, donde el usuario obtiene el servicio 
esperado (una buena experiencia de compra), pero de forma indirecta genera un 
conjunto de datos que aportan un valor añadido al servicio, como puede ser un índice 
de los libros más populares. 
 
Además de estos objetivos, es necesario crear un contexto coherente, consistente y 
suficientemente abierto para permitir la participación, interacción y las transacciones, 
aunque suponga ceder parte del control a los usuarios. 
 
Esta estrategia ha proporcionado en el caso de Amazon unos resultados 
espectaculares, ya que a pesar de partir en sus orígenes prácticamente del mismo 
conjunto de datos que sus competidores, la política de ofrecer al cliente un servicio 
claro y ajustado a sus expectativas (sin la influencia externa de patrocinadores) y su 
arquitectura de participación le han permitido colocarse en una posición claramente 
superior a la de la competencia. 
 
3.3. Los datos como principal activo. 
La gestión de la base de datos se transforma en una de las actividades principales. El 
objetivo del servicio se centra en atraer y gestionar la información generada por un 
volumen de usuarios considerable, de forma que el valor de estos datos represente un 
medio para atraer futuros usuarios. Esto es lo que realmente otorga valor comercial al 
producto. 
 
Cada vez es más  evidente que el éxito de las aplicaciones Web 2.0 radica en sus 
datos, con lo cual más que fijar una estrategia en relación al producto, resulta más 
interesante fijar una estrategia con respecto a estos datos, de forma que se potencie su 
enriquecimiento y la aportación de nuevos contenidos. 
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Algunas de estas estrategias pasan por permitir a los usuarios enriquecer los datos con  
aportaciones personales, como comentarios, clasificaciones o etiquetas. Esta práctica 
da lugar al neologismo conocido como folksonomia, que introduce un componente 
social a la práctica de la clasificación, alejándose de modelos jerárquicos para dar paso 
a una organización de la información de forma colectiva y en colaboración. 
 
Otro punto importante consiste en dotar de los medios necesarios para que los 
usuarios puedan subir sus contenidos al servidor, de forma que se puedan compartir y 
estén accesibles desde cualquier lugar. 
 
La restricción de los derechos sobre los datos puede suponer una barrera importante 
para la evolución del negocio, por lo que la forma de delimitar la propiedad intelectual 
supone un aspecto clave. Tener el control sobre los índices o el formato de los datos  
resulta más productivo que el hecho de tener la propiedad de los contenidos. 
 
Flickr es el claro ejemplo de base de datos completamente generada por los usuarios, 
tanto en el sentido de la aportación de contenidos, como en el enriquecimiento de 
estos datos mediante etiquetas, comentarios, grupos y discusiones. 
 
3.4. Evolución continua frente a las actualizaciones periódicas. 
Las aplicaciones Web 2.0, en oposición al software cerrado con licencia de uso y 
actualizaciones periódicas, persiguen el principio de servicio gratuito con la Web 
como plataforma y un modelo de actualización continua sin costes para el usuario. 
 
Se implanta la filosofía de pasar los prototipos a versiones beta y entregarlos a la 
comunidad, de forma que mediante un ciclo de prueba constante se acelera el proceso 
de mejora de las aplicaciones. 
 
Frente a las actualizaciones monolíticas que incorporan supuestas nuevas 
características y que pretenden aportar mejoras con respecto a las versiones anteriores, 
se fomenta la practica de incorporar nuevos servicios a una base consolidada gracias a 
la experiencia de la comunidad. Estos servicios deben surgir como reflejo de las 
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inquietudes mostradas por los usuarios en la interacción con el producto, ajustando las 
mejoras aportadas a las expectativas de los usuarios mediante un ciclo continuo de 
prueba y error. 
 
El usuario pasa a ocupar el papel de colaborador en el proceso de desarrollo y prueba 
de las aplicaciones, para lo cual se debe dotar al producto de las herramientas 
necesarias para captar las inquietudes y reflejar la satisfacción de la comunidad. 
 
Sirva como ejemplo el caso de Amazon, que con sus cuestionarios implica a sus 
visitantes en el proceso de desarrollo de nuevas prestaciones. 
 
3.5. Modelos de programación ligera. Búsqueda de la simplicidad. 
Se tiende a crear aplicaciones potenciando la simplicidad con el fin de facilitar el 
crecimiento de las mismas. Esta programación ligera permite ensamblar productos de 
forma creativa y reutilizar la programación, con lo cual se aumenta la productividad. 
 
Los puntos de conexión establecidos entre aplicaciones Web diferentes, conocidos 
como  mashups, permiten obtener lo mejor de cada una de ellas, ofreciendo servicios 
de valor añadido al usuario final. 
 
La programación ligera beneficia la constante actualización de contenidos que tan 
frecuentemente se produce en las comunidades creadas entorno a la Web 2.0, 
especialmente en blogs y wikis, donde la creación de contenidos se realiza de forma 
dinámica. 
 
3.6. El software no limitado a un solo dispositivo. 
La aparición de la telefonía 3G supuso el nexo de unión entre la movilidad y la 
conectividad. Esta nueva generación especialmente diseñada para permitir la conexión 
eficiente con las redes TCP/IP supuso el origen del termino Mobile Devices. 
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Estos dispositivos han pasado de ser simples teléfonos sin cables a plataformas 
destinadas al entretenimiento, la gestión de la información, la interacción con entornos 
multimedia y el fortalecimiento de las redes sociales. 
 
En este contexto, se hace evidente la irrupción de los mobile devices en la tecnología 
Web 2.0, dominada hasta ahora por las computadoras. Este proceso dependerá en gran 
medida del acercamiento de fabricantes (ajuste de precios de los terminales) y 
operadores (reducción de costes de conexión) hacia los consumidores (adaptación de 
las actitudes de consumo). 
 
Por otro lado, mediante el etiquetado de los contenidos de las aplicaciones Web 
(sindicación), se permite la distribución automática a través de diferentes plataformas, 
evitando navegar por los sitios originales y facilitando la lectura de contenidos. 
 
3.7. Experiencias enriquecedoras del usuario. 
Surgen nuevas herramientas como Ajax, Ruby on Rails o BitTorrent, que permiten 
diseñar interfaces con capacidad de acceso en cualquier lugar y momento a los 
servicios Web, gestión dinámica de contenidos, usabilidad y sencillez de las interfaces 
de los sistemas operativos. 
 
Estas nuevas herramientas ofrecen a las aplicaciones Web 2.0 unas posibilidades de 
interacción creativa y experiencia de usuario que dista mucho de las ofrecidas por las 
creadas mediante Dreamweaver y Flash. 
 
Ejemplo claro de estas nuevas aplicaciones son los blogs, que mediante su facilidad de 
creación, productividad, interactividad e independencia de los medios de difusión 
tradicionales han experimentado un notable auge. 
 
En el caso de Flickr, la mejora de las experiencias de los usuarios se centra en 
combinar lo mejor de los desktop y la Web, desde la plataforma que consideren 
conveniente, gracias a las técnicas utilizadas por Ajax, que incrementan notablemente 
la interacción y evitan los lentos refrescos de página. 
Portal Web 2.0 13 
4. Análisis del entorno de desarrollo. 
 
Uno de los aspectos importantes que se presenta a la hora de afrontar un proyecto Web 
consiste en determinar el tipo de entorno de desarrollo que mejor se ajusta a las 
necesidades específicas del proyecto. 
 
Un entorno de desarrollo de aplicaciones Web (web application framework) es un entorno 
de desarrollo de software que proporciona la estructura básica para una aplicación, con la 
característica de que puede ser personalizada por el programador. Su principal finalidad se 
centra en la reducción del trabajo de programación rutinario en los procesos de desarrollo 
de software. 
 
Actualmente se pueden encontrar una gran variedad de entornos de desarrollo Web, por lo 
que determinar cual es el más adecuado para cada caso puede resultar complicado. Por esta 
razón se debe de tener en cuenta una serie de factores para garantizar una correcta 
valoración de las prestaciones ofrecidas por cada uno ellos. 
 
Dada la naturaleza del proyecto, el primer punto a tener en cuenta consiste en determinar 
que frameworks requieren el pago de licencias de uso y que entornos se distribuyen como 
software open source. Inicialmente sólo se valoran los que no requieren el pago de 
licencias para reducir los costes del sistema. 
 
Posteriormente se clasifican en grupos en función del lenguaje de programación que se 
utiliza y de los integrantes de cada grupo se comentan los más importantes. De entre los 
posibles lenguajes se han seleccionado exclusivamente aquellos que más relevancia ocupan 
dentro del panorama de desarrollo software.  
 
Una buena forma de evaluar las prestaciones y el grado de productividad de un lenguaje se 
obtiene a partir del nivel de aceptación dentro de la industria del software. Esto se refleja 
de forma directamente proporcional al número de ofertas de empleo que genera. Desde esta 
perspectiva, los datos que se obtienen desde el sitio indeed.com ofrecen una clara imagen 
de la posición ocupada por cada uno de estos lenguajes dentro del sector. 
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Figura I Porcentaje de número de puestos de empleo solicitados y  de crecimiento 
de la demanda para diferentes lenguajes de programación. 
 
En el gráfico se aprecia que, de entre todos los lenguajes, Java ocupa un lugar destacado en 
proporción al resto. En un segundo grupo se encuentran C# y Perl. De igual forma se 
observa que entre los lenguajes con mayor proyección se encuentran PHP, Python y 
especialmente Ruby. 
 
Tras los resultados obtenidos en la comparativa se opta por analizar los entornos de 
desarrollo que utilizan los lenguajes de programación Java, Perl, PHP, Python y Ruby. 
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El lenguaje C# se descarta por pertenecer a la plataforma .NET de Microsoft. Aunque 
existen alternativas libres como el proyecto Mono y DotGNU con un compilador para este 
lenguaje, el impacto de los entornos de desarrollo open source para la plataforma .NET se 
considera insignificante en la actualidad frente al application framework ASP.NET de 
Microsoft. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura II  Relación entre diferentes entornos de desarrollo .NET. 
 
En la gráfica se refleja el claro dominio del framework ASP.NET de Microsoft, pero se 
observa un interesante crecimiento de los entornos DotNetNuke y CSLA, que en un futuro 
se pueden transformar en alternativa para esta plataforma. 
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4.1. Entornos de desarrollo en Java. 
La selección de entornos que se propone se basa en la presentación realizada por Matt 
Raible en la pasada ApacheCon 2007 de Atlanta. En esta presentación se analizan los 
que a juicio del autor son los JVM Web frameworks más relevantes: Flex, Grails, 
GWT, Seam, Struts 2 y Wicket. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura III  Relación entre entornos de desarrollo Java. 
 
En la gráfica se aprecia un notable volumen de ofertas de trabajo relacionadas con 
Flex. En la gráfica inferior se muestra la misma comparativa sin incluir este entorno 
de desarrollo para poder mostrar con mayor claridad la relación entre los demás 
frameworks. 
 
 
Portal Web 2.0 17 
Seam se destaca como el entorno con mayor nivel de crecimiento de todo el conjunto. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura IV Porcentaje de crecimiento de ofertas de empleo de los entornos Java. 
 
Si se analiza el volumen de peticiones de búsqueda de información relacionada con 
estos entornos, se sigue observando un claro dominio de Flex respecto a los demás. 
 
 
 
 
 
 
 
 
Figura V  Volumen de búsquedas de información de los entornos Java. 
 
4.2. Entornos de desarrollo en Perl. 
Entre los entornos de desarrollo en lenguaje Perl se analizan: Catalyst, 
CGI::Application, Interchange, Gantry, Jifty, Maypole, Mason y WebGUI. 
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Figura VI Porcentaje de ofertas y de crecimiento de los entornos en Perl. 
 
En la gráfica se destacan Catalyst, Interchange y Mason como los más demandados, 
mientras que en el nivel de crecimiento de la demanda Catalyst se perfila como el de 
mayor proyección. Este hecho también se refleja en el volumen de peticiones 
realizadas, donde los niveles alcanzados por Catalyst son los únicos que aparecen en 
la gráfica. 
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Figura VII Volumen de búsquedas de información sobre los entornos Perl. 
 
4.3. Entornos de desarrollo en PHP. 
En la comparativa realizada entre más de 50 entornos de desarrollo en PHP, se 
observa que el mercado de contratación se centra alrededor de un conjunto de 6 
frameworks: CakePHP, Drupal, Joomla!, Pear, Symfony y Zend. 
 
Durante este año, en la gráfica del volumen de búsquedas realizadas sobre estos 
entornos, se observa que el mayor nivel corresponde a Zend. 
 
 
 
 
 
 
 
 
 
 
Figura VIII  Volumen de búsquedas de información sobre entornos PHP. 
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Figura IX Evolución de las ofertas de empleo para los entornos PHP. 
 
En los resultados se observa que los entornos con mayor volumen de ofertas son 
Drupal, Zend y Joomla!, mientras que en Symfony se aprecia un notable aumento del 
crecimiento de la demanda en lo que va de año. 
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4.4. Entornos de desarrollo en Python. 
Del conjunto de los entornos de desarrollo en Python prácticamente sólo se destacan 
un par: Django y Zope. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura X  Evolución de las ofertas de empleo para los entornos Python. 
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Tanto en volumen de ofertas, como en porcentaje de crecimiento, el framework 
Django, se perfila como claro ganador. Si se analiza el volumen de peticiones de 
información, el resultado se vuelve a decantar hacia el mismo entorno. 
 
 
 
 
 
 
 
 
Figura XI Volumen de búsqueda de información sobre entornos Python. 
4.5. Entornos de desarrollo en Ruby. 
De forma parecida al caso de Django, Ruby on Rails se perfila como el candidato por 
excelencia a la hora de elegir un entorno de desarrollo en Ruby. Su superioridad se 
muestra tanto en el volumen de ofertas y peticiones de búsqueda de información, 
como en el porcentaje de crecimiento experimentado últimamente. 
 
 
 
 
 
 
 
 
 
 
 
Figura XII  Volumen de búsqueda de información sobre entornos en Ruby. 
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Figura XIII  Evolución de las ofertas de empleo para entornos Ruby. 
 
4.6. Consideraciones finales. 
Tras el análisis preliminar basado en el nivel de penetración en la industria del 
software que se observa entre los diferentes entornos de desarrollo mencionados y en 
el interés mostrado por parte de la comunidad, se realiza una selección de frameworks. 
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El grupo elegido se compone de los siguientes entornos de desarrollo: Grails, GWT, 
Flex, Catalyst, Zend, Symfony, Django y Ruby on Rails. A continuación se analizan 
diferentes características propias de un Web application framework, realizando una 
comparativa entre los entornos de desarrollo. 
 
En la mayoría de entornos de desarrollo de aplicaciones Web se sigue la filosofía de 
diseño MVC (Model view controller). Este patrón de diseño se utiliza para separar la 
lógica de negocio de la representación de la información en la interfaz de usuario. 
Mediante esta práctica se facilita la modificación de una de estas dos partes, sin que se 
afecte a la otra, con lo cual se incrementa la flexibilidad y la reutilización. 
 
Partes del Model View Controller (MVC): 
• Model. 
Representa los datos de la aplicación almacenados generalmente en bases de 
datos o en nodos XML y las reglas de negocio utilizadas para manipular esta 
información. 
• View. 
Se encarga de presentar los elementos del modelo dentro de un contenedor con 
capacidad de interacción, generalmente un elemento de la interfaz de usuario. 
• Controller. 
Su función se centra en manejar los detalles relacionados con la comunicación 
al modelo de los eventos que se generan mediante la interacción de los 
usuarios. 
 
Dentro de este patrón se debe diferenciar entre dos arquitecturas: 
• Push-based architecture. 
También se conoce como server push. Se caracteriza en que la petición para 
que se sirva una determinada información se produce en el servidor. Esto 
implica que el servidor se encarga de inyectar los contenidos hacia el cliente, 
sin que se produzca la petición previa. 
• Pull-based architecture. 
En esta tecnología, las peticiones de información se originan en lado cliente y 
el servidor sólo se encarga de enviar la respuesta a estas peticiones. 
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Otras de las facetas por las que se caracterizan los entornos de desarrollo Web se 
agrupan alrededor de los siguientes puntos: 
• Seguridad. 
Se provee de funcionalidades para gestionar la autenticación y autorización a 
los usuarios en base a determinados criterios. 
• Interacción con bases de datos. 
Se incorporan APIs para poder trabajar a alto nivel con diferentes tipos de 
bases de datos sin necesidad de modificar el código. Adicionalmente se pueden 
suministrar herramientas de mapeo entre objetos y estructuras relacionales 
(ORM), de gestión transaccional y de migración de bases de datos. 
• Mapeo de URL. 
Se permite la traducción de la URL simplificando la lectura y facilitando la 
tarea de las herramientas de indexado. 
• Uso de plantillas. 
Mediante el uso de plantillas se puede generar contenido de forma dinámica 
reduciendo drásticamente el número de páginas Web del sitio. 
• Uso de caché. 
En algunos entornos se utiliza la caché para almacenar temporalmente 
documentos con el fin de reducir la carga del servidor y el tiempo de respuesta. 
• Soporte para Ajax. 
Se proporcionan los medios necesarios para mejorar la interactividad, 
velocidad y usabilidad de los sitios Web. 
• Configuración automática. 
A través del uso de la introspección se permite simplificar la tarea de 
configurar las aplicaciones Web. 
• Internacionalización y localización. 
Se ofrece el soporte para poder adaptarse a diferentes idiomas y regiones sin 
necesidad de cambios de ingeniería, ni cambios en el código. 
• Web services. 
Se suministran las herramientas necesarias para ofrecer y crear servicios Web.  
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Si se realiza una comparativa entre los diferentes entornos en función del volumen de 
ofertas de trabajo, porcentaje de crecimiento de la demanda de profesionales y nivel 
de interés de la comunidad, se puede observar como desde la industria del software se 
está apostando fuerte por Ruby on Rails. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XIV  Evolución de las ofertas de trabajo para los diferentes entornos. 
 
Por su parte, la comunidad se decanta hacia el mismo entorno, mostrando una 
diferencia sustancial con respecto a los otros frameworks. 
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Figura XV  Volumen de búsquedas sobre los diferentes entornos. 
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Figura XVI  Comparativa de los entornos seleccionados. 
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A partir de los datos aportados por las gráficas comparativas entre los diferentes 
entornos de desarrollo Web y del conjunto de características de cada uno de ellos se 
toma la decisión de desarrollar el proyecto con el entorno Ruby on Rails. 
 
Esta decisión se fundamenta principalmente en que en las gráficas se refleja la 
predilección de la industria del software por este entorno. Esta apuesta del sector 
sugiere que Ruby on Rails se perfila como una herramienta de grandes prestaciones 
tanto en productividad, como en flexibilidad  y facilidad de mantenimiento. 
 
Otro aspecto a destacar es que Ruby on Rails sirve de  punto de referencia para otros 
entornos a la hora de diseñar la filosofía de su arquitectura. Entre estos entornos se 
pueden citar Catalyst, Monorail (.Net), CodeIgniter, Symfony, CakePHP y Grails. 
 
Todos estos datos apuntan a Ruby on Rails como un entorno de desarrollo Web con 
grandes perspectivas de futuro dentro del panorama del desarrollo de aplicaciones 
Web. 
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5. Estudio de Ruby on Rails. 
5.1. Arquitectura. 
Ruby on Rails es un entorno de desarrollo Web open source para el lenguaje de 
programación Ruby. 
 
De forma similar a muchos entornos de desarrollo actuales, Rails se basa en la 
arquitectura MVC (Model-View-Controller). Esta arquitectura se caracteriza por 
separar el modelo de datos, la interfaz de usuario y la lógica de control de una 
aplicación en tres componentes distintos: 
 
• Modelo (Model). 
Se puede considerar como el corazón del sistema, ya que es donde tiene lugar 
la lógica de negocio. Se encarga de definir los objetos que representan las 
entidades principales del problema tratado (clientes, productos, etc.), las 
relaciones que se establecen entre ellos y el procesamiento realizado. En 
general, debe ser independiente de la forma en que se interactúa con él y del 
modo en que se almacena. 
 
En Rails, cada tabla se representa por un fichero de Modelo. Siguiendo las 
reglas de pluralización, ambos deben tener el mismo nombre, el Modelo en 
singular y la tabla en plural. El Modelo en Rails se basa en ActiveRecord, lo 
que significa que no se establece una independencia absoluta con respecto a su 
almacenamiento. 
 
Active Record es un ejemplo de ORM (Object-Relation mapping) que se 
encarga de las relaciones entre objetos y la validación. 
 
• Vista (View). 
Es la interfaz de la aplicación Web, mediante la cual el sistema interactúa con 
el usuario. Se realiza mediante HTML, XML,  JavaScript y en algunos casos 
con imágenes y Flash. 
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El controlador se encarga de seleccionar la Vista apropiada y de suministrar los 
datos que esta Vista necesita. Como se observa en el ejemplo: 
 
 
 
 
 
 
 
Figura XVII  Uso de variables en la Vista. 
 
La Vista puede contener variables (@user), que en ocasiones son objetos 
representados por el Modelo. En este caso se observa la estrecha relación entre 
los tres elementos; el Modelo contiene el valor correcto de los objetos, el 
Controlador suministra estos valores a la Vista, que finalmente los muestra al 
usuario. 
 
La Vista también puede contener enlaces a otras acciones, con lo cual se 
originan determinadas interacciones por parte de un Controlador específico 
para generar una Vista nueva o una actualización de la actual. De esta forma, el 
usuario se mueve entre diferentes Vistas a través de la aplicación o actualiza 
los datos de la Vista actual. 
 
• Controlador (Controller). 
Se encarga de enlazar los dos componentes anteriores. En las aplicaciones Web 
recibe las peticiones de los usuarios a través de la Vista, interactúa con el 
Modelo para procesarlas y suministra los datos a la Vista. 
 
En Rails el Controlador es el único elemento autosuficiente, al igual que el 
Modelo puede contener procesos, pero con la diferencia de que puede generar 
una salida sin necesidad de una Vista concreta. 
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Teóricamente, tanto en el Modelo como en la Vista, no se tiene un conocimiento 
mutuo de las especificaciones internas, mientras que en el Controlador se poseen los 
datos necesarios de ambos para poder permitir que trabajen juntos. Mediante este 
patrón se pueden tener varias Vistas y Controladores para un Modelo concreto, con el 
fin de obtener diferentes interfaces para el mismo sistema. 
 
En Rails no se cumple de forma estricta esta separación de conceptos, pero sus 
mecanismos siguen plenamente la arquitectura MVC. En el siguiente diagrama se 
observa la estructura del entorno, con los diferentes elementos que la integran y la 
forma en que se relacionan. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XVIII  Arquitectura de Ruby on Rails. 
 
Entre los elementos que forman Rails se encuentran: 
• ActiveSupport. 
Se compone de un conjunto de clases y extensiones de librerías que sirven de 
apoyo a las aplicaciones realizadas con Ruby on Rails. 
• ActiveRecord. 
Su principal función consiste en la abstracción de los datos para permitir la 
interoperabilidad entre la aplicación y la base de datos. Establece la 
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correspondencia entre los elementos relacionales de la base de datos y los 
objetos representados por el Modelo. 
• ActionPack. 
Se divide en dos elementos: 
 ActionController. 
Esta capa realiza la función de Controlador. Se encarga de recibir las 
peticiones y posteriormente de decidir que se va a ejecutar y visualizar o 
hacia donde se redireccionan estas peticiones. 
 ActionView. 
Contiene las plantillas que forman la interfaz necesaria para que el sistema 
interactúe con el usuario. Estas plantillas pueden tener formato: 
o Extensión .erb o .rhtml 
Se componen de código Ruby incrustado en documentos HTML. 
o Extensión .builder o .rxml 
Se utilizan para generar contenido XML con la ayuda de la librería 
Builder::XmlMarkup de Jim Weirich. 
o Extensión .rjs 
Se usan para generar JavaScript a partir de código Ruby con la ayuda de 
ActionView::Helpers::PrototypeHelper::JavaScriptGenerator. Este 
código se utiliza para realizar modificaciones en las páginas activas 
mediante las técnicas de AJAX. 
• ActionMailer. 
Es un entorno para la creación de capas de servicio de notificación e-mail. 
• ActiveResource. 
Ocupa el puesto de ActionWebService en las versiones 2.x. Representa la 
apuesta de Rails por REST en el panorama de los servicios Web. Su función es 
similar a la de ActiveRecord, pero para recursos. 
• Scaffolding. 
Permite crear de forma rápida el Modelo de datos, el Controlador para acceder 
a  la información y las Vistas correspondientes a las acciones del Controlador. 
• WEBrick. 
Es un servidor Web utilizado por Rails en tiempo de diseño para probar las 
aplicaciones. 
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• Rake. 
Es una herramienta escrita en Ruby para generar otros programas en Ruby. Sus 
tareas comunes se relacionan con la creación/compilación de software. 
• Prototype & Script.aculo.us. 
Son un conjunto de librerías JavaScript para AJAX. 
• Extensiones. 
Adicionalmente se pueden usar plugins para extender el entorno. 
5.2. Instalación. 
Los pasos fundamentales para instalar el entorno son: 
• Instalar Ruby. 
• Instalar RubyGems. 
• Instalar Rails. 
 
En Windows, los dos primeros pasos se reducen a uno al utilizar el software de 
instalación suministrado en http://rubyforge.org/frs/?group_id=167. En esta dirección 
se encuentra la lista de todas las distribuciones disponibles, pero se recomienda 
instalar la versión 1.8.6 de Ruby. La última entrega es la 1.8.6-27 Release Candidate 1 
(14-9-2008) y está formada por: 
• La última versión oficial de Ruby 1.8.6 (patchlevel 287). 
• RubyGems 1.2.0. 
Es el paquete de gestión para el lenguaje de programación Ruby. Proporciona 
un formato estándar para la distribución de programas y librerías. Es necesario 
para la instalación de la última versión de Rails (2.1.1). 
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Figura XIX Instalación de Ruby y RubyGems. 
 
A continuación se instala Rails con la ayuda de RubyGems: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XX  Instalación de Rails. 
 
Para implementar la capa de persistencia del entorno se requiere la instalación de una 
base de datos. En Rails se suministra SQLite3 por defecto, aunque se puede trabajar 
con otras bases de datos como MySQL, PostgreSQL, Oracle, SQL Server, etc. 
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En la dirección http://dev.mysql.com/downloads/mysql/5.0.html#win32 se puede 
descargar el paquete de instalación de MySQL para Windows. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXI  Instalación de MySQL. 
 
En este instante, todos los elementos necesarios para empezar a trabajar con el entorno 
se encuentran disponibles, ya que Rails incorpora WeBrick, un servidor HTTP para 
utilizar en fase de desarrollo. Para la fase de producción puede trabajar con Apache, 
Lighttpd, Mongrel, etc. 
5.3. Aplicación básica. 
En este apartado se pretende crear una aplicación básica para gestionar los capítulos 
del proyecto. El objetivo principal no consiste en abarcar aspectos relacionados con el 
diseño de las Vistas de la aplicación, simplemente se intenta ofrecer una visión rápida 
de las prestaciones del entorno para generar una aplicación que permita realizar las 
operaciones elementales sobre los elementos de una base de datos; crear, visualizar, 
modificar y eliminar. 
 
El primer paso para diseñar esta aplicación en Rails consiste en generar su estructura. 
Con sólo con una instrucción el entorno se encarga de crear todo el conjunto de 
directorios y ficheros necesarios para soportar la aplicación. 
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Figura XXII  Creación de la estructura de la aplicación. 
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Para trabajar con bases de datos es necesario especificar una serie de características al 
entorno. Esta configuración se realiza mediante el fichero 
\ejemplo\config\database.yml. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXIII  Especificación de características de la base de datos. 
 
Entre las cosas que se especifican se encuentra el tipo de adaptador, MySQL en este 
caso, la codificación que se desea, el nombre de la base de datos, el usuario y el 
password y el timeout. Además se pueden usar bases de datos diferentes para 
desarrollo, producción y test. A partir de la versión 2.x, Rails se encarga de generar las 
bases de datos necesarias mediante el comando: 
 
 
 
 
 
 
Figura XXIV Creación de las bases de datos. 
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A continuación se pone en funcionamiento el servidor WeBrick que el entorno 
incorpora para verificar que todo funciona según lo previsto. 
 
 
 
 
 
 
 
 
Figura XXV Activación del servidor WeBrick. 
 
Se realiza la petición http://localhost:3000 y aparece una pantalla de bienvenida: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXVI  Pantalla de bienvenida. 
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En el enlace “About your application’s environment” se informa del entorno de la 
aplicación. Como se observa, el entorno por defecto es el de desarrollo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXVII  Detalles del entorno de la aplicación. 
 
En el siguiente paso se usa Scaffolding para crear el Modelo, el Controlador para 
interactuar con este Modelo y las Vistas asociadas. 
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Figura XXVIII  Uso de Scaffolding. 
 
Otro aspecto importante a destacar es que también se crea la entrada correspondiente 
en el fichero routes.rb. Este fichero contiene las reglas de enrutamiento que el entorno 
utiliza para gestionar las peticiones recibidas. 
 
 
 
 
 
 
 
 
 
Figura XXIX  Fichero de reglas de enrutamiento. 
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En el siguiente esquema se representan los elementos que intervienen en la resolución 
de las peticiones recibidas. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXX Elementos del proceso de resolución de peticiones. 
 
Cuando una petición se recibe, se pasa al sistema de enrutamiento para ser analizada. 
Para cada petición que hace referencia a un recuso disponible, el sistema es capaz de 
determinar el Controlador adecuado, la acción específica a ejecutar y si existen 
parámetros para suministrar a esta acción  
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El Controlador asignado interacciona con el Modelo, suministra la información 
necesaria a la Vista y Rails resuelve la petición mostrando esta Vista. 
 
Además, mediante Scaffolding se genera el fichero necesario para poder realizar la 
migración y crear de esta forma la tabla automáticamente. Este proceso se obtiene con 
la instrucción: 
 
 
 
 
 
 
 
 
Figura XXXI  Creación de las tablas. 
 
Finalmente se reinicia el servidor y se realiza la petición 
http://localhost:3000/capitulos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXII  Vista de la acción index ejecutada por capitulos_controller.rb. 
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Simplemente con estos pasos se obtiene una pequeña aplicación para listar y gestionar 
los capítulos del proyecto. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXIII Operaciones básicas sobre los elementos de la tabla. 
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6. Caso práctico. 
 
En este caso práctico se pretende diseñar la estructura básica de una aplicación que se 
ajuste al perfil de la Web 2.0. El tema elegido es un portal dedicado a la publicación de 
proyectos,  donde los usuarios  puedan aportar los contenidos que integran los diferentes 
proyectos y expresar sus opiniones sobre el material publicado mediante comentarios. 
 
6.1. Modelo de Datos. 
El siguiente diagrama muestra las relaciones establecidas entre las diferentes entidades 
que integran el modelo de datos de la aplicación. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXIV  Modelo de datos. 
 
Cada una de estas entidades representa un recurso del sistema, sobre el cual se puede 
realizar cualquiera de las cuatro operaciones básicas establecidas en la capa de 
persistencia de un sistema software (Crear, Mostrar, Modificar y Borrar). 
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Se dividen en dos grupos, las entidades públicas, entre las que se encuentran 
Categorías, Proyectos, Capítulos y Comentarios y las entidades privadas, compuestas 
por Usuarios y Navegadores. 
 
Se observa que los proyectos se clasifican por categorías y que a su vez se componen 
de capítulos y de comentarios. Por otro lado, tanto los proyectos como los comentarios 
hacen referencia al usuario que los ha generado. 
 
 La entidad Navegadores, como su nombre indica, representa cada una de las 
conexiones que se establece con los  usuarios. Consta de tres atributos que  se 
encargan de almacenar la información destinada a identificar las conexiones (sesión)  
y a realizar la encriptación de la información sensible (vectorK y vectorIV). 
 
6.2. Esquema de navegación. 
La navegación dentro del portal varía en función del perfil del usuario. Básicamente se 
establecen tres perfiles de navegación clasificados en dos categorías. 
 
Por un lado se encuentran los usuarios no registrados, que sólo pueden realizar la 
operación Mostrar sobre las entidades públicas. 
 
La otra categoría engloba a los usuarios registrados, cuyos datos se recogen en los 
atributos de la entidad Usuarios. Este grupo define los dos perfiles de navegación 
restantes en función de uno de los dos posibles valores del atributo rol ( user y 
admin). 
 
Mediante el valor user se identifica a un conjunto de usuarios con los mismos 
privilegios que los usuarios  no registrados, pero con la capacidad adicional de realizar 
las operaciones Crear y Editar sobre las entidades públicas, excepto los comentarios, 
que sólo se pueden Crear y Mostrar. 
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Finalmente, los usuarios etiquetados con el valor admin forman  el último perfil de 
navegación. Son los encargados de la gestión del portal, con capacidad para realizar 
todas las operaciones (CRUD) y  con acceso a las entidades públicas y a las privadas.  
La estructura básica del portal se muestra en el siguiente gráfico, donde se describen 
las diferentes zonas: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXV  Estructura del portal. 
 
La parte inferior se destina a la visualización de las entidades públicas, por lo que no 
se establecen restricciones de acceso. 
 
Sobre esta zona se encuentra la barra de edición resaltada con un color diferente y con 
un acceso restringido a los usuarios registrados. En su interior se encuentra la sección 
de operaciones sobre las entidades públicas, donde se pueden realizar las operaciones 
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de Creación y Edición en el caso de los usuarios con el perfil user y adicionalmente 
la operación Borrar, de uso exclusivo para los administradores del portal. 
 
La otra sección de la barra de edición sólo está disponible para los administradores, ya 
que permite gestionar las entidades privadas. 
 
Finalmente, en la parte superior de la cabecera se encuentran los enlaces que 
determinan la forma de navegar dentro del portal. Inicialmente todas las conexiones se 
catalogan como usuarios no registrados y sólo se muestra la zona de visualización de 
entidades públicas. 
 
En el esquema se indica el flujo de navegación entre las diferentes entidades: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXVI  Flujo de navegación de entidades públicas. 
 Categorías 
Proyectos 
Capítulos 
Comentarios 
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El acceso como usuario registrado se produce mediante los enlaces Login o 
Registrarse, que conducen a los procesos de identificación de usuarios y registro de 
nuevos usuarios. 
 
Tras superar este proceso se visualiza la barra de edición, con las opciones propias de 
cada perfil de usuario y con las operaciones específicas para cada entidad que se 
muestre en la zona de visualización de entidades públicas. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXVII  Usuarios con perfil user 
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Figura XXXVIII  Usuarios con perfil admin. 
 
 
 
 
 
 
 
 
 
 
 
Figura XXXIX  Detalle de gestión de usuarios y navegadores. 
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El enlace Logout oculta la barra de edición, dejando el navegador con la misma 
información visible en la zona de visualización de entidades públicas. 
6.3. Entorno de trabajo. 
Para agilizar el proceso de desarrollo del proyecto se ha utilizado el IDE open source 
Aptana RadRails. Este entorno se ha creado para ofrecer soporte al lenguaje de 
programación Ruby y al framework Ruby on Rails. 
 
Los pasos a seguir para instalar el entorno de desarrollo se explican detalladamente en 
la dirección http://www.aptana.com/studio/download. 
 
Primero es necesario indicar las preferencias de descarga (Tipo de instalación, SO y 
tipo de descarga). Posteriormente se procede a instalar Aptana Studio y a continuación 
se añade RadRails como un plug-in. 
 
Una vez instalado el IDE, seleccionando la vista de Rails se muestra el entorno de 
trabajo con cuatro zonas claramente diferenciadas: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XL  IDE Aptana RadRails. 
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En la ventana de la izquierda se encuentra el explorador de Ruby, que se encarga de 
mostrar toda la estructura de ficheros que componen el proyecto. En la parte central 
está situado el editor y en la ventana de la derecha se muestra la estructura del 
documento activo en el editor. 
 
En la parte inferior se sitúan las vistas de RadRails, entre las que se encuentran: 
• Las vista de generador que permiten crear los controladores, modelos, 
scaffold, etc. 
 
 
 
 
 
Figura XLI  Vista de generador. 
 
• La vista de la herramienta Rake. 
 
 
 
 
 
Figura XLII  Vista de herramienta Rake. 
 
• La vista de la consola, donde se muestran los resultados de las operaciones 
realizadas sobre el entorno. Adicionalmente permite introducir las operaciones 
mediante línea de comando. 
 
 
 
 
 
Figura XLIII  Vista de la consola. 
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• La vista de servidor, donde se puede controlar el servidor Web que Rails  
proporciona en entornos de desarrollo. 
 
 
 
 
 
Figura XLIV  Vista del servidor. 
 
Sobre la ventana de estructura del documento, se puede variar la zona de trabajo del 
entorno. Si se selecciona la perspectiva de datos, aparece la estructura de la base de 
datos del proyecto y se permite realizar operaciones sobre los datos contenidos en las 
tablas. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XLV  Perspectiva de datos. 
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6.4. Creación de la aplicación. 
El primer paso consiste en crear un nuevo proyecto de Rails, indicando el nombre, la 
ubicación, la base de datos, el servidor del entorno de desarrollo y si se desea crear el 
esqueleto de la aplicación. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XLVI Creación de un proyecto. 
 
Una vez creada la estructura de la aplicación, se genera la base de datos mediante la 
herramienta Rake. 
 
 
 
 
 
Figura XLVII  Creación de la base de datos. 
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Desde la vista de datos se observa la estructura de la base de datos generada: 
 
 
 
 
 
 
 
Figura XLVIII  Estructura de la base de datos. 
 
En la consola se muestran los resultados de las operaciones realizadas, junto con el 
listado de ficheros y carpetas creadas: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura XLIX Resultado de las operaciones realizadas. 
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Dentro de la carpeta config se encuentra el fichero database.yml, que indica al 
entorno las características de la base de datos  a generar. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura L  Fichero database.yml. 
 
En el explorador de Ruby se observa la estructura de directorios que forman el 
esqueleto de la aplicación.  
 
A continuación se crea el scaffold de las entidades que forman el modelo de datos. 
Como parámetros se le indican el nombre y los campos de las tablas. 
 
 
 
 
 
 
Figura LI Generación del scaffold de la entidad Categorías. 
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Figura LII  Generación del scaffold de las entidades del modelo de datos. 
 
El resultado obtenido se refleja en el explorador de Ruby. Para cada entidad se ha 
generado un controlador para responder a las peticiones los usuarios, un modelo que 
defina su comportamiento, las vistas asociadas a cada acción y un helper que 
suministre funcionalidad a las vistas, reduciendo el volumen de código en los 
controladores. 
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Figura LIII  Conjunto de ficheros generados tras realizar scaffold. 
 
Además se crean los ficheros de migración necesarios para generar las tablas que 
contengan los datos de cada entidad. Mediante la herramienta Rake se puede realizar 
esta operación de forma automática. 
 
 
 
 
 
Figura LIV  Creación de las tablas de la base de datos. 
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Desde la vista de datos se puede observar toda la estructura de la base de datos 
generada: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LV  Base de datos del proyecto. 
6.5. Relaciones entre los modelos y validaciones. 
El siguiente paso tras generar el scaffold consiste en definir para cada modelo las 
relaciones con el resto de entidades y las validaciones sobre los datos que este modelo 
representa. 
 
Las relaciones entre las entidades del modelo de datos son de uno a muchos. Si se 
toma como ejemplo la entidad Categorías, para cada instancia de esta clase se pueden 
tener múltiples instancias del modelo Proyecto. Esta relación se plasma en Rails 
mediante las expresiones: 
 
 
 
 
Figura LVI  Relación entre los modelos Categoría y Proyecto. 
 
class Categoria < ActiveRecord::Base 
has_many :proyectos 
 
class Proyecto < ActiveRecord::Base 
belongs_to :categoria 
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Mediante las validaciones se asegura que los datos que se almacenan en las tablas 
cumplen con las reglas establecidas. En caso contrario se añade un mensaje de error al 
modelo correspondiente. 
 
El siguiente código dota a cada entidad de su comportamiento específico: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LVII  Validaciones y relaciones de Categoría, Usuario, Proyecto y Comentario. 
class Categoria < ActiveRecord::Base 
has_many :proyectos 
validates_presence_of(:nombre, :message => "Debe introducir el nombre de la 
categoría.") 
validates_uniqueness_of(:nombre, :message => "El nombre de categoría introducido 
ya existe.") 
end 
 
class Usuario < ActiveRecord::Base 
has_many :proyectos 
has_many :comentarios 
has_many :navegadors 
validates_presence_of(:rol, :message => "Debe introducir el perfil del usuario.") 
validates_presence_of(:nombre, :message => "Debe introducir el nombre del 
usuario.") 
validates_presence_of(:clave, :message => "Debe introducir la clave del usuario.") 
validates_presence_of(:cuenta, :message => "Debe introducir la cuenta del usuario.") 
validates_uniqueness_of(:nombre, :message => "El nombre de usuario introducido ya 
existe.") 
validates_uniqueness_of(:cuenta, :message => "La cuenta de correo introducida ya 
existe.") 
validates_length_of(:nombre, :within => 8..10, :too_long => "La longitud máxima 
del nombre es de 10 caracteres.", :too_short => "La longitud mínima del nombre es 
de 8 caracteres.") 
validates_length_of(:clave, :within => 8..10, :too_long => "La longitud máxima del 
password es 10 caracteres.", :too_short => "La longitud mínima del password es de 8 
caracteres.") 
end 
 
class Proyecto < ActiveRecord::Base 
belongs_to :categoria 
belongs_to :usuario 
has_many :comentarios 
has_many :capitulos 
validates_presence_of(:titulo, :message => "Debe introducir el título del proyecto.") 
validates_uniqueness_of(:titulo, :message => "El título del proyecto introducido ya 
existe.") 
end 
 
class Comentario < ActiveRecord::Base 
belongs_to :proyecto 
belongs_to :usuario 
validates_presence_of(:contenido, :message => "Debe introducir el texto del 
comentario.") 
end 
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Figura LVIII  Validaciones y relaciones de Capítulo y Navegador. 
6.6. Enrutamiento. 
En Rails el controlador es el encargado de dar respuesta a las peticiones de los 
usuarios. Un controlador es una clase que agrupa un conjunto de funciones llamadas 
acciones destinadas a responder a cada una de las peticiones de los usuarios 
mostrando la vista asociada a cada una de ellas, generando la respuesta directamente o 
redirigiendo la petición hacia otra acción. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LIX  Estructura del controlador. 
 
class Capitulo < ActiveRecord::Base 
belongs_to :proyecto 
validates_presence_of(:titulo,  :message => "Debe introducir el título del capítulo.") 
validates_presence_of(:texto, :message => "Debe introducir el contenido del 
capítulo.") 
validates_uniqueness_of(:titulo, :message => "El título introducido ya existe.") 
end 
 
class Navegador < ActiveRecord::Base 
belongs_to :usuario 
validates_uniqueness_of(:sesion) 
end 
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Anteriormente, al generar el scaffold,  para cada entidad se creó un controlador con 
siete acciones (index, show, new, edit, create, update y destroy). 
 
Estas acciones dan respuesta a las cuatro operaciones básicas sobre la base de datos 
(Crear, Mostrar, Editar y Borrar) y la operación Listado. 
 
El controlador no maneja directamente las peticiones, el sistema de enrutamiento se 
encarga de esta función validándolas con las reglas de enrutamiento definidas en el 
fichero routes.rb. 
 
Para cada petición busca la primera regla de enrutamiento que se ajusta su estructura y 
selecciona el controlador y la acción específicos para dar respuesta de forma correcta 
a esta petición. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LX  Fichero routes.rb. 
 
En la imagen se observa que hay una entrada por cada entidad del modelo de datos, 
que se creó de forma automática mediante scaffold. Las dos últimas líneas representan 
el enrutamiento por defecto, de forma que para cada petición al estilo \categorias\new 
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o \categorias\show\1 se produce la respuesta mediante el controlador Categorías y la 
acción new o la acción show y la instancia 1 respectivamente de este controlador. 
 
Las líneas al estilo map.resurces :controlador, donde controlador representa uno de 
los controladores generados (Categorías, Usuarios, Proyectos, Capítulos, 
Comentarios o Navegadores), representan uno de los tipos de enrutamiento que Rails 
utiliza. 
 
Este enrutamiento se caracteriza por establecer entre las operaciones HTTP (Get, Post, 
Put y Delete) y las siete acciones definidas dentro del controlador la siguiente 
correspondencia: 
 
 
 
 
 
 
 
 
Figura LXI  Correspondencia entre las acciones y las operaciones HTTP. 
 
De esta forma se pueden realizar las operaciones básicas sobre cualquier recurso del 
sistema con las acciones definidas en HTTP y su correspondiente ruta, siguiendo la 
filosofía de la arquitectura Rest. 
 
Para que el enrutamiento definido se ajuste a la estructura del modelo de datos 
definido en el proyecto es necesario establecer las relaciones entre entidades, no sólo a 
nivel del modelo, sino también a nivel de enrutamiento. 
 
En el fichero creado por defecto cada recurso es independiente de los otros, con lo 
cual es necesario modificarlo para reflejar esta estructura de recursos anidados 
mediante lo que en Rails se conoce como Nested Routes. 
 
GET  /categorias  {:controller=>"categorias", :action=>"index"} 
POST  /categorias  {:controller=>"categorias", :action=>"create"} 
GET  /categorias/new {:controller=>"categorias", :action=>"new"} 
GET  /categorias/:id/edit {:controller=>"categorias", :action=>"edit"} 
 
GET  /categorias/:id {:controller=>"categorias", :action=>"show"} 
PUT  /categorias/:id {:controller=>"categorias", :action=>"update"} 
DELETE /categorias/:id {:controller=>"categorias", :action=>"destroy"} 
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El aspecto final del fichero routes.rb es: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXII  Nested Routes. 
 
La filosofía es la misma que en el caso anterior, con la diferencia que ahora se da 
respuesta a rutas del estilo \categorias\1\proyectos\2, donde se pretende acceder al 
segundo proyecto de la categoría 1. 
 
Adicionalmente se ha eliminado el enrutamiento por defecto y se creado la ruta raíz 
del portal con la regla: 
 
 
Figura LXIII  Regla de enrutamiento para indicar la raíz del portal. 
 
Mediante la herramienta Rake se puede obtener el listado completo de rutas válidas 
para el fichero routes.rb: 
 
 
 
 
map.root :controller => “proyectos”, :action => “ver_categorias” 
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Figura LXIV  Conjunto de rutas definidas para el proyecto. 
6.7. Estadísticas. 
Hasta este punto el entorno ha generado de forma automática el código necesario para 
dotar de funcionalidad al proyecto, excepto en las relaciones y validaciones 
introducidas en el modelo y las reglas de enrutamiento definidas. 
 
Con esta estructura es posible realizar cualquier operación sobre los recursos del 
sistema, obteniendo por respuesta la vista por defecto asociada a cada acción. 
 
Con la herramienta Rake se pueden obtener las estadísticas del proyecto: 
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Figura LXV  Estadísticas del proyecto. 
6.8. Aspecto de la aplicación. 
Se inicia el servidor y se realiza una petición: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXVI Pantalla de bienvenida de Rails. 
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Aunque se definió la raíz del portal, se muestra la pantalla de bienvenida por defecto 
contenida en el fichero index.html. Para que la ruta introducida se ejecute es necesario 
eliminar este fichero y crear la acción ver_categorias en el controlador Proyectos. 
 
 
 
Figura LXVII  Acción ver_categorías. 
 
El resultado de la acción se traduce en una redirección hacia el controlador Categorías 
que ejecuta la acción por defecto (index). La pantalla que se muestra en esta ocasión 
contiene la vista asociada a esta acción: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXVIII  Vista de la acción index del controlador Categorías. 
 
En Rails las vistas asociadas a cada acción no son documentos html completos, sino 
fragmentos de código que forman parte del cuerpo. El documento completo que 
contiene a estos fragmentos se define dentro de la carpeta layouts, de forma que cada 
controlador toma por defecto el layout que lleva su nombre en caso de no definirse 
uno específicamente. 
def ver_categorias 
redirect_to :controller => "categorias" 
end 
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Cuando se genera el scaffold, para cada recurso se crea un fichero de layout y una 
hoja de estilos como se observa en la figura: 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXIX Layout del controlador Categorías. 
 
Mediante la sentencia yield se indica el lugar donde la vista asociada a cada acción se 
incrusta. Para la acción index, el código html a mostrar se encuentra dentro del fichero 
index.html.erb de la carpeta categorías: 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXX  Fichero index.html.erb. 
 
 
Portal Web 2.0 71 
En este proyecto se han eliminado los layouts y la hoja de estilos generados por 
scaffold y se utiliza el fichero portal.html.erb: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXI Contenido del fichero portal.html.erb. 
 
Como se refleja en la estructura del documento, se compone de un conjunto de capas 
destinadas a contener los siguientes elementos:  
• La capa cabecera contiene las imágenes que forman la cabecera de la página. 
• En la capa variables se encuentran los campos de entrada de datos ocultos que 
contienen los valores necesarios para que el cliente se identifique, comunique 
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01//EN" 
"http://www.w3.org/TR/html4/strict.dtd"> 
<html> 
 <head> 
  <meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" /> 
  <meta name="author" content="barhidjo" /> 
  <title>EUPMT : Proyectos</title> 
  <%= stylesheet_link_tag 'proyectos' %> 
  <%= javascript_include_tag :defaults %> 
  <%= javascript_include_tag 'BigInt.js' %> 
  <%= javascript_include_tag 'gibberish-aes.js' %> 
 </head> 
 <body> 
 <div id="contenedor_general"> 
  <div id="cabecera"> 
   <%= render :file => "layouts/_cabecera.html.erb", :use_full_path => true %> 
  </div> 
  <div id="variables"></div> 
  <div id="registro"> 
   <% if (flash[:aviso]=="AVISO") %> 
    <%= render :file => "layouts/_registro.html.erb", :use_full_path => true, 
      :locals => {:direccion => flash[:direccion], 
       :titulo => flash[:aviso]} %> 
   <% end %> 
  </div> 
  <div id="edicion"></div> 
  <div id="navegacion"> 
   <%= render :file => "layouts/_navegacion.html.erb", :use_full_path => true %> 
  </div> 
  <div id="capit"><%= yield :capit %></div> 
  <div id="comen"><%= yield :comen %></div> 
  <div id="volcado"><%= yield :volcado %></div> 
  <div id="pie"> 
   <%= render :file => "layouts/_pie.html.erb", :use_full_path => true %> 
  </div> 
 </div> 
 </body> 
</html> 
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al servidor el estado actual de la zona de entidades públicas y pueda realizar la 
encriptación. 
• La capa registro donde se realiza el  control de acceso para los usuarios 
registrados. 
• La capa edición se destina a la barra de edición. 
• La capa navegación contiene los enlaces para desplazarse entre los diferentes 
recursos. 
• La capa capit contiene los capítulos visualizados. 
• La capa coment contiene la sección de comentarios. 
• La capa volcado recibe todas las respuestas a las peticiones AJAX. 
• La capa pie contiene el pie de la página Web. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXII  Estructura del fichero portal.html.erb. 
 
En la hoja de estilos proyectos.css se definen los estilos utilizados en el proyecto. 
Adicionalmente se incluyen las librerías JavaScript incluidas en el entorno para 
realizar AJAX, la librería gibberish-aes.js para realizar la codificación y la librería 
BigInt.js para trabajar con números que exceden la capacidad de los tipos definidos en 
JavaScript. 
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Para simplificar el fichero portal.html.erb el contenido de estas capas se encuentra en 
los ficheros parciales etiquetados con el mismo nombre que la capa y que se enlazan 
mediante la sentencia render. 
6.9. Control de admisión. 
El portal diferencia entre dos tipos de usuarios en función de si se han dado de alta en 
el sistema (usuarios registrados) o no (usuarios no registrados). El modelo Usuario 
representa al grupo de usuarios registrados, diferenciándolos según el valor del 
atributo rol en dos perfiles (user y admin). 
 
A su vez, cada usuario registrado se asocia a una o varias conexiones, tantas como se 
tengan abiertas, que se representan con el modelo Navegador. 
 
Inicialmente cada nueva conexión que se establece corresponde a un usuario no 
registrado y por lo tanto no es necesario crear una nueva instancia del modelo 
Navegador. Todo usuario es libre de mantener esta condición desde la cual sólo tiene 
privilegios para ejecutar la acción Mostrar sobre las entidades públicas y como 
contrapartida no se le exige ningún tipo de requerimiento en su sistema. 
 
El siguiente nivel implica pasar a ser un usuario registrado, para lo cual es 
imprescindible habilitar JavaScript en el navegador con el fin de realizar la 
codificación de datos, identificar cada conexión y realizar peticiones asíncronas. 
Aunque Rails soporta el uso de sesiones, esto implica habilitar las cookies en el 
sistema del usuario, por lo que se ha optado por crear el recurso Navegador, que con 
un funcionamiento similar no las requiere. 
 
El proceso de creación de una nueva instancia del modelo Navegador se inicia en el 
lado cliente. Como se comentó anteriormente en la estructura del fichero 
portal.html.erb, la capa variables contiene los campos de entrada de datos ocultos que 
almacenan los valores que identifican la conexión, permiten realizar la encriptación y 
guardan el estado de la navegación en la zona de entidades públicas. 
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Estos campos permanecen presentes en el documento mostrado por el navegador 
mientras no se modifique el estado de la conexión (Logout), ya que todas las 
peticiones  son realizadas siguiendo las técnicas AJAX y las respuestas generadas no 
implican el refresco de toda la pantalla. 
 
En este sentido, Rails facilita enormemente la labor de programación al incorporar 
funciones que generan de forma automática todo el código JavaScript necesario para 
realizar las peticiones asíncronas. 
 
El primer paso comienza al establecer la conexión, los campos de entrada de datos 
contenidos en el fichero parcial _variables1.html.erb se insertan en el documento, 
junto con una llamada a la función dfh1. 
 
 
 
 
 
Figura LXXIII  Fichero _variables.html.erb. 
 
Esta función genera el valor que se envía al servidor en la primera fase del 
intercambio de claves Diffie-Hellman. 
 
 
 
 
 
 
 
 
 
 
Figura LXXIV  Esquema del intercambio Diffie-Hellman. 
 
 
<%= update_page_tag do |page| 
 page.replace_html 'variables', '<input id="valorb" type="hidden" maxlength=320>' 
 page.insert_html :bottom, 'variables', '<input id="valorB" type="hidden" maxlength=320>' 
 page.insert_html :bottom, 'variables', '<input id="ruta" type="hidden" maxlength=320 value="/categorias">' 
 page.insert_html :bottom, 'variables', '<input id="sesion" type="hidden" maxlength=320 value="">' 
 page.call 'dfh1' 
end%> 
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Figura LXXV  Función dfh1. 
 
En el momento que se inicia el proceso de identificación (enlace Login) o de registro 
(enlace Registrarse), se envía este valor al servidor para que realice la siguiente fase 
del intercambio de claves. 
 
El controlador Navegadors se encarga de responder a la petición del cliente mediante 
la acción edit en caso de identificación o con la acción new en caso de registro. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXVI  Funciones new y edit del controlador Navegadors. 
 
En ambos casos se calcula el valor A y el valor de la clave simétrica y el vector de 
inicialización a partir del valor K mediante la función privada dfh. 
 
 
function dfh1(){ 
 
 var p = str2bigInt("100000000000000003",10,0); 
 var g = str2bigInt("2",10,0); 
 var b = randBigInt(60,1); 
 var valB = powMod(g,b,p); 
 document.getElementById("valorb").value = bigInt2str(b,10); 
 document.getElementById("valorB").value = bigInt2str(valB,10); 
} 
  def new 
      if (params[:usuario_id]=="0") 
        k = dfh(params[:valorB].to_i) 
        @valorA = k[0] 
        @sesion=Navegador.crearNavegador(k[1],k[2]) 
      else 
        @navegador = Navegador.new 
      end 
  end 
 
  def edit 
      if (params[:usuario_id]=="0") 
        k = dfh(params[:valorB].to_i) 
        @valorA = k[0] 
        @sesion=Navegador.crearNavegador(k[1],k[2]) 
      else 
        @navegador = Navegador.find(params[:id]) 
      end 
  end 
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Figura LXXVII  Función privada dfh del controlador Navegadors. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXVIII  Método crearNavegador del modelo Navegador. 
  def Navegador.crearNavegador(clave,iv) 
     i = 1 
     navegador = Navegador.find(:first, :conditions => {:id => i}) 
     until (navegador==nil) 
       i= i+1 
       navegador = Navegador.find(:first, :conditions => {:id => i}) 
     end 
     navegador = Navegador.new 
     navegador.id=i 
     navegador.vectorK=clave 
     navegador.vectorIV=iv 
     fin=0 
     until (fin==1) 
       rango_superior = 1000000000000000000000000000000 
       rango_inferior = 10000000000000000000000000000 
       sesion = (rand*(rango_superior-(rango_inferior-1))).floor + rango_inferior 
       navegador.sesion = sesion.to_s 
       if (navegador.save) 
          fin=1 
       end 
     end 
     return navegador.sesion 
  end 
  def dfh(valB) 
     p = 100000000000000003 
     g = 2 
     rango_superior = 300 
     rango_inferior = 60 
     a = (rand*(rango_superior-(rango_inferior-1))).floor + rango_inferior 
     valA = ((g**a)%p).to_s 
     valK = ((valB**a)%p).to_s 
 
     if (valK.length>=16) 
       secIV=valK[0..15] 
       if(valK.length>=32) 
          secK=valK[0..31] 
       else 
          secK=secIV+secIV; 
       end 
     else 
       for i in 1..((16/valK.length).floor) 
          secIV = secIV + valK; 
       end 
       secIV = secIV + valK[0..((16%valK.length)-1)] 
       secK=secIV+secIV; 
     end 
 
     return [valA,secK,secIV] 
  end 
Portal Web 2.0 77 
Con estos valores se crea una nueva entrada en la tabla Navegadors que contiene la 
clave simétrica (atributo vectorK) y el vector de inicialización (atributo vectorIV) 
calculados, además de un número de sesión (atributo sesion), mediante el método 
crearNavegador de la clase Navegador. 
 
La respuesta se envía mediante las vistas \views\navegadors\new.html.erb: 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXIX  Fichero \views\navegadors\new.html.erb. 
 
y \views\navegadors\edit.html.erb: 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXX  Fichero \views\navegadors\edit.html.erb. 
<% if (params[:usuario_id]=="0") %> 
 <%= update_page_tag do |page| 
  page.replace_html 'selectorZona', '' 
  page.replace_html 'navegacion', '' 
  page.replace_html 'capit', '' 
  page.replace_html 'comen', '' 
  page.insert_html :bottom, 'variables', :file => "layouts/_variables2.html.erb", :use_full_path 
=> true 
  page.call 'dfh2',"('"+@valorA+"')" 
  page << "document.getElementById('sesion').value = '"+@sesion+"';" 
  page.replace_html 'registro', :file => "layouts/_registro.html.erb", :use_full_path => true, 
                    :locals => {:titulo => "Datos de usuario", 
             :direccion=> navegadors/_datosLogin.html.erb"} 
page<<"document.getElementById('envioRuta').value= 
document.getElementById('ruta').value;" 
 end%> 
<% end %> 
<% if (params[:usuario_id]=="0") %> 
 <%= update_page_tag do |page| 
  page.replace_html 'selectorZona', '' 
  page.replace_html 'navegacion', '' 
  page.replace_html 'capit', '' 
  page.replace_html 'comen', '' 
  page.insert_html :bottom, 'variables', :file => "layouts/_variables2.html.erb", :use_full_path 
=> true 
  page.call 'dfh2',"('"+@valorA+"')" 
  page << "document.getElementById('sesion').value = '"+@sesion+"';" 
  page.replace_html 'registro', :file => "layouts/_registro.html.erb", :use_full_path => true, 
                    :locals => {:titulo => "Datos de usuario", 
            :direccion=>"navegadors/_datosRegistro.html.erb"} 
  page << "document.getElementById('numSesion').value = '"+@sesion+"';" 
page<<"document.getElementById('envioRuta').value= 
document.getElementById('ruta').value;" 
 end%> 
<% end %> 
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encargadas de insertar los campos de entrada de datos contenidos en 
_variables2.html.erb, crear la llamada a la función dfh2, asignar el valor de sesión al 
campo de entrada de datos sesión y mostrar los formularios de login y registro 
respectivamente. 
 
En el navegador mediante la función dfh2 se calcula de la misma forma que en el 
servidor la clave simétrica y el vector de inicialización a partir del valor K calculado. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura LXXXI  Función dfh2. 
 
En este momento la capa variables contiene todos los campos de entrada de datos 
ocultos con los valores necesarios para realizar la identificación y la encriptación. A 
partir de este instante cada petición que se realice se acompaña del parámetro 
numSesion destinado a identificar cada conexión. 
 
La encriptación se utiliza para ocultar los datos de usuario enviados al servidor, que se 
realiza mediante la librería gibberish-aes.js y las funciones: 
 
function dfh2 (valA){ 
 var p = str2bigInt("100000000000000003",10,0); 
 var g = str2bigInt(valA,10,0); 
 var b = str2bigInt(document.getElementById("valorb").value,10,0); 
 var valK = powMod(g,b,p); 
 var secK=""; 
 var secIV=""; 
 valK = bigInt2str(valK,10);  
 if (valK.length>=16){ 
  secIV=valK.substring(0,16); 
  if(valK.length>=32){ 
   secK=valK.substring(0,32); 
  }else{ 
   secK=secIV+secIV; 
  } 
 }else{ 
  for (var i=1; i<=(Math.floor(16/valK.length)); i++){ 
   secIV = secIV + valK; 
  } 
  secIV = secIV + valK.substring(0,((16%valK.length)+1)); 
  secK=secIV+secIV; 
 } 
    document.getElementById("clave").value = secK; 
 document.getElementById("vector").value = secIV; 
} 
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Figura LXXXII  Funciones de encriptación en el lado cliente. 
 
Esta librería permite realizar encriptación de clave simétrica AES CBC de 256 bits de 
forma completamente compatible con Openssl, que es el módulo que se utiliza en el 
servidor para realizar la codificación. 
  
La respuesta con los datos del usuario se envía al servidor, que resuelve la petición 
mediante las acciones update en el caso de la identificación y create en caso de 
registro. 
 
 
 
 
 
 
 
 
 
 
 
 
 
function ocultar(elemento){ 
 var texto = document.getElementById(elemento).value; 
 var c = document.getElementById("clave").value; 
 var vec = document.getElementById("vector").value; 
 if (texto.length>0){ 
  document.getElementById(elemento).value = codificar(texto,c,vec); 
 } 
} 
 
function codificar(texto,clave,iv){ 
 texto = GibberishAES.s2a(texto); 
 clave = GibberishAES.s2a(clave); 
 iv = GibberishAES.s2a(iv); 
 return 
GibberishAES.Base64.encode(GibberishAES.rawEncrypt(texto,clave,iv)); 
} 
  def create 
    if (params[:usuario_id]=="0") 
      @navegador=Navegador.buscar(params[:numSesion]) 
      @usuario = Usuario.new 
      @usuario.id = buscarPrimero(@usuario.class) 
      @usuario.rol = "user" 
      @usuario.nombre = 
crypt(Base64.decode64(params[:nombre]),@navegador.vectorK,@navegador.vectorIV,2) 
      @usuario.clave = 
crypt(Base64.decode64(params[:password]),@navegador.vectorK,@navegador.vectorIV,
2) 
      @usuario.cuenta = 
crypt(Base64.decode64(params[:cc]),@navegador.vectorK,@navegador.vectorIV,2) 
      if (@usuario.save) 
        @navegador.usuario_id = @usuario.id 
        @navegador.save 
        render(:file => "navegadors/_entrar.html.erb", :use_full_path => true) 
      else 
         render(:file => "share/_mensaje.html.erb", :use_full_path => true, 
                :locals => {:inicio => true}) 
      end 
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Figura LXXXIII  Acciones create y update del controlador Navegadors. 
    else 
      @navegador = Navegador.new(params[:navegador]) 
 
      respond_to do |format| 
        if @navegador.save 
          flash[:notice] = 'Navegador was successfully created.' 
          format.html { redirect_to(@navegador) } 
          format.xml  { render :xml => @navegador, :status => :created, :location => 
@navegador } 
        else 
          format.html { render :action => "new" } 
          format.xml  { render :xml => @navegador.errors, :status => :unprocessable_entity } 
        end 
      end 
    end 
  end 
 
  def update 
    if (params[:usuario_id]=="0") 
      @navegador=Navegador.buscar(params[:numSesion]) 
      nombre = 
crypt(Base64.decode64(params[:nombre]),@navegador.vectorK,@navegador.vectorIV,2) 
      clave = 
crypt(Base64.decode64(params[:password]),@navegador.vectorK,@navegador.vectorIV,
2) 
      @usuario = Usuario.find(:first, :conditions => { :nombre => nombre, :clave => clave 
}) 
      if (@usuario==nil) 
        @navegador.destroy 
        render(:file => "share/_error.html.erb", :use_full_path => true, 
               :locals => {:inicio => true}) 
      else 
        @navegador.usuario_id = @usuario.id 
        @navegador.save 
        flash[:login] = true 
        render(:file => "navegadors/_entrar.html.erb", :use_full_path => true) 
      end 
    else 
      @navegador = Navegador.find(params[:id]) 
 
      respond_to do |format| 
        if @navegador.update_attributes(params[:navegador]) 
          flash[:notice] = 'Navegador was successfully updated.' 
          format.html { redirect_to(@navegador) } 
          format.xml  { head :ok } 
        else 
          format.html { render :action => "edit" } 
          format.xml  { render :xml => @navegador.errors, :status => :unprocessable_entity } 
        end 
      end 
    end 
  end 
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Ambas acciones decodifican los datos recibidos, validan la información y en caso 
afirmativo se asigna el valor usuario_id de la entrada creada anteriormente con el 
correspondiente identificador de usuario. De esta forma, para las próximas peticiones 
se busca la instancia de la clase Navegador con el atributo sesión que coincida con el 
parámetro numSesión enviado y se obtiene el usuario que realiza la conexión con el 
fin de asignarle las herramientas correspondientes a su perfil. La acción create 
introduce la variación de crear un nuevo registro en tabla de Usuarios de la base de 
datos en base a los datos enviados en el formulario de registro. 
 
Si la validación de los datos no resulta positiva, la entrada de la tabla Navegadors 
realizada anteriormente se elimina y se retorna a la dirección raíz del portal. 
6.10. Filtros. 
En todo este proceso la necesidad de tener activado JavaScript en el navegador resulta 
vital, por esta razón se definen filtros que se aplican en todos los controladores antes 
de las acciones que envuelven las operaciones de los usuarios registrados. 
 
Otro punto clave en la  seguridad radica en asegurar que cada usuario sólo pueda 
acceder a las acciones vinculadas a su condición y perfil. Con este objetivo se aplican 
filtros en cada controlador antes de ejecutar las acciones sensibles, tanto para 
determinar su perfil, como para asegurar la presencia y la validez del parámetro 
numSesion. 
 
Estos filtros se sitúan al inicio de cada controlador, indicando su ámbito de aplicación 
de forma general o solo sobre determinadas acciones:  
 
 
 
 
 
 
Figura LXXXIV  Filtros del controlador Categorías. 
 
  before_filter :verificarScript, :except => [:index] 
  verify :params => 'numSesion', 
            :except => [:index], 
            :render => {:file => "share/_error.html.erb", :use_full_path => true, 
                        :locals => {:inicio => true}} 
  before_filter :validarSesion, :except => [:index] 
  before_filter :validarPerfil, :only => [:show, :destroy ] 
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Tomando como ejemplo el controlador Categorías, se verifica la activación de 
JavaScript mediante la función verificarScript sobre todas las acciones excepto la 
acción index que responde a la operación Mostrar de una entidad pública y por lo 
tanto no lo requiere: 
 
 
 
 
 
 
 
 
 
Figura LXXXV  Función verificarScript. 
 
La validez del parámetro numSesion se verifica con la función validarSesion: 
 
 
 
 
Figura LXXXVI Función validarSesion. 
 
La condición de usuario con perfil admin se determina con la función validarPerfil: 
 
 
 
 
 
 
 
 
 
Figura LXXXVII  Función validarPerfil. 
  def validarPerfil 
    usuario = identificarMiembro 
    unless (usuario.rol=="admin") 
      unless(params[:controller]=="navegadors" and params[:action]=="destroy" 
and params[:usuario_id]=="0" and params[:id]=="0") 
        navegador = Navegador.buscar(params[:numSesion]) 
        navegador.destroy 
        render(:file => "share/_error.html.erb", :use_full_path => true, 
                :locals => {:inicio => true}) 
      end 
    end 
     
  end 
  def validarSesion 
    render(:file => "share/_error.html.erb", :use_full_path => true, 
            :locals => {:inicio => true}) unless 
(Navegador.validarSesion(params[:numSesion])) 
  end 
  def verificarScript 
    unless (request.xhr?) 
      if 
((((request.path_parameters())["action"]=="edit")or((request.path_parameters())[
"action"]=="new")) and ((request.path_parameters())["usuario_id"]=="0")) 
        flash[:aviso] = "AVISO" 
        flash[:direccion] = "share/_aviso.html.erb" 
        render(:file => "layouts/portal", :use_full_path => true) 
      else 
        redirect_to "/" 
      end 
    end 
  end 
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El funcionamiento sobre el resto de controladores es idéntico, variando únicamente el 
ámbito de aplicación en función de las características de la entidad que represente. 
6.11. Gestión de las peticiones. 
La única petición sin restricciones sobre el grupo de las entidades públicas 
(Categorías, Proyectos, Capítulos, y Comentarios) consiste en obtener el valor de sus 
atributos mediante la acción Mostrar. 
 
En el caso de Categorías, Proyectos y Comentarios se responde mediante las acciones 
index y su correspondiente vista. Para Capítulos se necesita la intervención de las 
acciones index y show y las vistas asociadas. 
 
Este conjunto  de acciones permiten la navegación entre las instancias pertenecientes a 
las entidades públicas y se encargan de visualizar la barra de edición para aquellos 
usuarios que acrediten la condición de usuarios registrados. 
 
La característica esencial de este grupo radica en la posibilidad de gestionar peticiones 
AJAX y peticiones que no lo sean, ya que los usuarios que acceden pertenecen a los 
tres perfiles de navegación. De esta forma, los usuarios registrados realizan peticiones 
asíncronas etiquetadas con el parámetro numSesión, que es utilizado en el servidor 
para determinar su condición y perfil. 
 
La barra de edición sólo es un conjunto de enlaces a las acciones reservadas para los 
usuarios registrados. Estas acciones dan respuesta a las tres operaciones básicas 
restantes (Crear, Editar y Borrar). 
 
Para cada recurso la operación Crear implica la intervención de las acciones new y 
create. La primera se encarga de enviar al navegador el formulario de datos a 
cumplimentar, mientras que la segunda valida los datos recibidos en ese mismo 
formulario en forma petición desde el navegador. En caso validación positiva se 
produce una nueva entrada en la tabla correspondiente de la base de datos, mientras 
que en caso contrario se muestra el mensaje de error y se invoca nuevamente la vista 
de la acción new. 
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Un proceso similar ocurre con la operación Editar, que requiere de la intervención de 
las acciones edit y update. Ambas acciones siguen el mismo patrón descrito en el caso 
anterior. 
 
La operación Borrar se gestiona mediante la acción destroy, que se encarga de borrar 
la instancia seleccionada de la tabla correspondiente. 
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7. Conclusiones. 
 
Realizando una valoración de los resultados obtenidos a partir de los objetivos inicialmente 
fijados se puede decir que en general se aproximan en gran medida a las expectativas 
iniciales. 
 
Del análisis de los diferentes factores que caracterizan el concepto Web 2.0 se han 
seleccionado los elementos que en esencia representan esta filosofía, la capacidad de 
aportar contenidos y la interacción social. 
 
En segundo lugar, tras realizar un estudio de los diferentes entornos de desarrollo se ha 
apostado por Ruby on Rails, que aunque relativamente joven, sorprende la flexibilidad y la 
capacidad de producción que el entorno ofrece. Esto se debe en parte a Ruby, el sencillo, 
pero potente lenguaje de programación que utiliza. 
 
En base a estos dos pilares se ha construido el portal objeto del proyecto, que aunque no 
recoge todas las características que representan a la Web 2.0, se ajusta bastante a la esencia 
del concepto que representa. 
 
Finalmente resaltar las posibles mejoras a introducir en el portal, especialmente en lo 
referente a la integridad de la información de la base de datos, soporte para la edición en 
línea y el etiquetado de contenidos. 
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