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L’objectif de ce chapitre est de présenter succinctement les travaux de cette thèse :
son positionnement, la problématique traitée et les contributions effectuées. Il permet
au lecteur d’avoir un résumé reprenant les éléments essentiels de cette thèse. Chacun
d’eux sera présenté plus précisément dans le reste du manuscrit.
1.1 Les centres de données physiques et virtuels
Cette thèse se positionne dans le domaine du cloud computing. Le cloud computing
est à la fois un nouveau modèle d’utilisation des ressources de calculs et un nouveau
modèle économique pour les éditeurs logiciels. Les fondements du cloud computing
sont : l’externalisation des applications et le paiement à la demande.
L’externalisation des applications impose un nouveau modèle technologique. L’ap-
plication n’est plus exécutée sur la machine de l’utilisateur, mais hébergée sur un serveur
distant. Il est donc nécessaire que le client dispose d’une connexion internet pour accé-
der à l’application. Dans ce modèle, l’éditeur logiciel ne se contente plus de simplement
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vendre l’application, mais se doit également de l’héberger. Suivant le nombre de ses
clients, l’éditeur logiciel se doit de maintenir une infrastructure matérielle permettant
d’exécuter convenablement l’application. Cette infrastructure peut donc comporter de
quelques serveurs à plusieurs milliers. Pour exemple, la Direction générale des Finances
publiques propose depuis 2009 la déclaration en ligne des revenus des particuliers. Cette
application nécessite l’utilisation de plus de 5000 serveurs pour absorber les 9 millions
d’utilisateurs. Ces serveurs physiques sont hébergés dans des salles informatiques dé-
diées, nommées centres de données, ou sont contrôlés en permanence la température,
l’hygrométrie, le niveau de poussière et le niveau sonore. En plus de ces contrôles per-
manents, le centre de données doit disposer d’équipement redondant pour assurer une
haute disponibilité de son infrastructure (plusieurs alimentations, climatisation, réseau
électrique etc.), ce qui entraîne des coûts de construction et de maintenance très im-
portants. La construction d’une telle salle n’est justifiée que pour les éditeurs logiciels
possédant plusieurs milliers de clients comme Google, Amazon, Facebook, Apple etc.
Dans la très grande majorité des cas, les éditeurs logiciels louent des ressources ma-
térielles dans des centres d’hébergement. Avant l’arrivé du cloud computing, l’éditeur
achetait ou louait des serveurs physiques dédiés installés physiquement dans un centre
de données. Ces coûts restaient très important si bien que peu d’applications étaient dé-
ployées. En effet, les coûts étaient reportés sur les utilisateurs des services et seules les
applications critiques ou à forte valeur ajoutée pouvaient être déployées sur ce modèle.
A l’instar du co-voiturage, le principe du cloud computing consiste à ne louer aux
éditeurs qu’une partie du serveur. Le serveur étant mutualisé, les coûts de fonctionne-
ment en sont très réduits. Ces fractions de serveurs sont appelés des serveurs virtuels. À
la charge des fournisseurs de serveurs virtuels de maintenir l’infrastructure matérielle, et
aux éditeurs logiciels de mettre en place un modèle économique pour leurs applications.
Pour que ce modèle économique soit viable il est nécessaire que le coût de location des
serveurs virtuels soit le plus faible possible.
Le coût d’un serveur virtuel peut se décomposer en deux parties. La première est
liée à l’investissement (construction de la salle, achat du serveur etc.), la seconde est
liée au fonctionnement. Le coût de fonctionnement d’un serveur est composé lui-même
de deux parties. La première est liée à la maintenance du serveur (salaire des administra-
teurs, maintenance des logiciels de base etc.) et la deuxième liée à l’énergie électrique
consommée par le serveur et par les équipements nécessaires à son fonctionnement
(Climatisation, switch réseaux etc.). Cette part du coût de fonctionnement n’a cessé de
croître depuis plusieurs années, d’une part parce que l’énergie électrique est toujours
de plus en plus chère, et d’autre part car les serveurs n’ont cessé de se densifier en
équipement.
Dans un centre de données, maîtriser les coûts de fonctionnement est une condition
nécessaire pour proposer des serveurs virtuels à bas coût. L’objectif de cette thèse est de
proposer une solution dédiée permettant la maîtrise énergétique des centres de données.
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1.2 Une consommation électrique toujours grandissante
Les centres de données sont généralement sur-dimensionnés pour assurer la qualité de
service des applications hébergées. Une étude réalisée par Google sur un de leurs centres
de données, composé de 5 000 serveurs, décrit que le taux moyen d’utilisation CPU de
la plupart des serveurs varie entre 10% et 50% [BH07]. D’un point de vue énergétique,
cette sous utilisation entraîne des pertes électrique très importantes tant au niveau du
serveur que sur l’ensemble du centre de données. En effet, la consommation électrique
d’un serveur n’est pas proportionnelle à son activité : dans l’état idle sa consommation
électrique représente 50% à 80% de sa consommation en pleine charge [DHKC09]. Non
seulement les serveurs idle consomment de l’électricité sans valeur ajoutée, mais ils ont
un impact important sur la consommation électrique globale du centre de données.
Issue d’une étude réalisée par IBM [ME09], la figure 1.1 décrit la consommation
électrique de l’ensemble des éléments d’un centre de donnée classique. Pour 100 unités
d’énergie, 55 sont utilisées pour le bon fonctionnement des serveurs (climatisation, gé-
nérateur. . .). Les 45 restantes sont consommées par les serveurs. 70% de cette consom-
mation des serveurs est utilisée par des équipements autres que le CPU (périphériques
de stockage, ventilateur, conversion électrique . . .). La consommation du CPU est donc
réduit à 13.5 des 100 unités d’énergie initiales. Finalement, le serveur étant la plupart du
temps en mode idle, seuls 3% de l’électricité consommée par un centre de données est
utilisée pour exécuter les applications. 97% de l’électricité consommée par un centre de
données est utilisée pour refroidir les serveurs (du ventilateur interne jusqu’au système
de refroidissement de la salle), pour améliorer/garantir la chaîne électrique (onduleurs,
redresseur. . . ), maintenir le serveur en fonctionnement (par exemple dans l’état idle) ou
utilisés pour les équipements annexes (des consoles d’administration aux néons éclai-
rant la salle). De nos jours, le coût d’exploitation d’un serveur approche voir dépasse
son coût d’achat [Bar05].
FIGURE 1.1 – Répartition de la consommation électrique d’un centre de données clas-
sique (IBM, 2009)
En vue d’améliorer le taux d’utilisation des serveurs, un grand nombre de centres
de données ont déployé des systèmes de virtualisation, permettant d’offrir des serveurs
virtuels. Ces systèmes permettent de consolider un ensemble de serveurs virtuels sur un
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même serveur physique. En augmentant le taux d’utilisation des serveurs physiques, le
ratio de capacité de traitement par watt consommé s’accroît. Si la virtualisation a effecti-
vement permis d’augmenter ce ratio, elle n’a en revanche pas diminué le nombre de ser-
veurs physiques dans un centre [GL10]. En effet, la virtualisation apporte une flexibilité
dans l’administration des centres qui, comparée au déploiement de serveurs physiques,
permet de déployer très facilement de nouvelles machines virtuelles. En conséquence,
le nombre de machines virtuelles a fortement augmenté les cinq dernières année, ce qui
a à son tour augmenté la densité des centres (via, par exemple, l’utilisation de serveurs
lame) et en a finalement complexifié l’administration.
Or, augmenter la densité des centres de données impacte leur consommation élec-
trique. Les centres de données actuels sont classiquement dimensionnés à 10-20 kW
par armoire et jusqu’à 10-20 MW par centre. Pour une même surface au sol, les nou-
velles infrastructures de type serveur lame entraînent une consommation de 200 MW
par centre [Kat09]. Pour atteindre ces capacités, certains centres doivent modifier leurs
systèmes d’approvisionnement en électricité (comme celui des impôts à Noisiel), et cer-
taines entreprises (comme Microsoft, Google, ou Yahoo) doivent déployer les leurs près
d’une source de production électrique abondante et peu coûteuse [Gra09].
Dans un système idéal d’Energy-proportional computing, l’énergie consommée par
une application est nulle lorsqu’elle n’effectue aucun calcul et augmente linéairement
avec la charge applicative. Dans le carde des centres de données, l’énergie consommée
n’est pas liée uniquement au(x) serveur(s) exécutant l’application mais aussi aux équipe-
ments annexes à ces serveurs (climatisation, chaîne électrique. . . ). Cette consommation
est présentée dans la figure 1.2. Cette dernière présente la consommation électrique (en
ordonnée) totale (des serveurs et de la climatisation) d’un centre de données homogène
en fonction (en abscisse) de son taux d’utilisation et de divers algorithmes de placement
de tâches entrantes, appelées aussi jobs. Cette courbe a été réalisée par l’équipe d’Im-
pact Lab de l’Arizona State University [MBV+09], par simulation et met en évidence
le rôle primordial des algorithmes de placement des jobs dans les centres.
La première courbe de ce graphique (frange 1), représente la consommation élec-
trique optimale : la consommation électrique du centre est proportionnelle à la consom-
mation des ressources par les jobs. Nous remarquons qu’à charge nulle le centre de
données ne consommerait évidemment pas d’électricité tandis qu’à charge maximale,
ce dernier consommerait une valeur maximale pour cette courbe.
A l’inverse, la dernière courbe représente la consommation au pire cas d’un centre
de données. Ce pire cas correspond, lors de la montée en charge du centre de données,
à un algorithme de placement de jobs choisissant les serveurs les plus consommateurs
d’électricité et sollicitant le plus le CRAC (Computer Room Air Conditioner).
La frange numéro 2 de la figure 1.2 présente le gain obtenu en éteignant les serveurs
non utilisés. Nous remarquons que ce gain est d’autant plus important que le centre de
données est peu utilisé.
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FIGURE 1.2 – Consommation électrique totale d’un centre de données
La frange numéro 3 représente le gain électrique avec l’utilisation d’un algorithme
de répartition de charge thermique. Le principe de l’algorithme est de choisir en priorité,
lors de la montée en charge, les serveurs sollicitant peu le CRAC.
La frange numéro 4 représente le gain énergétique pour un algorithme de placement
prenant en compte la consommation électrique des serveurs, en affectant les jobs aux
serveurs les moins énergivores.
La dernière frange 5 représente le gain potentiel en optimisant le placement des
racks et serveurs via un réaménagement physique du centre de données.
Notre objectif est de proposer un système EPC (Energy Proportional Compu-
ting) complet, et plus spécifiquement un service de placement de serveur virtuel
orienté énergie, s’appuyant sur les fonctionnalités de la virtualisation, prenant en
compte l’énergie consommée par les serveurs (adressant la frange 4) et la dissipa-
tion thermique des serveurs (frange 3).
1.3 Une solution flexible, efficace et agnostique pour la
maîtrise énergétique des centres de données
De nombreux travaux se sont appuyés sur la virtualisation pour développer des systèmes
de consolidation dynamique des charges [MGW09], mais peu cependant ont intégré la
dimension énergétique. Le système de consolidation développé dans le cadre de la thèse
de Fabien Hermenier (BTRPLACE) a comme objectif de minimiser le nombre de ser-
veurs utilisés, les serveurs inutilisés pouvant être éteints. Le développement de Snooze
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quant à lui [FRM12] s’attache à passer à l’échelle le système de gestion en le distri-
buant dans le centre, répartissant ainsi la charge de calcul. L’initiative la plus aboutie est
celle du Barcelona Supercomputing Center (BSC) et du Technical University of Cata-
lonia (UPC) qui propose dans Emotive Cloud [AT09] un environnement permettant le
développement d’ordonnanceurs prenant en compte la consommation électrique dans le
processus de consolidation.
Dans le cadre de cette thèse, nous avons étendu le système Entropy pour :
• Le rendre modulaire et intégrer à la demande au système de placement des vues
énergétiques, thermiques, électriques ou autres.
• Le rendre plus efficace en développant des heuristiques de placement au sein du
solveur associés aux modèles de consommation des serveurs.
• Permettre de passer à l’échelle, en permettant d’adapter son comportement pour
des problèmes de grande taille.
• Le rendre évolutif en lui permettant d’intégrer des modèles de serveurs à consom-
mation autre que linéaire.
1.4 Diffusion scientifique
Ce travail a fait l’objet de plusieurs publications internationales et une nationale. Dans [IC-2]
nous détaillons le système OptiPlace, un système étendant Entropy, plus efficace, plus
flexible et permettant d’intégrer plusieurs modèles de consommation des serveur. Dans [IC-1,
NC-1] nous présentons StressCloud, un logiciel dédié à l’injection de charge dans une
infrastructure matérielle distribuée et virtualisée.
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2013.
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ficiency in Large Scale Distributed Systems conference, Vienna, Austria,
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2.1 L’informatique dans les nuages
Depuis la fin du siècle dernier, l’utilisation de l’outil informatique a suivi une augmen-
tation fulgurante, tant par le grand public que par les entreprises. Les utilisations de cet
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outil se sont multipliées, au point de le rendre indispensable dans la société actuelle. La
messagerie en ligne, les réseaux sociaux, la modélisation météorologique, la simulation
des réactions nucléaires, l’analyse des tendances d’un marché, la gestion économique
d’une entreprise, l’achat en ligne, la publication de contenu multimédia etc. sont des
utilisations dorénavant quotidiennes de l’outil informatique.
En particulier, l’utilisation de services à distancce s’est fortement développée, ren-
dant l’accès à internet nécessaire pour beaucoup d’utilisations de l’outil informatique.
Chacun de ces services à distance nécessite l’administration et la maintenance de leur
puissance de calcul respective.
Cette puissance de calcul est présente physiquement sous la forme de serveurs in-
formatiques. Ceux-ci exécutent, dans un environnement logiciel appelé OS, les pro-
grammes nécessaires pour fournir les services demandés. Le besoins en services infor-
matiques étant en augmentation, les entreprises prestataires de ces services ont alors
accru leur capacité de traitement. Cet accroissement a été réalisé via l’augmentation de
la taille de leur parc de serveurs, mais celle-ci fit apparaître des problèmes liés au chan-
gement d’échelle. Par exemple, les problématiques liées au stockage des données, à la
sécurité du matériel et à la résilience des services nécessitent des soins particuliers.
Ces entreprises sont amenées à investir massivement dans des salles dédiées à l’exé-
cution des tâches informatiques. Ces salles sont communément appelées centres de trai-
tement des données, et peuvent comporter des milliers de serveurs. Elles sont aménagées
de manière à installer et administrer facilement non seulement les serveurs, mais aussi
le matériel utilitaire du centre (switch, climatisation, etc.). Cependant, l’accroissement
du nombre de serveurs dans ces salles soulève à son tour de nouvelles problématiques,
telles la dissipation de la chaleur ou la question du taux d’humidité dans l’air.
Du fait de la diversité des contextes de l’informatique industrielle, l’installation et
l’administration de tels centres sont donc des tâches délicates. En particulier, chaque
centre a ses propres spécificités de fonctionnement. Par exemple, certains centres sont
dédiés à l’hébergement de services spécifiques (HPC, base de données etc.) et donc
optimisés dans ce sens. D’autres centres au contraires sont conçus pour l’hébergement
de services variés, et aux performances variables. De par cette variabilité des services,
les activités d’un centre à l’autre sont différentes. De plus, dans un centre les activités
des serveurs sont variables, que ce soit parmi différents serveurs du centre ou au cours
du temps pour un serveur.
Cette activité variable des serveurs est appelée charge de travail. Elle correspond à
l’utilisation des ressources d’un serveur par rapport à ses capacités en ressources. Pour
permettre une montée en charge des applications hébergées, l’administrateur veille à
conserver une charge moyenne du centre faible. Même dans les centres de type HPC,
où les services utilisent les serveurs au maximum de leurs capacités, des serveurs sont
en attente de tâche à exécuter, donc sans activité. Les centres de données sont donc
sur-dimensionnés en terme de capacité de calcul et d’infrastructure technique (dédié au
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refroidissement, au réseau, au stockage).
Par soucis de rentabilité, des entreprises proposent de louer à des entreprises ex-
ternes une partie des machines de leur centre (par exemple Amazon). Cette externali-
sation permet la mutualisation tant de la salle et du matériel que de la maintenance du
centre, et donc du coût du centre. Suite à la croissance des besoins de tels centres, leur
location est devenue une activité à part entière. Des entreprises se sont ainsi spécialisées
dans l’hébergement de services informatiques. Pour l’entreprise cliente, délocaliser ses
services réduit leur coût de maintenance et le besoin en personnel qualifié. Elle permet
aussi d’améliorer la qualité des services, par exemple grâce à des infrastructures réseau
ou de stockage dédiées, ou grâce à une expertise poussée.
Le cloud computing ajoute à cette notion de délocalisation des services une notion
d’élasticité des ressources et de facturation à l’utilisation. Ces notions sont possibles
grâce à la technique de virtualisation des ressources [AFG+10].
2.1.1 La virtualisation des systèmes informatiques
La technique de virtualisation des systèmes informatiques consiste à encapsuler l’en-
vironnement d’exécution d’un service dans un système virtuel(VM. Cette VM est elle-
même exécutée sur un serveur grâce à un environnement logiciel spécifique appelé hy-
perviseur. Il est ainsi possible d’exécuter sur un même serveur plusieurs VM sans que
celles-ci aient “conscience” les unes des autres. Cette technique permet d’améliorer le
partage des ressources dans les centres.
En effet, dans les centres non virtualisés chaque serveur participe à l’exécution d’un
seul service. Chaque serveur nécessite donc l’installation des programmes spécifiques à
ce service. L’administrateur du centre doit réagir quand l’exécution d’un service sur un
serveur lui demande trop de ressources de calcul. Il peut alors soit re-localiser les pro-
grammes sur un serveur plus puissant, soit répartir la charge des services sur un nombre
plus important de serveurs. Dans les deux cas il doit disposer de nouveaux serveurs,
les démarrer et leur installer les couches logicielles nécessaires. Il doit finalement para-
métrer le centre pour prendre en compte cet accroissement des capacités de calcul. Cet
accroissement des ressources mises à la disposition d’un service est très long à réaliser
et donc peu pratique dans un centre de grande taille.
Lorsqu’au contraire le besoin de calcul d’un service diminue, les serveurs exécutant
ce service réduisent leurs activités. Certains serveurs peuvent alors être éteints pour
réduire la consommation du centre ou être utilisés pour l’exécution d’autres services.
Cependant, au vu de la difficulté à configurer les serveurs et du temps nécessaire pour les
redémarrer, il n’est pas toujours possible d’éteindre ou de réaffecter des serveurs. C’est
pourquoi, dans les centres non virtualisés, la reconfiguration logicielle d’un serveur est
une tâche exceptionnelle.
Des technologies de cohabitation des services permettent d’exécuter sur un même
serveur différentes configurations d’un même programme. Ce serveur peut ainsi héber-
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ger différentes configurations d’un même service, mais ces technologies apportent leurs
propres inconvénients. Ainsi en cas de problème logiciel ou d’intrusion sur le serveur,
ce sont les services de tous les clients qui sont menacés. De plus, la présence de plu-
sieurs services sur un même serveur peut nécessiter le maintien de plusieurs couches
logicielles. Cette cohabitation des services peut donc entraîner une complexité d’admi-
nistration importante, pour des risques non négligeables.
Isolation et configuration
La virtualisation des services sépare les différents environnements logiciels de ma-
nière transparente. Ainsi, une VM atteinte par un virus ne contaminera pas les VM
co-hébergées. La virtualisation apporte ainsi une solution efficace à la mutualisation des
ressources informatiques pour l’hébergement de plusieurs services [FDF03]. Cepen-
dant, la présence d’un hyperviseur nécessite parfois une adaptation du système exécuté.
Idéalement, les services exécutés sur un système virtualisé doivent être les même
que sur un système non virtualisé. Ceci permet d’assurer les mêmes fonctionnalités sans
nécessiter de développement spécifique. Pour cela, l’hyperviseur simule un environne-
ment matériel connu de la VM. Ceci est possible par la virtualisation dite matérielle.
Dans cette approche, l’exécution et le contrôle des ressources d’une VM sont proposés
par des circuits spécifiques du serveur, sur le CPU par exemple [WRF+10]. La virtua-
lisation est actuellement intégrée aux CPU, permettant à l’hyperviseur de contrôler les
droits d’exécution de code des VM. Cette technique permet l’exécution de logiciels sans
connaissance de la virtualisation. Elle peut cependant être améliorée par l’ajout de code
spécifique dans les VM, par exemple des drivers virtualisés ou le remplacement dyna-
mique de parties du code système. Ces modifications de la VM peuvent être effectuées
si l’OS de la VM est conscient de la virtualisation, donc configuré pour celle-ci. Les
programmes métiers de la VM restent cependant les mêmes que sur un serveur clas-
sique.
Dans certains l’OS est connu mais il est impossible d’installer un code dans la VM,
par contrainte de sécurité par exemple. L’hyperviseur peut néanmoins insérer dynami-
quement un code dans la mémoire de la VM sans que les changements soient visibles
de l’intérieur de celle-ci. Ce tissage de code se limitant aux VM pour lesquelles l’OS
est connu, il ne peut être effectué sur des VM génériques. Il permet cependant d’amé-
liorer les performances du centre sans nécessiter de configuration des VM lorsque les
conditions s’y prêtent.
Sous réserve de quelques configurations de l’environnement logiciel, la virtualisa-
tion permet donc de mutualiser les ressources physiques pour l’exécution de services.
Cette technique propose de plus de nouveaux concepts pour la manipulation des services
d’un centre virtualisé.
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Ressources matérielles et ressources virtuelles
La virtualisation des services permet de dissocier les serveurs physiques des services
hébergés. L’administrateur garde le contrôle des VM exécutées sur chaque serveur, tan-
dis que les clients du centre ont le contrôle des programmes exécutés dans leurs VM.
Pour cela, un hyperviseur propose à une VM des ressources virtuelles nécessaires à son
fonctionnement. Ces ressources peuvent être un ou plusieurs cœurs CPU ou GPGPU,
un accès à la RAM, à des périphériques de stockage ou à des périphériques réseaux.
L’accès aux périphériques réseau et de stockage est un point crucial dans l’héberge-
ment mutualisé. En effet, il est nécessaire que les programmes d’un client n’aient accès
qu’au réseau de ce client, et qu’un service ne puisse modifier les données propres à un
autre service. La virtualisation permet à l’hyperviseur de s’assurer de ces règles. D’une
part, elle propose la création pour chaque client d’un réseau virtuel ne mettant en rela-
tion que ses VM. D’autre part, elle limite l’accès de chaque VM à un disque privé de
stockage virtuel.
De la même manière que les accès au réseau et aux périphériques de stockage sont
limités dans une VM, les accès à la RAM et au CPU sont restreints aux données propres
à cette VM. De plus, l’administrateur d’un centre peut partager finement les ressources
de calcul des serveurs parmi les VM. Il peut par exemple en attriber des priorités d’ac-
cès aux ressources, ou assurer un partage équitable de ces ressources. Il existe ainsi dans
Xen et VMWare des mécaniques de réservation des ressources. Ceux-ci permettent d’at-
tribuer une quantité minimale de CPU à une VM, quelque soit l’activité des autres VM
exécutées sur le serveur. La virtualisation permet donc l’isolation des services, tant en
terme de données qu’en terme de performances.
En plus de limiter les accès aux ressources, la virtualisation permet d’observer l’uti-
lisation effective des ressources par une VM. Cette observation permet par exemple à
l’administrateur de détecter les VM à comportement suspect, telle un serveur web qui
monopolise le CPU. Elle permet aussi d’améliorer le comportement de VM grâce au
partage des ressources virtuelles. Ainsi VMWare permet d’activer une option de re-
cherche et de partage des pages mémoire identique parmi les VM. Lorsque plusieurs
VM utilisant le même OS sont hébergées sur un serveur, il est probable que celles-ci
utilisent les mêmes librairies logicielles. Cette technique permet ainsi de réduire globa-
lement l’empreinte mémoire des VM hébergées sur un serveur.
Cependant, la virtualisation des ressources matérielles implique une surcharge CPU
pouvant aller jusqu’à 30% [HLAP06] de la capacité du serveur. Comme les centres de
type HPC nécessitent une capacité de calcul maximale, ils ne peuvent généralement pas
se permettre une telle perte de performances. Bien que des techniques permettent de
réduire cette surcharge, leur utilisation nécessite des paramétrages des VM qui ne sont
pas toujours possibles. La virtualisation est donc réservée aux centres pour lesquels
la dissociation des services et des serveurs est plus importante que les performances
de calcul, par exemple ceux dédiés à l’hébergement de services génériques. En effet, la
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virtualisation des services permet des opérations spécifiques dans les centres virtualisés.
Contrôle des machines virtuelles
L’administrateur d’un centre virtualisé dispose d’actions spécifiques à la manipulation
des VM, du fait que celles-ci soient supervisées par un autre programme.
Il peut ainsi suspendre à tout moment l’exécution d’une VM, mémorisant l’activité
de celle-ci au niveau des ressources virtualisées, et la redémarrer ultérieurement. Les
systèmes Linux permettent déjà de suspendre l’exécution d’un processus et la reprise
ultérieure. Cependant, cette action n’est pas permise quand le processus accède à cer-
taines ressources, telles le stockage ou le réseau. Contrairement à ce mécanisme, toutes
les ressources d’une VM sont virtualisées et donc manipulables par l’hyperviseur. La
suspension d’une VM est donc possible quelque soit l’activité de celle-ci.
De plus, l’état d’exécution d’une VM, qu’elle soit en activité ou suspendue, peut
être enregistré dans un fichier, créant un snapshot de celle-ci. Cet enregistrement d’état
peut être ensuite utilisé, soit pour restaurer la VM dans son état précédent, soit pour
créer une nouvelle VM à partir de cet état. Un snapshot comporte une sauvegarde de la
mémoire et de l’activité CPU de la VM. Il mémorise aussi les modifications apportées
aux périphériques de stockage de la VM depuis cet enregistrement. Il permet ainsi de
retrouver non seulement l’activité de la VM mais aussi ses données dans l’état enregis-
tré. Lors de la création d’une nouvelle VM à partir d’un snapshot, la conservation des
données de la VM s’effectue grâce à la copie du disque virtuel.
Étant donné que le stockage est virtualisée, il est possible de partager un même
disque virtuel entre plusieurs VM sans modification de celui-ci. En effet, la virtuali-
sation permet d’attribuer différents modes d’accès à un périphérique de stockage, par
exemple lecture seule ou lecture et écriture. Dans ce cas, le mode copy on write (pour
copier quand modifié) est utilisé. Il stipule que les modifications apportées par une VM
sont enregistrées dans un emplacement propres à cette VM. Cet emplacement étant tem-
poraire, ces modifications sont perdues à l’extinction de la VM. Cette technique permet
d’économiser en capacité de stockage. En effet, un seul disque virtuel est utilisé pour
exécuter un grand nombre de VM simultanément. De plus, l’espace disque propre à
chaque VM étant géré dynamiquement, cette approche permet d’optimiser l’espace de
stockage. Cette technique permet de plus de créer très facilement de nouvelles VM,
puisqu’il suffit de spécifier un modèle d’image disque à utiliser comme disque virtuel,
en mode copy on write.
L’opération qui consiste à enregistrer puis copier directement l’état d’une VM peut
aussi être effectuée en une seule fois, créant un clone de celle-ci. L’opération de clonage
permet d’augmenter facilement, dans les architectures le permettant, le nombre de VM
participants à un service. En effet, au lieu de devoir installer puis démarrer une couche
logicielle sur un serveur (virtualisé ou pas), cloner une VM produit une nouvelle VM
déjà active.
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Ce clonage peut être réalisé en une seule fois pour créer une nouvelle VM indépen-
dante où être maintenu dans le temps. Ainsi dans les centres VMWare, la fonctionnalité
de High Availability, pour Haute Disponibilité, consiste à synchroniser en temps réel
l’état d’exécution d’un clone avec sa VM originelle. Si la VM tombe en panne, par
exemple par l’extinction de son hyperviseur ou un problème de réseau localisé, alors la
VM clone prend le relais. Lorsque cela arrive toutes les connections de la VM originelle
sont redirigées vers la VM clone. Cependant, si cette technique permet d’assurer une
continuité des services malgré des problèmes d’infrastructure, elle nécessite un réseau à
haute performance. Elle requiert en effet de propager en permanence les modifications
de la RAM et du CPU d’une VM vers l’autre.
À ces opérations propres à la création et la manipulation des environnements virtua-
lisés s’ajoute la capacité pour l’administrateur de changer l’hôte d’une VM.
Migration des machines virtuelles
Un service virtualisé est exécuté dans une VM, elle-même hébergée sur un serveur. Du
fait de cette séparation entre ressources physiques et virtuelles, les VM peuvent être
déplacées, avec ou sans interruption de service, d’un serveur à un autre. Cette technique
de déplacement des services s’appelle la migration, à froid ou à chaud, des VM.
La migration à froid d’une VM consiste à suspendre la VM, puis à copier ses plages
mémoires et son état d’exécution depuis le serveur hôte vers le serveur destination,
et enfin reprendre l’exécution de la VM. Cette opération permet de déplacer une VM
d’un serveur à l’autre mais nécessite l’interruption des services, qui impossible pour
des services critiques.
La migration à chaud d’une VM est proche de la migration à froid, cependant la
copie des données de la VM se fait sans interruption de celle-ci. Pour cela, une partie de
la mémoire est copiée vers le serveur hôte durant l’exécution de la VM, puis cette VM
est interrompue durant un laps de temps très court, durant lequel l’état exact d’exécution
de cette VM et les connexions réseau sont transférés vers le nouveau serveur hôte. Une
fois cet état copié, l’exécution de la VM est alors reprise par le nouveau serveur hôte.
En particulier, durant une migration à chaud, l’intervalle de suspension de la VM est
suffisamment faible pour ne pas rompre les connections TCP/IP. Ainsi, si l’infrastructure
le permet, une migration à chaud n’est pas perceptible de l’intérieur de la VM.
Cette migration à chaud permet de démarrer les VM sur des serveurs très rapides,
puis de les migrer sur des serveurs plus économes afin d’exécuter au plus tôt les de-
mandes de création de VM personnalisées par les clients. Elle permet aussi d’accroître
les ressources à disposition d’une VM, tel le nombre de cœurs CPU disponible, en la mi-
grant vers un hôte à capacité plus importante, ou bien au contraire de réduire le nombre
de serveurs démarrés, en déplaçant les VM depuis les serveurs sous-utilisés sur un un
seul serveur.
Cette technique de virtualisation permet ainsi de déployer plus facilement des ar-
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chitectures orientées services multi-tiers, tout en réduisant les empreintes mémoire et
disque, ainsi que le nombre de serveurs nécessaires. Elle permet aussi d’assurer un ni-
veau de qualité pour les services hébergés, par la duplication des données et de l’exécu-
tion ou l’utilisation de snapshots automatiques. Des infrastructure à haute disponibilité
pour l’hébergement de services virtualisés peuvent ensuite être utilisées pour offrir des
services d’hébergement à qualité contractuelle.
2.1.2 De la virtualisation aux XaaS
La virtualisation est une technique permettant de dissocier un service de l’infrastructure
physique dans laquelle il est exécuté. En s’appuyant sur cette notion, les industriels ont
proposé de nouveaux modèles d’hébergement des services, reposant sur des notions tant
techniques que commerciales. Ces modèles d’utilisation des infrastructures sont utilisés
dans le cloud computing, et réparties en trois catégories distinctes : IaaS, PaaS et SaaS.
Ces modèles sont décris ci-après.
Location d’infrastructure
Le niveau le plus bas est le IaaS, c’est à dire l’hébergement de machines virtuelles sur les
serveurs du centre. À ce niveau, le centre fournit à ses clients une infrastructure virtuelle
permettant l’exécution des VM à la demande. Cette infrastructure comporte bien sûr des
serveurs pour héberger les VM, mais aussi le réseau de communication entre les VM,
parfois avec internet, et un système de stockage des données.
Un centre fournissant un service de IaaS peut soit proposer des VM pré-configurées
dans lesquelles les clients installent leurs programmes, soit accepter l’exécution de VM
créées par les clients. le client d’un tel centre est responsable de la configuration de ses
VM et de l’architecture virtuelle du réseau. L’administrateur du centre est quant à lui
responsable de la bonne exécution des VM dans l’infrastructure proposée.
Typiquement, le service d’Amazon EC2 permet aux clients de démarrer de nouvelles
VM, soit créées entièrement, soit à partir de modèles, et d’y exécuter les programmes
de leur souhait. Plusieurs types d’hébergements sont proposés, permettant d’optimiser
les ressources virtuelles en fonction de l’usage qui est prévu de chaque VM. Le client
sélectionne ses VM, la classe de ressources virtuelles qui lui seront accordées, puis est
facturé pour chaque heure d’exécution de ses VM. Lorsqu’un client a besoin de plus de
capacités de calcul, il peut réserver et démarrer de nouvelles VM, ou bien demander à
ce que cette modification soit automatique.
Ce sont ces centres que nous considérons dans cette thèse, car ils sont le socle de
base du cloud computing.
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Location d’une plate-forme de services
Les centres de type PaaS se positionnent au-dessus des IaaS en terme d’abstraction des
services. À ce niveau, un tel centre propose à ses clients un environnement de services
travaillant conjointement. Les clients y hébergent leurs applications en s’appuyant sur
cette plate-forme de services.
Une telle plate-forme propose des services basiques tels le stockage des fichiers, le
support d’une base de données ou l’hébergement de sites web. Elle peut aussi proposer
des services propres à une certaines activité, telle le développement logiciel. Ainsi, la
plate-forme WINDOWS AZURE héberge des serveurs pour le jeu TITANFALL, déchar-
geant les consoles connectées d’une part de leurs calculs. Outre WINDOWS AZURE, la
plate-forme d’applications web GOOGLE APP ENGINE permet aux clients d’installer
leurs applications en tant que scripts. Elle met à disposition les services de GOOGLE,
tels la gestion des mails ou l’accès à une base de données, réduisant le besoin de confi-
guration des clients.
Au niveau d’un PaaS, la virtualisation des services n’est plus visible par les client
qui n’ont accès qu’aux services mis à disposition par la plate-forme. L’élasticité des
ressources offerte par un PaaS permet aux développeurs de ne pas se soucier de la ca-
pacité à passer à l’échelle. De même, la présence de services assurés par des entreprises
externes réduit le temps de développement des développeurs. Ainsi, un PaaS est particu-
lièrement adapté pour les start-up, qui ont besoin de proposer rapidement de nouveaux
services à leurs clients.
Si le PaaS offre des facilités de déploiement d’applications, il est cependant plus
restrictif que le IaaS. En effet, certains services offerts par un PaaS peuvent lui être ex-
clusifs ou utiliser un protocole fermé. Les développeurs utilisant un tel service devront
adapter une partie de leur code en cas de changement de plate-forme. De plus, les sys-
tèmes de stockage des données peuvent manquer de sécurité. Ainsi le service de mail
fourni par GOOGLE analyse les mails transmis, posant un problème de confidentialité.
La tendance des entreprises est d’héberger leurs applications sur un PaaS dans un
premier temps. Lorsque les services offerts sont bien définis, ces entreprises les isolent
et migrent, au moins partiellement, vers un IaaS dans lequel elles peuvent contrôler
leurs données et services plus finement. Les entreprises adaptent ainsi l’environnement
qui permet d’exécuter les requêtes client.
Exécution des requêtes client
Le dernier niveau du XaaS est le SaaS, ou niveau des utilisateurs finaux. À ce niveau, les
utilisateurs envoient des requêtes aux applications hébergées dans le centre. Les clients
d’un tel modèle sont donc les utilisateurs des applications déployées dans le centre.
Le SaaS suppose l’installation d’une plate-forme sous-jacente pour proposer ses ser-
vices. Ainsi, les éditeurs de solution on-line, tels MICROSOFT et sa suite office 365,
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Yahoo et son service de mails ou encore le système de stockage en ligne et partage de
Dropbox, peuvent proposer un service client performant, grâce à une plate-forme de
services résiliente et à haute disponibilité.
Ces trois niveaux sont complémentaires et dissociables. Dans un centre virtualisé,
le IaaS fournit au PaaS les ressources nécessaires pour supporter la couche logicielle,
tandis que le PaaS est configuré par un administrateur pour offrir ses services aux clients
sous la forme d’un SaaS. Un des points communs de cette centralisation est la mise en
place de contrats de qualité de service avec les prestataires, objet de la section suivante.
Contrats de qualité de service
Une bonne exécution d’un service est nécessaire pour la satisfaction des clients finaux.
Par exemple, en 2007 une augmentation du temps de réponse des requêtes du moteur de
recherche GOOGLE de 500ms réduisait les revenus de 20% [KHS07]. Les clients d’un
centre XaaS doivent donc avoir l’assurance que les services auxquels ils souscrivent
sont correctement fournis.
Lors de l’utilisation d’un XaaS, le prestataire de service établit un contrat de ser-
vice avec son client [KPR09]. Ce contrat contient en particulier des spécifications de
qualité de service avec des clauses portant sur la présence de support client, des clauses
financières, mais aussi des clauses de qualité d’exécution du service. Ainsi, en 2014 le
service d’hébergement fourni par le IaaS GOOGLE Compute Engine spécifie des réduc-
tion du coût d’hébergement en cas d’activité insuffisante du centre (moins de 99.95%
de disponibilité mensuelle).
Cette notion de qualité de service est très variable puisque chaque service proposé est
différent. Ainsi, à chaque service correspond ses propres métriques de qualité, même si
le taux de disponibilité, c’est-à-dire le pourcentage de temps où le centre peut répondre
aux requêtes, est une métrique communément utilisées. Schématiquement, le contrat
d’un IaaS spécifie des ressources allouées aux VM, tels les cœurs CPU, la mémoire ou
la capacité de transfert disque, et des contraintes de placement des VM, telles l’éloigne-
ment de VM redondantes ou le placement dans un pays particulier. Au niveau PaaS et
SaaS les métriques de performances portent sur des nombres de requêtes, les volumes de
données et les délais de réponses aux requêtes spécifiques aux services fournis. Cepen-
dant, les services hébergés dans les PaaS et les SaaS étant très variables, leurs contrats
de services le sont aussi.
Afin d’assurer une certaine qualité de service à ses clients, un hébergeur de services
internet doit disposer d’une capacité de calcul suffisante pour amortir les pics de charge
du centre. Pour cela, il peut sur-provisionner le centre, ce qui induit une perte d’efficacité
moyenne du centre puisque des ressources doivent être disponible en permanence. Il
peut aussi changer de paradigme et adapter ses capacités de calcul à la demande, ce
qu’on appelle l’élasticité du centre.
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2.1.3 Cloud Computing
Le cloud computing est un paradigme d’exécution des services informatiques[BYV+09].
Il se base sur un système de XaaS, c’est-à-dire de déportation des calculs informatiques
du prestataire, en vue de répondre aux besoins de ses clients, tout en tirant partie de la
virtualisation des tâches pour ajouter une notion d’élasticité et un modèle de facturation
à la demande.
Principes
Le cloud computing consiste en l’utilisation de serveurs délocalisés pour exécuter des
services, avec une quantité de travail nécessaire évaluée et facturée de manière dyna-
mique par le gestionnaire du cloud. Il ne s’agit plus de payer pour la location d’un
serveur physique permettant d’héberger des services, mais pour une certaine qualité
d’hébergement et une infrastructure adaptable au besoin.
Ainsi, des critères tel la modularité de l’offre d’hébergement, la quantité de res-
sources disponibles dans le centre pour faire face à un accroissement d’activité, la capa-
cité d’action dans le centre même, sont propres à chaque centre et justifient un nombre
très important de fournisseurs de cloud computing. Une telle infrastructure repose, dans
le cas du IaaS, sur la virtualisation des services, et donc l’utilisation de centres virtuali-
sés.
Nous considérons dans cette thèse les problématiques d’administration logicielle de
tels IaaS.
Complexité d’administration des IaaS
La gestion du placement des VM dans un centre virtualisé est un problème très com-
plexe. Premièrement, quand le nombre de VM dans un centre est important, la vision
globale du centre n’est plus facilement accessible. Des centres simples de quelques ser-
veurs et dizaines de VM peuvent être administrés manuellement. Des centres de plus
grande taille, tels ceux d’Amazon [Ham11], hébergeant des dizaines de milliers de ser-
veurs ne peuvent plus l’être. À une telle échelle, l’administration manuelle n’est plus
possible et l’administrateur du centre doit faire appel à des systèmes automatisés.
Ces systèmes de gestion doivent réagir rapidement, d’une part car les VM ajoutées
au centre doivent être démarrées au plus tôt, et d’autre part car les VM sont sujettes
à des évolutions fréquentes d’activité. Ainsi chaque site web, chaque serveur de flux,
de base de données hébergé par une VM a des pics de fréquentation dans une même
journée, dans une même semaine, dans un même mois. Si le placement des VM dans le
centre n’est pas adapté à ces pics de fréquentation, il est nécessaire de reconfigurer très
rapidement les VM du centre.
Cette nécessité de vivacité du système de gestion doit de plus faire avec un nombre
parfois important de règles spécifiques au centre. Ainsi, des VM travaillant conjointe-
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ment pour fournir un service devraient être placées sur le même serveur. Au contraire,
une VM clone ne devrait pas être placée sur le même serveur que celle qu’elle clone pour
des raisons de fiabilité. La compréhension de ces contraintes et leur prise en compte lors
de la reconfiguration d’un centre nécessitent des travaux importants lors du développe-
ment des gestionnaires de IaaS.
Le fer de lance d’un centre de cloud computing se base sur trois critères : sa fia-
bilité, ses fonctionnalités et le prix d’hébergement des VM. Dans un marché en forte
croissance avec la présence de grands acteurs tel que Amazon, le prix d’hébergement
d’une VM est un des critères de vente les plus importants. Hors, le prix d’une VM se
détermine en fonction de deux éléments : le coût fixe lié à l’investissement et le coût
variable lié au fonctionnement de l’infrastructure. Si le prix des serveurs a baissé ces
dernières années, le prix de l’énergie n’a cessé d’augmenter. Ainsi, il est estimé que
de nos jours le prix d’un serveur est lissé sur trois ans, période sur laquelle ce prix est
dépassé par le coût de fonctionnement du serveur. Cette thèse se propose d’optimiser le
coût de fonctionnement. La section suivante fait un point sur la consommation électrique
d’un centre de données.
2.2 Maîtrise énergétique
La maîtrise énergétique d’un centre concerne toutes les problématique liées à la consom-
mation électrique du centre. Ces problématiques sont par exemple la réduction de l’em-
preinte énergétique globale, la limitation de la consommation des serveurs, ou encore
l’évaluation des consommations des VM. Bien que ces problématiques soient récentes,
la maîtrise énergétique des ordinateurs est un problème connu depuis longtemps.
2.2.1 Le calcul et l’énergie
La maîtrise de la consommation du matériel informatique est un problème qui date des
premiers ordinateurs. C’est cette maîtrise, en particulier grâce à l’invention du transistor
en 1947, qui a permis de manipuler des informations en quantité importante, à une
fréquence intéressante [Lau83]. Elle a de plus permis l’utilisation de l’informatique
dans des contextes non plus industriels ou de recherche mais aussi chez les particuliers,
grâce à une consommation électrique suffisamment faible pour être acceptable dans un
foyer.
Par la suite, les ingénieurs n’ont cessé d’inventer de nouvelles techniques pour ré-
duire la consommation des serveurs.
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Activité et consommation
Il y a deux sources de consommation électrique dans un ordinateur, la consommation
de base et la consommation dynamique.
Premièrement, un circuit a besoin d’une tension minimale pour se maintenir dans un
état stable, et cette tension induit des fuites énergétiques. Dans les processeurs cadencés
par exemple, la présence d’une horloge envoyant une tension périodique implique une
consommation de base pour uniquement assurer la réponse du CPU aux événements du
serveur.
Deuxièmement, le traitement des données informatiques consiste à effectuer des
opération sur des données et à en stocker le résultat. Que ce soit entre autres pour l’émis-
sion de tampons réseau sur un canal, pour le calcul d’une différence entre deux nombres
entiers, pour l’envoi sur le bus de données pour la carte graphique, pour la vérification
des données enregistrées dans la RAM, ou la distribution d’un fichier parmi plusieurs
disques en RAID, la manipulation de données induit un accroissement de la consom-
mation électrique du système. La transmission d’informations entre deux éléments d’un
ordinateur ou entre deux ordinateurs peut être intégrée dans cette consommation dite
dynamique du serveur.
Idéalement, à une consommation maximale donnée d’un serveur, la consommation
réelle de celui-ci serait proportionnelle au travail qu’on lui demande. Ainsi, la consom-
mation de base du serveur serait nulle tandis que la consommation dynamique serait
linéaire avec chacune des activités possible du serveur. Comme mentionné, ce mo-
dèle idéal n’est pas atteint en pratique même si des techniques permettent de réduire
la consommation de base du serveur, comme le clock gating des CPU [JMSN05].
Le remplacement des lampes par des transistors a permis de réduire énormément la
consommation statique d’un circuit, en ne consommant de l’énergie qu’à chaque chan-
gement d’état. Depuis, les constructeurs n’ont eu cesse d’améliorer l’efficacité énergé-
tique de leurs produits, afin d’améliorer en particulier leurs performances [HAP+05].
En effet, bien qu’il soit possible de créer des puces avec un nombre très important de
transistors pour améliorer la capacité de traitement de celles-ci, les fondeurs sont limi-
tés (entre autres) par la capacité de dissipation du matériau, et donc par la fragilité du
produit face à une hausse de température qu’une consommation importante génère. De
même, si une augmentation du voltage d’un circuit permet d’augmenter la réactivité,
et donc la fréquence de celui-ci, elle augmente aussi la quantité de chaleur générée par
l’activité du circuit, et demande donc des systèmes de refroidissement plus importants,
tels que les refroidissements à eau ou azote.
Miniaturisation des composants
Cette problématique de dissipation a été améliorée grâce à la réduction des composants.
Ainsi, la taille des transistors des micro-processeurs est passée successivement de 10µm
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en 1971, à 1µm en 1989, puis sous la barre des 100nm dans le début des années 2000,
pour arriver à 22nm dans les processeurs Ivy Bridge d’Intel en 2012. Cependant, les
transistors ont actuellement une taille minimale pour fonctionner, aussi la miniaturisa-
tion des puces est arrivée à ses limites dans l’état actuel des connaissances. Bien que des
technologies puissent améliorer encore la miniaturisation des circuits[Hir05], telles les
transistors multi-portes[Col08], les constructeurs ont cherché un autre angle d’approche
pour améliorer leurs systèmes.
Le pipelining
La solution pour augmenter la puissance des circuits à haute densité a été la paralléli-
sation des traitements, c’est-à-dire l’exécution de plusieurs traitement en même temps.
Cette parallélisation était déjà présente dans les CPU : le pipeline du processeur charge
plusieurs instructions à exécuter, ainsi plusieurs instructions sont en cours d’exécution
à un moment donné. Cependant, cette technique est limitée aux instruction d’un seul
programme et atteint vite ses limites, en particulier elle augmente la consommation du
CPU.
Unités de calcul dédiées
Une autre possibilité pour améliorer les capacités de calcul d’un ordinateur est de lui
adjoindre des circuits dédiés à l’exécution de certains types de programmes, et donc
plus efficaces pour certains traitements. Ainsi, depuis les années 1980 les ordinateurs
ont des cartes graphiques(GPU) qui permettent de calculer l’affichage d’une scène gra-
phique, réduisant la charge du CPU. En 2007 les langages CUDA et OpenCL permettent
d’exécuter des programmes à taux important d’instructions parallèles sur un GPU com-
patible, sans que ces programmes ne produisent d’affichage. Le GPGPU est depuis une
tendance forte de la modélisation informatique [YPZL05, MV08, WL08, SHUS10], et
bénéficie des avancées en terme de parallélisation des unités de calcul.
Génération multi-cœurs
Un processeur "multi-cœurs" est un processeur qui contient plusieurs unités de calcul,
les cœurs. Contrairement à l’addition d’unités dédiées à certains traitements, ces unités
sont équivalentes en terme de capacité de traitement (bien que potentiellement hétéro-
gènes [KFJ+03]), et capables de s’échanger l’exécution d’un ou plusieurs programmes.
En 2001 les premiers processeurs multi-cœur ont vu le jour, cette technique a été
intégrée en 2005 dans les ordinateurs grand-public. Depuis, elle est présente dans la
plupart des processeurs d’ordinateurs de bureau. L’avancée des technologies permet
dorénavant d’utiliser de tels processeurs dans l’informatique mobile, où depuis 2011
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les processeurs des smartphones peuvent être multi-cœurs, malgré l’accroissement de
consommation inhérente à cette technologie.
En effet, si les calculs sont répartie sur plusieurs cœurs, la complexité induite par
l’architecture multi-cœur réduit l’efficacité énergétique du processeur. Cette complexité
est due à la synchronisation des données entre les différents cœur et le reste du système.
L’adaptation dynamique de la consommation[HF05] permet de réduire ce défaut et dans
certains cas de le compenser.
Ce parallélisme est nécessaire pour accroître la capacité de calcul des processeurs,
la densité de transistors par unité de calcul étant difficilement améliorable. Le nombre
d’unités de calcul par ordinateur, et donc de transistors par ordinateurs, augmente avec
le temps, et la taille des transistors ne compensant pas cette augmentation, la consom-
mation de ces ordinateurs augmente aussi. Cet accroissement de la consommation par
ordinateur implique des systèmes de refroidissement plus efficaces, ce qui n’est pas
toujours possible.
Le calcul distribué
Après la réduction de la taille des transistors pour avoir plus de transistor par circuit,
la diversification des unités de calcul dans un ordinateur pour augmenter sa capacité de
calcul, la solution pour accroître la puissance disponible à la résolution d’un problème
est l’utilisation de grilles de calcul pour résoudre ce problème. Une telle grille consiste
en un réseau de plusieurs ordinateurs, ou nœuds, travaillant conjointement à l’accom-
plissement d’une tâche. Ils exécutent donc des programmes ayant une connaissance de
ce réseau, connaissance totale ou partielle dans le cas de nœuds esclaves.
Cette notion, bien que présenté depuis plus d’une décennie [CADAD+97], demande
de développer des programmes orientés calcul distribué, c’est-à-dire capables de scin-
der un problème en sous problèmes. La résolution des sous-problème, distribués parmi
les nœuds du réseau, permet ainsi de résoudre le problème principal. Cette contrainte
demande un changement de point de vue du développeur, mais est cependant déjà par-
tiellement intégrée lorsqu’un programme veut bénéficier de systèmes multi-cœurs. En
effet, les modifications d’un logiciel nécessaire à l’utilisation de plusieurs cœurs sont
aussi nécessaires pour l’utilisation de plusieurs nœuds.
C’est cette approche distribuée qui est utilisée dans les modèles de cloud compu-
ting, où l’accroissement de la quantité de serveur permet d’augmenter dynamiquement
la capacité de calcul disponible. Dans les grands centres de type IaaS, le coût d’ins-
tallation des serveurs et le coût de la maintenance, tant logicielle que physique, par
des techniciens et développeurs sont importants. De plus, la maîtrise de la consomma-
tion électrique est nécessaire pour maintenir un environnement viable pour l’activité du
centre. Nous commençons par détailler les notions utilisées dans le cadre de ces problé-
matiques.
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2.2.2 Terminologie
Dans les centres de données, la consommation totale du centre sur un intervalle (par
exemple un mois) est exprimé en MW.h . Cette valeur correspond à une différence
de consommation d’énergie entre deux moments, donc à un effort électrique fourni, et
permet d’exprimer l’intensité du travail réalisé durant cet intervalle. La consommation
électrique des éléments du centre est toujours croissante, car le centre consomme et
ne restitue pas d’électricité, bien qu’elle puisse être nulle quand le centre utilise des
énergies vertes.
Afin de comparer deux relevés énergétiques, que ce soit pour les consommations
d’éléments différents ou pour une différence de consommation dans le temps, il faut
prendre en compte l’énergie consommée mais aussi l’intervalle de mesure de cette
consommation. Aussi, nous utilisons la notion de puissance moyenne consommée par
un objet, celle-ci étant le quotient entre la différence d’énergie consommée et la durée
de l’intervalle. Ainsi, une puissance moyenne d’1W correspond autant à une consom-
mation d’1J pendant 1s, que de 3600J(=1W.h) pendant 1H .
La consommation instantanée d’un objet est relevée par des outils de mesure, ce-
pendant une précision très important n’est pas nécessaire. En effet, la consommation
énergétique d’un CPU est liée à l’exécution des programmes, ce qui peut induire des
différences notables de consommation entre deux intervalles de temps très courts, par
exemple des pics locaux de consommations lors des tics d’horloge.
Si le système de mesure observe l’activité énergétique du serveur avec une préci-
sion trop importante, il observera de très grands écarts de consommation sur une très
faible durée. De fait, une précision trop importante dans l’évaluation de la puissance
consommée, de l’ordre de la fréquence d’horloge, réduit l’intérêt de cette observation.
Enfin, une fréquence d’observation trop importante peut augmenter la charge du
système, et donc augmenter la consommation observée, quand le système observateur
est aussi le système observé, comme c’est le cas pour les serveurs à sonde énergétique
embarquée. Ceci peut être dû à des interférences électriques lors de l’observation dues à
l’utilisation d’une sonde elle-même consommatrice d’énergie, ou à cause d’un coût de
traitement des informations non négligeable.
Ainsi, et contrairement à l’intuition, une augmentation de la précision n’est pas tou-
jours intéressante, la gestion des centres se satisfait d’observation réalisées avec une pré-
cision de l’ordre de quelques secondes. Nous utilisons généralement la notion d’énergie
pour quantifier le coût d’une action ou de l’exécution d’une VM de type HPC, tandis
que la notion de puissance nous permet d’évaluer des stratégies de gestion d’un centre
soumis à un travail continu, par exemple des VM de type webserver.
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2.2.3 Mesure énergétique dans un centre virtualisé
Le travail d’optimisation d’un centre nécessite des observations des consommations
dans celui-ci. Ces mesures de consommation peuvent être réalisées à plusieurs niveaux.
La consommation totale du centre est relevée par le prestataire électrique, de ma-
nière régulière mais sur de longues périodes, par exemple une fois tous les six mois.
Prenant en compte l’ensemble du centre, ils ne permettent pas de déterminer avec pré-
cision la consommation d’un serveur à un instant donné ni d’observer une hausse de
consommation ou d’en comprendre la raison.
L’administrateur d’un centre doit donc déterminer les causes de consommation dans
le centre et quantifier ces consommations, nous énumérons ici les différents éléments
d’un centre qui participent à cette consommation.
Mesure au niveau du serveur
Dans un centre, la part la plus importante de la consommation est généralement attri-
buée au fonctionnement des serveurs pour exécuter leurs tâches. Il est donc opportun de
mesurer cette consommation, pour déterminer par exemple les serveurs consommant le
plus d’électricité.
Pour cela, les serveurs industriels intègrent généralement des sondes énergétiques
interrogeables à distance. Ces sondes nécessitent cependant des pilotes adaptés, qui
peuvent être compliqués à installer. Si des normes d’accès aux sondes des châssis se
développent (telle IPMI), les implémentations de ces protocoles sont propres à chaque
constructeur et nécessitent parfois des développements spécifiques. Dans les faits, l’ob-
servation des consommations des serveurs demande la configuration du pilote de chaque
serveur, qui peut être délicate, voire même le développement de ce pilote. En plus des
problèmes de pilotes, cette configuration peut être compliquée par la présence de mul-
tiples sondes dans un serveur, nécessitant à l’administrateur de déterminer laquelle est
la plus intéressante.
Lorsque des serveurs ne mettent pas à disposition un accès à ces sondes pour l’admi-
nistrateur ou que les accès présents ne sont pas satisfaisants, celui-ci peut installer des
sondes externes. Celles ci sont placées entre l’alimentation du serveur et les prises élec-
triques du centre. Dédiées à l’observation des consommations, elles sont généralement
plus facilement accessibles et configurables que les systèmes intégrés aux serveurs. De
plus, l’installation d’un ensemble de sondes du même modèle permet à l’administra-
teur d’homogénéiser, d’une part les accès à ces sondes, et d’autre part la sémantique
des valeurs de consommation. Cette installation peut cependant nécessiter l’extinction
des serveurs du centre, ce qui n’est pas toujours possible lorsqu’un serveur ne possède
pas de double alimentation. De plus, l’utilisation d’un nombre important de sondes peut
produire des interférences ou ne pas passer à l’échelle, par exemple en cas d’utilisation
de sondes sur un réseau sans fil.
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L’administrateur utilise ces sondes pour observer les consommations des serveurs,
et en déduire des données statistiques. Ces données peuvent être utilisées pour aider au
placement des VM sur les serveurs, par exemple en plaçant les VM en priorité sur les
serveurs les plus efficaces. Pour cela, l’administrateur doit mettre en relation les activi-
tés des serveurs avec leur consommation, en paramétrant des modèles de consommation
grâce à ces données. L’utilisation de modèles plus complexes permet généralement de
réduire l’erreur de modélisation, mais demande plus d’observations avant d’être réali-
sable. Enfin, la sémantique des relevés, par exemple la position des sondes, et la granu-
larité de ces relevé de consommations influent grandement sur ces modélisations.
Armoires et groupes de serveurs
Outre les serveurs, les modèles les plus avancés d’armoires dans lesquels ceux-ci sont
agencés proposent des relevés de consommation du matériel de l’armoire. Dans ce cas,
l’administrateur a accès à la consommation du centre à un niveau intermédiaire entre la
consommation de chaque serveur et celle du centre dans son ensemble. Cependant ces
données ne permettent pas d’agir directement sur la consommation des serveurs.
L’observation des consommations des serveurs pose de plus problème lorsque ces
serveurs partagent des ressources. ainsi, des modèles récents de serveurs de type serveur
en lame sont incorporés dans un châssis qui regroupe plusieurs de ces serveurs. Un tel
châssis mutualise des fonctionnalités parmi les serveurs, telles l’alimentation électrique,
la gestion du réseau, le stockage des données, réduisant ainsi non seulement la taille des
serveurs, mais aussi les besoins d’administration. Ces châssis permettent d’accéder à
des sondes énergétiques, mais si les consommations de chaque serveur lame sont acces-
sible, il faut aussi répartir la consommation du châssis sur ces serveurs, celle-ci étant
mutualisée parmi ces serveurs.
Les serveurs ne sont pas les seuls éléments consommateurs d’électricité dans le
centre et la facture électrique totale prend en compte les éléments non dédiés au cal-
cul du center.
Matériel non calculateur
Outre les serveurs, un centre contient du matériel utilitaire consommant de l’électricité :
d’une part pour assurer le bon fonctionnement des serveurs du centre, tels les onduleurs,
routeurs, et le système de stockage, et d’autre par pour assurer le bon environnement de
travail, tels les systèmes d’observation ou de climatisation. Certains de ces éléments
permettent d’accéder à leurs valeurs de consommation.
Les onduleurs d’un centre sont nécessaires pour lui assurer une sécurité en cas de
micro coupures et permettent d’observer la puissance qu’ils fournissent au centre. Ce-
pendant, s’ils permettent d’avoir une vision globale de la consommation dans le centre,
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il n’est pas possible de déterminer quels sont les éléments du centre responsables de
cette consommation.
La consommation des routeurs et périphériques de stockage (NAS) est considérée
comme très faible par rapport à celle des serveurs, elle est donc souvent négligée. De
plus, les consommations de ces éléments peuvent être très difficiles à modéliser, par les
nombreux paramètres à prendre en compte. Par exemple, l’activité d’un routeur dépend
des activités réseaux des serveurs du centre, mais aussi de la configuration des réseaux
virtuels. De même, l’activité des périphériques de stockage dépend non seulement des
activités des serveurs, mais aussi des politiques de sauvegarde, de cache ou de com-
pression qui sont utilisées. La consommation de ces éléments étant très peu variable
par rapport à la complexité de leurs modèles, elle est généralement considérée comme
constante, et donc incorporée dans la consommation de base du centre. Nous ne prenons
donc pas ces éléments en considération.
Le système de climatisation d’un centre peut être une simple ventilation d’air ex-
térieur, purifié et acclimaté pour réduire l’usure des serveurs. Cependant, les variations
de température importantes de l’air extérieur nécessite généralement la régulation de
la température du centre. Si cette régulation est importante, ce système de climatisa-
tion peut compter pour une part non négligeable de la consommation du centre. Il est
donc intéressant lors de la création et de l’administration d’un centre de grande taille de
prendre en compte les problématiques de flux thermiques, qui peuvent être sources de
sur-consommation du centre, comme présenté dans [PBB+01].
L’impact énergétique du matériel d’un centre est représenté par un indicateur d’effi-
cacité appelé PUE, pour Power Usage Effectiveness [BM07]. Cet indicateur est calculé
par le ratio entre la consommation totale du centre et la consommation induite par les
serveurs. Bien qu’un tel indicateur puisse être manipulé, par exemple en augmentant
la consommation des serveurs, il est actuellement l’indicateur privilégié de l’efficacité
énergétique d’un centre. L’objectif d’un administrateur de centre est de choisir son ma-
tériel et son architecture de manière à s’approcher au plus près d’un PUE de 1. Cet
indicateur est passé d’une moyenne de 2.5 en 2007 à 1.9 en 2011 [Sta13], tandis que
GOOGLE déclare atteindre un PUE de 1.12 et Facebook un PUE de 1.09. De telles
valeurs montrent l’engouement industriel pour la maîtrise énergétique des centres de
données.
Une fois le matériel installé, la maîtrise énergétique du centre passe par l’observation
et l’optimisation de l’exécution des services sur les serveurs.
2.2.4 Leviers logiciels
La maîtrise énergétique d’un centre nécessite de contrôler la consommation des ser-
veurs. Différents moyens d’actions sont possibles, tant au niveau du contrôle de l’archi-
tecture physique qu’au niveau de la gestion des logiciels installés. Nous nous intéressons
dans nos travaux à l’utilisation des leviers logiciels pour arriver à ces fins.
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Approche au sein du serveur
Au niveau d’un serveur, l’administrateur peut utiliser les stratégies de DVFS pour ré-
duire la consommation du CPU. Le DVFS consiste à adapter la puissance du CPU en
fonction de sa charge. Cette adaptation peut être effectuée par la réduction de sa fré-
quence et la réduction du voltage en entrée de ses composants, ou par l’extinction de
certains composants. Certaines fonctionnalités sont matérielles, telles le clock gating
qui éteint certains composants du CPU lorsque les instructions en mémoire ne les né-
cessitent pas, ou logicielles, telles l’adaptation de fréquence ou la mise en veille des
cœurs CPU. Ces stratégies permettent un compromis entre la réactivité du serveur à une
hausse de charge CPU, et l’économie d’énergie induite par cette réduction de puissance.
Les autres composants d’un serveur peuvent aussi être partiellement éteints. Ainsi,
une fois qu’un serveur est démarré, il est envisageable de mettre ses disques durs en
veille. Une telle veille augmente le temps d’accès de ce serveur à ces disques, et doit
donc être contrôlée logiciellement pour ne pas induire de latence. De même, en cas de
présence de multiples cartes réseau sur le serveur, certaines peuvent être éteintes lorsque
la charge réseau est faible. Les cartes GPU dédiées à certaines instruction (calcul mas-
sivement parallèle) sont aussi source de consommation inutile lorsque les programmes
exécutés ne s’en servent pas, et peuvent donc être éteintes.
Finalement, lorsque le serveur n’est pas du tout utilisé, il devient intéressant de
l’éteindre, et de ne l’allumer qu’au besoin.
Approche au niveau du serveur
Les serveurs modernes disposent d’un carte de gestion à distance, c’est-à-dire d’un cir-
cuit dédié. Celui-ci permet non seulement d’observer les activités, mais aussi d’éteindre
et démarrer le serveur à distance, avec plusieurs niveaux d’extinction du serveur.
L’extinction traditionnelle du serveur est la méthode la plus simple, mais demande
au serveur d’arrêter toutes ses couches logicielles. De plus, cette méthode nécessite le
chargement de toute la couche logicielle (OS, pilotes, réseau) du serveur lorsque celui-ci
doit être démarré.
La suspension sur disque du serveur consiste en l’enregistrement de son image mé-
moire sur le disque, puis en son extinction. Lors d’un éveil sur disque, le serveur dé-
marre, puis recharge son image mémoire, et reprend son exécution là où il était avant
suspension.
Le dernier cas d’arrêt du serveur consiste à suspendre son fonctionnement sans pour
autant vider la mémoire. Cette suspension sur RAM a l’avantage de ne pas nécessiter de
temps de chargement au démarrage, mais en contrepartie nécessite l’alimentation de la
mémoire du serveur durant sa suspension, au contraire des deux méthodes précédentes
qui éteignaient complètement le serveur.
Si l’arrêt des serveurs inactifs permet de réduire la consommation du centre, elle
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pose cependant un problème de réactivité du centre. En effet, lorsque l’activité dans le
centre augmente, il devient nécessaire de démarrer des serveurs suppléémentaires, ce
qui nécessite un certain temps. L’administrateur d’un centre doit donc prévoir les pics
de charge et s’assurer que le nombre de serveurs actifs soit suffisant pour amortir ces
pics d’activité.
Cette approche par extinction des serveurs inactifs est encore améliorée par une
allocation intelligente des tâches dans le centre.
Approche par contrôle de la charge
La consommation du centre peut être réduite par un placement intelligent des tâches sur
les serveurs. Les tâches des centres peuvent être classées dans deux catégories : celles
de type HPC aux activités très importantes et limitées par les capacités des serveurs,
et celles de type webserver aux activités faibles mais variables. Contrôler la charge
du centre demande de placer les VM sur les serveurs les plus efficaces, en prenant en
cosidération les modèles des serveurs et les activités de ces serveurs.
Cette notion d’efficacité des serveurs dépend des modèles de serveurs du centre,
cependant dans un centre homogène comme c’est le cas des centres HPC, il y a peu
(souvent un seul) de modèles différents. Dans ce cas cette notion d’efficacité peut être
déduite d’autres paramètres, tels la position des serveurs sur une armoire contenant
déjà des serveurs actifs, la proximité de ces serveurs avec les équipements réseau ou
la répartition des onduleurs du centre. En plus de la sélection des serveurs dédiés à
l’exécution des tâches, l’administrateur d’un centre HPC peut utiliser la planification
temporelle des tâches. Celle-ci permet de délayer certaines tâches afin de réduire la
charge maximale du centre, et donc ne pas utiliser les serveurs les moins efficaces.
Dans les centres de type webserver, la charge d’une tâche est d’une part fortement
variable, d’autre part inconnue au démarrage de cette charge. De plus, il n’est pas pos-
sible de reporter l’exécution des services, ces techniques ne sont alors pas applicables.
Dans ces centres, il faut démarrer les tâches au plus tôt, puis s’appuyer sur le mécanisme
de migration de la virtualisation pour ré-allouer les tâches.
Cette approche par sélection des serveurs hébergeurs peut être étendue dans les
centres virtualisés par la possibilité de migrer dynamiquement les VM.
2.2.5 Gestion de l’énergie dans les systèmes virtualisés
Comme expliqué dans [BGDG+10], les systèmes de cloud computing permettent des
manipulations spécifiques pour la maîtrise énergétique. Nous proposons ici quelques
travaux liés à ces manipulations, en commençant par la modélisation des consomma-
tions des serveurs.
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Consommation des serveurs
La maîtrise énergétique des centres est permise tout d’abord par la modélisation des
consommations des serveurs. Une quantité importante de travaux ont été réalisés sur
ce sujet, chaque nouvelle technologie de serveurs demandant de nouveaux travaux de
modélisation. Il est ainsi possible d’après [Bel00] de définir précisément l’activité dans
un serveur en utilisant les compteurs de performances, et de modéliser la relation entre
l’activité d’un serveur et sa consommation. Différents méta-modèles de consommation
sont comparés dans [RRK08].
En plus de l’activité du serveur, les technologies de gestion de l’énergie sont inté-
grées à des méta-modèles, telles le DVFS [HF05] dans [HM07] ou les états d’énergie
des serveurs dans [GHBK11, GHBK12].
Le passage d’un centre physique à un centre virtualisé demande de mettre en relation
la consommation d’un serveur non plus seulement avec son activité mais ausssi avec
l’activité de ses VM, comme effectué dans [KAGS11] et [KZL+10]. La virtualisation
permet alors de nouvelles techniques de gestion de l’énergie. Ainsi, [TYNW07] propose
la gestion des états d’énergie dans un système virtualisé, tandis que [IMK+13] propose
des niveaux d’énergie à faible latence et leur intégration dans les machines virtuelles.
Ces travaux de modélisation des consommations d’un centre ont permis de définir
des algorithmes d’allocation des nouvelles tâches d’un centre prenant en compte sa
consommation totale.
Placement des nouvelles tâches et consommation du centre
Le placement des nouvelles tâches, ou tâches entrantes, dans un centre a été d’abord
effectué avec des algorithmes de type "first-fit", c’est à dire en attribuant les nouvelles
tâches sur des serveurs dans un ordre prédéfini. Ces algorithmes ne considéraient aucun
problème de consommation, aussi dès 2001 les problèmes de dissipation de la chaleur
étaient évoqués [PBB+01] dans les centres HPC.
Dans ces centres de types HPC, le placement des tâches entrantes se fait sans connais-
sance de leur activité et ne peut donc pas en déduire d’effet sur la consommation des
serveurs. Dans ce cas, les approches possibles sont des approches par à-priori réduisant
la consommation du centre dans sa globalité. Ainsi [MCRS05] s’intéresse à la mo-
délisation des points chauds dans un centre pour attribuer des priorités de placement
des serveurs, produisant un algorithme que [BF07] évalue sur un centre réel. Par la
suite, [TGV07] intègre la notion de système de recirculation de l’air dans un algorithme
de placement dynamique des tâches. La priorité d’attribution des serveurs aux tâches de-
vient ainsi dynamique, et après une phase d’observation se passe de sondes thermiques
et énergétiques.
Dans le même temps, l’hétérogénéité des serveurs dans un centre, c’est à dire la pré-
sence de différents modèles de serveurs, donc de capacités (RAM, CPU) et de consom-
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mations différentes, permet dans [SBP+05, NIG07] de déterminer des algorithmes de
placement des tâches réduisant la consommation des serveurs.
Ces algorithmes permettent d’attribuer de nouvelles tâches dans un centre, d’autres
travaux permettent d’améliorer l’état d’un centre en déplaçant les tâches dans celui-ci
Principes de la ré-allocation
Dans les centres traditionnels, l’allocation d’une tâche à un serveur est définitive. La
virtualisation permet à l’administrateur de déplacer une VM déjà démarrée d’un serveur
originel à un serveur cible, sans stopper l’exécution de cette VM.
La migration d’une VM permet d’augmenter les ressources disponibles pour celle-
ci en la migrant vers un serveur ayant plus de capacités de calcul. Elle permet aussi,
au contraire, de regrouper plusieurs VM sur un seul serveur. Ce dernier objectif, ap-
pelé aussi consolidation des serveurs, permet de réduire la consommation du centre en
éteignant les serveurs peu utilisés.
Comme présenté dans [KBKK06], la migration d’une VM est soumise à des contraintes
et l’administrateur doit prendre les bonnes décisions. Le principal soucis est d’éviter la
surcharge des VM déjà présentes sur le serveur cible, on ne peut alors migrer une VM
vers ce serveur que s’il dispose de suffisamment de mémoire et de capacité CPU libre
pour l’accueillir. Si les activités CPU ou réseau du serveur sont trop importantes, la
qualité d’exécution des VM qu’il héberge sera dégradée, par exemple avec des temps
de réponse trop importants. Ces travaux présentent un algorithme de consolidation des
serveurs, et d’amélioration de la qualité d’exécution des VM, par l’observation des ac-
tivités des serveurs et de métriques de qualité des VM.
Si le framework proposé dans [VAN08a] permet de réduire la consommation d’un
centre, il met aussi en exergue la difficulté de déterminer la consommation réelle d’un
serveur dans un centre virtualisé. En particulier, il est difficile de déterminer le coût des
actions de management. D’après les auteurs, il n’est cependant pas nécessaire d’avoir
une connaissance totale de la consommation des serveurs. En effet la comparaison des
efficacité de ceux-ci permet déjà d’obtenir des résultats probants. Ces travaux intègrent
non seulement des modèles d’utilisation des ressources, mais aussi de consommation
électrique, de rupture de contrats de service et de coût des migrations dans un frame-
work à portée générique. Ils montrent ainsi l’intérêt d’avoir un système modulaire, où
différents problèmes peuvent être considérés conjointement.
Les modèles plus complexes d’utilisation et de réservation du CPU par les VM uti-
lisés dans des systèmes industriels sont pris en compte dans [CKS09]. Ces travaux pro-
posent plusieurs algorithmes de gestion des VM, dans lesquels la consommation des
serveurs est constante si le serveur est allumé et les serveurs sont triés par efficacité
énergétique en CPU.
Dans le contexte HPC, [VAN08b] propose de migrer les VM en considérant des
modèles de consommation des serveurs. D’après ces travaux, la consommation d’un
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serveur est liée à sa charge CPU, il est donc possible de mettre en relation consom-
mation du centre et charges CPU des serveurs. Cependant la couche de virtualisation
entre les VM et le serveur physique implique une surcharge CPU, surcharge d’autant
plus importante que les VM accèdent à la mémoire. Ces travaux nécessitent donc des
schémas d’activité des VM du centre, des modèles de surcharge de virtualisation, et la
connaissance des caractéristiques logicielles et électriques des serveurs. Ils ne sont donc
pas utilisables dans le cas de gestionnaires de IaaS qui ne connaissent pas les relations
entre VM.
Enfin, les travaux présentés dans [VBG09] considèrent non seulement la consom-
mation des serveurs, mais aussi du système de refroidissement grâce à un modèle de
re-circulation d’air. Ils proposent ainsi des algorithmes pour réduire la surcharge de
refroidissement dans le centre due à cette re-circulation. Différents modèles de consom-
mation des serveurs et climatisations sont utilisés, indiquant ainsi que l’amélioration
d’un centre réel passe par l’analyse et l’adaptation des modèles aux observations.
Limites
À notre connaissance, aucune solution ne permet de faire de la gestion modulaire d’un
centre virtualisé, bien que des travaux se soient essayés à une approche multi-critères.
De plus, beaucoup de travaux se focalisent sur des centres homogènes en VM ou en
serveurs, ce qui a du sens dans un centre de type HPC mais peu dans un centre virtualisé
réel hébergeant des VM aux activités disparates.
2.3 Conclusion
Le cloud computing est une tendance majeure de l’informatique industrielle, liée à
l’externalisation des services. Pour fonctionner, ce cloud computing nécessite des in-
frastructure techniques composées de milliers de machines. Ces milliers de machines
consomment de l’énergie et posent à la fois un problème technique et éthique important
et intéressant.
De ce fait, de nombreux travaux se sont focalisés sur la problématique de réduction
de ce coût énergétique. Ces travaux sont très divers, de l’optimisation matérielle (ser-
veur, switch etc.) à la gestion fine de la puissance processeur (DVFS). Dans le cadre
de cette thèse, nous cherchons des solutions à cette problématique importante en nous
focalisant sur le placement dynamique de tâche, sans arrêt de service, via la migration
des environnements virtualisés.
Comme détaillé dans ce chapitre de nombreux travaux ont déjà eu lieu sur cette
thématique du placement des tâches. Notamment, ceux effectués dans l’équipe d’accueil
de ce travail de thèse, qui ont donné naissance au prototype de recherche ENTROPY et
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sont présentés dans le chapitre suivant. L’objectif de cette thèse et la poursuite de ce
travail en permettant de rendre ce gestionnaire plus performant et plus polyvalent.
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ENTROPY a été la solution de Fabien Hermenier et Jean-Marc Menaud pour la ges-
tion automatique du placement des VM d’un centre virtualisé. Cette solution, dévelop-
pée à partir de 2006, s’appuie sur un solveur de contraintes pour déterminer, de manière
périodique, les actions à entreprendre pour améliorer l’efficacité du centre virtualisé. Le
fonctionnement d’ENTROPY est donc basé sur la PPC.
3.1 Programmation par contraintes
La PPC est une méthode de résolution de problèmes, mathématiques et définis for-
mellement, grâce à un programme d’exploration des solutions. Elle consiste en l’uti-
lisation d’un langage de modélisation pour décrire un problème, puis en l’utilisation
d’un programme, appelé solveur, pour trouver les solutions au problème ainsi décrit.
Contrairement à des approches analytiques, telle la programmation linéaire, la PPC ex-
plore l’espace des variables du problème pour déterminer des solutions satisfaisant les
contraintes.
La tâche d’un développeur utilisant la PPC consiste premièrement à exprimer pro-
blème dans le langage du solveur. Lorsque le solveur ne connaît pas les contraintes
nécessaires ce problème, le développeur doit aussi développer ces contraintes. Enfin,
les performances de résolution d’un problème de PPC sont très dépendantes des aides
apportées par le développeur au solveur. Le développeur doit donc ajouter des aides de
résolution dans le solveur.
3.1.1 Modélisation à base de contraintes
Le modèle d’un problème est défini par trois ensembles : un ensemble de variables,
un ensemble de domaines de ces variables, et un ensemble de contraintes mettant en
relation ces variables.
Les variables représentent les inconnues du problème, par exemple x, y. Elles peuvent
être nécessaires à la description du problème, être utilisées pour des calculs intermé-
diaires, ou finalement être des valeurs constantes intégrées dans le problème. Par exemple,
l’expression formelle max(x, 3) + x nécessite au moins trois variables pour être modé-
lisée : la variable nécessaire x, la constante 3 et la variable intermédiaire max(x, 3).
Une variable possède un domaine qui est l’ensemble des valeurs que cette variable
peut prendre, eg. x ∈ [1..100] ou y ∈ N. Quand le domaine d’une variable ne contient
plus qu’une valeur, eg. x ∈ [50..50], alors la variable est dite instanciée. Le domaine du
problème est l’ensemble des domaines associés aux variables du problème. Une éva-
luation d’un problème est un ensemble de valeurs associées aux variable, par exemple
{x = 1, y = 1}. À l’inverse, si le domaine d’une variable est vide, le problème est dit
incohérent.
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Les contraintes du problème représentent des relations entre les domaines des va-
riables, eg. x + y ≤ z ou (x 6= y) ⇒ (x + y = 5). Une contrainte est satisfaite dans
une évaluation si sa relation est vérifiée par les valeurs des variables, eg. x == y est
satisfaite pour x = 1, y = 1. Cette contrainte est au contraire insatisfaite quand il n’est
pas possible d’extraire des domaines de ces variables une instanciation satisfaisante. Par
exemple x+ y = 0 est satisfaite pour l’évaluation {x = 0, y = 0} mais insatisfaite pour
x ∈ {0, 1}, y = 1 ou {x = 0, y = 1}.
Un problème est défini par l’ensemble des domaines de ses variables. Lorsque l’on
réduit le domaine d’une ou plusieurs variables du problème, on obtient un sous-problème.
Les solutions d’un sous-problème sont donc aussi des solutions du problème père. Lors-
qu’on travaille sur des entiers naturels (N), les domaines des variables étant de taille
infinie le nombre de sous-problème est aussi infini. En limitant les valeurs entières, par
exemple en utilisant des entiers signés sur 32 bits, le nombre de sous-problèmes est fini.
Celui-ci est cependant exponentiel avec le nombre de variables du problèmes.
Une solution d’un problème est une évaluation de ce problème pour laquelle toutes
les contraintes sont satisfaites. Par exemple, un problème défini par la variable x ∈ N et
la contrainte x2 + x = 0 accepte {x = 0} comme solution. De même, si les variables
sont x, y, les domaines (x, y) ∈ {0, 1}2 et les contraintes x+ y = 1, x 6= y, une solution
peut être {x = 0, y = 1}.
Par la suite, nous définissons les deux problèmes 3.1 et 3.2 qui serviront d’exemples.
Le premier problème considère trois variables x, y, z dont les deux premières peuvent
valoir 0 ou 1 et la troisième 1 ou 2. Les quatre contraintes spécifient que x est inférieur
à y, lui même inférieur à z, que x est différent de z, puis que la somme de x, de y et de
z vaut 3. Une solution de ce problème est (x, y, z) = (0, 1, 2).
variables
{
(x, y, z)
domaines

x ∈ {0, 1}
y ∈ {0, 1}
z ∈ {1, 2}
contraintes

x ≤ y
y ≤ z
x 6= z
x+ y + z = 3
FIGURE 3.1 – Problème 1 de PPC.
Le deuxième problème considère trois variables a, b et c, chacune à valeur dans
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les entiers naturels, ainsi que trois contraintes spécifiant que a et b sont égales, que la
somme de a et b est égale à c, et finalement que la valeur de c multipliée par 2 vaut 8.
Ce problème admet pour solution (a, b, c) = (2, 2, 4).
variables
{
(a, b, c)
domaines

a ∈ N
b ∈ N
c ∈ N
contraintes

a = b
a+ b = c
c× 2 = 8
FIGURE 3.2 – Problème 2 de PPC.
Une fois le modèle défini, l’utilisateur utilise le solveur pour déterminer les solutions
correspondantes.
3.1.2 Objectifs de résolution
Un problème modélisé par PPC peut avoir 0, 1 ou plusieurs solutions. Le solveur peut
être paramétré pour démontrer différentes propriétés d’un problème.
Le solveur peut d’abord déterminer la faisabilité du problème, c’est-à-dire que celui-
ci admet bien au moins une solution. Cette existence est prouvée en exhibant une so-
lution au problème. L’objectif de la résolution sera alors de trouver au plus vite une
instanciation du problème qui satisfasse toutes les contraintes.
Le solveur peut, au contraire, déterminer qu’un problème est insolvable, c’est-à-dire
qu’aucune instanciation n’est satisfaisante. Cette démonstration implique un parcours
partiel des sous-problèmes et des démonstrations formelles d’insatisfaction. L’objec-
tif du solveur est alors de décomposer le plus rapidement possible le problème en un
ensemble de sous-problèmes pour lesquels les contraintes permettent de déduire une
incohérence de manière formelle.
Enfin, le solveur peut être utilisé pour déterminer non pas une solution mais la
meilleure solution possible au problème, selon un critère d’évaluation. L’objectif est
alors, d’une part d’exhiber une bonne solution, et d’autre part de montrer que ce pro-
blème n’admet aucune meilleure solution que celle-ci.
Différentes techniques permettent de déterminer rapidement les solutions, ou l’ab-
sence de solution, d’un problème. Nous allons détailler les principes de résolution dans
la PPC et certaines de ces techniques.
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3.1.3 Exploration d’un arbre des solutions
La manière “naïve” de résoudre un problème consiste à énumérer toutes ses instancia-
tions, en vérifiant pour chacune si les contraintes sont satisfaites. Étant donné que les
solutions des sous-problèmes sont aussi solutions du nœud père, il est possible de dé-
composer le problème en sous-problèmes de domaines réduits dans lesquels chercher
les solutions. Une approche de cette décomposition consiste par exemple à sélection-
ner une variable, puis à générer un sous-problème pour chaque valeur de son domaine.
Cette approche est récursive, puisqu’elle peut être réutilisée pour les sous-domaine ainsi
générés.
Pour effectuer une telle exploration, le solveur construit récursivement un arbre de
parcours à partir du problème initial, qui en est la racine, où chaque nœud de l’arbre
correspond à un sous-problème de son nœud père. Un nœud dont toutes les variables
sont instanciées ne peut avoir de fils et est donc une feuille, qui représente une solution
potentielle au problème. Lors d’une telle exploration, il est indispensable que passage
d’un nœud père à ses fils conserve les solutions possibles. Pour cela, le domaine du
nœud père doit être contenu dans l’union des domaines des nœuds fils, ce qui est le cas
par exemple lors de l’énumération des valeurs d’une variable.
Nous proposons dans la figure 3.3 un arbre d’exploration possible de problème
1( 3.1). Cet arbre est obtenu en énumérant les valeurs pour la variable x, puis pour
la variable y et enfin pour z.
x ∈ {0, 1}
y ∈ {0, 1}
z ∈ {1, 2}
x = 0
y ∈ {0, 1}
z ∈ {1, 2}
x = 0
y = 0
z ∈ {1, 2}
x = 0
y = 0
z = 1
z = 1
x = 0
y = 0
z = 2
z = 2
y = 0
x = 0
y = 1
z ∈ {1, 2}
x = 0
y = 1
z = 1
z = 1
x = 0
y = 1
z = 2
z = 2
y = 1
x = 0
x = 1
y ∈ {0, 1}
z ∈ {1, 2}
x = 1
y = 0
z ∈ {1, 2}
x = 1
y = 0
z = 1
z = 1
x = 1
y = 0
z = 2
z = 2
y = 0
x = 1
y = 1
z ∈ {1, 2}
x = 1
y = 1
z = 1
z = 1
x = 1
y = 1
z = 2
z = 2
y = 1
x = 1
FIGURE 3.3 – Exemple d’abre des solutions d’un problème.
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Durant la construction de cet arbre, les feuilles obtenues sont évaluées et seules
celles satisfaisant toutes les contraintes sont retenues. Dans l’exemple, seule la solution
{(x, y, z) = (0, 1, 2)} satisfait toutes les contraintes et est donc la seule solution que le
solveur retient. Cet arbre est construit par l’instanciation à chaque nœud fils d’une va-
riable non instanciée dans le nœud père. Une seule variable étant sélectionnée à chaque
nœud père, un nœud père a ici autant de fils que la taille du domaine de la variable à
instancier. Cette instanciation d’une seule variable n’est pas systématique et dépend des
stratégies d’exploration de l’arbre.
Ce problème de 3 variables, chacune avec deux valeurs possibles, a donc 23 = 8
solutions potentielles. L’exploration a demandé ici 6 nœuds intermédiaires, alors qu’une
seule solution était présente. Cette exploration naïve a donc demandé l’exploration de 7
solutions inutiles, et 4 nœuds intermédiaires sans solutions. Cette approche naïve, si elle
permet de comprendre le problème, souffre cependant de très mauvaises performances.
Les performances d’une recherche d’une solution sont liées à la stratégie d’explora-
tion. En l’occurrence, connaissant déjà une solution, une première stratégie est d’affec-
ter directement cette solution au domaine du problème. Ainsi, après création d’un seul
nœud {(x, y, z) = (0, 1, 2)}, le solveur peut déterminer qu’au moins une solution existe,
c’est-à-dire que le problème est décidable. Cependant cette stratégie n’aurait aucun effet
si le problème n’avait pas de solution, ou qu’il fallait énumérer toutes ces solutions.
Si cette énumération est efficace pour des problèmes simples, tel celui donné en
exemple, son temps de résolution est proportionnel au nombre de feuilles de l’arbre. Ce
nombre est égal au produit des tailles des domaines des variables, dans l’exemple du
problème 1( 3.1) ce produit vaut 2 × 2 × 2 = 8 feuilles. Si les domaines avaient été
x, y, z ∈ N, les solutions auraient été les mêmes, mais l’arbre de recherche aurait eu une
taille infinie, rendant cette énumération impossible.
Ainsi le problème 2( 3.2), bien que trivial pour un humain, n’est pas résoluble pas
un tel algorithme. Il est donc important de réduire dès que possible la taille de l’arbre
de recherche.
3.1.4 Cohérence des nœuds intermédiaires
Lors de la génération de l’arbre de recherche, certains nœuds sont incohérents, c’est à
dire qu’au moins une contrainte ne peut plus être satisfaite. Dans notre exemple, le nœud
{x = 1, y = 0, z ∈ {1, 2}} est en contradiction avec la contrainte x ≤ y. Il n’est donc
pas nécessaire d’explorer les fils de ce nœud car ceux-ci seront forcément incohérents.
Détecter ces incohérences au plus tôt permet d’élaguer l’arbre de recherche, et donc de
réduire le coût d’exploration de cet arbre.
La détection de ces incohérences est effectuée à chaque transition d’un nœud père
vers un nœud fils. Elle est donc assurée de manière récursive, en commençant par vé-
rifier si les contraintes sont cohérentes à la racine. Dès que le domaine d’une variable
est modifié, par exemple au passage d’un nœud père à son fils par l’instanciation de
3.1. PROGRAMMATION PAR CONTRAINTES 43
cette variable, il faut vérifier toutes les contraintes liées à cette variable. Quand une de
ces contraintes s’avère non satisfaite, le nœud fils est déclaré incohérent et il est inutile
de continuer son exploration, le solveur reprend alors l’exploration du nœud père. Cette
méthode de mémorisation des nœuds et de retour au nœud père est appelée backtracking
puisqu’elle remonte l’exploration de l’arbre des solutions en considérant le nœud actuel
totalement exploré.
Avec le backtracking, l’arbre de recherche précédent devient 3.4 :
x ∈ {0, 1}
y ∈ {0, 1}
z ∈ {1, 2}
x = 0
y ∈ {0, 1}
z ∈ {1, 2}
x = 0
y = 0
z ∈ {1, 2}
mais x+ y + z = 3
y = 0
x = 0
y = 1
z ∈ {1, 2}
x = 0
y = 1
z = 1
z = 1
x = 0
y = 1
z = 2
z = 2
y = 1
x = 0
x = 1
y ∈ {0, 1}
z ∈ {1, 2}
x = 1
y = 0
z ∈ {1, 2}
mais x ≤ y
y = 0
x = 1
y = 1
z ∈ {1, 2}
x = 1
y = 1
z = 1
z = 1
x = 1
y = 1
z = 2
z = 2
y = 1
x = 1
FIGURE 3.4 – Arbre des solutions avec backtrack.
Bien que le backtracking permette de détecter au plus tôt les nœuds incohérents, il
peut être intéressant de réduire le domaine d’une variable en fonction des contraintes
auxquelles elle participe.
3.1.5 Filtrage des contraintes
En utilisant la définition formelle des contraintes, il est possible d’exprimer le do-
maine d’une variable en fonction des domaines des autres variables participant à cette
contrainte. Ainsi, si x ∈ [1, 2] et la contrainte y = x, je peux trivialement en déduire
y ∈ [1, 2]. Le filtrage consiste à appliquer une contrainte pour réduire le domaine des va-
riables y participant. Le solveur restreint alors le domaine d’une ou plusieurs variables
d’un nœud à partir des contraintes et des domaines des variables de ce nœud. Cette
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propagation au niveau d’un nœud des domaines des variables grâce aux contraintes est
appelée le filtrage des domaines.
L’opération de filtrage sur un nœud est réalisée en une ou plusieurs passes : si une
première passe réduit le domaine d’une variable, il est possible qu’une passe ultérieure
réduise encore des domaines de variables. Si après un ou plusieurs filtrage le domaine
d’une variable est vide, alors le nœud est incohérent et ne peut donc avoir de solution.
Par exemple, dans problème 2( 3.2), si a = 1, alors d’après la contrainte a = b on
a b = 1. On peut donc filtrer les valeurs de b différentes de 1. Mieux encore, dès la
racine la contrainte 2× c = 8 peut être filtrée en c = 4. Une deuxième passe de filtrage
utilise cette fois la contrainte a + b = c pour en réduire l’espace de a et de b. En effet,
a + b = c implique alors a = 4 − b et b = 4 − a, après filtrage a ∈ [0..4], b ∈ [0..4].
Avec le filtrage, le domaine des variables de ce problème passe alors de (a, b, c) ∈ N3 à
(a, b) ∈ [0..4]2, c = 4. Le domaine de chacune des variables étant alors fini, ce problème
devient résoluble en explorant l’arbre de recherche comme le montre la figure 3.5.
a ∈ N
b ∈ N
c ∈ N
a ∈ [0..4]
b ∈ [0..4]
c = 4
a = 0
b ∈ [0..4]
c = 4
a = 0
b = 0
c = 4
mais a+ b = c
après filtrage
a = 0
a = 1
b ∈ [0..4]
c = 4
a = 1
b = 1
c = 4
mais a+ b = c
après filtrage
a = 1
a = 2
b ∈ [0..4]
c = 4
a = 2
b = 2
c = 4
après filtrage
a = 2
a = 3
b ∈ [0..4]
c = 4
a = 3
b = 3
c = 4
mais a+ b = c
après filtrage
a = 3
a = 4
b ∈ [0..4]
c = 4
a = 4
b = 4
c = 4
mais a+ b = c
après filtrage
a = 4
après filtrage
FIGURE 3.5 – Arbre des solutions avec filtrage.
Le filtrage des contraintes peut être une fonctionnalité très coûteuse à mettre en
place. En effet elle demande de déduire pour chaque contrainte des restrictions sur le
domaine de chaque variable, demandant un temps de calcul non négligeable. Un filtrage
trop poussé peut donc ralentir le processus de résolution dans le cas de contraintes com-
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plexes. Il est alors nécessaire de trouver un équilibre entre le temps de construction de
l’arbre de recherche et le temps passé à filtrer.
Le solveur peut aussi être utilisé pour trouver la meilleure solution au problème.
Dans ce cas, il ne s’arrête pas à la première solution et continue à chercher d’autres
meilleures solutions.
3.1.6 Optimisation et contraintes
La PPC permet de définir des variables et des relations sur ces variables, mais aussi
une fonction d’évaluation des solutions du problème. La résolution d’un problème peut
alors être paramétrée pour rechercher non pas la première solution, mais une solution
optimale, c’est-à-dire maximisant ou minimisant cette fonction.
Un algorithme simple de recherche de solution optimale consiste à parcourir toutes
les solutions du problème, à les évaluer et à ne conserver que la meilleure. La com-
plexité de cet algorithme est la même que celle de l’algorithme de parcours exhaustif
des solutions au problème.
Une amélioration de cet algorithme consiste à ajouter une contrainte supplémentaire
d’évaluation au problème : celle ci impose que toute solution déterminée par la suite
soit meilleure que celle déjà obtenue. Cette contrainte considère une variable extérieure
au modèle, la meilleure évaluation déjà obtenue, qui n’a pas de sens dans le problème
mais en a pour la résolution de celui-ci. Le filtrage de cette contrainte améliore ainsi le
processus de résolution, élaguant les branches de l’arbre qui ne peuvent formellement
amener une solution suffisamment bonne.
Cette variable étant modifiée à la découverte d’une meilleure solution, elle peut
induire une incohérence depuis le nœud actuellement explorée jusqu’à un nœud très
proche de la racine. Il est alors possible de redémarrer le processus de résolution du
problème depuis la racine en conservant cette nouvelle valeur de solution optimale. Ce
paramétrage réduit le coût du backtracking lorsque l’arbre de recherche a une profon-
deur importante.
Dans tous les cas, la recherche de la meilleure solution d’un problème demande
une exploration plus profonde de l’arbre des solutions, et donc un temps de résolution
plus important. Ainsi, les paramètres de filtrage et d’objectif ont une influence directe
sur les performances du solveur. Ces performances dépendent aussi des stratégies de
recherche lors de l’exploration de l’arbre des solution. Si des méta-stratégies génériques
existent et permettent de résoudre certaines classes de problèmes, les stratégies les plus
intéressantes sont généralement celles spécifiques au problème considéré.
3.1.7 Stratégie de recherche
La PPC permet de modéliser un problème avec des contraintes variées, en particulier
grâce à la présence de catalogues de contraintes génériques. Elle a en contrepartie de
46 CHAPITRE 3. ENTROPY : UNE PREMIÈRE SOLUTION
cette généricité un problème de performances. En effet, si la modélisation d’un pro-
blème peut être effectuée facilement, le parcours exhaustif d’un arbre de recherche peut
être désastreux. Par exemple, si un problème possède 50 variables, chacune avec 1000
valeurs possibles, alors le problème peut être instancié de 100050 = 10150 façons diffé-
rentes. Le filtrage des contraintes permet éventuellement de réduire l’arbre des solutions,
mais sa taille restera un problème pour un parcours exhaustif.
Si l’objectif est de trouver une solution au problème, il faut donc guider la construc-
tion de l’arbre de manière à arriver au plus tôt vers une telle solution. Si au contraire
l’objectif est de démontrer l’absence de solution, il faut guider le solveur pour lui faire
atteindre au plus tôt des nœuds inconsistants. Ce guidage est permis par l’adaptation
du solveur au problème à résoudre. Cette adaptation passe par le développement de
stratégies de recherche pour le solveur.
La création et l’évaluation d’une stratégie de recherche demande un travail impor-
tant, si ce n’est le plus important.
Les heuristiques associées à un problème
Dans le cadre de la PPC, une heuristique est une stratégie d’exploration de l’arbre des
solutions. Cette aide, apportée par une connaissance de la sémantique du problème ou
par des résultats empiriques, détermine pour certains nœuds de l’arbre le nœud suivant
à explorer.
Une heuristique indique au solveur comment se déplacer intelligemment dans l’es-
pace des solutions. L’objectif est donc d’approcher la meilleure solution possible dans
un délai de temps raisonnable. La recherche et la sélection d’heuristiques appropriées
est une étape importante lors de l’utilisation de la PPC pour résoudre un problème. Une
heuristique est dédiée à la résolution d’un problème, ou d’une classe de problèmes, et
doit donc être développée spécifiquement pour chaque problème.
Les heuristiques développées dans le cadre d’un problème peuvent être comparées,
en terme de performances, aux heuristiques de résolution génériques.
Les méta-heuristiques
Si des heuristiques très spécifiques peuvent améliorer un problème particulier, des heu-
ristiques génériques sont aussi accessibles. Ceux-ci permettent de rechercher efficace-
ment une solution optimale dans un problème sans nécessiter de développement impor-
tant ou de connaissances particulières. Une telle heuristique est appelée méta-heuristique,
dans le sens où elle produit pour un problème donné une heuristique de parcours. Si la
production d’une heuristique considère la sémantique du problème qu’elle adresse, une
méta-heuristique ne considère que la modélisation du problème.
Les principales méta-heuristiques utilisées pour résoudre des problèmes à variables
discrètes sont :
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• Le recuit simulé, qui explore l’espace de recherche tout en acceptant de dégrader
sa solution afin de sortir des optimums locaux. Tout au long du processus, le recuit
va de moins en moins accepter ces dégradations, ce qui va le faire converger vers
un optimum (que l’on espère) global.
• la recherche avec tabous, qui a l’inverse du recuit simulé est déterministe et a
une notion de mémoire. Le choix du meilleur voisin d’une solution pousse l’al-
gorithme à trouver les optimums locaux. Comme l’exploration de l’espace de
recherche est effectué en limitant le voisinage de la solution en rendant "tabous"
certains mouvements, l’algorithme doit théoriquement visiter l’optimum global.
• les algorithmes évolutionnaires, issus de la théorie de l’évolution de Darwin, qui
manipulent plusieurs solutions en même temps, et qui en les combinant forment
de nouvelles solutions. Le fait d’avoir une population de solutions facilite l’explo-
ration de l’espace de recherche, et les meilleures solutions seront favorisées pour
participer à la création de nouvelles solutions ce qui aura pour effet de favoriser
les combinaisons des "bonnes caractéristiques", et donc de trouver un optimum
global.
Finalement, la PPC permet de combiner différentes approches durant la résolution
d’un problème. Un développeur peut ainsi guider le solveur par l’exclusion des solutions
qu’il sait peu satisfaisantes, puis utiliser une méta-heuristique pour évaluer la meilleure
solution parmi le domaine restant.
3.1.8 Les solveurs de contraintes
Les différentes implémentations des solveurs ont chacune leurs propres caractéristiques.
Le langage d’implémentation du solveur conditionne le cadre de son utilisation. Cer-
tains langages sont plus performants que d’autres lors de l’exécution d’un algorithme
d’exploration d’arbre. En effet, les langages dits de “haut niveau” intègrent des compor-
tements génériques, laissés à la charge des développeurs dans les langages dits de plus
“bas niveau”. Ces implémentations génériques réduisent le coût de développement des
programmes, et apportent des solutions testées et donc à priori exemptes de bugs, mais
ne permettent généralement pas d’atteindre des performances optimales, accessibles par
des implémentations spécifiques au problème. Ainsi, le solveur Choco développé en
Java sera moins performant pour le même parcours que le solveur Gecode développé en
C++.
Certains solveurs proposent des fonctionnalités d’optimisation des problèmes à ré-
soudre. Par exemple, la recherche de formes de symétrie dans le problème [BS07] per-
met de réduire grandement la taille de l’arbre de recherche. De même la déduction
formelle de contraintes intermédiaires permet de filtrer plus rapidement le problème.
Par exemple, des deux contraintes x + y = c et x = y on peut déduire les contraintes
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2x = c et 2y = c. Cependant la recherche de telles optimisations put prendre un temps
supérieur à celui qu’elle fera gagner, voire gaspiller un temps de calcul pour ne déduire
aucune optimisation.
Certains solveurs peuvent interpréter des problèmes à partir de leur description dans
un modèle générique, cependant différents solveurs peuvent proposer différents lan-
gages de description. Ainsi il n’est pas toujours possible de définir un problème de la
même façon dans différents solveur, et donc certains problèmes ne peuvent pas être
résolus par tous les solveurs.
En particulier, bien que le langage de description du problème puisse être indépen-
dant du langage d’implémentation du solveur, le développement de contraintes spéci-
fique est lié à ce dernier. Il est alors difficile de produire des contraintes pour tous les
solveurs. Dans les faits, chaque solveur propose son ou ses catalogues de contraintes
pré-définies, les spécifications d’une contrainte peuvent varier d’un catalogue à l’autre,
et évidemment d’un solveur à l’autre.
Enfin, la capacité du langage à intégrer de nouvelles contraintes, spécifiques à une
classe de problèmes, conditionne l’évolutivité de ce langage. Si un solveur est perfor-
mant mais fermé à l’évolution des problèmes qu’il adresse, la PPC perd de son sens et
peut parfois être remplacée par des méthodes de résolution analytiques.
Une équipe travaillant sur le solveur Choco à l’EMN nous apportant le support tech-
nique nécessaire, nous n’avons pas étudié tous les solveurs existants. De plus, ce solveur
était déjà intégré à ENTROPY, nous nous sommes appuyés sur cette base déjà éprouvée.
3.2 Entropy
ENTROPY permet d’administrer un centre virtualisé de type IaaS par l’automatisation
des actions d’administration. Ces actions incluent le démarrage et l’arrêt des serveur du
centre, ainsi que les migration, suspension et reprise des VM, selon des règles spéci-
fiées par l’administrateur. ENTROPY déduit et exécute de manière régulière un plan de
reconfiguration du centre.
La version 1.0 d’ENTROPY avait pour objectif de regrouper automatiquement les
VM sur un nombre réduit de nœuds afin de réduire la consommation énergétique du
centre. Ce placement était effectué en considérant les besoins des VM en ressources
CPU et mémoire, ressources proposées par les serveurs. Le problème adressé était alors
un problème de satisfaction des contraintes de ressources dans le centre. En effet, il
ne suffit pas de placer toutes les VM sur un seul serveur, puisque les ressources dis-
ponibles pour chaque VM peuvent être insuffisantes. Ce problème de satisfaction des
contraintes de ressource est un problème dit de packing. Ce problème est très difficile à
résoudre, aussi ce travail a porté tant sur la modélisation d’un centre grâce à un solveur
de contraintes que sur la recherche de solution optimale dans des centres de petite taille.
En plus du problème de packing des ressources, ce travail considérait un problème
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de planification des tâches administratives. Chaque tâche d’administration proposée par
ENTROPY y nécessite une durée d’exécution. Durant cette durée, la tâche peut empê-
cher l’exécution d’autres tâches sur les serveurs concernés par cette tâche. De ce fait,
une solution au problème de regroupement des VM peut être très lente à mettre en place.
Ce système de planification permettait de réduire le temps nécessaire à l’exécution d’un
plan de reconfiguration proposé par ENTROPY. De plus, elle permettait d’éviter des pro-
blèmes d’interblocage de règles d’administration, par exemple lorsqu’ENTROPY pro-
pose l’échange de deux VM de deux serveurs différents à forte activité CPU.
La version 2.0 d’ENTROPY remplaçait ce problème initial par des règles de place-
ment des VM. Par exemple, l’administrateur peut demander le placement de plusieurs
VM sur le même serveur, ou au contraire leur répartition sur différents serveurs. Dès
lors, il ne s’agit plus d’un problème de regroupement des VM, mais de satisfaction
des règles de l’administrateur dans un problème fortement contraint. Dans cette ver-
sion, ENTROPY ne cherche pas à réduire le nombre de serveurs mais à satisfaire les
contraintes en proposant le plan de reconfiguration le plus court possible.
ENTROPY utilise le système de supervision Ganglia[MCC04] pour l’obtention de
la configuration du centre virtualisé et la bibliothèque de spécification et résolution de
contraintes Choco[cho] pour calculer un placement et planifier le ré-agencement. Grâce
à la PPC, ENTROPY permet d’appréhender des problèmes d’administration d’un centre
virtualisé, qui peuvent nécessiter l’expression de contraintes complexes.
3.2.1 Boucle autonomique
ENTROPY fonctionne sur le principe d’une boucle de contrôle, qui effectue plusieurs
opérations successives de manière répétitive. Cette boucle alterne les phases d’observa-
tion du centre, d’analyse, puis d’exécution d’actions pour optimiser la configuration du
centre.
Tout d’abord, ENTROPY utilise un système de monitoring pour obtenir des infor-
mations sur le centre virtualisé. Ce système lui permet de déterminer la configuration
virtuelle, et en particulier les utilisations des CPU et RAM des VM.
Une fois l’état du centre virtualisé connu, ENTROPY déduit, à partir de cet état et
des règles de l’administrateur, les variables et contraintes définissant le problème dans
Choco. Chaque version d’ENTROPY paramètre de plus ce problème avec ses propres
objectifs d’optimisation et ses stratégies de recherches. Quand toutes les contraintes
ont été ajoutées, ENTROPY utilise le solveur de PPC pour déterminer une configuration
viable et respectant les objectifs de l’administrateur.
ENTROPY utilise le solveur de PPC pour déterminer non seulement une configura-
tion cible, mais aussi un plan de reconfiguration du centre virtualisé. Ce plan est consti-
tué d’une succession d’actions d’administration sur le centre virtualisé amenant celui
ci à la configuration cible. Il peut être déduit de la configuration à atteindre ou bien
modélisé dans le solveur de contraintes.
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Ce plan de reconfiguration déterminé, ENTROPY exécute la séquence d’actions qui
le compose, et débute une nouvelle boucle de reconfiguration.
3.2.2 d’Entropy à OPTIPLACE
ENTROPY est un logiciel de gestion autonome, effectuant à la fois la récupération des in-
formations du centre, la prise en compte des demandes de l’administrateur, la résolution
du problème de reconfiguration, et l’exécution du plan de reconfiguration. Cependant,
l’évolution des fonctionnalités dans ces domaines a induit une complexité importante et
nous a amené à nous concentrer sur la résolution du problème.
D’une part, les système d’observation de centre, considérés initialement comme de
simples moniteurs centralisés, ont évolué vers une utilisation industrielle et pour cela
intégré des fonctionnalités supplémentaires. Ainsi, la solution fournie par VMWare in-
corpore les notions de compte utilisateur, de droit d’accès aux données, ainsi que des
systèmes de surveillance événementielle. De même, des fonctionnalités de gestion com-
plexes peuvent être présentes dans les hyperviseurs. L’hyperviseur Xen par exemple per-
met à l’administrateur du centre de spécifier des priorités d’accès aux ressources. De ce
fait, la compréhension et l’observation d’un centre réel demande l’utilisation de pilotes
spécifiques à ce centre, et donc un surcoût important de développement.
D’autre part, les fonctionnalités d’interaction nécessaires à l’optimisation d’un centre
ont suivi cette même tendance de complexification. Certains centres permettent par
exemple de migrer une VM par suppression de celle-ci et clonage d’un modèle de VM
sur un autre serveur. Cette fonctionnalité permet de réduire le temps de migration né-
cessaire pour une VM sans mémoire, ou encore d’équilibrer les charges parmi plusieurs
serveurs.
Ces systèmes de droits, de priorités, d’équivalence des VM doivent être pris en
compte et intégrés à ENTROPY par le pilote du centre de manière transparente, ce qui
demande un travail d’adaptation supplémentaire. Nos travaux ont donc transformé le
programme autonome qu’était ENTROPY pour ne conserver que la fonctionnalité de ré-
solution des problèmes, afin de l’intégrer à BTRCLOUD. Ceci fait, nous nous sommes
attaché à repousser les limites ENTROPY telles qu’elles étaient présentes dans la version
2.0.
3.3 Limites d’Entropy 2.0
ENTROPY était dédié à la résolution de problèmes de packing et de satisfaction de
contraintes de placement. Notre travail portait essentiellement sur l’amélioration du sys-
tème de parking interne et sur son ouverture à des contraintes de placement nouvelles.
Cependant, son utilisation dans des cadres scientifiques différents nécessite des adapta-
tions complexes.
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3.3.1 Approche tout en un
ENTROPY fonctionnait sur la base de l’autonomic computing, du monitoring jusqu’au
système d’exécution. Nous avons repensé l’architecture (nommé btrCloud) en vue de
la rendre plus modulaire et agnostique du système de IaaS sous-jacent, produisant ainsi
OPTIPLACE. OPTIPLACE n’est plus que la brique d’aide à la décision pour la gestion
d’un centre virtualisé, les observations, analyses, modélisations, étant faites en amont et
l’exécution des décisions étant effectuée en aval.
3.3.2 Approche non flexible
La version 2.0 n’intégrait plus de système d’optimisation. Pendant nos premiers travaux
sur l’intégration d’un nouveau système d’optimisation énergétique, le système ne four-
nissait plus de réponse dans des temps acceptables. Cette perte de performance était
liée à un système de planification coûteux et des heuristiques trop agressives, dévelop-
pés dans le cadre du placement de tâche sous contraintes. Le système de planification
ajoutait un nombre important de contraintes dan le solveur, tandis que les heuristiques
élaguaient l’arbre de recherche trop rapidement, si bien que le système d’optimisation
ne pouvait plus fonctionner.
Comprendre un tel système, l’adapter et le corriger est une tâche bien trop complexe
pour un non initié. Notre objectif dans OPTIPLACE est de fournir une solution flexible
permettant à tout développeur Java de développer son propre système de placement et
d’optimisation d’un centre virtualisé en lui fournissant les bonnes abstractions.
Ajout de contraintes difficiles
L’ajout de contraintes autour de la notion de VM/serveurs reste cependant difficile. Elle
impose de connaître le système dans sa totalité et nécessite la manipulation des do-
maines de variables dans le solveur. Cette tâche reste complexe, et peut dans certain cas
interférer avec des objectifs d’optimisation. Un travail important dans OPTIPLACE a été
effectué pour faciliter cette tâche.
Fragmentation des versions
L’architecture d’ENTROPY lui permettait d’être plus efficace dans la résolution de pro-
blèmes, tous les paramètres étant connus lors du développement. Cet avantage se trans-
forme en inconvénient lorsque différents développeurs veulent modifier le code d’ENTROPY,
leurs objectifs pouvant être divergents.
Les modification d’ENTROPY ont chacune été effectuées dans leur propre version,
développée comme un projet à partir d’une version fixée d’ENTROPY. Cette manière
de développer apporte la stabilité nécessaire à la création de projets complexes, mais
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empêche l’évolution simultanée des différents projets. En effet l’intégration de modi-
fications apportées au projet initial ENTROPY (sous la forme de correctifs) doit être
adaptée à chaque projet lié. Cette adaptation pouvant être très coûteuse en temps de dé-
veloppement, généralement les développeurs n’appliquent pas les correctifs apportés au
projet initial.
Dès lors, chaque projet basé sur ENTROPY se contente d’utiliser une version fixée
d’ENTROPY, dont il ne suivra plus les évolutions. Les optimisations de code, les cor-
rections de bugs, les ajouts de fonctionnalités apportés par les travaux de Fabien Her-
menier ne peuvent alors être intégrés à des projets anciens. Les différentes versions
d’ENTROPY, les différents projets utilisant chacun sa version, tous optimisés pour un
problème spécifique, ne peuvent plus bénéficier des apports apportés aux uns ou aux
autres.
Redondance du code et des contraintes
Cette fragmentation a un deuxième effet sur le développement, la redondance du code.
En effet chaque développeur devant intégrer un nouveau problème ne cherchera pas à
utiliser du code d’un projet existant, celui-ci étant probablement lié à une version diffé-
rente d’ENTROPY. Il doit ainsi re-coder des fonctionnalités dans un nouveau projet, sans
pour autant y apporter d’amélioration, mais uniquement pour l’adapter à une nouvelle
version d’ENTROPY. Ce code est donc redondant dans les projets basés sur ENTROPY
et en particulier, les bugs présents sont redondants et, comme indiqué dans la section
précédente, non corrigés.
Cette redondance de code entraîne à son tour une redondance des contraintes inté-
grées à un problème de placement. Ainsi, quand un développeur importe des classes
d’un autre projet, ces classes peuvent créer des contraintes équivalentes à celles que le
développeur crée dans son propre code.
Par exemple, la manipulation de groupes de VM n’est pas présente dans ENTROPY.
Les contraintes assimilées, telles le décompte des VM de ce groupe hébergées par un
serveur, intégrées parfois à des heuristiques, doivent être recodées pour chaque projet
utilisant cette notion. Ainsi les mêmes classes peuvent être produites de différentes ma-
nières dans différents projets. Si ces classes sont utilisées dans un projet tierce, elle vont
alors produire des contraintes équivalentes, et donc des doublons de contraintes.
En plus du problème d’ajout de contraintes redondantes dans le solveur, l’ajout de
code équivalent multiplie les risques de bugs. Que ce soit à cause des difficultés à inté-
grer des contraintes externes, ou tout simplement par un besoin accru d’écriture de ligne
de codes, le développeur qui intègre des contraintes extérieures aura mathématiquement
plus de travail et donc d’erreurs dans son code.
Cette redondance peut être évitée par la mutualisation des fonctionnalités. Ainsi la
création de modules développeurs, dédiés à l’implémentation de fonctionnalités spéci-
fiques, permet cette mutualisation des travaux. Un développeur peut alors produire un
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module, qui sera utilisé de la même manière par d’autres développeurs sans que ceux-ci
aient besoin de modifier le code des fonctionnalités. Il est alors possible d’évaluer une
nouvelle implémentation de fonctionnalité en remplaçant le module ancien par celui-ci.
Évaluation sur simulation
ENTROPY a été rarement évalué sur infrastructure réelle. Dans le cadre d’OPTIPLACE
et de btrCloud, nous avons tenu à valider nos solutions sur infrastructure réelle. En
effet, c’est après tests que nous avons remarqué qu’il était nécessaire de séquencialiser
l’ensemble des migrations partant d’un même noeud et/ou arrivant sur un même noeud.
3.4 Conclusion
Nous voulons développer une nouvelle version, flexible et modulaire, en ajoutant une
gestion de l’énergie. Nous voulons tester la solution sur infrastructure réelle. Le chapitre
suivant décrit plus précisément l’architecture de btrCloud, et les limites d’Entropy.

II
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Le point de départ de ces travaux sur l’optimisation énergétique fût d’assimiler les
travaux antérieurs réalisés autour d’ENTROPY, en vue d’apporter de nouvelles contri-
butions scientifiques. Comme précisé au chapitre 3, les premiers travaux réalisés par
Fabien Hermenier [Her09] ont permis le développement d’ENTROPY (V1.0), un ges-
tionnaire de centre. Son objectif était de permettre l’exécution de l’ensemble des ma-
chines virtuelles sur un minimum de serveur physique. Les serveurs physiques libérés
par le gestionnaire peuvent être éteint ou réutilisés pour d’autres tâches, réduisant la
consommation d’un centre homogène.
Le cœur des travaux d’ENTROPY adressait la problématique du placement de VM
sur des serveurs physiques, sous des contraintes de consommation de ressources. Dans
sa version 1.0 ce cœur permettait de minimiser le nombre de serveurs physiques utilisés.
Dans sa version 2.0 ce cœur fût remanié par Fabien Hermenier, en perdant la fonction-
nalité de minimisation du nombre de serveurs, mais en gagnant l’ajout de nouvelles
contraintes de placement, orientées haute disponibilité.
Dans ces deux premières versions, ENTROPY a été conçu comme une boucle de re-
configuration autonome d’un centre virtualisé. Cette boucle alterne les phases d’obser-
vation du centre, d’analyse des données, de déduction d’actions et d’application de ces
actions, comme présenté dans la figure 4.1. ENTROPY s’appuie sur un système d’obser-
vation de centre (initialement ganglia) pour obtenir, de manière régulière, les informa-
tions des éléments du centre. Elle utilisait aussi un système d’administration permettant
d’agir sur le centre pour améliorer ce dernier (initialement des drivers spécifiques pour
libvirt).
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FIGURE 4.1 – Boucle de reconfiguration autonomique d’ENTROPY.
Le cœur d’ ENTROPY étant axé sur la consommation des ressources, il ne permettait
pas de prendre en compte les modèles de consommation électrique des serveurs. Plus
généralement, il n’était pas assez flexible pour intégrer de nouvelles dimensions comme
l’énergie, l’empreinte thermique, ou la gestion électrique. Or, de nos expériences pas-
sées dans le développement du système ENTROPY, il est indispensable de pouvoir in-
tégrer au système de placement de nouvelles contraintes ou objectifs. Le choix initial
d’utiliser la PPC fût essentiellement effectué pour ses propriétés de composabilité. Il
est assez simple, pour un problème déjà modélisé, d’ajouter de nouvelles contraintes.
Cependant, plus on ajoute de contraintes au système, plus la recherche de solution peut
être difficile. Il est donc nécessaire de pouvoir activer ou désactiver un lot de contraintes
en fonction des critères de placement recherchés (Thermal, HA, énergétique etc.).
C’est en développant le système d’optimisation énergétique que nous nous sommes
aperçus que ce dernier devait être couplé à des contraintes diveses. Ainsi, la contrainte
de type anti-affinité entre VM est nécessaire pour adresser des problématiques de haute
disponibilité. Ce besoin de cohabitation avec de nouvelles contraintes fût également
60 CHAPITRE 4. OPTIPLACE
important lorsque nous avons voulu intégrer, sans succès, la dimension thermique au
système de placement.
Notre première contribution fût d’analyser puis de définir une architecture exten-
sible, permettant la prise en compte de nouveaux modèles dans ENTROPY. Cette ar-
chitecture nécessitait d’en modifier son cœur et donc de créer une nouvelle version
d’ENTROPY. Dans les faits, différentes versions d’ENTROPY ont été développées, in-
compatibles entre elles bien qu’adressant pour des problèmes similaires. OPTIPLACE
apporte une modularité nécessaire à la résolution de problèmes plus complexes sans
modification de son cœur.
Autre point, ENTROPY V2.0 propose non seulement un choix d’actions d’adminis-
tration à exécuter mais aussi leur planification. Si cette planification assure une forme de
viabilité du plan de re-configuration, cet atout peut devenir un inconvénient. D’une part
cette planification nécessite de prévoir la durée de chaque action d’administration pos-
sible. Or l’évaluation des durées de migration des VM dans un centre virtualisé est un
problème complexe, sans solution satisfaisante [ASR+10]. Ainsi, les modèles utilisés ne
peuvent qu’être approximatifs et la viabilité du plan n’est donc pas totalement assurée
avec cette plannification. D’autre part, l’ajout des contraintes de planification dans un
problème de re-configuration ajoute à la complexité de celui-ci. Lors du développement,
le développeur de contraintes doit en comprendre les mécanismes, qu’il l’utilise ou non
cette planification. Lors de la résolution d’un problème, le solveur utilisé doit considérer
un compte un nombre important de contraintes, entrainant une utilisation accrue de la
mémoire disponible et un temps de résolution parfois important.
Nous voulions ainsi permettre la résolution de problèmes n’intégrant pas de planifi-
cation, tel un problème de répartition physique des VM. Nous voulions aussi réduire les
empreintes mémoire et CPU des processus de résolution pour les problèmes de grande
taille. Enfin, nous voulions rendre l’intégration de cette planification modifiable de ma-
nière extérieure, par exemple pour intégrer des algorithmes plus efficaces. Pour cela,
nous devions rendre la planification dans ENTROPY optionnelle.
Il nous a fallu dans un premier temps repenser l’architecture d’OPTIPLACE. Nous
avons procédé à une analyse des problèmes rencontrés lors de l’utilisation d’ENTROPY
en tant que développeurs. Une fois ces problèmes cernés, nous avons déterminé les mo-
difications que des développeurs peuvent apporter au cœur d’OPTIPLACE. Nous avons
ainsi isolé les fonctionnalité minimales à conserver dans le cœur d’OPTIPLACE. Nous
avons aussi déterminé les fonctionnalités à ajouter à ENTROPY pour résoudre les pro-
blèmes rencontrés.
Suite à cela, nous avons modifié ENTROPY pour lui adjoindre un système de mo-
dules, permettant non seulement de modifier le système de planification des actions mais
aussi de prendre en compte des modules externes. Notre deuxième contribution fût de
concevoir un module, qui d’un point de vue architectural sera dénommé une vue, de
consommation énergétique. Ces travaux ont abouti à OPTIPLACE, un système modu-
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laire multis-vues dédié à la gestion du placement des VM dans un centre de données
virtualisé.
Le système OPTIPLACE développé dans le cadre de cette thèse se focalise sur le
placement, sous contraintes et avec optimisation, des VM d’un centre virtualisé. Les
composants de monitoring, de détection d’erreur ou d’action sur le centre ont fait l’objet
d’une ré-implémentation dans un système plus vaste mais en dehors de cette thèse. Ce
système sert de support de validation d’OPTIPLACE et est présenté ci après pour aider
le lecteur à cerner les apports et limites de notre contribution.
4.1 d’Entropy 2.0 à BTRCLOUD
OPTIPLACE est intégré à la suite logicielle BTRCLOUD en tant que brique décision-
nelle. Comme l’obtention des informations du centre et l’exécution des actions déduites
ne sont pas du domaine décisionnel, ces fonctionnalités ne sont pas présentes dans OP-
TIPLACE. Le cœur d’OPTIPLACE se contente de proposer des migrations à effectuer
pour améliorer un centre, en prenant en compte diverses dimensions, besoins d’optimi-
sation et contraintes de placement internes.
4.1.1 Présentation de BTRCLOUD
BTRCLOUD est une suite logicielle d’administration de centre virtualisé issue des tra-
vaux combinés de Rémi Pottier, Frédéric Dumont, Thierry Bernard, Alexandre Garnier
et Jean-Marc Menaud. Cette suite logicielle permet de gérer au travers de deux types
interfaces (console et interface graphique) un centre composé de milliers de VM. Le
cœur de btrCloud est défini autour de 3 composants logiciels :
• btrMonitor, en charge de la collecte des métriques et de l’architecture d’un ou
plusieurs centres (Introspection)
• btrAction, en charge de la réalisation des actions logicielles sur le ou les centres
(intercession)
• btrScript en charge de l’analyse des données et de la vérification des règles de
placement.
Si btrScript permet de vérifier la satisfaction ou non d’une règle, ses fonctionnalités
se limitent à informer l’administrateur. Il ne peut calculer un plan de re-configuration
permettant de résoudre les règles de placement non respectées. Ce calcul est délégué
à un module externe, appelé à la demande ou de manière automatique. Dans l’actuelle
version de btrCloud, le quatrième composant en charge de ces calculs est OPTIPLACE.
Dans les sections suivantes nous revenons sur les fonctionnalité et propriétés des 4 com-
posants.
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btrMonitor
Le module d’observation btrMonitor est en charge de l’observation et de l’analyse de
l’infrastructure. Ce module détecte toutes les modifications dans l’organisation de l’in-
frastructure. L’analyse de l’infrastructure comprend donc la récupération des ressources
consommées par tous les serveurs et toutes les VM, de leur cycle de vie, de l’empla-
cement des VM mais également de l’architecture logique de l’infrastructure (cluster,
serverpool etc.).
Ce module dispose de plusieurs drivers permettant d’observer des infrastructures
virtualisées sous VMWare (avec ou sans Vcenter), HyperV (avec ou sans SCVMM),
CloudStack (KVM et Xen) et KVM. Ce module est également en charge de communi-
quer avec les différentes cartes de gestion du marché pour récupérer, entre autres, les
consommations électrique et les données thermiques. Concrètement, btrMonitor inter-
roge à intervalles réguliers, au travers des drivers de monitoring mis à disposition, les
matériels spécifiés (hyperviseurs, cartes de gestion, wattmètres, etc.) afin de collecter
les données de consommations accessibles sur le parc.
btrAction
Le module de reconfiguration est responsable de l’exécution des actions sur l’infrastruc-
ture en vue de modifier l’organisation des ressources. Multi-hyperviseurs, il permet de
piloter des infrastructures sous VMWare (avec ou sans Vcenter), HyperV (avec ou sans
SCVMM ), CloudStack et KVM. Il permet l’extinction, la mise en veille et la relance
des serveurs et VM du parc. Il permet aussi la migration d’une VM depuis un serveur
vers un autre, la création d’un snapshot, la destruction physique d’une VM, etc..
btrScript
En charge de modéliser l’infrastructure et de vérifier la cohérence des actions d’admi-
nistration, cette brique logicielle récupère les informations transmises par le module
btrMonitor et envoie les actions a effectuer à btrAction. La brique btrScript est inter-
rogeable par un administrateur via un langage dédié à l’administration d’un centre de
données. L’utilisation d’un langage pour administrer une infrastructure de taille consé-
quente fournit une alternative intéressante aux gestionnaires graphiques de VM. En ef-
fet, un tel langage permet à l’administrateur l’utilisation de scripts et la manipulation
d’ensembles d’éléments de grande taille. Le langage a été classé d’après trois sous-
domaines de l’administration : la description de l’infrastructure, la sélection d’éléments
au sein d’une infrastructure et la reconfiguration d’une infrastructure virtualisée.
En ce qui concerne la phase de description, une infrastructure comme un centre de
données doit être perçue sous différents angles afin d’en faciliter son administration. Par
exemple, une vue physique permettra de décrire de manière hiérarchique l’architecture
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physique du centre de données en précisant qu’un serveur X se trouve dans une baie B
elle même dans le couloir C situé dans la salle S du centre de données DC situé dans la
ville V. Une vue électrique permettra de décrire que la prise P est connecté au disjonc-
teur D du tableau basse tension T alimenté par l’arrivée A. Ces vues sont génériques
et paramétrables en fonction du contexte d’utilisation de btrCloud. Une fois les vues
décrites, il est alors aisé pour un administrateur de manipuler ces abstractions et de dé-
terminer, par exemple, quelle est la consommation instantanée des serveurs connectés
sur le disjoncteur D. Nous avons réutilisé cette notion de vue dans la conception de
l’outil OPTIPLACE.
En ce qui concerne le langage de manipulation et d’action, nous proposons au lecteur
de consulter la thèse de Rémy Pottier [Pot12].
OptiPlace
La brique logicielle OPTIPLACE interagit avec la brique logicielle btrScript. Quand
ce dernier détecte une règle de placement non satisfaite, il fait appel automatiquement
ou semi-automatiquement au système de résolution de contraintes OPTIPLACE. Il est
possible de faire à appel à OPTIPLACE soit à la demande de l’administrateur, soit à
une fréquence régulière, soit enfin en réaction à des événements particuliers. Le rôle
d’ OPTIPLACE est à partir d’une configuration donnée (l’état courant du système) et
de règles de placement, de générer un plan de reconfiguration (une suite d’action à
exécuter) permettant d’aboutir à un placement respectant les règles de placement et
minimisant/maximisant la fonction de coût.
Comme décrit, la notion de vue présente dans btrScript est également disponible
dans OPTIPLACE. Ces vues permettent d’ajouter au problème de placement principal,
des notions, règles et objectifs propres au problème modélisé par la vue. La description
de cette architecture est détaillée dans la section suivante.
4.2 OPTIPLACE
L’objectif premier d’OPTIPLACE est la résolution d’un problème de placement de VM
sur des serveurs physiques. Cet outil initial peut être étendu via la notion de vue.
Initialement le système est construit sur un cœur minimal, qui correspond au pro-
blème générique de placement à résoudre. Dans ce problème, OPTIPLACE considère
une configuration virtuelle d’un centre, c’est à dire les caractéristiques des serveurs et
VM du centre, ainsi que l’hébergement des VM sur les serveurs. La résolution d’un
problème de placement permet d’obtenir, si nécessaire, une nouvelle configuration de
ce centre.
Le cœur d’OPTIPLACE ne prend initialement pas en compte de contraintes, et se
contente de placer les VM sur un ou plusieurs serveurs. Ce cœur peut prendre en compte
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un premier niveau de contraintes : les consommations des ressources virtuelles dans le
centre. En effet les VM utilisent (par exemple le CPU) ou réservent (par exemple la
mémoire) les ressources physiques des serveurs. OPTIPLACE permet de spécifier des
capacités et consommations de ressources dans le centre, et s’assure ensuite que les res-
sources consommées par les VM hébergées par un serveur ne dépassent pas les capacités
de ce serveur. Ce problème d’allocation sous contraintes de ressources correspond à un
problème de binpacking. Ce binpacking est mono-dimensionnel quand on ne considère
qu’une seule ressource, multi-dimensionnel quand on en considère plusieurs. Le sys-
tème étant modulaire, le cœur initial peut considérer de 0 à autant que l’on veut de
ressources. Par défaut, les ressources CPU et mémoire sont ajoutées au problème.
Le cœur d’OPTIPLACE résout un problème de placement en ne considérant que
les serveurs, les VM, et la configuration initiale des VM sur le serveurs. Comme nous
venons de voir, le placement des VM dans un centre est contraint par les capacités et
utilisations de ressources dans celui-ci. Le problème initial peut être enrichi grâce à
l’ajout de vues. Une vue apporte au problème de placement des données des modèles,
règles et objectifs supplémentaires à prendre en compte. Les vues sont activables et
désactivables à volonté, étant un élément externe au cœur. Ainsi, selon l’objectif qu’il
se fixe, par exemple minimiser la consommation électrique ou améliorer la disponibilité
du système, et selon les spécificités du centre sur lequel il travaille, l’administrateur peut
n’activer que les vues qui l’intéressent.
Dans le cadre de nos travaux, cette flexibilité n’est pas seulement nécessaire pour
l’adaptabilité, la généricité ou la maintenabilité du code, mais aussi pour des problèmes
de performances. Rajouter des données et des contraintes dans le solveur complexifie le
problème à résoudre et augmente donc le temps de réponse. Si ces données et contraintes
ne sont pas utiles pour l’objectif à atteindre, il est important qu’elles ne soient pas pré-
sentes dans le solveur. Ainsi, les règles et objectifs non minimaux sont déportés dans les
vues afin d’améliorer le temps de réponse lorsqu’ils ne sont pas nécessaires.
Outre une vue intégrant les ressources CPU et mémoire, la première vue que nous
avons développée a été la vue HD. Initialement les règles développées dans le cadre
des travaux de Fabien Hermenier, pour permettre au système de résoudre un placement
de VM sous des contraintes de haute disponibilité, étaient entremêlées dans le coeur
d’ENTROPY. Nous avons externalisé ces règles dans un module HD, qui propose des
règles de placement des VM les unes par rapport aux autres.
La première contribution est présente sous la forme d’un travail d’architecture du
système pour dissocier le cœur minimal d’OPTIPLACE du module HD. Ce mode d’uti-
lisation d’OPTIPLACE a demandé des modifications importantes dans l’architecture
d’ENTROPY. Un système de vues permet aux développeurs de spécifier leurs propres
règles modifiant le problème de placement initial. Ils peuvent ainsi y ajouter des infor-
mations sur l’état des éléments du centre et des ressources, ou proposer des règles et
objectifs à utiliser par l’administrateur. En particulier, l’architecture modulaire permet
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de développer des dictionnaires de contraintes ou des modèles propres à des catégories
de problèmes et de les réutiliser dans d’autres développements sans toucher au cœur
d’OPTIPLACE. Nous avons également rajouté à la vue HD initiale quelques nouvelles
règles.
Un exemple de vue est la planification temporelle, telle que présente dans ENTROPY,
ou encore la vue énergétique qui a guidé notre développement. Cette dernière incorpore
les consommations électriques des serveurs commes fonctions de l’utilisation des res-
sources de ce serveur. La deuxième contribution fût ainsi de créer une vue énergétique,
intégrant des modèles, règles, coûts et stratégies pour considérer la consommation élec-
trique des serveurs du centre.
Le principe générique est détaillé dans la section suivante. La vue énergétique déve-
loppée dans cette thèse est décrite dans la section 4.3.
4.2.1 Programmation modulaire : les vues
Les vues sont, d’un point de vue administrateur, de nouvelles règles que l’on veut ajouter
au cœur minimal. Ces règles peuvent porter sur les VM, sur les serveurs comme celles
déjà présentes dans ENTROPY, ou éventuellement sur des entités spécifiques à une vue.
Elles doivent être respectées dans la configuration fournie par OPTIPLACE.
En plus des règles, une vue peut apporter une notion de coût de solution à réduire lors
de la recherche d’une solution à un problème. Ce coût est une fonction mathématique
à minimiser lors de cette recherche, et modélisée à partir des variables du problème.
Par exemple, dans ENTROPY V2.0 l’objectif était de minimiser le nombre de migration
dans le plan de reconfiguration.
Ces vues étendent le cœur minimal d’OPTIPLACE, en ajoutant de nouvelles données
au problème initial de placement. Typiquement la vue énergétique ajoute, en plus des
spécifications des ressources du centre, des modèles de consommation électrique de ces
serveurs en fonction de la consommation des ressources des VM qu’ils hébergent. Elle
est utilisée comme une extension de la configuration virtuelle, ajoutant ses variables,
contraintes, et coûts au problème de placement. Ainsi une vue s’appuie sur les quatre
piliers de la PPC : les variables du problèmes, les plages de valeur de ces variables, les
contraintes entre ces variables, et les potentielles fonctions de coût à minimiser.
La première vue HD a principalement demandé un travail de ré-architecture. Cette
vue n’étend pas la configuration initiale, car elle n’apporte pas de données supplémen-
taires au modèle initial. Elle donne accès à des règles de placement : spread, group, ban,
fence, issues des travaux sur ENTROPY V2.0. Dans le cas où ou le système recherche un
placement valide pour toutes les VM, il n’y a pas de fonction de coût associé. Cependant
dans le cas où le système cherche à réduire le nombre de migrations, le vue HD propose
(importé d’ENTROPY V2.0) une fonction de coût qui est le nombre total de migrations
à effectuer pour passer de la configuration initiale à la solution. L’intérêt de cette vue
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HA consiste plus en son apport architectural que dans ses fonctionnalités, qui sont les
mêmes que celles présentes dans ENTROPY V2.0.
Concernant la vue énergétique, un travail de recherche et d’évaluation plus important
à été nécessaire, décrit dans la section correspondante 4.3.
Utilisation par l’administrateur
Un administrateur utilise OPTIPLACE pour maintenir son centre dans un état satisfai-
sant. Cette notion de satisfaction est intrinsèque au centre considéré, en effet chaque
centre possède ses règles spécifiques. Le problème du placement des VM dans un centre
doit donc être paramétré par l’administrateur pour prendre en compte ces spécificités.
La configuration virtuelle du centre, c’est-à-dire les listes de VM, serveurs et les
allocations des VM sur les serveurs, peut être généralement obtenue par le système
de gestion du centre. Cependant, les demandes spécifiques de l’administrateur, telles
l’arrêt d’un serveur ou la réduction des points chauds du centre, ne sont pas connues par
de tels systèmes de gestion. De même, les utilisateurs du centre peuvent spécifier des
demandes à prendre en compte par l’administrateur, telles la création d’une nouvelle
VM ou l’augmentation des capacité en mémoire d’une VM existante.
Le système de vues permet, une fois paramétré, de prendre en compte ces demandes
spécifiques sous la forme de règles à injecter dans un problème de placement. OPTI-
PLACE permet à l’administrateur d’un centre d’ajouter des règles de fonctionnement
et de préciser un objectif à atteindre, sous la forme d’une fonction de coût. Pour cela,
les vues doivent tout d’abord obtenir les données propres à leur domaine. Une fois cor-
rectement configurées, les vues sont utilisées pour chaque problème de placement dans
un centre. À chaque fois qu’OPTIPLACE doit résoudre tel problème, les vues activées
par l’administrateur injectent leurs règles dans le cœur du problème. Par exemple, si
la vue énergétique est activée, elle peut ajouter ses modèles de consommation des ser-
veurs dans le problème. En particulier, ce sera le cas si l’administrateur veut réduire la
consommation du centre ou de certains serveurs.
Le paramétrage des vues, en particulier l’obtention des données propres à leur do-
maine, est une opération à la charge de l’administrateur.
Intégration des vues à la résolution d’un problème
Le processus de résolution d’OPTIPLACE, présenté dans la figure 4.2, est le suivant :
Tout d’abord, OPTIPLACE nécessite de connaître la configuration virtuelle du centre,
tel que décrite plus haut. Il peut ainsi modéliser en interne cette configuration, c’est-à-
dire le cœur du problème de placement des VM sur les serveurs. Cette information est
typiquement obtenue par BTRCLOUD après traduction des indications des gestionnaires
dans le modèle d’OPTIPLACE, via son API.
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Une fois le cœur du problème créé, celui-ci est enrichi des spécifications de res-
sources. Ces spécifications sont fournies par les vues et décrivent les capacités des ser-
veurs et les consommations des VM pour chaque ressource. Des fonctionnalités dédiées
réduisent la charge de développement inhérente à l’ajout d’une ressource.
Les vues paramétrées par l’administrateur sont ensuite associées au problème. Celles-
ci accèdent ainsi aux données du problèmes et ajoutent leurs variables et contraintes
dans ce dernier. Par exemple, la vue énergétique utilise les variables d’utilisation des
ressources des serveurs pour créer et contraindre des variables de consommation élec-
trique.
Une fois ces vues associées, leurs règles sont injectées dans le problème. Ces règles
sont appliquées aux variables du problème, que ce soit celles crées par le cœur ou par
les vues, en ajoutant des contraintes dans le cœur du problème. Par exemple le bannis-
sement d’un serveur, demandé par l’administrateur pour des raisons de maintenance,
contraint le nombre de VM hébergées sur un serveur à être zéro.
Enfin, une fois les règles injectées dans le problème, l’objectif de recherche (c’est-
à-dire le coût à réduire) est déterminé et utilisé dans la résolution du problème. Cette
résolution consiste en la recherche d’un état du centre qui respecte les règles des vues,
tout en minimisant le coût spécifié. Quand le solveur à déduit du problème une solution,
les vues utilisées en déduisent les résultats qui leurs sont propres. Par exemple, la valeur
de consommation totale des serveurs du centre est déduite par la vue énergétique, la
seule à avoir connaissance du sens de cette valeur.
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FIGURE 4.2 – Processus d’utilisation d’OPTIPLACE.
Ainsi, les vues exposent leurs variables et contraintes, qu’elles les utilisent directe-
ment ou que celles-ci soient utilisées par d’autres vues, tout en proposant à l’adminsi-
trateur des méthodes pour enrichir le problème de placement.
L’avantage de cette modularité est que les paramètres du problème et les règles de
différentes vues peuvent être incorporées simultanément dans un problème. Il est donc
possible de développer une nouvelle vue sans aucune connaissance des vues dévelop-
pées précédemment ou même activées dans le système, et par la suite de changer une vue
pour une version plus à jour sans modifier les autres vues ni les paramètres d’exécution
du problème.
Cette fonctionnalité apporte la flexibilité nécessaire à un outil de placement intelli-
gent et efficace.
Intégration des vue dans OPTIPLACE
Le cœur d’OPTIPLACE permet de définir la configuration virtuelle d’un centre, les para-
mètres de résolution d’un problème, et présente les fonctions d’extension par des vues.
Les vue peuvent s’appuyer sur d’autres vues pour s’intégrer dans un problème.
Ainsi, la vue thermique, qui modélise le coût de la climatisation, nécessite des modèles
de consommation des serveurs apportés par la vue énergétique . Lorsqu’un développeur
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améliore la vue énergétique, ces améliorations sont apportées à la vue thermique sans
avoir besoin de modifier cette dernière. Pour cela, chaque vue doit présenter de manière
explicite les variables qu’elle ajoute au problème, ainsi que les contraintes qu’elle peut
générer.
En suivant ces besoin, nous avons développé OPTIPLACE pour que les vues ac-
cèdent dans le cœur d’un problème à des fonctions communes de création de variables
et de contraintes. Une fois paramétrée, une vue est alors indépendante d’un quelconque
problème de placement, bien qu’elle soit basée sur une première configuration virtuelle.
C’est pourquoi, lors de la résolution d’un problème, chaque vue activée est associée
au cœur de ce problème. Une fois associée, une vue a accès aux variables du cœur
du problème, ainsi qu’aux fonctions précédemment décrites. Elle peut alors utiliser ces
dernières pour intégrer ses règles, sous formes de contraintes, au problème.
En plus des contraintes à satisfaire, les vues peuvent spécifier une fonction de coût
à minimiser lors de la résolution d’un problème. Une telle fonction de coût est intégrée
dans un problème de placement par la création d’une variable correspondante dans le
problème.
Ces fonctionnalité d’injection de règles, de spécification des ressources et de sélec-
tion d’un coût dessinent les traits d’une architecture réflexive. Cette capacité des vues
à changer le modèle interne ne se limite pas à l’ajout de variables et contraintes, mais
aussi à l’accès à des paramètres plus poussés de recherche de solution.
4.2.2 Vers un système réflexif
Si la spécification d’une fonction de coût associée à la recherche des solutions d’un
problème permet d’orienter cette recherche, la PPC propose de plus l’accès à des fonc-
tionnalités liées à son principe de fonctionnement, c’est-à-dire le parcours d’un arbre de
recherche.
En particulier, la résolution d’un problème générique ne peut être résolue efficace-
ment avec une stratégie générique. Il faut donc adapter les mécanismes de résolution
d’un problème à ce dernier, c’est-à-dire permettre au développeur de vues de modifier
depuis celles-ci le fonctionnement du solveur.
Réduction de la fonction de coût
Une fonction de coût spécifie un objectif à atteindre lors de la résolution d’un problème,
sa sémantique se place donc non pas dans le cadre du centre considéré mais uniquement
dans le cadre d’une recherche de solution. En cela la sélection de cette fonction est
une forme de réflexion. Nous poussons plus loin cette fonctionnalité en permettant de
paramétrer l’intégration de cette fonction de coût au problème.
En effet lorsque les modèles considérés sont imprécis, deux solutions dont la dif-
férence de coût est de l’ordre de cette précision peuvent être considérées comme équi-
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valentes. Par exemple, si la fonction de coût est précise à 20% près, alors une solution
dont le coût est 100 et une solution de coût 90 peuvent être considérées équivalentes
dans l’arbre de recherche. Quand une solution est trouvée par le solveur, la recherche
des solutions équivalentes à une précision près n’est plus intéressante. Il est alors pos-
sible d’élaguer l’arbre de recherche en éliminant au plus tôt les solutions dont le coût
est équivalent.
Notre approche permet de spécifier une fonction de réduction du coût. Dans notre
exemple précédent, dès que l’exploration d’un arbre obtient une solution dont le coût
vaut 200, cette fonction de réduction est alors appelée. Elle indique au solveur que celui-
ci doit désormais chercher des solutions dont le coût est inférieur à 100−20
100
× 200 = 160.
Cette fonction de réduction réduit ici le coût d’une solution trouvée de 200 à 160.
Cette réduction considère dans notre exemple une précision relative et consiste en un
simple multiplicateur de coût. Un développeur peut cependant spécifier des réductions
de coût plus complexes, par exemple une homothétie centrée en β
1−α et de coefficient
α de formule r(c) = α × c + β ou un déplacement absolu de vecteur δ de formule
r(c) = c+δ. Ces trois représentations sont intégrées au cœur d’OPTIPLACE mais celui-
ci permet à un développeur d’intégrer ses propres formules.
En pratique, l’utilisation de cette fonctionnalité réduit l’espace de recherche, mais
seulement quand la la formulation du coût le permet. En effet, il n’est pas toujours pos-
sible d”éliminer des branches de l’arbre des solution à partir de la fonction de coût. Cette
possibilité dépend principalement de l’intégration de la fonction de coût au problème.
Ainsi la réduction d’une fonction de coût très complexe n’a qu’un impact très réduit sur
la recherche des solutions par le solveur.
Cette approche ne permet plus d’obtenir la meilleure solution, mais une solution
satisfaisante, qui dans certains contextes tels la réduction énergétique est suffisante.
Paramétrage de l’injection des règles
Le cœur d’OPTIPLACE ne permet de déclarer qu’un seul type de contraintes : les contraintes
de satisfaction des ressources, générées automatiquement à partir des spécifications
d’utilisation des ressources serveur par les VM. Cette contrainte de packing des res-
sources était au cœur d’ENTROPY. Bien que formellement très simple, elle peut être
traduite de différentes manières dans un problème de PPC. Plus particulièrement, le
comportement associé à la mise à jour des variables de la contrainte, aussi appelé pro-
pagation de la contrainte, peut être adapté à différentes classes de problèmes.
La méthode d’injection de ce type de contrainte peut être spécifiée dans le cœur.
Ainsi l’administrateur peut utiliser sur un problème à contraintes spécifiques une im-
plémentation de packing à faible recherche d’optimisation. De la même manière il peut
utiliser un algorithme plus intelligent pour un autre problème, qui analysera le système
sous tous ses angles.
Ce système de packing peut être spécifié par l’administrateur du centre, ou bien par
4.2. OPTIPLACE 71
le développeur de vues. En effet, les vues peuvent communiquer entre elles, puisqu’une
vue peut être construite en s’appuyant sur les fonctionnalités d’une autre vue. Il est ainsi
possible de fournir des vues fonctionnelles pures, c’est à dire ne fournissant que des
fonctions de manipulation du problème sans altérer celui-ci par des données ou règles
propres.
Ainsi des fonctionnalités de contraintes spécifiques, telles du calcul matriciel, peuvent
être ajoutées à OPTIPLACE sans changer son noyau. Ces vues peuvent être échangées
pour d’autres vues proposant les même fonctionnalité sans rompre la cohérence du pro-
blème. Ces fonctionnalités peuvent être utilisées pour la génération de contraintes liées
à une vue ou la création de stratégies de recherche associées à un problème.
Stratégies de recherche
Une adaptation usuelle d’un solveur de PPC au problème qu’il résout passe par la spé-
cification d’une stratégie de recherche, ou heuristique. Dans un problème de PPC, une
heuristique permet de choisir quelle branche traiter en priorité dans l’exploration de
l’arbre de recherche. Elle est issue de l’expérience de résolution d’un problème et per-
met d’ajouter à ce problème des connaissances qui ne peuvent être exprimées par la
PPC.
Le solveur de PPC Choco, utilisé par le cœur d’OPTIPLACE, permet de définir de
telles stratégies. Nous utilisons ses modèles pour permettre la création, à partir des élé-
ments des vues, des heuristiques à utiliser lors de l’exploration de l’arbre des solutions.
Elles peuvent être spécifiées par un développeur, ou indirectement par la fonction de
coût associée au problème.
Le paramétrage direct par le développeur permet de comparer facilement les perfor-
mances de stratégies proches, en résolvant deux fois le même problème avec ces deux
stratégies successives.
Performances du solveur
L’effet des paramètres de résolution d’un problème peut être déduit des performances
du solveur lors de la résolution d’un problème. Celles-ci sont mises à la disposition
des développeurs après la résolution d’un problème, permettant de comparer facilement
les paramétrages. Sont ainsi présentés les durées de création et résolution du problème,
de même que les nombres de contraintes et variables crées par chaque vue ajoutée au
problème. Ces valeurs permettent d’évaluer les compromis induits par les stratégies de
recherche, par exemple celles que nous avons développées pour la vue énergétique. Elles
permettent aussi de d’évaluer l’intégration commune de plusieurs vues.
S’il est vrai que les vues peuvent être mélangées dans OPTIPLACE, la PPC n’auto-
risant qu’une fonction de coût pour un problème, il n’est possible de minimiser qu’une
seule fonction de coût. Ceci peut poser problème pour prendre en compte plusieurs coûts
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à réduire dans un même problème. Dans ce cas, il y a deux solution : ou bien créer une
fonction de coût qui soit un amalgame des autres fonctions de coût, ou bien développer
une vue définissant sa propre fonction de coût composite. Dans le deuxième cas, si la
composabilité de la PPC assure un fonctionnement correct, il n’en est pas de même pour
les performances du solveur.
4.3 La vue énergétique
Comme précisé, la consommation des centres est un problème important, puisqu’une
estimation de 2011 indique que celle-ci atteindrait 1.5% de la consommation électrique
mondiale [Koo11]. La grande quantité de serveurs en fonctionnement, les besoins crois-
sants en services informatiques et en particulier l’avènement du cloud computing, les
besoins de redondance pour des raisons de sécurité sont autant de facteurs de croissance,
que le gain d’efficacité électrique des technologies récentes ne parvient pas à équilibrer.
De plus, à la consommation des serveurs du centre s’ajoute la consommation de
l’équipement électrique annexe qui contribue de manière non négligeable à la consom-
mation d’un centre. L’objectif de réduction des coûts énergétiques est maintenant un
problème pris en compte par les architectes lors de la création d’un centre. Cependant
l’évolution d’un centre, pour cause de changement de matériel ou pour accroître ses ca-
pacité de service, réduit l’efficacité énergétique de celui-ci. En particulier, le matériel de
climatisation d’un centre, chargé de climatiser l’atmosphère et de refroidir les serveurs,
peut être responsable de jusqu’à 50% de la consommation d’un serveur.
L’utilisation de certaines technologies permet d’améliorer ce problème de consom-
mation. D’une part, la virtualisation des services offre des capacités de mutualisation
des ressources, réduisant les nombre de serveurs allumés pour exécuter un jeu de ser-
vices. D’autre part, les systèmes de refroidissement alternatifs utilisant l’air extérieur
ou de l’eau promettent une réduction importante du coût de la climatisation. Si ces
technologies d’architecture du centre ou d’exécution des services permettent de réduire
l’impact environnemental d’un centre, une gestion intelligente de celui-ci est nécessaire
pour utiliser ces technologies à bon escient.
ENTROPY prenait en compte le problème de consommation en permettant à l’admi-
nistrateur d’éteindre un maximum de serveurs. Nous proposons de prendre en compte
les modèles de serveurs installés dans le centre pour permettre l’exécution des services
sur les serveurs les plus efficaces d’un point de vue énergétique. Ces travaux permettent
de plus de s’assurer de la modularité de notre architecture.
Intuitivement, la consommation (électrique) d’un serveur est croissante avec l’uti-
lisation de ses ressources. Plus les services exécutés demandent de calculs à effectuer,
d’écritures sur le disque, de paquets réseau à envoyer, et plus la consommation du ser-
veur est élevée. Cependant, les différentes technologies utilisées dans les serveurs, et en
particulier les usages pour lesquels ils ont été prévus, induisent des différences d’effica-
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cité énergétique parmi les serveurs d’un centre hétérogène.
La vue énergétique lie les consommations électriques des serveurs à l’activité des
VM qu’ils exécutent. Nous déterminons la consommation de tout ou partie des serveurs
d’un centre en fonction de la configuration virtuelle choisie, et utilisons ces valeurs de
consommation lors de la recherche d’une amélioration du centre. Dans cette vue nous
ignorons le matériel qui n’est pas utilisé pour la virtualisation, nous ne considérons que
les serveurs et les VM que ceux ci hébergent, décrivant la fonction de consommation du
centre :
cons(centre c) =
∑
serveur s∈c
cons(s)
De plus, nous considérons la consommation des serveurs sur un régime stable, eg. sur
une minute. Dans ce cas, nous considérons la puissance moyenne consommée par un
serveur sur une période, eg. la différence d’énergie consommée par le serveur sur une
période divisée par la durée de cette période.
4.3.1 Les données du problème
Cette vue ajoute au problème de placement initial des données qui ont trait à la consom-
mation électrique des serveurs. Pour cela elle dispose de modèles de consommation des
serveur, qu’elle injecte dans le problème de placement. Cette injection contraint une
variable représentant la consommation du serveur, selon le modèle qui lui est associé.
Elle propose ensuite des fonctions de coût à réduire, dans le but de minimiser, équi-
librer ou restreindre la consommation des serveurs dans le centre. Ces fonctions sont ac-
tivées par d’autres vues, selon le paramétrage de l’administrateur. Minimiser la consom-
mation électrique correspond au problème de réduction du coût de fonctionnement des
serveurs, tandis que l’équilibrage des charges est une réponse à la réduction des charges
thermiques dans un centre.
Lorsque le centre n’a pas la capacité physique pour dissiper la consommation élec-
trique maximale des serveurs, que ce soit pour des raisons d’évolution du parc de
machines ou de pannes du système de climatisation, l’administrateur peut limiter la
consommation d’un groupe de serveurs. Dans ce cas l’administrateur spécifie une consom-
mation maximale à ne pas dépasser dans un groupe de serveurs lors de la résolution d’un
problème de placement. La solution proposée se base sur le placement intelligent des
VM, nous n’agissons pas sur les mécanismes de contrôle au niveau serveur tel le sys-
tème de gestion du DVFS.
Le centre peut aussi être sujet à des problèmes de “points chauds” dus à des défauts
de ventilation. Dans ce cas l’administrateur peut borner la consommation de certains
serveurs au regard de celles d’autres serveurs. Ainsi, les serveurs les moins ventilés
auront nécessairement une charge électrique moins importante que celle des serveurs
les plus ventilés.
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Les consommations des serveurs sont liées non seulement aux activités de leurs VM,
mais aussi aux modèles physiques des serveurs installés. De plus, certains paramétrages
logiciels permettent de réduire de manière non négligeable la consommation d’un ser-
veur à faible demande de travail. Par exemple, le DVFS réduit la consommation d’un
CPU lorsque celui-ci est utilisé à faible charge. Dans les centres où se côtoient différents
modèles de serveurs, il n’est donc pas réaliste de supposer que tous les serveurs aient
le même modèle de consommation. Au contraire, il devient indispensable de modéliser
les consommations de chaque serveur afin de les prendre en compte dans le système de
placement.
Cette vue ajoute de nouvelles variables au problème initial, en associant à chaque
serveur une valeur de consommation. Cette valeur est contrainte par le modèle de consom-
mation du serveur, et des activités ressources fournies par le cœur d’OPTIPLACE. La
modélisation des consommations des serveurs est un problème abordé sous de mul-
tiples angles dans la littérature. Nous ne cherchons pas dans cette thèse à résoudre ce
problème, puisque nous nous concentrons sur la prise en compte de ces modèles dans la
vue énergétique.
Dans certains centres, l’administrateur a la possibilité d’éteindre les serveurs inuti-
lisés afin de réduire la consommation du centre. Si cette extinction permet de réduire
grandement la consommation du centre, elle peut compromettre les performances de
celui ci. Ainsi si un serveur devient surchargé, le temps de migration d’une VM de ce
serveur vers un serveur éteint nécessite le démarrage du serveur de destination. Dans
certains cas, cette fonctionnalité est tout simplement désactivée car non prise en compte
par le SGIV . Cette possibilité est prise en compte dans la vue consommation et, si acti-
vée, rend la consommation d’un serveur égale à 0 quand celui-ci n’héberge aucune VM.
Elle est dissociée des modèles de serveurs car elle dépend uniquement de la capacité à
éteindre des serveurs dans le centre.
La littérature présente de nombreuses classes de modèles de consommation, linéaire,
par paliers, quadratique selon les serveurs considérés et les activités du centre. La vue
énergétique d’OPTIPLACE doit connaître, pour chaque serveur, son modèle de consom-
mation et fournit pour cela une interface générique de modèle à respecter. Cette inter-
face générique permet l’injection d’un modèle de consommation la respectant dans un
problème de placement à la demande. L’administrateur du centre doit donc spécifier et
paramétrer le modèle de chaque serveur, que ce soit de manière statique ou par un ap-
prentissage dynamique. Nous nous concentrons sur l’implémentation des modèles car
le paramétrage des modèles rejoint le problème de modélisation des serveurs et sort du
cadre de cette thèse.
4.3.2 Modèles de consommation des serveurs
La consommation d’un serveur, sous la forme d’une puissance, est souvent mise en
relation avec la charge de celui-ci. Lorsque le serveur n’est pas virtualisé et que les ap-
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plications que celui ci exécute sont connues, le terme de charge du serveur a un sens
relatif aux applications présentes. Par exemple, la charge d’un serveur web peut être dé-
finie comme le nombre de requêtes que celui ci reçoit par secondes, celle d’un encodeur
de flux comme le nombre d’octets à traiter par secondes ou la charge d’un serveur HPC
comme le nombre de cœurs CPU monopolisés par son exécution. Cependant les ser-
veurs virtualisés n’ont pas connaissance des applications qui sont présentes dans leurs
VM. Dans ce cas la notion de charge d’un serveur se limite à considérer les accès aux
ressources de celui-ci, et plus particulièrement les accès ressources effectués par les VM
qu’il héberge. La vue énergétique permet de spécifier des modèles de relation entre la
consommation électrique d’un serveur et la configuration virtuelle du centre.
Si la littérature ne permet pas de dégager un modèle général de consommation
des serveurs, elle apporte cependant différentes classes de consommation de serveurs.
Chaque classe demande un développement spécifique pour être incorporée dans OP-
TIPLACE, et influence les performances de résolution des problèmes de placement. En
effet, des modèles simples permettent au solveur de déterminer rapidement la consom-
mation d’un serveur, tandis que les modèles plus compliqués nécessitent une connais-
sance approfondie des VM présentes sur le serveur pour déterminer sa consommation.
Nous ne détaillerons pas le modèle de consommation constante, qui bien que très
simple à réaliser(la consommation du serveur est fixée) n’a que peu de sens aujourd’hui,
tous les serveurs ayant une forme de réduction de la consommation à basse charge. Nous
présentons quelques modèles que nous avons développés pour l’occasion, qui peuvent
être enrichis ou modifiés par les développeurs pour correspondre aux observations du
centre.
Modèle linéaire en CPU
Le modèle le plus fréquemment cité est le modèle linéaire en CPU. Selon ce modèle, la
puissance consommée par le serveur est une fonction linéaire de la charge CPU de ce
dernier.
Plin,CPU(serveur s) = β + CPU(s)× α
Dans ce cas, le coefficient de croissance α et la charge à vide β, de valeurs positives,
sont propres propres à chaque serveur.
Nous normalisons la charge CPU du serveur considéré, pour qu’elle atteigne 1 au
maximum, quelque soit l’unité obtenue par le SGIV (MHz, % de temps utilisé, nombre
de cœur utilisés, MIPS, etc.). Pour cela nous divisons la charge observée par la charge
maximale (observée ou connue) et multiplions le coefficient de croissance par cette
charge maximale. De ce fait la consommation du serveur varie entre β et α + β de ma-
nière linéaire, nous posons Pmin et Pmax les consommations respectivement minimales
et maximales du serveur. Dans ce modèle et avec une charge normalisée, ces valeurs
valent respectivement Pmin = β et Pmax = α + β.
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Ce modèle a été intégré dans OPTIPLACE en utilisant la formule suivante :
Plin,CPU(serveur s) =
CPU(s)× (Pmax − Pmin)
CPUmax
+ Pmin
En effet, les systèmes d’observation présents dans BTRPLACE permettent d’observer
les activité CPU des serveurs et leurs consommations électriques. Un tel modèle de
consommation peut donc être
Consommation des VM sous modèle linéaire
Dans le cas d’une consommation linéaire avec l’activité du serveur, il est possible d’as-
socier à une VM sa consommation apportée au serveur. Cette valeur représente l’aug-
mentation de consommation induite par l’hébergement de cette VM sur ce serveur, et
ne dépend que des activités de cette VM. Ainsi dans le modèle linéaire en CPU nous
avons :
Pδ(vm, s) = CPU(vm)× (Pmax(s)− Pmin(s))
CPUmax(s)
Cette valeur Pδ(vm, s) représente le coût énergétique de l’affectation d’une VM à
un serveur. La consommation du serveur peut être calculée en intégrant cette notion.
Nous définissons h(s, vm) la variable booléenne d’affectation de la VM vm au serveur
s, c’est-à-dire h(s, vm) = 1 ssi vm est hébergée par s, 0 sinon. La consommation d’un
serveur est alors la somme, pour chaque VM que celui-ci héberge, des consommations
induites par ces VM sur ce serveur, à laquelle nous ajoutons la consommation minimale
du serveur :
P (s) = Pmin(s) +
∑
vm
h(s, vm)× Pδ(vm, s)
Quand tous les serveurs du centre c ont une consommation linéaire il est possible
de redéfinir la consommation du centre comme somme des consommations des VM
ajoutée à la somme des consommation minimale des serveur.
P (c) =
∑
s
Pmin(s) +
∑
s,vm
h(s, vm)× Pδ(vm, s)
On définit la consommation induite par vm dans le centre comme étant les éléments de
cette somme relatifs à vm :
Pδ(vm) =
∑
s
h(s, vm)× Pδ(vm, s)
Nous obtenons une définition de la consommation qui prend en compte les consomma-
tions minimales des serveurs et les consommations induites par les VM :
P (c) =
∑
s
Pmin(s) +
∑
vm
Pδ(vm)
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Étant donné que la consommation minimale des serveurs est une valeur constante, ce
changement de définition permet de réduire les éléments variables du problème.
Cette reformulation est intéressante pour déterminer la consommation minimale du
centre. Elle permet de déduire au plus tôt une borne inférieure de la consommation des
VM, et donc du centre. Elle demande cependant l’utilisation de contraintes supplémen-
taires dans le problèmes de placement, qui sont bien plus coûteuses en terme de per-
formances que les contraintes d’évaluation du modèle de consommation linéaire. Aussi
cette formulation est réservé à une recherche exhaustive des solutions du problème de
placement, ou à un problème fortement contraint sur les consommations des serveurs.
Ce modèle linéaire souffre d’un manque d’adaptabilité, il est en effet peu probable
qu’un serveur n’utilise qu’une seule ressource durant son utilisation. Il permet cepen-
dant de réutiliser les résultats scientifiques sur la consommation électrique des différents
composants d’un serveur, et d’obtenir une base de comparaison avec d’autres modèles
plus compliqués.
Consommation linéaire multi-ressources
Le modèle linéaire en CPU est un des principaux modèles mis en avant dans la litté-
rature. Cependant, la ressource CPU telle que spécifiée dans OPTIPLACE peut avoir
différents sens, par exemple, l’administrateur d’un centre peut réserver pour certaines
VM un certain nombre de cœurs CPU. Dans ce cas, la notion de ressource CPU réservée
dans OPTIPLACE est dé-corrélée de la notion d’activité CPU visible depuis le SGIV.
De même, des serveurs orientés encodage de flux ou résolution de problème com-
plexes peuvent utiliser des cartes physiques dédiées, telle un GPU pour le calcul massi-
vement parallèle ou le réseau pour un service de stockage. Il devient alors nécessaire de
prendre en compte un modèle de consommation considérant les activités de plusieurs
ressources. Nous avons adapté le modèle de consommation linéaire pour considérer
plusieurs ressources arbitraires. Cette adaptation a produit un modèle où l’activité de
chaque ressource considérée a un impact linéaire sur la consommation du serveur.
Notre modèle linéaire multi-ressources associe à chaque ressource r d’un serveur s
une consommation maximale Pr(s) induite par l’utilisation exclusive de cette ressource
sur ce serveur. Dans une configuration virtuelle, la consommation du serveur induite par
l’activité de cette ressource est proportionnelle à cette activité, et donc aux activités des
VM que ce serveur héberge.
La consommation d’un serveur s sous un tel modèle est alors définie comme
P (s) = Pmin(s) +
∑
resource r
charger(s)× Pr(s)
Où charger(s) est la charge normalisée de la ressource r sur le serveur s, donc valant au
maximum 1 à pleine charge ; Pmin(s) la consommation du serveur sans aucune activité
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sur ces ressources ; et Pr(s), comme indiqué plus haut, la consommation maximale
induite par l’utilisation exclusive de la ressource r sur le serveur s.
Ce modèle a l’avantage d’être plus expressif que le modèle linéaire en CPU, qui est
de fait un cas spécifique de consommation linéaire. En particulier, il permet de consi-
dérer dans un même problème des modèles de consommation des serveurs considérant
chacun des ressources différentes.
Un tel modèle nécessite cependant, pour être utilisé, de connaître l’activité de chaque
ressource utilisée dans le serveur modélisé. Cette connaissance peut être difficile à ob-
tenir quand les fonctionnalités du SGIV sont réduites. De plus, étant plus complexe que
le modèle linéaire en CPU, ce modèle demande l’ajout de contraintes supplémentaires
lors de la résolution d’un problème de placement et est donc moins performant. Comme
décrit en 4.3.2, il y a néanmoins des cas où le modèle linéaire en CPU n’est pas suffisant
pour décrire la consommation d’un serveur.
Ce modèle linéaire permet, de même que le modèle linéaire en CPU, d’associer à
chaque couple (VM, serveur) la consommation induite par la vm sur le serveur. La re-
formulation de la consommation totale vue précédemment peut alors être utilisée, pre-
nant en compte les consommations induites par les VM sur les serveurs et l’allocation
des VM sur chaque serveur. Contrairement au modèle linéaire en CPU, ce modèle peut
produire un nombre important de contraintes si le nombre de ressources à considérer de-
vient important. Dans ce cas, la reformulation par consommation des VM devient une
alternative envisageable. En effet, le nombre de contraintes produites par cette reformu-
lation est constant avec le nombre de ressources.
Les modèles linéaires permettent d’intégrer de nombreux travaux sur la consomma-
tion des serveurs, cependant d’autres modèles mono-ressource sont parfois présentés.
En particulier, nous avons intégré un modèle quadratique et un modèle constant par
paliers de CPU.
Consommation quadratique en CPU
Ce modèle, évoqué par exemple dans [UKIN10], définit la consommation d’un serveur
comme étant une fonction polynomiale de degré deux de la charge CPU de ce serveur.
Il est donc une extension du modèle linéaire, qui est un polynôme de degré un.
Pquad,CPU(serveur s) = γ + CPU(s)× β + CPU2(s)× α
Lorsque la charge CPU est normalisée, la charge CPU varie de 0 à 1 et donc la
consommation de β à α + β + γ. De même que pour la consommation linéaire, nous
notons ces valeurs de consommation minimales et maximales Pmin et Pmax. Nous défi-
nissons ensuite le taux de linéarité tlin = βα+β . Ce coefficient de linéarité vaut 0 si β vaut
0, et 1 si α vaut 0, c’est-à-dire lorsque le modèle est linéaire. En utilisant ces nouvelles
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variables, nous avons alors
α = (1− tlin)× (Pmax − Pmin)
β = tlin × (Pmax − Pmin)
γ = Pmin
Ces variables nous permettent d’intégrer des modèles de consommation quadratique
issus d’observations des centres. En effet l’observation des valeurs de consommation
maximale des serveurs ne nécessitent pas de travail spécifique. La déduction de taux de
linéarité demande cependant l’analyse des traces d’activité.
Dans certains cas les modèles de consommation continus ne permettent pas de
prendre en compte les variations de consommation des serveurs. Il faut alors utilise
des modèles de consommation discrets, tel le modèle par paliers de CPU
Consommation par paliers en CPU
Quand les observations de consommation des serveurs sont faites sur des valeurs de
charge CPU, les modèles linéaires peuvent s’avérer trop imprécis. En particulier, cer-
tains serveurs embarquant plusieurs CPU avec chacun plusieurs cœurs CPU peuvent
n’activer qu’un nombre réduit de ces cœur, maintenant les processus exécutés sur le
nombre restreint de cœur actifs. Dans certains cas, la puissance électrique consommée
par un cœur est quasiment constante quand ce cœur est activé. Dans ce cas la consom-
mation d’un serveur est fonction non pas directement de la charge CPU des cœurs mais
plutôt du nombre de cœurs activés, bien que ce nombre dépende de la charge CPU
des cœurs. Nous avons développé un modèle de consommation constante par pallier de
charge CPU qui permette de s’approcher de ces modèles.
Ce modèle associe à différents paliers (eg. de 0 à 20%, puis de 21 à 40%) de charge
CPU une consommation constante du serveur. Il peut être plus précis dans certains cas
qu’un modèle linéaire, mais demande l’injection de contraintes de seuil dans le pro-
blème, qui ont un impact important sur les performances.
Un intérêt supplémentaire à ce modèle est la prise en compte des seuils d’efficacité
optimale. Le seuil d’efficacité optimale d’un serveur s, soumis à un modèle de consom-
mation électrique en lien avec sa charge CPU, est la valeur de charge CPU pour laquelle
le ratio d’efficacité est maximisé, avec la formule
effCPU(s) = CPU(s)/P (s)
Ce seuil indique à partir de quel charge CPU du serveur il n’est plus intéressant, d’un
point de vue énergétique, d’ajouter des VM sur ce serveur car son efficacité énergétique
va décroître.
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Dans le cadre d’un modèle linéaire où P (s) = β + α × CPU(s), cette efficacité
vaut
efflin,CPU(s) =
CPU(s)
β + α× CPU(s) =
1
α
(1− β
β + α× CPU(s))
qui est strictement croissante avec la charge CPU de s, impliquant qu’un serveur ayant
une consommation linéaire en CPU sera toujours plus efficace à pleine charge. Ce qui
n’est pas toujours le cas pour des serveurs réels, par exemple [SPE08] indique que l’ef-
ficacité optimale du modèle ALTOS R380 F2 se situe aux alentours de 70% de charge
CPU, la montée à une charge de 100% réduisant l’efficacité énergétique de ce serveur
de 10%.
Le modèle par paliers CPU permet, contrairement au modèle linéaire en CPU, de
spécifier un seuil d’efficacité optimale différent de 1 pour le CPU (eg. 70% au lieu de
100%). Cette donnée statistique permet de trier plus finement les serveurs par efficacité
énergétique, et donc d’approcher plus rapidement d’une solution optimale. Cependant,
ce modèle reste coûteux en terme de mémoire et de performances de résolution du pro-
blème, et ne devrait être utilisé que quand la modélisation linéaire n’est pas satisfaisante.
Ces quelques modèles nous permettent d’intégrer les consommations des serveurs
dans un problème de placement, et par la suite d’exprimer des besoins, sous forme de
coûts et de règles, demandés par l’administrateur.
4.3.3 Gestion d’un centre sous contrainte énergétique
L’administrateur d’un centre ne connaît pas le processus de résolution d’un problème de
placement. Son interaction avec OPTIPLACE se limite à spécifier des règles à respecter
dans le centre ainsi qu’un éventuel objectif à prendre en compte. Ainsi, une fois la vue
énergétique paramétrée, l’administrateur utilise cette vue pour spécifier des règles et
objectifs liés à la consommation des serveurs.
Consommation des serveurs
Le premier objectif que l’administrateur peut considérer est la réduction de l’empreinte
énergétique des serveurs. Cette empreinte énergétique dépend principalement des mo-
dèles de serveurs et de la configuration virtuelle du centre, mais aussi de la capacité du
centre à éteindre des serveurs inutilisés.
Quand l’administrateur spécifie cet objectif, la fonction de coût associée est trivia-
lement la somme des consommation des serveurs. Si les serveurs peuvent être éteints,
cette somme doit prendre en compte la consommation avec extinction des serveurs, qui
est la consommation du serveur quand celui-ci héberge au moins une VM et 0 quand
aucune VM n’est hébergée sur le serveur.
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Sans information spécifique des modèles de consommation utilisés, nous avons donc
la consommation du centre c, contenant des serveurs (s)
P (c) =
∑
s∈c
(P (s)× h(s)
avec P (s) la puissance du serveur s ; h(s) la valeur booléenne valant 0 ssi aucune VM
n’est hébergée sur le serveur s et que l’administrateur peut éteindre ce serveur.
Si par contre les consommations des serveurs sont toutes linéaires, nous pouvons
utiliser la reformulation décrite en 4.3.2
Plin(c) =
∑
s∈c
Pmin(s)× h(s) +
∑
vm∈c
Pδ(vm)
qui utilise une plus grande quantité de mémoire mais permet de résoudre plus tôt le
problème de recherche d’optimal.
L’utilisation de la reformulation linéaire et l’extinction des serveurs inutilisés sont
deux paramètres de la vue énergétique, désactivables par le développeur.
Équilibrage énergétique
Les problématiques de flux thermiques dans le centre, et particulièrement les probléma-
tiques de points chauds, peuvent être analysés de différentes manières. Par exemple, la
présence de points chauds dans un centre peut être expliquée par un mauvais réglage du
thermostat du système de refroidissement, par la présence de matériel gênant les flux
d’air dans le centre, par des phénomènes de circulation parasites de l’air, mais aussi par
une trop importante densité énergétique au sein de certaines parties du centre.
Ce dernier problème peut être considéré dans la vue énergétique en équilibrant les
charges énergétiques des serveurs. En effet, certains serveurs ( en particulier les “ser-
veurs lames” , des regroupements d’unité de calcul ) ont une consommation électrique
bien plus importante que les serveurs traditionnels du fait de leur orientation HPC.
Bien que de tels serveurs puissent avoir très bonne efficacité énergétique du CPU
(définie en 4.3.2), une utilisation intense de leur CPU implique un pic local de consom-
mation électrique et donc de production de chaleur. Lorsque le système de refroidisse-
ment est mutualisé entre les serveurs, ce pic de chaleur localisé est équilibré par une
augmentation globale du débit d’air froid dans le centre. Le système de refroidisse-
ment produit alors un travail supplémentaire dont l’intérêt est limité à un faible nombre
de serveurs. Dans ce cas, le gain d’efficacité apporté par les serveurs à haute densité
énergétique est annulé par l’augmentation de la consommation du système de refroidis-
sement.
OPTIPLACE permet d’équilibrer la consommation entre les serveurs les plus éner-
givores, réduisant ainsi les pics de consommation locaux. Cette demande d’équilibrage
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parmi les serveurs d’un groupe g se traduit comme la réduction de l’écart de consom-
mation entre les serveurs de ce groupe.
δP (g) = maxs∈g(P (s))−mins∈g(P (s))
Cette fonctionnalité est cependant limitée à un centre mélangeant des serveurs très
énergivores et des serveurs à faible consommation. Cependant, le problème thermique
peut aussi être abordé sous un autre angle, sous la condition d’avoir accès à des données
supplémentaires.
La vue hotspot
Le problème de la recirculation de l’air chaud dans les centres virtualisés, pris en compte
par exemple dans [TGV07], réduit l’efficacité du système de refroidissement de l’air
d’un centre. Si les modèles de flux thermiques sont très compliqués à mettre en œuvre,
il a été montré que le placement des VM sur les serveurs les plus proches de l’entrée de
l’air froid réduisait l’effet de ce problème.
La vue hotspot est une extension de la vue énergétique, utilisant la notion de distance
d’un serveur à une entrée d’air froid. Typiquement, dans un centre disposé en allées
chaudes et froides, cette notion de distance correspond à la hauteur à laquelle est placé
un serveur dans son allée.
Cette vue propose une règle de consommation énergétique, demandant à ce que les
serveurs les plus distants d’une entrée d’air froid aient une charge énergétique plus faible
que celle des serveurs plus proches. Cette règle peut être paramétré par un groupes de
serveurs sur lesquels elle s’applique, et en interne assure la relation
∀(s1, s2) ∈ (g × g) : dist(s1) > dist(s2) =⇒ P (s1) ≤ P (s2)
Bien que cette vue soit basée sur un modèle simplifié, elle montre que la vue énergé-
tique peut aussi être utilisée pour produire d’autres vues utilisant les notions de consom-
mation des serveurs.
Power capping
Le fonctionnement d’un centre nécessite un apport fiable et important en électricité.
Cet apport est satisfait par un contrat établi avec un fournisseur dédié, spécifiant les
tarifications en vigueur. En particulier ce contrat indique une consommation maximale
en dehors de laquelle il n’est plus garanti, ou pour un coût prohibitif.
Dans le cas où la consommation du centre excède cette consommation maximale,
cet excès peut avoir différentes implications. Si un dépassement n’est pas prévu par ce
contrat, le centre peut faire face à une défaillance électrique, pouvant générer des ex-
tinctions ou dans le pire des cas la destruction de matériel, par exemple par coupure du
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système de refroidissement. Si le dépassement est prévu dans le contrat, il est générale-
ment associé à une pénalité tarifaire réduisant la rentabilité du centre. Dans tous les cas,
l’administrateur doit prendre en compte cette limite de consommation.
L’architecture et la consommation d’un centre sont soigneusement calculées à la
construction de celui-ci. Cependant l’évolution rapide du matériel informatique, et en
particulier de la densité de consommation des serveurs (exprimée en W/m3) peut ra-
pidement rendre ces données initiales obsolètes. Lorsque la consommation du centre
devient trop importante, l’administrateur doit prendre des mesures pour la limiter.
De telles mesures peuvent être physiques, par l’extinction de matériel informatique :
les serveurs inactifs, les systèmes redondants peuvent être éteints à un coût de perfor-
mances très faibles. Par la suite les serveurs actifs peuvent aussi être éteints, mais leur
extinction entrainera la perte des VM présentes, pouvant induire des pénalités selon les
SLA des VM.
Ces mesures peuvent être mécaniques, par réduction de la consommation électrique
des éléments d’un serveur. Le DVFS permet par exemple de réduire la consommation
du CPU d’un serveur bien que réduisant aussi grandement ses performances. Certains
modèles de serveurs permettent même de désactiver dynamiquement les cœurs CPU ou
GPU installés, ainsi que les cartes réseaux redondantes d’un serveur.
Ces mesures peuvent enfin être basées sur la gestion des ressources virtualisée du
centre. Ainsi les SGIV peuvent restreindre la consommation CPU, réseau, disque des
VM, réduisant ainsi la consommation électrique des serveurs hôtes.
Dans tous les cas ces mesures s’accompagnent d’un coût, que ce soit en terme de
sécurité des applications, de leurs performance, ou de la consommation totale du centre.
Le Power Capping permet à l’administrateur du centre de borner la consommation
totale des serveurs. Cette règle n’a qu’un impact réduit sur la consommation du centre,
car OPTIPLACE ne dispose que des actions de migration pour la gestion de ce dernier.
Cependant, de par l’architecture modulaire d’OPTIPLACE, cette règle peut être utilisée
dans d’autres vues. Il est ainsi possible dans une vue performance, exprimant la rela-
tion entre les performances d’un serveur et sa consommation électrique, de réduire la
consommation de certains serveurs pour rester dans les limites spécifiées par cette règle.
4.3.4 Conclusion et ouverture
Grâce à notre architecture, nous sommes capables d’activer et désactiver au besoin la
vue énergétique. Cette modularité nous permet de nous appuyer sur différents travaux
déjà effectués sans devoir les ré-implémenter dans le cœur initial. Ainsi nous pouvons
activer les vue HD et la vue énergétique en même temps.
Ce système permet le développement de nouvelles vues. En particulier un projet en
cours propose d’intégrer différentes données électriques. Cette vue permettra de spéci-
fier les phases utilisées par le serveurs, pour par exemple faire de l’équilibrage de phases,
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les onduleurs utilisés pour améliorer les réponses aux pannes électriques et maximiser
la disponibilité du centre.
Une autre vue en cours d’élaboration est la vue thermale, qui ajoute des informations
de température en sortie des serveurs.
Si la PPC permet de modéliser et assembler facilement des notions et contraintes
différentes, elle a comme défaut principal de rechercher une solution par le parcours
d’un arbre de recherche. Un tel parcours pouvant être très coûteux, il est indispensable
dans de tels outils de développer des heuristiques de recherches efficaces, et ce particu-
lièrement quand on cherche à résoudre des problèmes impliquant plus de 1000 serveurs.
D’un point de vue architectural, nous avons ajouté à OPTIPLACE la notion de stratégies
de recherche ou heuristiques et des paramétrages spécifiques aux performances. Nous
détaillons ces deux points dans la section suivante.
4.4 La recherche de solutions
La vue énergétique intègre les modèles de consommation des serveurs dans un problème
de placement. Cependant, la PPC requiert autant de travail pour la déduction d’une
stratégie de recherche que pour la modélisation du problème.
En effet, sans contrainte particulière, un problème de placement de n VM sur m ser-
veurs proposemn solutions potentielles. Bien sûr, les contraintes ajoutées, en particulier
celles de ressources, réduisent le nombre de solutions au problème en interdisant le par-
cours d’une partie de l’arbre de recherche. De même, l’utilisation d’une variable de coût
dans le problème ajoute des contraintes supplémentaires à chaque solution trouvée, et
donc réduit l’espace des solutions potentielles. Cependant, ces contraintes ne sont pas
suffisantes pour permettre le parcours d’un arbre de grande taille en temps réaliste. En
effet, si un problème de placement de 30 VM sur 10 serveurs permet un parcours en une
seconde, un problème manipulant 1000 serveurs et 3000 VM requiert alors plusieurs
heures de calcul.
La résolution d’un problème par PPC considère non seulement le modèle du pro-
blème mais aussi l’exploration des solutions de ce problème, à travers des stratégies de
recherches, ou heuristiques. Cette notion est directement accessible dans OPTIPLACE.
Nous avons donc développé dans la vue énergétique des heuristiques dédiés à la réduc-
tion de la consommation énergétique des serveurs.
4.4.1 Différents types d’heuristiques
Dans notre cas d’étude, les heuristiques peuvent être classés en deux catégories, selon
l’intégration de leur stratégie de recherche dans le processus de résolution du problème.
Les heuristiques dites statiques établissent une stratégie de recherche uniquement
déduite des données initiales du problème. Elles effectuent une analyse à priori de ce
4.4. LA RECHERCHE DE SOLUTIONS 85
problème, en déduisent une solution intéressante, et tentent d’approcher cette solution
durant l’exploration de l’arbre de recherche. De tels heuristiques vont typiquement or-
donner les variables par des critères spécifiques, et lors d’un branchement dans le pro-
blème sélectionner les variables et leurs valeurs en se basant sur ce tri. Ces heuristiques
sont optimistes, dans le sens où ils ignorent totalement les contraintes supplémentaires
qui peuvent être appliquées au problème. En effet, les contraintes du problème peuvent
rendre inatteignables les solutions déterminées par une analyse à priori, et donc faire
perdre son sens à l’heuristique.
Les heuristiques dits dynamiques établissent progressivement leur stratégie de re-
cherche en fonction de l’état d’exploration du système. Si leurs critères sont fixés de
manière statiques, leurs choix sont dictés par une analyse dynamique du problème, se-
lon la position dans l’arbre de recherche et les modifications apportées au système par
les contraintes externes. Ces heuristiques dynamiques peuvent soit recalculer régulière-
ment l’analyse du problème durant le parcours des solutions, soit déléguer au solveur
du problème la construction et la maintenance de cette stratégie.
Si une telle heuristique recalcule régulièrement sa stratégie de recherche, cette opé-
ration peut demander une surcharge CPU importante. Par exemple, le tri régulier des
éléments du problème est une opération coûteuse en CPU, et ce d’autant plus que le
nombre d’éléments à trier est important. Des stratégies de recherche peuvent n’effec-
tuer que des tris partiels pour réduire cette surcharge CPU, mais la simple observation
du système pour déduire la nécessité d’un tri peut être coûteuse.
Il est alors préférable d’utiliser les mécanismes présents dans le solveur pour ne re-
calculer les analyses que lorsque leur besoin se fait sentir. L’interface du solveur est alors
utilisée pour injecter dans le problème un modèle d’analyse, dont les variables seront
mis à jour automatiquement par le solveur durant le parcours de l’arbre de recherche.
L’utilisation de ces variables permet alors de décider des actions à entreprendre durant
le parcours de l’arbre de recherche. Cependant, de telles stratégies de recherche peuvent
être très complexes à mettre en œuvre. En effet, cette injection peut nécessiter l’utilisa-
tion de structures de données complexes dans le solveur, par exemple une structure de
collection triée.
De ce fait, nous nous sommes concentrés sur le développement d’heuristiques sta-
tiques, qui analysent par avance le problème de placement des VM sur les serveurs et les
modèles énergétiques de ces serveurs. Ces heuristiques sélectionnent à chaque nœud de
l’arbre de résolution la branche qui semble s’approcher le plus d’une solution optimale.
4.4.2 Approches mono-ressource
Les modèles les plus présents dans la littérature font apparaître la consommation d’un
serveur comme principalement imputable à sa charge CPU. Dans certains cas cette res-
source est la seule prise en compte dans les modèles. Il est donc justifié d’étudier d’abord
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des heuristiques qui ne prennent en compte que des modèles de consommation basés sur
une seule ressource, avant de les étendre à des modèles plus complexes.
Nous commençons donc par étudier un centre où les serveurs ont tous une consom-
mation qui ne dépend que de l’activité d’une seule ressources, en l’occurrence le CPU.
Étant donné la capacité d’OPTIPLACE à considérer de manière homogène les ressources
consommées par les VM sur les serveurs, nous pouvons facilement remplacer le CPU
par une autre ressource, eg. le GPU ou l’activité réseau. Cette classe de sous-problème
permet d’obtenir de premiers résultats et de formaliser certaines notions.
Nous définissons tout d’abord l’efficacité d’un serveur s dont la consommation P (s)
n’est imputable qu’à l’utilisation d’une de ses ressources. Cette efficacité est définie,
à une charge CPU CPU(s) donnée, comme le quotient de cette charge CPU par la
consommation de ce serveur à cette charge.
effCPU(s) =
CPU(s)
P (s)
Cette fonction d’efficacité atteint une valeur maximale que nous notons effCPU(s).
effCPU(s) = maxCPU(s)(effCPU(s))
Nous supposons que cette valeur n’est atteinte qu’en une valeur de consommation CPU
du serveur que nous notons CPU eff (s). Si cette efficacité maximale est atteinte pour
différentes valeurs d’activité CPU, nous choisissons arbitrairement la plus grande de ces
valeurs.
Nous pouvons ensuite comparer les différents serveurs par leurs valeurs d’efficacité
maximale. Afin que ces comparaisons aient du sens, il faut tout d’abord que chaque
serveur considéré ait un modèle de consommation basé sur son activité CPU. Il faut
ensuite que les valeurs d’activité CPU associées à ces serveurs soient dans la même
unité, ce qui est un requis pour OPTIPLACE, et interdit d’utiliser par exemple une charge
normalisée ou un pourcentage de charge CPU.
Si le problème le permet, il est intuitivement plus intéressant de placer les VM sur
les serveurs à plus haute efficacité possible, de manière à atteindre pour chaque serveur
allumé son activité CPU qui maximise cette efficacité CPU eff (s). Cette démarche cor-
respond dans un problème de placement à l’allocation des VM sur les serveur à la plus
grande efficacité maximale d’abord, jusqu’à atteindre leur efficacité maximale.
Cette démarche considère que les serveurs peuvent être chargés exactement à une
valeur de CPU donnée afin d’atteindre leur efficacité optimale. Cette propriété ne peut
être cependant assuré dans un problème réel, par exemple quand toute VM a une acti-
vité CPU supérieure à ce seuil d’efficacité maximale. Cette approche optimiste permet
cependant de définir une heuristique de recherche simple.
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Efficacité d’une consommation linéaire en CPU
Un cas particulier de la consommation mono-ressources est celui où un serveur a une
consommation linéaire en CPU comme vu en 4.3.2, avec P (s) = α × CPU(s) + β
Dans ce cas la formule d’efficacité énergétique du serveur devient
effCPU(s) =
CPU(s)
α× CPU(s) + β =
1
α
× (1− β
α× CPU(s) + β)
Cette valeur d’efficacité est alors strictement croissante pour α et β strictement positifs.
L’efficacité du serveur croît donc avec sa charge CPU, pour une valeur maximale à
pleine charge CPU.
Pour un serveur à consommation électrique linéaire avec sa charge CPU il est donc
intéressant de charger au maximum de sa capacité CPU ce serveur. De tels serveurs
dans un même centre peuvent donc être comparés entre eux par leur efficacité à pleine
charge.
Cependant, dans le cas où le centre n’est pas composé que de serveurs à consom-
mation linéaire, l’efficacité des serveurs doit être calculée d’une autre manière pour
comparer les serveurs entre eux
Efficacité d’un modèle de consommation mono-ressource générique
Dans le cas où la consommation d’un serveur n’est pas linéaire avec une ressource, il
faut déterminer pour chaque serveur sa valeur d’activité CPU maximisant cette effica-
cité. L’interface générique d’un modèle de consommation implémente une telle fonc-
tionnalité.
La fonctionnalité retenue permet de déterminer l’efficacité d’un serveur relative à un
une VM type. Un modèle de consommation indique donc, pour son serveur et le profil
de VM pris en compte, le nombre de VM n à héberger sur ce serveur pour maximiser
l’efficacité de ce serveur, avec
effvm(s, n) =
n
P (s, n× vm)
Ainsi, en spécifiant une VM ne consommant que 1 CPU, un modèle renvoie le seuil
d’efficacité maximale du serveur CPU eff (s) définit précédemment.
Cette fonctionnalité est implémentée par défaut dans les modèles de la manière sui-
vante : D’abord, le modèle détermine le nombre maximum de VM qui peuvent être
hébergées sur le serveur. Ensuite, le modèle évalue l’efficacité du serveur pour de 1 à
ce maximum de VM hébergées, et retient l’efficacité maximale ainsi que le seuil asso-
cié. Cette implémentation est modifiable par les développeurs, par exemple le modèle
linéaire renvoie le nombre maximum de VM que le serveur peut héberger.
Une heuristique peut ainsi utiliser des modèles génériques pour déduire, en spéci-
fiant un profil de VM, les efficacités de chaque serveur.
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Heuristique de placement
Les premières heuristiques développées utilisent cette notion d’efficacité maximale des
serveurs, dans un cadre de consommation mono-ressource. Elles placent en priorité les
VM sur le serveur à la plus importante efficacité maximale, dans le but de le faire at-
teindre cette efficacité. Pour cela elles utilisent une liste des serveurs triée par leur effi-
cacité maximale décroissante.
Une première heuristique déplace les VM des serveurs les moins efficaces vers le
serveur le plus efficace. Pour cela nous définissons l’efficacité initiale d’un serveur
comme étant son efficacité dans la configuration initiale. Cette heuristique utilise une
deuxième liste des serveurs triée par leur efficacité initiale croissante. Lors de l’explo-
ration de l’arbre de recherche, cette heuristique sélectionne les VM des serveurs à plus
basse efficacité initiale et les place sur les serveur à plus haute efficacité maximale.
Cependant, les solutions obtenues par cette heuristique déplacent toutes les VM pré-
sentes sur le serveur à plus haute efficacité maximale, pour les remplacer par des VM
des serveurs les moins efficaces. En particulier, quand la configuration de base était op-
timale du point de vue énergétique, cette heuristique produit un nombre important de
migrations sans améliorer la consommation du centre.
L’heuristique suivante se focalise non plus sur la migration des VM des serveurs ini-
tialement inefficaces, mais plutôt sur l’utilisation au maximum des serveurs à plus haute
efficacité maximale, en utilisant les mêmes liste que l’heuristique précédente. Durant
l’exploration de l’arbre du problème, elle sélectionne d’abord le serveur le plus efficace
disponible pour lui allouer des VM. Elle tente ensuite de placer sur ce serveur, d’abord
les VM qu’il hébergeait dans la configuration initiale afin de réduire le nombre de mi-
grations, puis les VM des serveurs les moins efficaces dans la configuration initiale.
Cette deuxième heuristique réduit le nombre de migrations nécessaires pour at-
teindre la configuration solution, cependant elle ne prend pas en compte les contraintes
liées au packing des ressources. En effet ces contraintes peuvent limiter les activités
maximales des serveurs. Par exemple si la charge mémoire moyenne des serveurs est
bien plus importante que leur charge CPU moyenne, il est peu probable que ces ser-
veurs puissent atteindre leur charge CPU maximale. Dans des centres réels, ce cas peut
se présenter par exemple pour des services de stockage à faible activité, où les réserva-
tions mémoire sont importantes quand les activités CPU sont faibles. Dans ce cas une
heuristique dynamique, prenant en compte la charge CPU maximale des serveurs ainsi
que leur consommation maximale serait plus appropriée.
Malgré leurs limites, ces heuristiques permettent de réaliser des premières évalua-
tions de performance de la vue énergétique. La notion d’efficacité énergétique d’un
serveur est de plus utilisée dans les modèles à plusieurs ressources.
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4.4.3 Approche multi-ressources
Dans le cas où les activités de plusieurs ressources sont prises en compte par le modèle
de consommation, il n’est plus possible d’utiliser la notion d’efficacité énergétique d’un
serveur. En effet, la charge d’un serveur devient un vecteur multi-dimensionnel et non
plus une valeur dans IN . Il n’est donc plus possible de comparer, et trier, les efficacités
maximales et minimales d’un serveur sans redéfinir cette notion de charge.
Une approche simple consisterait à définir une charge réduite des serveurs en utili-
sant leurs vecteurs d’activité des ressources. Cette approche est moins simple qu’il n’y
parait. Comme nous voulons comparer les serveurs entre eux, la formulation de cette
charge doit être la même pour chaque serveur. Par exemple, nous pourrions effectuer
une somme pondérée des activités sur chaque serveur, mais cela demande une pondéra-
tion qui représente cette notion d’efficacité.
Comparaison des serveurs par profil type
Cette relation utilise un modèle de VM type, dont les activités servent de base à la
notion d’efficacité des serveurs. Étant donné que les activités des VM sont connues,
nous pouvons nous baser sur l’activité moyenne d’une VM pour établir un profil moyen
de VM du centre. Les activités d’un serveur sous une charge n donnée correspondent
alors aux activités produites par n VM de ce type. Cette comparaison est possible grâce
à la possibilité pour chaque modèle de calculer son efficacité maximale relative à une
VM pour un serveur donné, eff vm(s). Typiquement, une telle relation est linéaire et
permet une continuité avec la formule d’efficacité vu précédemment, quand une seule
ressource entre en compte dans le modèle de consommation.
Une fois cette VM type déterminée, les serveurs sont triés par leur efficacité maxi-
male décroissante. Cependant, dans le cas où les VM ont des activités très hétérogènes,
ce profil de charge moyenne perd de son intérêt. En effet, les serveurs auront alors une
efficacité maximale relative à une VM très différente selon les VM considérées. Il faut
alors prendre en compte ces différences d’efficacité.
Approche par comparaison monogame
Plutôt que de comparer les efficacités des serveurs de manière absolue, cette approche
calcule les affinités entre chaque VM et chaque serveur. Pour cela, elle calcule la ma-
trice d’efficacités monogame, qui à chaque couple (VM v, serveur s) associe l’efficacité
maximale de s relative à v telle que vue précédemment.
EFFmono(s, v) = eff v(s)
Nous nommons cette approche une comparaison monogame car les valeurs d’affinité
sont calculées en supposant que chaque serveur n’exécute que des VM de même profil.
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Cette approche prend son sens quand les VM du centre peuvent être regroupées par
activités semblables. Elle peut être améliorée pour prendre en compte des ensembles de
VM, réduisant l’empreinte mémoire nécessaire.
Cette matrice des efficacités monogames permet d’obtenir, à une VM v fixée, le
vecteur ligne des efficacités des serveur relativement à cette VM. Ce vecteur ne permet
pas de comparer directement les VM entre elles. En effet, même sur un seul serveur, les
valeurs d’efficacité maximale présentent dépendent des activités de chaque VM et non
uniquement de leur répartition.
Par exemple, prenons un serveur s, de capacité 16CPU et dont la consommation
varie linéairement de 0 à 4W avec son activité CPU. Considérons deux VM v1, utilisant
1 CPU, et v2, utilisant 2 CPU. Nous savons que s peut héberger au maximum 16 VM du
type v1, ou 8 du type v2, et son efficacité maximale est atteinte à pleine charge, donc à
4W de consommation. Nous avons alors, eff v1(s) = 16/4 = 4 et eff v2(s) = 8/4 = 2.
Ces valeurs d’efficacité sont différentes, cependant l’hébergement de 16 v1 ou 8 v2
produit exactement la même activité et la même consommation, c’est-à-dire l’efficacité
du serveur eu égard à ses activités devrait être la même.
De fait, ces valeurs d’efficacité des VM sur les serveurs ne peuvent pas être com-
parées directement. Nous comparons à la place les VM par l’amplitude de ces valeurs.
Pour cela, nous déterminons, à une VM v, les maximum et minimum d’efficacité mo-
nogame de cette VM dans le centre. Le rapport de ces valeurs nous donne le potentiel
d’efficacité de v.
effpot(v) =
maxs(eff v(s))
mins(eff v(s))
Ces valeurs d’efficacité potentielle nous permettent de déterminer les priorités des
VM. En effet, si une VM a un fort potentiel d’efficacité cela signifie que l’efficacité
du serveur de cette VM peut grandement varier. Ainsi, une telle VM doit être allouée
prioritairement par rapport à, par exemple, une VM à potentiel d’efficacité de 1, c’est
à dire que l’efficacité monogame de cette VM est constant quel que soit le serveur
considéré.
Ces valeurs nous permettent de paramétrer L’heuristique suivante. Elle consiste à
sélectionner les VM à placer par ordre décroissant de potentiel d’efficacité. Les VM
sélectionnées sont hébergées sur le serveur qui leur permet une plus grande efficacité
monogame maximale. En cas d’égalité des serveurs nous choisissons celui qui héberge
la VM, puis le serveur le plus chargé en ressources.
Cette heuristique souffre cependant d’un problème de demande de migration trop
importante, en cela qu’elle ne cherche pas à maintenir en priorité les VM sur les serveurs
déjà chargés. Elle n’est alors pas utilisable quand l’administrateur souhaite répondre en
temps réel à des variations d’activité des VM ou décider en temps réel où placer une
nouvelle VM. En revanche, si l’optimisation est lancée par exemple une fois par jour
elle est tout à fait adaptée.
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Cette heuristique n’a pas été intégrée à OPTIPLACE et nécessite des recherches sup-
plémentaires. Cependant, elle nous permet de déterminer les informations que les mo-
dèles de consommations doivent fournir pour permettre des heuristiques complexes liés
à la réduction de la consommation dans un environnement hétérogène.
4.5 Conclusion
Nous avons apporté dans OPTIPLACE la modularité dont ENTROPY manquait pour per-
mettre le développement de modules de contraintes externes. Cette modularité a néces-
sité la réduction des fonctionnalités de base dans OPTIPLACE, mais permet de dévelop-
per plus facilement des contraintes, objectifs et heuristiques de recherche dédiés à des
problèmes spécifiques.
En utilisant cette modularité, nous avons développé une vue énergétique considérant
les consommations électriques des serveurs du centre. Cette vue utilise des modèles gé-
nériques de consommation axés sur les activités ressources des VM. Elle permet de fo-
caliser la recherche de solution vers une réduction de l’empreinte énergétique du centre
ainsi que de borner ou d’équilibrer les consommations des serveurs. Nous avons pro-
posé plusieurs heuristiques selon la complexité du problème considéré pour obtenir une
réduction de la consommation du centre.
Les tests que nous avons effectués et détaillés au chapitre 6 indiquent des temps de
recherche de l’ordre de la minute pour des centres de 1000 serveurs. Bien que ces tests
fournissent des solutions approchées, et non optimales comme le faisait ENTROPY, ces
valeurs sont très proches de l’optimale lorsque les centre sont suffisamment simples.
Notre système est très flexible, cependant les évaluations ont été réalisées sur des
centres théoriques très simples et un centre réel est nécessaire pour une évaluation pra-
tique du système. Nous pouvons alors simuler un centre complet ou bien manipuler un
centre réel. Étant donné que OPTIPLACE nécessite une première passe de modélisation
du centre, il ne nous parait pas raisonnable d’utiliser ces modèles approchés comme
critères d’évaluation. De plus nous n’avons connaissance d’aucun système d’injection
d’activité système qui soit distribué et reproductible dans un centre de grande taille,
d’ou le développement de StressCloud, détaillé au chapitre suivant.
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STRESSCLOUD est un outil d’injection d’activités au sein de VM hébergées sur un
centre virtualisé. Ces activités sont visibles au niveau du système d’exploitation des
VM, et sont aussi appelées des charges système.
Les injections d’activité sont contrôlées et synchronisées par un gestionnaire cen-
tralisé en vue d’exécuter des scénarios d’activités reproductibles. Les activités système
utilisent les ressources mises à disposition des VM par leur serveur hôte. Les fonction-
nalités de cet outil incluent la sélection des VM participant à un scénario, la spécification
93
94 CHAPITRE 5. STRESSCLOUD
et la planification de leurs activités ainsi que l’observation des performances des VM en
réponse à ces activités.
5.1 Problématique
L’administration d’un parc informatique de serveurs est une tâche complexe. Celle-ci est
généralement confiée à un administrateur système dont le rôle consiste non seulement
en l’installation et la maintenance du parc, mais aussi en la bonne exécution des services
hébergés par le parc malgré des contraintes fluctuantes. Bien évidement, plus le nombre
d’éléments à administrer est important, plus la tâche d’administration devient complexe.
La virtualisation a largement contribué à la complexification de cette tâche, car au
delà des simples aspects techniques, elle a multiplié les éléments à surveiller et adminis-
trer dans un parc. Ces dernières années l’augmentation du nombre d’éléments a accru
le besoin de s’appuyer sur des gestionnaires d’administration pour les centres de grande
taille. En particulier, les gestionnaires de centre virtualisé permettent d’observer un parc
de serveurs et VM, d’analyser des données de performances, de coût de fonctionnement,
de sécurité, d’en déduire des tâches d’administration pour améliorer ces indicateurs et
de les appliquer de manière plus ou moins automatique. Ces tâches d’administration
peuvent modifier l’état du centre, par la création et l’allocation des VM sur les serveurs,
la gestion des priorités d’accès aux ressources sur ces serveurs, le déplacement de VM
sur des serveurs plus efficaces, voire l’arrêt des VM causant un problème et l’extinction
ou l’allumage de serveurs. De telles actions permettent par exemple de réduire le nombre
de serveurs nécessaires au fonctionnement d’un parc de VM, afin de réduire la consom-
mation électrique totale du centre. Ils peuvent aussi assurer le respect de contraintes de
performances, augmenter la longévité du matériel, le tout en conservant des contraintes
utilisateurs et administrateurs spécifiques.
La complexité de la gestion d’un tel centre augmente évidemment avec le nombre
de serveurs et VM que celui-ci contient, mais également suivant les objectifs et les
contraintes spécifiques au centre. Par exemple, une approche d’administration centrée
sur la réduction des consommations des serveurs est antagoniste avec une demande de
réservation d’un serveur par un utilisateur. Ces gestionnaires sont au centre de toutes les
attentions, le choix d’un gestionnaire et de son paramétrage a un impact important sur
le bon fonctionnement d’un centre virtualisé. Au-delà de notre première problématique
liée au teste de la solution OPTIPLACE, il est indispensable de pouvoir tester et comparer
différents gestionnaires et différents paramétrages.
Plusieurs approches permettent de valider et comparer des stratégies de gestion. La
simulation d’un centre utilise des modèles issus d’observations du centre pour anticiper
l’effet des stratégies de gestion. L’injection de charge quant à elle consiste à manipuler
les services informatiques exécutés dans le centre pour y produire une activité spéci-
fique, et y observer l’impact de cette activité sur le gestionnaire du centre.
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La simulation permet de valider un gestionnaire sur des centres modélisés, mais
plus la taille du centre augmente, et plus la modélisation nécessite un travail impor-
tant. En effet, certains paramètres du centre, tels la consommation des serveurs, les flux
thermiques dans le centre ou les temps de réponse aux requêtes, sont très complexes à
modéliser et peuvent rendre la simulation impossible en pratique. Le paramétrage et la
validation des modèles utilisés peuvent aussi être très difficiles à obtenir. En particulier
chaque serveur, du fait de sa position dans le centre, de détails propres à sa fabrication,
de ses paramètres de fonctionnement, peut suivre un modèle différent des autres ser-
veurs du centre. Un administrateur préférera donc évaluer des stratégies de gestion sur
un centre réel avec des charges plausibles plutôt que sur des modèles dont la validation
nécessite une quantité très importante de travail.
L’injection de charge applicative dans un centre n’est pas non plus une tâche tri-
viale [Gar07]. Elle demande d’abord la connaissance des services présents dans le
centre, ce qui n’est pas le cas quand le centre met à disposition son infrastructure (mo-
dèle IaaS). Dans ces centres la sémantique des services hébergés est inconnue de l’ad-
ministrateur dont la connaissance se limite, au travers du gestionnaire du centre, aux
activités ressources des VM(utilisation du CPU, réservation de mémoire, activité ré-
seau entre autres). Quand ces services sont connus, l’injection de charge doit pouvoir
modifier l’activité de ces services. Pour cela il est nécessaire de connaître à minima le
protocole d’interaction avec le service à charger, ce qui peut entraîner des développe-
ments spécifiques quand cette injection de charge n’a pas été prévue dans le service. En
cas d’hébergement d’un service propriétaire ou non ouvert à l’interaction (pour secret
industriel par exemple), cette injection de charge est même impossible. Enfin, en vue
de reproduire une charge réaliste, cette injection requiert l’acquisition de traces d’ac-
tivités de ces services en quantité et qualité suffisantes pour déterminer les paramètres
d’injection.
Nous proposons une troisième approche pour l’évaluation de centre : l’exécution
de scénarios d’activités système (ou charges système) basés non plus sur les services
mais sur les accès aux ressources système dans un centre virtualisé. En effet, la plu-
part des gestionnaires n’ont pas accès à la sémantique des services hébergés par le
centre [SMLF09]. Les VM sont alors considérées comme des boites noires, et les al-
gorithmes de décision se basent uniquement sur les utilisations par les VM des res-
sources serveur. Dans notre contexte, il parait plus judicieux d’effectuer une injection
de charge non plus applicative mais au niveau du système. Le terme de “charge système”
ayant déjà un sens dans le domaine de l’administration système, nous appelons donc ces
charge au niveau système des activités système. Des traces d’accès aux ressources sont
communément observées dans les centres virtualisés, et ne nécessitent aucune connais-
sance des services présents dans le centre. Ces traces peuvent donc après traitement être
injectées directement dans un centre réel sans avoir besoin de modéliser ce dernier.
La section suivante 5.2 présente un état de l’art des travaux apparentés dans le do-
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maine de la validation des gestionnaires de IaaS. La section 5.3 détaille notre solution.
Cette section est suivie en section 5.4 par une évaluation complète de l’outil proposé.
5.2 Travaux apparentés
L’évaluation d’une (de) politique(s) d’administration des SGIV est une tâche complexe.
Dans de précédents travaux [HLM+09] portant sur la consolidation dynamique de VM
pour la minimisation énergétique, les auteurs évaluaient principalement la politique
d’administration via la simulation d’un centre de données. Utiliser un simulateur permet
de tester et valider l’algorithme sur un grand nombre de configuration, mais ne permet
pas de mettre en évidence certains effets de bords, comme la surcharge réseau liée aux
multiples migrations des VM. Évaluer une politique d’administration sur infrastruc-
ture réelle permet d’être au plus proche de l’environnement final d’exécution et ainsi
d’identifier et d’analyser d’éventuels effets de bord. Comme les algorithmes des SGIV
s’intéressent principalement à l’utilisation des ressources d’un centre de données, leur
évaluation ne peut se réaliser que sur une infrastructure réelle avec des VM consommant
des ressources système.
Pour cela, il est nécessaire d’injecter une charge sur l’infrastructure et de vérifier le
comportement de la politique d’administration du SGIV. L’injection de charge peut être
faite à bas niveau (charge système) ou à haut niveau (charge de l’application). L’injec-
tion d’une charge à bas niveau consiste en l’utilisation contrôlée des ressources maté-
rielles, telles le CPU, le disque dur ou la carte réseau, et permet par exemple de vérifier
la stabilité du système sous cette charge. L’injection de charge à haut niveau corres-
pond à l’utilisation contrôlée d’une application spécifique, par exemple en simulant sur
un serveur web des requêtes HTTP provenant de plusieurs utilisateurs, permettant de
s’assurer des performances du serveur sous des charges usuelles ou importantes. De
ce fait, les injecteurs de charge à haut niveau sont spécifiques à un type d’application
(HPC, Web, simulation bancaire etc.). Si le centre de données possède plusieurs types
applicatifs, il sera nécessaire de déployer et maîtriser un grand nombre d’injecteurs de
charge (RUBIs, NASGrid, Clif, etc.). Quand les injecteurs spécifiques à une application
n’existent pas, il faut de plus les développer et les maintenir à jour.
Typiquement, Mistral [JHJ+10] est un système d’analyse des activités des VM et
d’optimisation de la consommation du centre. Jung et al. évaluent leur algorithme sur
un centre de données exécutant le benchmark RUBIs sur une architecture multi-tiers en
local. Un serveur externe envoie des requêtes vers les serveurs de cette architecture. Ce
benchmark permet de simuler des activités multi-tiers de VM, cependant il fonctionne
au niveau de la couche logicielle, en simulant la réponse à des requêtes. Il n’est donc
pas possible de manipuler des activité spécifiques des VM, car leur charge CPU dépend
la fréquence d’exécution des requêtes reçues sur le réseau et réparties sur chaque tiers.
Or, les algorithmes des SGIV considèrent principalement les charges relatives aux
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ressources du système : CPU, RAM, disque, réseau, etc.. Une injection de charge à haut
niveau peut ne pas être satisfaisante : si cette injection produit bien une utilisation des
ressources serveurs, la complexité des injecteurs ne permet pas de manipuler spécifique-
ment une de ces ressources, qui est une condition à l’évaluation des algorithmes IaaS.
Enfin, comme évoqué les injecteurs de charge a haut niveau sont spécifiques à un type
d’application (HPC, Web, simulation bancaire etc.) et l’utilisation d’un tel système sup-
pose l’adaptation de ces injecteurs au système multi-tiers effectivement exécuté dans le
centre.
Plusieurs solutions pour l’évaluation des SGIV ont été proposées dans la littéra-
ture. Par exemple, le système VGreen présenté dans [DMR10] par Gaurav Dhiman et
al. récupère les informations d’activité des VM dans un centre et en déduit une réorga-
nisation des VM sur les serveurs. Ce système est évalué sur un centre de test de trois
serveurs et plusieurs VM, chaque VM exécutant un benchmark utilisant le CPU seul ou
utilisant le CPU et la mémoire. Si ce système permet de spécifier les accès à effectuer
aux ressources CPU et RAM, les VM de test ne peuvent pas être contrôlées après leur
démarrage, leur gestion n’est pas centralisée, et il est difficile de changer les types de
benchmark que chaque VM devra exécuter. L’adaptation de ce système à des charges
spécifiques est donc impossible en l’état.
De même, Enacloud[LLH+09] est un système de gestion d’équilibrage des charges
d’un centre dynamique, permettant de choisir le serveur hébergeant une tâche puis de
migrer les tâches existantes selon leur activités. Il est testé sur un centre de 60 serveurs,
sur lequel sont exécutées des VM contenant des benchmarks HPC, des applications de
compilation ou des webservers, démarrées et arrêtées à des moments prédéfinis. Dans
cet environnement d’évaluation, on ne peut donc pas contrôler finement les ressources
système consommées.
Les travaux de [MWY+10] présentent un système de reconfiguration de centre par
un algorithme génétique. Ce système est testé avec un centre de 300 serveurs et des VM
exécutant un serveur web, vers lesquels sont envoyées des requêtes depuis un émetteur
centralisé. Cette évaluation est proche des objectifs fixés, cependant la nécessité d’un
émetteur de requêtes ne permet pas le passage à l’échelle, de plus les activités CPU et
réseau de chaque VM sont fortement couplées. En effet le seul paramètre de l’évaluation
est la fréquence d’envoi des requêtes, qui influe à la fois sur l’activité réseau et sur
l’activité CPU des VM exécutées.
L’approche à notre sens la plus intéressante reste l’injecteur de charge CLIF présenté
dans [Dil08] et JStress présenté dans [K W07], qui utilisent des injecteurs de charge
pour modifier l’activité des VM. Cependant ces approches nécessitent d’exécuter sur le
centre un type de VM pour chaque type de charge que l’on veut injecter.
Tous ces travaux présentent des évaluation de leurs solutions, mais à notre connais-
sance il n’existe pas encore de système travaillant au niveau IaaS et permettant à la fois
de contrôler finement la consommation des ressources système, de décrire des scéna-
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rios complexes de montée en charge sur une infrastructure distribuée et de rejouer ces
scénarios sur la même infrastructure. Ce constat nous a amené à proposer une nouvelle
solution pour l’évaluation des IaaS nommée STRESSCLOUD et présentée ci après.
5.3 STRESSCLOUD : un cadriciel pour l’évaluation des
gestionnaires de Clouds
5.3.1 Définitions et architecture
L’objectif de STRESSCLOUD est la définition, l’injection et la synchronisation des ac-
tivités système d’un groupe de VM au sein d’un IaaS. Cet outil permet de décrire et
d’exécuter un scénario d’injection d’activités dans une infrastructure virtualisée dis-
tribuée (IaaS). Nous appelons dans cette section l’administrateur la personne respon-
sable du déploiement de STRESSCLOUD dans un centre. Nous appelons l’utilisateur
de STRESSCLOUD la personne en charge de la description des scénarios d’activités et
de leur exécution via l’outil STRESSCLOUD. L’outil STRESSCLOUD ne prend pas en
charge la création et le déploiement des VM du centre nécessaires à l’exécution d’un
scénario. Cette tâche est confiée à l’administrateur, cependant nous mettons à disposi-
tion des programmes java et des VM pré-configurées pour mettre en place les différents
éléments qui composent STRESSCLOUD.
Dans notre contexte, un scénario d’activités est une liste de demande d’activités
système, mises en séquence par des contraintes de succession ou de temps, et appliqués
à des VM préalablement spécifiées. Par exemple dans cette optique,
- vm1 et vm2 sont deux vms du centre
- le CPU de vm1 est à 10% pendant 5 min
- vm1 envoie 10 MB de données à vm2 à partir de la 2 ème minute
- quand vm1 a terminé d’envoyer ses données sur le réseau
le CPU de vm2 est à 20% jusqu’à la 5ème minute.
est un scénario d’activité formulé en langage humain.
Nous nommons stresseur le code logiciel chargé de générer une activité dans une
machine, par exemple virtuelle, qui l’embarque. Ainsi le stresseur CPU est responsable
de l’injection d’une activité CPU dans sa VM. Les stresseurs spécifient chacun leur
unité, ainsi l’activité d’un stresseur réseau peut être spécifiée comme un nombre d’oc-
tets à émettre sur la carte par seconde sur une connexion UDP, ou bien le nombre de
création et fermeture de connexion TCP à effectuer par minute selon l’implémentation
du stresseur. De la même manière l’activité d’un stresseur CPU peut être exprimée,
comme c’est souvent le cas dans la littérature, en pourcentage du temps de calcul du
processeur utilisé, en utilisation de la fréquence processeur ou bien en nombre d’opé-
rations arbitraires à effectuer par seconde. Une VM utilisée pour un test par notre outil
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peut donc exécuter plusieurs stresseur, chacun dédié à l’injection d’activité sur une res-
source. L’ensemble des activités de ces stresseurs est contrôlé à distance par un système
centralisé nommé le registar.
Le registar est un service d’enregistrement, d’indexation, de sélection et de réserva-
tion des VM disponibles pour l’exécution d’un scénario. Il est couplé avec un exécuteur
de script qui reçoit les scénarios utilisateur et les applique dans STRESSCLOUD. Un
registar peut être accessible depuis plusieurs exécuteurs différents afin d’injecter des
scénarios en parallèle ou de permettre une plus grande flexibilité d’utilisation.
Dans ce registar la sélection des VM participant à un scénario se fait sur des cri-
tères d’environnement virtuel de chaque VM, tel la quantité de mémoire disponible, le
nombre de cœurs CPU disponibles ou l’adresse IP de la VM. Le processus de commu-
nication entre les stresseurs et le registar est confié à une brique logicielle spécifique :
l’exporteur.
Un exporteur est un programme exécuté dans une VM qui établit un canal de com-
munication entre les stresseurs de celle-ci et le registar, typiquement via le réseau. Les
exporteurs sont spécifiques à la couche de communication utilisée entre les stresseurs
des VM et le registar. Un exporteur ne peut donc se connecter qu’à un registar qui sup-
porte sa couche de communication. Ainsi un exporteur local ne peut se connecter qu’à
un registar local, un exporteur tcp ne peut se connecter qu’à un registar intégrant une
couche de communication tcp.
Une fois qu’une VM est en communication avec un registar, nous appelons regis-
teredVM l’identification de cette VM et de ses stresseurs telle que perçue au sein du
registar. Cette abstraction est exposée par le registar à l’exécuteur de script et met à dis-
position les différentes opérations d’injection d’activité, d’observation de performances,
de séquencement nécessaires à l’injection d’un scénario d’activités complexe.
Cette architecture est présentée dans le schéma 5.1.
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FIGURE 5.1 – Architecture de STRESSCLOUD
La première étape de l’implémentation de cette architecture est la spécification et le
développement des stresseurs, puisque leur utilisation conditionne le langage des scé-
narios.
5.3.2 Génération des activités
L’injection d’une activité système a pour but de produire, dans une VM spécifiée, une
activité visible par le SGIV. Cette activité est créée par les stresseurs, qui accèdent de
manière contrôlée à une ou plusieurs des ressources disponibles depuis la VM. Selon la
littérature, l’activité ressource dans un serveur peut être observée comme
• un nombre d’accès à réaliser à la ressource. Par exemple, lorsqu’un programme
résout un problème complexe, il monopolise l’accès à (au moins) un cœur CPU,
et exécute un nombre d’opérations fixé dépendant du problème à résoudre.
• une quantité d’accès à effectuer de manière périodique sur la ressource. Par exemple,
l’activité d’un serveur streaming en réseau peut être observée comme le débit
d’émission de données sur le réseau.
Nous définissons une demande d’activité sur une ressource correspondante, dans le pre-
mier cas comme un travail à effectuer sur la ressource, dans le deuxième cas comme
une charge à appliquer à la ressource. Un travail sera donc spécifié comme un nombre
total d’accès à effectuer au plus tôt. Ainsi allouer un travail de 1000 à un stresseur de
CPU revient à lui demander d’exécuter 1000 instructions processeur au plus vite.
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Une charge sera spécifiée comme un taux d’utilisation de la ressource, associé à une
durée d’utilisation de cette ressource. Par exemple, allouer une charge de 100/s sur 20
secondes à un stresseur de CPU correspond à une demande d’exécution périodique de
100 instructions processeur toutes les secondes, ceci pendant 20 secondes.
L’évaluation d’une injection d’activités suppose, en plus de la spécification des acti-
vités des ressources manipulées, l’observation des activités réelles des stresseurs. En ef-
fet, puisque l’objectif de STRESSCLOUD est l’évaluation des gestionnaires, il est indis-
pensable au minimum de comparer l’activité demandée par l’utilisateur avec l’activité
réellement exécutée. Cette comparaison, qui peut être vue comme une métrique des per-
formances du SGIV, permet de comparer des gestionnaires, ou d’affiner le paramétrage
d’un gestionnaire. Pour permettre cette évaluation les stresseurs mettent à disposition de
l’utilisateur des valeurs de performance associées à chaque demande d’activité. Dans le
cas d’une demande de charge, la performance est le taux d’activité effectivement exé-
cuté pendant la durée spécifiée. Dans le cas d’un travail, l’utilisateur a accès à la durée
d’exécution de celui-ci et à l’avancement du travail au travers du temps.
Pour un même scénario (c’est-à-dire une suite d’activités), l’objectif d’un gestion-
naire sera de minimiser les temps de calcul des travaux à effectuer et les taux d’erreurs
(rapport entre charge demandée et charge exécutée) des charges à appliquer. Afin que
ces comparaisons aient du sens, STRESSCLOUD reproduit de la manière la plus iden-
tique possible un même scénario dans ses exécutions successives. Pour cela, le registar
assure des propriétés de déterminisme dans la sélection des VM, de même les stres-
seurs assurent des formes de déterminisme dans l’exécution des activités qui leurs sont
demandées.
La section suivante présente l’approche, la méthodologie et les implémentations des
différents stresseurs dans STRESSCLOUD.
Unités d’activité des ressources
Si dans la littérature la charge d’une ressource peut être vue comme un taux, sous forme
de pourcentage, d’utilisation de la ressource, dans le cadre de la montée en charge d’un
système IaaS cette notion de pourcentage n’a pas de sens. En effet, nous souhaitons
simuler une succession d’activités système dans un centre où les VM peuvent être dé-
placées à chaud dans une infrastructure hétérogène. Or, dans un système réel, le taux
d’accès à une ressource induit par l’exécution d’une application réelle, en pourcentage
d’occupation de cette ressource, varie en fonction des capacités du serveur qui exécute
cette application. Dans une infrastructure virtualisée, le serveur hôte d’une VM étant
modifiable dynamiquement via les demandes de migrations, les capacités maximales
d’accès aux ressources des applications peuvent varier dans le temps. De plus, l’exécu-
tion concurrente de plusieurs VM sur un même serveur hôte, de même que les méca-
nismes de gestion des ressources dans un SGIV, peuvent réduire la capacité d’accès à
une ressource perçue par chaque VM.
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C’est pourquoi les accès aux ressources des VM doivent être spécifiés dans une
unité qui ne dépende pas des capacités du serveur hôte. Ainsi, la charge usuelle de la
ressource CPU, sous forme de pourcentage d’utilisation du temps CPU disponible, n’a
plus de sens dans un scénario de montée en charge virtualisé. Nos stresseurs utilisent
des unités telles que les MHz d’un CPU ou le débit d’écriture (en MB/s) d’un disque,
voire des unités propres au stresseur développé.
Si le mécanisme de génération d’une activité est spécifique à la ressource à mani-
puler, l’architecture et les principes de fonctionnement des stresseurs sont identiques et
présentés ci-après.
Modèle générique de stresseur périodique
Les stresseurs proposés dans STRESSCLOUD utilisent tous le même schéma d’injection
d’activité présenté en 5.2. Un stresseur générique effectue de manière périodique des
accès sur la ressource qu’il manipule. L’exécution effective des accès à la ressource
dépend du stresseur développé, il est donc nécessaire de développer un stresseur pour
chaque type d’accès à une ressource.
Lorsque l’activité demandée par l’utilisateur est une charge, la période des cycles
d’injection, aussi appelée granularité de l’injection, est configurable par l’utilisateur.
Dans ce cas, le nombre d’accès à effectuer à chaque cycle est le produit de la période des
cycles avec la fréquence d’activité demandée par l’utilisateur. Si l’utilisateur demande
50 accès par seconde avec une granularité de 10ms, alors le stresseur effectuera 5 accès
à chaque cycle.
Ce stresseur générique permet d’observer le taux d’erreurs d’une demande de charge :
à chaque début de cycle, le stresseur calcule si la durée d’exécution du cycle précédent a
dépassé la période de cycle. Dans ce cas, le stresseur ajoute cette durée de dépassement
de cycle à une somme interne. D’un instant à l’autre, le quotient de la différence de
cette somme par la différence de temps entre ces deux instants donne le taux d’erreurs
de l’activité demandée, c’est à dire le taux d’activité qui n’a pas pu être effectué.
Le paramétrage de la granularité d’un stresseur est une tâche délicate. En effet, plus
la granularité est basse (c’est-à-dire la période de cycle est courte), plus les fonctions de
gestion du stresseur sont appelées fréquement. De plus, une période proche de celle de
la politique d’ordonnancement du système peut induire des taux d’erreurs importants.
Ainsi, si un système ordonne les processus sur des périodes de 1 ms, nous ne pouvons
pas demander une granularité inférieure à cette valeur à un stresseur.
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FIGURE 5.2 – Activité d’un stresser générique périodique.
Lorsque l’activité demandée par l’utilisateur est un travail, le stresseur se limite à
exécuter l’ensemble des instructions le plus rapidement possible et mémorise le temps
qui a été nécessaire pour exécuter ces instructions.
Les sections suivantes présentent les principes et implémentations des stresseurs
proposés par STRESSCLOUD.
stresseur CPU
Le taux d’utilisation du CPU est souvent utilisé pour représenter l’activité d’une VM
dans un IaaS. L’outil le plus communément utilisé pour charger le CPU d’une machine
est, sous linux, stress. Cet outil permet de stresser au maximum le CPU, la mémoire
ou le disque de la machine sur laquelle il est exécuté. D’autres outils sont disponibles
comme cpuburn ou stressapptest, malheureusement ces outils se limitent à tester la
capacité maximale d’un processeur, et ne permettent donc pas de stresser un processeur
à une charge ou un travail donné.
Les accès CPU sont généralement observés depuis un serveur sous la forme de la
fraction de temps processeur utilisée pour l’exécution des programmes de ce serveur.
Cependant, ces observations n’ont plus de sens dans une infrastructure virtualisée où
les capacités de calcul des processeurs sont variables.
L’activité CPU d’une VM peut aussi être visualisée dans un serveur par la fréquence
des cycles d’horloges du processeur qui sont attribués à l’exécution de cette VM du-
rant une seconde, en Hz. Malheureusement, l’injection d’une activité en Hz dans une
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VM rencontre aussi des problèmes liés aux différents modèles de processeurs installés.
En effet, cette injection doit en effet réalisée par un code commun aux différents ser-
veurs. Cependant, les différentes architectures de processeurs nécessitent des nombres
de cycles différents pour réaliser la même opération.
Nous avons comparé la consommation, en tick d’horloge CPU, de différents mo-
dèles de serveurs pour exécuter la même tâche. Cette tâche consiste en l’exécution d’un
nombre fixé d’opérations de type sqrt, exécution répétée plusieurs fois et dont le temps
d’exécution a été mesuré au moyen de l’instruction processeur rdtsc. Nous avons re-
tenu le temps d’exécution de la tâche le plus faible parmi 500 évaluations, en demandant
pour chaque évaluation 2048 exécutions de l’instruction rdtsc. Nous nous sommes as-
surés que pour des nombres moins importants d’itérations les différences entre les temps
d’exécution étaient du même ordre.
Nos serveurs de test sont un Apple MacBook Pro, un Dell Studio Hybrid, un HP
Z200 et un Dell R415. Le résultat de ces évaluations, indiqué sur la figure 5.3, montre
que le nombre de cycles requis pour exécuter la même tâche varie du simple au double
selon les serveurs.
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FIGURE 5.3 – ticks d’horloge pour 2048 opérations sqrt
Avec une telle marge d’erreur il n’est pas possible d’assurer la fréquence d’utili-
sation du CPU indépendamment de son architecture. De fait, l’activité CPU que l’on
observe sur un serveur est fonction de la séquence d’instructions à exécuter par le pro-
cesseur autant que de l’architecture de celui ci, et ne permet pas de produire un pro-
gramme qui reproduise la même activité sur tous les serveurs. Les processeurs récents
permettent de mesurer plus finement l’activité du CPU, en implémentant un système de
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compteur physique des performances des programmes. Ces compteurs de performances
consistent en des registres dédiés chacun à l’enregistrement d’un événement CPU. Ainsi
le nombre d’instructions exécutées, de défauts de page mémoire, de sauts conditionnels
sont enregistrés pour chaque programme. Ces compteurs de performances ne sont ce-
pendant pas utilisés dans les centres virtualisés à notre connaissance.
Puisqu’il est complexe de charger un processeur à une fréquence donnée, mais sur-
tout de corréler les fréquences processeur lors de la migration d’une VM sur un autre
modèle de serveur, nous avons opté dans notre implémentation pour une unité propre
au stresseur, un nombre de boucles à exécuter chaque seconde. En effet, il est a re-
marquer qu’une application ne consomme pas de MHz ni de bogoMIPS, mais bien des
instructions processeur. Ces instructions sont généralement très variées et il est donc
plus parlant pour l’utilisateur de STRESSCLOUD de charger un processeur suivant un
nombre d’instruction a exécuter.
Cette unité n’assure pas de valeur de fréquence d’accès au CPU dans des unités
usuelles (MHz, bogoMIPS, temps d’utilisation CPU). Il est cependant possible de cali-
brer cette unité sur un serveur pour en déduire une relation entre la demande d’activité
du stresseur et la charge CPU à injecter dans ce serveur.
stresseurs d’activités disque et réseau
Si l’injection d’une activité CPU contrôlée dans un serveur est une tâche délicate, les
injections d’activité réseau et disque sont par contre beaucoup plus simples à condition
de limiter les fonctionnalités. Ainsi les performances de la lecture sur un disque sont
grandement impactées par les phénomènes de cache, tandis que la lecture d’un flux
de données du réseau suppose la présence d’un émetteur de ce flux. Si des techniques
permettent de passer outre le cache disque ou d’envoyer des requêtes réseau vers soi-
même, elles demandent une connaissance du système qui reste erronée dans le cadre
d’un environnement virtualisé, où le système virtualisé est susceptible d’évoluer suite
à des migrations ou des changements de paramétrage du serveur. C’est pourquoi nous
nous limitons pour ces deux ressources à des accès en écriture.
Ces deux stresseurs implémentent une activité d’envoi de données, pour le disque
vers un fichier, pour le réseau vers une adresse cible. Dans les deux cas l’envoi doit
avoir une destination valable, sinon l’activité d’écriture demandée sera annulée, par le
système d’exploitation ou l’hyperviseur du serveur par exemple. Enfin, le processus
d’envoi de données doit utiliser le protocole du plus bas niveau possible pour éviter la
possibilité pour le système d’exploitation de la VM d’optimiser, et donc réduire, cette
activité.
Le stresseur réseau est simple à implémenter, car toute donnée écrite sur la carte
réseau doit être envoyée le plus tôt possible. Ce stresseur est paramétré par une adresse
réseau, spécifiée au besoin par l’utilisateur, à laquelle il se connecte et envoie des pa-
quets de données par le protocole UDP. Ce protocole UDP a des propriétés intéressantes
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pour la simulation d’activité : il ne nécessite pas de connexion réelle avec un autre ser-
veur, n’utilise pas de système de tampon, et effectue le minimum de vérifications sur
l’envoi effectif, et la réception effective, des paquets par le serveur. De plus, le proto-
cole UDP ne fait pas de compression de données, ce faisant l’envoi d’un suite de N bits
valant chacun “0” sur le réseau enverra effectivement ces N bits.
L’adresse d’envoi par défaut est l’adresse du réseau (le netID) utilisé pour se connec-
ter au registar. Cette connexion étant nécessaire dans STRESSCLOUD, cette adresse
est connue par l’exporter et le registar. Par exemple, si la carte de réseau a l’adresse
192.168.0.1/24, le réseau associé sera 192.168.0.0. En cas de registar local ou d’uti-
lisation d’un protocole de communication différent, des méthodes de récupération au-
tomatique de l’adresse IP du réseau sont utilisées, mais l’administrateur est responsable
de la spécification, lors de l’installation des VM, de l’adresse IP utilisée pour les at-
teindre si celle-ci n’est pas évidente. L’adresse du réseau local est intéressante car elle
ne correspond à aucune carte réseau, ainsi les paquets qui y seront envoyés seront bien
émis par la carte réseau mais détruits par le premier routeur du réseau, qui ne saura pas
vers qui les transmettre.
Deux autres adresses génériques pourraient être utilisées : l’adresse de diffusion ré-
seau, dans l’exemple précédent 192.168.0.255, ou l’adresse de diffusion limité, 255.255.255.255.
Cependant ces deux adresses ont le défaut de demander la diffusion effective des paquets
sur tout le réseau accessible. Les messages seraient donc lus et éventuellement analy-
sés par l’ensemble des machines présentes sur le réseau, créant donc un effet de bord
non désirable et réduisant la bande passante disponible sur le réseau. De plus, l’utili-
sation de tels procédés peut induire des mécanismes de sécurité à limiter l’accès de la
machine émettrice au réseau, réduisant par la suite la bande passante disponible pour
cette dernière, voire restreignant son accès au réseau, faisant ainsi apparaître des pannes
inexpliquées.
Enfin, l’utilisateur peut spécifier cette adresse d’envoi de paquets, permettant par
exemple l’envoi de données d’une VM à une autre. Cette technique permet de simuler
un canal de discussion entre deux VM, canal qui peut parfois être observé selon le SGIV
utilisé. Cependant chaque VM ne peut actuellement envoyer des données que vers une
seule autre VM. La prise en compte de l’émission multi-cible est une évolution prévue
de l’architecture de STRESSCLOUD mais nécessite quelques travaux de langage avant
d’améliorer le stresseur réseau.
Le stresseur de disque quant à lui doit prendre en compte les détails d’une implé-
mentation du système d’écriture sur disque. Premièrement, il est nécessaire d’utiliser un
protocole qui assure l’écriture sur le disque des données émises par la VM. En effet la
création de fichiers temporaires depuis un programme peut être traduite par l’OS par la
création d’un fichier en mémoire, qui ne sera donc pas écrit sur le disque. Pour cette rai-
son, nous utilisons des fichiers réels sur lesquels nous écrivons les données, au contraire
de l’activité réseau qui peut se passer d’une cible réelle atteignable.
5.3. STRESSCLOUD : UNCADRICIEL POURL’ÉVALUATIONDESGESTIONNAIRESDECLOUDS107
D’autre part, la capacité des disques étant limité, nous devons limiter la taille des
données écrites par ce stresseur. Bien que les fonctionnalité de suppression du fichier
et de création d’un nouveau fichier soient facilement accessible, ces fonctionnalité ont
un impact non négligeable sur la charge CPU du système. Nous utilisons la fonction
système seek, qui permet de réutiliser le même fichier déjà présent sur le disque et
nous assure une surcharge CPU négligeable. Le fichier recevant les données écrites
est supprimé automatiquement par la JVM lors de la terminaison de celle-ci, et une
demande de suppression au redémarrage du système est ajoutée pour éviter que l’arrêt
abrupte de cette JVM ne puisse produire une fuite d’espace disque.
Les mécanismes de tampon disque présents sur un OS peuvent court-circuiter l’écri-
ture des fichiers, par exemple en maintenant les données à écrire en mémoire. Ainsi lors
de la suppression des données écrites du disque, de tels mécanismes peuvent effacer
les données en mémoire sans que ces dernières aient été effectivement écrites sur le
disque. C’est pourquoi il faut s’assurer dans le protocole utilisé que les données sont
effectivement écrites sur le disque avant d’effacer ces dernières, par exemple avec les
fonctionnalités de synchronisation du système de fichier, eg. la commande sync sous
linux et ses dérivés.
Enfin, la gestion des systèmes de fichiers étant complexe, il faut s’assurer d’avoir
les droits de création, d’écriture et de suppression des fichiers depuis le programme du
stresseur. Ces contraintes sont à la charge de l’administrateur qui doit installer STRESS-
CLOUD dans un environnement adéquat. Nous rappelons que des VM pré configurées
sont mises à disposition dans STRESSCLOUD
Notre implémentation du stresseur de disque utilise la classe d’écriture de flux Java
FileOutputStream pour ajouter des données à un fichier. Cette classe possède
des propriété qui nous semblent suffisantes pour cette utilisation. D’une part, le tam-
pon mémoire du flux peut être vidé afin d’assurer l’écriture effective des données qu’il
contient, permettant de se déplacer dans le fichier sans annuler les demandes d’écriture
précédentes. D’autre part, cette structure n’utilise pas de système de compression des
données, permettant d’écrire plusieurs fois de suite la même structure en mémoire sans
craindre que l’homogénéité des données n’induise une réduction de l’activité effective
de la ressource.
Manipuler les stresseurs via des API de programmation serait une tâche ardue. En
effet, chaque VM peut potentiellement héberger plusieurs stresseurs, et il est nécessaire
de disposer de plusieurs dizaines voir centaine de VM pour évaluer des gestionnaires
d’infrastructure. De plus, en vue de simuler le fonctionnement d’application, il est indis-
pensable de pouvoir synchroniser les activités entre elles De ce fait, nous nous sommes
orientés vers la définition d’un langage dédié au contrôle des activités. Ce langage, inter-
prété par un interpréteur dédié, doit permettre d’exprimer aisément des charges ou tra-
vaux sur les activités, mais également d’exprimer des contraintes de précédences entre
activités.
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Les fonctionnalités offertes par ces implémentations de stresseurs nous ont permis
de déduire celles à intégrer dans le langage. En pratique, la description d’un scénario
utilisateur se limite généralement aux fonctionnalités communes parmi les stresseurs.
C’est pourquoi ce langage permet d’utiliser facilement ces fonctionnalités commune,
tout en permettant à un développeur averti de configurer dynamiquement, via ce lan-
gage, les paramètres des implémentations réalisées. Ainsi, un utilisateur peut décrire
des scénarios simples, tandis qu’un développeur peut évaluer l’impact des paramètres
d’un stresseur via un scénario plus complexe.
La section suivante décrit ce langage.
5.3.3 Un langage dédié pour le contrôle des activités
Nous avons développé un langage de script permettant de décrire des scénarios et un in-
terpréteur de ce langage pour exécuter ces scénarios. Ce langage permet de sélectionner
les VM à manipuler parmi celles enregistrées sur le registar, puis d’injecter des activités
ordonnancées dans celles-ci. Ce langage est suffisamment simple pour être utilisé par
un non-développeur, mais il permet aux développeurs de développer des extensions, par
exemple en REST, pour manipuler ou observer les VM du centre.
Afin d’éviter les écueils du développement d’un langage spécifique, nous nous sommes
appuyés sur le langage Groovy [BS06], définissant un sur-langage de celui ci. En parti-
culier nous utilisons la classe Groovyshell pour interpréter et exécuter les scripts utilisa-
teur. L’utilisation de Groovy a plusieurs avantages sur Java :
• Le langage Groovy simplifie grandement la manipulation des collections, ce qui
est utile pour la manipulation en masse de centaines de VM
• L’environnement GroovyShell implémente l’interprétation et l’exécution de scripts
Groovydans une JVM standard
• Cet environnement propose la gestion de variables, l’invocation des méthodes et
l’accès à des objets internes
• Notre langage bénéficie ainsi de l’ensemble des ces fonctionnalités sans aucun
développement, nous nous concentrons sur les fonctionnalités propres à notre do-
maine
Nous distinguons trois phases dans le développement de scénario. La première phase
d’un scénario est chargée d’identifier et de sélectionner les VM nécessaires à l’exécution
du scénario. La seconde phase spécifie les charges et travaux à exécuter au sein des VM,
ainsi que la synchronisation entre ces charges. Enfin, la troisième phase d’un scénario
permet d’obtenir des mesures de performance de l’exécution du scénario. Les sections
suivantes présentent les mécanismes et abstraction liés à ces trois phases.
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Sélection des VM
La phase de création et de paramétrage des VM n’est pas prise en charge par STRESS-
CLOUD. En effet, cette partie est très spécifique au système de IaaS utilisé. L’adminis-
trateur doit donc déployer les applicatifs de STRESSCLOUD sur le IaaS à manipuler,
puis configurer (nombre de VCPU, taille mémoire etc.) et démarrer l’ensemble des VM
nécessaires au scénario à exécuter. Toutes les VM démarrées s’enregistrent sur le RE-
GISTAR. Ce dernier centralise ainsi l’ensemble des caractéristiques des VM présentes
(VCPU, RAM, adresse ip etc.).
La première étape de l’écriture du scénario consiste à sélectionner et identifier un
ensemble de VM nécessaires à l’exécution du scénario. Cette sélection permet de créer
des groupes de VM, mais aussi de comprendre et modifier plus facilement un scénario.
Les critères de sélection considèrent les paramètres des VM connus du REGISTAR, et
donc fournis par les VM.
Cette sélection doit être déterministe, afin que l’exécution du même script dans les
même conditions produise la même sélection de VM. Étant donné que les VM d’un
centre peuvent migrer dans celui-ci, l’exécution du même scénario peu cependant pro-
duire des activités différentes. L’administrateur doit donc, entre deux exécutions du
même scénario, migrer les VM sur leurs serveurs initiaux, ce qui ne peut être automatisé
dans STRESSCLOUD. Si cette fonctionnalité de re-placement n’est pas disponible, par
exemple lors de l’évaluation des performances d’un IaaS externe comme AWS, l’uti-
lisateur peut toutefois lancer plusieurs fois le même scénario et faire une moyenne de
performances.
La méthode group=require(critère, nombre) réserve un nombre de
VM respectant les caractéristiques critère données en paramètre. Le critère peut
être null, dans ce cas les premières VM disponibles seront sélectionnées pour réser-
vation. Ce critère peut porter sur le nombre de cœurs CPU alloués, la taille de la RAM, et
l’adresse IP de cette VM. Par exemple, le code group3=require("mem>5000&ip== ’192.168.3..*’",
25) réserve 25 VM de plus de 5 GB de RAM et dont l’adresse IP correspond à 192.168.3.X
.
Cette méthode retourne l’ensemble (set) de VM qui ont été réservées par cette
méthode. Si le nombre de VM disponibles sur le registar n’est pas suffisant, cet appel
est suspendu pour permettre à d’éventuelles VM non connectées de terminer leur enre-
gistrement. Pour éviter une exécution trop longue du script de sélection, un timeout est
configurable à la fin duquel, si le système n’est pas parvenu à sélectionner le nombre de
VM nécessaires, la méthode renvoie null et ne réserve aucune VM.
Après avoir utilisé les VM pour exécuter du scénario, la méthode release(group)
libère les VM réservées dans group et met leurs activités à 0. Un appel à cette méthode
sans paramètre libère l’ensemble des VM réservées du registar, permettant l’exécution
d’un nouveau scénario.
Un des intérêts de GroovyShell est la facilité de manipulation des collections. De
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telles opérations permettent de manipuler aisément des groupes de VM, que ce soit
pour la création de sous-groupes ou l’injection d’une même activité dans un groupe
de VM. Par exemple l’instruction g1=group[0..9];g2=group[10..99] défi-
nit g1 comme les dix premiers éléments de group et g2 comme les 90 suivants. Les
opérations de manipulation d’activité sont décrites dans la section suivante.
Manipulation des activités des ressources
Une fois les VM sélectionnées, des méthodes dédiées permettent de manipuler leurs
activités système. Ces méthodes sont générique et permettent une intégration aisée de
nouveaux stresseurs de ressource dans le langage. Aussi, seules les noms des ressources
manipulables dans une VM sont connues du registar. Les implémentations effectives de
leurs stresseurs ne sont donc pas connues du registar, mais seulement depuis les VM.
Lorsqu’elle s’enregistre dans le registar, une VM manipulable lui spécifie quels sont
les ressources manipulables. Le registar met en place pour chaque VM enregistrée un
système de délégation des appels, visible dans l’exécuteur de script, qui traduit les ap-
pels de l’utilisateur en commande pour la VM. La méthode vm.getTypes() permet
de lister les ressources manipulables au sein d’une VM, et donc les différents stresseurs
implémentée dans cette VM. Ces stresseurs permettent l’injection d’activité sous deux
formes : l’injection d’une charge régulière ou l’ajout d’un travail à effectuer.
L’opérateur d’affectation de charge dans notre langage est vm1.res=load. Cet
appel positionne l’utilisation de la ressource res de la VM vm1, et donc l’activité du
stresseur correspondant, à une charge load/s. Comme précisé plus haut, la sémantique
de cette charge dépend de l’implémentation du stresseur. Ainsi, le stresseur CPU peut
très bien définir sa charge relativement au temps de calcul disponible, ou en nombre fixé
d’opérations à exécuter.
Pour bien différencier la spécification de charge de l’ajout d’un travail, nous avons
utilisé un autre opérateur pour cette deuxième opération. Ainsi vm1.res+work ajoute
une quantité de travail work à la ressource res de la VM vm1. L’exécution de ce travail
commence dès que le stresseur correspondant à cette ressource a terminé les éventuels
travaux précédents. Ainsi, l’observation des activités des VM permet de rendre compte
du démarrage et de l’arrêt effectif des travaux demandés. Ces mécanismes sont géné-
riques quelque soit la ressource manipulée par le stresseur.
Le stresseur réseau fonctionne sur ce principe, mais nous avons ressenti le besoin
d’exprimer l’émission de données d’une VM vers une autre. En effet, les communica-
tions réseau des VM sont une activité importante dans un centre. Nous avons développé
une implémentation spécifique dans le langage, pour réduire la taille des scénarios et
donc le travail de l’utilisateur. Ainsi, la méthode vm1.send(vm2, size) produit
l’envoi par la VM vm1 via son stresseur de type net d’une quantité size de données
vers l’adresse IP de la VM vm2.
Cette méthode est un raccourci vers des opérations internes sur les stresseurs. Plus
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précisément cette méthode utilise la sélection d’une cible du stresseur, puis l’ajout de
travail dans ce stresseur. Or la sélection de la cible d’un stresseur n’est pas toujours
possible, par exemple dans le cas d’un stresseur CPU. Cette méthode suppose donc que
le stresseur de ressources réseau de la VM supporte la fonctionnalité de sélection de
cible.
Outre ces ajouts de charges et travaux dans le centre, nos scénarios comportent des
systèmes de synchronisation de ces activités. Cette fonctionnalité de synchronisation
des activités est décrite ci-après.
Planifaction d’un scénario
La planification d’un scénario d’activité consiste à délayer l’ajout des activités spéci-
fiées. Après étude et évaluation d’un certain nombre de modèles applicatifs, nous avons
déterminé que la totalité des scénarios que nous souhaitons décrire peuvent se limiter à
deux méthodes de synchronisation. La première méthode démarre une activité au bout
d’un certain temps T. La deuxième méthode attend la fin d’une (ou plusieurs) autre(s)
activité(s).
En plus de ces fonctionnalités, l’outil permet la synchronisation intra-scénarios. Ce
terme signifie que l’ensemble de ses instructions peut être synchronisé, de manière ho-
mogène avec la synchronisation des VM. Ainsi, les méthodes de synchronisation inter-
VM, qui mettent en relation des changements d’activité avec des événements, sont ap-
plicables à un scénario. Ils bloquent donc l’ensemble des instructions du scénario en
attendant un événement.
La première méthode de synchronisation est la synchronisation temporelle, elle peut
être exprimée de deux manières. L’utilisateur peut spécifier une attente durant un délai
absolu, c’est-à-dire durant un intervalle de temps donné. Par exemple, un scénario peut
charger un CPU à 50 pendant 2min.
Cette synchronisation temporelle peut aussi être spécifiée par rapport au début du
scénario, par exemple jusqu’à la 3me heure. Pour cela, l’exécuteur, responsable de l’exé-
cution du script, doit avoir connaissance du début de l’exécution d’un scénario. En pra-
tique le début du script est défini par l’heure de la dernière exécution d’une commande
require par le scénario. Ainsi, un scénario commence lorsque sa dernière instruction
require retourne son résultat, il se termine dès qu’un appel à release est effectué.
Le séquencement temporel absolu d’activités est exprimé par la méthode vm.after(seconds).
Cette commande demande à la VM d’attendre seconds secondes avant d’envoyer les
commandes suivantes. L’expression du séquencement relatif est implémenté par la mé-
thode vm.till(seconds). Cette dernière demande à la VM la suspension des com-
mandes d’activité jusqu’à ce que le script ait atteint ses seconds secondes d’exécution.
Pour faciliter la description de scénarios simples, la méthode lb=loadBase(time,
load) crée une spécification de charges partagées lb. Cette charge partagée spécifie
une période d’exécution des charges, ainsi qu’une valeur de charge de base. Elle est
112 CHAPITRE 5. STRESSCLOUD
appliquée à différents stresseurs pour mutualiser des demandes d’activité, réduisant la
verbosité des scénarios. Par exemple, lb.to(vm1.cpu, mult1, mult2) spéci-
fie la charge du stresseur stresser à mult1 × load pendant time secondes, puis
à mult2 × load pendant la même durée, pour finalement mettre la charge à 0. Cette
méthode permet de monter en charge toutes les VM d’un centre en même temps à la
même activité, par exemple pour calibrer des modèles de consommation électrique des
serveurs et du centre.
Le séquencement temporel des activités peut être effectué au niveau du scénario.
Ceci permet par exemple d’effectuer en séquence plusieurs scénarios, après des temps
de repos ou d’ajustement du centre. Ainsi after(seconds) délaye l’interprétation
du script du temps demandé, tandis que till(seconds) la délaye le temps que le
délai indiqué se soit écoulé depuis le début de l’exécution du scénario.
Durant cette suspension, les VM qui ont des activités en attente continuent cepen-
dant d’envoyer leurs commandes aux stresseurs dès que leurs conditions d’attente sont
terminées. Par exemple, le script suivant fait attendre le scénario 15 secondes, durant
lesquelles l’attente de la VM de deux secondes sera terminée. Celle-ci aura donc modi-
fié l’activité CPU en la mettant à 200 durant cette suspension.
vm.cpu=100
vm.after(2).cpu=200
after(15)
vm.cpu=0
La synchronisation des travaux des VM est quant à elle implémentée par l’abstrac-
tion vm.after(group). Cette appel empêche l’envoi des commandes d’activité de
la VM jusqu’à ce que tous les stresseurs et VM de group aient terminé tous les tra-
vaux qui leur ont été demandés avant l’appel à after. Cette méthode est aussi dis-
ponible sous la forme raccourcie vm.stresser.after() qui est un équivalent à
vm.after(vm.stresser).
De même que pour le séquencement temporel, le séquencement des travaux est pré-
sent au niveau du scénario. Ainsi after(group) suspend l’interprétation du script
tant que des travaux dans les stresseurs et VM de group ne sont pas terminés. Ceci
permet la création de points de synchronisation dans un scénario, par exemple à la fin
de celui ci. Il peut en effet s’avérer dommageable de libérer les VM du centre avant
que celles-ci aient effectivement terminé les travaux demandés. Ainsi la commande
after(reservedVMs()); release() assure que toutes les VM réservées par
le scénario ont terminé leurs travaux avant de terminer le scénario.
Une fois nos VM spécifiées, nos activités décrites et planifiées, STRESSCLOUD nous
permet d’observer les performances du scénario exécuté.
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Observations et analyse d’une exécution
L’objectif de STRESSCLOUD est de permettre d’évaluer les performances d’un SGIV.
Pour cela, il faut donc permettre de définir et exécuter un scénario, mais aussi obser-
ver l’exécution effective de ce dernier, c’est-à-dire les performances obtenues lors de
l’exécution des activités.
STRESSCLOUD met à disposition de l’utilisateur des statistiques d’exécution des
activités, basées sur une définition homogène du temps durant l’exécution du scénario.
Ces statistiques contiennent la liste des travaux et charges demandés dans le scénario,
ainsi que leurs dates de démarrage et de terminaison. Elles contiennent aussi les relevés
de performances associées à chaque demande d’activité.
La surveillance d’un scénario est démarrée dès que celui-ci commence, c’est-à-dire
dès le premier appel à la méthode require. Le temps de départ du scénario est celui
du dernier retour de cette méthode, aussi cette surveillance ne considère que les événe-
ments ayant eu lieu depuis ce dernier retour. Elle s’arrête dès que l’utilisateur appelle
une des méthodes release. En effet ces méthodes permettant l’utilisation des VM
dans d’autres scénarios, les données de surveillances ne peuvent plus assurer de cohé-
rence avec le scénario actuel, et sont alors supprimées. Durant le scénario, ce système
enregistre des demandes de charges et de travaux envoyées aux stresseurs des VM, ainsi
que leurs temps d’exécution effectifs et leurs performances associées.
Les valeurs de performance sont obtenues automatiquement à chaque fois que la
charge ou le travail d’un stresseur est modifié. Il est de plus possible de spécifier les in-
tervalles d’observation automatique des performances avec la méthode vm.ping(seconds).
Par exemple, l’instruction vm1.ping(120) spécifie que les valeurs de performance
doivent être demandées au maximum toutes les deux minutes pour la VM vm1.
Dès qu’un scénario est démarré, l’utilisateur peut accéder à la liste des activités
injectées dans les VM manipulées, qu’elles l’aient été sous forme de travail ou sous
forme de charge, ainsi qu’aux valeurs de performances observées.
La méthode works(workers) retourne l’ensemble des travaux demandés aux
VM et stresseurs de workers. Cet ensemble retourné est une liste des travaux deman-
dés. Chaque élément de cette liste contient le temps de démarrage du travail, le temps
de fin pour un travail terminé, les observations d’avancement du travail et la quantité
initiale de travail demandée.
La méthode d’obtention des statistiques des charges est loads(loaders). Elle
retourne la liste des demandes de charge des VM et stresseurs de loaders. En plus
de la valeur de charge demandée, du temps de démarrage et de fin de la charge, ces
demandes de charge contiennent les informations de taux d’erreur. Ces informations de
taux d’erreurs sont obtenues automatiquement à chaque fois que la VM termine une ins-
truction de suspension temporelle vm.after(temps), et de manière régulière avec
vm.ping(seconds). De plus l’utilisateur peut forcer l’obtention de ces informa-
tions par la commande vm.stresser.skipped d’un stresser, que nous décri-
114 CHAPITRE 5. STRESSCLOUD
vons plus bas.
L’ensemble des statistiques peut être exporté au format CSV avec la méthode toCSV().
Pour les activités sous forme de travail, works().toCSV(), eg. works(vm1.cpu,
vm2).toCSV() affiche au format CSV tous les travaux demandés au stresseur de CPU
de la VMvm1 ainsi que tous les travaux demandés aux différents stresseurs enregistrés
par vm2. Pour les activités sous forme de charge, les demandes de charge et leurs taux
d’erreurs associés peuvent être affichée avec la méthode loads().toCSV() . L’ex-
portation des statistiques permet une analyse fine post-scénario.
Si l’exécution d’un scénario se passe de manière non attendue, par exemple suite
à une erreur de frappe lors de la saisie du scénario, les méthodes release vues plus
haut annulent toutes les demandes de charge ou travail parmi des VM et les rendent
disponibles à la réservation. En cas de problème plus localisé, des méthodes permettent
d’observer et de préempter l’exécution du scénario.
La méthode vm.res.skipped retourne le temps d’erreurs pour le stresseur de la
ressource res. Ce temps d’erreur correspond au nombre de ms d’activité qui auraient
été nécessaires pour respecter la charge demandée dans les cycles impartis. Par exemple
si cette charge demandée est le double de la charge maximale possible pour la ressource,
alors le temps d’erreur sera le même que le temps écoulé depuis le début de la demande
de charge. Cette valeur permet d’avoir une idée de la surcharge de la VM pour une
ressource donnée.
Concernant les demandes de travaux, la méthode vm.res.work retourne le nombre
d’activités restantes à exécuter par le stresseur de ressource res. Afin de prévenir le blo-
cage de l’utilisateur pour cause d’un travail trop long à réaliser, la méthode vm.clear()
annule tous les ordres de travaux et charges en attente sur cette VM et arrête toute acti-
vité sur ses stresseurs enregistrés.
Ces méthodes permettent d’observer et modifier un scénario en cours d’exécution,
en obtenant les valeurs de performances et arrêtant les comportements inadaptés, par
exemple une erreur de frappe ou la fin anticipée d’un scénario sans pour autant annu-
ler ce dernier. Elles permettent aussi d’évaluer la correction des implémentations de
stresseurs de ressources et de calibrer leurs capacités, par exemple pour atteindre pro-
gressivement la charge maximale d’un stresseur et observer les effets de seuils dans le
comportement du SGIV responsable.
La section suivante présente une évaluation de STRESSCLOUD, tant sur ces fonc-
tionnalités, son langage que sur ses performances.
5.4 Évaluation
Nous évaluons STRESSCLOUD sous deux perspectives : nous évaluons d’abord les stres-
seurs, puis la bonne exécution d’un scénario.
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L’évaluation des stresseurs vérifie que ceux ci injectent une activité système en rela-
tion avec la charge ou le travail demandé. Nous nous assurons aussi que les observations
de performances des stresseurs concordent avec les valeurs théoriques. Ces évaluations
sont réalisées en injectant des activités successives.
Afin de déterminer la plage de travail des stresseurs, nous les calibrons en leur de-
mandant d’effectuer un travail de taille arbitraire et en observant le temps nécessaire à
l’accomplissement de ce travail. La charge maximale calibrée est ensuite définie comme
le rapport de la quantité d’activité demandée par le temps d’accomplissement de cette
activité. Dans le cas où le temps d’accomplissement de ce travail est inférieur à 2s(valeur
arbitraire), nous doublons la quantité de travail à accomplir et relançons la calibration.
En plus d’évaluer l’injection d’activité, nous nous intéressons à la déduction des
modèles énergétiques des serveurs. Pour cela, nous utilisons les stresseurs pour pro-
duire des données de consommation électrique d’un serveur. En particulier, nous nous
intéressons à la répartition de cette consommation parmi les ressources du serveur.
Enfin, nous décrivons deux scénarios pour évaluer l’exécuteur, et nous les injectons
dans un centre réel pour observer l’exécution de ce scénario dans le SGIV. Le premier
scénario de type HPC permet d’évaluer le bon séquencement de travaux tandis que le
deuxième de type webserver permet d’évaluer le séquencement temporel des charges
partielles dans le centre. Le scénario de type HPC est exécuté sur un petit centre après
une phase de calibrage nous assurant que les valeurs de travaux demandées sont obser-
vables par le SGIV. En effet, si ces valeurs sont trop petites les travaux correspondants
peuvent être terminés sans que le SGIV n’ait remarqué une quelconque influence sur les
activités des VM.
5.4.1 Évaluation des stresseurs
Un stresseur a pour objectif d’accéder de manière contrôlée et périodique à une res-
source de sa VM. Nous devons alors nous assurer qu’une demande d’activité injectée
dans ce stresseur est visible en observant l’activité effective de sa ressource. Certaines
ressources pouvant induire une activité CPU supplémentaire, nous observons la charge
CPU induite par l’utilisation des stresseurs manipulés. Nous évaluons la correction des
stresseurs de CPU, de réseau et de disque, ainsi que leur surcharge CPU induite.
stresseur de CPU
Dans cette évaluation nous étudions un stresseur de CPU sur un serveur physique, non
enregistré sur un registar, pour lequel nous faisons varier la valeur de charge demandée.
Nous observons régulièrement la valeur de charge en pourcentage du CPU du serveur,
grâce à l’outil ThreadMXBean intégré à la plateforme java.
Cette évaluation est effectuée sur un serveur HP Z200 à 4 cœurs CPU, en deman-
dant au stresseur de CPU d’utiliser 2 puis 4 threads, avec une granularité de 200ms.
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Chaque modification de l’activité du stresseur est suivie d’une période d’attente de 5s
pour permettre au système d’atteindre une stabilité de charge, puis d’observation du
taux d’erreurs et de la charge CPU de la JVM pendant 2s.
Les résultats sont présentés dans la figure 5.4. Ces résultats montrent que l’activité
CPU observée est linéaire avec la demande de charge jusqu’à un certain point. Cette va-
leur d’observation atteint bien 200% pour l’utilisation de deux cœurs CPU à une charge
demandée de 9500 itérations par seconde. La valeur maximale de charge CPU pour
quatre cœurs (c’est-à-dire, 400% de temps CPU) n’est pas atteinte pour l’évaluation sur
4 cœurs, en effet pour une demande de 19000 itérations par seconde la charge n’est que
de 392% du temps CPU et décroit si on demande une charge plus importante.
Cette figure présente en plus de l’activité CPU observée les taux d’erreurs observés
par les stresseurs lors de l’exécution de la demande de charge. Ces taux sont très faibles
(moins de 1 ms de retard par seconde d’exécution) jusqu’à ce que la demande de charge
atteigne les capacités maximales des stresseurs.
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FIGURE 5.4 – Utilisation en pourcentage du temps CPU d’un cœur induite par le stres-
seur CPU.
La charge observée n’atteint pas les 400% de temps CPU d’un cœur qui seraient
attendus par l’utilisation d’un processeur quadri-core, nous supposons que les méca-
nismes de synchronisation utilisés pour la répartition des tâches dans le stresseur ré-
duisent l’efficacité de celui-ci. Aussi, l’utilisation sur plusieurs cœurs nous semble n’être
possible que pour une utilisation faible du stresseur CPU.
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Malgré cette singularité, cette évaluation valide la capacité de notre implémentation
à injecter une charge constante de CPU en relation linéaire avec la demande.
stresseurs de disque et réseau
L’évaluation des stresseurs de disque et de réseau est similaire à celle du CPU, manipu-
lant un stresseur de la ressource considérée. Après une première calibration du stresseur
pour en déduire sa charge maximale, nous faisons varier sa demande de charge de 0 à
150% de cette charge maximale. Ce faisant nous observons la charge système corres-
pondante sur le serveur manipulé ainsi que la surcharge CPU induite, après une période
de stabilisation de 10s et une observation de l’activité pendant 5s.
Les résultats de cette évaluation sont présentés respectivement pour les stresseurs
disque et réseau dans les figures 5.5 et 5.6.
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FIGURE 5.5 – Charges disque et CPU induites par le stresseur disque.
Le stresseur de disque est configuré à une granularité de 300ms, sa charge maximale
déduite est de 82MB/s. L’activité d’écriture sur le disque est obtenu par l’utilisation de
la librairie Sigar, donnant accès à la quantité de données écrites sur tous les disques du
système.
Cette observation indique que l’observation de l’activité d’écriture sur le disque est
bien linéaire avec la charge demandée, avec un taux d’erreurs entre la demande et l’ob-
servation de moins de 2% pour les demandes inférieures à la capacité maximale du
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système. L’activité CPU croît cependant avec la demande de charge jusqu’à atteindre la
valeur de 10% du temps CPU d’un cœur utilisé pour l’exécution de l’injection de charge.
Cette valeur importante de surcharge CPU doit être prise en compte lors de l’injection
de charge disque dans un centre virtualisé.
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FIGURE 5.6 – Charges réseau et CPU induites par le stresseur réseau.
Le stresseur réseau est configuré à une granularité de 200ms, sa charge maximale
déduite est de 10.7MB/s. L’observation de l’activité réseau se fait grâce à la librairie
Sigar et permet de déduire pour une interface réseau le nombre d’octets émis sur cette
interface, de la même manière que la commande ifconfig eth0 par exemple sous
linux. Cette observation du réseau coûte quelques opérations CPU, qui ne sont pas vi-
sibles dans notre expérimentation.
D’après notre évaluation, la charge réseau observée sur le système est bien linéaire
avec la demande, à un taux d’erreurs de précisément +2.5% jusqu’à la charge maximale
du stresseur. Ce taux d’erreurs peut être due à la présence des entêtes UDP. De fait,
nous utilisons des datagrammes de taille fixe, induisant une surcharge réseau induite par
les en-tête proportionnelle au nombre de datagrammes envoyés. De la même manière,
les résultats indiquent une surcharge CPU linéaire avec la charge réseau demandée,
jusqu’au seuil de capacité du stresseur. Cette surcharge atteint 2% du temps CPU utilisé
par un cœur, ce qui est faible au regard de l’activité CPU usuelle d’un serveur avec
une activité réseau importante. Cependant cette charge étant linéaire avec la demande
de charge réseau, il peut être nécessaire de configurer plus finement le stresseur réseau
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pour utilisation sur des serveurs à capacité réseau plus importante.
Cette évaluation confirme que nos implémentations de stresseurs correspondent à
nos besoins malgré une surcharge CPU non négligeable.
Observation des erreurs
Dans cette évaluation nous évaluons la capacité du stresseur CPU à déterminer les sur-
charges. Pour cela nous utilisons un stresseur de CPU dans une VM enregistrée sur un
registar, puis nous exécutons un scénario de montée progressive en charge sur ce regis-
tar. Durant le scénario nous mémorisons grâce aux outils de STRESSCLOUD les taux
d’erreurs du stresseur toutes les 100s, puis à partir de ces valeurs d’erreur et de la de-
mande de charge nous en déduisons la capacité CPU maximale du serveur. Le serveur
utilisé est un HP Z200, le système d’exploitation Ubuntu, le stresseur n’utilise que 1
cœur.
Nous utilisons le scénario suivant :
release();base=2000;period=2*60
vm1=require(null)
vm1.ping(100)
lb=loadBase(period, base)
lb.to(vm1.cpu, 1,2,3,2.5,2.5,3.5,5)
after(period*7+1);loads().toCSV()
Ce scénario demande la réservation d’une VM dans le centre et lui spécifie une
observation des activités à faire toutes les 100s au maximum. Puis il crée un modèle de
charge, basé sur une valeur de charge de 2000 et une période d’exécution de 2 minutes,
qu’il injecte dans le stresseur CPU de la VM en spécifiant une liste de 7 multiplicateurs
de charge. La charge CPU du stresseur est donc successivement spécifiée à 2000 ×
multiplicateur durant 2 minutes à chaque fois. Après une période de 7×2min+1min,
le scénario affiche les résultats d’exécution des charges.
Ce résultat est présenté sous forme de graphique dans la figure 5.7. Ce graphique
montre, en fonction du temps, d’une part la charge CPU demandée au stresseur, d’autre
part le taux d’erreurs (en %) observé par le stresseur durant cette demande de charge, et
finalement, en utilisant ces deux valeurs, la capacité maximale de charge, déduite par la
formule capa = charge× 100−erreursprct
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FIGURE 5.7 – demande de charge CPU, taux d’erreurs et capacité CPU déduite.
Ce graphe montre que le taux d’erreurs observé par le stresseur est croissant avec
la charge demandé à celui-ci. Il est nul quand la charge charge est inférieure à un seuil
donné. De plus, nous observons que la charge maximale déduite est bien constante tant
que la charge demandée est supérieure au seuil de charge maximal. D’après cette éva-
luation, l’observation des taux d’erreurs dans un stresseur est un indicateur fiable de
l’exécution effective du scénario.
Une fois que nous nous sommes assurés que nos stresseurs d’une part injectent bien
une activité en relation avec la demande de charge dans la ressource système du serveur,
et d’autre part observent correctement les taux d’erreurs de leur charge, nous nous inté-
ressons à la capacité de modéliser la consommation électrique d’un serveur en fonction
de l’activité de ses ressources.
5.4.2 Modélisation du coût électrique
Nous utilisons STRESSCLOUD pour observer les variations de la puissance électrique
consommée par un serveur en fonction de l’activités des ressources de celui-ci. Pour
cela nous exécutons un scénario où, pour un groupe de VM hébergées sur un même
serveur hôte, nous injectons des charges croissantes dans plusieurs ressources succes-
sives. Durant l’exécution de ce scénario, nous mesurons la consommation électrique du
serveur afin de la mettre en relation avec les activités des ressources.
5.4. ÉVALUATION 121
Le serveur utilisé est un Dell Poweredge M100e, les ressources prises en compte
sont le CPU, le réseau et les disques. Le résultat est présenté dans la figure 5.8
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FIGURE 5.8 – Consommation électrique du serveur selon les charges demandées.
Pour des soucis de clarté nous avons d’abord calibré les stresseurs et utilisons dans
cette figure les pourcentage d’utilisation des stresseurs par rapport à leurs capacités ainsi
calibrées. Cette figure montre que la consommation électrique du serveur est croissante
avec chaque ressource, cependant la ressource ayant le plus grand impact est la res-
source CPU avec une augmentation de 92W, suivi par le réseau et le disque avec des
augmentations de respectivement 13W et 7W.
Cette évaluation n’a pas pour but de déduire un modèle de consommation, qui néces-
siterait le croisement des observations des charges système et l’utilisation de plusieurs
VM pour charger tous les cœurs CPU. En effet, comme décrit les stresseurs disque et
réseau induisent une activité CPU non négligeable, activité qui est responsable d’après
cette évaluation d’une part importante (au moins 82%) de la consommation maximale.
Il faudrait donc observer la surcharge CPU induite par ces stresseurs pour avoir une
modélisation plus correcte de la consommation du serveur.
Cette évaluation montre que notre outil nous permet de produire des traces utiles
de la consommation électrique pour un serveur. Il est en particulier utile pour obtenir
ces traces à des niveaux d’activité qui peuvent ne pas être atteints dans une utilisation
standard des serveurs. Ainsi, STRESSCLOUD permet de déduire des paramètres de la
consommation électrique d’un serveur à partir de l’utilisation des ressources de ce der-
nier et, par sa capacité à manipuler plusieurs VM simultanément, d’obtenir des traces
d’activité électrique au niveau d’un centre.
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5.4.3 Évaluation du langage
Après nous être assuré de la capacité de STRESSCLOUD à injecter une activité ressource
dans une VM, nous évaluons sa capacité à décrire et exécuter des scénarios manipulant
plusieurs VM.
L’évaluation de la capacité descriptive se focalise sur la capacité d’un utilisateur de
STRESSCLOUD à exprimer une série de charge, avec les synchronisations temporelles
et inter-VM, tandis que l’évaluation d’exécution s’assure que des scénarios d’activité
usuels sont bien perçu par les systèmes de gestion d’un centre. Nous déterminons donc
des scénarios à produire, les traduisons dans STRESSCLOUD et les exécutons.
Scénario de type webserver
Notre premier scénario a pour objectif de produire une activité dans le centre proche de
celle qu’aurait un centre hébergeant un service de type serveur internet 3-Tiers.
Dans cette classe d’infrastructure virtualisée, une VM du premier tiers (T1) reçoit
des requêtes clients, les délègue à une des VM du deuxième tiers (T2) qui sont respon-
sables du traitement des requêtes, tandis que les VM du troisième tiers(T3) se chargent
du stockage des données et de leur obtention pour le traitement des T2 tiers. Nous choi-
sissons de mettre en relation le nombre de requêtes arrivant à T1 avec l’activité CPU de
T1, l’activité réseau induite des T2 vers les T3 et leur activité CPU, l’activité CPU et
disque des T3. Le stockage des T2 est reparti équitablement entre les VM de T3 : pour
simplifier le processus, chaque T2 est associée à une seule T3.
Nous faisons croître la charge totale du centre pendant une heure puis la faisons
décroître pendant une demi heure. Si les charges des centres virtualisés de type webser-
ver ont plutôt une période d’une journée, nous considérons qu’il est inutile d’exécuter
un scénario sur une aussi longue période. Les valeurs d’accroissement de charge sont
spécifiées dans une variable loads qui correspond aux multiplicateurs à appliquer à la
charge maximale. Nous faisons un premier calibrage pour déterminer les capacité CPU
des VM.
Le scénario complet est le suivant :
release()
t2nb=20;t3nb=2;
period=60*6;
netT2=10000;diskT3=netT2*t2nb/t3nb
loads=[0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1,0.9,0.8,0.7,0.6,0.5]
t1=require(null)
t2=require(null, t2nb)
t3=require(null, t3nb)
t2.eachWithIndex{it, i->it.net.target=t3[i%t3nb].ip}
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lbT2cpu=loadBase(period, 300)
lbT2net=loadBase(period, netT2)
lbT3cpu=loadBase(period, 100)
lbT3disk=loadBase(period, diskT3)
loadBase(period, 100).to(t1.cpu,loads)
t2.each{lbT2cpu.to(it.cpu, loads);lbT2net.to(it.net, loads)}
t3.each{lbT3cpu.to(it.cpu, loads);lbT3disk.to(it.disk, loads)}
Ce scénario montre que STRESSCLOUD propose des mécanismes nécessaires à la
description de scénario complexes :
• La gestion des variables, ici les charges maximales disque et réseau pour les T3
et T2.
• La mise en relation des variables des éléments manipulés. eg.diskT3=netT2*t2nb/t3nb
et it.net.target=t3[i%t3nb].ip) mettent respectivement en relation la
charge disque de base des T3 avec la charge réseau de base des T2 par un produit
en croix, et l’affectation de la cible réseau des VM de T2 à une des VM de T3en
les répartissant de manière homogène.
• Les opérations sur les collections, eg. t2.each{<charge les VM de T2>}
qui permet d’ajouter une série de charge CPU et disque à toutes les VM de T2 en
une seule ligne.
La capacité de séquencement temporelle des activités n’est pas suffisante : il faut
aussi permettre le séquencement de travaux dans le cas où les ressources sont chargées
au maximum de leur capacité.
Scénario de type NASGrid
La suite NASGrid [FVdW02] propose des scénario de banc d’essai pour grille de cal-
cul, principalement axés sur les activité CPU et à forte charge de calcul (type HPC).
Nous nous sommes intéressés à l’expression du scénario le plus simple de cette suite, le
scénario ED1.
Dans ce scénario ED, les VM sont réparties en trois tiers : la VM du premier tiers
(T1) effectue une décision de répartition des tâches parmi les VM du deuxième tiers
(T2) et démarre ainsi leurs activités. La VM du troisième tiers (T3) attend que les T2
aient effectué leurs tâches pour agréger leur résultat.
1voir ED : http://www.nas.nasa.gov/publications/npb.html
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Nous exprimons ce scénario de la façon suivante :
amount=500000; tier2size=2
tier1=require(null);tier2=require(null, tier2size);tier3=require(null)
tier1.cpu+amount
tier2.each{it.after(tier1).cpu+3*amount}
tier3.after(tier2).cpu+amount
after(tier3);works().toCSV()
Ce scénario très simple affirme la capacité du système à décrire correctement la pla-
nification d’activités de type HPC. L’utilisation d’un langage de script autorise de plus
les utilisateurs d’une installation de STRESSCLOUD à créer des modèles de scénarios,
modifiant à la demande des paramètres de charge ou de nombre de VM impliquées.
Ainsi dans ce scénario le nombre de VM présentes dans T2 est une variable et peut fa-
cilement être modifiée pour passer de 2 ici à 100 VM tout en gardant les mêmes valeurs
de charge.
L’exécution de ce script sur un centre controlé par un SGIV produit deux résul-
tats : les observations d’activité des stresseurs et les observations d’activité du SGIV.
Cette exécution a été effectuée sur un centre géré par un VMWare VCenter 5.0, les VM
exécutant des OS de type Ubuntu server, hébergées sur un seul serveur de type Dell
Poweredge M100e .
Les observations des stresseurs sont présentées dans le tableau 5.1, indiquant pour
chaque demande de travail la ressource manipulée, le temps de début et celui de fin de
l’exécution de ce travail, et finalement la quantité de travail demandée. Ce tableau est
créé par STRESSCLOUD lorsque nous lui demandons à la fin d’un scénario la liste des
travaux : works().toCSV().
resource start end work
vm4.cpu 761 944 500000.0
vm3.cpu 183 761 1500000.0
vm2.cpu 183 761 1500000.0
vm1.cpu 0 183 500000.0
TABLE 5.1 – Observation des travaux ajoutés et de leurs dates de début et de fin
Les observations du SGIV contiennent, en fonction du temps, l’activité CPU des
VM présentes sur le serveur. Ces observations sont présentées dans la figure 5.9.
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FIGURE 5.9 – Observation de l’activité CPU induite par l’exécution du scénario NAS-
Grid.
Cette figure étant issue de l’observation du SGIV, les noms des VM ne corres-
pondent pas au nommage qui est fait dans le scénario. En effet travaillant dans un IaaS
nous n’avons pas accès depuis le registar au système de gestion de ce dernier.
De cette figure on observe que la charge des VM suit bien un premier pallier où
une seule VM a une activité CPU importante, suivi d’une étape où deux autres VM ac-
cèdent régulièrement au CPU à leur disposition, et enfin une troisième étape où seule
une quatrième VM a une forte activité CPU. En mettant en relation les valeurs tempo-
relles indiquées dans le tableau 5.1 et celles de la figure 5.9, nous pouvons affirmer que
les temps sont les mêmes à un décalage de 80s près correspondant au temps d’attente
entre l’observation du centre et l’exécution du scénario. De plus, cette évaluation nous
permet de constater que l’activité CPU du serveur hôte n’est pas exactement égale à la
somme des activité de ses VM, mais toujours légèrement supérieure par quelques MHz,
et ce quelque soit la charge des VM hébergées.
Cette évaluation sur un centre réel montre que ce scénario est correctement exécuté
sur le centre, puisqu’il est bien perçu par le SGIV. Elle permet aussi d’affirmer que les
performances enregistrées par les outils d’observation inclus dans STRESSCLOUD sont
conformes à la réalité.
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5.5 Conclusion
Dans ce chapitre, nous avons présenté un outil d’injection de scénario d’activité com-
plexe dans un centre virtualisé. Cet outil, nommé STRESSCLOUD, permet une injection
contrôlée d’activités, limitées dans le temps ou en quantité d’actions, parmi les res-
sources système accessibles aux VM manipulées. STRESSCLOUD synchronise les ac-
tivités requises par des expressions temporelles ou de succession et permet d’observer
l’exécution effective de ces activités.
Nous avons montré que le langage de scénario utilisé pour STRESSCLOUD permet
de décrire des scénarios complexes. Mais aussi que nos implémentations de stresseurs
assurent une injection d’activité constante qui peut être utilisée pour la modélisation
énergétique d’un serveur. Nous avons finalement montré que l’exécution effective d’un
scénario est bien observée par les mécanismes de retour mis en place, permettant d’éva-
luer les capacités des serveurs et la réactivité des SGIV sans pour autant avoir accès à
ces derniers.
L’outil est générique et il serait assez simple de développer de nouveaux stresseurs,
comme par exemple pour une carte graphique. Le système central chargé de contrôler
les activités, le registar, pourrait être un point bloquant pour le passage à l’échelle du sys-
tème. Cependant, sur les évaluations menées, nous n’avons détecté aucune saturation,
mais nous pensons tout de même réaliser une expérience large échelle sur Grid5000
Nous pensons également développer un module complémentaire à STRESSCLOUD
ayant pour objectif de rejouer des traces d’activités collectées dans des centres de don-
nées réels. Pour cela, un travail d’analyse et de synthèse des traces doit être effectué,
suivi par le pilotage de l’outil via l’interface de type REST déjà développée.
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Dans ce chapitre, nous évaluons les capacités descriptives ainsi que les performances
d’OPTIPLACE. Cet outil étant une modification d’ENTROPY, nous comparons tout d’abord
dans la section 6.1 les problèmes adressés avec ceux de l’original. Nous évaluons en-
suite la capacité d’OPTIPLACE à incorporer des travaux et modèles externes dans la
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section 6.2, puis en section 6.3 nous comparons les performances de la vue énergétique
d’OPTIPLACE à d’autres travaux.
6.1 OPTIPLACE et ENTROPY
Cette section s’attache à décrire le cadre d’utilisation de OPTIPLACE OPTIPLACE est un
outil d’administration de centre virtualisé dont le cœur est issu des travaux ENTROPY. Si
ENTROPY et OPTIPLACE s’attachent tous deux à résoudre un problème de placement
des VM, les problèmes adressés varient d’une solution à l’autre. Nous commençons
donc par comparer les cadres d’utilisation, et donc les fonctionnalités, que ces deux
solutions considèrent.
Nous ne nous intéressons pas ici directement au système de vues, qui est un moyen
de modéliser des problèmes supplémentaire par dessus le cœur d’OPTIPLACE. Ce sys-
tème permet d’enrichir ce cœur mais n’ajoute pas d’informations spécifiques en tant que
tel. Nous ne nous attachons ici qu’aux problèmes adressés par le cœur d’OPTIPLACE,
muni de sa vue HA, et ENTROPY.
6.1.1 Gestion des actions administrateur
Comme indiqué dans le chapitre 4, ENTROPY propose, pour un centre donné, non seule-
ment une amélioration de la configuration virtuelle de ce centre, mais aussi un agenda
d’actions à exécuter. Cet agenda spécifie des actions virtuelles constituant une transition
de la configuration initiale vers la configuration cible.
La construction de cet agenda, intégrée dans le problème de placement, assure la
capacité de l’administrateur à atteindre la configuration cible. Elle permet aussi de dé-
finir une borne supérieure du temps de reconfiguration nécessaire. Pour cela, ENTROPY
nécessite des modèles de durée des actions possibles. Lors de la résolution du problème
de placement, ENTROPY intègre les actions possibles et leur durée grâce à ces modèles
de durée.
Désactivation du système de planification
Si cette planification est intéressante d’un point de vue algorithmique et recherche de
solution, nous avons estimé que son utilisation était trop contraignante. En effet, la fia-
bilité de cette planification est conditionnée à un travail de modélisation des durées des
actions dans le centre. Cette modélisation nécessite des études approfondies de l’archi-
tecture virtuelle du centre et peut ne pas être déductible à une précision suffisante.
De plus, la modélisation de chaque action possible dans le centre implique une uti-
lisation accrue de la mémoire et du CPU lors de la résolution d’un problème. En effet,
chaque migration possible d’une VM vers un serveur doit être représentée et évaluée
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dans le solveur, et le délai avant initialisation d’une action doit prendre en compte toutes
les actions possibles.
Finalement, cette planification impose des contraintes sur la configuration cible so-
lution du problème. Ces contraintes peuvent produire des effets de bord lors de la ré-
solution d’un problème en réduisant les solutions possibles. Les développeurs voulant
modifier certains comportements doivent alors prendre en compte ces contraintes, quand
bien même celles-ci ne concernent pas leurs travaux.
Pour ces raisons, OPTIPLACE n’intègre pas cette fonctionnalité de planification dans
son cœur. Cette perte de fonctionnalité du cœur peut cependant être compensée par le
développement d’une vue dédiée dans OPTIPLACE. En effet, le système de vue permet
par exemple de créer des variables de début et de durée d’action associées à chaque VM,
puis de contraindre ces variables selon le serveur hôte d’une VM, et finalement détermi-
ner une durée totale de l’agenda. Ainsi OPTIPLACE ne supporte pas cette fonctionnalité
mais permet de l’intégrer.
De plus, notre architecture modulaire permet de changer l’implémentation d’une
même fonctionnalité, par l’isolation de celle-ci dans une vue. Il est alors possible de
développer non pas une, mais plusieurs implémentations de cette planification, afin de
comparer la recherche de solution en utilisant chacune. Ainsi, OPTIPLACE permet aux
développeurs de créer un système de planification, optionnel, dans un problème de pla-
cement, mais aussi de modifier et comparer différentes implémentations d’un tel sys-
tème.
Réduction des actions administrateur
ENTROPY proposait non seulement des actions de migrations des VM, mais aussi des
actions de démarrage et d’extinction des VM et des serveurs. ENTROPY déterminait
donc, pour chaque action possible dans le centre, lesquelles étaient utilisées. Nous avons
supprimé ces actions de démarrage et d’extinction pour deux raisons.
Premièrement, pour une raison de responsabilité accordée à OPTIPLACE. En effet,
si la migration de VM est une action éprouvée dans les centres virtualisés, l’extinction
arbitraire de VM ou serveurs peut poser des problèmes inattendus. Par exemple, certains
serveurs peuvent ne pas permettre, pour des raisons de configuration ou de matériel, un
démarrage à distance. Aussi, un administrateur préférera démarrer automatiquement les
VM, laisser celles-ci décider de leur propre extinction, et choisir quels serveurs allumer
ou éteindre.
Deuxièmement, pour une raison de performances. La modélisation de chaque ac-
tion possible demande une quantité de mémoire importante et des contraintes supplé-
mentaires. Ainsi, l’extinction d’un serveur nécessite la migration de chaque VM de ce
serveur, tandis que le démarrage d’un serveur nécessite des conditions particulières,
spécifiées par l’administrateur. Si ces contraintes ne demandent pas des temps de cal-
cul importants lors de la résolution, elles peuvent cependant induire des heuristiques en
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erreur.
Ce retrait des actions de démarrage et d’extinction n’est pas pénalisant pour la ges-
tion du centre. En effet, le démarrage de serveur n’était nécessaire que lorsque la charge
totale du centre était trop importante, ou qu’il n’était plus possible de démarrer une nou-
velle VM. Ce besoin peut être pris en compte par des règles de réservation de ressources
supplémentaires.
L’extinction de serveurs, quant à elle, n’est plus une action mais une possibilité
déduite par OPTIPLACE. Celle ci est utilisée dans le modèle énergétique, pour annuler
la consommation d’un serveur qui peut être éteint. Par défaut, les serveurs d’un centre
ne peuvent être éteints, seuls des SGIV gérant cette possibilité pourront introduire cette
option.
6.1.2 Évolution du modèle de ressources
La satisfaction des besoins en ressources des VM, sous des règles variées spécifiées
par l’administrateur, était au cœur du problème adressé par ENTROPY. Cette notion de
satisfaction a été étendue dans OPTIPLACE.
D’une part, nous permettons à des développeurs d’intégrer, dans des vues, de nou-
velles ressources à prendre en compte dans l’allocation des VM sur les serveurs. D’autre
part, cette notion de ressource est visible dans l’architecture, ainsi une vue peut rempla-
cer la spécification d’une ressource par une autre. OPTIPLACE permet donc la prise en
compte de multiples ressources spécifiées dynamiquement par les vues.
Si cette spécification dynamique des ressources permet d’étendre facilement le pro-
blème, elle réduit cependant la facilité de développement des heuristiques. En effet, une
heuristique ne peut plus s’appuyer sur une connaissance statique des ressources utilisées
dans le centre, et doit dorénavant sélectionner les ressources parmi celles considérées
dans le problème. Bien entendu, si les heuristiques sont développées dans un cadre bien
précis, ces ressources sont connues et cette variabilité des ressources n’est plus un pro-
blème.
Enfin, l’intégration de ces ressources dans un problème, traduisant des données
d’utilisation et de capacité en variables contraintes dans un solveur, est aussi paramé-
trables dans OPTIPLACE. Ce paramétrage permet non seulement de sélectionner des
implémentations adaptées aux ressources utilisées, mais aussi d’adapter la résolution de
problèmes à la taille de ceux-ci, participant ainsi au passage à l’échelle de l’outil.
6.1.3 Passage à l’échelle pour des problèmes de grande taille
Si ENTROPY cherchait, dans une certaine limite de temps, une solution optimale à un
problème de placement, cette recherche optimale devient impossible pour des problèmes
de grande taille. En effet, l’espace des solutions potentielles à explorer devient trop im-
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portant, requérant alors la recherche de solutions non plus optimales mais suffisamment
bonnes.
Ainsi OPTIPLACE, de même qu’ENTROPY, permet de demander une solution satis-
faisante, et non plus optimale, dans un problème. Si la fonction de timeout lors d’une
recherche n’est plus présente, nous avons implémenté une fonctionnalité de réduction de
l’objectif, qui évite la recherche de solutions supplémentaires quand une solution suffi-
samment bonne est trouvée. Cette fonctionnalité réduit la taille de l’arbre de recherche,
mais pour des problèmes de grande taille elle n’est pas suffisante, et il faut alors s’arrêter
à la première solution déduite par la stratégie de recherche.
Les stratégies de recherches, ou heuristiques, sont visibles dans OPTIPLACE. Un
développeur peut alors créer de nouvelles heuristiques pour résoudre un problème, et
sélectionner, parmi les heuristiques présentes, celles adaptées non seulement au domaine
de la vue, mais aussi à la taille du problème. Ainsi, des heuristiques moins coûteux en
calculs peuvent être sélectionnés pour les problèmes de grande taille, tandis que des
heuristiques très complexes seront utilisés pour des problèmes de petite taille. Cette
fonctionnalité, qui consister ainsi à adapter l’implémentation du problème, est proche
de celle permettant de spécifier l’intégration des contraintes de ressource.
Nous avons ainsi défini l’évolution fonctionnelle d’OPTIPLACE par rapport à EN-
TROPY. Le système de vues permet aux développeur d’intégrer par exemple les résultats
de travaux portants sur la gestion des centres virtualisés.
6.2 L’intégration de nouvelles contraintes et paramètres
Une fois que nous avons comparé les cadres d’OPTIPLACE et ENTROPY, nous évaluons
la capacité d’OPTIPLACE à intégrer des modèles externes. Pour cela, nous proposons
des vues permettant d’intégrer des travaux de gestion des centres virtualisés.
6.2.1 Modèles de SLA de l’Impact Lab
Les travaux de l’impact lab [AMVG11] se placent dans un centre de type ou PaaS, où
un client demande l’exécution d’applications spécifiques. Cette demande s’accompagne
d’un contrat de service, ou SLA, stipulant des coûts supplémentaires pour l’administra-
teur du centre si les conditions d’exécution ne sont pas satisfaites.
Dans ces travaux, cette équipe a travaillé sur les SLA de délai de réponse pour un
serveur web. Cette équipe a déterminé que ces SLA peuvent être exprimé en fonction de
la charge CPU du serveur qui exécute la VM de l’application. Ces SLA peuvent donc
être pris en compte au niveau administrateur en majorant l’activité CPU du serveur hôte
de la VM.
Nous proposons trois règles supplémentaires dans la vue HA pour permettre l’inté-
gration de tels SLA dans OPTIPLACE. Ces trois règles intègrent des analyses différentes
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de ce problème de SLA.
La première règle, nommée MarginHostCPU intègre directement cette notion dans
le problème à résoudre. Elle considère une VM et un taux d’utilisation maximal sous
forme de pourcentage. Lorsqu’elle est injectée, elle contraint la charge CPU du serveur
hôte de cette VM à être inférieur au taux indiqué. Cette règle injecte de manière directe
la notion de respect de SLA, cependant elle est très coûteuse en terme de calcul CPU.
En effet, cette règle nécessite pour chaque serveur une variable de charge et ajoute
une contrainte conditionnelle sur ces variables selon le serveur hôte de la VM. Si les
variable de charge des serveurs sont mutualisées parmi plusieurs règles, ce n’est pas le
cas des contraintes conditionnelles. Or, ces contraintes étant liées aux charges de chaque
serveur, elles devront effectuer un traitement à chaque fois qu’une VM sera placée sur
un serveur du centre durant l’exploration de l’arbre de recherche. Cette règle est alors
trop coûteuse pour être utilisée sur un problème de grande taille.
Lorsque le nombre de VM sur lesquelles portent de tels SLA est suffisamment im-
portant, l’administrateur peut spécifier le regroupement de ces VM sur des serveurs
dédiés. Dans ce cas, les VM sont astreintes à un groupe de serveurs, pour lesquels les
activités des ressources sont majorées. Ainsi, un nombre réduit de serveurs auront leur
activité limitée et idéalement les VM ayant les mêmes seuils seront sur le même serveur.
Cette interprétation est intégrée par la règle nommée LazyNode, qui ne crée aucune
contrainte ni variable dans le problème modélisé. Elle considère un serveur, une res-
source et un taux d’utilisation maximal de cette ressource. Quand elle est injectée, cette
règle majore simplement l’utilisation de ce serveur par ce taux. Du fait de ses empreintes
mémoire et CPU négligeables, cette règle est adaptée à la résolution de problème de très
grande taille, mais demande cependant une pré-analyse importante du problème.
Dans certains cas, une telle contrainte ne peut pas être assurée de manière systéma-
tique. Par exemple, lorsque les capacité CPU des serveurs sont trop faibles, c’est-à-dire
que le centre a une charge trop importante. Plutôt que de spécifier des règles non viables
ou ne rien faire, l’administrateur peut encore réduire les problèmes de SLA La dernière
règle, nommée ResourceOrder, contraint les activités des ressources des serveurs consi-
dérés à suivre un certain ordre. Ainsi, lorsque l’administrateur a placé ses VM avec SLA
sur un groupe de serveur, il peut demander à ce que ceux-ci aient par exemple une ac-
tivité CPU inférieure au autres serveurs, réduisant alors les problèmes de rupture des
contrats de service.
Ces trois règles, intégrées à la vue HA, permettent à l’administrateur d’intégrer les
notions présentées dans les travaux de l’Impact, avec différents compromis de préci-
sion et temps de calcul. D’autres vues peuvent aussi intégrer des notions communes à
différents travaux, comme le regroupement des VM et serveurs pour une facilité d’ad-
ministration accrue
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6.2.2 Vue de regroupement
Lorsqu’un administrateur veut manipuler un nombre très important de VM et serveurs,
il devient fastidieux de spécifier des contraintes individuelles. Par exemple, lorsqu’un
client fournit plusieurs VM, il est intéressant de placer celles-ci sur un groupe réduit de
serveurs pour simplifier leur administration et leurs performances.
La vue de regroupement, non implémentée, permet à l’administrateur de créer des
groupes de VM et de serveurs. Ce regroupement peut être fait de manière unitaire, en
sélectionnant les noms des VM ou serveurs d’un groupe, ou bien par l’utilisation de
filtres sur les noms de ces éléments.
Une fois les groupes créés par l’administrateur, sous la forme d’un paramétrage de la
vue, ce dernier ajoute des règles de placement relatives au groupe. Si les première règles
sont simplement des extensions de la vue HA à un modèle de groupe, nous proposons
aussi des règles de priorité qui n’étaient pas présentes dans ENTROPY.
Les première règles concernent le placement des VM sur les serveurs. Les règles
proposées dans ENTROPY sont étendues pour prendre en compte non des éléments du
centre, mais des regroupement d’éléments. Ainsi, un groupe de VM peut être hébergé
sur un groupe de serveur, ou sur le même groupe de serveur parmi plusieurs. De même,
il est possible d’éteindre, pour des raisons de maintenance, un groupe de serveurs. Ces
règles sont très simples et apportent simplement une couche de sucre syntaxique pour
l’administrateur du centre.
Nous proposons de plus des règles d’allumage séquentiel de serveurs. Ces règles
supposent qu’il est possible d’éteindre des serveurs inutilisés afin de ne les allumer
qu’au besoin. Elles permettent à l’administrateur de spécifier une notion de priorité dans
l’allumage des serveurs. Ces règles intègrent toutes le même principe : tous les serveurs
d’un groupe prioritaire doivent être suffisamment utilisés avant que des serveurs d’un
groupe non prioritaire ne puissent héberger de VM.
Ces règles considèrent donc deux groupes de serveurs, le premier prioritaire au
deuxième, et une notion de seuil d’éveil, typiquement sous la forme d’un seuil d’uti-
lisation. Tant que le seuil d’éveil n’est pas atteint sur le groupe prioritaire, alors les
serveurs du groupe non prioritaires ne peuvent pas héberger de VM. Une telle règle
peut pas exemple nécessiter au moins 5 VM sur chaque serveur du groupe prioritaire,
ou une charge CPU supérieure à 50%.
Cette vue de regroupement n’a pas été implémentée par manque de besoin d’utili-
sation. Cependant, l’injection des premières contraintes est très facile par l’utilisation
de la vue HA, tandis que les deuxièmes contraintes peuvent être facilement injectées
en utilisant les fonctionnalités du solveur. En effet, cette proposition de vue apporte de
la facilité d’utilisation à l’administrateur, tandis que d’autres vue intègrent des données
externes, telles la notion de priorité CPU des applications.
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6.2.3 Gestion des priorité CPU
Si notre modèle de ressource suppose les consommations de ressources des serveurs
comme étant linéaires avec les consommations des VM qu’ils hébergent, d’autres mo-
dèles peuvent prendre en compte des relations plus complexes.
Citons comme exemple le credit scheduler de l’hyperviseur Xen qui permet de spé-
cifier, pour chaque VM, une priorité d’accès au CPU ainsi qu’une limite de consomma-
tion du CPU. Ainsi, la consommation de CPU des VM placées sur un serveur dépend
non seulement de leur demande, mais aussi de leur priorité et des consommations des
autres VM hébergées sur ce serveur.
De même, le tranparent memory sharing de VMWare mutualise les pages mémoires
de VM basées sur les mêmes OS et applications. Ainsi, si pour des raisons des per-
formances plusieurs VM sont clonées sur le même hyperviseur, la réservation de la
mémoire du serveur sera bien inférieure aux besoins de mémoire de ces VM.
Ces considérations sont très complexes et des modèles efficaces peuvent être très
difficiles à déterminer et maintenir pour des développeurs. Aussi ces différents modèles
ne sont pas présents dans nos travaux, bien qu’utilisés dans l’industrie. Cependant, des
modèles de consommation de ressource étendus peuvent être créés dans des vues, afin
de prendre en compte des modèles simplifiés. Ce travail de regroupement fait partie de
nos travaux futurs.
De tels modèles d’allocation des ressources demandent des travaux importants de
représentation et d’algorithmie, nous n’avons donc pas développé de vue les intégrant.
6.2.4 Activité et extinction des serveurs
Les travaux d’ENTROPY portaient sur la consolidation des serveurs d’un centre, en étei-
gnant les serveurs inactifs suite à un placement judicieux de leurs VM. Cependant,
l’administrateur d’un centre ne voudra pas éteindre tous les serveurs inactifs, afin de
pouvoir démarrer au plus tôt une nouvelle VM ou de répartir plus rapidement la charge
lors d’une hausse d’activité des services.
Nous proposons alors d’ajouter au modèle d’OPTIPLACE des notions d’autorisation
d’extinction des serveurs. De telles notions considéreraient non seulement la capacité,
physique ou logicielle, d’éteindre des serveurs du centre, mais aussi des autorisation
d’extinction par l’administrateur du centre. En utilisant une vue appropriée, l’admi-
nistrateur pourrait alors spécifier des règles d’extinction des serveurs, par exemple en
demandant d’avoir au moins cinq serveurs actifs et non utilisés.
Une telle vue permettrait d’intégrer plus finement les modèles de consommation des
serveur. En effet, dans l’état actuel de notre vue énergétique, l’administrateur doit spé-
cifier de manière statique l’autorisation d’extinction d’un serveur. Un serveur ayant une
autorisation d’extinction a ainsi une consommation nulle lorsqu’inactif, tandis qu’un
serveur sans cette autorisation a une consommation minimale spécifiée par son modèle.
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De tels considérations sont intégrables dans notre architecture, bien que nécessitant des
travaux de recherche supplémentaires.
Nous avons étudié des développements possibles pour la gestion de centres virtua-
lisés réels, mais bien qu’ayant pris en compte la capacité d’OPTIPLACE à intégrer des
problèmes variés, le développement et l’intégration de ces problème n’était pas au cœur
de notre thèse. Nous avons évalué dans cette thèse la capacité d’OPTIPLACE, muni
de sa vue énergétique, à modéliser et améliorer un centre virtualisé, en considérant la
consommation électrique de ses serveurs. Ces évaluations sont présentées dans la sec-
tion suivante.
6.3 Résolution de problèmes énergétiques
La vue énergétique permet de modéliser les consommations de serveurs de manière gé-
nérique. Cette généricité des modèles permet de nombreux cas d’utilisation, ainsi que
des heuristiques qui peuvent être complexes et adaptés à des cas spécifiques. L’évalua-
tion de la vue énergétique doit tenir compte de cette complexité.
Dans cette section nous comparons d’abord les performances de cette vue énergé-
tique avec d’autres travaux portants sur la réduction de la consommation d’un centre,
puis nous comparons les effets des différents modèles de consommation sur ces perfor-
mances. Nous évaluons ensuite les effets de l’ajout de contraintes HA à des contraintes
énergétiques, et finalement la capacité du système à considérer des ensembles de res-
sources plus importants.
6.3.1 Évaluation de la recherche de la première solution
Notre première évaluation compare la résolution d’un même problème en utilisant l’im-
plémentation OPTIPLACE et en utilisant l’implémentation qui a été réalisée dans F4G.
Nous comparons d’une part la consommation électrique de la solution déduite, d’autre
part le temps nécessaire à la résolution du problème.
F4G[BBG+10] est un projet d’intégration de stratégies énergétiques dans des ges-
tionnaires de centre virtualisé. Ce projet modélise la gestion énergétique d’un centre à
différents niveaux, et intègre une telle modélisation sous forme de plug-in dans diffé-
rents gestionnaires de centres. En particulier, un plug-in a été réalisé pour ENTROPY,
considérant des consommation des serveurs du centre.
Pour cette évaluation nous devons considérer un centre qui puisse être représenté
dans ces deux implémentation, car si F4G et OPTIPLACE permettent tous deux de
prendre en compte des problématiques de consommation électrique dans un centre vir-
tualisé, les approches, et donc les modèles de centre, sont différentes. Le modèle de
centre que nous avons choisi pour cette première évaluation est modélisé de la manière
suivante.
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Le modèle S1 de serveur a une ressource CPU de capacité 10, une ressource RAM
de capacité 10. La consommation électrique d’un tel serveur linéaire avec l’utilisation
de sa ressource CPU, variant de 50 à 250W. Ainsi, chaque réservation de 1 ressource
CPU par une VM augmente la consommation de ce serveur de 20W.
Le modèle S2 de serveur propose quant à lui 20 CPU et 20 RAM, et sa consomma-
tion électrique variant de 120 à 480W chaque réservation de 1 ressource CPU par une
VM augmente cette consommation de 18W. Le modèle S1 est donc plus efficace que
le S2 à charge CPU réduite, mais le modèle S2 est plus efficace que le modèle S1 si sa
charge CPU atteint au moins 18.
Bien que la représentation d’un serveur dans F4G ne prenne pas en compte les res-
sources de celui-ci dans la modélisation de sa consommation, nous nous assurons que la
même configuration virtuelle génère la même consommation électrique pour chacun des
serveurs du centre en utilisant les deux implémentations. En effet le modèle électrique
de F4G considère l’exécution d’une VM type sur chaque serveur pour en déduire les
paramètres de consommation de celui-ci. C’est pourquoi nous considérons que toutes
les VM présentes dans le centre sont du même modèle V, requérant 1 RAM et 1 CPU.
La configuration initiale d’un problème à résoudre comporte N serveurs de type S1
hébergeant chacun 3 VM de type V, ainsi que N serveurs de type S2 hébergeant chacun
6 de ces VM. Cette configuration comporte donc 2N serveurs et 9N VM.
Une fois la configuration initiale définie et les modèles de consommation électrique
correctement paramétrés, nous soumettons les problèmes de placement correspondant à
OPTIPLACE et F4G. Nous obtenons ainsi une configuration et une consommation cibles
proposées par l’implémentation choisie. Cette consommation peut être obtenue de deux
manières : en mode idle-off, les serveurs n’hébergeant aucune VM sont éteints pour ne
consommer aucune puissance électrique, tandis que dans le mode idle-on, ces serveurs
sont maintenus allumés et consomment donc une puissance de veille.
Les résultats de ces comparaisons, pour plusieurs tailles de centre virtualisé, sont
présentées dans les figures 6.1 et 6.2. La première figure 6.1 présente les consommations
électrique initiales et résultantes des algorithmes d’OPTIPLACE et F4G. Ces courbes in-
diquent la consommation en mode idle-on et idle-off des configurations cibles. Dans la
configuration initiale les VM sont réparties sur tous les serveurs, ces deux modes de
calcul déterminent donc la même consommation. Ces résultats montrent que notre im-
plémentation permet, pour ce problème simple, d’obtenir les mêmes résultats que ceux
obtenus par l’algorithme de F4G, que l’on permette ou non l’extinction des serveurs
inactifs. Ce résultat est bien celui attendu car, dans ce problème, les contraintes de res-
sources et de placement ne vont pas à l’encontre du principe de packing, et permettent
donc de placer toutes les VM sur un nombre réduit de serveurs du modèle S2.
La figure 6.2 présente en plus les temps de résolution requis pour ces évaluations.
Elle montre que notre implémentation met moins de temps que celle de F4G pour ré-
soudre le problème, allant jusqu’à nécessiter deux fois moins de temps. Nous déduisons
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FIGURE 6.1 – Comparaison des consommations électrique de F4G et OPTIPLACE.
de ces résultats que notre implémentation, qui prend en compte des modèles génériques
de consommation des serveurs et autorise l’utilisation de vues externes dans un pro-
blème, ne souffre pas de cet ajout de fonctionnalité dans notre cas d’étude.
6.3.2 Consommation linéaire et nombre de ressources considérées
Cette évaluation compare la résolution d’un problème de placement avec vue énergé-
tique, selon deux modèles de consommation des serveurs. Cette consommation est dans
un premier cas fonction uniquement de l’activité CPU du serveur, dans un deuxième des
activités CPU et réseau du serveur.
Pour cela, nous modélisons un centre composé de deux modèles de serveurs et de
deux modèles de VM, dans lequel les charges CPU, mémoire et réseau sont faibles.
Nous demandons à OPTIPLACE de déterminer une configuration virtuelle de ce centre,
grâce à une heuristique de réduction des coûts électriques. Cette recherche, qui s’arrête à
la première solution trouvée, est effectuée de deux manières : tout d’abord en ne prenant
en compte que les ressources mémoire et CPU, puis en prenant en compte les activités
réseau.
Le modèle de serveur de type N1 a un CPU de 4 cœur, chacun cadencé à 2 GHz,
tandis que les 16 cœurs CPU du modèle N2 sont cadencés à 3 GHz. La capacité mémoire
de N1 est de 32 GB, celle de N2 de 128 GB, tandis que leur capacité de transfert réseau
est respectivement de 2 et 4 GB/s. Les VM quand à elles utilisent un cœur CPU, cadencé
à 50 MHz, requièrent une mémoire de 3GB pour le premier modèle et 5 GB pour le
second, et écrivent sur le réseau à hauteur de 200MB/s.
Les consommations des serveurs sont linéaires avec leurs charges CPU et réseau.
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FIGURE 6.2 – Comparaison des temps de résolution pour F4G et OPTIPLACE.
La consommation minimale d’un serveur N1 est de 40W tandis que celle d’un serveur
N2 est de 220W. Une augmentation de la charge CPU de 1GHz provoque une hausse
de consommation de 10W pour N1, et de 7W pour N2. Enfin, une augmentation de
l’activité réseau de 1GB/s provoque une hausse de consommation de 10W pour ces
deux modèles.
L’unité de taille du centre est le cluster, contenant 1 serveur de type N2 et trois
serveurs de type N1, ainsi que 10VM du premier modèle et 10 VM du second.
Les temps de recherche de première solution sont présentés dans la figure 6.3, en
fonction du nombre de VM présentes dans le centre. Cette figure montre que si l’uti-
lisation de plusieurs ressources dans les modèles de consommation augmente bien le
temps de résolution de ce problème, cet accroissement de temps reste dans les limites
du passage à l’échelle. En effet, malgré le passage d’un modèle optimisé en CPU à un
modèle générique utilisant deux fois plus de ressources, les temps de résolution ont au
maximum doublé.
6.3.3 Modèle énergétique avec contraintes de placement
Dans cette évaluation, nous étudions l’ajout de règles supplémentaires, le “spread” et
le “gather”, lors de la résolution d’un problème de placement prenant en compte les
consommations de serveurs.
La règle “spread” demande à placer des VM chacune sur un serveur différent. Elle
permet d’exprimer une notion de redondance parmi des VM. En effet, afin d’assurer une
certaine qualité de service, des clients peuvent exécuter ces services sur plusieurs VM
clones. L’utilisation de ces clones réduit la probabilité de défaut de service lorsqu’une
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FIGURE 6.3 – temps de recherche d’une première solution selon le nombre de ressources
considérées.
panne matériel contraint un serveur à s’arrêter, le service étant alors assuré par les VM
clones. L’intégration de cette règle “spread” assure que les VM clonées sont toutes sur
des serveurs différents, et ne peuvent donc pas être éteinte si un seul serveur tombe en
panne.
La règle “gather” demande quant à elle de placer un ensemble de VM sur un même
serveur. En effet, certaines VM peuvent dialoguer entre elles de manière importante, il
est donc préférable de placer ces VM sur le même serveur pour réduire les temps de
latence.
Ces règles sont ajoutées aux VM du centre en décomposant ce dernier en “cluster”
de serveurs et VM. Un cluster est une unité de taille du centre, composé d’un nombre
fixé de serveurs et de VM. Cette notion n’est utilisée que pour la définition des éléments
du centre et l’ajout de règles, lors de la résolution du problème le solveur n’a aucune
connaissance de ces clusters.
Chaque cluster du centre est constitué d’un serveur de modèle M1 et de 3 serveurs
de modèle M2. Le modèle M1 possède une capacité de 360000CPU et 256000RAM,
sa consommation variant linéairement de 520W à 1800W ; Le modèle M2 possède une
capacité de 8000CPU et 48000RAM, sa consommation variant de 80W à 4000W. Ces
serveurs hébergent deux modèles de VM : le modèle V1 utilisant 150CPU, le modèle
V2 utilisant 200CPU, chacun utilisant aussi 4000RAM. Les serveurs de modèle M1
hébergent chacun une VM de chaque modèle, ceux de modèle M2 hébergent 8 VM de
chaque modèle.
Nous évaluons le temps nécessaire à la résolution du problème de placement en
ajoutant pour chaque cluster une ou plusieurs règles :
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1. Pas de règle
2. Un “spread” des VM d’un M1
3. Un “spread” des VM du M2
4. Un “gather” des VM d’un M1
5. Un “gather” des VM d’un M1 et un ‘spread” des VM d’un autre M1
Les résultats, présentés dans la figure 6.4, montrent que l’ajout de ces contraintes produit
un impact très faible sur le temps de recherche d’une première solution.
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FIGURE 6.4 – Temps de recherche par nombre de clusters, pour différentes règles.
6.4 Conclusion
Dans ce chapitre nous avons évalué d’une part la capacité descriptive d’OPTIPLACE,
c’est-à-dire l’intégration de modèles externes dans notre architecture, d’autre part les
performances d’OPTIPLACE, que ce soit par rapport à ENTROPY ou, dans le cadre de la
vue énergétique, par rapport aux travaux de F4G.
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Conclusion et travaux futurs
Dans ce chapitre, nous présentons les résultats de nos travaux, puis nous proposons des
améliorations dans la continuité de ces travaux.
7.1 Apport de cette thèse
Cette thèse se place dans le contexte des centres de données, des salles dédiées à l’exé-
cution de services informatiques. Plus particulièrement, nous considérons des centres
virtualisés, où les services sont encapsulés dans des environnements virtuels (ou VM)
eux-même exécutés sur les serveurs.
Ces centres sont à la base du cloud computing, une tendance de l’informatique tant
industrielle que scientifique, pour laquelle les infrastructures physiques, les plate-formes
de service et finalement l’exécution des services clients sont proposés comme des ser-
vices, utilisant des ressources extensibles et facturables à la demande. Ce modèle est
dorénavant utilisé par les grandes entreprises mondiales, tant pour des plate-formes de
type webserver répondant à de fréquentes requêtes, et pour lesquelles les activités des
serveurs varient avec le nombre de clients accédant aux services, que pour des plate-
formes de type HPC, dédiées à la résolution de problèmes complexes et nécessitant des
serveurs à forte capacité de calcul et des infrastructures à haute performance.
Du fait de l’importance de ce modèle de cloud computing, le nombre de centres
virtualisés et le nombre de serveurs virtualisés dans le monde n’a cessé de croître ces
dernières années. Bien évidemment, la consommation électrique de ces centres a aussi
connu une croissance importante. En effet, si l’efficacité électrique des serveurs a aug-
menté grâce aux progrès technologiques, l’accroissement du nombre de circuits par ser-
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veur et donc des capacités de calcul des serveurs, d’autant plus forte dans le cas des
serveurs blade, a entraîné un accroissement de leurs besoins en énergie.
Ces centres très énergivores nécessitent, pour un fonctionnement efficace, la capacité
à réagir rapidement aux demandes clients, par exemple en démarrant de nouvelles VM,
ou quand cela est possible en migrant les VM des serveurs surchargés vers des serveurs
moins actifs. Dans les centres de grande taille, cette réaction nécessite des systèmes de
gestion complexes, prenant en compte les spécificités du centre et permettant d’une part
des prises de décision et des actions rapides, et d’autre part une analyse du centre et des
propositions d’amélioration de celui-ci.
Le développement de tels gestionnaires soulève plusieurs problèmes. Ils doivent tout
d’abord être modulables, pour permettre l’intégration de nouvelles problématiques, telle
la réduction de l’empreinte énergétique du centre, la gestion des cartes réseaux ou des
cartes graphiques, voire la prise en compte des contraintes thermiques du centre pour
réduire les risques de dis-fonctionnement. Ils doivent aussi être validés et comparés
sur des centres réels, car si l’utilisation d’un simulateur de centre permet d’obtenir des
résultats, elle est limitée par la capacité des développeurs à modéliser des centres qui
peuvent être très complexes.
Nous avons développé dans cette thèse deux outils. Le premier est OPTIPLACE, un
système d’aide à la gestion de centre virtualisé modulaire, le deuxième est STRESS-
CLOUD, un système d’injection d’un scénario de charge reproductible dans un centre
virtualisé.
7.1.1 OPTIPLACE
L’architecture que nous avons développée pour OPTIPLACE considère un problème de
placement des VM dans un centre virtualisé. Elle permet de prendre en compte des
problèmes variés, sans devoir modifier le cœur de métier, par l’utilisation d’un système
de vues dédiées chacune à la représentation et la résolution d’un problème. De plus,
l’accès aux composants internes d’OPTIPLACE permet de développer des stratégies de
recherche de solutions adaptées à des problèmes de grande taille. Cette modularité per-
met aussi le passage à l’échelle par la désactivation de certains modules, permettant
de réduire le temps nécessaire pour déterminer les solutions au problème. Finalement,
la séparation du problème en vues permet aux développeurs de travailler sur des sous-
problèmes différents, puis de mettre en commun les résultats de leurs travaux dans OP-
TIPLACE.
En utilisant cette architecture, nous avons développé un module énergétique asso-
ciant aux serveurs du centre des modèles de consommation électrique. Ce module per-
met de réduire la consommation du centre et contient des heuristiques pour améliorer
le temps de recherche dans ce sens. Il propose aussi des contraintes énergétiques pour
par exemple limiter la consommation de certains serveurs ou groupes de serveurs. Les
modèles énergétiques proposés sont modulaires et modifiables par des développeurs. Ils
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sont intégrés dans un problème de manière explicite, et peuvent donc être utilisés par
d’autres vues du problème dans des travaux ultérieurs (par exemple, une vue thermique).
7.1.2 STRESSCLOUD
Les travaux de gestion d’un centre nécessitent l’injection de charges système de ma-
nière reproductible et scénarisée. Afin de satisfaire ce besoin, nous avons développé
STRESSCLOUD, un outil d’injection de charge distribuée dans un centre de type IaaS.
Cet outil utilise un langage dédié, basé sur Groovy, pour sélectionner les VM du centre
et leur injecter un scénario d’activités. Il nous est ainsi possible de jouer le même scéna-
rio d’activités plusieurs fois, tout en s’assurant que les VM auront les mêmes injections
d’activité à chaque exécution. Après chaque exécution d’un scénario, STRESSCLOUD
permet d’obtenir les données de performances des VM lors de cette exécution.
Outre l’évaluation des gestionnaires de centre, cet outil nous permet de paramé-
trer des modèles de comportement du centre en fonction des activités des VM. Nous
pouvons par exemple, après avoir installé des sondes énergétiques, injecter différentes
charges dans les VM et en déduire des modèles de consommation des serveurs. Cet
outil nous permet donc d’une part de modéliser le comportement d’un centre dans OP-
TIPLACE et d’autre part d’évaluer l’action d’un SGIV sur ce centre.
Ces deux outils ont été développés dans un cadre spécifique, ils peuvent être adaptés
(ou, pour OPTIPLACE, enrichis) pour correspondre à des besoins différents, que nous
détaillons dans la section suivante des travaux futurs.
7.2 Travaux futurs
Cette section décrit des modifications qui peuvent être apportées aux outils développés,
mais qui nécessitaient un travail trop important ou dépassaient le cadre de la thèse.
7.2.1 Intégration de OPTIPLACE dans BTRCLOUD
OPTIPLACE a été développé pour intégrer différents paramètres d’un centre virtualisé
dans la résolution d’un problème de placement de VM en tant que brique logicielle
de BTRCLOUD. Nous ne nous sommes actuellement préoccupé que de la résolution de
problèmes, il nous faut donc développer un pont entre BTRCLOUD et OPTIPLACE.
Ce pont doit permettre le dialogue entre BTRCLOUD et OPTIPLACE, et donc non
seulement l’analyse du centre observé par BTRCLOUD et la déduction d’actions d’ad-
ministration à la demande, mais aussi la présentation du système à un administrateur
de centre, via une interface graphique dédiée. En particulier, même si l’administrateur
n’a pas connaissance de l’architecture en vues, les notions de contraintes dans le centre,
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d’objectif de résolution, de spécification des ressources du centre nécessitent un soin
particulier de présentation.
Ces notions sont présentes dans OPTIPLACE pour permettre à un développeur de
les adapter à une problématique dans une vue, et ainsi de modifier leur sens. Cepen-
dant, pour présenter ce nouveau sens à un administrateur, il est nécessaire d’enrichir
OPTIPLACE d’un système de plugin qui permette à OPTIPLACE de découvrir et de
charger dynamiquement les vues proposées par les développeurs et de comprendre cette
nouvelle sémantique. Par exemple, une vue intégrant des notions de réservation des
ressources à un problème de placement doit indiquer à l’administrateur en quoi le pla-
cement actuel d’un centre n’est pas correct, lorsque c’est le cas.
Enfin, certaines vues utilisent des modèles issus des observations du centres, par
exemple les consommations des serveurs peuvent être déduites d’observations des watt-
mètres et de l’activité des serveurs. L’observation du centre étant une préoccupation
de btrMonitor, il peut être intéressant de lier ces vues à des modules de BTRCLOUD.
De même que pour l’intégration des vues dans OPTIPLACE ou pour l’interaction de
ces vues avec l’utilisateur, l’interaction d’OPTIPLACE avec BTRCLOUD nécessite des
travaux poussés d’architecture.
Outre ces travaux d’architecture, il nous parait intéressant de modéliser les pro-
blèmes d’extinction des serveurs dans le centre.
7.2.2 Modèle d’extinction des serveurs
Actuellement, OPTIPLACE ne maîtrise pas la notion d’allumage, ou d’extinction, des
serveurs lors d’une reconfiguration. La vue énergétique peut considérer qu’un serveur
sans VM est éteint, et a donc une consommation nulle, cependant ce modèle demande à
être affiné.
En effet, des contraintes spécifiques à l’allumage et l’extinction des serveurs sont
intéressantes pour permettre le provisionnement des serveurs, par exemple en deman-
dant d’avoir toujours 3 serveurs inactifs pour y démarrer les nouvelles VM. Si de telles
contraintes pourraient être intégrées par l’ajout de fausses VM à provisionner, cette mo-
dification du centre aurait des effets néfastes sur l’intégration d’autres vues, par exemple
ces fausses VM pourraient être migrées ou participer à la consommation des serveurs
dans la vue énergétique. De fait, les notions de provisionnement et d’extinction des
serveurs sont plus complexes à intégrer dans un problème de PPC qu’il n’y parait.
Ces notions nécessiteraient l’intégration d’une sémantique d’allumage des serveurs
dans OPTIPLACE, et des règles associées. D’une part, un administrateur doit pouvoir de-
mander à conserver des serveurs inutilisés pour amortir une hausse d’activité du centre.
D’autre part, ces notions permettent de décider quels serveurs éteindre ou allumer, et
donc d’affiner le modèle de consommation du centre.
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7.2.3 Planification des tâches et actions
La version 2.0 d’ENTROPY comportait un système de planification des actions d’admi-
nistration, que nous n’avons pas intégré dans OPTIPLACE car il ne concernait pas notre
problème de réduction de l’empreinte énergétique. Pour réintégrer les travaux effectués
par Fabien Hermenier, il faudrait donc développer un module dédié à la définition des
actions d’administration et leur planification dans OPTIPLACE.
En plus de la planification des actions, la planification temporelle des VM de type
HPC est une propriété qui pourrait faire l’objet d’un module d’OPTIPLACE. En ef-
fet, dans les centres de type HPC, certaines tâches telles la sauvegarde d’une base de
données ou l’analyse de données scientifiques peuvent être exécutées à des moments
variables. Le démarrage de ces tâches peut être planifiée pour prendre en compte diffé-
rents paramètres du centre, telle la consommation des serveurs. Il peut donc être inté-
ressant de développer un module de planification temporelle des tâches, pour intégrer
de tels travaux, après avoir développé un module de planification des actions qui intègre
la notion d’action d’administration.
Enfin, ces notions de sémantique et d’actions intégrées à OPTIPLACE nous pourrons
nous concentrer sur la modélisation des problèmes thermiques dans un centre.
7.2.4 Impacts thermiques linéaires
L’objectif initial de cette thèse était l’intégration non seulement de modèles énergétiques
dans ENTROPY, mais aussi celle de modèles des flux de chaleur. En particulier, nous
voulions intégrer les travaux de l’Impact Lab [VBG09], qui adressent des problèmes de
réduction des points chauds et d’optimisation des systèmes de refroidissement.
Problématique de recirculation de l’air
Dans ces travaux, cette équipe considère un centre virtualisé dont les serveurs sont re-
froidis par l’air ambiant refroidit par un système de climatisation. Dans ceux-ci, un
phénomène de recirculation de l’air réchauffe les serveurs du centre et réduit l’effica-
cité de la climatisation. En effet, l’air qui sort de cette climatisation est réchauffée par
l’activité du centre avant d’atteindre un serveur à refroidir (typiquement, en façade du
serveur), du fait du mélange de l’air froid de la climatisation avec l’air chaud en sor-
tie des serveurs. Le système de refroidissement doit donc adapter la température de
l’air pour éviter que ce réchauffement local n’endommage le matériel. Dans les centres
traditionnels, ce problème est compensé par une marge de température en sortie de la
climatisation, nécessitant donc un travail accru de refroidissement de l’air. Cette équipe
propose donc un placement des VM optimisé pour réduire le besoin de refroidissement
de l’air.
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Une modélisation complète de ce phénomène serait très coûteuse en terme de temps
de calcul, son intégration dans un système tel que OPTIPLACE impossible. En effet, les
modèles de dynamique des fluides nécessaires à la prise en compte d’un centre néces-
sitent un travail de description du centre et des temps de résolution de l’ordre de l’heure
pour des centres de taille moyenne.
Ces travaux considèrent différents types de centre virtualisé, ainsi que différents mo-
dèles de climatisation, et associent à chaque centre des fonctions d’impacts thermiques
entre les serveurs. Ils considèrent que la fonction d’accroissement de température en en-
trée d’un serveur est linéaire avec les consommations électriques des serveurs du centre.
Ainsi, lorsque les consommations des serveurs sont linéaires avec leur activité CPU, la
fonction d’accroissement de température d’un serveur est linéaire avec les activités CPU
des serveurs du centre. Ce modèle est donc intégrable par une simple matrice d’impact
linéaire entre les serveurs, modélisant la propension de chaque serveur à échauffer les
autres. Ce modèle dit d’impacts thermiques linéaires permet d’intégrer facilement cette
notion de recirculation lors de la résolution d’un problème de placement.
Ainssi, un problème de placement utilisant ce modèle linéaire peut être résolu faci-
lement avec la programmation linéaire. Ce modèle est aussi intégrable simplement dans
un solveur de PPC, ce qui permet de comparer différentes approches. Ce modèle sim-
plifié d’impacts linéaires permet donc d’intégrer des modèles complexes de dynamique
des fluides dans des problèmes qui ne s’y prêtent pas. Il demande cependant une phase
de paramétrage pour être utilisé.
Déduction des impacts dans des centres génériques
Un tel modèle demande un nombre réduit d’observations pour être paramétré En effet,
dans un centre comportant n serveurs, le modèle d’impacts linéaire associe à chacun
de ces serveur une équation d’augmentation de la température. L’équation de chaque
serveur étant linéaire avec les consommations des autres serveurs, elle est paramétrée
par n coefficients d’impact, et peut donc être déduite à partir de n observations des
consommations et températures du centre suffisamment différentes. Si chaque serveur
met à disposition une sonde thermique en façade et une sonde énergétique, et si les
activités (et donc consommations) des serveurs varient suffisamment, ce modèle peut
être déduit automatiquement à partir d’observations d’une activité réelle du centre, ce
qui limite les besoins d’interaction d’un administrateur.
Les valeurs de consommation des serveurs sont généralement accessibles dans un
centre virtualisé. En effet, la plupart des constructeurs de serveur met à disposition des
sondes énergétiques, et souvent thermiques, intégrées par exemple dans une carte de
gestion physique. Lorsque ce n’est pas le cas, il peut être nécessaire de placer des sondes
énergétiques sur les alimentations des serveurs. Afin d’obtenir des plages d’observation
suffisamment larges, il peut être intéressant de faire varier les activités des serveurs, par
exemple avec un injecteur de charge tel que STRESSCLOUD ou par la migration des
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VM d’un serveur. À condition d’avoir les droits suffisants, l’obtention de ces valeurs de
consommation n’est donc généralement pas un problème.
L’observation des températures en entrée des serveurs, par contre, n’est pas aussi
évidente. Si les constructeurs mettent à disposition es sondes thermiques dans les ser-
veurs, celles-ci sont généralement placées à l’intérieur de ceux-ci, par exemple dans le
CPU ou la carte mère. Il n’est donc pas possible d’interroger directement les serveurs
comme c’est le cas pour leur consommation.
Si des techniques permettent, par exemple avec des caméras infrarouge [HLT12], de
connaître les températures en différents points d’une salle, leur utilisation dans un centre
de grande taille n’est pas chose aisée et peut nécessiter des contraintes trop importantes,
telle que l’arrêt des activités des serveurs.
Les travaux de l’Impact Lab on porté sur des centres de moins d’une dizaine de
serveurs. Pour évaluer leurs travaux, ils ont utilisé un simulateur de fluide thermique,
pour déterminer les valeurs de température de l’air en entrée des serveurs selon la charge
électrique des serveurs. Les travaux de l’Impact Lab ont de plus intégré des modèles
d’efficacité du système de refroidissement.
Simulation thermique d’un centre
La simulation thermique d’un centre consiste à déterminer, en fonction l’activité éner-
gétique des éléments du centre, ici des serveurs, la température, la vitesse et la pression
de l’air en différents points du centre. Pour cela, elle nécessite de décrire l’architecture
physique ainsi que les matériaux du centre, de déterminer les valeurs de consommation
électrique des serveurs, et enfin d’indiquer les conditions de l’air produite par la cli-
matisation. Cette simulation thermique permet d’une part de déterminer les problèmes
d’architecture physique du centre, telle la présence de zones non refroidis, pouvant pro-
duire des points chauds, mais aussi d’avoir accès aux informations de température en
entrée des serveurs.
Des outils de modélisation thermiques sont disponibles dans cette optique. De nom-
breux outils commerciaux permettent de modéliser, à partir d’une définition physique
du centre, d’une bibliothèque des propriété physiques des matériaux, et des données de
réchauffement et refroidissement dans le centre, les flux d’air du centre dans un état
d’équilibre. Ces outils utilisent chacun un solveur de CFD, qui découpe l’espace du
centre en zones et considère des équations entre les valeurs de pression, température,
vitesses de ces zones, selon les matériaux qui constituent celles-ci. Ce solveur effectue
ensuite des opérations de propagation de ces équations dans les variables des zones,
convergeant vers un point d’équilibre, ne pouvant être amélioré, considéré comme la
solution du problème de modélisation. Le temps nécessaire à cette résolution est d’au-
tant plus important que le nombre d’éléments à considérer est important. Ce nombre
augmente bien évidemment avec le nombre de serveurs et l’espace occupé par le centre,
mais aussi avec la précision du modèle, c’est à dire le nombre de zones dans lesquelles
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le centre a été décomposé. De plus, la définition du centre, c’est-à-dire la description
des éléments physiques qui le composent, demande aussi un temps proportionnel au
nombre de ces éléments.
Cependant, si des outils commerciaux permettent de définir un centre et de modéliser
ses flux thermiques, ceux que nous avons évalués agissent tous uniquement via une
interface graphique. Or nous voulons utiliser de telles modélisations pour paramétrer
des équations comportant un nombre important de variables, de l’ordre de la centaine. Il
est alors nécessaire, pour générer une centaine de simulations, de réaliser une centaine
de modifications manuelles du problème considéré, avant de relancer à chaque fois une
simulation. Ce travail fastidieux augmente grandement la probabilité de générer des
erreurs, nous considérons pour l’instant impossible de modéliser efficacement les flux
thermiques pour une centaine de paramétrage des consommations des serveurs.
Ainsi, il n’est pour l’instant pas possible de modéliser les impacts linéaires entre les
serveurs sur des centres de grande taille. Pour intégrer de tels travaux dans OPTIPLACE,
nous nécessitons un système de simulation des fluides en mode automatique, si possible
réparti pour réduire le temps nécessaire à la résolution de l’ensemble du problème, que
nous n’avons pu trouver.
7.2.5 Évolution de STRESSCLOUD
Bien qu’il satisfasse les besoins qui ont conduit à sa création, STRESSCLOUD peut être
amélioré. D’une part, il n’est pas encore adapté à des centre de très grande capacité.
D’autre part, il peut être utilisé dans des cadres plus large que ceux prévus initialement,
en particulier certains cas nécessitent une liaison au SGIV.
Centre de grande capacité
STRESSCLOUD a été développé avec des objectifs fonctionnels et testé sur un centre
de petite taille. Les performances du serveur central n’étaient alors pas une priorité
de développement. Il convient, pour permettre son utilisation dans des centres de très
grande taille, d’assurer ces performances en adaptant non seulement le code, mais aussi
l’architecture de STRESSCLOUD à une telle utilisation.
Premièrement, le code peut être optimisé pour un passage à l’échelle. Par exemple,
la gestion du réseau utilise des classes et une architecture choisies pour leur simplicité
d’utilisation. Une optimisation du code peut être faite en utilisant des classes dévelop-
pées pour accepter une montée en charge, par exemple celles du package java.nio
en Java. De même, les codes de recherche, de parcours, de mémorisation des informa-
tions pourraient bénéficier d’adaptations à une montée en charge du système, telles des
systèmes de cache des requêtes.
Ensuite, lorsque le nombre de VM présentes augmente, le serveur central a plus de
difficultés à les manipuler, de par la nécessité de parcourir des boucles algorithmiques
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sur des ensembles de grande taille. Le regroupement des VM contrôlées permettrait de
réduire le nombre d’objets à manipuler par le serveur d’enregistrement. En effet, lors
de l’utilisation d’un nombre de VM important dans un scénario, plusieurs VM auront
exactement les mêmes demandes de charge. Il est donc intéressant d’exprimer dans le
langage des scénario cette sémantique.
Cette notion permettait de réduire la taille des scénarios, mais aussi la charge réseau
du serveur d’enregistrement. En effet, cette notion de groupe permet d’intégrer dans la
couche réseau la diffusion de groupe. Ainsi, une commande ne serait plus émise une
fois pour chaque VM du groupe, mais une seule fois vers le groupe. Cette optimisation
demande cependant un déploiement spécifique pour être effective, nécessitant un travail
d’adaptation de l’architecture réseau.
Finalement, l’architecture réseau peut profiter de ces améliorations. En effet, si ac-
tuellement chaque VM se connecte au registar, celui-ci doit donc maintenir autant de
connections réseau qu’il y a de VM configurées pour STRESSCLOUD. Or, les perfor-
mances d’un serveur réseau décroissent avec le nombre de connections que celui-ci doit
maintenir, puisqu’à même capacité de calcul, il doit servir plus de requêtes. Pour amé-
liorer ces performances, nous proposons une architecture réseau répartie en arbre, où
la racine est le registar, où les feuilles sont les VM, et où chaque nœud intermédiaire
correspond à un serveur relais, mutualisant les connections de ses fils vers son père.
En plus de réduire le nombre de connections au registar, cette architecture permettrait
d’implémenter la notion de groupes de VM au niveau du réseau, présentée plus haut.
Ces modifications concernent la montée en charge de STRESSCLOUD, cependant
les fonctionnalités de STRESSCLOUD peuvent aussi être revues.
Liaison au SGIV
Les problèmes principaux lors de l’utilisation de STRESSCLOUD sont, d’une part, l’as-
surance d’avoir un nombre de VM suffisant pour exécuter le scénario et, d’autre part,
d’assurer un même état initial du centre lors de l’exécution de plusieurs scénarios suc-
cessifs.
Le premier problème ne peut être résolu que par l’action d’un administrateur du
centre. En effet il n’est pas possible de créer des VM sans connaissance des besoins du
scénario, par exemple de la mémoire qu’il faut attribuer à chaque VM, ou du nombre
de cœurs CPU. Bien qu’il soit possible de créer un modèle de VM, puis de le cloner
pour créer une VM participante, cette fonctionnalité demande généralement une quan-
tité importante d’actions de la part de l’administrateur. Ce problème de création de VM,
qui peut être coûteux pour l’administrateur en terme d’actions à réaliser, doit donc être
résolu en dehors de STRESSCLOUD.
Le problème de maintient de l’état initial du centre, quant à lui, ne peut être faci-
lement corrigé par un administrateur seul. Ce problème consiste à assurer que lors de
l’exécution du même scénario d’activité deux fois, le positionnement des VM sur les
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serveurs et les états de fonctionnement des serveurs seront les mêmes. En effet, lors de
la comparaison de stratégies de gestion de centre, il est nécessaire d’exécuter plusieurs
fois le même scénario, et donc de s’assurer que toutes les VM du centre sont dans le
même état initial. Si les centres de petite taille peuvent être manuellement réorganisés
par l’administrateur, cette gestion devient problématique lors de l’accroissement de la
taille du centre. Il devient donc intéressant de permettre dans STRESSCLOUD de réini-
tialiser la configuration virtuelle du centre.
Idéalement, les scénarios de STRESSCLOUD seraient invoqués directement par le
SGIV du centre, qui se chargerait donc de reconfigurer ce centre avant d’exécuter un
scénario. Cependant, bien que STRESSCLOUD dispose d’une interface REST, il n’est
pas possible de modifier les SGIV pour y intégrer les accès à STRESSCLOUD. Si certains
SGIV permettent l’exécution de scripts, et que les scénarios de STRESSCLOUD peuvent
être controlés à distance, cette fonctionnalité ne peut être toujours assurée.
Il est alors utile d’avoir un accès à certaines fonctionnalités du SGIV dans STRESS-
CLOUD, par exemple la restitution de l’état d’un centre dans un état initial. Un utilisa-
teur de STRESSCLOUD pourrait alors demander la mémorisation de l’état du centre et
restituer cet état après chaque scénario.
Si l’intégration de l’accès au SGIV dans STRESSCLOUD semble être une bonne
idée, en pratique, tel que vu avec ENTROPY, cette intégration demande le développe-
ment et le maintient d’un nombre important de drivers. Or, BTRPLACE intègre justement
de tels drivers et se focalise sur l’observation d’un centre virtualisé. L’intégration d’un
pont vers BTRPLACE dans STRESSCLOUD permettrait donc de réduire le coût de cette
maintenance, qui est déjà prise en charge par BTRPLACE. De plus, une telle liaison per-
mettrait d’évaluer plus finement les performances des algorithmes de gestion du centre,
puisque donnant accès à des valeurs de performance disponibles dans les SGIV.
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Glossaire
Amazon
Amazon.com est une entreprise américaine fournisseur de bien culturel via inter-
net. Étant précurseur du “tout service”, elle propose de plus l’utilisation de ses
centres de données en XaaS, et fait partie des 4 plus importantes entreprises en
informatiques du monde.
C++
Le C++ est un langage de programmation compilé et orienté objet. Il hérite du
lange C, en lui ajoutant entre autres la notion de classes d’objets par tables vir-
tuelles. Le langage C étant très proche de l’assembleur (on par le de macro-
assembleur), le langage C++ est considéré comme très performant en terme de
coût CPU d’exécution. La souplesse de ce langage ajoute cependant des risques
d’erreur lors du développement d’un programme, qui de plus doit être compilé
pour chaque nouvelle architecture cible.
Choco
Choco est un solveur de contraintes écrit en java et développé à l’EMN
cloud computing
Le modèle de gestion par cloud computing consiste à déporter l’exécution de
services informatiques dans un centre dédié. Le client utilisateur des services n’a
donc pas connaisance de l’infrastructure réelle du parc, mais agit dans celui-ci au
travers des services offerts par le centre. Citons en particulier les modèles SaaS,
PaaS et IaaS
Gecode
Gecode, pour GEneric COnstraint Development Environment ou environnement
de développement de contraintes générique, est un outil de développement d’ap-
plications basées sur la programmation par contraintes. Voir le site http://
www.gecode.org/
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170 Glossaire
Groovy
Groovy est une extension de Java, et donc un sur-langage de ce dernier, qui au-
torise en particulier le typage dynamique, implémente des fonctionnalités supplé-
mentaires sur les collections et la gestion des fermetures. Il possède de plus un
environnement simple d’exécution de scripts, qui permet d’exécuter des scripts
utilisateur.
Java
Java est un langage de programmation oriénté objet. Les programmes sont com-
pilé une première fois en bytecode qui sera interprété par la JVM lors de l’exécu-
tion de ce programme.
VMWare
VMware est une entreprise américaine fournissant des SGIV. Elle est principa-
lement connue pour son outil de gestion VCENTER, et ses hyperviseurs dédiés
ESX
webserver
Une application de type webserver est caractérisée par une activité CPU fonction
de la fréquence d’arrivée de requêtes. Une telle application peut généralement
être répartie sur plusieurs serveurs pour réduire la charge de ceux-ci, on parle
alors d’application élastique. Les serveurs http, le moteur de recherche de Google
sont des exemples d’applications de type webserver.
Xen
Xen est un hyperviseur.
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Guillaume LE LOUËT
Maîtrise énergétique des centres de données virtualisés
D’un scénario de charge à l’optimisation du placement des calculs
Power management in virtualized data centers
From a load scenario to the optimization of the tasks placement
Résumé
Cette thèse se place dans le contexte de
l’hébergement de services informatiques
virtualisés et apporte deux contributions.
Elle propose premièrerent un système d’aide à la
gestion modulaire, déplaçant les machines
virtuelles du centre pour le maintenir dans un état
satisfaisant. Ce système permet en particulier
d’intégrer la notion de consommation électrique
des serveurs ainsi que des règles propres à cette
consommation. Sa modularité permet de plus
l’adaptation de ses composants à des problèmes
de grande taille.
Cette thèse propose de plus un outil pour
comparer différents gestionnaires de centres
virtualisés. Cet outil injecte un scénario de
montée en charge reproductible dans une
infrastructure virtualisée. L’injection d’un tel
scénario permet d’évaluer les performances du
système de gestion du centre grâce à des
sondes spécifiques. Le langage utilisé pour cette
injection est extensible et permet l’utilisation de
scénarios paramétrés.
Abstract
This thesis considers the virtualized IT services
hosting and makes two contributions.
It first proposes a modular system of
management aids, to move the virtual machines
of the center in order to keep it in a good
condition. This system allows in particular to
integrate the concept of server power
consumption and rules specific to that concept.
What’s more, its modularity allows to adjust its
components to handle larger problems.
This thesis proposes also a tool to compare
different virtualized centers managers. This tool
injects a reproductible load increase scenario in a
virtualized infrastructure. The injection of such a
scenario is used to evaluate the performance of
the system center manager, using performances
probes. The language used for this injection is
extensible and allows the creation of
parameterized scenarios.
The contributions of this thesis were presented in
two international conferences and a french
conference.
Mots clés
placement des machines virtuelles, gestionnaire
de centre de données, programmation par
contrainte, injection de charge, scénario
d’activités, performances des systèmes
virtualisés
Key Words
virtual machine placement, data center manager,
constraint programing, load injection, activity
scenario, performances of virtualized systems
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