We have developed a parallel algorithm that allows us to enumerate the number of self-avoiding polygons on the square lattice to perimeter length 110. We have also extended the series for the first 10 area-weighted moments and the radius of gyration to 100. Analysis of the resulting series yields very accurate estimates of the connective constant µ = 2.638 158 530 31(3) (biased) and the critical exponent α = 0.500 000 1(2) (unbiased). In addition, we obtain very accurate estimates for the leading amplitudes confirming to a high degree of accuracy various predictions for universal amplitude combinations.
Introduction
A self-avoiding polygon (SAP) on a lattice can be defined as a walk along the edges of the lattice which starts and ends at the origin but has no other self-intersections. Alternatively, we can define a SAP as a connected subgraph with vertices of degree 2 only. Generally, SAPs are considered distinct up to a translation, so if there are p n SAPs of length n there are 2np n walks (the factor of two arising since the walk can go in two directions). The enumeration of self-avoiding polygons on various lattices is an interesting combinatorial problem in its own right, and is also of considerable importance in the statistical mechanics of lattice models [15] . When enumerated by perimeter SAPs can be considered a model for ring polymers, and when enumerated by area they model vesicles [10, 11, 21] .
The basic problems are the calculation of the number p n of polygons of perimeter n, the number a m of polygons of area m, or more generally the number p m,n of polygons of area m and perimeter n. Note that on the square lattice polygons have an even perimeter and p n = 0 for n odd. Here we are interested in area-weighted moments, where the kth area-weighted moment is a k n = m m k p m,n p n . Also of great interest is the mean-square radius of
The series for the generating functions studied in this paper can be obtained via e-mail by sending a request to I.Jensen@ms.unimelb.edu.au or via the world wide web on the URL http://www.ms.unimelb.edu.au/˜iwan/ by following the instructions. 
where µ is the so-called connective constant, while α and ν are critical exponents. When analysing the data, it is often convenient to use the associated generating functions
where the various factors are chosen so that r n and a (k) n are integers. These series are thus expected to have a singularity at the critical point u c = 1/µ with critical exponents as mentioned above. In particular, we note that the critical exponent of the perimeter generating function, P(u) = P (0) (u) , is 2 − α. Despite strenuous effort over the past 50 years or so, this problem has not been solved on any regular two-dimensional lattice. However, for the hexagonal lattice the critical point u 2 c = 1/(2 + √ 2), as well as the critical exponents α = 1/2 and ν = 3/4 are known exactly [25] , though non-rigorously. Very firm evidence exists from previous numerical work that the exponent α is universal and thus equals 1/2 for all two-dimensional lattices [9, 13, 17, 24] . The value of ν and its universality have also been confirmed by numerical work [8, 13, 16, 24, 26] .
It is also known [2] that the amplitude combination E (1) /D is universal, and that BD = 5 32π 2 σ a 0 (4) where a 0 is the area per site, and σ is an integer such that p n is non-zero only if n is divisible by σ . For the square lattice a 0 = 1 and σ = 2. These predictions have been confirmed numerically [2, 16, [22] [23] [24] . Recently, Richard et al [27] found, subject to a very reasonable conjecture, the exact scaling function for self-avoiding polygons. This in turn led to the derivation of universal amplitude combinations for all the E (k) , namely that E (k) B k−1 are known universal constants. In particular, it has been shown that E (1) = 1/4π [1] . These predictions were strongly supported by numerical evidence [27] .
Some years ago [3] it was pointed out that since the hexagonal lattice connective constant is given by the zero of a quadratic in u 2 , it is possible that this might be the case also for the square lattice connective constant. It was found that 581u 4 + 7u 2 − 13 was the only polynomial with 'small' integer coefficients consistent with the estimate for u c . The relevant zero of the polynomial is u 2 c = 0.143 680 629 269 8685 . . .. In [18] the numerical evidence was in complete agreement with this value, but with four more significant digits than when the original suggestion was made. While it should be emphasized that there is no theoretical basis for the conjecture, the agreement with the numerical estimate is, however, sufficiently impressive (and perhaps surprising) to warrant further investigation. This paper builds on the work of Enting [6] who enumerated square lattice polygons to 38 steps using the finite lattice method. Using the same technique this enumeration was extended by Enting and Guttmann to 46 steps [7] and later to 56 steps [13] , and further extended to 70 steps in unpublished work. These extensions to the enumeration were largely made possible by improved computer technology. Jensen and Guttmann [18] improved the algorithm and extended the enumeration to 90 steps while using essentially the same computational resources used to obtain polygons to 70 steps. The work by Guttmann and Enting [13] also included calculations of moments of the caliper size distribution. Hiley and Sykes [14] obtained the number of square lattice polygons by both area and perimeter up to perimeter 18. Enting and Guttmann extended the calculation to perimeter 42 [8] . The radius of gyration was calculated for SAPs up to 28 steps by Privman and Rudnick [26] . Jensen [16] extended the series for area-moments with k 2 and the radius of gyration to 82 steps. In [27] the calculation for area-moments was extended to k 10.
The main purpose of this paper is to report on a new parallel version of our earlier algorithms which allows us to significantly extend the series and use these extended series to critically examine the theoretical predictions given above. Using the parallelized algorithm and a new superior memory management, inspired by Knuth's work on the enumeration of polyominoes [20] , we have been able to extend the enumeration of square lattice polygons to 110 steps. We extend the series for area-weighted moments with k 10 and the radius of gyration to 100 steps.
In the next section we will very briefly review the finite lattice method for enumerating square lattice polygons and give some details of the improved parallel algorithm. The results of the analysis of the series are presented in section 3 including a discussion of the conjecture for the exact critical point and numerical tests of the predictions for universal amplitude combinations.
Enumeration of polygons
The algorithm used to enumerate SAPs on the square lattice is an enhancement of the finitelattice method devised by Enting [6] in his pioneering work, which contains a detailed description of the original approach. A major enhancement, resulting in an exponentially more efficient algorithm, is described in some detail in [18] , while details of the changes required to enumerate area-moments and the radius of gyration can be found in [16] . In the following we shall briefly outline those parts of the method required to understand how the parallel version works.
The transfer matrix algorithm
The first terms in the series for the polygon generating function can be calculated using transfer matrix techniques to count the number of polygons in rectangles W vertices wide and L vertices long. Due to the symmetry of the square lattice one need only consider rectangles with L W . In the original application [6] valid polygons were required to span the enclosing rectangle in the lengthwise direction. Clearly, polygons which are narrower than the width of the rectangle are counted many times. It is, however, easy to obtain the polygons of width exactly W and length exactly L from this enumeration [6] . Any polygon spanning such a rectangle has a perimeter of length at least 2(W + L) − 4. By adding the contributions from all rectangles of width W W max (where the choice of W max depends on available computational resources) and length W L 2W max − W + 1, with contributions from rectangles with L > W counted twice, the number of polygons per vertex of an infinite lattice is obtained correctly up to perimeter N max = 4W max − 2.
The transfer matrix technique involves drawing a boundary line through the rectangle intersecting a set of up to W + 1 edges. Polygons in a given rectangle are enumerated by moving the boundary line so as to add one vertex at a time, as shown in figure 1 . In this fashion we build up the rectangle column-by-column with each column built up vertex-by-vertex. As we move the boundary line, it intersects partially completed polygons consisting of disjoint loops that must all be connected to form a single polygon. For each configuration of the occupied or empty edges along the intersection, we maintain a (perimeter) generating function for open loops to the left of the line cutting the intersection in that particular pattern. The updating of the generating functions depends primarily on the configuration of the two edges at the kink in the boundary line prior to the move (we shall refer to these edges as the kink edges). As the boundary line is moved, the two new edges intersected by the boundary line can be either empty or occupied.
To avoid situations leading to graphs with more than a single component, we have to forbid a loop to close on itself if the boundary line intersects any other loops. So two loop ends can only be joined if they belong to different loops or all other edges are empty. To exclude loops which close on themselves, we need to label the occupied edges in such a way that we can easily determine whether or not the two loop ends belong to the same loop. The most obvious choice would be to give each loop a unique label. However, on two-dimensional lattices there is a more compact scheme relying on the fact that two loops can never intertwine. Each end of a loop is assigned one of two labels depending on whether it is the lower end or the upper end of a loop. Each configuration along the boundary line can thus be represented by a set of edge states {σ i }, where
upper end of a loop.
Configurations are read from the bottom to the top. The configuration along the intersection of the partially completed polygon in figure 1 is {0112122} before the move, where we use over-lining to indicate the kink edges, and {0110022} after the move. It is easy to see that this encoding uniquely describes which loop ends are connected. In order to find the upper loop end, matching a given lower end, we start at the lower end and work upwards in the configuration counting the number of '1's and '2's we pass (the '1' of the initial lower end is not included in the count). We stop when the number of '2's exceeds the number of '1's. This '2' marks the matching upper end of the loop. Ignoring the '0's, the '1's and '2's can be viewed as perfectly balanced parenthesis. Those familiar with algebraic languages will recognize that each configuration of the labelled loop ends forms a Motzkin word [5] . It is known that the number of Motzkin words of length m grows like 3 m . This means that the number of configurations and thus the computational complexity of the FLM calculation grows like 3 N max /4 . The rules for updating the partial generating functions as the intersection is moved are identical to the original work, so we refer the interested reader to [6] for further details regarding this aspect of the transfer-matrix calculation. The only important aspect we wish to emphasize here is that when joining two loop ends at the kink, we may have to change the labelling of a corresponding loop end elsewhere in the resulting new configuration. An example is shown in figure 2 . In this case we start out with four nested loops corresponding to the configuration {1011012222}, then upon moving the kink in the boundary line the lower loop ends of the second and third loops are joined leading to the configuration {1011012222}. After the next move we see that there are now three differently nested loops and the upper end of the second loop (prior to the moves) have become the lower end of the third loop (after the moves) resulting in the final configuration {1000012122}.
The major improvement to the original method as explained in [18] is that we require valid polygons to span the rectangle in both directions. In other words, we directly enumerate polygons of width exactly W and length L rather than polygons of width W and length L as was done originally. At a first glance this would appear to be inefficient since for many boundary-line configurations, we now have to keep four distinct generating functions depending on which borders have been touched. However, as demonstrated in practice [18] it actually leads to an algorithm which is both exponentially faster and whose memory requirement is exponentially smaller. Experimentally it was found that the computational complexity was close to 2 N max /4 , much better than the 3 N max /4 of the original approach. Realizing the full savings in time and memory usage requires enhancements to the original algorithm. The most important is what we call pruning. This procedure, details of which are given in [18] , allows us to discard most of the possible configurations for large W because they only contribute to polygons of length greater than N max . Briefly this works as follows. Firstly, for each configuration we keep track of the current minimum number of steps N cur , already inserted to the left of the boundary line to build up that particular configuration. Secondly, we calculate the minimum number of additional steps N add required to produce a valid polygon. There are three contributions, namely the number of steps required to close the polygon, the number of steps needed (if any) to ensure that the polygon touches both the lower and upper borders and finally the number of steps needed (if any) to extend at least W edges in the lengthwise direction (remember we only need rectangles with L W ). If the sum N cur + N add > N max , we can discard the partial generating function for that configuration, and of course the configuration itself, because it would not make a contribution to the polygon count up to the perimeter lengths we are trying to obtain.
Inspired by Knuth's algorithm for the enumeration of polyominoes [20] , we implemented a couple of further enhancements to our SAP algorithm. The first improvement is a superior memory management. A given boundary line configuration does not contribute until order N = N cur + N add , so we need only retain the first (N max − N)/2 terms in the associated generating function, the factor of 2 arising since every other term is identically 0. In our case the maximum in memory consumption occurred at W = 24, where there are approximately 8.1 ×10
8 distinct configurations and a total of about 2.1 ×10 9 non-zero terms in the generating functions. So on average there is only about 2.5 non-zero terms per configuration. The second improvement uses a further symmetry of the square lattice. When a column has been completed the configuration is symmetric under reflection. That is the generating functions for the configurations such as, {010122000} and {000112020}, are identical. This symmetry also extends to the touching of the upper/lower borders of the rectangle.
The generalization of the algorithm to calculations of area-weighted moments and the radius of gyration is described in [16] . Note that the additional symmetry mentioned above does not extend to the radius of gyration calculation.
Parallelization
The computational complexity of the FLM grows exponentially with the number of terms one wishes to calculate. It is therefore little wonder that implementations of the algorithms have always been geared towards using the most powerful computers available. In the past decade or so parallel computing has become the paradigm for high-performance computing. The early machines were largely dedicated MPP machines which more recently have been superceded by clusters.
The transfer-matrix algorithms used in the calculations of the finite lattice contributions are eminently suited for parallel computations.
The most basic concerns in any efficient parallel algorithm is to minimize the communication between processors, and ensure that each processor does the same amount of work and uses the same amount of memory. In practice, one naturally has to strike some compromise and accept a certain degree of variation across the processors.
One of the main ways of achieving a good parallel algorithm using data decomposition is to try to find an invariant under the operation of the updating rules. That is we seek to find some property about the configurations along the boundary line which does not alter in a single iteration. The algorithm for the enumeration of polygons is quite complicated since not all possible configurations occur due to pruning, and an update at a given set of edges might change the state of an edge far removed, for example, when two lower loop ends are joined we have to relabel one of the associated upper loop ends as a lower loop end in the new configuration (see figure 2) . However, there is still an invariant, since any edge not directly involved in the update cannot change from being empty to being occupied and vice versa. That is only the kink edges can change their occupation status. This invariant allows us to parallelize the algorithm in such a way that we can do the calculation completely independently on each processor with just two redistributions of the dataset each time an extra column is added to the lattice.
The main points of the algorithm are summarized below.
1. With the boundary line straight (having no kinks) distribute the data across processors so that configurations with the same occupation pattern along the lower half of the boundary line are placed on the same processor. 2. Do the TM update inserting the top-half of a new column. This can be done independently by each processor because the occupation pattern in the lower half remains unchanged. 3. Upon reaching the half-way mark, redistribute the data so that configurations with the same occupation pattern along the upper half of the boundary line are placed on the same processor. 4. Do the TM update inserting the bottom-half of a new column. 5. Go back to 1.
The redistribution among processors is done as follows: The bulk of the calculations were performed on the facilities of the Australian Partnership for Advanced Computing (APAC). The APAC facility is a Compaq server cluster with 125 ES45's each with four 1 Ghz chips for a total of 500 processors in the compute partition. The cluster has a total peak speed over 1Tflop. Each server node has at least 4 Gb of memory. Nodes are interconnected by a fat-tree low latency (MPI < 5 us), high bandwidth (250 Mb s −1 bidirectional) Quadrics network.
In table 1 we have listed the time and memory use of the algorithm for N max = 98 at W = 22, using from 1 to 64 processors. The memory use of the single processor job was about 3 Gb. As can be seen the algorithm scales perfectly from 1 to 64 processors, since the total combined CPU time (column 2, format is hours:minutes) used by all processors stays almost constant. Likewise, the elapsed time (column 3, format is hours:minutes:seconds), which is the running time of the program, is halved when the number of processors is doubled. We expect that the rather surprising drop in CPU time at 32 or 64 processors is caused by better single processor optimization by the compiler. One would, for example, expect that the average time taken to fetch elements from main memory drops as the memory size on each individual processor drops from 3 Gb for the computation using a single processor to just under 50 Mb for the 64 processor computation. Another main issue in parallel computing is that of load balancing, that is, we wish to ensure to the greatest possible extent that the workload is shared equally among all the processors. This aspect is examined via the numbers in columns 4-7. At any given time during the calculation each processor handles a subset of the total number of configurations. For each processor we monitor the maximal number of configurations and terms retained in the generating functions. The load balancing can be roughly gauged by looking at the largest (Max Conf) and smallest (Min Conf) maximal number of configurations handled by individual processors during the execution of the program. In columns 6 and 7 are listed the largest (Max Term) and smallest (Min Term) number of terms retained in the generating functions associated with the subset of configurations. As can be seen the algorithm is quite well balanced. Even with 64 processors, where each processor uses only about 50 Mb of memory, the difference between the processor handling the maximal and minimal number of configurations is less than 10%. The same holds true for the total number of terms retained in the generating functions. A simple timing of the various subroutines of the parallel algorithm shows that the typical time to do a redistribution is the same as the average time taken per iteration to move the kink once. Since the maximal time use at N max = 110 occurs at W = 24, there are 24 iterations and just 2 redistributions per added column, so the overall cost of parallel execution is smaller than 10%.
Further details
Finally a few remarks of a more technical nature. The number of contributing configurations becomes very sparse in the total set of possible states along the boundary line, and as is standard in such cases one uses a hash-addressing scheme. Since the integer coefficients occurring in the series expansion become very large, the calculation was performed using modular arithmetic [19] . This involves performing the calculation modulo various integers p i and then reconstructing the full integer coefficients at the end. The p i are called moduli and must be chosen so they are mutually prime, for example, none of the p i has a common divisor. The Chinese remainder theorem ensures that any integer has a unique representation in terms of residues. If the largest absolute values occurring in the final expansion is m, then we have to use a number of moduli k such that p 1 p 2 · · · p k /2 > m. Since we are using a heavily loaded shared facility, the CPU time was more of an immediate limitation than memory and, secondly, more memory was used for the data required to specify the configuration and manage the storage than to store the actual terms of the generating functions. So we used the moduli p 0 = 2 62 , p 1 = 2 62 − 1 and p 2 = 2 62 − 3, which allowed us to represent p n correctly using these three moduli. The calculation of the area-weighted moments and the radius of gyration requires a lot more memory for the generating functions (plus the radius of gyration calculation involves multiplication with quite large integers), so in this case we used prime numbers of the form 2 30 − r i for the moduli p i . Up to 6 primes were needed to represent the coefficients correctly.
Combining all the memory minimization tricks mentioned above allows us to extend the series for the square lattice polygon generating function from 90 terms to 110 terms using at most 36 Gb of memory. The calculations requiring the most resource were at widths 23-25. These cases were done using 40 processors and took about 8-10 h each per prime. The total CPU time required was about 1500 h per prime. Obviously the calculation for each width and prime is totally independent and several calculations can be done simultaneously. A similar total amount of resources was required to calculate the area-moments and the radius of gyration.
In table 2 we have listed the new terms obtained in this work for the number of polygons with perimeter 92-110. The number of polygons of length 56 can be found in [13] , while those up to length 90 are listed in [18] .
Analysis of the series
To obtain the singularity structure of the generating functions we used the numerical method of differential approximants [12] . Since all odd terms in the series are zero and the first non-zero term is p 4 , we actually analysed the function P (u) = n p 2n+4 u n , and so on. These functions have critical points at u = u 2 c with the same exponents as those of (2). Our main objective is to obtain very accurate estimates for the connective constant µ and the critical exponents α and ν. In particular, we test a conjecture [3] for the exact value of the connective constant and confirm to a very high degree of precision the exact values of the exponents.
Once the exact values of the exponents have been confirmed, we will turn our attention to the 'fine structure' of the asymptotic form of the coefficients. In particular, we are interested in obtaining accurate estimates for the amplitudes B, D and E (k) . We do this by fitting the coefficients to the assumed form (1) . In this case our main aim is to test the validity of the predictions for the amplitude combinations mentioned in introduction.
The polygon generating function
In table 3 we have listed estimates for the critical point u values obtained from second and third order differential approximants. For each order L of the inhomogeneous polynomial we averaged over those approximants to the series which used at least the first 45 terms of the series (that is, polygons of perimeter at least 90). The error quoted for these estimates reflects the spread (basically one standard deviation) among the approximants. Note that these error bounds should not be viewed as a measure of the true error as they cannot include possible systematic sources of error. Based on these estimates we conclude that u 2 c = 0.143 680 629 25(5) and α = 0.500 0001 (2) . This analysis adds strongly to the already very convincing evidence that the critical exponent α = 1/2 exactly.
If we take the conjecture α = 1/2 to be true, we can obtain a refined estimate for the critical point u 2 c enabling us to check whether or not the estimates for u 2 c still agree with the root of the polynomial. In figure 3 we have plotted estimates for the critical exponent 2 − α against estimates for the critical point u Table 4 . Estimates for the critical point u 2 c and exponents −(α + 2ν) and 2 − (α + 2ν) obtained from second (top-half) and third (bottom-half) order differential approximants to the series for the radius of gyration and first area-weighted moment of square lattice SAP. (21) differential approximant. The order of the inhomogeneous polynomial was varied from 0 to 10. As can be seen the estimates for the critical exponent cross the line 2 − α = 3/2 at a value u 2 c 0.143 680 629 273, which is slightly larger than the value obtained from the root of the polynomial suggested as possibly providing the exact value. So this is the first direct evidence that the suggestion could be wrong. Since the difference only occurs in the 12th significant digit, we do not feel confident that the numerical evidence alone is sufficient to settle the matter. It may be the case that there are subtle systematic trends in the estimates, which preclude them from having converged to the true values of the parameters. However, as emphasized in [18] the other zero of the polynomial is at u 2 c = −0.155 7288 . . ., and as was the case in this previous analysis, we see no evidence of such a singularity, which casts serious doubt on the validity of the suggestion. Particularly, since we are not aware of any arguments as to why we might not expect to see the singularity on the negative real axis from our series analysis. Ultimately, we will let the reader make their own judgment.
Series:
Based on this analysis we adopt the value u 2 c = 0.143 680 629 273(3), and thus µ = 2.638 158 530 31(3) as our final estimates. Table 4 contains estimates for u 2 c and the critical exponents of the generating functions (2) for the radius of gyration and first area-weighted moment. Suffice to say, the estimates of the exponents are in agreement with the conjectured exact value ν = 3/4.
The radius of gyration and area-weighted moments

The amplitudes
The asymptotic form of the coefficients p n of the polygon generating function has been studied in detail previously [4, 18] . As argued in [4] there is no sign of non-analytic corrections-toscaling exponents to the polygon generating function, and one, therefore, finds that
This form was confirmed with great accuracy in [18] . Estimates for the leading amplitude B = a 0 can thus be obtained by fitting p n to the form given in equation (6) values of k. As in [16] we find it useful to check the behaviour of the estimates by plotting the results for the leading amplitude versus 1/n (see figure 4) , where p n is the last term used in the fitting, and n is varied from 110 down to 50. We again note that as more and more correction terms are added to the fits, the estimates exhibit less curvature and that the slope becomes less steep. This is very strong evidence that (6) indeed is the correct asymptotic form of p n . We estimate that B = 0.562 301 30(2). The asymptotic form of the coefficients r n in the generating function for the radius of gyration was studied in [16] . When fitting to a form similar to equation (6) , assuming that there are only analytic corrections-to-scaling, we found that the amplitudes of higher order terms are very large and that the leading amplitude converge rather slowly. This indicates that this asymptotic form is incorrect. We found that the coefficients fit better if we assume a leading non-analytic correction-to-scaling exponent = 3/2. This result confirms the prediction of Nienhuis [25] . Note that since the polygon generating function exponent 2 − α = 3/2, a correction-to-scaling exponent = 3/2 is perfectly consistent with the asymptotic form (6). Because 2 − α + is an integer, the non-analytic correction term becomes part of the analytic background term [4] . We thus proposed the following asymptotic form:
Alternatively, we could fit to the form
In figure 5 we show the leading amplitudes resulting from such fits while using from 6 to 12 terms in these expansions. Also shown in these figures (solid lines) are the predicted exact value of BD, given in equation 4, and the prediction for D using the estimate for B obtained above. As can be seen the leading amplitudes clearly converge towards their expected values, and from these plots we can conclude that the prediction for BD has been confirmed to at least 5 digit accuracy. Assuming that equation (4) Figure 5 . Estimates for the amplitudes BD and D versus 1/n. Each dataset is obtained by fitting r n to the form (7) and r n /p n to the form (8) while using from 6 to 12 correction terms. Next we test the predictions [27] for the amplitude combinations of the area-weighted moments:
for k ∈ N, where we used the known result that E 1 = 1/4π [1] and the amplitudes E k are related to the amplitudes E (k) in equation (1) 
We obtain several datasets by varying the number of terms used in this formula from 8 to 12.
To obtain the final estimates we do a simple linear regression on the data for the amplitudes as a function of 1/n extrapolating to 1/n → 0. We estimate the error on the amplitude estimate from the spread among the different datasets. In this way, we obtain the results for the amplitude combinations listed in table 5. It is clear that the results for the first 10 area-weighted moments are in excellent agreement with the numerical estimates. On this basis we conclude that the conjectured scaling function and derived exact amplitude combinations [27] are correct.
Conclusion
We have presented an improved and parallel algorithm for the enumeration of self-avoiding polygons on the square lattice. This algorithm has enabled us to obtain polygons up to perimeter length 110 and their radius of gyration and area-weighted moments up to perimeter 100. Our extended series enables us to give an extremely precise estimate of the connective constant µ = 2.638 158 530 31 (3) . This estimate provides the first direct evidence that an earlier conjecture for the exact value of µ could be incorrect. We confirmed to a very high degree of accuracy the predicted exponent values α = 1/2 and ν = 3/4. We also obtained very accurate estimates for the leading amplitude B = 0.562 301 30(2) of the asymptotic expansion of p n , and confirmed the correctness of theoretical predictions for the values of the amplitude combinations BD and E (k) B k−1 .
