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We present a software tool, the Rodin tool, for formal modelling in Event-B. Event-
B is a notation and method developed from the B-Method and is intended to be
used with an incremental style of modelling. The idea of incremental modelling has
been taken from programming: modern programming languages come with integrated
development environments that make it easy to modify and improve programs. The
Rodin tool provides such an environment for Event-B.
The two main characteristics of the Rodin tool are its ease of use and its extensibility.
The tool focuses on modelling. It is easy to modify models and try out variations of a
model. The tool can also be extended easily. This will make it possible to adapt the tool
speciﬁc needs. So the tool can be adapted to ﬁt into existing development processes
instead demanding the opposite. We believe that these two characteristics are major
points for industrial uptake.
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1. INTRODUCTION
We consider modelling of software systems and more generally of complex systems to be an
important development phase. We also believe that more complex models can only be written
when the method of stepwise reﬁnement [9] is used. Formal notation is indispensable in such a
modelling activity. It provides the foundation on which building models can be carried out. Simply
writing a formal text is insufﬁcient, though, to achieve a model of high quality. The only serious
way to analyse a model is to reason about it, proving in a mathematically rigorous way that all
required properties are satisﬁed.
This short paper is organised as follows. In Section 2 we brieﬂy describe Event-B. In Section 3
the Rodin tool for Event-B is presented. It is heavily inspired by modern programming tools. In
Section 4 the need for extensibility and conﬁgurability is discussed and some extensions of the
Rodin tool are presented. Section 5 gives an indication of the industrial relevance of Event-B and
the Rodin tool.
2. THE EVENT-B METHOD AND NOTATION
Event-B [7] is a formalism and method for discrete systems modelling. It has been developed from
the B-Method [1] using many ideas of Action Systems [8]. The semantics of an Event-B model
is characterised by proof obligations. In fact, proof obligations have a two-fold purpose. On the
one hand, they show that a model is sound with respect to some behavioural semantics. On the
other hand, they serve to verify properties of the model. This goes so far that we only focus on the
proof obligations and do not present a behavioural semantics at all. This approach permits us to
use the same proof obligations for very different modelling domains, e.g., reactive, distributed and
concurrent systems [6], sequential programs [3], electronic circuits [16], or mixed designs [2], not
being constrained to semantics tailored to a particular domain. Event-B is a calculus for modelling
that is independent of the various models of computation.
1This research was carried out as part of the EU research project IST 511599 RODIN (Rigorous Open Development
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BCS-FACS Christmas 2007 Meeting 1The Rodin Formal Modelling Tool
3. BORROWING IDEAS FROM PROGRAMMING TOOLS
In order for formal modelling to be used safely and effectively in engineering practice, good tool
support is necessary. Present day integrated development environments used for programming
do carry out many tasks automatically in the background, e.g. Eclipse [13, 15], and provide fast
feedback when changes are made to a program text. In particular, there is no need for the user to
start processes like compilation. A program is written and then run or debugged without compiling
it. In the Rodin project (IST 511599 RODIN) a tool for Event-B [7], called Rodin [4], has been
developed that applies these techniques used in programming to formal modelling. The Rodin
tool is implement on top of the Eclipse platform [13]. Instead of compilation, we are interested
in proof obligation generation and automatically discharging trivial proof obligations. Instead of
running a program we reason about models or analyse them. A dedicated web page
http://www.event-b.org/
provides information on Event-B and the Rodin tool and download instructions for the tool.
Veriﬁcation by proof is not restricted to modelling. It has a long tradition in programming
methodology, too, e.g. [17]. Software tools that support formal veriﬁcation methods in
programming have been developed, e.g. [11]. We mention [11], in particular, because the Boogie
architecture presented in that article provides characteristics similar to the Event-B tool. We quote
two points from [11] about Boogie and present our view of them:
(1) “Design-Time Feedback”. The tool is very responsive and provides almost immediate
feedback that easily relates to the program, (resp. model).
(2) “Distinct Proof Obligation Generation and Veriﬁcation phases”. This allows decoupling the
development of the programming (resp. modelling) method and prover technologies. It also
allows the origin of a proof obligation to be traced easily. This is particularly important when
proofs fail.
The third point in the list describing Boogie in [11] is “Abstract Interpretation and Veriﬁcation
Condition Generation”. The corresponding problem does not exist in the Event-B notation because
it has been designed to be very close to the proof obligations by means of which we reason about
Event-B. Technical difﬁculties encountered in Event-B stem more from the support of reﬁnement
and from the requirement that proof obligations appear transparent to the user. By transparency
we mean that the user should look at the proof obligation as being part of the model. When a
proof obligation cannot be proved, it should be almost obvious what needs to be changed in the
model. When modelling, we usually do not simply represent some system in a formal notation
but we learn about the system. This means we need support for the incremental approach taken
to programming; the tool must be responsive to changes made to models. In programming this
is essential during debugging and unit testing. When modelling we use formal proof instead of

















FIGURE 1: Default Perspectives of Rodin
of the Rodin tool: 1a the default modelling perspective, 1b the proving perspective. Perspectives
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are an Eclipse technique to create and store conﬁgurations of the user interface. The user can
create own conﬁgurations that may better serve his needs.
4. EXTENSIBILITY AND CONFIGURABILITY OF RODIN
We take the view that no one tool can solve all development needs and that it is important to apply
a range of tools in a complementary way in rigorous development. For example, it makes sense
to apply model checking as a pre-ﬁlter, before applying a theorem prover to a proof obligation.
Similarly the use of diagrammatic views (e.g., UML) of a formal model can aid with construction
and validation. Many analysis tools, such as model checkers, theorem provers, translation tools
(e.g., UML to B and code generators), have been developed, some of which are commercial
products and some research tools. However a major drawback of these tools is that they tend to
be closed and difﬁcult to use together in an integrated way. They also tend to be difﬁcult to extend
for other interested parties and hinder collaboration. The Rodin tool greatly extends the state of the
art in formal methods tools, allowing multiple parties to integrate their tools as plug-ins to support
rigorous development methods. This is likely to have a signiﬁcant impact on future research in
formal methods tools and will encourage greater industrial uptake of these tools. Table 1 shows
some plug-ins for the Rodin tool that are presently available.
Name Description




Function: Animation of B models. The purpose is twofold:
(1) experimentation with a model to observe states and transitions
(2) Flash animation of Event-B models
Web: http://www.brama.fr/index en.html
UML-B Provider: University of Southampton
Function: UML-like graphical front-end for Event-B supporting class
diagrams and state charts
Web: http://users.ecs.soton.ac.uk/cfs/umlb.html
ProB Provider: University of D¨ usseldorf
Function: Animation and Model-checking of Event-B models; Counter-
examples for false proof goals, in particular, proof obligations
Web: http://www.stups.uni-duesseldorf.de/ProB/overview.php
TABLE 1: Some Available Plug-ins for Rodin
As well as supporting the combination of different complementary tools, openness and
customisability is very important in that it will allow users to customise and adapt the basic tools to
their particular needs. For example, a car manufacturer using Event-B to study the overall design
of a car information system might be willing to plug some special tools able to help deﬁning the
corresponding documentation and maintenance package. Likewise, a rocket manufacturer using
Event-B might be willing to plug a special tool for analysing and developing the failure detection
part of its design.
5. INDUSTRIAL APPLICATIONS AND CASE STUDIES
The B-Method has a long history of successful industrial applications [10, 14]. Tools, such as,
Atelier B [12], Click’n’Prove [5], and the B-Toolkit [18] are available and in use. The Rodin tool
is still at an early stage but we have some experience with its use from case studies carried out
in the Rodin project and porting models produced with previous tools (mostly Click’n’Prove) to
Rodin.
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The Rodin project included ﬁve industrial case studies that served to validate the tool set and
helped with the elaboration of an appropriate methodology for using the tools. The case studies
were lead by industrial partners of the Rodin project supported by the other partners. The case
studies were as follows:
• a failure management system for an engine controller
• part of a platform for mobile Internet technology
• engineering of communications protocols
• an air-trafﬁc display system
• an ambient campus application
Further details can be found in [20]. The air-trafﬁc display system case study is also described in
[19].
Some previous developments, e.g., [10] require special support for software development: means
to express software modules and tools to reﬁne certain modules automatically. Corresponding
plug-ins have not yet been developed. There is no theoretical or practical reason why this could
not be done. However, it will still require some time until a good set of stable plug-ins is available
for this purpose. The core of the Rodin tool has intentionally not been geared towards a particular
application in order to make very different uses possible, not just software development.
6. CONCLUSION
We believe that modelling will remain difﬁcult. This does not mean, however, that it is impossible
to develop a productive modelling tool. Programming is difﬁcult, too. Still we have very efﬁcient
programming tools. But we also have many people who simply got used to the difﬁculties of
programming. Hopefully, they will also get used to the difﬁculties of modelling when appropriate
tools are available.
The Rodin tool provides a seamless integration between modelling and proving. This is important
for the user to focus on the modelling task and not on switching between different tools. The
purpose of modelling is not just to write a speciﬁcation. It also serves to improve our understanding
of the system being modelled. The Event-B tool tries to reﬂect this view by providing a lot of help
for exploring a model and reasoning about it.
The tool is extensible and conﬁgurable because we cannot predict future uses of Event-B. The
architecture has been designed to make this as easy as possible to invite anyone who needs a
(formal) modelling tool to tailor it to his needs. We hope this will make it possible to employ the
tool in very different development processes.
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