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ABSTRAKT
Tato práce se zabývá návrhem jádra 8-bitového mikroprocesoru kompatibilního s jedním
z 8-bitových mikrokontrolérů PIC společnosti Microchip. Teoretická část práce zkoumá
jednotlivé architektury 8-bitových mikrokontrolérů PIC a popisuje architekturu vybraného
mikrokontroléru a funkci jeho dílčích bloků. V praktické části je proveden návrh a realizace
jádra kompatibilního z hlediska provádění instrukcí, toku dat uvnitř mikrokontroléru
a funkce jeho dílčích bloků, to vše pro dosažení co možná nejlepší přenositelnosti programu
psaného pro vzorový mikrokontrolér. Poslední část práce popisuje metodu implementace
realizovaného jádra do obvodu FPGA a zmiňuje případné rozdíly návrhu pro implementaci
do obvodu ASIC. Také řeší otázku programování jádra, jeho testování a verifikaci.
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ABSTRACT
This thesis deals with design of microprocessor compatible with one of 8-bit
microcontrollers manufactured by Microchip company. Theoretical part of this thesis
analyzes architectures of 8-bit PIC microcontrollers, picks one of these microcontrollers
and describes its architecture and function of its subcircuits. Practical part deals
with design of architecture compatible in terms of instruction execution, internal
data flow and subcircuit behavior, all this to achieve the best possible program
portability from target microcontroller. The last part of thesis describes method
of processor implementation into FPGA chip and mentions potential design differences
for ASIC implementation. It also deals with verification and method of programming.
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ÚVOD
Mikroprocesory jsou jedním z nejdůležitějších odvětví číslicové techniky. Jejich účelem je
zpracování dat způsobem, který se může pro každou aplikaci lišit. Jedním z prvních
mikroprocesorů byl Intel 4004, který se dostal na trh v roce 1971 a byl používán především
v kalkulačkách. Postupem času docházelo k rozvoji mikroprocesorové a mikropočítačové
techniky, který probíhá neustále. Velkou výhodou mikroprocesorů je jejich flexibilita při
zpracování dat. Data jsou zpracována sekvenčně na základě instrukcí daných programem.
Mikrokontrolér je druh integrovaného obvodu, který kromě mikroprocesoru obsahuje
i další systémové prostředky, jako např. paměť RAM, řadiče sběrnic apod. Tyto obvody
nejčastěji mají omezenou sadu instrukcí z důvodu zjednodušení jejich architektury.
Nacházejí uplatnění zejména v embedded aplikacích, kde slouží jako řídicí část
složitějšího zařízení. Výrobců těchto mikrokontrolérů je celá řada. Jedním z nich je
společnost Microchip, která vyrábí své mikrokontroléry pod označením PIC.
Cílem této bakalářské práce je nastudovat architektury 8-bitových mikrokontrolérů
PIC vyráběných společností Microchip, vybrat mikrokontrolér zastupující jednu z těchto
architektur a navrhnout jádro s takovou architekturou, která bude kompatibilní
s vybraným obvodem. Výsledné jádro je pak možno implementovat do rozsáhlejšího
projektu a celý projekt pak realizovat v integrované podobě. Primárním cílem práce je
implementace jádra do obvodu FPGA, sekundárním cílem je provést takový návrh,
aby bylo realizované jádro přenositelné i do obvodu ASIC.
V teoretické části jsou prostudovány architektury 8-bitových mikrokontrolérů PIC,
vzájemně diskutovány jejich výhody či nevýhody a na základě tohoto rozboru je vybrán
mikrokontrolér jako zástupce jedné z těchto architektur k realizaci. Následuje analýza
vybraného mikrokontroléru z hlediska jeho paměťových prostředků, funkce periferních
obvodů, programového čítače a specializovaných registrů.
Praktická část se pak zabývá samotným návrhem kompatibilní architektury.
Nejprve je navržena architektura na úrovni hlavních bloků jádra. Je zde navržena
organizace paměťové a řídicí části. Dále je provedena analýza instrukčního souboru
vybraného mikrokontroléru a na základě této analýzy je navržena aritmeticko-logická
jednotka a systémový řadič. Následuje návrh dílčích částí datové paměti, konkrétně
registrů a periferních obvodů vybraných k realizaci, a systému obsluhy přerušení.
Praktickou část uzavírá kapitola zabývající se metodou realizace jádra, způsobem
programování jádra, jeho testováním, verifikací a procesem syntézy.
Jedním z důvodů vzniku tohoto projektu je nedostatek kvalitních a zároveň volně
dostupných procesorů v Soft-Core provedení. Soft-Core je obvod, který je dostupný ve
formě popisu jeho hardwaru. Tento popis je možno realizovat prostřednictvím
hardwarově-popisných jazyků určených pro tento účel, jako např. VHDL nebo Verilog.
Popis obvodu tak lze dodatečně modifikovat. Neméně podstatným důvodem je také
možnost použití jádra v rámci Ústavu mikroelektroniky při návrhu obvodů ASIC.
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1 ARCHITEKTURA 8-BITOVÝCHMIKROKONTROLÉRŮ
FIRMY MICROCHIP
Společnost Microchip vyrábí několik řad 8-bitových, 16-bitových
a 32-bitových mikrokontrolérů. Tato práce se zabývá pouze 8-bitovými mikrokontroléry.
Vyrábí se v mnoha variacích z hlediska jejich rychlosti, pamětí, vstupně/výstupních
portů, obsluhy přerušení, architektury či periferních obvodů, jako jsou komparátory,
čítače/časovače, řadiče sběrnic komunikačních rozhraní nebo A/D převodníky.
8-bitové mikrokontroléry PIC používají Harvardskou architekturu – data a program
se zpracovávají odděleně. Všechny instrukce standardně trvají jeden instrukční cyklus,
pouze některé instrukce, které zahrnují skoky v programu, trvají dva instrukční cykly.
Vývojář tak nemusí počítat s různými délkami provádění instrukcí.
Základní dělení těchto 8-bitových mikrokontrolérů se týče jejich architektury.
Společnost Microchip vyrábí 8-bitové mikrokontroléry s čtyřmi různými architekturami:
Baseline je základní architekturou 8-bitových mikrokontrolérů společnosti Microchip.
Používá se u nejjednodušších mikrokontrolérů. Jejich předností je cena, malé rozměry
a malý instrukční soubor čítající celkem 33 instrukcí o délce 12 bitů. Jejich nevýhodou je
velmi malý počet periferních obvodů, malá paměť RAM, jejíž kapacita je ve většině
případů pod 100 B, programová paměť o kapacitě maximálně 2 048 instrukcí a pouze
dvouúrovňový zásobník, což velmi limituje možnosti programování z hlediska
skoků v programu. Mikrokontroléry třídy Baseline nepodporují přerušení. [1]
Mid-Range se dá považovat za rozšíření architektury Baseline. Toto rozšíření je
patrné z hlediska dostupných hardwarových prostředků těchto obvodů.
Mikrokontroléry s architekturou Mid-Range mají instrukční soubor čítající 35 instrukcí,
až 368 B paměti RAM, programovou paměť o kapacitě až 8 192 instrukcí (oproti
2 048 instrukcím třídy Baseline), větší nabídku periferních obvodů, osmiúrovňový
zásobník a podporují přerušení z více zdrojů. Disponují ale pouze jedním
vektorem přerušení. [5]
Enhanced Mid-Range rozšiřuje architekturu Mid-Range o 14 instrukcí, nabízí
programovou paměť o kapacitě až 16 384 instrukcí, 2 kB paměti RAM, dva FSR registry
pro nepřímé adresování, vyšší pracovní frekvenci a větší škálu periferií.
Podpora přerušení je rozšířena o hardwarové uložení stavu procesoru.
Cena těchto mikrokontrolérů nepřevyšuje 2 USD za kus, což je poměrně nízká cena. [2]
PIC18 je architektura vytvořená výhradně pro stejnojmennou řadu mikrokontrolérů.
Tato architektura byla navržena zejména pro programování v jazyce C – má 83 instrukcí
optimalizovaných pro programování v jazyce C, dále disponuje 32-úrovňovým
zásobníkem, programovou pamětí o kapacitě až 65 536 instrukcí, 4 kB RAM, velkým
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počtem vstupně-výstupních pinů, oproti Enhanced Mid-Range až dvojnásobným
výpočetním výkonem a velkým počtem periferií. K tomu všemu disponuje několika
vektory přerušení a hardwarovým uložením stavu procesoru. Je to také nejrozšířenější
architektura mezi 8-bitovými mikrokontroléry PIC – je na ní založeno mnohem více
mikrokontrolérů než na ostatních třech architekturách dohromady. [6]
Mikrokontroléry s architekturou Baseline jsou obvykle nedostačující z hlediska jejich
prostředků a tím i flexibility. Opačným extrémem jsou mikrokontroléry řady PIC18.
Pro jednoduché aplikace se nehodí vzhledem k jejich komplexnosti a pro náročnější
aplikace by bylo vhodné upřednostnit některý z 16-bitových mikrokontrolérů.
Vhodným obvodem pro implementaci by mohl být některý z mikrokontrolérů
s architekturou Enhanced Mid-Range, které se i přes svoji lepší hardwarovou výbavu
prodávají levněji než některé mikrokontroléry založené na architektuře Mid-Range.
Na druhou stranu mají tyto obvody komplexnější instrukční soubor.
Při výběru mikrokontroléru s architekturou Mid-Range by mohlo být dosaženo
rozumného kompromisu z hlediska implementovatelnosti jádra, jeho hardwarových
prostředků a náročnosti na dostupné prostředky obvodu FPGA a ASIC. Jádro založené
na některé z pokročilejších architektur by totiž spotřebovalo větší množství dostupné
logiky v obvodu FPGA a poměrně velkou plochu v obvodu ASIC (záleží však na
konkrétní technologii). V této práci bude proto realizováno jádro mikrokontroléru
založeného na architektuře Mid-Range, a to PIC16F723A. Tento mikrokontrolér
disponuje pamětí RAM o velikosti 192 B, programovou pamětí o kapacitě
4 096 instrukcí, třemi 8-bitovými vstupně-výstupními porty a třemi čítači/časovači.
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2 MIKROKONTROLÉR PIC16F723A
Mikrokontrolér PIC16F723A společnosti Microchip je osmibitový mikrokontrolér
založený na architektuře Mid-Range. Má 28 vývodů a vyrábí se v pouzdrech SPDIP,
SOIC, SSOP, QFN a UQFN, viz obrázek 2.1. Disponuje velmi nízkou spotřebou v režimu
spánku/úspory energie. Tento mikrokontrolér má následující parametry:
• 3 vstupně-výstupní 8-bitové porty, 1 vstupní pin
• 192 B paměti RAM
• 35 instrukcí
• programová paměť typu FLASH o kapacitě až 4 096 14-bitových instrukcí
• osmiúrovňový zásobník
• přímé a nepřímé adresování paměti RAM
• podpora přerušení
• dva 8-bitové a jeden 16-bitový čítač
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Obrázek 2.1: Pouzdra mikrokontroléru PIC16F723A [3]
2.1 Architektura
Mikrokontroléry PIC architektury Mid-Range obsahují téměř stejné jádro, liší se pouze
svými prostředky, jako je kapacita programové paměti a RAM, počet periferií a z něj se
odvíjející způsob uspořádání registrů, velikostí zásobníku atd.
Blokové schéma architektury mikrokontroléru PIC16F723A je na obrázku 2.2.
Jádro mikrokontroléru obsahuje aritmeticko-logickou jednotku, systémový řadič, registry,
jako je například registr příznaků nebo programový čítač, řízení přerušení, řízení
úsporného režimu apod. Veškerá komunikace probíhá po jedné sběrnici společné pro
registry, RAM, ALU a periferie. Tato sběrnice je v případě ALU připojena pouze na
jeden vstup, na druhý vstup jsou přiváděna data z pracovního registru označeného
jako W-registr. Místo datové sběrnice je možno k ALU připojit konstantu získanou
z instrukce prostřednictvím řadiče. Programová paměť má vlastní datovou sběrnici
vedoucí k instrukčnímu registru. Jedná se proto o Harvardskou architekturu počítače.
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Obrázek 2.2: Blokové schéma mikrokontroléru PIC16F723A [3]
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2.2 Paměťové prostředky
Paměťové prostředky mikrokontroléru PIC16F723A zahrnují paměť RAM, registry,
programovou paměť a interní paměť EEPROM.
2.2.1 Paměť RAM a registry
Mikrokontrolér obsahuje sadu registrů rezervovaných pro základní funkce obvodu
a periferní obvody. Dále obsahuje volně využitelnou paměť RAM, v případě PIC16F723A
o kapacitě 192 B. Obě části datové paměti lze adresovat přímo anebo nepřímo.
Mapa datové paměti je znázorněna v příloze A.1.
Pro přímé adresování se používá 7-bitové adresy uložené v parametrech instrukce.
Adresová sběrnice mikrokontroléru má šířku 9 bitů, a proto jsou zbylé 2 bity doplněny
jako bity RP0 a RP1 z registru STATUS. Tento systém rozšíření adresového prostoru je
možné nazvat stránkováním, jelikož se tím paměť dělí do takzvaných stránek.
Přímá adresa o šířce 7 bitů umožňuje adresovat 128 paměťových bloků, pomocí
dodatečných 2 stránkovacích bitů je dosaženo rozšíření možnosti adresování až na
512 paměťových bloků.
Nepřímé adresování spočívá v uložení 8-bitové adresy do vyhrazeného registru FSR.
Je tak možno adresovat 256 bloků, což reprezentuje dvě stránky. K adresování dalších
dvou stránek je využit bit IRP, který se, podobně jako RP0 a RP1, nachází
v registru STATUS. Je-li v instrukci programu jako parametr uvedena adresa
imaginárního registru INDF, jež má hodnotu 00016, procesor přepne z přímého
adresování na adresování nepřímé a hodnota, která měla být uložena na adresu 00016,
bude uložena na adresu danou registrem FSR a bitem IRP. Registr INDF byl výše
označen za imaginární, jelikož není fyzicky implementován, viz [3].
Celkem je v paměti implementováno mnoho registrů s různými funkcemi. Obecně platí,
že tyto registry mají pevně dané adresy a jsou nebo nejsou implementovány v závislosti na
daném mikrokontroléru. To se týká zejména registrů určených pro periferie. Mimo ně se
v paměti vyskytují registry, které jsou důležité pro chod mikrokontroléru a jsou tak
přítomny ve všech obvodech. Jedná se zejména o tyto registry:
STATUS obsahuje již zmíněné bity RP0, RP1 a IRP, dále obsahuje příznakové bity pro
ALU a další 2 příznaky, které se týkají časovače Watchdog a úsporného režimu.
FSR obsahuje 8-bitovou adresu určenou pro nepřímé adresování, viz výše.
OPTION registr slouží převážně k nastavení předděličky, která je společná pro časovač
TMR0 a časovač Watchdog, dále je v něm možné nastavit, na kterou hranu má časovač
TMR0 reagovat, zvolit zdroj impulzů pro tento časovač, aktivní hranu pro vnější přerušení
a je zde možné povolit či zakázat pull-up rezistory na portu PORTB. [3]
PCL reprezentuje dolních 8 bitů programového čítače. [3]
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PCLATH slouží jako vyrovnávací registr k uložení horních 5 bitů
programového čítače. [3]
INTCON je registr sloužící k povolení či zakázání základních požadavků přerušení,
zahrnuje i jejich příznakové bity. Základními požadavky přerušení jsou přetečení časovače
TMR0, indikovaná změna na pinu pro vnější přerušení či změna na portu PORTB.
Dalšími možnostmi je povolení či zakázání rozšiřujících, případně všech přerušení.
Registry PORT slouží jako vstupně-výstupní porty.
Registry TRIS nastavují piny příslušných portů jako vstupní nebo výstupní.
2.2.2 Programová paměť
Programová paměť slouží k uchování instrukcí určených ke zpracování mikrokontrolérem.
V případě mikrokontroléru PIC16F723A se jedná o paměť typu FLASH o kapacitě 4 096
14-bitových instrukcí. Instrukce jsou z programové paměti načítány instrukčním registrem,
který instrukci uloží pro její zpracování řadičem. Instrukce jsou adresovány prostřednictvím
programového čítače. [3]
2.3 Programový čítač
Programový čítač je jednou z klíčových částí mikrokontroléru. Zajišťuje správné načítání
instrukcí do instrukčního registru a tím správný chod programu. Jeho výstupem je
13-bitová adresová sběrnice vedoucí přímo do programové paměti. Programový čítač je
tak schopen adresovat až 8 192 instrukcí. Jelikož je ale maximální kapacita programové
paměti mikrokontroléru 4 096 instrukcí, dochází adresováním do vyšších a neexistujících
částí paměti k přetečení, viz obrázek 2.3. Nejvyšší bit programového čítače totiž není
kvůli kapacitě paměti využit. [4]
Samotný čítač se skládá z několika částí:
• Registr PCL, který obsahuje spodních 8 bitů adresy programové paměti.
• Registr PCH, který obsahuje horních 5 bitů adresy programové paměti.
• Registr PCLATH, který slouží jako vyrovnávací registr k registru PCH, aby byla
vždy při změně hodnoty programového čítače uložena platná data. Toho se dosáhne
tak, že při uložení dat do registru PCL dojde zároveň k načtení dat z registru
PCLATH do registru PCH. [4]
• Zásobník (angl. STACK) sloužící k uložení adres instrukcí při skocích v programu.
Zásobník v mikrokontroléru PIC16F723A má celkem 8 úrovní a při překročení limitu
dochází stále k posunu dat v zásobníku, což má za následek nevratnou ztrátu adresy
nacházející se na nejnižší úrovni zásobníku. Je proto třeba při psaní složitějších
programů brát na tuto limitaci zřetel. [4]
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Obrázek 2.3: Programová paměť mikrokontroléru PIC16F723A [3]
Programový čítač kromě běžných skoků v programu zařizuje skoky na vektor obsluhy
požadavku přerušení. Tok dat v něm se liší v závislosti na typu instrukce.
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Obrázek 2.4: Tok dat programového čítače při zápisu dat do registru PCL [4]
Standardním případem je instrukce, která ukládá zpracovaná data do registru PCL,
viz obrázek 2.4. Během ukládání dat dojde k načtení dat z registru PCLATH
do registru PCH. Tím dojde k současnému načtení celého 13-bitového slova a bezpečné
aktualizaci adresy. Proto je třeba mít na vědomí, že je v určitých případech zapotřebí
nejprve uložit horních 5 bitů adresy do registru PCLATH a až poté ukládát nižsí bity do
registru PCL. Totéž platí v jistém smyslu i pro instrukce sloužící ke skokům v programu.
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Obrázek 2.5: Tok dat programového čítače při provádění instrukce GOTO [4]
V případě skoku vlivem instrukce GOTO (obrázek 2.5) se do spodních 11 bitů čítače
uloží adresa instrukce a zbylé horní 2 bity jsou načteny z registru PCLATH.
Při skoku do části programu přesahující adresu 2 047 je třeba nejdříve pomocí registru
PCLATH nastavit tu část programové paměti, kterou chceme adresovat. Z tohoto
hlediska lze maximální možnou programovou paměť rozdělit na 4 stránky, v případě
realizovaného mikrokontroléru pouze na 2 stránky.
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Obrázek 2.6: Tok dat programového čítače při provádění instrukce CALL [4]
Skok vlivem instrukce CALL se prakticky neliší od instrukce GOTO. Jediným rozdílem
je uložení současné adresy do zásobníku ještě před načtením adresy nové, viz obrázek 2.6.
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Obrázek 2.7: Tok dat programového čítače při provádění instrukcí RETURN, RETFIE
a RETLW [4]
Instrukce RETURN, RETFIE a RETLW slouží k návratu k poslední adrese
uložené v zásobníku. Při vykonání instrukce se do programového čítače načte adresa ze
zásobníku, viz obrázek 2.7, případně se dle konkrétní instrukce provedou další operace.
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2.4 Instrukční cyklus
Instrukce jsou vykonávány v takzvaném instrukčním cyklu, který je znázorněn
na obrázku 2.8. Tento cyklus trvá 4 takty hodinového signálu a zahrnuje
tyto 4 fáze, viz také [4]:
1. dekódování instrukce a inkrementace programového čítače (Q1)
2. načtení zpracovávaných dat (Q2)
3. zpracování dat prostřednictvím ALU (Q3)
4. uložení zpracovaných dat (Q4)
Q1 Q2 Q3 Q4 Q5 Q6 Q7 Q8
C1 C2
Hodinový signál
Instrukční cykly
Obrázek 2.8: Instrukční cyklus mikrokontolérů PIC [4]
Některé instrukce nemusí některé z výše uvedených úkonů provádět. [4]
Provádění programu v mikrokontroléru PIC16F723A probíhá zřetězeně (anglicky
tzv. pipelining). Principem zřetězení je v tomto mikrokontroléru rozdělení životního cyklu
instrukce na 2 části, a to část načítání instrukce z programové paměti a část prováděcí
(instrukční cyklus), kdy je během provádění instrukce načítána instrukce následující.
Proto je během instrukcí, které modifikují obsah programového čítače, třeba po vykonání
instrukce vymazat instrukční registr, to znamená instrukci nacházející se v instrukčním
registru nahradit instrukcí NOP. Zřetězení instrukcí je znázorněno na obrázku 2.9. [4]
Zachycení Provedení
Zachycení Provedení
Zachycení NOP
Zachycení Skok
Zachycení Provedení
C1 C2 C3 C4 C5 C6
MOVLW
MOVWF
GOTO
ADDWF
MOVF
Obrázek 2.9: Znázornění instrukční pipeline [4]
2.5 Vstupně-výstupní porty
Realizovaný mikrokontrolér disponuje třemi 8-bitovými vstupně-výstupními porty
PORTA, PORTB a PORTC a jedním vstupním portem PORTE o šířce jednoho bitu.
Charakter vstupu nebo výstupu lze jednotlivým pinům vstupně-výstupních portů
přiřadit pomocí registrů TRISX, kde X koresponduje s abecedním označením
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příslušného portu. Hodnota log. 1 nastaví příslušný pin jako vstupní, zatímco log. 0
nastaví příslušný pin jako výstupní. Tento systém se dobře pamatuje, protože jednička se
podobá písmenu I (z angl. input) a nula se podobá písmenu O (z angl. output).
D Q
Q
D Q
Q
Q D
EN
DATA LATCH
TRIS LATCH
DATA BUS
WR PORT
WR TRIS
RD PORT
RD TRIS
I/O PIN
Obrázek 2.10: Schéma vstupně-výstupního portu mikrokontroléru PIC [4]
Vzhledem k minimalizaci počtu vývodů mají porty dodatečně nastavitelné speciální
funkce, jako např. vstup pro zdroj přerušení, kapacitní senzory, vnější zdroj impulzů
pro čítač/časovač TMR1 apod. Na obrázku 2.10 je zobrazeno schéma portu bez těchto
přídavných funkcí.
Jednobitový port PORTE je realizován jako čistě vstupní a je vyveden na pin
MCLR/Vpp, který je využíván pro programování mikrokontroléru a jeho reset.
Funkce pinu MCLR/Vpp je nastavena pomocí konfiguračního slova. [3]
2.6 Čítače a časovače
Mikrokontrolér PIC16F723A má implementovány celkem dva 8-bitové a jeden
16-bitový čítač/časovač. Funkce jednotlivých modulů se vzájemně liší. Přestože se jedná
o periferní obvody, budou implementovány kvůli jejich širokému využití.
2.6.1 Timer 0
Timer 0 je poměrně jednoduchý čítač/časovač implementovaný v 8-bitových
mikrokontrolérech společnosti Microchip. Jedná se o 8-bitový čítač s možností zápisu,
který neustále čítá za chodu procesoru. Data registru TMR0 jsou inkrementována každý
instrukční cyklus. Do registru TMR0 je možné zapisovat a určit tak počáteční
hodnotu čítání.
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Programovatelná 
předdělička 0
1
T0CKI Synchronizační 
obvod
TMR0
T0SE PS<2:0> Generace IRQ při přetečeníT0CS PSA
FOSC/4
(Zpoždění 2 instrukční cykly)
Datová 
sběrnice
Obrázek 2.11: Blokové schéma časovače Timer 0 [4]
Timer 0 dále disponuje nastavitelnou 8-bitovou předděličkou, která je sdílená
s časovačem Watchdog, a je tak nutné ji v případě potřeby Timeru 0 přiřadit.
K tomu slouží bit PSA registru OPTION. V tomto registru se také nachází bity
PS<2:0> sloužící k nastavení dělicího poměru předděličky. V tabulce 2.1 jsou zobrazeny
kombinace bitů PS<2:0> a odpovídajících dělicích poměrů. [3]
Tabulka 2.1: Dělicí poměr předděličky v závislosti na nastavení bitů PS<2:0> [4]
PS<2:0> Dělicí poměr PS<2:0> Dělicí poměr
000 1 : 2 100 1 : 32
001 1 : 4 101 1 : 64
010 1 : 8 110 1 : 128
011 1 : 16 111 1 : 256
Timer 0 má dva režimy, a to režim časovače, kdy je inkrementován každý započatý
instrukční cyklus, nebo režim čítače, kdy čítá vnější impulzy z pinu T0CKI. Mezi režimem
čítače a časovače lze volit prostřednictvím bitu T0CS registru OPTION. Při použití
režimu čítače lze bitem T0SE vybrat aktivní hranu těchto impulzů. Dojde-li k přímému
zápisu do registru TMR0, když je nastaven režim čítače, synchronizační obvod zakáže
čítání po dobu dvou instrukčních cyklů od ukončení instrukce, která do registru TMR0
zapisovala, viz obrázek 2.11. [3]
Timer 0 navíc vyvolá požadavek přerušení, pokud dojde k jeho přetečení.
Při tomto přetečení čítač nastaví bit T0IF registru INTCON na hodnotu log. 1.
Je-li povoleno globální přerušení a přerušení pro tento čítač, mikrokontrolér přeruší svou
dosavadní činnost a provede skok na vektor přerušení na adrese 000416.
2.6.2 Timer 1
Timer 1 je 16-bitový časovač, který lze použít i jako synchronní či asynchronní čítač.
Skládá se ze dvou 8-bitových registrů TMR1H a TMR1L reprezentující horní
a dolní bajt čítače.
Blokové schéma čítače/časovače je znázorněno v příloze A.2. V módu časovače je
registr inkrementován každý instrukční cyklus, případně náběžnou hranou vnitřního
hodinového signálu, v módu čítače je registr inkrementován náběžnou hranou vnějšího
hodinového signálu. Mezi módem čítače a časovače lze přepínat pomocí bitů
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TMR1CS<1:0> registru T1CON. Dále je možno bitem T1SYNC téhož registru nastavit,
zda bude Timer 1 v režimu čítače čítat asynchronně nebo synchronně s vnitřním
hodinovým signálem. Jelikož Timer 1 v režimu časovače používá signál, který je vždy
synchronní s vnitřním hodinovým signálem, hodnota bitu T1SYNC funkci
časovače neovlivní. [3]
T1CKPS1 T1CKPS0 T1OSCEN T1SYNC - TMR1ONTMR1CS0TMR1CS1
07
R/W – 0 R/W – 0 R/W – 0 R/W – 0 U – 0 R/W – 0R/W - 0 R/W - 0
Obrázek 2.12: Registr T1CON [3]
Obrázek 2.12 znázorňuje konfigurační registr T1CON. Význam bitů TMR1CS<1:0>
a T1SYNC byl zmíněn výše, bit T1OSCEN povoluje/zakazuje vstup vnějšího hodinového
signálu, bit TMR1ON pak umožňuje zapnout či vypnout čítač/časovač Timer 1.
Timer 1 také disponuje nastavitelnou předděličkou o maximálním dělicím poměru 1 : 8.
Hodnota dělicího poměru je nastavena prostřednictvím bitů T1CKPS<1:0>.
T1GTM T1GSPM
T1GGO/
DONE
T1GVAL T1GSS1 T1GSS0T1GPOLTMR1GE
07
R/W – 0 R/W – 0 R/W – 0 R – X R/W – 0 R/W – 0R/W - 0 R/W - 0
Obrázek 2.13: Registr T1GCON [3]
Timer 1 má navíc možnost volitelně povolovat čítání několika možnými způsoby,
a to externím signálem na pinu T1G, pulzem generovaným přetečením čítače Timer 0,
pulzem generovaným shodou hodnot v registrech TMR2 a PR2 časovače Timer 2 nebo
přetečením časovače Watchdog, viz příloha A.2. Přiřazení těchto vstupů je nastaveno
pomocí bitů T1GSS<1:0> registru T1GCON, který je zobrazen na obrázku 2.13.
Bit TMR1GE určuje, zda je využito řízení čítání pomocí výše uvedených způsobů nebo
bude čítání řízeno výhradně pomocí bitu TMR1ON. Nastavení reakce čítače na hodnotu
log. 0 nebo naopak log. 1 lze provést prostřednictvím bitu T1GPOL. Bity T1GTM
a T1GSPM udávají, zda bude obvod generující povolovací signál pro čítání mít charakter
přepínače nebo monostabilního klopného obvodu. Bit T1GGO/DONE obsahuje stav
obvodu pro generování pulzů pro případ, kdy je bitem T1GSPM nastaven pulzní režim.
Stav signálu vedoucího k samotnému čítači je uložen v bitu T1GVAL. [3]
Podobně jako Timer 0 i Timer 1 generuje při jeho přetečení požadavek přerušení.
V tomto případě slouží k indikaci požadavku bit TMR1IF registru PIR1, maska přerušení
je nastavována bitem TMR1IE v registru PIE1. Toho lze například využít s pomocí režimu
asynchronního čítače k probuzení mikrokontroléru z režimu spánku. Asynchronní režim
totiž nepoužívá vnitřní hodinový signál, který je používán v synchronním režimu a který je
v režimu spánku vypnut, viz [3].
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2.6.3 Timer 2
Třetím z čítačů/časovačů je Timer 2, jehož blokové schéma je na obrázku 2.14.
Jedná se o 8-bitový časovač, který kromě samotného čítacího registru TMR2 disponuje
dvěma děličkami a komparačním registrem PR2, který porovnává hodnotu registru
TMR2 s tou svojí.
Předdělička
1:1, 1:4, 1:16
Registr TMR2
Komparátor
Registr PR2
Postdělička
1:1 až 1:16
FOSC/4
T2CKPS<1:0> TOUTPS<3:0>
Shoda
Reset
Výstup 
TMR2
Nastavení 
TMR2IF
Obrázek 2.14: Blokové schéma časovače Timer 2 [3]
Timer 2 čítá na základě interního hodinového signálu děleného čtyřmi, což je délka
jednoho instrukčního cyklu. Tento signál je přiváděn na vstup nastavitelné předděličky
o maximálním dělicím poměru 1 : 16. Časovač pak inkrementuje hodnotu registru TMR2
na základě signálu z této předděličky a hodnota tohoto registru je porovnávána
s hodnotou registru PR2. Dojde-li ke shodě obou hodnot, časovač vyvolá požadavek
přerušení, který je přes postděličku o dělicím poměru až 1 : 16 přiveden na bit TMR2IF
registru PIR1. Tento požadavek je maskován bitem TMR2IE v registru PIE1.
Dělicí poměry předděličky a postděličky jsou uvedeny v tabulce 2.2 a tabulce 2.3.
Tabulka 2.2: Dělicí poměry předděličky [3]
T2CKPS<1:0> Dělicí poměr
00 1 : 1
01 1 : 4
1X 1 : 16
Tabulka 2.3: Dělicí poměry postděličky [3]
TOUTPS<3:0> Dělicí poměr TOUTPS<3:0> Dělicí poměr
0000 1 : 1 1000 1 : 9
0001 1 : 2 1001 1 : 10
0010 1 : 3 1010 1 : 11
0011 1 : 4 1011 1 : 12
0100 1 : 5 1100 1 : 13
0101 1 : 6 1101 1 : 14
0110 1 : 7 1110 1 : 15
0111 1 : 8 1111 1 : 16
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Registr PR2 má význam periody časování, to znamená, že při shodě hodnot registrů
PR2 a TMR2 dojde k vynulování registru TMR2. Timer 2 je nastavován pomocí
registru T2CON (obrázek 2.15). V tomto registru se nachází bity TOUTPS<3:0>
sloužící k nastavení postděličky, T2CKPS<1:0> nastavující předděličku a TMR2ON
umožňující zapnutí či vypnutí časovače Timer 2.
TOUTPS2 TOUTPS1 TOUTPS0 TMR2ON T2CKPS1 T2CKPS0TOUTPS3-
07
R/W – 0 R/W – 0 R/W – 0 R/W – 0 R/W – 0 R/W – 0U - 0 R/W - 0
Obrázek 2.15: Registr T2CON [3]
2.7 Přerušení
Mikrokontrolér PIC16F723A podporuje řadu zdrojů přerušení, mezi nimi změnu dat na
portu PORTB, přetečení čítačů/časovačů, dokončení A/D převodu apod.
Jedná se o poměrně rozsáhlý systém registrů požadavků a masek.
2.7.1 Struktura přerušovacího systému
Pro potřeby přerušení je mikrokontrolér vybaven celkem šesti registry.
Nejdůležitějším z nich je registr INTCON (viz obrázek 2.16), kde se nachází globální
maska přerušení GIE, maska přerušení pro periferie PEIE a pár dalších masek
a příznaků přerušení. Tento registr je společný pro všechny mikrokontroléry
s architekturou Mid-Range.
T0IE INTE RBIE T0IF INTF RBIFPEIEGIE
07
R/W – 0 R/W – 0 R/W – 0 R/W – 0 R/W – 0 R/W – 0R/W - 0 R/W - 0
Obrázek 2.16: Registr INTCON [3]
V ostatních registrech se nacházejí masky a příznaky přerušení pro rozšiřující periferie.
Jedná se o registry masky IOCB, PIE1 a PIE2 a o registry příznaků PIR1 a PIR2.
Registr IOCB slouží jako maska jednotlivých pinů portu PORTB pro přerušení při změně
logické hodnoty na těchto pinech.
2.7.2 Průběh přerušení
Přerušení programu je podmíněno povolením přerušení prostřednictvím bitu GIE,
v případě přerušení způsobených periferními obvody dodatečně pomocí bitu PEIE.
Vyskytne-li se alespoň jeden požadavek přerušení a je povoleno přerušení pro daný zdroj
požadavku, procesor dokončí prováděnou instrukci, provede skok na adresu 000416
v programové paměti a nastaví globální masce přerušení hodnotu log. 0, čímž zakáže
přerušení po dobu obsluhy požadavku. Na adrese 000416 se nachází takzvaný vektor
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přerušení, odkud začíná obslužný kód pro přerušení. Obvod zpracovávající požadavky
a masky přerušení je zobrazen na obrázku 2.17. [3]
IOC-RB0
IOCB0
IOC-RB1
IOCB1
IOC-RB2
IOCB2
IOC-RB3
IOCB3
IOC-RB4
IOCB4
IOC-RB5
IOCB5
IOC-RB6
IOCB6
IOC-RB7
IOCB7
SSPIF
SSPIE
TXIF
TXIE
RCIF
RCIE
TMR2IF
TMR2IE
TMR1IF
TMR1IE
ADIF
ADIE
TMR1GIF
TMR1GIE
CCP1IF
CCP1IE
CCP2IF
CCP2IE
PEIE
RBIE
RBIF
INTF
INTE
T0IF
T0IE
Probuzení z 
úsporného režimu
GIE
IRQ
Obrázek 2.17: Indikace aktivního požadavku přerušení [3]
Při vyvolání přerušení není specifikován zdroj požadavku, a proto je potřeba
prostřednictvím obslužného kódu zjistit zdroj požadavku kontrolou příznakových bitů.
Příznakové bity jsou při vyvolání přerušením příslušným zdrojem nastaveny na
hodnotu log. 1, je tak třeba tyto příznaky nulovat pomocí programu.
Pro návrat z obslužného kódu se zpravidla používá instrukce RETFIE, která,
podobně jako instrukce RETURN, vrátí programový čítač na instrukci, která by byla
prováděna, pokud by nedošlo k přerušení programu. Narozdíl od instrukce RETURN ale
navíc nastaví bit GIE na hodnotu log. 1, čímž opětovně povolí přerušení.
Instrukci RETFIE lze nahradit kombinací instrukcí RETURN a BSF, tento přístup
ale může přinést potíže. Jelikož nelze předvídat, kde v programu dojde k přerušení,
je nutno bit GIE nastavit už v obslužném kódu, což přináší riziko dalšího přerušení ještě
v obslužném kódu.
Přerušení má navíc vliv na mikrokontrolér, nachází-li se v režimu spánku.
Požadavek přerušení totiž způsobí probuzení mikrokontroléru nezávisle
na stavu bitu GIE. Je-li přerušení prostřednictvím bitu GIE zakázáno,
pokračuje mikrokontrolér v programu od instrukce následující za instrukcí SLEEP,
je-li povoleno, provede se instrukce následující za instrukcí SLEEP,
a poté dojde k přerušení. [4]
24
3 NÁVRH KOMPATIBILNÍHO JÁDRA
3.1 Bloková koncepce řešení
Při návrhu bylo třeba zvážit několik záležitostí. Navrhované jádro musí být kompatibilní,
tzn. že chování jádra by se mělo co nejvíce blížit vzorovému mikrokontroléru.
Architektura tak je odvozena od architektuy společnosti Microchip. Instrukce jsou
navrženy tak, aby ALU prováděla operace mezi pracovním registrem a hodnotou
v datové paměti, pracovním registrem a konstantou, operace manipulující s hodnotou
v datové paměti nebo konstantou, případně přesun dat z jedné z výše uvedených hodnot
do pracovního registru či do datové paměti. Pracovní registr tak zastupuje jeden
z operandů a o druhý operand se dělí datová paměť s konstantou uloženou v instrukci.
Zapojení pracovního registru je tak pevně dané.
Datová paměť bude zahrnovat kromě paměti RAM také všechny potřebné registry
včetně vstupně-výstupních portů, které pak budou vyvedeny z jádra po
nezávislých vodičích. Implementovány mohou být také další periferní obvody.
Z periferií je vhodné implementovat čítače/časovače. Více o datové paměti v kapitole 3.5.
Blokové schéma architektury je zobrazeno na obrázku 3.1.Vzhledem k tomu,
že veškerá data z datové paměti musí projít ALU, byl zvolen pro tato data systém
dvou sběrnic. První sběrnice vede z výstupu datové paměti přímo na vstup ALU.
Místo této sběrnice je možné v závislosti na prováděné instrukci připojit na vstup ALU
konstantu uloženou v příslušné instrukci. Druhá sběrnice vede z výstupu ALU a je
připojená na vstup pracovního registru a datové paměti. Protože data neprochází po
jedné sběrnici v obou směrech, ALU nemusí mít na výstupu registr pro uložení výsledku
a může být realizována čistě jako kombinační obvod, což přináší úsporu jednoho taktu
v rámci instrukčního cyklu a tím i více volnosti při návrhu systémového řadiče.
Systémový řadič bude připojen na výstup programové paměti a bude se
prostřednictvím řídicích signálů starat o tok dat v procesoru. Dále bude poskytovat
adresu pro datovou paměť, kód operace pro ALU a konstantu uloženou
v prováděné instrukci. Více o řadiči v kapitole 3.4.
Programová paměť je uvažována jako paměť ROM s pevně danými instrukcemi.
Obsah paměti ROM bude vytvořen ze souboru generovaného vývojovým prostředím
vzorového mikrokontroléru. Programový čítač bude navrhnut jako celistvý modul
umístěný v datové paměti.
Poslední částí je blok přerušení, který bude generovat požadavek obsluhy
přerušení (IRQ). Bude tak činit na základě požadavků dílčích obvodů a jím příslušných
masek přerušení.
25
W registr
RAM
a
registry
V
st
u
p
n
í b
rá
n
a
V
ýs
tu
pn
í b
rá
n
aA
dr
es
a
Programový čítač
Systémový
řadič
Paměť
Programu
(8192 x 14 b)
M
U
X
MUX
KONSTANTA
A
ALU
B
OPERACE
ADRESA
5
8
7
9
RP<1:0>
FSR
IRP
8 9
2
9
14
13
13
8
8
8
8
Blok přerušení
IRQ
Adresa
Data
Obrázek 3.1: Blokový koncept navrženého jádra
3.2 Instrukční soubor mikrokontroléru PIC16F723A
Instrukční soubor mikrokontroléru obsahuje celkem 35 instrukcí. Tyto instrukce jsou
navrženy tak, aby byly všechny provedeny v jednom instrukčním cyklu. Výjimku tvoří
instrukce, které provádějí skok v programu. U těchto instrukcí je třeba načíst nová data
do pipeline, a tak trvá ještě jeden instrukční cyklus, než se načte aktuální instrukce [4].
Obecný formát instrukcí se liší v závislosti na typu instrukce. Společnost Microchip
instrukční soubor dělí na tři základní druhy:
Bajtově orientované instrukce jsou instrukce, které pracují s daty o šířce
jednoho bajtu. Jedná se zejména o aritmetické a logické operace zpracovávající data
uložená v datové paměti mikrokontroléru. Parametry bajtově orientovaných instrukcí je
adresa registru v datové paměti, se kterým se bude pracovat a jeden bit, který určuje,
zda bude výsledek uložen do datové paměti nebo do pracovního registru,
viz obrázek 3.2. [3]
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adresadkód instrukce
7 06813
d = 0 … uložení výsledku do pracovního registru
d = 1 … uložení výsledku do datové paměti
Obrázek 3.2: Formát bajtově orientované instrukce [3]
Bitově orientované instrukce pracující pouze s jedním bitem 8-bitového slova.
Parametry těchto instrukcí je též adresa registru v datové paměti a číslo bitu,
který bude zpracováván, viz obrázek 3.3. Zpracovaný bajt je pak uložen zpět do paměti
na adresu, odkud byl původní bajt načten. [3]
adresabitkód instrukce
7 06913 10
Obrázek 3.3: Formát bitově orientované instrukce [3]
Řídicí instrukce a instrukce pracující s konstantami, kde instrukce pracující
s konstantami mají jako parametr 8-bitovou konstantu, která je pak zpracována
a uložena buď do pracovního registru nebo do datové paměti. Řídicí instrukce mají
specifické kódování, patří mezi ně instrukce skoků atd. V případě práce s konstantou je
parametrem hodnota konstanty a zpracovaný výsledek se zpravidla ukládá do
pracovního registru. Parametrem instrukce skoku, jako je GOTO a CALL, je 11-bitová
adresa instrukce ukládaná do nižších 11 bitů programového čítače. Tato adresa je na
obrázku 3.4 uvedena jako konstanta. [3]
konstantakód instrukce
7 0813
konstantakód instrukce
10 01113
Obrázek 3.4: Formát instrukce pracující s konstantou (nahoře) a instrukce skoku GOTO
nebo CALL (dole) [3]
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Souhrn instrukčního souboru je v příloze A.3. Následuje stručný popis jednotlivých
instrukcí (viz [3]):
1. ADDWF – Provádí operaci součtu hodnot z pracovního registru a datové paměti ze
specifikované adresy. V závislosti na parametru d je výsledek uložen buď do datové
paměti, nebo do pracovního registru. Ovlivňuje bity C, DC a Z registru STATUS.
2. SUBWF – Odečte hodnotu v pracovním registru od hodnoty z datové paměti,
ostatní je totožné s instrukcí výše.
3. ANDWF – V principu je totožná s instrukcí ADDWF, ale místo operace součtu
provede logický součin. Ovlivňuje bit Z registru STATUS.
4. IORWF – Totéž, co ANDWF, provádí logický součet.
5. XORWF – Taktéž shodná s operací ANDWF, provede logickou operaci
nonekvivalence (exkluzivního součtu).
6. COMF – Provede logickou operaci negace hodnoty z datové paměti, podobně jako
u předešlých instrukcí je možno vybrat, kam bude výsledek uložen.
Ovlivňuje bit Z registru STATUS.
7. DECF – Provede dekrementaci hodnoty z datové paměti, ukládá zpět do datové
paměti nebo do pracovního registru. Ovlivňuje bit Z registru STATUS.
8. INCF – Je komplementární k instrukci DECF, místo dekrementace
provádí inkrementaci.
9. DECFSZ – Rozšiřuje instrukci DECF o vyhodnocení podmínky
nulového výsledku. Je-li výsledná hodnota nulová, přeskočí následující instrukci.
Při přeskoku tato instrukce trvá dva instrukční cykly. Neovlivňuje žádný
příznakový bit.
10. INCFSZ – Rozšiřuje instrukci INCF stejným způsobem jako instrukce DECFSZ
instrukci DECF.
11. CLRF – Nuluje všechny bity slova načteného z datové paměti a uloží ho zpět.
Ovlivňuje bit Z registru STATUS.
12. CLRW – Nuluje všechny bity slova načteného z pracovního registru a uloží ho zpět.
Ovlivňuje bit Z registru STATUS.
13. RLF – Provádí bitovou rotaci vlevo hodnoty z datové paměti prostřednictvím bitu
C registru STATUS. Bitu LSB je přiřazena hodnota bitu C a do bitu C je uložena
hodnota bitu MSB. Výsledek může být uložen do datové paměti nebo
do pracovního registru.
14. RLF – Provádí bitovou rotaci vpravo hodnoty z datové paměti prostřednictvím
bitu C registru STATUS. Bitu MSB je přiřazena hodnota bitu C a do bitu C je
uložena hodnota bitu LSB. Výsledek může být uložen do datové paměti nebo
do pracovního registru.
15. MOVF – Zkopíruje data z datové paměti do pracovního registru nebo zpět do
datové paměti. Tato instrukce ovlivňuje bit Z registru STATUS, proto se zpětné
uložení do datové paměti dá využít k testování nulové hodnoty slova.
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16. MOVWF – Zkopíruje data z pracovního registru do datové paměti.
Neovlivňuje žádný příznakový bit.
17. SWAPF – Zamění horní a dolní 4 bity slova z datové paměti. Uložení výsledku je
možné jak do pracovního registru, tak zpět do datové paměti. Neovlivňuje žádný
příznakový bit.
18. NOP – Instrukce, která neprovádí žádnou operaci po dobu celého instrukčního cyklu.
Neovlivňuje tak žádný z příznakových bitů.
19. BSF – Nastaví daný bit slova z datové paměti na hodnotu log. 1, zpracované slovo
pak uloží zpět do datové paměti. Neovlivňuje žádný příznakový bit.
20. BCF – Nastaví daný bit slova z datové paměti na hodnotu log. 0, zpracované slovo
pak uloží zpět do datové paměti. Neovlivňuje žádný příznakový bit.
21. BTFSS – Testuje hodnotu daného bitu slova z datové paměti. Má-li bit hondotu
log. 0, pokračuje následující instrukcí, má-li bit naopak hodnotu log. 1, následující
instrukci přeskočí. Při přeskoku instrukce trvá dva instrukční cykly.
Neovlivňuje žádný příznakový bit.
22. BTFSC – Testuje hodnotu daného bitu slova z datové paměti. Má-li bit hondotu
log. 1, pokračuje následující instrukcí, má-li bit naopak hodnotu log. 0, následující
instrukci přeskočí. Při přeskoku instrukce trvá dva instrukční cykly.
Neovlivňuje žádný příznakový bit.
23. ADDLW – Sečte obsah pracovního registru s konstantou, výsledek uloží do
pracovního registru. Ovlivňuje příznakové bity C, DC a Z.
24. SUBLW – Odečte obsah pracovního registru od konstanty, výsledek uloží do
pracovního registru. Ovlivňuje příznakové bity C, DC a Z.
25. ANDLW – Provede logický součin obsahu pracovního registru a konstanty, výsledek
uloží do pracovního registru. Ovlivňuje příznakový bit Z.
26. IORLW – Provede logický součet obsahu pracovního registru a konstanty, výsledek
uloží do pracovního registru. Ovlivňuje příznakový bit Z.
27. XORLW – Provede logickou operaci nonekvivalence (exkluzivního součtu) obsahu
pracovního registru a konstanty, výsledek uloží do pracovního registru.
Ovlivňuje příznakový bit Z.
28. MOVLW – Zkopíruje hodnotu konstanty do pracovního registru. Neovlivňuje žádný
příznakový bit.
29. GOTO – Provede skok v programu na instrukci na adrese uvedené
v instrukčním kódu. Tato instrukce trvá dva instrukční cykly. Neovlivňuje žádný
příznakový bit.
30. CALL – Provede skok v programu na instrukci na adrese uvedené v instrukčním
kódu, zároveň uloží adresu následující instrukce do zásobníku. Tato instrukce trvá
dva instrukční cykly. Neovlivňuje žádný příznakový bit.
31. RETURN – Provede skok na poslední adresu instrukce, která byla
uložena v zásobníku. Neobsahuje parametry a neovlivňuje žádný
z příznakových bitů.
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32. RETFIE – Provede skok na poslední adresu instrukce, která byla uložena
v zásobníku, zároveň nastaví globální masku přerušení na hodnotu log. 1.
Neobsahuje parametry a neovlivňuje žádný z příznakových bitů.
33. RETLW – Provede skok na poslední adresu instrukce, která byla uložena
v zásobníku, zároveň zkopíruje hodnotu konstanty, uložené v instrukčním kódu,
do pracovního registru. Neovlivňuje žádný z příznakových bitů.
34. CLRWDT – Vynuluje časovač Watchdog a nastavení předděličky, k tomu nastaví
bitům TO a PD registru STATUS hodnotu log. 1.
35. SLEEP – Vynuluje časovač Watchdog a nastavení předděličky, k tomu nastaví bitu
TO hodnotu log. 1 a bitu PD hodnotu log. 0. Nakonec uvede mikrokontrolér do
úsporného režimu a odpojí vnitřní hodinový signál.
3.3 Aritmeticko-logická jednotka
V mikrokontrolérech PIC probíhá veškerý tok dat skrz ALU. Jedná se tedy o první z bloků,
které je potřebné navrhnout. ALU má na vstup prvního operandu A připojen výstup
pracovního registru W, na druhý vstup B je v závislosti na prováděné instrukci připojen
výstup z RAM a registrů, případně konstanta uložená v kódu instrukce.
Prvním krokem bylo stanovit seznam operací, kterými navrhovaná ALU disponuje.
Instrukční soubor mikrokontroléru obsahuje instrukce provádějící triviální operace
a většina instrukcí tak trvá jeden instrukční cyklus, jedná se tedy o ty operace,
které umožní zpracování dat v jednom instrukčním cyklu.
Instrukční soubor obsahuje celkem 35 instrukcí. Tento instrukční soubor bylo potřeba
analyzovat z hlediska funkce jednotlivých instrukcí a na základě těchto funkcí stanovit
potřebné operace. Těmito operacemi jsou:
• logické operace AND, OR a XOR mezi operandy A a B, negace operandu B
• součet a rozdíl mezi operandy B a A, inkrementace a dekrementace operandu B
• rotace vlevo a vpravo skrz bit přenosu, záměna horních a dolních čtyř bitů, to vše
na operandu B
• přesun dat operandu A na výstup, totéž pro operand B, nastavení nulové hodnoty
na výstup
• logická operace OR a AND mezi operandem B a interně poskytnutou 8-bitovou
maskou pro instrukce BSF, BTFSS a BTFSC, v případě instrukce BCF bude
maska negována
Celkem se jedná o 16 operací plus negace masky. Operační kód tak má 5 bitů, z toho
jeden bit slouží právě pro negaci masky.
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Do ALU jsou přivedeny příznakové bity registru STATUS, a pak vyvedeny zpět do
tohoto registru. Z řadiče pak je k ALU přiváděn požadavek na interní příznak nulového
výsledku, jelikož ne všechny instrukce ovlivňují bit Z registru STATUS a přitom je u nich
zapotřebí indikovat nulový výsledek. V případě tohoto požadavku tak bude hodnota
bitu Z přivedena ze vstupu na výstup a skutečný příznak nuly bude vyveden z ALU
přímo do řadiče. Toho lze využít i u některých instrukcí, které tuto indikaci nepožadují,
ale zároveň neovlivňují hodnotu příznaku Z.
A
ALU
B
VÝSLEDEK
MASK <7:0>
OPCODE <4:0>
Z_INT_REQ
STATUS_IN <2:0>
Z_INT
STATUS_OUT <2:0>
8
5
3
3
8 8
8
Obrázek 3.5: Vstupy a výstupy navržené ALU
ALU tak má následující vstupy a výstupy (obrázek 3.5):
• tři 8-bitové vstupy pro operandy A, B a masku, jeden 8-bitový výstup pro výsledek
• 3-bitový vstup a výstup pro příznakové bity registru STATUS
• jeden bit na vstupu pro požadavek interního příznaku nuly, jeden bit na výstupu pro
tento příznak
• 5-bitový vstup pro definici operace a negaci masky
Vzhledem k použití dvousběrnicové struktury pro data není zapotřebí registrový výstup.
3.4 Systémový řadič
Systémový řadič řídí tok dat uvnitř mikrokontroléru. Činí tak na základě právě prováděné
instrukce a jiných vnějších podnětů, jako je aktivní požadavek přerušení apod.
3.4.1 Tok dat z hlediska instrukcí
Každá z instrukcí provádí jinou operaci. Většina z nich ale má společné to, že jejich data
procházejí skrz ALU. Lze tak rozdělit všechny tyto instrukce do několika skupin podle
způsobu, jakým data tečou uvnitř mikrokontroléru:
1. skupina zahrnuje instrukce, které provádí operace s datovou pamětí, tzn. načtou
z datové paměti hodnotu, tu prostřednictvím ALU zpracují a následně uloží buď
zpět do datové paměti, nebo do pracovního registru. Tyto instrukce se vzhledem
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k svému charakteru běžně označují jako RMW instrukce. Příkladem instrukcí z této
skupiny jsou instrukce ADDWF nebo XORWF.
2. skupinou jsou instrukce podmínek ukládající zpracované slovo zpět do datové paměti.
Jedná se o instrukce DECFSZ a INCFSZ.
3. skupina jsou instrukce podmínek neukládající zpracované slovo zpět do
datové paměti. Jedná se o instrukce BTFSS a BTFSC.
4. skupina představuje RMW instrukce pracující s maskou, konkrétně BSF a BCF.
5. skupina RMW instrukcí, které místo datové paměti pracují vždy
s pracovním registrem. Příkladem jsou instrukce ADDLW nebo XORLW.
6. skupina obsahuje instrukce skoku GOTO a CALL.
7. skupina zahrnuje návratové instrukce RETURN, RETFIE a RETLW.
8. skupina jsou zbylé instrukce, které by se daly rozdělit do samostatných skupin,
ale vzhledem k tomu, že dvě z těchto instrukcí nejsou implementovány, budou
sloučeny do jedné skupiny. Neimplementovanými instrukcemi jsou CLRWDT
a SLEEP, které tak budou nahrazeny instrukcí NOP.
3.4.2 Návrh řadiče
Řadič v mikrokontroléru je realizován jako obvodový (oproti mikrokódovým variantám
u složitějších procesorů), jelikož dokáže všechny instrukce zpracovat bez
provádění mikroinstrukcí.
Pro návrh řadiče byla zvolena metoda popisu konečného stavového automatu.
Výsledkem tohoto postupu může být větší obvod, nicméně popis stavového automatu
přináší jistou úroveň abstrakce, která je vhodná pro popis chování řadiče pro jednotlivé
druhy instrukcí. Optimalizace pak bude přenechána syntetizéru.
Instrukční registr
MUX
MUX
Instrukční dekodér Řídící část
ADDRESS
LITERAL
OPCODE
MASK
MUX_CONTROL
Ostatní signály
NOP
CALL 0004h
PIPELINE_FL
PR
_M
EM
IRQ
CLK4
CLK1
ADDRESS_OUT
LITERAL_OUT
OPCODE_OUT
MASK_OUT
CONTROL_OUT
Obrázek 3.6: Blokové schéma systémového řadiče
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Blokové schéma řadiče je znázorněno na obrázku 3.6. Navržený řadič se skládá ze
tří základních částí. První je instrukční registr, v kterém je uložena instrukce
ke zpracování. Obsah tohoto registru bude aktualizován každý čtvrtý takt hodinového
signálu, tj. na každém počátku instrukčního cyklu. Druhou částí je dekodér instrukce.
Tento kombinační obvod rozpozná z kódu instrukce její druh, získá z něj všechny
potřebné parametry a poté všechny potřebné údaje, jako je adresa pro datovou paměť,
operace pro ALU či hodnota konstanty, pošle třetí části řadiče.
Tou je řídicí část, která bude realizována již zmíněnou metodou popisu
stavového automatu. Řídicí část přijme data z instrukčního dekodéru a na základě těchto
dat bude nastavovat hodnoty řídicím signálům a posílat data, jako adresa pro datovou
paměť, konstanta či kód operace pro ALU.
Na obrázku 3.6 jsou navíc zobrazeny dva multiplexory. První zajišťuje načtení
instrukce skoku na vektor obsluhy přerušení, pokud by byl aktivní požadavek přerušení.
Druhý multiplexor slouží k vyprázdnění pipeline při vykonání instrukce skoku a má
přednost před obsluhou přerušení, aby byl probíhající skok korektně proveden.
Řídicí část je realizována soustavou stavových automatů a je znázorněna
na obrázku 3.7. Každý z těchto automatů reprezentuje jednu ze skupin instrukcí
uvedených v kapitole 3.4.1. Jednotlivé automaty pracují souběžně, mají totožné výstupy
a přidělení řízení jednotlivým automatům je řešeno pomocí multiplexoru řízeného
dekodérem instrukce.
Stavový 
automat č. 1
Stavový 
automat č. 2
MUX
ADDRESS 1
LITERAL 1
OPCODE 1
MASK 1
CONTROL 1
PIPELINE_FL 1
PIPELINE_FL 2
ADDRESS 2
LITERAL 2
OPCODE 2
MASK 2
CONTROL 2
ADDRESS
LITERAL
OPCODE
MASK
MUX_CONTROL
DEST
CLK1
ADDRESS_OUT
LITERAL_OUT
OPCODE_OUT
MASK_OUT
CONTROL_OUT
PIPELINE_FL
MASK_NEG
Obrázek 3.7: Blokové schéma řídicí části řadiče
Kvůli tomuto řešení a potřebě přivést některé signály na výstup okamžitě po
zachycení instrukce (jako např. adresa datové paměti) je automatem řízen tok pouze těch
signálů, které se v průběhu provádění instrukce mění (povolení zápisu do paměti apod.),
a zbylá data jsou přivedena ze vstupu automatu přímo na jeho výstup.
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Stavový diagram na obrázku 3.8 popisuje chod stavového automatu pro
1. skupinu instrukcí. Těmito instrukcemi jsou instrukce ADDLW, ANDLW, BSF,
CLRF, DECF atd.
set_address
- Nastav adresu, použij 
přímé/nepřímé adresování
- Inkrementuj programový 
čítač
process_data
- Na vstup ALU připoj 
datovou paměť
- Nastav operaci a masku pro 
ALU
initial_conditions
- V případě zápisu do PCL 
vyprázdni pipeline
- Klidový stav
save_data
- Zápis do datové paměti 
nebo pracovního registru
Obrázek 3.8: Koncepce instrukčního cyklu řadiče pro 1. skupinu instrukcí
Jelikož v obvodech FPGA bývají třístavová hradla pouze na vstupně-výstupních
pinech, je na datové sběrnici vždy nějaká logická hodnota. Prvním krokem je tedy zákaz
zápisu jak do datové paměti, tak do pracovního registru a tento krok je společný pro
řízení všech instrukcí. V tomto kroku je také provedena inkrementace programového
čítače a nastavení adresy datové paměti včetně nastavení přímého nebo
nepřímého adresování.
Následuje nastavení operace a masky pro ALU a nastavení datového multiplexoru,
aby byla na vstup ALU připojena datová paměť. V tomto kroku dojde k připojení
adresovaného registru datové paměti k datové sběrnici.
Během třetího kroku stavový automat nastaví příslušné povolovací signály pro uložení
do datové paměti nebo do pracovního registru.
V posledním kroku se stavový automat uvede do takového stavu,
ve kterém neovlivňuje tok dat nežádoucím způsobem. V případě, kdy instrukce zapisuje
do registru PCL, dá automat impulz k vyprázdnění pipeline, protože změnou hodnoty
v registru PCL dojde ke skoku v programu.
3.5 Datová paměť
Navržená datová paměť je koncipována jako společný paměťový oddíl pro paměť RAM
a pro registry mikrokontroléru.
Přestože se konceptuálně jedná o jeden blok, realizace dílčích částí se značně liší.
Paměť RAM má poměrně velkou kapacitu, a proto je třeba využít paměťových bloků
(v případě obvodu ASIC záleží na technologii, zda tyto bloky obsahuje). Registry tímto
způsobem realizovat nelze. Port paměti RAM pracuje pouze s tou částí paměti,
která je právě adresována, a registry mají velké požadavky na vedení interních signálů
mimo datovou sběrnici. Pro realizaci registrů je proto nutné použít klopných obvodů.
Klopné obvody mají synchronní vstup a asynchronní výstup. Pro realizaci paměti RAM
je tak použito takové paměti, která bude z hlediska charakteru vstupu a výstupu
korespondovat s registry. Paměť RAM je realizována standardním popisem paměti
a toto řešení je tak použitelné jak pro obvod FPGA, tak pro obvod ASIC.
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Pro implementaci do obvodu Spartan-3 je nastaven syntetizér společnosti Xilinx tak,
aby pro realizaci paměti RAM použil tzv. distribuovanou RAM, viz [10].
Distribuovaná RAM společnosti Xilinx je založena na možnosti naprogramování
jednotlivých logických bloků obvodu Spartan-3 jako paměť RAM, a to jednoportovou
o maximální kapacitě 64 bitů nebo dvouportovou o maximální kapacitě 32 bitů.
Tato paměť disponuje synchronním zápisem a asynchronním čtením. Volitelně lze
realizovat synchronní čtení prostřednictvím klopných obvodů nacházejících se
v samotných logických blocích. Logické bloky realizující paměť RAM jsou pak
přeskupeny poblíž sebe a pospojovány tak, aby vytvořily paměť RAM
o požadované velikosti. [10]
3.5.1 Přímé a nepřímé adresování
Vykonává-li se instrukce, která jako parametr obsahuje adresu bloku v datové paměti,
je tato adresa obvykle předána adresovému dekodéru. Tento způsob se nazývá
přímé adresování. Je-li však parametrem adresa registru INDF, místo adresy z instrukce
se adresovému dekodéru předá hodnota uložená ve speciálním registru. Tímto registrem
je registr FSR a jeho výstup je kromě datové sběrnice připojen na adresový dekodér
společně s adresou z instrukce pomocí adresového multiplexoru, viz obrázek 3.1.
Mikrokontrolér pak pracuje s blokem paměti na adrese uložené právě v tomto registru.
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Obrázek 3.9: Schéma registru FSR
Registr FSR je implementován jako jednoduchý 8-bitový registr a jeho schéma je
na obrázku 3.9. Na vstup DATA_IN jsou přiváděna data z datové sběrnice, vstup
ENABLE povoluje uložení dat do registru. Výstup DATA_OUT je vyveden směrem
k datové sběrnici a výstup IND_ADDR je přiveden přímo na adresový multiplexor.
Vzhledem k tomu, že celkový rozsah paměti realizovaného mikrokontroléru přesahuje
rozsah hodnot 7-bitové přímé adresy i 8-bitové hodnoty registru FSR, používá se dále
tzv. stránkování, viz kapitola 2.2.1.
Celková adresa pro datovou paměť má šířku 9 bitů. Přímá adresa je tak rozšířena o bity
RP0 a RP1, nepřímá adresa pak o bit IRP.
Výsledná adresa je přivedena na vstup adresového dekodéru, který tvoří třetí část
datové paměti a převádí adresu na příslušný povolovací signál pro daný registr v případě
zápisu a na binární hodnotu sloužící k řízení výstupního multiplexoru v případě čtení.
Povolovací signály pro jednotlivé registry jsou pak pomocí logického součinu řízeny řadičem
skrze signál povolující zápis do datové paměti.
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3.5.2 Programový čítač
Programový čítač je z hlediska návrhu poměrně složitý obvod. Obsahuje 3 hlavní
registry a zásobník. Prvním registrem je registr PCL, který zastupuje dolních 8 bitů
adresy programové paměti. Zbylých 5 bitů 13-bitové adresy je uloženo v registru PCH,
do kterého jsou přenášena data z vyrovnávacího registru PCLATH. [4]
Schéma programového čítače je zobrazeno v příloze B.1. Složitost obvodu vychází
z různých variant toku dat v tomto čítači. Všechny tyto varianty byly uvedeny
v kapitole 2.3, proto netřeba je zmiňovat. Kvůli této komplexnosti programový čítač
používá několika řídicích signálů, které jsou ovládány řadičem:
• NORMAL – Slouží k nastavení normálního režimu čítače a umožňuje tak
inkrementaci čítače během standardního běhu.
• PC_INC – Povoluje inkrementaci čítače.
• JUMP – Říká čítači, že bude proveden skok.
• INT_VECTOR – Indikuje prioritní skok na adresu 000416, tj. vektor
obsluhy přerušení. Zajišťuje skok přesně na tuto adresu, jelikož instrukce
CALL 000416, která ve svém 11-bitovém parametru nemusí pokrýt celý rozsah
programové paměti, by mohla v případě implementace programové paměti o vyšší
kapacitě skončit v jiném paměťovém bloku.
Tyto signály určují způsob, jakým budou data načítána do registrů PCL a PCH.
Signály a porty typu ENABLE, DATA_IN a DATA_OUT patří ke struktuře
datové paměti. Port PROG_MEM je port vedoucí k adresovému portu
programové paměti. Kromě těchto signálů jsou čítačem použity ještě dva signály:
• STACK_PUSH – Říká čítači, aby uloženou adresu instrukce uložil do zásobníku.
• STACK_POP – Říká čítači, aby poslední hodnotu uloženou v zásobníku uložil do
registrů PCL a PCH.
Tyto signály jsou používány hlavně zásobníkem. Ten je realizován jako paměť RAM
o velikosti 8x13 bitů. Aby se tato paměť chovala jako zásobník, je doplněna o čítač,
konkrétně ukazatel zásobníku (angl. STACK Pointer), který reprezentuje ukazatel na
adresu v této paměti a v závislosti na signálech STACK_PUSH a STACK_POP
s ní pracuje.
Díky parametrickému zápisu lze měnit parametry tohoto bloku. Šířka programového
čítače je nastavitelná v rozsahu 11–13 bitů, čímž je možno adresovat paměť o kapacitě
2 048–8 192 instrukcí. Zásobníku lze zvolit prakticky libovolnou velikost, musí však být
schopen uložit alespoň dvě instrukce. V případě, že kapacita zásobníku není mocninou
dvou, je generována dodatečná logika, která zabrání ukazateli zásobníku adresovat
neexistující bloky a v případě inkrementace či dekrementace mimo definované meze
vynutí jeho přetečení či podtečení.
36
3.5.3 Registr STATUS
Registr STATUS obsahuje příznakové bity a bity určené pro stránkování v datové paměti.
RP0 TO PD Z DC CRP1IRP
07
R/W – 0 U – 1 U – 1 R/W – X R/W – X R/W – XR/W - 0 R/W - 0
Obrázek 3.10: Registr STATUS [3]
Řazení bitů registru STATUS je znázorněno na obrázku 3.10. Bity IRP, RP0 a RP1
jsou stránkovací bity již zmíněné v kapitole 3.5.1. Bity TO a PD indikují, zda došlo
k přetečení časovače Watchdog nebo zda se mikrokontrolér nachází v úsporném režimu
a jsou pouze pro čtení. Vzhledem k absenci časovače Watchdog a úsporného režimu však
tyto bity nejsou fyzicky implementovány. Namísto jejich hodnot jsou při čtení vraceny
hodnoty log. 1. Bity C, DC a Z jsou příznakové bity využívané ALU.
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Obrázek 3.11: Schéma registru STATUS
Obrázek 3.11 zobrazuje schéma registru STATUS. Signály STATUS<2:0>_IN
a STATUS<2:0>_OUT jsou interními vstupními a výstupními signály příznaků ALU.
Signál STATUS<7:5>_OUT reprezentuje stránkovací bity a je interně vyveden
k adresovému multiplexoru datové paměti. Čtení a přímý zápis do registru je realizován
prostřednictvím portů DATA_OUT a DATA_IN a signálem ENABLE, který povoluje
přímý zápis do registru. Aktualizace příznakových bitů je prováděna prostřednictvím
signálu STATUS_SAVE.
3.5.4 Vstupně-výstupní porty
Vstupně-výstupní porty mikrokontroléru PIC16F723A jsou stručně popsány v kapitole 2.5.
Jedná se o obousměrné porty, u kterých je směr jednotlivých pinů nastavován pomocí
příslušného registru TRIS. Pro tento účel obsahují porty třístavová hradla, která nejsou
pro realizovaný mikrokontrolér k dispozici.
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Obrázek 3.12: Obecný koncept 8-bitového vstupně-výstupního portu
Jak je vidět na obrázku 3.12, pro návrh portu byl zvolen systém odděleného
vstupu a výstupu. Port tak obsahuje dva 8-bitové registry, jeden vstupní
a jeden výstupní. Do výstupního registru je možno přímo zapisovat, vstupní registr pak
přijímá data zvenku. Čtení portu je modifikováno pomocí soustavy 8 multiplexorů
řízených registrem TRIS. Tímto způsobem lze číst jak vstupní, tak i výstupní údaje na
příslušných pinech. Řízení čtení registrem TRIS dodržuje konvence nastavení registru
TRIS společnosti Microchip, tj. hodnota log. 0 pro výstup a log. 1 pro vstup.
Díky parametrickému zápisu lze velikosti všech tří portů libovolně modifikovat
v rozsahu 1–8 bitů.
3.5.5 Timer 0
Funkce čítače/časovače Timer 0 mikrokontroléru PIC16F723A byla popsána
v kapitole 2.6.1. Schéma tohoto modulu je znázorněno v příloze B.2.
Schéma čítače/časovače je odvozeno z [3], vyskytuje se tu však několik odlišností.
Vstup externích impulzů je synchronizován s hodinovým signálem mikrokontroléru.
Nastavení režimu čítače nebo časovače a nastavení předděličky je shodné s původním
mikrokontrolérem, samotná předdělička je však synchronní.
Následuje synchronizační část, která zakáže čítání, dojde-li k přímému zápisu do
registru TMR0 a Timer 0 je nastaven jako čítač, po dobu následujících
dvou instrukčních cyklů. Toho je dosaženo tím, že synchronizační modul detekuje
sestupnou hranu signálu WE, který slouží k povolení přímého zápisu do registru TMR0,
a po této události na výstup přivede hodnotu log. 1, která pomocí hradel zobrazených
v příloze B.2 zakáže čítání čítače. Synchronizační obvod je opatřen vlastním čítačem,
který se spustí při sestupné hraně signálu WE a následně čítá po dobu následujících
dvou instrukčních cyklů. Poté vynuluje výstup a tím povolí čítání.
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Obrázek 3.13: Schéma registru TMR0
Samotný registr TMR0 je znázorněn na obrázku 3.13. Jedná se o synchronní čítač
s možností přímého zápisu a možností zákazu čítání. Je doplněn o klopný obvod
a dva komparátory, které generují jednotkový impulz o šířce jedné periody vnitřního
hodinového signálu. Tento impulz indikuje přetečení čítače a je vyveden na bit T0IF
registru INTCON.
3.5.6 Timer 1
Timer 1 je 16-bitový čítač/časovač, který již byl popsán v kapitole 2.6.2. Výsledná 16-bitová
hodnota je rozdělena do dvou přepisovatelných registrů – TMR1L a TMR1H.
Schéma čítače/časovače je v příloze B.3. Prvním z rozdílů je absence externího
dedikovaného oscilátoru. Signál T1OSCEN nebyl vypuštěn, ale byl nahrazen jinou funkcí.
Tou funkcí je výběr aktivní hrany externího signálu z pinu T1CKI, který je poté
synchronizován s vnitřním hodinovým signálem. Nový řídicí signál má označení T1ES
a nahrazuje signál T1OSCEN. Dále chybí vstup oscilátoru kapacitních senzorů,
které nejsou v jádře implementovány a při nastavení tohoto zdroje je na vstup časovače
připojen vnitřní hodinový signál. Vzhledem k tomu, že celý návrh jádra je synchronní s
vnitřním hodinovým signálem, není implementována možnost výběru synchronního či
asynchronního režimu pomocí bitu T1SYNC, stejně tak je i předdělička realizována jako
synchronní obvod. Změny bitů v registru T1CON jsou znázorněny na obrázku 3.14.
T1CKPS1 T1CKPS0 T1ES - - TMR1ONTMR1CS0TMR1CS1
07
R/W – 0 R/W – 0 R/W – 0 U – 0 U – 0 R/W - 0R/W - 0 R/W - 0
Obrázek 3.14: Řazení bitů registru T1CON
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V tabulce 3.1 je uveden význam bitu T1ES pro výběr aktivní hrany signálu přivedeného
z pinu T1G.
Tabulka 3.1: Význam bitu T1ES pro aktivní hranu signálu z pinu T1G
T1ES Aktivní hrana
0 náběžná
1 sestupná
Čítač/časovač Timer 1 je doplněn o obvod, kterým lze řídit proces čítání. Tento
obvod generuje pro čítač TMR1 povolovací pulz na základě vnějších podnětů.
Těmito podněty jsou:
• Přetečení čítače/časovače Timer 0
• Shoda obsahu registru TMR2 s obsahem registru periody PR2 časovače Timer 2
• Stav vnějšího pinu T1G
• Povolovací signál CLK4
Schéma řídicího bloku je znázorněno v příloze B.4. Obvod umožňuje různými způsoby
zpracovávat vstupní signály. První částí obvodu nacházející se za multiplexorem pro
výběr vstupního signálu je hradlo XOR, které slouží k výběru aktivní polarity
vstupního signálu. Je-li bit T1GPOL registru T1GCON nastaven na hodnotu log. 0,
je aktivní nízká úroveň vstupního signálu a naopak. Následuje možnost výběru, zda bude
signál zpracován pomocí přepínače, který při každé náběžné hraně signálu vstupní
signál invertuje. Součástí tohoto obvodu je synchronní detekce nástupné hrany
následovaná přepínačem v podobě klopného obvodu T. Při resetu procesoru nebo při
odpojení tohoto obvodu je klopný obvod vynulován, aby bylo zajištěno, že přepínání
bude probíhat od definované hodnoty. Výběr tohoto módu je realizován nastavením bitu
T1GTM registru T1GCON na hodnotu log. 1. Za tímto blokem se nachází modul,
který propustí pouze jeden pulz vstupního signálu a jenž lze připojit nastavením bitu
T1GSPM registru T1GCON na hodnotu log. 1. Nastavením bitu T1GGO/DONE na
hodnotu log. 1 je poté obvod spuštěn. Obvod pak propustí jeden pulz vstupního signálu
a při sestupné hraně vstupního signálu vynuluje bit T1GGO/DONE
a ukončí svoji činnost.
Všechny tři zmíněné funkce lze nastavením jednotlivých bitů volitelně kombinovat.
Nakonec lze povolit funkci celého bloku prostřednictvím bitu TMR1GE registru T1GCON.
Současná hodnota na výstupu bloku je ukládána do registru T1GCON, konkrétně do bitu
T1GVAL a při každém ukončení povolovacího signálu je generován požadavek přerušení,
jehož stav se nachází v registru PIR1 a maska v registru PIE1. Řazení bitů registru
T1GCON je uvedeno na obrázku 2.13.
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3.5.7 Timer 2
Funkce časovače Timer 2 se principiálně neliší od původního obvodu, jehož funkce byla
popsána v kapitole 2.6.3. Na vstup předděličky je přiveden signál CLK4. Je-li zapnut,
časovač TMR2 inkrementuje na základě výstupu z předděličky, dokud se hodnota
registru TMR2 neshoduje s hodnotou uloženou v registru periody PR2. Při této události
je jako následující hodnota čítače nastavena nula a je generován synchronní pulz signálu
PR2MATCH, který skrze postděličku generuje požadavek přerušení. Signál PR2MATCH
je dále přiveden k časovači Timer 1 jako volitelný signál pro řízení jeho čítání.
Tímto propojením lze poměrně dobře realizovat časování delších intervalů.
Schéma zapojení registrů časovače je v příloze B.5.
Předdělička i postdělička pracují na stejném principu, jedinou odlišností je dekodér
dělicího poměru. Obě děličky jsou vynulovány, dojde-li k zápisu do registru TMR2
nebo T2CON. Čítač děličky čítá jednotlivé vstupní impulzy, dokud nedojde ke shodě
s dělicím poměrem – v tom okamžiku je na vstup vyrovnávacího registru nastavena
hodnota log. 1, která umožní propustit následující pulz ven z děličky,
je-li časovač zapnut. Následně je čítač vynulován a cyklus se opakuje. Dělicí poměry
obou děliček jsou nastavovány v registru T2CON (viz obrázek 2.15) a v obou děličkách
se tak nachází dekodéry pro příslušné kombinace. Výčet dělicích poměrů v závislosti na
nastavení příslušných bitů je uveden v tabulce 2.2 a tabulce 2.3. Schéma děličky se
nachází v příloze B.6.
3.6 Přerušení
Systém obsluhy přerušení je implementován pomocí řadiče, nicméně k tomu, aby mohl
být příslušný požadavek přerušení obsloužen, musí být tento požadavek také vyvolán.
O to se stará blok přerušení, který vyhodnocuje požadavky přerušení spolu
s příslušnými maskami. Zároveň generuje požadavek přerušení při změně logické hodnoty
na pinu INT, přičemž aktivní hrana této změny je nastavována prostřednictvím bitu
INTEDG registru OPTION. Generátor požadavku přerušení při změně hodnoty na pinu
INT obsahuje logiku, která zakáže generaci požadavku přerušení v případech,
kdy je prováděn zápis do registru OPTION a kdy změna hodnoty bitu INTEDG může
vyvolat právě požadavek přerušení, i když ke změně hodnoty na pinu INT
ve skutečnosti nedošlo.
Přerušovací systém funguje na následujícím principu – dojde-li k události,
která generuje požadavek přerušení, zašle obvod, který tento požadavek generuje,
synchronní pulz, který nastaví příznakový bit příslušného registru při další náběžné hraně
vnitřního hodinového signálu CLK1. Hodnota tohoto příznakového bitu je pak interně
vyvedena z datové paměti do bloku přerušení, kde je pomocí bitů masky vyhodnoceno,
zda bude generován požadavek přerušení. Schéma tohoto bloku je v příloze B.7.
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Jedním ze zdrojů přerušení je přerušení při změně hodnoty na libovolném pinu
portu PORTB. Ke každému vstupnímu registru portu je proto připojeno hradlo XOR,
které změnu detekuje v případě, že příslušný pin je nastavený jako vstupní,
viz obrázek 3.15. V bloku přerušení je pak pomocí maskování s bity registru IOCB
a následného hradla OR generován pulz nastavující bit RBIF registru INTCON na
hodnotu log. 1. V rámci tohoto schématu má pro zjednodušení PORTB šířku 4 bity.
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Obrázek 3.15: Schéma pinu portu PORTB
Je-li vygenerován požadavek přerušení, je předán řadiči, kde odpojí od instrukčního
registru programovou paměť a na vstup registru přivede instrukci nařizující skok na vektor
přerušení (CALL 000416). Řadič pak detekuje, že při vykonávání této instrukce je aktivní
požadavek přerušení, a během skoku vynuluje globální masku přerušení GIE, aby nedošlo
k přerušení během provádění obslužné rutiny. Narazí-li řadič na příkaz RETFIE, provede
návrat na poslední adresu uloženou v zásobníku instrukcí a bit GIE nastaví na hodnotu
log. 1, čímž opětovně povolí přerušení. Před instrukcí skoku na vektor přerušení má
přednost instrukce NOP. Je-li totiž požadavek přerušení aktivován během vykonávání
instrukce skoku, která po přepsání obsahu programového čítače potřebuje jeden instrukční
cyklus pro vyprázdnění pipeline, nesmí tuto instrukci přerušit. Uvedená instrukce NOP
se v tomto případě používá právě pro vyprázdnění pipeline a na rozdíl od standardní
instrukce NOP neinkrementuje programový čítač. Přepínání vstupu instrukčního registru
řadiče je vyobrazeno na obrázku 3.6.
3.7 Hodinový signál a reset
Jádro pracuje synchronně vzhledem k jednomu hodinovému signálu, který je ve
schématech a VHDL popisu označen jako CLK1. Od tohoto signálu je pak odvozen
signál, který reprezentuje délku jednoho instrukčního cyklu a je označen CLK4.
Jedná se o synchronní pulz o periodě čtyř taktů signálu CLK1 a střídě 25 %.
Tímto signálem je řízeno několik funkcí jádra, jako povolovací signál pro čítání
čítačů/časovačů, ale především zajišťuje ukládání adresované instrukce do instrukčního
42
registru a zajišťuje synchronizaci stavových automatů řadiče. Generátor signálu CLK4 je
na obrázku 3.16. Oba klopné obvody jsou při resetu nulovány. První část reprezentuje
dvoubitový kruhový čítač, druhá část porovnává výstup čítače a je-li tato hodnota 112,
na výstupu obvodu je log. 1. Druhý klopný obvod slouží jako buffer ke zlepšení signálu
CLK4, který je poté rozveden do několika částí jádra.
D Q
D Q
+1
=
0
1
0
1
CLK1
RST
RST
“00” “11”
‘0’
CLK4
CLK1
Obrázek 3.16: Schéma generátoru signálu CLK4
Reset obvodu je uvažován jako podnět z prostředí mimo jádro. Proto je signál
synchronizován pomocí obvodu, který je na obrázku 3.17.
D Q
D Q D Q
0
1
0
1
‘1’
‘0’
CLK1
RST
RST_EXT
Obrázek 3.17: Synchronizační obvod pro reset jádra
Obvod se skládá ze dvou synchronizačních klopných obvodů, invertoru
a jednoho bufferu. Signál RST_EXT reprezentuje vnější signál resetu. Pokud má tento
signál hodnotu log. 0, jádro je aktivní. Pokud ale má tento signál hodnotu log. 1, resetuje
první dva klopné obvody a přes invertor a buffer nastaví signál RST na hodnotu log. 1.
Tento signál představuje vnitřní reset a je distribuován v celém jádře.
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4 REALIZACE JÁDRA
V kapitole 3 byly popsány navržené části jádra. Byl popsán návrh všech důležitých bloků
od ALU přes systémový řadič, vybrané části datové paměti včetně registrů,
programový čítač až po systém obsluhy požadavků přerušení. Tato kapitola se oproti
tomu věnuje samotné implementaci navržené architektury do obvodu FPGA.
4.1 Použitá metoda popisu jádra
Pro implementaci jádra do obvodu FPGA byl využit popisovací jazyk VHDL.
Popis jádra byl proveden pomocí hierarchického strukturálního zápisu, pro nějž byla
použita tzv. metoda top-down. Tato metoda spočívá v postupu návrhu od nejvyšší
úrovně hierarchie po nejnižší. Jednotlivé zdrojové soubory dodržují takovou konvenci
v jejich pojmenování, aby byla co nejvíce zjednodušena orientace v hierarchii.
Například název PIC_MEMORY_REG_STATUS udává, že se jedná o buňku STATUS,
která je registrem v bloku MEMORY projektu PIC.
Dále byla v projektu použita vlastnost jazyka VHDL, které se říká generika.
Umožňuje parametrický zápis jednotlivých buněk, přičemž parametry mohou být
nastaveny různě pro jednotlivé varianty jádra. V případě implementovaného jádra jsou
všechny generické parametry uchovány v samostatném VHDL souboru,
pomocí kterého lze všechny vlastnosti změnit bez zásahu do samotného popisu jádra. [8]
V projektu je také využito znovupoužitelných buněk – jedná se o detektory náběžné
nebo sestupné hrany. Tyto detektory existují ve dvou variantách – první je použita pro
signály vstupující do jádra, které je potřeba prvně synchronizovat, druhá varianta je
použita uvnitř jádra, kde jsou všechny signály synchronní a je tak možno detekovat
hranu bez zpoždění.
Celý popis jádra je z hlediska sekvenční logiky synchronní. Jádro běží na jednom
hlavním hodinovém signálu CLK1 doplněným o povolovací signál CLK4 indikující
začátek instrukčního cyklu. Signál CLK4 je synchronní pulz o periodě čtyř taktů signálu
CLK1 a střídě 25 %. Pro implementaci do obvodu FPGA je použito sychronního resetu
všech sekvenčních obvodů. Nicméně pro možnou implementaci jádra do obvodu ASIC je
použito resetu asynchronního, zejména z důvodu rychlosti, menší plochy na čipu
a nezávislosti resetu na hodinovém signálu. Vstupní piny jsou pro testování
v obvodu FPGA opatřeny několika synchronizačními registry, díky kterým sice vzroste
zpoždění propagace signálu do jádra, na druhou stranu je jádro odolnější
z hlediska metastability. V případě integrace do obvodu ASIC se předpokládá,
že jádro bude komunikovat s obvody uvnitř čipu a řešení metastability tak bude
záležet na aplikaci. Pro popis jádra pro implementaci do obvodu ASIC se tak
metastabilita prozatím neřeší.
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Operace pro ALU, typy instrukcí a adresy registrů datové paměti jsou uchovány
v samostatných VHDL souborech prostřednictvím výčtových typů a konstant.
Přiřazením těchto souborů v příslušných zdrojových kódech je pak využito názvů
jednotlivých konstant místo jejich hodnot, což zvyšuje přehlednost kódu a v případě
výčtových typů umožňuje mj. větší volnost pro syntézu a lepší zobrazení současně
prováděné instrukce v simulaci. Stavové automaty používají one-hot kódování,
kdy jednotlivé stavy jsou specifikovány prostřednictvím konstant. Každý z automatů má
pět stavů, z toho jeden reprezentuje nulovací stav a má hodnotu 00002. [8]
4.2 Simulace, testování a verifikace
V průběhu implementace jádra do obvodu FPGA byly průběžně prováděny simulace.
Simulovány byly vybrané bloky jak z důvodu ověření základní funkce, tak i pro
potřeby ladění. Simulace byly prováděny pro určité nastavení testovaného obvodu,
které pokryje pokud možno co nejvíce funkcí obvodu. Například při testování funkce
řadiče byla vytvořena sekvence, která simuluje načítání různých instrukcí
z programové paměti. Pro každou simulaci byl vytvořen konfigurační soubor pro
zobrazení vybraných průběhů.
Po dokončení jádra byla pomocí kombinace simulace v celém rozsahu jádra
a funkčního testování programů prováděna základní verifikace jádra. Pro verifikaci byl
nejprve vytvořen program psaný v jazyce symbolických adres (dále jen assembler)
z důvodu jednodušší orientace v kódu během ladění. Po odladění jádra pomocí tohoto
programu byly testovány programy psané v jazyce C. Překladač při kompilování nejdříve
přeloží kód psaný v jazyce C do assembleru a ten následně přeloží do souboru HEX,
viz kapitola 4.3. Překladač obvykle při překladu z jazyka C vytvoří program, který má
mnohem více instrukcí než program psaný přímo v assembleru. To přináší výhodu
z hlediska verifikace, protože překladač používá k vykonání jednotlivých operací poměrně
netradiční a nepříliš optimalizované sekvence instrukcí a často generuje instrukce skoku.
Pro verifikaci v jazyce C byl použit nejprve testovací program přepsaný z assembleru
do jazyka C a poté vybrané ukázkové programy společnosti Microchip, které se příliš
nezaměřovaly na použití analogových periferií. Tyto programy pak byly upraveny pro
samotné jádro kvůli absenci některých periferií a z důvodu mapování vstupně-výstupních
pinů a portů na testovací desce obvodu FPGA. Na přiloženém datovém médiu se nachází
všechny tyto programy, příslušné soubory HEX a VHDL popisy programových pamětí.
4.3 Programování jádra
Jádro obsahuje programovou paměť typu ROM. Její velikost je možno nastavit
v závislosti na velikosti programového čítače v rozmezí 2 048 – 8 192 14-bitových slov.
Programový čítač tak může mít šířku adresové sběrnice v rozmezí od 11 do 13 bitů.
45
Vzhledem k typu programové paměti je program implementován již v RTL kódu
a obsah paměti je tak pevně definován. K tomuto účelu je využito překladu programu
uloženého v souboru typu HEX, který je generován vývojovým prostředím během
kompilování programu. Je proto možno využít programového vybavení výrobce
vzorového mikrokontroléru. K překladu pak byl vytvořen program, který analyzuje
soubor HEX a převede ho na popis paměti ROM. Dále je v tomto programu možno
nastavit základní parametry jádra, jako je velikost programového čítače, počet úrovní
instrukčního zásobníku nebo bitovou šířku jednotlivých vstupně-výstupních portů.
V tomto případě program generuje již výše zmíněný externí VHDL soubor s generickými
parametry jádra. Ukázka uživatelského rozhraní programu je na obrázku 4.1.
Obrázek 4.1: Aplikace pro generování potřebných VHDL souborů
4.3.1 Formát souboru HEX firmy Microchip
Během překladu programu vývojové prostředí přeloží program do hexadecimálního
formátu, který je pak uložen v souboru HEX. Jedná se o textový soubor s příponou .hex,
který obsahuje data ve výše zmíněném formátu. Tento formát je založen na formátu
definovaném firmou Intel, v případě vzorového mikrokontroléru se jedná
o 8-bitový formát a jeho označení je INHX8. Příklad souboru v tomto formátu
je na obrázku 4.2. [7]
:10000000FF308600831686018312A001A101A00B98
:0A0010000728A10B07288603072824
:02400E00F13F80
:00000001FF
Obrázek 4.2: Příklad obsahu HEX souboru ve formátu INHX8 [7]
Každý nový řádek je označen dvojtečkou. Následující dva znaky udávají počet datových
bajtů tohoto řádku. Poté následují dva bajty udávající adresu prvního datového bajtu
tohoto řádku. Vzhledem k tomu, že instrukce mají velikost dvou bajtů, je skutečná hodnota
adresy poloviční oproti hodnotě uložené v souboru. Za těmito dvěma bajty se nachází
jeden bajt udávající význam dat, který je uveden v tabulce 4.1. Poté následuje sekvence
slov o velikosti dvou bajtů, která reprezentují samotná data. Tato data jsou uložená ve
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formátu Little Endian, to znamená, že pořadí bajtů je obrácené a dolní bajt slova je tak
uveden jako první. [7]
Tabulka 4.1: Typy dat uložených v HEX souboru
Hodnota Význam
00 Data
01 Konec souboru
04 Rozšířená adresa (pouze INHX32)
Posledním bajtem sekvence je kontrolní součet. Kontrolní součet je možno ověřit tak,
že součet této hodnoty se součtem všech ostatních bajtů řádku je roven nule v rámci
nejnižšího bajtu celkového součtu. [7]
Kontrolním součtem řádek končí. V souboru nejsou uvedeny nevyužité adresy
programové paměti. Konfigurační slovo v souboru začíná na adrese 400E16.
Při zpracování souboru programem je však třeba se mít na pozoru, jelikož řádek
z hlediska textového souboru končí speciálními znaky označujícími konec řádku,
které nejsou zobrazitelné při čtení v textovém editoru. [7]
4.4 Syntéza
Vzhledem k tomu, že jádro bylo testováno na vývojové desce Spartan-3 Starter Kit,
která má oscilátor s frekvencí 50 MHz, zdálo se vhodné, aby jádro pokud možno dokázalo
na této frekvenci pracovat. Původní nastavení syntetizéru pro obvod FPGA neumožnilo,
aby jádro běželo na frekvenci tohoto oscilátoru. V těchto případech, kdy obvod nesplňuje
požadavky na časování, se nabízí několik řešení:
• upravit popis obvodu do takové míry, aby byly požadavky na časování splněny
• pozměnit některá nastavení syntetizéru tak, aby výsledkem syntézy
byl rychlejší obvod
• snížit frekvenci hodinového signálu, dovolují-li tak požadavky
Vzhledem k tomu, že frekvence oscilátoru převyšovala maximální frekvenci jádra jen
o malou část, bylo použito druhé metody. Při nastavení syntetizéru pro vyšší rychlost lze
využít nastavení několika postupů syntézy. Níže je uvedeno několik těchto postupů:
• Vypnutí sdílení zdrojů – Syntetizér obvykle sdílí některé systémové zdroje,
jako např. sčítačky, pro více signálů, které používají stejnou operaci, za účelem
snížení nároků obvodu na plochu. Vedlejším efektem ale může v některých
případech být vyšší zpoždění kombinační logiky. Příklad sdílení sčítačky je
na obrázku 4.3. [8]
• Snížení maximální hodnoty logického zisku hradel – Každé hradlo může na svůj
výstup připojit určitý maximální počet vstupů. Tento parametr je dán schopností
hradla efektivně přivádět signál do zátěže. U každého z hradel můžeme uvažovat na
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vstupu zátěž kapacitního charakteru. Čím více hradel je na výstup připojeno,
tím větší je i kapacitní zátěž a propagační zpoždění propoje se zvyšuje.
Omezením této hodnoty syntetizér "přetížená" hradla duplikuje a mezi ně pak
rozdělí zátěž, což zvýší rychlost na úkor plochy.
• Použití tzv. retimingu – Retiming je metoda, která se použije, když má kombinační
logika na vstupu či výstupu registru příliš vysoké propagační zpoždění. V takovém
případě syntetizér registr posune tak, aby tuto logiku rozdělil na dvě části
s menším zpožděním. [11]
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Obrázek 4.3: Příklad sdílení sčítačky [8]
Pro syntézu realizovaného jádra byly oproti původním hodnotám pozměněny
některé parametry. Nastavení syntetizéru je v příloze C. V tabulce 4.2 jsou uvedeny
výsledky syntézy z hlediska využití zdrojů obvodu FPGA. Výsledky jsou přibližné,
jelikož se mění v závislosti na nastavení parametrů jádra. Spotřeba paměti RAM
uvedená u využití náhledových tabulek se týká pouze distribuované RAM.
Tímto způsobem není kvůli své velikosti realizována programová paměť a je tak
syntetizérem do výsledků zahrnuta jako tzv. Bloková RAM [9]. Jádro může po úpravách
nastavení pracovat s hodinovým signálem o frekvenci převyšující frekvenci oscilátoru
testovací vývojové desky, která je 50 MHz.
Jádro, jehož výsledky syntézy jsou uvedeny v tabulce 4.2, mělo nastaveno následující
parametry:
• Šířka portu A – 8 b
• Šířka portu B – 8 b
• Šířka portu C – 1 b
• Kapacita programové paměti – 2 048 instrukcí
• Počet úrovní zásobníku – 8
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Tabulka 4.2: Výsledek implementace jádra do obvodu Spartan-3
Typ zdrojů Použito [–] Dostupno [–] Využití [%]
Klopné obvody 472 3 840 12
Náhledové tabulky 1 209 3 840 31
Logické bloky 798 1 920 41
•Obsahující pouze související logiku 798 798 100
•Obsahující nesouvisející logiku 0 798 0
Náhledové tabulky (celkově) 1 235 3 840 32
•Použito jako logika 1102
•Použito pro vedení vodičů 26
•Použito jako RAM 16 x 1 b 11
•Použito jako RAM 32 x 1 b 96
Vstupně-výstupní bloky 40 173 23
Bloková RAM 2 12 16
Buffery hodinového signálu 1 8 12
Průměrné zatížení výstupů logiky 3,96
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ZÁVĚR
V této práci byly prostudovány architektury 8-bitových mikrokontrolérů společnosti
Microchip a na základě tohoto rozboru byl vybrán mikrokontrolér PIC16F723A
pro implementaci. Tento mikrokontrolér byl popsán jak z hlediska jeho vlastností, tak
i z hlediska jeho dílčích bloků. Při popisu bylo vycházeno z katalogového listu
mikrokontroléru a referenčního manuálu pro mikrokontroléry řady PIC16.
Tyto dokumenty poskytují dostatek informací, které navíc pocházejí přímo
od výrobce mikrokontroléru. Poté byl proveden návrh architektury kompatibilní
s vybraným mikrokontrolérem. Všechny registry byly spolu s pamětí RAM uvažovány
jako jeden celek, který je propojen s aritmeticko-logickou jednotkou prostřednictvím
dvou datových sběrnic. Dále byl analyzován instrukční soubor mikrokontroléru a na jeho
základě byl navržen koncept systémového řadiče a ALU. Následoval návrh dílčích bloků.
Programování jádra je prováděno generováním VHDL popisu programové paměti ROM
ze souboru typu HEX, který generuje vývojové prostředí společnosti Microchip.
Během realizace jádra byly průběžně prováděny simulace dílčích bloků.
Zpravidla se jednalo o simulace složitějších obvodů jako čítačů/časovačů, řadiče apod.
Po dokončení popisu jádra probíhala verifikace pomocí testování různých programů.
Pro tento účel byl nejprve vytvořen program v jazyce symbolických adres pro prvotní
verifikaci a poté následovalo testování programů psaných v jazyce C. Ve většině případů
se jedná o ukázkové programy z internetových stránek společnosti Microchip
upravené tak, aby je bylo možno použít pro testování na vývojové desce Spartan-3
Starter Kit. Obvod vykonává operace dle jednotlivých programů. Při funkčním testování
bylo použito simulací na úrovni celého jádra pro účely jeho ladění.
Pro překlad programu ze souboru HEX na popis programové paměti byla vytvořena
aplikace psaná v jazyce C#. Díky této aplikaci je možné vytvořit program pro procesor
pomocí vývojového prostředí společnosti Microchip a tento program pak přenést do
hardwarového popisu jádra.
Jádro disponuje třemi vstupně-výstupními porty o volitelné šířce v rozsahu
1 – 8 bitů, programovou pamětí ROM o volitelné kapacitě 2 048, 4 096 nebo
8 192 instrukcí a z praktického hlediska neomezenou kapacitou zásobníku, který ale musí
být schopen uložit alespoň dvě adresy programové paměti. Jádro podporuje instrukční
soubor architektury Mid-Range, má dva 8-bitové a jeden 16-bitový čítač/časovač,
se kterými je možno až na pár menších odlišností pracovat stejně jako v případě
vzorového mikrokontroléru. V ostatních ohledech je jádro také co nejvíce kompatibilní se
vzorovým mikrokontrolérem.
Nad rámec zadání byl pro účely srovnání také proveden zběžný průzkum již
existujících obvodů téhož charakteru. Několik procesorů založených na 8-bitových
mikrokontrolérech PIC bylo nalezeno, nicméně měly nedostatky jako absence podpory
přerušení, nedostatečná nebo úplně chybějící dokumentace, implementace
mikrokontroléru s jednodušší architekturou nebo s menšími hardwarovými prostředky.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
ALU aritmeticko-logická jednotka - Arithmetic Logic Unit
ASIC jednoúčelový integrovaný obvod - Application-Specific Integrated Circuit
FPGA programovatelné hradlové pole - Field Programmable Gate Array
IRQ požadavek přerušení - Interrupt Request
LSB nejméně významný bit - Least Significant Bit
MSB nejvýznamnější bit - Most Significant Bit
RAM paměť s náhodným přístupem - Random Access Memory
RMW instrukce provádějící načtení hodnoty, její zpracování a uložení zpět na původní
místo - Read-Modify-Write
ROM paměť určená pouze pro čtení - Read Only Memory
RTL popis synchronního číslicového obvodu - Register Transfer Level
VHDL popisný jazyk pro návrh číslicových systémů - VLSI Hardware
Description Language
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A ARCHITEKTURA PIC16F723A
A.1 Mapa datové paměti mikrokontroléru
’.
* =ANotAaAphysicalAregister.
FileAAddress
IndirectAaddr.(*) GGh IndirectAaddr.(*) 6Gh IndirectAaddr.(*) /GGh IndirectAaddr.(*) /6Gh
TMRG G/h OPTION 6/h TMRG /G/h OPTION /6/h
PCL GKh PCL 6Kh PCL /GKh PCL /6Kh
STATUS GNh STATUS 6Nh STATUS /GNh STATUS /6Nh
FSR G2h FSR 62h FSR /G2h FSR /62h
PORTA GVh TRISA 6Vh /GVh ANSELA /6Vh
PORTB G0h TRISB 60h /G0h ANSELB /60h
PORTC G5h TRISC 65h /G5h /65h
G6h 66h CPSCONG /G6h /66h
PORTE GEh TRISE 6Eh CPSCON/ /GEh /6Eh
PCLATH GAh PCLATH 6Ah PCLATH /GAh PCLATH /6Ah
INTCON GBh INTCON 6Bh INTCON /GBh INTCON /6Bh
PIR/ GCh PIE/ 6Ch PMDATL /GCh PMCON/ /6Ch
PIRK GDh PIEK 6Dh PMADRL /GDh Reserved /6Dh
TMR/L GEh PCON 6Eh PMDATH /GEh Reserved /6Eh
TMR/H GFh T/GCON 6Fh PMADRH /GFh Reserved /6Fh
T/CON /Gh OSCCON EGh //Gh /EGh
TMRK //h OSCTUNE E/h ///h /E/h
TKCON /Kh PRK EKh //Kh /EKh
SSPBUF /Nh SSPADD&SSPMSK ENh //Nh /ENh
SSPCON /2h SSPSTAT E2h //2h /E2h
CCPR/L /Vh WPUB EVh //Vh /EVh
CCPR/H /0h IOCB E0h //0h /E0h
CCP/CON /5h E5h //5h /E5h
RCSTA /6h TXSTA E6h //6h /E6h
TXREG /Eh SPBRG EEh //Eh /EEh
RCREG /Ah EAh //Ah /EAh
CCPRKL /Bh EBh //Bh /EBh
CCPRKH /Ch APFCON ECh //Ch /ECh
CCPKCON /Dh FVRCON EDh //Dh /EDh
ADRES /Eh EEh //Eh /EEh
ADCONG /Fh ADCON/ EFh //Fh /EFh
General
Purpose
Register
E0ABytes
KGh
5Fh
General
Purpose
Register
6GABytes
AGh
EFh
GeneralAPurpose
Register
/0ABytes
/KGh
/KFh
/NGh
/0Fh
/AGh
/EFh
Accesses
5GhO5Fh
FGh
FFh
Accesses
5GhO5Fh
/5Gh
/5Fh
Accesses
5GhO5Fh
/FGh
/FFh
BankAG BankA/ BankAK BankAN
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A.2 Blokové schéma časovače Timer 1
TMR/H TMR/L
T/SYNC
T/CKPS</:G>
Prescaler
/,AK,A2,A6
0
1
Synchronized
ClockAInput
K
SetAflagAbit
TMR/IFAon
Overflow TMR/
TMR/ON
T/G
T/OSC
FOSC&2
Internal
Clock
T/OSO&T/CKI
T/OSI
T/OSCEN
1
0
T/CKI
TMR/CS</:G>
Synchronize
det
SleepAInput
TMR/GE
0
1
00
01
10
11
FromATimerG
FromATimerK
T/GPOL
D
QCK
Q
0
1
T/GVAL
T/GTM
SingleAPulse
Acq.AControl
T/GSPM
T/GGO&DONE
T/GSS</:G>
EN
OUT
10
11
00
01
FOSC
Internal
Clock
Cap.ASensing
FromAWDT
Overflow
MatchAPRK
Overflow
R
D
EN
Q
Q/
RD
T/GCON
DataABus
det
Interrupt
TMR/GIF
Set
T/CLK
FOSC&K
Internal
Clock
D
EN
Q
T/G_IN
TMR/ON
Oscillator
54
A.3 Instrukční soubor mikrokontroléru PIC16F723A
Mnemonic,
Operands Description Cycles
14-Bit Opcode Status
Affected NotesMSb LSb
BYTE-ORIENTED FILE REGISTER OPERATIONS
ADDWF
ANDWF
CLRF
CLRW
COMF
DECF
DECFSZ
INCF
INCFSZ
IORWF
MOVF
MOVWF
NOP
RLF
RRF
SUBWF
SWAPF
XORWF
f,Ad
f,Ad
f
–
f,Ad
f,Ad
f,Ad
f,Ad
f,Ad
f,Ad
f,Ad
f
–
f,Ad
f,Ad
f,Ad
f,Ad
f,Ad
AddAWAandAf
ANDAWAwithAf
ClearAf
ClearAW
ComplementAf
DecrementAf
DecrementAf,ASkipAifAG
IncrementAf
IncrementAf,ASkipAifAG
InclusiveAORAWAwithAf
MoveAf
MoveAWAtoAf
NoAOperation
RotateALeftAfAthroughACarry
RotateARightAfAthroughACarry
SubtractAWAfromAf
SwapAnibblesAinAf
ExclusiveAORAWAwithAf
/
/
/
/
/
/
/(2)
/
/(2)
/
/
/
/
/
/
/
/
/
00
00
00
00
00
00
00
00
00
00
00
00
00
00
00
00
00
00
0111
0101
0001
0001
1001
0011
1011
1010
1111
0100
1000
0000
0000
1101
1100
0010
1110
0110
dfff
dfff
lfff
0xxx
dfff
dfff
dfff
dfff
dfff
dfff
dfff
lfff
0xx0
dfff
dfff
dfff
dfff
dfff
ffff
ffff
ffff
xxxx
ffff
ffff
ffff
ffff
ffff
ffff
ffff
ffff
0000
ffff
ffff
ffff
ffff
ffff
C,ADC,AZ
Z
Z
Z
Z
Z
Z
Z
Z
C
C
C,ADC,AZ
Z
1, 2
1, 2
2
1, 2
1, 2
1, 2, 3
1, 2
1, 2, 3
1, 2
1, 2
1, 2
1, 2
1, 2
1, 2
1, 2
BIT-ORIENTED FILE REGISTER OPERATIONS
BCF
BSF
BTFSC
BTFSS
f,Ab
f,Ab
f,Ab
f,Ab
BitAClearAf
BitASetAf
BitATestAf,ASkipAifAClear
BitATestAf,ASkipAifASet
/
/
/ (2)
/ (2)
01
01
01
01
00bb
01bb
10bb
11bb
bfff
bfff
bfff
bfff
ffff
ffff
ffff
ffff
1, 2
1, 2
3
3
LITERAL AND CONTROL OPERATIONS
ADDLW
ANDLW
CALL
CLRWDT
GOTO
IORLW
MOVLW
RETFIE
RETLW
RETURN
SLEEP
SUBLW
XORLW
k
k
k
–
k
k
k
–
k
–
–
k
k
AddAliteralAandAW
ANDAliteralAwithAW
CallASubroutine
ClearAWatchdogATimer
GoAtoAaddress
InclusiveAORAliteralAwithAW
MoveAliteralAtoAW
ReturnAfromAinterrupt
ReturnAwithAliteralAinAW
ReturnAfromASubroutine
GoAintoAStandbyAmode
SubtractAWAfromAliteral
ExclusiveAORAliteralAwithAW
/
/
K
/
K
/
/
K
K
K
/
/
/
11
11
10
00
10
11
11
00
11
00
00
11
11
111x
1001
0kkk
0000
1kkk
1000
00xx
0000
01xx
0000
0000
110x
1010
kkkk
kkkk
kkkk
0110
kkkk
kkkk
kkkk
0000
kkkk
0000
0110
kkkk
kkkk
kkkk
kkkk
kkkk
0100
kkkk
kkkk
kkkk
1001
kkkk
1000
0011
kkkk
kkkk
C,ADC,AZ
Z
TO,APD
Z
TO,APD
C,ADC,AZ
Z
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B NÁVRH KOMPATIBILNÍ ARCHITEKTURY
B.1 Programový čítač a zásobník
D Q
0
1
D Q
0
1
0
1
0
1
0
1
0
1 +1
PROG_MEM
DATA_OUT_PCL
STACK_IN
CLK1
CLK1
STACK_OUT
STACK_POP
STACK_POP
NORMAL
PC_INC
D Q
EN
JUMP
13
1313 13
5
13
8
8
8
5
5
5
8
13
8
5
13
8
8
PCH
PCL
PCLATH
DATA_IN_PCLATH
CLK1
ENABLE_PCLATH
0PCLATH<7:5>
PCLATH<2:0>
DATA_OUT_PCLATH
DATA_IN_PCL
ENABLE_PCL
5
5
28
8
5
3
8
8
3
8
8
NORMAL
PC_INC
JUMP
D Q
0
1
0
1 STACKPTR
+1
-1
STACK_POP
STACK_PUSH
STACK
DI DO
ADDR
WE
CLK1
CLK1
STACK_IN STACK_OUT
3
3
13 13
3
3
3
3
D Q
CLK1
0
1
5
“0”
0
10416
INT_VECTOR
8
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B.2 Čítač/časovač Timer 0
0
1
0
1
Předdělička
CLK4
T0CKI
T
0
SE
T0CS
WE
Sync
WE
CLK1
D
A
TA
_
IN
D
A
TA
_
O
U
T
T0IF
WE
CLK1T0
C
S
P
SA
P
S<
2
:0
>
TMR0
DI DO
STOP T0IF
CLK
WE
B.3 Čítač/časovač Timer 1
00
11
10
01
T1CKI
CLK4
‘1’ (CLK1)
T1ES
T1CKPS<1:0>
C
LK
1
TMR1IF
TMR1ON
GATE_OUT
TMR1
 EN
TMR1IF
CLK
W
E_
TM
R
1
L
W
E_
TM
R
1
H
D
A
TA
_
IN
D
A
TA
_
O
U
T
_
TM
R
1
L
D
A
TA
_
O
U
T
_
TM
R
1
H
Předdělička
TMR1CS<1:0>
B.4 Řídící blok čítače/časovače Timer 1
00
11
10
01
T1G
PR2MATCH
CLK4
T1GPOL
Generátor 
samostatných pulzů
TMR0_OFLOW
T1GSS<1:0>
T Q
RST
0
1
CLK1
RST
T1GTM
T1GTM
T1
G
G
O
/D
O
N
E
T
1
G
S
PM
T
1
G
G
O
_
C
LR
0
1
T1GSPM
TMR1GIF
T1GVAL
GATE_OUT
TMR1GE
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B.5 Registry časovače Timer 2
D Q
EN
0
1DATA_IN
0
1
CLK1
PRESCALER_OUT
WE_TMR2
+1
DATA_OUT_TMR2
TMR2
=
DATA_OUT_PR2
D Q
PR2MATCH
WE_PR2
D Q
EN
PR2
T2CON
WE_T2CON
DATA_OUT_T2CON2
TOUTPS<3:0>
T2CKPS<1:0>
8
7
4
2
‘1’
7
7
TMR2ON
0
1“0”
B.6 Programovatelná dělička
TMR2ON
0
1
CLK1
+1
"0”
PRESCALER_IN
=
=0
DekodérPRESCALE_RATIO
CLK1
WE_TMR2
WE_T2CON
RST
D Q
D Q
rst_int
0
1
rst_int
rst_int
PRESCALER_OUT
0
1
0
1
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B.7 Blok přerušení
RBINT<0>
IOCB<0>
RBINT<1>
IOCB<1>
RBINT<2>
IOCB<2>
RBINT<3>
IOCB<3>
RBIF_SET
TMR1GIF
TMR1GIE
TMR1IF
TMR1IE
TMR2IF
TMR2IE
T0IF
T0IE
INTF
INTE
RBIF
RBIE
PEIE
GIE
IRQ
INT
INTEDG
INTF_SET
D Q D Q
CLK1
WE_OPTION
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C VYBRANÁ NASTAVENÍ SYNTETIZÉRU
C.1 Nastavení procesu syntézy
Typ nastavení Hodnota
Cíl optimalizace Rychlost
Míra optimalizace Vysoká
Ponechat hierarchii Ne
Optimalizovat Vodiče hodinového signálu
Míra využitelnosti logických bloků 100 %
Míra využitelnosti blokové RAM 100 %
C.2 Nastavení HDL pro syntézu
Typ nastavení Hodnota
Kódování stavových automatů One-hot
Bezpečná implementace Ano
Implementace Case příkazu Plně paralelní
Implementace stavového automatu Náhledová tabulka
Extrakce RAM Ano
Typ RAM Automaticky
Extrakce ROM Ano
Typ ROM Automaticky
Extrakce multiplexorů Ano
Typ multiplexorů Automaticky
Extrakce dekodérů Ano
Extrakce prioritních kodérů Ano
Extrakce posuvných registrů Ano
Extrakce bitových posuvníků Ano
Slučování hradel XOR Ano
Sdílení zdrojů Ne
Implementace násobiček Automaticky
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C.3 Nastavení syntézy specifické pro obvod Spartan-3
Typ nastavení Hodnota
Přidat vstupně-výstupní buffery Ano
Maximální logický zisk 50
Počet bufferů hodinových signálů 8
Duplikace registrů Ano
Odstranění ekvivalentních registrů Ano
Retiming Ano
Posun prvního registru v řetězci Ano
Posun posledního registru v řetězci Ano
Umisťovat registry do vstupně-výstupních bloků Automaticky
Umisťovat související logiku do jednoho logického bloků Ne
Použít clock enable Ano
Použít synchronní set Ano
Použít synchronní reset Ano
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