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Opinnäytetyön tavoitteena on selvittää, millainen on hyvä vaatimusmäärittely avoimeen 
lähdekoodiin perustuvaa ohjelmistoa hankittaessa. Toisena tavoitteena on selvittää miten 
avoimen lähdekoodin ohjelmistoja kannattaa vertailla. Vaatimusmäärittelyä ja vertailutapoja 
käyttäen toimeksiannon antaneelle yritykselle etsitään sopiva ohjelmisto verkkolevypalvelun 
alustaksi. 
Tieto vaatimusmäärittelyn tekemisestä ja avoimen lähdekoodin ohjelmistojen vertailusta 
hankittiin kirjallisuudesta ja verkkomateriaaleista. Käytännön osuudessa vaatimusten 
löytämiseksi käytettiin menetelmänä haastattelua. Ohjelmistojen vertailuvaiheessa ohjelmistojen 
vertailemiseksi käytettiin vertailevaa tutkimusta. 
Ohjelmistoa hankittaessa hankinnan huolellinen suunnittelu on tärkeää. Työn tuloksena on 
vaatimusmäärittely, joka koostuu vaatimuslistasta. Hankittavan ohjelmiston luonteen vuoksi 
vaatimukset ovat ohjelmistolle asetettuja karkeita toiminnallisia sekä ei-toiminnallisia 
vaatimuksia. Avoimen lähdekoodin ohjelmistojen vertailuun ei ole standardoitua mallia, mutta 
muutamia yritysten ja yhteisöjen kehittämiä malleja löytyy helpottamaan valintaa. Yhteistä 
vertailuun käytetyille malleille on kuitenkin arviointikriteerien painotus. 
Yritykselle sopivimman ohjelmiston valinta tehtiin yhdistämällä vertailuissa useasti käytettyjä 
vertailutapoja, kuten pisteytystä. Vaatimuksia käytettiin ohjelmistojen toiminnallisuuksia 
vertaillessa. Ohjelmistojen esikarsinnan jälkeen jäljelle jäi kolme vertailtavaa ohjelmistoa 
Nextcloud, Pydio cells ja Seafile. Yritykselle sopivimmaksi ohjelmistoksi valikoitui lopulta 
Nextcloud. 
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The objective of this thesis project was to find out what kind of software requirements 
specification is useful when acquiring open source-software. Another objective was to find out 
how open-source software should be compared. Using the software requirements specification 
and comparison techniques, fitting open source software was to be selected for the company. 
Information about software requirement specification and comparing of open-source software 
was found in the literature and online. In practice, interviews were conducted to determine the 
requirements for the software. 
When acquiring software, careful planning is important. As a result, a software requirements 
specification is obtained which comprises a requirements list. Because of the nature of the 
software under acquisition, requirements set for the software are rough functional and non-
functional requirements. There is no standardised model for selecting open-source software but 
there are some models by companies and communities which are helpful in selecting one. All 
comparison models weight the selection criteria. 
The most suitable software for the company was selected by combining commonly used 
comparison techniques such as weighting. The requirements were used to compare the 
functionalities of the different software. After prequalification, three software were subjected to a 
final comparison, namely Nextcloud, Pydio Cells, and Seafile. Finally, Nextcloud was found to 
be the best software for the company. 
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SANASTO 
AGPLv3 Affero General Public License, GPL-lisenssi versio, joka sul-
kee aiemman jakamisesta määräävän velvoitteen kiertämi-
sen mahdollistaneen porsaanreiän lisenssissä (GNU 2016) 
BSD Berkeley Software Distibution, Vapaan lähdekoodin permis-
siivinen lisenssi, joka on vapaampi kuin GPL ja sallii johdan-
naisten uudelleenlisensoinnin (Laakkonen 2013) 
C  Dennis Ritchien 1972 kehittämä proseduraalinen koodikieli.
  (GeeksForGeeks 2020) 
Copyleft-lisenssi Käyttäjän oikeus -lisenssityyppi avoimen lähdekoodin ohjel-
mistoille, joka vaatii muutoksien jakamisen samalla lisens-
sillä (Laakkonen 2013) 
C-OSMM Capgemini Open Source Maturity Model, Capgeminin 
vuonna 2003 luoma avoimen lähdekoodin ohjelmiston laa-
dun arviointimalli (Umm-e-Laila 2016) 
C++ Bjarne Stroustrupin 1979 kehittämä variaatio C-kielestä 
(Albatross 2014) 
Docker Docker on säiliö, joka pitää sisällään kaikki ohjelmiston tarvit-
semat resurssit, joista se on riippuvainen (Docker 2020) 
E-OSS Easiest Open Source, SIAD-laboratorion vuonna 2015 kehit-
tämä avoimen lähdekoodin ohjelmiston laadun arviointimalli 
(Umm-e-Laila 2016) 
Go-kieli Googlen kehittämä avoimen lähdekoodin koodikieli 
(Go 2020) 
GPL GNU General Public License, copyleft-lisenssi, joka mahdol-
listaa koodin muokkaamisen ja määrää uudelleen jakamisen 
tietyissä tilanteissa (GNU 2016) 
GPLv2 GNU General Public License, GPL-lisenssin versio 2 (GNU 
2016) 
IRC Internet Relay Chat, internetin välityksellä toimiva pikavies-
tintä protokolla, joka mahdollistaa reaaliajassa keskustelun 
(Christensson 2016) 
MIT Massachusetts Institute of Technology, permissiivinen avoi-
men lähdekoodin lisenssi, joka vastaa BSD-lisenssiä 
(Laakkonen 2013)  
N-OSMM Navica Open Source Maturity Model, Navican vuonna 2004 
luoma avoimen lähdekoodin ohjelmiston laadun arviointimalli 
(Umm-e-Laila 2016) 
Open BRR Open Business Readiness Rating, Carnegie Mellon West 
Universityn, Spike Sourcen, Intelin ja O’Reillysin vuonna 
2005 kehittämä avoimen lähdekoodin ohjelmiston laadun ar-
viointimalli (Umm-e-Laila 2016) 
PHP Hypertext Preprocessor, yleiseen käyttöön tarkoitettu koodi-
kieli, jota käytetään useasti esimerkiksi verkkosovellusten 
kehittämiseen (PHP 2020) 
Python  Python, avoimen lähdekoodin koodikieli (Python 2020) 
QSOS Methodology of Qualification and Selection of Open Source 
Software, Atos Originin vuonna 2005 kehittämä avoimen läh-
dekoodin ohjelmiston laadun arviointimalli (Umm-e-Laila 
2016) 
Snap-paketti  Pakettien hallinta ohjelma, jonka tarkoituksena on helpottaa 
ohjelmistojen asentamista Linux pohjaisilla käyttöjärjestel-
millä (Bhartiya 2016) 
WebDAV Web Distributed Authoring and Versioning, HTTP-protokollan 
lisäosa, joka mahdollistaa palvelimen toiminnan myös tiedos-
topalvelimena (Kimball 2018) 
4V-malli Tietotekniikan liitto ry:n kehittämä tietojenjärjestelmän han-
kinnan ohjausmalli; valmistelu, valinta, valvonta ja viimeistely 
(Forselius 2013) 
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1 JOHDANTO 
Ohjelmistohankintojen epäonnistuminen ja viivästymiset esiintyvät uutisotsikoissa vä-
hän väliä. Yksi yleisimmistä syistä ohjelmistohankintojen epäonnistumiselle on hankin-
nan heikko suunnittelu. Mitä paremmin ohjelmiston hankinta on suunniteltu, sitä var-
memmin hanke onnistuu. (Forselius 2013) Yhä useammin yritykset valitsevat suljetun 
ohjelmiston sijaan avoimen lähdekoodin ohjelmiston muun muassa niiden helppokäyt-
töisyyden, kustannustehokkuuden ja muokattavuuden vuoksi (Voras 2011). Tästä 
syystä yrityksen on hyvä perehtyä avoimen lähdekoodin ohjelmiston valintatapoihin. 
Aineistoa ohjelmistojen hankinnasta ja vertailusta löytyy runsaasti varsinkin verkkoma-
teriaalina. Haasteena onkin tiedon soveltaminen avoimen lähdekoodin ohjelmistoihin. 
Tietotekniikan liitto ry on kehittänyt neljän vaiheen mallin julkisen sektorin ohjelmistojen 
hankinnalle. Mallia kutsutaan 4V-malliksi. Malli sisältää neljä päävaihetta, jotka ovat 
valmistelu, valinta, valvonta ja viimeistely. (Forselius 2013) Vaikka malli onkin tarkoi-
tettu lähinnä julkishallinnon ohjelmistohankintoihin, voidaan sitä soveltuvin osin käyttää 
myös muihin ohjelmistohankintoihin. Tässä opinnäytetyössä keskitytään vain kahteen 
ensimmäiseen vaiheeseen. Opinnäytetyön alussa tarkastellaan hankintaprosessin ylei-
siä piirteitä. Valmisteluvaiheessa keskitytään syvemmin vaatimusten määrittelyyn, joka 
on yksi valmisteluvaiheen tärkeimmistä osa-alueista. Valintavaiheessa keskitytään tar-
kemmin ohjelmistovaihtoehtojen vertailuun, valintaperusteisiin ja vertailutapoihin.  
Tämän opinnäytetyön tavoitteena on tutkia vaatimusmäärittelyn ja ohjelmistojen vertai-
lun osuutta avoimen lähdekoodin ohjelmiston hankintaprosessissa. Tavoitteena on sel-
vittää, miten tehdään hyvä vaatimusmäärittely ja millä tavoin avoimen lähdekoodin oh-
jelmistoja kannattaa vertailla. Lopuksi on tarkoitus luoda toimeksiannon antaneelle yri-
tykselle suositus hankittavasta ohjelmistosta. Ohjelmisto tulee yrityksen verkkolevypal-
velun pohjaratkaisuksi. Lähtökohtana toimeksiannolle toimii vanhentunut verkkolevpal-
velu, jota toimeksiantaja on tarjonnut asiakkailleen aiemmin. Vanhentuneelle palvelulle 
on tarkoitus löytää nykyaikainen, helppokäyttöinen ja yksinkertaisesti hallinnoitava 
alusta.  
Tässä opinnäytetyössä käytetään vertailevaa tutkimusta ohjelmistovaihtoehtojen vertai-
luun. Vertailuun valitaan avoimen lähdekoodin ohjelmistoja, jotka täyttävät yrityksen 
asettamat reunaehdot. Vertailuun käytetään tekniikoita, jotka on todettu toimiviksi avoi-
men lähdekoodin ohjelmistoja vertaillessa. 
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2 VAATIMUSMÄÄRITTELY 
OHJELMISTOHANKINNASSA 
Tietojärjestelmän hankinta on laaja prosessi, joka voidaan nähdä mahdollisuutena pa-
rantaa yrityksen toimintaprosesseja ja joka on useasti osa suurempaa investointia yri-
tyksessä. Hankintaprosessi noudattaa yleensä samaa kaavaa oli sitten kyseessä val-
misohjelmiston tai räätälöidyn ohjelmiston hankinta (Forselius 2013). Vaatimusmäärit-
telyn ominaisuudet, kuten syvyys ja rooli, riippuvat kuitenkin hankittavasta järjestel-
mästä ja sen hankintatavasta (JUHTA 2018). Valmisohjelmiston hankinnassa nousevat 
erityisen tärkeiksi osa-alueiksi hankittavan ohjelmiston ominaisuuksien ja mahdollisuuk-
sien kartoittaminen sekä niiden vertailu. Kartoittaminen jätetään yleensä kuitenkin ylei-
semmälle tasolle kuin ohjelmistoa alusta alkaen valmistettaessa. Valmisohjelmiston 
etuna teetettyyn ohjelmistoon on sen hinta ja suhteellisen helppo käyttöönotto. Ohjel-
miston vaatimusmäärittely tulee kuitenkin tehdä riittävän hyvin. Yksi yleisimpiä syitä oh-
jelmistohankinnan epäonnistumiselle onkin huono vaatimusten määrittely. Mitä laa-
jempi tietojärjestelmän hankinta on kyseessä, sitä huolellisemmin ja tarkemmin tulee 
vaatimusmäärittely tehdä. (Forselius 2013) Avoimen lähdekoodin ohjelmistoilla on sa-
moja piirteitä kuin valmisohjelmistoilla, joten samoja periaatteita voidaan soveltaa myös 
niiden vaatimusten määrittelyyn. 
Ohjelmistoa hankittaessa tulee huomioida yrityksen visio ja tulevaisuuden suunnitel-
mat. Tulevaisuuden huomioiminen näkyy monessa asiassa, kuten ohjelmiston vaati-
muksissa ja työryhmien määräämisessä. Vaatimuksia laadittaessa tulee ottaa huomi-
oon yrityksen tulevat hankinnat, tavoitteet ja muutokset. Esimerkiksi tulevat uudet jär-
jestelmät tai prosessimuutokset kannattaa miettiä jo tässä kohtaa, jotta ne voidaan si-
sällyttää ohjelmiston vaatimuksiin. Ennakoimalla tulevia muutoksia pystytään pidentä-
mään ohjelmiston elinikää. Myös työryhmiä ja palkkauksia tehdessä tulevaisuus kan-
nattaa huomioida. Useasti koko ohjelmiston eliniän läpi tapahtuu niin sanottua systee-
mityötä, jolla tarkoitetaan ohjelmiston kehittämis- ja suunnittelutyötä. Tästä syystä olisi 
hyvä pitää huolta, että systeemityö osaaminen säilyy yrityksessä ohjelmiston koko elin-
iän ajan. (Forselius 2013) 
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2.1 Vaatimusmäärittely ilmaisee ohjelmistotarpeet 
Vaatimusmäärittely on prosessi, jonka pääasiallisena tarkoituksena on määritellä vaati-
mukset hankittavalle ohjelmistolle sekä luoda siitä dokumentaatio. Hankinnan valmiste-
luvaiheessa suurin osa ajasta kuluu useasti vaatimusmäärittelyn tekemiseen. Huolelli-
sella vaatimusten määrittelyllä pystytään kuitenkin nopeuttamaan projektin läpivientiä ja 
vähentämään projektin kustannuksia. Vaatimusmäärittely myös kertoo toimittajalle, mil-
laista ohjelmistoa asiakas on hankkimassa, jolloin hankitusta ohjelmistosta löytyy asi-
akkaan tarpeisiin vastaavat ominaisuudet. Vaatimusten määrittelyllä luodaan lähtökoh-
dat hankinnalle ja sillä vastataan kysymyksiin, mitä hankinnan tulee tyydyttää ja miksi. 
(JUHTA 2018) 
Vaatimusten määrittelyn tavoitteena on luoda kaikille sidosryhmille yhtenäinen käsitys, 
millaista ohjelmistoa ollaan hankkimassa. Tästä syystä vaatimusten määrittelyvaihee-
seen onkin hyvä ottaa mukaan edustajia kaikista sidosryhmistä, kuten yrityksen johto, 
käyttäjät ja ohjelmoijat. Vaatimuksia määritettäessä kaikkien osapuolten tulisi ymmär-
tää ohjelmistolta halutut toiminnallisuudet, ominaisuudet sekä reunaehdot samalla ta-
valla. (Forselius 2013) 
2.2  Vaatimusmäärittelyn työvaiheet 
Useasti ennen vaatimusten määrittelyn aloittamista tehdään paljon esityötä nykyisen 
järjestelmän ongelmien ja kehityskohtien selvittämiseksi. Esityöllä saatu tieto on olen-
naista vaatimusmäärittelyn onnistumisen kannalta. Jos esityötä ei ole aiemmin tehty, 
tehdään se ennen vaatimusten määrittelyn aloittamista. Esiselvitysvaiheessa saatetaan 
tarkentaa tai täydentää esimerkiksi prosessikuvauksia, tarveluetteloa, käyttäjäryhmiä 
tai sidosryhmiä. Kun esiselvitystyö hankinnan aloittamiseksi on tehty, voidaan siirtyä 
vaatimusten määrittelyyn. Vaatimusten määrittelyprosessina voidaan jakaa kolmeen 
pääalueeseen valmistautumis-, tuottamis- ja hyväksymisvaiheeseen, jotka nähdään ku-
vassa yksi. (JUHTA 2018) 
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Kuva 1 Vaatimusmäärittelyn työvaiheet (JUHTA 2018). 
Vaatimusten määrittelyn valmistautumisvaiheessa suunnitellaan vaatimusten määritte-
lyprosessin läpivienti sekä täsmennetään vaatimusten määrittelyn tavoitteita. Tavoittei-
den täsmentämisvaiheessa valitaan vaatimusmäärittelyn dokumentit hyväksyvät henki-
löt. Täsmentämisvaiheessa varmistetaan myös, että projektille on varattu tarvittavat re-
surssit ja osaaminen. Samalla tarkennetaan projektin tavoitteet sekä muiden projektien 
asettamat ehdot tälle projektille. Läpiviennin suunnitteluvaiheessa päätetään, miten 
vaatimusmäärittely tullaan toteuttamaan, kuka sen tekee ja milloin. Vaatimusmäärittely 
prosessin suunnittelun avulla pystytään luomaan projektille aikataulu ja hahmotetaan 
tarvittavat resurssit selkeämmin. Suunnittelun pohjalta voidaan luoda projektisuunni-
telma. (JUHTA 2018) 
Vaatimusten määrittelyn tuottamisvaiheessa tavoitteena on luoda kaikille eri osapuolille 
yhteinen käsitys hankittavasta tietojärjestelmästä ja sen toiminnasta. Tästä syystä vaa-
timusten määrittelyvaiheeseen on suositeltavaa kutsua eri osa-alueiden asiantuntijoita, 
jotta kaikki tarpeet varmasti huomioidaan. Erityisesti käyttäjien kutsuminen tähän pro-
jektivaiheeseen on suositeltavaa, sillä käyttäjät tuovat mukanaan syvän ymmärryksen 
prosessien toiminnasta. Tarpeiden täsmentämis- ja analysointivaiheessa määrätään 
vaatimusmäärittelyn rajat ja laajuus. Täsmentämisellä tarkoitetaan esiselvitysvaiheessa 
esille tulleiden ongelmien ja vaatimusten rajaamista tärkeimpiin. Tällä varmistetaan, 
että resurssit vaatimusten määrittelyssä kohdistetaan vain kaikista tärkeimpiin proses-
seihin. (JUHTA 2018) Vaatimukset tulee myös priorisoida, jotta tärkeimmät ominaisuu-
det saadaan sisällytettyä hankittavaan järjestelmään. Priorisoinnilla varmistetaan, että 
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tärkeät ominaisuudet huomioidaan suuremmalla painoarvolla. Tällä tavalla on helpompi 
valita, mitä ominaisuuksia jätetään tarvittaessa pois. (Aaltonen 2016) 
Vaatimusten määrittelyn hyväksyminen on vaatimusten määrittely prosessin viimeinen 
vaihe. Tässä vaiheessa suoritetaan vaatimusten katselmointi, jolla varmistetaan, että 
kaikki vaatimuskatselmukseen osallistuvat ovat samaa mieltä vaatimusten sisällöstä, 
merkityksestä, oikeellisuudesta ja tarkkuudesta. Kun katselmointi on suoritettu ja vaati-
musmäärittelystä ollaan sovussa, järjestelmän omistaja hyväksyy tai hylkää vaatimus-
määrittelyn. (JUHTA 2018) 
2.3 Vaatimusmäärittelyn sisältö 
Tietojärjestelmään kohdistuvat vaatimukset voidaan jakaa kahteen eri ryhmään, toimin-
nallisiin ja ei-toiminnallisiin vaatimuksiin, jotka voidaan johtaa yrityksen korkeamman 
tason vaatimuksista, kuten yrityksen liiketoiminnallisista vaatimuksista tai käyttäjävaati-
muksista. Toiminnalliset vaatimukset ovat yrityksen korkeamman tason tavoitteita ja 
niitä voidaan kuvata esimerkiksi visioilla. Käyttäjävaatimukset ovat nimensä mukaisesti 
käyttäjälähtöisiä vaatimuksia. Käyttäjävaatimuksia voidaan kuvata muun muassa käyt-
tötapauskaavioilla ja käyttäjätarinoilla. (Altexsoft 2018) Toiminnalliset- ja käyttäjävaati-
mukset on hyvä selvittää ennen vaatimusten määrittelyn aloittamista prosessin nopeut-
tamiseksi (JUHTA 2018). Kuvassa kaksi nähdään kuinka korkean tason vaatimuksista 
voidaan johtaa tarkempia vaatimuksia. 
 
Kuva 2 Vaatimusten tasot (Altexsoft 2018). 
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Toiminnalliset vaatimukset kuvaavat ohjelmiston toimintaa ja käyttäytymistä. Ne kuvaa-
vat millaisia toimintoja ohjelmistossa tulee olla, jotta käyttäjät voivat sitä hyödyntää. Ei-
toiminnalliset vaatimukset kuvaavat muun muassa, miten järjestelmän tulee käyttäytyä. 
Ei-toiminnalliset vaatimukset saattavat liittyä esimerkiksi järjestelmän saavutettavuu-
teen tai skaalautuvuuteen. (Leppänen 2018) 
Vaatimusmäärittelyssä on hyvä selvittää ohjelmiston eri käyttäjäryhmät. Käyttäjät voi-
daan jakaa erilaisiin käyttäjäryhmiin perustuen erottaviin kriteereihin, kuten käyttökerto-
jen tiheyteen, valtuuksiin, käyttöympäristöön tai käyttötapaan. Käyttäjäryhmien hahmot-
tamiseksi voidaan luoda käyttäjäryhmäkaavio. Käyttötarinat puolestaan ovat hyvä tapa 
kuvata käyttäjien tavanomaista toimintaa järjestelmässä ja esittää eri käyttäjäryhmien 
tarpeita. Käyttäjätarinoiden kerääminen saattaa myös paljastaa erilaisia toimintatapoja 
käyttäjien keskuudessa. Tämä mahdollistaa myös toimintatapojen yhtenäistämisen uu-
den järjestelmän hankinnan yhteydessä. (Forselius 2013)  
Valmisohjelmiston ja räätälöidyn ohjelmiston vaatimusmäärittelyt eroavat toisistaan jol-
tain määrin. Valmisohjelmistoa hankittaessa vaatimusmäärittely on huomattavasti kar-
keampi ja yleistasoisempi kuin räätälöityä ohjelmistoa hankittaessa. Vaatimukset pai-
nottuvat helposti tarjottuihin palveluihin ja ohjelmiston toiminnallisuuksiin. Valmisohjel-
miston vaatimuksien ei kannata kuvailla järjestelmän toteutustapaa liian tarkasti, vaan 
sen kannattaa keskittyä siihen, mitä ohjelmiston tulee saavuttaa. Vaatimusmäärittelyn 
kannattaa myös olla jäsennelty asiaryhmittäin, jotta samankaltaiset vaatimukset ovat 
samassa paikassa. Vaatimusten ei tulisi myöskään korreloida toisiinsa päällekkäisyyk-
sien välttämiseksi, lisäksi niiden tulisi olla mitattavissa ja vahvistettavissa. (Tate 2015) 
2.4  Vaatimusten hankkiminen 
Vaatimusten hankkiminen voidaan jakaa pienempiin kokonaisuuksiin ja ryhmiin, jotta 
vaatimusten hankkiminen olisi nopeampaa. Ryhmät voidaan jakaa selvittämään eri 
osa-alueita, kuten prosesseja ja käyttötilanteita tai käsitekaavioita ja relaatioita. Ryh-
miin jakaminen kannattaa myös siksi, että saadaan oikean alueen taitajat oikeaan ryh-
mään. Kun ryhmät ovat suorittaneet omat tehtävänsä kannattaa ryhmät kuitenkin ke-
rätä yhteen ja tarkastella sekä vaatimuksia että lopputuloksia yhdessä. (JUHTA 2018) 
Vaatimuksia voidaan kerätä usealla eri tavalla. Vaatimuksia voidaan kerätä niin sano-
tuilla suorilla kartutustekniikoilla ja epäsuorilla kartutustekniikoilla. Vaatimusten 
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kerääminen on järkevää aloittaa epäsuorilla tekniikoilla kuten dokumenttien tutkimi-
sella. Epäsuorilla tekniikoilla saadut tulokset yleensä tukevat ja helpottavat suoran kar-
tutustekniikan tapoja, kuten sidosryhmien haastattelua ja ryhmätapaamisia.  Muutamia 
hyviä tapoja kerätä vaatimuksia ovat dokumenttien tutkiminen, kyselyt, haastattelut ja 
ryhmätapaamiset. (Paakki 2011) 
Dokumentteja on yleensä paljon ja niiden tutkimiseen voi mennä paljonkin aikaa. Doku-
menteista, kuten käyttöohjeista, liiketoimintasäännöistä tai kirjallisuudesta, voidaan 
saada suoraan vaatimuksia järjestelmälle. Erityisesti nykyisen järjestelmän toimintaan 
liittyvistä dokumenteista, kuten valituksista, vioista tai muutospyynnöistä, voi olla hyö-
tyä, jotta samoja virheitä ei toisteta uuden järjestelmän kanssa. Kyselytutkimuksella ta-
voitetaan laaja joukko sidosryhmiä kerralla, mutta kyselyiden tulokset ovat melko yksi-
puolisia kyselyn luonteen vuoksi. Kyselyillä voidaankin helposti kerätä taustatietoa esi-
merkiksi haastatteluiden tueksi. (Paakki 2011) 
Haastatteluita voidaan tehdä muutamalla eri tavalla, strukturoidusti tai strukturoimatto-
masti. Strukturoidussa haastattelussa sidosryhmiltä kysytään ennalta määrättyjä kysy-
myksiä, jolloin saadaan mahdollisesti yhtenäisiä vastauksia haastateltavilta. Strukturoi-
mattomassa haastattelussa päästään useasti syvemmälle kuin strukturoidussa haastat-
telussa. Strukturoimattomassa haastattelussa on kuitenkin tärkeää, että ei lähdetä 
olennaisten asioiden ulkopuolelle. (JUHTA 2018) Haastatteluita tehdessä on tärkeää, 
että haastattelun suorittaa osaava henkilö. Haastatteluiden etuna on muun muassa se, 
että niiden avulla saatetaan saada mielipiteitä, tuntemuksia tai uusia näkökulmia suo-
raan sidosryhmiltä, joilla mahdollisesti on kokemusta vanhan järjestelmän todellisesta 
toiminnasta. (Paakki 2011) 
Ryhmäistunnoissa vaatimuksia ja ongelmia selvitetään yhdessä. Ryhmäistunnot voivat 
olla joko strukturoituja tai strukturoimattomia. Strukturoiduissa istunnoissa ongelmia 
käydään yhdessä ennalta suunnitellusti läpi, kun strukturoimattomassa istunnossa rat-
kaisuja ja ideoita luodaan vapaasti. Ryhmäistunnoissa mielipiteet ja ajatukset vaihtuvat 
helposti. Tällä tavalla saadaan useasti laajemmin ratkaisuja kuin haastatteluilla tai 
muilla yksittäiseen henkilöön kohdistuvilla vaatimusten keräämisen tavoilla. Ryhmäta-
paamisten ongelmana on niiden viemä aika ja osallistuvien henkilöiden mahdollinen 
kriittisyys muiden ideoita kohtaan. (Paakki 2011) 
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2.5  Vaatimusmäärittelyn dokumentaatio 
Hyvä vaatimus on yksiselitteinen, rakenteeltaan lyhyt ja ytimekäs. Vaatimuksen tulisi 
esittää vain yksivaatimus eikä yrittää ratkaista useampaa ongelmaa kerralla. Vaatimuk-
sen tulee olla lyhyt ja sisältää kaikki oleellinen tieto. (JUHTA 2018) 
Vaatimusten määrittelyn lopputuloksena on dokumentaatio, joka kuvastaa ohjelmistolta 
vaaditut ominaisuudet ja toiminnot. Sen tavoitteena on viestiä kaikille sidosryhmille, mil-
lainen ohjelmisto on kyseessä. Vaatimusmäärittelyn laajuus riippuu pitkälti hankitta-
vasta ohjelmistotyypistä. (JUHTA 2018) Valmisohjelmistolle vaatimusmäärittelyä tehtä-
essä tärkeiksi kysymyksiksi nousevat muun muassa prosessien ymmärtäminen, toimin-
nallisuudet sekä vaatimusten priorisointi. (Winter 2017)  
Vaatimusluettelo on nimensä mukaisesti luettelo kaikista vaatimuksista. Vaatimusluet-
telossa tulisi määrittää jokaiselle vaatimukselle ainakin seuraavat asiat. Vaatimuksen 
tunnistetieto, jotta vaatimus voidaan helposti yksilöidä, kuka vaatimuksen on esittänyt 
ja perustelu vaatimukselle. Perustelu voi auttaa määrittelemään vaatimuksen tarpeelli-
suutta tai antaa lisätietoa vaatimuksen kytkeytymisestä korkeamman tason vaatimuk-
siin. Vaatimuksen kriittisyys sen omistajalle tulee myös merkitä tauluun. Vaatimusten 
priorisointi auttaa tarvittaessa tekemään liiketoiminnallisia ratkaisuja toimintoja karsitta-
essa. Priorisointi voidaan tehdä millä tahansa asteikolla, mutta esimerkiksi Julkisen hal-
linnon tietohallinnon neuvottelukunta suosittelee pitäytymään 3-tasoisessa priorisoin-
nissa. (JUHTA 2018) 
Jos uuteen järjestelmään siirtymiseen liittyy tietojen siirtämistä vanhasta järjestelmästä 
uuteen järjestelmään, voidaan tietojen konversio sisällyttää vaatimusmäärittelyyn. Val-
misohjelmistoa hankittaessa uusi järjestelmä saattaa käsitellä tietoa eri tavalla kuin ole-
massa oleva järjestelmä, josta voi koitua ongelmia tietoja muunnettaessa. Konversio 
voidaan hoitaa myös jonkin ulkopuolisen tahon puolesta, jonka takia konversio kannat-
taa kuitenkin pitää erillisenä osuutena tai valmisohjelmiston tapauksessa ei välttämättö-
mänä vaatimuksena. (JUHTA 2018) 
Ei-toiminnalliset vaatimukset tulee myös huomioida vaatimusmäärittelyssä. Ei-toimin-
nallisia vaatimuksia voivat olla esimerkiksi tietoturvaan, käytettävyyteen, ylläpitoon, 
räätälöitävyyteen, integroitavuuteen tai suorituskykyyn liittyvät vaatimukset. Ei-toimin-
nalliset vaatimukset ja niiden määrittely helpottavat tietojärjestelmähankinnan laajuu-
den ja hinnan arviointia. (Leppänen 2018) Tietoturvavaatimuksien tulee kuvailla 
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tietoturvan toteutustavat, jotta ratkaisujen riittävyys voidaan todentaa. Tietoturvavaati-
muksia tehdessä tulee ottaa huomioon lainsäädännölliset seikat, kuten tiedot, joita kä-
sitellään. Vaatimusten tulee myös ottaa huomioon järjestelmän kriittisyys ja tiedot, joita 
suojataan. (Valtionhallinnon tietoturvallisuuden johtoryhmä 2013) 
Myös järjestelmälle asetettavat tekniset reunaehdot tulee kuvata vaatimusmääritte-
lyssä. Tekniset reunaehdot voivat liittyä käyttäjien tai yrityksen tietohallinnon tarpeisiin. 
Reunaehdot voivat liittyä esimerkiksi laitteistoihin, joita järjestelmän tulisi tukea, kuten 
tietokoneet, palvelimet tai ohjelmistot. (JUHTA 2018) 
Vaatimusmäärittelyssä kuvataan myös käyttäjäroolit. Käyttäjä on henkilö tai asia, joka 
on jotenkin vuorovaikutuksessa järjestelmän kanssa. Käyttäjärooleille pitää antaa tun-
nus, nimi ja kuvaus. Lisäksi niille on hyvä määrittää käyttöoikeudet, käyttäjäryhmään 
kuuluvien käyttäjien lukumäärä, taitotaso ja käyttötiheys. Käyttäjäryhmille voidaan 
myös määritellä, miten käyttäjät valtuutetaan ja miten oikeudet rajataan käyttäjän tehtä-
viin sopiviksi. Käyttäjien toimintaa järjestelmän kanssa voidaan tarvittaessa kuvata 
käyttötapausmalleilla. Käyttötapausmalleista saattaa olla hyötyä toimintaprosessin ym-
märtämisessä. (JUHTA 2018) 
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3  OHJELMISTON VALINNAN KÄYTÄNTEET 
Ohjelmistotyypin valintaan vaikuttaa muun muassa yrityksen ohjelmistostrategia. Yri-
tyksellä saattaa olla tarve juuri sille räätälöityyn ohjelmistoon, täysin valmiiseen ohjel-
mistoon tai räätälöityyn valmisohjelmistoon. Ohjelmistotyypin valintaan saattavat vai-
kuttaa yrityksen hankintapolitiikka tai kokonaisarkkitehtuuri. Jokaisella järjestelmätyy-
pillä on omat etunsa ja haittansa. (Forselius 2013) 
3.1 Ohjelmistotyypin valinta 
Valmisohjelmistoa hankittaessa tärkeimmiksi tehtäviksi nousevat saatavilla olevien oh-
jelmistovaihtoehtojen etsiminen ja niiden vertailu. Valmisohjelmistojen hyviä puolia on 
niiden suhteellisen helppo ja nopea käyttöönotto sekä useasti alhaisemmat kokonais-
kustannukset. Ne myös vaativat useasti vain hyvin vähän ohjelmointia tai eivät vaadi 
sitä ollenkaan. Valmisohjelmistoa hankittaessa määrittelyt voidaan jättää karkeammalle 
tasolle säästäen aikaa. Myöskään yksikkötestausta ei tarvitse suorittaa, sillä ohjelmisto 
on jo valmis ja testattu. Valmisohjelmiston hankinta saattaa aiheuttaa muutoksen työs-
kentelytavoissa prosessin muuttumisen myötä, joka voi aiheuttaa muutosvastarintaa. 
Lisäksi valmisohjelmiston kanssa tulee riippuvuus ohjelmiston toimittajaan ja heidän jul-
kaisutahtiinsa, tulevia päivityskustannuksia ei voida ennustaa eikä ohjelmisto välttä-
mättä täytä kaikkia toivottuja vaatimuksia. (Forselius 2013) 
Yritykselle räätälöityä ohjelmistoa hankittaessa keskeiseksi nousee ohjelmistotoimitta-
jan valinta ja palvelutarjonta. Onnistuneella räätälöidyn ohjelmiston hankinnalla yritys 
saa ohjelmiston, joka vastaa sen tarpeita paremmin kuin valmisohjelmisto. Ohjelmis-
tossa ei ole yritykselle turhia ominaisuuksia ja tarvittavat ominaisuudet on räätälöity 
juuri kyseisen yrityksen käyttöön. Käyttäjien tarpeet on myös huomioitu räätälöidyssä 
sovelluksessa asiakaskohtaisesti, kun valmisohjelmistot ovat useasti kohdistettu maail-
manlaajuisille markkinoille. Ohjelmiston jatkokehitys on myös useasti helpompaa kuin 
valmisohjelmistolla. Räätälöidyn ohjelmiston hankinnan haittapuolena on sen yrityk-
seltä vaatimat resurssit ja aika, sillä yrityksen tulee luoda tarkat vaatimukset hankitta-
valle järjestelmälle. (Forselius 2013) 
Valmisohjelmisto, joka muokataan ostajan tarpeisiin sopivaksi tai integroidaan ole-
massa olevaan järjestelmään, tuo mukanaan molempien, räätälöidyn ja 
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valmisohjelmiston edut. Asiakkaan tarpeisiin muokattu valmisohjelmisto tuo mukanaan 
hankinnan nopeuden ja asiakaskohtaisten ominaisuuksien edut. Useasti muokattu val-
misohjelmisto on myös edullisempi ratkaisu kuin täysin räätälöity ohjelmisto. Kuitenkin 
mitä enemmän ohjelmistoon lisätään ominaisuuksia, muokataan tai integroidaan van-
haan järjestelmään, sitä helpommin kustannukset kasvavat ja ohjelmiston käyttöönotto 
venyy. Ohjelmiston muokkaaminen myös johtaa siihen, että toiminnallisuuksien toimi-
vuus tulee tarkistaa jokaisen ohjelmistopäivityksen jälkeen, mikä voi aiheuttaa kustan-
nuksia. Tällöin myös menetetään osa asiakaskohtaisesti muokatun valmisohjelmiston 
eduista. (Forselius 2013) 
Hankittava ohjelmisto voidaan myös luokitella sen avoimuuden suhteen. Markkinoilla 
on tarjolla niin sanottuja avoimen lähdekoodin ohjelmistoja ja suljettuja ohjelmistoja. 
Avoimen lähdekoodin ohjelmistojen lähdekoodi on nimensä mukaisesti avointa, va-
paasti tarkasteltavissa ja muokattavissa toisin kuin suljettujen ohjelmistojen lähdekoodi. 
Koska suljettujen ohjelmistojen koodi on vain toimittajan hallinnassa, päivitykset ja 
muutokset koodiin tulevat toimittajan kautta. Suljetut ohjelmistot ovat siis toimittajariip-
puvaisia toisin kuin avoimen lähdekoodin ohjelmistot, sillä kuka tahansa voi tehdä niihin 
muutoksia tai päivityksiä. Avoimen lähdekoodin ohjelmistojen lisenssit vaativat kuiten-
kin useasti ohjelmistoon tehtävien muutoksien jakamista edelleen. Vaatimus ohjelmis-
ton muutoksien jakamisesta saattaa olla ongelmallinen, kun ohjelmistoa ollaan hankki-
massa kaupalliseen käyttöön. (Hoffman 2017) 
3.2  Avoimen lähdekoodin ohjelmiston arviointimallit 
Avoimen lähdekoodin etuna on siis toimittajariippumattomuus. Ohjelmisto voidaan 
hankkia useammalta eri toimittajalta tai ladata useasti suoraan verkosta. Avoimen läh-
dekoodin ohjelmisto ei ole suljetun ohjelmiston tavoin riippuvainen toimittajasta päivi-
tyksissä tai muutoksissa, sillä koodia saa vapaasti muokata. Avoimen lähdekoodin oh-
jelmiston hankinnassa säästetään useasti myös kustannuksissa, sillä lisenssimaksuja 
ei ole, vaan kustannukset syntyvät hankittavista palveluista ja käyttöönotosta. (JUHTA 
2012) 
Avoimen lähdekoodin laadulliseen arviointiin ei ole varsinaista standardoitua mallia. 
Tästä syystä avointa lähdekoodia hyödyntävää ohjelmistoa hankittaessa jokaisen tulee 
itse tehdä arvio ohjelmiston laadusta. Useasti avoimen lähdekoodin ohjelmiston valinta 
pohjautuu pitkälti aiempiin kokemuksiin tai kollegoiden suosituksiin. On kuitenkin 
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olemassa joitain järjestöjen ja yritysten luomia malleja, jotka voivat auttaa avoimen läh-
dekoodin ohjelmiston valinnassa. Muutamia malleja ovat muun muassa C-OSMM, N-
OSMM, QSOS, Open BRR ja E-OSS. Mallit mittaavat ohjelmiston kypsyyttä pohjautuen 
esimerkiksi itse ohjelmistoon, dokumentaatioon ja saatavilla oleviin palveluihin. Mallien 
tarkoituksena on auttaa yritystä selvittämään, onko ohjelmisto heille sopiva ja onko oh-
jelmisto luotettava. (Umm-e-Laila 2016) 
C-OSMM on malleista vanhin ja se on luotu vuonna 2003. Mallin tarkoituksena on sel-
vittää ohjelmiston kypsyys tutkimalla kahta asiaa. Tutkittavat asiat ovat myytävä tuote 
ja ohjelmisto. Tuotteella tarkoitetaan kokonaisuutta, jota myydään. Tutkittavana asiana 
ohjelmistoa voidaan ajatella toiminnallisina ja ei-toiminnallisina ominaisuuksina. Tuot-
teesta mitataan seuraavia asioita: ikä, ominaisuudet, kasvu, integroitavuus ja saatavilla 
oleva tuki. Ohjelmistosta mitattavia asioita ovat: käytettävyys, tehokkuus ja luotetta-
vuus. (Umm-e-Laila 2016) 
N-OSMM on vuonna 2004 luotu malli, joka on kolmivaiheinen. Malli perustuu kategori-
oiden arvioimiseen ja painottamiseen. Ensimmäisessä vaiheessa arvioidaan yksittäis-
ten kategorioiden kypsyys tutkimalla tuotetta. Tutkittavia kategorioita ovat: ohjelmisto, 
dokumentaatio, koulutus, palvelut ja integroitavuus. Jokaista tutkittua kategoriaa koh-
den, ohjelmistolle annetaan arvio sen kypsyydestä. Toisessa vaiheessa arvioitaville ka-
tegorioille annetaan painoarvo perustuen niiden tärkeyteen. Lopuksi ohjelmiston koko-
naiskypsyys saadaan kertomalla annetut arviot painoarvoilla ja laskemalla tulokset yh-
teen. (Umm-e-Laila 2016) 
QSOS-malli on kehitetty vuonna 2005. Malli keskittyy löytämään avoimen lähdekoodin 
ohjelmiston, jolla on hyvä tuki ja palvelut. Malliin kuuluu neljä päävaihetta jotka ovat: 
määrittäminen, arviointi, ehtojen asettaminen ja valinta. Määrittämisvaiheen tehtävänä 
on yksittäisten ohjelmistokomponenttien ominaisuuksien tunnistaminen ja määrittämi-
nen sekä niiden lisenssityyppien, ohjelmistoperheiden ja yhteisöjen selvittäminen. Toi-
sessa vaiheessa ohjelmistokomponentti arvioidaan keräämällä tietoa avoimen lähde-
koodin yhteisöistä. Seuraavaksi luodaan ohjelmistojen suodatuskriteerit ja rajoitteet, 
joita käytetään ohjelmistokomponenttien suodattamiseksi. Viimeisessä vaiheessa vali-
taan ohjelmisto asetettujen vaatimusten mukaisesti. (Umm-e-Laila 2016) 
Open BRR on kehitetty vuonna 2005. Malli on myös nelivaiheinen, kuten QSOS. Mallin 
käyttämiä vaiheita ovat: nopea suodatus, kohdennettu suodatus, tietojen kerääminen ja 
prosessointi sekä tietojen muuntaminen. Ensin suodatetaan pois ohjelmistot, jotka eivät 
täytä perusvaatimuksia. Tämän jälkeen ohjelmistoja tutkitaan tarkemmin ja niille 
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valitaan 12 vertailukategoriaa, joista 7 painotetaan. Sitten ohjelmistoista kerätään ja 
prosessoidaan kategorioihin liittyvät tiedot. Lopulta ohjelmiston BRR-arvo lasketaan 
painotetuista arvoista. (Umm-e-Laila 2016) 
E-OSS malli on kaikista uusin ja luotu vuonna 2015. Mallin ensimmäisessä vaiheessa 
ohjelmistokomponentteja tutkitaan analysoimalla niiden toiminnallisia, teknisiä ja strate-
gisia näkökulmia. Tämän jälkeen jaetaan komponentin pääominaisuudet neljään eri 
ryhmään: tuote, integroitavuus, laatu ja mukavuudet. Tuotteesta mitattavia asioita ovat: 
tuotteen ikä, lisenssi, kehittäjien yhteisö ja ihmisten hierarkia. Integroitavuudesta mita-
taan turvallisuutta, toiminnallisuutta ja yhteensopivuutta. Laadusta mitataan tehokkuuta 
ja palautteita. Mukavuuksista mitataan saatavilla olevaa koulutusta, tukea ja dokumen-
taatiota. Kolmannessa vaiheessa ohjelmistokomponenteille annetaan arvio jokaista kri-
teeriä kohden. Lopuksi kaikki arvot lasketaan yhteen, jotta saadaan kokonaispistemää-
rät ohjelmistokomponenteille. (Umm-e-Laila 2016) 
Vaikka valintaan on olemassa malleja, kuten edellä mainitut mallit, useasti avoimen 
lähdekoodin ohjelmiston valinta tehdään yrityksen omien vertailukriteerien mukaisesti. 
Painotetut kategoriat vaihtelevat paljon hankittavan sovelluksen luonteen mukaan. 
Erään tutkimuksen mukaan, joka pohjautuu DeLonen ja McLeanin tekemään tietojär-
jestelmien laadullisen arvioinnin malliin, seuraavat kategoriat ovat tärkeitä avoimen läh-
dekodin ohjelmistoa hankittaessa: järjestelmän laatu, tiedon laatu, palveluiden laatu, 
käyttötarkoitus, käyttäjätyytyväisyys ja taloudellinen arvo. Jokaisella kategorialla on 
omat ominaisuutensa, joita mittaamalla voidaan löytää sopivin ohjelmisto. (Sarrab 
2013) 
Järjestelmän laadusta mitattavia asioita ovat muun muassa saatavuus, toimintavar-
muus, suorituskyky, käytettävyys ja toiminnallisuus. Saatavuudella tarkoitetaan ohjel-
mistoa koskevien palveluiden, päivitysten ja dokumentaation, kuten foorumien ja kirjo-
jen, saatavuutta. Toimintavarmuudella tarkoitetaan ohjelmiston kypsyyttä ja sen suo-
siota. Tavoitteena on mitata yhteisön osallistumista ja jatkuvuutta projektissa, mahdol-
listen ongelmatilanteiden varalta. (Sarrab 2013) Avoimen lähdekoodin ohjelmistojen 
suosiota selittää useasti niiden helppokäyttöisyys ja nopea käyttöönotto (Voras 2011). 
Samasta syystä ohjelmiston suorituskyky on keskeinen asia ohjelmistoa valitessa. Käy-
tettävyydellä tarkoitetaan vaivaa, jonka käyttäjä joutuu näkemään ohjelmistoa käytettä-
essä. Ohjelmiston käytettävyyteen vaikuttavat muun muassa opittavuus, toimivuus ja 
saatavuus. Ohjelmiston tulee olla helposti saatavilla asiakkaalle ilman ylimääräistä 
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vaivaa. Toiminnallisuudella varmistetaan, että käyttäjä pystyy suorittamaan halua-
mansa tehtävät ohjelmistolla ja saa haluamansa lopputuloksen. (Voras 2011) 
Tiedon laadusta mitattavia asioita ovat muun muassa ylläpidettävyys, uudelleenkäytet-
tävyys, testattavuus ja turvallisuus. Ylläpidettävyys liittyy esimerkiksi ohjelmiston modu-
laarisuuteen, luettavuuteen ja muokattavuuteen. Muokattavuus on tärkeää myös siksi, 
että ohjelmisto voidaan muokata käyttäjän tarpeisiin tarvittaessa. Uudelleen käytettä-
vyyttä mitataan, jotta voidaan arvioida, kuinka helposti ohjelmistoon pystytään lisää-
mään uusia ominaisuuksia pohjautuen olemassa olevaan koodiin. Testattavuudella 
varmistetaan ohjelmiston ongelmavapaa toiminta ja hyvä laatu. Testattavuus mahdol-
listaa myös paremman laadun ohjelmistoa muokattaessa. Turvallisuutta mitataan kah-
della tavalla, luottamuksellisuudella ja eheydellä. Luottamuksellisuus varmistaa sen, 
ettei ohjelmistossa ole tietoturva-aukkoja. Eheydellä tarkoitetaan sitä, että ohjelmiston 
muutoksia valvotaan kontrolleilla, kuten oikeuksien todentamisella. (Voras 2011) 
Palvelun laatua voidaan mitata muun muassa seuraavilla asioilla, saatavilla olevat tuki-
palvelut, yhteisön tuki, dokumentaatio ja kehittäjien taidot. Koska ohjelmisto on avoin ja 
kaikilla on pääsy siihen, tukea voidaan saada usealta eri taholta. Mitä kokemattomampi 
yritys on käyttämään avoimen lähdekoodin ohjelmistoja, sitä tärkeämmäksi tukipalvelut 
nousevat. Toinen mitattava asia on yhteisön tuki. Yhteisön tuki on myös hyvin tärkeää, 
sillä useasti juuri yhteisön foorumeilta löytyy vastauksia kysymyksiin tai ongelmiin. Oh-
jelmiston dokumentaation tulisi olla kokonainen. Dokumentaation tulisi kattaa ainakin 
ohjelmiston arkkitehtuuri, vaatimukset ja käyttöohjeet. Hyvä dokumentaatio mahdollis-
taa ohjelmiston yhtenäisyyden sitä kehitettäessä ja helpottaa ongelmien ratkaisua sekä 
käyttöä. Kehittäjien taidot koskevat lähinnä yrityksen sisäisiä tai palkattuja kehittäjiä. 
Ohjelmiston kehittäjiksi määrätyillä henkilöillä tulee olla tarvittavat taidot ohjelmiston ke-
hittämiseen ja ylläpitämiseen. Jos osaamista ei löydy, tulisi joku kouluttaa kyseiseen 
tehtävään tai hankkia ulkopuolista osaamista tehtävään. (Voras 2011) 
Järjestelmän, tiedon ja palveluiden laadun mittaamisen lisäksi seuraavat asiat tulee ot-
taa huomioon: ohjelmiston käyttötarkoitus, käyttäjätyytyväisyys ja taloudellinen arvo. 
Ohjelmiston käyttötarkoitusta mietittäessä tulee tutkia, mitä ohjelmistolta halutaan tule-
vaisuudessa. Avoimen lähdekoodin ohjelmistot ovat useasti pitkältikin muokattavissa, 
joka mahdollistaa ohjelmistolle uusien käyttötarkoituksien luomisen. Ohjelmiston käyt-
täjien tyytyväisyys kertoo useasti paljon ohjelmiston laadusta, tästä syystä sitäkin on 
hyvä mitata. Taloudellinen arvo kertoo paljon ohjelmiston hyödyllisyydestä ja sen 
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aiheuttamista säästöistä. Jos hankinta ei tuo mitään hyötyä yritykselle tai hankinta on 
ylipäänsä taloudellisesti kannattamaton, hankintaan ei ole järkevää ryhtyä. (Voras 
2011) 
Avoimen lähdekoodin ohjelmistoa hankittaessa tulee myös huomioida laitteistojen yh-
teensopivuus. Ohjelmiston tulee toimia niin palvelimilla kuin ylläpitäjien ja käyttäjien 
päätelaitteilla. Ohjelmiston toimivuus ja suorituskyky ovat myös tärkeitä ohjelmiston 
hyödyllisyyden kannalta. Suorituskykyä ja toimivuutta voidaan mitata vertailemalla oh-
jelmistoa vastaavienohjelmien toimivuuteen ja suorituskykyyn, kuten virheiden mää-
rään ja käytettyihin resursseihin. (Voras 2011) 
Avoimen lähdekoodin ohjelmistoa hankkiessa joudutaan valitsemaan saatavilla olevien 
lisenssien välillä. Lisenssin valinta vaikuttaa muun muassa siihen, voiko koodia muo-
kata ja pitääkö muutokset jakaa? Ohjelmisto lisenssi pitääkin valita sen mukaan, millai-
set käyttötarkoitukset yrityksellä on ohjelmistolle. Lähtökohtaisesti kaikki avoimen läh-
dekoodin ohjelmistot sallivat niiden eteenpäin jakamisen ja myymisen. Rajoitukset koh-
distuvatkin useasti juuri siihen, miten niitä saa ja pitää jakaa. Avoimen lähdekoodin li-
senssejä on hyvin paljon, mutta muutama niistä on suositumpia kuin muut. (Laakkonen 
2013) 
Yksi suosituimmista lisensseistä on GPL-lisenssi. GPL-lisenssi on niin sanottu copyleft-
lisenssi, mikä määrää muun muassa sen, että koodiin tehdyt muutokset tulee jakaa 
eteenpäin niille, joille ohjelmisto on jaettu eteenpäin. GPL-lisenssin jakamisen rajoitus 
voidaan kuitenkin kiertää joissain versioissa tarjoamalla ohjelmistopalveluna, jolloin 
varsinaista kopiota ohjelmistosta ei jaeta eteenpäin. BSD- ja MIT -lisenssit ovat va-
paampia kuin GPL-lisenssi. Molemmat lisensseistä sallivat johdannaisten uudelleen li-
sensoinnin, tällöin muutokset voidaan pitää yrityksen sisällä eikä niitä tarvitse jakaa. 
(Laakkonen 2013) 
3.3  Ohjelmiston valinta 
Suurin osa aiemmin mainituista malleista käyttää painotettuja arvoja ohjelmiston valin-
taan. Kategorioiden painottaminen on kuitenkin itse hankintaa tekevän toimijan vas-
tuulla. Painottaminen vaatii ammattitaitoa ja tietämystä alasta. Suurin osa malleista 
käyttää arviointia yhdestä viiteen, jossa viisi tarkoittaa erittäin tärkeää ominaisuutta ja 
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yksi ei tärkeää ominaisuutta. Painottamalla kategoriat ja niiden alikategoriat saadaan 
selville ohjelmiston todellinen arvo yritykselle. 
Ohjelmistojen tutkiminen voidaan jakaa kolmeen vaiheeseen, ohjelmistojen tutkiminen, 
analysointi ja arviointi. Ensimmäisessä vaiheessa ohjelmistoista haetaan tietoa pohjau-
tuen esimerkiksi ohjelmiston yhteisöön, dokumentteihin tai kokemuksiin. Ohjelmistoista 
kannattaa etsiä samoja tietoja, kuten käyttöohjeita tai yhteisöfoorumeita. Kaikista ohjel-
mistoista ei välttämättä kuitenkaan löydy samoja asiakirjoja tai asioita, joka tulee myös 
ottaa huomioon arvioinnissa. Kun ohjelmistoista on löydetty halutut tiedot, kirjoitetaan 
jokaisesta kategoriasta lyhyt tiivistelmä, joka selostaa löydetyt asiat. Kun tiivistelmät on 
kirjoitettu, arvioidaan jokainen yksittäinen alakategoria. Lopulta jokaiselle ohjelmistolle 
määritetään pääkategorioiden arvot pohjautuen alikategorioiden arvioihin. Vertailemalla 
pääkategorioiden arvoja voidaan todeta, mikä ohjelmisto on yritykselle sopivin. (Voras 
2011) 
Kun työryhmä on valinnut parhaaksi oletetun ohjelmiston, esitetään päätös hankinnasta 
päättävälle henkilölle tai yrityksen johdolle. Yrityksen johdolle esitetään valittu ohjel-
misto ja perusteet, miten ohjelmistoon päädyttiin. Hankinnasta päättävä henkilö voi hy-
väksyä hankinnan, jolloin ohjelmiston käyttöönottoa aletaan valmistelemaan tai hylätä 
päätöksen, jolloin palataan ohjelmiston valintaprosessiin takaisin. (Forselius 2013)  
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4 VERKKOLEVYPALVELUN VAATIMUSTEN 
MÄÄRITTELY 
Projektin tavoitteena oli luoda vaatimusmäärittely hankittavalle pilvipalveluohjelmistolle, 
joka korvaa vanhentuneen verkkolevypalvelun. Hankittava ohjelmisto on tulossa alus-
taksi asiakkaille tarjottavalle palvelulle. Kyseessä on siis ohjelmistopalveluna ratkaisu, 
jossa yritys isännöi ohjelmistoa asiakkaan puolesta yrityksen palvelimilla. Asiakkaiden 
yhteydenottojen ja markkinatilanteen pohjalta uskottiin, että asiakkailla saattaisi olla 
tarve palvelulle, jossa he voivat jakaa tiedostoja sidosryhmiensä ja laitteidensa välillä 
helposti. Huomattiin myös, että muut yritykset tarjoavat vastaavaa palvelua asiakkail-
leen. Ennen vaatimusten määrittelyn aloittamista selvitettiin hankinnan lähtökohdat ja 
reunaehdot. 
4.1 Lähtökohdat ja saatavilla olevien ohjelmistojen kartoitus 
Yrityksen tarjoamasta vanhasta verkkolevypalvelusta löytyy pitkä lista ominaisuuksia. 
Asiakkaat ovat tottuneet vanhassa palvelussa tiettyihin tomintatapoihin, jonka vuoksi 
yritys haluaa sisällyttää osan vanhan palvelun ominaisuuksista myös uuteen järjestel-
mään. Uutta järjestelmää lähdettiin hankkimaan, sillä vanha järjestelmä on lähes kym-
menen vuotta vanha ja sen hallittavuus on heikko. Vanhentuneen ohjelmiston käyttöliit-
tymä on tehty itse eikä sen koodin muokattavuus ei ole parhaimmillaan. Tavoitteena on 
luoda palvelu jonka käyttö on sekä yksinkertaista että nopeaa. 
Ohjelmistoa on tarkoitus ylläpitää ja jakaa yrityksen omilta palvelimilta. Vaihtoehtoisia 
ohjelmistoja toteutukseen löytyy paljon, mutta niissä on paljon eroja. Jotkin ohjelmis-
toista ovat jopa vastaavassa käytössä kuin mitä hankinnalla tavoiteltiin. Ohjelmistot 
eroavat toisistaan muun muassa niiden käyttäjämäärien, toimintatapojen ja palveluiden 
osalta. 
Kuten teoriaosuudessa todettiin, tulee hankittavan ohjelmistontyyppi valita. Ohjelmisto-
tyypin valinta tehtiin heti valmisteluvaiheen alussa, jotta ohjelmistontyyppi voidaan 
määrittää reunaehdoksi hankinnalle. Ohjelmistotyypin valinta tehtiin pohjautuen yrityk-
sen ohjelmistopolitiikkaan, budjettiin ja hankinnan aikatauluun. Valinta tehtiin kokouk-
sessa yhdessä yrityksen johdon ja hankintaan osallistuvien teknisten henkilöiden 
kanssa. Ohjelmistotyypiksi valikoitui valmisohjelmisto, joka pohjautuu avoimeen 
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lähdekoodin. Avoimen lähdekoodin ohjelmistoon päädyttiin muun muassa ohjelmiston 
muokattavuuden, nopean käyttöönoton ja pienten kustannuksien vuoksi. Ohjelmistolta 
toivottiin muokattavuutta ja mahdollisuutta kehittää sitä itsenäisesti eteenpäin tarpeen 
vaatiessa. Ohjelmiston tulee myös olla nopea ottaa käyttöön, sillä ohjelmisto saatetaan 
joutua asentamaan useammalle eri palvelimelle. Hankinnan budjetti on myös pieni. Oh-
jelmiston on tarkoitus lähinnä luoda lisäarvoa muille yrityksen tarjoamille palveluille eikä 
niinkään olla myynnin kohteena. Avoimen lähdekoodin ohjelmistoilla on useasti kattava 
yhteisön tuki, mikä on ongelmien ratkaisemisen kannalta tärkeää. Avoimen lähdekoo-
din ohjelmistoja näytti olevan myös paremmin tarjolla haluttuun käyttötarkoitukseen 
kuin suljettuja ohjelmistoja. 
4.2 Verkkolevyohjelmiston vaatimusmäärittely 
Ennen verkkolevypalvelulle asetettavien vaatimusten määrittämistä selvitettiin vaati-
musten määrittelyn vastuualueet. Kuten teoriaosuudessa todettiin, vaatimusmääritte-
lystä vastaava ryhmä tulee koota ja ottaa siihen mukaan henkilöstöä kaikilta osaamis-
alueilta. Näin varmistetaan, että kaikkien mielipiteet otetaan huomioon. Tästä syystä 
projektiin otettiin mukaan henkilöitä yrityksen johdosta, tekniseltä osastolta ja asiakas-
palvelusta. Johdon henkilön päävastuualueet olivat ohjelmiston hyväksyminen, talou-
delliset vaatimukset sekä yrityksen ohjelmistopoliittiset päätökset. Tekninen osasto 
vastasi lähinnä ohjelmistolle asetettavista reunaehdoista sekä teknisistä vaatimuksista. 
Asiakaspalvelu vastasi ohjelmistolle asetettavista toiminnallisista vaatimuksista. Kaikki 
ryhmät kuitenkin osallistuivat vaatimusten määrittelyyn yleisellä tasolla. Vaatimusten 
määrittelyyn osallistuva ryhmä koostui viidestä henkilöstä, joista yksi oli yrityksen joh-
dosta, kaksi järjestelmän ylläpitäjiä ja kaksi asiakaspalvelijoita. 
Esiselvitys tehtiin tutkimalla vanhan ohjelmiston dokumentteja ja haastattelemalla yri-
tyksen henkilöstöä. Hankinnan tavoitteena oli tuoda asiakkaiden saataville lisää palve-
luita ja luoda näin lisäarvoa yrityksen palveluille. Esiselvityksessä todettiin, että käyttä-
järyhmien ja käyttöoikeuksien määrääminen tulee olemaan hyvin tärkeää verkkolevy-
palvelussa. Käyttäjäryhmät ja käyttöoikeudet tulee pystyä määrittämään tarkasti, sillä 
ohjelmistoa tulevat käyttämään yrityksen henkilöstö, yksityishenkilöt sekä jälleenmyy-
jät. Ohjelmiston oletetuille loppukäyttäjille ei kuitenkaan tehty kyselyä heidän kantansa 
selvittämiseksi, sillä siihen ei ollut riittäviä resursseja. Tästä syystä vaatimukset pohjau-
tuvat lähinnä ylläpitäjien ja asiakaspalvelijoiden tarvitsemiin toimintoihin sekä 
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loppukäyttäjien oletettuihin tarpeisiin. Ohjelmiston loppukäyttäjien uskottiin haluavan ja-
kaa tiedostoja keskenään tai järjestelmän ulkopuolella oleville henkilöille, jolloin tiedos-
tojen jakamisen yksinkertaisuus nousee tärkeäksi ominaisuudeksi. 
Ohjelmiston käyttäjäryhmien määrittäminen oli tärkeää, jotta kaikkien ryhmien vaati-
mukset tulivat huomioiduksi. Käyttäjäryhmiä löytyi useita ja ne on merkitty taulukossa 
yksi. Jokaiselle ryhmälle määritettiin oma ID-numero, nimi, arvioitu käyttäjämäärä ja ku-
vaus, kuten teoriassa suositeltiin. Ylläpitäjät ovat yksi tärkeimmistä ryhmistä ja heillä tu-
lee olla oikeudet tehdä muutoksia käytännössä kaikkiin asioihin ohjelmistossa. Ylläpitä-
jät hoitavat ohjelmiston ylläpidon sekä asiakkaiden tekemät suuremmat muutospyyn-
nöt, kuten uusien palveluiden avaukset. Asiakaspalvelijat tekevät muutoksia asiakkai-
den tilauksiin, kuten muuttavat asiakkaan salasanan tai lisäävät asiakkaalle levytilaa. 
Jälleenmyyjillä tulee pystyä lisäämään verkkolevypalveluun omat asiakkaansa. Jälleen-
myyjillä tulee siis olla vastaavat oikeudet kuin ylläpitäjillä, sillä heidän tulee myös pys-
tyä hallinnoimaan omien asiakkaidensa tilauksia. Jokaisella tilauksella tulee olla admin 
käyttäjä, joka pystyy lisäämään muita käyttäjiä tilaukseen. Admin käyttäjät helpottavat 
asiakaspalvelun työtä, sillä asiakkaat pystyvät itse hoitamaan yleisimmät muutostehtä-
vät. Tavalliset käyttäjät saavat käyttöoikeudet heille määrättyihin tiedostoihin ja kansioi-
hin palvelussa, esimerkiksi palvelun tilanneen yrityksen työntekijät saattavat olla tavalli-
sia käyttäjiä, jotka tarvitsevat oikeuden vain tiettyihin alikansioihin. Mahdollisuus testi-
käyttäjien luontiin saattaa olla tarpeellinen, jos asiakas ei ole varma palvelun tilaami-
sesta vielä. Tällöin asiakas pääsee kokeilemaan palvelua ennen sitovan tilauksen teke-
mistä. 
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Taulukko 1 Käyttäjäryhmät ja niiden kuvaukset. 
 
Vaatimuksia kerättiin pitämällä palavereita sidosryhmien kesken. Palaverit olivat va-
paamuotoisia ja niissä kysyttiin yleisiä kysymyksiä, kuten ”mikä on asiakaspalvelijan ta-
vanomainen prosessi, kun asiakas unohtaa salasanansa palveluun?”. Kysymyksiin 
saatiin vastauksia osallistujilta ja ne kirjattiin alustaviksi vaatimuksiksi. Vaatimuksia kar-
toitettiin myös kirjoittamalla käyttäjätarinoita käyttäjäryhmille. Käyttäjätarinoita tehdessä 
selvitettiin mahdollisia asioita, joita käyttäjä tulisi palvelussa tekemään. Suurin osa vaa-
timuksista kohdistui tavallisen käyttäjän tarpeisiin. Vaatimusten määrittelyssä tavoitel-
tiin tärkeimpien toiminnallisten ja ei-toiminnallisten ominaisuuksien listaamista, sillä oh-
jelmistoissa tiedettiin olevan paljon ominaisuuksia, jotka eivät välttämättä ole tarpeelli-
sia yrityksen käyttötarkoitukseen. Vanhan järjestelmä asiakkaat tullaan siirtämään uu-
teen järjestelmään, mutta sitä ei kirjattu vaatimusmäärittelyyn, sillä sen uskottiin onnis-
tuvan tarvittaessa käsin. Vaatimusmäärittely koostui siis pelkästä vaatimuslistasta, 
jossa ohjelmiston toiminnalliset ja ei-toiminnalliset vaatimukset ovat listattuina. Vaati-
muslista, joka valmistui osana opinnäytetyötä, on liitteenä työn lopussa. 
ID Nimi Määrä Kuvaus
1 Ylläpitäjät 10
 Järjestelmän ylläpitäjät tai 
muuten admin oikeuksia 
tarvitsevat. Koko palvelun 
hallinta
2 Asiakaspalvelijat 20
Asiakaspalvelijat muuttavat 
tilauksia palvelimella 
asiakkaiden pyynnöstä
3 Jälleenmyyjät 20
Käyttäjät, joiden tulee pystyä 
luomaan tilauksia oman 
tilauksensa alle
4 Admin käyttäjät 250
Tilauksen admin käyttäjä, jolla 
oikeus muokata muiden 
tilauksen käyttäjien oikeuksia
5 Tavalliset käyttäjät 1 000
Henkilöt joilla on oikeus 
käyttää verkkolevyä, mutta 
rajoitetut oikeudet
6 Testikäyttäjät 50
Asiakkaat, jotka haluavat 
kokeilla palvelua ennen sen 
tilaamista
 TURUN AMK:N OPINNÄYTETYÖ | Sakari Wahlsten 
Koska hankinnan kohteena oli avoimen lähdekoodin ohjelmisto, joka on käytännössä 
valmisohjelmisto, vaatimukset tuli jättää hyvin karkealle tasolle. Vaatimuksia kerätessä 
keskityttiinkin siihen, että jokaisen käyttäjäryhmän tarvitsemat ominaisuudet olisivat lis-
tattuina vaatimusmäärittelyssä. Vaatimukset olivat aluksi kuitenkin moniselitteisiä. Jot-
kin vaatimukset olivat päällekkäisiä toistensa kanssa ja tarkoittivat samaa asiaa. Haas-
tavaa vaatimusten määrittämisessä oli se, että ne pystyttiin jätettämään tarpeeksi kar-
kealle tasolle ja olivat samalla ymmärrettävissä vain yhdellä tavalla. Pidetyissä katsel-
moinneissa keskityttiinkin siihen, että kaikki ymmärsivät vaatimukset samalla tavalla. 
Katselmoinneissa vaatimukset käytiin läpi yksitellen ja selvitettiin, ymmärsivätkö kaikki 
vaatimukset varmasti samalla tavalla. Jos vaatimus ymmärrettiin eri tavoin, merkittiin 
se muutettavaksi ja se tarkastettiin uudestaan seuraavassa katselmoinnissa. Vaatimuk-
sille annettiin myös painoarvot poisjätettävien ominaisuuksien valitsemisen helpotta-
miseksi. Jokainen vaatimus painotettiin ensin alustavasti ja käytiin läpi vielä myöhem-
min hankintaryhmän kanssa. 
Lopuksi vaatimukset hyväksytettiin yrityksen johdolla. Vaatimukset ja niiden painotuk-
set käytiin läpi yrityksen johdon ja hankintaan osallistuvan ryhmän kanssa. Jos vaati-
mus ei ollut tarpeeksi tarkka tai painotus oli pielessä, korjattiin se välittömästi. Lopulta 
kun kaikki olivat tyytyväisiä vaatimuslistaan, siirryttiin ohjelmistojen vertailuvaiheeseen.  
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5 PILVIPALVELUALUSTOJEN VERTAILU 
Kuten vaatimusmäärittelyn esiselvitysvaiheessa huomattiin, ohjelmistovaihtoehtoja on 
paljon. Ohjelmistojen vertailua varten vertailukriteerit tulee valita ja painottaa. Ennen 
ohjelmistojen tarkaa vertailua karsittiin pois vaihtoehdot, jotka eivät täyttäneet tärkeim-
piä vaatimuksia. Vertailuun käytettiin vaatimusmäärittelyn lisäksi ohjelmiston laatua mit-
taavia kriteereitä, jotka on mainittu teorian vertailuosuudessa. 
5.1 Vertailukriteerien valinta ja painotus 
Valinnassa käytetettäviksi kriteereiksi valittiin samat vertailukriteerit, joita Mohamed 
Sarrab ja Osama M. Hussain Rehman käyttivät avoimen lähdekoodin ohjelmistonvalin-
taan liittyvässä tutkimuksessaan (Sarrab 2013). Kriteerit esiteltiin tarkemmin teoria-
osuudessa. Kyseisiä kriteereitä päädyttiin käyttämään, sillä tutkimuksessa käytetyt kri-
teerit perustuivat DeLonen ja McLeanin tietojärjestelmän onnistumisen malliin, jota käy-
tetään useasti järjestelmien laadun mittaamisessa (Sarrab 2013). Sarrab ja Rehman 
laajensivat mallia tarkentamalla mallissa mitattavia laadullisia tekijöitä. Laajennettu 
malli sopii hyvin avoimen lähdekoodin ohjelmistojen vertailuun, sillä se arvioi ohjelmis-
toa todella laajasti. Laajennettu malli ottaa tarkemmin huomioon järjestelmän laadun, 
tiedon laadun ja palveluiden laadun. Sarabin ja Rehmanin käyttämä malli todettiin sopi-
van yksinkertaiseksi ja laajaksi verrattuna muihin malleihin. 
Kaikki Sarrabin ja Rehmanin mallissa käytetyt kriteerit eivät olleet yhtä tärkeitä hankin-
nan kannalta. Kriteerit päädyttiin painottamaan, jotta tärkeimmät kriteerit huomioidaan 
suuremmalla painoarvolla. Idea kriteerien painottamiseen saatiin N-OSSM ja Open 
BRR ohjelmistojen vertailumalleista, joissa valintakriteerit painotetaan. Kriteerien pai-
nottaminen tuo yritykselle tärkeät asiat paremmin esille vertailussa. Painottaminen pää-
dyttiin tekemään asteikolla yhdestä viiteen, kuten esimerkiksi C-OSSM, Open BRR ja 
E-OSS malleissa (Umm-e-Laila 2016). 
Ohjelmiston toiminnallisuuksien arvioinnin apuna käytettiin vaatimusmäärittelyä. Vertai-
luun valikoituneiden ohjelmistojen toiminnot vertailtiin vaatimuslistaa vasten. Jokaisen 
vaatimuksen toteutuminen arvioitiin asteikolla yhdestä kolmeen, jossa kolme on paras 
mahdollinen arvio. Annetut pisteet perustuvat siihen, kuinka hyvin ohjelmisto täyttää ky-
seisen vaatimuksen. Lopuksi kaikki arviot laskettiin yhteen ja saatiin ohjelmistolle 
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kokonaispistemäärä vaatimuksien täyttymisestä. Tämä pistemäärä kirjattiin vertailutau-
lukkoon toiminnallisuuksien kohdalle. Vaatimusten täyttyminen arvioitiin pisteytyksellä, 
sillä vaatimukset ovat ohjelmiston toiminnallisuuksia. Ohjelmistot täyttävät toiminnot eri-
tavoin. Vaatimukset päädyttiin pisteyttämään sillä perustella, kuinka hyvin ne vastasivat 
yrityksen tarpeisiin. 
Ohjelmistojen arviointi päädyttiin tekemään vastaavasti kuten Sarrabin ja Rehmanin 
mallissa. Aluksi tutkittiin, kuinka hyvin ohjelmisto täyttää kriteerit. Jokaisen kriteerin 
täyttymisestä kirjoitettiin lyhyt tiivistelmä. Kun tiivistelmät oli kirjoitettu annettiin jokaista 
kriteeriä kohden arvosana yhdestä viiteen. (Sarrab 2013) Sama prosessi toistettiin jo-
kaiselle ohjelmistolle, jonka jälkeen tulokset merkittiin taulukkoon. Lopuksi taulukosta 
laskettiin ohjelmistoille kokonaispisteet kertomalla annettu arvio painoarvolla ja laske-
malla saadut arvot yhteen. Korkeimman pistemäärän saanut ohjelmisto vastaa yrityk-
sen tarpeita parhaiten. 
Painotus kriteereille tehtiin palaverissa, jossa kaikkien osa-alueiden osaajat olivat pai-
kalla. Painotus pohjautui siihen, kuinka tärkeäksi kriteerit nähtiin suhteessa muihin kri-
teereihin ja kuinka hyvin kriteerit hyödyttävät ohjelmistolle suunniteltua käyttötarkoi-
tusta. Myös yrityksen ohjelmistopolitiikka ja budjetti vaikuttivat painotuksiin. Painotukset 
sovittiin alustavasti ensimmäisessä palaverissa, jonka jälkeen ne käytiin vielä läpi yri-
tyksen johdon kanssa ja korjattiin niitä tarvittaessa. Valintakriteereihin sisältyi vaatimus-
määrittely, toiminnallisuuksien vertailuna.  
Etenkin ylläpitäjien mielestä, ohjelmiston dokumentaation saatavuus ja yhteisön fooru-
mien aktiivisuus on hyvin tärkeää. Jotta ohjelmiston konfigurointi, asennus ja käyttämi-
nen olisivat mahdollisimman yksinkertaista ja nopeaa tulee dokumentaation olla sekä 
tarkka että laaja. Ohjelmiston toimintavarmuuden toivottiin olevan mahdollisimman 
hyvä. Varsinkin yrityksen toiminnan luonteen kannalta, ohjelmiston toimintavarmuus on 
erittäin tärkeää. Jos ohjelmisto ei toimi asiakkaat eivät pysty sitä käyttämään. Tieto-
turva-aukot saattavat aiheuttaa vakavia seurauksia yritykselle tai asiakkaille, minkä ta-
kia tietoturvaa haluttiin painottaa. Ohjelmiston koodin tulisi olla hyvin testattavaa ja luet-
tavaa, jotta ohjelmistoa voidaan tarvittaessa muokata. Ohjelmistoon ei suunnitella teh-
tävän muutoksia, mutta niihin on hyvä varautua tulevaisuuden varalta. Ohjelmiston 
muokattavuudelle ei annetu sen vuoksi korkeaa painoarvoa. Yhteisön tukea haluttiin 
painottaa enemmän kuin maksullisia tukipalveluita. Pienet ongelmat ratkeavat useasti 
yhteisön tuen avulla, mutta maksullisia palveluita tulee myös olla saatavilla tarvittaessa. 
Käyttäjien tyytyväisyyttä painotettiin, sillä se kertoo jo paljon ohjelmiston laadusta. 
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Hankinnan tavoitteena oli luoda lisäarvoa yrityksen muille palveluille. Ohjelmiston talou-
dellinen arvo ei ollut tärkein arviointikriteereistä. Taloudellista arvoa painotettiin kuiten-
kin jonkin verran, sillä avoimen lähdekoodin ohjelmiston piilokustannukset haluttiin vält-
tää. Piilokustannuksia voi syntyä esimerkiksi, kun yrityksen sisällä ei ole tarpeeksi oh-
jelmiston käyttöönottoon tarvittavaa osaamista ja henkilökuntaa joudutaan koulutta-
maan tehtävään. 
Ohjelmistoja sekä niiden ominaisuuksia tutkittiin etsimällä niistä tietoa verkosta ja asen-
tamalla ohjelmistot koekäyttöön. Parhaiten ohjelmistoista löytyi tietoa niiden omilta 
verkkosivuilta, Github-sivuilta ja foorumeilta. 
5.2 Palveluiden alkukarsinta 
Mahdollisia ohjelmia tiedostojen jakamiseksi on useita, kuten Syncthing, ownCloud, 
ProjectSend, NextCloud, Pydio cells, Seafile, Tonido. Vaihtoehtojen etsimiseen käytet-
tiin hakukoneita, kuten Googlea ja Bingiä. Osa yllämainituista ohjelmistoista tippui pois 
alkukarsinnassa, sillä ne eivät täyttäneet asetettuja vaatimuksia. Synchthing ei esimer-
kiksi tallenna tiedostoja keskitetysti ja tiedostot synkronoidaan suoraan käyttäjien tieto-
koneiden välillä. OwnCloud tarjoaa halutut ominaisuudet, mutta ne ovat maksullisia. 
NextCloud on OwnCloudista erkaantunut versio, joka tarjoaa OwnCloudin ominaisuu-
det ilmaiseksi. Tonido ja ProjectSend eivät tarjoa kaikkia tärkeitä ominaisuuksia, joita 
ohjelmistolta toivottiin. Järkevän vertailun mahdollistamiseksi vertailuun valittiin kolme 
ohjelmistoa: Nextcloud, Pydio cells ja Seafile. 
5.3 Nextcloud 
Nextcloudin dokumentaatio on erittäin helposti saatavilla. Dokumentaatio löytyy ohjel-
miston verkkosivuilta ja se kattaa käyttäjien, kehittäjien sekä ylläpitäjien ohjeet. Tukipal-
veluilta ohjelmistolle on saatavilla Nextcloudin verkkosivujen kautta. Nextcloud listaa 
heidän kanssaan yhteistyötä tekevät yritykset verkkosivuillaan. Yhteistyötä tekevät yri-
tykset tarjoavat tukea ohjelmistolle. Nextcloudin käyttöön löytyy paljon ohjeita hakupal-
veluista, kuten Googlesta. Esimerkiksi Linuxjournal ja HowToGeek ovat kirjoittaneet 
palvelun käyttöönotosta. Nextcloud on ainut vertailuun valituista ohjelmistoista, jonka 
yhteisö tarjoaa IRC-palvelun yhtenä tukikanavana. Nextcloud ilmoittaa tekevänsä yllä-
pitopäivityksiä ohjelmistoon kuudenviikon sykleissä. Ylläpitopäivityksissä tulee pieniä 
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korjauksia ohjelmistoon. Ohjelmistoon tulee versiohistorian perusteella suurempia kor-
jauksia noin 3 – 10 kuukauden välein. 
Nextcloudin yhteisö vaikuttaa hyvin aktiiviselta. Ohjelmiston viralliselle foorumille tulee 
useita kysymyksiä ja vastauksia päivittäin. Nextcloudin Github projektin tiedoista näkee 
myös yhteisön aktiivisuuden. Projektilla on viimeisen kuukauden aikana 279 kommi-
tointia ohjelmiston päähaaraan. Viimeisen kuukauden aikana projektiin on ilmoitettu 
148 uutta ongelmaa ja ratkaistu 239 ongelmaa Githubin tilastojen mukaan. Nextcloud 
projektilla on 676 osallistujaa sekä 53522 kommitointia koodiin yhteensä. (Github 2020) 
Nextcloud ei ole aivan uusi ohjelmisto. Nextcloud perustuu 2010 aloitettuun ownCloud 
palveluun, josta se haarautui vuonna 2016 omaksi palveluksi (Feldman 2019). Next-
cloud arvioi blogissaan palvelinohjelmistonsa olleen aktiivisena noin 400 000 palveli-
mella vuonna 2019 ja latauksia ohjelmistolle tulleen noin 250 000 kuukaudessa 
(Poortvliet 2020).  
Nextcloudin asentaminen on suhteellisen helppoa. Nextcloud voidaan asentaa muuta-
malla eri tavalla: snap-paketilla, asennusohjelmalla, manuaalisesti tai komentosarjalla 
(Nextcloud 2020). Ohjelmiston tarkka dokumentaatio nopeuttaa ohjelmiston käyttöönot-
toa ja helpottaa sen käyttöä. Ohjelmiston käyttöliittymä on hieman monimutkainen ja 
asetuksia on paljon. Asetukset kuitenkin mahdollistavat paremman hallittavuuden toi-
mintoja määritettäessä. Käyttöoikeuksien hallinta on yksinkertaista ja niitä pystytään 
hallitsemaan yksittäiseltä sivulta keskitetysti.  
Nextcloudista löytyy vaatimusmäärittelyssä kirjatut toiminnot. Käyttäjäryhmät ja käyttö-
oikeuksien määrääminen käyttäjätasolla mahdollistavat ryhmien ylläpitämisen helposti. 
Tiedostojen jakaminen linkeillä on yksinkertaista. Linkit voidaan suojata salasanalla tai 
määrittää vanhenemaan tietyn ajan kuluttua. Tiedostoista ja kansioista on omat ver-
siohistoriansa ja versioiden palauttaminen on helppoa. Nextcloud ohjelmistossa on ap-
plikaatiokauppa, josta voi lisätä ominaisuuksia ohjelmistoon. Ohjelmiston lisäominai-
suudet saattavat tuottaa lisäarvoa asiakkaille. 
Ohjelmistolla on selkeät ohjeet koodin laadun varmistamiseksi. Nextcloudin kehittäjän 
dokumentaatiossa on tarkat ohjeet koodin tyyliin ja miten muutokset ohjelmiston koo-
diin tulisi tehdä. Nextcloud on julkaistu AGPLv3-lisenssillä. Ohjelmiston koodia voi 
muokata, mutta ohjelmiston koodiin tehdyt muutokset tulee jakaa yhteisön kanssa, li-
senssin mukaisesti (Kaufman 2017). Ohjelmiston koodia voi testata sen omilla testeillä 
tai itse luoduilla testeillä. Testaamiseen löytyy kattava dokumentaatio. Dokumentaati-
osta löytyy myös ohjeistus yleisimpien tietoturvauhkien välttämiseksi. Ohjelmiston 
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koodiin tehtyjä muutoksia ei lisätä suoraan ohjelmiston päähaaraan, vaan muutokset 
hyväksytään ensin yhteisön kanssa. 
Nextcloud on saanut hyviä arvosteluja käyttäjiltään. Keskimäärin ohjelmisto on saanut 
arvion neljä, kun arvosteluasteikko on ollut yhdestä viiteen. Myös ohjelmiston mobiiliso-
vellukset ovat saaneet hyviä arvioita. Google Play Storessa sovellus on saanut 3,8 vii-
destä pisteestä ja App Storessa 4,3 viidestä pisteestä. Negatiiviset kommentit liittyvät 
useasti ohjelmiston useisiin asetuksiin ja painikkeisiin. Toisaalta ohjelmiston hallitta-
vuutta kehuttiin myös paljon. Arvosteluita ohjelmistosta löytyy muun muassa Gartne-
rilta, Capterralta ja Techradarilta.  
Nextcloud ohjelmisto on ilmainen ja vapaasti käytettävissä AGPLv3-lisenssin mukai-
sesti. Ohjelmiston viralliset lisäosat eivät kustanna lisää ja ovat ladattavissa ohjelmiston 
kaupasta ilmaiseksi. Nextcloud on ohjelmoitu PHP-kielellä, jonka osaamista yrityksen 
sisältä löytyy jo valmiiksi. Ohjelmiston virallinen tukipalvelu kustantaa pienimillään 
1900€ viittäkymmentä käyttäjää kohden vuodessa (Nextcloud 2020). 
5.4 Pydio Cells 
Pydiolla on laaja dokumentaatio. Dokumentaatio kattaa ylläpitäjän ohjeet, rajapintaku-
vaukset ja kehittäjänohjeet. Erillistä käyttäjän dokumentaatiota ei ole ja tiedot löytyvät 
ylläpitäjän ohjeesta. Pydio tarjoaa Enterprise versiota ohjelmistostaan, johon sisältyy 
kaikki ohjelmiston ominaisuudet sekä heidän virallinen tukipalvelunsa. Tukipalvelu lu-
paa nopean vastaus- ja korjausajan ongelmatilanteissa. Yhteisön foorumi on melko ak-
tiivinen. Foorumille näyttää tulevan viestejä päivittäin. Hakukoneilla löytyy useita ohjel-
miston käyttöön liittyviä ohjeita. Pydion verkkosivuilta ei kuitenkaan löydy listaa yhteis-
työkumppaneista, joilta saisi tukea ohjelmiston kanssa. Hakukoneella löytyi yritys ni-
meltä Autoize, joka näyttää tarjoavan tukea ohjelmistolle. Autoize ei ilmoita tuelle hin-
taa verkkosivuillansa. Pydiolle ei löydy varsinaista päivitysaikataulua, mutta versiohisto-
rian perusteella isompia päivityksiä tulee noin kahden tai kolmen kuukauden välein ja 
pienempiä korjauksia muutaman viikon välein (Pydio 2020). 
Pydion yhteisö vaikuttaa aktiiviselta. Pydion virallisilla foorumeilla on päivittäin aktiivi-
suutta, mutta ei kuitenkaan aivan yhtä paljon kuin Nextcloudilla. Pydion Github projek-
tin päähaaraan on tullut viimeisen kuukauden aikana 134 kommitointia. Kuukauden ai-
kana kolme uutta ongelmaa on ilmoitettu ja 11 ongelmaa suljettu. Yhteensä projektissa 
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on 2779 kommitointia ja kaksitoista osallistujaa. (Github 2020) Ohjelmisto aloitettiin 
2007 nimellä AjaXplorer. Ohjelmiston tavoitteena on mahdollistaa turvallinen tiedosto-
jen jakaminen. AjaXplorer muutti nimensä Pydioksi vuonna 2013. Pydio ilmoittaa ohjel-
mistolla olevan yli miljoona latausta maailmanlaajuisesti. (Pydio 2020) 
Pydion asentaminen tapahtuu suhteellisen yksinkertaisesti asennustiedostolla. Asenta-
minen voidaan tehdä verkkoselaimella tai komentorivillä (Pydio 2020). Ylläpitäjän oh-
jeissa kerrotaan asennukselle yksityiskohtaiset vaatimukset ja miten asennus tulee 
tehdä. Pydion käyttöliittymä on selkeä ja ylläpitäjän hallintapaneeli on eritelty muista 
ohjelmiston toiminnoista. Siitä johtuen käyttöoikeuksien ja käyttäjien hallinta on yksin-
kertaista. Kirjastoja on mahdollista luoda ja piilottaa yksittäisiltä käyttäjiltä tai kokonai-
silta ryhmiltä. Omien käyttöoikeussääntöjen luominen on helppoa ylläpitäjän hallintapa-
neelissa. Tiedostojen jakaminen onnistuu linkeillä, jotka voidaan suojata salasanalla tai 
määrittää vanhenemaan halutun ajan kuluttua.  
Pydio täyttää vaatimusmäärittelyssä asetetut vaatimukset melko hyvin. Ohjelmistossa 
pystytään luomaan sekä käyttäjiä että käyttäjäryhmiä. Kirjastoja on mahdollista piilottaa 
käyttäjiltä tai ryhmiltä. Omien käyttöoikeuksien luominen on myös mahdollista hallinta-
paneelista. Suuri osa ominaisuuksista, kuten eritellyt logit ja WebDAV ominaisuudet, 
ovat kuitenkin vain maksullisessa versiossa. Ominaisuuksien tarkempi säätäminen 
vaatii myös joissain tapauksissa koodiin koskemista. Pydio on tietoturvaan painottuva 
tiedostojenjako ohjelmisto. Pydioon ei löydy lisäominaisuuksia vastaavasti kuin Next-
cloudiin. 
Pydio cells käyttää Googlen kehittämää Go-kieltä. Ohjelmisto noudattaa Go-kielen ylei-
siä ohjelmointi ohjeita. Go-kieli käyttää mikroarkkitehtuuria ja on siksi helppolukuista 
sekä uudelleenkäytettävää. Pydiolla on lisäksi omat ohjeet ohjelmiston kehittäjille. Oh-
jeistus neuvoo kehitysalustan asentamisessa ja ohjelmoinnin yleisissä tekniikoissa. 
Pydiolla on myös dokumentaatio ohjelmiston rajapinnoista. Rajapintojen dokumentaatio 
helpottaa kehittäjien työtä rajapintoja kehitettäessä. Ohjelmiston testattavuudesta ei 
löydy tietoa, eikä siihen ole ohjeistusta. Postman ohjelmiston käyttöä kuitenkin ohjeiste-
taan rajapintakutsujen testaamista varten. Pydio on julkaistu AGPLv3-lisenssillä. Li-
senssin määrämät koodin jakamiseen ja muokkaamiseen liittyvät ehdot tulee ottaa 
huomioon ohjelmistoa muokatessa. Muokattu koodi tulee jakaa yhteisön kanssa jos oh-
jelmistoa jaetaan jollain tavoin eteenpäin. Ennen muokatun koodin lisäämistä ohjelmis-
ton päähaaraan, muokkaukset tarkistetaan muiden kehittäjien toimesta. 
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Pydio on saanut hyviä ja huonoja arvosteluita. Arvosteluissa mainitaan useasti ohjel-
miston toimintaan liittyviä ongelmia, kuten epävakaus ja tiedostojen synkronointi ongel-
mat. Ohjelmiston mobiilisovellukset ovat saaneet hieman heikompia arvosteluita kuin 
Nextcloudin mobiilisovellukset. Google Play Storessa mobiilisovellus on saanut arvosa-
nan 3,2 viidestä ja App Storessa 2,7 viidestä. Yleisellä tasolla ohjelmisto on kuitenkin 
saanut hyviä arvosteluita, kuten Sourceforgen sivustolla, jossa ohjelmiston keskiarvo 
on 4,7 viidestä (Sourceforge 2020). Suurin osa Sourceforgen arvosteluista on kuitenkin 
hyvin vanhoja. Useat arviot ovat ajalta, jolloin ohjelmisto käytti PHP-kieltä. 
Pydio Cells Enterprise lisenssi kustantaa kahdellekymmenlle käyttäjälle vuodessa 
1980€ (Pydio 2020). Lisäksi Pydio Cells käyttää Go-kieltä, joka on suhteellisen uusi-
kieli. Yrityksessä työskentelevillä kehittäjillä ei ole kokemusta Go-kielestä. Yrityksessä 
työskenteleviä kehittäjiä jouduttaisiin kouluttamaan tehtäävään aiheuttaen lisää kustan-
nuksia.  
5.5 Seafile 
Seafilen dokumentaatio löytyy ohjelmiston verkkosivuilta. Ohjelmiston dokumentaatio 
on laaja ja kattaa sekä käyttäjän että ylläpitäjän ohjeet. Kehittäjiä varten on erilliset ra-
japintakuvaukset. Lisäksi Seafilen verkkosivuilta löytyy linkki yhteisön foorumille, joka 
on jokseenkin aktiivinen. Foorumi ei kuitenkaan ole yhtä aktiivinen, kuin Pydiolla tai 
Nextcloudilla. Seafilellä on yhteistyökumppani Datamate, joka tarjoaa tukea ja asen-
nuspalveluita ohjelmistolle. Linkki Datamaten verkkosivuille löytyy Seafilen verkkosi-
vuilta. Seafilen tuki tarjoaa tukea seuraavilla tavoilla: sähköpostitse, puhelimitse tai 
näytönjaon avulla. Seafilen tukipalvelut ovat maksullisia ja tarjottava tuki määräytyy on-
gelman vakavuuden mukaan. Tavallinen sähköpostitse annettava tuki on kuitenkin il-
maista. Ohjelmiston päivitysaikataulu on saatavilla Seafilen verkkosivujen kautta. Päivi-
tyksiä ohjelmistoon tulee noin puolenvuoden välein (Seafile 2020). 
Seafilen yhteisö on lähestulkoon yhtä aktiivinen, kuin Pydio:n yhteisö. Seafilen Github 
projektissa käyttöliittymä ja palvelin ovat erillisiä säilöjä. Yhteensä molempien päähaa-
roihin on tehty viimeisen kuukauden aikana 34 kommitointia. Projektiin on kuukauden 
aikana ilmoitettu 13 ongelmaa ja suljettu kaksi ongelmaa. Seafilen projektiin on osallis-
tunut 63 henkilöä. Projektiin on tehty yhteensä 12640 kommitointia sen elämän aikana. 
Seafile on perustettu 2012 ja ilmoittaa sillä olevan 2 miljoonaa käyttäjää. 
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Seafilen asentaminen on yksikertaista, mutta kuitenkin haastavampaa, kuin Pydion tai 
Nextcloudin asentaminen. Asentamisen haastavuus ilmenee myös ohjelmiston arvioin-
neissa. Ohjelmisto voidaan asentaa kolmella eri tavalla, komentoketjulla, Dockerilla tai 
manuaalisesti. Seafilen verkkosivuilla on ohjeet ohjelmiston asentamista varten. Ohjel-
miston asentamiseen löytyy lisää yhteisönluomia ohjeita hakukoneilla. Ohjelmiston 
käyttö on aluksi haastavaa vaajaavaisen käyttöohjeen vuoksi. Ohjelmiston käyttöohjeet 
on kuvitettu vain osittain. Ohjelmistossa tiedostojen jakaminen on mahdollista ulkoisella 
linkillä tai sisäisellä linkillä. Linkki voidaan suojata salasanalla ja sille voidaan määrittää 
vanhenemisaika.   
Seafile täyttää vaatimusmäärittelyssä määritetyt vaatimukset. Ohjelmistoon on mahdol-
lista luoda useita käyttäjiä. Ryhmien ja kirjastojen luominen on mahdollista, mutta nii-
den piilottaminen muilta käyttäjiltä vaatii ohjelmiston koodiin koskemista. Seafilen ilmai-
sen verion ominaisuudet ovat rajatut. Useat tärkeät ominaisuudet saa käyttöönsä vain 
Seafilen maksullisella versiolla. Maksulliseen versioon kuuluu muun muassa, alikansi-
oiden käyttöoikeuksien määrittely, Office dokumenttien muokkaus selaimessa ja rooli-
pohjainen tilien hallinta. Seafilen ilmaisversiossa on vähemmän ominaisuuksia kuin 
Pydion ilmaisversiossa.  
Seafilen koodi on modulaarista ja luettavaa. Koodin tyyliä tai muotoa koskevaa ohjeis-
tusta ei ole. Ohjeistus kehitysympäristön pystyttämiseen ja ohjelmistorajapinnoille kui-
tenkin on olemassa. Yhteisön foorumilla on keskustelua siitä, miten ohjelmiston kehittä-
miseen tulisi osallistua. Ohjelmistoon tehdyt muutokset tallennetaan ensin projektin tila-
päiseen haaraan, josta ne tarkistuksen jälkeen siirretään päähaaraan. Seafilellä ei ole 
ohjeistusta ohjelmiston koodin testaamiseen. Ohjelmistoon on kuitenkin rakennettu val-
miita testejä ja testejä pystyy itse lisäämään koodiin. Seafile on lisensoitu GPLv2-li-
senssillä. GPLv2-lisenssi mahdollistaa joissain tilanteissa jakamisrajoitusten kiertämi-
sen, kuten teoriaosuudessa todettiin. 
Seafile on saanut lähinnä hyviä arvosteluja. Negatiiviset arvostelut koskevat useasti 
mobiilisovellusten synkronointi ongelmia sekä ohjelmiston sekavaa käyttöliittymää. Ne-
gatiivisissa arvosteluissa mainitaan myös ohjelmiston käyttöönoton haastavuus. Mobii-
lisovellukset ovat saaneet toisistaan eriäviä arvosteluista. App Storessa mobiilisovellus 
on saanut keskimäärin arvion 2,9 viidestä pisteestä ja Google Play Storessa 4 viidestä 
pisteestä. Yleisesti ohjelman saamat arviot ovat kuitenkin neljä viidestä pisteestä. 
Seafile Pro on ohjelmiston maksullinen versio, joka tuo mukanaan kaikki ominaisuudet. 
Seafile ilmoittaa Pro lisenssin vuosihinnaksi 44€ yhtä käyttäjää kohden. Ohjelmisto on 
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siis hieman kalliimpi kuin Nextcloud ja Pydio. Seafile käyttää ohjelmistossaan Python, 
C ja C++ kieliä, joista yrityksessä tyskentelevillä kehittäjillä ei ole syvää osaamista. 
5.6 Yhteenveto 
Ohjelmistot pisteytettiin vaatimuksien ja arviointikriteerien täyttämisen perusteella. Oh-
jelmistoille annetut arviot kirjattiin taulukkoon, jossa niitä voidaan vertailla rinnakkain. 
Ohjelmistoille annetut pisteet kerrottiin aiemmin määritetyillä painoarvoilla, jonka jäl-
keen saadut arvot laskettiin yhteen. Taulukossa kaksi näkyy kriteerien painoarvot, alku-
peräisetpisteet, painotetutpisteet ja kokonaispisteet. Kuten taulukosta nähdään Next-
Cloud sai vertailusta parhaat pisteet. 
Taulukko 2 Ohjelmistoille annetut pisteet arvioinnista. 
 
Nextcloud on ainoa ohjelmistoista, joka ei veloita ohjelmiston ominaisuuksista. Ainoat 
kustannukset, jotka Nextcloud yritykselle tuottaa johtuvat epäsuorista kustannuksista, 
kuten tukipalveluista tai käyttöönotosta. Muissa ohjelmistoissa lisenssin hinnan lisäksi 
myös epäsuorat kustannukset tulevat maksettaviksi. Nextcloud on yritykselle edullisin 
vaihtoehto. Yrityksestä löytyy tarpeeksi osaamista Nextcloudin kehittämiseen 
ID Kriteeri Paino NextCloud Pydio Seafile NC pai. Pydio pai. Seafile pai.
1 Järjestelmän laatu
2 Saatavuus 5 5 5 4 25 25 20
3 Toimintavarmuus 5 5 3 4 25 15 20
4 Suorituskyky 3 5 4 2 15 12 6
5 Käytettävyys 4 3 4 3 12 16 12
6 Toiminnallisuus 4 51 47 45 204 188 180
7 Tiedonlaatu
8 Ylläpidettävyys 3 5 4 3 15 12 9
9 Uudelleenkäytettävyys 1 4 4 4 4 4 4
10 Testattavuus 3 5 5 4 15 15 12
11 Turvallisuus 5 4 4 3 20 20 15
12 Palveluidenlaatu
13 Tukipalvelut 1 5 4 4 5 4 4
14 Yhteisöntuki 4 4 3 3 16 12 12
15 Dokumentaatio 5 5 3 3 25 15 15
16 Kehittäjien taidot 3 3 1 1 9 3 3
17 Käyttötarkoitus/Muokattavuus 1
3 3 2
3 3 2
18 Käyttäjätyytyväisyys 4 5 3 4 20 12 16
19 Taloudellinenarvo 2 5 3 2 10 6 4
Yht. 117 100 91 423 362 334
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tarvittaessa. Pydio ja Seafile käyttävät sellaisia ohjelmointikieliä, joita varten yrityksen 
henkilökuntaa tulisi kouluttaa. Kaikille vertailluille ohjelmistoille on saatavilla ulkopuo-
lista tukea, mutta Nextcloudille sitä on tarjolla eniten. 
Vertailtujen ohjelmistojen dokumentaatiot ovat pääsääntöisesti laadukkaita. Next-
cloudin dokumentaatio on kuitenkin kattavin ja tarkin. Pydion käyttäjäohjeita ei ole eri-
telty. Seafilen dokumentaatio ei täytä kehittäjien tarpeita kunnolla. Käyttäjien arvostelui-
den mukaan Pydio on ohjelmistoista helppokäyttöisin ja selkein. Nextcloudin käyttöliit-
tymässä on useita asetuksia, jotka saattavat hämmentää käyttäjää. Seafilen käyttöön-
otto on haastavampaa kuin muiden vertailtujen ohjelmistojen. Ohjelmistojen käyttömu-
kavuus heijastuu ohjelmistojen arviointeihin ja näkyy arvioiden kommenteissa. Pydion 
synkronointi ongelmat ja epävakaus tulevat esiin ohjelmiston arvioissa. Seafilen mobii-
lisovelluksissa on myös kommenttien mukaan synkronointi ongelmia. Seafile ja Next-
cloud saivat pitkälti saman tasoisia arvioita käyttäjiltä. 
Nextcloud ja Pydio ovat molemmat lisensoitu AGPLv3-lisenssillä, kun Seafile on lisen-
soitu hieman vapaammalla GPLv2-lisenssillä. Jokaista ohjelmistoa voidaan muokata, 
kunhan lisenssin ehtoja noudatetaan. Vertailluista ohjelmistoista jokainen tarkastaa 
koodiin tehdyt muutokset enne niiden julkaisemista. Nextcloudin kehittäjien dokumen-
taatio on kuitenkin laajempi ja tarkempi kuin Pydion tai Seafilen.  
Nextcloud sai parhaat pisteet arvioinnissa ja vaikuttaa yleisesti olevan suosituin pilvital-
lennus alusta yksityiseen käyttöön. Nextcloudin palvelutarjonta on laajin sekä vertail-
luista ohjelmistoista halvin ottaa käyttöön. Nextcloudin todettiin olevan yritykselle paras 
vaihtoehto vertailluista ohjelmistoista. 
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6 JOHTOPÄÄTÖKSET JA SUOSITUKSET 
Opinnäytetyön tavoitteena oli selvittää, mikä on vaatimusmäärittelyn ja ohjelmistojen 
vertailun osuus avoimen lähdekoodin ohjelmiston hankinnassa. Lisäksi tarkoituksena 
oli selvittää minkälainen on hyvä vaatimusmäärittely ja miten avoimen lähdekoodin oh-
jelmistoja vertaillaan. Päätavoitteena oli löytää yritykselle sopiva avoimeen lähdekoo-
diin perustuva ohjelmisto verkkolevypalvelun alustaksi.  
Vaatimusmäärittelyn tärkeys hankintaprosessissa on selvä. Ilman tarpeeksi tarkkoja 
vaatimuksia ohjelmiston hankinta hankaloituu huomattavasti ja prosessi venyy. Tämä 
johtuu siitä, ettei hankintaan osallistuvilla osapuolilla ole yhtenäistä käsitystä siitä, mitä 
ollaan hankkimassa. Vaatimusmäärittely saattaa viedä paljon aikaa, sillä vaatimuksia 
laadittaessa tulee huomioida kaikkien sidosryhmien tarpeet. Ohjelmiston käyttäjäryh-
mät kannattaa kartoittaa ennen vaatimusmäärittelyn aloittamista, jotta käyttäjien tarpeet 
huomioidaan varmasti. Avoimen lähdekoodin ohjelmistoa hankittaessa vaatimukset tu-
lee jättää karkealle tasolle, jotta niitä voidaan hyödyntää valinnassa. Ei ole järkevää ku-
vailla ohjelmiston toimintaa moduulitasolla, sillä ne ovat jo valmiiksi rakennettuja val-
misohjelmistossa. Avoimen lähdekoodin ohjelmiston hankinnassa, tärkeiksi asioiksi 
nousevat ohjelmistolta toivottujen toiminnallisuuksien määrittäminen ja vaatimusten 
priorisointi. Vaatimusten priorisoinnilla varmistetaan tärkeimpien ominaisuuksien sisäl-
tyminen ohjelmistoon. 
Hankittavan ohjelmiston valintaan vaikuttavat  esimerkiksi, yrityksen ohjelmistopoliitti-
nen linja ja ohjelmistolle määritetyt vaatimukset. Avoimen lähdekoodin ohjelmistoa han-
kittaessa erityisesti ohjelmiston valintavaihe painottuu. Saatavilla olevien ohjelmistojen, 
niiden palveluiden sekä ominaisuuksien tutkiminen, on tärkeää. Lisenssin valinta on 
yksi avoimen lähdekoodin ohjelmiston hankinnan haastavista vaiheista. Lisenssi saat-
taa rajoittaa ohjelmiston muokkaamista, mikä voi aiheuttaa yritykselle ongelmia ohjel-
mistoa kehitettäessä. Avoimen lähdekoodin ohjelmiston laatua tulee tutkia ennen han-
kintapäätöksen tekemistä. Ohjelmiston laadun tutkiminen tapahtuu useasti tarkastele-
malla ohjelmiston ominaisuuksia, kuten dokumentaatiota, yhteisöä ja palveluita. Avoi-
men lähdekoodin ohjelmistojen vertailuun ei ole standardoitua mallia. Yrityksen tulee 
päättää itse, mitkä ohjelmiston ominaisuudet ovat heille tärkeitä. Valinnan tueksi vertai-
lukriteerit voidaan painottaa. Vertailukriteereiden painottaminen jää kuitenkin hankintaa 
tekevän yrityksen vastuulle. Hyvällä painotuksella yritykselle tärkeät vertailukriteerit 
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erottuvat muista vertailukriteereistä sopivasti. Ohjelmistojen vertailu ja valinta vaativat 
valinnan tekijältä ammattitaitoa ja tietämystä alasta. 
Ohjelmistohankinnan reunaehdoksi määräytyi ohjelmiston perustuminen avoimen läh-
dekoodiin. Ohjelmistolle tärkeiksi ominaisuuksiksi valikoituivat muun muassa, tarkka 
käyttöoikeuksien määrääminen, nykyaikainen käyttöliittymä ja tiedostojen jakamisen 
yksinkertaisuus. Ohjelmiston muokkaamista ei nähty tarpeelliseksi lähitulvaisuudessa, 
mutta siihen haluttiin varautua. GPL-tyyppinen lisenssi oli ohjelmistolle tarpeeksi salliva 
ja sopiva tulevaisuuden varalta. 
Ohjelmistojen vertailu ei ollut helppoa, sillä vaihtoehtoja oli useita. Moni ohjelmistoista 
täytti vaaditut ehdot. Vertailun alussa vertailukriteerit valittiin ja painotettiin, tämän jäl-
keen suoritettiin ohjelmistojen alkukarsinta. Alkukarsinnan jälkeen, jäljelle jäi kolme oh-
jelmisto vaihtoehtoa. Vertailtaviksi ohjelmistoiksi valikoitui Nextcloud, Pydio ja Seafile. 
Ohjelmistoja vertaillessa tutkittiin ohjelmistojen dokumentaatioita, yhteisön kanavia ja 
käyttöliittymiä. Ohjelmistoista tarvittavien tietojen löytäminen ei ollut helppoa ja joitain 
tietoja ei välttämättä löytynyt ollenkaan. Kun ohjelmistot oli arvioitu, laskettiin ohjelmis-
toille lopulliset pisteet. Nextcloud sai ohjelmistoista parhaat pisteet ja valikoitui voitta-
jaksi. 
Työ eteni hyvin ja sopivalla tahdilla. Tapaamisten sopiminen onnistui pikaviestinnällä ja 
tapaamiset tapahtuivat nopealla aikataululla. Päätökset saatiin tehtyä yhdessä kaikkien 
hankintaan osallistuvien henkilöiden kanssa. Projekti eteni tästä syystä ripeästi. Tarvit-
taessa projektiin osallistuvat henkilöt sai kiinni pikaviestinnällä käytännössä milloin 
vain. Opin työssä paljon muun muassa, vaatimusten määrittelyprosessista ja ohjelmis-
tojen vertailusta. Uskon, että yrityksessä opittiin vaatimusten määrittelystä sekä sen 
tärkeydestä. Aikaa käytännön osuuteen kului kokonaisuudessaan noin kuukausi.  
Suosittelen yritystä käyttämään vaatimusmäärittelyä myös tulevissa hankinnoissa. Oh-
jelmistojen vertailua kannatta tehdä parhaan mahdollisen vaihtoehdon löytämiseksi. 
Opinnäytetyön vertailuosuuden tuloksiin perustuen suosittelen yritystä valitsemaan 
Nextcloud ohjelmiston alustaksi uudistetulle verkkolevypalvelulle. 
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Vaatimuslista 
ID Vaatimus Vaatimuksen esittäjä PVM Tärkeys 1 - 3 Perustelu
1
Asiakkaan on pystyttävä 
lisäämään käyttäjiä 
verkkolevytilaukseensa
Asiakaspalvelu 7.4.2020 3
Helpottaa asiakaspalvelun ja 
asiakkaiden toimintaa sekä 
mahdollistaa useamman 
henkilön levyn käytön
4
Ylläpitäjän on pystyttävä 
muuttamaan asiakkaan 
verkkolevytilan käyttäjien 
käyttöoikeuksia
Ylläpitäjä 7.4.2020 3
Ylläpitäjän tulee pystyä 
hallitsemaan levytilaa täysin, 
jotta tilaa voidaan hoitaa
2
Asiakkaan tulee pystyä 
määräämään tilaukseensa 
kuuluville kansioille 
käyttöoikeudet 
käyttäjäkohtaisesti
Asiakas 12.4.2020 3
Levytila voidaan jakaa 
organisaation sisällä
3
Asiakkaan tulee pystyä 
jakamaan tiedosto 
järjestelmän ulkopuoliselle 
henkilölle
Asiakas 12.4.2020 3
Helpottaa tiedostojen 
jakamista asiakkaan omille 
sidosryhmille
5
Ylläpitäjän on pystyttävä 
lisäämään uusia verkkolevyjä 
palvelimelle
Ylläpitäjä 12.4.2020 3
Verkkolevypalveluun on 
pystyttävä lisäämään 
asiakkaita
6
Oikeudet tulee pystyä 
määräämään 
verkkolevykohtaisesti
Ylläpitäjä 12.4.2020 3
Oikeudet on pystyttävä 
määräämään levykohtaisesti.
13
Verkkolevyä tulee pystyä 
käyttämään verkkoselaimella
Asiakas 27.4.2020 3
Mahdollistaa verkkolevyn 
käytön suurimmalla osalla 
laitteista sekä 
etätyöskentelyn
7
Ylläpitäjän on pystyttävä 
lisäämään asiakkaan 
tilaukseen levytilaa
Ylläpitäjä 27.4.2020 3
Helppo levytilan lisäys 
asiakaspalvelun sujuvuuden 
takaamiseksi
10
Verkkolevy tulee pystyä 
liittämään asiakkaan 
tietokoneen tiedoston 
hallintaan
Asiakas 27.4.2020 2
Helpottaa asiakkaan 
tiedostojen hakua, kun levy 
on liitetty suoraan 
tiedostonhallintaan
9
Jälleenmyyjän tulee pystyä 
perustamaan verkkolevyjä 
tilaukseensa
Jälleenmyyjä 27.4.2020 2
Jälleenmyyjän tulee pystyä 
lisäämään asiakkailleen omat 
tilaukset
8
Ohjelmiston tulee 
mahdollistaa eritellyt logit
Ylläpitäjä 27.4.2020 2
Selkeä logien tarkastelu, 
eritellyt logit onglemien 
löytämiseksi
11
Verkkolevyä tulee pystyä 
käyttämään applikaatiolla 
mobiilisti
Asiakas 27.4.2020 1
Helpottaa tiedostojen 
jakamista mobiililaitteiden 
välillä
12
Verkkolevyä tulee pystyä 
käyttämään 
työpöytäsovelluksella
Asiakas 27.4.2020 1
Mahdollistaa verkkolevyn 
käytön ilman selainta
16
Asiakaspalvelijan on 
pystyttävä hallinoimaan 
asiakkaan tilausta
Asiakaspalvelu 28.4.2020 3
Asiakaspalvelijan tulee pystyä 
kertomaan asiakkaalle 
tilauksen levytilasta ja 
muuttamaan tilauksen tietoja
14
Ohjelmiston tulee 
automaattisesti ilmoittaa 
ohjelmistopäivityksistä
Ylläpitäjä 28.4.2020 3
Ilmoitukset kun ohjelmistosta 
tai sen osasta on saatavillla 
uusi versio
15
Ohjelmiston tulee tukea 
suojattua liikennettä
Ylläpitäjä 28.4.2020 3
Käyttäjien yhteys palvelimeen 
tulee suojata
17
Yksittäisestä virtuaalilevystä 
tulee pystyä ottamaan 
vedoksia
Ylläpitäjä 29.4.2020 3
Asiakaskohtaisen 
varmuuskopioinnin 
mahdollistaminen
18
Jälleenmyyjän tulee pystyä 
hallitsemaan tilaustaan 
ylläpitäjän oikeuksin
Jälleenmyyjä 30.4.2020 3
Mahdollistaa jälleenmyyjien 
itsenäisen asiakkaiden 
hallinnan
19
Ohjelmiston tulee 
mahdollistaa tiedostojen 
yhteiskäyttö
Asiakas 30.4.2020 2
Mahdollistaa dokumenttien 
yhtäaikaisen muokkaamisen 
työryhän kanssa  
