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RESUMEN
En los últimos años, en diferentes sectores como 
el cientí co e industrial, ha aumentado conside-
rablemente el uso de los Sistemas Lógicos Difu-
sos (SLD), obteniéndose un considerable número 
de aplicaciones. Existen varias herramientas que 
permiten el desarrollo de estos sistemas que en 
su mayoría son paquetes de software costosos 
para PC o hardware costoso difícil de obtener. 
En este documento se presenta el desarrollo y 
resultados de la herramienta creada, la cual brin-
da la posibilidad de interactuar con los sistemas 
lógicos difusos tipo Mamdani permitiendo su 
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implementación como sistema embebido y con 
características limitadas sobre un microcontrola-
dor PIC (Peripheral Interface Controller o Con-
trolador de Interfaz Periférico) de 8 bits de Mi-
crochip Inc. El objetivo principal es la generación 
automática del código en lenguaje C para el SLD 
deseado por el usuario, el cual será establecido a 
través de la herramienta desarrollada en Matlab 
integrando las diferentes funciones que ofrece el 
Fuzzy Logic Toolbox.
ABSTRACT
In the last years in different sectors such as scien-
ce and industry has greatly increased the use of 
fuzzy logic systems, obtaining a considerable 
number of applications. There are several tools 
that allow the development of these systems, 
which are costly software packages for PC or 
expensive hardware that is dif cult to obtain. 
This paper presents the development and results 
of the tool that was created, which provides the 
possibility to interact with Mamdani Fuzzy Lo-
gic Systems, allowing its implementation as em-
bedded system and with limited features on a 8 
bits microcontroller PIC from Microchip Inc. The 
main objective is the automatic generation of the 
C code for fuzzy logic system wanted by the user, 
which will be established through the tool deve-
loped in Matlab integrating the different features 
offered by the Fuzzy Logic Toolbox.
1. INTRODUCCIÓN
El concepto de lógica difusa fue introducido 
por Lot  Zadeh en 1965 con su famoso artículo 
“Fuzzy Sets” [1]. Zadeh presentó los conjuntos 
difusos para procesar y manipular información 
y datos afectados de incertidumbre e impreci-
sión no probabilística. Fueron diseñados para 
representar matemáticamente incertidumbre y 
vaguedad, y proporcionar herramientas formali-
zadas para trabajar con la imprecisión intrínseca 
en muchos problemas. La lógica difusa debe su 
éxito a que puede procesar información lingüís-
tica y numérica sin la necesidad de un modelo 
matemático preciso, ya que actúa de acuerdo a 
información empírica establecida mediante re-
glas difusas dictadas por un experto [2], [3]. De 
ahí su creciente intervención en la ingeniería 
como solución a problemas y un sinnúmero de 
aplicaciones en diferentes sectores de la indus-
tria, situación en la cual se hace casi imposible 
la obtención de modelos exactos que involucren 
todas las excepciones posibles en un sistema [4], 
[5]. Ha sido tanta la aceptación de la lógica di-
fusa que desde hace varios años es ampliamen-
te utilizada para aplicaciones en el hogar [6].
Los sistemas de control automático han sido el 
campo más explotado de la lógica difusa con sus 
inicios en 1972, cuando Mamdani aplicó un algo-
ritmo difuso para el control de una planta donde 
la inferencia es realizada a través de una base de 
reglas [7]. En 1984, Sugeno presentó un control 
difuso para el parqueo automático de un automó-
vil, donde el esquema de control difuso tiene un 
consecuente basado en ecuaciones lineales de pri-
mer orden, proporcionando así más versatilidad a 
los sistemas difusos [8], [9].
La implementación de SLD ha sido diversa de 
acuerdo a los requisitos de las diferentes aplica-
ciones. Se tienen las implementaciones software, 
las cuales se caracterizan por el uso de un lengua-
je de programación de alto nivel, presentando la 
desventaja de la ejecución de un código secuen-
cial, lo que hace que este tipo de implementacio-
nes deba aplicarse a procesos que no demanden 
un alto tiempo de respuesta en la salida del SLD.
*  *  *
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Las implementaciones software tienen la gran 
ventaja del bajo costo, mayor versatilidad y la 
posibilidad de ser llevadas a sistemas embebidos 
como un microcontrolador (MCU), obteniéndose 
así, en adición, las ventajas de este tipo de siste-
mas [10] - [13].
Desde mediados de 1980 se ha presentado una 
buena cantidad de implementaciones de SLD en 
hardware, cuya ventaja principal es la alta veloci-
dad de procesamiento y el uso del paralelismo. La 
desventaja de las implementaciones en hardware 
es el alto costo de la tecnología utilizada (Very 
Large Scale Integration [VLSI], Application –
Speci c Integrated Circuit [ASIC], y Field Pro-
grammable Gate Arrays [FPGA]) [14], y la nece-
sidad de hardware periférico. Sin embargo, son la 
opción a elegir cuando de acuerdo a la aplicación 
se requieran SLD de alta velocidad de respuesta.
En resumen, existe gran variedad de implemen-
taciones de SLD tanto en software como en hard-
ware, dependiendo de las diferentes aplicaciones. 
Las implementaciones software para sistemas 
embebidos prácticamente son realizadas manual 
y especí camente para cada caso, requiriendo que 
la persona que las lleve a cabo sea especialista 
tanto en los SLD como en el perfecto manejo de 
la plataforma seleccionada, lo que resulta en una 
gran limitación que hace este proceso lento, cos-
toso y de difícil acceso especialmente para entor-
nos educativos. De esta manera, se hace deseable 
contar con una herramienta o entorno que de for-
ma automática haga transparente para el usuario 
el proceso de trasladar el SLD como sistema em-
bebido a la plataforma seleccionada, y en adición, 
se reduzca el tiempo de desarrollo para un SLD.
La herramienta desarrollada permite a un bajo 
precio la implementación en MCU (PIC18F452) 
[15] de un SLD tipo Mamdani con características 
limitadas. El objetivo principal es la generación 
automática del código en lenguaje C para el SLD 
deseado por el Usuario, el cual será establecido a 
través de la herramienta desarrollada en Matlab, 
integrando las diferentes funciones que ofrece el 
Fuzzy Logic Toolbox [16]. En el presente artículo 
se muestra a manera global la metodología utili-
zada y los resultados obtenidos durante el desa-
rrollo del proyecto.
Como primera parte, se realizó una revisión teó-
rica de los SLD tipo Mamdani y metodologías 
usadas para su implementación software en sis-
temas embebidos. Luego, se hizo una revisión a 
la arquitectura del MCU utilizado y herramientas 
para su programación en C. Posteriormente, se 
crea en C un SLD tipo Mamdani general, de tal 
forma que sea lo su cientemente  exible para po-
der ajustarse a las características que establezca 
el usuario. Una vez logrado lo anterior, se pre-
senta la herramienta en Matlab que hace posible 
la generación automática del código en lenguaje 
C para el SLD, para que así pueda ser llevado al 
MCU. Por último, se presenta la validación con 
diferentes pruebas realizadas obteniendo de esta 
manera los diferentes resultados y las conclusio-
nes respectivas.
2.  IMPLEMENTACIÓN DE SISTEMAS 
LÓGICOS DIFUSOS EN SISTEMAS 
EMBEBIDOS
La implementación dentro de sistemas embebi-
dos resulta ser una de las opciones más apropia-
da para muchas de las aplicaciones de la lógica 
difusa como el control difuso. En la literatura se 
encuentra un gran número de implementaciones 
hardware cuya ventaja principal es la alta velo-
cidad de procesamiento y el uso del paralelismo 
[14]. Como desventajas de las implementaciones 
hardware de SLD encontramos el alto costo de 
la tecnología utilizada (Very Large Scale Integra-
tion [VLSI], Application Speci c Integrated Cir-
cuit [ASIC], y Field Programmable Gate Arrays 
[FPGA]), mayor consumo de potencia y poca 
 exibilidad. Por otra parte, periféricos externos 
Numero Especial.indd 28.indd   95 13/08/2013   03:18:54 p.m.
investigación
96 Tecnura   Vol. 17    Número Especial    Julio de 2013
como una memoria y hardware extra para el acon-
dicionamiento de la entrada y la salida del SLD 
son requeridos, añadiendo costo, espacio y com-
plejidad al sistema global. Las implementaciones 
hardware son la opción a elegir cuando de acuer-
do a la aplicación se requiera una alta velocidad 
de respuesta del SLD.
Una opción más  exible, amplia y fácil es la im-
plementación en MCU, donde, dependiendo de 
los requerimientos del sistema, pueden elegir-
se arquitecturas de MCU de 8, 16 o 32 bits de 
acuerdo a la velocidad y resolución requerida 
[10] - [13]. Es importante aclarar que este tipo 
de implementación es solo aplicable para casos 
donde el tiempo de respuesta sea apropiado para 
el sistema global. A manera de costo-rendimien-
to, resulta más e ciente el uso de un sistema de 
procesamiento estándar (MCU) a un 90 % de su 
capacidad que un sistema de procesamiento dedi-
cado (ASIC) a un 10 % de su capacidad [12].
Por lo general, los sistemas embebidos como un 
MCU pueden ser programados directamente en 
lenguaje ensamblador, o por medio de un len-
guaje de programación de alto nivel como el len-
guaje C utilizando el compilador especí co. La 
desventaja de este tipo de implementaciones es 
la ejecución de un código secuencial, pero esto es 
compensado por la alta integración, bajo costo y 
fácil uso.
El proceso de inferencia difusa consta de tres pa-
sos, los cuales pueden realizarse e cientemente 
usando las operaciones matemáticas de un MCU 
estándar. Aprovechando todo lo anterior, actual-
mente existen varios trabajos que abordan la im-
plementación de un SLD en MCU de propósito 
general para una determinada aplicación, entre las 
cuales tenemos: navegación de robots [17], [18], 
control de motores [19], convertidores DC-DC 
[20], control de velocidad en vehículos eléctricos 
[21], ahorro de energía en motores de inducción 
[22], aprovechamiento máximo de la energía en 
un panel solar [23], [24], optimización de acele-
rómetros [25], entre otros.
Por otro lado, las implementaciones software 
para sistemas embebidos como el MCU, prácti-
camente son realizadas manual y especí camen-
te para cada caso, requiriendo que la persona que 
las lleve a cabo sea especialista tanto en los SLD 
como en el perfecto manejo del MCU y lengua-
je de programación seleccionado. Lo que resul-
ta en una gran limitación que hace este proceso 
lento, costoso y de difícil acceso especialmente 
para entornos educativos. De esta manera, es de-
seable contar con una herramienta o entorno que 
haga transparente para el usuario y de forma au-
tomática el proceso de trasladar el SLD al MCU, 
y en adición, se reduzca el tiempo de desarrollo 
para el SLD requerido para determinada aplica-
ción.
 3. SISTEMAS LÓGICOS DIFUSOS TIPO 
MAMDANI
Un SLD utiliza procesos de razonamiento difuso 
para convertir entradas concretas (crisp) en sali-
das crisp. Los tres principales componentes de un 
SLD son: una sección de fuzi cación, el mecanis-
mo de inferencia, y una sección de desfuzi ca-
ción. Un conjunto de reglas, generalmente en la 
forma modus ponens (si-entonces) llamada base 
de reglas, especi ca cómo son tomadas las deci-
siones con base en las entradas medidas. La  gura 
1 muestra un diagrama en bloques de un SLD.
El SLD tipo Mamdani es el más comúnmente tra-
tado en la metodología difusa y fue uno de los 
primeros sistemas de control construidos usan-
do la teoría de conjuntos difusos. Fue propuesto 
en 1975 por Ebrahim Mamdani como un intento 
para controlar una máquina de vapor por medio 
de la sintetización de un conjunto de reglas de 
control lingüísticas obtenidas a través de la ex-
periencia humana de los operadores [7]. En es-
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tos sistemas, el consecuente de cada regla es un 
conjunto difuso. Por el contrario, en el SLD tipo 
Takagi-Sugeno [27], los consecuentes son expre-
siones matemáticas.
En el bloque de fuzi cación se asigna a las en-
tradas del sistema un grado de pertenencia a cada 
uno de los conjuntos difusos que se han de nido 
mediante las funciones de pertenencia de entra-
da. Las entradas a este bloque son valores crisp 
de las entradas y las salidas son grados de perte-
nencia a los conjuntos difusos. En el bloque de 
inferencia, el mecanismo de inferencia determina 
el grado en que cada regla de la base de reglas se 
aplica a la situación actual del sistema y forma un 
correspondiente conjunto difuso de implicación-
de cada regla. Si la regla presenta una conjunción 
de varias entradas como antecedente, el grado de 
activación de cada regla es determinado por la 
aplicación de un operador t-norma de cada una 
de las entradas de la conjunción. La función de 
pertenencia del conjunto difuso de implicación de 
cada regla es calculada por la aplicación de un 
operador t-norma entre el grado de activación de 
la regla y la función de pertenencia del conjunto 
difuso de salida para la regla. Después de evaluar 
todas las reglas y obtener los conjuntos difusos 
de implicación correspondientes, estos son com-
binados por medio del mecanismo de agregación 
que se lleva a cabo mediante la aplicación de un 
operador t-conorma, de esta manera se forma un 
único conjunto difuso de salida. En el bloque de 
desfuzi cación, el conjunto difuso de salida es 
llevado a un valor crisp a través de un método de 
desfuzi cación. Para una mayor profundización 
ver [4], [5], [27], [28], [29].
4. METODOLOGÍA
Como se mencionó anteriormente, el objetivo 
principal es la generación automática del código 
en lenguaje C para el SLD deseado por el usuario, 
el cual será establecido a través de la herramienta 
desarrollada en Matlab integrando las diferen-
tes funciones que ofrece el Fuzzy LogicToolbox. 
Para ello, se dividió en dos partes o subsistemas 
la elaboración de dicha herramienta. La primera 
parte consiste en la creación en C de un SLD tipo 
Mamdani en su forma más general. La segunda 
parte aborda la creación del software en Matlab 
para la herramienta.
Es importante aclarar que, en cuanto al tiempo 
de respuesta para un SLD, el presente trabajo 
no abordó como objetivo principal la optimi-
zación de dicho tiempo. Lo anterior podrá ser 
abordado por trabajos futuros que busquen la 
reducción en el tiempo de respuesta mediante 
diferentes técnicas.
4.1 Desarrollo del SLD tipo Mamdani   
general
A continuación se presentan los aspectos genera-
les y desarrollo del código en lenguaje C para un 
SLD tipo Mamdani en forma general.
Figura 1. Diagrama en bloques de un SLD
Fuente: Tomada de [26].
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4.1.1 Especi caciones generales
Algunas partes del código (de nición de los con-
juntos difusos, obtención de las entradas, base de 
reglas, entre otros) son modi cadas automática-
mente por medio del software de la herramienta 
de acuerdo a las características establecidas por 
el usuario. El código general en C del SLD puede 
manejar y está limitado a las características que se 
describen a continuación y que se resumen en la 
tabla 1. Lo anterior, de acuerdo con los recursos 
hardware y software que brinda el MCU escogido 
(PIC18F452). Se eligió trabajar con este MCU de 
8 bits, ya que posee buena cantidad de memoria 
de programa y de datos, facilitando su programa-
ción en C a través del compilador MPLAB C18 
de Microchip. En adición, este MCU puede ser 
conseguido fácilmente en el mercado nacional a 
un bajo precio [15].
1. Entradas/Salidas. El SLD puede tener como 
máximo 3 entradas y una única salida, las 
entradas pueden ser digitales o análogas de 
acuerdo a la tabla 2. El rango para las entra-
das análogas es de 0-5 Voltios. La resolución 
para las entradas digitales y para la salida es 
de 8 bits. En la  gura 2 puede verse la con -
guración de los puertos del MCU para el co-
nexionado de las entradas y salidas del SLD. 
Las entradas análogas son convertidas a digi-
tales por medio del conversor A/D del MCU, 
el cual tiene una resolución de 10 bits y 8 ca-
nales de entrada. La resolución que tiene cada 
bit procedente de la conversión tiene un valor 
que es función de la tensión de referencia Vref 
como se ve en la ecuación (1). Luego, la reso-
lución será de 4,8 mV/bit.
Resolución = (Vref–– Vref+)  1024       (1)
2. Tipos de conjunto. Los conjuntos que pueden 
ser usados son: tipo triangular, trapezoidal y 
gaussiano ( gura 3). El número máximo de 
Tabla 1. Características para el SLD general
Característica Opción
Tipo de conjuntos difusos Triangular, trapezoidal y gaussiano
Número de entradas Máximo tres entradas
Tipo de SLD Mamdani
Tipo de sistema MISO (Múltiples entradas y única salida)
Conector antecedentes de 
las reglas Conector AND
Evaluación antecedentes Operador MÍNIMO
Método implicación Operador MÍNIMO
Método agregación Operador MÁXIMO
Método desfuzi cación Centroide
Fuente: elaboración propia.
Tabla 2.  Combinaciones posibles de acuerdo a su 
tipo de las entradas del SLD
Entradas análogas Entradas digitales
0 1
0 2
1 0
1 1
1 2
2 0
2 1
3 0
Fuente: elaboración propia.
Figura 2.  Conexionado de entradas/salida del SLD en 
el PIC18F452
Fuente: elaboración propia.
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conjuntos por variable es de 9, lo que implica 
que en total se pueden tener máximo 36 con-
juntos en el SLD.
3. Reglas difusas. El tipo de reglas que pueden 
ser establecidas en el módulo son de la for-
ma que se presenta en la sentencia (1), la cual 
obedece a la forma modus ponens y represen-
ta la regla Rj para un SLD con  entradas, x1, x2, ..., xn, y una salida y.
Rj  SI x1  es P1
k yx2  es P2
l y...yxn  es Pn
m  
ENTONCES y es Q j                  (1)
 Donde, xn es una variable lingüística de entra-
da de nida en el universo Xn, Pn
m es un valor 
lingüístico descrito por el conjunto difuso Pn
m 
de nido en el universo Xn, es la variable lin-
güística de salida de nida en el universo Y, y 
Q j es un valor lingüístico descrito por el con-
junto difuso Q j de nido en el universo Y. La 
primera parte de la sentencia (1), “x1 es P1
k ”, 
es llamado el antecedente de la regla. En este 
caso para la sentencia (1), el antecedente es 
una conjunción de  condiciones. Y la segunda 
parte de  la sentencia (1), “y es Q j”, es llama-
do el consecuente de la regla. El consecuente 
de la regla es a rmado por la a rmación del 
antecedente, es decir, si el antecedente es ver-
dadero, el consecuente es también verdadero.
4. Inferencia difusa. Como se mencionó an-
teriormente, la primera función de la etapa 
de inferencia es determinar el grado de ac-
tivación de cada regla de la base de reglas, 
considerando la regla Rj en la sentencia (1), 
la cual tiene n entradas x1, x2,... xn. El pro-
ducto cartesiano P1
k×P1
l×...×Pnm es el con-
junto difuso que indica la combinación de 
los conjuntos difusos del antecedente de la 
regla. El conjunto Pn
m está caracterizado por 
la función de pertenencia n
m. Luego, el con-
junto difuso denotado por P1
k×P1
l×...×Pnm, es 
caracterizado por la función de pertenencia 
P1k×P1l×...×Pnm. Para una entrada particular 
real (P1
k×P1
l×...×Pnm) x = (x1, x2,...xn) X1× 
X2×...×Xn, se dice entonces que la regla Rj es 
activada con un grado de (ver ecuación (2)):
P1k×P1l×...×Pnm (x) = 1
k (x1)*
l
2(x2)*...*n
m(xn) (2)
Donde el operador * es un operador t-norma 
(mínimo, producto, etc.). La ecuación (2) es 
un número real en el intervalo [0,1]. En forma 
general, el conjunto difuso P1
k×P1
l×...×Pnm  es 
llamado el conjunto difuso del antecedente 
para la Regla Rj y P1
k×P1
l×...×Pnm, que se puede 
Figura 3. Tipos de conjuntos difusos permitidos
Fuente: elaboración propia.
Nota: (a) Triangular, (b) Trapezoidal, (c) Gaussiano.
(a)
(b)
(c)
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O de nido en Y y caracterizado por la función 
de pertenencia expresada por la ecuación (5)
 
O (y) = Q1^ (y)Q2^ (y)(y)QR^ (y)    (5)
Donde el operador  es un operador t-conor-
ma (por ejemplo, máximo, suma algebraica, 
entre otros). Para el presente trabajo, el 
operador t-conorma empleado para la ecua
ción (5) es el operador máximo.
5. Desfuzi cación. Existen varios métodos para 
el proceso de desfuzi cación, de los cuales 
los más conocidos son: valor máximo, media 
de los máximos, método de la altura y centro 
de gravedad. El método que se escogió para 
convertir el conjunto de salida total a un va-
lor concreto (valor crisp) fue el del centro de 
gravedad o centroide [4], [27], [29], el cual se 
calcula de acuerdo a la ecuación (6).
           (6)
Donde S denota el soporte de O (y). Frecuente-
mente y para este caso, S es discretizado, de modo 
que la salida crisp y del SLD puede ser aproxi-
mada por la ecuación (7).
–
           (7)
Donde I es el número de muestras en que O (y) 
es discretizado. Para este caso, se escogió un val-
or de I=80. Lo que quiere decir que el conjunto 
de salida del SLD O es discretizado usando 80 
muestras.
4.1.2 Programación en C del SLD
El código general para un SLD tipo Mamdani se 
realizó en lenguaje C para ser implementado en el 
PIC18F452. Se eligió la programación en lengua-
je C por su facilidad en el manejo de las funcio-
nes y módulos del PIC. Para lograr esto, se usó el 
denotar por j, es llamado la función de per-
tenencia del antecedente para la regla Rj. En-
tonces, para una entrada particular real x, la 
regla Rj es activada con un grado expresado 
por la ecuación (3).
j (x) = 1
k (x1 )*
l
2(x2)*...*n
m (xn)      (3)
Para el presente trabajo, el operador t-norma 
empleado para la ecuación (3) es el operador 
mínimo.
La segunda función de la etapa de inferencia 
es determinar el grado en que la recomenda-
ción de cada regla será ponderada para llegar 
a la decisión  nal y determinar un conjunto 
difuso implicado para cada regla. Conside-
rando la regla Rj en la sentencia (1) con una 
entrada x = x1, x2, ...xn, la cual es activada con 
un grado j (x). Se tiene que la recomendación 
de la regla Rj, representada por el conjunto di-
fuso Q j caracterizado por QJ (y), es atenuada 
o ponderada por el factor j (x). Lo anterior 
produce un conjunto difuso implicado Q j^  de-
 nido en Y j y caracterizado por la función de 
pertenencia en la ecuación (4).
 Q j^  (y) = j (x)*Q
J(y)             (4)
Donde el operador  es un operador t-norma 
(por ejemplo, mínimo, producto, etc.). Para el 
presente trabajo, el operador t-norma emplea-
do para la ecuación (4) es el operador mínimo.
Si hay  reglas de la forma (2), cada regla tiene 
su propio grado de activación j (x), j =1, 
2,..., R. Las R reglas producen los conjuntos 
difusos implicados Q j^ , j =1, 2,..., R, cada uno 
caracterizado por la función de pertenencia 
calculada con la ecuación (4).
Después de evaluar todas las  reglas y obtener 
cada uno de los conjuntos difusos implica-
dos correspondientes Q j^  con sus funciones 
de pertenencia Q j^  (y), estos son combinados 
a través del mecanismo de agregación, for-
mando así un único conjunto difuso de salida 
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software MPLAB C18 (compilador de C para la 
familia de los MCUs PIC18xxxx), que puede ser 
integrado al software de desarrollo MPLAB IDE 
v8.83. Tanto el compilador C, como el entorno de 
desarrollo MPLAB, pueden ser obtenidos a través 
de la página web de Microchip (www.microchip.
com).El diagrama de  ujo del software para el 
SLD está dividido en varias subrutinas ( gura 4). 
Las subrutinas o funciones se describen a conti-
nuación:
1. Función setup: se con guran los respectivos 
puertos del MCU para las variables de entra-
da y la variable de salida del SLD.
2. Función entradas: se obtienen las entradas 
análogas del SLD para ser digitalizadas en un 
código de 10 bits a través del módulo A/D del 
MCU, y se obtienen las entradas digitales a 
través de los puertos B y C.
3. Función difusor: se evalúan los grados de 
pertenencia a los conjuntos difusos de nidos 
para un valor concreto de cada una de las en-
tradas del SLD. El cálculo de los grados de 
pertenencia se realiza de acuerdo al tipo de 
conjunto difuso por medio de la función ca-
racterística respectiva.
4. Función evaluafp: se aplica la función carac-
terística para un valor (), dependiendo del tipo 
de conjunto y sus respectivos parámetros.
5. Función base_reglas: se almacenan todas las 
reglas para el SLD y se llama a la función in-
ferencia en cada una de las reglas para aplicar 
el proceso de inferencia de acuerdo a los gra-
dos de pertenencia de la entrada a los conjun-
tos difusos involucrados en la regla.
6. Función inferencia: se realizan para cada una 
de las reglas que se encuentran en la función 
base_reglas las siguientes tareas: aplicación 
del operador mínimo en los antecedentes de 
cada regla, aplicación del método de implica-
ción por medio del operador mínimo y agre-
gación de todas las salidas por medio del ope-
rador máximo.
7. Función desdifusor: se aplica el método de 
desdifusión del centroide al conjunto difuso 
de salida total del SLD, y así, se obtiene un 
valor concreto (crisp) como salida para el 
SLD. El valor crisp de la salida tiene una re-
solución de 8 bits y es  jado en la salida físi-
ca del SLD, puerto D del MCU. El conjunto 
difuso de salida total es un conjunto discreti-
zado usando 80 muestras, ya que el centro de 
gravedad es calculado por medio de la ecua-
ción (7).
Figura 4. Diagrama de  ujo para el SLD
Fuente: elaboración propia.
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4.2 Desarrollo del software de la herramienta 
en Matlab
El software de la herramienta es el encargado de 
recibir todas las características especí cas: de-
 nición de las variables de entrada y la variable 
de salida, de nición de los conjuntos difusos que 
conforman cada variable, reglas difusas o base de 
conocimiento, tipos de conjuntos difusos a usar, 
entre otras, requeridas por el usuario para el dise-
ño del SLD deseado.
El diseño del SLD se realiza mediante la inte-
gración de las diferentes funciones que ofrece el 
Fuzzy Logic Toolbox de Matlab [16]. Después de 
especi car el SLD deseado, el software procede 
a veri car todas las características vistas en la 
tabla 1, para así proceder a crear el código en 
lenguaje C del SLD. En la  gura 5 puede verse 
el diagrama en bloques del software desarrolla-
do en Matlab.
El software en su totalidad permite realizar las si-
guientes tareas:
1. Crear un SLD tipo Mamdani usando las fun-
ciones del Fuzzy Logic Toolbox.
2. Abrir un SLD tipo Mamdani usando las fun-
ciones del Fuzzy Logic Toolbox.
3. Editar las diferentes propiedades o caracterís-
ticas para el SLD usando el Fuzzy Logic Tool-
box.
4. Veri car las propiedades para establecer si el 
SLD puede ser implementado en el MCU PI-
C18F452.
5. Generar el código en lenguaje C para el SLD 
deseado.
5. RESULTADOS
En esta sección se presentan los resultados y el 
análisis de resultados obtenidos para el SLD difu-
so sobre el MCU PIC18F452, teniendo en cuenta 
diferentes aspectos como el número de entradas, 
cantidad de conjuntos, tipos de conjuntos, can-
tidad de reglas, número de reglas activadas, etc. 
Las pruebas que se hicieron para obtener estos 
resultados se basaron en observar el uso de la me-
moria de programa y datos del PIC18F452, los 
tiempos de respuesta y la  abilidad en la salida 
del SLD.
Figura 5. Diagrama en bloques para el software de la herramienta
Fuente: elaboración propia.
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5.1 Análisis del uso de memoria de programa 
y datos del PIC18F452
El código en C diseñado para una SLD tipo Mam-
dani resulta ser muy efectivo, ya que no usa 
en totalidad las prestaciones del MCU. Para la 
memoria de programa, el número máximo de 
instrucciones que se pueden tener es de 16 384 
(100 %), y el número máximo de bytes en la me-
moria de datos que posee el mismo es de 1536 
(100 %). Las  guras 6 y 7 presentan los resul-
tados obtenidos teniendo en cuenta el máximo 
número de conjuntos difusos posibles (36 con-
juntos). Se puede observar que para las caracte-
rísticas máximas que pueden con gurarse en la 
herramienta, el uso de la memoria de programa 
no supera el 80 % y solo se emplea el 70,8 % de 
la memoria de datos, brindando así la posibili-
dad de hacer adiciones o ajustes al software, o 
la inclusión de otros subprogramas o rutinas por 
parte del usuario.
Cuando se tienen menos conjuntos en las varia-
bles de entrada, la memoria de programa es me-
nos utilizada, ya que los conjuntos difusos de las 
entradas son almacenados en la memoria de pro-
grama. Y cuando se tienen menos conjuntos para 
la variable de salida, se usa menos la memoria de 
datos, ya que los conjuntos difusos para la salida 
son almacenados en la memoria de datos.
Figura 6. Uso memoria de programa del PIC para 36 conjuntos
Fuente: elaboración propia.
Figura 7. Uso memoria de datos del PIC para 36 conjuntos
Fuente: elaboración propia.
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El aumento del número de reglas difusas hace que 
se ocupe más espacio en la memoria de progra-
ma. Como se ve en la  gura 6, para un sistema 
con las características máximas en el número de 
conjuntos y de variables de entrada, si se tienen 
153 reglas el SLD ocupa solamente el 68,44 % en 
memoria de programa y el 70,77 % en memoria 
de datos, lo que es muy bueno, ya que podrían 
agregarse un poco más de reglas al SLD. Sin em-
bargo, un SLD con un número elevado de reglas 
difusas no es muy común, ya que no es la inten-
ción en sí de los SLD.
En cuanto al uso de memoria de programa y de 
datos por parte de los conjuntos difusos, resulta 
indiferente el tipo de conjunto usado en cada una 
de las variables, ya que los tres tipos de conjuntos 
(triangular, trapezoidal o gaussiano) que pueden 
usarse en el módulo son de nidos en una forma 
estándar bajo el mismo número de parámetros y 
ocupan el mismo espacio en memoria.
5.2 Análisis de los tiempos de respuesta para 
un SLD
Se estableció como frecuencia de operación 40 
MHz, usando un cristal externo de 10 MHz. Esta 
frecuencia se logra a través de un circuito PLL 
interno en el PIC que da la opción de multiplicar 
por 4 la frecuencia del cristal, consiguiendo los 
40 MHz a partir de una frecuencia de entrada 
de 10 MHz. Luego, el ciclo de instrucción es de 
100 ns y los periféricos funcionarán a 40 MHz.
Los tiempos de respuesta de cada una de las 
partes del SLD son variantes, ya que dependen 
del número de entradas, número de conjuntos 
de cada una de las variables, tipo de conjunto, 
número de reglas y número de reglas que se ac-
tiven de acuerdo a los valores en las variables de 
entrada. Luego, nunca existirá un tiempo cons-
tante para cada ciclo del SLD ni para todos los 
SLD.
A continuación se presentan los tiempos de res-
puesta para un SLD que controla la temperatura 
en una incubadora [30].
5.2.1 Sistema 1
El primer sistema es un SLD con 15 reglas di-
fusas, dos entradas y la salida, usando conjuntos 
triangulares y trapezoidales ( gura 8). La  gura 9 
visualiza los resultados para el sistema 1.
Figura 8. Variables para el sistema 1
Fuente: tomado de [30].
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5.2.2 Sistema 2
Es el mismo sistema 1, pero usando conjuntos 
tipo gaussiano en sus dos entradas, mientras que 
la salida tiene los mismos conjuntos de la  gura 
8. La  gura 10 visualiza los resultados para el sis-
tema 2.
En cuanto a los tiempos de respuesta de acuerdo 
con los diferentes bloques del SLD, se tiene lo 
siguiente.
El tiempo para el bloque Setup es constante para 
el SLD ya que en este se realiza la inicialización 
de las diferentes variables del sistema. El tiem-
po necesario para la obtención de las entradas del 
SLD es constante y depende del tipo de la varia-
ble, es decir, si son entradas análogas o digitales. 
El tiempo de adquisición para una variable análo-
ga es de 37,2 us, y el tiempo de adquisición para 
una variable digital es de 0,4 us.
El tiempo del bloque difusor es variable y depen-
de de:
1. El valor de las entradas del sistema: ya que 
un valor determinado en una entrada del sis-
tema, puede pertenecer a un solo conjunto o a 
dos conjuntos difusos.
2. Tipo de conjunto: de acuerdo con el tipo de 
conjunto al que se le evalúa la pertenencia de 
un valor para una entrada los tiempos varían, 
ya que si el conjunto difuso es de tipo gaus-
siano, los tiempos para el cálculo del grado 
de pertenencia son mucho mayores que los 
tiempos necesarios para los conjuntos tipo 
triangular o trapezoidal, debido a que los con-
juntos tipo gaussiano tienen un soporte mayor 
que los trapezoidales y triangulares.
3. Número de conjuntos: el tiempo aumentará si 
hay más conjuntos difusos por evaluar.
El tiempo de respuesta para un SLD depende del 
número de reglas que se activan para determina-
dos valores de las variables de entrada, debido a 
que cada una de las reglas tiene un determinado 
conjunto de salida después de realizar el proceso 
de inferencia.
La evaluación de las reglas es el proceso que re-
quiere más tiempo dentro del SLD. Este tiempo 
depende del número de reglas difusas que tenga el 
SLD, ya que habrá que evaluar cada una de ellas 
y esto aumentará el tiempo. La evaluación de una 
regla difusa que no es activada tiene un tiempo de 
11,6 us aproximadamente usando conjuntos trian-
gulares o trapezoidales y 14,8 us usando conjun-
tos gaussianos. Luego, el tiempo de respuesta del 
Figura 9. Tiempos de respuesta de acuerdo a las re-
glas activadas para el sistema 1
Fuente: elaboración propia.
Figura 10. Tiempos de respuesta de acuerdo a las 
reglas activadas para el sistema 2 usan-
do conjuntos gaussianos
Fuente: elaboración propia.
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SLD dependerá del diseño de la base de reglas y 
de la determinación de los conjuntos para cada 
variable.
El tiempo que gasta el desdifusor en hallar un 
valor concreto (crisp) a través del centro de 
masa no supera los 8 ns para cualquier tipo de 
conjunto usado. Este tiempo no varía mucho, ya 
que el conjunto total de salida se encuentra dis-
cretizado en un total de 80 muestras y dependerá 
del número de muestras diferentes de cero.
Cuando se usan conjuntos gaussianos se obtie-
nen mayores tiempos de respuesta para el SLD, 
ya que se activan más reglas. Lo anterior es de-
bido a que los conjuntos gaussianos poseen una 
base más ancha que los triangulares o trapezoi-
dales y un valor correspondiente en una variable 
de entrada puede pertenecer hasta en 3 conjuntos 
al mismo tiempo. Para que no se tuvieran tiem-
pos de respuesta mucho mayores cuando se usan 
conjuntos gaussianos, se estableció que si el gra-
do de pertenencia a un conjunto no es superior 
al 1 %, se tomará como una no pertenencia, es 
decir 0 %.
5.3 Fiabilidad en la salida del SLD
De acuerdo con los resultados obtenidos para los 
sistemas 1 y 2 vistos anteriormente, a través de 
la simulación (simulación realizada mediante el 
MPLAB IDE 8.83 y el MPLAB C18) del código 
en C generado por la herramienta creada para el 
PIC del SLD, y los resultados obtenidos para el 
mismo sistema por medio del Fuzzy Logic Tool-
box de Matlab 6.0, se pudo observar que los re-
sultados obtenidos por medio de la herramienta 
se diferencian por menos del 0,7 % a los resulta-
dos obtenidos por medio del Fuzzy Logic Tool-
box de Matlab. Lo anterior hace que el código 
generado para un determinado SLD a través del 
software del módulo sea muy  able, obteniendo 
así resultados verídicos y seguros.
6. CONCLUSIONES
La herramienta elaborada facilita la implemen-
tación de SLD tipo Mamdani de una manera 
sencilla usando para ello recursos hardware eco-
nómicos, haciendo así más accesible el manejo 
de este tipo de sistemas usados actualmente en 
muchas aplicaciones con gran éxito.
La utilización del PIC18F452 de Microchip Inc. 
ofreció grandes ventajas, ya que tiene una me-
moria de programa y de datos superiores a la de 
los PIC clásicos, trabaja hasta 40 MHz y es e caz 
para la programación en C, facilitando conside-
rablemente el desarrollo del SLD tipo Mamdani 
general, ya que permite hacer más manejable la 
programación, el manejo de números en coma 
 otante, el uso de librerías matemáticas y de da-
tos indispensables para el correcto desarrollo.
El código en C desarrollado resulta ser muy 
e ciente en cuanto al uso de recursos del PI-
C18F452, ya que no usa más del 80 % de cada 
una de las memorias del PIC, aún teniendo las 
características máximas con guradas para el 
SLD.
El tiempo de respuesta para un determinado 
SLD será variable y dependerá de cada una de 
las características  jadas para el mismo (la base 
de reglas, tipos de conjuntos difusos y número 
de entradas).Para obtener mejores tiempos de 
respuesta para un determinado SLD es conve-
niente no usar conjuntos difusos tipo gaussianos, 
ya que estos aumentan un poco el tiempo de res-
puesta del sistema. Pueden ser usados siempre 
y cuando el tiempo para la aplicación especí ca 
no sea crítico.
La respuesta para un determinado SLD e imple-
mentado en el PIC tendrá como máximo un mar-
gen de error del 0,7 %, lo que hace que sea muy 
 able y se tengan resultados  ables y verídicos.
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Por último, el presente trabajo abre las puertas a 
futuros trabajos que hagan uso o que se encarguen 
de buscar mejorar los resultados aquí presenta-
dos, como por ejemplo buscar optimizar, median-
te diferentes técnicas, el tiempo de respuesta para 
el SLD.
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