This paper describes how to extract historic stock quote data and display it. We show how to chart stock prices, using the web as a data source.
THE PROBLEM
Historic stock price data is generally available on the web (using a browser to format the HTML data). Given an HTML data source, we would like to find a way to create an underlying data structure that is type-safe and well formulated.
We are motivated to study these problems for a variety of reasons. Firstly, for the purpose of conducting empirical studies, entering the data into the computer by hand is both error-prone and tedious. We seek a means to get this data, using free data feeds, so that we can build dynamically updated displays and perform data mining functions. Secondly, we find that easy to parse data enables us to teach our students the basic concepts of data mining. This example is used in a first course in network programming.
FINDING THE DATA
Finding the data, on-line, and free, is a necessary first step toward this type of data mining. Quotes have been available, for years, from Yahoo. We can obtain the quotes, using comma-separated values (CSV) by constructing a URL and entering it into a browser. 2007-06-29,121.97,124.00,121.09,122.04,40513400,122.04 2007-06-28,122.36,122.49,120.00,120.56,29933700,120.56 2007-06-27,120.61,122.04,119.26,121.89,34810600,121.89 2007-06-26,123.98,124.00,118.72,119.65,47913500,119.65 2007-06-25,124.19,125.09,121.06,122.34,34478700,122.34 2007-06-22,123.85,124.45,122.38,123.00,22567000,123.00 The URL is decoded as: s -ticker symbol a -start month b -start day c -start year d -end month e -end day f -end year g -resolution (e.g. 'd' is daily, 'w' is weekly, 'm' is monthly) To synthesize the URL needed to get the data, we use: /** * Construct the URL necessary to retrieve all the quotes for the given symbol between * the given dates from Yahoo. * * @param symbol the symbol to retrieve * @param start the start date to retrieve * @param end the end date to retrieve * @return URL string */ public static String constructURL(String symbol, Calendar start, Calendar end) { return "http://ichart.finance.yahoo.com/table.csv" + "?s=" + symbol + "&a=" + Integer.toString(start.get(Calendar.MONTH) ) + "&b=" + start.get(Calendar.DAY_OF_MONTH) + "&c=" + Integer.toString(start.get(Calendar.YEAR)) + "&d=" + Integer.toString(end.get(Calendar.MONTH) ) + "&e=" + Integer.toString(end.get(Calendar.DAY_OF_MONTH)) + "&f=" + Integer.toString(end.get(Calendar.YEAR)) + "&g=d&ignore=.csv"; }
In order to fetch the data, given the URL, we write a simple helper utility that returns CSV data: The goal of such a program is to convert the URL into text, with one string per line, as retrieved from the web page. This is the core of the data retrieval phase.
ANALYSIS
In order to process the CSV data we need to decide how we are going to store and parse the data. To store the end-of-day quote we create an EODQuote class, with appropriate getters and setters: Note that the symbol does not appear in either the EODQuote or in the EODQuotes. Our assumption is that the quotes in the quote container are homogeneous in the sense that they all come from the same stock. If this is not the case, the data processing that results will be hard to interpret (or worse).
At this point, we build a mechanism for processing the data. For example, here is a simple moving average, with a period, measured in samples (in this case, trading days): 
DISPLAY
In order to display our data, we use a graphing framework (whose description is beyond the scope of this paper; 
IMPLEMENTING A STOCK CHART
The stock chart is created using a graphing framework that makes use of the façade design pattern to simplify the interface: 
CONCLUSION
The number of options involved in graphing data is responsible for creating large and complex frameworks. Our example provides a means of formatting the start and end dates in accordance with the ISO8601 standard, and we have made use of this standard for the display of the data. The question of how to best get symbol and date data from the user remains open. For our example, we simply prompt the user for a string and leave the detail of creating complex looking calendar dialogs for another time.
We showed how an ad-hoc parsing technique can be used to obtain CSV data from the web. The web is a huge and growing source of data. We rely upon others to keep the URL protocol and data consistent.
So far, Yahoo is a reliable and free source of historic stock data. Decoding the URL is often a challenge, and, in particular, the historic stock data has many retrieval options.
There are many sources of financial data in CSV format on the web. The question of what new uses we will find for this data remains open.
