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Tyo¨ssa¨ esitella¨a¨n WWW-liikenteen nykytila ja tutustutaan a¨sketta¨in esiteltyi-
hin protokolliin, joiden tarkoituksena on erityisesti va¨henta¨a¨n viiveita¨ WWW-
liikenteessa¨. Tutkimuksessa vertaillaan uusien protokollien ominaisuuksia ny-
kyisiin protokolliin. Nykyisten protokollien ka¨sittelyssa¨ painotetaan WWW-
liikenteen kannalta merkitta¨via¨ ominaisuuksia ja kipukohtia. Tutkimus paneutuu
WWW-liikenteen kannalta olennaisiin uudistuksiin ja muutoksiin, joita uudet
protokollat sisa¨lta¨va¨t. Uusien protokollien ominaisuuksia analysoidaan ja niiden
soveltuvuutta nykyiseen WWW-liikenteeseen arvioidaan.
Sovelluskerroksen protokollan yleistyminen on tapahtunut tyo¨n kirjoituksen aika-
na, ja tyo¨ssa¨ todetaan yleistymisen jatkuvan tulevaisuudessa. Tutkimus osoittaa
sovelluskerrokselle tarjotun uuden protokollan olevan tarpeellinen uudistus. Siir-
tokerrokselle tarkoitettu uusi protokolla on viela¨ joiltain osin keskenera¨inen, mut-
ta kehityksenalainen. Siirtokerroksen protokolla tarjoaa useita merkitta¨via¨ etuja
verrattuna nykyisiin siirtoprotokolliin. Tutkimus osoittaa, etta¨ siirtokerroksen ja
sovelluskerroksen protokollien suunnitellut synergiat ovat eduksi molempien pro-
tokollien toiminnan kannalta. Siirtokerroksen protokolla on kohdistetusti optimoi-
tu tietylle sovelluskerroksen protokollalle. Lisa¨ksi tehda¨a¨n huomioita, joiden pe-
rusteella todetaan, ettei uusi siirtokerroksen protokolla tule ta¨ysin syrja¨ytta¨ma¨a¨n
nykyista¨ protokollaa. Uuden protokollan todetaan olevan varteenotettava vaih-
toehto nykyiselle siirtokerroksen protokollalle.
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This thesis presents the current state of web traffic and introduces new protocols,
which are designed to reduce delays in web traffic. The study compares the
features of the new protocols to existing protocols. The introduction of existing
protocols focuses on relevant features and drawbacks of web traffic. The study
focuses on the reforms and modifications in the web traffic related protocols.
The new protocol features are analysed and their applicability is evaluated to the
current web traffic.
The proliferation of application-layer protocol has occurred during the writing
process of this thesis. It is concluded that the proliferation will continue in the fu-
ture. The research refers that the application-layer protocol is a necessary reform.
The transport-layer protocol is still incomplete in some respects, but it is shown
to be in a constant development process. The transport-layer protocol provides
a number of significant advantages over existing transport-layer protocols. The
transport-layer and application-layer protocols have been designed concurrently.
The research evaluates that the concurrent design is beneficial for both protocols.
The transport-layer protocols optimisation is specified for the application-layer
protocol. Furthermore, this thesis indicates that the new transport-layer protocol
will not completely replace the current protocol. The new protocol is found to
be a viable alternative to the current transport-layer protocol.
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Internetin ka¨ytto¨tarkoitus ja ka¨ytto¨menetelma¨t ovat internetin historian ai-
kana muuttuneet merkitta¨va¨sti. Verkkoliikenteessa¨ on ka¨yto¨ssa¨ useita pro-
tokollia, jotka ovat sa¨ilyneet la¨hes alkupera¨isessa¨ muodossaan. Internet on
kehittynyt ja muuttunut verkkoliikenteen protokollien elinkaaren aikana val-
tavasti. Mobiililaitteiden tulo verkkoon on muuttanut tapaa ka¨ytta¨a¨ verkkoa.
Internetin alkuajoilta muutos staattisista sivuista interaktiivisiin sivustoihin
on ollut valtava. Verkkoa ka¨yteta¨a¨n entista¨ enemma¨n erilaisten sosiaalisten
yhteyksien ylla¨pitoon, ihmisten va¨liseen kanssaka¨ymiseen ja monenlaisten
videopalvelujen ka¨ytto¨o¨n.
Erityisesti videopalveluiden lisa¨a¨ntynyt ka¨ytto¨ on koetellut perinteisten verk-
koprotokollien suorituskykya¨. Suoratoistovideopalvelut ovat lisa¨nneet tasai-
sesti suosiotaan 2000-luvulla. Niiden ka¨ytta¨ma¨ tiedon ma¨a¨ra¨ on moninker-
taista verrattuna perinteisiin tekstipohjaisiin verkkosivustoihin. Erityispiir-
teena¨ videotoistossa on liikenteen kriittisyys viiveille, silla¨ liikkuva kuva edel-
lytta¨a¨, etta¨ seuraava kuvakehys on valmiina ilman erillista¨ odottelua. Viiveet
ovat korostuneet verkkosivustojen kasvaessa ja sirpaloituessa. Ka¨yto¨ssa¨ ole-
vat vanhat protokollat ei sellaisenaan ole pystyneet vastaamaan tyydytta¨va¨sti
verkkoliikenteen muutokseen. Viiveiden tulisi pienentya¨ verkkojen kapasitee-
tin kasvaessa. Protokollien rakenteelliset ongelmat ovat kuitenkin rajoitta-
neet viiveiden pienentymista¨, vaikka linkkien kapasiteetti onkin kasvanut.
Nykyisten verkkoprotollien muutospaine on kasvanut, mutta ta¨ha¨n saakka
on tyydytty yrityksiin parantaa nykyisten protokollien toimintaa. Muutok-
sen tekeminen nykyisiin verkkoprotokolliin on tyo¨la¨sta¨ ja hankalaa, koska
yhteiskunnan ja yrityksien monet kriittisetkin toiminnot ovat nykyisin ver-
kossa. WWW-liikenteessa¨ ka¨ytettyjen protokollien, varsinkin siirtokerroksel-
la ka¨ytetyn protokollan, uudistaminen on vaativaa, silla¨ kuten aiemmin to-
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dettua on verkkoliikenne kasvanut alkuajoistaan niin ra¨ja¨hdysma¨isesti ettei
se ole kaikilta osin ollut ta¨ysin hallitua. Olemassa olevien protokollien pa¨a¨lle
on rakennettu valtavia ma¨a¨ria¨ ohjelmistoja ja laitteita, jotka nojaavat siihen
ajatukseen, etta¨ ka¨yto¨ssa¨ olevat protokollat olisivat muuttumattomia.
Protokollien pa¨ivityksessa¨ on pyritty huomioimaan ka¨yto¨ssa¨ olevan teknii-
kan vaatimukset, ja rakentamaan protokollapino, joka on joustava olemassa
olevien sovellusten kanssa. Uusien protokollien selkea¨na¨ tavoitteena on ol-
lut yhteensopivuus olemassa olevan tekniikan kanssa. Moni asia protokollissa
on muuttunut valtavasti, mutta muutos on pyritty tekema¨a¨n niin, etta¨ se
aiheuttaisi mahdollisimman pienen muutoksen olemassa oleviin sovelluksiin,
kuten va¨lityspalvelimiin ja selaimiin.
Ta¨ssa¨ tyo¨ssa¨ analysoidaan nykyisia¨ WWW-liikenteen kannalta oleellisia
HTTP/1.1 ja TCP-protokollia. Tyo¨ssa¨ paneudutaan HTTP/1.1 ja TCP-
protokollien rajoitteisiin painottaen viiveiden kannalta oleellisia ominaisuuk-
sia. Lisa¨ksi tyo¨ssa¨ kuvataan HTTP/2.0 ja QUIC -protokollia ja niiden ehdot-
tamia parannuksia.
1.1 Tyo¨n tavoitteet ja rakenne
WWW-liikenteessa¨ ka¨ytettyja¨ protokollia ka¨sitella¨a¨n tyo¨n alussa. Esitelta¨va¨t
protokollat ovat HTTP-protokolla ja TCP-protokolla. HTTP-protokolla on
sovelluskerroksen protokolla, joka on tarkoitettu siirta¨ma¨a¨n tiedostoja, jot-
ka kuvaavat WWW-sivustojen sisa¨lto¨a¨. TCP-protokolla on siirtokerroksen
protokolla, joka vastaa ylempien kerrosten tiedon sovittamisesta sopivak-
si jotta se voidaan kuljettaa IP-protokollalla kohteeseensa. Tyo¨ssa¨ keski-
tyta¨a¨n HTTP- ja TCP-protokolliin, silla¨ nimenomaan niiden tehta¨va¨na¨ ole-
va yhteyksien avaaminen, ka¨sittely, ja niissa¨ mahdollisesti muodostuvat vii-
veet, ovat merkitta¨via¨ asiakaskokemuksen kannalta. Yhteyksien avaamises-
sa ja ka¨sittelyssa¨ syntyva¨t viiveet aiheuttavat asiakkaan pa¨a¨ssa¨ tarpeeton-
ta odottelua. Viiveet kuormittavat osaltaan palvelinresursseja. Esimerkiksi
va¨limuistien ja erilaisten puskurien ta¨yttyminen aiheuttaa asiakkaille na¨ky-
va¨a¨ viivetta¨. Palvelinresurssien loppuminen aiheuttaa pahimmassa tapauk-
sessa palvelun saavuttamattomuuden.
Protokollat esitella¨a¨n yleisella¨ tasolla. Tyo¨ssa¨ ka¨yda¨a¨n la¨pi niiden toimin-
taperiaatteet ja rakenne. Protokollien esittelyn ja¨lkeen tyo¨ssa¨ paneudutaan
protokollien ominaisuuksiin tarkemmin. Ka¨sittelyssa¨ pyrita¨a¨n paneutumaan
protokollien niihin ominaisuuksiin, jotka tuottavat viivetta¨ WWW-liikenteel-
le. Tarkoituksena on alustaa lukijalle ymma¨rrys WWW-liikenteen nykytilas-
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ta, jotta tutkimusosassa esitelta¨va¨t uudet protokollat ja niiden ominaisuudet
saavat vertailukohdan.
Tyo¨ssa¨ esitella¨a¨n kaksi uutta protokollaa, HTTP/2.0 ja QUIC. HTTP/2.0-
protokolla on sovelluskerroksen protokolla ja se on tarkoitettu korvaamaan
sovelluskerroksella nykyisin operoiva HTTP/1.1-protokolla. QUIC on siirto-
kerroksen ja sovelluskerroksen va¨liin esitelty protokolla, joka on tarkoitettu
vaihtoehdoksi siirtokerroksen TCP-protokollalle. QUIC-protokolla on suun-
niteltu erityisesti WWW-liikenteen tarpeita ajatellen. QUIC-protokolla pyr-
kii tarjomaan TCP-protokollan ominaisuudet ja lisa¨a¨ma¨a¨n sen pa¨a¨lle toi-
mivamman ja viiveetto¨ma¨mma¨n toimintaympa¨risto¨n. Protokollat esitella¨a¨n
kattavasti, tarkoituksena on luoda lukijalle selkea¨ kuva tarjolla olevista uu-
tuuksista.
Esittelyjen ja¨lkeen tyo¨ssa¨ analysoidaan protokollien ominaisuuksia. Protokol-
lien analysoinnissa keskityta¨a¨n erityisesti niihin ominaisuuksiin, jotka voisi-
vat olla ta¨rkeita¨ viiveiden kannalta. Ta¨lla¨isia¨ ominaisuuksia ovat esimerkiksi
yhteydenavaus, -ylla¨pito ja protokollien otsakkeet. Tyo¨ssa¨ verrataan uusien
protokollien esiteltyja¨ ominaisuuksia vanhojen protkollien vastaaviin tarjolla
oleviin ominaisuuksiin. Lisa¨ksi tyo¨ssa¨ analysoidaan uusien protokollien tuo-
mien uudistusten todellisia mahdollisuuksia korvata olemassa olevat proto-
kollat ja tarjota viiveetto¨ma¨mpa¨a¨ WWW-palvelua.
Tyo¨n tavoitteena on tarjota uusi tutkimus tulevista protokollista, ja arvioi-
da niiden ominaisuuksia objektiivisesti. Arviointi toteutetaan tarkastelemal-
la protokollakuvauksia. Tyo¨ssa¨ vertaillaan uusien protokollien ominaisuuksia
ja mahdollisuuksia nykyisten protokollien haastajiksi. Tavoitteena on tehda¨




HTTP-protokollan arkkitehtuurinen rakenne ja toimintaperiaatteet ovat py-
syneet ka¨yta¨nno¨ssa¨ muuttumattomina vuodesta 1996 la¨htien, jolloin julkais-
tiin HTTP:n 1.0 versio. HTTP-protokollaan on tullut pa¨ivityksia¨ ja uu-
distuksia vuoden 1996 ja¨lkeenkin, mutta ka¨yta¨nno¨ssa¨ vain kaksi suurem-
paa pa¨ivitysta¨. Suuremmat pa¨ivitykset on julkaistu vuosina 1997 ja 1999.
Pa¨ivitysten versionumero on molemmissa pa¨ivityksissa¨ HTTP/1.1, mutta ne
on erottu 1.1a ja 1.1b versioiksi. Pa¨ivitetyt versiot ovat korvanneet aiem-
man version, eli ka¨yta¨nno¨ssa¨ versioita ei ole ka¨ytetty rinnakkain kuin siir-
tyma¨ajan. [4, 10, 11]
HTTP-protokolla on Internetin sovelluskerroksen protokolla. HTTP-proto-
kollan tarkoituksena on mahdollistaa hypertekstin siirta¨minen ja vaihtaminen
palvelinten ja asiakkaiden va¨lilla¨. Hyperteksti on tekstimuoto, jota on ylei-
sesti ka¨ytetty tietokoneja¨rjestelmissa¨. Hyperteksti eroaa tavallisesta tekstista¨
sen sisa¨lta¨mien hyperlinkkien osalta. Hyperlinkit ovat ka¨yta¨nno¨ssa¨ viittauk-
sia tekstien va¨lilla¨. Hyperlinkit mahdollistavat va¨litto¨ma¨n siirtymisen vii-
tattuun dokumenttiin. WWW-liikenteessa¨ hyperteksti on muodostanut poh-
jan WWW-sivustojen rakenteelle ja verkostolle. Hyperlinkkien avulla on voi-
tu tehda¨ viittauksia toisiin sivustoihin. Hyperlinkkien ansiosta on saatu ai-
kaan toisiinsa kytkeytyva¨ rakenne, joka muodostaa loogisen kokonaisuuden
itsena¨isista¨ toisistaan riippumattomista osista. Hyperteksti on WWW-sivus-
toilla muotoiltu Hypertext Markup Language -merkinta¨kiellella¨. Hypertext
Markup Language, eli HTML, mahdollistaa tekstinmuotoilun ja -rakenteen
ma¨a¨ritta¨misen. Uusimmilla HTML-versioilla on mahdollista myo¨s upottaa
erilaisia elementteja¨, kuten video- tai audiotiedostoja, dokumenttiin. WWW-
sivustot ovat kehittyneet alkuaikojen yksinkertaisista tekstisivustoista mer-
kitta¨va¨sti. Sivustota sisa¨lta¨va¨t nykypa¨iva¨na¨ paljon muutakin sisa¨lto¨a¨ kuin
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tekstia¨. Sivustojen ominaisuuksia on lisa¨tty mahdollistamalla HTML:n ulko-
puolisten komentojen sisa¨llytta¨minen sivustojen la¨hdekoodiin. HTML-koo-
diin sisa¨llytetyt ohjelmointi- tai kuvauskielet mahdollistavat esimerkiksi in-
teraktiivisiatoiminnallisuuksia HTML-dokumenttiin. WWW-sivustoilla ka¨y-
tettyja¨ koodikielia¨ ovat esimerkiksi CSS-tyyliohjeet, Javascript-komentosar-
jakieli ja Flash-kehitysympa¨risto¨.
2.1 Protokollan toiminta
HTTP-protokolla perustuu HTTP-pyynto¨ihin. HTTP-pyynno¨t yksinkertais-
tettuna sisa¨lta¨va¨t tiedon halutusta resurssista ja tiedon palvelimesta, jolta
haluttu resurssi pyydeta¨a¨n. WWW-liikenteessa¨ haluttu resurssi ilmaistaan
Uniform Resource Locator:in avulla. URL pita¨a¨ sisa¨lla¨a¨n seka¨ tiedon palveli-
mesta etta¨ halutusta resurssista. Esimerkiksi ”www.aalto.fi/fi/” on URL, jos-
sa ”www.aalto.fi” ilmaisee palvelimen osoitteen, eli domainin, ja ”/fi/” ilmai-
see halutun resurssin. Ta¨ssa¨ tapauksessa ”/fi” ma¨a¨ritta¨a¨ haluttavan resurs-
sin palvelimen suomenkielisesta¨ osiosta. Suomenkielisen osion sisa¨lta¨ haetaan
viela¨ varsinaista resurssia, joka on ta¨ssa¨ tapauksessa hakemistopolun juuri eli
etusivu. HTTP-protokolla toimii TCP/IP-protokollapinossa, joten voidak-
seen todella saada IP-verkosta tuon halutun palvelimen, ta¨ytyy HTTP:n sel-
vitta¨a¨ ”www.aalto.fi”-palvelimen IP-osoite. IP-osoitteella yksilo¨ida¨a¨n verk-
koa ka¨ytta¨va¨ laite, joka on ta¨ssa¨ tapauksessa palvelin. Laitteen IP-osoitteen
selvityksessa¨ ka¨yteta¨a¨n apuna Domain Name System-palvelua. Domain Na-
me System, eli DNS, muuntaa domainnimia¨ IP-osoitteiksi ja pa¨invastoin.
DNS-kyselyn avulla asiakas saa selvitettya¨ ”www.aalto.fi”-nimen avulla pal-
velimen IP-osoitteen. Ta¨ma¨n ja¨lkeen HTTP-protokollan kannalta kriittisim-
ma¨t tiedot HTTP-pyynno¨n tekemiseksi on asiakkaan tiedossa. Ta¨ma¨n ja¨lkeen
asiakas on valmis la¨hetta¨ma¨a¨n HTTP-pyynno¨n verkkoon prosessoitavaksi.
HTTP-protokolla on pyynto¨-vastaus-protokolla. Protokollan mukaan asia-
kas pyyta¨a¨ sisa¨lto¨a¨ ja palvelin vastaa ta¨ha¨n pyynto¨o¨n. Alunperin HTTP-
protokolla on suunniteltu toimimaan periaatteella, joka loi uuden TCP-yh-
teyden jokaista HTTP-pyynto¨-vastaus kokonaisuutta varten. Kuitenkin pro-
tokollan versiosta 1.1 la¨htien HTTP on tukenut myo¨s sita¨, etta¨ yhden TCP-
yhteyden aikana voidaan ka¨yda¨ yksi tai useampia pyynto¨-vastaus-neuvotte-
lua. Neuvottelujen mahduttaminen yhden yhteyden sisa¨a¨n on la¨hto¨kohtai-
sesti tarkoitettu parantamaan verkon ka¨ytetta¨vyytta¨, kun asiakkaan ei ole
tarvetta avata useita pera¨kka¨isia¨ TCP-yhteyksia¨ palvelimelle. TCP-yhteyden
avaaminen vaatii aina tietyn prosessin, jonka va¨ltta¨minen poistaa viivetta¨ ja
parantaa siten asiakaskokemusta.
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Nro. Source Destination Protocol Info
1 192.168.0.12 62.241.198.245 DNS Standard query A
www.aalto.fi
2 62.241.198.245 192.168.0.12 DNS Standard que-
ry response A
192.230.77.222
3 TCP-yhteyden avaus, joka ka¨sitella¨a¨n luvussa 4.1
4 192.168.0.12 192.230.77.222 HTTP GET /fi/ HTTP/1.1
5 192.230.77.222 192.168.0.12 HTTP HTTP/1.1 200 OK
(text/html)
Taulukko 2.1: HTTP-pyynto¨
Taulukossa 2.1 on esitettyna¨ yhteyden avaamiseen liittyva¨t viestit silloin
kun asiakas la¨hetta¨a¨ ensimma¨isen HTTP-pyynno¨n palvelimelle. Ta¨ssa¨ esi-
merkisssa¨ asiakas, eli 192.168.0.12, tavoittelee www.aalto.fi-domainissa ole-
vaa palvelinta. Yhteys alkaa DNS-kyselylla¨ (1), jonka asiakas la¨hetta¨a¨ DNS-
palvelimelle, 62.241.198.245. DNS-palvelin vastaa kyselyyn (2), ja palaut-
taa asiakkaan tietoon www.aalto.fi-domainiin kuuluvan IP-osoitteen tai IP-
osoitteet, kuten ta¨ssa¨ tapauksessa 192.230.77.222-osoitteen. Ta¨ma¨n ja¨lkeen
asiakas avaa TCP-yhteyden palvelimelle (3), TCP-yhteyden avaus ka¨yda¨a¨n
tarkemmin la¨pi luvussa 4.1. Kun TCP-yhteys on saatu avattua, voi asiakas
la¨hetta¨a¨ varsinaisen HTTP-pyynno¨n (4). Ta¨ssa¨ tapauksessa HTTP-pyynto¨
on ”GET /fi/”, eli asiakas pyyta¨a¨ palvelimen suomenkielisen osion juur-
ta joka yleensa¨ sisa¨lta¨a¨ sivuston etusivun. Palvelin vastaa lopulta HTTP-
pyynto¨o¨n 200 OK -vastauksella (5), joka ka¨yta¨nno¨ssa¨ tarkoittaa, etta¨ pyynto¨
on hyva¨ksytty ja ta¨ytetty. Vastauksen liitteena¨ palvelin la¨hetta¨a¨ sivuston
sisa¨llo¨n. Ta¨ssa¨ vaiheessa sivustosta on saatu asiakkaan haltuun vasta en-
simma¨inen osa laajahkoa www.aalto.fi:n etusivua. Ta¨ta¨ ensimma¨ista¨ pyynto¨-
vastaus-ketjua seuraa useita GET-pyynto¨ja¨ palvelimelle, joiden avulla lada-
taan sivuston muuta sisa¨lto¨a¨. Muulla sisa¨llo¨lla¨ tarkoitetaan esimerkiksi kuvia
ja mainoksia, muotoilua ja mahdollisia toiminnallisialisa¨osia, joita sivustoon
on sisa¨llytetty. Na¨iden pyynto¨jen lisa¨ksi on melkein yhta¨ pitka¨ lista samaan
sivustopyynto¨o¨n liittyvia¨ GET-pyynto¨ja¨, jotka on osoitettu jollekin muulle
domainille kuin www.aalto.fi:lle. Ulkopuolisille palvelimille liittyviin GET-
pyynto¨ihin liittyy la¨hes poikkeuksetta uusia DNS-kyselyja¨. La¨hto¨kohtaisesti
palvelimet ovat asiakkaalle tuntemattomia, minka¨ takia URL ta¨ytyy aina sel-
vitta¨a¨ DNS-kyselylla¨. DNS-kysely voidaan va¨ltta¨a¨ silla¨, etta¨ asiakas on tal-
lentaa muistiinsa usein ka¨ytettyjen sivustojen osoitteita. Kuitenkin edelleen
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jos sivusto on tuntematon asiakkaan ta¨ytyy suorittaa DNS-kysely. Lisa¨ksi
va¨hinta¨a¨n jokainen eri palvelimeen kohdistuva GET-pyynto¨ vaatii luonnolli-
sesti myo¨s TCP-yhteyden luonnin kyseiseen palvelimeen. Kaiken kaikkiaan
www.aalto.fi-sivuston etusivun lataaminen tuotti noin kolmetuhatta HTTP-
viestia¨ palvelimien ja asiakkaan va¨lille, mukaan lukien kaikki pyynno¨t ja vas-
taukset, joita yhteyden aikana tuli.
2.1.1 HTTP otsake
HTTP-protokollan otsakkeet ovat olleet alusta alkaen ihmisen luettavissa.
Otsakkeet sisa¨lta¨vat ASCII-merkisto¨n merkkeja¨, ja protokollan tietokenta¨t
ovat pa¨a¨osin englanninkielisia¨ ja itsensa¨selitta¨via¨. Merkkijonojen ka¨ytta¨mi-
nen protokollan otsakkeessa on tehnyt protokollan ka¨yto¨sta¨ helppoa ja mah-
dollista jo varhaisilla pa¨a¨telaitteilla, joissa ei va¨ltta¨ma¨tta¨ ole ollut valmista
WWW-selainta. Alunperin viestinvaihto on tapahtunut ka¨ytta¨ja¨lta¨ suoraan
palvelimelle pa¨a¨teyhteyksien ylitse, jolloin protokollan ymma¨rretta¨vyys on
ollu merkitta¨va¨ ominaisuus. Vikatilanteiden tutkiminen HTTP-viestivirrasta
on ollut helpompaa, silla¨ ihmisen on ollut verrattain helppo ymma¨rta¨a¨ sisa¨lto¨
HTTP-otsakkeissa ja vikailmoituksissa.
Kuva 2.1: HTTP 1.1 GET-pyynto¨
Kuvassa 2.1 na¨kyy HTTP-protokollan version 1.1 mukainen GET-pyynto¨.
Oheisella pyynno¨lla¨ ka¨ytta¨ja¨ pyyta¨a¨ palvelimelta www.aalto.fi sivuston sisa¨l-
to¨a¨. Kuten kuvasta na¨hda¨a¨n, on pyynno¨n kaikki otsakekenta¨t ihmisluetta-
vassa muodossa. Kuten luvussa 2.1 todettiin, riitta¨isi HTTP-pyynto¨o¨n mer-
kitta¨va¨sti va¨hemma¨nkin tietoa. Kuitenkin oheinen pyynto¨ on nykyaikaisen
selaimen tuottama, ja se sisa¨lta¨a¨ olennaisia tietoja. Esitettyjen tietojen avulla
palvelin voi pyrkia¨ huomioimaan mahdollisimman tarkasti asiakkaan tarpeet.
Oheistietojen joukossa ilmaistaan esimerkiksi asiakkaan verkkoselain, jonka
avulla palvelin voi pa¨a¨tella¨ ka¨ytta¨a¨ko¨ asiakas mobiililaitetta vai tietokonetta,
onko asiakkaalla ka¨yto¨ssa¨ uudenaikainen selain vai kenties joku vanha versio
ja niin edelleen. Na¨iden tietojen avulla palvelin voi la¨hetta¨a¨ asiakkaalle opti-
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moidun sivuston, jonka pita¨isi aueta asiakkaan pa¨a¨telaitteella mahdollisim-
man toimivasti. Ta¨ma¨nkaltainen toiminta parantaa asiakaskokemusta mer-
kitta¨va¨sti, silla¨ sivuston aukeaa toivotunlaisena asiakkaalla pa¨a¨telaitteesta
riippumatta. Lisa¨ksi palvelin voi halutessaan tarjota erilaista sisa¨lto¨a¨ asiak-
kaan selaimesta tai pa¨a¨telaitteesta riippuen.
Ihmisluettavan protokollan osittainen ongelma verkkoliikenteen kannalta on
sen vaatima tiedonma¨a¨ra¨. ASCII-merkisto¨n mukaiset merkit vaativat yleensa¨
esitysmuotoonsa kahdeksan bittia¨, eli yhden tavun, jokaista esitettya¨ merk-
kia¨ kohden. Ta¨ssa¨ tapauksessa ylla¨ esitetty GET-pyynto¨ sisa¨lta¨a¨ yhteensa¨
418 merkkia¨ eli 418 tavua. Verrattuna ta¨ysin bina¨a¨riseen esitysmuotoon 418
tavua on valtava ma¨a¨ra¨ tietoa. 418 tavua sisa¨lta¨a¨ 3344 bittia¨. Teoriassa ta¨lla¨
ma¨a¨ra¨lla¨ tietoa voisimme ilmaista 3344 asiaa jotka olisivat joka pa¨a¨lla¨ tai pois
pa¨a¨lta¨. Ka¨yta¨nno¨ssa¨ kuitenkin bina¨a¨risetkin protokollat ka¨ytta¨va¨t usein bit-
tien yhdistelmia¨ asioiden ja tietokenttien sisa¨llo¨n ilmaisuun, jolloin sisa¨lto¨
voi olla monimuotoisempaa ja muuttuvampaa. Yhtena¨ suurena erona siis
bina¨a¨riseen protokollan ja ihmisluettavan protokollan va¨lilla¨ on niiden tuot-
taman tiedon ma¨a¨ra¨. Kuvassa 2.1 esitetyn GET-pyynno¨n voisi siis parhaas-
sa tapauksesssa esitta¨a¨ vain muutamalla tavulla per kentta¨, jos se olisi to-
teuttu bina¨a¨rimuodossa. Bina¨a¨riesitys olisi merkitta¨va¨sti tiivimmin pakattua
tietoa kuin ihmisluettavan protokollan tarjoama vaihtoehto. Bina¨a¨riesitys ei
ka¨yta¨nno¨ssa¨ muuttaisi tai vaikuttaisi milla¨a¨n tavalla protokollan kantamaan
tietoon itsessa¨a¨n, ainoana erona on tiedon esitysmuoto. Googlen mukaan suu-
rimmillaan nykyisten WWW-sivujen koko saattaa nousta jopa yli kahden ki-
lotavun. Googlen mukaan tyypillinen WWW-sivun koko olisi noin 750 tavua,
mukaan lukien kaikki eva¨steet ja muut lisa¨osat jotka kuuluvat olennaisena
osana nykyisiin sivustoihin[13].
Bina¨a¨risyys ei kuitenkaan sina¨lla¨a¨n ratkaise mita¨a¨n, silla¨ merkitta¨va¨a¨ on
myo¨s protokollan otsakkeen suunnittelu kokonaisuutena. Bina¨a¨rinenkin pro-
tokolla voi olla tehoton, josseiva¨t sen sisa¨lta¨ma¨t kenta¨t sisa¨lla¨ sellaista tietoa,
joka olisi va¨litto¨ma¨sti ka¨ytetta¨vissa¨ ja sellaisenaan hyo¨dynnetta¨vissa¨. Esi-
merkiksi HTTP:n GET-pyynto¨ pita¨a¨ sisa¨lla¨a¨n melko tehokkaasti vain ja ai-
noastaan sen tiedon, joka on merkitta¨va¨a¨ protokollapinon toiminnan kannal-
ta HTTP-pyynno¨n toteuttamiseksi. Kuitenkin GET-pyynto¨ ei pida¨ sisa¨lla¨a¨n
mita¨a¨n sellaista tietoa, minka¨ takia sita¨ ei voisi esitta¨a¨ myo¨skin bina¨a¨risessa¨
muodossa. GET-pyynno¨n ihmisluettavuus on sa¨ilynyt sellaisenaan, silla¨ pal-
velinten prosessointikyky ja verkon kuljetuskapasiteetti ovat toistaiseksi riit-
ta¨neet verrattain hyvin pyynto¨jen ka¨sittelyyn ja va¨litta¨miseen. Toinen mer-
kitta¨va¨ syy ihmisluettavuuden sa¨ilymiseen on ollut se ettei HTTP-protokolla
ole ollut helposti korvattavissa, eika¨ sen muuttaminen bina¨a¨riseksi ole ollut
ta¨ysin triviaali prosessi. Ylipa¨a¨nsa¨ nykyisten verkkoprotokollien muutoksen
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hidasteena on ollut niiden saavumattama valtaisa suosio. Muutoksen teke-
minen vaikuttaisi va¨litto¨ma¨sti valtavaan ma¨a¨ra¨a¨n erilaisia laitteita.
2.2 HTTP/1.1 version ongelmat
HTTP/1.1 versiossa on useita ominaisuuksia, jotka eiva¨t ta¨ysin sovellu ny-
kyiseen verkkoliikenteeseen. Ongelmien synty on ymma¨rretta¨va¨a¨, silla¨ pro-
tokollan ma¨a¨rittely on tapahtunut jo vuonna 1997. Protokollan julkaisun
ja¨lkeen verkkoliikenne on muuttunut merkitta¨va¨sti. Osa protokollan ongel-
mista ovat rakenteellisia, minka¨ takia niiden korjaaminen erilaisilla lisa¨osilla
tai -ominaisuuksilla ei ole ollut mahdollista. IETF:n Hypertext Transfer Pro-
tocol -tyo¨ryhma¨, jonka tavoitteena oli uudistaa HTTP-protokollaa, listasi
tyo¨skentelynsa¨ alussa merkitta¨vimpia¨ ongelmia. Tyo¨ryhma¨n mukaan ongel-
mat muodostuvat HTTP1.1 version ma¨a¨rittelyssa¨ tapahtuneista suunnittelu-
virheista¨ tai epa¨tarkasti dokumentoiduista toiminnallisuuksista. Tyo¨ryhma¨n
tavoitteena oli selkeytta¨a¨ protokollan ominaisuuksien ma¨a¨rittelyja¨ ja pois-
taa epa¨johdonmukaisuuksia ma¨a¨rittelyista¨. Lisa¨ksi protokollan ma¨a¨rittelyssa¨
on esitetty poistettavaksi ominaisuuksia, joita todellisuudessa ka¨ytta¨ja¨t eiva¨t
ole laajalti ottaneet ka¨ytto¨o¨n. [20]
HTTP-protokolla on ollut ongelmallinen rakenteensa vuoksi verkon kasvaes-
sa. Protokollan mukaan yksi HTTP-pyynto¨ voi pita¨a¨ sisa¨lla¨a¨n vain yhden
HTTP:n toimintametodin. HTTP:n toimintametodeja on esimerkiksi GET,
POST, CONNECT ja PUT. Na¨ista¨ yleisin on GET-pyynto¨, jolla asiakas
pyyta¨a¨ palvelimelta haluttua resurssia. Muut metodit suorittavat esimer-
kiksi uudelleenohjauksia palvelimien tai va¨lityspalvelimien va¨lilla¨ ja tiedos-
tojen siirtoa asiakkaalta palvelimelle. Ongelma muodostuu protokollan te-
hottomuudesta, silla¨ kun vain yksi toiminto voidaa suorittaa pyynto¨a¨ koh-
den kasvaa protokollan toteutukseen liittyva¨n liikenteen ma¨a¨ra¨ suhteessa to-
delliseen tietoon hyvinkin suureksi. Lisa¨ksi siirretta¨va¨ tieto liikkuu HTTP-
yhteydessa¨ hyvin hitaasti verrattuna verkon kapasiteettiin. HTTP-yhteys
on alunperin tarkoitettu ja suunniteltu vuoropuheluksi. Nykyiset WWW-
sivustot kuitenkin koostuvat useista ka¨yta¨nno¨ssa¨ itsena¨isista¨ osista, joiden
va¨litta¨minen vuoropuheluna on hidasta ja tehotonta. Ta¨ta¨ rajoitusta on kier-
retty HTTP-pipelining-tekniikalla, joka mahdollistaa usean HTTP-pyynno¨n
la¨hetta¨misen yhden yhteyden sisa¨lla¨ kerrallaan. HTTP-pipelining mahdollis-
taa sen, etta¨ asiakkaan ei tarvitsee odottaa palvelimen vastausta jokaiseen
la¨hetettyyn HTTP-pyynto¨o¨n, ennen kuin se voi la¨hetta¨a¨ uuden pyynno¨n.
Toinen pitka¨a¨n ka¨yto¨ssa¨ ollut tapa kierta¨a¨ rajoitusta on avata useita rinnak-
kaisia TCP-yhteyksia¨, jolloin jokaisessa yhteydessa¨ voidaan la¨hetta¨a¨ erilli-
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nen HTTP-pyynto¨. Usean rinnakkaisen TCP-yhteyden avaaminen ei kuiten-
kaan ole verkon kokonaissuorituskyvyn kannalta hyva¨ ratkaisu, syyt ta¨ha¨n
ka¨sitella¨a¨n tarkemmin luvussa 4.3. [9, 10]
HTTP-protokolla vaatii verrattain paljon protokollakohtaisia tietoja suh-
teessa siirretta¨va¨n tiedon ma¨a¨ra¨a¨n. Esimerkiksi otsakkeessa on paljon tie-
tokenttia¨, jotka toistuvat jokaisessa la¨hetetyssa¨ HTTP-viestissa¨. Kuvassa 2.1
na¨hda¨a¨n HTTP-pyynno¨n rakenne. Kuvassa esiintyva¨ viesti toistuu jokaisen
sivuston osan kohdalla uudestaan, kun asiakas pyyta¨a¨ palvelimelta uutta
osaa sivustosta. Asiakkaan pysyessa¨ koko ajan samalla sivustolla, ainut asia
mika¨ pyynno¨ssa¨ muuttuu on ensimma¨inen rivi ja siita¨kin vain resurssi, jo-
hon pyynto¨ kohdistetaan. Kuvassa olevassa pyynno¨ssa¨ pyynto¨ on kohdistet-
tu /fi/ resurssiin, mutta se voisi yhta¨ hyvin olla jokin sivuston alisivuista.
Kaikki muut tiedot kyseisessa¨ pyynno¨ssa¨ pysyva¨t la¨hto¨kohtaisesti samana
koko yhteyden ajan. HTTP-protokollan mukaan muuttumattomatkin tiedot
la¨heteta¨a¨n joka kerta, jokaisessa pyynno¨ssa¨ uudelleen asiakkaalta palvelimel-
le.Ta¨ma¨ tuottaa valtavan ma¨a¨ra¨a¨n ylima¨a¨ra¨ista¨ tietoa, joka periaatteessa
on tiedossa molemmilla osapuolilla yhteyden avaamisen ja¨lkeen ensimma¨isen
viestin saavuttua. Ta¨ma¨ yhdistettyna¨ siihen, etta¨ HTTP-protokolla la¨hetta¨a¨
ASCII-merkisto¨lla¨ koodattuja selkokielisia¨ viesteja¨, tuottaa protokolla koko-




HTTP/2 on HTTP-protokollan viimeisin versio, edellinen yhta¨ merkitta¨va¨
pa¨ivitys HTTP-protokollaan on julkaistu vuonna 1997 kun julkaistiin HTTP
1.1[11]. HTTP/2 pa¨ivityksen on kehitta¨nyt IETF:n Hypertext Transfer Pro-
tocol -tyo¨ryhma¨. HTTP/2.0 protokolla on tarkoitettu sovelluskerroksen pro-
tokollaksi, tarjoamaan sovellusrajapinnan Hypertext-dokumenttien va¨litta¨-
miselle. Ta¨ssa¨ luvussa ka¨sitella¨a¨n HTTP/2.0 protokollan lyhyt kehityshisto-
ria, toimintaperiaatteet ja rakenne.
3.1 HTTP/2-protokollan tavoitteet
Vuonna 2012 HTTP-protokollan uudistamisen parissa tyo¨skenteli useat tyo¨-
ryhma¨t. Virallisen standardin julkistaisi IETF, ja sen kehitta¨misesta¨ vastaisi
HTTP-tyo¨ryhma¨. HTTP-protokollan kehitta¨mista¨ aktiivisesti tyo¨sti ainakin
Google, Microsoft ja Varnish Cache Project[3, 23, 25]. Keva¨a¨n 2012 aika-
na kaikki kolme tyo¨ryhma¨a¨ julkaisi ”Internet-Draftin” kuvaamaan HTTP-
protokollaan tarvittuja uudistuksia. Internet Draftilla tarkoitetaan julkista
esittelya¨ verkkoon tarkoitetusta protokollasta. Esittelyn tarkoituksena on
kera¨ta¨ kommenntteja muilta kehitta¨jilta¨ ja ka¨ytta¨jilta¨. Googlen esitys korvaa-
jaksi oli SPDY-protokolla, Microsoft tarjosi HTTP Speed+Mobility-proto-
kollaa ja Varnish Cache Project antoi oman esityksensa¨ verkko-ysta¨va¨llisesta¨
HTTP-pa¨ivityksesta¨. Projektit la¨htiva¨t erilaisista la¨hto¨kohdista. Google tar-
josi kokonaan uuden protokollan, joka sa¨ilytta¨isia¨ ainoastaan alkupera¨iset
HTTP-pyynno¨t. Microsoft pyrki hyvinkin samanlaiseen toteutukseen kuin
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Google. Varnish Cache Project pyrki merkitta¨va¨sti pienemmilla¨ muutok-
silla ja pa¨ivityksilla¨ tuottamaan vastaavanlaisia hyo¨tyja¨ kuin Microsoft ja
Google. IETF:n HTTP-tyo¨ryhma¨n ensimma¨inen nk. ”Initial-draft” julkais-
tiin ka¨yta¨nno¨ssa¨ suorana kopiona SPDY:sta¨. Initial-draftilla tarkoitetaan
IETF:n esittelema¨a¨n protokolla kuvausta verkkoon tarkoitetusta protokollas-
ta. Initial-draftin ja¨lkeen IETF kera¨si kommentteja protokollasta. SPDY:hyn
pohjautunut Initial-draft sai hyva¨n vastaanoton ja myo¨hemmin sen pohjalta
julkaistiin varsinainen HTTP/2 -protokolla[3].
IETF:n HTTP -tyo¨ryhma¨n erityisina¨ tavoitteina ja kehityksen kohteina uut-
ta protokollaa luodessa oli mahdollistaa HTTP:n kommunikointimekanis-
min laajat soveltamismahdollisuudet, otsakkeiden pakkauksen parantami-
nen ja palvelimelle push-ominaisuuden mahdollistaminen. Uuteen HTTP-
protokollaan oli tarkoitus toteuttaa neuvottelumekanismi, joka mahdollis-
taa yhteysneuvottelun, seka¨ nykyista¨ protokollaa edelta¨vien, etta¨ tulevien
HTTP-protokollaversioiden kanssa. Lisa¨ksi pyrkimyksena¨ oli mahdollistaa
minka¨tahansa muun HTTP URL:ja ka¨ytta¨va¨n protokollan kanssa ka¨yta¨va¨
yhteysneuvottelu. Otsakkeiden pakkaus koettiin tarpeelliseksi uudistaa. Ny-
kyinen HTTP-otsake oli todettu eritta¨in raskaaksi tavaksi toteuttaa vastaa-
va toiminnallisuus nykyisessa¨ WWW-liikenteessa¨, kuten todettiin luvussa
2.1.1. Tyo¨ryhma¨ esitti vaihtoehtona, etta¨ pakkauksen mahdollistamisen ohel-
la myo¨s mahdollistettaisiin otsakkeiden osiointi.
Palvelimen push-toiminnallisuudella tarkoitetaan ominaisuutta, jolla palve-
lin voisi la¨hetta¨a¨ asiakkaalle sisa¨lto¨a¨ ilman, etta¨ asiakas sita¨ erikseen pyyta¨a¨.
Ta¨lla¨ pyrita¨a¨n erityisesti nopeuttamaan tilanteita, joissa palvelin ka¨yta¨nno¨s-
sa¨ tieta¨a¨ jo ennalta mita¨ asiakas tulee seuraavaksi pyyta¨ma¨a¨n. Ta¨lla¨inen
tilanne syntyy nykyisissa¨ WWW-sivuissa usein, silla¨ sivustot koostuvat mo-
nista elementeista¨. Useista elementeista¨ koostuvien sivustojen jokainen ele-
mentti on ta¨ha¨n asti vaatinut asikkaalta aina erillisen pyynno¨n. Uusi push-
ominaisuus mahdollistaisi palvelimen ”tyo¨nta¨a¨”asiakkaalle sivuston osat, joi-
ta asiakas tulisi tarvitsemaan, joka tapauksessa ladatakseen koko sivuston.
[20]
Google julkaisi ensimma¨isen versionsa SPDY-protokollasta vuonna 2009. SP-
DY:n kehitta¨jien tarkoituksena oli luoda ikkunoiva kerros TCP:n ja HTTP:n
va¨liin, jonka avulla HTTP-liikenne saataisiin sopimaan paremmin nykyi-
sen WWW-liikenteen ehdollisuuksiin. Tavoitteena oli, etta¨ HTTP- ja TCP-
protokollien toiminnallisuudet sa¨ilyisiva¨t muuttumattomina. Lisa¨ksi pyrittiin
siihen, ettei HTTP:ta¨ ka¨ytta¨vien sovellusten toimintamekanismejakaan olisi
tarpeen muuttaa SPDY:n takia. SPDY:n kehitta¨jien tavoitteena oli parantaa
kolmea perustavanlaatuista ominaisuutta silloisesssa WWW-liikenteessa¨.
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Yhtena¨ tavoitteena oli HTTP pyynto¨jen limitta¨minen yhdelle SPDY-yhtey-
delle, ilman minka¨a¨nlaista rajoitusta HTTP-pyynto¨jen ma¨a¨ra¨sta¨. Ta¨ma¨n
ominaisuuden tavoitteena oli helpottaa TCP-protokollan toimintaa. TCP-
protokollan toiminta helpottuisi, silla¨ SPDY avaisi vain yhden TCP-yhteyden
ja limitta¨isi HTTP-pyynno¨t sen sisa¨a¨n. Kaikki HTTP-pyynno¨t yhdelle asiak-
kaalle kulkisivat yhdessa¨ SPDY-yhteydessa¨ usean rinnakkaisen TCP-yhtey-
den sijaan. SPDY luokittelee pyynno¨t ta¨rkeisiin ja tavallisiin pyynto¨ihin.
Ta¨ma¨kin ominaisuus rakentuu sen ajatuksen ympa¨rille, etta¨ verkkosivujen
ta¨rkea¨t osat saadaan ladattua asiakkaalle mahdollisimman nopeasti. Kuten
luvussa 2 todetaan nykyiset verkkosivut sisa¨lta¨va¨t paljon myo¨s osioita, jotka
eiva¨t ole asiakkaalle varsinaisesti va¨ltta¨ma¨tto¨mia¨ sivun esitta¨misen kannal-
ta. Pyynto¨jen priorisoinnilla voidaan parantaa sivun ta¨rkeiden osien latau-
tumisen nopeutta asiakkaalle. Kun asiakkaalle on jo saatu ta¨rkeimma¨t osiot
sivustoa na¨kyviin voidaan va¨hemma¨n ta¨rkea¨t osat sivustoa ladata taustalla
samaan aikaan kun asiakas jo tarkkailee esitetta¨vissa¨ olevaa sivustoa.
Kolmas merkitta¨va¨ tavoite SPDY:lla¨ on pienenta¨a¨ ja tiivista¨a¨ otsakkeiden
kokoa. Perusteluina kehitysryhma¨ esitta¨a¨ sen etta¨ HTTP-otsakkeet sisa¨lta¨va¨t
monilta osin samaa tietoa rinnakkaisissa pyynno¨issa¨a¨n. Rinnakkaisissa pyyn-
no¨issa¨ muuttamattomana oleva tieto voidaan poistaa, ja sita¨ voidaan pa¨ivit-
ta¨a¨ ainoastaan silloin kun se muuttuu. Otsakkeiden aiheuttaman lisa¨kuorman
vaikutus verkonsuorituskyvylle on merkitta¨va¨ ja siksi otsakkeiden tiivista¨mi-
nen koettiin erityisen ta¨rkea¨ksi[2].
Lisa¨ksi jo ensimma¨inen versio SPDY-protokollasta esittelee palvelimen push-
toiminnon. Tosin SPDY:n ensimma¨isen version kuvauksessa todetaan, ettei
viela¨ siina¨ vaiheessa esitelty toiminto ole la¨hella¨ka¨a¨n toimintavalmista. Proto-
kollan kuvauksessa todetaan myo¨s toteuttamisen vaativan viela¨ merkitta¨va¨a¨
tyo¨ta¨ ja paneutumista aiheen ympa¨rilla¨. Kuitenkin jo ta¨ssa¨ vaiheessa aja-
tus push-toiminnosta oli olemassa, ja SPDY:n protokolla kuvaus antaa jo
aikaisessa vaiheessa hyva¨n viitekehyksen sille kuinka se voitaisiin toteuttaa.
Luvussa 3.2 ka¨sitella¨a¨n enemma¨n kuinka palvelimen push-toiminto todelli-
suudessa toteutettiin lopulliseen HTTP/2-protokollaan. [2]
3.2 HTTP/2 toiminnallisuudet
HTTP/2 esittelee useammankin uuden toiminnallisuuden HTTP-protokol-
lalle. Na¨ista¨ merkitta¨vimpina¨ ovat palvelimen push-toiminto ja viestivirtojen
limitys (eng. multiplexing). Molemmat toiminnot ovat olleet pitka¨a¨n kaivat-
tuja HTTP-protokollaan. HTTP1.1-protokollaan esitelty HTTP-pipelining
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toiminnallisuus pyrki toteuttamaan limityksen jo aiemmassa HTTP-proto-
kollan versiossa. HTTP-pipelining ei kuitenkaan todellisuudessa toteuta ta¨y-
sin samaa kuin mita¨ HTTP/2-protokollan limitys, mutta ajatusmalli taus-
talla on kuitenkin vastaava. HTTP-pipelining pyrki toteuttamaan limityk-
sen erillisten pyynto¨jen pera¨kka¨isella¨ la¨hetta¨misella¨ ennen kuin edelta¨viin
pyynto¨ihin on saatu vastausta. HTTP/2 protokollassa limitys on toteuttu
limitta¨ma¨lla¨ pyynno¨t aidosti yhden yhteyden sisa¨a¨n kulkemaan.[9]
Push-toiminnallisuus mahdollistaa palvelimen la¨hetta¨a¨ asiakkaalle sen tarvit-
semia elementteja¨ sivustosta jo ennen kuin asiakas esitta¨a¨ erillista¨ pyynto¨a¨
elementteja¨ saadakseen. Ka¨yta¨nno¨ssa¨ ta¨lla¨ toiminnallisuudessa mahdolliste-
taan WWW-sivustojen sisa¨lta¨mien erillisten sivuston osien, kuten kuvien ja
linkkien, la¨hetta¨minen ka¨ytta¨ja¨lle ilman erillista¨ pyynto¨a¨. Push-toiminto pe-
rustuu siihen, etta¨ palvelin ka¨yta¨nno¨ssa¨ tieta¨a¨ asiakkaan seuraavan pyynno¨n
sivuston rakenteen ansiosta jo ennen kuin asiakas on varsinaista pyynto¨a¨
esitta¨nyt. Palvelimen ka¨ytta¨essa¨ push-toimintoa se todellisuudessa la¨hetta¨a¨
ka¨ytta¨ja¨lle seka¨ ka¨ytta¨ja¨n tarvitseman sivuston osan, etta¨ ka¨ytta¨ja¨n esitta¨-
ma¨n kuvitteellisen pyynno¨n. Kuvitteellinen pyynto¨ on pyynto¨, jonka asiakas
esitta¨isi tarvitessaan kyseista¨ elementtia¨, mutta jota asiakas ei ta¨ssa¨ tapauk-
sessa ole viela¨ la¨hetta¨nyt palvelimelle. Ta¨ma¨ kuvitteellinen pyynto¨ la¨heteta¨a¨n
ka¨ytta¨ma¨lla¨ Push promise-kehysta¨.
Toinen HTTP/2-protokollan esittelema¨ merkitta¨va¨ toiminnallinen uudistus
on viestivirtojen limitys. Limitys mahdollistaa asiakkaan ja palvelimen va¨lille
usean ta¨ysin toisistaan erillisen viestinvaihdon, jotka kuitenkin tapahtuvat
saman yhteyden sisa¨lla¨. Ka¨yta¨nno¨ssa¨ limitys toteutetaan viestivirtojen (eng.
stream) avulla. Jokainen pyynto¨-vastaus-ketju on yhdistetty uniikkiin vir-
taan. Ka¨ytta¨ja¨n luomien virtojen virtatunnukset ovat parittomia lukuja ja
palvelimen luomat virtatunnukset ovat parillisia. Virta luodaan ensimma¨isen
kerran asiakkaan Headers-kehyksella¨ tai palvelimen Push promise-kehyksella¨,
ka¨yta¨nno¨ssa¨ siis valtaosa virroista luodaan asiakkaan puolella. Jokaisessa
HTTP/2 kehyksessa¨ on virtatunnus, jonka avulla jokainen viesti on ka¨sitte-
lija¨n toimesta tunnistettavissa joko palvelimen tai asiakkaan luomaksi. Ole-
tusarvoisesti virtojen ma¨a¨ra¨lle ei ole esitetty minka¨a¨nlaista rajoitusta, mutta
ka¨yta¨nno¨ssa¨ palvelimelle on luotu mahdollisuus Settings-kehyksen avulla ra-
joittaa asiakkaalle myo¨nnettyjen resurssien ma¨a¨ra¨a¨ ja siten myo¨s virtojen
ma¨a¨ra¨a¨. [24]
Merkitta¨va¨ toiminnallisuus HTTP/2 protokollassa on SPDY-protokollaan
kehitetty otsakkeiden pakkaus. Otsakkeiden pakkauksen todettiin SPDY:n
ka¨yto¨ssa¨ merkitta¨va¨sti pienenta¨va¨n otsakkeiden kokoa. Otsakkeiden pak-
kauksessa keskityta¨a¨n erityisesti niiden otsakekenttien pakkaamiseen jotka
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toistuvat muuttumattomina HTTP-viestista¨ toiseen. SPDY-protokollassa
ka¨ytetty DEFLATE-pakkaus todettiin melko nopeasti tietoturvariskiksi, jon-
ka myo¨ta¨ sen ka¨yto¨sta¨ luovuttiin[21]. HTTP/2 -protokollaan kehitettiin vas-
taava pakkausmenetelma¨, HPACK. Lisa¨ksi HPACK-menetelma¨a¨ kehitettiin
entisesta¨a¨n ja silla¨ on saavutettu eritta¨in merkitta¨via¨ eroja otsakkeiden koos-
sa [17]. HPACK on tarkoitettu yksinkertaiseksi ja helpoksi tavaksi va¨henta¨a¨
HTTP-liikenteessa¨ esiintyva¨a¨ toistoa otsakkeissa. Yksinkertaisen toiminta-
mallin tarkoituksena on helpottaa ka¨yta¨nno¨n toteutuksia ja siten va¨henta¨a¨
riskia¨ tietoturvaongelmille. HPACK-spesifikaatio listaa olemassa olevat, tie-
dostetut tietoturvariskit, ja esittelee niihin liittyva¨t tarvittavat toimenpiteet.
Ka¨yta¨nno¨ssa¨ tietoturvariskit HPACK-pakkauksen kanssa ovat aina seurauk-
sia tarkoituksellisesta toiminnasta, kuten palvelunestohyo¨kka¨yksesta¨, jolla
on tarkoitus saada aikaa poikkeustilanne palvelimella. La¨hinna¨ ongelmat
HPACK:in tapauksessa liittyva¨t muistin hallintaan palvelimella, silla¨ erityi-
sesti pakkauksen purkaminen vaatii muistiresursseja. Ka¨yta¨nno¨ssa¨ kuiten-
kin HPACK:in tietoturvariskit ovat pienia¨, eika¨ niiden olemassa olo esta¨
HPACK:in ka¨ytto¨a¨. Tarkoituksellisia hyo¨kka¨yksia¨ vastaan ta¨ytyy palvelimen
ylla¨pita¨ja¨n varautua nykyisessa¨ verkkoliikenteessa¨ kuitenkin, eika¨ HPACK
aiheuta ta¨ssa¨ tapauksessa poikkeusta. [21]
3.3 HTTP/2 protokollan rakenne
HTTP/2 tukee kaikkia samoja metodeita, otsakkeita ja serveritiloja joita
HTTP/1.1-protokolla tuki. Ka¨yta¨nno¨ssa¨ HTTP-protokolla ei uudistu toi-
minnassaan, vaan enemma¨nkin tavassa, jolla se toimii. Uuden standardin
on tarkoitus ma¨a¨ritta¨a¨ HTTP-protokolla niin, etta¨ alla olevalle siirtoproto-
kollalle ja¨a¨ aidosti tehta¨va¨kseen ainoastaan vastata palvelimen ja asiakkaan
va¨lilla¨ tapahtuvasta tiedonsiirrosta. Aiemmin HTTP-protokolla on hanka-
loittanut siirtoprotokollan tehta¨va¨a¨ esimerkiksi luomalla useita rinnakkaisia
HTTP-sessioita yhden asiakkaan ja palvelimen va¨lille. Useiden yhteyksien
luominen rinnakkain on hankaloittanut siirtoprotokollan jononhallintaa, silla¨
esimerkiksi TCP-protokollan sisa¨a¨nrakennettu ruuhkanhallinta tapahtuu yh-
teyskohtaisesti. Yhteyskohtaisesti tapahtuvan ruuhkanhallinnan tapaukses-
sa rinnakkaiset yhteydet samalla asiakkaalla muodostavat kilpailutilanteen
asiakkaan omien yhteyksien va¨lille, mika¨ ei ole omiaan nopeuttamaan koko-
naisuuden palvelunlaatua. [8]
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3.3.1 Otsake
HTTP/2 protokolla ka¨ytta¨a¨ ka¨yta¨nno¨ssa¨ samoja otsakkeita kuin HTTP-
protokolla aiemminkin. Erona kuitenkin aiempaan on se, etta¨ HTTP/2-proto-
kolla on ta¨ysin bina¨a¨rinen. Otsakkeet on siis muutettu bina¨a¨risiksi, mika¨
luonnollisesti tiedon pysyessa¨ samana pienenta¨a¨ la¨hetetta¨va¨n tiedon ma¨a¨ra¨a¨.
Toinen suuri muutos otsakkeiden bina¨a¨risiksi muuttamisen ohella on kehys-
viestit (eng. Frame). HTTP/2-sessio koostuu ka¨yta¨nno¨ssa¨ kolmesta vaihees-
ta, yhteyden muodostamisesta, yhteydesta¨ ja yhteyden purkamisesta. Yhtey-
den muodostamisen ja¨lkeen HTTP/2-sessiossa voi alkaa kehysviestien vaih-
to. Kehysviesti alkaa aina samalla 9-oktettia pitka¨lla¨ kehysotsakkeella, jota
seuraa sen ja¨lkeen kehysviestista¨ riippuen vaihtelevan pituinen hyo¨tykuorma.
Kehysviestien yhteinen otsake sisa¨lta¨a¨ viestin pituuden, tyypit, liput ja virta-
tunnuksen. Ta¨ssa¨ luvussa ka¨sitella¨a¨n myo¨hemmin tarkemmin kehysviestien
rakenne.




Kehysviestin kuorma (0-. . . )
...
...
Kehysviestin kuorma (. . . -N)
Kuva 3.1: HTTP/2 kehysviesti
Kehysviestien tarkoituksena on muodostaa selkea¨ kokonaisuus erilaisista toi-
minnoista protokollan sisa¨lla¨. Yksitta¨inen viesti palvelimen ja asiakkaan va¨lil-
la¨ voi sisa¨lta¨a¨ useita kehysviesteja¨, joista jokainen toimittaa omaa tehta¨va¨a¨n-
sa¨.
3.3.2 Kehysviestit
Kuten edella¨ on todettu kehysviestien tarkoituksena on selkeytta¨a¨ HTTP/2
-protokollan rakennetta. Jokainen HTTP/2 -protokollan la¨hetta¨ma¨ viesti si-
sa¨lta¨a¨ va¨hinta¨a¨n yhden kehyksen. Erilaisia kehysviesteja¨ on yhteensa¨ kym-
menen kappaletta.
LUKU 3. HYPERTEXT TRANSFER PROTOCOL/2.0 24
Data
Kehys kuljettaa viestivirran vaatimat hyo¨tykuormat, ka¨yta¨nno¨ssa¨ esi-
merkiksi HTTP-pyynno¨t tai pyynto¨jen vastaukset.
Headers
Kehys sisa¨lta¨a¨ listan HTTP-protokollan otsaikkeista kyseisessa¨ vies-
tissa¨, sellaisena kuin ne HTTP1.1 protokollasta tunnetaan.
Priority
Kehyksella¨ la¨hetta¨ja¨ ma¨a¨ritta¨a¨ viestivirran ta¨rkeyden la¨hetta¨ja¨n na¨ko¨-
kulmasta.
Rst stream
Kehyksella¨ on tarkoitus ilmaista toiselle osapuolelle viestivirran va¨litto¨-
ma¨sta¨ katkaisusta.
Settings
Kehyksella¨ la¨hetta¨ja¨ ma¨a¨rittelee halutun yhteyden aikaisen kommuni-
kointitavan. Esimerkiksi asiakas voi ilmaista palvelimelle haluaako se
palvelimen ka¨ytta¨va¨n push-toimintoa. Myo¨s palvelin voi ma¨a¨ritta¨a¨ ke-
hyksen avulla yhteyden viestinta¨tapoja.
Push promise
Kehyksella¨ palvelin tiedottaa asiakkaalle ennakkoon tulevasta palvelin
push-toiminnosta.
Ping
Kehyksen avulla voidaan varmistaa, etta¨ yhteys on viela¨ olemassa, seka¨
yhteyden RTT-aika.
Goaway
Kehyksen tarkoituksena on ilmaista toiselle osapuolelle ettei uusia vies-
tivirtoja tulisi avata nykyiseen yhteyteen. Goaway:n aikana palvelin
kuitenkin huolehtii nykyiset viestivirrat loppuun. Kehys on tarkoitettu
ka¨ytetta¨va¨ksi esimerkiksi palvelimen huoltojen yhteydessa¨.
Window update
Kehyksella¨ on tarkoitus mahdollistaa virran hallinta(eng. flow control),
jonka avulla osapuolet voivat sa¨a¨della¨ virtaa paremmin prosessointire-
surssiensa suhteen.
Continuation
Kehys seuraa aina joko Headers tai Push promise -kehyksia¨, ja sen
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tarkoituksena on kuljettaa mahdolliset ylija¨a¨va¨t osuudet varsinaisista
HTTP-otsakkeista, jotka eiva¨t mahdu varsinaiseen kehysviestiin.
Edella¨ esitellyilla¨ kehysviesteilla¨ on tarkoitus yksinkertaistaa, selkeytta¨a¨ ja
tehostaa HTTP-protokollan toimintaa. Kehykset tarjoavat kattavasti kaikki
HTTP-yhteyden aikana tarvittavista toiminnoista. Lisa¨ksi kehykset erotta-
vat luontaisesti yhteyden ylla¨pitoon liittyva¨t toiminnot varsinaisista sivuston
sisa¨lto¨o¨n liittyvista¨ toiminnoista. Esimerkiksi varsinaiset HTTP-otsakkeet on
luotu vain osaksi yhta¨ kehysta¨, toisin kuin HTTP/1.1 protokollassa, jossa




TCP-protokolla on yksi internetin vanhimmista protokollista. Protokolla on
pysynyt ka¨yta¨nno¨ssa¨ muuttumattomana, mutta sen ominaisuuksia on mo-
nipuolistettu lisa¨osilla ja laajennuksilla. TCP:n tarkoitus on toimia kulje-
tuskerroksen protokollana WWW-liikenteessa¨ ja vastata viestien kuljetuk-
sesta IP-osoitteilla varustettujen pa¨a¨telaitteiden va¨lilla¨. TCP:n tarkoitukse-
na on olla luotettava protokolla, joka kuljettaa la¨hetetta¨va¨n paketin perille.
Kuljetuskerroksen protokollana TCP huolehtii asiakkaiden puolesta kaikes-
ta kuljetuskerroksella tapahtuvasta toiminnasta. Luotettavalla protokollal-
la TCP:n tapauksessa tarkoitetaan sita¨, etta¨ TCP varmistaa pakettien ku-
lun kuljetuskerroksella. Ka¨yta¨nno¨ssa¨ TCP la¨hetta¨a¨ uudelleen paketteja, joita
se huomaa hukkuneen kuljetuksen aikana. Luotettava protokolla myo¨s var-
mistaa etta¨ kaikki la¨hetetyt paketit saapuvat perille oikeassa ja¨rjestyksessa¨
niin, etta¨ niista¨ tiedon lukeminen onnistuu helposti. TCP protokollan toi-
minta on WWW-sivustojen ka¨ytta¨ja¨lle ka¨yta¨nno¨ssa¨ na¨kyma¨to¨nta¨, eika¨ sen
ka¨ytta¨minen edellyta¨ asiakkaalta yleensa¨ minka¨a¨nlaisia toimenpiteita¨.
4.1 TCP:n toimintaperiaatteet
TCP-protokolla aloittaessaan TCP-yhteytta¨ ka¨ytta¨a¨ niin sanottua kolmi-
tieka¨ttelya¨, jonka tarkoituksena on tiedottaa molempia pa¨a¨telaitteita yhtey-
den laadusta ja tyypista¨, seka¨ sopia varsinaisen yhteyden alkamisesta.
Kuvassa 4.1 on kuvattuna kolmitieka¨ttely. Kolmitieka¨ttely varmistaa TCP-
yhteyden osapuolten valmiuden yhteyden muodostamiseen. Lisa¨ksi kolmi-
tieka¨ttelylla¨ varmistetaan verkkoolosuhteet ja niilta¨ osin soveltuvuus luotet-
tavan TCP-yhteyden muodostamiselle. Kolmitieka¨ttely myo¨s pyrkii takaa-
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Kuva 4.1: TCP SYN-ACK ja FIN-ACK
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maan, etta¨ yhteyden molemmat osapuolet ovat todella sita¨ miksi esitta¨ytyva¨t
ja todella tarjoavat sita¨ palvelua, jota ollaan muodostamassa. Ta¨ma¨ suori-
tetaan silla¨, etta¨ ka¨ttely on interaktiivinen toimenpide, jossa osapuolet jou-
tuvat responsiivisesti reagoimaan toistensa viesteihin. Nimensa¨ mukaisesti
kolmitieka¨ttelyssa¨ on kolme vaihetta;
1. SYN, Yhteyden aloittaja, useimmiten asiakas, la¨hetta¨a¨ vastaanottajal-
le, useimmiten palvelimelle, SYN-viestin, jonka otsakkeen SYN-kentta¨
on aktivoituna
2. SYN+ACK, Palvelin vastaa omalla SYN-viestilla¨a¨n joka pita¨a¨ sisa¨lla¨a¨n
ja¨rjestysnumeron. Lisa¨ksi palvelin vahvistaa asiakkaan SYN-viestin
3. ACK, Asiakas vahvistaa palvelimen SYN-viestin.
La¨hto¨kohtaisesti TCP-yhteys avataan aina ta¨lla¨ mallilla, ja se vaatii siten
va¨hinta¨a¨n ta¨ma¨n verran viestinvaihtoa. Viestinvaihto ka¨yda¨a¨n joka kerta
kun TCP-yhteys avataan. Siina¨ tapauksessa, etta¨ jokin na¨ista¨ viesteista¨ huk-
kuu tai epa¨onnistuu, voi yhteyden avaaminen vaatia usemmankin viestin
la¨hetta¨misen asiakkaan ja palvelimen va¨lilla¨. TCP-protokolla on kuitenkin
rakennettu niin ettei esimerkiksi viestin va¨liaikaisesta hukkumisesta aiheudu
ongelmaa. Esimerkiksi jos asiakas la¨hetta¨a¨ viestin palvelimelle muttei saa sii-
hen vastausta, ja pa¨a¨tyy la¨hetta¨ma¨a¨n toisen viestin, joka johtaa tilanteeseen,
etta¨ palvelin saakin lopulta kaksi kertaa ta¨ysin saman sisa¨lto¨isen viestin ei
se aiheuta ongelmaa TCP-protokollan toiminnan kannalta. TCP-protokolla
tunnistaa viestit ja¨rjestysnumeron avulla, ja siten tunnistaa jos verkossa liik-
kuu kopioita samasta viestista¨. Oletuksena TCP-protokolla hylka¨a¨ ja tiput-
taa verkkoliikenteesta¨ pois sellaiset viestit, jotka on jo saavuttaneet kohteen-
sa, mutta jostain syysta¨ viela¨ saapuvat uudelleen.[22]
Yhteyden avaamisen ja¨lkeen TCP-protokolla kuljettaa varsinaisia tietopaket-
teja asiakkaan ja palvelimen va¨lilla¨. Pakettien la¨hetta¨minen jatkuu kunnes
jompikumpi osapuoli toteaa saaneensa kaiken tarvittavan ja pa¨a¨tta¨a¨ lopettaa
yhteyden. Protokollan mukaisesti yhteys lopetetaan FIN-ACK-menettelylla¨,
joka on hyvin samanlainen kuin yhteydenavausmekanismi. Nykyisessa¨ verk-
koliikenteessa¨ on myo¨s yleistynyt tapa jossa TCP-yhteydelle annetaan RST,
eli RESET ka¨sky, joka sulkee verkko yhteyden va¨litto¨ma¨sti. Ka¨yta¨nno¨ssa¨
kuitenkin RST on alunperin tarkoitettu poikkeustilanteisiin, eika¨ varsinai-
sesti yhteyden pa¨a¨tta¨miseen. FIN-ACK-menettelylla¨ yhteys suljetaan yhtei-
symma¨rryksessa¨ molempien osapuolien toimesta, eika¨ kummallekaan osapuo-
lelle ja¨a¨ epa¨selva¨ksi miksi yhteys loppui. Kuvassa 4.1 on kuvattuna myo¨s
TCP:n standardi tapa suorittaa FIN-ACK-menettelylla¨ yhteyden lopetus.
LUKU 4. TRANSMISSION CONTROL PROTOCOL 29
FIN-ACK menettely takaa seka¨ palvelimelle etta¨ asiakkaalle molempien os-
apuolten olevan valmiita kaiken tiedonsiirron osalta, ja valmiita siihen etta¨
yhteys suljetaan. [22]
4.2 Otsake
WWW-liikenteessa¨ TCP ka¨yta¨nno¨ssa¨ huolehtii siita¨, etta¨ asiakaslaitteiden
va¨liset HTTP-paketit kulkevat perille. TCP ei kuitenkaan varsinaisesti ota
kantaa tietotyyppiin, jota se kuljettaa. TCP voi kuljettaa ka¨yta¨nno¨ssa¨ mita¨
tahansa tietoa, siita¨ va¨litta¨ma¨tta¨ mita¨ tieto todellisuudessa sisa¨lta¨a¨. Proto-
kollan otsake on myo¨s verrattain yksinkertainen ja suoraviivainen. Se pita¨a¨
sisa¨lla¨a¨n kuljetuskerroksen osalta ta¨rkea¨n informaation, eika¨ juurikaan yli-
ma¨a¨ra¨ista¨. Kuitenkin kuten aiemmin todettu on otsakkeessa varattuna muu-
tamia kenttia¨ mahdollisten lisa¨osien ja laajennuksien ka¨yto¨lle.









Kuvassa 4.2 on kuvattuna TCP-protokollan otsake. TCP-otsakkeessa on aina
va¨hinta¨a¨n kaksikymmenta¨ tavua tietoa. Yhteyden ka¨ytta¨essa¨ joitain erityi-
sia¨ TCP asetuksia voi tiedon ma¨a¨ra¨ otsakkeessa olla jopa 23 tavua. Verrat-
tuna esimerkiksi toisen siirtokerroksenprotokollan UDP:n otsakkeeseen, joka
on keskima¨a¨rin noin kahdeksan tavua, on TCP:n otsake huomattavasti suu-
rempi. Ta¨ma¨ ero tulee suurissa ma¨a¨rin nimenomaan TCP:n tarjoamasta tur-
vasta tiedonsiirrossa, eli siis erilaisista varmistuksista ja tarkistuksista, joilla
voidaan tiedon kulku taata yhteysva¨lilla¨. [22]
Kuten kuvasta 4.2 na¨hda¨a¨n on verkkolaitteiden portit kuljetuskerroksenpro-
tokollan kannalta merkitta¨va¨ informaatio. La¨hde- ja kohdeporttien kenta¨t
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ovat molemmat kahden tavun pituisia, mika¨ mahdollistaa 65535 eri porttia.
Esimerkiksi HTTP-protokolla kulkee oletusarvoisesti TCP-protokollan por-
tissa numero 80 tai 8080, mutta ka¨yta¨nno¨ssa¨ ei ole mita¨a¨n estetta¨ sille etteiko¨
HTTP voisi kulkea jossain toisessakin portissa. Varsinainen kohdeinformaa-
tio verkossa kulkee TCP-protokollan alla olevan IP-protokollan kantamana,
joten TCP:n ei tarvitse ottaa kantaa verkkoosoitteeseen milla¨a¨n tapaa. [22]
Ja¨rjestysnumero on merkitta¨va¨ TCP-protokollan toiminnan kannalta. Ja¨r-
jestysnumeron avulla osiin jaetut (eng. fragmented) paketit saadaan koh-
teessa palautettua takaisin alkupera¨iseen muotoonsa oikeassa ja¨rjestyksessa¨.
Lisa¨ksi ja¨rjestysnumeroa ka¨yteta¨a¨n pakettien kopioiden tunnistamiseen, ja
oletuksena TCP-protokolla pudottaa ka¨sittelysta¨ paketin, joka on ta¨ydellinen
kopio jo ka¨sitellysta¨ paketista. Ja¨rjestysnumeron arvoa kasvatetaan yhteyden
aikana la¨hetettyjen pakettien mukaan. Esimerkiksi jos yhteys olisi ta¨ysin vuo-
ropuhelua kasvatettaisiin ja¨rjestysnumeroa vuorotellen. Otsakkeessa on yk-
si TCP-protokollan merkitta¨vimmista¨ ominaisuuksista eli kuittausnumero.
Kuittausnumeron avulla la¨hetta¨ja¨ voi ilmaista odottavansa seuraavaksi saa-
puvaksi kyseisella¨ numerolla varustettua pakettia. Ka¨yta¨nno¨ssa¨ kuittausnu-
meroa ka¨yteta¨a¨n la¨hetta¨ja¨n halutessa kuittauksen la¨hetta¨ma¨lleen paketille,
ja esimerkiksi yhteydenmuodostustilanteessa kuittausnumeroa tulee ka¨ytta¨a¨
aina.[22]
Kaksi tavua protokollassa on ka¨ytetty ilmaisemaan viestityyppia¨ ja varsi-
naisen tiedon sijaintia, eli ka¨yta¨nno¨ssa¨ sita¨ kuinka pitka¨ vaihtuvamittainen
otsake todellisuudessa on. Viestityyppeja¨ TCP-protokollassa on kiireellinen-,
kuitattava-, tyo¨nto¨ toiminto-, uudelleenka¨ynnistys-, synkronoi ja¨rjestysnu-
merot- ja lopetusviesti. Jokaisella viestityypilla¨ on oma tehta¨va¨nsa¨, mutta
joitakin niista¨ voidaan ka¨ytta¨a¨ myo¨s rinnakkain samassa viestissa¨. Ikkunan
koko -kentta¨ ilmaisee vastanottajalle kuinka monta tieto-oktettia la¨hetta¨ja¨ on
valmis vastaanottamaan paluuviestissa¨. Ka¨yta¨nno¨ssa¨ ikkunan koolla kontrol-
loidaan nimenomaan la¨hetysnopeutta, ja esimerkiksi ruuhkanhallinnan kan-
nalta ikkunan koko on olennainen kentta¨ TCP-otsakeessa.[22]
Tarkistussummaa ka¨yteta¨a¨n nimensa¨ mukaisesti paketin eheyden varmista-
miseksi ja tarkistamiseksi. Tarkistussumma lasketaan koko paketin sisa¨llo¨sta¨
mukaan lukien otsake itsessa¨a¨n. Otsaketta laskettaessa ta¨ytyy huomioida,
etta¨ tarkistussumma on riippuvainen myo¨s tarkistussumma-kenta¨n arvosta,
minka¨ takia on sovittu, etta¨ tarkistussummaa laskettaessa tarkistussumma-
kentta¨ merkataan aina nollaksi. Tarkistussumman avulla vastaanottaja voi
varmistua etta¨ viesti on sa¨ilynyt muuttumattomana ja ehja¨na¨ la¨hetyksen
la¨pi. Kiireellisyysosoittimella on tarkoitus antaa paketille ka¨yta¨nno¨ssa¨ etuoi-
keus liikkua verkossa. Kiireellisyysosoitin osoittaa vastaanottajalle milloin
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kiireellinen la¨hetys pa¨a¨ttyy, ka¨yta¨nno¨ssa¨ ta¨ma¨ tarkoittaa viimeista¨ tavua kii-
reellisessa¨ la¨hetyksessa¨.
Lopuksi TCP-otsake pita¨a¨ sisa¨lla¨a¨n TCP-asetukset. TCP-asetuksia ei ole al-
kupera¨isessa¨ standardissa ma¨a¨ritelty kovinkaan tarkkaan, vaikka niille on
otsakkeesta varattu kohtuullisen paljon tilaa. TCP-asetukset kentta¨ voi kui-
tenkin olla ta¨ysin tyhja¨. Nykyaikainen TCP-protokolla ka¨yta¨nno¨ssa¨ kuiten-
kin sisa¨lta¨a¨ aina joitakin asetuksia. TCP-protokollaa on ta¨ydennetty useilla
kymmenilla¨, ellei jopa sadoilla RFC:eilla¨, joista monessa ka¨yteta¨a¨n erityi-
sesti asetuksetkentta¨a¨ jonkinlaisen lisa¨toiminnallisuuden mahdollistamisek-
si. TCP-asetukset onkin ollut merkitta¨va¨ ma¨a¨rittely alkupera¨isessa¨ TCP-
protokollassa takaamaan protokollan mahdollisuudet kehittya¨ ja muuttua
verkkoliikenteen kasvaessa ja muuttuessa. TCP-asetukset lasketaan mukaan
tarkistussummaan kokonaisuudessaan, joten tarkistussumman laskenta voi-
daan suorittaa vasta kun koko paketti on muilta osin jo ma¨a¨ritelty.[22]
4.3 Ruuhkanhallinta
Ruuhkanhallinnalla tarkoitetaan TCP:n mekanismeja, joilla on tarkoitus va¨-
henta¨a¨ liikenteen ruuhkautumista. Liikenteen ruuhkautuminen johtaa reitit-
timissa¨ pakettien pudottamiseen. Pakettien pudottaminen taas lisa¨a¨ uudel-
leenla¨hetysten ma¨a¨ra¨a¨, mika¨ heikenta¨a¨ liikenteen sujuvuutta kokonaisuute-
na.
TCP:n ruuhkanhallintamekanismi pyrkii reaktiivisesti va¨ltta¨ma¨a¨n ruuhkaa.
Oletuksena ruuhkanhallintamekanismin havaitessa paketin hukkumisen se
puolittaa koko TCP virran la¨hetysnopeuden. TCP-virran la¨hetysnopeutta
kasvatetaan va¨hitellen kohti vastaanottajan ilmoitetun la¨hetysikkunan ko-
koa. Kasvattamista jatketaan kunnes ensimma¨inen paketti hukkuu, mika¨ ai-
heuttaa ja¨lleen la¨hetysnopeuden puolittamisen. Mekanismin luonteesta joh-
tuen TCP-liikenne aiheuttaa verkon kuormitukselle luontaista huojuntaa,
silla¨ liikennema¨a¨ra¨ nousee jatkuvasti siihen saakka kunnes paketteja hukkuu
ja liikenne puoliintuu.
Yhdessa¨ HTTP-protokollan kanssa TCP:n ruuhkanhallinta toimii verrattain
hyvin. HTTP-liikenne on tyypilta¨a¨n vuoropuhelumaista, jolloin TCP:n ta-
pa nostaa la¨hetysnopeutta va¨hitellen sopii HTTP:n liikennetyypille hyvin.
HTTP-yhteydet yleensa¨ alkavat asiakkaan esitta¨milla¨ pyynno¨illa¨, joissa vies-
tien sisa¨llo¨t on pienempia¨ kuin myo¨hemmin yhteytta¨ la¨hetta¨vissa¨ sivuston
sisa¨lto¨a¨ sisa¨lta¨vissa¨ paketeissa. Yleistynyt tapa avata rinnakkaisia HTTP-
yhteyksia¨ asiakkaan ja palvelimen va¨lille on aiheuttanut ongelmia TCP:n
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ruuhkanhallinnan kannalta. Asiakkaan avatessa rinnakkaisia HTTP-yhteyk-
sia¨, ja siten myo¨s rinnakkaisia TCP-yhteyksia¨, tulee asiakas luoneeksi it-
selleen kilpailutilanteen. Rinnakkaiset TCP-yhteydet pita¨va¨t jokainen omaa
ruuhkanhallintaansa tieta¨ma¨tta¨a¨n, etta¨ rinnalla kulkeva TCP-yhteys kantaa
ka¨yta¨nno¨ssa¨ saman HTTP-istunnon pyynto¨a¨. Ta¨ma¨ luo tilanteen, jossa rin-
nakkaiset TCP-yhteydet kilvan nostavat la¨hetysnopeuttaan, ja siten syo¨va¨t
toisiltaan ka¨yto¨ssa¨ olevaa verkkoresurssia.
TCP-protokollan on mahdollista ka¨ytta¨a¨ vaihtoehtoisia algoritmeja ruuh-
kanhallintaan. TCP:lle esitettyja¨ ruuhkahallintaalgoritmeja on olemassa lu-
kuisia erilaisia, ja niiden tarkoituksena on tarjota soveltuvaa ruuhkanhal-
lintaa erityyppisille verkkoliikenteen muodoille, kuten WWW-sivut, tiedos-
tojen kopiointi ja suoratoistopalvelut. Ta¨ma¨ on ehdottamasti etu WWW-
liikenteenkin kannalta.
Esimerkiksi Torrent-liikenteelle on kehitetty oma algoritminsa, Low Extra
Delay Background Transport (LEBBAT), jonka tarkoituksena on va¨ista¨a¨
ka¨yta¨nno¨ssa¨ kaikkea muuta liikennetta¨, joka ka¨ytta¨a¨ samoja verkkoresurs-
seja. Ta¨ma¨ tarkoittaa WWW-liikenteen kannalta sita¨, etta¨ hidas tiedonsiirto
ta¨ssa¨ tapauksessa va¨ista¨isi ja antaisi tilaa WWW-liikenteelle, joka taas takai-
si ruuhkaisilla verkkoresursseilla paremman suorituskyvyn WWW-liikenteelle
kuin normaalissa kilpailutilanteessa. [18]
Vastaavasti esimerkiksi TCP NewReno-algoritmi muokkaa TCP:n oletuksena
toimivaa algoritmia niin, etta¨ sen suurimmat heikkoudet lievenisiva¨t. New-
Reno toimii oletusalgoritmia rauhallisemmin la¨hetysnopeutta sa¨a¨dellessa¨a¨n.
NewReno ei va¨litto¨ma¨sti yhden paketin tiputtua puolita la¨hetysnopeutta,
vaan odottaa hieman pidmepa¨a¨n. NewReno on ollut yksi merkitta¨vimpia¨
uudistuksia TCP-protokollaan, silla¨ se on parantanut merkitta¨va¨sti verkko-
jen siirtokykya¨ yksitta¨isten pakettien hukkuessa. NewReno ei kuitenkaan ole
ta¨ysin optimaalinen ratkaisu verkkoihin, joissa paketteja hukkuu useita ker-
rallaan tai verkkoihin, joissa paketteja hukkuu jatkuvasti. [16]
Mahdollisuus ruuhkanhallinnan algoritmin vaihteluun ja kehitta¨miseen on
loistava ominaisuus TCP-protokollassa, sen avulla protokollan on mahdol-
lista kehittya¨ ja muuttua esimerkiksi WWW-liikenteen tarpeiden mukaisesti.
Algoritmin vaihtamisen mahdollisuus myo¨s antaa TCP-protokollalle mahdol-
lisuuden mukautua ka¨yta¨nno¨ssa¨ minka¨ tahansa verkkoliikenteen tarpeisiin,
kuten LEDBAT-esimerkki osoittaa. Ta¨ma¨ monipuolistaa TCP-protokollan
toimintamuotoja.
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4.4 TCP:n aiheuttamat viiveet kuljetusker-
roksella
Ta¨ssa¨ osiossa ka¨yda¨a¨n la¨pi ominaisuuksia ja mekanismeja, jotka osaltaan
tuottavat tarpeetonta viivetta¨ nykyiseen WWW-liikenteeseen. TCP:n syn-
nytta¨ma¨ viive aiheutuu, joko suoraan viivetta¨ synnytta¨vista¨ mekanismeista
ja va¨lillisesti viivetta¨ synnytta¨vista¨ ja aiheuttavista mekanismeista. TCP-
protokollaan suoraan viivetta¨ aiheuttaa rakenteelliset ongelmat, joiden ta-
kia protokolla jo la¨hto¨kohtaisesti aiheuttaa tai voi aiheuttaa viivetta¨ ja pi-
denta¨a¨ pakettien ka¨sittelyaikoja. Ta¨lla¨isia¨ ominaisuuksia ovat esimerkiksi
kolmitieka¨ttely, uudelleen la¨hettely ja ja¨rjestysnumerointi. Kolmitieka¨ttely
on ymma¨rretta¨va¨sti hidastava tekija¨. Kolmitieka¨ttelylla¨ on puolensa, mut-
ta kiista¨ma¨tta¨ on selva¨a¨, etta¨ kolmen paketin la¨hetta¨minen ennen yhteyden
aloittamista on hidastava tekija¨. Vastaavat ominaisuudet ja hyo¨dyt voidaan
saavuttaa ilmankin raskasta kolmitieka¨ttelya¨, tai ainakin ilman, etta¨ se suo-
ritetaan joka kerta asiakkaan ja palvelimen va¨lilla¨ kun avataan uusi TCP-
yhteys.
TCP:hen kehitetty TCP Fast Open -laajennos, jonka avulla yhteyden avauk-
sessa la¨hetta¨minen saadaan tapahtumaan tavallista aiemmin[7]. TCP Fast
Open:in toiminta ka¨sitella¨a¨n tarkemmin luvussa 4.5. Kolmitieka¨ttelyn ras-
kaus korostuu yhteyksissa¨ joissa itse la¨hetta¨va¨n tiedonma¨a¨ra¨ on pieni ja ta¨ten
avattava yhteys pysyy ylla¨ vain lyhyen aikaa. Lyhyen yhteyden yleiskus-
tannukset, eli protokollan vaatimat kustannukset, nousevat todella suureen
osaan koko yhteyden tiedon ma¨a¨ra¨sta¨. Kolmitieka¨ttelya¨ nopeuttavaa proses-
sia ka¨sitella¨a¨n tarkemmin luvussa 4.5.
Toinen TCP:n kannalta ongelmallinen ja pahimmassa tapauksessa viivetta¨
aiheuttava tekija¨ on ja¨rjestysnumerointi paketeissa. Ja¨rjestesnumerointi on
ta¨rkea¨ ominaisuus TCP:n yleisen toimintaperiaatteen kannalta, silla¨ se ta-
kaa tiedon toimittamisen luotettavasti. Tiedon toimittaminen luotettavasti
tarkoittaa tiedon toimittamista oikeassa ja¨rjestyksessa¨ ilman aukkoja tiedon-
kulussa. Ta¨ma¨ aiheuttaa ongelman siina¨ tapauksessa, etta¨ ka¨sittelyssa¨ olevan
paketin ka¨sittelyyn tulee jonkinlainen viive tai muu ongelmatilanne. Esimer-
kiksi jos la¨hetetty paketti hukkuu matkalla ja joudutaan protokollan mukai-
sesti uudelleenla¨hetta¨ma¨a¨n puuttuva paketti, niin ka¨yta¨nno¨ssa¨ muut paketit
odottavat ka¨sittelya¨ siihen saakka kunnes samasta jonosta puuttuva paketti
on saatu uudelleenla¨hetettya¨. Ta¨ma¨ on ongelmallista silla¨ va¨ltta¨ma¨tta¨ seu-
raavat paketit eiva¨t sisa¨lla¨ mita¨a¨n sellaista minka¨ takia niiden ka¨sittelyn
olisi odottetta edellista¨ pakettia. Toisaaltaan myo¨s moni paketti voitaisiin
ka¨sitella¨, tai ainakin tarkistaa, etta¨ voidaanko ne ka¨sitella¨, ilman odotettavaa
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pakettia. Ta¨lla¨ hetkella¨ kuitenkin odottettava paketti ka¨yta¨nno¨ssa¨ pysa¨ytta¨a¨
pakettien ka¨sittelyn hetkellisesti. Lisa¨ksi ta¨lla¨inen toiminta aiheuttaa sen,
etta¨ vastaanottajan va¨limuisti ta¨yttyy jonossa olevista paketeista, jotka odot-
tavat ka¨sittelya¨. Ta¨ma¨n tyyppista¨ ongelmaa kutsutaan yleisesti verkkolii-
kenteessa¨ termilla¨ ”Head-of-Line blocking”, eika¨ esiinny ainoastaan TCP-
liikenteen tapauksessa vaan yleisemminkin WWW-liikenteessa¨. TCP:n ta-
pauksessa ongelma liittyy myo¨s siihen ettei TCP varsinaisesti tue liikenteen
limitta¨mista¨. Limityksen mahdollistaminen keinotekoisesti aiheuttaa sen, et-
ta¨ pahimmillaan yhden paketin hukkuminen aiheuttaa liikenteelle viivetta¨
koko sovelluskerroksen protokollan osalta. Ta¨ma¨ oli yksi suurimpia motivaa-
tioita Googlella sen aloittaessa kehitta¨a¨ vaihtoehtoa TCP-protokollalle. Ta¨ta¨
vaihtoehtoa ka¨sitella¨a¨n tarkemmin luvussa 5.
4.5 TCP:n ominaisuudet WWW-liikenteelle
Kuten ta¨ma¨n luvun alussa todettiin, on TCP:n ominaisuuksia monipuolistet-
tu lisa¨osilla ja laajennuksilla. Osa na¨ista¨ lisa¨osista ja laajennuksista on tehty
alkujaan nimenomaan WWW-liikennetta¨ varten.
Kolmitieka¨ttelyn hitaus on ollut era¨a¨nlainen ongelma TCP-liikenteessa¨, ja
esimerkiksi WWW-liikenteessa¨ sen tuottama viive voi olla hyvinkin mer-
kitta¨va¨a¨ pienten sivustojen avaamisen yhteydessa¨. TCP Fast Open -tekniikan
avulla kolmitieka¨ttelya¨ voidaan nopeuttaa, tai oikeastaan la¨hetyksen aloit-
tamista voidaan nopeuttaa kolmitieka¨ttelysta¨ huolimatta. TCP Fast Open
on verrattain uusi tekniikka, se on esitelty vasta vuoden 2014 lopussa, jo-
ten ka¨yta¨nno¨ssa¨ sen ka¨ytto¨o¨notto on tapahtunut vuoden 2015 aikana. Aja-
tuksena TCP Fast Openissa on tallettaa asiakkaan puolelle tieto siita¨, etta¨
palvelin on kertaalleen tutustunut asiakkaaseen ja siten kolmitieka¨ttely voi-
daan jatkossa suorittaa nopeammin. Ka¨yta¨nno¨ssa¨ ta¨ma¨ suoritetaan talletta-
malla salakirjoitettu eva¨ste asiakkaan puolelle. Eva¨ste la¨heteta¨a¨n asiakkaalle
palvelimen toimesta ensimma¨isella¨ kerralla kun na¨ma¨ kaksi osapuolta luo-
vat yhteyden. Eva¨ste siirreta¨a¨n palvelimelta asiakkaalle TCP-otsakkeen ase-
tukset kenta¨ssa¨, joka on esitetty kuvassa 4.2. Asiakkaalle tallennettu eva¨ste
auttaa asiakasta nopeuttamaan uuden yhteyden luomista samaan palveli-
meen. Uuden yhteyden avauksen yhteydessa¨ asiakas la¨hetta¨a¨ SYN-paketin
yhteydessa¨ muistiinsa tallentaman eva¨steen, jonka avulla tunnistautuu pal-
velimelle. Palvelimen tunnistaessa, etta¨ kyseessa¨ on jo aiemmin asioinut asia-
kas, voi palvelin aloittaa la¨hetta¨misen jo ennen kuin asiakkaalta on saapunut
kolmitieka¨ttelyn vahvistava ACK-paketti. Ta¨lla¨isella¨ menettelylla¨ palvelin
sa¨a¨sta¨a¨ yhteyden odottelussa yhden kokonaisen kierroksen asiakkaan ja pal-
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velimen va¨lilla¨, ja na¨in ollen va¨henta¨a¨ merkitta¨va¨sti ennen varsinaista tiedon
la¨hetysta¨ edelta¨va¨a¨ viivetta¨.[7]
Fast Open:in lisa¨ksi TCP-protokollaan on ehdotettu la¨hetysikkunan suuren-
nusta jo yhteyden alkaessa. Oletuksena TCP:n la¨hetysikkunan koko on ol-
lut yhdesta¨ nelja¨a¨n segmettia¨, yleisimmin yksi tai kaksi segementtia¨. Uu-
dessa RFC:ssa¨ ehdotetaan la¨hetysikkunan kasvattamista jo yhteyden alkaes-
sa kymmeneen segmenttiin. Kasvattamista perustellaan silla¨, etta¨ nykyiset
verkkoyhteydet ovat aiempaa parempia, ja niiden kapasiteetti riitta¨a¨ useim-
missa tilanteissa suurempaa ikkunakokoon. Verkkojen kapasiteetin arvellaan
riitta¨va¨n suurempaan ikkunakokoon siita¨kin huolimatta, etta¨ asiakkaalla oli-
si jo valmiiksi yhteyksia¨ ka¨ynnissa¨. RFC kuitenkin huomauttaa, etta¨ usei-
den rinnakkaisten yhteyksien ma¨a¨ra¨ voi ennen pitka¨a¨ johtaa tilanteeseen,
jossa kapasiteetti loppuu kesken. Ka¨yta¨nno¨ssa¨ ta¨ma¨ ongelma syntyy kuiten-
kin enemma¨nkin rinnakkaisten yhteyksien lukuma¨a¨ra¨sta¨ kuin la¨hetysikkunan
koosta. La¨hetysikkunan avaaminen suurempana heti yhteyden alkaessa pa-
rantaa yhteyden la¨hetysnopeutta, silla¨ normaalisti TCP-protokollalla kesta¨a¨
useamman RTT:n ajan saavuttaa vastaava la¨hetysnopeus. Ta¨ma¨ korostuu
lyhytkestoisissa yhteyksissa¨, joissa ei va¨ltta¨ma¨tta¨ muuten saavutettaisi vas-
taavaa la¨hetysnopeutta koskaan yhteyden lyhytkestoisuuden takia. Ominai-
suus saattaa siis parhaassa tapauksessa parantaa seka¨ yksitta¨isen yhteyden
suorituskykya¨ etta¨ koko verkon suorituskykya¨. [6]
Vuoden 2013 SIGCOMM:ssa Google on esitta¨nyt useita mielenkiintoisia me-
netelmia¨, joiden avulla voitaisiin nopeuttaa ja parantaa asiakaskokemusta.
SIGCOMM on vuotuinen johtava verkkotekniikan tapahtuma.[12] Osa esi-
tellyista¨ muutoksista koskee myo¨s TCP-protokollaa. Artikkelissa todetaan,
etta¨ TCP-protokollan suorituskykya¨ voitaisiin erityisesti parantaa virheti-
lanteissa, joissa paketteja hukkuu. Nykyisella¨a¨n virhetilanteesta palautumi-
nen on hidasta ja aiheuttaa merkitta¨va¨a¨ haittaa yhteyden suorituskyvylle.
Google esittelee useita tekniikoita, joiden avulla virhetilanteista palautumis-
ta voitaisiin nopeuttaa. Googlen mallissa erilaisia tekniikoita ka¨ytetta¨isiin
va¨lityspalvelimien ja asiakkaiden va¨lilla¨, ja taas toisaaltaan va¨lityspalvelimen
ja varsinaisen palvelimen va¨lilla¨. Va¨lityspalvelimen eri puolilla on tarpeen
ka¨ytta¨a¨ erilaisia tekniikoita, silla¨ verkkoyhteydet ovat ta¨ysin erilaiset. Yleen-
sa¨ va¨lityspalvelimen ja varsinaisen palvelimen va¨lilla¨ on redundanttinen yh-
teys, joka ei juurikaan aiheuta pakettien hukkumista. Va¨lityspalvelimen ja
asiakkaan va¨lilla¨ taas saattaa olla hyvinkin vaihtelevia yhteyksia¨, mutta niil-
le kaikille yhteista¨ on yleensa¨ verrattain suuri pakettien hukkumisprosentti
ja melko lyhyt verkon synnytta¨ma¨ viive asiakkaalle. Ta¨ma¨ ero olosuhteissa
aiheuttaa ta¨ysin erilaiset tarpeet virhetilanteesta toipumiselle, ja sen takia
Google esitta¨a¨kin eri tekniikoita. Ka¨yta¨nno¨ssa¨ Google esitta¨a¨ asiakkaan ja
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va¨lityspalvelimen va¨lille reaktiivista tekniikkaa, joka uudelleenla¨hetta¨a¨ pa-
ketin tietyn odotusajan ja¨lkeen, kuitenkin ennen kuin asiakas on varsinai-
sesti pyyta¨nyt uudelleenla¨hetysta¨. Google esitta¨a¨, etta¨ erityisesti la¨hetysten
viimeiset paketit la¨hetetta¨isiin uudelleenla¨hetyksena¨ reaktiivisesti. Ta¨lla¨ toi-
minnalla nopeutetaan prosessia entisesta¨a¨n. Asiakkaan saadessa la¨hetyksen
viimeinen paketti, saa asiakas ka¨yta¨nno¨ssa¨ tietoonsa myo¨s mahdolliset muut
paketit jotka silta¨ puuttuvat, ja na¨in ollen asiakas pystyy la¨hetta¨ma¨a¨n pal-
velimelle pyynno¨n puuttuvista paketeista.
Sen sijaan va¨lityspalvelimen ja varsinaisen palvelimen va¨lille Google esitta¨a¨
proaktiivista la¨hetysmismallia, jossa ka¨yta¨nno¨ssa¨ kaikki pakettienla¨hetykset
tuplataan. La¨hetysliikenne on verkkaisempaa varsinaisen palvelimen ja va¨li-
tyspalvelimen va¨lilla¨, silla¨ muutoksia verkkosivulle ei ka¨yta¨nno¨ssa¨ suoriteta
jatkuvasti vaan va¨lityspalvelimen va¨limuistia pa¨iviteta¨a¨n ajoittain. Proaktii-
visessa esityksessa¨ la¨heteta¨a¨n jokaisesta paketista ka¨yta¨nno¨ssa¨ heti pera¨a¨n
duplikaatti, eli kopio, joka on ka¨yta¨nno¨ssa¨ ta¨ysin ylima¨a¨ra¨ista¨ tietoa nor-
maalissa tilanteessa. Ta¨ma¨ lisa¨tty verkkoliikenne ei kuitenkaan vaikuta kysei-
sessa¨ verkossa silla¨ kapasiteetti on ka¨yta¨nno¨ssa¨ rajaton, eika¨ jokaisen paketin
tuplaaminen ka¨yta¨nno¨ssa¨ vaikuta suorituskykyyn. Lisa¨ksi TCP-protokollan
mukaan normaalitilanteessa ylima¨a¨ra¨iset paketit vain ja¨teta¨a¨n huomioimat-
ta. Ta¨lla¨ tavalla verkossa, jossa pakettien hukkuminen on harvinaista, saa-
vutetaan parempi suorituskyky, silla¨ kahden paketin hukkuminen pera¨kka¨in
on viela¨kin harvainaisempaa. Paketin hukkuessa va¨lityspalvelin ka¨ytta¨a¨ au-
tomaattisesti saamaansa kopiota, eika¨ tilanne aiheuta minka¨a¨nlaista uudel-
leenla¨hetta¨misprosessia.[12]
Lisa¨ksi Google ehdottaa FEC-ominaisuuden lisa¨a¨mista¨ TCP-protokollaan.
Ta¨ma¨ lisa¨a¨ jonkin verran la¨hetetta¨va¨n tiedon ma¨a¨ra¨a¨, mutta Googlen las-
kelmien mukaan FEC-ominaisuus kuitenkin aiheuttaa va¨hemma¨n viivetta¨
kuin uudelleenla¨hetta¨minen. Uudelleenla¨hetta¨minen koetaan olevan suuri on-
gelma TCP-protokollan kannalta. Syita¨ uudelleenla¨hetta¨misen ongelmiin on
ka¨sitelty ta¨ma¨n tyo¨n luvussa 4.4. FEC-ominaisuus mahdollistaa asiakkaan it-
sena¨isesti ratkaista puuttuvan paketin sisa¨lto¨ saamiensa pakettien perusteel-
la. FEC-korjaus kuitenkin ka¨yta¨nno¨ssa¨ koskisi vain tapausta, jossa yksi pa-
ketti on hukkunut. Google on kuitenkin esityksessa¨a¨n todennut, etta¨ useim-
miten asiakkailla hukkuu yksitta¨isia¨ paketteja, jotka sijouttuvat la¨hetyksen
loppuvaiheeseen, eli ka¨yta¨nno¨ssa¨ la¨hetyksen viimeiseen tai toiseksi viimeiseen
pakettiin. [12]
Luku 5
Quick UDP Internet Connection
- QUIC
Quick UPD Internet Connection (QUIC) on suunniteltu yhdessa¨ HTTP/2-
protokollan kanssa. QUIC:in tehta¨va¨na¨ on toimia kuljetuskerroksen ja sovel-
luskerroksen va¨lilla¨ toimivana protokollana. QUIC:in tavoitteena on kuiten-
kin korvata toiminnallaan TCP-protokolla ja TLS-protokolla. Nimensa¨ mu-
kaisesti QUIC ka¨ytta¨a¨ toimiessaan UDP-protokollaa. QUIC:in tarkoituksena
tarjota kuljetuskerroksella tarvittavia mekanismeja ylemma¨n tason protokol-
lien ka¨ytto¨o¨n. QUIC on tarkoitettu erityisesti toimivaksi HTTP/2-protokol-
lan kanssa, ja sen RFC:kin on nimetty sen mukaisesti: ”QUIC: A UDP-
Based Secure and Reliable Transport for HTTP/2”. Ka¨yta¨nno¨ssa¨ kuitenkaan
mika¨a¨n ei esta¨ sita¨, etta¨ QUIC:ia¨ ei voisi ka¨ytta¨a¨ minka¨ tahansa muunkin da-
tan siirtoon. QUIC on kuitenkin erityisesti optimoitu ka¨ytetta¨va¨ksi yhdessa¨
HTTP/2-protokollan kanssa. QUIC:in luvataan tarjoavan ka¨yta¨nno¨ssa¨ samat
toiminnallisuudet kuin TCP:nkin, mutta ka¨ytta¨en UDP-siirtoprotokollaa.
UDP on siirtokerroksen protokolla, joka TCP:n ohella tarjoaa siirtokerroksen
palveluja. UDP-protokolla ei ole luotettava protokolla, joten se ei varmista
eika¨ takaa la¨hetta¨essa¨a¨n tiedon kulkevan perille saakka ehja¨na¨. QUIC:ssa¨ on
pa¨a¨sta¨ pa¨a¨ha¨n suojattu yhteys jonka luvataan olevan TCP:n TLS:a¨a¨ vas-
taava. Lisa¨ksi toisin kuin UDP-yhteydet yleensa¨ QUIC tarjoaa luotettavan
pa¨a¨sta¨ pa¨a¨ha¨n yhteyden ja ruuhkanhallintamekanismit samoin kuin TCP-
protokolla. QUIC pyrkii rakentamaan luotettavan protokollan ominaisuudet
UDP-protokollan ympa¨risto¨o¨n, jossa la¨hto¨kohtaisesti siirtonopeus on priori-
soitu luotettavuuden edelle. QUIC on aktiivisessa kehityksessa¨, sen protokol-
la spesifikaatiota on pa¨ivitetty kolme kertaa vuoden 2015 aikana. Selaimista
erityisesti Chromium-selaimen mainitaan ka¨ytta¨va¨n QUIC toiminnallisuutta
ja kehitta¨ja¨t kera¨a¨va¨t jatkuvasti kokemuksia nykyisen standardin toimivuu-
37
LUKU 5. QUICK UDP INTERNET CONNECTION - QUIC 38
desta ja heikkouksista. [15]
5.1 Protokollan toiminta
QUIC pyrkii ratkaisemaan useita nykyisen WWW-liikenteen kuljetus- ja so-
velluskerroksen ongelmia. QUIC:in keskeisimma¨t ominaisuudet, joita se on
pyrkinyt kehitta¨ma¨a¨n WWW-liikenteen eduksi ovat yhteyden muodostami-
sessa syntyva¨t viiveet, ruuhkanhallinta, pakettien lomittaminen, pakettien
virheenkorjaus ja yhteyksien siirrot. QUIC:in pyrkimyksena¨ on esimerkiksi
yhteyden muodostamisessa parhaimmassa tapauksessa pa¨a¨sta¨ tilanteeseen,
jossa yhteyden muodostamista ei ka¨yta¨nno¨ssa¨ tarvita, vaan asiakas voi aloit-
taa la¨hetta¨misen ka¨yta¨nno¨ssa¨ suoraan. Suoraan la¨hetta¨minen yksinkertais-
tettuna mahdollistetaan asiakkaalle ja palvelimelle tallennetuilla eva¨steiden
kaltaisilla tiedoilla, jotka mahdollistavat pa¨a¨tepisteiden tunnistamisen va¨lit-
to¨ma¨sti yhteyden alkaessa. Toimintamalli on ka¨yta¨nno¨ssa¨ hyvin samanlainen
kuin TCP:n Fast Open-tekniikan toiminta. TCP:n Fast Open on ka¨sitelty tar-
kemmin luvussa 4.5. Huonoimmassakin tapauksesssa QUIC-protokolla ta¨hta¨a¨
muodostavansa yhteyden nopeammin tai va¨hinta¨a¨n yhta¨ nopeasti kuin TCP-
protokollan kolmitieka¨ttely.[1]
QUIC uudistaa kuljetuskerroksen siirtotekniikan vuoropohjaisesta keskuste-
lusta viestivirraksi. Viestivirta mahdollistaa aiempaa paremman mahdolli-
suuden yhteyden tarkkailuun ja sen myo¨ta¨ ruuhkanhallintaan. Viestivirran
avulla erityisesti la¨hetysnopeuden sa¨a¨tely helpottuu, silla¨ viestivirta kohtai-
sesti tapahtuvan monitoroinnin avulla vastaanottaja voi paremmin ma¨a¨ritta¨a¨
la¨hetta¨ja¨lle haluamansa nopeuden. Jokainen QUIC-viesti sisa¨lta¨a¨n uuden
ja¨rjestysnumeron ja aikaleiman, mika¨ parantaa QUIC:n ruuhkanhallintaan
liittyvien algoritmien toimintaa. Esimerkiksi TCP:ssa¨ uudelleenla¨hetetyt pa-
ketit saavat alkupera¨isen paketin ja¨rjestysnumeron, koska TCP:n tapa luo-
tettavan yhteyden toimintaan vaatii sita¨. Ta¨ma¨ kuitenkin hankaloittaa ruuh-
kanhallintaan, silla¨ yksitta¨isen paketin virtaamista on hankalampi monitoroi-
da kun virrasta lo¨ytyy pahimmassa tapauksessa useita ja¨ljenno¨ksia¨ samasta
paketista.
Viestivirta tuo tulleessaan QUIC:iin viestivirtatunnisteen. Tunnisteen avul-
la QUIC parantaa merkitta¨va¨sti nykyisten yhteyksien siirtoja. Yhteyksien
siirrolla tarkoitetaan tilannetta, jossa ka¨ytta¨ja¨ siirtyy esimerkiksi WLAN-
verkossa tukiasemalta toiselle, ja ta¨ma¨ siirtyminen aikaan saa ka¨ytta¨ja¨lla¨ IP-
osoitteen vaihdoksen. TCP-protokollassa IP-osoitteen muuttuminen tarkoit-
taa sita¨, etta¨ olemassa olevat TCP-yhteyden katkeavat ja yhteydet ta¨ytyy
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muodostaa uudelleen. QUIC:in yhteystunniste sen sijaan mahdollistaa sen,
etta¨ IP-osoitteen muuttumisesta huolimatta asiakas voisi jatkaa samojen yh-
teyksien ka¨ytto¨a¨, silla¨ palvelin tunnistaa asiakkaan viestivirtatunnisteen poh-
jalta, eika¨ IP-osoitteen. Viestivirta mahdollistaa QUIC:iin myo¨s aikaisem-
paa paremman mahdollisuuden lomittamiselle. QUIC:in viestivirrat ovat it-
sena¨isia¨ kokonaisuuksia asiakkaan ja palvelimen va¨lilla¨. Lomittaminen on-
nistuu rinnakkaisia viestivirtoja avaamalla luonnollisesti ja helposti. Ta¨ma¨
mahdollistaa sen, etteiva¨t rinnakkaiset viestivirrat ha¨iriinny toistensa mah-
dollisista ongelmista, vaan asiakas ja palvelin voivat tehokkaasti siirta¨a¨ useaa
eri kokonaisuutta rinnakkain. Pakettien hukkuminen yhdessa¨ viestivirrassa ei
vaikuta muiden viestivirtojen toimintaan milla¨a¨n tavalla. Seuraavissa luvuis-
sa tutustutaan paremmin niihin keinoihin, joilla QUIC pyrkii edella¨ mainitut
ominaisuudet toteuttamaan. Ta¨ma¨n lisa¨ksi ka¨yda¨a¨n la¨pi QUIC-protokollan
pakettityypit, kehykset ja otsake. [15]
5.2 QUIC-pakettityypit
QUIC ka¨ytta¨a¨ ta¨lla¨ hetkella¨ nelja¨a¨ erilaista pakettityyppia¨. Standardissa pa-
kettityypit jaetaan kahteen ryhma¨a¨n, erikoispaketit ja yleiset paketit. Eri-
koispaketteja ovat Version Negotiation ja Public Reset -paketit. Yleisiin pa-
ketteihin kuuluvat Frame-paketit ja FEC-paketit. QUIC-paketin koko on
vaihteleva, mutta pyrkimyksena¨ protokollalla on, etta¨ kaikki QUIC-paketit
mahtuisivat yhteyden MTU:n sisa¨a¨n. Yhteyden MTU:n sisa¨a¨n mahdutta-
misella va¨ltytta¨isiin silta¨, etta¨ IP-protokolla pilkkoo QUIC-paketteja usei-
siin IP-paketteihin. QUIC:in kehitta¨ja¨t mainitsevat tyo¨skenteleva¨nsa¨ yhtey-
den MTU:n tunnistamisen kanssa[15]. Ta¨lla¨ hetkella¨ QUIC ka¨ytta¨a¨ kiinteita¨
maksimi MTU-arvoja IPv6:lle ja IPv4:lle. QUIC-spesifikaatiossa varsinkin
pakettityyppien kuvauksien kohdalla lukee useassa kohtaa ”TODO”, lisa¨ksi
protokolla spesifikaatioiden 01 ja 02 va¨lilla¨ pakettitoiminnallisuuksien ku-
vaukset ja pakettien datakenta¨tkin ovat muuttuneet merkitta¨va¨sti. Ta¨ma¨
ka¨yta¨nno¨ssa¨ kertoo siita¨, etta¨ QUIC-protokolla on viela¨ vahvasti kehityksen
alainen, vaikka se onkin jo ka¨yto¨ssa¨ Googlen Chrome selaimessa. [14, 15]
QUIC:n yleiset paketit ovat salattuja ja todennettuja. Todennus tapahtuu
yleisessa¨ otsakkeessa olevien tietojen(pakettinumero, yhteys-id) avulla. Sa-
laus tapahtuu va¨litto¨ma¨sti QUIC:n yhteisen otsakkeen ja¨lkeen. Yhteisen ot-
sakkeen ja¨lkeen tulee va¨litto¨ma¨sti AEAD (Authenticated Encryption and
Associated Data) tiedot. AEAD tiedosta ta¨ytyy purkaa salaus, jonka ja¨lkeen
on mahdollista ymma¨rta¨a¨ paketin oikea sisa¨lto¨. Kaikilla yleisilla¨ paketeilla
on yhteinen yksityinen otsake. Yleisten pakettien yksityinen otsake sisa¨lta¨a¨
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Private Flags ja FEC -kenta¨t, jotka molemmat ovat yhden tavun pituisia.
Yksityisille asetuksille (eng. privat flags) on varattu yksi tavu. Tavun en-
simma¨inen bitti on FLAG ENTROPY bitti, joka on tarkoitettu tietopaketeil-
le. Entropy-bitilla¨ ilmaistaan, etta¨ paketti sisa¨lta¨a¨n yhden bitin varmistuksen
FEC-paketeille. Yksityisten asetusten toinen ja kolmas bitti ilmoittaa onko
FEC-suojaus ka¨yto¨ssa¨. Nelja¨ seuraavaa bittia¨ yksityisissa¨ asetuksissa ilmai-
see, etta¨ ka¨sittelyssa¨ oleva paketti sisa¨lta¨a¨n FEC-paketin. Ja¨lkimma¨inen tavu
QUIC-paketissa on FEC-kentta¨. FEC-kentta¨ sisa¨lta¨a¨ tiedon FEC-suojauk-
seen kuuluvan pakettiryhma¨n ensimma¨isesta¨ paketista. FEC-kenta¨ssa¨ on ku-
vattuna pakettinumero, joka viittaa FEC-ryhma¨suojauksen ensimma¨iseen
pakettiin. FEC-kentta¨ on la¨sna¨ paketissa vain, jos yksityisissa¨ asetuksissa
on ma¨a¨ritetty, etta¨ paketti sisa¨lta¨a¨ ylipa¨a¨nsa¨ FEC-suojauksen. [15]
Yksityisten asetusten ja¨lkeen yleiset paketit sisa¨lta¨va¨t joko Frame-paketin
tai FEC-paketin. Frame-paketissa on QUIC-protokollan varsinaiset tieto-
kenta¨t, joita QUIC:ssa¨ nimiteta¨a¨n kehyksiksi. Frame-paketti koostuu toistu-
vasta ma¨a¨ra¨sta¨ kehyksia¨, jotka koostuvat kahdesta kenta¨sta¨, kehystyypista¨ ja
kehyksen sisa¨llo¨sta¨(eng. payload). FEC-paketti sisa¨lta¨a¨ yksinkertaisen XOR-
koodin jokaisesta FEC-suojatusta paketista.
QUIC:n erikoispaketit on suunniteltu ka¨ytetta¨va¨ksi QUIC-yhteyden tilan-
teissa, jotka tapahtuvat ka¨yta¨nno¨ssa¨ vain kerran yhden yhteyden aikana. Ver-
sion Negotiation -paketti on tarkoitettu ainoastaan palvelimen la¨hetetta¨va¨ksi
ja Public Reset -paketti on tarkoitettu tilanteeseen, jossa joko palvelin tai
asiakas haluaa katkaista yhteyden ka¨yta¨nno¨ssa¨ va¨litto¨ma¨sti. Version Negotia-
tion -paketin palvelin la¨hetta¨a¨ ilmoittaakseen tukemistaan QUIC-versioista.
Paketti koostuu julkisista asetuksista ja yhteys-id:sta¨, joita seuraa lista palve-
limella tuetuista QUIC-versioista. QUIC-versiokenta¨t ovat 32-bittisia¨. QUIC-
versiokuvaus on sama kuin julkisessa otsakkeessa kuvattu QUIC-versiokentta¨.
Public Reset -paketissa on tarvittavat tiedot vastakkaiselle osapuolelle yhtey-
den katkaisemista varten. Ka¨yta¨nno¨ssa¨ paketissa on Public Reset -ilmoitus,
seka¨ vastakkaisen osapuolen viimeisimma¨ksi la¨hetetyn paketin pakettinume-
ro. Viimeisen viestin pakettinumero on mukana siksi, etta¨ vastapuoli na¨in
ilmoittaa ja¨tta¨va¨nsa¨ kyseisen paketin ka¨sittelema¨tta¨. QUIC:n Public Reset
-toiminto vastaa toiminnollisesti TCP:n TCP-RST-toimintoa. [15, 19]
5.3 Kehykset
Kehykset ovat QUIC-protokollan ydin. Kehyksien avulla kuljetetaan ja hal-
litaan sovelluskerroksen protokollien tuottamaa liikennetta¨. Kehykset luovat
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Frame-pakettien sisa¨lle ta¨ysin uuden erillisen pakettija¨rjestelma¨n. Kehyk-
silla¨ on omat otsakkeensa, joista ka¨yta¨nno¨ssa¨ jokainen on erilainen kehys-
viestityypista¨ riippuen. Erilaisia kehysviestityyppeja¨ QUIC Frame-paketin
sisa¨lla¨ on ta¨lla¨ hetkella¨ 11 kappaletta ja ne jakaantuvat QUIC-pakettien ta-
paan erikoiskehystyyppeihin ja yleisiin kehystyyppeihin. Erikoiskehystyyp-
peja¨ ovat STREAM-, ACK- ja CONGESTION FEEDBACK-kehykset[15].
QUIC-protokollakuvaus rajoittaa kehykset yhteen pakettiin. Kehysten ra-
joittaminen yhteen pakettiin esta¨a¨ QUIC-protokollan liikenteen osittumi-
sen (eng. fragmentation). QUIC-kehykset tarjoavat paljon TCP-protokollasta
tuttuja toiminnallisuuksia. TCP:sta¨ tuttuja kehystyyppeja¨ ovat esimerkiksi
RST STREAM ja WINDOW UPDATE. Seuraavassa ka¨sitella¨a¨n syvemmin
joitakin QUIC-protokollan kehyksia¨ seka¨ esitella¨a¨n niiden ominaisuuksia.
Stream-kehys on QUIC-protokollan ydin. Stream-kehys luo ja alustaa viesti-
virran. Luomisen ja alustamisen lisa¨ksi se toimii viestivirran kuljettavana ke-
hyksena¨. Stream-kehyksen otsake koostuu kehystyyppikenta¨sta¨, viestivirran-
id:sta¨ ja mahdollisisti kuormakentista¨. Kuormakenta¨t ovat la¨sna¨ kehyksessa¨
ainoastaan silloin kun kehyksella¨ on kuljettavanaan jotakin kuormaa, eli
ka¨yta¨nno¨ssa¨ viestivirtaa luotaessa kuormakenta¨t eiva¨t ole kehyksessa¨. Ke-
hystyyppikentta¨ toimii Stream-kehyksen sisa¨isena¨ otsakkeena. Kehystyyppi-
kentta¨ on kahdeksan bittia¨ pitka¨, joista jokainen on oma lippunsa tietylle toi-
minnolle. Osa lipuista ilmaisee kehystyyppikentta¨a¨ seuraavien kenttien ole-
massaoloa tai pituutta, mutta niiden lisa¨ksi kehystyyppikentta¨ ilmaisee onko
kyseinen kehys viestivirran viimeinen kehys la¨hetta¨ja¨n puolesta. Ilmaisemalla
viestivirran viimeinen kehys, saatetaan yhteys puoliksi suljettuun tilaan, jos-
sa la¨hetta¨ja¨ on ilmaissut vastaanottajalle olevansa valmis lopettamaan vies-
tivirran. Kehysviestissa¨ ta¨ytyy aina olla jonkin verran hyo¨tykuormaa, ellei
kyseessa¨ ole viestivirran viimeinen kehys, jolloin kehystyyppikentta¨ ilmaisee
ainoastaan olevansa viimeinen kehys.
QUIC-kehykset ka¨ytta¨a¨ myo¨s ACK-kehysta¨, jonka tarkoituksena on kuitata
toiselle osapuolelle jonkin la¨hetyksen onnistuneesti vastaanotetuksi. QUIC-
protokollan ACK-kehykset viestiva¨t ka¨yta¨nno¨ssa¨ suurimman pakettinume-
ron, joka on vastaanotettu. Viimeisimma¨n vastaanotetun paketin pakettinu-
meron ohella ACK-kehys pita¨a¨ sisa¨lla¨a¨n listan puuttivien pakettien paketti-
numeroista, eli siis paketeista joiden pakettinumerot ovat viimeisimma¨n pake-
tin ja sita¨ edelta¨va¨n tiedossa olevan paketin va¨lilla¨. ACK-kehyksen lisa¨ksi toi-
nen osapuoli la¨hetta¨a¨ sa¨a¨nno¨llisesti STOP WAITING-kehysta¨, jonka tarkoi-
tuksena on ilmaista vastaanottajalle ettei tietysta¨ pakettinumerosta alaspa¨in
olevia pakettaja tulla koskaan uudelleen la¨hetta¨ma¨a¨n tai ole koskaan la¨hetet-
tyka¨a¨n, joten vastapuolen on turha niita¨ odottaa. Ta¨lla¨ toiminnolla saa-
daan rajattua ACK-kehyksen sisa¨lta¨ma¨a¨ listaa puuttuvista paketeista, silla¨
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STOP WAITING siivoaa listalta ne paketit, joita la¨hetta¨ja¨ ei aiokaan ena¨a¨
toimittaa. STOP WAITING-kehyksella¨ on tarkoitus pienenta¨a¨ pa¨a¨telaittei-
den tarvetta pita¨a¨ pakettinumeroita muistisssa ja siten vapauttaa resursseja
ka¨ytto¨o¨n.
Yhteyden pa¨a¨tta¨minen tapahtuu CONNECTION CLOSE-kehyksella¨. CON-
NECTION CLOSE-kehys on ilmoitus vastaanottajalle, etta¨ yhteys suljetaan
nyt. Sulkemisilmoitus CONNECTION CLOSE-kehyksella¨ on ehdoton. Ke-
hyksella¨ kaikki olemassa olevat viestivirrat suljetaan va¨litto¨ma¨sti samalla
kun yhteys katkaistaan. Ka¨yta¨nno¨ssa¨ QUIC-protokolla ohjeistaa ka¨ytta¨ma¨a¨n
GO AWAY-kehysta¨ ennen yhteyden implisiittista¨ sulkemista. GO AWAY-
kehys on suunniteltu palvelimelle tavaksi ilmoittaa asiakkailleen, etta¨ palvelin
on menossa huoltoon ja olemassa olevat viestivirrat tulisi pyrkia¨ saattamaan
loppuun tietyn aikarajan sisa¨lla¨. Protokolla ohjeistaa kuitenkin kaikkia yh-
teyksia¨ ennen sulkemista ilmoittamaan yhteyden sulusta ennalta GO AWAY-
kehyksella¨. On kuitenkin mahdollista, etta¨ ka¨yta¨nno¨n toteutukset ohitta-
vat ta¨ma¨n suosituksen ja sulkevat yhteydet tarvittaessa suoraan CONNEC-
TION CLOSE-kehyksella¨, ilman ”ylima¨a¨ra¨ista¨” GO AWAY-toimintoa. Na¨i-
den lisa¨ksi QUIC:issa on RST STREAM-kehys, jonka tarkoituksena on il-
maista osapuolen joutuneen poikkeavaan tilanteeseen ja sen myo¨ta¨ haluavan
luopua viestivirrasta. RST STREAM-kehysta¨ tulisi siis ka¨ytta¨a¨ ainoastaan
virhetilan sattuessa ja sen tarkoituksena on vain tehda¨ yhteyden sulkemi-
nen sovinnollisesti neuvotellen sen sijaan, etta¨ yhteys vain katkeaisi ja toinen
osapuoli ja¨isi odottamaan.
Muut QUIC-protokollan kehystyypit ovat tyypilta¨a¨n enemma¨n informatiivi-
sia¨ ja niiden tarkoituksena on joko tarjota jonkinlaisia vianetsinta¨a¨ helpot-
tavia toimintoja tai varmistaa yhteyden toiminta yhteysparametreja pa¨ivit-
ta¨en. QUIC-protokollan muista kehystyypeista¨ mielenkiintoisena kehystyyp-
pina¨ mainittakoon CONGESTION FEEDBACK, jonka ilmoitetaan toistai-
seksi olevan kokeiluvaiheessa. CONGESTION FEEDBACK-kehys on tarkoi-
tettu ta¨ysin ACK-kehysvirran ulkopuoliseksi toiminnoksi, tuottamaan tietoa
ruuhkan syntymisesta¨ ja kehittymisesta¨ viestivirrassa. Ta¨ssa¨ vaiheessa ei kui-
tenkaan ole tarkemmin kuvattu, milla¨ tapaa CONGESTION FEEDBACK-
kehys tulisi toimimaan.[15]
5.4 QUIC-otsake
Kaikilla QUIC-paketeilla on yhteinen otsake, joka sisa¨llyteta¨a¨n jokaisen pa-
ketin alkuun. Yhteisen otsakkeen ja¨lkeen QUIC-paketeilla on paketti kohtai-
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set tietosisa¨llo¨t (eng. payload). Yhteinen otsake on vaihtuvamittainen, mutta
sen minimipituus on 2 tavua ja maksimipituus 19 tavua[15]. Ka¨yta¨nno¨ssa¨ yh-
teisen otsakkeen sisa¨lto¨ vaihtelee hieman riippuen siita¨ kumman tyyppinen
paketti on kyseessa¨, julkinen vai yksityinen QUIC-paketti. Otsake muodos-
tuu aina julkisista lipuista(eng. public flags) ja pakettinumerosta. Lisa¨ksi
mahdollisia osia ovat QUIC-versionumero seka¨ yhteys-id.
0 16 32 48 64
Liput




Kuvassa 5.1 na¨kyva¨ ensimma¨inen tavu QUIC-otsakkeessa ka¨yteta¨a¨n yleisten
asetusten ma¨a¨ritta¨miseen (Public Flags). Tavun ensimma¨inen bitti on varat-
tu QUIC-session versioneuvotteluja varten. QUIC-yhteys alkaa aina asiak-
kaan ja palvelimen va¨lisella¨ versioneuvottelulla, jossa molemmat osapuolet
hyva¨ksyva¨t ka¨ytetta¨va¨n version. Toisella bitilla¨ ilmaistaan, etta¨ kyseessa¨ on
Public Reset -paketti. Kolmas ja nelja¨s bitti on varattu yhteys-id:n koon
ilmaisua varten. Asiakkas ja palvelin voivat neuvotella yhteys-id:n koon. Esi-
merkiksi asiakas voi pyyta¨a¨ palvelinta ilmoittamaan yhteys-id:n lyhyempa¨na¨.
Yhteys-id:n pituus on vaihtuvamittainen ja se voi olla 0-64 tavua. Viides ja
kuudes bitti on varattu Frame pakettien ka¨ytto¨o¨n. Na¨illa¨ biteilla¨ ka¨yta¨nno¨ssa¨
ilmoitetaan paketin pakettinumeron pituus. Niissa¨ paketeissa, joissa ei ka¨yte-
ta¨ pakettinumeroa on na¨iden bittien oltava asetettuna nollaksi. Varatun ta-
vun viimeiset kaksi bittia¨ on toistaiseksi ka¨ytta¨ma¨tto¨mia¨, mutta ne on varat-
tu tulevaisuuden tarpeita varten. Toistaiseksi na¨ma¨ bitit tulee aina asettaa
nollaksi.[14]
Yhteys-id:een kenta¨n pituus vaihtelee nollasta bitista¨ kahdeksaan tavuun.
Yhteys-id:een valinta tapahtuu ensisijaisesti asiakkaan toimesta. Yhteys-id:n
tarkoituksena on uniikisti tunnistaa asiakas, riippumatta asiakkaan muis-
ta tunnusmerkeista¨, kuten IP-osoitteesta, la¨hto¨portista(eng. sourceport) tai
kohdeportista(eng. destination port).
QUIC-versionumerolle on varattu maksimissaan nelja¨ tavua pitka¨ kentta¨.
Versionumerokentta¨a¨ ka¨yteta¨a¨n ainoastaan, jos yleisissa¨ asetuksissa on en-
simma¨inen bitti pa¨a¨lla¨ ilmaisemassa, etta¨ versioneuvottelu on ka¨ynnissa¨.
Ka¨yta¨nno¨ssa¨ versionumero kentta¨a¨ ka¨yteta¨a¨n niin, etta¨ asiakas ilmoittaa
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kenta¨lla¨ palvelimelle version, joka asiakkaalla on kyseisen viestin la¨hetyksessa¨
ka¨yto¨ssa¨. Palvelin ka¨ytta¨a¨ versionumerokentta¨a¨ vain silloin, jos asiakkaan il-
moittama versionumero ei ole tuettu palvelimella. Ilmoitus tuettomasta ver-
siosta tapahtuu niin, etta¨ palvelin vastaa asiakkaan versioehdotukseen lis-
talla tuetuista versioista. Palvelimen ilmiotettua asiakkaan on valittava yk-
si tuettu versio, jonka ja¨lkeen yhteydessa¨ ka¨yteta¨a¨n vain valittua versiota
protokollasta.[14]
Pakettinumerokentta¨ on joko yhden, kaksi, nelja¨ tai kuusi tavua pitka¨. Ken-
ta¨n pituus riippuu siita¨, kuinka pitka¨ksi se on ilmoitettu yleisissa¨ asetuksis-
sa. Pakettinumero on juokseva luku, joka alkaa yhdesta¨ yhteyden alkaessa.
La¨hetta¨va¨ osapuoli aloittaa laskennan ja jokainen seuraava paketti sisa¨lta¨a¨
pakettinumeron, joka on aina yhden numeron suurempi kuin edelta¨ja¨nsa¨.
Jos yhteys saavuttaa pakettinumeroiden maksimin, joka on 264−1, ta¨ytyy vii-
meisen viestin la¨hetta¨ja¨n ilmaista yhteyden katkaisusta. Ta¨ma¨n ja¨lkeen voi-
daan aloittaa uusi yhteys uudella pakettinumerolaskurilla. Pakettinumeron
avulla QUIC myo¨s rajoittaa la¨hetyksessa¨ olevien pakettien ma¨a¨ra¨a¨. QUIC
ma¨a¨ritta¨a¨, ettei la¨hetta¨ja¨ voi la¨hetta¨a¨ kuin 246 pakettia ilman, etta¨ saa vas-
tapuolelta ilmoituksen pakettien saapumisesta. Tarkoituksena ta¨lla¨ rajoit-
tamisella on se, ettei vahingossa muodostu tilannetta, jossa pakettinumeron
maksimiarvo yliteta¨a¨n siita¨ syysta¨, etta¨ matkalla olevat paketit eiva¨t ole viela¨
saapuneet vastaanottajalle. [15]
5.5 Ominaisuudet HTTP/2-protokollalle
QUIC-protokolla on alunperin suunniteltu toimimaan yhdessa¨ Googlen ke-
hitta¨ma¨n SPDY-protokollan kanssa, josta sittemmin tuli HTTP/2-protokol-
lan runko. QUIC-protokolla sisa¨lta¨a¨ useita toimintoja, jotka on sunnitel-
tu toimimaan nimenomaan HTTP/2-protokollan kanssa yhdessa¨. Osittain
myo¨s QUIC-protokollan toiminnallisuuksia voidaan ka¨ytta¨a¨ korvaamaan ko-
konaan jokin vastaava toiminnallisuus HTTP/2-protokollasta, ja siten pois-
taa kompleksisuuttaa HTTP/2-protokollan ka¨yta¨nno¨n toteutuksista. Ta¨ssa¨
luvussa tullaan tarkastelemaan QUIC-protokollan HTTP/2-protokollalle tar-
koitettuja ominaisuuksia.
Yksi merkitta¨vimmista¨ ominaisuuksista, jolla QUIC korvaa HTTP/2-proto-
kollan toimintoja on viestivirranhallinta. QUIC-protokolla hallinnoi viesti-
virtaa HTTP/2-protokollan puolesta silloin, kun HTTP/2 ka¨ytta¨a¨ siirto-
protokollanaan QUIC-protokollaa. QUIC-protokollan viestivirta-id:eista¨ tu-
lee HTTP/2 -protokollan ka¨ytta¨mia¨ viestivirta-id:eita¨ suoraan. Ta¨ma¨ siis
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tarkoittaa sita¨, etta¨ HTTP/2 -protokollan ei tarvitse erikseen hallinnoida
pa¨a¨llekka¨isia¨ viestivirta-id:eita¨ vaan se suoraan omaksuu QUIC:in ka¨ytta¨ma¨t
viestivirta-id:eet omikseen. Ka¨yta¨nno¨ssa¨ siis QUIC-protokolla poistaa koko-
naan HTTP/2-protokollan tarpeen halinnoida viestivirtaa. HTTP/2-proto-
kollan otsakkeet ja tietokenta¨t meneva¨t sellaisenaan QUIC-protokollan siir-
ta¨ma¨ksi tiedoksi. Ta¨ma¨ toiminto yksinkertaistaa HTTP/2-protokollan toi-
mintaa merkitta¨va¨sti. Lisa¨ksi ta¨lla¨ QUIC:in toiminnallisuudella poistetaan
pa¨a¨llekka¨isia¨ viestivirtoja ja pa¨a¨llekka¨ista¨ viestivirranhallinnointia. Ilman
QUIC-protokollaa viestivirtaa hallinnoisi seka¨ HTTP/2 etta¨ TCP-protokolla,
joissa molemmissa on oma tapansa hallinnoida kulkevaa liikennetta¨. QUIC
korvaa HTTP/2-protokollan hallinnoinnin omallaan, ja na¨in ollen saa hal-
tuunsa ta¨ysivaltaisen kyvyn hallinnoida viestivirtaa. TCP:n toimintamallis-
sa ta¨lla¨inen ei ole mahdollista, vaan TCP pysyy tiukasta omassa lokerossaa
protokollapinossa. Ta¨ma¨ ominaisuus osoittaa erinomaisen hyvin sen, kuinka
nykyaikaisten protokollien rinnakkain suunnittelu voi parantaa kokonaisuu-
den suorituskykya¨ ja karsia ylima¨a¨ra¨ista¨ toistoa rakenteista. [15]
Lisa¨ksi QUIC tarjoaa muita toiminnallisuuksia, jotka on suunniteltu toimi-
maan nimenomaan yhdessa¨ HTTP/2-protokollan kanssa. QUIC on suunni-
teltu tarjoamaan ta¨ysin pysyvia¨ yhteyksia¨ asiakkaan ja palvelimen va¨lille,
toisin kuin esimerkiksi TCP-protokolla. QUIC luo vain yhden yhteyden pal-
velimen ja asiakkaan va¨lille, jonka yli onnistuu kaikki osapuolten va¨linen
kommunikointi. Ta¨ma¨ ominaisuus poistaa tarpeen HTTP-protokollan omalle
yhteystarkistukselle, eli Connection-kenta¨lle. Connection-kentta¨ on tarpeelli-
nen siina¨ tapauksessa, etta¨ WWW-istunto jakautuu siirtoprotokollan tasolla
useaan yhteyteen. Connection-kenta¨n avulla HTTP-protokolla va¨litta¨a¨ asiak-
kaan ja palvelimen va¨lilla¨ tiedon siita¨, etta¨ kyseessa¨ on kuitenkin vain yk-
si ka¨yto¨ssa¨ oleva WWW-istunto. QUIC-protokollan tarjoama pysyva¨ yhteys
poistaa tarpeen Connection-kenta¨n ka¨yto¨sta¨ ja na¨in ollen keventa¨a¨n osaltaan
HTTP-otsakkeiden kokoa.
QUIC:in kehitysryhma¨ pyrkii myo¨s kehitta¨ma¨a¨n QUIC-protokollaa niin, etta¨
se soveltuu paremmin HTTP/2-protokollan ka¨ytta¨ma¨n HPACK-pakkauksen
kanssa. Ta¨lla¨ hetkella¨ HPACK tuottaa QUIC-protokollassa tarpeetonta vii-
vetta¨, silla¨ pakattujen HTTP-otsakkeiden ka¨sittely jakautuu QUIC-proto-
kollassa pahimmassa tapauksessa useaan viestivirtapakettiin. Usean viesti-
virtapaketin ka¨sittely kokonaisuutena riippuu jokaisen pakatun otsakkeen
ka¨sittelyajasta, mika¨ tarpeettomasti aiheuttaa viivetta¨ rinnakkaisiin toimin-
toihin. HTTP-protokolla myo¨s tarjoaa QUIC-protokollaa varten Alternate-
Protocol-kenta¨n. Alternate-Protokol-kenta¨n avulla siirtyma¨vaiheessa QUIC-
protokolla voi neuvotella sujuvasti HTTP-protokollan sisa¨lla¨ asiakkaan kans-
sa QUIC:in ka¨yto¨sta¨ TCP-protokollan sijaan. Ta¨ma¨n neuvottelun on tarkoi-
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tus tarjota asiakkaalle helppo rajapinta kokeilla QUIC-protokollaa, kuitenkin
niin etta¨ palaaminen toimivaan TCP-protokollaan onnistuu myo¨s luontevasti
ilman merkitta¨va¨a¨n virhetilaan joutumista. [15]
Luku 6
QUIC:in ja HTTP/2.0 edut ja
mahdollisuudet
QUIC ja HTTP/2.0 ovat molemmat vuonna 2015 esiteltyja¨ protokollia. Pro-
tokollat on suunniteltu nimenomaan korvaamaan ja uudistamaan totaali-
sesti aiemmin vastaavia toimintoja tarjonneet protokollat. Protokollat pa-
rantavat selkeita¨ virheita¨ ja vikoja aiemmissa protokollissa. Lisa¨ksi proto-
kollat tarjoaa synergiansa ansiosta merkitta¨via¨ uusia mahdollisuuksia. Eri-
tyisesti QUIC-protokolla on suunniteltu pitka¨lti HTTP/2.0 protokollaa var-
ten. QUIC pita¨a¨ sisa¨lla¨a¨n useita ominaisuuksia, jotka hyo¨dytta¨va¨t erityisesti
WWW-liikenteessa¨ ka¨ytettya¨ HTTP-protokollaa. Ta¨ssa¨ luvussa ka¨sitella¨a¨n
protokolla kerrallaan niiden esiteltyjen uudistusten joukosta niita¨ ominai-
suuksia, jotka saattaisivat avata uusia mahdollisuuksia viiveiden va¨henta¨-
misen kannalta WWW-liikenteelle.
6.1 HTTP/2.0
HTTP/2 -protokolla on saavuttanut IETF:n standardointi organisaatiossa
”proposed standard”-tilan. Ta¨ma¨ tarkoittaa sita¨, etta¨ IETF:n on vahvistanut
HTTP/2 -protokollan protokollakuvauksen olevan riitta¨va¨n vakaa yleiseen
ka¨ytto¨o¨n, ja kaikin osin IETF:n tarkistama ja arvioima protokollakuvaus.
Ka¨yta¨nno¨ssa¨ siis IETF suosittaa HTTP/2 protokollan ka¨ytto¨o¨nottoa, joka
sina¨lla¨a¨n antaa vahvan indikaation siita¨, etta¨ ainakin joiltain osin on menty
eteenpa¨in verrattuna aiempaan protokollaversioon.
HTTP/2 -protokollan merkitta¨vimpia¨ etuja on sen nykyaikaisuus ja kyky vas-
tata ta¨ma¨npa¨iva¨n WWW-liikenteen tarpeisiin, kuitenkin ilman etta¨ HTTP-
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protokollan alkupera¨inen toimintamalli uudistuisi kovinkaan merkitta¨va¨sti.
HTTP-pyynno¨t ja vastaukset pysyva¨t la¨hes ta¨ysin muuttumattomina, edel-
leen GET-pyynno¨lla¨ saadaan WWW-sivuston sisa¨lto¨ pyydettya¨ palvelimelta
ja edelleen 404-virhekoodi tarkoittaa, ettei sivustolta lo¨ydy pyydettya¨ resurs-
sia.
Protokollan bina¨a¨risyys on yksi ta¨rkeimmista¨ ominaisuuksista protokollan
uudistamisessa. Bina¨a¨rinen protokolla vaikuttaa suurilta osin WWW-liiken-
teen viiveiden va¨henta¨miseen. Aiemmin protokolla on ka¨ytta¨nyt tekstien-
koodattua protokollamallia, joka ei nykyisessa¨ tietoliikennekenta¨ssa¨ ole ko-
vinkaan tehokas. Tekstienkoodatun protokollan purkaminen, pakkaaminen ja
siirto on jokaisessa vaiheessa hitaampaa, tyo¨la¨a¨mpa¨a¨ ja hankalampaa verrat-
tuna bina¨a¨riseen protokollaan. Erityisesti nykyisen WWW-liikenteen kannal-
ta siirretta¨va¨n tietoliikennedatan ma¨a¨ra¨ va¨henee suhteessa, silla¨ yhdella¨ bi-
tilla¨ saadaan siirrettya¨ sama informaatio johon aiemmin vaadittiin jopa usei-
den tavujen pituisia tekstikenttia¨. Lisa¨ksi protokollaviestien ka¨sittely palve-
limen pa¨a¨ssa¨ nopeutuu bina¨a¨risyyden myo¨ta¨. Palvelimen toiminnan koodaa-
minen on merkitta¨va¨sti helpompaa ja koodin suorittamat operaatiot ovat
suoraviivaisempia ja nopeampia kun ka¨sitella¨a¨n bitteja¨. Bittien ka¨sittelyssa¨
on ka¨yta¨nno¨ssa¨ kaksi vaihtoehtoa, joko bitti on pa¨a¨lla¨ tai bitti ei ole pa¨a¨lla¨.
Bina¨a¨risyys lisa¨a¨ protokollan kompleksisuutta jonkin verran, mutta nykyin-
ternetissa¨ bina¨a¨riset protokollat ovat yleisia¨.
HTTP/2 -protokollan esittelema¨ viestivirta ajattelu HTTP-liikenteessa¨ rat-
kaisee monta aiempaa ongelmaa HTTP-protokollassa. Viestivirran avulla
HTTP-protokolla aidosti hallitsee oman viestiliikenteensa¨, mika¨ auttaa pro-
tokollaa va¨ltta¨ma¨a¨n tilanteita, joissa kadonnut paketti aiheuttaa viivetta¨ ko-
ko viestivirralle. Aiemmin HTTP-protokolla on pita¨nyt huolen ka¨yta¨nno¨ssa¨
vain WWW-sivustoihin ja -pyynto¨ihin liittyva¨t kyselyt, ja TCP-protokolla
on huolehtinut ta¨ydellisesti tiedon siirta¨misesta¨. Ongelmia on aiheutunut
WWW-liikenteen pirstaloitumisesta useisiin osiin sivustoissa, joiden hakua
varten TCP-protokolla luo oletuksena aina uuden yhteyden. Lisa¨ksi jon-
kin sivuston osan puuttuminen va¨lista¨ on saattanut pahimmassa tapaukses-
sa aiheuttaa koko sivuston lataamattomuuden, mika¨ on asiakkaan kannalta
tuskallinen tilanne. HTTP-protokollan tullessa tietoiseksi viestivirran liiken-
teesta¨ edella¨ kuvatut ongelmat va¨henee, silla¨ palvelin on kokoajan tietoinen
kokonaisuuksista viestivirrassa eika¨ vain yksitta¨isista¨ yhteyksista¨. Toisaal-
ta ta¨ma¨ aiheuttaa jonkinlaisen ongelman protokollien va¨lisessa¨ hierarkiassa,
silla¨ ka¨yta¨nno¨ssa¨ HTTP-protokolla luo pa¨a¨llekka¨isen toiminnon alla toimivan
TCP-protokollan ohelle. HTTP/2-protokollassa ta¨ma¨ pa¨a¨llekka¨isyys on huo-
mioitu mahdollisuudella ka¨ytta¨a¨ QUIC-protokollan tarjoamaa viestivirran-
hallintaa, mutta TCP-protokollan kanssa toimiessa vastaavaa mahdollisuut-
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ta ei ole mika¨ aiheuttaa periaatteessa pa¨a¨llekka¨isia¨ toimintoja protokollapi-
nossa. Ka¨yta¨nno¨ssa¨ kuitenkin HTTP/2-protokollan viestivirta ei hoida siir-
toprotokollan tehta¨via¨, mutta siirtovuonhallinta toteutetaan kaksinkerroin,
seka¨ HTTP- etta¨ TCP-protokollassa. Ta¨lla¨inen toiminta on vahvasti ristirii-
dassa protokollapinon perinteisessa¨ tyo¨njaossa. Ilmeisesti kuitenkin jo ta¨ssa¨
vaiheessa on jonkinlainen pa¨a¨to¨s olemassa siita¨, etta¨ QUIC-protokolla tulee
korvaamaan TCP-protokollan WWW-liikenteessa¨, jonka myo¨ta¨ ta¨ma¨ ristirii-
ta poistuu HTTP-protokollan ka¨ytta¨essa¨ QUIC:in viestivirranhallintaa. Toi-
saalta myo¨s TCP-protokollan toiminnan kannalta HTTP/2-protokollan oma
viestivirta helpottaa ruuhkanhallintaalgoritmien toimintaa, silla¨ HTTP/2 ky-
kenee suorittamaan rinnakkaisia operaatioita yhden yhteyden sisa¨lla¨. Aiem-
min TCP:n ruuhkanhallintaa on ollut hankalaa toteuttaa ka¨yta¨nno¨ssa¨, kun
HTTP-yhteydet ovat jakaantuneet useaan erilliseen TCP-yhteyteen, joilla jo-
kaisella on itsena¨inen ruuhkanhallinta. Kaiken kaikkiaan HTTP/2 -protokolla
on merkitta¨va¨ parannus viestivirranhallintaan ja yhteyden ylla¨pitoon asiak-
kaan ja palvelimen va¨lilla¨.
Verrattuna vanhempaan protokollaan on HTTP/2-protokolla suunniteltu ke-
hittyma¨a¨n ja toimimaan tulevaisuudessa. HTTP/2-protokollassa esitella¨a¨n
selkea¨sti, kuinka protokolla on laajennettavissa. Protokollan suunnittelu on
ollut toki helpompaa nykypa¨iva¨na¨, silla¨ internet on vakiintunut osa yhteis-
kuntaa ja sen tarve yhteiskunnalle on merkitta¨va¨sti selkea¨mpi kuin mita¨ se
on ollut vuonna 1997. HTTP/2 voi joiltain osin olla siina¨ asemassa, etta¨ sen
ominaisuuksia ka¨yteta¨a¨n hyo¨dyksi IoT-laitteiden hallinnassa.
6.2 QUIC
QUIC-protokolla on toistaiseksi viela¨ luonnos internet-standardiksi. Proto-
kollasta on julkaistu kolme versiota IETF:n ylla¨pita¨ma¨ssa¨ arkistossa, en-
simma¨inen versio ja kaksi pa¨ivitysta¨ siihen. Protokolla on selkea¨sti kehitty-
nyt versioiden va¨lilla¨ ja sen kehitystyo¨ on aktiivista, silla¨ pa¨ivityksia¨ on jul-
kaistu noin nelja¨n kuukauden va¨lein. QUIC-protokollan kehitystyo¨ho¨n olen-
naisesti osallistuva Google tarjoaa QUIC-protokollaa ka¨ytetta¨va¨ksi omassa
selaimessaan ja omissa palveluissaan. Protokolla on siis ka¨yta¨nno¨ssa¨ interne-
tin ka¨ytta¨jien testauksessa jo ennen kuin se on suositeltu standardi. Google
saakin merkitta¨va¨a¨ hyo¨tya¨ siita¨, etta¨ se pa¨a¨see testaamaan protokollan toi-
mintaa ka¨yta¨nno¨ssa¨ ja pystyy kera¨ma¨a¨n ka¨ytto¨a¨dataa seka¨ palvelimen etta¨
asiakkaan pa¨a¨ssa¨ toimivuuteen.
QUIC vaikuttaa tekeva¨nsa¨ vakaavasti tuloaan internetin siirtoprotokollak-
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si. Se tuo tullessaan merkitta¨via¨ etuja ja onnistuu suoriutumaan WWW-
liikenteen siirrosta nopeammin kuin nykyisin yleisesti ka¨yto¨ssa¨ oleva TCP-
protokolla[5]. Lisa¨ksi QUIC:in ehdottomia vahvuuksia verrattuna TCP-pro-
tokollaan on sen HTTP/2-protokollan kanssa rinnakkain suunnitellut toimin-
nallisuudet.
Merkitta¨va¨ helpotus kaikelle verkkoliikenteelle olisi QUIC:in mukanaan tuo-
ma yhteyksien va¨hennys. TCP-protokollan keskeisimpia¨ ongelmia on sen
useiden rinnakkaista yhteyksien luonti, joka taas johtuu nykyisten WWW-
sivustojen rakenteesta. Sivustojen rakenne tuskin muuttuu merkitta¨va¨sti, sen
sijaan siirtoprotokollalle on jo nyt tarjolla vaihtoehto. Useat rinnakkaiset
yhteydet ovat ongelmallisia seka¨ asiakkaalle, palvelimelle, etta¨ va¨lissa¨ toi-
miville verkkolaitteille. Rinnakkaisten yhteyksien hallinnointi yhtena¨ koko-
naisuutena ei nykyisilla¨ tekniikoilla onnistu. Pahimmassa tapauksessa yhden
asiakkaan luomat rinnakkaiset yhteydet kilpailevat siirtokaistasta keskena¨a¨n.
Ta¨ma¨ saa aikaan pahimmassa tapauksessa sen, etta¨ asiakas ei saa kelvollista
palvelua palvelimelta ja verkolta, koska se itse tukahduttaa olemassa olevat
resurssit. TCP on pyrkinyt vastaamaan ta¨ha¨n ongelmaa useilla eri tavoilla,
esimerkiksi eri tyyppisilla¨ jononhallinta algoritmeilla¨, mutta ka¨yta¨nno¨ssa¨ kui-
tenkin ongelma tulee TCP:n rakenteesta, minka¨ takia sen korjaaminen vas-
taamaan nykyista¨ verkkoliikennetta¨ on eritta¨in hankalaa. QUIC vastaa nime-
nomaan ta¨ha¨n ongelmaan tarjoamalla aidosti yhden yhteyden, jonka sisa¨a¨n
kootaan kaikki asiakkaan ja palvelimen va¨lilla¨ tarvittavat HTTP-yhteydet.
Yhden yhteyden tapauksessa jononhallinta, vuonhallinta ja kokonaisuuden
ka¨sittely on merkitta¨va¨sti yksinkertaisempaa, kun kaikki tieto on olemassa
yhteytta¨ hallinnoivalla protokollalla. QUIC:n ei aidosti tarvitse ottaa huo-
mioon yhteyksia¨ saman arvoisina, vaan se voi rehellisesti priorisoida liiken-
netta¨ asiakkaan ja palvelimen va¨lilla¨.
QUIC:in etuihin sisa¨ltyy myo¨s sen lyhyempi ka¨ttely yhteyden avauksessa.
TCP:n historiallisista syista¨ oleva kolmitieka¨ttely on nykyisessa¨ verkkoliiken-
teessa¨ osittain tarpeeton, mutta ennen kaikkea auttamattoman hidas. Var-
sinkin yleinen verkkoinfran kehittyminen ja verkkopalveluntarjojien palve-
lutasonnosto tekee kolmitieka¨ttelysta¨ pullonkaulan verkkoyhteyden viiveille.
Asiakkaalta aina palvelimelle saakka yhteyksien laatu on parantunut TCP:n
suunnitteluajoista, eika¨ ena¨a¨ ole olemassa yhta¨ suurta riskia¨ siita¨, etta¨ asiakas
epa¨onnistuu yhteyden muodostamisessa jos alkumetreilla¨. Oletuksena ta¨na¨
pa¨iva¨na¨ on, etta¨ yhteys saadaan muodostettua eika¨ se la¨hto¨kohtaisesti ja¨a¨
kiinni verkon toimimattomuudesta. QUIC lupaa parhaimmillaan suoriutuvan
ka¨ttelysta¨ ka¨yta¨nno¨ssa¨ ilman ka¨ttelya¨, ja heikoimmillaankin va¨hinta¨a¨n yhta¨
nopeasti kuin TCP:kin. Ka¨ttelyn nopeutuminen tulee vaikuttamaan mer-
kitta¨va¨sti koko yhteyden viiveisiin. Kerrannaisena yksitta¨isen ka¨ttelyn no-
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peutumiselle toimii viela¨ QUIC:in parempi yhteyksien hallinta, jolloin ka¨tte-
lyja¨ tulee va¨hemma¨n. Lukuma¨a¨ra¨llisesti va¨hemma¨n ka¨ttelyja¨ ja nopeampi
ka¨ttelyista¨ suoriutuminen ovat ominaisuuksia, jotka ainakin teoriassa tulisi-
vat laskemaan hyvinkin merkitta¨va¨sti koko WWW-liikenteelle syntyva¨a¨ vii-
vetta¨. Yhteyksien kapasiteetti keskittyisi paremmin ja tehokkaammin varsi-
naiseeen datan siirtoon.
Monia QUIC-protokollan ominaisuuksia on esitetty aiemmin myo¨s TCP-
protokollaan liitetta¨va¨ksi. Esimerkiksi Google esitteli SIGCOMM-tapahtu-
massa useita ominaisuuksia, jotka ka¨yta¨nno¨ssa¨ on toteutettu muutama vuo-
si myo¨hemmin QUIC-protokollaan.[12] Kuitenkin vastaavien ominaisuuksien
kehitta¨minen ja mahdollistaminen TCP-protokollassa ei ole mahdotonta, ja
sen eteen Googlen tekema¨n tyo¨ on jo jonkinlainen alku. Ta¨ma¨ entisesta¨a¨n ku-
roo kiinni QUIC:in etumatkaa TCP-protokollaan na¨hden. Esimerkiksi FEC-
toiminnallisuuden olemassa olo QUIC-protokollassa on erinomainen ominai-
suus, mutta ka¨yta¨nno¨ssa¨ jos se on mahdollista toteuttaa myo¨s TCP-proto-
kollassa pienella¨ vaivalla voi olla, etta¨ hyo¨ty QUIC-protokollaan siirtymi-
sella¨ ja¨a¨ pieneksi. Toki QUIC-protokolla on alusta asti suunniteltu niin, etta¨
se ka¨ytta¨a¨ FEC-ominaisuutta, joka helpottaa monilta osin ominaisuuden
ka¨yta¨nno¨n implementointia. Ja¨a¨ na¨hta¨va¨ksi, kuinka TCP-protokollan kehi-
tys vaikuttaa QUIC-protokollaan, ja kuinka QUIC-protokollan kehitys vai-
kuttaa Googlen haluun kehitta¨a¨ muita protokollia, kuten esimerkiksi TCP-
protokollaa.
QUIC:in suorityskykya¨ on tutkittu ja verrattu TCP:hen seka¨ HTTP/1.1 etta¨
HTTP/2 -yhteyksilla¨. Ka¨yta¨nno¨ssa¨ kuitenkin QUIC:in ollessa viela¨ voimak-
kaasti kehityksen alainen, on sen testaaminen la¨hinna¨ suuntaa antavaa, silla¨
Google myo¨nta¨a¨ avoimesti viela¨ QUIC:ssa¨ olevia ongelmakohtia. Ongelma-
kohdista kertoo sekin, etta¨ uusimmasta protokollan vedoksesta lo¨ytyy nelja¨
kohtaa merkattuna merkinna¨lla¨ ”TODO”, mika¨ tarkoittaa, etta¨ tehta¨va¨a¨
viela¨ lo¨ytyy.
Esimerkiksi Gaetano Carluccin tyo¨ryhma¨n tekema¨ tutkimus [5] antaa jon-
kinlaisen ka¨sityksen siita¨ mihin QUIC:n avulla voitaisiin pa¨a¨sta¨. Tutkimus
on julkaistu vuonna 2015, joten kyseessa¨ ei ole ainakaan viimeisin QUIC:in
versio. Tyo¨ryhma¨ esitta¨a¨, etta¨ QUIC:in virheita¨ korjaava FEC-ominaisuus ai-
heuttaa merkitta¨va¨a¨ haittaa protokollan kokonaissuorituskyvylle. Kuitenkin
merkitta¨va¨ tunnustus QUIC:lle tulee siita¨, etta¨ se pienenta¨a¨ WWW-sivuston
kokonaislatausaikaa verrattuna testissa¨ olleeseen TCP-verrokkiin. Erityises-
ti QUIC:in nopeus tulee esille suuria sivustoja ladatessa, jolloin haettavien
sivustonosien ma¨a¨ra¨ kasvaa. Huomionarvoista on se, etta¨ kyseessa¨ on tietty
TCP-algoritmi. Algoritmi on valittu testiin yleisyytensa¨ vuoksi, joten ky-
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seessa¨ on hyva¨ yleiskatsaus QUIC:in suhteesta WWW-liikenteeseen. Tutki-
mus kuitenkin osoittaa sen, ettei QUIC ole viela¨ ainakaan ta¨ysin ylivertainen
suhteessa TCP:hen vaan, etta¨ TCP:lla¨kin lo¨ytyy ehdottomia vahvuuksia, jot-
ka ainakin toistaiseksi toimivat paremmin kuin QUIC:in vastaavat. Esimer-
kiksi verkoissa, joissa on paljon pakettiha¨vio¨ta¨, on TCP edelleen hyvin vahva
ja suorituskykyinen kuten ta¨ha¨nkin asti. QUIC-protokolla tarjoaa loistavan
mahdollisuuden tuoda WWW-liikenne kokonaisuudessaan UDP:n pa¨a¨lla¨ toi-
mivaksi. QUIC ei ole viela¨ valmis protokolla, mutta sen toimintatavat ovat
loistava mahdollisuus verkkoliikenteen uudistamiselle. Tulevaisuus na¨ytta¨a¨,




Ta¨ssa¨ tyo¨ssa¨ on esitelty WWW-liikenteen nykytila ja tutkittu sen mahdollis-
ta tulevaisuutta. Tyo¨ssa¨ on esitelty nykyisin yleisessa¨ ka¨yto¨ssa¨ olevat TCP
ja HTTP -protokollat, ja niiden ongelmat nykyisen WWW-liikenteen kannal-
ta. Tyo¨n tarkoituksena on ollut kartoittaa ta¨lla¨ hetkella¨ tarjolla olevia vaih-
toehtoja nykyisten WWW-liikenteessa¨ ka¨ytettyjen protokollien tilalle ja esi-
tella¨ uusia tekniikoita, joilla voitaisiin va¨henta¨a¨ viiveita¨ nykyisessa¨ WWW-
liikenteessa¨. Tyo¨ssa¨ on keskitytty erityisesti uusien protokollien, HTTP/2
ja QUIC, esittelyihin. Esitellyt protokollat pyrkiva¨t erityisesti paikkaamaan
edelta¨vien protokollien havaittuja rakenteellisia ongelmia, joita on ka¨yty la¨pi
tyo¨n 2. ja 4. luvuissa. Molemmat protokollat HTTP/2 ja QUIC keskittyva¨t
vahvasti viiveiden minimointiin WWW-liikenteessa¨.
HTTP/2-protokolla on hyva¨ksytty internetstandardiksi keva¨a¨lla¨ 2015. Pro-
tokolla uudistaa HTTP-protokollaa monilla tavoin, esimerkiksi muuttamalla
protokollan bina¨a¨riseksi ja esittelema¨lla¨ viestivirrat. Ka¨yta¨nno¨ssa¨ HTTP/2-
protokolla ei viela¨ kuitenkaan ole korvannut edelta¨ja¨a¨nsa¨ ta¨ysin. HTTP/2-
protokolla on lupaava protokollakuvaus, jonka uudistukset HTTP-protokol-
laan ovat kaivattuja ja tarpeellisia. HTTP/2-protokollan ka¨ytto¨ on yleistynyt
merkitta¨va¨sti tyo¨n kirjoituksen aikana, ja vaikuttaisi silta¨ etta¨ HTTP/2 on
vauhdilla korvaamassa edelta¨ja¨a¨nsa¨. HTTP/2-protokollan tuki lo¨ytyy ta¨lla¨
hetkella¨ kaikista ka¨ytetyimmista¨ verkkoselaimista. Lisa¨ksi tuki HTTP/2-pro-
tokollalle on lisa¨tty useimpiin HTTP-palvelinohjelmistoihin. HTTP/2-proto-
kollan tuomat uudistukset ovat selva¨sti olleet kaivattuja. Uudistusten toteut-
taminen on onnistuttu tekema¨a¨n hyvin harkiten ja lopputuloksesta on tullut
tasapainoinen ja toimiva korvaaja aiemmalle protokollaversiolle. La¨hivuosina
HTTP/2-protokolla tulee varmasti korvaamaan la¨hes ta¨ydellisesti nykyisin
WWW-liikenteessa¨ ka¨ytetta¨va¨n HTTP/1.1-protokollan.
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Lisa¨ksi tyo¨ssa¨ on ka¨yty la¨pi TCP:n korvaajaksi suunniteltu kuljetuskerrok-
sen ja sovelluskerroksen va¨lilla¨ toimiva QUIC-protokolla. QUIC-protokollaa
kehitta¨a¨ Googlen tyo¨ryhma¨, joka on toistaiseksi pa¨ivitta¨nyt protokollaku-
vausta kolmen-nelja¨n kuukauden va¨lein. QUIC-protokolla on vahvasti opti-
moitu HTTP-liikenteelle. Se sisa¨lta¨a¨ erityisesti HTTP-protokollaa varten ke-
hitettyja¨ ominaisuuksia, kuten esimerkiksi mahdollisuus HTTP-protokollan
viestivirranhallinnan korvaamiseen QUIC:in viestivirranhallinnalla. QUIC-
protokolla ei periaatteessa ota kantaa sen kuljettamaan tietoon, mutta ka¨y-
ta¨nno¨ssa¨ optimointi HTTP-protokollalle on viety monilta osin niin pitka¨lle,
etta¨ se sina¨lla¨a¨n yksipuolistaa QUIC-protokollan mahdollisuuksia. TCP-pro-
tokolla ainakin nykyisella¨a¨n tuntuisi olevan merkitta¨va¨sti kattavampi ratkai-
su kuljetuskerroksen protokollaksi verkkoliikenteessa¨, kuin QUIC-protokolla.
QUIC-protokollassa on useita parannuksia kuljetuskerrokselle, mutta ka¨yta¨n-
no¨ssa¨ niiden toimivuuden osoittaminen ainakin toistaiseksi on ja¨a¨nyt jonkin
verran kyseenalaiseksi. Riippumattomia QUIC-protollan ka¨yta¨nno¨n testitu-
loksia on toistaiseksi julkaistu hyvin va¨ha¨n. Testaaminen ja¨tta¨a¨ varaa tu-
levaisuuden tutkimuksille. Protokollan suorituskyvyn osoittaminen erilaisis-
sa skenaarioissa HTTP/1.1, HTTP/2 -protokollien kanssa tulee osoittamaan
QUIC-protokollan todellisen suorituskyvyn nykyisessa¨ WWW-liikenteessa¨.
Esimerkiksi langattomista ympa¨risto¨ista¨ ei viela¨ ta¨ma¨n tyo¨n kirjoittamisen
aikaan ollut tarjolla ainuttakaan tehtya¨ tutkimusta. QUIC-protokolla saat-
taa korvata TCP:n WWW-liikenteen kuljetusprotokollana, tosin sekin vaa-
tii viela¨ jonkin verran kehitysta¨ QUIC-protokollaan. QUIC-protokolla tuskin
korvaa TCP:n yleisesti kuljetuskerroksen protokollana. Mahdollisuus sille,
etta¨ QUIC voisi korvata TCP:n kuljetuskerroksen protokollana vaatisi mie-
lesta¨ni ka¨yta¨nno¨ssa¨ sen, etta¨ kaikki sovelluskerroksen verkkoliikenne siirtyi-
si ka¨ytta¨ma¨a¨n HTTP-protokollaa. Googlen na¨ko¨kulmasta kaiken liikenteen
siirtyminen HTTP:n pa¨a¨lle on hyvinkin mahdollinen skenaario, minka¨ ta-
kia on ta¨ysin ymma¨rretta¨va¨a¨, etta¨ Google on la¨htenyt panostamaan QUIC-
protokollan kehitykseen.
TCP-protokolla on pitka¨aikainen ja melko hyvin kehittyva¨ ja sulautuva pro-
tokolla, joka on vuosien varrella osoittanut tarpeellista kykya¨ muuntautua
vastaamaan ympa¨risto¨n muutoksia. TCP ei va¨ltta¨ma¨tta¨ ole paras mahdol-
linen protokolla kaikelle liikenteelle, mutta se on ehdottomasti paras op-
timiointi valtaosalle liikenteesta¨. Lisa¨ksi TCP-protokolla on hyvinkin kiin-
tea¨sti juurtunut ka¨ytto¨ja¨rjestelmien ja verkkolaitteiden ytimiin, joten sen
korvaaminen, kuten QUIC:in kehitta¨ja¨tkin tunnustavat on kuljetuskerroksel-
la ka¨yta¨nno¨ssa¨ mahdotonta. Na¨hta¨va¨ksi ja¨a¨, kuinka TCP-protokolla pa¨rja¨a¨
uudistetun HTTP/2.0-protokollan kanssa. Uudessa sovelluskerroksen proto-
kollassa esitelty viestivirranhallinta saattaa aiheuttaa ylla¨tta¨via¨ ongelmia
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TCP-protokollan kannalta.
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