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Resum 
El mercat dels mini-PC cada cop té més diversitat i cada dia que passa ens trobem amb nous productes més 
barats i amb millors característiques. El seu baix cost, la facilitat de programar-los i l’ampli ventall de 
possibilitats que ens ofereixen plataformes com Raspberry Pi, Arduino... fa que usuaris sense cap mena de 
coneixements en informàtica, adquireixin un d’aquests dispositius i realitzin un petit gadget que amb poc 
temps de dedicació pot realitzar diferents tasques, com per exemple: mesurar la temperatura, la distancia, 
mostrar dades per una pantalla LCD, sensor de presencia... I és que amb poques hores d’aprenentatge o 
agafant un manual dels diferents projectes Do it Yourself (DIY), que persones desinteressades publiquen a 
la xarxa, podem replicar aparells que al mercat podrien arribar a tenir un cost elevat. 
Tot i això, la falta de coneixement tècnic fa que aquests projectes siguin vulnerables, poc eficients, tinguin 
un sobrecost innecessari i, per tant, no siguin usables en sectors professionals i estiguin relegats a un ús 
domèstic. 
Es per aquest motiu que en aquest projecte emprarem els coneixements tècnics per dotar al gadget de 
funcionalitats que faran que el dispositiu sigui apte, tant per a un ús domèstic, com per a un ús professional. 
En aquest projecte es vol controlar un motor mitjançant una aplicació Android. El motor estarà connectat a 
una Raspberry Pi que serà la que farà d’intermediari entre el motor i el dispositiu mòbil. El telèfon 
intel·ligent, mitjançant una connexió sense fils enviarà/rebrà informació de l’estat del motor i en podrà 
canviar el seu estat. 
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GLOSSARI  
Android – És un conjunt de programari per a telèfons mòbils que inclou un sistema operatiu, programari 
intermediari i aplicacions. 
AOSP (Android Open Source Project) – Es refereix a les persones, processos, codi font que compon el 
sistema operatiu d’Android. 
AP (Access Point) – És un dispositiu que interconnecta dispositius de comunicació sense fils per forma una 
xarxa sense fils. 
Arduino – És una plataforma de Hardware lliure basada en una placa amb un microcontrolador i un entorn 
de desenvolupament, dissenyat per facilitar l’ús de la electrònica en projectes multidisciplinaris. 
CA (Certificate Authority) – És una entitat de confiança, responsable d’emetre i revocar els certificats 
digitals o certificats, utilitzats en la signatura electrònica, amb els quals s’empra la criptografia de clau 
pública. 
CSR (Certificate Signing Request) – És un missatge enviat des d’un sol·licitant a una autoritat certificadora 
per tal de demanar un certificat d’identitat digital. 
DES (Data Encryption Standard) – Mètode de xifratge de dades. 
DHCP (Dynamic Host Configuration Protocol) – És un protocol de xarxa que permet als nodes d’una xarxa 
IP obtenir els seus paràmetres de configuració automàticament. 
DIY (Do It Yourself) – És la pràctica de la fabricació o reparació de coses per un mateix. 
GPIO (General-purpose input/output) – És un pin genèric en un xip, el comportament del qual es pot 
controlar per l’usuari en temps d’execució. 
IDE (Integrated Development Environment) – És una eina informàtica per al desenvolupament de 
programari de manera còmode i ràpida. Agrupa diferents funcions en un sol programa, habitualment: editor 
de codi, compilador, depurador i un programa de disseny d’interfície gràfica. 
IP (Internet Protocol) – És un protocol no orientat a connexió usat tant per l’origen com per la destinació 
de la comunicació de dades a través d’una xarxa de paquets commutats no fiable de millor lliurament 
possible sense garanties. 
Java – És un llenguatge de programació orientat a objectes que va ser creat l’any 1995 per la companyia 
Sun Microsystems. 
MAC (Message Authentication Code) – És una porció d’informació utilitzada per autenticar un missatge. 
OSI (Open Systems Interconnection) – És el model de referència d’Interconnexió de Sistemes Oberts. 
Proporciona als fabricants un conjunt d’estàndards que van assegurar una major compatibilitat i 
interoperabilitat entre els diferents tipus de tecnologia de xarxa.  
PKI (Public Key Infrastructure) – És una combinació de hardware i software, polítiques i procediments de 
seguretat que permeten l’execució amb garanties d’operacions criptogràfiques com el xifrat o la firma 
digital. 
PWM (Pulse With Modulation) – És una tècnica en la que es modifica el cicle de treball d’una senyal 
periòdica. 
Python – És un llenguatge de programació d’alt nivell de propòsit general. 
Raspberry Pi – És una placa computadora de baix cost, desenvolupada al Regne Unit per la Fundació 
Raspberry Pi, amb l’objectiu d’estimular l’ensenyament de ciències de la computació a les escoles. 
RISC (Reduced Instruction Set Computer) – Tipus de microprocessador que reconeix un nombre típicament 
reduït d’instruccions de codi maquina. 
RSA (Rivest, Shamir y Adleman) – Algorisme de xifrat de clau pública. 
SBC (Single Board Computer) – És un ordinador complet construït en una placa de circuit imprès i aquesta 
és de mida reduïda. 
SDK (Software Development kit) – És un conjunt d’eines de desenvolupament de programari que permet 
al programador crear aplicacions per a un sistema concret. 
SoC (System-on-a-chip) – Tecnologia de fabricació que integra tot o gran part dels components d’un 
ordinador o qualsevol altre sistema informàtic o electrònic en un únic xip. 
Socket – Designa un concepte abstracte pel qual dos programes poden intercanviar qualsevol flux de dades, 
generalment de manera fiable i ordenada. Tot socket està definit per una adreça de socket. L’adreça de 
socket és una combinació de tres elements: una adreça IP, un protocol de transport i un número de port. 
SSL/TLS (Secure Sockets Layer/Transport Layer Security) – Són uns protocols que ofereixen 
comunicacions segures a Internet mitjançant l’encriptació de dades. 
TCP (Transmission Control Protocol) – És un protocol orientat a la connexió dintre del nivell de transport 
del model OSI que permet l’entrega de paquets de manera fiable. 
XML (eXtensible Markup Language) – És un metallenguatge extensible, d’etiquetes. 
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1 Introducció 
La implantació dels telèfons intel·ligents a gran part de la societat, l’aparició dels Single Board Computer 
(SBC), i el baix cost que tenen aquests dispositius ha afavorit a que proliferin projectes molt diversos. 
Aquests dos dispositius per separat tenen infinites aplicacions tot i que han estat realitzats per a unes 
finalitats determinades i, per tant, tenen limitacions. Ara bé, que succeeix si unim les característiques d’un 
amb les de l’altre? Doncs que les limitacions es redueixen. Per tant, per una part tenim uns dispositius creats 
per ser portables, realitzar trucades, connectables a Internet, i amb els que podem desenvolupar aplicacions 
pròpies usant totes les característiques del hardware que incorporen i, per l’altre, tenim dispositius 
programables, dissenyats per realitzar tasques mitjançant els diferents microcontroladors de que disposen, 
afegint la possibilitat de connectar diferents components electrònics amb els que poder interactuar, 
connectables a la xarxa i a diferents perifèrics (teclats, ratolins, monitors...). 
Amb aquesta unió de característiques i el baix cost, no és d’estranyar que des de multinacionals a persones 
que no tenen cap mena de noció en tecnologia, s’atreveixin a endinsar-se en aquest món ja sigui de forma 
comercial o privada. 
1.1 Descripció 
Aquest projecte pretén controlar la velocitat i l’estat d’un motor connectat a un circuit que fa de pont i que 
aïlla la Raspberry del motor. El control i monitoreig es realitza amb una aplicació desenvolupada en Python 
i que córrer sobre la Raspberry Pi. Per tal de controlar la velocitat del motor, utilitzarem polsos elèctrics 
(PWM). Per a que un usuari pugui modificar la velocitat de forma manual s’ha desenvolupat una aplicació 
per a Android que connecta amb la Raspberry utilitzant una connexió TCP/IP segura, amb la que també es 
pot comprovar l’estat del motor en temps real. 
Per tant, aquest projecte el podem separar en 3 blocs: 
1.1.1 Disseny i construcció d’un circuit 
Aquest circuit fa de pont entre la Raspberry Pi i el motor, de tal forma que cada circuit té el voltatge requerit, 
d’aquesta manera no malmetem cap dels dispositius que interactuen. 
1.1.2 Aplicació Python 
Aquesta aplicació s’executa sobre la Raspberry Pi i permet: 
 Controlar mitjançant la modulació per ample de polsos (PWM) la velocitat del motor. 
 Controlar la velocitat del Motor. 
 Rebre consignes de l’aplicació Android. 
 Respondre les consignes enviades des de l’aplicació Android. 
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1.1.3 Aplicació Java 
Aquesta aplicació s’executa sobre Android i permet: 
 Monitoritzar l’estat de la connexió. 
 Monitoritzar la velocitat del motor en temps real. 
 Modificar la velocitat en temps real. 
 Mantenir viva la connexió 
1.2 Objectius 
L’objectiu d’aquest projecte és controlar la velocitat d’un motor mitjançant un mòbil intel·ligent. A més, 
en cas que hi hagi una variació en l’estat del motor degut a un factor extern, s’haurà de corregir. Per a les 
accions de comunicació caldrà dissenyar un protocol de comunicació que sigui estable i segur. A 
continuació els objectius als que es vol arribar en aquest projecte:  
Taula 1.1 Objectius del projecte. 
Crear un circuit que faci de pont i aïlli la Raspberry Pi del motor. 
Crear aplicació-servidor que controli el motor i rebi/respongui les peticions rebudes. 
Crear aplicació-client que enviï consignes a l’aplicació servidor per modificar/conèixer 
l’estat del motor. 
Control precís de la velocitat mitjançant el control Proporcional Integral Derivatiu (PID)  
Realitzar les comunicacions de forma segura utilitzant protocol SSL/TLS 
Mantenir els dispositius connectats. 
 
1.3 Motivacions 
Sempre m’ha agradat l’electrònica i la informàtica, de petit em fascinava com familiars i amics obrien 
qualsevol aparell electrònic que teníem espatllat i l’arreglaven. Ara, a més a més, amb els avantatges 
d’aquests mini ordinadors, els telèfons intel·ligents i molts altres dispositius, pots crear-ne de nous i a mida 
per cobrir necessitats personals o d’ús comercial. A les xarxes en podem trobar una gran quantitat 
d’exemples en blocs, vídeos... aparells que un mateix pot muntar a casa. 
Feia temps que volia realitzar algun projecte amb Arduino, Raspberry Pi... en diferents blocs sempre he 
llegit moltes noticies relacionades amb aquests dispositius i va ser en el moment de plantejar-me el PFC 
que vaig decidir ampliar els meus coneixements en aquestes plataformes. Després de meditar-ho, la 
conjunció entre un SBC i una plataforma Android ho vaig trobar encara més interessant i actual. Va ser 
llavors quan vaig decidir anar cap al departament d’Enginyeria de Sistemes, Automàtica i Informàtica 
Industrial (ESAII) i plantejar-los de realitzar un projecte amb aquests dos elements.   
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1.4 Aplicacions 
Les aplicacions d’aquest projecte poden ser de caràcter empresarial, privat i pedagògic i es pot usar en tots 
aquells elements que necessiten regular la velocitat d’un motor i conèixer el seu estat en temps real, ja sigui 
amb o sense una bona precisió. 
Alguns exemples: 
 Ventiladors 
 Jocs varis (Scalextric, Trens....) 
 Cintes Transportadores 
 Maquinaria industrial 
A més a més, el podem usar de referent per a realitzar projectes més complexos, ja sigui per controlar més 
d’un motor en ambdós sentits o modificant el projecte per controlar altres components (sensors de 
temperatura, de distancia...). 
També cal destacar la possible funció pedagògica, ja que al utilitzar diverses tecnologies que he estudiat a 
la Universitat, es podria utilitzar en laboratoris com a exemple pràctic de diferents funcionalitats com és el 
cas de les connexions segures, control PID, control PWM. 
  
4  Arquitectura 
 
2 Arquitectura 
En aquest capítol s’explicarà tot allò que fa referència a l’aspecte Hardware i Software que s’ha utilitzat 
per desenvolupar el projecte. Es farà un anàlisi de les diferents opcions que hi ha actualment en el mercat i 
es triarà, d’entre elles, l’opció que millor s’adapti als objectius del projecte. 
2.1 Hardware 
Com s’ha avançat anteriorment, el projecte corre sobre la Raspberry Pi i un telèfon mòbil intel·ligent amb 
sistema operatiu Android. Aquests dos elements es comunicaran mitjançant una connexió sense fils que en 
el cas de la Raspberry Pi ve donada per un adaptador Wireless que farà de punt d’accés. A més cal destacar 
que s’ha hagut de dissenyar una placa per tal de poder connectar el motor a la Raspberry Pi. A continuació 
es detallaran les característiques i les tasques que desenvolupen els elements anteriors. 
2.1.1 Estructura Global 
En la Il·lustració 2.1 es detalla l’estructura global del projecte. En ella observem com es realitzen les 
diferents comunicacions entre dispositius. El funcionament és molt simple: 
1. Telèfon mòbil – Raspberry Pi: L’usuari envia una consigna mitjançant el telèfon mòbil a la 
Raspberry Pi. 
2. La Raspberry Pi rep la consigna i la processa. 
3. En cas que la consigna ho requereixi, Raspberry Pi modificarà l’estat del motor. 
4. En cas que la consigna ho requereixi, Raspberry Pi respondrà amb la dada sol·licitada 
 
Il·l 2.1 Estructura del Hardware. 
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2.1.2 Raspberry Pi 
Aquest SBC ha marcat un abans i un després dins d’aquest segment. El baix cost i les característiques 
tècniques el fan una de les millors opcions per crear diferents dispositius capaços de realitzar una gran 
varietat de tasques. Segurament la popularitat que té es deu a la seva gran comunitat, que està més activa 
que mai. Revistes, blocs, manuals, projectes, fòrums especialitzats.... un sense fi de material on es pot trobar 
resposta a tots els dubtes que un pugui tenir. Cal dir que aquets dispositius, com en el cas de la major part 
de la tecnologia, avança ràpidament i avui ja tenim opcions més potents a un cost semblant (Annex A).  
Raspberry Pi compte amb dues versions, A i B. En la Taula 2.1 es poden observar les característiques 
d’ambdós SBC. La base és la mateixa, tot i que el model A perd el port Ethernet, un connector USB i 
disminueix la memòria RAM a 256, però aquesta retallada en els components es tradueix també en un cost 
més baix. 
Taula 2.1 Característiques del Models de la Raspberry Pi. 
 Model A Model B 
Preu 25$ 35$ 
SoC Broadcom BCM2835 (CPU + GPU + DSP + SDRAM + port USB) 
CPU ARM 1176JZF-S a 700MHz (família ARM) 
Joc d’instruccions RISC de 32 bits 
GPU 
Broadcom VideoCore IV, OpenGL ES 2.0, MPEG-2 i VC-1(amb 
llicencia), 1080p30 H.264/MPEG-4 AVC 
Memòria (SDRAM) 256MB (compartits amb la GPU) 
512MB (compartits amb la GPU) 
des del 15 d’octubre de 2012 
Ports USB 2.0 1 2 (mitjançant hub USB integrat) 
Entrades de vídeo 
Connector MIPI CSI que permet instal·lar un mòdul de càmera 
desenvolupat per la Raspberry Pi Fundation(RPF) 
Sortides de vídeo 
Connector RCA (PAL i NSTC), HDMI (rev1.3 i 1.4), interfície DSI 
per a panell LCD 
Sortides d’àudio Connector de 3.5mm, HDMI 
Emmagatzematge 
integrat 
SD / MMC / ranura SDIO 
Connectivitat de xarxa Cap 
10/100 Ethernet(RJ-45) 
mitjançant hub USB 
Perifèrics de baix nivell 8 x GPIO, SPI, I2C,  UART 
Consum Energètic 500mA, (2’5W) 700mA, (3’5W) 
Font d’alimentació 5V mitjançant MicroUSB o GPIO header 
Dimensions 85’60mm x 53’98mm 
Sistemes Operatius 
suportats 
GNU/Linux: Debian(Raspbian), Fedora(Pidora), Arch Linux(Arch 
Linux ARM), Slackware Linux. 
RISC OS 
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El model de la Raspberry Pi que s’ha utilitzat ha estat el B. La primera raó per la qual s’ha escollit el model 
més complert ha estat per aquest mateix motiu, moltes connexions que ens ajuden a desenvolupar d’una 
forma més còmode, per altra banda, utilitzant aquest model sabem que el rendiment serà superior i serà més 
fàcil de realitzar futures actualitzacions. Per últim, el departament d’ESAII ja comptava amb plaques 
d’aquest tipus. A la Il·lustració 2.2 es pot veure l’esquema de la placa. 
 
Il·l 2.2 Esquema Raspberry Pi Model B. 
La SBC serà la base d’operacions d’aquest projecte. Haurà de fer la funció d’un servidor, és a dir, haurà 
d’estar permanentment esperant per rebre i enviar la informació que se sol·liciti. A més a més, també serà 
l’encarregada de modificar i mantenir la velocitat del motor sota demanda de l’usuari. 
Com hem vist a la taula anterior, allò que fa a la Raspberry tan especial són els perifèrics de baix nivell: 
GPIO, SPI, I2C i la UART. Diferents connexions que ens permeten connectar diferents components 
electrònics i controlar-los. En aquest cas, utilitzarem el perifèric GPIO per tal de controlar el motor. També 
utilitzarem el connector USB per a connectar un adaptador Wireless que permetrà la connexió entre el 
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telèfon Android i la placa, i el connector Ethernet per tal de connectar amb la Consola de la Raspberry Pi 
per programar-la. 
2.1.2.1 Font d’alimentació 
Com tot ordinador, aquest també necessita d’una font d’alimentació per funcionar. La Raspberry Pi té un 
port microUSB per tal de subministrar-li la energia. El model B, requereix d’una font d’alimentació que li 
subministri entre 700mA i 1A.   
2.1.2.2 GPIO 
De tots els connectors que hi ha a la placa per tal d’utilitzar els diferents perifèrics de baix nivell, només 
s’han utilitzat els d’Entrada/Sortida de Propòsit General (GPIO). Tots aquests pins són programables com 
entrada o sortida. Per controlar el motor es configurarà un de sortida, que serà l’encarregat de modificar la 
velocitat del motor excitant-lo i un d’entrada, que servirà per consultar l’encoder i verificar la velocitat del 
motor. 
Tot i que hi ha 26 pins, la Raspberry Pi té una limitació en el corrent que pot oferir pels pins, i per tant, no 
es poden utilitzar tots simultàniament. Cada pin pot subministrar des de 2mA fins a 16mA, ara bé, la suma 
de la corrent entre tots els pins actius no pot excedir de 50mA. En el cas d’aquest projecte, com només fem 
ús de 2 pins no hi haurà cap problema. En la Il·lustració 2.3 es pot veure les dues revisions que hi ha al 
mercat i les seves diferencies, les que hi ha al departament són de la última revisió (rev. 2). 
 
Il·l 2.3 Connexions perifèrics baix nivell. 
A més a més, a part d’utilitzar els pins de GPIO, necessitarem un pin amb tensió de 3’3V, un altre de 5V i 
una presa de terra. Aquests pins serviran per modificar i verificar la velocitat del motor. Cal esmentar que 
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els pins GPIO configurats com a Entrada, no accepten tensions superiors a 3’3V, en cas de tensions per 
sobre del màxim permès, cremaria els circuits de la placa. Més endavant, en l’apartat del circuit parlarem 
on van connectats aquests pins. 
2.1.3 Adaptador Wi-Pi 
Per realitzar les comunicacions amb el telèfon mòbil es farà us d’un adaptador sense fils compatible. Una 
de les grans avantatges de la Raspberry i que la fa àmpliament configurable, és la possibilitat d’executar 
diverses distribucions Linux adaptades. És per aquets motiu que tenim un ventall bastant divers de perifèrics 
compatibles, entre ells l’adaptador Wi-Pi, que serà l’encarregat de permetre la connexió entre la Raspberry 
i el telèfon mòbil intel·ligent que també haurà de comptar amb una connexió Wifi o Internet. 
 
Il·l 2.4 Adaptador Wireless Wi-Pi. 
Linux permet configurar l’adaptador de dues formes diferents. Per una part, com a Punt d’Accés (AP) i per 
l’altre com antena Wifi. De l’usuari en depèn la configuració. Per portar a terme aquest projecte s’ha 
configurat com AP, d’aquesta manera podem treballar amb la Raspberry i connectar-nos a ella des de 
qualsevol indret i sense tenir connexió a Internet. En el capítol de Software s’explicarà amb detall com 
configurar aquest adaptador. 
Taula 2.2 Especificacions Wi-Pi. 
Especificacions 
Interfície física USB 2.0 
Estàndards IEEE 802.11n/g/b 
Velocitat de transmissió 
11b: 1/2/5.5/11Mbps 
11g: 6/9/12/18/24/36/48/54Mbps 
11n: + de 150Mbps 
Rang de treball 2.4 ~ 2.4835GHz 
Canals de treball 1 ~ 13 
Potencia de transmissió 20dBm(max) 
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2.1.4 Circuit 
Com es pot veure en l’estructura global del projecte de la Il·lustració 2.1, necessitem dissenyar una placa 
per connectar la Raspberry Pi amb el motor. No és cap caprici construir aquesta placa, hi ha diverses raons 
que fan necessària la seva construcció: 
 El motor necessita 12V i un mínim de 150mA per funcionar, la Raspberry Pi només pot oferir una 
tensió màxima de 5V i un corrent màxim de 16mA. 
 Els pins de la Raspberry Pi només permeten una entrada de 3.3V, mentre que la sortida de l’encoder 
del motor és de 5V o més. 
 Aïllar la Raspberry Pi del circuit del motor per no malmetre-la en cas de pujades de tensió 
inesperades. 
2.1.4.1 Disseny del circuit 
Per a dissenyar el circuit s’han de tenir en compte totes les limitacions que tenen tots els components. Com 
s’ha comentat anteriorment, el gran problema de la Raspberry Pi són les tensions baixes amb les que 
treballa, tant les d’entrada com les de sortida. És per aquest motiu que s’han hagut de cercar alternatives 
per tal de fer front a la tensió de 12V que necessita el motor i a l’entrada dels 5V que provenen de l’encoder 
cap a la Raspberry Pi que serveixen per calcular la velocitat. 
Per fer funcionar el motor es necessita una font externa que subministri 12V de tensió i 150mA, valors que 
no pot oferir el miniPC. Ara bé, aquesta font connectada a la Raspberry Pi malmetria els seus circuits, per 
tant, s’haurà d’aïllar el circuit del motor amb el de la Raspberry. 
A més, la tensió que necessita l’encoder per funcionar de 5V no és cap problema, ja que com hem dit 
anteriorment, el miniPC té 2 pins que poden oferir 5V. El problema de l’encoder és la tensió de sortida, 
aquesta és també de 5V i hauria d’anar connectada a un pin de la Raspberry. Com que els ports GPIO només 
permeten una tensió d’entrada de 3.3V s’haurà de buscar una alternativa que permeti la connexió. Com es 
mostra en la Il·lustració 2.5, s’han contemplat 4 alternatives per tal de reduir la tensió i aïllar els circuits. 
1. Divisor de tensió: permet reduir la tensió d’entrada a una fracció d’aquesta. 
2. Díode rectificador: els díodes tenen una resistència a la tensió, per tant, la suma d’aquest resistència 
disminueix la tensió de sortida. 
3. Díode Zener: és un tipus especial de díode preparat per treballar a la zona inversa. Quan s'arriba a 
la denominada tensió Zener en polarització inversa, davant un augment del corrent a través del 
díode, aquest manté la tensió constant entre els seus terminals dins de certs marges. 
4. Optoacoblador: Aquesta opció aïlla totalment el circuit de la banda esquerra amb el de la dreta. A 
més permet tenir dues fonts i tenir la mateixa tensió a l’entrada i sortida. 
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Il·l 2.5 Opcions per reduir/aïllar la tensió i els circuits. 
Finalment s’ha triat l’optoacoblador, ja que aquesta és la única solució que aïlla els diferents circuits i, per 
tant, podem afirma que la Raspberry Pi no es malmetrà per una pujada de tensió, ja que la única tensió que 
hi arribarà serà la seva. 
Tenint en compte que finalment s’utilitzaran els optoacobladors per aïllar els diferents circuit, tot circuit 
haurà de comptar amb la seva pròpia font, que podran ser externes, com en el cas del motor o provenir 
directament de la Raspberry Pi en els casos que és necessiti 5V o menys. 
En els següents apartats es parlarà detingudament de tots els components que formen part del circuit. En la 
Il·lustració 2.6 observem com queda el circuit final. 
 
Il·l 2.6 Esquema electrònic del circuit. 
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2.1.4.2 Material necessari 
Pel muntatge de la placa es necessiten diversos components electrònics que ha subministrat el departament 
d’ESAII. La llista és la següent: 
 1 x Placa perfboard 
 2 x Resistències 100Ω 
 1 x Resistència 1K Ω 
 2 x Optoacobladors 4N26 
 1 x Transistor IRFB3306 
 1 x Díode 1N4007 
 Regleta de pins 2x10 
 2 x connector de 2 pins 
 1 x connector de 4 pins 
2.1.4.2.1 Placa 
Per construir un circuit és imprescindible la placa o una base sobre la que soldar els diferents components 
que s’utilitzaran. Hi ha diversos tipus de placa: perfboard, stripboard, protoboard... La placa que s’utilitzarà 
en aquest projecte és la perfboard. La tria d’aquesta placa es deu a que els forats de la placa no estan 
connectats entre si, cosa que facilita poder crear un circuit amb més llibertat. Tot seguit hi ha la Il·lustració 
2.7 on es mostra una placa d’aquest tipus. 
 
Il·l 2.7 Placa perfboard. 
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2.1.4.2.2 Resistència 
La resistència és un component electrònic de dos terminals que ofereix resistència al pas del corrent elèctric, 
d’acord amb la Llei d’Ohm1. [1] En aquest cas, necessitarem 4 resistències. Les resistències, a part d’oferir 
la resistència del corrent també serveixen per garantir un estat lògic alt o baix, és a dir, garantir un 1 (pull-
up) o un 0 (pull-down) a la sortida. En la Il·lustració 2.8 es poden observar els circuits per garantir aquests 
estats. 
 
Il·l 2.8 Resistències en pull-up i pull-down. 
Com hem dit anteriorment, la Raspberry Pi pot oferir una tensió de com a màxim 3.3V o 5V, per tant, s’han 
utilitzat resistències amb valor de resistència baix: 3 de 100Ω i una de 1 KΩ. Totes tenen la funció de 
garantir un 0 (pull-down). En la Il·lustració 2.9 es pot veure les resistències utilitzades amb el codi de colors 
corresponents (Annex B). 
 
 
Il·l 2.9 Resistències de 100Ω i 1KΩ. 
 
                                                   
1 La llei d’Ohm estableix que el corrent que travessa un circuit elèctric és directament proporcional a la diferencia de 
potencial que hi ha entre els seus extrems i inversament proporcional a la resistència del circuit: I = V / R 
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2.1.4.2.3 Díode 1N4007 
En electrònica, un díode és un dispositiu electrònic no lineal i polaritzat format per dos elèctrodes actius 
(ànode i càtode). El seu funcionament es pot extrapolar al d’una vàlvula hidràulica; així com una d’aquestes 
vàlvules antiretorn només deixen passar l’aigua en un sol sentit, un díode només deixa circular el corrent 
elèctric en un únic sentit i el bloqueja en el sentit contrari restringint el moviment dels electrons. En la 
Il·lustració 2.10 esta dibuixat el díode i el símbol del component elèctric. [2] 
 
Il·l 2.10 Díode i símbol electrònic. 
Com s’ha esmentat anteriorment, el que es vol és un circuit segur per als diferents elements significatius 
que composen el circuit, per aquest motiu hem volgut protegir el motor de les sobrecàrregues que poden 
ser provocades per la interrupció sobtada del corrent elèctric. Com mostra la Taula 2.3 (Annex C), aquest 
díode permet una tensió i corrent màxim de 1000V i 1A respectivament.    
Taula 2.3 Especificacions díode 1N4007. 
Especificació Símbol 1N4007 Unitat 
Tensió inversa repetitiva de pic VRRM 1000 V 
Tensió inversa de pic 
d’operació 
VRWM 700 V 
Tensió de bloqueig en cc VR 1000 V 
Mitjana de corrent rectificat 
amb polarització directe 
I0 1 A 
 
Per tant, assegurem que el motor no es veurà perjudicat en cas d’una sobrevoltatge puntual ja que aquest 
serà absorbit pel díode que deixarà passar el corrent evitant la pujada de tensió per tal de no danyar el 
circuit. En la Il·lustració 2.11 es pot veure com està connectat el díode en el circuit. 
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Il·l 2.11 Part del circuit on es troba el díode. 
2.1.4.2.4 Optoacoblador 4N26 
Els optoacobladors són components electrònics que aïllen elèctricament els circuits als quals estan 
connectats. Consten d’un encapsulat dins del qual hi ha un díode LED d’infrarojos (RED) i un component 
receptor de llum com un fotodíode o fototransistor. En la Il·lustració 2.12 es pot veure la forma i el símbol 
electrònic que té. [3] 
 
Il·l 2.12 Optoacoblador de 6 pins i símbol electrònic. 
La Raspberry Pi és molt sensible i qualsevol pertorbació o sobrevoltatge podria malmetre els circuits, és 
per aquest motiu que s’han utilitzat dos optoacobladors, d’aquesta manera ens assegurem que la Raspberry 
Pi quedi totalment aïllada de les fons d’alimentació externes i que només rebi la tensió requerida. Un dels 
optoacobladors és per aïllar la Raspberry del motor i l’altre per aïllar l’encoder de la Raspberry. En la 
Il·lustració 2.13 hi ha els esquemes de com s’han aïllat. 
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Il·l 2.13 A l'esquerra l'optoacoblador utilitzat per l'encoder i a la dreta l'utilitzat per controlar el motor. 
Cal remarcar que degut al baix voltatge que poden oferir els pins de la Raspberry Pi, s’ha triat un 
optoacoblador amb unes limitacions que fan inviable connectar-hi el motor directament, per tant, com es 
veurà en el proper apartat, caldrà un circuit intermedi que connecti aquests dos elements. En la Taula 2.4 
es poden veure les especificacions del optoacobladors (Annex D). 
Taula 2.4 Especificacions Optoacoblador 4N26 
Especificació Símbol Valor Unitat 
Voltatge d’entrada VR 3 V 
Entrada de corrent IF 60 mA 
Voltatge de sortida VCEO 30 V 
Tensió d’aïllament VISO 7500 Vac(pk) 
 
2.1.4.2.5 Transistor IRFB3306 
El transistor és un components electrònic semiconductor d’estat sòlid que s’utilitza com a amplificador o 
com a commutador, i té tres terminals que s’anomenen col·lector, base i emissor. Físicament, la base sempre 
està entre l’emissor i el col·lector: un petit corrent o voltatge aplicat a un dels terminals controla el corrent 
als altres dos. El transistor és el component principal de tota l’electrònica moderna i pedra angular dels 
dispositius electrònics moderns, i s’utilitza en ràdio, telefonia, ordinadors i altres sistemes electrònics. [4] 
En la Il·lustració 2.14 es pot veure un exemple d’un transistor i el seu símbol electrònic. 
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Il·l 2.14 Exemple de Transistor i símbol electrònic 
Els optoacobladors que s’han utilitzat, tot i tenir unes limitacions no tan restrictives com la Raspberry, 
també estan limitats i per tant, s’ha hagut d’utilitzar un component que aïlli i permeti el pas del voltatge 
requerit pel motor de 12V. En aquest cas s’ha optat pel transistor, el qual quan se li aplica un voltatge pel 
pin anomenat Gate, permet el pas de corrent entre el pin Source cap al Drain. Com es pot observar en la 
Taula 2.5, es pot comprovar que les especificacions són bastant més flexibles que les del Optoacoblador. 
(Annex E) 
Taula 2.5 Especificacions transistor IRFB3306 
Especificacions Símbol Valor Màxim Unitat 
Tensió de ruptura 
D-S 
VDSS 60 V 
Tensió màxima en 
G 
VGS 20 V 
Resistència entre D-
S 
RDS(on) 
 
3.3 mΩ 
4.2 mΩ 
Límit corrent 
Silicona 
ID 160 A 
Límit corrent 
encapsulat 
ID 120 A 
 
2.1.4.3 Construcció de la placa 
A més del material citat anteriorment, per tal de soldar el circuit caldrà disposar d’estany i un soldador. Hi 
ha diverses formes de muntar un circuit, depenent de la forma seleccionada i la destresa que un tingui pot 
quedar més o menys professional. En el cas d’aquest projecte s’ha construït el circuit manualment, agafant 
la placa perfboard i soldant els components un a un. En la Il·lustració 2.15 podeu veure la part soldada de 
la placa. 
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Il·l 2.15 Part de la placa on s'han soldat els components 
La Il·lustració 2.16 mostra la cara de la placa on es veuen els components. Com es pot observar hi ha molt 
espai lliure, per tant, aquesta placa si es fabriques en sèrie es podria reduir molt en dimensions. 
 
Il·l 2.16 Placa per la cara del components 
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2.1.5 Motor EMG30 
Per poder verificar la velocitat del motor i donar-li més o menys potència en cas que no estigui girant a la 
velocitat demandada per l’usuari, cal que el motor compti amb un encoder. En aquest cas, podem optar per 
un encoder independent al motor o un motor que ja disposi d’un encoder. El motor adquirit compta ja amb 
un encoder propi que redueix el seu cost final i la fa la solució més econòmica. El motor que s’ha triat ha 
estat un EMG30, comparant amb altres, aquest era el que millor relació qualitat/preu tenia. En la Il·lustració 
2.17 es mostra la imatge del motor. 
 
Il·l 2.17 Motor EMG30 
En les taules 2.6 i 2.7 es poden veure les característiques tècniques del motor i les possibles connexions 
de que disposa. 
Taula 2.6 Especificacions motor EMG30. 
Especificacions 
Tensió Nominal 12V 
Força 1’5Kg/cm 
Velocitat Nominal 170rpm 
Corrent Nominal 530mA 
Velocitat sense càrrega 216rpm 
Corrent sense càrrega 150mA 
Corrent de parada 2.5A 
Potencia Nominal 4.22W 
Comptador del codificador 360 polsos/volta 
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Taula 2.7 Significat dels colors del connector. 
Color cable Tipus de connexió 
Porpra 
Senyal de sortida del sensor Hall del 
codificador B 
Blau 
Senyal de sortida del sensor Hall del 
codificador A 
Verd Presa de terra per als sensors Hall 
Marró Alimentació Vcc per als sensors Hall 
Vermell +VDC per la alimentació del motor 
Negre 
Presa de terra per la alimentació del 
motor 
 
2.1.6 Telèfon mòbil intel·ligent 
Com s’ha dit anteriorment, per a que una persona pugui modificar la velocitat del motor, ens cal un mòbil 
intel·ligent amb sistema operatiu Android v2.4+. Cal que aquest dispositiu també disposi d’Internet o porti 
integrada una antena WiFi. Per sort, la majoria d’aquests dispositiu compten amb totes dues opcions. 
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3 Software 
En aquest capítol es començarà realitzant un anàlisi sobre les eines que utilitzarem en el desenvolupament 
i parlarem també del disseny de les aplicacions. En el segon apartat s’explicarà com configurar l’entorn 
Raspbery Pi per tal que el projecte es pugui portar a terme satisfactòriament i es comentarà quins han estat 
els passos per al desenvolupament de l’aplicació sobre aquesta plataforma. A més, es configurarà l’entorn 
Android i es comentarà el codi de l’aplicació desenvolupada. Finalment, s’ha afegit un apartat on es parlarà 
de la connexió SSL/TLS. 
3.1 Anàlisi i Disseny 
Per a desenvolupar aquest projecte, necessitem programar dues aplicacions. Una d’elles ha d’executar-se 
sobre la Raspberry Pi, i l’altre sobre un telèfon mòbil amb OS Android v2.3+. En el cas del programa sobre 
Android, hi ha diverses opcions a l’hora de programar una aplicació. Al estar basat en Linux, és compatible 
amb els llenguatges més usats: C, C++, Java.... Però la realitat és que Google ha potenciat la programació 
amb Java aportant una eina de desenvolupament de Software (SDK) molt senzilla d’utilitzar. Cal dir que 
Android està molt ben optimitzat per a executar aplicacions d’aquest tipus. En aquest projecte, s’ha escollit 
Java per programar sobre Android. La facilitat per programar en aquesta plataforma i la gran comunitat que 
li dona suport són les raons de la seva elecció.  
En el cas de la plataforma Raspberry Pi, també hi corre un sistema operatiu Linux adaptat, per aquest motiu, 
són múltiples les eines de programació que tenim per crear una aplicació. Entre elles tenim C, C++, Java, 
Python, PHP... però només ens interessen aquelles que tinguin unes llibreries estables que permetin 
programar de forma fàcil el perifèric de baix nivell GPIO. Python és un llenguatge molt fàcil d’aprendre, 
va ser per aquest motiu que la Fundació Raspberry va adoptar-lo per a l’aprenentatge i, per tant, és el 
llenguatge en el que es pot trobar més documentació. Aquesta facilitat a l’hora de programar també es 
tradueix a l’hora de picar codi, en Python necessitem picar menys codi que en C/C++ i altres llenguatges. 
Per tant, l’aplicació que es programarà sobre Raspberry serà amb Python. A continuació es pot veure una 
petita comparació enter un codi en Python i un altre en C++. 
Taula 3.1 Diferencia entre codi Python i C++ 
 
 
 
 
 
 
Python C++ 
 
t = 0 
while t < 100000000: 
 t = t + 1 
print t 
 
#include<iosteram> 
int main(){ 
int t = 0; 
while(t < 100000000) { 
 t++; 
} 
cout << t << endl; 
retorn 0; 
} 
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3.1.1 Python 
Python és un llenguatge de programació poderós i de fàcil aprenentatge. Compta amb estructures de dades 
eficients i d’alt nivell i un enfocament simple però efectiu a la programació orientada a objectes. La elegant 
sintaxi de Python i el tipus dinàmic, junt amb la naturalesa interpretada, fan d’aquest un llenguatge ideal 
per a scripting i per al desenvolupament ràpid d’aplicacions en diverses àrees sobre la major part de les 
plataformes. 
L’intèrpret de Python i l’extensa biblioteca estàndard estan a lliure disposició en forma binaria i de codi 
font per a les principals plataformes des de la seva pàgina oficial2 i aquests, poden distribuir-se lliurement. 
També conté distribucions i enllaços a molts mòduls lliures de Python de tercers, programes i eines, i 
documentació addicional. [6] 
3.1.2 Android 
Android és un conjunt de programari per a telèfons mòbils que inclou un sistema operatiu, programari 
intermediari i aplicacions. Google Inc. va comprar el desenvolupador inicial del programari, Android Inc., el 
2005. El sistema operatiu per a mòbils Android es basa en una versió modificada del nucli Linux. Google i 
altres membres de l'Open Handset Alliance3 van col·laborar en el desenvolupament i llançament d’Android.  
L'Android Open Source Project (AOSP) té l'objectiu de mantenir i continuar desenvolupant l’Android. 
Android té una gran comunitat de desenvolupadors que escriuen aplicacions ("apps") que estenen les 
funcions dels dispositius. Els desenvolupadors escriuen principalment en Java, controlant el dispositiu 
mitjançant biblioteques de Java desenvolupades per Google. 
La presentació de l'Android el 5 de novembre de 2007 es va anunciar amb la fundació de l'Open Handset 
Alliance, un consorci de 80 empreses de maquinari, programari i telecomunicacions amb l'objectiu de crear 
estàndards oberts per a dispositius mòbils. Google va llançar gran part del codi de l'Android sota la Llicència 
Apache4, una llicència de programari lliure oberta. El febrer de 2013 dominava el mercat dels telèfons 
intel·ligents amb una quota de mercat del 53%. [7] 
3.1.3  Comunicacions entre Raspberry Pi i Telèfon intel·ligent 
Per a l’enviament de dades s’utilitza el protocol TCP/IP, ja que aquest, a diferencia del protocol UDP, ens 
garanteix l’enviament/rebuda de les dades enviades entre el servidor i client. A més a més, s’ha establert 
un protocol d’enviament perquè el procés que envia les consignes segueixi executant el procés un cop 
s’asseguri que el servidor ha rebut la consigna. En la Il·lustració 3.1 i 3.2 es pot veure el protocol 
d’inicialització/parada i el d’enviament de consignes. 
                                                   
2 Pàgina oficial de Python: https://www.python.org/ 
3 Pàgina oficial de l’Open Handset Alliance: http://www.openhandsetalliance.com/  
4 Pàgina oficial Llicencies Apache: http://www.apache.org/licenses/  
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Il·l 3.1 Protocol Inicialització/Parada de connexió 
 
Il·l 3.2 Protocol de comunicació 
A més, per facilitar i garantir l’ordre en que s’envien les dades, s’ha establert un flux el qual fins que no 
s’acaba l’enviament d’una consigna, per part del client, i aquesta és confirmada per part del servidor, totes 
les demes peticions queden a l’espera, aquest bloqueig es realitza mitjançant una variable anomenada 
“blocked”. En la Il·lustració 3.3 es pot observar el diagrama de flux del procés que realitza l’enviament de 
les consignes. 
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Il·l 3.3 Diagrama de flux enviament de consigna 
Cal aclarir que en el projecte hi ha un dispositiu que fa de màster i un altre d’esclau, en aquest cas el client 
és el màster i el servidor és l’esclau. El funcionament és senzill, el client és el que envia consignes i el 
servidor les respon, però mai al revés, d’aquesta forma també s’evita complicar el codi i problemes 
d’identificació de trames. 
3.1.4 PWM 
La modulació per amplària de polsos (PWM) és una tècnica en la que es modifica el cicle de treball d’una 
senyal periòdica (una sinusoïdal o una quadrada), ja sigui per transmetre informació  través d’un canal de 
comunicació o per a controlar la quantitat d’energia que s’envia a una carrega. [8] 
En aquest cas serà la segona opció, es vol que mitjançant el control de la quantitat d’energia enviada, es 
controli la velocitat d’un motor. Aquest control es farà de forma activa mitjançant un algoritme PID del que 
en parlarem més endavant. 
La llibreria RPi.GPIO, ofereix la possibilitat d’utilitzar qualsevol dels pins GPIO per a modular el senyal 
de sortida (PWM) per software. La Raspberry Pi té un pin amb la funció de PWM per hardware, però 
aquesta funció encara no està suportada per la llibreria que s’està utilitzant. L’avantatja d’utilitzar la funció 
PWM per software és la de poder utilitzar tots els pins GPIO, la gran desavantatge és que en cas que la 
Raspberry Pi tingui molts processos que sobrecarreguin la CPU no hi ha garantia dels temps de la 
modulació, mentre que en el PWM per hardware no hi hauria aquest problema, ja que disposa d’un mòdul 
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independent de la CPU que s’encarrega exclusivament de modular. En la Il·lustració 3.4 es mostra el pin 
GPIO que té la funció de PWM. 
 
 
Il·l 3.4 Marcat en vermell el pin PWM de la interfície GPIO. 
(Imatge extreta de https://www.modmypi.com/blog/raspberry-pi-gpio-en-franais) 
En cas de voler utilitzar PWM per hardware, s’hauria d’optar per programar en un altre llenguatge que ho 
permetés, ja que les llibreries existents per a Python no ho suporten. A continuació hi ha el fragment del 
codi per a configurar la funció PWM per software sobre qualsevol dels pins GPIO.  
 
3.1.5 PID controller 
Un PID és un mecanisme de control per realimentació que calcula la desviació o error entre un valor mitjà 
i el valor que es vol obtenir, per aplicar una acció correctora que ajusti el procés. L’algoritme de càlcul del 
control PID es dóna en tres casos diferents: el proporcional, l’integral i el derivatiu. 
 Proporcional: determina la reacció de l’error actual. 
 Integral: genera una correcció proporcional a la integral de l’error, això assegura que aplicant un 
esforç de control suficient, l’error de seguiment es redueix a zero. 
 Derivat: Determina la reacció del temps en que l’error es produeix. 
self.pwm = GPIO.PWM(self.outGPIO,50) #Especifica pin de sortida i freqüència 
self.pwm.start(self.dc)   #DutyCicle 0% - Motor parat 
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Il·l 3.5 Diagrama en blocs d'un control PID. 
(Imatge extreta de http://ca.wikipedia.org/wiki/Controlador_PID) 
La suma d’aquestes tres accions és usada per ajustar al procés via un element de control com la posició 
d’una vàlvula de control o, en aquest projecte, la velocitat d’un motor per polsos elèctrics. Algunes 
aplicacions poden sol requerir d’un o dos casos dels que proveeix aquest sistema de control. Un controlador 
PID pot ser anomenat també PI, PD, P o I en l’absència de les accions de control respectives. [9] En aquest 
cas utilitzarem només la P, ja que es tracta d’un projecte simple i és suficient, però també els podríem 
incorporar, tot i que la component D té en compte el temps i, com ja hem dit anteriorment, si la CPU de la 
Raspberry està molt carregada, no es garanteix una mesura correcta. 
3.1.5.1 Proportional 
Per tal de trobar la constant adient s’ha utilitzat una aplicació (Annex F) que realitza una bateria de proves 
que comprova tant el període de temps entre execucions de l’algoritme PID, com la constant Kp. En el cas 
del temps s’han testejat des de períodes de 10 segons a 0,001 segons. Amb els extrems hi ha dos problemes, 
si el període entre execucions de l’algoritme PID és molt alt, la correcció serà molt lenta. En el cas que 
sigui molt ràpida, podria succeir que l’actualització de la velocitat fos més lenta i per tant, l’algoritme no 
funcionaria correctament, també podria generar pics deguts als canvis ràpids de velocitat i s’agafarien 
valors erronis. Per tant, s’ha d’escollir un temps baix, però que permeti que el valor de la velocitat actual 
es pugui calcular correctament.   
Per calcular la constant Proporcional, s’han fet proves mitjançant un rang comprés entre el 0.01 i el 10. 
S’ha pogut constatar que quan Kp és molt petita la correcció és mínim i per tant, el temps que es triga en 
corregir és massa elevat, en canvi, amb Kp altes es torna inestable, la velocitat varia entre valors de 
DutyCicle propers a 0 i 100 sense control. 
Les Il·lustracions 3.6, 3.7, 3.8 que hi ha a continuació mostren gràfiques amb diferents valors de Kp passant 
d’una velocitat 0 rpm a 26 rpm, a l’eix de les Y s’indica la velocitat en rpm, i a l’eix de les X el temps en 
segons: 
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Il·l 3.6 Gràfica de les constants seleccionades t: 0,26s Kp: 0,4.  
Valors de Kp baixos, precisos però molt lents. 
 
Il·l 3.7 Gràfica de les constants seleccionades t: 0,26s Kp: 0,4 
Aquests valors són els que millor resultat donen. 
 
Il·l 3.8 Gràfica de les constants seleccionades t: 0,26s Kp: 1,26.  
Valors de Kp alts, el motor s’altera. 
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Després de diverses proves, es va comprovar que el temps i la constant que millor resultat donava és el de 
la Il·lustració 3.7, amb un temps entre execució de l’algoritme PID de 0,26 segons i una constant Kp  de 
0,4. 
3.1.6 Keepalive 
Keepalive és un missatge enviat a un altre dispositiu per comprovar que segueix havent una connexió entre 
ells, o per prevenir que es trenqui aquest vincle. Tant Java com Python subministren les eines per tal de no 
perdre la comunicació en moments d’inactivitat. Amb Python es pot activar la funció keepalive un cop hem 
creat el socket amb la següent línia de codi: 
 
Amb Java, amb la següent línia després de crear el socket és suficient per activar el keepalive. En aquest 
projecte, aquesta funció s’activarà només el dispositiu Android, ja que aquest és el màster i en cas de pèrdua 
de connexió, és l’aplicació Android qui s’encarregarà de reconnectar. 
 
Es podria haver programat un keepalive propi, però tenint la aquesta funcionalitat implementada en la classe 
Socket s’ha considerat que era més òptim reutilitzar codi. 
3.2 Preparació entorn Raspberry Pi 
En els següents apartats s’explicarà com s’han instal·lat les diferents eines de desenvolupament amb les 
versions que s’han utilitzat en aquest projecte i com configurar l’adaptador sense fils per tal de poder 
connectar-nos a la Raspberry mitjançant un telèfon mòbil intel·ligent. 
3.2.1 Instal·lació Python i llibreria RPi.GPIO 
Es parteix suposant que la Raspberry Pi ja disposa de sistema operatiu, en el cas d’aquest projecte, es 
compta amb la distribució oficial Raspbian instal·lada. Si la distribució s’ha descarregat des de la font 
oficial5 ja hi ha instal·lat el paquet de desenvolupament de Python i les llibreries necessàries. En la Taula 
3.2 es mostren les versions de les eines de desenvolupament utilitzades en la plataforma d’aquest projecte 
i amb les que el codi font, proporcionat del projecte, ha de funcionar correctament. 
Taula 3.2 Versions software 
 Versió 
Kernel 3.10.25+ 
Python 3.2 
RPi.GPIO 0.5.5 
 
                                                   
5 Pàgina de descarrega de Raspbian: http://www.raspberrypi.org/downloads/  
sock.setsockopt(socket.SOL_SOCKET, socket.SO_KEEPALIVE, 1) 
sock.setKeepAlive(true); 
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En cas que s’hagi descarregat una versió Raspbian mínima, llavors haurem d’instal·lar Python i la llibreria 
GPIO introduint les següents comandes per la consola: 
 
Un cop ja tinguem instal·lades les eines de desenvolupament, s’ha de triar un editor. En el cas d’aquest 
projecte s’ha usat l’editor “nano” que ve per defecte a totes les distribucions Linux. Es pot utilitzar aquell 
que agradi més. 
3.2.2 Configuració Adaptador sense fils 
Hi ha diverses formes de configurar l’adaptador sense fils, tot dependrà de la forma com es vulgui 
connectar. Com hem dit en apartats anteriors, ens podem connectar a aquest mini ordinador mitjançant el 
port Ethernet o amb l’adaptador sense fils Wi-Pi. En aquest projecte, per qüestions de mobilitat s’ha utilitzat 
l’última opció. 
3.2.2.1 Connexió via port Ethernet 
Aquesta connexió és la més senzilla de configurar. Es necessitarà un cable RJ45 i un enrutador que tingui 
la funció de punt d’accés sense fils (AP) o tingui accés a Internet. En la Il·lustració 3.9 hi ha l’esquema de 
la connexió que s’ha de realitzar entre la Raspberry Pi i l’enrutador. 
 
Il·l 3.9 Esquema de la connexió entre Raspberry Pi i Enrutador mitjançant por Ethernet. (Imatge extreta de: 
http://blogs.arcsoftwareconsultancy.com/pi/2013/07/17/georestrictions/) 
#Actualitzem el llistat de paquets 
$ sudo apt-get update 
 
#Instalació de Python v3.2 
$ sudo apt-get install build-essential libncursesw5-dev libreadline5-dev libssl-dev libgdbm-dev libc6-dev libsqlite3-dev tk-
dev 
$ wget http://www.python.org/ftp/python/3.2/Python-3.2.tar.bz2 
$ tar -xjf Python-3.2.tar.bz2 cd Python-3.2/ 
$ ./configure –prefix=/opt/python3make 
$ sudo make install 
 
#Instalació llibreria RPi.GPIO 
$ sudo apt-get install python-dev 
$ sudo apt-get install python-rpi.gpio 
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Tan si l’enrutador és un punt d’accés sense fils com si té una connexió directe a Internet (totes dues també 
és possible), el primer que s’ha de fer és definir una adreça IP estàtica per a la tarja de xarxa de la Raspberry 
Pi. Tot seguit es mostren els passos a seguir per definir l’adreça IP. 
Abans de començar cal que es conegui el rang IP amb el que opera l’enrutador (normalment 192.168.0.1/24 
o 192.168.1.1/24). Un cop es tingui aquesta dada, llavors obrim el fitxer de configuració de les interfícies 
de xarxa. 
 
Un cop obert, s’ha de localitzar la línia següent: “iface eth0 inet dhcp”. Substituirem aquesta línia per les 
que es mostren tot seguit. On posa “address” s’ha de posar l’adreça que es vol assignar i on posa “gateway”, 
la IP de l’enrutador (la mateixa que en “address” però acabada en .1). Un cop modificat l’arxiu el desem 
prement les tecles Ctrl+X, confirmem que volem modificar el fitxer i ara ja estarà desat. 
 
Finalment reiniciarem la interfície de xarxa amb la comanda que hi ha a continuació per a que el canvi es 
faci efectiu. També podeu reiniciar el sistema operatiu, però usant la comanda ja és suficient. 
 
Un cop s’ha reiniciada la interfície de xarxa, es pot comprovar si tot ha anat bé introduint la comanda 
“ifconfig”. Si tot ha anat bé s’hauria de veure la IP que s’acaba de definir com es mostra en la Il·lustració 
3.10. 
 
Il·l 3.10 Informació donada amb la comanda "ifconfig".  
(Imatge extreta de http://www.electroensaimada.com/ip-estaacutetica.html) 
En aquest punt ja tenim la Raspberry configurada per connectar-nos mitjançant l’enrutador. En el cas que 
vulguem que simplement funcioni com a punt d’accés sense fils, normés caldrà que introduïm l’adreça IP 
a l’aplicació Android i ja podrem connectar sense problemes. En cas contrari, si volem poder a la Raspberry 
#Obrim l’arxiu interfaces 
$ sudo nano /etc/network/interfaces 
#Localitzem la línia on posa “iface eth0 inet dhcp” i la canviem per la següent: 
iface eth0 inet static 
address 192.168.1.13 
netmask 255.255.255.0 
gateway 192.168.1.1 
#Desem l’arxiu amb Ctrl+X y reiniciem les inteficies de xarxa amb al comanda següent 
$ sudo /etc/init.d/networking restart 
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via una IP pública o dit d’una altra manera, per internet, haurem de configurar l’enrutador per a que 
mitjançant un port i la IP pública de l’enrutador, redireccioni a la IP privada de la Raspberry Pi. Com 
veurem més endavant, el port que escoltarà l’aplicació el definirem nosaltres. En la Il·lustració 3.11 hi ha 
un exemple de com s’ha de configurar l’enrutador per donar accés a la Raspberry Pi des de Internet. En 
vermell hi ha el port públic d’entrada i el port privat al que s’ha de connectar i en blau la IP privada on ha 
de connectar-se. 
 
Il·l 3.11 Exemple d’un Panell de Control d'un enrutador 
3.2.2.2 Connexió via adaptador sense fils Wi-Pi 
La connexió via adaptador Wi-Pi és semblant a la del punt anterior però utilitzant una adaptador WiFi i per 
tant, s’estalvia en cablejat. A l’altre banda, haurem de tenir un punt d’accés on la Raspberry mitjançant 
l’adaptador es pugui connectar. En la Il·lustració 3.12 es pot veure l’esquema de la connexió mitjançant 
adaptador Wi-Pi. 
 
Il·l 3.12 Esquema de la connexió entre Raspberry Pi i Enrutador mitjançant adaptador Wi-Pi. (Imatge extreta de: 
http://blogs.arcsoftwareconsultancy.com/pi/2013/07/17/georestrictions/) 
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En aquest cas, al igual que en l’anterior s’haurà de definir una IP estàtica. Definim l’adreça estàtica per 
poder connectar fàcilment a la Raspberry Pi mitjançant qualsevol dispositiu, ja que en cas que no es definís, 
primer s’hauria de mirar quina IP li ha assignat l’enrutador. Tot i es podria pensar que en una xarxa privada 
no caldria, cal aclarir que és recomanable ja que aquesta pot variar. Tot seguit es mostren els passos a seguir 
per definir l’adreça IP. 
El primer que s’haurà de fer és obrir el Terminal en cas que es tingui l’entorn gràfic activat. Tot seguit 
s’haurà d’obrir el fitxer on hi ha la configuració de la interfície de xarxa. 
 
Un cop l’arxiu “/etc/network/interfaces” està obert, s’haurà de localitzar la línia següent: “iface wlan0 inet 
static”. Quan s’hagi localitzat s’han d’introduir les línies que veieu en el requadre de més a baix. On hi ha 
la “address” i la “gateway” s’ha d’introduir la IP que es vulgui assignar, recordar que el “gateway” és la 
mateixa que la “address” però acabada en “.1”. Com es pot observar, hi ha dues línies noves que serveixen 
per definir la xarxa i la clau on s’ha de connectar. A primera línia “wpa-ssid”, s’ha d’introduir el nom de la 
xarxa i en la segona “wpa-psk”, la clau que ha de donar accés. Per desar l’arxiu, s’ha de prémer Ctrl+X i 
acceptar que es vol modificar l’arxiu. Aquesta configuració només és vàlida per xarxes sense fils amb el 
protocol de seguretat WPA/WPA2. 
 
Finalment, s’ha de reiniciar la interfície perquè els canvis es facin efectius. Amb la següent comanda 
reiniciarem la interfície sense haver de reiniciar la Raspberry Pi.  
 
Un cop s’hagi reiniciat la interfície, llavors s’ha de verificar que la interfície s’hagi configurat correctament. 
Per fer la comprovació s’utilitzarà altre cop la comanda “ifconfig”. En la Il·lustració 3.13 hi ha un exemple 
de la informació que hauria d’aparèixer. 
#Obrim l’arxiu interfaces 
$ sudo nano /etc/network/interfaces 
#Localitzem la línia on posa “iface wlan0 inet dhcp” i la canviem per la següent: 
iface wlan0 inet static 
address 192.168.1.13 
netmask 255.255.255.0 
gateway 192.168.1.1 
wpa-ssid nom-xarxa 
wpa-psk clau-xarxa 
#Reiniciem les inteficies de xarxa amb al comanda següent 
$ sudo /etc/init.d/networking restart 
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Il·l 3.13 Informació donada amb la comanda "ifconfig".  
(Imatge extreta de http://www.electroensaimada.com/ip-estaacutetica.html) 
Ja tenim l’adaptador sense fils configurat i funcionant, ara només cal que configurem l’enrutador tal com 
hem fet en el subapartat anterior. La forma de connectar un telèfon mòbil amb la Raspberry Pi és exactament 
la mateixa que en l’anterior, cal que introduïm la IP publica, prèvia configuració amb l’enrutador, o la IP 
privada i tot seguit el port. Amb aquests passos, ja tindrem connexió i ja es podrà enviar ordres a la 
Raspberry Pi. 
3.2.2.3 Connexió via adaptador sense fils Wi-Pi com a AP 
En aquest apartat es vol configurar l’adaptador Wi-Pi com a punt d’accés per tal que altres dispositius s’hi 
puguin connectar sense cap enrutador, és a dir, connexió directa. Aquesta configuració segurament és la 
més complicada de portar a terme i es perd la possibilitat de connectar-te a una altre xarxa amb el mateix 
adaptador, per tant, haurem d’utilitzar un altre o utilitzar el port ethernet en cas que vulguem accés a 
Internet. En la Il·lustració 3.14 es mostra l’esquema d’aquest tipus de connexió. 
 
Il·l 3.14 Esquema de la connexió entre Raspberry Pi fent de punt d’accés i un dispositiu mòbil. (Imatge extreta de: 
http://blogs.arcsoftwareconsultancy.com/pi/2013/07/17/georestrictions/ i http://www.tuexpertoapps.com/2012/07/16/los-diez-
mejores-trucos-para-moviles-android/) 
3.2.2.3.1 Configuració IP estàtica 
Per a configurar la Raspberry Pi com a punt d’accés cal que primer definim una IP estàtica. Tot i que el 
procés és semblant al del punt anterior, hi ha un parell de canvis. Com es veu pot veure tot seguit, al fitxer 
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“/etc/network/interfaces” se li han suprimit les línies del nom de la xarxa i la clau, i a més a més, també la 
del “gateway”. També s’ha modificat la “address”, ja que ara cal que acabi en .1, ja que quan s’hagi acabat 
de configurar la Raspberry Pi , aquesta passarà a ser l’enrutador. 
 
3.2.2.3.2 Instal·lació i configuració del servidor DHCP 
Primer de tot, s’haurà d’instal·lar el servidor DHCP amb la següent comenda: 
 
En aquest punt, es poden obviar els errors quan el servidor DHCP s’inicialitzi. Ara el que caldrà és 
configurar el fitxer de configuració del DHCP, per tant, l’obrirem. 
 
Amb el fitxer obert, s’han de cercar les línies on hi posa “option domain-name”, “option domain-name-
servers” i posar-hi el caràcter “#” davant. Aquest caràcter indica que tot lo que hi hagi darrera d’aquest és 
un comentari i no es tindrà en compte. 
Seguim amb el fitxer obert i cerquem la línia on posa “authoritative”. En aquest cas, la línia estarà 
comentada, el que volem és que es tingui en compte, i per tant, eliminem el coixinet.  
 
Ara afegirem les següents línies al final de l’arxiu per tal de configurar el DHCP, com es pot observar són 
els paràmetres de la xarxa que es vol crear. Un cop haguem afegit les línies següents, s’haurà de desar 
l’arxiu prement Ctrl+X i confirmant que volem desar l’arxiu.  
 
#Localitzem la línia on posa “iface wlan0 inet dhcp” i canviem el seu contingut amb el següent 
iface wlan0 inet static 
address 192.168.1.1 
netmask 255.255.255.0 
$ sudo apt-get install isc-dhcp-server 
$ sudo nano /etc/dhcp/dhcpd.conf 
authoritative; 
subnet 192.168.42.0 netmask 255.255.255.0 { 
range 192.168.42.10 192.168.42.50; 
option broadcast-address 192.168.42.255; 
option routers 192.168.42.1; 
default-lease-time 600; 
max-lease-time 7200; 
option domain-name “local”; 
option domain-name-servers 8.8.8.8 8.8.4.4; 
} 
#option domain-name “exemple.org” 
#option domain-name-servers ns1.example.org, ns2.example.org; 
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Tot seguit configurarem l’arxiu isc-dhcp-server que defineix quin adaptador rebrà les peticions DHCP de 
la xarxa que em configurat anteriorment. Un cop obert, canviarem la línia on posa INTERFACES=””  per 
INTERFACES=”wlan0” i el desem. On wlan0 és l’adaptador que volem configurar com a punt d’accés. 
 
Reiniciarem el servidor DHCP amb la següent comanda: 
 
En aquest punt ja es tindrà configurat el servidor DHCP i, per tant, els dispositius que es connectin a aquest 
AP se’ls hi assignarà una IP automàticament. 
3.2.2.3.3 Instal·lació i configuració del procés en segon pla del punt d’accés  
Comencem instal·lant el paquet “hostapd” amb la següent comanda: 
 
Un cop instal·lat, editarem el fitxer “hostapd.conf” i afegirem les següent línies: 
 
 
Desem l’arxiu i en aquest punt la xarxa està configurada amb el nom de xarxa (ssid): MyPi, pel canal 
(channel) 6 i amb la clau (wpa_passphrase): raspberry. Aquests valors es poden modificar per uns més 
segurs.  
Un aspecte que s’haurà de conèixer és el chip que munta l’adaptador sense fils, ja que depenen d’aquest 
necessitarem un “driver” o un altre, en l’arxiu anterior es veu els dos divers que es poden utilitzar. Si no es 
coneix el xip que utilitza l’adaptador, es pot provar primer un i després l’altre. 
Finalment, s’ha d’obrir el fitxer “hostapd” i s’ha de trobar la línia que conté la variable DAEMON_CONF 
i verifiquem que el contingut sigui el mateix que el de la línia que hi ha a continuació. 
$ sudo nano /etc/default/isc-dhcp-server 
$ sudo service isc-dhcp-server restart 
$ sudo apt-get install hostapd 
$ sudo nano /etc/hostapd/hostapd.conf 
interface=wlan0 
driver=nl80211 
#driver=rtl871xdrv 
ssid=MyPi 
hw_mode=g 
channel=6 
macaddr_acl=0 
auth_algs=1 
ignore_broadcast_ssid=0 
wpa=2 
wpa_passphrase=raspberry 
wpa_key_mgmt=WPA-PSK 
wpa_pairwise=TKIP 
rsn_pairwise=CCMP 
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3.2.2.3.4 Configurar l’enrutament IP entre la xarxa sense fils i el port Ethernet 
Aquesta última part serveix per enllaçar el port Ethernet amb l’adaptador, d’aquesta forma, en cas que 
tinguem Internet mitjançant el port Ethernet, tots els dispositius connectats pel punt d’accés creat, també 
podran accedir a Internet. 
Lo primer que farem és activar la redirecció IP, per a activar-ho s’ha d’obrir l’arxiu “sysctl.conf”.  
 
Un cop obert, s’ha de cerca la línia on aparegui el text següent: net.ipv4.ip_forward=1 i esborrar el coixinet, 
com hem dit anteriorment, el coixinet serveix per comentar una línia, per tant, si la comentem no es tindrà 
en compte. 
 
Per activar la redirecció utilitzarem la següent comanda: 
 
Ara s’haurà de configurar les iptables per tal d’enrutar l’adaptador amb la tarja Ethernet. Per configurar 
s’hauran d’introduir les següents ordres: 
 
Ara s’han de desar les iptables en un fitxer que després s’haurà de carregar automàticament cada cop que 
s’encengui la Raspberry Pi. Per a desar les dades que de la configuració que s’ha introduït s’ha d’utilitzar 
la comanda següent: 
 
En aquest punt, es té la configuració de les iptables desada en el fitxer “iptables.ipv4.nat”. Ara, com s’ha 
dit anteriorment, per restaurar el fitxer desat cada cop que s’iniciï la Raspberry Pi, s’ha de tornar a obrir 
l’arxiu de configuració de les interfícies de xarxa i afegir la següent línia: 
 
 
DAEMON_CONF=”etc/hostapd/hostapd.conf” 
$ sudo nano /etc/sysctl.conf 
net.ipv4.ip_forward=1 
$ sudo sh -c "echo 1 > /proc/sys/net/ipv4/ip_forward" 
$ sudo iptables -t nat -A POSTROUTING -o eth0 -j MASQUERADE 
$ sudo iptables -A FORWARD -i eth0 -o wlan0 -m state –state RELATED,ESTABLISHED -j ACCEPT 
$ sudo iptables -A FORWARD -i wlan0 -o eth0 -j ACCEPT 
$ sudo sh -c "iptables-save > /etc/iptables.ipv4.nat" 
#Obrim altre cop l’arxiu interfaces 
sudo nano /etc/network/interfaces 
#Afegim la línia al final de l’arxiu 
pre-up iptables-restore < /etc/iptables.ipv4.nat 
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Un cop hem afegit la línia que carrega la configuració de les iptables, desem l’arxiu i finalment reiniciem 
la Raspberry. Si tot ha anat bé, des de qualsevol dispositiu mòbil amb Wifi es podrà veure la xarxa que 
s’acaba de crear. En aquest exemple la xarxa s’anomena “MyPi”. 
3.3 Aplicació Python 
Per aprofitar la capacitat del llenguatge orientat a objectes en Python l’aplicació està dividida 5 fitxers, un 
dels quals és l’aplicació principal i els altres 4 són classes que identifiquen la Raspberry, el motor, la 
connexió i el control PID. A continuació es farà una explicació fitxer per  fitxer d’aquelles classes i mètodes 
que siguin importants per al desenvolupament del projecte. 
3.3.1 appPi.py 
Tota aplicació, té un mètode principal que s’encarrega d’executar el programa. A partir d’aquest moment, 
és quan s’inicialitzen les variables i els components que el formen. En aquest cas, el mètode principal es 
troba en el fitxer appPy.py. Aquest, a part d’executar el programa també s’encarrega de cridar altres 
mètodes que controlen totes les comunicacions que es realitzaran entre la Raspberry i el dispositius mòbil, 
i entre la Raspberry i el Motor. A continuació es veurà amb detall que fa cada mètode. 
3.3.1.1 main 
Per inicialitzar l’aplicació aquesta necessita de 4 paràmetres obligats que assignen el nom del motor, el pin 
de sortida que modularà el motor, el pin d’entrada que rebrà les senyals de l’encoder i el nombre de 
senyals/volta que envia l’encoder. 
Un cop s’ha iniciat l’aplicació s’inicialitzen les variables, es creen les instancies de les diferents classes que 
s’han creat (raspPi, connPi, motorPi, pidPi) i s’executen els mètodes. 
 rasp.calcMaxSpeed(mot.getEncoder()): calcula la velocitat màxima del motor. 
 mot.setMaxSpeed(maxSpeed): assigna la velocitat màxima al motor. 
 count_time(interval): fil que controla la velocitat del motor i la corregeix, aquest fil l’afegim a la 
variable que conté tots els fils en execució threads. 
Finalment hi ha la part que espera les connexions entrants, aquesta està composta per un “while 1:” que 
s’executa mentre el procés estigui viu. En el seu cos trobem el mètode que espera una nova connexió i la 
retorna. A més, tota nova connexió que arriba la convertim en un nou fil, d’aquesta manera l’aplicació pot 
tenir varies connexions obertes. En aquest cas, només permetem 1 connexió, ja que no controlem la 
multiconnexió. Cal destacar que també s’ha activat el “daemon” dels fils amb la funció setDaemon(True), 
d’aquesta forma, en cas que el programa principal es tanqui, aquest enviarà un “signal” a tots els fils en 
execució donant l’ordre de finalització.  
A continuació es pot veure tot el codi de la funció main. 
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def main(argv): 
 """ 
 Programa principal. 
La configuració inicial i la espera de connexions es fa des d'aquesta funció. 
 """ 
 global currentSpeed    # Velocitat actual 
 global newSpeed     # Nova velocitat a assignar 
 global blocked     # Bloqueja codi a executar 
 global control     # Instancia de la classe pidPi 
 global rasp     # Instancia de la classe raspPi 
 global mot     # Instancia de la classe motorPi 
 global th      # Llista de fils en execució 
 
 try: 
  if len(argv) < 4: 
   print("Aquesta aplicació necessita els següent paràmetres d'entrada:") 
   print("NomMotor GPIOout GPIOin InterrupcionsVolta") 
   sys.exit() 
  currentSpeed = 0 
  newSpeed = 0 
  blocked = False 
  threads = list() 
  th = None 
  kp = 0.8 
 
  HOST = ""       # Nom simbòlic, equival a totes les interfícies 
  PORT = 8888     # Port de connexió 
   
s = connexio(HOST, PORT)   # Constructora connexió 
 
  mot = motor(argv[0],int(argv[3]))  # Constructora motor 
   
  rasp = raspGPIO(int(argv[2]), int(argv[1])) # Constructora Raspberry Pi 
   
  control = PID()    # Constructora PID 
  control.setKp(kp)    # Inserta la constant de proporcionalitat 
  control.setPoint(0.0)   # Velocitat objectiu 
 
  # Testing MAX speed 
  maxSpeed = rasp.calcMaxSpeed(mot.getEncoder())  
  mot.setMaxSpeed(maxSpeed) 
 
  count_time(0.1)    # Execució procés control PID 
  threads.append(th)      
   
  while 1: 
   if not blocked: 
    conn = s.getConnection() # Espera connexió 
#    blocked = True  # True - Permet una connexió. False - Varies 
    t = threading.Thread(target=worker,args=(conn,)) 
    t.setDaemon(True)  # Fils moren quan ho fa el main 
    threads.append(t) 
    t.start()   # Es crea nou procés 
  
 except KeyboardInterrupt: 
  rasp.stop()    # Parar funcions Raspberry Pi 
  s.closeSocket()    # Tanca la connexió 
  print("Aplicació tancada correctament.") 
  sys.exit() 
  
 except socket.error as msg: 
  rasp.stop()    # Parar funcions Raspberry Pi 
  s.closeSocket()    # Tanca la connexió 
  print("Bind failed. Error Code : " + str(msg.errno) + " Message " + msg.strerror) 
  sys.exit() 
38  Software 
 
3.3.1.2 worker(conn) 
Aquest mètode s’encarrega de les comunicacions, un cop s’estableix la connexió aquest procés queda actiu 
esperant les ordres de l’aplicació Android. Per realitzar les comunicacions s’utilitza el protocol TCP/IP, 
aquest ens assegura que la dada serà enviada i rebuda, a diferencia del protocol UDP. Tot i tenir aquesta 
garantia s’ha creat un protocol basat en handshake per tal que el procés que envia la consigna sàpiga que el 
receptor l’ha rebuda correctament.  
Com es por veure en el codi que hi ha a continuació, el procés “worker” comença directament amb un 
“while 1”, d’aquesta manera assegurem que sigui quina sigui la consigna rebuda, es farà una comparació 
entre les registrades fins a trobar la que correspon i s’executaran les accions associades, en cas que no 
coincidís amb cap, no s’efectuarà cap acció. Si per algun motiu, mentre el procés està viu, es perd la 
connexió, aquest fil mor i el procés principal espera una altra connexió. Aquestes són les consignes que el 
fil espera rebre: 
 reqSpeed: Petició de velocitat actual. 
 newSpeed: Petició de canvi de velocitat del motor. 
 connect: Petició que comprova la connexió 
 reqNameMotor: Petició del nom que se li ha assignat al motor. 
 reqMaxSpeed: Petició la velocitat màxima del motor 
 close: Petició de tancament de la connexió entre Raspberry Pi i el dispositiu mòbil. 
En aquest cas l’ordre importa, ja que per eficiència, s’han col·locat les peticions per ordre de demanda. En 
el cas de la consigna reqSpeed serà la més sol·licitada ja que l’aplicació Android la cridarà periòdicament 
per tal de mostrar a l’usuari la velocitat en temps real. En el cas de newSpeed, serà enviada quan l’usuari 
modifiqui la velocitat. Les altres consignes només s’utilitzaran un cop per connexió i desconnexió. 
A continuació el codi del mètode worker. 
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def worker(conn): 
 """ 
 Un cop s'ha establert la connexió, es crida a aquesta funció. 
 Aquesta s'encarrega de totes les comunicacions entre servidor i client. 
 Es crear un fil d'execució per cada connexió. 
 """ 
 global newSpeed 
 global currentSpeed 
 global blocked 
 
 while 1: 
  rebut = conn.recv(512).decode()  # Espera consigna 
  vrebut = rebut.split("_")  
 
  if vrebut[0] == "reqSpeed":   # Petició velocitat actual 
   aux = str(currentSpeed) + "\n" 
   conn.send(aux.encode("UTF-8")) 
   rebut = conn.recv(512).decode() 
   if rebut != "ack": 
    print("Velocitat no rebuda correctament") 
 
  elif vrebut[0] == "newSpeed":  # Consigna nova velocitat 
   newSpeed = float(vrebut[1]) 
   control.setPoint(newSpeed) 
   conn.send("ack\n".encode("UTF-8")) 
 
  elif vrebut[0] == "connect":   # Consigna establir connexió 
   conn.send("ack\n".encode("UTF-8")) 
   rebut = conn.recv(512).decode() 
   if rebut == "ack": 
    pass 
   else: 
    conn.close() 
    blocked = False 
    break 
 
  elif vrebut[0] == "reqNameMotor":  # Petició nom motor 
   aux = mot.getName() + "\n" 
   conn.send(aux.encode("UTF-8")) 
   rebut = conn.recv(512).decode() 
   if rebut != "ack": 
    print("Nom del motor no s'ha rebut") 
 
  elif vrebut[0] == "reqMaxSpeed":  # Petició velocitat màxima 
   aux = str(mot.getMaxSpeed()) + "\n" 
   conn.send(aux.encode("UTF-8")) 
   rebut = conn.recv(512).decode() 
   if rebut != "ack": 
    print("Velocitat màxima no rebuda") 
 
  elif vrebut[0] == "close":   # Petició tancament de la connexió 
   conn.send("ack\n".encode("UTF-8")) 
   rebut = conn.recv(512).decode() 
   if rebut != "ack": 
    print("No s’ha rebut resposta de tancament") 
   conn.close() 
   blocked = False 
   break 
 
  else: 
   print("La consigna entrada no correspon") 
 return 
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3.3.1.3 count_time(interval) 
Aquest mètode és l’encarregat del control del PWM i, per tant, de la velocitat del motor. És un procés que 
s’executa contínuament i el paràmetre d’entrada és el que determina el temps entre la finalització del procés  
i la propera execució.  
El cos del mètode és senzill, calculem la velocitat actual mitjançant el mètode getCurrentSpeed() de la 
instancia global “rasp”. Un cop la funció ens ha retornat la velocitat actual del motor, es crida a la funció 
update de la instancia “control” i es carrega la velocitat actual com a paràmetre d’entrada. Aquesta funció 
utilitzarà l’algoritme PID que retornarà un valor correctiu per al senyal PWM. 
Les dues últimes línies s’encarreguen de tornar a executar el procés amb la classe Timer, a més “th” és una 
variable global que conté el fil que s’executarà. Com s’ha pogut veure anteriorment en el mètode principal 
main, aquesta variable l’afegim a la llista de threads ja que degut a l’activació “Daemon”, quan l’aplicació 
principal finalitzi, aquest fil també serà eliminat. 
 
 
 
 
 
 
 
def count_time(interval): 
 """ 
 Funció encarregada d'actualitzar el valor del PWM  
 mitjançant la funció de control.  
 S'executa cada "interval" de temps. 
 """ 
 global currentSpeed 
 global control 
 global newSpeed 
 global th 
  
 # Calcula velocitat actual 
 currentSpeed = rasp.getCurrentSpeed(mot.getEncoder()) 
  
 pid = control.update(currentSpeed)  # Calcula el valor de correcció 
 PWMout = rasp.getDuty() + pid  # Aplicació del valor de correcció 
 if PWMout > 100: 
  PWMout = 100 
 elif PWMout < 0: 
  PWMout = 0 
 rasp.setDuty(PWMout)   # Inserta nou valor DuttyCicle 
 
 th = threading.Timer(interval,count_time,[interval]) 
 th.start() 
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3.3.2 raspPi.py 
Aquesta classe és l’encarregada de configurar els pins GPIO de la Raspberry Pi i llegir i interpretar la 
informació d’aquests. La major part dels seus mètodes són usats repetidament i fan un funció vital per al 
control del motor. És en la instancia d’aquesta classe creada pel “main” on es calcula la velocitat màxima, 
la velocitat actual i es canvia el DutyCicle. A continuació es detallaran els mètodes amb més rellevància. 
3.3.2.1 __init__(self, inGPIO, outGPIO) 
El mètode __init__ és el constructor de la classe, en aquest s’inicialitzen les variables locals i es configuren 
els diferents elements. Es en aquesta classe que s’utilitzarà la llibreria RPi.GPIO per tal de controlar el 
motor mitjançant els mètodes que ens proporciona. En aquest cas, els paràmetres d’entrada corresponen al 
pin inGPIO que rep les senyals de l’encoder i el pin outGPIO que controla el motor mitjançant impulsos, 
aquests són configurats després d’inicialitzar les variables locals. 
A continuació s’activa la detecció d’esdeveniments que envia l’encoder al girar el motor, aquest permetrà 
calcular la velocitat, ja que cada cop que arriba un senyal provinent de l’encoder es crida al mètode 
m_callback que s’explicarà en el següent apartat.  
Finalment, s’activa la funció PWM en el pin outGPIO a una freqüència de 50Hz i s’inicialitza el DutyCicle 
a 0. A continuació el codi de la constructora. 
 
3.3.2.2 m_callback(self, channel) 
Aquest mètode és cridat cada cop que l’encoder envia un senyal a la pin inGPIO. Al executar-se calcula la 
diferencia de temps que hi ha hagut entre senyal i senyal enviada per l’encoder. Aquesta diferencia és la 
que després ens permetrà calcular la velocitat actual. Per calcular la diferencia s’utilitza la funció time() 
que proporcionen les llibreries de Python, l’únic inconvenient d’aquesta funció és que retorna segons amb 
dos decimals de precisió, i podria ser que no detectes la variació del temps. Per resoldre aquest inconvenient 
def __init__(self, inGPIO, outGPIO): 
 """ 
 Contructora raspGPIO. 
 Inicialitzen valors. 
 """ 
 self.dc = 0.0     # DutyCicle 
 self.oldtime = 0.0     # Temps última interrupció 
 self.diffTime = 0.0     # Diferencia temp entre interrupcions 
 self.inGPIO = inGPIO    # Pin entrada 
 self.outGPIO = outGPIO    # Pin de sortida 
 GPIO.setwarnings(False)    # Desactiva Warnings 
 GPIO.setmode(GPIO.BOARD)   # Selecciona el mode 
 GPIO.setup(self.outGPIO,GPIO.OUT)   # Configura pin outGPIO de sortida 
 GPIO.setup(self.inGPIO,GPIO.IN)   # Configura pin inGPIO d'entrada 
  
 # Activa la detecció d'events de la GPIO. 
 # Per cada interrupció es crida a la funció m_callback 
 GPIO.add_event_detect(self.inGPIO,GPIO.RISING,callback=self.m_callback,bouncetime=0) 
  
 self.pwm = GPIO.PWM(self.outGPIO,50)  #Especifica pin de sortida i freqüència 
 self.pwm.start(self.dc)    #DutyCicle 0% - Motor parat 
 return 
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només cal que convertim la unitat multiplicant pel valor de conversió corresponent, en aquest cas per 
1000000 per convertir-lo a µs. A continuació el codi. 
 
3.3.2.3 calcMaxSpeed(self, encoder) 
Aquest mètode és el que estableix en un inici la velocitat màxima a la que pot arribar el motor. Per calcular-
la es posa el DutyCicle a 100, d’aquesta forma el temps de treball és tot el cicle i per tant, el motor rep 
corrent elèctrica tot el temps. Per tenir un major precisió, s’agafen 5 mostres de la velocitat i és fa la mitjana. 
D’aquesta forma s’obté la velocitat màxima. Després d’agafar les mostres el DutyCicle es posa a zero per 
parar el motor.  
 
3.3.2.4 getCurrentSpeed(self, encoder) 
Aquest mètode retornar la velocitat actual, per a obtenir-la se li passa com a paràmetre el nombre de senyals 
que envia l’encoder per volta del motor. Amb aquesta dada i la diferencia de temps entre senyals de 
l’encoder es pot calcular fàcilment la velocitat actual. En el codi següent és pot observar la formula per 
calcular-la. 
 
 
def m_callback(self): 
 """ 
 Calcula en µs la diferencia de temps entre interrupcions 
 """ 
 newtime = time() * 1000000.0  # Convertim temps en µs 
 self.diffTime = newtime - self.oldtime  # Diferencia temps entre interrupcions 
 self.oldtime = newtime 
 return 
def calcMaxSpeed(self,encoder): 
 """ 
 Calcula la velocitat màxima 
 """ 
 self.setDuty(100)     # DutyCicly 100% = Velocitat màxima 
 sleep(2) 
 
 current = 0.0     # Desa la velocitat acutal 
 for x in range(0, 5):    # S'agafen 5 mostres 
  sleep(1)   
  current += self.getCurrentSpeed(encoder) # Calcula velocitat 
 
 self.setDuty(0)     # DutyCicle 0% = Motor parat 
 return (current/5.0) 
def getCurrentSpeed(self, encoder): 
 """ 
 Calcula la velocitat actual 
 """ 
 if (self.diffTime != 0) and (self.dc != 0):  
  return (60*1000000.0)/(self.diffTime * encoder) 
 return 0.0 
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3.3.3 motorPi.py 
La classe motorPi, només consta de mètodes get’s i set’s, aquesta classe serveix per a consultar les 
característiques del motor. Algun dels seu mètodes són utilitzats freqüentment ja que tenen dades essencials 
per poder calcular la velocitat actual. No s’insereix cap línia de codi, ja que són molt bàsiques. 
3.3.4 pidPi.py 
La classe pidPi és la que conté els mètodes necessaris per a corregir la velocitat per a que aquesta sigui lo 
més propera a la velocitat objectiu set_point. A continuació es detalla la funció que corregeix la desviació 
de la velocitat i la funció que assigna una velocitat objectiu. 
3.3.4.1 update(self, current_value) 
Es aquesta funció la que s’encarrega de retornar un valor que s’ha calculat per tal de corregir la desviació 
de la velocitat real amb la objectiu. Aquesta funció és un exemple simple d’un algoritme de control PID, es 
poden trobar de major i menor complexitat, però com a punt de partida és vàlid ja que compleix la seva 
funció com es pot veure en les gràfiques de l’apartat PID. 
 
3.3.4.2 setPoint(self, set_point) 
El mètode setPoint assigna la velocitat que es vol assolir. El paràmetre d’entrada és la nova velocitat 
objectiu, aquest és assignat a la variable local que es llegida cada cop que es vol corregir la velocitat. També 
s’inicialitzen les variable Integrator i Derivator, tot i que en aquest cas no s’utilitzen. 
 
def update(self,current_value): 
 """ 
 Calculate PID output value for given reference input and feedback 
 """ 
 self.error = self.set_point - current_value 
 self.P_value = self.Kp * self.error 
 self.D_value = self.Kd * ( self.error - self.Derivator) 
 
 self.Derivator = self.error 
 self.Integrator = self.Integrator + self.error 
 if self.Integrator > self.Integrator_max: 
  self.Integrator = self.Integrator_max 
 elif self.Integrator < self.Integrator_min: 
  self.Integrator = self.Integrator_min 
 self.I_value = self.Integrator * self.Ki 
 
 PID = self.P_value + self.I_value + self.D_value 
 
 return PID 
def setPoint(self,set_point): 
 """ 
 Initilize the setpoint of PID 
 """ 
 self.set_point = set_point 
 self.Integrator=0 
 self.Derivator=0 
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3.3.5 connPi.py 
Aquesta classe s’encarrega de configurar la capa del protocol SSL i mantenir en espera de connexions 
entrants. A continuació es detallaran els dos mètodes encarregats de les funcions esmentades. 
3.3.5.1 __init__(self, host, port) 
Aquesta constructora és la que s’encarrega de configurar la capa del protocol SSL/TLS on es codificaran 
les dades. Abans d’establir la connexió TLS, primer s’ha de crear una instancia d’un socket. Un cop creada 
la instancia, se li assignen la IP i el port i tot seguit se li especifica la mida de la cua, en aquest cas 0. 
Finalment empaquetem el socket amb la capa TLS. Al crear el socket TLS, són diverses les opcions 
possible, en aquest cas, només s’han passat com a paràmetre el certificat que conté la clau publica, la clau 
privada, el socket i s’ha especificat que aquesta connexió serà el servidor. No s’ha entrat més opcions ja 
que es preferible que client i servidor concretin els paràmetres. Amb aquests passos bàsics ja tenim un 
socket amb la capa SSL/TLS activada per començar a rebre connexions entrants. 
 
3.3.5.2 getConnection(self) 
Aquest mètode espera una connexió entrant d’un dispositiu, en aquest cas, la de l’aplicació Android. Un 
cop s’ha establert la connexió, es retornen dos paràmetres: la connexió SSL/TLS i informació sobre el 
dispositiu que s’ha connectat, aquesta última no es necessita en aquest projecte. Un cop tenim la connexió, 
aquesta es retorna per a ser utilitzada. 
 
 
def __init__(self,host,port): 
""" 
 Inicialitzem Socket SSL 
 """ 
 self.sock = socket.socket(socket.AF_INET, socket.SOCK_STREAM) 
 self.sock.bind(host,port)   # Enllaça socket a un IP i Port 
 self.sock.listen(0)    # No permet connexions en cua 
  
 self.sockssl = ssl.wrap_socket(self.sock, # Prepara capa SSL per al socket. 
    server_side=True, 
    certfile="my_cert.crt", 
    keyfile="server.key") 
def getConnection(self): 
 """ 
 Retorna connexió establerta 
 """ 
 conn, addr = self.sockssl.accept() # Espera connexió 
 return conn 
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3.4 Preparació entorn Android 
Per a desenvolupar una aplicació Java en Android, lo primer és instal·lar Java Development Kit (JDK). 
Aquest és una paquet amb totes les eines i llibreries necessàries per a crear una aplicació i es pot descarregar 
de forma gratuïta a la pàgina oficial6.  
A més a més, també cal descarregar el Software Development Kit (SDK), un conjunt d’eines de 
desenvolupament de software que permet al programador crear aplicacions per a un sistema concret, en 
aquest cas, Android. Aquest el podeu descarregar des de la seva pàgina oficial7.  
Un cop ja tenim els paquets JDK i SDK, ens cal un Integrated Development Environment (IDE), una eina 
informàtica per al desenvolupament de manera còmoda i ràpida, que agrupa diferents funcions en un sol 
programa: editor, compilador, depurador i una interfície gràfica. En el cas d’Android es pot utilitzar una 
IDE del tipus Eclipse o bé utilitzar la IDE que proporciona Google, AndroidStudio. En aquest projecte s’ha 
utilitzat la versió 0.6 d’AndroidStudio, ja que és la primera vegada que es programava en Android, i Google 
està apostant per a que sigui l’eina de referencia en el futur, cuidant-la molt i actualitzant la versió 
periòdicament per corregir-la i incorporar les últimes novetats. En la Il·lustració 3.15 es pot veure la IDE 
utilitzada. 
 
Il·l 3.15 IDE Android Studio 0.6 
 
                                                   
6 Pàgina oficial JDK: http://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html 
7 Pàgina oficial SDK Android: http://developer.android.com/sdk/index.html 
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Per a monitoritzar la velocitat del motor s’han escollit dues formes de fer-ho. Per una part, indicant-lo per 
pantalla numèricament i per l’altre, mitjançant una gràfica dinàmica, aquesta és una forma visual i còmode 
de veure l’evolució dels canvis de l’estat del motor. Entre les llibreries OpenSource més populars per a 
realitzar gràfiques hi tenim AndroidPlot8, AChartEngine9, GraphView10 etc. Finalment es va escollir 
GraphView per dues simples raons: facilitat d’ús de les llibreries i fluïdesa. 
Finalment, per a que l’aplicació tingui permisos per accedir a Internet cal modificar l’arxiu 
AndroidManifest.xml, afegint la següent línia de codi. Aquesta s’ha d’afegir dins l’etiqueta <manifest>, en 
cas que no es faci, no es podrà connectar a la Raspbery Pi ni mitjançant cap enrutador ni un accés punt. 
 
L’aplicació s’ha creat per a que sigui compatible a partir de la v2.3 d’Android anomenada Gingerbread, ja 
que aquesta segueix tenint un gran nombre d’usuaris i també degut a que el mòbil per a fer proves, tenia 
aquesta versió. En la Il·lustració 3.16 es pot veure la distribució de versions Android. 
 
Il·l 3.16 Distribució de versions Android a 4 de Juny de 2014. 
(Imatge extreta de http://www.xatakandroid.com/mercado/android-4-4-kitkat-ya-esta-en-el-13-6-de-los-dispositivos) 
 
3.5 Aplicació Android 
Les aplicacions Android funciona sota l’esquema d’activitats. Una activitat presenta una interfície gràfica 
(escrita en XML) que permet a l’usuari interactuar amb l’aplicació. Cada aplicació té diverses activitats que 
es van mostrant a l’usuari segons aquest les vagi necessitant. Una activitat crida a una altra quan sigui 
                                                   
8 Enllaç AndroidPlot: http://androidplot.com/ 
9 Enllaç AChartEngine: http://www.achartengine.org/ 
10 Enllaç GraphView: http://android-graphview.org/ 
<uses-permission android:name="android.permission.INTERNET" /> 
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necessari, i cadascuna de les activitats que es vagin mostrant s’emmagatzemen en una pila; és a dir, cada 
vegada que l’aplicació ho requereixi insereix una nova activitat a la pila [10]. En la Il·lustració 3.17 es 
mostra el diagrama d’estats d’una Activitat. 
 
Il·l 3.17 Diagrama d'estats d'una Activity. 
(Imatge extreta de http://chrisrisner.com/31-Days-of-Android--Day-21%E2%80%93The-Activity-Lifecycle) 
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Si es té un mínim coneixement en programació Java, crear una aplicació és relativament fàcil, a més, per 
internet es troben milers d’exemples i manuals que es poden utilitzar de referencia. L’aplicació Android 
d’aquest projecte està dividida en 4 classes Java: 
 MainActivity: Activitat principal on s’introduiran les dades i es crea la connexió SSL amb la 
Raspberry Pi. 
 MainMotor: Un cop establerta la connexió, aquesta Activitat s’encarrega de comunicar-se amb la 
aplicació Python. A més, mostra l’estat del motor i el modifica, 
 ConnectionSSL: Aquesta classe crea una instancia que tindrà tots els mètodes necessaris per crear 
una connexió, enviar consignes a la Raspberry Pi, tancar la connexió. 
 Singleton: Aquesta classe es basa en el patró Singleton i s’utilitza de pont per a intercanviar la 
instancia ConnectionSSL entre les diferents activitats. 
A continuació es detallarà més detingudament les tasques que tenen assignades les classes que s’han citat 
anteriorment. 
3.5.1 MainActivity.java 
MainActivity.java és la Activitat principal de l’aplicació que s’utilitza per demanar a l’usuari les dades 
necessàries per a realitzar la connexió. L’Activitat inicialitza tots els paràmetres dins la funció onCreate(). 
A més es determinen les accions dels botons Connectar i Clear. Clear borra les dades introduïdes per 
l’usuari en els quadres de text i Connectar és l’encarregada de cridar un procés que s’executa en segon pla 
i que s’encarrega de connectar amb la Raspberry Pi, a més, si aquesta connexió s’ha establert, aquesta 
mateixa funció crida a l’Activitat MainMotor, desant la connexió en una instancia Singleton. En la 
Il·lustració 3.18 es pot observar la pantalla de l’aplicació. (Annex G)  
 
Il·l 3.18 Pantalla inicial de MainActivity 
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3.5.2 MainMotor.java 
Aquesta Activitat és la que controla les comunicacions entre la Raspberry Pi i l’aplicació Android, la que 
li envia consignes per tal de conèixer i/o modifica l’estat del motor i les mostra per la pantalla. La funció 
onCreate() s’encarrega d’inicialitzar tots els valors inclosa la gràfica, cridar la instancia Singleton per a que 
retorni la connexió establerta a MainActivity. Un cop tenim la instancia de la connexió, es comunica amb 
la Raspberry per a que aquesta li retorni el nom del motor i la velocitat màxima a la que pot arribar el motor. 
Un cop creada la vista, s’executarà la funció onResume(), aquesta té dues funcions en el seu cos que 
s’executen cada 0.5 segons. La primera funció s’encarrega de preguntar al servidor quina velocitat té el 
motor en aquell moment i mostrar el resultat per pantalla. La segona funció és la que modifica la velocitat 
del motor enviant a la Raspberry una consigna de canvi de velocitat. 
Aquests mètodes s’executen en segon pla i podrien executar-se les dues alhora, provocant un error en el 
client ja que les trames de resposta no tenen cap identificador i si el servidor respongués a la primera 
consigna, el client no sabria a qui va destinada la resposta i podria causar error al estar esperant una altre 
dada. Per aquest motiu utilitzem un protocol d’stop & wait, si hi ha un de les dues funcions en execució 
parem l’altre fil fins que acabi. En la Il·lustració 3.19 hi ha la pantalla del MainMotor. (Annex H)  
 
Il·l 3.19 Pantalla de MainMotor 
3.5.3 ConnectionSSL.java 
Aquesta classe s’encarrega d’establir la connexió entre Raspberry Pi i telèfon mòbil, enviar les dades, 
esperar dades i tanca la connexió. La constructora és la que s’encarrega d’establir la connexió segura 
utilitzant el certificat que s’ha creat. En l’apartat 3.6 s’explica detalladament el protocol. (Annex I)  
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3.5.4 Singleton.java 
El patró Singleton és un patró de disseny que es fa servir per a restringir la instanciació d’una classe a un 
objecte. Aquest es comparteix amb tota l’aplicació i és per aquest motiu que s’ha utilitzat. Les llibreries 
d’Android ens proporcionen mètodes per intercanviar tipus basics entre aplicacions, però no ho permeten 
amb objectes, per tant, el patró Singleton és ideal per a compartir aquest objecte entre totes les Activitats 
de l’aplicació. Hi ha l’alternativa de crear un servei per a la connexió, però aquest és costos de mantenir. 
En la Il·lustració 3.20 es pot observar l’esquema d’una classe Singleton (Annex J). 
 
Il·l 3.20 Patró Singleton 
3.6 Connexió SSL/TLS 
Secure Sockets Layer (SSL)/Transport Layer Security (TLS) és un protocol criptogràfic (un conjunt de 
regles a seguir relacionades amb la seguretat) utilitzat per a realitzar connexions segures entre un client i 
un servidor. En aquest cas, entre un dispositiu mòbil (client) i la Raspberry Pi (servidor).  TLS és una versió 
millorada de SSL i és el que s’ha utilitzat. El protocol de seguretat SSL/TLS és una capa que s’afegeix entre 
la capa del protocol de l’aplicació i la capa TCP/IP. En la Il·lustració 3.21 es pot veure l’estructura. 
 
Il·l 3.21 Esquema de la capa del protocol SSL/TLS.  
(Imatge extreta de http://technet.microsoft.com/en-us/library/cc781476(v=ws.10).aspx) 
3.6.1 Funcionament 
Com es pot observar en la Il·lustració 3.21, el protocol SSL/TLS es compon de dues subcapes, la primera 
més relacionada a la negociació (HandshakeLayer) i la segona (RecordLayer) més encarada a la encriptació 
de dades utilitzant les dades negociades de la capa anterior. A continuació s’explicarà de forma molt bàsica 
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la el protocol Handshake que té la funció de negociar els paràmetres de seguretat per a la comunicació 
encriptada. És en aquest punt on per primer cop s’utilitzarà el certificat que s’haurà de crear. 
3.6.1.1 Protocol Handshake  
1. El client envia un missatge “ClientHello” especificant la versió més alta del protocol TLS suportat, 
un número aleatori i una llista d’algorismes d’autenticació, xifrat i Message Authentication Code 
(MAC), així com algorismes de compressió. 
2. El servidor respon amb un missatge “ServerHello”, indicant la versió del protocol seleccionat(la 
més alta que suportin el client i servidor), un número aleatori, els algoritmes seleccionats dels 
enviats pel client i el certificat digital (mitjançant un missatge Certificate) per autenticar-lo. 
3. El client verifica el certificat del servidor, típicament mitjançant una autoritat de confiança o PKI. 
A continuació el client respon amb un missatge ClientKeyExchange, el qual conté la 
PreMasterSecret (un número secret), amb informació per generar la clau de sessió. Si s’utilitza 
l’algorisme RSA, aquest missatge serà xifrat amb la clau publica del servidor i el número aleatori 
generat pel client serà de 48 bytes. 
4. El client i el servidor utilitzen els números aleatoris intercanviats i la PreMasterSecret (el servidor 
necessita utilitzar la clau privada per a recuperar-la). Amb aquestes dades es calcula el secret comú, 
anomenat “Master Secret”. Totes les subclaus de la connexió derivaran d’aquesta mitjançant la 
funció pseudoaleatòria establerta. 
5. El client ara envia un registre ChangeCipherSpec i indica al servidor que a partir d’aquell moment 
tota la informació intercanviada serà autenticada i, si així ho ha establert el servidor, xifrada. 
6. El client finalment envia un missatge Finished signat i xifrat, que també conte un hash i MAC dels 
missatges negociats anteriorment. 
7. El servidor intentarà desxifrar el missatge Finished enviat pel client i verificarà el hash i el MAC. 
Si el desxifrat o la verificació falla, la connexió no es realitzarà.  
 
Il·l 3.22 Protocol TLS/SSL de negociació.  
(Imatge extreta de http://technet.microsoft.com/en-us/library/cc785811(v=ws.10).aspx) 
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3.6.2 Certificat auto-signat 
Un certificat és una certificació digital de seguretat que s’utilitza en el protocol TLS/SSL. Aquest certificat 
es intercanviat entre el servidor i el client per tal d’establir la connexió i codificar/descodificar els paquets 
que s’envien. Hi ha diverses formes d’obtenir un certificat, una d’elles és pagant a una empresa autoritzada 
que n’expedeixi, una altre opció passa per crear el teu propi certificat auto-signat de prova amb el paquet 
OpenSSL, un projecte de software lliure que consisteix en un robust paquet d’eines d’administració i 
biblioteques relacionades amb la criptologia. Amb aquesta eina podem crear certificats digitals que poden 
instal·lar-se en un servidor/client.  
En aquest projecte s’ha utilitzat OpenSSL per crear un certificat auto-signat que permetrà establir una 
connexió segura entre Raspberry Pi i el telèfon mòbil. Gracies a aquesta eina és relativament fàcil crear tot 
tipus de certificat digitals. Tot seguit s’expliquen els passos a seguir per crear el certificat. 
3.6.2.1 Instal·lació de OpenSSL 
Per tal d’instal·lar OpenSSL, hem utilitzat el sistema operatiu Raspbian que ja tenim a la Raspberry Pi, a 
més també cal que hi hagi connexió a Internet. A la distribució completa de Raspbian, el paquet ja ve 
instal·lat per defecte, en cas que no sigui així, es pot instal·lar fàcilment utilitzant la comanda següent: 
 
Un cop instal·lada ja podem crear els certificats necessaris per a la connexió segura d’aquest projecte. 
3.6.2.2 Crear certificats SSL auto-signats amb OpenSSL 
Crear certificats és relativament fàcil amb OpenSSL, com es veurà tot seguit a continuació amb poques 
ordres es pot obtenir el certificats necessaris. Tenim molta varietat de criptografia,  
3.6.2.2.1 Generar clau privada 
Utilitzant la comanda “openssl” es crea la clau privada RSA. En aquest cas, es crearà un clau RSA de 1024 
bits encriptada utilitzant l’algoritme 3DES ( o triple DES). Un cop executada sol·licitarà es sol·licitarà una 
contrasenya associada a la clau. 
 
Sintaxi: openssl genrsa [opcions] [mida] 
genrsa: genera una clau RSA. 
-des3: Xifra la clau privada amb Triple-DES. 
-out <fitxer>: Emmagatzema la clau en el fitxer especificat. 
[mida]: mida de la clau privada. 
 
$ sudo apt-get install openssl 
$ sudo openssl genrsa -des3 -out server.key 1024 
Generating RSA private key, 1024 bit long modulus 
...............................++++++ 
...................................++++++ 
e is 65537 (0x10001) 
Enter pass phrase for server.key: 
Verifying - Enter pass phrase for server.key: 
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3.6.2.2.2 Generar el CSR 
En el següent pas es generarà el Certificate Signing Request (CSR) o petició de signatura de certificat. El 
CSR és l’arxiu que normalment s’envia a les autoritats certificadores (CA) però en aquest cas al ser 
simplement per una prova, l’auto-signarem.  
 
Sintaxi: openssl req [opcions] 
req: genera una petició de certificat (o un certificat auto-signat). 
-new: indica que estem realitzant una nova petició. 
-key <fitxer>: llegeix la clau privada del fitxer indicat. 
-out <fitxer>:la petició de certificat s’emmagatzema en el fitxer especificat. 
 
3.6.2.2.3 Eliminar la contrasenya del fitxer .key 
En aquest subapartat es procedeix a eliminar la contrasenya de la clau privada que s’ha creat en el primer 
punt. La versió de Python que s’està utilitzant (3.2) no suporta claus privades amb contrasenya, és per 
aquest motiu i també per comoditat a la hora de programar que la eliminarem. A partir de la versió 3.3, 
Python ja suporta la opció de claus privades amb contrasenya. Tot seguit es mostra com eliminar la 
contrasenya. 
 
Sintaxi: openssl rsa [opcions] 
rsa: elimina la contrasenya de la clau privada. 
-in <fitxer>: llegeix la clau privada del fitxer indicat. 
-out <fitxer>: la clau privada sense contrasenya s’emmagatzema en el fitxer especificat. 
 
$ sudo openssl req -new -key server.key -out server.csr 
Enter pass phrase for server.key: 
You are about to be asked to enter information that will be incorporated 
into your certificate request. 
What you are about to enter is what is called a Distinguished Name or a DN. 
There are quite a few fields but you can leave some blank 
For some fields there will be a default value, 
If you enter '.', the field will be left blank. 
----- 
Country Name (2 letter code) [AU]:CA 
State or Province Name (full name) [Some-State]:Catalunya 
Locality Name (eg, city) []: 
Organization Name (eg, company) [Internet Widgits Pty Ltd]:Facultat Informatica de Barcelona 
Organizational Unit Name (eg, section) []: 
Common Name (eg, YOUR name) []:motorpi.cat 
Email Address []:pfc@motorpi.cat 
 
Please enter the following 'extra' attributes 
to be sent with your certificate request 
A challenge password []: 
An optional company name []: 
$ sudo cp server.key server.key.org 
$ sudo openssl rsa -in server.key.org -out server.key   
Enter pass phrase for server.key.org: 
writing RSA key 
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3.6.2.2.4 Generar  el certificat auto-signat 
Per acabar amb la generació dels certificats ja només cal auto-signar el certificar que s’ha creat en el pas 2. 
Com s’ha dit anteriorment, el CSR creat anteriorment, és el que s’enviaria a la autoritat certificadora, però 
en aquest cas es signarà el certificat utilitzant OpenSSL. Per tal de signar el certificat durant 365 dies cal 
entrar l’ordre següent. 
 
Sintaxi: openssl x509 [opcions] 
x509: genera un certificat auto-signat.  
-days <dies>: dies de validesa del certificat auto-signat. 
-in <fitxer>: el CSR per signar es troba en el fitxer especificat. 
-signkey <fitxer>: clau privada per a signar es troba en el fitxer especificat. 
-out <fitxer>: el certificat auto-signat s’emmagatzema en el fitxer especificat. 
 
Amb aquests senzills passos ja tenim els certificats necessaris per obtenir una connexió segura entre 
Raspberry Pi i un telèfon mòbil amb Android. En total s’han generat 3 fitxers: my_cert.crt, server.key i 
server.csr, dels que només utilitzarem 2. 
El certificat auto-signat “my_cert.crt” és el que s’haurà de col·locar en les dues aplicacions, mentre que la 
clau privada “server.key” només s’ha d’inserir en el dispositiu que faci de servidor, en aquest cas, la 
Raspberry Pi. 
3.6.2.2.5 Com afegir els certificats a les aplicacions 
En el cas de l’aplicació Python, el procediment és molt senzill. S’ha d’indicar el nom dels certificats i, en 
cas que no estiguessin a la mateixa carpeta que l’aplicació, s’haurà d’indicar també la ruta. Tot seguit un 
exemple de com queda resolt. 
 
Afegir el certificat auto-signat a l’aplicació Android requereix unes modificacions no tan senzilles com en 
el cas anterior, ja que en Android els certificats s’han d’empaquetar dins un altre fitxer anomenat Bouncy 
Castle Keystore (BKS). Per crear l’arxiu BKS, es pot utilitzar l’eina oficial de Java, la keytool, o una eina  
amb interfície gràfica molt senzilla d’utilitzar anomenada portecle i és la que s’ha utilitzat en aquest 
projecte.  
Aquesta eina és una aplicació Java, i per tant, es pot executar des de qualsevol sistema operatiu que tingui 
instal·lades les Java Runtime Environment (JRE), un conjunt de programes i llibreries necessàries per a 
executar aplicacions desenvolupades amb Java. 
$ openssl x509 -req -days 365 -in server.csr -signkey server.key -out my_cert.crt 
Signature ok 
subject=/C=CA/ST=Catalunya/O=Facultat Informatica de Barcelona 
Balears/CN=motorpi.cat/emailAddress=pfc@motorpi.cat 
Getting Private key 
self.sockssl = ssl.wrap_socket(self.sock, 
   server_side=True, 
   certfile="my_cert.crt", 
   keyfile="server.key") 
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Un cop es compleixi aquest requisit, descarreguem portecle des de la seva web oficial11 i descomprimim 
l’arxiu. Un cop ja tinguem l’arxiu descomprimit, executem l’aplicació amb l’executable Java “portecle.jar”. 
En la Il·lustració 3.23 es pot veure la finestra la l’aplicació executada. 
 
Il·l 3.23 Aplicació Portecle v1.7 
Primer es crearà el contenidor de certificats BKS amb “portecle” on s’hi desarà el certificat auto-signat que 
s’ha creat anteriorment amb OpenSSL. Al prémer la icona de crear, ens demanarà quin tipus de fitxer volem 
crear. S’ha de seleccionar l’empaquetat BKS. 
 
Il·l 3.24 Per crear un nou contenidor BKS, s'ha de prémer sobre la icona marcada en vermell. 
                                                   
11 Enllaç de la web oficial de Portecle: http://portecle.sourceforge.net/ 
56  Software 
 
 
Il·l 3.25 Seleccionar el contenidor BKS i prémer OK. 
Un cop s’hagi seleccionat el tipus de contenir que es vol crear, el que s’ha de fer és importar el certificat 
auto-signat que s’ha creat. 
 
Il·l 3.26 Per importar certificat, prémer sobre la icona marcada en vermell. 
 
Il·l 3.27 Cal seleccionar el certificat auto-signat i prémer Import 
Al importar el certificat mostrarà 3 o 4 missatges que haurem d’acceptar, la majoria d’ells són informatius. 
Un cop ja s’hagi importat, s’haurà de desar l’empaquetat BKS i introduir-hi una contrasenya. Aquesta és 
molt important ja que és la que permetrà a l’aplicació Java accedir dins el contenidor i agafar els certificats 
que hi hagi dins. 
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Il·l 3.28 Desem el fitxer BKS, prement sobre la icona marcada en vermell. 
 
Il·l 3.29 Al desar s'ha d'introduir una contrasenya, aquesta permetrà l'accés al fitxer. 
 
En aquest moment, el contenidor de certificats està creat i ja podem configurar l’aplicació Android per a 
que extregui el certificat del contenidor BKS que s’acaba de crear, també s’haurà d’incloure la clau que 
hem introduït ja que com s’ha dit, aquesta serveix per a obrir-lo. Per a que l’aplicació tingui accés al 
contenidor de certificats, aquest s’haurà de copiar a la carpeta “raw” de l’aplicació. Un cop ja es té el fitxer 
BKS a la carpeta corresponent, llavors s’hauran d’afegir un parell de línies al codi que permetran l’accés a 
aquest. En les Il·lustracions 3.30 es pot veure la carpeta on ha d’anar el contenir i tot seguit les dues línies 
de codi que permet accedir al fitxer. 
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Il·l 3.30 Carpeta on s'ha de desar el fitxer BKS. 
 
3.6.2.2.6 Prova de xifratge 
Per comprovar que la encriptació s’ha realitzat correctament hi ha la possibilitat de capturar els paquets 
mitjançant diferents aplicacions d’anàlisi de xarxes. En aquest projecte s’ha utilitzat l’aplicació 
Wireshark12. En les Il·lustracions 3.31 i 3.32, es poden veure els paquets capturats amb el seu contingut, un 
d’ells és pots llegir la informació enviada i en l’altre està totalment codificada, i per tant, impossible de 
llegir. 
                                                   
12 Wireshark és una analitzador de protocols utilitzat per a realitzar anàlisis i solucionar problemes en xarxes de 
comunicació. Pàgina oficial: http://www.wireshark.org/  
InputStream trustStoreStream = getResources().openRawResource(R.raw.motorpi); 
trustStore.load(trustStoreStream, "password".toCharArray()); 
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Il·l 3.31 En el paquets subratllada en vermell es pot veure com apareix el text enviat. 
 
Il·l 3.32 En el paquet capturat subratllat en vermell es pot veure que el test h estat encriptat. 
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4 Planificació 
Aquest projecte s’ha portat a terme de forma discontinua, ja que han aparegut per problemes tècnics al llarg 
del projecte i la disponibilitat horària, degut a raons laborals, no ha estat l’adequada. Finalment la durada 
total del projecte ha estat d’un curs sencer. Es va començar a parlar i donar-li forma a partir del 6 de 
Setembre de 2013 i s’ha finalitzat a mitjans de Juny de 2014. A continuació hi ha la planificació final 
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5 Conclusió 
Un cop finalitzat el projecte, haig de dir que m’ha sorprès positivament la facilitat i la versatilitat de 
programar amb Python. A més, la llibreria RPi.GPIO, tot i no suportar totes les funcionalitats de la 
Raspberry Pi,  ha complert totalment amb els requisits del projecte. En canvi, en la programació sobre 
Android, tot i haver utilitzat el llenguatge Java per a crear l’aplicació, s’ha hagut de realitzar un estudi previ 
per saber el funcionament de la seva arquitectura. Aquestes dues plataformes m’han demostrat que estan 
en continua evolució i que darrera d’elles hi ha una gran comunitat molt activa, per exemple la continua 
publicació de projectes i estudis o la rapidesa en la resposta de diferents dubtes publicats en diferents fòrums 
especialitzats.  
L’electrònica ha estat el meu punt feble, la falta de coneixements ha estat una mica caos a l’inici, tot i que 
amb l’ajuda del tutor del projecte i un gran nombre d’hores invertides el circuit que s’ha dissenyat és 
totalment operatiu. Definitivament, els coneixements que he adquirit en aquest projecte m’han despertat 
noves inquietuds que m’agradaria explorar tant personal com professionalment. 
5.1 Objectius assolits 
Els objectius marcats des d’un principi han estat assolits. S’ha creat un circuit que comunica la Raspberry 
Pi amb el motor i l’aïlla de possibles pujades de tensió que poden arribar a malmetre el circuit de la SBC. 
La part del disseny i elecció del components ha estat la més complicada degut a la manca de coneixements 
en la matèria, malgrat tot, amb la orientació del tutor s’ha aconseguit crear un circuit amb un cost molt 
reduït que realitza la funció requerida a la perfecció. 
Amb la placa ja muntada, l’objectiu de l’aplicació-servidor s’ha dividit en dues parts, una primera de 
comunicació entre Raspberry Pi-Motor, i una segona de comunicació enter Raspberry Pi-Mòbil Android. 
La primera part de l’objectiu tracta de modificar el PWM per tal de canviar la velocitat del motor. Ha estat 
un encert programar l’aplicació amb Python ja que, la facilitat d’aquest llenguatge i les llibreries per 
interactuar amb GPIO han fet que la programació hagi estat molt senzilla. El segon objectiu, la comunicació 
Raspberry Pi-Mòbil Android, ha estat més complicada ja que la interacció entre dos llenguatges diferents 
fa que s’hagin d’enviar les dades d’una forma especifica amb una mateixa codificació per a que l’altre 
l’interpreti amb èxit. En aquest apartat ha estat de gran ajuda el material que proporcionen fòrums com 
stackoverflow13. 
Programar en Android és senzill, però hi ha particularitats que han endarrerit la planificació, és el cas de la 
modificació de la interfície gràfica dins d’alguns processos. Ha estat en aquesta aplicació on la programació 
s’ha basat principalment en l’assaig i error, i la consulta de molts fòrum per trobar solucions als errors que 
                                                   
13 Enllaç URL: http://stackoverflow.com/  
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ocorrien contínuament. Alguns d’aquests m’han sorprès, com és el cas de crear una instància de la classe 
AsyncTask, que només es pot executar una vegada, per tornar-lo a executar s’ha de crear una nova instància. 
Finalment, els objectius restants són l’especialització del projecte, ja que els anteriors tenien un caràcter 
bàsic. En aquesta segona part el que s’ha volgut és donar al projecte unes característiques avançades per tal 
que tingui un caràcter més professional i educatiu. S’ha adaptat el protocol de comunicació handshake, s’ha 
utilitzat el protocol de seguretat SSL/TLS per a l’intercanvi de dades, s’ha fet servir un control PID per 
corregir la velocitat del motor i, finalment, s’ha habilitat la tècnica keepalive per mantenir les connexions 
vives. 
Aquesta darrera part ha estat la més engrescadora, ja que tractava de portar a la pràctica els coneixements 
teòrics adquirits a la Universitat. Certament, també és la part més costosa però un cop vist el resultat final 
del projecte i l’experiència adquirida ha estat realment gratificant. 
5.2 Desviacions de la planificació 
La planificació s’ha vist afectada per diverses raons: logístiques, laborals i per falta d’experiència en la 
majoria dels camps amb els que s’ha treballat. Tot i que la falta de coneixements ha endarrerit algunes 
tasques, la logística i les qüestions laborals són les que més ho han fet. Per una banda, en el cas de la 
logística, el material comprat es va endarrerir dos mesos, bloquejant en certa mesura el projecte. Per altre 
banda, la meva situació laboral, ha dificultat el seguiment de la planificació inicial.  
5.3 Valoració econòmica 
El cost total del  projecte està dividit en dues parts, la part que correspondria a l’apartat Hardware que està 
format de tots els components utilitzats per tal de construir la plataforma sobre la qual s’ha treballat, i per 
l’altre banda, la part de software, on entrarien totes les hores dedicades a la programació de les dues 
aplicacions. La Taula 5.1 mostra els preus del components que s’han hagut de comprar. 
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Taula 5.1 Preu dels components 
Element Proveïdor Preu Unitat Quantitat Preu Total 
Raspberry Pi Model B Diotronic 41€ 1 41€ 
Motor EMG30 superrobotica.com 37,35€ 1 37,35€ 
Adaptador corrent RPi element14.com 15€ 1 15€ 
Adaptador Sense Fils 
Wi-Pi 
element14.com 15€ 1 15€ 
Placa perfboard Diotronic 4,28€ 1 4,28€ 
Transistor IRFB3306 element14.com 1,85€ 1 1,85€ 
Tira mascle 2x40 pins Diotronic 1,19€ 1 1,19€ 
Resistència 100Ω Diotronic 0,24€ 2 0,48€ 
Resistència 1KΩ Diotronic 0,24€ 1 0,24€ 
Díode 1N4007 Diotronic 0,24€ 1 0,24€ 
Connector mascle 4 pins Diotronic 0,24€ 1 0,24€ 
Optoacoblador Diotronic 0,23€ 2 0,46€ 
Sòcol 6 pins Diotronic 0,16€ 2 0,32€ 
Connector mascle 2 pins Diotronic 0,07€ 2 0,14€ 
TOTAL: 117,79€ 
 
La majoria de components s’han comprat a Diotronic, botiga d’electrònica especialitzada situada a la ciutat 
de Barcelona. Els altres components s’han comprat online: superrobotica.com i element14.com. Per 
desgracia, el motor comprat online va arribar amb 2 mesos de retard i en conseqüència, el projecte va quedar 
relativament parat. 
Com es reflecteix a la Taula 5.1, el components més cars són la Raspberry Pi i el motor. En el cas de 
l’adaptador sense fils, seria possible prescindir d’ell en cas que el connectéssim pel port Ethernet, per tant, 
podríem reduir el cost en 15€. Clarament, aquest preu és per construir una unitat, en cas que es fabriques 
en sèrie, el preu podria ajustar-se molt  més. Com ja s’ha dit anteriorment, cada dia surten noves plaques, 
lo més probable es que en un o dos anys, puguem abaratir costos relacionats amb el miniPC. 
La segona part dels costos és refereix a l’apartat software. En la Taula 5.2 estan desglossats el total d’hores 
que s’ha dedicat amb els seus corresponents costos. En aquest cas diferenciarem entre el que serà l’Analista 
que realitzarà l’estudi previ, l’anàlisi i el disseny i l’enginyer informàtic que hauria de realitzar la 
implementació, muntatge i testing. L’Analista té un salari anual de 30.295€ [9] i l’Enginyer Informàtic té 
un salari de 26.796€ [10]. El preu per hora s’ha calculat en base a que l’any té 1750 hores laborables. 
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Taula 5.2 Preu total per hores treballades 
 Hores Preu €/hora Total 
Estudi previ 96 h 17,31€ 1661,76€ 
Anàlisi i Disseny 160 h 17,31€ 2769,60€ 
Implementació i 
configuració de les 
Plataformes  
50 h 15,31€ 765,50€ 
Desenvolupament 
Aplicació Python 
100 h 15,31€ 1531,00€ 
Desenvolupament 
Aplicació Android 
80 h 15,31€ 1224,80€ 
Memòria 90 h 17,31€ 1557,90€ 
Total 576 h  9510,66€ 
 
Com es de suposar, el preu dels components és insignificant comparat amb el preu de desenvolupament. 
Moltes vegades es pot veure en diferents pàgines web especialitzades que els costos de fabricació de 
diferents dispositius és relativament barat en comparació amb el preu de mercat. Com s’ha pogut comprovar 
en aquest projecte, darrera dels components d’un dispositiu s’hi ha d’afegir tot el cost de desenvolupament, 
a més a més del transport, impostos.. que fan que el producte final sigui encara molt més car. Finalment, 
en la Taula 5.3 hi ha la suma dels costos de Hardware i Software. 
Taula 5.3 Preu total del Projecte 
 Preu Total 
Hardware 117,79€ 
Software 9510,66€ 
Total 9628,45€ 
  
 
  
66  Bibliografia 
 
6 Bibliografia 
Ada, L. (12 / 06 / 2013). Setting up a Raspberry Pi as a WiFi access point. Consultat el 02 / 2014, a 
https://learn.adafruit.com/setting-up-a-raspberry-pi-as-a-wifi-access-point/install-software 
akadia.com. (sense data). How to create a self-signed SSL Certificate. Consultat el 05 / 2014, a 
http://www.akadia.com/services/ssh_test_certificate.html 
Ancell, R. (03 / 08 / 2007). Making an SSL connection in Python. Consultat el 05 / 2014, a 
http://bobthegnome.blogspot.com.es/2007/08/making-ssl-connection-in-python.html 
Android Developers. (sense data). Consultat el 02 / 2014, a http://developer.android.com/index.html 
B. C. (sense data). RPi.GPIO 0.5.5. Consultat el 02 / 2014, a PyPI - the Python Package Index: 
https://pypi.python.org/pypi/RPi.GPIO 
Caner. (19 / 05 / 2010). Discrete PID Controller (Python recipe). Consultat el 04 / 2014, a 
http://code.activestate.com/recipes/577231-discrete-pid-controller/ 
Carlos. (15 / 08 / 2007). Configurar WiFi con IP estática. Consultat el 02 / 2014, a Ubuntu-es: 
http://www.ubuntu-es.org/node/59552#.U5n1EZR_tSF 
Castro, L. (sense data). ¿Qué es SSL? Consultat el 05 / 2014, a About.com: 
http://aprenderinternet.about.com/od/ConceptosBasico/a/Que-Es-Ssl.htm 
darksidetuningclub.com. (01 / 2014). Leyenda colores resistencias. Consultat el 01 / 2014, a 
http://www.darksidetuningclub.com/Leyenda%20colores%20resitencias.png 
Díaz, A. J. (2004). Taller de criptografia aplicada. Consultat el 05 / 2014, a 
http://stuff.gpul.org/2004_cripto/doc/chuleta_openssl.pdf 
element14.com. (26 / 07 / 2013). Consultat el 09 / 2013, a 
http://www.element14.com/community/community/news/blog/2013/07/26/raspberry-pi-vs-the-
world-compare-and-contrast-the-competition 
ellinux.org. (sense data). Raspberry Pi Programming. Consultat el 02 / 2014, a 
http://elinux.org/RPi_Programming 
Eric, A. (22 / 12 / 2013). Implement Socket on Android to communicate with Raspberry Pi. Consultat el 03 
/ 2014, a http://android-er.blogspot.com.es/2013/12/implement-socket-on-android-to.html 
FJRamirez. (06 / 07 / 2012). Tu Electronica.es. Consultat el 01 / 2013, a 
http://www.tuelectronica.es/tutoriales/electronica/resistencia-pull-up-y-pull-down.html 
Bibliografia 67 
Fundation, P. S. (09 / 2009). El tutorial de Python. Consultat el 02 / 2014, a 
http://docs.python.org.ar/tutorial/pdfs/TutorialPython2.pdf 
Fundation, P. S. (sense data). Python Documentation contents. Consultat el 02 / 2014, a 
https://docs.python.org/3.2/contents.html 
Fundation, P. S. (sense data). Python v3.2.5 documentation. Consultat el 2014, a 
https://docs.python.org/3.2/ 
Fundation, R. P. (sense data). FAQ. Consultat el 01 / 2014, a http://www.raspberrypi.org/help/faqs/ 
Hamalainen, C. (24 / 01 / 2013). Python SSL socket echo test with self-signed. Consultat el 05 / 2014, a 
http://carlo-hamalainen.net/blog/2013/1/24/python-ssl-socket-echo-test-with-self-signed-
certificate 
Inc., G. (sense data). Android. Consultat el 2014, a http://www.android.com/ 
Inc., G. (sense data). Developers Android. Recollit de http://developer.android.com/develop/index.html 
IOR. (24 / 04 / 2014). irf.com. Consultat el 05 / 2014, a http://www.irf.com/product-
info/datasheets/data/irfs3306pbf.pdf 
Leek, T. (14 / 06 / 2014). How does the protocol connection SSL work with self-signed certificate? Consultat 
el 14 / 06 / 2014, a Stack: http://security.stackexchange.com/questions/61021/how-does-the-
protocol-connection-ssl-work-with-self-signed-certificate 
linuxconfig.org. (sense data). Setup Wireless interface with WPA and WPA2 on Ubuntu. Consultat el 02 / 
2014, a http://linuxconfig.org/setup-wireless-interface-with-wpa-and-wpa2-on-ubuntu 
Martín, L. (12 / 08 / 2008). Uso del diodo volante (freewheeling). Consultat el 01 / 2014, a 
http://www.automatismos-mdq.com.ar/blog/2008/07/uso-del-diodo-volante-freewheeling.html 
Monk, S. (14 / 01 / 2013). Adafruit's Raspberry Pi Lesson 9. Controlling a DC Motor. Consultat el 01 / 
2014, a https://learn.adafruit.com/adafruit-raspberry-pi-lesson-9-controlling-a-dc-motor/overview 
Motorola. (sense data). datasheetcatalog.com. Consultat el 01 / 2014, a 
http://pdf.datasheetcatalog.com/datasheet/motorola/4N26.pdf 
mudogeek.com. (12 / 04 / 2008). Sockets en Python. Consultat el 04 / 2014, a 
http://mundogeek.net/archivos/2008/04/12/sockets-en-python/ 
Muñoz, D. A. (07 / 2011). Introducció al protocolo SSL. Madrid, Espanya. Consultat el 05 / 2014 
OpenSSL. (sense data). OpenSSL. Consultat el 05 / 2014, a https://www.openssl.org/ 
Rius, O. (2014). La revolució dels mini-PC: Raspberry PI, Arduino i més - See more at: 
http://oriolrius.cat/blog/2014/01/24/conferencia-la revolucio-dels-mini-pc-raspberry-pi-arduino-i-
68  Bibliografia 
 
mes/#sthash.Rs0h9pRK.dpuf. Barcelona. Consultat el 23 / 01 / 2014, a 
http://oriolrius.cat/blog/2014/01/24/conferencia-la-revolucio-dels-mini-pc-raspberry-pi-arduino-i-
mes/ 
Rodriguez, D. M. (22 / 01 / 2011). Sockets SSL en python. Consultat el 05 / 2014, a 
http://www.taringa.net/posts/linux/8898486/Sockets-SSL-en-python.html 
Sastre, T. R. (sense data). IP Estática. Consultat el 02 / 2014, a http://www.electroensaimada.com/ip-
estaacutetica.html 
Sims, G. (03 / 02 / 2014). How to Set up a Raspberry Pi as a Wireless Access Point. Consultat el 02 / 2014, 
a maketecheasier: http://www.maketecheasier.com/set-up-raspberry-pi-as-wireless-access-point/ 
TSC. (sense data). datasheetcatalog.com. Consultat el 01 / 2014, a 
http://pdf.datasheetcatalog.com/datasheet2/b/0d5ldgxyf9kxeu7aic874qtc8t3y.pdf 
Victor. (29 / 05 / 2013). Introducción a Python. Consultat el 02 / 2014, a Mis experiencias con la Raspberry 
Pi: http://muyraspi.blogspot.com.es/2013/05/introduccion-python.html 
Wikipedia. (sense data). Single-Board Computer. Consultat el 06 / 2014, a 
http://en.wikipedia.org/wiki/Single-board_computer 
 
 
  
Cites textuals i de referència 69 
7 Cites textuals i de referència 
[1] Viquipèdia. Resistència. http://ca.wikipedia.org/wiki/Resistència_elèctrica_(component) 
[2] Viquipèdia. Díode. http://ca.wikipedia.org/wiki/Díode 
[3] Viquipèdia. Optoacoblador. http://ca.wikipedia.org/wiki/Optoacoblador 
[4] Viquipèdia. Transistor. http://ca.wikipedia.org/wiki/Transistor 
[5] Viquipèdia. PID. http://ca.wikipedia.org/wiki/Controlador_PID  
[6] Python Software Fundation. http://docs.python.org.ar/tutorial/pdfs/TutorialPython2.pdf  
[7] Viquipèdia. Android. http://ca.wikipedia.org/wiki/Android   
[8] Viquipèdia. PWM. http://es.wikipedia.org/wiki/Modulaci%C3%B3n_por_ancho_de_pulsos  
[9] Viquipèdia. PID. http://ca.wikipedia.org/wiki/Controlador_PID  
[10] Barcelona Activa Cibernàrium, Creació d’Aplicacions amb Google Android III.  
http://w144.bcn.cat/cibernarium/images/cat/Dossier%20Google%20Android%20III_tcm64-18557.pdf  
[11] Infojobs. Salari Analista. http://plandecarrera.infojobs.net/jobtitles.xhtml?jobtitle=analista 
[12] Infojobs. Salari Enginyer Informàtic. http://plandecarrera.infojobs.net/puesto-de-trabajo/ingeniero-
informatico  
 Annexos 
 
Annexos  i 
Annex A: Comparativa entre diferents SBC 
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Annex B: Codi de colors de les resistències 
 
 
  
Annexos  iii 
Annex C: Fitxa tecniac del Díode 1N4007 
 
  
iv  Annexos 
 
Annex D: Fitxa tècnica del Optoacoblador 4N26 
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Annex E: Fitxa tècnica del transistor IRFB3306 
 
Annexos  vii 
 
  
viii  Annexos 
 
Annex F: Codi font testPi.py 
/* testPi.py */ 
 
import sys 
import csv 
import socket 
import array 
import threading 
import locale 
from raspPi import raspGPIO 
from time import sleep 
from outPi import screen 
from pidPi import PID 
from connPi import connexio 
from motorPi import motor 
 
def count_time(interval): 
 global currentSpeed 
 global th 
 global PWMout 
  
 currentSpeed = rasp.getCurrentSpeed(mot.getEncoder()) 
 pid = control.update(currentSpeed) 
 PWMout = rasp.getDuty() + pid 
 
 if PWMout > 100: 
  PWMout = 100 
 elif PWMout < 0: 
  PWMout = 0 
 
 rasp.setDuty(PWMout)  
 
 th = threading.Timer(interval,count_time,[interval]) 
 th.start() 
 
def recollir_dades(interval,speed,kp): 
 global currentSpeed 
 global oldSpeed 
 global newSpeed 
 global PWMout 
 
 i = 0 
 suma = 0 
 valid = 1 
 llista = [] 
 
 while i <= 20: 
  text = 
str(interval).replace('.',',')+";"+str(kp).replace('.',',')+";"+str(newSpeed).replace('.',',')+";"+str(currentSpeed).replace( '.',',')+";"+str(
PWMout).replace('.',',')+"\n" 
  llista.append(text) 
  if i >= 10 and i < 20: 
   suma = suma + currentSpeed 
   error = abs(speed - currentSpeed) 
   if error > 1.5: 
    valid = 0 
    break 
  sleep(0.5) 
  i = i + 0.5 
 suma = suma / 20 
 if valid == 1: 
  name = "./testingPi2/"+str(interval)+"_"+str(kp)+"_"+str(oldSpeed)+"-
"+str(newSpeed)+"_"+str(suma)+".csv" 
  f = open(name, 'w+') 
  i = 0 
  while i < 40: 
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   f.write(llista[i])  
   i = i + 1 
  f.close() 
 else: 
  name = "no creat_"+str(interval)+"_"+str(kp)+"_"+str(speed) 
 return name 
  
 
def main(argv): 
 global currentSpeed 
 global oldSpeed 
 global newSpeed 
 global control 
 global rasp 
 global mot 
 global th 
  
 try: 
  if len(argv) < 4: 
   print("Aquesta aplicació necessita els següent paràmetres de entrada:") 
   print("NomMotor GPIOout GPIOin InterrupcionsVolta") 
   sys.exit() 
  currentSpeed = 0.0 
  newSpeed = 25.0 
  oldSpeed = 0.0 
  interval = 0.001 
  kp = 1.20 
 
  mot = motor(argv[0],int(argv[3])) 
  rasp = raspGPIO(int(argv[2]), int(argv[1])) 
  control = PID() 
  control.setPoint(0) 
 
  max = rasp.calcMaxSpeed(mot.getEncoder()) 
  print(max) 
  mot.setMaxSpeed(max) 
 
  vec = [float(max*0.30),float(max*0.80)] 
 
  sleep(5)  
   
  while interval < 0.01: 
   break 
   while kp > 0: 
    control.setKp(kp) 
    i = 0 
    while i < len(vec): 
     oldSpeed = newSpeed 
     newSpeed = vec[i] 
     control.setPoint(newSpeed) 
     sleep(1) 
     count_time(interval) 
     m = recollir_dades(interval,vec[i],kp) 
     print(m) 
     th.cancel() 
     rasp.setDuty(0) 
     #rasp.stop() 
     #th.cancel() 
     #sys.exit() 
     i = i + 1 
    kp = kp - 0.01 
   kp = 1.20 
   interval = interval + 0.005  
 
  sys.exit() 
 
 except KeyboardInterrupt: 
  rasp.stop() 
  th.cancel() 
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  print("Aplicació tancada correctament.") 
  sys.exit() 
  
 
if __name__ == "__main__": 
 main(sys.argv[1:]) 
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Annex G: Codi font MainActivity.java 
/* MainActivity.java */ 
package com.example.motorpi.app; 
 
import android.app.Activity; 
import android.app.ProgressDialog; 
import android.content.Intent; 
import android.os.AsyncTask; 
import android.os.Bundle; 
import android.os.StrictMode; 
import android.util.Log; 
import android.view.View; 
import android.view.View.OnClickListener; 
import android.widget.Button; 
import android.widget.EditText; 
import android.widget.Toast; 
 
import java.io.IOException; 
import java.net.UnknownHostException; 
import java.security.GeneralSecurityException; 
 
import static android.text.TextUtils.isEmpty; 
 
public class MainActivity extends Activity { 
    EditText editTextAddress, editTextPort; 
    Button buttonConnect, buttonClear; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
        StrictMode.ThreadPolicy policy = new StrictMode.ThreadPolicy.Builder().permitAll().build(); 
        StrictMode.setThreadPolicy(policy); 
 
        editTextAddress = (EditText)findViewById(R.id.address); 
        editTextPort = (EditText)findViewById(R.id.port); 
        buttonConnect = (Button)findViewById(R.id.connect); 
        buttonClear = (Button)findViewById(R.id.clear); 
 
        buttonConnect.setOnClickListener(buttonConnectOnClickListener); 
 
        buttonClear.setOnClickListener(new OnClickListener(){ 
 
            @Override 
            public void onClick(View v) { 
                editTextAddress.setText(""); editTextPort.setText(""); 
            }}); 
    } 
 
    OnClickListener buttonConnectOnClickListener = 
            new OnClickListener(){ 
 
                @Override 
                public void onClick(View arg0) { 
                    if(!isEmpty(editTextAddress.getText().toString()) 
                            && !isEmpty(editTextPort.getText().toString())) { 
                        MyClientTask myClientTask = new MyClientTask( 
                                editTextAddress.getText().toString(), 
                                Integer.parseInt(editTextPort.getText().toString())); 
                        myClientTask.execute(); 
                    } 
                    else { 
                        Toast.makeText(getApplicationContext(), 
                                "Cal introduir IP i/o Port", 
                                Toast.LENGTH_SHORT).show(); 
                    } 
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                }}; 
 
    public class MyClientTask extends AsyncTask<Void, String, Void> { 
        /*Estableix la connexió segura amb el servidor*/ 
 
        ProgressDialog dialog; 
        String dstAddress; 
        int dstPort; 
 
        MyClientTask(String addr, int port){ 
            dstAddress = addr; 
            dstPort = port; 
        } 
 
        @Override 
        protected void onPreExecute(){ 
            this.dialog = ProgressDialog.show(MainActivity.this, "", 
                    "Connectant...", true); 
        } 
 
 
        @Override 
        protected Void doInBackground(Void... arg0) { 
            ConnectionSSL conn; 
            int check; 
 
            try { 
                conn = new ConnectionSSL(getApplicationContext(), dstPort, dstAddress); 
 
                if(!conn.socketIsNull()) {              //Si la connexió ha estat un exit 
                    check = conn.socketIsConnected(); 
                    if(check == 1) { 
                        Singleton.getInstance().setConnectionSSL(conn); 
                        Intent next = new Intent(MainActivity.this, MainMotor.class); 
                        startActivity(next);            //Canvien d'Activity 
                    } 
                    else { 
                        Log.i("Activity", "Connexió: ack no rebut"); 
                        if(!conn.socketIsNull()) conn.closeSocket(); 
                        throw new Exception("Sync ha fallat"); 
                    } 
                } 
                else { 
                    Log.i("Activity", "Connexió: No s'ha pogut connectar"); 
                    throw new Exception("No s'ha pogut connectar"); 
                } 
 
            } catch (UnknownHostException e) { 
                // TODO Auto-generated catch block 
                Log.i("Activity", "HostException: " + e.getMessage()); 
                publishProgress(e.getMessage()); 
                e.printStackTrace(); 
            } catch (IOException e) { 
                // TODO Auto-generated catch block 
                Log.i("Activity", "IOException :" + e.getMessage()); 
                publishProgress(e.getMessage()); 
                e.printStackTrace(); 
            } catch (GeneralSecurityException e) { 
                e.printStackTrace(); 
                Log.i("Activity", "SSLException: " + e.getMessage()); 
            } catch (Exception e) { 
                Log.i("Activity", "Exception: " + e.getMessage()); 
                publishProgress(e.getMessage()); 
            } 
            return null; 
        } 
 
        @Override 
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        protected void onProgressUpdate(String... error) { 
            super.onProgressUpdate(error); 
            Log.i("Activity", "OnProgressUpdate: " + error[0]); 
            Toast.makeText(MainActivity.this, error[0], Toast.LENGTH_SHORT).show(); 
        } 
 
        @Override 
        protected void onPostExecute(Void result) { 
            super.onPostExecute(result); 
            dialog.dismiss(); 
        } 
 
    } 
}  
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Annex H: Codi font MainMotor.java 
/* MainMotor.java */ 
package com.example.motorpi.app; 
 
import android.app.Activity; 
import android.app.AlertDialog; 
import android.app.ProgressDialog; 
import android.content.DialogInterface; 
import android.os.AsyncTask; 
import android.os.Bundle; 
import android.util.Log; 
import android.widget.LinearLayout; 
import android.widget.SeekBar; 
import android.widget.TextView; 
import android.widget.Toast; 
 
import com.jjoe64.graphview.GraphView; 
import com.jjoe64.graphview.GraphView.GraphViewData; 
import com.jjoe64.graphview.GraphViewSeries; 
import com.jjoe64.graphview.LineGraphView; 
 
import java.io.IOException; 
import java.security.KeyManagementException; 
import java.security.KeyStoreException; 
import java.security.NoSuchAlgorithmException; 
import java.security.cert.CertificateException; 
import java.text.DecimalFormat; 
import java.util.Timer; 
import java.util.TimerTask; 
 
public class MainMotor extends Activity { 
    private GraphView graphView; 
    private GraphViewSeries exampleSeries; 
    private double graphLastXValue = 5d; 
    private TextView textStatus; 
    private TextView nameMotor; 
    private TextView textSpeed; 
    private TextView textCurrent; 
    private TextView textTeorica; 
    private TextView textReal; 
    private SeekBar speedBar; 
    private ConnectionSSL conn; 
    private float maxSpeed; 
    private int currentSpeed, oldSpeed; 
    private boolean blocked; 
    private AlertDialog.Builder alert; 
    private ReconnectServer reconnectServer; 
    private Timer mTimer1; 
    private Timer mTimer2; 
    private CurrentSpeedTimerTask taskTimer1; 
    private NewSpeedTimerTask taskTimer2; 
 
    /** Called when the activity is first created. */ 
    @Override 
    public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main_motors); 
 
        textStatus = (TextView)findViewById(R.id.textStatus); 
        nameMotor = (TextView)findViewById(R.id.nameMotor); 
        speedBar = (SeekBar)findViewById(R.id.speedBar); 
        textSpeed = (TextView)findViewById(R.id.textSpeed); 
        textCurrent = (TextView)findViewById(R.id.textCurrent); 
        textTeorica = (TextView)findViewById(R.id.textTeorica); 
        textReal = (TextView)findViewById(R.id.textReal); 
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        nameMotor.setTextSize(28 * getResources().getDisplayMetrics().density); 
        textCurrent.setTextSize(24 * getResources().getDisplayMetrics().density); 
        textSpeed.setTextSize(24 * getResources().getDisplayMetrics().density); 
        textTeorica.setTextSize(10 * getResources().getDisplayMetrics().density); 
        textReal.setTextSize(10 * getResources().getDisplayMetrics().density); 
 
        reconnectServer = new ReconnectServer(); 
 
        String aux; 
        currentSpeed = 0; 
        oldSpeed = 0; 
        blocked = true; 
 
        alert = new AlertDialog.Builder(this); 
        alert.setTitle("Error en la connexió"); 
        alert.setMessage("S'ha perdut la connexió.\nLa voleu restablir?"); 
        alert.setPositiveButton("OK", new DialogInterface.OnClickListener() { 
            public void onClick(DialogInterface dialog, int which) { 
                reconnectServer.execute(); 
            } }); 
        alert.setNegativeButton("Cancel·lar", new DialogInterface.OnClickListener() { 
            public void onClick(DialogInterface dialog, int which) { 
                onBackPressed(); 
            } }); 
 
 
        speedBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() { 
            /*S'activa en moure la barra de la velocitat*/ 
            @Override 
            public void onProgressChanged(SeekBar seekBar, int i, boolean b) { 
                /*Es modifiquen els valors per els nous*/ 
                currentSpeed = i; 
                textSpeed.setText(String.valueOf(i)); 
            } 
 
            @Override 
            public void onStartTrackingTouch(SeekBar seekBar) { 
 
            } 
 
            @Override 
            public void onStopTrackingTouch(SeekBar seekBar) { 
 
            } 
        }); 
 
        try { 
            //get socket from Singleton 
            conn = (ConnectionSSL)Singleton.getInstance().getConnectionSSL(); 
            textStatus.setText("Connectat"); 
 
            //get NomMotor 
            Log.i("Activity", "NomMotor: Enviant consigna reqNameMotor"); 
            conn.send("reqNameMotor"); 
 
            Log.i("Activity", "NomMotor: Esperant resposta..."); 
            aux = conn.read(); 
 
            if(aux != null) { 
                Log.i("Activity", "NomMotor: nomMotor rebut " + aux); 
                nameMotor.setText(aux); 
 
                Log.i("Activity", "NomMotor: Enviant ack nameMotor"); 
                conn.send("ack"); 
            } 
            else { 
                Log.i("Activity", "NomMotor: Resposta null"); 
                throw new IOException("S'ha tallat la connexió"); 
            } 
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        } catch (IOException e) { 
            e.printStackTrace(); 
            Log.i("Activity", "NomMotor: " + e.getMessage()); 
            Toast.makeText(getApplicationContext(), 
                    e.getMessage(), 
                    Toast.LENGTH_SHORT).show(); 
            onBackPressed(); 
        } 
 
        //getMaxSpeed 
        try { 
 
            Log.i("Activity", "MaxSpeed: Enviant consigna reqMaxSpeed"); 
            conn.send("reqMaxSpeed"); 
 
            Log.i("Activity", "MaxSpeed: Esperant resposta..."); 
            aux = conn.read(); 
 
            if(aux != null) { 
                Log.i("Activity", "MaxSpeed: maxSpeed rebut " + aux); 
                maxSpeed = Float.parseFloat(aux); 
 
                Log.i("Activity", "MaxSpeed: Enviant ack maxSpeed"); 
                conn.send("ack"); 
 
                speedBar.setMax((int)maxSpeed); 
            } 
            else { 
                Log.i("Activity", "MaxSpeed: Resposta null"); 
                throw new IOException("S'ha tallat la connexió"); 
            } 
 
        } catch (IOException e) { 
            e.printStackTrace(); 
            Log.i("Activity", "MaxSpeed: " + e.getMessage()); 
            Toast.makeText(getApplicationContext(), 
                    e.getMessage(), 
                    Toast.LENGTH_SHORT).show(); 
            onBackPressed(); 
        } 
 
        // init example series data 
        LinearLayout layout; 
        exampleSeries = new GraphViewSeries(new GraphViewData[] { 
                new GraphViewData(1, 0.0d) 
        }); 
 
        graphView = new LineGraphView( 
                this 
                , ""); 
 
        ((LineGraphView) graphView).setDrawBackground(true); 
 
        graphView.addSeries(exampleSeries);                          //Afegim dades per inicialitzar 
        graphView.getGraphViewStyle().setNumHorizontalLabels(2); 
        graphView.getGraphViewStyle().setNumVerticalLabels(2); 
        graphView.setManualYAxisBounds(maxSpeed,0);                  //Màxim valor en Y 
        graphView.setViewPort(1, 20);                                 //Nombre de dades a mostrar 
        graphView.setScalable(true); 
        graphView.setHorizontalLabels(new String[] {"", ""});        //Sense llegenda en X 
        graphView.getGraphViewStyle().setTextSize(15); 
 
        layout = (LinearLayout) findViewById(R.id.graph); 
        layout.addView(graphView);                                   //Afegim gràfic a la vista 
 
        blocked = false; 
    } 
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    @Override 
    protected void onPause() { 
        if(mTimer1 != null) { 
            mTimer1.cancel(); 
            mTimer1.purge(); 
        } 
        if(mTimer2 != null) { 
            mTimer2.cancel(); 
            mTimer2.purge(); 
        } 
        super.onPause(); 
    } 
 
    @Override 
    protected void onDestroy() { 
        if(mTimer1 != null) { 
            mTimer1.cancel(); 
            mTimer1.purge(); 
        } 
        if(mTimer2 != null) { 
            mTimer2.cancel(); 
            mTimer2.purge(); 
        } 
        super.onDestroy(); 
    } 
 
    @Override 
    protected void onResume() { 
        /*S'executen els fils que es mantindran actius al llarg de la vida de la Activitat*/ 
        super.onResume(); 
 
        mTimer1 = new Timer(); 
        mTimer2 = new Timer(); 
 
        taskTimer1 = new CurrentSpeedTimerTask(); 
        taskTimer2 = new NewSpeedTimerTask(); 
 
        //getCurrentSpeed 
        mTimer1.schedule(taskTimer1, 1000, 500);        //Primera execució 1seg, Successives 0.5seg 
        //getNewSpeed 
        mTimer2.schedule(taskTimer2, 1000, 500);        //Primera execució 1seg, Successives 0.5seg 
    } 
 
    @Override 
    public void onBackPressed() { 
        super.onBackPressed(); 
        String aux; 
 
        try { 
            if (!conn.socketIsNull()) { 
                Log.i("Activity", "PressBack: Enviant consigna close"); 
                conn.send("close"); 
 
                Log.i("Activity", "PressBack: Esperant resposta..."); 
                aux = conn.read(); 
 
                if(aux != null) { 
                    if(!aux.equals("ack")) Log.i("Activity", "PressBack: ack no rebut"); 
                    else Log.i("Activity", "PressBack: ack rebut"); 
                } 
                else Log.i("Activity", "PressBack: resposta null"); 
 
                conn.closeSocket(); 
            } 
 
        } catch (IOException e) { 
            e.printStackTrace(); 
            Toast.makeText(getApplicationContext(), 
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                    e.getMessage(), 
                    Toast.LENGTH_SHORT).show(); 
        } 
    } 
 
    public void setNewSpeed() throws IOException { 
        String aux; 
        Log.i("Activity", "NewSpeed: oldSpeed " + oldSpeed); 
        oldSpeed = currentSpeed; 
        Log.i("Activity", "NewSpeed: currentSpeed " + currentSpeed); 
 
        Log.i("Activity", "NewSpeed: Enviant consigna newSpeed"); 
        conn.send("newSpeed_"+currentSpeed); 
 
        Log.i("Activity", "NewSpeed: Esperant resposta..."); 
        aux = conn.read(); 
 
        if(aux != null) { 
            if (!aux.equals("ack")) Log.i("Activity", "NewSpeed: ack no rebut"); 
            else Log.i("Activity", "NewSpeed: ack rebut"); 
        } 
        else { 
            Log.i("Activity", "NewSpeed: Resposta null"); 
            throw new IOException("S'ha tallat la connexió"); 
        } 
    } 
 
    public Float getCurrentSpeed() throws IOException { 
        String aux; 
        float monitorSpeed = 0; 
        Log.i("Activity", "ReqSpeed: Enviant consigna reqSpeed"); 
        conn.send("reqSpeed"); 
 
        Log.i("Activity", "ReqSpeed: Esperant resposta..."); 
 
        aux = conn.read(); 
        if(aux != null) { 
            Log.i("Activity", "ReqSpeed: reqSpeed rebut " + aux); 
            monitorSpeed = Float.parseFloat(aux); 
 
            Log.i("Activity", "ReqSpeed: Enviant ack reqSpeed"); 
            conn.send("ack"); 
        } 
        else { 
            Log.i("Activity", "ReqSpeed: Resposta null"); 
            throw new IOException("S'ha tallat la connexió"); 
        } 
        return monitorSpeed; 
    } 
 
    public class ReconnectServer extends AsyncTask<Void, String, Void> { 
        /*En cas de desconnexió s'executa aquest mètode que demana a l'usuari 
        * si vol intentar reconnectar amb el servidor*/ 
 
        ProgressDialog dialog; 
        int check; 
 
        ReconnectServer(){ 
            dialog = null; 
            check = 0; 
        } 
 
        @Override 
        protected void onPreExecute(){ 
            dialog = ProgressDialog.show(MainMotor.this, "", 
                    "Connectant...", true); 
        } 
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        @Override 
        protected Void doInBackground(Void... arg0) { 
            try { 
                conn.reConnect(getApplicationContext()); 
                check = conn.socketIsConnected(); 
                if(check == 1) { 
                    mTimer1 = new Timer(); 
                    mTimer2 = new Timer(); 
 
                    taskTimer1 = new CurrentSpeedTimerTask(); 
                    taskTimer2 = new NewSpeedTimerTask(); 
 
                    //get currentSpeed 
                    mTimer1.schedule(taskTimer1, 1000, 500);        //Primera execució 1seg, Successives 0.5seg 
                    //get newSpeed 
                    mTimer2.schedule(taskTimer2, 1000, 500);        //Primera execució 1seg, Successives 0.5seg 
 
                    Log.i("Activity", "Reconnect: S'ha reconnectat"); 
                } 
                else { 
                    publishProgress("Error en la connexió"); 
                    onBackPressed(); 
                } 
 
            } catch (IOException e) { 
                e.printStackTrace(); 
                publishProgress(e.getMessage()); 
                onBackPressed(); 
            } catch (CertificateException e) { 
                e.printStackTrace(); 
                publishProgress(e.getMessage()); 
                onBackPressed(); 
            } catch (NoSuchAlgorithmException e) { 
                e.printStackTrace(); 
                publishProgress(e.getMessage()); 
                onBackPressed(); 
            } catch (KeyStoreException e) { 
                e.printStackTrace(); 
                publishProgress(e.getMessage()); 
                onBackPressed(); 
            } catch (KeyManagementException e) { 
                e.printStackTrace(); 
                publishProgress(e.getMessage()); 
                onBackPressed(); 
            } 
            return null; 
        } 
 
        @Override 
        protected void onProgressUpdate(String... error) { 
            super.onProgressUpdate(error); 
            Log.i("Activity", "OnProgressUpdate: " + error[0]); 
            Toast.makeText(MainMotor.this, error[0], Toast.LENGTH_SHORT).show(); 
        } 
 
        @Override 
        protected void onPostExecute(Void result) { 
            super.onPostExecute(result); 
            if(check == 1) { 
                textStatus.setText("Connectat"); 
                dialog.dismiss(); 
            } 
        } 
    } 
 
    public class CurrentSpeedTimerTask extends TimerTask { 
        /*Demana al servidor que li enviï la velocitat a la que està 
        * corrent el motor*/ 
        @Override 
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        public void run() { 
            runOnUiThread(new Runnable() { 
                @Override 
                public void run() { 
                    float monitorSpeed; 
                    while (blocked) ; 
                    blocked = true; 
                    try { 
                        monitorSpeed = getCurrentSpeed(); 
                        textCurrent.setText(new DecimalFormat("###.##").format(monitorSpeed)); 
                        //Actualitza la gràfica 
                        graphLastXValue += 1d; 
                        exampleSeries.appendData(new GraphViewData(graphLastXValue, monitorSpeed), true, 22); 
                    } catch (IOException e) { 
                        e.printStackTrace(); 
                        Log.i("Activity", "ReqSpeed: " + e.getMessage()); 
                        Toast.makeText(getApplicationContext(), 
                                e.getMessage(), 
                                Toast.LENGTH_SHORT).show(); 
                        textStatus.setText("S'ha perdut la connexió"); 
                        mTimer1.cancel(); 
                        mTimer2.cancel(); 
                        mTimer1.purge(); 
                        mTimer2.purge(); 
                        alert.show(); 
                    } 
                    blocked = false; 
                } 
            }); 
        } 
    } 
 
    public class NewSpeedTimerTask extends TimerTask { 
        /*Es comprova si s'ha sol·licitat canvi de velocitat, en cas 
        * afirmatiu, s'envia la consigna amb la nova velocitat al 
        * servidor.*/ 
        @Override 
        public void run() { 
            runOnUiThread(new Runnable() { 
                @Override 
                public void run() { 
                    while(blocked); 
                    blocked = true; 
 
                    if (currentSpeed != oldSpeed) { 
                        try { 
                            setNewSpeed(); 
                        } catch (IOException e) { 
                            e.printStackTrace(); 
                            Log.i("Activity", "NewSpeed: " + e.getMessage()); 
                            Toast.makeText(getApplicationContext(), 
                                    e.getMessage(), 
                                    Toast.LENGTH_SHORT).show(); 
                            textStatus.setText("S'ha perdut la connexió"); 
                            mTimer1.cancel(); 
                            mTimer2.cancel(); 
                            mTimer1.purge(); 
                            mTimer2.purge(); 
                            alert.show(); 
                        } 
                    } 
 
                    blocked = false; 
                } 
            }); 
        } 
    } 
}  
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Annex I: Codi font ConnectionSSL.java 
/* ConnectionSSL.java */ 
package com.example.motorpi.app; 
 
import android.content.Context; 
import android.content.Intent; 
import android.util.Log; 
 
import java.io.BufferedReader; 
import java.io.IOException; 
import java.io.InputStream; 
import java.io.InputStreamReader; 
import java.io.PrintWriter; 
import java.security.KeyManagementException; 
import java.security.KeyStore; 
import java.security.KeyStoreException; 
import java.security.NoSuchAlgorithmException; 
import java.security.cert.CertificateException; 
 
import javax.net.ssl.KeyManagerFactory; 
import javax.net.ssl.SSLContext; 
import javax.net.ssl.SSLSocket; 
import javax.net.ssl.SSLSocketFactory; 
import javax.net.ssl.TrustManagerFactory; 
 
public class ConnectionSSL { 
    SSLSocket socket; 
    int dstPort; 
    String dstAddress; 
    PrintWriter out; 
    BufferedReader in; 
 
    public ConnectionSSL(Context context, int dstPort, String dstAddress) 
            throws KeyStoreException, CertificateException, NoSuchAlgorithmException, 
            IOException, KeyManagementException { 
        /*Crear una nova connexió SSL/TLS*/ 
        this.dstPort = dstPort; 
        this.dstAddress = dstAddress; 
        Log.i("Activity", "Connexió SSL: Configurant paràmetres...."); 
        KeyStore trustStore = KeyStore.getInstance("BKS");                   //Crear instancia de keystore 
 
        InputStream trustStoreStream = 
                context.getResources().openRawResource(R.raw.motorpi);       //Certificat 
        trustStore.load(trustStoreStream, "password".toCharArray());         //Clau del keystore 
 
        TrustManagerFactory trustManagerFactory = 
                TrustManagerFactory.getInstance(KeyManagerFactory.getDefaultAlgorithm()); 
        trustManagerFactory.init(trustStore); 
 
        SSLContext sslContext = SSLContext.getInstance("TLS");               //Assignem tipo de capa de seguretat 
        sslContext.init(null, trustManagerFactory.getTrustManagers(), null); 
        SSLSocketFactory factory = sslContext.getSocketFactory(); 
 
        Log.i("Activity", "Connexió SSL: Connectant...."); 
        this.socket = (SSLSocket) factory.createSocket(dstAddress, dstPort); //Establir connexió 
 
        this.socket.setKeepAlive(true); 
 
        //socket.setEnabledCipherSuites(SSLUtils.getCipherSuitesWhiteList(socket.getEnabledCipherSuites())); 
        //socket = new Socket(dstAddress, dstPort); 
    } 
 
    public void reConnect(Context context) throws KeyStoreException, CertificateException, NoSuchAlgorithmException, 
IOException, KeyManagementException { 
        /*S'intenta reconnectar amb el Servidor*/ 
        Log.i("Activity", "Connexió SSL: Configurant paràmetres...."); 
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        KeyStore trustStore = KeyStore.getInstance("BKS");                   //Crear instancia de keystore 
 
        InputStream trustStoreStream = 
                context.getResources().openRawResource(R.raw.motorpi);       //Certificat 
        trustStore.load(trustStoreStream, "password".toCharArray());         //Clau del keystore 
 
        TrustManagerFactory trustManagerFactory = 
                TrustManagerFactory.getInstance(KeyManagerFactory.getDefaultAlgorithm()); 
        trustManagerFactory.init(trustStore); 
 
        SSLContext sslContext = SSLContext.getInstance("TLS");               //Assignem tipo de capa de seguretat 
        sslContext.init(null, trustManagerFactory.getTrustManagers(), null); 
        SSLSocketFactory factory = sslContext.getSocketFactory(); 
 
        Log.i("Activity", "Connexió SSL: Connectant...."); 
        this.socket = (SSLSocket) factory.createSocket(dstAddress, dstPort); //Establir connexió 
        this.socket.setKeepAlive(true); 
    } 
 
    public boolean socketIsNull() throws IOException { 
        if(this.socket == null) return true; 
        return false; 
    } 
 
    public void send(String text) throws IOException { 
        this.out = new PrintWriter(this.socket.getOutputStream(), true); 
        this.out.print(text); 
        this.out.flush(); 
        this.out.close(); 
    } 
 
    public String read() throws IOException { 
        String aux; 
        this.in = new BufferedReader(new InputStreamReader( 
                this.socket.getInputStream())); 
        aux = this.in.readLine(); 
        this.in.close(); 
        return aux; 
    } 
 
    public void closeSocket() throws IOException { 
        this.socket.close(); 
    } 
 
    public int socketIsConnected() throws IOException { 
        String aux; 
        Log.i("Activity", "Connexió: Connectat"); 
        Log.i("Activity", "Connexió: Enviant consigna connect"); 
        this.send("connect"); 
        Log.i("Activity", "Connexió: Esperant resposta"); 
        aux = this.read(); 
 
        if(aux.equals("ack")) { 
            Log.i("Activity", "Connexió: ack rebut"); 
            this.send("ack"); 
            Log.i("Activity", "Connexió: S'ha enviat ack"); 
            Log.i("Activity", "Connexió: Connexió establerta satisfactoriament"); 
            return 1; 
        } 
        else if(aux == null) return -1; 
        else return 0; 
    } 
}  
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Annex J: Codi font Singleton.java 
/* Singleton.java */ 
package com.example.motorpi.app; 
 
public class Singleton { 
    private static Singleton mInstance = null; 
    private static ConnectionSSL mConnectionSSL; 
 
    private Singleton(){ 
        mConnectionSSL = null; 
    } 
 
    public static Singleton getInstance(){ 
        if(mInstance == null) 
        { 
            mInstance = new Singleton(); 
        } 
        return mInstance; 
    } 
 
    public ConnectionSSL getConnectionSSL(){ 
        return this.mConnectionSSL; 
    } 
 
    public void setConnectionSSL(ConnectionSSL value){ 
        mConnectionSSL = value; 
    } 
} 
