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Vsakdo se je že kdaj znašel v situaciji, ko je prav na hitro potreboval informacije o odhodu
ali prihodu kakšnega avtobusa. Pred leti smo za takšne primere s seboj nosili list, na
katerega smo si doma izpisali vozni red. Podatke smo na primer prepisali s spletne strani
prevoznika, s katerim smo se imeli namen peljati. A ta vozni red ni bil vedno točen,
težave pa so se pojavile tudi ob morebitnih spremembah, zamudah …
S to problematiko se je soočila tudi Avtobusna postaja Ljubljana, zato so na svojo spletno
stran postavili obrazec, ki glede na uporabnikov vnos prikaže točen vozni red vseh
avtobusov z vsemi prevozniki. A omenjena stran ni optimizirana za mobilne naprave,
postopek pa je dolgotrajen in neroden, zato je uporaba na mobilnih telefonih z manjšim
zaslonom prej zamudno opravilo kot pomoč.
Namen diplomskega dela je bil izdelati spletnega pajka, ki bi iz spletne strani pridobil
iskane informacije, strežnik, ki bi skrbel za upravljanje s pajkom in nudil programski
vmesnik, končno pa tudi mobilno aplikacijo ASI, preko katere bi uporabnik lahko pridobil
željen vozni red.




MOBILE APPLICATION FOR SCHEDULING JOURNEYS WITH INTERCITY
BUSES
At some point, everyone found himself or herself in a situation when they quickly needed
information on the time of departure or arrival of a bus. Years before, we carried around
a piece of paper with a copied timetable for such cases. We copied the information from
the website of the bus company whose service we intended to use.  However, this
timetable was not always correct; problems presented themselves in the event of
potential changes, delays, etc.
The Ljubljana Bus Station faced this issue as well. This is why a form showing an exact
timetable of all the busses and bus companies, depending on the user’s input, can be
found on the Ljubljana Bus Station website. However, this website is not optimized for
mobile devices; the procedure is impractical and lengthy, which makes it time
consuming.
The purpose of this final paper was to develop a web spider that would acquire the
required information from the website, a server that would manage the spider and a
software interface, and an ASI mobile application, which the user could use to find the
required timetable.
Key words: mobile applications, public transport, Android, web spider, PHP, Java, REST
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Živimo v času, ko mobilne naprave niso več namenjene le opravljanju klicev in pošiljanju
kratkih sporočil; z vsako novo generacijo lahko naredijo več. Mobilne aplikacije
omogočajo uporabniku hiter dostop do želenih informacij in storitev, kar pospešuje tudi
razvoj programskih vmesnikov.
Ko sem se odločil za študij upravne informatike, je bil eden od razlogov za to tudi želja
po avtomatiziranju procesov in omogočanju preprostega dostopa do informacij, ki
posameznika lahko zanimajo. Ker se na fakulteto vozim z medkrajevnim avtobusom, sem
videl priložnost za izdelavo rešitve, ki bi mi omogočala pregled voznega reda za poljubna
postajališča hitro in mobilno, saj take rešitve še ni. Podjetje Avtobusna Postaja Ljubljana
d.d. hrani podatke o voznih redih vseh prevoznikov, ki imajo postajališče v Ljubljani.
Informacije so dostopne na njihovi spletni strani, a je postopek dolg in neoptimiziran za
mobilne naprave.
Podjetju sem v elektronskem sporočilu razložil svoj namen. Zanimalo me je, če bi lahko
dobil dovoljenje za uporabo njihovih podatkov. Na sestanku z odgovorno osebo sem
izvedel, da dovoljenja sicer ne morem dobiti, da pa jih moj predlog zanima. Dobil sem
nalogo izdelati prototip aplikacije, ki bi jim ga predstavil. Moj projekt tako ne vsebuje le
razvoja mobilne aplikacije ASI, ki bi jo uporabljal končni uporabnik, ampak tudi razvoj
zalednega sistema za simulacijo programskega vmesnika do podatkov, kakršnega bi
Avtobusna postaja Ljubljana morala implementirati. Poleg programskega vmesnika sem
izdelal tudi spletni pajek, ki simulira uporabnika spletne strani Avtobusne postaje
Ljubljana in iz njihove spletne strani izlušči potrebne informacije.
Tabela 1: Uporabljeni metodološki pristopi
Opravljeno delo Metode Rezultat
Pridobitev podatkov Ročno Spletna stran AP Ljubljana
Vstopne točke pajka Ročno Naslovi URL
Zaledni sistem Iterativni Slap Podatkovna baza
Spletna stran
Vmesnik API
Android Iterativni Slap Aplikacija
Predstavitev Besedne/grafične Diplomsko delo
Vir: lasten
Kot prikazuje Tabela 1, sem se najprej lotil iskanja ustreznega vira podatkov. Izmed
spletnih strani, ki so ustrezale kriterijem, sem se odločil za spletno stran Avtobusna
postaja Ljubljana. Sledila je analiza spletne strani, s ciljem pridobitve ustreznih vstopnih
točk, ki jih uporablja spletni pajek. To sem dosegel s pregledom in dekonstrukcijo HTML
kode tako, da sem iz nje izluščil ustrezne URL naslove. Nato sem se lotil izdelave
zalednega sistema. Tukaj sem se odločil za metodološki pristop imenovan »iterativni
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slap« (ang. Iterative Waterfall model), ki je pogosto uporabljen pri razvoju programskih
rešitev zaradi svoje preprostosti (Mall, 2013).
Slika 1: Model iterativnega slapa
Vir: Mall (2013, str. 41)
Kot je prikazano na sliki 1, razvoj poteka v obliki slapa. V prvem koraku preverimo
izvedljivost naloge, kjer definiramo cilje in ustrezne vire. V drugem koraku definiramo
potrebe našega sistema in njegove specifikacije (okolje, programska oprema ipd.). Nato
nastopi načrtovanje sistema. Tu določimo atribute in funkcionalnost spletnega pajka ter
programskega vmesnika, dostopnega na našem strežniku. Za tem nastopi pisanje
programske kode in integracija pajka ter programskega vmesnika v strežnik. Zadnji korak
je vzdrževanje, kjer poteka testiranje celotnega sistema in izvajanje popravkov. Ker je
model iterativni, pomeni, da lahko na poljubnem mestu stopimo en korak nazaj in
izvedemo spremembe. To metodologijo sem zaradi učinkoviti uporabil tudi pri razvoju
mobilne aplikacije ASI. Za predstavitev sem izdelal diplomsko nalogo, s pomočjo katere
opišem arhitekturo in razvoj posameznih sistemov ter predstavim mobilno aplikacijo ASI
in prikažem njeno uporabo.
Diplomsko delo je sestavljeno iz šestih poglavij. Uvodu sledi opis temeljnih pojmov in
predstavitev tehnologij, ki sem jih uporabil pri izdelavi diplomske naloge. Tu se prvič
srečamo s pojmom spletni pajek, ki je ključnega pomena za delovanje našega sistema.
Sledi predstavitev celotnega sistema in njegova interakcija z okoljem, kar obsega spletno
stran Avtobusne postaje Ljubljana, naš strežnik in mobilno aplikacijo ASI. Prikazana je
razporeditev tehnologij, ki jih posamezni sistem uporablja, in komunikacija, ki med njimi
poteka. Četrto poglavje govori o zalednem sistemu, kjer je natančno opisana postavitev
in konfiguracija okolja ter uporaba razvojnih orodij. S pomočjo delčkov kode je prikazana
struktura programskega vmesnika in spletnega pajka, opisano pa je tudi njuno
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delovanje. Sledi izdelava mobilne aplikacije ASI, kjer opišem strukturo projekta, razložim
delovanje posameznih komponent in poudarim pomembnejše odseke kode, ki so
ključnega pomena. V zadnjem poglavju opišem delovanje aplikacije po posameznih
fazah, ki so: namestitev, prva uporaba in pridobitev voznega reda. Tako prikažem, da
sistem res deluje.
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2 OPREDELITEV TEMELJNIH POJMOV IN UPORABLJENIH
TEHNOLOGIJ
2.1 OZNAČEVALNI JEZIK HTML
Jezik HTML (ang. HyperText Markup Language) je standardni označevalni jezik, ki se
uporablja za izdelavo spletnih strani (W3C, 2015). Spletni brskalniki preberejo kodo
HTML, ki je sestavljena iz oznak (npr <html>) in jo spremenijo v vidno/slišno obliko.
Začetna verzija je bila izdana leta 1993, najnovejša različica 5.0 pa je izšla 28. oktobra
2014 (Duckett, 2004).
Ker je jezik sestavljen iz oznak in tako le opisuje vsebino spletne strani, se uvršča med
označevalne in ne programske jezike, zaradi česar lahko pride do različnih interpretacij
med brskalniki. Z naraščanjem zahtevnosti spletnih strani se je razvil skriptni jezik
JavaScript, ki spletni strani doda interaktivnost, in jezik CSS, ki opisuje njen izgled. HTML
smo uporabili za izdelavo spletne strani, na kateri se nahajajo navodila za uporabo API-
ja.
2.2 KASKADNE STILSKE PODLOGE
Kaskadne stilske podloge (ang. Cascading Stlye Sheets ali CSS) so jezik, ki se uporablja
za oblikovanje dokumenta, napisanega v označevalnem jeziku (npr. HTML, XHTML, XML)
(W3C, 2015). Zasnovan je bil z namenom ločevanja vsebine dokumenta in opisa njegova
izgleda, zato stilska pravila praviloma pišemo v ločeno datoteko, ki jo vključimo v
dokument HTML z oznako. Jezik sta razvila Håkon Wium Lie in Bert Bos z organizacijo
W3C, izšel pa je 17. decembra 1996 (Wikipedia, Cascading Style Sheets, 2015). Uporabili
smo ga za oblikovanje zgoraj omenjene spletne strani.
2.3 PROGRAMSKI JEZIK PHP
Jezik PHP (ang. Hypertext Preprocessor) je razvil The PHP Group leta 1995. Primarno se
uporablja za razvoj dinamičnih spletnih strani (The PHP Group, 2015), saj se lahko kodi
PHP in HTML prepletata v isti datoteki, uporablja pa se tudi kot večnamenski programski
jezik. Za razliko od dokumentov HTML in Javascript se koda PHP izvede na strežniku,
zato odjemalec ne prejme izvorne kode PHP, le njen rezultat. Po strukturi je jezik PHP
podoben programskima jezikoma C in Perl (Tatroe, MacIntyre & Lerdorf, 2013), zaradi
česar se izkušenim programerjem zdi domač.
V našem projektu je PHP povezovalni člen med spletno stranjo, aplikacijo ASI in
podatkovno bazo MySQL.
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2.4 TEHNOLOGIJE UPRAVLJANJA S PODATKI
2.4.1 MYSQL
MySQL je sistem za upravljanje s podatkovnimi bazami, razvit leta 1995 v švedskem
podjetju MySQL AB in je trenutno v lasti podjetja Oracle. Napisan je v C in C++ in je
odprtokodna implementacija relacijske podatkovne baze, ki v svojem jedru uporablja
jezik SQL (Oracle, 2015). Zaradi preprostosti in performančnosti je vključen v
priljubljenih programskih paketih (npr. XAMPP, LAMP) in ga uporabljajo programska
ogrodja (npr. Joomla in WordPress), kar je povzročilo izredno popularnost med razvijalci
spletnih strani (Wikipedia, MySQL, 2015). Z namenom shranjevanja postajališč je
uporabljen na strežniški strani.
2.4.2 SQL
SQL (ang. Structured Query Language) je strukturiran povpraševalni jezik za delo s
podatkovnimi zbirkami. Definiran je s standardom ANSI/ISO in je od leta 1986 v
neprestanem razvoju (Wikipedia, SQL, 2015). Jezik omogoča vstavljanje, poizvedovanje,
brisanje, ustvarjanje in spreminjanje podatkovne sheme ter manipulacijo s podatki, ki jih
vsebuje (QuinStreet, 2015).
2.4.3 SQLITE
SQLite je relacijska podatkovna baza, ki jo je leta 2000 zasnoval D. Richard Hipp v
programskem jeziku C (Wikipedia, SQLite, 2015). Za razliko od drugih sistemov za
upravljanje podatkovnih baz (v nadaljevanju: SUPB) je SQLite vgrajen v aplikacijo in
podatke shranjuje v lokalno datoteko. Zaradi tega je izredno priljubljena tehnologija v
mobilnih napravah in napravah z omejeno količino prostora in procesorske moči (npr.
naprave Android, naprave Windows Phone, Raspberry pi, hladilniki, avtomobili, spletni
brskalniki ipd.) (SQLite, 2015). Uporabili smo jo v aplikaciji ASI za shranjevanje
postajališč in zgodovine iskanj.
2.5 PROGRAMSKI JEZIK JAVA
Java je visokonivojski programski jezik, ki izhaja iz jezikov C in C++. Razvit je bil leta
1995 v podjetju Sun Microsystem, ki ga je kasneje prevzelo podjetje Oracle (Rouse,
2007). Namen Jave je ideologija WORA (write once, run anywhere), ki razvijalcem
omogoča razvoj v Javi, koda pa se nato prevede v Java byte code in se izvaja v
virtualnem stroju Java (JVM – Java Virtual Machine). Ta koncept omogoča izvajanje kode
Java, kjerkoli je prisoten JVM (npr. Windows, Linux, Mac, naprave Android, alarmi,
ključavnice, super računalniki ipd.) (Mesojedec & Fabjan, 2004). Zaradi dostopnosti
obstajajo prevajalska orodja, ki prevajajo druge programske jezike v Java byte code in
tako ponujajo razvijalcem več možnosti. Upravljanje s spominom je vgrajeno v sam JVM
in se imenuje pobiranje smeti (ang. garbage collection), zato programerjem zanj ni
potrebno skrbeti – za razliko od jezikov C in C++, ki to poteka ročno. Java je primarni
jezik za razvoj ASI aplikacij.
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2.6 PROJEKT CURL
CURL je ime projekta, ki je napisan v programskem jeziku C, leta 1997 pa ga je izdal
Daniel Stenberg in je sestavljen iz dveh produktov: libcurl je knjižnica, ki ponuja
preprosto prenašanje vsebin z naslovov URL in podpira tipe DICT, FILE, FTP, HTTP,
HTTPS, POP3, SMTP, TELNET, SCP itd., pa tudi certifikate, piškotke, avtentikacijo,
kerberos, proksije in forme http. CURL pa je orodje CLI (ang. Command Line Interface),
ki uporablja knjižnico libcurl za izvajanje operacij (cURL, 2015). Knjižnica libcurl se je
zaradi majhnosti, hitrosti in kompatibilnosti uveljavila kot razširitev za skoraj vse
popularne programske jezike, vključno s PHP-jem, ki ga uporabljamo v tej diplomski
nalogi za pridobivanje podatkov pri strganju.
2.7 TEHNOLOGIJA MEMCACHED
Memcached je brezplačen, odprtokoden, visoko zmogljiv, porazdeljen sistem za
shranjevanje objektov v spomin (Galbraith, 2009). Namenjen je uporabi v spletnem
razvoju dinamičnih spletnih strani z razbremenitvijo podatkovnih baz. Memcahched je
slovar začasno shranjenih podatkov (klici API, datoteka HTML, rezultati poizvedb),
identificiranih z enoličnim ključem, ki se nahaja v spominu. V našem projektu se
uporablja za shranjevanje rezultatov poizvedb, kar prepreči njihovo podvajanje
(Dormando, 2015).
2.8 OBJEKTNA NOTACIJA JSON
Objektna notacija JSON (ang. JavaScript Object Notation) je berljiv format, namenjen
prenosu podatkovnih objektov. Izhaja iz programskega jezika JavaScript, a je prisoten
tudi v številnih drugih (Wikipedia, JSON, 2015). Za vsak ključ obstaja vrednost, ki ni
omejena na določen tip (številka, besedilo ali slovar) in se uporablja kot alternativa jeziku
XML za prenos podatkov med strežnikom in odjemalcem (Refsnes Data, 2015). V našem
primeru sta to strežnik in naprava Android.
2.9 SPLETNI PAJEK
Spletni pajek (ang. Web Crawler) je algoritem, ki sistematično obiskuje spletne strani z
namenom spletnega indeksiranja. Primeri pajkov so spletni brskalniki (Google, Yahoo,
Bing), ki uporabljajo metodo plazenja (zaporednega obiskovanja povezanih spletnih
strani) za pridobivanje najbolj sveže vsebine, po kateri lahko izvedejo iskanje (Olston &
Najork, 2010).
Delovanje algoritma je preprosto:
 V prazen seznam, imenovan »meja plazenja« (ang. Crawl Frontier), vstavimo
začetni spletni naslov.
 Pajek naslov odstrani s seznama in pridobi spletno vsebino.
 Iz vsebine izlušči vse logične spletne povezave in jih doda na seznam.
 Če pajek izvaja indeksiranje, se stran začasno shrani kot posnetek (ang.
snapshot).
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 Pajek vstavi trenutni naslov v zaprt seznam (ang. Closed list) in vzame novega
s seznama »meja plazenja«.
 Postopek se ponavlja, dokler ne dosežemo vnaprej določene globine.
Ker sta pasovna širina in čas omejena, so se razvile optimizacije, ki pajku pomagajo
zaznati podvojene vsebine in spletne naslove ter se jim izogniti. Za primer lahko
vzamemo galerijo šestih slik, vsake v treh različnih velikostih. Naiven pajek bo obiskal
vse slike in skupno torej opravil 18 poizvedb, optimiziran pa bo preskočil duplikate in jih
opravil le 6.
2.10 SPLETNO STRGALO
Spletno strgalo (ang. Web Scraper) je podzvrst spletnih pajkov. Njegova naloga je
izključno pridobivanje (in ne indeksiranje) podatkov s spletnih strani. Deluje podobno
kot spletni pajek, le da ima strani običajno določene vnaprej in ne izvaja samostojnega
odkrivanja. Prednost strgal je, da so hitra in avtomatično prevedejo pridobljene podatke
v obliko, primerno za obdelavo (Turland, 2010). Strgalo se pogosto uporablja za
avtomatizacijo določenih opravil, na primer primerjavo cen nekega artikla med
določenimi spletnimi trgovinami. Poročilo »The scraping threat report 2015« ocenjuje,
da 22 % prometa na internetu izvajajo spletni strgalci, izmed katerih kar 39 % cilja na
spletne strani v povezavi s potovanji (ScrapeSentry, 2015). V naši aplikaciji je strgalo
uporabljeno kot orodje za pridobitev spletnega voznega reda.
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3 PREGLED ARHITEKTURE OKOLJA
V tem poglavju bo na kratko predstavljena arhitektura okolja, ki je prikazana na Sliki 2.
Slika 2: Pregled arhitekture okolja
Vir: Lasten
3.1 SPLETNA STRAN AVTOBUSNE POSTAJE
Najprej se osredotočimo na ciljno spletno stran, na kateri se nahajajo podatki o voznih
redih. Čelni del sistema je napisan v jeziku HTML, oblikovan s CSS in izboljšan z uporabo
JavaScript, zaledni del pa je napisan v programskem jeziku PHP v povezavi s podatkovno
bazo SQL. Če želimo dostopati do določenega dela spletne strani, to storimo preko
zahtevka HTTP na željen spletni naslov. V HTTP odgovoru nam strežnik nato vrne vir, ki
se tam nahaja (dokument HTML, podatki JSON, slike ipd.). V našem primeru želimo s
spletne strani izluščiti podatke o voznem redu, ki so prikazani v tabeli HTML.
3.2 STREŽNIK
Strežniška koda je napisana v jeziku PHP. Skrbi za pridobivanje voznega reda s spletne
strani, opisane zgoraj, ter za posredovanje teh podatkov aplikaciji ASI. Do čelnega dela
sistema lahko dostopamo preko brskalnika, kjer se nam pokaže stran HTML, ki vsebuje
navodila za uporabo API-ja. Strežnik je sestavljen iz dveh pomembnejših komponent:
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 Spletni pajek
Spletni pajek je algoritem, zadolžen za izvajanje zahtevkov HTTP in obdelavo rezultatov.
Komunicira s servisom memcache, ki se izvaja na sistemu, saj pred vsako poizvedo
preveri, ali je v njem že shranjen rezultat zahtevka. Če je, se pridobivanje voznega reda
preskoči in pajek vrne shranjen rezultat, drugače pa se zahtevki izvedejo in rezultat se
hkrati shrani ter vrne.
 Programski vmesnik
Programski vmesnik (ang. API) skrbi za komunikacijo med strežnikom in aplikacijo
Android. API ima dostop do podatkovne baze (za pridobitev podatkov o postajališčih) ter
do spletnega pajka, kateremu posreduje ukaze. Aplikacija ASI komunicira z API-jem
preko zahtevkov HTTP, rezultate pa dobi v obliki JSON.
3.3 MOBILNA APLIKACIJA
Kot je opisano, pridobivanje podatkov poteka preko strežniškega programskega
vmesnika. V aplikaciji izberemo željena postajališča, ki jih pridobimo s strežnika in jih
shranimo v podatkovno bazo SQLite, nato izberemo še željen datum in izvedemo
operacijo. Rezultat se prikaže kot seznam in vsebuje podatke o odhodu in prihodu
avtobusa, prevozniku, ceni in času potovanja. Aplikacija hrani tudi zgodovino iskanj, ki
so uporabniku na voljo. Napisana je v programskem jeziku Java in za svoje poglede
uporablja označevalni jezik XML. Za hranjene podatkov uporablja podatkovno bazo




Razvoj aplikacije in zalednega sistema, pa tudi izvajanje strežnika, poteka na istem
lokalnem računalniku. Podatki se pridobivajo s spletne strani AP Ljubljana (Spletna stran
AP Ljubljana, 2015) in obdelajo lokalno ter shranijo v začasni spomin. Strežnik nudi
aplikativni vmesnik, preko katerega aplikacija ASI dostopa do zaželenih podatkov in
informacij. Če do spletnega naslova strežnika dostopamo preko brskalnika, nam ta
prikaže stran z navodili za uporabo aplikativnega vmesnika.
4.2 PROGRAMSKE REŠITVE
Razvoj zalednega sistema in izvajanje strežnika potekata na istem lokalnem sistemu
(Windows), zato je najpreprostejša rešitev programski paket XAMPP. V njem je vsebovan
strežnik Apache, ki skrbi za obdelavo zahtevkov in streže spletne strani tipa HTML ter
PHP, in MySQL, ki je odgovoren za delo s podatkovno bazo. Podatki se obdelajo na
lokalnem strežniku in začasno shranijo v spomin (RAM), za kar skrbi storitev Memcache,
ki se izvaja na istem sistemu kot Apache in MySQL.
Za pisanje strežniške izvorne kode smo uporabili razvojno okolje PHPStorm; specializiran
program, namenjen spletnemu razvoju – specifično v PHP programskem jeziku. Ima
podporo za podatkovne baze in med samim razvojem nudi pametne predloge. Razvoj
aplikacije ASI pa poteka v razvojnem okolju Android Studio, ki se osredotoča na
operacijski sistem Android. V njem so že privzeto nameščena vsa orodja za fizično
povezavo z napravo Android, kar nam omogoča razhroščevanje aplikacije med razvojem.
4.3 TESTIRANJE
Testiranje je bilo izvedeno v treh delih. Po končanem razvoju zalednega sistema smo
testirali strežnik, po končanem razvoju aplikacije ASI pa smo testirali uporabniški
vmesnik in delovanje aplikacije v različnih okoliščinah (brez dostopa do interneta, prisilna
zaustavitev aplikacije, pomanjkanje spomina ipd.). Ko sta bila izdelka testirana ločeno,
je nastopil še test celotnega sistema, pri katerem smo testirali morebitni izpad elektrike,
prezasedenost strežnika, izgube povezave do spletne strani (Spletna stran AP Ljubljana,
2015) in primer velikega števila istočasnih zahtevkov.
4.4 PROGRAMSKI PAKET XAMPP
XAMPP je na voljo na spletni strani (Programski paket XAMPP, 2015), s katere smo
prenesli različico »XAMPP for Windows«. Namestitev programske opreme poteka
avtomatično, saj čarovnik sam poskrbi za pravilno strukturo in konfiguracijo programskih
rešitev, vsebovanih v paketu. Po končani namestitvi se prikaže nadzorna plošča XAMPP,
kjer so nam na voljo vse konfiguracije paketa (in konfiguracijske datoteke posameznih
programov).
11
Programske rešitve (Apache, Mysql, Tomcat ipd.) so moduli, ki se izvajajo neodvisno
drug od drugega. Kot vidimo na Sliki 3, lahko module nastavimo kot storitve (kar smo
tudi storili), to pa pomeni, da se zaženejo skupaj z operacijskim sistemom.
Slika 3: Prikaz nadzorne plošče XAMPP
Vir: lasten
Preden lahko nadaljujemo, je potrebnih še nekaj popravkov v nastavitvah. Če v
brskalniku zahtevamo lokalno stran (Lokalni naslov XAMPP, 2015), se pojavi pregled nad
celotnim okoljem XAMPP (Lindley, Potts, Sable, Smith & Fredborg, 2007). Pod povezavo
Security vidimo, da nas XAMPP opozarja, da ni nastavljenega gesla za dostop do
podatkovne baze, prav tako pa je korenski imenik dostopen vsem. Problema rešimo tako,
da kliknemo na povezavo »security« (Varnost XAMPP, 2015) in nastavimo zahtevana
gesla. XAMPP nato avtomatsko nastavi geslo za dostop do podatkovnih baz MySQL in
ustvari posebno datoteko .htaccess, ki strežniku Apache pove, kako naj ravna z
datotekami in mapami, v katerih se te nahajajo (Koda 1).
Koda 1: Vsebina datoteke .htaccess
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Po uspešni konfiguraciji programskega paketa XAMPP se lotimo namestitve programske
opreme Memcached, dostopne na spletni strani programa (Spletna stran Memcached,
2015). Ker je Memcached originalno narejen za sisteme Linux, je potrebno najti
alternativo za Windows, ki namesti Memcached kot storitev, kar pomeni, da se zažene
samodejno ob zagonu sistema Windows.
Datoteko razširimo v mapo »C:\memcached« in kot administrator sistema zaženemo
ukazno okno. Izvedemo dva ukaza:
 »Memcached.exe –d install« nam namesti Memcached kot storitev,
 »Memcached.exe –d start« pa ga zažene.
Sedaj potrebujemo način, kako naj PHP komunicira s storitvijo Memcached. Ker je le-ta
zelo popularna, ima zanjo PHP že vgrajeno podporo, zato je vse, kar potrebujemo,
knjižnica »php_memcache.dll«, ki jo prav tako najdemo na spletu. Premaknemo jo v
mapo, kjer se nahajajo razširitve za PHP »C:\xampp\php\ext\«. V nadzorni plošči XAMPP
odpremo konfiguracijsko datoteko »php.ini« in v njej navedemo pot ter konfiguracijo
knjižnice »php_memcache.dll«. Dodamo vrstice, prikazane v Kodi 2.













Datoteko shranimo in ponovno zaženemo strežnik Apache. V zgornji kodi (Koda 2) vidimo
lastnosti modula Memcached, kjer smo nastavili število ponovitev ob napakah, velikost
delcev in privzeta vrata. Ko se strežnik uspešno ponovno zažene, v brskalniku odpremo
lokalno stran (Lokalni naslov XAMPP, 2015) in kliknemo na povezavo »phpinfo()«. Tukaj
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se nahajajo vse nastavitve PHP-ja in njegovih modulov. Če se na strani nahaja modul
»memcache«, je bila namestitev uspešna, kar lahko vidimo na Sliki 4.
Slika 4: Prikaz konfiguracije php modulov
Vir: lasten
4.6 RAZVOJNO OKOLJE
Razvojni orodji PHPStorm in Android Studio temeljita na IntelliJ platformi. PHPStorm
razvijalcem privzeto ponuja veliko število razširitev. Med njimi je tudi Stylus, ki ga
uporabljamo in je privzeto vključen v samo razvojno okolje. Tako kot kot Android Studio
ima tudi PHPStorm intuitiven uporabniški vmesnik, minimalističen dizajn, prikazan na
Sliki 5, in sledi lokalnim spremembam.
Android Studio ima v svojem jedru sistem Gradle, ki skrbi za prenos potrebnih datotek
in injiciranje odvisnosti. Ker uporabljamo zunanje knjižnice, jih je potrebno vključiti v
datoteko »build.gradle« in ročno izvesti ukaz »build«, kar sistemu Gradle pove, da je
prišlo do sprememb (Error! Reference source not found. Koda 3).
Koda 3: Injiciranje odvisnosti v sistemu Gradle
1. dependencies {







Slika 5: PHPStorm zgoraj, Android Studio spodaj
Vir: lasten
Za testiranje aplikacije ASI je bil uporabljen telefon Nexus 4, ki ga poganja operacijski
sistem Android, različica 5.1. Za ostale različice, ki nam niso fizično na voljo, pa smo
uporabili posnemovalnik Genymotion.
4.7 PRIDOBIVANJE PODATKOV
4.7.1 IZBIRA SPLETNE STRANI
Preden se lotimo izdelave spletnega pajka, moramo najti primerno spletno stran, kjer so
nam na voljo podatki, ki jih potrebujemo. Pri odločanju smo posebno pozornost namelili
temu, da stran ne potrebuje uporabniškega računa za dostop do podatkov, da je pot do
podatkov čim krajša in da vsebuje podatke za več prevoznikov. V Sloveniji trenutno ni
aplikacije oz. spletne strani, ki bi nudila vse podatke o vseh prevoznikih v Sloveniji, zato
smo se odločili za spletno stran, ki se temu idealu najbolj približa – Avtobusna postaja
Ljubljana (Spletna stran AP Ljubljana, 2015) (Slika 6). Za razliko od drugih spletnih strani
(npr. podjetja KAM BUS in IZLETNIK) ima Avtobusna postaja Ljubljana na voljo zbirko
podatkov o vseh prevoznikih, ki imajo postajališče v Ljubljani (vključno s prevoznikoma
KAM BUS in IZLETNIK). Po pogovoru z osebo, odgovorno za to zbirko, smo izvedeli, da
se podatki pridobivajo in vnašajo ročno. Zaradi tega so pogosto bolj točni kot tisti, ki jih
prevozniki nudijo na svoji domači strani. Vsaka sprememba o voznem redu, napaka,
zamujanje ipd. se dnevno posodobijo, česar pa drugi prevozniki običajno ne morejo
narediti, saj na spletni strani prikazujejo statičen vozni red, ki se ponavadi posodobi
enkrat letno (ročno).
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Slika 6: Spletna stran AP Ljubljana
Vir: lasten
4.7.2 ANALIZA SPLETNE STRANI
Spletno stran smo analizirali v brskalniku Chrome, saj nudi orodja za razvijalce, ki so
nam najbolj poznana (orodja za razvijalce sicer nudita tudi Firefox in Internet Explorer).
Pot do podatkov je daljša, kot bi bilo idealno, saj je postopek razdeljen na 3 korake. V
prvem koraku se zahteva vpis imen obeh postajališč in izbira datuma odhoda, v
naslednjem koraku ponovno izberemo postajališča, ki so bila filtrirana glede na imena,
šele v tretjem koraku pa pridobimo vozni red. Izpis je v formatu HTML (natančneje v
tabeli), kar nam olajša luščenje podatkov zaradi statične oblike. Sedaj, ko nam je znan
postopek, moramo ugotoviti, kateri podatki se pošiljajo strežniku.
Z desnim klikom na gumb »PRIKAŽI« v spletnem obrazcu izberemo možnost »Inspect
element«. V spodnjem delu brskalnika se nam odpre zavihek »Elements«, kjer lahko
vidimo strukturo strani HTML. Ker smo kliknili na gumb, je osvetljena vrstica v kodi, kjer
se ta gumb nahaja (Slika 7).
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Slika 7: Prikaz kode HTML v orodjih za razvijalce
Vir: lasten
V kodi HTML najdemo del, ki predstavlja spletni obrazec. Za lažjo predstavo smo
nepomembne dele očistili (Koda 4).
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Koda 4: Očiščena koda HTML spletnega obrazca
1. <form name="izbor" action="shop.php?sub=vozni_red2&page=VR2" method="post">
2. <fieldset class="panel">
3. <input type="text" name="datum" value="01.08.2015">
4. <input type="text" name="vstop_ime" value="Vstop...">





Iz kode lahko razberemo metodo pošiljanja zahtevka HTTP in imena polj. Oznake v
strukturi HTML lahko vsebujejo atribute, ki dodajo neko funkcionalnost. Ker nas zanima,
kam in na kakšen način se zahtevek HTTP pošilja, pogledamo atributa »action« in
»method« v oznaki »<form>«. V našem primeru ima atribut »method« vrednost »post«,
kar pomeni, da zahtevek vsebuje polja. Imena teh polj vidimo v atributu »name« v oznaki
»<input>« in se imenujejo »datum«, »vstop_ime« in »izstop_ime«.
Zatem v brskalnik vnesemo spletni naslov, ki je podan v atributu spletnega obrazca
»action«. Ker smo na stran navigirali brez zahtevka POST, skripta na tem naslovu ni
pridobila potrebnih informacij o iskanih postajališčih za izvedbo filtriranja. Posledično
imamo sedaj na voljo informacije o vseh postajališčih, ki jih Avtobusna postaja Ljubljana
hrani v svoji podatkovni bazi. V orodjih za razvijalce kopiramo vso kodo HTML v
urejevalnik besedila. Tam ročno izluščimo imena postajališč in njihove identifikatorje ter
datoteko shranimo. Datoteko bomo namreč potrebovali kasneje, ko bomo te podatke
vnesli v podatkovno bazo MySQL.
Med luščenjem je bilo moč opaziti, da se ta del spletne strani naloži z drugega naslova.
To lahko vemo zato, ker na strani vidimo oznako »<iframe>«, ki omogoča nalaganje
drugih spletnih strani v trenutni dokument. Po obisku strani, katere naslov je shranjen v
atributu »src« (Izbira postajališč AP Ljubljana, 2015), oznake »<iframe>«, vidimo, da
se tokrat naloži le tisti del, ki je zadolžen za izbiro postajališč (Slika 8).
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Slika 8: Prikaz obrazca za izbiro postajališč
Vir: lasten
V vsakem stolpcu izberemo naključno postajališče in pritisnemo gumb »Naprej«. To pa
pripelje do nepričakovane napake: »Error: conversion error from string«. Čeprav
smo izbrali postajališči, skripta teh podatkov ne vidi. Da bi našli razlog te napake,
pogledamo v dokument HTML. Na vrhu dokumenta vidimo komentiran izpis seje in
zahtevka.
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Slika 9: Napaka na spletni strani
Vir: lasten
Opazimo lahko, da spletna stran ne uporablja poenotenega načina komunikacije, kot
lahko vidimo na Sliki 9. Po daljšem testiranju pridemo do naslednjih ugotovitev:
 Podatki, poslani preko spletnega obrazca, se shranijo v sejo.
 Postajališča, izbrana na drugem koraku, se pošiljajo kot zahtevek POST HTTP in
se shranijo v sejo.
 Povezava nazaj se pošilja kot zahtevek GET HTTP.
Fazo testiranja smo izvedli s pomočjo brezplačnega orodja »Postman«, prikazanega na
Sliki 10, ki je razširitev za brskalnik Chrome. Ponuja možnost izdelave prilagojenih
zahtevkov HTTP in izpisuje rezultate le-teh. Opazili smo, da sta za pridobitev podatkov
potrebni le dve poizvedbi (poleg pridobitve seje) s pravilno nastavljenimi podatki.
Strežnik Avtobusne postaje Ljubljana preverja le tiste atribute, ki so nastavljeni v seji.
To so: datum, DATUM, VSTOP_ID, IZSTOP_ID, PREVOZNIK_ID in btnNext. VSTOP_ID
in IZSTOP_ID predstavljata enolični identifikator postajališč, PREVOZNIK_ID pa enolični
identifikator prevoznika. Prevozniki za določeno pot se prikažejo šele po tem, ko
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izvedemo poizvedbo, ki nam vrne vozni red. Zaradi tega vrednost pri atributu prevoznik
nastavimo na »-1«, kar skripti pove, naj prikaže vse prevoznike. Če počakamo več kot
15 min in akcijo ponovimo, se pojavi ista napaka kot zgoraj, kar pomeni, da je življenjska
doba seje omejena na 15 minut.




Končni rezultat poizvedbe je tabela HTML (vidna v Kodi 5), iz katere je potrebno izluščiti
informacije in jih pretvoriti v strukturo, nad katero lahko izvajamo operacije. Ta postopek
se imenuje »scraping« ali luščenje podatkov. Težavnost luščenja je neposredno
povezana z dinamičnostjo strukture, v kateri so podatki prikazani. V našem primeru je
to tabela HTML, kar pomeni, da je struktura statična in je luščenje dokaj enostavno.
Drugi faktor v težavnosti pa so napake v strukturi. Ker so napake nepredvidljive in težko
opazne, lahko postopek luščenja vrne prazne ali napačne podatke, na kar smo bili pozorni
pri izdelavi algoritma.







7. <td bgcolor="#D7D7D7">2,70 EUR</td>
8. <td bgcolor="#D7D7D7">-</td>
9. <td bgcolor="#D7D7D7">






Ker je struktura statična, smo za luščenje podatkov uporabili regularne izraze. Vsaka
vrstica v voznem redu je vsebovana med oznakama »<tr>« in »</tr>«, posamezna
polja pa med oznakama »<td>« in »</td>«. Za pridobitev podatkov je primeren
regularni izraz, prikazan v Kodi 6.




Izraz nam vrne niz vrednosti, kot jih prikazuje Koda 7:













Sedaj, ko imamo definirane vstopne točke pajka, format podatkov in regularni izraz, se
lotimo izdelave strežniške kode. V razvojnem okolju PHPStorm naredimo nov projekt
»asi« v mapi »C:\xampp\htdocs\«, ki je korenski imenik našega strežnika Apache.
4.8.1 STRUKTURA PROJEKTA
Struktura projekta (prikazana na Sliki 11) spominja na pristop MVC, a je zaradi velikosti
projekta zelo poenostavljena. V korenu se nahajajo tri pomembne mape:
1 cookies – kamor se shranjujejo piškotki, ki jih uporablja curl,
2 css – kamor se shranjujejo stilne datoteke,
3 lib – kamor se shranjujejo razredi php.
Poleg naštetih map pa se na istem nivoju nahajata še datoteka Controller.php, ki skrbi
za pravilno povezovanje datotek in izvajanje operacij, ter datoteka index.php, ki je
vstopna točka naše spletne strani.
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Slika 11: Struktura projekta v razvojnem okolju PHPStorm
Vir: lasten
4.8.2 PODATKOVNA BAZA
XAMPP nudi storitev phpmyadmin, ki je dostopna na lokalnem naslovu (Lokalni naslov
PHPMyAdmin, 2015) in olajša delo s podatkovnimi bazami. V meniju, ki se prikaže,
izberemo možnost »novo« in ustvarimo novo podatkovno bazo. Imenujemo jo »asi« in
nastavimo »Pravilo za razvrščanje znakov« na »utf8_slovenian_ci«, kar olajša delo s
slovenskimi črkami.
Ker potrebujemo način, kako dostopati in izvajati operacije na prej ročno izluščenih
podatkih o postajališčih, ustvarimo novo tabelo »postaje« in vanjo s stavkom SQL
vnesemo vsa postajališča, kot je prikazano v Kodi 8.
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Koda 8: Vstavljanje postajališč z SQL stavkom
1. INSERT INTO `postaje` (`id`, `ime`) VALUES
2. (1, 'LJUBLJANA AVTOBUSNA POSTAJA'),
3. (2, 'Iška vas trgovina'),
4. (3, 'Ajba'),
5. (4, 'Ajdovščina'),
6. (5, 'Ajševica spodaj'),
7. (6, 'Ajšvica vrh'),
8. (7, 'Tomišelj Anzeljc'),
9. (8, 'Ig mizarstvo'),




Datoteka hrani podatke, potrebne za dostop do podatkovne baze MySQL. Vsebuje dve
metodi, ki vračata rezultate poizvedb:
 dobiPostaje
Metoda vrne vsa postajališča v tabeli postaje (ID in ime).
 dobiImenaPostaj
Metoda sprejme dva argumenta (»vstop_id« in »izstop_id«) ter na njuni podlagi vrne ID
in ime obeh postajališč tako, da je manjši ID vedno prvi. Razlog za to je, da strežnik
samodejno izvede pridobitev voznega reda v obe smeri, zato sicer ni bistveno, v kakšnem
vrstnem redu so podatki vrnjeni, a je zaradi shranjevanja rezultata poizvedbe v spomin
pomembno.
4.8.4 DATOTEKA SPOMIN.PHP
Datoteka izvede povezavo z lokalnim servisom Memcahced, ki smo ga konfigurirali
zgoraj. Vsebuje metode za shranjevanje v spomin po ključu, pridobivanje iz spomina po
ključu, brisanje posameznega vnosa in brisanje celotnega spomina. Ker se podatki na
spletni strani Avtobusne postaje Ljubljana osvežujejo dnevno, se shranijo v spomin za
največ en dan. Za to skrbi operacija, ki od naslednjega dne odšteje trenutni čas in
uporabi razliko za čas shranjevanja podatkov v spomin, kot prikazuje Koda 9.
Koda 9: Shranjevanje podatkov v spomin s pomočjo objekta memcache
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1. $this->memcache->
add($kljuc,$vrednost, MEMCACHE_COMPRESSED, strtotime('tomorrow') - time());
Vir: lasten
4.8.5 MODUL STRGALO.PHP
Modul strgalo.php je jedro strežniške kode, kjer se izvajajo zahtevki, vrnjeni podatki pa
se predelajo v obliko JSON za uporabo v aplikaciji ASI. Na vrhu datoteke definiramo
spremenljivko »COOKIE«, v kateri je shranjena pot do datoteke »cookie.txt«, ki jo curl
uporablja za ohranjanje seje med zahtevki.
V nadaljevanju bomo opisali posamezne metode spletnega strgala.
 inicializirajCURL
Metoda nastavi vrednosti, ki jih curl potrebuje za delovanje. To so: kodiranje, jezik, tip
konekcije, tip poizvedbe, pot do »cookie.txt« datoteke ipd. Inicializacija je prikazana v
Kodi 10.
Koda 10: Inicializacija curl
1. // Nastavitev request header-jev
2. $this->header[0] = "text/html,application/xhtml+xml,...";
3. $this->header[] = "Accept-Encoding:gzip,deflate,sdch";
4. $this->header[] = "Accept:text/html,application/xhtml+xml,...
5. $this->header[] = "Connection: keep-alive";
6. $this->header[] = "Accept-Language:sl-SI,sl;q=0.8,en-GB;q=0.6,en;q=0.4";
7. $this->header[] = "Pragma: "; // brskalniki pustijo to prazno
8.
9.




14.curl_setopt($this->curl, CURLOPT_USERAGENT, "Mozilla/5.0 ...");




Metoda, ki popravi nepravilno kodiranje znakov in vrne popravljen objekt JSON.
 izvediPoizvedbo
Metoda, ki inicializira polja, ki so potrebna pri poizvedbah, jih zgradi in izvede v pravilnem
vrstnem redu. Najprej pridobi sejo, kot je prikazano v Kodi 11.
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Koda 11: Pridobitev seje
1. // Pridobi ID seje
2. $url = 'http://www.ap-ljubljana.si/registracija/login.php';
3. curl_setopt ($this->curl, CURLOPT_URL, $url);
4. curl_exec ($this->curl);
Vir: lasten
Nato vanjo vnese nastavljene podatke, kot je prikazano v Kodi 12.
Koda 12: Vnos v sejo
1. // Vnesi podatke v sejo






Po tem pridobi rezultate, ki jih posreduje metodi »obdelajHTML«, kot vidimo v Kodi 13.
Koda 13: Poizvedba in obdelava
1. // Izvedi originalno poizvedbo





7. $html = curl_exec($this->curl);
8.
9. $podatki = $this->obdelajHTML($html);
Vir: lasten
 izvediPovratnoPoizvedbo
Metoda izvede originalno poizvedbo z obrnjenima postajališčema.
 obdelajHTML
Metoda najprej zakodira rezultat s kodiranjem »utf8«, poišče prevoznike in izlušči spored.
Ker pri nekaterih zahtevkih spletna stran Avtobusne postaje Ljubljana vrne nepravilno
strukturo HTML, obstaja pogojni stavek, ki to napako najde in jo odpravi, kot prikazuje
Koda 14.
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Koda 14: Zaznavanje napake
1. // Preverimo ali smo našli 6 ali 7 vrstic in napako popravimo
2. if(sizeof($value) > 6)
3. $value[5] = $value[6];
Vir: lasten
 poisciPrevoznike
Zelo draga metoda, ki za vsakega prevoznika izvede zahtevek in združi rezultate v en
objekt. Ker posamezen vnos v sporedu ne vsebuje informacij o prevozniku, mora to
storiti strežnik. Zato je zelo pomembno, da je nameščen sistem, ki shranjuje rezultate
zahtevkov in podvojenih ne izvaja. Metoda vrne končen popravljen vozni red.
4.8.6 MODUL CONTROLLER.PHP
Datoteka, ki vsebuje zgornje datoteke in izvaja vso strežniško logiko. Predstavlja črko
»C« v besedi »MVC« in je (kot nakazuje ime) kontroler. Opravlja z drugimi razredi, ki jih
inicializira ob svoji inicializaciji, kot vidimo v Kodi 15.
Koda 15: Inicializacija razredov ob inicializaciji kontrolerja
1. public function __construct()
2. {
3. $this->baza = new Baza();
4. $this->spomin = new Spomin();




Metoda kliče metodo v razredu Baza, rezultat pretvori v obliko JSON in ga vrne.
 Metoda pridobiPodatke
Metoda generira ključ, s katerim se rezultati poizvedb shranijo v spomin, in preveri, ali
vnos obstaja. Če ja, potem preveri vrstni red postajališč in po potrebi popravi rezultat,
da se podatki ujemajo. Če vnos ne obstaja, metoda inicializira curl, pridobi imena postaj
iz podanih ID-jev postajališč, nato izvede poizvedbi v obe smeri in poišče prevoznike, kot
je prikazano v Kodi 16.
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Koda 16: Strežniška koda, ki skrbi za pridobivanje voznega reda za obe smeri
1. try
2. {
3. // Originalna smer
4. $meta_podatki = $this->strgalo->
izvediPoizvedbo($datum, $vstop_id, $izstop_id);
5. $podatki = $this->strgalo->poisciPrevoznike($meta_podatki);
6. $rezultat_poizvedbe->vozni_red[] = $podatki;
7.
8. // Obratna smer
9. $meta_podatki = $this->strgalo->izvediPovratnoPoizvedbo();
10. $podatki = $this->strgalo->poisciPrevoznike($meta_podatki);




15. $rezultat_poizvedbe->status = "error";
16. $rezultat_poizvedbe->error = "Neznana napaka";
17. $rezultat_poizvedbe->vozni_red = [];
18.}
Vir: lasten
Ko konča, se curl uniči in če je poizvedba vrnila rezultate, se ti shranijo v spomin. Na
koncu se rezultat poizvedbe vrne, kot prikazuje Koda 17.




vozni_red[0]) == 0 || sizeof($rezultat_poizvedbe->vozni_red[1]) == 0)
4. {
5. $rezultat_poizvedbe->status = "error";
6. $rezultat_poizvedbe->error = "Vozni red je prazen :(";












Metoda, ki kot argument prejme datum, vstop in izstop ID ter zgenerira enoličen ključ,
tako da vrstni red ID-jev ni pomemben. Generiranje enoličnega ključa je prikazano v
Kodi 18.
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Koda 18: Generiranje edinstvenega ključa
1. private function generirajKljuc($datum, $vstop_id, $izstop_id)
2. {
3. $id = ($vstop_id < $izstop_id)?$vstop_id.'-'.$izstop_id:$izstop_id.'-
'.$vstop_id;





Datoteka predstavlja vstopno točko v naš aplikativni vmesnik. Razdeljena je na tri dele:
na konfiguracijo in inicializacijo, usmerjanje ter kodo HTML. Na začetku datoteke z
ukazom »error_reporting(0)« preprečimo PHP-ju izpisovanje odkritih napak v rezultat,
ker mora biti le-ta v obliki JSON. Namesto tega napake lovimo sami in vrnemo ustrezno
obvestilo o njih. »Error_reporting« uporabljamo le v fazi razvoja in testiranja, ko pa s
fazo zaključimo, ga ugasnemo.
V drugi vrstici z ukazom »require_once 'Controller.php'« PHP-ju povemo, naj v to
datoteko vključi vse, kar je v datoteki »Controller.php«. Če operacija zaradi kateregakoli
razloga ne more biti izvedena, se izvajanje strani zaključi. Takoj zatem v spremenljivko
»$ctrl« inicializiramo nov »Controller« objekt, ki med seboj povezuje vse operacije, ki jih
naš aplikativni vmesnik nudi.
Nato se preverja, ali je polje »akcija« nastavljeno v zahtevku. Če ni, se pogojni stavek
preskoči in izpiše se koda HTML (prikazano spodaj v Sliki 12).
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Slika 12: Spletna stran z navodili za uporabo programskega vmesnika
Vir: lasten
V primeru, da polje je nastavljeno, se najprej preveri, katero akcijo želimo izvesti. To
prikazuje Koda 19.
Koda 19: Strežniška koda, ki izvaja akcije na podlagi zahtevka
1. if(isset($_GET['akcija'])) {




6. if(isset($_GET['datum']) && isset($_GET['vstop'])
7. && isset($_GET['izstop']))
8. echo $ctrl->pridobiPodatke(

















Če je vrednost polja »akcija« nastavljena na ključno besedo »poizvedba«, preverimo še,
če obstajajo druga polja, ki jih naša skripta potrebuje. To so »datum«, »vstop« in
»izstop«. Če polja obstajajo, se izvede metoda »pridobiPodatke«, ki pripada razredu
»Controller«, ki smo ga inicializirali prej, in strežnik nam izpiše rezultat. Če polja ne
obstajajo, strežnik vrne napako.
Če pa je vrednost nastavljena na ključno besedo »postaje«, strežnik izvede metodo
»dobiPostaje« in vrne rezultat. Za katerokoli drugo ključno besedo strežnik vrne napako.
Zatem se kliče funkcija »die«, ki ustavi izvajanje skripte in zaključi odgovor HTTP. S tem
preprečimo, da bi se izvajanje nadaljevalo in bi strežnik poleg podatkov vrnil še kodo
HTML. Postopek je prikazan na Sliki 13.
Slika 13: Diagram poteka za strežnik
Vir: lasten
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4.8.8 OBLIKA SPLETNE STRANI
Kot že omenjeno, je za oblikovanje spletne strani uporabljeno orodje »Stylus«, ki prevaja
kodo, napisano v jeziku stylus, v navaden CSS. Pri našem projektu v mapi »css«
ustvarimo novo datoteko in jo poimenujemo »style.styl«. PHPStorm nas nato sam
vpraša, ali želimo na to datoteko pripeti opazovalca (ang. Watcher). Kliknemo na gumb
»add watcher« in v mapi »css« se ustvari nova datoteka, imenovana »style.css«, ki je
kot otrok pripeta na datoteko »style.styl«. Tako nam PHPStorm pokaže, kam se zapisuje
prevedena koda, napisana v datoteki »style.styl«, čeprav sta v datotečnem sistemu obe
na istem nivoju (primer prikazuje Slika 14).
Slika 14: Prikaz stilnih datotek v mapi
Vir: lasten
Stylus nam pri pisanju stilov omogoča veliko svobode. V našem primeru sem izpustil
podpičja, vejice, enačaje in oklepaje, saj je koda tako bolj pregledna. Prav tako je
omogočeno gnezdenje stilov, kar močno pripomore k preglednosti in produktivnosti.
Jezik ima vgrajeno podporo za funkcije, spremenljivke, izvajanje matematičnih operacij
ipd., vendar naš projekt, kot je razvidno v Kodi 20, ni potreboval teh dodatnih
bombončkov.

















5 MOBILNA APLIKACIJA ASI
Ko je zaledni sistem končan, se lahko lotimo izdelave aplikacije ASI. Za Android sem se
primarno odločil zato, ker imam sam pametni telefon Nexus 4 z operacijskim sistemom
Android, kar močno olajša razvoj aplikacij, saj jih je možno testirati in razhroščevati kar
na mobilnem telefonu. Drugi razlog za odločitev pa je obseg naprav Android, ki so
prikazane na Sliki 15. Raziskava, ki je potekala v tretji četrtini leta 2014 in je obsegala
več kot 10000 razvijalcev v 137 državah, je pokazala, da kar 70 % razvijalcev mobilnih
aplikacij razvija za operacijski sistem Android (Visionmobile, 2014). Del Androidovega
uspeha lahko pripišemo dejstvu, da je njegova izvorna koda odprtokodna pod licenco
Apache in je na voljo na spletu za vsakogar. To priložnost so izkoristili tako proizvajalci
mobilnih naprav kot tudi programski navdušenci, ki razvijajo svoje operacijske sisteme
na temeljih Android OS (na primer Cyanogenmod). Android je zasnovalo podjetje
Android inc., katerega ustanovitelji so bili Andy Rubin, Chris White, Nick Sears in Ruch
Miner, leta 2005 pa je podjetje v celoti prevzel Google.
Slika 15: Tržni delež operacijskega sistema Android
Vir: Olenick (2015)
Google nudi storitev Google Play, ki razvijalcem omogoča objavljanje svojih aplikacij,
uporabnikom pa prenos, komentiranje in ocenjevanje. Za pridobitev računa »Developer«
je potrebno z elektronsko denarnico »Google Wallet« povezati veljavno bančno kartico
(npr. Visa ali Mastercard) in plačati 25 $ prijavnine. Tako Google zagotovi minimalni
standard aplikacij, ki so objavljene v njihovi storitvi, saj neresnim razvijalcem onemogoči,
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da bi na strani objavljali nedodelane aplikacije. Za razvoj potrebujemo »Android SDK« in
»Eclipse ADT plugin« (Google zanju ne nudi več podpore), ali pa s spletne strani Google
Developers prenesemo Android Studio, ki olajša konfiguracijo in razvoj. Razvijalci, ki
nimajo naprave Android, ali pa želijo testirati svojo aplikacijo na različnih verzijah
Androida, na različnih velikostih zaslona in na napravah z različnimi specifikacijami, lahko
vgrajeni posnemovalnik konfigurirajo po svojih željah (verzija Androida, velikost in
gostota ekrana, možnosti spominske kartice, velikost spomina itd.) in ga uporabljajo kot
nadomestek fizične naprave. Z Android studiom se je začelo uporabljati novo orodje,
imenovano Gradle, ki skrbi za strukturo, grajenje, testiranje in povezovanje knjižnic za
nek projekt (Pelgrims, 2015). S tem sta olajšana razvoj in konfiguracija aplikacij Android,
saj se vse pomembne nastavitve nahajajo v eni datoteki in so prikazane na razumljiv
način, kot prikazuje Slika 16.
Slika 16: Struktura sistema Gradle v okolju Android Studio
Vir: lasten
5.1 ANDROID PROJEKT ASI
Za namen diplomske naloge bomo ustvarili nov projekt Android. Android Studio nam
ponuja čarovnika, ki nas vodi skozi postopek. Najprej določimo ime aplikacije »ASI« in
domeno. Domena je način, kako sistem Android loči, kam kakšna aplikacija spada, zato
mora biti edinstvena. Navadno za domeno uporabimo kar svoj elektronski naslov;
»jasa.mihelcic@gmail.com« bi se na primer prevedel v »com.gmail.mihelcic.jasa«, a za
svojo aplikacijo sem se odločil uporabiti domeno »eu.mihelcic«. Edinstven identifikator
te aplikacije bo torej: »eu.mihelcic.asi«. Nato izberemo, za katere naprave bomo razvili
aplikacijo. Na voljo so: telefon in tablica, Android TV, Wear in Glass. Ker naša aplikacija
ne bo na voljo za ostale platforme, izberemo samo »Telefon in Tablica« ter najmanjšo
verzijo Android, ki jo želimo podpirati. V našem primeru je to Android API version 15
oziroma verzija 4.0.3 IceCreamSandwich, ki trenutno podpira približno 90,4 % naprav,
a se ta odstotek iz meseca v mesec povečuje (Google, 2015). Za ime osnovnega Activity-
ja pustimo privzete vrednosti in pritisnemo gumb »Finish«. S tem se čarovnik zaključi in
v oknu lahko vidimo, kako nam Gradle gradi projekt. Programski jezik, ki ga bomo
uporabljali, je Java, kar je tudi priporočeno, saj se vsaka aplikacija Android izvaja v JVM
(Java Virtual Machine). Obstajajo tudi druga ogrodja, na primer PhoneGap, ki enkapsulira
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HTML, JavaScript in kodo CSS in jo izvaja v brskalniku na napravi kot aplikacijo, vendar
ima to svoje slabosti, zato bomo ostali pri Javi.
5.2 STRUKTURA PROJEKTA
Pri razvoju aplikacij za Android obstajata dva načina strukturiranja aplikacij. Lahko
uporabimo aktivnosti (ang. Activity), ki se med seboj povezujejo in prehajajo ena v
drugo, ali pa uporabimo eno glavno aktivnost, ki je starš fragmentom (ang. Fragments).
Google predlaga uporabo fragmentov, saj se uporabljajo za večino komponent v sistemu
Android (npr. dialoge, notifikacije, posamezne komponente na zaslonu ipd.). S tem v
mislih se naredimo strukturo projekta, prikazano na Sliki 17.
Slika 17: Struktura projekta v razvojnem okolju Android Studio
Vir: lasten
Ustvarimo dve mapi: Adapters in Fragments. V mapi Adapters so shranjeni vsi adapterji,
ki jih aplikacija potrebuje. Te komponente skrbijo za pridobivanje podatkov in jih nudijo
ostalim komponentam. Tipičen primer tega je komponenta »ListView«, ki skrbi za izpis
seznama vrednosti. Po njem se lahko pomikamo in nad posameznimi vnosi izvajamo
akcije. Za izpis in pridobivanje teh vnosov skrbi adapter. Ta lahko pridobi podatke iz
kateregakoli podatkovnega vira (internet, podatkovna baza, datoteka ipd.); njegova
naloga pa je zagotoviti, da so podatki v obliki, primerni za delo z njimi.
Druga mapa se imenuje »Fragments« in v njej so shranjeni fragmenti, ki se prikazujejo
na ekranu. Fragmenti so manjše aktivnosti in imajo svoj cikel življenja, ki ga upravlja
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sistem Android in je tesno povezan z življenjskim ciklom aktivnosti, v kateri se fragmenti
nahajajo.
5.3 KOMPONENTE APLIKACIJE
Osnovni namen aplikacije Android je, da prebere uporabnikov vnos, ga obdela in pošlje
strežniku. Tam se vnos preveri in izvedejo se vse potrebne operacije, da napravi Android
vrnejo podatke o poizvedbi. Aplikacija nato podatke spremeni v objekt Java in jih
uporabniku prikaže v berljivi obliki. Aplikacija je sestavljena iz sedmih večjih komponent.
Vsako smo predelali tako, da ustreza našim zahtevam, sproti pa smo jim spremenili tudi
vizualni izgled. Te komponente so:
 Komponenta View
View je osnovna komponenta, ki jo vse ostale vizualne komponente v sistemu Android
razširjajo. Preko dedovanja pridobijo možnost manipulacij, npr. dimenzije, barve ozadja,
padding, margin in ostalih vizualnih atributov, prav tako pa na njih lahko povežemo
funkcije, ki se sprožijo ob posebnih dogodkih. Za primer lahko vzamemo »onClick Event«,
ki se sproži, ko kliknemo na določen View.
 Komponenti LinearLayout, RelativeLayout
Komponenta, ki služi kot ovojnica, v katero lahko dodajamo druge komponente.
Definirano ima smer (horizontalno, vertikalno ali relativno), ki določa, kako naj se
razporedijo komponente, ki jih vsebuje.
 Komponenta TextView
Komponenta, katere naloga je prikaz besedila na zaslonu. Dodatno ji lahko nastavimo
vsebino, velikost in barvo besedila.
 Komponenta EditText
Komponenta, ki omogoča vnos in urejanje besedila.
 Komponenti Button, ImageButton
Komponenta, ki ob kliku sproži neko funkcijo.
 Komponenta ListView
Komponenta, ki skrbi, da se lahko pomikamo skozi seznam elementov. Služi prikazu
voznega reda, zgodovine in seznama postajališč.
 Fragment Dialog
Komponenta oziroma fragment, ki uporabniku prikaže pojavno okno z neko akcijo.
5.4 ANDROID MANIFEST
Ena izmed najpomembnejših datotek je prav gotovo AndroidManifest.xml (Murphy,
2011). Vsebuje vse informacije o naši aplikaciji in določa, katere pravice potrebuje za
37
svoje pravilno delovanje, kot je prikazano v Kodi 21. Napisana je v jeziku XML, ker so jo
morali včasih razvijalci popravljati ročno. Danes za to skrbita Android Studio in Gradle.
Koda 21: Vsebina datoteke Android manifest


























Sestavlja jo 5 pomembnih oznak. <manifest> definira paket, v katerega spada naša
aplikacija. Vsebuje oznako <application>, kjer je definirano ime aplikacije, njena ikona,
stil ter aktivnosti, ki jo sestavljajo. Oznaka <activity> predstavlja naš razred
MainActivity.java; brez nje sistem Android ne ve, kaj naj z aplikacijo naredi ter kako naj
jo registrira v sistem za morebitne sistemske klice. Vsebuje <intent-filter>, ki je filter
namenov, na katere se ta aktivnost odziva (v našem primeru imamo dva: action.MAIN
in category.LAUNCHER). Prvi je tipa <action ... MAIN>. Ta sistemu Android pove, naj bo
to prva aktivnost, ki se kliče ob zagonu aplikacije. Drugi filter pa je tipa <category ...
LAUNCHER>, kar pomeni, da spada v kategorijo »LAUNCHER«. Vse aktivnosti, ki imajo
definirano kategorijo »LAUNCHER«, se pojavijo v seznamu aplikacij na napravi Android.
Oznaka <uses-permission> zaprosi sistem in uporabnika za določene pravice ob
namestitvi. V našem primeru zaprosi za dostop do interneta. Kot je opisano v poglavju
Opredelitev temeljnih pojmov, se vsaka aplikacija ASI izvaja v svoji virtualni napravi in
nima dostopa do funkcij naše naprave, razen če za njih zaprosimo z oznako <uses-
permission>. Če uporabnik uporabe katerekoli funkcije ne dovoli, se namestitev prekine
in se ne zgodi nič.
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5.5 VIRI
V Android Studiu se nahaja direktorij »res«, v katerem najdemo vse vire, ki jih naša
aplikacija potrebuje. Kot lahko vidimo na Sliki 18, so to animacije, slike, postavitev in
vrednosti (prisoten je še meni, ki pa se ne uporablja).
Slika 18: Direktorij res v našem projektu
Vir: lasten
 Vir Animator
V mapi »Animator« se nahajata dve datoteki, ki sta zadolženi za animacijo pogledov
(ang. View). Datoteki sta tipa xml in vsebujeta navodila, kako naj se animacija izvede.
Kot prikazuje Koda 22, prva skrbi za drsenje pogleda na, druga pa z ekrana.
Koda 22: Opis animacije z označevalnim jezikom XML





















V mapi se nahajajo slike (natančneje ikone), ki jih aplikacija uporablja. Za ta del smo
uporabili orodje, imenovano »Android Drawable Importer«, prikazano na Sliki 19. To
skrbi za pravilen uvoz ikon, ki jih Google ponuja kot standardne za aplikacije ASI. V
orodju izberemo ikono, ki se samodejno pretvori v pravilno strukturo za Android Studio,
uvozi pa še vse podprte resolucije, da so ikone na vseh napravah enake.
Slika 19: Mapa Drawable v našem projektu
Vir: lasten
 Vir Layout
V mapi so shranjene vse datoteke, ki aplikaciji definirajo izgled. Vsaka aktivnost, delec
ter po potrebi tudi posamezna komponenta imajo v tej mapi datoteko, ki določa njihov
izgled. Datoteke so tipa xml in jih lahko spreminjamo ročno ali pa uporabimo vgrajen
vizualni oblikovalec, ki je vključen v Android Studio (Slika 20).




Mapa, kjer Android shranjuje ikono, ki je prikazana kot ikona aplikacije. Prikaže se na
domačem zaslonu naprave in v seznamu aplikacij.
 Vir Values
Mapa, v kateri so shranjene datoteke, ki asociativno shranjujejo vrednosti. V našem
primeru so to naslednje datoteke: »colors.xml« (Slika 21) hrani barve, uporabljene v
aplikaciji, »strings.xml« hrani ime aplikacije in enolične identifikatorje, ki jih potrebujemo
pri nastavljanju tag-a komponentam, »styles.xml« pa definira globalni stil celotni
aplikaciji (npr. velikost teksta, barva, obrobe ipd.).




DatabaseAdapter je razred, ki razširja »SQLiteOpenHelper«. Ta nam omogoča lažjo
interakcijo s podatkovno bazo SQLite, ki jo podpira sistem Android. Najpomembnejši
metodi, ki jih prepišemo, sta »onCreate« in »onUpgrade«.  Metoda OnCreate se kliče le,
ko prvič ustvarimo podatkovno bazo. V njej izvedemo dva stavka SQL, enega za
ustvarjanje tabele »stations« in drugega za tabelo »history«, kot prikazuje Koda 23.
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Koda 23: Metoda, ki skrbi za ustvarjanje podatkovne baze SQLite na Android OS
1. @Override
2. public void onCreate(SQLiteDatabase db) {
3. Log.d(TAG, "Creating database");
4. String stations_sql = "CREATE TABLE stations (
5. station_id TEXT PRIMARY KEY, station_name TEXT );";
6.
7. String history_sql = "CREATE TABLE history (
8. history_id TEXT PRIMARY KEY, station_enter_id TEXT,
9. station_enter TEXT, station_exit_id TEXT,






V našem primeru se struktura podatkovne baze ne spreminja, zato lahko preskočimo
metodo »onUpgrade«. Ker v aplikaciji hranimo vse podatke o postajališčih, prav tako pa
za boljšo uporabniško izkušnjo beležimo zgodovino iskanj, sem v adapter vključil še štiri
metode:
 Metoda getHistory
Metoda vrne seznam iskanja, urejen po najnovejših iskanjih in omejen na največ 15
rezultatov (Koda 24).
Koda 24: Metoda, ki vrača zgodovino iskanj
1. public Cursor getHistory() {
2. Log.d(TAG, "Retrieving history");
3. return db.rawQuery("SELECT rowid _id, * FROM history





V aplikaciji nastavimo postajališča tako, da iščemo po imenu in izmed filtriranih rezultatov
izberemo pravega. Ker iščemo samo eno postajališče naenkrat, je metoda preprosta, kot
vidimo v Kodi 25.
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Koda 25: Metoda, ki vrača imena in ID postajališč
1. public Cursor findStations(String query) {
2. Log.d(TAG, "Finding stations like: " + query);
3. return db.rawQuery("SELECT rowid _id, * FROM stations WHERE
4. station_name LIKE '%" + query + "%'




Metoda uspešne poizvedbe shrani v podatkovno bazo SQLite. Kot argument sprejme
objekt JSON, iz katerega razbere potrebne podatke (Koda 26).
Koda 26: Postopek shranjevanja zgodovine
1. // We insert a new or replace an existing entry with specified key.
2. String sql = "INSERT OR REPLACE INTO history (
3. history_id, station_enter_id, station_enter,
4. station_exit_id, station_exit, timestamp
5. ) VALUES(?,?,?,?,?,?)";
6.











Ob vsakem zagonu aplikacije se preveri, ali v podatkovni bazi obstajajo podatki o
postajališčih. Če temu ni tako, se izvede poizvedba na naš strežnik. Pridobijo se podatki,
ki jih metoda vnese v podatkovno bazo. Pri tem se uporabi transakcija, kar pomeni, da
se v primeru kakršnekoli napake v bazo ne vnese ničesar (Koda 27). To varovalo skrbi,
da pri izvajanju poizvedb za pridobivanje voznega reda ne pride do nepredvidljivih težav.
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Koda 27: Postopek vstavljanja postajališč
1. db.execSQL("BEGIN IMMEDIATE TRANSACTION");
2. for (i = 0; i < stations.length(); i++) {
3. tmp = (JSONArray) stations.get(i);
4. db.execSQL("INSERT INTO stations (station_id, station_name)
5. VALUES ('" + tmp.get(0) + "', " +





5.6.2 HISTORY IN STATION ADAPTER
Oba adapterja skrbita za prikaz podatkov komponentam, ki ju uporabljata. Ker se podatki
črpajo iz podatkovne baze, oba razširjata razred »CursorAdapter«, narejen posebej za
manipuliranje objekta Cursor, ki ga vrne poizvedba podatkovne baze SQLite. V njem so
shranjeni vsi rezultati, pa tudi informacije o sami poizvedbi (ali se je izvedla pravilno,
koliko je bilo vrnjenih rezultatov, koliko časa je poizvedba trajala) in metode, ki nam
pomagajo pregledati rezultate.
Na tem mestu sta pomembni metodi »newView« in »bindView«, ki vežeta podatke v
vizualno obliko s pomočjo pogledov (ang. View), ki so definirani v mapi layout. Metoda
NewView vzame datoteko xml in jo »napihne« v vizualno reprezentacijo, medtem ko ji
bindView nastavi vrednosti. Ta proces prikazuje Koda 28.
Koda 28: Napihovanje datoteke XML in nastavljanje vrednosti
1. @Override
2. public View newView(Context context, Cursor cursor, ViewGroup parent) {
3. return this.layoutInflater.inflate(














Naloga Internet adapterja je izvajanje poizvedb na naš strežnik ter vračanje rezultatov.
V ta namen smo uporabili knjižnico Volley, ki olajša delo s poizvedbami HTTP. Ponuja
nam nadzorovano izvajanje zahtevkov z objektom »requestQueue« in njihovo
konfiguracijo. RequestQueue je vrsta, v katero se shranjujejo zahtevki po načinu FIFO,
kot prikazuje Slika 22. Na določen interval se iz seznama vzame določeno število
zahtevkov v čakanju in se jih izvede. Tako razbremenimo sistem Android, saj združujemo
zahtevke in s tem zmanjšamo uporabo komponente WIFI. To posledično pomeni tudi
manjšo porabo baterije.
Slika 22: Delovanje objekta requestQueue
Vir: lasten
Za izvajanje in življenjsko dobo zahtevkov skrbi objekt »defaultRetryPolicy«, ki mu lahko
nastavimo tri polja: čas zahtevka Timeout, število ponovitev ob napaki ter čas čakanja
med ponovitvami. V našem primeru nastavimo čas Timeout na 20 sekund, saj strežnik
potrebuje od 5 do 15 sekund, da izvede vse potrebne zahtevke, jih obdela in nam vrne
rezultat (seveda v primeru, da rezultat še ni shranjen v spominu). Za število ponovitev
in čas med ponovitvami pa pustimo privzete vrednosti (Koda 29).
Koda 29: Nastavitve objekta defaultRetryPolicy






V adapterju najdemo dve pomembni metodi, ki izvajata zahtevke HTTP na naš strežnik:
getStations pridobi vse informacije o postajališčih, getTimetable (Koda 30) pa pridobi
vozni red glede na iskane vrednosti. Obe metodi zgradita URL naslov, nastavita
poslušalce in oddata zahtevek v requestQueue. Po določenem času (običajno instantno,
če ni posebnih okoliščin) knjižnica Volley izprazni listo requestQueue, izvede zahtevke in
kličoči metodi vrne rezultate.
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Koda 30: Metoda, ki skrbi za pridobivanje voznega reda
1. public void getTimetable(station_enter_id, station_exit_id, date, jsonEvent
Listener)
2. {




7. JsonObjectRequest jsonObjectRequest = new JsonObjectRequest(








Podobno kot adapterja History in Station tudi ta adapter skrbi za izris podatkov na zaslon
preko datotek layout, a za razliko od njiju Search adapter razširja razred BaseAdapter.
Razširjajo ga namreč vsi adapterji, ki jih nudi sistem Android. Če želimo izdelati adapter,
ki nudi funkcionalnost, ki je drugi ne ponujajo, pa ga lahko razširjamo tudi sami. V našem
primeru sta takšni funkcionalnosti skrb za podatke voznega reda in njihov pravilni prikaz.
V tem adapterju najdemo metodi setData (ta skrbi, da se podatki, pridobljeni preko
zahtevkov HTTP, pravilno shranijo v adapter) in swapTimetable (ki skrbi, da se na
zaslonu prikaže vozni red glede na to, katero postajališče velja kot vstopno). Metodi sta
prikazani v Kodi 31.
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Koda 31: Metodi setDATA in swapTimetable
1. public void setData(JSONObject timetableData) throws JSONException {
2. this.timetableData = timetableData;
3. this.timetable = (JSONArray) timetableData
4. .getJSONArray("vozni_red")
5. .get((swapped) ? 1 : 0);
6. }
7.
8. public void swapTimetable() {
9. if (this.timetableData == null)
10. return;
11.
12. this.swapped = !this.swapped;
13. try {
14. this.timetable = (JSONArray) this.timetableData
15. .getJSONArray("vozni_red")
16. .get((swapped) ? 1 : 0);







Fragmenti so manjši pogledi naše aplikacije, ki jih upravlja aktivnost. V starejših verzijah
Androida je vsak ekran potreboval svojo aktivnost, sedaj pa je to rešljivo s sistemom
fragmentov.
5.7.1 FRAGMENT ANIMATEDFRAGMENTVIEW
Fragment predstavlja komponento View, ki je prirejena za potrebe animacij. Nekatere
operacije v naši aplikaciji so animirane, zato komponente, ki pri animaciji sodelujejo,
razširjajo ta razred. Ker so tipa View, se ne razširjajo v javanski kodi, ampak se kot
začetna oznaka definirajo v datoteki pogleda xml, kot vidimo v Kodi 32.
Koda 32: Fragment, ki razširja naš razred AnimatedFragmentView










Fragment, ki se uporablja pri prikazu dialoga za izbiro datuma (Slika 23).
Slika 23: Android fragment, ki predstavlja uporabniški vmesnik za izbiro datuma
Vir: lasten
5.7.3 FRAGMENT HISTORYFRAGMENT
Fragment skrbi za prikaz zgodovine (Slika 24).




Vmesnik FragmentCommunicator je vmesnik, preko katerega komunicirajo fragmenti. V
njem so definirane metode, ki jih morajo razširjeni razredi implementirati. Vsebina
vmesnika je prikazana v Kodi 33.
Koda 33: Vmesnik FragmentCommunicator
1. public interface FragmentCommunicator {
2. public boolean isAnimationInProgress();
3.
4. public void getStationInformation(int stationType, String existingText)
5. public void setStationInformation(String stationId, String stationName)
6. public void getDateInformation();
7. public void setDateInformation(String date);
8.
9. public void getTimetableInformation(String stationEnterId,
10. String stationExitId, String date);





SearchFragment skupaj s fragment_search.xml predstavlja glavni izgled aplikacije. Preko
tega fragmenta se izvaja večina interakcij z uporabnikom, zato so v njem definirani
poslušalci, ki so povezani na datoteke ostalih komponent layouta. Ta fragment skrbi tudi
za izvajanje animacij in pridobivanje podatkov iz drugih framentov. V ta namen
implementira FragmentCommunicator, preko katerega poteka komunikacija. Pomembne
metode fragmenta so:
 Metoda onClick
Metoda, ki posluša za uporabnikovo akcijo tipa klik (angl. Click). Glede na komponento,
nad katero se akcija izvede, se kliče ustrezna metoda (Koda 34).
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Koda 34: Metoda OnClick
1. public void onClick(View v) {
2. int viewId = v.getId();




















Metoda poišče komponente v pogledu in shrani reference v spremenljivke za kasnejšo
uporabo.
 Metoda setAnimations
Inicializira in konfigurira animacije v pogledu.
 Metoda animateSwap
Izvede animacijo pri zamenjavi postajališč.
 Metodi Get in Set StationInformation
Metodi pridobita in nastavita vrednost vnosnih polj za izbiro postajališč.
 Metodi Get in Set DateInformation
Metodi pridobita in nastavita vrednost pri izbiri datuma.
 Metodi Get in Set TimetableInformation
Metoda Get preko FragmentCommunicatorja sproži akcijo za pridobitev voznega reda,
metoda Set pa pridobljene podatke nastavi v pravilne komponente.
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5.7.6 STATIONFRAGMENT
Ta fragment skrbi za prikaz iskanih postajališč (Slika 25).
Slika 25: Fragment prikazuje izbiro postajališč
Vir: lasten
5.8 RAZRED APPBAR
AppBar je razred, ki smo ga ustvarili z namenom orodne vrstice, ki se pojavi na vrhu
aplikacije (Slika 26).
Slika 26: Različna stanja modula AppBar
Vir: lasten
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Vsa logika orodne vrstice je vsebovana v tem razredu. S tem smo dosegli, da se obnaša
kot modul, ki ga je potrebno le definirati v kodi (Koda 35) in je tako ločen od logike
aplikacije. V njem se nahajajo metode, zadolžene za animiranje orodne vrstice in
nastavljanje naslova.






Aktivnost Maincity je razred, ki je vstopna točka naše aplikacije. V njem so enkapsulirani
vsi fragmenti in ima svoj življenjski cikel (ang. life cycle). Na vrhu razreda so deklarirani
vsi adapterji in komponente, ki jih bomo potrebovali skozi življenjski cikel aplikacije, kot
prikazuje Koda 36. V posebnih metodah »initAdapters« in »initFragments« se
komponente inicializira in nastavi na privzete vrednosti.
Koda 36: Metoda prikazuje inicializacijo fragmentov
1. private void initFragments() {
2. dialogDateFragment = new DialogDateFragment();
3. fragmentContainer = (RelativeLayout)
4. findViewById(R.id.fragment_container);
5. searchFragment = new SearchFragment();
6. stationFragment = new StationFragment();
7. historyFragment = new HistoryFragment();
8. fragmentManager = getFragmentManager();
9.














Tako kot SearchFragment, tudi aktivnost implementira FragmentCommunicator, preko
katerega poteka komunikacija med njo in fragmenti. Pomembnejše metode so:
 Metoda updateStations
Metoda posodobi postajališča, shranjena v podatkovni bazi SQLite, če je to potrebno. To
stori tako, da najprej preveri, ali postajališča obstajajo v podatkovni bazi. Če jih ni, jih
preko internetnega adapterja pridobi in shrani v podatkovno bazo.
 Metoda getTimetableInformation
Metoda preveri, ali so izpolnjena polja za vnos postajališč. Nato preko internetnega
adapterja pridobi vozni red in podatke posreduje metodi »setTimetableInformation«
(Slika 27).




Metoda posreduje podatke adapterju database, ki poizvedbo shrani v podatkovno bazo,
in search fragmentu, ki rezultat prikaže na ekranu, kot vidimo na Sliki 28.




Zdaj, ko smo našteli vse dele aplikacije in njihovo vlogo, lahko vse skupaj povežemo v
celoto. Namen aplikacije je, da uporabniku v najkrajšem možnem času prikaže podatke
o voznem redu.
6.1 NAMESTITEV
Vsaka aplikacija ASI mora ob namestitvi uporabnika zaprositi za dovoljenje pri uporabi
sistemskih storitev, ki jih operacijski sistem Android nudi. Primeri teh storitev so kontakti,
sms sporočila, gps in v našem primeru dostop do interneta. Če uporabnik dovoljenja ne
odobri, se čarovnik zaključi in aplikacija se ne namesti.
6.2 PRVA UPORABA
Ko prvič odpremo aplikacijo, je naša podatkovna baza prazna. To aplikacija zazna in
izvede posodobitev postajališč (Slika 29). Na naš strežnik se iz naprave Android pošlje
zahtevek na spletni naslov (URL naslov zahtevka, 2015) in v obliki JSON pridobi rezultat
s podatki o vseh postajališčih, ki jih Avtobusna postaja Ljubljana hrani v svoji podatkovni
bazi. Aplikacija preveri rezultate za možne napake, nato pa jih shrani v svojo podatkovno
bazo na napravi ter uporabniku prikaže obvestilo, da so bila postajališča uspešno
posodobljena.
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Slika 29: Uporaba - prvi zagon aplikacije
Vir: lasten
6.3 PRIDOBITEV VOZNEGA REDA
Po posodobitvi postajališč je aplikacija pripravljena na uporabo. Ob pritisku na element
»Izberite vstopno/izstopno postajališče« se nam iz zgornjega dela aplikacije na ekranu
prikaže vmesnik za izbiro postajališč. V vnosno polje vpišemo ime postajališča in
aplikacija nam izpiše tiste rezultate, katerih ime se najbolj ujema z iskano besedno zvezo
(Slika 30).
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Slika 30: Uporaba - izbira postajališč glede na uporabnikov vnos
Vir: lasten
V seznamu postajališč izberemo želeno postajališče in vrnemo se nazaj na glavni zaslon.
V temno modrem okvirju vidimo napis »Prikaži vozni red za 05. 08. 2015« (današnji
datum), na katerega lahko pritisnemo in prikaže se nam dialog za izbiro datuma. S
puščicama levo in desno izberemo željen datum in pritisnemo »OK« (Slika 31).
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Slika 31: Uporaba - izbira datuma
Vir: lasten
Sedaj pritisnemo gumb »PRIKAŽI« in počakamo, da aplikacija z našega strežnika pridobi
podatke o voznem redu (Slika 32). V ozadju aplikacija pošlje zahtevek na spletni naslov
(URL naslov zahtevka 2, 2015) in podatke prikaže uporabniku ter shrani iskana polja v
tabelo »history«, ki se nahaja v podatkovni bazi aplikacije ASI.
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Slika 32: Uporaba - pridobitev in prikaz voznega reda
Vir: lasten
V voznem redu vidimo čas odhoda (ki ga predstavljajo velike številke), čas prihoda,
trajanje vožnje, katero podjetje izvaja prevoz in ceno le-tega. Ker naš strežnik
avtomatsko pridobi tudi vozni red za obratno smer, lahko ob pritisku na puščici poleg
izbranih postajališč obrnemo postajališči, podatki pa se v spodnjem delu aplikacije
avtomatsko posodobijo. Če je bila pridobitev voznega reda uspešna, se poizvedba
prikaže pod zgodovino, do katere lahko dostopamo preko ikone zgoraj desno v orodni
vrstici (Slika 33). Ob kliku na element v zgodovini nas aplikacija vrne nazaj na osnovni
ekran in ponastavi vrednosti na tiste, ki so shranjene v izbranem elementu (le datum se
vedno nastavi na trenutnega).
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Slika 33: Uporaba - prikaz in izbor elementa iz zgodovine
Vir: lasten
Vnosi v zgodovini se ne ponavljajo, ampak se le posodobijo. Če poizvedbo, ki smo jo
nekoč že izvedli, ponovno ročno vnesemo in izvedemo, se ta premakne na vrh zgodovine.
Prav tako je zgodovina neobčutljiva na vrstni red postajališč. Ker avtomatsko generira
ključ tako, da dve postajališči vedno proizvedeta isti ključ, se tako izognemo vnosom,
kjer sta postajališči isti, le v obratnem vrstnem redu.
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7 ZAKLJUČEK
V okviru diplomske naloge sem razvil aplikacijo ASI, ki prikazuje vozne rede za poljubna
postajališča, postavil strežnik, kjer hranimo informacije o postajališčih in rezultate že
izvedenih poizvedb, ter spletnega pajka, ki s spletne strani Avtobusne postaje Ljubljana
izlušči iskane informacije. Cilj diplomske naloge je izdelava aplikacije, ki bi uporabniku
na preprost način omogočala hiter dostop do želenih informacij. V nalogi sem predstavil
realizacijo ideje sistema od samega začetka do končnega produkta, prav tako pa sem
skupaj z izvorno kodo in opisom metod prikazal tudi podrobno delovanje nekaterih enot
sistema.
Najobsežnejši problemi so se pojavili v začetnih fazah projekta, kar je otežilo nadaljnje
delo. Največji hrošč, ki je porabil ogromno časa, se je skrival v nepravilni strukturi HTML
spletne strani Avtobusne postaje Ljubljana. Pri luščenju podatkov algoritem išče vzorce
v podatkih (ti so v našem primeru koda HTML, ki jo vrne spletna stran). V ta namen sem
uporabil regularni izraz, s katerim sicer pravilno izluščimo podatke iz strukture HTML, se
pa pojavi problem takrat, ko je HTML nepravilen. V redkih primerih se pojavi napaka, ki
izpusti določeno oznako HTML. Na spletni strani napaka zaradi stilskih datotek ni opazna,
a je regularni izraz zaradi nje vračal napačne podatke. Ker se napaka pojavi le pri
določenih pogojih, jo je bilo izredno težko zaznati in sem jo videl šele po tem, ko je bil
zaledni sistem končan in se je že začelo testiranje aplikacije. Tako je bila potrebna
ponovna analiza spletne strani, pisanje kode, ki obide napako, in ponovitev testiranja
zalednega sistema.
Druga večja težava je predstavljal prihod nove različice sistema Android, ker so nekateri
načini in metode zastarele in jih Android ne podpira več. Zaradi tega je bilo potrebno
dele aplikacije napisati ponovno. Z novo različico je izšel tudi priporočnik za izdelavo
grafičnega vmesnika, s pomočjo katerega je bila oblikovana naša aplikacija.
Ker aplikacija uporablja podatke, pridobljene s pomočjo spletnega pajka, se pojavlja
vprašanje, ali je luščenje podatkov sploh zakonito. Kot sem omenil na začetku,
Avtobusna postaja Ljubljana pravi, da je uporaba njihovih podatkov za namene luščenja
nezakonita; oni namreč skrbijo za točnost in pravilnost podatkov, zato naj bi bilo takšno
dejanje intelektualna kraja. To vprašanje je (še posebej v Ameriki) danes zelo popularno,
saj spletni pajki spadajo v nekakšno sivo področje zakona. Načeloma naj bi bili podatki,
ki so prosto dostopni vsem uporabnikom, lahko uporabljeni kot tarča spletnih pajkov, a
je ta tematika preobsežna in zato ni vključena v to diplomsko delo.
V sistemu je prostor tudi za izboljšave, predvsem v zalednem delu. Na strežniku se
simulira programski vmesnik, ki bi ga Avtobusna postaja Ljubljana morala implementirati
na svojem strežniku, ker je sedanji počasen in neučinkovit. Če bi bil dostop do njihove
podatkovne baze mogoč, bi bilo iskanje poti in relevantnih informacij mnogo hitrejše,
prav tako pa bi občutno zmanjšalo obremenitev našega in njihovega sistema. Za varnost
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je dobro poskrbljeno, saj uporabnikov vnos nikoli ne prispe do kritičnih delov kode, a
zaščite pred velikim številom zahtevkov, ki bi zrušile strežnik, kljub temu ni.
Dostopnost podatkov o lokacijah posameznih postajališč bi odprla vrata novim
funkcionalnostim aplikacije, ki trenutno niso mogoče: iskanje bližnjih postajališč, iskanje
poti, integracija z Google maps in podobno. V prihodnosti lahko aplikacijo razširimo na
naprave Android Wear (ure in očala), z izdelavo gradnika, ki ga lahko postavimo na
domači zaslon naprave, pa bi lahko prikazovali vozni red za izbrano pot in omogočali
ustvarjanje alarma, ki bi uporabnika pred odhodom avtobusa na to opozoril.
Diplomska naloga mi je prinesla veliko uporabnega znanja pri vseh fazah razvoja
projekta. Dobil sem izkušnje kot »full-stack« razvijalec in poglobil znanje o spletnih pajkih
ter metodah luščenja. Nabral sem si tudi nove izkušnje pri razvoju Android aplikacij in
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