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A Histo´ria repete-se ciclicamente. Este e´ um facto bem conhecido e que tem
motivado muitos investigadores a estudar o nosso passado. A informa´tica e´ uma
a´rea que na˜o e´ excepc¸a˜o e, de vez em quando, surge uma nova tecnologia que con-
segue impoˆr-se e atravessar transversalmente todos os domı´nios de aplicac¸a˜o da
Informa´tica. O XML e´ a u´ltima tecnologia a conseguir este feito. Neste momento,
invadiu todos os domı´nios da Informa´tica levando-nos rapidamente para uma
situac¸a˜o em que o desconhecimento da tecnologia e´ sino´nimo de analfabetismo.
Hoje em dia, consegue assistir-se, muitas vezes, a situac¸o˜es deveras caricatas
do tipo ”a minha aplicac¸a˜o ate´ gera XML se o utilizador o desejar”e quando se
olha bem de perto para a dita aplicac¸a˜o ou produto fica-se sem perceber a que
propo´sito o XML ali entrou. Provavelmente, para atrair consumidores menos alfa-
betizados no tema, mas que sem saberem bem porqueˆ sentem que devem seguir
esta nova onda.
Neste momento, os domı´nios de intervenc¸a˜o do XML sa˜o inu´meros e todos
os dias surgem novas aplicac¸o˜es. A t´ıtulo de exemplo podemos enumerar as
seguintes:
Publicac¸a˜o electro´nica - foi a primeira a´rea de intervenc¸a˜o e continua a ser
uma das principais; quem trabalha nesta a´rea ja´ ouviu, de certeza, falar
de duas aplicac¸o˜es XML que sa˜o o DocBook (utilizado na edic¸a˜o de livros
te´cnicos) e o TEI (utilizado em documentos nas a´reas de cieˆncias humanas,
teatro, discurso, ...).
Mu´sica - a representac¸a˜o da mu´sica num formato textual descritivo sempre
levantou muitos problemas e motivou inu´meros curiosos; para este tipo de
aplicac¸a˜o existe o MusicML.
Matema´tica - a matema´tica representou sempre uma dor de cabec¸a para os
processadores de texto; actualmente ha´ apenas um sistema robusto para
tratar a edic¸a˜o e formatac¸a˜o da matema´tica, o TeX de Donald Knuth, e foi
baseada neste sistema que foi desenvolvida a aplicac¸a˜o XML de nome MathML.
Intercaˆmbio de informac¸a˜o entre aplicac¸o˜es - muitas vezes e´ necessa´rio
transferir informac¸a˜o entre va´rias aplicac¸o˜es informa´ticas; ate´ hoje, nunca
houve consenso no formato a utilizar para a realizar essa transfereˆncia; hoje,
o XML tem assumido esse papel e e´ o formato aconselhado por algumas das
maiores organizac¸o˜es de software mundiais para a transfereˆncia e intercaˆmbio
de informac¸a˜o.
Outras - existem muitas outras aplicac¸o˜es do XML como a representac¸a˜o de
estruturas moleculares em qu´ımica, a representac¸a˜o do genoma em biologia, a
representac¸a˜o de jogadas de xadrez, representac¸a˜o da informac¸a˜o em sistemas
de informac¸a˜o geogra´ficos, representac¸a˜o de informac¸a˜o em todo o tipo de
indu´stria, ...
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Pode enta˜o surgir a seguinte questa˜o: ”Mas donde vem esta euforia em torno
do XML? Porque e´ que lhe da˜o tanta importaˆncia? Afinal, o que e´ que vem a ser
o XML?”.
Um pouco de histo´ria
A ideia de que os documentos estruturados poderiam ser trocados e manipulados
se fossem editados num formato normalizado e aberto data dos anos 60, altura
em que foram iniciados esforc¸os para que isso se tornasse uma realidade.
De um lado, a associac¸a˜o norte-americana Graphic Communications Asso-
ciation (GCA) criou uma linguagem designada por GenCode para desenvolver
anotac¸o˜es para os documentos dos seus clientes, que utilizavam diferentes apli-
cac¸o˜es e geravam diferentes formatos. O GenCode permitiu a` GCA integrar, no
mesmo conjunto, os va´rios documentos provenientes desses clientes.
Num esforc¸o paralelo, a IBM desenvolveu outra linguagem, designada por
Generalized Markup Language (GML), na tentativa de resolver os seus problemas
internos de publicac¸a˜o electro´nica. O GML foi desenhado de modo a permitir que
o mesmo documento pudesse ser processado para produzir um livro, um relato´rio
ou uma edic¸a˜o electro´nica.
Como os tipos de documento comec¸aram a proliferar, tendo cada um re-
quisitos diferentes e exigindo, por isso, um conjunto de anotac¸o˜es diferente, a
necessidade de publicar e de manipular, de uma forma normalizada, cada tipo
de documento tambe´m foi crescendo. No princ´ıpio dos anos 80, os representantes
do GenCode e do GML juntaram-se, formando um comite´ do American National
Standards Institute (ANSI) designado por Computer Languages for the Proces-
sing of Text. O seu objectivo era normalizar a metodologia de especificac¸a˜o, a
definic¸a˜o e a utilizac¸a˜o de anotac¸o˜es em documentos, o qual foi atingido com a
criac¸a˜o do SGML.
A metalinguagem SGML, Standardized Generalized Markup Language, foi lan-
c¸ada publicamente em 1986 como a norma ISO 8879. E´ uma linguagem dese-
nhada com o objectivo de permitir a definic¸a˜o e a utilizac¸a˜o de formatos de
documentos. E´ suficientemente formal para permitir validar os documentos, tem
estrutura suficiente para permitir a especificac¸a˜o e o manuseamento de documen-
tos complexos e e´ extens´ıvel de modo a suportar a gesta˜o de grandes reposito´rios
de informac¸a˜o.
No fim da de´cada de 80, o SGML tinha ja´ penetrado nalgumas instituic¸o˜es
de grande dimensa˜o, como a indu´stria aerona´utica e a de maquinaria pesada.
No entanto, foi no laborato´rio su´ıc¸o do CERN, que um investigador, enta˜o a
desenvolver a sua aplicac¸a˜o de hipertexto, lhe achou grac¸a e pensou inclu´ı-la na
sua aplicac¸a˜o. Com efeito, Tim Berners-Lee, pai do World Wide Web (WWW),
escolheu um conjunto de anotac¸o˜es retirado do SGML, e adoptou essas anotac¸o˜es
como a linguagem da sua aplicac¸a˜o. Em Nexus, o editor e navegador original do
WWW, ele usou essas anotac¸o˜es, folhas de estilo para formatar visualmente as
pa´ginas e aquilo que lanc¸ou definitivamente este ge´nero de aplicac¸o˜es: links.
VEm 1993, altura em que apareceu o Mosaic (primeiro browser a ter uma
grande divulgac¸a˜o e utilizac¸a˜o), os utilizadores estavam ja´ a estender ao ma´ximo
o HTML, puxando pelos seus limites. Mesmo a u´ltima versa˜o do HTML, a 4.0,
lanc¸ada em Julho de 1997, fornece apenas um conjunto limitado de anotac¸o˜es.
E, se pensarmos um pouco, depressa chegaremos a` conclusa˜o de que nenhum
conjunto fixo de anotac¸o˜es sera´ suficiente para anotar devidamente todos os
documentos que circulam na Web.
Desde 1992, o HTML evoluiu de uma sintaxe adhoc para uma linguagem de
anotac¸a˜o definida em SGML. A ideia era fornecer um suporte formal a` linguagem
e permitir que as ferramentas da Web passassem a implementar o HTML como um
caso espec´ıfico do SGML com uma formatac¸a˜o por omissa˜o, i.e., as ferramentas
deixariam de ser espec´ıficas do HTML e passariam a ser mais gene´ricas. Desta
maneira, qualquer alterac¸a˜o a` sintaxe do HTML seria automaticamente propagada
a todas as ferramentas, bastando para isso alterar a especificac¸a˜o do HTML e dos
estilos. Esta era uma ideia avanc¸ada para a e´poca, os seus custos eram grandes
e, nessa altura, a Web na˜o estava preparada para uma linguagem de anotac¸a˜o
gene´rica mas sim para um pequeno conjunto de anotac¸o˜es que qualquer pessoa
pudesse aprender em pouco tempo.
A definic¸a˜o do HTML em SGML foi o primeiro passo para aproximar o SGML da
Web e, desta forma, cativar o interesse da indu´stria de software.
Estavam, nesse momento, presentes os ingredientes que viabilizariam o apa-
recimento do XML, eXtensible Markup Language: por um lado o reconhecimento
do SGML como uma boa metodologia para estruturar e representar documentos,
por outro, a identificac¸a˜o de limitac¸o˜es do conjunto fixo de anotac¸o˜es do HTML.
A aposta em XML veio possibilitar treˆs funcionalidades cr´ıticas:
Extensibilidade - o autor pode definir novas anotac¸o˜es, relaciona´-las com as
existentes na estrutura e acrescentar-lhe os atributos que desejar.
Estrutura - o autor pode definir uma estrutura para uma dada famı´lia ou classe
de documentos que pode mais tarde ser associada a`s instaˆncias documentais.
Validac¸a˜o - o autor pode proceder, ou solicitar, a validac¸a˜o do conteu´do do
documento relativamente a` estrutura.
Mas afinal, o que e´ o XML?
Hoje assiste-se a uma grande proliferac¸a˜o de formatos e de suportes de informa-
c¸a˜o. Os documentos electro´nicos podem conter imagens, mu´sica, v´ıdeo e texto.
No meio deste naipe de suportes de informac¸a˜o o texto ainda continua a ser a
plataforma integradora. Mas esta plataforma deve ser normalizada para que faci-
lidades como a partilha, a modularidade e a reutilizac¸a˜o possam ser alcanc¸adas.
O XML fornece esta plataforma integradora.
XML e´ a abreviatura de Extensible Markup Language. Esta linguagem na˜o
e´ pertenc¸a de nenhuma empresa. Foi desenvolvida por um grupo de pessoas
independentes, sob a e´gide do W3C (World Wide Web Consortium), de acordo
com experieˆncias anteriores como o SGML ou o HTML.
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Em termos mais formais, pode-se definir o XML como uma linguagem de ano-
tac¸a˜o descritiva extens´ıvel, tendo, portanto, todas as caracter´ısticas que tornam
deseja´veis este tipo de linguagens: independeˆncia relativamente a`s plataformas
de software e de hardware utilizadas, longevidade, baixos custos de manutenc¸a˜o,
facilidade na reutilizac¸a˜o, ...
O XML representa o formato ideal para a representac¸a˜o de informac¸a˜o estru-
turada (por exemplo, a que existe numa base de dados) ou semi-estruturada (por
exemplo, o texto de um livro). Um documento XML para ale´m de texto conte´m
umas marcas especiais, chamadas anotac¸o˜es ou etiquetas, que normalmente iden-
tificam componentes estruturais do documento. O fragmento abaixo foi retirado




<verso>a notı´cia a essa estranha <nome>Cecily</nome</verso>
<verso>que acreditava que eu seria grande...</verso>




Como se pode ver, o texto conte´m algumas anotac¸o˜es: poema, terceto, verso
e nome. Estas marcas identificam as componentes estruturais do documento e
facilitam o trabalho do computador na hora de processar a informac¸a˜o.
Para ale´m da publicac¸a˜o electro´nica, a informac¸a˜o que e´ transferida ou tran-
saccionada entre programas ou sistemas de computac¸a˜o esta´ a tornar-se mais
rica e mais complexa a` medida que novas aplicac¸o˜es distribu´ıdas, assentes sobre
servic¸os de rede, sa˜o desenvolvidas. A informac¸a˜o que e´ transaccionada tem que
ser autodescritiva para que a aplicac¸a˜o cliente possa receber, interpretar e pro-
cessar a informac¸a˜o de acordo com as prefereˆncias o utilizador sem necessitar
de voltar a contactar o servidor que lhe passou a informac¸a˜o. Apesar das ra´ızes
histo´ricas do XML estarem ligadas a` publicac¸a˜o electro´nica, o XML tem vindo a ser
utilizado, cada vez mais, para representar estruturas de dados complexas que,
provavelmente, nunca sera˜o publicadas ou visualizadas num browser da Internet.





<de id="jr670201">Jose´ Carlos Ramalho</de>
<para id="jr410602">Jose´ dos Santos Ramalho</para>
</transacc¸~ao>
Um exemplo de uma norma que utiliza o XML desta maneira e´ o SMIL (”Syn-
chronized Multimedia Integration Language”), que usa anotac¸o˜es XML para iden-
tificar e controlar a apresentac¸a˜o de documentos que conteˆm texto, imagens, som
e fragmentos de video, e assim criar apresentac¸o˜es multime´dia.
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Vamos terminar este preaˆmbulo com uma resposta directa a` pergunta ”Porqueˆ
tanta euforia a` volta do XML?”:
Um documento XML e´ texto, e o texto e´ a representac¸a˜o mais simples para
a informac¸a˜o; lembro-me ainda da abertura da confereˆncia mundial de SGML
em 1997 (onde pela primeira vez se falou de XML), onde o guru das bibliotecas
digitais dizia ”Na˜o se deixem ofuscar pela multime´dia ”, nessa altura era a moda,
”a representac¸a˜o de informac¸a˜o passara´ sempre por formas textuais”.
O XML e´ neutro, e este e´, talvez, o argumento com mais peso a favor dele,
na˜o depende de plataformas de software ou hardware, nenhuma empresa pode
reclamar direitos sobre ele; se eu tiver a minha informac¸a˜o em XML, consigo
processa´-la da mesma maneira num sistema Linux Windows ou Mac sem alterar
uma v´ırgula.
XATA 2004
Passado um ano apo´s a realizac¸a˜o da primeira workshop sobre XML, a XATA
2003, o interesse na a´rea na˜o diminuiu, muito pelo contra´rio, assiste-se a um in-
teresse crescente na a´rea traduzido numa grande procura por cursos de formac¸a˜o
e bibliografia na a´rea.
A XATA 2004 surge, enta˜o, naturalmente, na sequeˆncia da XATA 2003. Este
ano optou-se por designar o evento de Confereˆncia tentando aumentar o n´ıvel
de exigeˆncia e qualidade do mesmo: os autores submeteram artigos completos,
houve um painel de revisores que realizaram um trabalho cuidado de revisa˜o, os
autores tiveram feedback dos seus trabalhos e receberam sugesto˜es no sentido de
os melhorar para a publicac¸a˜o final.
Ao analisar o conteu´do deste volume conclui-se facilmente que o tema que
despertou maior interesse da comunidade XML gira, actualmente, a` volta dos
Web Services. O desenvolvimento de Web Services ocupa metade das actas e e´
aqui discutido e apresentado de uma forma multifacetada. Outras a´reas como
metainformac¸a˜o, bases de dados, dialectos, me´todos formais e transformac¸a˜o de
documentos, tambe´m esta˜o presentes mas com menor expressa˜o.
Estrutura da Workshop
A Workshop encontra-se dividida em oito sesso˜es tema´ticas:
s1,s2,s3 e s4 – Estas sesso˜es sa˜o dedicadas aos Web Services que este ano e´
o tema forte. Assim, temos va´rias apresentac¸o˜es convidadas de empresas,
ViaTecla, FORDESI, MIND e Microsoft, e outras do meio acade´mico e do
meio empresarial (PT Inovac¸a˜o) que responderam ao pedido de trabalhos.
s5 – Esta sessa˜o esta´ dedicada ao desenvolvimento de aplicac¸o˜es XML e ao
intercaˆmbio de informac¸a˜o entre aplicac¸o˜es.
s6 – A Metainformac¸a˜o e´ ja´ um caso tradicional da aplicac¸a˜o do XML. Nesta
sessa˜o, sa˜o apresentados trabalhos focando va´rios contextos de aplicac¸a˜o.
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s7 – Nesta sessa˜o, apresentam-se va´rias linguagens XML desenvolvidas ou uti-
lizadas e adaptadas pelos autores com objectivos aplicacionais espec´ıficos.
s8 – Debaixo do tema ”Tecnologias”, colocamos um conjunto de apresentac¸o˜es
que retratam pormenores te´cnicos na˜o directamente relacionados com ne-
nhum dos outros to´picos. Ira´ ser a sessa˜o com mais variedade nos assuntos
a discutir.
Penso que o XATA 2004 tem todos os ingredientes necessa´rios para motivar
a comunidade XML portuguesa a juntar-se durante dois dias para discutir e
partilhar ideias.
No fim, talvez todos fiquemos a conhecer mais um pouco do que por ca´ se
faz e quem sabe na˜o surjam embrio˜es de futuros projectos ou colaborac¸o˜es.
Uma boa XATA para todos
Fevereiro 2004 Jose´ Carlos Ramalho
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Resumo Pretende-se apresentar um caso pra´tico de Web Services na
reconversa˜o tecnolo´gica de um sistema proprieta´rio na a´rea da vigilaˆncia
e monitorizac¸a˜o.
A abstracc¸a˜o das camadas persistentes de apresentac¸a˜o, de regras de ne-
go´cio e de dados em tempo real permitem uma homogeneidade no acesso
de mu´ltiplas aplicac¸o˜es-cliente desenvolvidas em plataformas distintas
mantendo no entanto o cara´cter desconectado do modelo proprieta´rio
original.
A complexidade de tratamento dos dados e detecc¸a˜o de situac¸o˜es de
alarme, encapsulada nas antigas aplicac¸o˜es cliente, foi transferida para
servic¸os ”broker”, mantendo desta forma o cara´cter ”stateless”dos web
services.
Mu´ltiplos servic¸os, como por exemplo sistema de alertas para SMS, web-
site WAP e PDA beneficiam desta arquitectura, constituindo a base para
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Resumo O Cyclone e´ uma plataforma de desenvolvimento a´gil de soft-
ware que dado um meta-modelo da aplicac¸a˜o a desenvolver, gera automa-
ticamente um conjunto de componentes de suporte ao desenvolvimento
que, em alguns casos, chega a representar 90% do total do co´digo. Atra-
ve´s da eliminac¸a˜o das tarefas de programac¸a˜o repetitivas e altamente
influencia´veis por erros, o Cyclone permite aumentar significativamente
a eficieˆncia e fiabilidade das tarefas de desenvolvimento reduzindo ao
mesmo os longos ciclos de aprendizagem e adaptac¸a˜o.
O sistema pode ser disponibilizado localmente numa intranet, ou na In-
ternet criando um servic¸o de gerac¸a˜o de co´digo, no qual o cliente escolhe
a arquitectura, define o modelo da aplicac¸a˜o e de seguida obte´m o co´-
digo gerado. Neste caso o Cyclone define um novo conceito de come´rcio
electro´nico de software a` medida no qual se vende um framework de
desenvolvimento gerado a` medida do modelo que o cliente pretende de-
senvolver cliente.
Existe um reposito´rio centralizado que contem os modelos e um compo-
nente cliente que atrave´s de servic¸os Web acede a` informac¸a˜o contida no
reposito´rio e gera o co´digo.
O reposito´rio e´ alimentado atrave´s do upload de ficheiros no formato
XMI (standard OMG) este formato pode ser obtido atrave´s de interfaces
de exportac¸a˜o existentes na maior parte das ferramentas UML.
O funcionamento do sistema e´ suportado pelos componentes da figura 1.
Figura 1. Arquitectura
5– Reposito´rio do Meta Modelo, e´ gerada uma base de dados para cada
projecto criado no sistema.
– Web Service de importac¸a˜o de XMI, este servic¸o recebe um ficheiro
XMI e o identificador do projecto a que se destina para processar e
armazenar o seu conteu´do no reposito´rio correspondente.
– Web Service para obtenc¸a˜o de informac¸a˜o relativa ao modelo, meta-
dados e estrutura de gerac¸a˜o do projecto. E´ usado pela aplicac¸a˜o de
gerac¸a˜o cliente.
– Aplicac¸a˜o Web para subscric¸a˜o e configurac¸a˜o do servic¸o de gerac¸a˜o
de co´digo.
– Add-In para o Visual Studio .NET que e´ descarregado do servidor
e instalado remotamente, no cliente para que o co´digo e a estrutura
do projecto sejam automaticamente gerados.
Figura 2. Processo de Gerac¸a˜o
O processo de gerac¸a˜o e´ baseado na aplicac¸a˜o de padro˜es de desenvolvi-
mento, definidos pela arquitectura, a` definic¸a˜o da aplicac¸a˜o contida no
reposito´rio.
O pro´prio meta-modelo e´ gerado e pode por isso suportar uma grande
variedade de famı´lias de aplicac¸o˜es, sendo no entanto a mais t´ıpica a
famı´lia das aplicac¸o˜es empresariais baseadas em bases de dados.
Deste processo resultam componentes de software prontos a ser utilizados
por programadores no desenvolvimento.
O co´digo e´ gerado no cliente pelo Add-In que obte´m a estrutura do pro-
jecto a gerar, bem como os meta-dados contidos no reposito´rio central.
Em cada passo de gerac¸a˜o e´ executado um padra˜o de gerac¸a˜o com um
conjunto de meta-dados resultando um determinado componente da ar-
quitectura. Uma arquitectura e´ composta por um conjunto de camadas e
respectivos padro˜es de gerac¸a˜o, e por um meta-meta-modelo que define
o formato do meta-modelo para uma dada famı´lia de aplicac¸o˜es.
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Resumo Recentemente teˆm surgido equipamentos de pequeno porte e
a custos suporta´veis que permitem aceder remotamente aos sistemas de
informac¸a˜o das empresas. Estes equipamentos, tais como Personal Di-
gital Assistants (PDAs) e telemo´veis com WAP, possuem tipicamente
capacidades de apresentac¸a˜o e de largura de banda de transfereˆncia li-
mitadas e, por isso, requerem a produc¸a˜o de interfaces para o utilizador
espec´ıficas.
Os sistemas SCADA (Supervisory Control and Data Acquisition) sa˜o
muito usados na indu´stria, nomeadamente em redes de energia ele´ctrica,
e o acesso a` informac¸a˜o por eles tratada, atrave´s de sistemas de pequeno
porte, pode resultar numa mais valia importante para as empresas.
Neste trabalho propo˜e-se uma arquitectura, baseada em Servic¸os Web e
em XML, que possibilita a criac¸a˜o e fa´cil manutenc¸a˜o de interfaces para
componentes baseados no paradigma editor/subscritor em uso na Efacec
para sistemas SCADA. Os componentes desenvolvidos usando SOAP e
WSDL, permitem a interacc¸a˜o a partir de qualquer ponto daWeb, mesmo
atrave´s das firewalls instaladas nas empresas por razo˜es de seguranc¸a.
A camada de apresentac¸a˜o e´ conseguida com recurso a um componente
desenvolvido seguindo o padra˜o Front Controller, uma variante do padra˜o
MVC (Model View Controller).
Por forma a validar a arquitectura proposta foi desenvolvida uma aplica-
c¸a˜o que permite a realizac¸a˜o de ordens de manobra. Os testes conduzidos
permitem concluir que os requisitos de interacc¸a˜o deste tipo de aplica-
c¸o˜es foram satisfeitos, em conjunto com o desiderato de independeˆncia
de localizac¸a˜o e de dispositivo.
1 Introduc¸a˜o
A Web permite o acesso atrave´s de interfaces universais a informac¸a˜o localizada
em qualquer ponto da Internet, usando protocolos universais. O protocolo em
uso na Web para interacc¸a˜o com a lo´gica do nego´cio das aplicac¸o˜es, Hypertext
XATA 2004 — Interacc¸a˜o Independente de Dispositivo e de Localizac¸a˜o 7
Transfer Protocol (HTTP), e´ actualmente permitido nas firewalls instaladas nas
empresas para proteger a informac¸a˜o de acessos na˜o autorizados, estando nor-
malmente a porta usada por este protocolo acess´ıvel do exterior. No entanto este
protocolo simples, leve e sem manutenc¸a˜o de estado, suporta apenas pedidos de
recursos e respectiva devoluc¸a˜o de conteu´dos esta´ticos ou produzidos dinami-
camente. O XML (Extensible Markup Language), sendo um formato universal
para troca de dados entre aplicac¸o˜es [3], possibilitou o aparecimento de novos
protocolos. Um destes protocolos, o SOAP (Simple Object Access Protocol), foi
desenvolvido para suprir as limitac¸o˜es de acesso atrave´s de firewalls ou proxys
experimentadas pelas aplicac¸o˜es distribu´ıdas desenvolvidas em CORBA, EJB
ou outros middlewares. O SOAP pode ser utilizado sobre HTTP, entre outros
protocolos, sendo as mensagens representadas em XML.
Os Servic¸os Web (Web Services) [13] permitem o desenvolvimento de apli-
cac¸o˜es distribu´ıdas, com interacc¸a˜o entre componentes localizados em qualquer
local da Internet, desenvolvidos em qualquer linguagem de programac¸a˜o e dis-
ponibilizados por qualquer plataforma computacional. Para isso baseiam-se em
protocolos standard em uso na Internet, permitindo a chamada remota a pro-
cedimentos atrave´s da troca de mensagens SOAP usando o protocolo HTTP,
podendo desta forma atravessar as firewalls.
Os sistemas SCADA (Supervisory Control and Data Acquisition) [2] sa˜o bas-
tante usados na indu´stria, nomeadamente em sistemas de gerac¸a˜o de energia
ele´ctrica ou em redes de transporte e distribuic¸a˜o de energia ele´ctrica, ga´s ou
a´gua. Estes sistemas possuem unidades remotas de aquisic¸a˜o e controlo, uma
camada de comunicac¸o˜es e um centro de comando. Por cima dos sistema SCADA
para redes de distribuic¸a˜o de energia ele´ctrica podem existir sistemas de suporte
a` decisa˜o (DMS) e o acesso a` informac¸a˜o por eles tratada atrave´s de sistemas de
pequeno porte pode resultar numa mais valia importante para as empresas.
A implementac¸a˜o de um sistema de suporte a aplicac¸o˜es mo´veis justifica-se
quando o nu´mero de utilizadores que precisa de aceder a` informac¸a˜o a partir de
dispositivos mo´veis e´ significativo. A existeˆncia deste acesso pode ainda contri-
buir para eliminar ineficieˆncias, auxiliar o colaborador no exterior da empresa
a decidir de forma documentada e com acesso a informac¸a˜o actualizada e pode
ainda aumentar o grau de satisfac¸a˜o do cliente final.
A empresa “EFACEC — Sistemas de Electro´nica S.A.” desenvolve sistemas
SCADA para a indu´stria ele´ctrica ha´ alguns anos e, recentemente, desenvolveu
um SCADA/DMS de nova gerac¸a˜o denominado GENESys. Para suportar o desen-
volvimento destas aplicac¸o˜es distribu´ıdas, foi especificada e implementada uma
arquitectura de software (BUS [9]) que utiliza o paradigma editor/subscritor para
troca de informac¸a˜o entre componentes CORBA desenvolvidos em C++. Nesta
empresa decorreram treˆs teses de mestrado que procuraram alargar a utilizac¸a˜o
desta arquitectura a outras linguagens de programac¸a˜o e constituir pontes para
a Web e para outras utilizac¸o˜es [10,7,6]. Na primeira destas teses, um dos au-
tores deste artigo desenvolveu e demonstrou uma arquitectura que, utilizando
XML e Servic¸os Web, permite interagir com independeˆncia de dispositivo e de
localizac¸a˜o, com o sistema SCADA/DMS GENESys.
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Sa˜o muito reduzidas as refereˆncias bibliogra´ficas relacionadas com o tema da
interacc¸a˜o com sistemas SCADA com independeˆncia de localizac¸a˜o e de disposi-
tivo, nomeadamente atrave´s de dispositivos de pequeno porte. O trabalho repor-
tado em [15] tem por objectivo permitir a utilizac¸a˜o de aplicac¸o˜es de controlo e
aquisic¸a˜o de informac¸a˜o em clientes leves, possuindo interfaces sofisticadas, com
um custo de implementac¸a˜o e utilizac¸a˜o reduzido.
Na Secc¸a˜o 2 e´ apresentada a arquitectura de componentes distribu´ıdos BUS
que suporta o desenvolvimento de sistemas SCADA/DMS na EFACEC. Na Sec-
c¸a˜o 3 sa˜o enumerados os requisitos a cumprir e e´ apresentado o desenho da
arquitectura proposta neste trabalho, constitu´ıda por um“Mediador Web” (Web
Mediator) e por uma “Zona Desmilitarizada” (DMZ). Na Secc¸a˜o 4 descreve-se
a implementac¸a˜o do servidor SOAP, que suporta a interacc¸a˜o da zona desmili-
tarizada com a arquitectura editor/subscritor (BUS) e o “Mediador Web” que,
para ale´m de ser um servidor SOAP, e´ tambe´m um componente que recebe e
envia eventos para o BUS. Na Secc¸a˜o 5 descreve-se a implementac¸a˜o do cliente
SOAP e a lo´gica do nego´cio que envolve a validac¸a˜o e transformac¸a˜o XSLT para
WML ou HTML do conteu´do XML vindo do BUS, dependendo do cliente Web
em utilizac¸a˜o. Na Secc¸a˜o 6 e´ apresentada a camada de interacc¸a˜o com o utili-
zador e o seu desenvolvimento usando o padra˜o Front Controller. Na Secc¸a˜o 7
descreve-se uma aplicac¸a˜o pensada com o objectivo de validar e avaliar a arqui-
tectura desenvolvida, sendo apresentadas imagens retiradas da sua execuc¸a˜o. A
realizac¸a˜o desta aplicac¸a˜o permitiu avaliar e colocar no lugar toda a pano´plia
de tecnologias necessa´rias ao funcionamento da arquitectura proposta. Final-
mente, na Secc¸a˜o 8 sa˜o apresentadas as concluso˜es deste trabalho, juntamente
com algumas possibilidades de melhorias futuras.
2 BUS — Arquitectura de Software
Nesta secc¸a˜o descreve-se a arquitectura de componentes distribu´ıdos — BUS —
que suporta a implementac¸a˜o do GENESys, um sistema SCADA/DMS de nova
gerac¸a˜o desenvolvido conjuntamente pela “EFACEC — Sistemas de Electro´nica
S.A.” e pela “EDP — Electricidade de Portugal”.
Os sistemas SCADA (Supervisory Control and Data Acquisition) sa˜o comple-
xos e distribu´ıdos e caracterizam-se pela dispersa˜o de utilizadores e de dispositi-
vos que supervisionam, normalmente a` distaˆncia. Estes sistemas devem garantir
elevada disponibilidade e seguranc¸a, dada a natureza sens´ıvel dos sistemas con-
trolados (com riscos econo´micos mas tambe´m, e mais importantes, com riscos de
integridade pessoal). Num sistema SCADA na˜o se pode perder informac¸a˜o: to-
dos os eventos reportados teˆm de ser tratados, quer para controlo em tempo real
dos processos, quer para posterior estudo do comportamento dos equipamentos.
Para sistemas de grande dimensa˜o e´ usual associar ao sistema SCADA sistemas de
apoio a` decisa˜o como, por exemplo, o DMS (Distribution Management System)
para redes de energia ele´ctrica.
O BUS e´ uma arquitectura de software, especificada e implementada de forma
a dar suporte a`s caracter´ısticas do sistema SCADA/DMS GENESys. Esta arqui-
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tectura utiliza o paradigma editor/subscritor para troca de informac¸a˜o entre
componentes CORBA desenvolvidos em C++ [9]. Um sistema distribu´ıdo de-
senvolvido com recurso ao BUS e´ constitu´ıdo por um conjunto de componentes
que colaboram entre si atrave´s da troca de eventos. Um componente so´ envia
ou recebe eventos de acordo com os to´picos que publica ou que subscreve, sendo
os eventos entregues ao componente numa callback. A relac¸a˜o entre to´picos e
eventos e´ especificada num meta-modelo de eventos.
Um componente e´ a unidade lo´gica de processamento fundamental do sis-
tema, fornecendo uma funcionalidade, ou parte dela, e os componentes cola-
boram entre si para oferecer o conjunto de funcionalidades que se espera dum
sistema. A colaborac¸a˜o entre componentes assenta no “modelo Push”. O compo-
nente publicador faz o push de um evento para o BUS; baseado na configurac¸a˜o
do meta-modelo, o BUS decide qual o to´pico de entrega do evento e encaminha-o,
pela informac¸a˜o do to´pico, para todos os componentes subscritores desse to´pico.
O encaminhamento de eventos e´ ass´ıncrono e desacoplado, isto e´, a partir do
momento em que um componente entregou o evento ao BUS, esta´ livre para
continuar com o seu pro´prio processamento. O componente na˜o tem qualquer
conhecimento dos potenciais interessados no evento: os componentes que subs-
crevem o to´pico. De igual forma, na˜o tem qualquer controlo sobre o momento de
entrega dos eventos aos componentes subscritores.
Um evento e´ um objecto com estado, constituindo a quantidade mı´nima de
informac¸a˜o que pode ser trocada entre componentes. E´ definido por um nome e
constitu´ıdo por pares atributo/valor, com significado para o utilizador humano.
O evento tem uma representac¸a˜o serializada em texto, o “formato stringuificado”
[8], para poder ser passado de acordo com o “modelo Push”. Os objectos que
representam o evento devem ser capazes de o construir a partir desse formato,
mas tambe´m devem saber gerar essa representac¸a˜o.
Uma variante do evento, o “Data Request”, pode ser visto como um servic¸o;
e´ um pedido espec´ıfico de informac¸a˜o realizado por um componente, que recebe,
como resposta, dados que satisfazem esse pedido, orientados para o emissor do
pedido. Um “Data Request” conte´m um evento e mante´m as caracter´ısticas de
objecto que pode ser enviado por componentes. Possui, no entanto, duas carac-
ter´ısticas ligadas ao conceito de servic¸o: URN (Universal Request Name) que
identifica o pedido de forma universal e RN (RequestName), o nome do pedido
utilizado para diferenciar pedidos do mesmo tipo, caso seja necessa´rio.
Sob o ponto de vista de implementac¸a˜o, o BUS e´ uma framework desen-
volvida em C++, que se encontra constru´ıda no topo do ORB (Object Request
Broker) Orbix. Esta framework estende as func¸o˜es do ORB de forma a suportar
um modelo de eventos de publicac¸a˜o/subscric¸a˜o que permita uma comunicac¸a˜o
baseada em ligac¸o˜es ponto-a-ponto.
3 Arquitectura Proposta
Este trabalho pretende desenhar, implementar e validar uma arquitectura que
permita interagir, com independeˆncia de dispositivo e de localizac¸a˜o, com o sis-
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tema SCADA/DMS GENESys, nomeadamente a partir de dispositivos de pe-
queno porte e afastados geograficamente.
Assim, um dos requisitos o´bvios da arquitectura procurada e´ o de suportar
o envio e recepc¸a˜o de eventos com o BUS do sistema GENESys. Uma vez que os
eventos sa˜o representados num formato proprieta´rio e´ necessa´rio traduzi-los para
um formato universal que permita a utilizac¸a˜o de processadores gerais standard,
que podem ser retirados gratuitamente da Web e usados na lo´gica de nego´cio.
Depois e´ enta˜o necessa´rio processar estas representac¸o˜es em formatos universais
por forma a construir uma interface adequada ao dispositivo de interacc¸a˜o.
Por forma a garantir independeˆncia de localizac¸a˜o, e´ necessa´rio que a ar-
quitectura esteja acess´ıvel a partir da Web. O requisito de independeˆncia de
dispositivo leva a` necessidade de reconhecimento do tipo de dispositivo que faz
o pedido e espera a respectiva resposta e a uma separac¸a˜o entre as camadas de
apresentac¸a˜o e de lo´gica de nego´cio.
Por u´ltimo e na˜o menos importante, e´ necessa´rio garantir que os pedidos e
respostas atravessem as firewalls, instaladas pelas empresas para impedir acessos
na˜o autorizados a partir do exterior.
A figura 1 ilustra a arquitectura proposta, que inclui uma divisa˜o em duas
partes:“Mediador Web”(Web Mediator) e“Zona Desmilitarizada”(DMZ). OWeb
Mediator e´ um proxy que recebe pedidos da camada da lo´gica de nego´cio, fala
com o BUS e produz documentos XML para serem transformados e apresentados
nos dispositivos de interacc¸a˜o. A DMZ inclui os componentes de software que
suportam a apresentac¸a˜o multi-dispositivo e toda a restante lo´gica de nego´cio.
A DMZ inclui o servidor Web e o servidor de aplicac¸o˜es e encontra-se limitada
por duas firewalls. A primeira estabelece pol´ıticas de seguranc¸a em relac¸a˜o a` rede
exterior, deixando passar os pedidos ao servidor Web e as respectivas respostas.
A segunda encontra-se entre a “Zona Desmilitarizada” e o sistema GENESys, que
conte´m a informac¸a˜o cr´ıtica. Os utilizadores da rede exterior apenas teˆm acesso
ao servidor Web que reside na DMZ, ficando assim garantida a seguranc¸a da
informac¸a˜o cr´ıtica.
4 Interacc¸a˜o com o BUS
Por forma a que os pedidos da DMZ atravessem a firewall e assim possam aceder
ao BUS, foi desenvolvido um Servic¸o Web, em que os pedidos sa˜o realizados em
SOAP sobre HTTP. O cliente SOAP reside na camada da lo´gica de nego´cio,
realizada recorrendo a` plataforma Java, e o servidor SOAP estara´ do lado do
sistema GENESys e, por isso, sera´ implementado em C++.
Este Servic¸o Web interactua com o BUS atrave´s de um“Data Request”. A sua
interface (descrita por um ficheiro WSDL na˜o inclu´ıdo) inclui treˆs paraˆmetros e
uma string como resultado:
string xmlResponse DataRequest (string stringifiedEvent,
string universalRequestName, string requestName)
sendo:
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Figura 1: Arquitectura Proposta
stringifiedEvent O evento“stringuificado”, obedecendo a`s regras definidas em
[8], que permite definir a informac¸a˜o pedida (pelo nome do evento e atributos
com valor associado);
universalRequestName Um URN (Universal Request Name) que permite iden-
tificar o tipo de pedido;
requestName UmRN (Request Name) que permite diferenciar pedidos do mesmo
tipo;
xmlResponse Uma string com um evento descrito em XML constru´ıdo com base
na informac¸a˜o recebida num evento do BUS.
Para implementac¸a˜o do servidor SOAP foi escolhido o WASP da Systinet
[14] dadas as suas vantagens de compatibilidade total com o standard SOAP
1.1, interoperabilidade comprovada com .NET, Apache AXIS e servidores J2EE,
portabilidade para va´rias plataformas (Linux, Solaris, Windows, etc), suporte de
seguranc¸a, bom desempenho e custo zero para instalac¸a˜o em ma´quinas de um
so´ processador.
Para ale´m da classe que implementa o Servic¸o Web, o Web Mediator tem
ainda de ser um componente do BUS para enviar o “Data Request” e esperar
pelo respectivo evento resposta. Assim, oWeb Mediator desempenha as seguintes
func¸o˜es:
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Figura 2: XML produzido pelo Web Mediator
Componente do BUS Acesso a` API BUS conseguindo subscrever e publicar
to´picos, enviar e receber eventos de outros componentes do GENESys e pro-
cessar essa informac¸a˜o em “callbacks”;
Servidor SOAP Ouvir os pedidos SOAP e invocar a instaˆncia que os processa;
Transformar eventos em XML Utilizar a API do BUS para processamento
de eventos, conseguindo fazer a sua transformac¸a˜o num documento XML
(por exemplo, o XML da Figura 2).
5 Camada da Lo´gica de Nego´cio
A camada da lo´gica de nego´cio, para ale´m de conter o cliente do Servic¸o Web
disponibilizado pelo Web Mediator, conte´m ainda as classes Java que realizam a
validac¸a˜o e a transformac¸a˜o XSLT do conteu´do XML vindo do BUS para WML
ou HTML, dependendo do cliente Web em utilizac¸a˜o.
O cliente SOAP foi conseguido utilizando WASP Java e, dado que e´ conhe-
cida a localizac¸a˜o do servic¸o a utilizar, na˜o foi necessa´rio usar UDDI (Universal
Description, Discovery and Integration). No Exemplo 1 apresenta-se o me´todo
invokeDataRequestService que invoca o Servic¸o Web.
Para ler o documento XML e analisar a sua estrutura foi usado o parser
Xerces-J da Apache [12] e para processar o conteu´do do evento descrito em
XML foi desenvolvida a classe DOMGenesysParse, que utiliza a API DOM da
especificac¸a˜o JAXP (JAVA APIs for XML Processing). A validac¸a˜o do docu-
mento XML e´ opcional e pode ser omitida por razo˜es de eficieˆncia, sempre que
este tiver origem numa fonte de confianc¸a. Para a validac¸a˜o dos documentos
XML representando os eventos, sa˜o usados esquemas XML (XML Schema) [5]
sendo a API DOM JAXP notificada dos erros.
No GENESys ja´ existe o meta-modelo de eventos contendo, guardada numa
base de dados, a modelizac¸a˜o da estrutura de to´picos, eventos e“Data Requests”.
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public String invokeDataRequestService (String stringifiedEvent, String








returnVal= client.dataRequest (stringifiedEvent, universalRequestName,
requestName);





Exemplo 1: Cliente SOAP Proxy.java
Para obter os correspondentes esquemas foram desenvolvidos procedimentos em
PL/SQL que os produzem, por consulta a` base de dados. Existem va´rios ficheiros
com esquemas XML: um contendo a informac¸a˜o de todos os to´picos existentes;
outro contendo as definic¸o˜es dos tipos de dados existentes (os tipos de dados
que sa˜o utilizados pelo BUS); finalmente, um ficheiro por cada to´pico do sistema
contendo a definic¸a˜o de eventos para esse to´pico e os atributos que pertencem a
cada evento.
Para produzir uma representac¸a˜o adequada a cada dispositivo de interacc¸a˜o,
o evento representado em XML e´ transformado usando uma transformac¸a˜o XSLT
[4]. Na arquitectura proposta, o suporte de novos dispositivos reduz-se, prati-
camente, ao desenvolvimento de novos ficheiros XSL, para transformac¸a˜o dos
conteu´dos XML no formato de sa´ıda que esses dispositivos suportam. Numa pri-
meira implementac¸a˜o, sa˜o suportados HTML e WML como formatos de sa´ıda.
Para a realizac¸a˜o das transformac¸o˜es XSLT e´ usado o processador Xalan
[11] da Apache. A API JAXP fornece um camada de adaptac¸a˜o aos processa-
dores XSLT, a` semelhanc¸a do que acontecia para os parsers. Esta abordagem,
e tal como acontece para o processamento, permite a substituic¸a˜o de um motor
XSLT por outro, caso seja necessa´rio. A versa˜o JAXP 1.1 inclui a API standard
para motores XSLT (TRaX — Transformation API for XML), que foi usada na
implementac¸a˜o.
A implementac¸a˜o da transformac¸a˜o dividiu-se em duas tarefas: a implemen-
tac¸a˜o de uma classe Java para realizar a transformac¸a˜o e o desenvolvimento de
va´rias folhas de estilo XSLT (*.xsl) com as especificac¸o˜es das transformac¸o˜es
a aplicar. A classe Java implementada (TransformerBean) permite encapsular
todo o comportamento da transformac¸a˜o. Esta classe disponibiliza o me´todo do-
Transformation, que tem como argumentos a folha de estilo XSLT (xslFile)
e uma string XML (xmlStream).
As folhas de estilo realizam a transformac¸a˜o de XML para um outro formato,
mais adequado a`s caracter´ısticas do dispositivo cliente. No Exemplo 2 apresenta-
se parte do co´digo da folha de estilo XSLT que efectua a transformac¸a˜o para
WML.






























A implementac¸a˜o realizada, por usar Java, constitui a uma soluc¸a˜o de baixo
custo e consegue ainda independeˆncia em relac¸a˜o a` plataforma que a suporta,
uma vez que funciona em qualquer Sistema Operativo.
6 Camada de Apresentac¸a˜o
A camada de apresentac¸a˜o realiza a interface com o utilizador. Recebe os pedidos
dos utilizadores Web, analisa o tipo de pedido e os paraˆmetros definidos pelo
utilizador e, utilizando a camada da lo´gica de nego´cio, constro´i uma pa´gina com
as caracter´ısticas adaptadas ao tipo de dispositivo, para que o utilizador que fez
o pedido consiga visualizar e interagir com a apresentac¸a˜o.
A adaptac¸a˜o de conteu´dos pode ser efectuada no servidor, num intermedia´rio
(proxy) ou no navegador. A adaptac¸a˜o consiste na transformac¸a˜o do conteu´do
que existe num formato, possivelmente mais prop´ıcio a` sua transmissa˜o, num
outro, adaptado a`s caracter´ısticas do dispositivo que o vai consumir. Na adap-
tac¸a˜o no servidor ou por intermediac¸a˜o, as entidades que a realizam necessitam
de saber as caracter´ısticas do dispositivo. As caracter´ısticas podem ser obtidas
directamente, pela sua especificac¸a˜o, ou atrave´s dum identificador u´nico do dis-
positivo cliente, utilizado para pesquisar a especificac¸a˜o num reposito´rio.
Os servidores e proxys podem determinar a especificac¸a˜o de caracter´ısticas
particulares dum dispositivo utilizando o cabec¸alho do pedido (header request)
do protocolo HTTP. Existem outros mecanismos de especificac¸a˜o de caracter´ısti-
cas em desenvolvimento, que podera˜o ser utilizados alternativamente: o standard
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Figura 3: Camada de Apresentac¸a˜o
W3C Composite Capability/Preferences Profile (CC/PP), o standardWAP User
Agent Profile (UAPROF), o standard SyncML Device Information (DevInf) e o
standard Universal Plug and Play (UPnP).
A identificac¸a˜o das caracter´ısticas do dispositivo na˜o e´ realizada na imple-
mentac¸a˜o, devido a` dificuldade em obter os paraˆmetros do cabec¸alho HTTP
pretendidos, quando o pedido e´ originado por certos navegadores (Internet Ex-
plorer 5, por exemplo). Por outro lado, as outras abordagens para identificac¸a˜o
de caracter´ısticas de dispositivos ainda esta˜o em fase de desenvolvimento e tam-
be´m na˜o foram consideradas. E´ utilizado um paraˆmetro do pedido que permite
identificar, na˜o so´ o tipo de cliente, mas tambe´m o contexto da aplicac¸a˜o que
gerou o pedido (por exemplo, wml-login ou html-login para as interfaces de
login em WML e HTML, respectivamente).
A implementac¸a˜o segue o padra˜o Front Controller, uma aplicac¸a˜o do padra˜o
MVC (Model View Controller) [1] usado frequentemente para a implementac¸a˜o
de aplicac¸o˜es Web, dadas as suas vantagens em termos de escalabilidade e fa-
cilidade de manutenc¸a˜o. Tal como e´ ilustrado na Figura 3, e´ usado um servlet
de controlo, um request handler por cada tipo de pedido, Java Beans que dis-
ponibilizam a informac¸a˜o do modelo para as vistas, e um conjunto de pa´ginas
JSP (Java Server Pages) que disponibilizam as vistas. O servlet de controlo re-
cebe todos os pedidos e delega o processamento nas classes que tratam cada
tipo de pedido; cada request handler examina os paraˆmetros do pedido, actua-
liza o estado da aplicac¸a˜o, obte´m a informac¸a˜o necessa´ria, escolhe a vista JSP
para a qual o controlador deve encaminhar a resposta e disponibiliza-lhe a in-
formac¸a˜o necessa´ria. As pa´ginas JSP usam um helperBean para produzir uma
representac¸a˜o adequada ao tipo de dispositivo e usam os componentes da lo´gica
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de nego´cio WebServiceProxy (para obter a informac¸a˜o necessa´ria), Parser (para
a processar) e Transformer (para a transformar).
7 Explorac¸a˜o e Validac¸a˜o da Arquitectura
Nesta secc¸a˜o e´ apresentada uma aplicac¸a˜o que utiliza a arquitectura apresentada
nas secc¸o˜es anteriores. Esta aplicac¸a˜o foi pensada com o objectivo de validar e
avaliar essa arquitectura.
Uma ordem de manobras (OM) e´ uma lista de operac¸o˜es a efectuar sobre
a rede ele´ctrica, seja planeada ou para gerir um acidente. O operador que esta´
no Centro de Comando e´ responsa´vel pela evoluc¸a˜o de uma ordem de mano-
bra, gerindo-a com o aux´ılio de uma aplicac¸a˜o informa´tica. Algumas instruc¸o˜es
(marcadas com “I” — “em instruc¸a˜o” — na Figura 4) sa˜o executadas no local,
pelo piquete; este leva uma co´pia da ordem de manobra, comunicando posteri-
ormente ao operador a sua realizac¸a˜o; o operador regista o facto (marcando a
ordem com“C”—“confirmada”). Na Figura 2 apresenta-se um evento em XML,
contendo informac¸a˜o sobre ordens de manobra, que foi capturado numa execuc¸a˜o
da aplicac¸a˜o desenvolvida.
A aplicac¸a˜o desenvolvida permite que um utilizador, que fac¸a parte de um
piquete, possa ter acesso a informac¸a˜o sobre ordens de manobra usando um PDA
com HTML ou um telemo´vel com WAP. O utilizador pode actualizar a ordem
de manobra no local, imediatamente apo´s a execuc¸a˜o da manobra. A aplicac¸a˜o
possui as actividades ilustradas na Figura 5: identificac¸a˜o do utilizador, identifi-
cac¸a˜o da OM, visualizac¸a˜o da OM, selecc¸a˜o de uma linha da OM e confirmac¸a˜o
de uma linha de OM em instruc¸a˜o.
Na Figura 6 apresentam-se as interfaces HTML e WML para o caso em que
na˜o existem ordens de manobra em instruc¸a˜o. Nessa situac¸a˜o, para a interface
Figura 4: Ordem de manobras
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Figura 5: Actividades da Aplicac¸a˜o de OM
Figura 6: Exemplo de Interface HTML e WML
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HTML todas as linhas sera˜o mostradas com o respectivo de estado de confirmado
(“C”), na˜o existindo possibilidade de selecc¸a˜o. Na interface WML e´ apresentada
uma mensagem que indica a inexisteˆncia de linhas em estado de instruc¸a˜o (com
possibilidade de serem confirmadas).
A aplicac¸a˜o desenvolvida ilustra a interacc¸a˜o com o sistema GENESys, utili-
zando um navegador Web e um emulador WAP. A ana´lise do desempenho na˜o
foi realizada, por este na˜o ter sido um requisito identificado no aˆmbito deste
trabalho.
8 Concluso˜es e Trabalho Futuro
O objectivo deste trabalho era o de propor e validar uma arquitectura que possi-
bilitasse a interacc¸a˜o, atrave´s de dispositivos depequeno porte, com um sistema
SCADA/DMS, cuja implementac¸a˜o se baseia numa arquitectura de componen-
tes. A arquitectura deveria suportar independeˆncia da localizac¸a˜o.
Analisando a aplicac¸a˜o desenvolvida e apresentada na Secc¸a˜o 7, podemos
concluir que a interacc¸a˜o com o sistema GENESys foi demonstrada para dois tipos
de dispositivos: clientes que utilizam navegadores Web e clientes que possuem
telefones mo´veis com suporte para WAP. A utilizac¸a˜o da Internet e´ comum a
ambos, garantindo a independeˆncia de localizac¸a˜o. Utilizando a arquitectura
proposta, a interacc¸a˜o com o sistema foi conseguida numa aplicac¸a˜o que envolve
identificac¸a˜o de utilizadores, verificac¸a˜o de privile´gios, visualizac¸a˜o e interacc¸a˜o
com o BUS atrave´s de comunicac¸a˜o de eventos nos dois sentidos.
A utilizac¸a˜o de Servic¸os Web permitiu a interoperabilidade entre sistemas
heteroge´neos, suportados em plataformas e linguagens de implementac¸a˜o dife-
rentes, utilizando protocolos standard. A sua utilizac¸a˜o permitiu a troca de in-
formac¸a˜o entre o Web Mediator desenvolvido em C++ e as aplicac¸o˜es da “Zona
Desmilitarizada”, desenvolvidas em Java.
A utilizac¸a˜o da famı´lia de tecnologias XML garante um formato estruturado
que permite que a informac¸a˜o seja auto-descrita. A utilizac¸a˜o do XML na ar-
quitectura facilitou a interoperabilidade e a utilizac¸a˜o da tecnologia Java para a
sua manipulac¸a˜o.
O suporte em Java da camada de apresentac¸a˜o e da camada de lo´gica de
nego´cio, tecnologia amplamente utilizada na implementac¸a˜o de sistemas de apre-
sentac¸a˜o sofisticados e na implementac¸a˜o de lo´gica de nego´cio em va´rios sistemas
Web, facilitou a implementac¸a˜o pela compatibilidade evidente com XML; a por-
tabilidade e custo reduzido sa˜o outras grandes vantagens da sua utilizac¸a˜o na
arquitectura desenvolvida.
A utilizac¸a˜o de uma soluc¸a˜o baseada no padra˜o MVC permite uma separac¸a˜o
clara entre a camada de apresentac¸a˜o e a camada de lo´gica de nego´cio, permitindo
que o desenvolvimento de aplicac¸o˜es seja dividido em diferentes fases e realizado
por diferentes te´cnicos (desenho de pa´ginas Web, programac¸a˜o da lo´gica de ne-
go´cio, integrac¸a˜o de sistemas); a utilizac¸a˜o desta soluc¸a˜o trouxe vantagens, tais
como a elevada reutilizac¸a˜o e versatilidade, tempo de desenvolvimento curto e
esforc¸o de manutenc¸a˜o reduzido.
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As possibilidades de trabalhos futuros sa˜o diversas, comec¸ando pela melhoria
de desempenho e das funcionalidades da implementac¸a˜o desenvolvida, uma vez
que esta envolve uma pano´plia de tecnologias que foi necessa´rio colocar no lugar:
Tomcat, Xerces-J, Xalan, AXIS, JAXP, SOAP, WASP, servlets, JSP, HTML e
WML. Como neste trabalho apenas foram realizadas interfaces para HTML e
WML, e´ poss´ıvel a extensa˜o a outros tipos de formatos de sa´ıda, como por
exemplo o XHTML ou o SVG (Scalable Vector Graphics) para representac¸a˜o de
sino´pticos (diagramas da rede ele´ctrica).
Uma maior preocupac¸a˜o com a seguranc¸a, ja´ que teˆm aparecido propostas
na a´rea dos Servic¸os Web neste sentido e a ligac¸a˜o desta arquitectura a outros
sistemas legados para a ale´m do GENESys, sa˜o outros desafios interessantes para
a extensa˜o deste trabalho.
Com a previs´ıvel evoluc¸a˜o das capacidades dos dispositivos porta´teis de uso
pessoal, tornar-se-a´ poss´ıvel o desenvolvimento de “clientes gordos”. Sera´ pos-
s´ıvel desenvolver aplicac¸o˜es utilizando maior capacidade de processamento do
lado dos clientes e ja´ existem pacotes de software que permitem desenvolver um
cliente SOAP a ser utilizado em dispositivos mo´veis de pequeno porte. O su-
porte de SOAP pelos computadores de bordo de automo´veis seria o ideal para
o desenvolvimento de novas aplicac¸o˜es, por exemplo para serem utilizadas por
equipas de piquete.
De salientar que este trabalho tem suporte em aplicac¸o˜es industriais e o
seu resultado beneficia essas aplicac¸o˜es, para ale´m do interesse de investigac¸a˜o
envolvendo a aplicac¸a˜o deste tipo de novas tecnologias.
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KEYforTravel: Disponibilizar produto Tur´ıstico
de uma forma eficiente e modular
Pedro Seabra and Filipe Costa Cle´rigo
VIATECLA
Soluc¸o˜es Informa´ticas e Comunicac¸o˜es SA
Resumo Com o objectivo de disponibilizar produto tur´ıstico em tempo
real 24/7 a ViaTecla modulou a sua oferta dos motores do KEYforTravel
atrave´s de XML Web Services.
Esta abordagem permitiu a` ViaTecla focar o seu desenvolvimento nos
va´rios motores de nego´cio, com as suas regras espec´ıficas, u´nicas ao mer-
cado do turismo, sem ter que se preocupar em desenhar uma forma de
os interligar nem estar preocupada com a camada de interface.
Com a adopc¸a˜o da .Net Framework, o KEYforTravel permite, atrave´s
dos XML Web Services, uma forma standard de interligac¸a˜o e disponi-
bilizac¸a˜o dos seus motores de nego´cio em vez de utilizac¸a˜o de uma API
pro´pria.
Esta apresentac¸a˜o pretende descrever o processo de criac¸a˜o desta soluc¸a˜o.
Mostrar a situac¸a˜o actual e real de utilizac¸a˜o e discutir desafios de futuro.
Palavras-Chave: XMLWebService; Interoperabilidade; Motores de Ne-
gocio; Turismo; Soluc¸a˜o Modular
Novas Arquitecturas baseadas em Web Services
Jose´ Anto´nio Silva
Microsoft
Resumo Ao longo do tempo, o n´ıvel de abstracc¸a˜o a que as funciona-
lidades sa˜o especificadas, publicadas e consumidas tem vindo a elevar-se
gradualmente. Progredimos com os mo´dulos, objectos (OO), componen-
tes (CBD) e agora procuramos expor servic¸os (SOA). Embora estas ar-
quitecturas orientadas para servic¸os na˜o sejam novidade, foi a adopc¸a˜o
generalizada dos XML Web Services (SOAP) por toda a indu´stria que
fez renascer o interesse neste modelo.
Diferentes empresas esta˜o a descobrir nos Web Services a soluc¸a˜o para
uma maior interoperabilidade, reduc¸a˜o de dependeˆncias e uma forma de
agilizar os seus sistemas. No entanto, mesmo com web services, tambe´m
e´ poss´ıvel implementar arquitecturas demasiado acopladas e s´ıncronas,
que mais se assemelham aos Remotings tradicionais (RPC).
Nesta sessa˜o procuramos ainda fazer um ponto de situac¸a˜o das especi-
ficac¸o˜es e ferramentas que nos va˜o permitir implementar soluc¸o˜es tran-
saccionais, robustas e seguras usando o SOAP
Acesso Mo´vel a Servic¸os Banca´rios com
tecnologias XML




Resumo Em tempos prete´ritos, a implementac¸a˜o de servic¸os de teleco-
municac¸o˜es mo´veis de valor acrescentado era um processo pouco flex´ıvel
e de alto custo para o operador de telecomunicac¸o˜es. Desta forma, e com
a evoluc¸a˜o espectral de aplicac¸o˜es das tecnologias XML, surgiu a possibi-
lidade de integrac¸a˜o e acesso em tempo real a funcionalidades de pro´xima
gerac¸a˜o. Neste artigo, a` luz dos conceitos de Web Services e XML, e´ feita
a descric¸a˜o e ana´lise de uma plataforma de suporte ao acesso mo´vel a
servic¸os banca´rios, como exemplo da multiplexagem de conhecimentos
de telecomunicac¸o˜es e tecnologias XML.
1 Introduc¸a˜o
Em inu´meras regio˜es do globo, o acesso a servic¸os banca´rios pode ser muito
limitado. A realizac¸a˜o de uma simples operac¸a˜o banca´ria, por exemplo, pode
implicar um deslocamento por parte do actor da operac¸a˜o de algumas cente-
nas de quilo´metros. Outras questo˜es tambe´m se levantam no que diz respeito a`
seguranc¸a e comodidade.
Estas dificuldades foram minimizadas primeiramente com o surgimento dos
terminais ATM e posteriormente com o advento do Internet Banking. As tec-
nologias de comunicac¸a˜o mo´vel veˆm agora tornar ainda mais versa´til o acesso a
servic¸os banca´rios, na˜o so´ tornando-o mais co´modo que o actual, mas tambe´m
tornando-o poss´ıvel em locais onde anteriormente na˜o o era.
O sistema implementado pela PT Inovac¸a˜o para o operador sul-africano Mas-
com (Botswana) incorpora um conjunto de facilidades que permitem ao utiliza-
dor de um terminal mo´vel aceder a` conta respectiva de um carta˜o de cre´dito
atrave´s da rede Visa (VisaNet). Diversas operac¸o˜es banca´rias podera˜o ser efec-
tuadas: desde um simples carregamento de um telemo´vel ate´ ao pagamento de
servic¸os em qualquer localizac¸a˜o. De facto, as tecnologias XML foram centrais
no processo de integrac¸a˜o da plataforma de telecomunicac¸o˜es mo´veis com a rede
Visa, quer no processo de submissa˜o de novas operac¸o˜es, quer na disponibilizac¸a˜o
de uma interface de taxac¸a˜o das operac¸o˜es efectuadas.
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2 Arque´tipo do Sistema
2.1 Arquitectura Lo´gica
O processo de realizac¸a˜o de uma operac¸a˜o banca´ria inicia-se com uma chamada
telefo´nica efectuada atrave´s de um terminal mo´vel para um destino pre´-definido.
A rede de telecomunicac¸o˜es reencaminha essa mesma chamada para um IVR 1
(Interactive Voice Response), com o qual o utilizador navega em menus. O IVR,
aquando da solicitac¸a˜o de uma nova operac¸a˜o por parte do utilizador, entra
em comunicac¸a˜o com o elemento responsa´vel pela interacc¸a˜o com a rede Visa
(elemento Payment Gateway da figura 1). Este, apo´s validar a informac¸a˜o que
lhe e´ transmitida (e.g., nu´mero do carta˜o de cre´dito e identificac¸a˜o do utilizador),
comunica a` rede Visa a solicitac¸a˜o de nova operac¸a˜o e aguarda por uma resposta.
E´ inerente a` rede Visa o processo de interacc¸a˜o com as instituic¸o˜es financeiras
relevantes para cada operac¸a˜o.
Apo´s uma resposta de sucesso na execuc¸a˜o da operac¸a˜o submetida, o Pay-
ment Gateway comunica atrave´s de uma interface SOAP com o sistema de
taxac¸a˜o do operador de telecomunicac¸o˜es (Billing System), que procede a` co-
branc¸a do servic¸o prestado ao cliente. Finalmente, e´ transmitido ao IVR a con-
clusa˜o da operac¸a˜o, que por sua vez notifica o cliente. A arquitectura lo´gica de
suporte e´ ilustrada na figura 1.
Figura 1. Arquitectura Lo´gica
1 Um IVR consiste num elemento da rede capaz de interpretar dial tones e de tocar
anu´ncios de uma forma programa´vel.
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2.2 Arquitectura F´ısica
Figura 2. Arquitectura F´ısica
Quando e´ iniciada uma nova chamada para o destino do servic¸o, o controlo da
chamada e´ transferido para o elemento SCP (Service Control Point), responsa´vel
pela execuc¸a˜o de toda a algoritmia do servic¸o e pela interacc¸a˜o com o utilizador.
Adicionalmente, o SCP possui toda a informac¸a˜o relevante do cliente em base
de dados e a capacidade de comunicar com outros sistemas atrave´s de queues de
registos 2.
O Application Server consome a informac¸a˜o das queues do SCP e reencaminha-
a para o Payment Gateway, com recurso ao protocolo HTTP, aguardando a sua
resposta e colocando-a numa queue de entrada do SCP. Este elemento provi-
dencia tambe´m uma interface de taxac¸a˜o dos servic¸os banca´rios efectuados pelo
cliente. A comunicac¸a˜o entre o Application Server e o Payment Gateway e´ as-
segurada por um tu´nel seguro, implementado com recurso ao protocolo SSH.
Ao n´ıvel de hardware, os elementos SCP e Application Cluster sa˜o virtualiza-
dos por clusters com capacidades de failover. A arquitectura f´ısica do sistema e´
detalhada no domı´nio do operador, conforme descrito na figura 2.




<msg type>paym8 cli lookup</msg type>
<msisdn>0836652770</msisdn>
</CardinalMobileMPI>
Figura 3. Exemplo de pedido XML de in´ıcio de operac¸a˜o
3 Definic¸a˜o das Operac¸o˜es
Todas as operac¸o˜es executadas pelo sistema obedecem ao diagrama de estados
ilustrado na figura 6. Para uma melhor compreensa˜o do diagrama, sa˜o descritas
as transic¸o˜es de estado assinaladas pelas letras em subscrito:
a) A transic¸a˜o do estado inicial para o seguinte acontece aquando do evento de
recolha de dados do cliente e envio de um pedido de in´ıcio de operac¸a˜o, por
parte do IVR ao Payment Gateway. Este pedido segue o formato de uma
mensagem definida em XML, conforme a figura 3, usando como transporte
o protocolo HTTP. Neste ponto, o estado corrente da operac¸a˜o sinaliza que
os dados colectados foram recebidos com sucesso pelo Payment Gateway.
b) No caso de necessidade de informac¸a˜o adicional para que a operac¸a˜o seja
completada, o Payment Gateway envia uma mensagem em XML ao IVR
solicitando essa mesma informac¸a˜o, transitando a operac¸a˜o para um estado
de colecta de novos dados.
c) O IVR, apo´s nova colecta de dados, envia-os novamente ao Payment Gateway
atrave´s de uma mensagem XML em tudo ideˆntica a` da figura 3. A operac¸a˜o
retorna assim ao estado alcanc¸ado pela transic¸a˜o (a). Va´rias transic¸o˜es (b) e
(c) consecutivas podera˜o ocorrer, dependendo da quantidade de informac¸a˜o
necessa´ria a` execuc¸a˜o da operac¸a˜o.
d) Durante a execuc¸a˜o da operac¸a˜o, o Payment Gateway podera´ enviar ao IVR
uma mensagem de insucesso, caso do processamento dos dados recolhidos
se possa concluir a impossibilidade de execuc¸a˜o da operac¸a˜o (e.g., a conta
banca´ria do cliente esta´ congelada). A operac¸a˜o atinge um estado terminal
de insucesso.
e) Numa operac¸a˜o bem sucedida, o Payment Gateway executa um procedimento
remoto de taxac¸a˜o, recorrendo para tal a` interface em Web Services disponi-
bilizada pelo elemento Billing System. A mensagem SOAP enviada encapsula
o pedido de execuc¸a˜o de um procedimento remoto, tal como e´ exemplificado
na figura 4.
f) Se a mensagem SOAP de resposta comportar um co´digo de erro (elemento
code do exemplo da figura 5) diferente de zero, ou uma mensagem de SOAP
fault for devolvida, a operac¸a˜o transita para o estado de impossibilidade de
2 A implementac¸a˜o das queues e´ suportada pelo pacote de software Oracle Advanced
Queueing.
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POST /axis/services/visa HTTP/1.0
Content-Type: text/xml; charset=utf-8





















<srcacc number xsi:type="xsd:stringÀola</srcacc number>




Figura 4. Exemplo de mensagem SOAP de pedido de execuc¸a˜o de taxac¸a˜o
taxac¸a˜o. Note-se que durante a transic¸a˜o de estado, o Payment Gateway
desfaz junto das instituic¸o˜es financeiras a operac¸a˜o banca´ria corrente.
g) Dada a impossibilidade de taxac¸a˜o do servic¸o prestado, e´ sinalizado o insu-
cesso ao cliente, transitando a operac¸a˜o para um estado final.
h) Esta transic¸a˜o de estado corresponde a` notificac¸a˜o por parte do Payment
Gateway ao IVR de sucesso na execuc¸a˜o da operac¸a˜o banca´ria e na taxac¸a˜o
do valor correspondente.
i) Por u´ltimo, e´ reportado ao cliente o sucesso da operac¸a˜o pretendida.
4 Potencialidades da Arquitectura
A arquitectura desenvolvida permite uma eficaz integrac¸a˜o do sistema da rede
de telecomunicac¸o˜es com qualquer outro sistema externo. De facto, o mo´dulo
de software responsa´vel pela transmissa˜o de mensagens XML para o Payment
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HTTP/1.1 200 OK
Content-Type: text/xml; charset=utf-8



















Figura 5. Exemplo de mensagem SOAP de resposta comportando um co´digo de erro
Gateway e´ gene´rico o suficiente para interagir com qualquer outra entidade,
desde que esta suporte o mecanismo de troca de mensagens sobre o protocolo
HTTP (adicionalmente, o mo´dulo comporta a facilidade de transformac¸a˜o das
mensagens de sa´ıda e entrada do SCP, atrave´s de XSLT).
As facilidades intr´ınsecas aos Web Services (nomeadamente do protocolo
SOAP e da linguagem WSDL) possibilitam a ra´pida adaptac¸a˜o da interface
de taxac¸a˜o a novos sistemas.
5 Concluso˜es
Apesar da dificuldade inicial de consolidac¸a˜o de conhecimentos e de acompa-
nhamento da ra´pida evoluc¸a˜o dos standards XML, a pano´plia de tecnologias de
diversas capacidades permitem o desenvolvimento eficaz e ra´pido de soluc¸o˜es
que comportam a integrac¸a˜o com sistemas externos, sem recorrer a tecnologias
proprieta´rias dif´ıceis de manter. Na realidade, a abertura e a quantidade de
informac¸a˜o dispon´ıvel sobre os standards, aliada a` flexibilidade da linguagem
XML, possibilitam o desenvolvimento de soluc¸o˜es com valor acrescentado para
os clientes das redes mo´veis. O sistema implementado entrara´ em explorac¸a˜o pro-
ximamente num operador mo´vel do sul de A´frica, sendo de prever a sua adopc¸a˜o
por outros operadores da regia˜o.
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Figura 6. Diagrama de estados da operac¸a˜o
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Resumo Os Web Services sa˜o uma tecnologia emergente, sobre a qual
muito se tem especulado. No decorrer deste artigo efectua-se uma pri-
meira contextualizac¸a˜o, aproveitanto ao mesmo tempo para apresentar
a arquitectura de funcionamento de um qualquer Web Service. De se-
guida, e aproveitando a implementac¸a˜o de um caso de estudo em quatro
plataformas de desenvolvimento distintas, propomos metodologias de de-
senvolvimento para Web Services e respectivas aplicac¸o˜es cliente.
1 Contextualizac¸a˜o
Os Web Services [12,5] sa˜o uma tecnologia emergente, sobre a qual muito se
tem especulado. Uns apontam-na como o caminho a seguir no desenvolvimento
de aplicac¸o˜es distribu´ıdas, enquanto que outros veˆm nelas apenas mais uma
evoluc¸a˜o de um conceito antigo.
Sendo aplicac¸o˜es modulares, auto-descritivas, acess´ıveis atrave´s de um URL,
independentes das plataformas de desenvolvimento e que permitem a interacc¸a˜o
entre aplicac¸o˜es sem intervenc¸a˜o humana, os Web Services apresentam-se como
a soluc¸a˜o para os actuais problemas de integrac¸a˜o de aplicac¸o˜es.
Estas suas caracter´ısticas devem-se em grande parte ao facto de se basearem
em normas standard, de entre as quais se destacam: XML, SOAP, WSDL e
UDDI.
Segue-se uma breve descric¸a˜o das funcionalidades de cada uma destas nor-
mas:
XML - metalinguagem de anotac¸a˜o na qual esta˜o definidas todas as outras
normas que servem de base aos Web Services[6,7].
SOAP - linguagem de anotac¸a˜o com a qual se pode descrever o protocolo de co-
municac¸a˜o, responsa´vel pela troca de mensagens de e para osWeb Services[1]
(uma mensagem SOAP e´ um documento XML).
WSDL - linguagem de anotac¸a˜o definida em XML e que tem como objectivo
descrever a API de um Web Service[4,11].
UDDI - linguagem de anotac¸a˜o definida em XML com a qual se cria a me-
tainformac¸a˜o caracter´ıstica de um Web Service; va´rios registos UDDI sa˜o
agrupados em reposito´rios; estes reposito´rios possuem uma interface/API
de pesquisa para permitir a uma aplicac¸a˜o cliente pesquisar e localizar um
servic¸o [3].
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2 Arquitectura de funcionamento de um Web Service
O ciclo de vida de um Web Service compreende quatro estados distintos: Pu-
blicac¸~ao, Descoberta, Descric¸~ao e Invocac¸~ao. Vejamos com mais pormenor
cada um deles:
Publicac¸~ao: Processo, opcional, atrave´s do qual o fornecedor do Web Service
da´ a conhecer a existeˆncia do seu servic¸o, efectuando o registo do mesmo no
reposito´rio de Web Services (UDDI).
Descoberta: Processo, opcional, atrave´s do qual uma aplicac¸a˜o cliente toma
conhecimento da existeˆncia do Web Service pretendido pesquisando num repo-
sito´rio UDDI.
Descric¸~ao: Processo pelo qual o Web Service expo˜e a sua API (documento
WSDL); desta maneira a aplicac¸a˜o cliente tem acesso a toda a interface do
Web Service, onde se encontram descritas todas as funcionalidades por ele dis-
ponibilizadas, assim como os tipos de mensagens que permitem aceder a`s ditas
funcionalidades.
Invocac¸~ao: Processo pelo qual cliente e servidor interagem, atrave´s do envio
de mensagens de input e de eventual recepc¸a˜o de mensagem de output.
A cada um destes estados corresponde uma das normas anteriormente refe-
ridas, nomeadamente:
Publicac¸~ao, Descoberta -> UDDI,
Descric¸~ao -> WSDL,
Invocac¸~ao -> SOAP.
A conjugac¸a˜o destes quatro estados permite constituir o ciclo de vida de um
Web Service, o qual passamos a descrever:
– O fornecedor constro´i o servic¸o utilizando a linguagem de programac¸a˜o que
entender;
– De seguida, especifica a interface/assinatura do servic¸o que definiu emWSDL;
– Apo´s a conclusa˜o dos dois primeiros passos, o fornecedor regista o servic¸o no
UDDI;
– O utilizador (aplicac¸a˜o cliente) pesquisa num reposito´rio UDDI e encontra
o servic¸o;
– A aplicac¸a˜o cliente estabelece a ligac¸a˜o com o Web Service e estabelece um
dia´logo com este, via mensagens SOAP.
3 Metodologias de desenvolvimento
Com o objectivo de se definirem metodologias de desenvolvimento de Web Servi-
ces e aplicac¸o˜es cliente, foram escolhidas quatro plataformas distintas: o mo´dulo
SOAP-Lite para Perl [13,9], o NuSOAP para PHP [2], o WASP Server para Java
[8] e a .Net da Microsoft com recurso a` linguagem C#.
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Figura 1. Ciclo de vida de um Web Service
Como caso de estudo escolhemos um Web Service muito simples capaz de
gerar um no aleato´rio entre dois valores limite indicados por uma aplicac¸a˜o cli-
ente.
No decorrer desta secc¸a˜o, tanto o desenvolvimento do Web Service como
da respectiva aplicac¸a˜o cliente e´ efectuado na mesma plataforma de desenvolvi-
mento, dada a intenc¸a˜o de explorar de forma abrangente cada uma das plata-
formas escolhidas. No entanto, e como indica o pro´prio conceito de Web Service,
um Web Service desenvolvido por exemplo em PHP pode obviamente ser acedido
por um cliente em C#. Note que todos os clientes desenvolvidos podem trabalhar
com qualquer um dos servidores havendo apenas que mudar o ponto de acesso
ao servic¸o.
Dado o estado prematuro do UDDI, as fases de Publicac¸a˜o e de Descoberta
na˜o foram tidas em conta na elaborac¸a˜o das metodologias. O atraso na adopc¸a˜o
do UDDI, prende-se tambe´m com a inexisteˆncia de uma interface normalizada
para os Web Services de determinada espe´cie, por exemplo, as ageˆncias de vi-
agens podiam disponibilizar va´rias operac¸o˜es, no entanto, se tiverem diferentes
assinaturas para a mesma operac¸a˜o o UDDI podera´ indicar ao cliente um Web
Service que na˜o disponha dum me´todo a invocar com o nome pretendido, mas
sim um me´todo com a mesma funcionalidade mas com nome diferente, o que
podera´ originar erros na aplicac¸a˜o cliente.
O primeiro passo na obtenc¸a˜o de metodologias de desenvolvimento de Web
Services, consistiu na abordagem ao problema sob dois pontos de vista distintos:
a criac¸a˜o do servidor, ou seja, do Web Service propriamente dito, e a criac¸a˜o da
aplicac¸a˜o cliente.
Esta sera´ tambe´m a abordagem a utilizar neste artigo, pelo que vamos se
seguida apresentar a ana´lise a` criac¸a˜o do Web Service propriamente dito.
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3.1 O Servidor
Ao falarmos na criac¸a˜o de umWeb Service, estamos a contemplar duas ideias fun-
damentais: a implementac¸a˜o das funcionalidades pretendidas e a criac¸a˜o duma
instaˆncia de um servidor SOAP com o qual pretendemos interagir.
E´ aqui que comec¸am a surgir as primeiras diferenc¸as entre as plataformas
escolhidas.
Se por um lado temos o caso das plataformas NuSOAP e .Net, onde esta
distinc¸a˜o e´ relativamente te´nue (ver exemplos 1 e 2), para SOAP-Lite e WASP
Server a distinc¸a˜o e´ bastante noto´ria.





5 $s = new soap_server;
6 $s->register(’geraNumAleatorio’);
7
8 function geraNumAleatorio($min, $max) {
9 srand((double)microtime()*1000000);






Como se pode observar, de uma so´ vez implementamos as funcionalidades e
criamos uma instaˆncia de um servidor SOAP.





5 Description="Web Service que gera um no"+
6 " aleato´rio entre um valor mı´nimo e um valor
7 ma´ximo dados pela aplicac¸~ao cliente",
8 Namespace="urn:CarlosLopes")]
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13 Description="me´todo que gera um no aleato´rio de acordo"+
14 " com os valores mı´nimos e ma´ximos indicados")]
15 public int geraNumAleatorio(int min, int max)
16 {






Neste caso basta indicar que a classe e´ um Web Service atrave´s do atributo Web-
Service, e colocar o atributo WebMethod nos me´todos que passara˜o a constituir
a API do servic¸o.
Tal como foi indicado anteriormente, nas restantes plataformas a situac¸a˜o e´
um pouco diferente, isto e´, existe uma clara separac¸a˜o entre o que e´ a implemen-
tac¸a˜o das funcionalidades e a sua associac¸a˜o ao servidor SOAP.
No caso do Perl com SOAP-Lite, para construirmos um servic¸o e´ necessa´rio
antes de mais criar uma instaˆncia de um servidor SOAP (exemplo 3).






No elemento dispatch_to indicamos qual o mo´dulo onde esta˜o implementadas
as funcionalidades que se pretendem disponibilizar.
Estando na posse do nosso servidor SOAP, basta agora criar um mo´dulo
com as funcionalidades pretendidas (exemplo 4).
Exemplo 4: Implementac¸a˜o das funcionalidades - Perl





5 my ($self, $min, $max) = @_;




No caso da plataforma WASP Server para Java, a situac¸a˜o apesar de manter
esta noc¸a˜o de separac¸a˜o, e´ um pouco diferente do que se passou com o Perl. Neste
caso, e em primeiro lugar, e´ necessa´rio criar uma classe (aleatorio.java) com as
funcionalidades pretendidas e so´ depois registar essa classe no servidor WASP,
criando assim uma classe proxy1 que representara´ o Web Service (exemplo 5 e
figura 2 respectivamente) .
Exemplo 5: Implementac¸a˜o das funcionalidades - WASP Server
1 package aleatorio;
2 ...
3 public class aleatorio {
4 ...
5
6 // me´todos a disponibilizar remotamente
7 public int geraAleatorio(int minimo, int maximo)
8 {
9 Random rand = new Random();
10 return (rand.nextInt(maximo-minimo) + minimo);
11 }
12 }
E estas sa˜o as grandes diferenc¸as entre as plataformas quanto a` criac¸a˜o do
Web Service propriamente dito.
3.2 Aplicac¸a˜o cliente
Quando se fala na construc¸a˜o de uma aplicac¸a˜o cliente para um determinadoWeb
Service, e´ comum confundir dois conceitos distintos: a interface de interacc¸a˜o
1 O conceito de classe proxy, sera´ abordado com maior detalhe na secc¸a˜o 3.2
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Figura 2. Criac¸a˜o de um proxy a partir da classe em Java
40 Carlos J. Feijo´ Lopes et al.
com o utilizador, e uma outra classe responsa´vel pela ligac¸a˜o ao Web Service e
respectivo tratamento dos dados.
Se por um lado a interface de interacc¸a˜o com o utilizador e´ bastante linear
em todas as plataformas abordadas, uma vez que estamos a falar de aplicac¸o˜es
windows ou web que correm do lado do cliente, o mesmo na˜o se passou com a
classe responsa´vel pelo tratamento dos dados, pois e´ esta que tera´ de comunicar
com o Web Service.
Aqui a separac¸a˜o deve ser feita em plataformas Open Source e plataformas
proprieta´rias ou comerciais.
Vejamos enta˜o como criar um cliente em PHP com NuSOAP:




4 $min = $_REQUEST["minimo"];
5 $max = $_REQUEST["maximo"];
6
7 $localizacaoServidor = ’http://localhost:8080/nusoap/
8 aleatorio/aleatorioserver.php’;
9
10 $parameters = array(’min’=>$min,
11 ’max’=>$max);
12




Como se pode verificar a criac¸a˜o da aplicac¸a˜o cliente na˜o poderia ser mais sim-
ples, bastando criar uma instaˆncia de um cliente SOAP e de seguida invocar o
me´todo pretendido.
No caso do Perl com SOAP-Lite a criac¸a˜o do cliente e´ muito semelhante
(exemplo 7).
Exemplo 7: Cliente - Perl
1 ...
2 use SOAP::Lite;
3 use CGI qw(:standard);
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9 my $min = param(’minimo’);
10 my $max = param(’maximo’);
11
12 my $resultado = $soapserver->geraAleatorio($min,$max);
13 ...
Como podemos ver, para criar a aplicac¸a˜o cliente basta criar uma instaˆncia
de uma classe para comunicac¸a˜o com o servidor SOAP, onde no me´todo uri()
e´ necessa´rio indicar o mo´dulo onde se encontram definidas as funcionalidades
disponibilizadas peloWeb Service (ver exemplo 4). Ao mesmo tempo e´ necessa´rio
indicar, no me´todo proxy(), o enderec¸o do servidor SOAP, i.e., a localizac¸a˜o
da script que efectua o acesso ao mo´dulo (ver exemplo 3).
Como foi poss´ıvel observar, no caso das plataformas Open Source apresen-
tadas, a aplicac¸a˜o cliente acede directamente ao Web Service. Esta e´ uma das
principais diferenc¸as em relac¸a˜o a`s duas plataformas comerciais analisadas. Efec-
tivamente, nestas u´ltimas e´ introduzido o conceito de proxy class [10]. A classe
proxy e´ constru´ıda a partir do documento WSDL do Web Service em causa,
apresentando uma API de interacc¸a˜o com a aplicac¸a˜o cliente, constitu´ıda por
me´todos com os mesmos nomes dos me´todos expostos remotamente pelo Web
Service.
A classe proxy para ale´m de permitir o estabelecimento da ligac¸a˜o entre o
Web Service e a aplicac¸a˜o cliente, encapsula toda a complexidade inerente a`
utilizac¸a˜o do SOAP e dos protocolos de transporte a utilizar. Na pra´tica, a
aplicac¸a˜o cliente liga-se a` classe proxy e e´ esta que estabelece contacto com o
Web Service propriamente dito.
Vejamos enta˜o o exemplo dum cliente desenvolvido em .Net.
Exemplo 8: Cliente - .Net
1 ...
2
3 AleatorioClient.localhost.Nu´merosAleato´rios ws =
4 new AleatorioClient.localhost.Nu´merosAleato´rios();
5
6 int aleatorio = ws.geraNumAleatorio(minimo, maximo);
7 ...
8 }
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Como podemos verificar a criac¸a˜o da aplicac¸a˜o cliente e´ de facto muito simples.
Apo´s a criac¸a˜o da classe proxy (AleatorioClient.localhost), basta utiliza´-
la para criar uma instaˆncia do Web Service e a partir da´ı invocar o me´todo
geraNumAleatorio definido no exemplo 2.
Vejamos agora o caso de um cliente em WASP Server:




4 String wsdlURI = "http://carloslopes:6060/aleatorio/wsdl";
5 String serviceURI = "http://carloslopes:6060/aleatorio/";




10 new QName("urn:aleatorio.aleatorio", "aleatorio"));
11 serviceClient.setWSDLPortName("aleatorio");
12 service = (Aleatorio) Registry.lookup(serviceClient);
13
14 int aleatorio = service.geraAleatorio(min, max));
15 ...
16 }
Note-se a refereˆncia a` classe proxy a utilizar para este Web Service.
import aleatorioclient.iface.Aleatorio
Os restantes passos para a criac¸a˜o da aplicac¸a˜o sa˜o bastante simples como se
pode observar, bastando criar uma instaˆncia de um cliente do servic¸o, indicar a
localizac¸a˜o do servic¸o e invocar o me´todo pretendido.
Estando apresentadas as principais diferenc¸as, quer na criac¸a˜o do Web Ser-
vice quer na criac¸a˜o da respectiva aplicac¸a˜o cliente, entre as quatro plataformas
escolhidas, e´ tempo de apresentar um quadro resumo com as metodologias da´ı
retiradas [10].
Tabela 1: Metodologias para desenvolvimento de Web Services
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Servidor Cliente
PHP Criac¸a˜o de uma instaˆncia de um ser-
vidor;
Registo das func¸o˜es a invocar remo-
tamente;
Especificac¸a˜o das func¸o˜es;
Criac¸a˜o de um array com os paraˆ-
metros necessa´rios a` func¸a˜o a aceder
remotamente;
Criac¸a˜o de instaˆncia de cliente
SOAP;
Efectuar chamada ao me´todo ao
qual pretendemos aceder, e obtenc¸a˜o
dos resultados;
Perl Criac¸a˜o do mo´dulo com as funciona-
lidades pretendidas;
Criac¸a˜o da CGI com o servidor;
Criac¸a˜o de uma instaˆncia de uma
classe para comunicac¸a˜o com o ser-
vidor SOAP;
Invocac¸a˜o dos me´todos pretendidos
e obtenc¸a˜o de resultados;
.Net Criac¸a˜o de classe funcional + exten-
sa˜o .asmx + tag <% Web Service ...
%> ou em alternativa criar um
novo projecto do tipo Web Service;
Indicac¸a˜o dos me´todos a expoˆr re-
motamente com o atributo Web-
Method;
Criac¸a˜o de um proxy ;
Invocac¸a˜o dos me´todos expostos
pelo WS e obtenc¸a˜o de resultados;
WASP
Server
Criac¸a˜o da classe funcional;
Registo da classe como sendo um
Web Service e consequente obtenc¸a˜o
de classe proxy ;
Inicializac¸a˜o de uma instaˆncia da
classe proxy ;
Invocac¸a˜o dos me´todos pretendidos
e obtenc¸a˜o dos resultados;
De um ponto de vista mais abstracto podem-se retirar da tabela 1, alguns
pontos comuns que conve´m salientar:
Servidor :
1. Criac¸a˜o de classe onde se implementam as funcionalidades que se pre-
tendem disponibilizar para acesso remoto;
2. Identificac¸a˜o dessa classe como sendo um Web Service.
Cliente :
1. Criac¸a˜o de uma classe cliente;
2. Indicac¸a˜o a` classe cliente da localizac¸a˜o do servic¸o;
3. Invocac¸a˜o dos me´todos pretendidos.
4 Concluso˜es
Os Web Services apresentam-se como a soluc¸a˜o para muitos dos problemas asso-
ciados aos sistemas distribu´ıdos, nomeadamente nas questo˜es relacionadas com
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a integrac¸a˜o de sistemas heteroge´neos, raza˜o pela qual teˆm estado rodeados por
uma euforia nem sempre bene´fica.
No entanto o facto de serem componentes de software modulares, auto-
descritivas, que se baseiam em protocolos standard e que permitem a interacc¸a˜o
entre aplicac¸o˜es sem intervenc¸a˜o humana, torna-os sem du´vida o futuro dos sis-
temas distribu´ıdos.
A existeˆncia de plataformas de desenvolvimento que tornam transparente ao
programador todo esforc¸o de criac¸a˜o/interacc¸a˜o de mensagens SOAP e cria-
c¸a˜o/utilizac¸a˜o dos documentos WSDL que descrevem o Web Service, facilitam
a sua adopc¸a˜o comercial, fomentando assim o seu desenvolvimento.
Dada a relevaˆncia dos Web Services no futuro das tecnologias de informac¸a˜o,
torna-se oportuna a proposta de metodologias para o seu desenvolvimento. Para
tal, aproveitou-se a implementac¸a˜o de um caso de estudo, para apresentar uma
espe´cie de ”receita”pronta a utilizar no desenvolvimento dos mesmos.
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Partilha de dados usando servic¸os web
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Resumo Os sistemas de informac¸a˜o sa˜o instrumentos fundamentais no
funcionamento e na gesta˜o das organizac¸o˜es, sejam estas empresas, insti-
tuic¸o˜es pu´blicas ou privadas. Em organizac¸o˜es compostas por mu´ltiplos
organismos com sistemas de informac¸a˜o heteroge´neos, a coordenac¸a˜o da
partilha de dados e´ um problema complexo e crucial. Os servic¸os web
surgem como uma possibilidade para a comunicac¸a˜o ponto a ponto en-
tre estes organismos mas, quando o seu nu´mero e´ elevado, levantam o
problema da sua definic¸a˜o, coordenac¸a˜o e controlo centralizado.
Este trabalho apresenta uma abordagem baseada em standards XML
para lidar esse problema. A abordagem consiste numa sequeˆncia de eta-
pas, desde a definic¸a˜o do modelo de dados do sistema de informac¸a˜o da
organizac¸a˜o, passando pela criac¸a˜o automa´tica de formatos de dados co-
muns a partir do modelo de dados, e terminando na definic¸a˜o de servic¸os
de a troca de dados entre os organismos.
1 Introduc¸a˜o
A comunicac¸a˜o de dados entre sistema heteroge´neos e´ uma das a´reas em que o
impacte do XML tem sido mais preponderante: as linguagens XML permitem
especificar formatos comuns para os dados; os documentos contendo esses dados
podem ser validados usando linguagens como o XML Schema; e a comunicac¸a˜o
desses dados pode ser feita com protocolos como o SOAP usando servic¸os da
Internet como a web ou o email.
Os servic¸os web (ou web services) sa˜o a articulac¸a˜o destas tecnologias de
forma a permitir expor funcionalidades dum Sistema de Informac¸a˜o (SI) a apli-
cac¸o˜es externas, por meio da Internet. Tal como numa aplicac¸a˜o web, o servic¸o
web permite o acesso dum programa cliente a um SI, mas enquanto numa apli-
cac¸a˜o web os programas cliente sa˜o primordialmente navegadores com os quais
interage um utilizador humano, num servic¸o web os programas cliente executam
func¸o˜es que so´ indirectamente esta˜o relacionadas com um utilizador.
Os servic¸os web facilitam a comunicac¸a˜o de dados entre sistemas heteroge´neos
por duas razo˜es principais: o formato de transfereˆncia dos dados (documentos
XML) e´ independente das plataformas ou ambientes de desenvolvimentos, e fa-
cilmente convert´ıvel noutros formatos; os protocolos de transporte (HTTP ou
SMTP) sa˜o suportados nos principais sistemas e sa˜o compat´ıveis com os meca-
nismos de protecc¸a˜o que rodeiam os servidores dos SI (como firewalls).
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Os servic¸os web surgem assim como uma soluc¸a˜o para a comunicac¸a˜o ponto
a ponto entre va´rios SI. Este tipo de comunicac¸a˜o pode ser usado em va´rios ce-
na´rios em que e´ necessa´rio automatizar a transfereˆncia de dados. Neste trabalho
focamos na questa˜o da partilha de dados numa organizac¸a˜o com SI heteroge´-
neos. A existeˆncia de SI heteroge´neos ocorre frequentemente em organizac¸o˜es
duma certa dimensa˜o constituidas por organismos com alguma autonomia. Ape-
sar dessa autonomia a organizac¸a˜o necessita de regular e optimizar o fluxo de
dados entre os organismos que a compo˜em.
A t´ıtulo de exemplo consideremos uma faculdade constitu´ıda por va´rios or-
ganismos, como departamentos, bibliotecas, secretaria, etc. Cada um destes or-
ganismos podera´ ter sistemas de informac¸a˜o auto´nomos mas para benef´ıcio do
funcionamento global ha´ convenieˆncia em que os seus dados sejam partilhados:
dados pessoais dos alunos, recolhidos pelos secretaria, podem ser enviados aos
departamentos que reciprocamente podem enviar aos primeiros dados referentes
ao percurso acade´micos dos alunos.
Usando servic¸os web cada organismo pode expor os seus dados aos restan-
tes, permitindo que todos beneficiem dos dados da instituic¸a˜o. A opc¸a˜o pelos
servic¸os web na˜o colide com as escolhas de ambiente de implementac¸a˜o de cada
organismo. No entanto esta abordagem descentralizada, em que cada organismo
fornece os dados que produz, na˜o facilita a definic¸a˜o de politicas comuns de
distribuic¸a˜o de dados, definidas centralmente, por exemplo, pela direcc¸a˜o duma
faculdade. Do mesmo modo na˜o facilita que centralmente possam ser definidos
quais os organismos com direitos de acesso a determinados dados, ou com a res-
ponsabilidade pela sua produc¸a˜o. Finalmente, esta abordagem descentralizada
na˜o facilita que a disponibilidade e consisteˆncia dos dados seja controlada por
uma entidade reguladora, responsa´vel pela qualidade dos dados.
Este trabalho toma como ponto de partida a utilizac¸a˜o dum conjunto de
servic¸os web para implementar a partilha de dados dentro duma organizac¸a˜o, e
descreve uma abordagem para minorar os problemas relacionados com a defini-
c¸a˜o, coordenac¸a˜o e controlo centralizado dum conjunto de servic¸os web interre-
lacionados, usados para partilha de dados num organizac¸a˜o.
1.1 Objectivos
Com este trabalho pretendemos organizar a partinha de dados entre organis-
mos duma mesma organizac¸a˜o, usando um conjunto de servic¸os web. Parte-se
do princ´ıpio que cada organismo disponibilizara´ atrave´s dum servic¸o Web os da-
dos que produz e que podera´ atrave´s de programas-cliente aceder a` informac¸a˜o
de outros organismos (usando os seus servic¸os web). No aˆmbito deste trabalho
pretendemos:
– especificar/representar globalmente o sistema de informac¸a˜o da organizac¸a˜o;
– definir responsabilidades e direitos dos organismos relativamente aos dados;
– normalizar o formato de comunicac¸a˜o de dados;
– definir os servic¸os de dados dos organismos.
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Pretendemos tambe´m que essas acc¸o˜es possam ser realizadas com linguagens
e metodologias standard, com ferramentas dispon´ıveis nas principais plataformas
e ambientes de desenvolvimento, permitindo que a implementac¸a˜o dos servic¸os
de dados possa ser feita em qualquer um deles. Note-se que este trabalho tem
por objectivo apenas a definic¸a˜o e regras e a coordenac¸a˜o da partilha de dados
entre organismos, na˜o pretendendo focar questo˜es de implementac¸a˜o.
1.2 Abordagem
A abordagem proposta consiste numa sequeˆncia de treˆs etapas interrelacionadas,
partindo da definic¸a˜o do modelo global de dados, passando pela definic¸a˜o dos
formatos de dados comuns, concluindo com a definic¸a˜o dos servic¸os de dados,
conforme esquematizado na Figura 1.
Figura 1. Esquema geral da abordagem.
Cada uma destas etapas tem como objectivo espec´ıfico produzir um docu-
mento em formato electro´nico que ale´m de servir como refereˆncia para a imple-
mentac¸a˜o dos servic¸os de web possa tambe´m ser usado na automatizac¸a˜o a sua
implementac¸a˜o.
As etapas indicadas na tabela da Figura 2 esta˜o relacionadas e todas tiram
partido dos standards XML. A modelac¸a˜o de dados recorre ao UML sendo os
modelos processados a partir da sua representac¸a˜o no formato XMI. A defini-
c¸a˜o de formatos comuns para os dados a transferir recorre ao XML Schema.
Esta definic¸a˜o de dados obteˆm-se por aplicac¸a˜o de transformac¸o˜es XSLT sobre
o modelo de dados em formato XMI. A comunicac¸a˜o de dados tem por base o
protocolo de SOAP sendo a definic¸a˜o dos servic¸os prestados por cada organismo
representados em WSDL. Nas secc¸o˜es seguintes sa˜o analisadas cada uma destas
etapas referidas, focando a utilizac¸a˜o das tecnologias XML associadas.
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Etapa Define Linguagem Descric¸a˜o
Dados Modelo de dados global XMI Representac¸a˜o dos dados relevante
para mais do que um organismo e
relacionamento entre dados. O mo-
delo deve reflectir os direitos e res-
ponsabilidades dos organismos. E´
a este n´ıvel de abstracc¸a˜o que se
tomam deciso˜es para o sistema de
partilha.
Formatos Formatos de dados comuns XML Schema A partir do modelo de dados da
organizac¸a˜o define tipos de dados
comuns para a partinha de dados.
E´ obtido uma estrutura por cada
organismo, que contem informac¸a˜o
do seu aˆmbito.
Servic¸os Servic¸os de dados WSDL Usando os formatos de dados sa˜o
definidas as caracter´ısticas dos ser-
vic¸os web dos diversos organismos.
Figura 2. Etapas da abordagem
1.3 Trabalho relacionado
Tanto quanto e´ do conhecimento dos autores na˜o foram ainda publicados traba-
lhos sobre os problemas relacionados com a utilizac¸a˜o de servic¸os web na partilha
de dados, o que e´ provavelmente justificado por estas tecnologias serem bastante
recentes. Contudo, existem diversos trabalhos que focam alguns dos problemas
analisados e que influenciaram esta abordagem.
O estudo feito por Skogan [7] comprovou-nos que o UML com algumas restri-
c¸o˜es pode ser usado para definir a estrutura e semaˆntica dos dados, e que aliado
ao formato XML e´ o adequado para permitir interoperabilidade.
Existem va´rios projectos que definiram mapeamentos de modelos UML para
definic¸o˜es de dados XML como: DISGIS European ESPIRIT project n. 22.084,
o ISO Technical Committee n. 211 Geographic Information e ISO 15046. [5].
Estes projectos tambe´m serviram de inspirac¸a˜o para a nossa abordagem, embora
se centrem apenas na definic¸a˜o de informac¸a˜o distribu´ıda geograficamente, na˜o
abordando a partilha da mesma.
2 Modelos de dados
Para modelar o esquema de dados global da organizac¸a˜o utilizamos o Unified
Modeling Language (UML). O UML e´ uma linguagem gra´fica para visualizac¸a˜o,
especificac¸a˜o, construc¸a˜o e documentac¸a˜o de sistemas baseados em software [3].
Esta linguagem e´ hoje em dia um standard de modelac¸a˜o, e num estudo feito
por David Skogan [7] concluiu-se que o UML com algumas restric¸o˜es pode ser
usado para definir a estrutura e semaˆntica dos dados.
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Os modelos produzidos nas ferramentas de modelac¸a˜o UML podem ser guar-
dadas no formato XMI - uma linguagem XML para intercaˆmbio de modelos
UML [11], o que facilita a interoperabilidade das ferramentas UML. De facto,
existem va´rios projectos de modelac¸a˜o de dados que definiram este processo de
mapeamento de modelos UML para definic¸o˜es de dados XML como: DISGIS
European ESPIRIT project n. 22.084, o ISO Technical Committee n. 211 Geo-
graphic Information e ISO 15046 [4].
Na Figura 3 e´ apresentado um modelo UML duma hipote´tica Faculdade
relacionando os dados de va´rios departamentos, usando o processo de modelac¸a˜o
de dados desta abordagem esboc¸ado na continuac¸a˜o desta secc¸a˜o.
Figura 3. Modelo de dados em UML.
2.1 Restric¸o˜es
A linguagem UML define diferentes tipos de modelos, cada qual adaptado a
uma faceta dum sistema informa´tico: alguns dos modelos focam caracter´ısticas
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esta´ticas da estrutura do sistema, outros caracter´ısticas dinaˆmicas do seu fun-
cionamento; uns modelos focam a estrutura do software utilizado pelo sistema,
outros a estrutura do hardware. Neste trabalho usamos exclusivamente o mo-
delo de classes por ser o mais adequado a` representac¸a˜o duma estrutura do
dados.
Este modelo e´ constitu´ıdo por um conjunto de diagramas de classes nos quais
podem ser usados va´rios componentes do UML. No entanto, para efeitos desta
abordagem foram usados apenas alguns desses componentes que sa˜o referidos
nos para´grafos seguintes.
– Os pacotes (packages) sa˜o usados para representar organismos duma orga-
nizac¸a˜o. A divisa˜o dum diagrama de classes em pacotes facilita a atribuic¸a˜o
de responsabilidades e permisso˜es. A gesta˜o dos objectos das classes defi-
nidas num pacote e´ da responsabilidade do organismo com o mesmo nome
do pacote. Os pacotes sa˜o denotados graficamente por rectaˆngulos com uma
aba (como uma pasta) e podem conter fragmentos de diagramas, neste caso
modelando os dados dum organismo.
– As classes sa˜o usadas para representar as entidades ba´sicas do sistema de
informac¸a˜o. Cada classe e´ definida por um nome, um conjunto de atribu-
tos e de operac¸o˜es. Nesta abordagem as operac¸o˜es sa˜o omitidas e os nomes
sa˜o geralmente precedidos dum prefixo identificador do pacote (organizac¸a˜o)
responsa´vel pela informaca˜o, seguindo as normas do UML para nomes com-
postos (pacote ::classe ). As classes sa˜o denotadas por rectaˆngulos com
treˆs a´reas empilhadas nas quais sa˜o representadas: nome e estereo´tipos; atri-
butos; operac¸o˜es (vazios nos nossos modelos).
– As dependeˆncias sa˜o usadas para representar permisso˜es de importac¸a˜o de
informac¸a˜o entre organismos (pacotes). As dependeˆncias sa˜o denotadas por
setas tracejadas com pontas abertas.
– As generalizac¸o˜es sa˜o usadas primordialmente para relacionar classes com
o mesmo nome em pacotes (organismos) diferentes. A classe mais geral agrega
informac¸a˜o proveniente de cada um dos organismos, enquanto as especializa-
c¸o˜es sa˜o apenas uma parte desse conjunto. As generalizac¸o˜es sa˜o denotadas
por setas terminadas por um triaˆngulo fechado.
– As associac¸o˜es relacionam classes entre o mesmo pacote (organismo) e po-
dem ser divididas em composic¸o˜es e agregac¸o˜es, cada qual com um se-
maˆntica visual distinta. As composic¸o˜es criam uma relac¸a˜o em que os ele-
mentos na˜o persistem no grupo, sendo destruidos quando o grupo termina.
Nas agregac¸o˜es os elementos persistem a` destruic¸a˜o do grupo. Das va´rias
decorac¸o˜es permitidas pelo UML para as associac¸o˜es utilizamos apenas a
cardinalidade em 5 valores pre´-definidos: 0, 1, *, 0..1, 1..*. Para simplificar
a construc¸a˜o de estruturas de dados a partir do XMI na˜o e´ suportado ne-
nhuma cardinalidade muitos-para-muitos. No entanto o mesmo efeito pode
ser conseguido separando o relacionamento das duas classes por meio duma
terceira com associac¸o˜es anteriores.
A Figura 3 ilustrada a utilizac¸a˜o dos componentes anteriormente referidos
na definic¸a˜o dum modelo de dados.
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2.2 Extenso˜es
A linguagem UML define mecanismos de extensa˜o de forma a permitir modelar
aspectos na˜o cobertos pela definic¸a˜o ba´sica. Esses mecanismos sa˜o os estereo´-
tipos, as restric¸o˜es e os valores marcados. No presente trabalho fizemos uso dos
primeiros para definir: novos tipos de dados, a autorizac¸a˜o da importac¸a˜o de
dados, e o formato dos identificadores dos objectos.
A definica˜o de tipos de dados e´ feita recorrendo a uma classe com o estereo´-
tipo type definida directamente no pacote ra´ız (isto e´, na˜o inclu´ıda em nenhum
pacote associado a um organismo). As classes com estas caracter´ısticas sa˜o pro-
cessadas de forma espec´ıfica na conversa˜o do XMI para Schema, dando origem
novos tipos. Na definic¸a˜o de tipos de dados enumerados surgiu a necessidade
de representar os elementos pertencentes ao tipo e usamos uma classe com es-
tereo´tipo enumeration em que o nome de cada atributo representa um valor
admiss´ıvel da enumerac¸a˜o. A Figura 3 apresenta exemplos da definic¸a˜o destas
classes.
Como referido anteriormente, sa˜o usadas dependeˆncias para para indicar o
permissa˜o de importac¸a˜o. Para precisar este papel das dependeˆncias usamos o
estereo´tipo import.
Para processar objectos e´ conveniente existir uma forma de os identificar.
Existem diversas formas para fazer essa identificac¸a˜o mas a mais usual e´ a utili-
zac¸a˜o de uma propriedade que caracterize univocamente o objecto. A definic¸a˜o
do formato deste identificador fica em aberto neste projecto. E´ apenas requerido
que o formato das refereˆncias seja um tipo de dados seguindo as regras referidas
anteriormente, com a restric¸a˜o do nome do tipo de dados ter como sufixo _oid.
3 Formatos de dados
O ponto central desta abordagem e´ a definic¸a˜o de formatos comuns para os
documentos usados para a partilha de dados. Estes formatos permitem validar
os dados gerados e/ou recebidos por cada uma das organizac¸o˜es e sa˜o essenciais
para a implementac¸a˜o dos servic¸os de dados. No entanto estes formatos podem
tambe´m ser usados para validar dados transferidos em ficheiros por qualquer
forma. A definic¸a˜o destes formatos pode ser obtida automaticamente a partir da
definic¸a˜o dos modelos definidos na etapa anterior, mapeando o documento XMI
num conjunto de documentos XML Schema por aplicac¸a˜o duma folha de estilos.
A definic¸a˜o dos formatos de dados e´ feita usando o XML Schema [6]. Esta
linguagem permite definir a estrutura, conteu´do e semaˆntica de uma linguagem
XML e existem va´rias ferramentas para validar um documento relativamente a
um esquema. O XML Schema substitui com vantagem as formas tradicionais de
definic¸a˜o de linguagem de anotac¸a˜o usando Document Type Definitions (DTD),
especialmente na definic¸a˜o linguagens que codificam dados contidos em sistemas
de informac¸a˜o [9].
A transformac¸a˜o dos documentos XMI em XML Schema recorre a folhas de
estilo XSL. A famı´lia de recomendac¸o˜es XSL, a sigla de eXtensible Style Lan-
guage [14], tem por objectivo a definic¸a˜o de transformac¸o˜es e apresentac¸a˜o de
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documentos XML e e´ constitu´ıda por treˆs partes: o XSLT, transformac¸o˜es de
XML; o XPath, linguagem de expresso˜es usada pelo XSLT (e outras especifica-
c¸o˜es XML); e o XSL-FO, um vocabula´rio para especificac¸a˜o de semaˆnticas de
apresentac¸a˜o. A folha de estilos definida para esta abordagem recorre apenas ao
XSLT e e´ independente do documento XMI utilizado.
UML (estereotipo) XML Schema Observac¸o˜es
Classe Tipo complexo.
Classe (type) Tipo complexo Novo tipo de dados que e´ usado por outros
elementos. Contem outros elementos como
propriedades restritivas.
Classe (enumeration) Os elementos da enu-
merac¸a˜o
Elementos associados ao respectivo tipo de
dados.
Atributo Elemento Fica associado ao tipo complexo da respec-
tiva classe.
Atributo (_oid) Elemento u´nico Elemento chave e´ definido como tendo valor
u´nico
Atributo (required) Elemento Como o anterior mas com atributos obriga-
to´rios.
Associac¸a˜o Elemento O elemento e´ criado no tipo associado a`
classe com participac¸a˜o maior do que 1. Se
for uma associac¸a˜o do tipo um-para-um, o
elemento e´ criado na primeira extremidade
da associac¸a˜o (esta extremidade e´ o ponto
de partida na criac¸a˜o da associac¸a˜o).
Agregac¸o˜es/ Compo-
sic¸o˜es
Elemento Sa˜o tipos particulares de associac¸o˜es que
obrigam a` existeˆncia de uma instaˆncia da
classe que e´ referenciada.
Generalizac¸a˜o Elemento O tipo criado para a classe especializada
herda os elementos associados aos atributos
da classe mais geral, assim como poss´ıveis
refereˆncias a outras classes.
Figura 4. Mapeamento XMI/ XML Schema
As regras da tabela da Figura 4 sa˜o uma descric¸a˜o suma´ria das regras imple-
mentadas em XSLT, com indicac¸a˜o das componentes do seu domı´nio e definic¸o˜es
resultantes da sua aplicac¸a˜o. De notar que este mapeamento na˜o faz uso dos me-
canismos de identificac¸a˜o e referenciac¸a˜o dispon´ıveis no XML Schema. De facto
e´ poss´ıvel num esquema declarar um atributo como chave, como tambe´m e´ pos-
s´ıvel declarar um atributo como uma refereˆncia a uma chave. Estas declarac¸o˜es
sa˜o usado na validac¸a˜o de refereˆncias. Infelizmente no caso da partilha de da-
dos a validac¸a˜o de referencias iria requerer que documento contivesse todos os
objectos da base de dados. Por este motivo optou-se por na˜o usar validac¸a˜o de
refereˆncias neste mapeamento. Alternativamente e´ usado o mecanismo de vali-
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dac¸a˜o de unicidade de valores associado aos elementos declarados como chave
no modelo de dados.
Para compreender como as regras anteriormente descritas se interrelacionam
e´ necessa´rio ter noc¸a˜o da organizac¸a˜o das definic¸o˜es de dados no contexto do do-
cumento. A estrutura destes documentos esta´ dividida em treˆs partes, definindo
respectivamente o:
– o elemento que incorpora objectos
– os tipos complexos relativos a`s classes
– os elementos relativos aos tipos de dados
A partir do modelo de dados UML definem-se tipos de dados, que atrave´s
do mapeamento dum documento XMI para XML Schema resultam definic¸o˜es de
tipos complexos. Isto na˜o e´ o suficiente, pois teˆm de existir elementos na definic¸a˜o
de dados que usem esses tipos e para que possam criar instaˆncias de documentos
XML segundo essa definic¸a˜o de dados. A soluc¸a˜o foi definir um elemento, como
o nome SetDataObject, que pode conter um conjunto qualquer de elementos
correspondentes a objectos do modelo. Estes elementos referem tipos complexos
com o mesmo nome que definem os elementos.
Depois sa˜o definidos os tipos complexos referentes a`s classes do modelo de
dados que incorporam elementos correspondentes aos atributos. Se uma classe
na˜o tiver definido uma propriedade identificadora, e´ criado um atributo para
assumir esse papel, com o mesmo nome e´ o mesmo da classe seguido de _oid.
A Figura 3 apresenta um excerto de um esquema e um documento va´lido na
linguagem que o primeiro define. Este exemplo evidencia que a existeˆncia dos
elementos Aluno e Disciplina se deve ao facto de fazerem parte do elemento
SetDataObject, ja´ que o processo de mapeamento apenas cria tipos complexos
e elementos incorporados e na˜o elementos de topo.
4 Servic¸os de dados
O nosso objectivo final e´ a definic¸a˜o dos servic¸os de dados (web services) que,
ligados aos sistemas de informac¸a˜o de cada organismo, servira˜o de interface aos
programas-cliente dos demais organismos. Como foi referido da secc¸a˜o 1, a im-
plementac¸a˜o em concreto de cada servic¸o web esta´ fora do aˆmbito deste trabalho.
Nesta fase procuramos apenas definir o servic¸o web de cada organismo por forma
a assegurar que corresponde aos requisitos da organizac¸a˜o e se interliga harmo-
niosamente com os demais organismos.
Os servic¸os de dados usam o protocolo SOAP de transfereˆncia de informac¸a˜o
SOAP [8]. Este protocolo define um tipo especial de documento XML, um en-
velope, que contem os documentos a transferir entre os entre servic¸os de dados
e os seus clientes. A implementac¸a˜o dum servic¸o de dados usando este proto-
colo e´ habitualmente feita recorrendo a um motor SOAP, isto e´ uma estrutura
de desenvolvimento de processadores SOAP, sejam estes clientes, servidores ou
agentes intermedia´rios.











































<cad>1996071101</cad> <nome>Programac¸~ao de Computadores</nome>
</Disciplina>
</SetDataObject>
Figura 5. Schema obtido por transformac¸a˜o e instaˆncia
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A definic¸a˜o de servic¸os de dados de cada organismos e´ feita recorrendo a
documentos XML em WSDL, a sigla de Web Service Description Language [10].
Esta linguagem e´ uma proposta da Ariba, IBM e Microsoft e ainda na˜o foi aceite
como um standard pelo W3C. No entanto esta linguagem e´ ja´ suportada por um
conjunto aprecia´vel de ferramentas de apoio ao desenvolvimento de servic¸os web.
O documento WSDL pode ser usado de va´rias formas, dependendo das capa-
cidades do motor SOAP em questa˜o. Certos motores, como o Apache Axis [2],
permitem a utilizac¸a˜o de ferramentas para criac¸a˜o de esqueletos de classes Java
(como o WSDL2Java) quer na implementac¸a˜o do servic¸o, quer na implementac¸a˜o
dos clientes. Em alguns motores SOAP podera´ ser apenas poss´ıvel gerar o do-
cumento WSDL a partir do servic¸o instalado. Neste caso o documento WSDL
produzido nesta abordagem servira´ para aferir se o servic¸o implementado cor-
responde a` especificac¸a˜o pretendida. No aˆmbito deste trabalho na˜o foi abordada
a comparac¸a˜o automa´tica de documentos WSDL para este efeito.
Um documento WSDL esta´ estruturado em cinco secc¸o˜es
Tipo de elementos: contem definic¸o˜es em XML Schema referentes a elementos
usados para descrever os dados trocados nas mensagens. Nesta abordagem
esta secc¸a˜o contem elementos <import> que permitem carregar as definic¸o˜es
de tipos produzidas na etapa anterior, bem como um conjunto de elementos
que representam meta informac¸a˜o.
Mensagens: Define a estrutura das mensagens usadas nas operac¸o˜es do servic¸o.
Cada operac¸a˜o possui uma mensagem de pedido e outra de resposta. Os
tipos de dados de cada uma das operac¸o˜es podem ser tipos simples do XML
Schema ou referir tipos definidos na secc¸a˜o anterior. Nesta abordagem foram
definidas duas mensagens: Request que define um pedido de informac¸a˜o e a
Reply identificando o tipo de dados da resposta.
Tipos de portas: Enumera as operac¸o˜es (func¸o˜es) do servic¸o, identificando as
mensagens que a compo˜em. As operac¸o˜es podem ser do tipo: um-sentido,
pedido-resposta, solicita-resposta e notificac¸a˜o. Nesta abordagem foram usa-
das apenas operac¸o˜es do tipo pedido-resposta, significando que para obter
dados um organismo tera´ de efectua um pedido.
Associac¸o˜es: Esta secc¸a˜o define a forma como as mensagens do servic¸o sa˜o
implementadas pelo protocolo de comunicac¸a˜o, neste caso o SOAP.
Servic¸os: Enumera os servic¸o dispon´ıveis. Cada servic¸o agrupa um conjunto de
portas. Uma porta e´ um simples ponto definido pela combinac¸a˜o de uma as-
sociac¸a˜o e de um enderec¸o. O enderec¸o depende do protocolo de comunicac¸a˜o
definido na respectiva associac¸a˜o.
4.1 Meta-informac¸a˜o
Na definic¸a˜o WSDL do servic¸o sa˜o importadas duas definic¸o˜es de dados: a obtida
a partir do modelo de dados e meta-informac¸a˜o. A importac¸a˜o da primeira defi-
nic¸a˜o tem como objectivo definir os dados comunicados no corpo das mensagens
SOAP e que sa˜o (des)serializados de/para o sistema de SI. A segunda define a
meta-informac¸a˜o que descreve estes dados.
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Com a meta-informac¸a˜o pretendemos caracterizar o tipo de mensagem (pe-
dido ou resposta). No caso dum pedido a meta informac¸a˜o caracteriza o objecto
pedido Tirando partido da estrutura das mensagens SOAP, a meta-informac¸a˜o e´
enviada no cabec¸alho do documento, para caracterizar as mensagens, e´ descrito
na tabela da Figura 6. O conjunto de elementos da meta-informac¸a˜o depende do
tipo de documento (pedido ou resposta).
Elemento Pedido Resposta Descric¸a˜o
Timestamp sim sim Informac¸a˜o relativa a` data e hora da mensagem. E´ informa-
c¸a˜o obrigato´ria.
Source sim sim Informac¸a˜o relativa a` origem da mensagem. Na˜o existe uma
restric¸a˜o em relac¸a˜o a esta informac¸a˜o. Serve apenas para
indicar a fonte de informac¸a˜o. E´ informac¸a˜o obrigato´ria.
ID sim sim A mensagem tem de ter um identificador. Isto permite iden-
tificar de forma u´nica cada mensagem enviada de qualquer
local. Mais uma vez na˜o existe uma restric¸a˜o em relac¸a˜o ao
identificador propriamente dito. E´ informac¸a˜o obrigato´ria.
SinceDate sim na˜o Isto e´ informac¸a˜o opcional.Permite restringir a obtenc¸a˜o de
informac¸a˜o relativamente a uma data.
RequestID na˜o sim As mensagens de resposta teˆm que indicar o pedido corres-
pondente.
Figura 6. Informac¸a˜o do cabec¸alho das mensagens SOAP
As mensagens pedidos permitem identificar as classes de objectos que se pre-
tende obter informac¸a˜o atrave´s dos elementos apresentados na tabela da Figura
7. O elemento Object pode ser utilizado de forma isolada, enquanto que o Query
tem que ser usado em conjunto com o Object.
Elemento Descric¸a˜o
Objecto Identifica a classe de objectos que se pretende obter.
Query Filtro a aplicar sobre o conjunto de objectos da classe pretendida, para obter
apenas um sub-conjunto desses objectos. Este filtro e´ aplicado sobre um docu-
mento com todos os objectos da classe pretendida e podera´ ser uma expressa˜o
XPath ou uma questa˜o nas linguagens XQuery [12] ou XQueryX [13]
Figura 7. Elementos que identificam os objectos
O documento 8 apresenta a definic¸a˜o correspondente a` meta-informac¸a˜o en-
viada no cabec¸alho das mensagens SOAP dos pedidos e das respostas.
5 Conclusa˜o
Os servic¸os web sa˜o uma abordagem cada vez mais usada na comunicac¸a˜o de
dados entre sistemas heteroge´neos devido a` independeˆncia dos formatos de dados




































Figura 8. Definc¸a˜o da meta-informac¸a˜o das mensagens.
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(baseados em XML) e a` ubiquidade dos seus protocolos de transporte (como o
HTTP e SMTP). Por estas razo˜es os servic¸os web comec¸am tambe´m a ser usados
na partilha de dados entre organismos de uma mesma organizac¸a˜o.
Neste artigo descrevemos uma abordagem baseada em standards XML para
definir, coordenar e controlar centralmente a partilha de dados entre va´rios orga-
nismos duma mesma organizac¸a˜o, focando tarefas como a modelac¸a˜o dos dados
globais, as responsabilidades e direitos dos organismos sobre os dados, a nor-
malizac¸a˜o de formatos de transfereˆncia e a definic¸a˜o dos servic¸os de dados. Dos
pontos positivos conseguidos com esta abordagem destacamos:
– a facilidade de modelac¸a˜o dos dados recorrendo a ferramentas UML;
– efica´cia do processo de mapeamento da modelac¸a˜o em definic¸o˜es de dados;
– simplicidade na implementac¸a˜o e dos servic¸os e programas clientes, usando
ferramentas baseadas no processamento de documentos WSDL;
Alguns dos objectivos iniciais ainda na˜o foram totalmente resolvidos duma
forma automa´tica. Em particular, as responsabilidades e direitos dos organismos
sobre os dados, definidos em UML e representados nos documentos XMI ainda
na˜o sa˜o usados para configurar os servic¸os de dados. Estes requisitos podera˜o
ser controlados usando mecanismos de autenticac¸a˜o e seguranc¸a baseados no
WS-Security [1].
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Resumo Neste documento apresenta-se o conceito de memo´rias de tra-
duc¸a˜o distribu´ıdas, discutindo-se o seu interesse na a´rea da traduc¸a˜o,
bem como as vantagens que uma ferramenta de traduc¸a˜o pode tirar do
seu uso.
E´ apresentada uma poss´ıvel implementac¸a˜o de memo´rias de traduc¸a˜o
distribu´ıdas usando WebServices numa arquitectura de cooperativismo.
Sa˜o definidos as mensagens (API) que um servic¸o deste ge´nero deve im-
plementar para que uma ferramenta de traduc¸a˜o possa tirar partido da
colaborac¸a˜o entre tradutores.
1 Introduc¸a˜o
Na a´rea da traduc¸a˜o assistida por computador usa-se memo´rias de traduc¸a˜o
(MT): correspondeˆncias de frases entre duas ou mais l´ınguas diferentes.
TMX ≡ SLα ⇀ SLβ × . . .× SLω
Estas memo´rias sa˜o usadas pelos tradutores como bases de dados onde tra-
duc¸o˜es ja´ efectuadas sa˜o armazenadas para que futuras traduc¸o˜es, semelhantes
a outras ja´ realizadas possam ser reutilizadas.
Para armazenar as MT cada aplicac¸a˜o usa o seu formato proprieta´rio. No
entanto existe um standard baseado em XML[8] para o intercaˆmbio das MT: o
Translation Memory eXchange — TMX[7,6,4].
1.1 O Formato TMX
Uma memo´ria de traduc¸a˜o TMX segue um DTD que define dois grupos distintos:
cabec¸alho (header) e o corpo (body).
O cabec¸alho guarda meta-informac¸a˜o: autor, data de criac¸a˜o, ferramenta que
o gerou e outras propriedades, todas como atributos do elemento. O atributo mais
importante presente no cabec¸alho e´ o “srclang”que define qual a l´ıngua original
na criac¸a˜o da memo´ria de traduc¸a˜o (semanticamente, este campo e´ usado para
indicar qual a l´ıngua original, da qual todas as outras foram traduzidas).
O corpo do documento TMX e´ composto por uma sequeˆncia de unidades de
traduc¸a˜o que correspondem a:
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1 <tu>
2 <tuv xml:lang="en">
3 <seg>Configure window properties</seg>
4 </tuv>
5 <tuv xml:lang="pt">
6 <seg>Configurar propriedades das janelas</seg>
7 </tuv>
8 </tu>
Cada unidade de traduc¸a˜o (tu) pode conter texto em mais do que uma l´ıngua.
Cada um destes textos e´ colocado num elemento “seg” dentro de um outro
denominado “tuv”. Este e´ identificado obrigatoriamente pelo nome de l´ıngua,
com o atributo “xml:lang”.
Embora o formato TMX suporte um conjunto mais alargado de etiquetas
XML, na˜o e´ importante a sua apresentac¸a˜o neste documento ja´ que na˜o sa˜o
usadas para a implementac¸a˜o das MT distribu´ıdas.
1.2 Conceito de MT distribu´ıda
Para apresentar de forma mais clara o uso e implicac¸o˜es das MT distribu´ıdas,
consideremos duas situac¸o˜es:
– enquanto trabalha, o tradutor vai construindo a sua MT. No entanto, exis-
tem empresas que fornecem as suas memo´rias de traduc¸a˜o especializadas em
determinada a´rea (por exemplo, certas indu´strias automo´veis) e outras que
as vendem (por exemplo, as empresas de software de traduc¸a˜o). Quando a
MT e´ fornecida por um terceiro, esta e´ enviada (quer seja por correio, e-mail,
ftp, etc) para o tradutor, que passa a ser seu dono1.
– outra situac¸a˜o, e´ um grupo de tradutores que trabalham num gabinete de
traduc¸a˜o ou numa comunidade em que mais do que um tradutor esta´ en-
volvido no mesmo projecto. Nesta situac¸a˜o existe grande probabilidade de
traduzirem porc¸o˜es semelhantes, na˜o se reutilizando trabalho.
Um bom exemplo deste tipo de comunidade e´ a documentac¸a˜o de software
open-source em que cada projecto e´ traduzido por pessoas diferentes e que
acabam por traduzir textos ideˆnticos.
Estas duas situac¸o˜es podem beneficiar da existeˆncia de mecanismos de MT
distribu´ıdas[1]:
– cada fornecedor coloca as suas MT acess´ıveis usando uma tecnologia de par-
tilha de dados remota, e estas passam a estar dispon´ıveis livremente ou
sujeitas a um “subscric¸a˜o” ou “aluguer”;
– numa comunidade de traduc¸a˜o torna-se poss´ıvel uma melhor reutilizac¸a˜o do
trabalho realizado por cada tradutor;
1 Embora em certos casos existam limitac¸o˜es no seu uso — apenas em alguns projectos,
durante algum tempo, etc.
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A secc¸a˜o seguinte explica o conceito de memo´ria de traduc¸a˜o distribu´ıda,
quais os impactos do seu uso nas ferramentas de traduc¸a˜o e como a arquitectura
de rede deve estar organizada. Termina com a definic¸a˜o das mensagens que um
WebService para MT distribu´ıdas deve implementar.
Na secc¸a˜o 3 detalha-se a implementac¸a˜o de um cliente e servidor de MT
distribu´ıdas. A secc¸a˜o seguinte termina com as concluso˜es que se podem retirar
desta metodologia de trabalho.
2 MT distribu´ıdas
Esta secc¸a˜o pretende definir a estrutura de um servic¸o de MT distribu´ıdas e
como deve este reagir aos diferentes tipos de pedidos que tera´ de responder.
2.1 Impactos na ferramenta de traduc¸a˜o
Quando usadas localmente, as memo´rias de traduc¸a˜o sa˜o especialmente u´teis no
momento da traduc¸a˜o: para cada frase ou segmento a traduzir, a ferramenta de
apoio ao tradutor ira´ pesquisar a MT por esse segmento.
Este processo e´ realizado de forma diferente por cada ferramenta de traduc¸a˜o:
pesquisa por um frase completa, por porc¸o˜es delimitadas por markup, ou por
inclusa˜o parcial. O processo de matching pode ser ainda mais complicado, como
iremos ver na secc¸a˜o 3.2.
Num ambiente de MT distribu´ıdas, o processo ira´ ser diferente. Ale´m de con-
sultar a sua memo´ria de traduc¸a˜o local, a ferramenta ira´ consultar um conjunto
de servidores de MT. Esta paralelizac¸a˜o ira´ produzir respostas concorrentes das
quais se tera´ de escolher uma, ou de as conciliar.
Ao optarmos pela escolha de uma resposta apenas, a ferramenta pode usar
va´rias heur´ısticas, das quais salientamos:
– escolher a resposta mais ra´pida — se a MT local responder, a ferramenta
podera´ mesmo na˜o chegar a consultar qualquer servidor de MT;
– dada uma associac¸o˜es de classificac¸a˜o ou ranking de servidores de MT dis-
tribu´ıdas, escolher a resposta do servidor mais cotado;
– escolher de acordo com uma classificac¸a˜o da traduc¸a˜o — implica que cada
servidor etiquete a sua traduc¸a˜o com uma medida de qualidade. Esta op-
c¸a˜o obrigara´ a` adopc¸a˜o pelos servidores de MT de um me´todo comum de
classificac¸a˜o da traduc¸a˜o.
2.2 A arquitectura de rede
De um ponto de vista macrosco´pico, a arquitectura de rede para um sistema de
MT distribu´ıdas pode ser constru´ıda de duas formas diferentes, como apresen-
tado na figura 1, correspondentes a`s duas situac¸o˜es apresentadas na introduc¸a˜o.
Para cada um dos casos de estudo, estamos a utilizar uma arquitectura di-
ferente: no primeiro caso baseada em cliente/servidor (C/S) e no segundo caso,
baseada em peer-to-peer (P2P):
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Cliente/Servidor Peer to peer
Figura 1. Arquitecturas de rede
– a arquitectura P2P e´ especialmente u´til numa comunidade de traduc¸a˜o, onde
va´rios tradutores esta˜o a trabalhar e a partilhar automaticamente as tradu-
c¸o˜es que esta˜o a realizar;
Pata este tipo de arquitectura pod´ıamos dizer que uma tecnologia baseada
emWebServices na˜o e´ das mais adequadas ja´ que obrigaria que cada tradutor
tivesse um servidor web na sua ma´quina de trabalho. No entanto, na˜o e´
completamente desprovido de senso a criac¸a˜o de um servidor dedicado apenas
para a disponibilizac¸a˜o de memo´rias de traduc¸a˜o. Neste artigo vamos supor
que a arquitectura P2P e´ uma rede de va´rias ma´quinas, em que cada ma´quina
e´ cliente e servidor ao mesmo tempo.
Outras alternativas podiam ser baseadas em:
• uso de uma tecnologia proprieta´ria;
• associac¸a˜o a um dos membros da rede P2P uma lista de clientes, que
cada membro faz download e comunica usando, por exemplo, sockets;
• criac¸a˜o de um servidor local para submissa˜o de memo´rias de traduc¸a˜o e
posterior divulgac¸a˜o (deixamos de ter arquitectura P2P real passando a
C/S);
– Numa arquitectura C/S, sera´ necessa´rio um servidor dedicado para dispo-
nibilizar as unidades de traduc¸a˜o. Este sera´ o me´todo preferencial para a
disponibilizac¸a˜o de MT por terceiros.
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Enquanto que na arquitectura P2P uma soluc¸a˜o baseada emWebServices na˜o
e´ adequada, para uma arquitectura C/S o sistema pode ser implementado
com uma qualquer tecnologia baseada em “remote procedure call”, quer seja
Sun RPC, Corba, Java RMI ou mesmo Web Services.
2.3 Definic¸a˜o do WebService
Esta secc¸a˜o pretende definir quais os me´todos que o servidor de MT deve saber
responder para a implementac¸a˜o de um servic¸o de MT distribu´ıdas.
E´ usual especificar as mensagem inerentes ao processo usando a WebService
Description Language (WSDL)[3]. No entanto pareceu-nos mais importante re-
flectir sobre a funcionalidade do WebService usando uma notac¸a˜o matema´tica do
que a inclusa˜o do documento WSDL que iria, sem du´vida, aumentar o nu´mero
de pa´ginas do artigo.
A definic¸a˜o deste conjunto de mensagens teve em conta o interesse de termos
um servidor stateless — ou seja, o servidor na˜o guarda qualquer informac¸a˜o
sobre os va´rios clientes.
Num caso de subscric¸a˜o de servic¸o em que seja necessa´ria a autenticac¸a˜o
do cliente, deixaremos de ter um servidor stateless, ja´ que tera´ de armazenar
informac¸a˜o sobre cada cliente. Tambe´m se teriam de alterar as mensagens aqui
definidas, na˜o so´ porque passar´ıamos a precisar de uma para o login, mas tam-
be´m porque ter´ıamos de enviar em cada mensagem um token que identificasse
o cliente. Visto que nos parece mais correcta a filosofia open, na˜o nos iremos
preocupar com a autenticac¸a˜o do servic¸o.
Configurac¸a˜o do cliente
Uma ferramenta de traduc¸a˜o que pretenda usar de um servidor de MT, tera´
de saber, para cada servidor, se o deve ou na˜o usar, visto que as l´ınguas dispo-
n´ıveis no servidor podem na˜o ser as que o tradutor necessita.
Desta forma, o cliente deve, para cada servidor, construir uma lista de pares
de MT dispon´ıveis. Essa lista devera´ ir sendo actualizada a` medida que novas
traduc¸o˜es surgem.
A configurac¸a˜o do cliente podera´ ser feita com o envio de uma mensagem
a que chamaremos traduzes? com um par de l´ınguas, ao que o servidor ira´
responder com um valor booleano:
traduzes? : Lα × Lβ −→ 2
Alem do tipo booleano que existe pre-definido, existe tambe´m um tipo cha-
mado Language, sub-classe de String e que ira´ ser usado para representar l´ın-
guas.
Pedido de traduc¸a˜o
O pedido de traduc¸a˜o que sera´ dirigido a cada servidor de MT ira´ conter
o par de l´ınguas (l´ıngua de origem e l´ıngua destino) e uma frase na l´ıngua de
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origem. O servidor ira´ responder com uma poss´ıvel traduc¸a˜o e uma medida de
qualidade2 ou, nenhuma resposta.
traduz : Lα × Lβ × SLα −→ SLβ ×Q+ 1
Uma outra opc¸a˜o poderia ser a de permitir que cada servidor de MT respon-
desse com mais do que uma poss´ıvel traduc¸a˜o. No entanto, parece-nos que cada
servidor de MT devera´ ter me´todos pro´prios para a escolha da melhor traduc¸a˜o
da sua base de traduc¸o˜es.
Concordaˆncia
Outra aplicac¸a˜o comum das MT a que se chama concordaˆncia, e´ o processo
de, dada uma palavra ou sequeˆncia de palavras, encontrar todos os pares em que
essa sequeˆncia aparece.
concordancia : Lα × Lβ × SqLα −→
(SLα × SLβ)? + 1
Embora semelhante ao pedido de traduc¸a˜o, a concordaˆncia e´ realizada com
sequeˆncias muito mais pequenas de palavras e o resultado na˜o passa pelo processo
de selecc¸a˜o ou conciliac¸a˜o ja´ que todos3 os pares sa˜o apresentados ao utilizador.
Contribuic¸a˜o
Num sistema peer-to-peer local, todas as comunicac¸o˜es sa˜o efectuadas por
uma rede local sem grande tra´fego. Para a partilha por peer-to-peer numa co-
munidade grande e dispersa pela Internet, as comunicac¸o˜es podem limitar a
interactividade do software de traduc¸a˜o.
Para colmatar este problema pode haver interesse na criac¸a˜o de servidores
de MT distribu´ıdos pela Internet, ligados em peer-to-peer em que as MT va˜o
sendo partilhadas, e para onde cada tradutor ira´ contribuindo as traduc¸o˜es ja´
efectuadas.
Surge a necessidade de uma nova mensagem no WebService para a contri-
buic¸a˜o de memo´rias de traduc¸a˜o para um servidor:
contribui : Lα × Lβ × SLα × SLβ −→ 2
Outra soluc¸a˜o seria a contribuic¸a˜o usando dois textos paralelos (em que um
e´ a traduc¸a˜o do outro) em que o servidor teria a necessidade de o segmentar
2 Parece-nos importante que cada traduc¸a˜o devolvida pelo servidor contemple uma
medida de qualidade. Tradicionalmente, esta medida calcula-se como a distaˆncia de
edic¸a˜o entre a frase armazenada na memo´ria de traduc¸a˜o e a frase solicitada (distaˆn-
cia de edic¸a˜o definida polo NIST como ”The smallest number of insertions, deletions,
and substitutions required to change one string or tree into another”(http://www.
nist.gov/dads/HTML/editdistance.html). No entanto, o problema complica-se de-
vido a` influeˆncia da ordem das palavras e do formato do texto, entre outros factores[2]
3 Por vezes o nu´mero de pares e´ demasiado grande, pelo que este servic¸o deve limitar
o nu´mero de pares retornados.
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e alinhar a` frase antes de o tornar dispon´ıvel. Embora mais demorado, este
tipo de contribuic¸a˜o pode ser importante para o reaproveitamento de traduc¸o˜es
realizadas sem o uso de ferramentas de traduc¸a˜o com suporte para MT.
Embora este processo de contribuic¸a˜o seja importante na˜o so´ para a distri-
buic¸a˜o de carga mas tambe´m para equilibrar o modelo, na˜o nos vamos debruc¸ar
sobre ela ja´ que implicaria a definic¸a˜o de pol´ıticas de contribuic¸a˜o (contribuic¸a˜o
totalmente aberta, com revisa˜o, com autenticac¸a˜o, etc).
3 Implementac¸a˜o
Esta secc¸a˜o ira´ apresentar a implementac¸a˜o de um proto´tipo do conceito de MT
distribu´ıdas.
O cliente e servidor foram implementados usando Perl e SOAP (SOAP::Lite).
Em relac¸a˜o a pormenores de implementac¸a˜o, parece-nos mais importante a parte
do servidor do que a do cliente, ja´ que esta u´ltima limita-se ao envio e recepc¸a˜o
de mensagens, tendo somente que conciliar as respostas recebidas.
3.1 Cliente
A implementac¸a˜o de um cliente deveria ser feita como plug-in para um sistema
de traduc¸a˜o. No entanto, quase todos os sistemas de traduc¸a˜o sa˜o comerciais o
que na˜o nos permite a sua alterac¸a˜o. Embora existam alguns open-source (Fran-
kenstein4, OmegaT5, ForeignDesk6) optamos por criar apenas um proto´tipo de
interface com o servic¸o de MT distribu´ıdas, e mais tarde tentar contribuir com
um destes projectos.
O co´digo apresentado de seguida mostra o qua˜o simples e´ a interface a um
WebService usando Perl e SOAP::Lite. Na verdade, este co´digo iria ser muito
semelhante para qualquer outro tipo de sistema Cliente/Servidor.
1 use SOAP::Lite;
2 my $soapserver = SOAP::Lite
3 -> uri(’http://localhost:80/disttmx’)
4 -> proxy(’http://localhost:80/cgi-bin/disttmx.cgi’);
5 my $soapresult = $soapserver->traduz("pt","en","era uma vez...");
6 unless($soapresult->fault) {
7 my $result = $soapresult->result();
8 if ($result) {
9 print "$result\n";
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11 print STDERR "** server does not know how to translate it **\n";
12 }
13 } else {
14 print $soapresult->faultcode,": ",soapresult->faultstring;
15 }
3.2 Servidor
Embora o formato de intercaˆmbio de MT seja o TMX, sendo este um ficheiro
de texto, estruturado mas sem limites f´ısicos bem delimitados, torna-se dificil a
implementac¸a˜o de uma pesquisa eficiente7.
Uma soluc¸a˜o passa pelo uso de algum tipo de indexador da informac¸a˜o. Com
esse objectivo usamos o glimpse[5], um indexador de ficheiros com pesquisas
bastante eficientes. No entanto, este indexador na˜o sabe o que o XML e´, pelo
que na˜o e´ fa´cil manusear directamente a memo´ria de traduc¸a˜o.
Para resolver este problema cria-se um conjunto de ficheiros, m por cada
l´ıngua, em que cada linha do ficheiro corresponde a uma memo´ria de traduc¸a˜o
(ou seja, a linha n do ficheiro m corresponde a` linha n do ficheiro T (m)).
O glimpse permite a pesquisa directa por um padra˜o ou por uma palavra, pelo
que a implementac¸a˜o do servidor de memo´rias de traduc¸a˜o distribu´ıda limita-se
a receber o pedido, desempacotar o query, executa´-lo usando o glimpse, procurar
a traduc¸a˜o respectiva no ficheiro da l´ıngua de destino, empacotar a traduc¸a˜o e
responder ao cliente.
Este processo na˜o e´ ta˜o eficiente quanto desejariamos ja´ que cada execuc¸a˜o do
glimpse obriga-o a carregar todos os ı´ndices de consulta. Dado que a distribuic¸a˜o
do glimpse inclu´ı um servidor que carrega os ı´ndices apenas uma vez e responde
a pedidos efectuados.
Usando este servidor temos uma arquitectura a dois n´ıveis: um servidor de
MT que recebe o pedido e o encaminha no formato correcto para o servidor
glimpse, que enviara´ a resposta ao servidor de MT que a empacotara´ e a enviara´
ao cliente. Este processo pode ser visto na figura 2.
Figura 2. Arquitectura do Servidor usando o Glimpse
7 Uma memo´ria de traduc¸a˜o chega muito facilmente aos 100 Megabytes.
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Embora esta implementac¸a˜o consiga ser eficiente, na˜o permite o uso de algo-
ritmos de matching mais complicados.
A implementac¸a˜o de um servidor de WebServices em Perl e SOAP::Lite e´
ta˜o simples quanto a escrita do cliente. A CGI de tratamento de pedidos pode




Note-se que neste exemplo disttmx e´ o nome do mo´dulo de gesta˜o do servidor
de MT distribu´ıdas.




3 sub traduzes {
4 my ($self, $lang1, $lang2) = @_;
5 ...}
6 sub traduz {
7 my ($self, $lang1, $lang2, $frase) = @_;
8 ...}
4 Concluso˜es
O conceito de MT distribu´ıda pode ser importante de forma a criar utiliza-
c¸a˜o/construc¸a˜o cooperativa de recursos lingu´ısticos. Embora na˜o seja a nossa
postura, as MT distribu´ıdas tambe´m podem constituir uma oportunidade de
nego´cio.
A implementac¸a˜o de MT distribu´ıdas usando WebServices esta´ ainda em fase
de prototipagem, mas ja´ demonstrou ser uma tecnologia via´vel. No entanto, sem
a cooperac¸a˜o das empresas de ferramentas de traduc¸a˜o para a implementac¸a˜o
desta filosofia, a construc¸a˜o de servidores de MT distribu´ıdas na˜o tera´, por si so´,
grande repercussa˜o no mundo da traduc¸a˜o.
Torna-se importante a construc¸a˜o de ferramentas eficientes para a indexa-
c¸a˜o das MT que permitam a pesquisa por aproximac¸a˜o, nu´mero de palavras
semelhantes e outros me´todos de matching.
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Resumo Este artigo descreve uma forma de acesso interopera´vel a um
sistema de informac¸a˜o geogra´fica atrave´s de dispositivos mo´veis de ca-
racter´ısticas limitadas (e.g. telemo´veis ou Personal Digital Assistants).
O sistema M-GIS segue uma arquitectura cliente-servidor tendo por base
informac¸a˜o geogra´fica no formato GML que e´ transformada, atrave´s de
XSLT, para o formato gra´fico SVG. A informac¸a˜o geogra´fica em GML e´
servida por um Web Feature Server, o que permite que seja acedida de
uma forma normalizada, independentemente do seu formato ou localiza-
c¸a˜o f´ısica, desde que seja respeitada a conformidade com a especificac¸a˜o.
A aplicac¸a˜o cliente foi desenvolvida usando a tecnologia Java Mobile
Information Device Profile. Os resultados obtidos indicam que e´ via´vel
desenvolver um sistema mo´vel de visualizac¸a˜o de informac¸a˜o geogra´fica
recorrendo a normas e formatos abertos, com algumas limitac¸o˜es. As
principais limitac¸o˜es do sistema esta˜o relacionadas com a quantidade de
informac¸a˜o que o cliente consegue, nesta data, processar.
1 Introduc¸a˜o
A ubiquidade dos dispositivos mo´veis como telemo´veis e PDAs (Personal Digital
Assistants) tem levado a uma crescente oferta de servic¸os orientados para essas
novas plataformas. Um tipo de servic¸o muito u´til para os utilizadores desses
dispositivos podera´ ser um servic¸o baseado em informac¸a˜o geogra´fica. A possi-
bilidade de um utilizador consultar o seu telemo´vel para obter o mapa da zona
onde se encontra, ou para procurar uma determinada rua ou edif´ıcio e visualizar
graficamente a sua localizac¸a˜o e´ uma mais valia o´bvia.
Existem ja´ alguns sistemas deste ge´nero dispon´ıveis, tais como o ArcPad [4]
da ESRI, o GeoGIS [6] da Geo InSight e o PocketGIS [17] da Pocket Systems.
Todos estes sistemas foram desenvolvidos para PDAs (na˜o funcionam em tele-
mo´veis) e sa˜o descritos na secc¸a˜o 2. O problema destes sistemas e´ a interoperabi-
lidade com outros sistemas de informac¸a˜o geogra´fica, uma vez que, regra geral, se
fica limitado ao uso de informac¸a˜o geogra´fica num determinado formato gerada
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por sistemas de informac¸a˜o geogra´fica da mesma entidade. Uma vez que as bases
de dados geogra´ficos utilizadas sa˜o proprieta´rias, estes sistemas sa˜o, regra geral,
incompat´ıveis com outros sistemas de informac¸a˜o. Isto significa que na˜o podemos
ter uma gesta˜o descentralizada da informac¸a˜o geogra´fica utilizada pelo sistema
M-GIS (a na˜o ser que todos os centros utilizem a mesma tecnologia). Por outro
lado, muitos destes sistemas sa˜o orientados para determinados dispositivos, i.e.,
apenas funcionam em PDAs com o sistema operativo Pocket PC, por exemplo.
O objectivo deste trabalho e´ fornecer uma arquitectura para sistemas mo´veis
de informac¸a˜o geogra´fica independente de tecnologias proprieta´rias (nomeada-
mente, da tecnologia da base de dados geogra´fica) de forma a propiciar a sua
potencial integrac¸a˜o com diversos sistemas de informac¸a˜o geogra´fica.
O sistema M-GIS — Mobile Geographic Information System [1] utiliza infor-
mac¸a˜o geogra´fica em formato GML (Geography Markup Language) proveniente
de um WFS (Web Feature Server) para a construc¸a˜o de mapas pesquisa´veis em
formato SVG (Scallable Vector Graphics). A programac¸a˜o do lado do cliente foi
feita em J2ME (Java 2 Micro Edition), mais concretamente usando o perfil MID
(Mobile Information Device).
Os resultados obtidos demonstram que existem limitac¸o˜es ao n´ıvel da quan-
tidade de informac¸a˜o que os clientes mo´veis conseguem, nesta data, suportar.
O resto deste artigo esta´ estruturado da seguinte forma: a secc¸a˜o 2 apresenta,
de forma resumida, alguns sistemas de informac¸a˜o geogra´fica para dispositivos
mo´veis; a secc¸a˜o 3 apresenta algumas das tecnologias mais relevantes para o
desenvolvimento deste projecto; a secc¸a˜o 4 apresenta a arquitectura do projecto
M-GIS; na secc¸a˜o 5 sa˜o apresentados alguns detalhes de implementac¸a˜o, assim
como alguns testes realizados sobre o sistema e respectivos resultados; por fim,
na secc¸a˜o 6, apresentamos algumas concluso˜es que se podem retirar do trabalho
desenvolvido e apontamos o caminho para trabalho futuro.
2 GIS para dispositivos mo´veis
Nesta secc¸a˜o sera˜o introduzidos, de forma resumida, alguns sistemas de infor-
mac¸a˜o geogra´fica para dispositivos mo´veis existentes.
ArcPad
O sistema ArcPad [4] e´ um produto comercial da ESRI [5] para PDAs. E´ um sis-
tema de informac¸a˜o geogra´fico completo com capacidade para adicionar dados a
partir da Internet atrave´s de tecnologia wireless;“navegar”nos mapas: aproximar
e deslocar a vista, estabelecer bookmarks e centrar na posic¸a˜o GPS actual; e pes-
quisar os dados: localizar e identificar objectos geogra´ficos. O ArcPad funciona
em PDAs com sistema operativo Windows CE/Pocket PC. O sistema suporta
dados geogra´ficos no formato shapefile3 e pode ser usado como cliente de um
servidor ArcIMS.
3 Os ficheiros do tipo shapefile sa˜o um formato de informac¸a˜o geogra´fica criado pela
ESRI e aceites como de facto standard pela indu´stria dos SIG.
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Uma vez que este sistema apenas foi desenvolvido para a plataformaWindows
CE/Pocket PC e implica a utilizac¸a˜o de bases de dados geogra´ficas proprieta´rias
da ESRI, na˜o vai de encontro aos objectivos propostos para o nosso trabalho.
GeoGIS
O GeoGIS [6] e´ um sistema de informac¸a˜o geogra´fico para PDAs com o sistema
operativo Palm OS. Esta aplicac¸a˜o utiliza dados geogra´ficos convertidos de fi-
cheiros shapefiles criados com o sistema ArcView da ESRI. Este sistema tem,
entre outras, as seguintes funcionalidades: criac¸a˜o de projectos com temas (ou
camadas de mapas) u´nicos a cada projecto; aproximar, afastar e deslocar a vista
sobre o mapa; pesquisar o mapa; adicionar ou apagar objectos do tema activo.
O GeoGIS utiliza dados convertidos do formato shapefile da ESRI e apenas
pode ser usado em dispositivos com o sistema operativo Palm OS. Para ale´m
disso, este sistema na˜o usa uma arquitectura cliente-servidor, i.e., os dados geo-
gra´ficos teˆm de ser carregados manualmente para o dispositivo. Por estas razo˜es,
o sistema GeoGIS na˜o satisfaz os requisitos definidos neste projecto.
PocketGIS
O PocketGIS [17] e´ um sistema para dispositivos com o sistema operativo Win-
dows CE. O sistema e´ composto por uma aplicac¸a˜o que corre no dispositivo
mo´vel e por uma aplicac¸a˜o de desktop, o PocketGIS Connection, que serve para
transferir os dados entre o PocketGIS e o desktop numa variedade de formatos:
NTF, Shapefile, MIF (MapInfo), DXF, CSV, Raster (BMP e TIFF). A aplicac¸a˜o
PocketGIS tem as seguintes funcionalidades: identificac¸a˜o de objectos do mapa;
medic¸a˜o de distaˆncias; modificac¸a˜o da geometria de um objecto; alterac¸a˜o dos
atributos de objectos. Para ale´m disso, um sistema de GPS pode ser integrado
com o PocketGIS.
O sistema PocketGIS suporta dados de diversos formatos atrave´s de um
utilita´rio de desktop que converte os dados de va´rios formatos para o formato
utilizado pelo PocketGIS (provavelmente um formato proprieta´rio). No entanto,
este sistema implica o carregamento manual da informac¸a˜o geogra´fica para o
dispositivo. Para ale´m disso, apenas funciona em dispositivos com o sistema
operativo Windows CE, por isso na˜o cumpre os requisitos do projecto.
3 Tecnologias Relevantes
Nesta secc¸a˜o sa˜o apresentadas algumas das tecnologias mais relevantes para o
desenvolvimento deste projecto.
3.1 Geography Markup Language
O GML [13] e´ uma especificac¸a˜o desenvolvida pelo conso´rcio internacional Open-
GIS. O grande objectivo do GML e´ fornecer uma plataforma neutra e aberta para
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a definic¸a˜o de objectos e esquemas geo-espaciais. O GML na˜o e´ uma linguagem
r´ıgida mas antes um sistema que suporta a definic¸a˜o de linguagens de descri-
c¸a˜o geogra´fica. Posto muito simplesmente, o GML consiste num conjunto de
esquemas (schemas) XML que podem ser estendidos de forma a se adaptarem a
situac¸o˜es espec´ıficas, mas mantendo sempre uma base comum.
O GML esta´ desenhado de forma a suportar a interoperabilidade e fa´-lo
atrave´s da definic¸a˜o de elementos geome´tricos ba´sicos (todos os sistemas que
suportam GML usam os mesmos elementos geome´tricos), de um modelo de da-
dos comum e de um mecanismo para criac¸a˜o e partilha de esquemas (schemas)
aplicacionais. A maior parte das comunidades de informac¸a˜o facilita a intero-
perabilidade dos seus sistemas publicando os esquemas GML definidos por si.
Esta norma e´ assim fundamental para satisfazer os objectivos deste trabalho
relacionados com a interoperabilidade e independeˆncia em relac¸a˜o a formatos
proprieta´rios
3.2 Web Feature Services e Web Map Services
Web Feature Services (WFS) eWeb Map Services (WFS) sa˜o duas especificac¸o˜es
do conso´rcio OpenGIS [16].
O WMS [15] especifica o servic¸o de Web Map, ou seja, especifica a interface
Web de um sistema que produz mapas (representac¸o˜es visuais de informac¸a˜o ge-
ogra´fica). A especificac¸a˜o define os tipos de pedidos e respostas que um servic¸o
deste ge´nero deve suportar. A especificac¸a˜o WMS define treˆs operac¸o˜es: Get-
Capabilities, que retorna meta-informac¸a˜o sobre o servic¸o; GetMap, que retorna
uma imagem cujo conteu´do e dimensa˜o sa˜o definidos pelo cliente; GetFeatu-
reInfo (opcional), que retorna informac¸a˜o sobre objectos particulares mostrados
no mapa.
O WFS [14] especifica o servic¸o de Web Features, ou seja, define a interface
de um sistema que produz informac¸a˜o geogra´fica no formato GML. Os pedidos
ao WFS podem ser codificados de duas formas: em XML ou em pares paraˆmetro-
valor. A especificac¸a˜o WFS define va´rios tipos de pedidos, e.g.,: DescribeFeatu-
reType, gera um esquema com a descric¸a˜o dos tipos de objectos servidos pela
implementac¸a˜o do WFS; GetFeature, permite obter um conjunto de objectos
geogra´ficos no formato GML; GetCapabilities, gera um documento XML que de-
fine as “capacidades” do WFS, por exemplo, que camadas de informac¸a˜o esta˜o
dispon´ıveis.
Estas duas especificac¸o˜es teˆm por objectivo a interoperabilidade de sistemas
de informac¸a˜o geogra´fica, uma vez que permitem aceder a informac¸a˜o geogra´fica
de uma forma normalizada, residente em qualquer sistema que esteja conforme
com a especificac¸a˜o. Da´ı tambe´m o interesse que estas normas teˆm para o nosso
projecto.
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3.3 Scalable Vector Graphics
O SVG (Scalable Vector Graphics) e´ uma linguagem para descrever gra´ficos vec-
toriais bidimensionais em XML. O SVG permite treˆs tipos de objectos gra´ficos:
formas gra´ficas vectoriais (e.g., pol´ıgonos), imagens e texto.
Os desenhos SVG podem ser interactivos e dinaˆmicos. Atrave´s de scripting, e´
poss´ıvel manipular o DOM (Document Object Model) do SVG e ter acesso a todos
os elementos, atributos e propriedades. Ale´m disso, a norma define um conjunto
de event handlers (e.g. onmouseover e onclick) que podem ser atribu´ıdos a
qualquer objecto gra´fico do SVG.
Existem, neste momento, treˆs perfis de SVG: o perfil SVG Full e os perfis
mo´veis: SVG Tiny e SVG Basic. O perfil Full inclui todos os mo´dulos da especi-
ficac¸a˜o SVG. Os perfis Tiny e Basic foram definidos tendo como alvo pequenos
dispositivos mo´veis, com limitac¸o˜es de recursos. O perfil Tiny e´ orientado para
dispositivos muito limitados enquanto que o Basic e´ orientado para dispositivos
ou pouco mais potentes. O perfil Tiny e´ um subconjunto do perfil Basic, sendo
este um subconjunto do SVG 1.1.
O perfil que nos interessa mais para o nosso projecto e´, obviamente, o perfil
SVG Tiny, uma vez que o nosso sistema e´ orientado para dispositivos muito
limitados.
Sendo tanto o SVG como o GML linguagens XML, o primeiro e´ facilmente
obtido atrave´s de aplicac¸a˜o de folhas de estilo XSLT, a partir do segundo.
4 Desenho do Sistema
A motivac¸a˜o principal deste projecto era desenvolver um sistema que permitisse
visualizar informac¸a˜o geogra´fica, dispon´ıvel num servidor em formato GML, em
dispositivos mo´veis usando, na medida do poss´ıvel, tecnologias e formatos aber-
tos. O facto de o formato de entrada dos dados geogra´ficos ser o GML iria
permitir desenvolver um sistema independente da tecnologia de base de dados
geogra´ficos e, por isso mesmo, adapta´vel a va´rios sistemas.
A primeira versa˜o do sistema utilizava ficheiros com dados GML como fonte
de dados. No entanto esta soluc¸a˜o era pouco flex´ıvel pelo que foi desenvolvida
uma segunda versa˜o que tem como fonte de dados um servidor WFS. A intro-
duc¸a˜o de um Web Feature Server tornou o sistema mais flex´ıvel uma vez que
podem ser adicionadas ou retiradas fontes de dados geogra´ficos de uma forma
transparente para o sistema M-GIS. Para ale´m disso, o uso de um WFS per-
mite configurar o sistema com fontes de dados geogra´ficos em diversos formatos,
incluindo formatos proprieta´rios.
A arquitectura do sistema e´ apresentada na Figura 1. A informac¸a˜o geogra´fica
e´ obtida com recurso a um WFS que, por sua vez, pode ser configurado de forma
a obter os dados geogra´ficos de diversas fontes, inclusive de outros WFS. O
WFS devolve informac¸a˜o geogra´fica no formato GML. A informac¸a˜o geogra´fica
em formato GML e´ transformada no formato gra´fico SVG usando uma folha
de transformac¸a˜o XSLT. O mapa, no formato SVG, e´ enviado ao cliente que o
podera´ manipular directamente.
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Figura 1. Arquitectura geral do sistema M-GIS
O Servidor M-GIS
O servidor responde a dois tipos de pedidos:
– Pedidos de listagem das camadas (layers) dispon´ıveis no WFS.
– Pedido do conteu´do de uma a´rea. Este pedido deve incluir a delimitac¸a˜o da
a´rea pedida.
A informac¸a˜o geogra´fica pode ser organizada por camadas, de forma a que o
cliente apenas visualize o tipo de informac¸a˜o que necessitar. A configurac¸a˜o das
camadas disponibilizadas e´ feita no WFS.
Quando o servidor recebe um pedido do conteu´do de uma a´rea, esse pedido e´
redireccionado ao WFS (com algumas modificac¸o˜es de sintaxe). O WFS devolve
a informac¸a˜o geogra´fica da a´rea pedida, em formato GML, que o servidor M-GIS
se encarregara´ de transformar para SVG, usando uma folha de transformac¸a˜o
XSLT, e enviar ao cliente.
A comunicac¸a˜o entre o servidor e os clientes e´ feita sobre HTTP, sendo os
pedidos dos clientes efectuados atrave´s do me´todo HTTP GET codificados em
pares paraˆmetro-valor no URL do pedido.
O Cliente M-GIS
O cliente M-GIS e´ uma aplicac¸a˜o Java4 com as seguintes funcionalidades:
4 A aplicac¸a˜o foi implementada usando a plataforma MIDP (Mobile Information De-
vice Profile). Esta plataforma consiste, basicamente, num conjunto de APIs dese-
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– Escolher a a´rea a visualizar
– Escolher quais as camadas do mapa que se pretendem visualizar.
– Visualizar o mapa: deslocar, aproximar e afastar a vista.
– Pesquisar no mapa.
– Configurar o enderec¸o do servidor que fornece os mapas.
(a) Ecra˜ inicial (b) Camadas
dispon´ıveis
(c) O mapa
Figura 2. Sequeˆncia de interacc¸a˜o com o sistema m-GIS
A Figura 2 ilustra uma sequeˆncia de interacc¸a˜o do utilizador com o sistema
M-GIS a partir de um telemo´vel. A interacc¸a˜o resume-se a escolher a a´rea a ser
visualizada, as camadas de informac¸a˜o e, por fim, a navegac¸a˜o pelo mapa.
Nesta aplicac¸a˜o, o utilizador escolhe previamente a a´rea que pretende vi-
sualizar sobre um mapa ja´ presente no dispositivo. A escolha da a´rea e´ feita
manipulando um rectaˆngulo gra´fico no ecra˜ do dispositivo — Figura 2(a). O
utilizador pode deslocar, aumentar ou diminuir o rectaˆngulo de forma a esco-
lher a a´rea a visualizar. Depois de escolhida a a´rea, a aplicac¸a˜o exibe uma lista
nhadas especificamente para dispositivos muito limitados. E´ esta a plataforma en-
contrada nos telemo´veis com tecnologia Java.
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das camadas de informac¸a˜o presentes no WFS. A lista das camadas disponibi-
lizadas e´ obtida atrave´s de um pedido ao servidor M-GIS, que por sua vez fara´
o pedido ao WFS. Depois de escolhidas as camadas a visualizar (Figura 2(b))
e´ apresentado o mapa correspondente. A aplicac¸a˜o permite realizar operac¸o˜es
de aproximac¸a˜o, afastamento e deslocamento da vista sobre o mapa. Permite
tambe´m efectuar pesquisas e identificac¸a˜o de objectos no mapa. Todas estas
operac¸o˜es sa˜o realizadas localmente no dispositivo, i.e., na˜o existe comunicac¸a˜o
com o servidor.
O nu´cleo central da aplicac¸a˜o do cliente e´ constitu´ıdo por um interpretador
e um visualizador de SVG desenvolvidos neste trabalho.
5 Implementac¸a˜o e Avaliac¸a˜o do Projecto
O servidor foi desenvolvido tendo por base o servlet container Apache Tom-
cat e consiste num conjunto de servlets e uma folha de transformac¸a˜o XSLT
(transformac¸a˜o de GML para SVG Tiny).
O servidor e´ composto por duas servlets: ListLayer e GetLayer. A servlet
ListLayer retorna ao cliente a lista de camadas (layers) de informac¸a˜o dispon´ı-
veis no WFS. Esta lista e´ pedida directamente ao WFS, fazendo um pedido de
GetCapabilities, que retorna, entre outras informac¸o˜es, as camadas configuradas
no WFS. O resultado deste pedido (todos os pedidos e respostas ao WFS sa˜o
feitos em XML) e´ interpretado e enviado ao cliente. A servlet GetLayer e´ res-
ponsa´vel por obter do WFS a informac¸a˜o geogra´fica em GML representativa de
uma determinada a´rea (a a´rea e´ definida em paraˆmetros da servlet), transforma´-
lo em SVG e enviar a resposta ao cliente. Os paraˆmetros aceites por esta servlet
sa˜o os seguintes:
xmin A menor coordenada x do rectaˆngulo que representa a a´rea que se pre-
tende visualizar.
xmax A maior coordenada x do rectaˆngulo que representa a a´rea que se pre-
tende visualizar.
ymin A menor coordenada y do rectaˆngulo que representa a a´rea que se pre-
tende visualizar.
ymax A maior coordenada y do rectaˆngulo que representa a a´rea que se pre-
tende visualizar.
layers Uma lista de camadas que se pretende visualizar. Os nomes das camadas
sa˜o separados por v´ırgulas.
Estes paraˆmetros sa˜o encapsulados num pedido do tipo GetFeature que e´ feito
aoWFS. O resultado deste pedido aoWFS e´ um documento GML que sera´ depois
transformado em SVG e devolvido ao cliente. A transformac¸a˜o e´ feita recorrendo
a` API JAXP da Sun e a uma folha de transformac¸a˜o XSLT. Originalmente foi
usado o processador de XML Xerces, uma vez que e´ este o processador usado pelo
J2SDK1.4.x. No entanto, devido a` existeˆncia de alguns bugs optou-se por usar
o processador Saxon 6.5.2 [10]. Esta servlet mante´m a folha de transformac¸a˜o
XSLT em cache de forma a diminuir o tempo de interpretac¸a˜o do ficheiro XSLT.
Neste projecto foi usado o deegree Web Feature Server [2] como WFS.
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Transformac¸a˜o GML para SVG
A transformac¸a˜o de documentos GML para documentos SVG e´ feita atrave´s de
uma folha de transformac¸a˜o (XSLT).
A folha de transformac¸a˜o usada para transformar GML em SVG foi adaptada
de um exemplo da OS MasterMap [8]. Foram introduzidas algumas modificac¸o˜es
ba´sicas, uma vez que a XSLT original se destinava a transformar GML em SVG
Full e na˜o em SVG Tiny. Uma dessas modificac¸o˜es e´ a conversa˜o dos nu´meros
para a gama suportada pela norma SVG Tiny. Para ale´m disso foi modificada a
forma e o tipo de estilos aplicados aos elementos SVG, mais uma vez devido a`s
restric¸o˜es impostas pela norma SVG Tiny, tais como a de na˜o suportar estilos
CSS.
A norma SVG Tiny suporta apenas nu´meros de v´ırgula fixa entre -32767.9999
a 32767.9999. No entanto a informac¸a˜o geogra´fica, contida nos ficheiros GML,
pode usar valores arbitrariamente grandes para representar coordenadas de pon-
tos no espac¸o. Isto obriga a que a transformac¸a˜o de GML para SVG efectue
uma modificac¸a˜o de escala. Na folha de transformac¸a˜o utilizada essa alterac¸a˜o
e´ feita recorrendo aos valores do elemento <gml:boundedBy>. Este elemento
GML define uma caixa (bounding box ) dentro da qual todos os pontos definidos
no documento GML devem estar contidos. Assim podemos usar o maior valor
absoluto das coordenadas dessa caixa, para definir um factor de escala a aplicar
a todos os outros valores, de forma a que o resultado esteja dentro da gama
pretendida.
Uma vez que queremos distinguir visualmente objectos geogra´ficos diferentes
e´ necessa´rio aplicar diferentes estilos a esses objectos no documento SVG resul-
tante da transformac¸a˜o. Para tal ser poss´ıvel e´ necessa´rio que o documento GML
contenha informac¸a˜o sobre o tipo de objecto representado, i.e., e´ necessa´rio que
o documento GML indique se determinado objecto e´ uma estrada, um edif´ıcio,
um jardim, etc. A norma GML na˜o define elementos para representar objectos
como os mencionados atra´s, mas define regras para a construc¸a˜o de esquemas
GML que definem esses elementos. Assim, foi usado um esquema GML5 que
define, entre outras coisas, elementos para representar edif´ıcios, zonas verdes e
vias. A folha de transformac¸a˜o reconhece os elementos definidos no esquema e
aplica diferentes estilos conforme o tipo de objecto geogra´fico representado (e.g.
os jardins sa˜o pintados a verde).
O Exemplo 1 mostra um exemplo de um documento GML t´ıpico, conforme o
esquema desenvolvido. O resultado da transformac¸a˜o em SVG desse documento
e´ apresentado no Exemplo 2.
Podemos ver que um objecto geogra´fico, por exemplo, uma rua, e´ represen-
tado em SVG usando um elemento <g>, sendo que o nome e´ codificado no
elemento <title> e a geometria no elemento <path>.
O estilo aplicado aos objectos e´ diferenciado, agrupando objectos do mesmo
tipo dentro de um elemento <g> e atribuindo a esse elemento o estilo definido
5 O esquema GML usado foi adaptado de um ja´ existente criado no aˆmbito de um
outro projecto desenvolvido no INESC Porto ([12]).




















































Exemplo 1: Exemplo de um documento GML
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<?xml version="1.0" encoding="UTF-8"?>
<svg id="svgAll" width="100%" height="100%"
preserveAspectRatio="xMidYMid meet"
viewBox="-6982.9544 -32767.9999 72.7808 50.4169">
<defs>
<g id="pointSymbol" overflow="visible">
<circle cx="0" cy="0" r="1.0" fill="#000000" stroke="#000000"/>
</g>
</defs>
<g transform="matrix(1 0 0 -1 0 0)" fill="none"
stroke-width="0.1" stroke="#000000">






<g fill="none" stroke="#000000" stroke-width="1">
<g id="_237">






Exemplo 2: Resultado da transformac¸a˜o em SVG do documento do Exemplo 1
para o tipo de objecto. Podemos ver pelo Exemplo 2 que o edif´ıcio esta´ inserido
num elemento <g> com uma cor castanha (fill= #905050 ) enquanto que a
rua na˜o tem preenchimento (fill= none ).
O elemento <g> de topo serve apenas para realizar uma adaptac¸a˜o do eixo
das coordenadas y. No SVG, o eixo y, tem uma orientac¸a˜o de cima para baixo,
enquanto que no GML usado, o eixo y tem uma orientac¸a˜o de baixo para cima.
Podemos ver que o elemento <g> de topo define uma transformac¸a˜o que inverte
o eixo das coordenadas y.
Praticamente todos os elementos de geometria do GML sa˜o transformados
usando o elemento <path> do SVG. A excepc¸a˜o e´ o elemento <Point> do GML
que e´ convertido para o elemento <circle> do SVG. De facto, este elemento,
<circle>, e´ apenas definido uma vez no ficheiro SVG e todas as ocorreˆncias de
um ponto no documento sa˜o transformadas em refereˆncias para esse elemento.
Isto e´ feito definindo o elemento <circle> dentro do elemento <defs> do SVG
e atribuindo um“id” ao elemento. O elemento <path> e´ usado para representar
quase todos os elementos geome´tricos porque permite optimizar o documento
SVG resultante em termos de tamanho final.
Interpretac¸a˜o de SVG
Para realizar a interpretac¸a˜o do documento SVG no cliente e´ utilizado um in-
terpretador to tipo pull fornecido pela biblioteca kXML [3]. Um exemplo do uso
do kXML para realizar interpretac¸a˜o de XML pode ser encontrado em [7].
82 Jorge Cardoso et al.
Uma vez que o kXML e´ um interpretador de XML, e na˜o um interpreta-
dor de SVG, e´ necessa´rio construir, em cima do kXML, algo que interprete
os elementos e atributos SVG. O Exemplo 3 mostra parte de um documento
SVG constitu´ıdo por apenas um pol´ıgono. Um pol´ıgono e´ especificado atrave´s
do elemento <polygon>, sendo os pontos que constituem o pol´ıgono definidos
no atributo “points”, como uma sequeˆncia de pares de valores nume´ricos. Neste
caso, o kXML e´ capaz de nos fornecer, por exemplo, o valor do atributo“points”.
No entanto para termos acesso aos pontos que constituem o pol´ıgono e´ neces-











Exemplo 3: Parte de um documento SVG t´ıpico
O Exemplo 3, e´ um exemplo t´ıpico do conteu´do de um documento SVG. O
que mostra que grande parte da informac¸a˜o esta´ contida no valor dos atributos
dos elementos que definem elementos gra´ficos. Devido a esta estrutura t´ıpica de
um documento SVG, acontece que se torna ineficiente interpretar o SVG. A raza˜o
e´, muito simplesmente, a seguinte: o documento SVG tem de ser lido pratica-
mente duas vezes. Primeiro, o kXML tem de fazer a interpretac¸a˜o para devolver
a` aplicac¸a˜o os elementos e atributos; depois a aplicac¸a˜o tem de interpretar o
conteu´do dos atributos (na maior parte dos casos extrair valores nume´ricos).
A alterac¸a˜o mais natural consiste em incluir no kXML funcionalidades de
interpretac¸a˜o de documentos SVG. Ou seja, obrigar o kXML a interpretar alguns
atributos e, em vez de devolver a` aplicac¸a˜o uma cadeia de caracteres, devolver,
por exemplo, um array de pontos. Desta forma a interpretac¸a˜o do ficheiro e´ feita
de uma so´ vez. Esta alterac¸a˜o foi levada a cabo modificando-se o co´digo fonte do
kXML (o kXML e´ um projecto open source), de forma a interpretar os atributos
“points”dos elementos <polygon> e <polyline> e o atributo “d”do elemento
<path>. Sa˜o estes os atributos responsa´veis pela maior parte da informac¸a˜o nos
nossos documentos SVG.
Testes e Resultados
Esta secc¸a˜o apresenta os resultados de algumas medic¸o˜es efectuadas sobre o sis-
tema M-GIS. O sistema e´ analisado segundo va´rios eixos: memo´ria consumida,
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tamanho ma´ximo do mapa visualizado e tempos de transformac¸a˜o e de interpre-
tac¸a˜o dos documentos SVG.
Os testes foram efectuados usando um computador com processador AMD
Athlon a 1 GHz e com 256 Mb de memo´ria RAM. Neste computador foram ins-
talados o servidor WFS e o servidor m-GIS. O emulador de telemo´vel usado foi
tambe´m executado nesta ma´quina. No caso do PDA, foi usado um HP Jornada
548 Pocket PC com 32Mb de memo´ria e com a ma´quina virtual Personal Java [11]
da Sun instalada. Neste caso na˜o existe emulac¸a˜o. A MIDlet foi executada recor-
rendo a` ferramenta ME4SE [9] que permite executar MIDlets em ambientes Java
“normais”. A ligac¸a˜o do PDA com o computador onde se encontrava o servidor
foi feita atrave´s de USB.
Uma das caracter´ısticas dos dispositivos MIDP e´ a quantidade de memo´ria
reservada para as aplicac¸o˜es Java. A quantidade de memo´ria do dispositivo impo˜e
um limite a` quantidade de informac¸a˜o geogra´fica que pode ser visualizada pelo
dispositivo, ou seja, limita o tamanho do mapa visualizado.
Tabela 1 Dimenso˜es ma´ximas dos mapas de acordo com a memo´ria dispon´ıvel
Memo´ria (Kb) Dimensa˜o do mapa (m) Camadas Tamanho do documento SVG (Kb)
192 1033x1029 eixos 29.1
256 1549x1544 eixos 55.0
320 2324x2316 eixos 95.5
384 2840x2831 eixos 138.2
448 3098x3088 eixos 159.7
512 3615x3603 eixos 205.2
256 258x257 edificado 22.7
320 516x515 edificado 65.0
448 775x772 edificado 103.4
256 258x257 eixos + edificado 34.7
384 516x515 eixos + edificado 78.3
448 775x772 eixos + edificado 124.3
A Tabela 1 apresenta, para uma determinada quantidade de memo´ria, o ta-
manho ma´ximo que o dispositivo consegue visualizar. Estes valores foram obtidos
com o emulador de telemo´vel do WTK6. Apenas foram testados mapas com treˆs
tipos de informac¸a˜o: eixos de via, edificado e eixos de via mais edificado. Podemos
ver que com 192Kb conseguimos visualizar mapas dos eixos de via de dimensa˜o
ate´ cerca de 1x1 quilo´metros. Para visualizar mapas de edificado precisamos de,
pelo menos, 256Kb de memo´ria.
Um dos factores mais limitativos do sistema M-GIS e´ o tempo de transfor-
mac¸a˜o e de interpretac¸a˜o dos documentos SVG. A Tabela 2 apresenta alguns
tempos medidos com o emulador de telemo´vel do WTK. A tabela apresenta
a dimensa˜o do mapa, as camadas presentes no mapa, o tempo que demora a
transformac¸a˜o de GML para SVG, o tempo que o dispositivo demora a efectuar
6 Wireless Toolkit – O toolkit de desenvolvimento de aplicac¸o˜es MIDP da Sun.
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a interpretac¸a˜o do documento7, o tempo que o mapa demora a ser desenhado
no ecra˜ do dispositivo e o tamanho do documento SVG.
Tabela 2 Tempos de transformac¸a˜o e de interpretac¸a˜o
Dimensa˜o mapa (m) Camadas Tempos (segundos) Tam. SVG (Kb)
XSLT Interpretac¸a˜o Rendering
258x257 eixos 0.8 20.5 3.2 13.0
516x515 eixos 0.8 22.6 3.6 14.2
775x772 eixos 1.0 33.8 5.4 21.9
1033x1029 eixos 1.1 46.3 7.3 29.9
1291x1287 eixos 0.5 57.3 8.9 37.5
1549x1544 eixos 1.7 83.1 13.0 55.4
1807x1801 eixos 2.5 108.9 16.9 72.4
2066x2059 eixos 25.5 128.2 19.5 85.3
2324x2316 eixos 15.2 147.0 22.7 97.8
2582x2574 eixos 49.1 175.2 25.9 117.1
2840x2831 eixos 72.7 211.5 30.4 141.5
3098x3088 eixos 98.4 244.8 34.1 163.5
3357x3346 eixos 147.0 285.5 38.4 190.2
3615x3603 eixos 160.0 313.7 41.3 210.1
258x257 edificado 0.3 40.6 6.5 23.3
516x515 edificado 0.9 111.6 14.6 66.5
775x772 edificado 27.4 175.1 17.2 105.9
258x257 eixos+edificado 2.3 59.3 9.7 35.6
516x515 eixos+edificado 2.7 130.0 18.1 80.2
775x772 eixos+edificado 54.3 204.2 22.5 127.3
A Tabela 3 mostra alguns tempos medidos com um dispositivo real: um PDA
HP Jornada.
Tabela 3 Tempos de de interpretac¸a˜o num dispositivo real: HP Jornada
Dimensa˜o do mapa (m) Camadas Tempos (segundos)
Interpretac¸a˜o Rendering
306x305 eixos+edificado 17.0 3.0
816x814 eixos+edificado 50.0 9.0
Os valores apresentados indicam que o sistema apenas responde de forma
aceita´vel para mapas muito pequenos. Quando a a´rea abrangida pelo mapa e´
grande, ou quando escolhemos visualizar va´rias camadas, o tempo de espera
aumenta consideravelmente tornando o sistema muito pouco usa´vel.
Basicamente, existem dois gargalos no sistema:
– A transformac¸a˜o atrave´s de XSLT. Quando o documento GML se torna de-
masiado grande, a transformac¸a˜o para SVG torna-se demasiado lenta. Exis-
tem va´rios factores que contribuem para isto. A transformac¸a˜o e´ feita atrave´s
7 Este tempo inclui tambe´m o tempo de ligac¸a˜o ao servidor, ou seja, e´ medido desde
o momento em que e´ feito o pedido ao servidor ate´ a interpretac¸a˜o do documento
estar conclu´ıda.
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de XSLT em Java usando a API JAXP. No nosso caso e´ usado o processador
de XML Saxon. A transformac¸a˜o atrave´s de XSLT requer a criac¸a˜o das a´rvo-
res DOM tanto do documento a transformar como do documento XSLT. A`
medida que o documento a transformar aumenta, tambe´m aumenta o tempo
de interpretac¸a˜o do documento e da criac¸a˜o da respectiva DOM. Para ale´m
disso, as a´rvores DOM requerem muita memo´ria, o que, no nosso caso vai
obrigar ao uso de memo´ria virtual durante a transformac¸a˜o e consequente
degradac¸a˜o do desempenho.
– A interpretac¸a˜o e renderizac¸a˜o do SVG no dispositivo. Uma vez que estamos
a lidar com dispositivos muito limitados a n´ıvel de processamento, e´ natural
que o desempenho na interpretac¸a˜o e renderizac¸a˜o dos documentos SVG seja
fraco.
6 Concluso˜es e Trabalho Futuro
O objectivo principal deste projecto era obter uma resposta a` pergunta: “Sera´
via´vel desenvolver um sistema mo´vel de visualizac¸a˜o de informac¸a˜o geogra´fica
tendo por objectivo a interoperabilidade de sistemas GIS, isto e´, recorrendo a
normas e formatos abertos?”
Os resultados obtidos indicam que sim, mas com algumas limitac¸o˜es. As prin-
cipais limitac¸o˜es do sistema esta˜o relacionadas com a quantidade de informac¸a˜o
que o cliente consegue processar. Estas limitac¸o˜es sa˜o de duas ordens: a pri-
meira diz respeito a` memo´ria necessa´ria para visualizar um determinado mapa;
a segunda relaciona-se com o tempo necessa´rio para processar um mapa. Obvi-
amente que estas sa˜o limitac¸o˜es de alguns dispositivos actuais. E´ de esperar que
os pro´ximos dispositivos melhorem o desempenho do sistema no que diz respeito
a estas restric¸o˜es.
Uma outra limitac¸a˜o do sistema prende-se com o aspecto gra´fico. As APIs
gra´ficas do MIDP sa˜o muito ba´sicas pelo que apenas se conseguem produzir
mapas muito simples graficamente. Uma poss´ıvel forma de resolver este problema
seria recorrer a`s APIs de alguns fabricantes de telemo´veis, que disponibilizam
func¸o˜es gra´ficas um pouco mais completas. A desvantagem seria a reduc¸a˜o da
portabilidade da aplicac¸a˜o.
As limitac¸o˜es apontadas nos para´grafos anteriores dizem respeito ao cliente,
no entanto, existem tambe´m algumas limitac¸o˜es, no sistema M-GIS, do lado
do servidor. Estas limitac¸o˜es referem-se a` transformac¸a˜o de GML para SVG.
Contudo, uma vez que as opc¸o˜es que podemos tomar para a implementac¸a˜o do
servidor sa˜o mais alargadas, estas limitac¸o˜es na˜o causam muita preocupac¸a˜o. Se-
ria perfeitamente poss´ıvel, por exemplo, implementar a transformac¸a˜o de GML
para SVG sem usar XSLT; a transformac¸a˜o pode ser feita usando Perl, ou mesmo
Java, directamente sobre o documento GML. Obviamente, esta soluc¸a˜o diminui-
ria a flexibilidade do sistema, mas poderia minorar o problema da eficieˆncia da
transformac¸a˜o.
Na pra´tica estas limitac¸o˜es significam que o sistema se torna pouco usa´-
vel quando a quantidade de informac¸a˜o geogra´fica a transformar e transmitir
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e´ elevada face a`s caracter´ısticas actuais da tecnologia usada e a` capacidade de
processamento do dispositivo mo´vel.
Trabalho Futuro
O sistema desenvolvido pode evoluir principalmente segundo treˆs eixos: arqui-
tectura, desempenho e funcionalidades.
Arquitectura Em termos da arquitectura, podemos, por exemplo, pensar em
adaptar o mapa resultante da transformac¸a˜o do GML em SVG a`s capa-
cidades do dispositivo cliente. Deste modo os mapas gerados poderiam ser
mais ou menos complexos dependendo da capacidade de processamento e/ou
gra´ficas do dispositivo. Esta adaptac¸a˜o podera´ ser realizada recorrendo a di-
ferentes folhas de transformac¸a˜o XSLT (uma por cada tipo de dispositivo)
e a um mecanismo de negociac¸a˜o entre o cliente e o servidor de forma a ser
estabelecido qual o tipo de mapa suportado pelo cliente.
Desempenho Ao n´ıvel do desempenho, o sistema pode ser melhorado princi-
palmente ao n´ıvel da transformac¸a˜o do GML para SVG. Para se saber a
que n´ıvel actuar sobre esta transformac¸a˜o seria, no entanto, necessa´rio um
estudo mais aprofundado sobre as causas do baixo desempenho do sistema
a esse n´ıvel. A soluc¸a˜o tanto pode passar por reescrever a folha de trans-
formac¸a˜o de uma forma mais eficiente, como usar extenso˜es do processador
XSLT, ou ate´ mesmo implementar a transformac¸a˜o sem recorrer a XSLT.
Do lado do cliente o desempenho da aplicac¸a˜o esta´ limitado ao desempenho
do pro´prio dispositivo pelo que nesta vertente existe menos que possa ser
feito. Adicionalmente podera´ evitar-se a transformac¸a˜o e transmissa˜o de al-
guma informac¸a˜o anotando as camadas dispon´ıveis com informac¸a˜o acerca
das escalas mı´nima e ma´xima de visualizac¸a˜o (por exemplo, a camada de
edificac¸o˜es deve ser vis´ıvel apenas acima da escala 1:5000).
Funcionalidades Quanto a`s funcionalidades do sistema, existem va´rias que
podem ter interesse para o utilizador:
Localizac¸a˜o actual Exibir o mapa da zona onde o utilizador se encontra
no momento. Um servic¸o deste tipo tem interesse, por exemplo, no caso
de pessoas de visita a cidades desconhecidas. Isto implica o uso de dis-
positivos com capacidade para identificar a localizac¸a˜o corrente, o que,
no caso dos telemo´veis pode ser feito atrave´s da informac¸a˜o das ce´lulas
da rede.
Pontos de Interesse Lista de pontos de interesse na a´rea visualizada pelo
utilizador. Poderia ser acrescentado uma opc¸a˜o que listasse os pontos
de interesse (possivelmente configurados pelo utilizador) da a´rea visua-
lizada, e.g., uma lista de monumentos, postos de bombeiros e de pol´ıcia,
etc.
Pesquisa global Neste momento a pesquisa e´ efectuada sobre a a´rea pedida
pelo utilizador. Poder-se-ia implementar uma nova funcionalidade que
permitisse ao utilizador, por exemplo, pesquisar por uma determinada
rua em todo o concelho. O utilizador poderia, depois, visualizar o mapa
da a´rea em que situa a rua pretendida.
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Resumo Os Web Services (WS) constituem-se como um novo para-
digma de desenvolvimento de software. Estes exibem algumas proprie-
dades fundamentais, como o encapsulamento e a composicionalidade, no
desenvolvimento de software.
Desde que surgiu o conceito, os WS teˆm sido explorados para criar um
n´ıvel computacional sobre a Informac¸a˜o Geogra´fica (IG). A IG tem ca-
racter´ısticas intr´ınsecas, como seja a diversidade, complexidade e volume,
que se pretendem encapsular atrave´s de WS. Este trabalho tem vindo a
ser desenvolvido sob os ausp´ıcios do conso´rcio OpenGIS, sendo de realc¸ar
o sucesso dos servic¸os Web Map Service (WMS) e Web Feature Service
(WFS).
Estes servic¸os vieram operacionalizar a comunicac¸a˜o aplicac¸a˜o – apli-
cac¸a˜o, permitindo-nos trocar informac¸a˜o entre clientes e servidores, que
respeitem a norma. No entanto, queremos ser mais ambiciosos e, por isso,
podemos dizer que apenas se resolveu um problema sinta´ctico (as mensa-
gens satisfazem a estrutura definida). Interpretar e usar correctamente os
conteu´dos carece da manipulac¸a˜o do n´ıvel semaˆntico. Para ilustrar esta
limitac¸a˜o recorremos a um exemplo que pretende demonstrar a ainda
existente necessidade da intervenc¸a˜o humana para a interpretac¸a˜o da
informac¸a˜o.
Explora-se uma poss´ıvel soluc¸a˜o que passa pela criac¸a˜o e manutenc¸a˜o
de uma ontologia a adicionar a` arquitectura dos WS. Os conceitos dis-
ponibilizados pelos servidores e manipulados pelos clientes sa˜o indexa-
dos a esta ontologia comum. Desta forma sera´ poss´ıvel proporcionar a
interoperacionalidade 1dos WS, isto e´, substituindo ou acrescentando di-
namicamente novos servidores de IG. Este dinamismo e´ necessa´rio para
que um determinado dispositivo mo´vel, possa ir sucessivamente encon-
trando e seleccionando servidores de informac¸a˜o relevante – relevante e´
algo conceptual – a` medida que o seu utilizador se vai deslocando.
1 Introduc¸a˜o
Com o aparecimento das redes informa´ticas e consequente massificac¸a˜o do uso
da Internet, os computadores deixam de ser apenas ma´quinas que processam
informac¸a˜o para assumirem o papel de meio de comunicac¸a˜o. Atrave´s da Internet
1 Capacidade de comunicar, executar programas, ou transferir dados entre diferentes
unidades funcionais sem que o utilizador tenha que se preocupar com as caracter´ıs-
ticas espec´ıficas de cada uma dessas unidades[9].
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e com a utilizac¸a˜o de um computador a informac¸a˜o pode ser trocada e partilhada
por todos a um n´ıvel cada vez mais abrangente.
A evoluc¸a˜o das tecnologias de telecomunicac¸a˜o e a procura pela mobilidade
tiveram um impacto fundamental no aparecimento de novas plataformas e conse-
quentemente novas necessidades de disponibilidade de informac¸a˜o. Pretetende-se
que a informac¸a˜o seja disponibilizada a qualquer hora, em qualquer lugar e para
qualquer plataforma. A portabilidade da informac¸a˜o passa a ser um requisito es-
sencial no aˆmbito da sua distribuic¸a˜o atrave´s da Internet. E´ neste contexto que
aparece o XML (eXtensible Markup Language), que se pretende assumir como
norma no intercaˆmbio de informac¸a˜o estruturada.
Ainda assim, a Web limita-se a ser um meio de interacc¸a˜o entre um humano
e informac¸a˜o que aparece na forma de texto e gra´ficos, aparecendo o humano
sempre como actor indispensa´vel nesta cadeia de partilha e interpretac¸a˜o de
informac¸a˜o.
1.1 Objectivos
Neste artigo estamos interessados em investigar ate´ que ponto os WS podem
desempenhar um papel relevante na manipulac¸a˜o de IG. Por um lado, com base
nas experieˆncias que teˆm sido efectuadas com os servic¸os propostos pelo conso´r-
cio OpenGIS, os WS permitem-nos criar um n´ıvel de abstracc¸a˜o sobre o qual
se pode manipular e partilhar IG, independentemente da sua especificidade pro´-
pria. Por outro lado, ate´ que ponto estes servic¸os podem ser concebidos para,
autonomamente, procurarem e obterem informac¸a˜o relevante no contexto de so-
luc¸o˜es mo´veis. Como defenderemos, esta autonomia so´ e´ poss´ıvel com base na
descric¸a˜o das caracter´ısticas semaˆnticas da IG.
1.2 Estrutura
Este artigo encontra-se dividido em cinco partes. Na segunda parte (secc¸a˜o 2) e´
feita uma abordagem a` tecnologia dos WS, com especial eˆnfase para a norma-
lizac¸a˜o no seu desenvolvimento. Na terceira parte (secc¸a˜o 3) sa˜o apresentados
os WS aplicados a` IG, e´ feita uma abordagem a`s normas envolvidas e aos pro-
blemas relacionados com a interoperacionalidade. Na quarta parte (secc¸a˜o 4) e´
apresentado um exemplo pra´tico com o intuito de identificar as necessidades e
desafios no que diz respeito a` interoperacionalidade em geo-web services.
2 Web Services
2.1 Definic¸a˜o
Os WS sa˜o aplicac¸o˜es Web com a capacidade para interagir entre si sem a in-
tervenc¸a˜o do ser humano, permitindo a automatizac¸a˜o de tarefas que so´ podiam
ser feitas atrave´s da interacc¸a˜o dos humanos [5], ou seja, uma norma que de-
fine formas de interacc¸a˜o aplicac¸a˜o – aplicac¸a˜o recorrendo a formatos abertos. A
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utilizac¸a˜o de protocolos normalizados, baseados em XML, proporciona a capaci-
dade de intercaˆmbio de informac¸a˜o entre aplicac¸o˜es em ambientes eminentemente
heteroge´neos.
Os WS aparecem portanto como uma plataforma independente para suporte
ao desenvolvimento de aplicac¸o˜es distribu´ıdas sobre Internet respondendo. A
ideia fundamental centra-se em tornar poss´ıvel a criac¸a˜o de aplicac¸o˜es modulares
com capacidade de auto-descric¸a˜o, para serem integradas na Internet e estarem
acess´ıveis de e em toda a rede.
2.2 XML Web Services
Sendo um WS uma aplicac¸a˜o vocacionada para comunicar com outras, torna-se
necessa´ria a definic¸a˜o de normas que possibilitem essa interacc¸a˜o. Nesta sec-
c¸a˜o va˜o ser apresentados os XML Web Services que sa˜o uma restric¸a˜o aos WS
mencionados na secc¸a˜o 2.1.
A arquitectura dos WS e´ apresentada de forma simplificada e ilustrada na
figura 1. Esta preveˆ o envolvimento de treˆs entidades distintas:
O Fornecedor publica no cata´logo, atrave´s da interface disponibilizada para o
efeito, a existeˆncia de um novo servic¸o.
O Cliente apo´s a consulta do cata´logo e se o servic¸o pretendido for encontrado,
usufrui do mesmo directamente requisitando-o ao fornecedor.
O Cata´logo informa o cliente fornecendo-lhe a descric¸a˜o dos servic¸os e locali-
zac¸a˜o dos mesmos.
Figura 1. Arquitectura dos XML Web Services
A arquitectura apresentada na figura 1 necessita de protocolos que suportem
a comunicac¸a˜o entre as treˆs entidades mencionadas. Esses protocolos, definidos
pelo W3C, sa˜o:
SOAP Simple Object Access Protocol, protocolo de comunicac¸a˜o, baseado em
XML, que permite a troca de mensagens entre aplicac¸o˜es independentemente
do protocolo de transporte utilizado, no entando, no contexto dos WS o
protocolo de transporte utilizado e´ o HTTP. A troca de mensagens e´ feita
num so´ sentido, na˜o existindo a noc¸a˜o de estado.
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WSDL Web Service Definition Language, como o pro´prio nome indica, trata-se
de uma linguagem que permite fazer a descric¸a˜o dos WS, em termos de
me´todos e respectivos paraˆmetros fornecidos pelo WS.
UDDI Universal Description, Discovery and Integration, um servic¸o de registo
e descoberta de WS descritos em WSDL, utilizado para armazenar, fornecer
e devolver informac¸a˜o acerca de WS existentes.
Desta forma o fornecedor de servic¸o pode ser desenvolvido numa qualquer
linguagem de programac¸a˜o, devera´ no entanto, definir a sua interface em WSDL.
Posto isto, e´ necessa´rio que seu o registo no UDDI seja efectuado. Um qualquer
cliente pode enta˜o procurar o servic¸o no ja´ referido UDDI, se o cliente desejar
invocar o servic¸o, devera´ fazeˆ-lo atrave´s da troca de mensagens SOAP.
A desordem no desenvolvimento de WS po˜e em causa o seu grande objectivo
– a interoperacionalidade – e mesmo apesar das recomendac¸o˜es do W3C (World
Wide Web Consortium), os produtores de software comec¸aram a seguir os seus
pro´prios caminhos.
Em 2002, a Web Services Interoperability Organization2(WS-I), uma orga-
nizac¸a˜o que reu´ne os maiores produtores de software, surge com o principal
objectivo de criar uma “linha” orientadora para o desenvolvimento de WS de
maneira a manter a interoperacionalidade, publicando para isso um documento
[2] que consiste numa se´rie de recomendac¸o˜es a adoptar para o desenvolvimento
de WS.
So´ o tempo podera´ dizer se estas recomendac¸o˜es sera˜o de facto seguidas pelos
produtores de software, ou se aparecera˜o outras. No entanto, o importante e´ que
se chegue a um consenso para o desenvolvimento de WS.
3 Geo-Web Services
3.1 Web Services e Informac¸a˜o Geogra´fica
A IG tem vindo a ser coleccionada em formato digital ha´ va´rias de´cadas e os
Sistemas de Informac¸a˜o Geogra´fica (SIG) sa˜o componente essencial na gesta˜o,
manutenc¸a˜o, representac¸a˜o, armazenamento, ana´lise e transformac¸a˜o dessa IG.
A complexidade da IG aliada a´ heterogeneidade de organizac¸o˜es, sistemas e pro-
cessos que a manipulam, dificultam a partilha da mesma que acaba por ficar
tendencialmente confinada ao contexto em que foi produzida. Estas caracter´ısti-
cas causam dificuldades no que diz respeito a` partilha e acesso a` IG em ambientes
distribu´ıdos.
As tecnologias SIG tendem a caminhar no sentido de adquirir capacidades
que permitam a sistemas independentes trocar informac¸a˜o entre si de forma
transparente, apesar de internamente a armazenarem em formatos distintos e
potencialmente incompat´ıveis [1].
O aparecimento dos WS trouxe grandes expectativas no aˆmbito da sua uti-
lizac¸a˜o como forma de valorizac¸a˜o da IG em diversas vertentes. Aos WS podem
2 http://www.ws-i.org/
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ser confiadas diversas func¸o˜es que va˜o desde a localizac¸a˜o de IG relevante ate´
ao encapsulamento de especificidades dessa IG, como sendo por exemplo o sis-
tema de coordenadas em que esta se encontra. Uma valeˆncia que pode vir a ser
conseguida, tem a ver com a partilha da informac¸a˜o no sentido da cooperati-
vidade, isto e´, aproveitando a bi-direccionalidade que os WS oferecem podem
criar-se reposito´rios que permitam na˜o so´ operac¸o˜es de consulta mas tambe´m de
actualizac¸a˜o da IG.
O conso´rcio OpenGIS 3, uma associac¸a˜o sem fins lucrativos, dedicada a pro-
mover novas abordagens, te´cnicas e comerciais, para a interoperacionalidade tem
como objectivo primordial resolver os problemas de partilha de dados e transferir
os sistemas SIG do seu ambiente actual, suportados maioritariamente por ambi-
entes fechados e monol´ıticos, para ambientes suportados por tecnologias abertas
e distribu´ıdas.
Como documento orientador para o desenvolvimento de servic¸os que pro-
movam a interoperacionalidade entre fontes de informac¸a˜o e tecnologias surge
o OpenGIS Reference Model (ORM) [4] que apresenta as linhas orientadoras
para a criac¸a˜o de uma plataforma de trabalho, sobre a qual os implementadores
podem desenvolver aplicac¸o˜es que valorizem a interoperacionalidade da IG.
3.2 OpenGIS Web Services
O desejo da criac¸a˜o de um ambiente distribu´ıdo que promova a ja´ mencionada
interoperacionalidade entre tecnologias e fontes de informac¸a˜o comec¸a antes
mesmo da existeˆncia dos Web Services [6].
Os XML Web Services correspondem a um esforc¸o de normalizac¸a˜o posterior
aos OpenGIS Web Services. Por isso, os Geo-WS na˜o contemplam a auto-descri-
c¸a˜o atrave´s de um documento WSDL, nem os mecanismos de catalogac¸a˜o UDDI
e tambe´m na˜o suportam o encapsulamento das mensagem em SOAP.
As mensagens sa˜o trocadas no protocolo HTTP (atrave´s das operac¸o˜es GET
e POST), com a vantagem de se poderem testar usando um navegador vulgar,
como o Netscape. A auto-descric¸a˜o e´ feita atrave´s de uma operac¸a˜o comum a
todos os Geo-WS, GetCapabilities, que devolve um documento XML. Na˜o
existe a noc¸a˜o de cata´logo para registo dos Geo-WS disponibilizados, semelhante
ao UDDI.
Numa tentativa de criar um modelo conceptual que defina um conjunto de
servic¸os que abranja todas as a´reas da IG, o conso´rcio OpenGIS sugere a criac¸a˜o
de um conjunto de WS, atrave´s dos quais os clientes trocam IG, de acordo
com formatos e protocolos bem definidos. Alguns desses servic¸os ja´ gozam de
um certo consenso, mas outros ainda esta˜o em discussa˜o. Os dois servic¸os mais
dessiminados sa˜o:
Web Mapping Service (WMS) Este servic¸o normaliza o processo de reque-
rer mapas por parte do cliente. Os mapas sa˜o requeridos a um WMS, iden-
tificando um conjunto de camadas e respectivos paraˆmetros necessa´rios a`
3 http://www.opengis.org
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sua visualizac¸a˜o. Na especificac¸a˜o destes servic¸os [8,7] sa˜o definidas treˆs ope-
rac¸o˜es: GetCapabilities que retorna meta-informac¸a˜o do servic¸o, descre-
vendo-o e enumerando os paraˆmetros que este aceita; GetMap que retorna
uma imagem do mapa de acordo com os paraˆmetros especificados no pedido;
GetFeatureInfo trata-se de uma operac¸a˜o opcional que retorna informac¸a˜o
acerca de entidades especificas apresentadas no mapa.
Web Feature Service (WFS) Este servic¸o foi concebido pelo conso´rcioOpen-
GIS para retornar informac¸a˜o geogra´fica discreta, pronta a ser manipu-
lada. A informac¸a˜o retornada e´ codificada em Geographic Markup Language
(GML), sendo o GML uma recomendac¸a˜o do mesmo conso´rcio. E´, como a
maioria dos formatos baseado em XML, preferencialmente utilizada para
transmitir informac¸a˜o entre sistemas ou aplicac¸o˜es diferentes. Este servic¸o
suporta operac¸o˜es de inserc¸a˜o, actualizac¸a˜o, remoc¸a˜o, inque´rito e descoberta
de entidades geogra´ficas. Em resposta aos pedidos efectuados um WFS de-
volve GML, proporcionando ao cliente o processamento dos dados. As ope-
rac¸o˜es definidas para este servic¸o sa˜o: GetCapabilities que retorna meta-
-informac¸a˜o do servic¸o, descrevendo-o e enumerando os paraˆmetros que este
aceita; DescribeFeatureType que permite obter uma descric¸a˜o da estrutura
de cada uma das entidades disponibilizadas; GetFeature retorna a IG pre-
tendida em GML; Transaction trata-se de um pedido que visa modificar o
conteu´do do reposito´rio de IG; LockFeature que permite bloquear o acesso
a uma determinada entidade durante uma transacc¸a˜o.
Os outros servic¸os previstos incluem: Web Coverage Service (WCS), Sensor
Collection Service (SCS), Gazetteer Service, Geocoder Service, Catalog Service,
Geoparser Service, entre outros.
3.3 Terra Service: um servic¸o simultaneamente XWS e WMS
O servic¸o Terra Service, lanc¸ado em 1998 pela Microsoft, TerraServer.com, Com-
paq e USGS, e´ um bom exemplo de um WS bem documentado atrave´s de pu-
blicac¸o˜es, [3], ou no pro´prio s´ıtio 4. Com base em tecnologia Microsoft, tem sido
tambe´m usado para promover as capacidades da plataforma Microsoft .NET
para a concretizac¸a˜o deste tipo de software, quer do lado do servidor quer do
lado do cliente.
Usamos o Terra Server como um exemplo concreto de um servic¸o que dispo-
nibiliza duas interfaces distintas, que apesar de se tratarem ambas de WS, sa˜o
implementadas de acordo com duas normas diferentes:
TerraServer como um XML Web Service Este WS oferece um conjunto
de operac¸o˜es desenhadas sem qualquer crite´rio de uniformizac¸a˜o com ou-
tros servic¸os relacionados com IG. Para saber as operac¸o˜es disponibilizadas,
pode consultar-se o pro´prio servic¸o atrave´s de um documento WSDL. Este
servic¸o pode ser utilizado, por exemplo, atrave´s de um cliente desenvolvido
para o efeito.
4 http://terraserver-usa.com/
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OpenGIS WMS Este WMS obedece a` recomendac¸a˜o do OpenGIS, passando a
disponibilizar uma operac¸a˜o GetCapabilities. Desta forma, utilizando um
qualquer cliente, desenvolvido por uma qualquer entidade, desde que con-
forme com as recomendac¸o˜es do OpenGIS, poder-se-ia manipular e utilizar
a IG fornecida pelo WMS.
No segundo caso, e porque se encontra desenvolvido com base em normas bem
espec´ıficas, atinge-se a barreira da interoperacionalidade, no sentido em que se
preveˆ que todas as entidades conhec¸am a sintaxe da informac¸a˜o. No entanto,
apesar da informac¸a˜o poder ser entendida por todos, sera´ que e´ bem entendida?
Pretende-se introduzir aqui a questa˜o do significado dos dados, ou seja, da sua
semaˆntica.
4 Desafios Semaˆnticos
A utilizac¸a˜o de WS para disponibilizar IG trara´ vantagens importantes, na me-
dida em que vem unificar a forma de aceder a` mesma, na˜o so´ no acesso a mapas
atrave´s dos WMS, mas tambe´m no acesso a entidades atrave´s dos WFS. Ao
encapsular determinadas especificidades da IG, para o consumidor final, deixam
de ter importaˆncia questo˜es como o formato, a fonte, etc...
Apesar estas vantagens constituirem um avanc¸o significativo, pretende-se che-
gar ainda mais longe, minimizando a intervenc¸a˜o humana ao ponto de permitir
que a IG relevante seja encontrada e obtida automaticamente.
Na secc¸a˜o 4.1 aborda-se esta tema´tica recorrendo a um exemplo, que pretende
demonstrar o que ja´ se conseguiu e quais os desafios para o futuro.
4.1 Enunciado do Problema
Tome-se como exemplo a utilizac¸a˜o de dispositivos mo´veis para aceder a IG. Estes
dispositivos precisam de obter informac¸a˜o sobre os locais onde se encontram, para
isso utilizam-se WS espec´ıficos.
Imagine-se que um utente de um servic¸o mo´vel se encontra algures num pa´ıs
A, onde alugou um automo´vel, pretende encontrar o melhor caminho para uma
determinada localidade do pa´ıs vizinho B.
Nesta situac¸a˜o, ha´ alguns cena´rios que se podem trac¸ar:
Dispositivo mo´vel com toda a informac¸a˜o previamente carregada Antes
de viajar, o utente devera´ carregar no dispositivo mo´vel toda a informac¸a˜o
sobre os pa´ıses de destino, o que em dispositivos de capacidade limitada seria
invia´vel.
Acesso a um servic¸o atrave´s da rede GSM Neste caso, o utente na˜o ne-
cessita de armazenar previamente a informac¸a˜o antes de viajar, no entanto
ha´ que ter em conta a necessidade de cobertura GSM e as limitac¸o˜es na
transmissa˜o de dados.
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Acesso a Web Services locais Como temos vindo a mostrar ao longo deste
artigo, os WS oferecem uma camada computacional bem definida. Esta ca-
mada permite que o dispositivo mo´vel possa descarregar informac¸a˜o de um
ou mais WS sobre os pa´ıses A e B5.
Interessa-nos viabilizar este terceiro cena´rio, utilizando a tecnologia dos WS.
Vamos imaginar que existe a informac¸a˜o geogra´fica representada graficamente
na figura 2, assumindo que a aplicac¸a˜o do utente ja´ encontrou e pode aceder a`
informac¸a˜o de dois WS: um com informac¸a˜o do pa´ıs A e outro com informac¸a˜o
do pa´ıs B.
Figura 2. Mapa exemplo
Pretende-se enta˜o saber como pode a aplicac¸a˜o determinar que algo que e´
identificado como “via” pelo WS B, e´ a continuac¸a˜o da “Auto-via” identificada
pelo WS A. Ou como sabe a aplicac¸a˜o que o significado de rio na˜o e´ um via
adequada para o ve´ıculo alugado do utente?
So´ a interpretac¸a˜o humana pode ajudar a perceber que tipo de informac¸a˜o
esta´ dispon´ıvel, eliminando assim duvidas e ambiguidades. Para que a interopera-
cionalidade entre geo-web services seja realmente atingida tem que ser resolvida
esta questa˜o.
Conclui-se que na˜o e´ suficiente a descric¸a˜o retornada pelas operac¸o˜es GetCa-
pabilities ou DescribeFeatureType, e por essa raza˜o ter-se-a´ que recorrer a
um mecanismo que permita compreender o significado dos dados.
4.2 Inclusa˜o de meta-informac¸a˜o
Para ultrapassar esta limitac¸a˜o dos geo-web services, onde falta informac¸a˜o sobre
o significado dos dados, pode comec¸ar-se por utilizar um recurso ja´ previsto no
5 Uma das caracter´ısticas da informac¸a˜o geogra´fica e´ que a mesma existe em mais
abundaˆncia junto ao local a que se refere.
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meta-documento6 que define o formato do documento retornado pela operac¸a˜o
GetCapabilities.
Assim, a informac¸a˜o sobre cada uma das entidades seria estendida com al-
guma informac¸a˜o semaˆntica no campo Keywords.
<FeatureType>
<Name>auto−via</Name>
<Tit l e > . . .</ Ti t l e>
<Abstract > . . .</Abstract>
<Keywords>road</Keywords>
<SRS> . . .</SRS>
<LatLongBoundingBox . . . / >
</FeatureType>




<Tit l e > . . .</ Ti t l e>
<Abstract > . . .</Abstract>
<Keywords>road</Keywords>
<SRS> . . .</SRS>
<LatLongBoundingBox . . . / >
</FeatureType>
Figura 4. Entidade do pa´ıs B tambe´m
como road
Seria de esperar que as outras entidades tambe´m aparecessem marcadas com
o respectivo significado (p.e. railway, river, bridge, etc). No entanto, se falamos
em semaˆntica pode bem colocar-se a questa˜o do significado das Keywords refe-
ridas anteriormente.
Ontologias, precisam-se! Para que estas Keywords funcionem, temos que es-
tabelecer um vocabula´rio onde ocorram palavras cujo significado esta´ bem enten-
dido, e desta feita criar relac¸o˜es entre os termos desse vocabula´rio que permitam
inferir, por exemplo, que um automo´vel pode circular numa ponte rodovia´ria. Na
verdade queremos estabelecer relac¸o˜es entre os termos auto-estrada, estrada, iti-
nera´rio principal, itenera´rio complementar, estrada nacional, estrada municipal,
etc, que permitam inferir que em todos eles pode circular um ve´ıculo automo´-
vel. De igual modo, saber que existem outras vias de comunicac¸a˜o, adequadas a
outros meios...
6 Vamos usar o termo meta-documento para referir um schema.
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Para tal, poder-se ia recorrer a um thesaurus, com a capacidade de relacio-
nar todos os conceitos capturados pela IG. Numa perspectiva mais abrangente
poderia falar-se em ontologia, em vez de thesaurus. Para que isso seja poss´ıvel,
e´ necessa´rio resolver questo˜es que se levantam fundamentalmente a dois n´ıveis:
Metaf´ısico Como conceptualizamos o mundo real e de onde nos vem a percep-
c¸a˜o sobre o mesmo?
Ontolo´gico Que feno´menos teˆm significado e qual e´ esse significado?
Na secc¸a˜o 4.2, ilustramos a vantagem de se usar um thesaurus bem definido,
que se pode utilizar em qualquer geo-web service.
Meta-informac¸a˜o sobre o local Resta ainda mais um atributo Keywords
que se pode associar ao servic¸o (e na˜o a cada uma das entidades). Embora o
aˆmbito da IG disponibilizada esteja devidamente especificado atrave´s do atributo
<LatLongBoundingBox>, este atributo pode usar-se para dar a localizac¸a˜o da
informac¸a˜o, atrave´s do nome do local7.
Neste caso, vamos recorrer a um thesaurus conhecido, que e´ o Getty The-
saurus of Geographic Names dispon´ıvel em http://www.getty.edu/research/
conducting_research/vocabularies/tgn/.
A vantagem de usar este vocabula´rio garante que todos podem entender o que
significa o termo utilizado para descrever a localizac¸a˜o. No nosso caso, podemos
especificar que a informac¸a˜o se refere a` cidade de Braga, utilizando a hierarquia
em que a cidade (e na˜o o distrito) aparece no referido thesaurus, da seguinte
forma:
<Serv ice>
<Name>GeoServer do Lab de SIG do DI da UMINHO</Name>
<Tit l e>Teste e Implementacao de OpenGIS Web Serv i c e s </Ti t l e>
<Abstract>









Utilizamos o prefixo TGN/ para lembrar que este conceito se refere a um
termo do referido thesaurus.
7 Pode-se sempre recorrer aos servic¸os complementares, Geocoding e Gazetteer, para
converter nomes para coordenadas e vice-versa.
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4.3 Recurso a meta-informac¸a˜o externa
A informac¸a˜o geogra´fica disponibilizada pelos dois web services do exemplo refe-
rido na secc¸a˜o 4.1, podera´ ja´ estar catalogada. A meta-informac¸a˜o desses recursos
tambe´m nos parece ser um local interessante para registar informac¸a˜o semaˆntica.
Neste artigo, vamo-nos referir aos atributos existentes na norma de meta-in-
formac¸a˜o geogra´fica ISO 19155, [10], para caracterizar a semaˆntica dos dados.
Note-se que esta informac¸a˜o se refere, tipicamente, a um dataset. Um dataset
podera´ conter informac¸a˜o sobre muitas entidades diferentes (rios, rede via´ria,
limites administrativos, hidrografia, altimetria, etc). Neste contexto estamos in-
teressados em meta-informac¸a˜o associada apenas a um tipo de entidade, a infor-
mac¸a˜o do mesmo tipo.
Na referida norma, as caracter´ısticas semaˆnticas sa˜o registadas atrave´s de
descriptiveKeywords, do tipo MD_Keywords.
descritiveKeywords e´ uma lista de termos a` qual se pode associar a pro-
venieˆncia (o vocabula´rio). O recurso a um vocabula´rio fechado, com significado
bem definido, e´ a forma mais conveniente para caracterizar a semaˆntica.










<t i t l e >Getty Thesaurus o f Geographic Names</ t i t l e >











<t i t l e >
New Ontology o f Geographic In format ion Concepts
</ t i t l e >
<ed i t i on>Not ( yet ) ava i l ab l e </ed i t i on>
</thesaurusName>
</descr ipt iveKeywords>
( . . . )
<spat ia lRepresentat ionType>
<MD SpatialRepresentationTypeCode CodeList>
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vec to r
</MD SpatialRepresentationTypeCode CodeList>
</spat ia lRepresentat ionType>
( . . . )
<topicCategory>
<MD TopicCategoryCode CodeList>
t r an spo r t a t i on
</MD TopicCategoryCode CodeList>
</topicCategory>
5 Concluso˜es e Trabalho Futuro
Os WS veˆem trazer um contributo fundamental a` IG, na medida em que per-
mitem criar sobre a mesma, simultaneamente um n´ıvel de encapsulamento e
oferecem uma forma uniformizada de aceder a essa informac¸a˜o.
Neste artigo sa˜o identificados dois problemas.
Em primeiro lugar, dado que estes Geo-Web Services surgiram ao mesmo
tempo que os pro´prios Web Services, seguiram uma orientac¸a˜o que na˜o e´ con-
forme a` recomendac¸a˜o XML Web Services, actualizada pelo conso´rcio WS-I, [2].
Os Geo-Web Services na˜o usam SOAP, na˜o usam WSDL nem o UDDI. Utilizam
o protocolo HTTP e definem operac¸o˜es espec´ıficas sobre o pro´prio servic¸o.
O segundo problema, que so´ faz sentido tentar resolver apo´s ter sido criada
esta plataforma de Geo-WS, esta´ relacionado com o suporte a` interoperaciona-
lidade dos servic¸os com base na localizac¸a˜o e que precisam de recorrer a novas
fontes de dados geogra´ficos (a descobrir e a explorar em tempo real), com a mı´-
nima intervenc¸a˜o humana. Argumentamos que esta interoperacionalidade so´ e´
poss´ıvel atingir se incluirmos mecanismos que caracterizem a semaˆntica da infor-
mac¸a˜o. Apontamos dois caminhos para isso. Uma possibilidade passa pela inclu-
sa˜o de meta-informac¸a˜o nos pro´prios Geo-Web Services, explorando o atributo
<Keyword> ja´ existente. Outra possibilidade passa pela existeˆncia de meta-infor-
mac¸a˜o externa associada a`(s) entidade(s) que se pretendam conhecer. Sugere-se
a utilizac¸a˜o da norma ISO 19115 para descrever externamente a informac¸a˜o ge-
ogra´fica, e exemplifica-se a utilizac¸a˜o dos atributos <descriptiveKeywords>. Em
ambos os casos, a soluc¸a˜o peca pela falta de uma ontologia que nos defina os ter-
mos e respectivas relac¸o˜es que representam conceitos da informac¸a˜o geogra´fica.
Uma vez que esta˜o envolvidas questo˜es metaf´ısicas e ontolo´gicas, na˜o sera´ fa´cil
produzir uma tal ontologia. Naturalmente que a urgeˆncia e necessidade de cria-
c¸a˜o da mesma justifica a tentativa de a desenvolver a mesma em determinados
domı´nios ou no aˆmbito de determinadas comunidades de utilizadores, onde seja
mais fa´cil obter consensos.
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Resumo A maior parte das linguagens XML apenas exprime informa-
c¸a˜o textual, com deficientes ou inexistentes capacidades de representac¸a˜o
gra´fica. Por esse motivo a W3C[1] desenvolveu o SVG[2] (Scalar Vector
Graphics), e tornou “gra´fico” o XML. As potencialidades gra´ficas, a ex-
pansibilidade e flexibilidade inerente a qualquer linguagem XML, e a
possibilidade de publicac¸a˜o directa na web, fizeram do SVG a linguagem
ideal para criac¸a˜o e publicac¸a˜o de conteu´dos com qualidade gra´fica exce-
lente e imuta´vel, independente do tamanho da janela do browser ou da
resoluc¸a˜o do monitor.
Este artigo relata os resultados de um trabalho em desenvolvimento[3],
que visou a criac¸a˜o de duas aplicac¸o˜es pra´ticas de SVG: para criac¸a˜o
automatizada de apresentac¸o˜es ou slides on-line (SVG WebSlide), e para
a criac¸a˜o automatizada de relato´rios on-line com gra´ficos de dados esta-
t´ısticos (SVG WebChart). Ambas as aplicac¸o˜es motivaram a criac¸a˜o de
duas novas linguagens XML: Presentation Markup Language como XML
para slides de apresentac¸o˜es; e Workbook Markup Language como XML
para gra´ficos de dados.
Palavras Chave: XML, SVG, slides, gra´ficos estat´ısticos, Presentati-
onML, WorkbookML
1 Introduc¸a˜o
SVG significa Scalable Vector Graphics (Gra´ficos Vectoriais Escala´veis):
– Gra´ficos: A maioria das linguagens XML apenas exprime informac¸a˜o tex-
tual, com deficientes ou inexistentes, capacidades de representac¸a˜o gra´fica.
Por esse motivo a W3C desenvolveu o SVG, e tornou “gra´fico” o XML.
– Vectoriais: Actualmente existem dois tipos de gra´ficos: raster e vectorial.
Os gra´ficos do tipo raster baseiam-se nos pixels para representar a imagem,
enquanto que os gra´ficos vectoriais sa˜o compostos por pol´ıgonos, linhas, pon-
tos e curvas. Estes u´ltimos podem tambe´m incluir imagens do tipo raster.
Uma das grandes vantagens dos gra´ficos vectoriais e´ o facto de estes na˜o
sofrerem efeito de aliasing.
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– Escala´veis: Escalamento e´ o acto de aumentar ou diminuir de forma uni-
forme. Em termos gra´ficos isto significa que um objecto SVG na˜o se encontra
limitado ao tamanho fixo de um pixel. Isto e´, podemos aumentar ou diminuir
uniformemente um objecto SVG sem que este perca definic¸a˜o gra´fica. Uma
das outras vantagens do SVG e´ o facto de podermos reutilizar objectos SVG
dentro de um novo objecto SVG, escalando-os.
O conjunto destes treˆs conceitos define as capacidades do SVG e justifica a sua
criac¸a˜o como a tecnologia de gra´ficos para a World Wide Web.
A aplicac¸a˜o directa do SVG e´ a representac¸a˜o gra´fica de algo. No entanto,
desta representac¸a˜o podem surgir diversas ideias, tais como:
– Desenhos e animac¸o˜es em pa´ginas web;
– Exemplos interactivos educativos;
– Slides de apresentac¸o˜es;
– Pesquisa virtual de edif´ıcios e interiores de andares;
– Mapas geogra´ficos;
– Representac¸a˜o gra´fica de tabelas de dados estat´ısticos;
– Entre outros...
O objectivo deste trabalho e´ uma proposta de aplicac¸o˜es simples em SVG,
com algumas sugesto˜es ou propostas de linguagens de marcac¸a˜o para determi-
nadas a´reas de aplicac¸a˜o. Foram desenvolvidas duas aplicac¸o˜es pra´ticas do SVG,
visando:
– a criac¸a˜o automatizada de slides de apresentac¸o˜es (SVG WebSlide)
– e a criac¸a˜o automatizada de representac¸o˜es gra´ficas de tabelas unidimensio-
nais de dados estat´ısticos (SVG WebChart).
Para ambas as aplicac¸o˜es foram desenvolvidas novas linguagens XML que
compo˜em documentos que sa˜o processados via XSLT, usando o processador Sa-
xon[4]. Toda a documentac¸a˜o, aplicac¸o˜es SVG e demonstrac¸o˜es on-line, encontram-
se dispon´ıveis em: http://lpf-esi.fe.up.pt/~ped.
2 SVG WebSlide: criac¸a˜o de slides
Uma das aplicac¸o˜es pra´ticas que surgiu muito naturalmente, foi a elaborac¸a˜o
de slides em SVG. As potencialidades gra´ficas e a possibilidade de publicac¸a˜o
directa na Internet, sa˜o duas caracter´ısticas que criam condic¸o˜es fanta´sticas para
a construc¸a˜o de slides e a sua publicac¸a˜o imediata na web, com caracter´ısticas
de imagens vectoriais. Assim nasceu o SVG WebSlide.
Com esta aplicac¸a˜o pretende-se automatizar o processo de criac¸a˜o de uma
apresentac¸a˜o dentro de moldes personaliza´veis por parte dos utilizadores, atrave´s
do uso de CSS[5], em que o primeiro e u´ltimo slide da apresentac¸a˜o sa˜o gerados
automaticamente, assim como um sistema de navegac¸a˜o entre slides.
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2.1 Presentation Markup Language
A criac¸a˜o de slides em SVG, usando a pro´pria linguagem do SVG, e´ um pouco
entediante e complexa, obrigando o utilizador a ter conhecimentos algo profundos
sobre determinados objectos SVG, propriedades e definic¸o˜es. Sendo assim, e para
facilitar a construc¸a˜o de slides, optou-se pela criac¸a˜o de uma nova linguagem
XML mais simples e intuitiva.
Foi realizada uma pesquisa na Internet, procurando saber se ja´ existia uma
linguagem XML pro´pria para slides. De facto existe e chama-se SlideML[6]. No
entanto, esta linguagem encontra-se ainda em desenvolvimento (na˜o existe sequer
uma DTD), e a sua definic¸a˜o e´ demasiado complexa para a aplicac¸a˜o simples que
se procurava implementar. Sendo assim optou-se por criar uma nova linguagem
XML para slides, a que se deu o nome de PresentationML. O seu conjunto de
etiquetas de marcac¸a˜o consiste no seguinte:
2.2 Conversa˜o do PresentationML em SVG
A transformac¸a˜o de PresentationML para SVG e´ feita atrave´s de uma sty-
lesheet (WebSlide.XSL). Esta funciona recorrendo a chamadas de templates pre´-
definidos, ou aplicando templates para os elementos identificados. Quando um
elemento de PresentationML e´ detectado, este e´ substitu´ıdo por um conjunto
de marcac¸o˜es SVG. O utilizador na˜o necessita de se preocupar com o slide de
rosto e o u´ltimo de agradecimento, uma vez que estes sa˜o gerados automatica-
mente. No processo de conversa˜o existem 3 aspectos interessantes que merecem
ser mencionados:
– a necessidade de se criarem va´rios documentos SVG (um para cada slide);
– um mecanismo de navegac¸a˜o entre os slides;
– posicionamento dos elementos gra´ficos no slide.
Para a criac¸a˜o de va´rios documentos, para cada slide e´ definido um novo
ficheiro de sa´ıda dentro da pasta onde estes sa˜o guardados, com o nome “slide”
+ posic¸a˜o do no´ slide +“.svg”. Deste modo, sa˜o sequencialmente criados ficheiros
slideX.svg.
Para o mecanismo de navegac¸a˜o foram definidas algumas varia´veis que cap-
turavam as posic¸o˜es dos no´s slide. Uma vez que o nome dos slides se baseava na
posic¸a˜o, seria apenas necessa´rio adicionar 1 a` posic¸a˜o corrente para avanc¸ar, e
subtrair 1 para recuar na apresentac¸a˜o.
O posicionamento dos elementos gra´ficos e´ realizado de modo diferente con-
soante o elemento em causa e´ texto ou uma imagem/forma geome´trica. O texto
em SVG utiliza atributos x, y, dx e dy que permitem posicionar o texto no slide
de modo absoluto ou em relac¸a˜o ao u´ltimo posicionamento de texto. As imagens
ou formas geome´tricas sa˜o posicionadas de modo absoluto usando os atributos
x e y.
A versa˜o integral desta stylesheet pode ser vista em: http://lpf-esi.fe.
up.pt/~ped/down.html.
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1 Elemento: presentation : Delimita um conjunto de slides.
2 Atributos:
3 title: tı´tulo da apresentac¸~ao.
4 subtitle: subtı´tulo da apresentac¸~ao.
5 author: autor(es) da apresentac¸~ao.
6 date: data em que foi feita, ou vai ser apresentada.
7 organization: instituic¸~ao ou organizac¸~ao a que o(s) autor(es) pertence(m).
8 dir: directo´rio no qual ir~ao ser criados os slides em SVG.
9 Elemento: slide : Define um slide.
10 Atributos:
11 subtitle: tı´tulo do slide.
12 Elemento: tline : Linha de texto.
13 Elemento: blist : Lista de itens.
14 Elemento: bitem : Item de uma lista.
15 Elemento: link : Enderec¸o URL/URI.
16 Atributos:
17 url: enderec¸o.
18 Elemento: image : imagem do tipo JPG ou PNG ou SVG.
19 Atributos:
20 x: posic¸~ao no eixo das abcissas.
21 y: posic¸~ao no eixo das ordenadas.
22 width: largura da imagem.
23 height: altura da imagem.
24 url: enderec¸o da imagem.
25 Elemento: code : Excerto de um programa ou rotina de co´digo.
26 Elemento: br : Nova linha de texto.
27 Elemento: paint : Pinta o texto com uma determinada cor.
28 Atributos:
29 color: cor em hexadecimal ou em rgb.
30 Elemento: space : Espac¸amento ou afastamento.
31 Atributos:
32 n: posic¸~ao de afastamento em relac¸~ao a` margem esquerda.
33 Elemento: b : Negrito. i : Ita´lico. u : Sublinhado.
Tabela 1. Conjunto de etiquetas de marcac¸a˜o PresentationML.
XATA 2004 — SVG WebSlide & SVG WebChart 105
1 <!-- PRESENTATION : elemento raı´z do documento -->
2 <!ELEMENT presentation (slide)+>
3 <!ATTLIST presentation title CDATA #REQUIRED>
4 <!ATTLIST presentation date CDATA #REQUIRED>
5 <!ATTLIST presentation author CDATA #REQUIRED>
6 <!ATTLIST presentation subtitle CDATA #IMPLIED>
7 <!ATTLIST presentation organization CDATA #IMPLIED>
8 <!ATTLIST presentation dir CDATA #IMPLIED>
9 <!-- SLIDE : slide -->
10 <!ELEMENT slide (tline | blist | bitem | link | image | code | br | paint |
11 space | b | i | u)+>
12 <!ATTLIST slide subtitle CDATA #REQUIRED>
13 <!-- TLINE : linha de texto -->
14 <!ELEMENT tline ( #PCDATA | link | code | br | paint | space | b | i | u )*>
15 <!-- BLIST : lista de itens -->
16 <!ELEMENT blist (bitem)+>
17 <!-- BITEM : item de uma lista -->
18 <!ELEMENT bitem ( #PCDATA | link | code | br | paint | space | b | i | u)*>
19 <!-- LINK : enderec¸o URI / URL -->
20 <!ELEMENT link (#PCDATA)>
21 <!ATTLIST link url CDATA #REQUIRED>
22 <!-- IMAGE : imagem -->
23 <!ELEMENT image EMPTY>
24 <!ATTLIST image x CDATA #REQUIRED>
25 <!ATTLIST image y CDATA #REQUIRED>
26 <!ATTLIST image width CDATA #REQUIRED>
27 <!ATTLIST image height CDATA #REQUIRED>
28 <!ATTLIST image url CDATA #REQUIRED>
29 <!-- CODE : rotinas de co´digo -->
30 <!ELEMENT code ( #PCDATA | br | paint | space | b | i | u)*>
31 <!-- BR : nova linha de texto -->
32 <!ELEMENT br EMPTY>
33 <!-- PAINT : pinta texto com uma determinada cor -->
34 <!ELEMENT paint ( #PCDATA | link | code | br | paint | space | b | i | u)*>
35 <!ATTLIST paint color CDATA #REQUIRED>
36 <!-- SPACE : espac¸amento -->
37 <!ELEMENT space EMPTY>
38 <!ATTLIST space n CDATA #REQUIRED>
39 <!-- B : negrito -->
40 <!ELEMENT b (#PCDATA | link | code | br | paint | space | i | u)*>
41 <!-- I : ita´lico -->
42 <!ELEMENT i (#PCDATA | link | code | br | paint | space | b | u)*>
43 <!-- U : sublinhado -->
44 <!ELEMENT u (#PCDATA | link | code | br | paint | space | b | i)*>
Tabela 2. Document Type Definition do PresentationML
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2.3 Exemplos de apresentac¸o˜es criadas pelo SVG WebSlide
Vejamos um exemplo de uma apresentac¸a˜o com um u´nico slide em Presentati-
onML:
1 <presentation title="Exemplo do WebSlide"
2 author="Helder Ferreira"
3 date="13-Nov-2003"
4 organization="PED / MEI / FEUP">
5 <slide subtitle="Slide criado por este programa">















Tabela 3. Exemplo de um documento PresentationML
A figura seguinte mostra o slide que foi gerado a partir do documento da
tabela 3.
Figura 1. Slide gerado pelo SVG WebSlide
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Outros exemplos podem ser vistos na pa´gina web do SVG WebSlide, ou
mesmo testados, usando a demonstrac¸a˜o on-line em: http://lpf-esi.fe.up.
pt/~ped.
3 SVG WebChart: criac¸a˜o de gra´ficos de tabelas de dados
O SVG WebChart e´ uma aplicac¸a˜o cujo objectivo e´ a gerac¸a˜o automatizada
de gra´ficos em SVG, a partir de tabelas de dados, definidos atrave´s de uma
linguagem XML (WorkbookML), baseada no XML do Microsoft Excel. Esta
aplicac¸a˜o apenas suporta tabelas de dados no formato descric¸a˜o, dado. Isto e´,
tabelas do tipo:
Venda de Livros num ano Categoria Valor Policial 1.051.234 Romance 2.345.678
Poesia 345.893 Escolar 5.235.623 Tabela 4: Exemplo de tabela pass´ıvel de ser re-
presentada pelo SVG WebChart.
Venda de Livros num ano
Categoria Valor
Policial 1 051 234
Romance 2 345 678
Poesia 345 893
Escolar 5 235 623
Tabela 4. Exemplo de tabela passivel de ser representada pelo SVG WebChart
Isto deve-se ao facto de ser necessa´ria uma grande complexidade nos ca´lculos
matema´ticos que calculam o posicionamento dos elementos gra´ficos, legendas,
etc. Uma vez que o objectivo do trabalho era apenas concretizar representac¸o˜es
simples de gra´ficos estat´ısticos, optou-se pelo uso de tabelas com apenas uma
se´rie de valores.
O WebChart suporta diferentes tipos de gra´ficos: Barras, Pontos ou Linhas.
E suporta diferentes tipos de direcc¸o˜es dos gra´ficos: Vertical (0o de orientac¸a˜o)
ou Horizontal (90o de orientac¸a˜o). Nota: Assume-se que a posic¸a˜o natural de um
gra´fico de dados e´ a posic¸a˜o vertical.
3.1 WorkBook Markup Language
A criac¸a˜o de gra´ficos em SVG, usando a pro´pria linguagem do SVG, e´ algo
complexa porque exige um elevado nu´mero de ca´lculos, escalamentos, translac¸o˜es
e rotac¸o˜es de objectos SVG.
Para na˜o obrigar o utilizador a ter conhecimentos profundos sobre determi-
nados objectos SVG, propriedades e definic¸o˜es, criou-se o SVGWebChart, e uma
linguagem XML mais simples e intuitiva.
Uma vez que a folha de ca´lculo actualmente mais usada e´ o Microsoft Excel,
optou-se por estudar o ficheiro XML gerado pelo mesmo quando se cria uma
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tabela de dados. No entanto, o documento XML gerado pelo Excel e´ mais vo-
cacionado para descrever visualmente a a´rea de trabalho da aplicac¸a˜o e por isso
conte´m demasiadas etiquetas de marcac¸a˜o desnecessa´rias, tendo em conta o que
se pretendia neste trabalho. Sendo assim, optou-se por criar uma nova linguagem
XML para gra´ficos, baseada no XML do Microsoft Excel, a que se deu o nome
de WorkbookML. O seu conjunto de etiquetas de marcac¸a˜o consiste no seguinte:
1 Elemento: Workbook : Delimita um conjunto de gra´ficos.
2 Atributos:
3 * name: tı´tulo do conjunto de gra´ficos.
4 * subtitle: subtı´tulo do conjunto de gra´ficos.
5 * logo: eventual logotipo de um relato´rio estatı´stico.
6 * logow: largura do logotipo.
7 * logoh: altura do logotipo.
8 * dir: directo´rio no qual ir~ao ser criados os gra´ficos em SVG.
9 Elemento: DocumentProperties : Define meta-informac¸~ao do documento de gra´ficos.
10 Elemento: Author : Autor do documento.
11 Elemento: Created : Data/Hora de criac¸~ao do documento.
12 Elemento: Company : Instituic¸~ao/Organizac¸~ao a` qual o autor pertence.
13 Elemento: Version : Vers~ao do documento.
14 Elemento: Worksheet : Definic¸~ao de uma folha de dados estatı´sticos.
15 Atributos:
16 * name: tı´tulo do gra´fico de dados.
17 * orientation: orientac¸~ao do gra´fico (vertical -- 0o, horizontal -- 90o).
18 * type: tipo de gra´fico: (barras - bars, pontos - points e linhas -- lines).
19 Elemento: Table : Define um gra´fico/tabela de dados.
20 Elemento: Caption : Legendas dos eixos do gra´fico.
21 Elemento: Row : Linha da tabela de dados.
22 Elemento: Cell : Coluna da tabela de dados.
23 Elemento: Data : Dados da tabela.
24 Atributos:
25 * type: tipo de dado (string ou number).
Tabela 5. Conjunto de etiquetas de marcac¸a˜o WorkbookML
3.2 Conversa˜o de WorkbookML em SVG
A transformac¸a˜o de WorkbookML para SVG e´ feita atrave´s de uma stylesheet
(WebChart.XSL).
Uma vez que o sistema de coordenadas do SVG e´ complexo, assim como os
ca´lculos necessa´rios para construir o gra´fico, optou-se por desenha´-lo na horizon-
tal. Posteriormente, aplicam-se operac¸o˜es de translac¸a˜o e rotac¸a˜o para colocar o
gra´fico desenhado no local pretendido (centro do slide). Seja qual for a orientac¸a˜o
e o tipo de gra´fico, e´ sempre necessa´rio determinar:
– a largura de cada barra que forma o gra´fico (mesmo nos gra´ficos de pontos,
pois estes tambe´m sa˜o formados por rectaˆngulos, mas com uma a´rea menor).
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1 <!-- WORKBOOK : elemento raı´z do documento -->
2 <!ELEMENT Workbook (DocumentProperties, Worksheet+)>
3 <!ATTLIST Workbook name CDATA #REQUIRED>
4 <!ATTLIST Workbook subtitle CDATA #REQUIRED>
5 <!ATTLIST Workbook logo CDATA #IMPLIED>
6 <!ATTLIST Workbook logow CDATA #IMPLIED>
7 <!ATTLIST Workbook logoh CDATA #IMPLIED>
8 <!ATTLIST Workbook dir CDATA #IMPLIED>
9 <!-- DOCUMENTPROPERTIES : meta-informac¸~ao do documento -->
10 <!ELEMENT DocumentProperties (Author, Created, Company, Version)>
11 <!-- AUTHOR : autor do documento -->
12 <!ELEMENT Author (#PCDATA)>
13 <!-- CREATED : data/hora da criac¸~ao do documento -->
14 <!ELEMENT Created (#PCDATA)>
15 <!-- COMPANY : instituic¸~ao ou organizac¸~ao a` qual o autor pertence -->
16 <!ELEMENT Company (#PCDATA)>
17 <!-- VERSION : vers~ao do documento -->
18 <!ELEMENT Version (#PCDATA)>
19 <!-- WORKSHEET : folha de dados estatı´sticos -->
20 <!ELEMENT Worksheet (Table)>
21 <!ATTLIST Worksheet name CDATA #REQUIRED>
22 <!ATTLIST Worksheet orientation (0 | 90) #REQUIRED>
23 <!ATTLIST Worksheet type (bars | lines | points) #REQUIRED>
24 <!-- TABLE : tabela de dados -->
25 <!ELEMENT Table (Caption, Row+)>
26 <!-- CAPTION : legenda dos eixos -->
27 <!ELEMENT Caption (Cell)+>
28 <!-- ROW : linha da tabela de dados -->
29 <!ELEMENT Row (Cell)+>
30 <!-- CELL : coluna da tabela de dados -->
31 <!ELEMENT Cell (Data)>
32 <!-- DATA : dados -->
33 <!ELEMENT Data (#PCDATA)>
34 <!ATTLIST Data type (Number | String) #REQUIRED>
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– a barra com valor mais elevado (para que se possam escalar todos os objectos
SVG, principalmente os eixos e o texto);
A versa˜o integral desta stylesheet pode ser vista em: http://lpf-esi.fe.
up.pt/~ped/down.html.
3.3 Exemplos de apresentac¸o˜es criadas pelo SVG WebChart
Um exemplo de um documento WorkbookML bem-formado e va´lido seria:
1 <Workbook name="Relato´rio Anual do Restaurante «Tripas a` Moda do Porto»"
2 subtitle="Ano 2003">
3 <DocumentProperties>
4 <Author>Helder Filipe P.C. Ferreira</Author>
5 <Created>27-12-2003</Created>
6 <Company>PED / MEI / FEUP</Company>
7 <Version>1.0</Version>
8 </DocumentProperties>




13 <Cell><Data type="String">Pratos de Carne</Data></Cell>
14 <Cell><Data type="String">No de refeic¸~oes servidas</Data></Cell>
15 </Caption>
16 <Row>






















A figura seguinte mostra o gra´fico que foi gerado a partir do documento da
tabela 7.
Outros exemplos podem ser vistos na pa´gina web do SVG WebChart, ou
mesmo testados, usando a demonstrac¸a˜o on-line em: http://lpf-esi.fe.up.
pt/~ped.
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Figura 2. Gra´fico gerado pelo SVG WebChart
4 Modo de funcionamento das aplicac¸o˜es
Foram desenvolvidos dois programas de linha de comando, que realizam todas as
operac¸o˜es necessa´rias a` transformac¸a˜o de PresentationML ou WorkbookML em
SVG. Estes programas foram desenvolvidos em Perl [7], e recorrem ao proces-
sador XSLT, Saxon. Para se usar o Saxon e´ necessa´rio possuir o Microsoft Java
Virtual Machine [8] instalado. Para que se possam visualizar os slides criados,
e´ recomendado o plugin da Adobe - SVG Viewer, e o uso do browser Internet
Explorer. As sintaxes de comando sa˜o da forma: webslide.exe exemplo.xml e
webchart.exe -help . Cada um dos programas realiza a seguinte sequeˆncia de
operac¸o˜es:
– Leitura do documento PresentationML ou WorkbookML.
– Testa a presenc¸a do elemento ra´ız: Presentation ou Workbook.
– Usa o mo´dulo de Perl, XML::Parser[9] para validar o documento XML.
– Pesquisa pelo atributo dir do elemento Presentation ou Workbook, de modo
a descobrir qual a pasta onde os slides devem ser criados. Se o atributo
na˜o tiver sido colocado ou estiver em branco, ele assume por defeito que
a pasta denomina-se “slides”, no caso do WebSlide, ou “charts”, no caso do
WebChart.
– Cria a pasta para guardar os ficheiros criados.
– Modifica todos os enderec¸os para ficheiros externos, de modo a que estes
incluam a refereˆncia para o directo´rio onde va˜o ser criados os slides.
– Copia o ficheiro CSS e imagens que sa˜o usadas na apresentac¸a˜o para esse
directo´rio.
– Utiliza o Saxon para realizar a transformac¸a˜o com o WebSlide.XSL ou o
Webchart.XSL[10].
– Cria os slides e retorna sucesso ao autor.
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5 Concluso˜es e Perspectivas Futuras
O desenvolvimento destas duas aplicac¸o˜es veio:
– Facilitar a criac¸a˜o de apresentac¸o˜es on-line, com uma qualidade vectorial, e
por essa raza˜o leg´ıveis e acess´ıveis em qualquer resoluc¸a˜o ou tamanho;
– Simplificar a criac¸a˜o de apresentac¸o˜es em SVG e permitir a reutilizac¸a˜o de
slides entre apresentac¸o˜es, uma vez que basta um simples copy & paste de
uma apresentac¸a˜o para outra.
– Facilitar a criac¸a˜o de gra´ficos de dados estat´ısticos, embora ainda limitados
na dimensionalidade das tabelas.
– Estabelecer uma proposta de linguagens de marcac¸a˜o XML para a criac¸a˜o de
slides e de gra´ficos, que ate´ ao momento, ou eram inexistentes ou demasiado
complexas.
– Fornecer meios de transformac¸a˜o SVG de distribuic¸a˜o gratuita.
Actualmente estas aplicac¸o˜es encontram-se na versa˜o 1.0, e com algumas li-
mitac¸o˜es, principalmente o SVG WebChart. Planeia-se no futuro, melhorar as
capacidades de ambas as aplicac¸o˜es. Para o SVG WebSlide, preveˆ-se um me-
lhoramento na quantidade de objectos a suportar, assim como um aumento no
grau de personalizac¸a˜o dos slides. Para o SVG WebChart, preveˆ-se um aumento
do tipo de gra´ficos a suportar, assim como o suporte para tabelas de dados
multidimensionais.
Refereˆncias
[1] World Wide Web Consortium (W3C) - http://www.w3c.org.
[2] Scalable Vector Graphics (SVG) - http://www.w3.org/Graphics/SVG.
[3] SVG WebSlide e SVG WebChart - http://lpf-esi.fe.up.pt/~ped.
[4] Saxon - http://saxon.soundforge.net/.
[5] Cascading Style Sheet (CSS) - http://www.w3.org/Style/CSS/.
[6] SlideML - http://www.slideml.org.
[7] Practical Extraction and Report Language (Perl) - http://www.perl.org
e http://www.perl.com.
[8] Microsoft Java Virtual Machine - http://java-virtual-machine.net/
download.html.
[9] XML::Parser - http://search.cpan.org/~msergeant/XML-Parser-2.34/
Parser.pm.




Aplicac¸o˜es e Intercaˆmbio de
Informac¸a˜o

Desenvolvimento Estruturado de Aplicac¸o˜es
Web com Cocoon
Ma´rcio Ferreira, Joa˜o Pias, Ce´lio Abreu, and Rui Alberto Golc¸alves
PT inovac¸a˜o — {jpias,celio,rui-l-goncalves}@ptinovacao.pt
Telbit — mferreira@telbit.pt
Resumo Pretende-se com este documento apresentar os principais con-
ceitos utilizados na framework de publicac¸a˜o Apache Cocoon. Na˜o e´ pre-
tendido explanar de forma detalhada a framework, mas sim apresentar
as metodologias subjacentes a` tecnologia.
1 Introduc¸a˜o
Inicialmente a WWW1 foi criada como um meio de publicac¸a˜o de conteu´dos es-
ta´ticos. No entanto o conteu´do que e´ devolvido por um servidor aplicacional na˜o
necessita de ser obrigatoriamente esta´tico, podera´ ser o resultado da execuc¸a˜o
de um programa, produzindo respostas de forma dinaˆmica.
O Apache Cocoon e´ uma framework de publicac¸a˜o, desenvolvida na lingua-
gem Java, baseado na Servlet API, podendo ser instalado em qualquer servlet
container, elevando a utilizac¸a˜o das tecnologias XML2 e XSLT3 para um novo
n´ıvel no desenvolvimento de aplicac¸o˜es Web. As aplicac¸o˜es desenvolvidas nesta
framework sa˜o de grande performance e escalabilidade, pois baseiam-se no enca-
deamento de eventos SAX4 e mecanismos de cache, diminuindo assim os tempos
de resposta. Os custos de desenvolvimento e manutenc¸a˜o sa˜o tambe´m mais re-
duzidos por existir uma separac¸a˜o clara entre lo´gica e apresentac¸a˜o.
Esta framework e´ baseada em componentes, sendo por isso bastante modular.
Como esses componentes geram e/ou consomem eventos SAX, podem ser enca-
deados numa sequeˆncia para produzir os resultados pretendidos. Uma cadeia de
componentes e´ designada por pipeline. O conceito de pipeline e´ semelhante ao
conceito ja´ existente nos sistemas unix, mas nos pipelines do cocoon sa˜o passados
eventos SAX. Existe um conjunto de componentes gene´ricos prontos a ser utili-
zados num pipeline, no entanto o programador e´ livre de criar os seus pro´prios
componentes para tarefas mais espec´ıficas.
2 Sitemap
O sitemap e´ o ficheiro de configurac¸a˜o principal do cocoon, pois e´ onde se de-
fine o fluxo de uma determinada aplicac¸a˜o. Conforme a figura1 que se segue,
1 World Wide Web
2 eXtended Markup Language
3 eXtensible Stylesheet Language
4 Simple Api for XML
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o sitemap esta´ dividido em duas secc¸o˜es, componentes e pipelines, dos quais
passaremos a falar. Definem-se pipelines para cada tipo de operac¸a˜o que se
pretenda realizar, o fluxo dentro de um pipeline e´ bem definido e e´ determi-
nado pelos matchers, estes componentes permitem encaminhar o fluxo mediante
as necessidades da aplicac¸a˜o. No exemplo apresentado apenas existe um pipe-
line com um matcher, desta forma sempre que exista um pedido, por exemplo,
http://servidor/cocoon/sendmail, o matcher encaminha o processamento para o
bloco correspondente, permitindo assim que a tarefa para a qual foi desenvolvida
seja realizada.
Figura 1. Funcionamento de um Pipeline
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2.1 Componentes
Um componente e´ um bloco de software que pode ser combinado com outros
de forma a realizar a tarefa que se pretende. Na secc¸a˜o dos componentes sa˜o
declarados todos os componentes necessa´rios para a construc¸a˜o dos pipelines.
Sa˜o geridos pelo Avalon Excalibur Component Manager, o qual e´ responsa´vel
pela gesta˜o das pools, configurac¸a˜o e parametrizac¸a˜o dos mesmos.
Generators Este componente aceita qualquer coisa a` entrada e gera uma
sequeˆncia va´lida de eventos SAX, que sa˜o encaminhados para o pro´ximo compo-
nente existente no pipeline. Este tipo de componente e´ utilizado na inicializac¸a˜o
de um pipeline de forma isolada ou conjuntamente com outros generators para
produzir um documento que e´ o resultado da agregac¸a˜o de cada um dos docu-
mentos produzidos pelos generators isoladamente.
Transformers Componente opcional num pipeline que pode ser usado depois
de um generator ou um transformer. Recebe como input eventos SAX e lanc¸a
novos eventos SAX para o pro´ximo componente no pipeline.
Um transformer na˜o precisa de processar o documento inteiro, apenas pre-
cisa de focar a informac¸a˜o necessa´ria a´ tarefa para a qual foi desenvolvido. Se o
documento conte´m elementos pertencentes ao namespace conhecido pelo trans-
former corrente, este avalia essa informac¸a˜o e age para obter conteu´dos adicionais
ou para manipular o documento de outras formas. Por exemplo se o generator












que especifica um statement SQL para uma base de dados, usando o SQL Trans-
former, extrai a query SQL, executa-a e insere o resultado no documento. E´
poss´ıvel que um componente gere comandos para o componente que se segue no
pipeline. Por exemplo, o SQL Transformer fez uma query a base de dados e o
seu resultado pode ser usado, usando uma transformaa¸a˜o (XSLT), para formar
um comando para o pro´ximo transformer na cadeia, como por exemplo o mail
transformer, para enviar um e-mail ao administrador se algo correu mal.
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Serializers Todos os pipelines tem obrigatoriamente que terminar com um seri-
alizer. Recebe como input eventos SAX e serializa-os num determinado formato,
dependendo do tipo de serializer.
Matchers A func¸a˜o de um matcher e´ avaliar se o URI5 que esta´ a ser pedido
devera´ ser o resultado da execuc¸a˜o do fluxo que matcher encapsula. Um matcher
age como uma fechadura para um pipeline, so´ deixa passar se a chave o abrir.
O sitemap e´ percorrido usando o URI que foi pedido como chave, essa chave
e´ testada em cada um dos matchers ate´ que seja encontrado um match para a
respectiva chave. Uma vez que seja encontrado, e´ executado o respectivo pipeline.
Por essa raza˜o e´ importante a ordem pela qual se colocam os pipelines no sitemap.
Matchers mais espec´ıficos devem ser colocados no inicio do sitemap. Se o URI
na˜o fizer match em qualquer pipeline e´ retornado um erro para o cliente.




Figura 2. Funcionamento de um Selector
Selectors Tal como os matchers os selectors sa˜o componentes do sitemap que
podem ser usados para determinar o fluxo atrave´z do sitemap. Essas deciso˜es
podera˜o ser tomados com base em informac¸o˜es quer do cliente, quer do sistema.
O exemplo mais comum de um selector e´ o browser selector, que permite





5 Uniform Resource Identifier












Note-se que o ficheiro lido na˜o e´ dependente do browser, e´ o mesmo para
todos os clientes. Isto permite uma verdadeira separac¸a˜o entre informac¸a˜o e
apresentac¸a˜o, dando ao sitemap a mesma flexibilidade que temos nas linguagens
de programac¸a˜o estruturada.
Actions Os componentes ate´ agora apresentados partilham uma funcionalidade
comum, influenciam o resultado do pedido. No entanto quando se esta´ a desen-
volver uma aplicac¸a˜o e´ necessa´rio efectuar tarefas que na˜o influenciam directa-
mente o documento, como por exemplo se quiseremos, na construc¸a˜o da nossa
aplicac¸a˜o adicionar informac¸a˜o a` sessa˜o ou mesmo consultar alguma informac¸a˜o
da mesma, e´ aqui que entram os actions. Va´rios actions sa˜o disponibilizados
pelo cocoon para acesso a informac¸a˜o dos pedidos, como por exemplo actions
que permitem verificar informaca˜o existente nos cookies para autorizar acesso
a conteudos num portal. Um action pode tambe´m controlar o fluxo e fornecer







O exemplo anterior define um action chamado session-isvalid que da´ indica-
c¸a˜o do estado da sessa˜o. Caso a sessa˜o seja va´lida, enta˜o e´ retornado o HTML
correspondente a transformac¸a˜o do documento file.xml com a stylesheet rules.xsl,
sena˜o sera´ retornado o documento timeout.html.
Readers Ja´ se falou de componentes para processar XML ou para controlar
o fluxo de processamento, no entanto as aplicac¸o˜es necessitam frequentemente
de documentos que na˜o sa˜o XML-based, como imagens, filmes, javascript. Estes
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documentos devem ser servidos para o cliente tal como sa˜o, sem qualquer tipo
de manipulac¸a˜o. Os readers sa˜o usados para estes casos, em que o documento
ja´ se encontra no formato pretendido, apenas leˆ a fonte e passa a informac¸a˜o
directamente a` aplicac¸a˜o. Pode ser visto como a combinac¸a˜o de um generator
especial e um serializer.





E´ considerado um pipeline uma sequeˆncia de componentes entre os quais fluem

















Um sitemap e´ composto por um conjunto de pipelines, cada pipeline conte´m
um conjunto de matchers e cada matcher encapsula um fluxo de eventos.
Tratamento de Erros Durante o processamento de um pipeline podera˜o ocor-
rer excepc¸o˜es que impossibilitem a execuc¸a˜o correcta do pedido. O mecanismo
de error handling oferecido pelo cocoon permite que seja executado um fluxo
distinto dependendo do tipo de erro.









Mecanismos Para Debug No caso de o output retornado na˜o ser o que se
esperava o que fazer? O cocoon disponibiliza mecanismos que permitem efectuar
o debug de forma simples.








Neste exemplo, todos os eventos gerados pelo SQLTransformer sera˜o regista-
dos no ficheiro definido no paraˆmetro logfile, o paraˆmetro append, define se
deve ser criado um novo ficheiro ou se devera´ ser concatenado ao existente.
Se na˜o for definido nenhum paraˆmetro o output sera´ enviado para o standard
output.
– Views
Uma view e´ um pipeline alternativo para um documento, comec¸a como o
original mas termina de modo diferente, ou seja, na˜o e´ definido um generator
mas podem-se definir transformers e um serializer. O atributo from-position





Para que seja executada uma determinada view o utilizador deve efectuar o
request passando na query string do URL cocoon-view=debug.
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2.3 Subsitemaps
No desenvolvimento de uma aplicac¸a˜o podem estar envolvidas va´rias pessoas,
executando tarefas distintas o que torna a gesta˜o do sitemap complicada. Para
facilitar a edic¸a˜o e manutenc¸a˜o do sitemap o Cocoon disponibiliza o conceito de






O atributo src define a localizac¸a˜o do sitemap, o check-reload define se as al-
terac¸o˜es devem ser reflectidas e o reload-method especifica se a regenerac¸a˜o do
sitemap deve ser s´ıncrona ou ass´ıncrona. Os componentes declarados num site-
map sa˜o herdados pelos subsitemaps.
3 Conclusa˜o
Com o Cocoon e´ poss´ıvel construir aplicac¸o˜es sem que haja preocupac¸o˜es com o
problema do crescimento. Pelo facto de o cocoon permitir um desenvolvimento
bastante modular, a adic¸a˜o de novas funcionalidades apenas implica a adic¸a˜o
de novos pipelines, quer seja num sitemap existente ou num novo sitemap. Esta
modularidade e separac¸a˜o de funcionalidades permite que o processo de desen-
volvimento seja efectuado de forma paralela entre as equipas de desenvolvimento,
sem que posteriormente venham a existir problemas de integrac¸a˜o.
Os mecanismos de cache existentes no cocoon permitem aumentar o desem-
penho das aplicac¸o˜es por ele suportadas.
Devido a` diversidade de componentes oferecidos pela framework, dificilmente
sera´ necessa´rio recorrer ao desenvolvimento de componentes espec´ıficos, no en-
tanto essa possibilidade e´ tambe´m deixada em aberto para casos mais particu-
lares.
Para ale´m de todas as vantagens ja´ enumeradas, o cocoon herda todas as
vantagens das tecnologias que lhe esta˜o subjacentes.
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Resumo Neste artigo discute-se a interoperabilidade entre sistemas de
informac¸a˜o universita´rios. Depois de uma revisa˜o das principais inici-
ativas existentes na a´rea, e´ apresentada uma ana´lise aos tipos de in-
teroperabilidade existentes num contexto universita´rio. Sa˜o definidas 3
tipologias: agregac¸a˜o, concentrac¸a˜o e difusa˜o de informac¸a˜o. No contexto
da agregac¸a˜o de informac¸a˜o e´ apresentada uma proposta de especificac¸a˜o
em XML Schema para o registo acade´mico do aluno. O trabalho apre-
sentado faz parte de um projecto mais abrangente, que visa dotar a UP
de infraestruturas que permitam a integrac¸a˜o das diferentes instituic¸o˜es
ao n´ıvel dos sistemas de informac¸a˜o.
Palavras-chave: Sistemas de Informac¸a˜o Universita´rios, Interoperabi-
lidade, Agregac¸a˜o de Informac¸a˜o, XML Schema, Registo Acade´mico do
Aluno.
1 Introduc¸a˜o
Os sistemas de informac¸a˜o teˆm fronteiras que delimitam o seu aˆmbito. No caso
dos sistemas de informac¸a˜o universita´rios, o contexto abrangido e´ vasto e resulta
de uma organizac¸a˜o complexa e fortemente descentralizada [15].
No entanto, tal como a pro´pria organizac¸a˜o, os sistemas de informac¸a˜o neces-
sitam de interagir com outros sistemas externos. E´ essencial a possibilidade de
troca de registos de alunos entre instituic¸o˜es, a consulta de informac¸a˜o instituci-
onal, a disponibilizac¸a˜o de curr´ıculos ou estat´ısticas de desempenho. A estes pro-
cessos de partilha e reutilizac¸a˜o de informac¸a˜o e procedimentos entre sistemas,
esta´ associado o termo “interoperabilidade”. Beynon-Davies define interopera-
bilidade como “uma medida do grau segundo o qual os sistemas de informac¸a˜o
sa˜o capazes de se coordenar e colaborar” [2].
A declarac¸a˜o de Bolonha [11], assinada em 1999 pelos ministros da educac¸a˜o
dos pa´ıses da UE, veio reafirmar a importaˆncia estrate´gica de uma aposta na
interoperabilidade entre os sistemas de informac¸a˜o das instituic¸o˜es de educac¸a˜o
europeias. Dos objectivos trac¸ados, destacam-se a aposta na promoc¸a˜o da mo-
bilidade de alunos, docentes, investigadores e outro pessoal, e a aposta na coo-
perac¸a˜o entre as instituic¸o˜es.
Neste artigo, descreve-se o trabalho efectuado nesta a´rea tendo por base o es-
tudo dos mecanismos de interoperabilidade associados a` partilha de informac¸a˜o
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acade´mica relativa aos alunos. Na secc¸a˜o seguinte, enumeram-se as principais
iniciativas no aˆmbito da interoperabilidade entre sistemas de informac¸a˜o no
domı´nio da educac¸a˜o. Na secc¸a˜o 3, apresenta-se uma abordagem a` estruturac¸a˜o
dos diferentes tipos de interacc¸a˜o identificados. Na secc¸a˜o 4, e no contexto da
agregac¸a˜o de informac¸a˜o, apresenta-se uma proposta para a representac¸a˜o do Re-
gisto Acade´mico do Aluno usando XML Schema. No final (secc¸a˜o 5), apresentam-
se as concluso˜es sobre o trabalho ja´ desenvolvido e descrevem-se os planos para
o trabalho futuro.
2 Iniciativas Existentes no Contexto Acade´mico
Sa˜o va´rias as iniciativas a n´ıvel mundial que exploram a colaborac¸a˜o entre ins-
tituic¸o˜es do ensino superior [1]. Nesta secc¸a˜o, faz-se uma breve apresentac¸a˜o de
algumas das principais iniciativas existentes.
2.1 ANSI ASC X12A
O ACS X12 e´ um comite´, certificado pela ANSI em 1979, que visa o desenvolvi-
mento de normas para a implementac¸a˜o de transacc¸o˜es electro´nicas entre empre-
sas de uma mesma indu´stria. As normas definidas pelo ACS X12 sa˜o utilizadas
para a definic¸a˜o da sintaxe, estrutura e ordenac¸a˜o das mensagens utilizadas nas
referidas transacc¸o˜es e sa˜o designadas por Electronic Data Interchange (EDI).
O subcomite´ X12A [19] tem como aˆmbito de trabalho a administrac¸a˜o es-
colar. As iniciativas levadas a cabo pelo X12A compreendem todos os n´ıveis de
escolaridade, desde o prima´rio ao universita´rio, bem como casos especiais (pri-
vado, profissional ou outro). As normas ja´ desenvolvidas abrangem a a´rea ad-
ministrativa, o registo acade´mico dos alunos, informac¸o˜es relativas aos recursos
humanos, a ajuda financeira e a gesta˜o curricular. Sa˜o os formatos mais usados
nos EUA para a transfereˆncia de informac¸a˜o, maioritariamente administrativa,
entre instituic¸o˜es acade´micas.
2.2 Postsecondary Electronic Standards Council
A Postsecondary Electronic Standards Council (PESC) [6] e´ uma organizac¸a˜o dos
EUA, constitu´ıda por cerca de 50 membros (instituic¸o˜es acade´micas e empresas
comerciais), e que visa a promoc¸a˜o do uso de normas electro´nicas na educac¸a˜o e a
respectiva implementac¸a˜o. Destacam-se as actividades desenvolvidas no aˆmbito
do grupo XML Forum [8], que se posiciona como o grupo responsa´vel pelas
normas XML na a´rea da educac¸a˜o. Um dos principais objectivos do PESC e´ o
suporte a` transic¸a˜o de tecnologias e mecanismos baseados em EDI para XML.
Nos documentos ja´ publicados por este grupo, inclui-se a Especificac¸a˜o Te´cnica
em XML para o Ensino Superior [9] e um conjunto de livros brancos sobre uso
de chaves pu´blicas, identificadores de estudantes e XML.
Algumas das normas ja´ existentes e aplicadas no meio acade´mico, em par-
ticular as que sa˜o definidas pelo ACS X12, esta˜o a ser usadas como ponto de
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partida para o trabalho desenvolvido pelo XML Forum. No conjunto de tarefas
agendadas, esta´ inclu´ıda a conversa˜o para XML de algumas das especificac¸o˜es em
X12. Recentemente, foi publicada a versa˜o 1.0 do XML Postsecondary Transcript
Schema [7].
2.3 Sistema de Codificacio´n Acade´mica Normalizado en Red
O Sistema de Codificacio´n Acade´mica Normalizado en Red (SCANet) [17] e´ um
projecto iniciado em 2001, na Universidade Espanhola de Le´rida, que visa o
desenvolvimento de normas para a representac¸a˜o e transfereˆncia de informac¸a˜o
no contexto da gesta˜o acade´mica. O projecto tem como objectivo “tornar mais
fa´ceis as relac¸o˜es entre as universidades, destas com os estudantes e docentes,
trazendo valor acrescentado aos processos de gesta˜o acade´mica”.
O projecto esta´ estruturado em 3 fases: definic¸a˜o de co´digos de identificac¸a˜o
u´nicos, especificac¸a˜o de requisitos para transfereˆncia de conteu´dos electro´nicos
e harmonizac¸a˜o das formas e procedimentos.
Actualmente o projecto conta com a participac¸a˜o de cerca de 50 universidades
espanholas e com a colaborac¸a˜o do Governo Central Espanhol na elaborac¸a˜o de
regulamentos administrativos.
2.4 Internet2 Middleware Initiative
A Internet2 Middleware Initiative (I2-MI) [14] e´ um projecto enquadrado na
Iniciativa Norte Americana Internet2, que visa a promoc¸a˜o e desenvolvimento
de servic¸os e infra-estruturas que permitam a integrac¸a˜o entre aplicac¸o˜es no
contexto universita´rio e comunidades relacionadas. Esta iniciativa abrange a´reas
como seguranc¸a, partilha de informac¸a˜o, autenticac¸a˜o e uso de chaves pu´blicas.
Dentre as va´rias iniciativas desenvolvidos no contexto da I2-MI, destacam-se
os projectos eduPerson, eduOrg [10] e DoDHE [13]. Os dois primeiros teˆm como
objectivo a definic¸a˜o de objectos LDAP para a representac¸a˜o de indiv´ıduos e
organizac¸o˜es no contexto acade´mico. O projecto Directory of Directories for
Higher Education (DoDHE) insere-se no estudo de tecnologias que suportem a
integrac¸a˜o inter-institucional de pesquisas em directo´rios.
2.5 Schools Interoperability Framework
O Schools Interoperability Framework (SIF) [18] e´ um conso´rcio empresarial dos
EUA que, desde 1997, procura desenvolver uma especificac¸a˜o para a integrac¸a˜o
de aplicac¸o˜es de aˆmbito educacional. A especificac¸a˜o publicada permite, por
exemplo, a interoperabilidade entre aplicac¸o˜es relacionadas com a gesta˜o de
matr´ıculas de alunos, a gesta˜o da cantina ou a emissa˜o de carto˜es. A especi-
ficac¸a˜o desenvolvida baseia-se na norma XML do W3C e a versa˜o mais recente
dispon´ıvel e´ a 1.1. Este trabalho esta´ direccionado para o ensino pre´-universita´rio
e tem uma forte adesa˜o por parte dos principais fabricantes de aplicac¸o˜es.
A n´ıvel europeu, o projecto OASIS - Open Architecture and Schools in So-
ciety [16], enquadrado no programa de apoio a`s Tecnologias de Informac¸a˜o na
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Sociedade (IST), procura adaptar o trabalho desenvolvido pelo SIF ao contexto
europeu [3].
3 Interoperabilidade entre Sistemas de Informac¸a˜o
Universita´rios
Nesta secc¸a˜o, apresenta-se uma abordagem para a estruturac¸a˜o dos padro˜es de
interacc¸a˜o encontrados no contexto dos sistemas de informac¸a˜o universita´rios.
Com base nos processos de partilha de informac¸a˜o identificados e na natureza
das instituic¸o˜es de ensino superior, definiram-se dois grandes eixos de interope-
rabilidade: horizontal e vertical (Figura 1).
Figura 1. Interoperabilidade Vertical e Horizontal
A designac¸a˜o Interoperabilidade Horizontal identifica os fluxos entre as
instituic¸o˜es acade´micas no mesmo n´ıvel administrativo. Insere-se neste aˆmbito
a cooperac¸a˜o entre instituic¸o˜es, nomeadamente na implementac¸a˜o de cursos ou
projectos multi-disciplinares. Neste contexto, a partilha de dados de uma forma
automa´tica constitui um factor importante; Um cena´rio concreto e´ o dos cursos
partilhados por va´rias instituic¸o˜es, em que a informac¸a˜o sobre os conteu´dos das
disciplinas deve existir nos diversos SI.
A Interoperabilidade Vertical corresponde aos fluxos existentes entre as
instituic¸o˜es acade´micas em n´ıveis administrativos diferentes. Referem-se, a t´ıtulo
exemplificativo, as trocas de informac¸a˜o entre uma faculdade e os orga˜os centrais
da universidade, ou entre um ministe´rio e a reitoria de uma universidade.
No meio acade´mico, os fluxos existentes segundo o eixo vertical sa˜o mais fre-
quentes do que aqueles entre instituic¸o˜es ao mesmo n´ıvel. Este padra˜o resulta da
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natureza hiera´rquica, mas descentralizada, das estruturas acade´micas. O poder
esta´ disperso por unidades independentes, que recorrem a orga˜os centrais com
func¸o˜es administrativas e coordenadoras [15].
As interacc¸o˜es estudadas foram agrupadas segundo 3 padro˜es:
Agregac¸a˜o: existe nos cena´rios em que informac¸a˜o dispersa e´ resumida num
ponto central. Exemplo: compilac¸a˜o de estat´ısticas relativas a cursos e dis-
ciplinas.
Concentrac¸a˜o: e´ semelhante a` agregac¸a˜o, mas neste caso pretende-se repli-
car centralmente informac¸a˜o dispersa por va´rias instituic¸o˜es e na˜o resumi-la
atrave´s de indicadores estat´ısticos. Neste caso, e´ necessa´rio considerar a co-
ordenac¸a˜o das va´rias entidades envolvidas. Exemplo: reunia˜o, na Reitoria,
de informac¸a˜o relativa aos recursos humanos da Universidade.
Difusa˜o: neste caso, as interacc¸o˜es ocorrem no sentido contra´rio, ou seja, da
Reitoria para as faculdades. Exemplo: difusa˜o de not´ıcias, produzidas na
Reitoria, por toda a Universidade.
Cada um destes tipos de interoperabilidade coloca diferentes problemas ao
n´ıvel da definic¸a˜o da arquitectura e implementac¸a˜o da soluc¸a˜o, quer pelas tecno-
logias envolvidas, quer pelos procedimentos de transfereˆncia induzidos em cada
um dos cena´rios (p.e. sincronizac¸a˜o a pedido versus sincronizac¸a˜o automa´tica e
imediata).
4 Registo Acade´mico do Aluno
Nesta secc¸a˜o, e no contexto da interoperabilidade horizontal, apresenta-se uma
proposta para a representac¸a˜o do Registo Acade´mico do Aluno usando XML
Schema.
4.1 Apresentac¸a˜o do Contexto
O Registo Acade´mico do Aluno reu´ne informac¸a˜o sobre todas as actividades
acade´micas de um aluno, ao longo do seu percurso no ensino superior. Este re-
gisto acompanha sempre o aluno e e´ usado, por exemplo, para enviar informac¸a˜o
sobre a sua situac¸a˜o, em caso de transfereˆncia entre instituic¸o˜es acade´micas. Nor-
malmente, este registo na˜o existe sob a forma de documento u´nico; esta´ disperso
por va´rios documentos existentes em diferentes servic¸os.
A existeˆncia de um documento electro´nico, escrito de acordo com regras bem
definidas e que inclua todos os dados considerados essenciais, permite norma-
lizar e automatizar o processo de transfereˆncia de informac¸a˜o. A normalizac¸a˜o
acontece porque existe uma especificac¸a˜o para o registo acade´mico do aluno que
funciona como “grama´tica” e permite o entendimento entre parceiros diferentes.
E´ poss´ıvel automatizar o processo porque, devido a` existeˆncia deste documento
“bem definido”, os dados podem ser processados sem intervenc¸a˜o humana. A
automatizac¸a˜o pressupo˜e uma normalizac¸a˜o pre´via.
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4.2 Cena´rios de Aplicac¸a˜o
Troca de registos entre faculdades De forma ana´loga a` que se verifica com o
registo acade´mico do aluno em papel, as escolas podem solicitar o envio de
registos de alunos em formato electro´nico. Este pedido pode efectuar-se durante
o processo de transfereˆncia do aluno e o envio do documento electro´nico pode
ser feito em suporte f´ısico (disco) ou por transfereˆncia electro´nica (Internet). O
registo acade´mico do aluno pode ser gerado de forma automa´tica por um sistema
de informac¸a˜o ou produzido manualmente, de acordo com a especificac¸a˜o.
Troca de registos no contexto de programas de mobilidade internacional Du-
rante um processo de intercaˆmbio enquadrado nos programas de mobilidade (p.e.
ERASMUS), existe necessidade de trocar informac¸o˜es sobre os alunos entre as
faculdades envolvidas (necessariamente de pa´ıses diferentes). Esta informac¸a˜o,
um subconjunto daquela que e´ necessa´ria para o registo acade´mico completo do
aluno, pode ser produzida de forma semelhante.
4.3 XML Schema
Optou-se por usar a linguagem XML Schema, publicada pelo W3C [4], para a
representac¸a˜o dos dados. Face a` principal alternativa - Document Type Definition
(DTD), a opc¸a˜o e´ justificada com base nos seguintes argumentos:
– O XML Schema permite usar namespaces, o que possibilita uma melhor
estruturac¸a˜o dos documentos.
– O XML Schema oferece uma gama de tipos de dados base mais abrangente
do que a que e´ oferecida pelos DTD. Com XML Schema e´ ainda poss´ıvel
definir tipos pro´prios.
– O XML Schema permite um maior controlo na validac¸a˜o dos documentos.
– O XML Schema tem um mecanismo de reutilizac¸a˜o de dados, baseado em
conceitos orientados a objectos (OO) mais sofisticado do que o que e´ oferecido
pelos DTD.
– Os documentos em XML Schema sa˜o documentos XML, enquanto que os
DTD sa˜o expressos usando outra sintaxe (EBNF). Quando se usam DTD, e´
necessa´rio dominar duas linguagens distintas.
– O XML Schema e´ usado e suportado por va´rias organizac¸o˜es.
A mesma opc¸a˜o foi tomada no contexto de outras iniciativas, como e´ o caso
no PESC [9].
4.4 Especificac¸a˜o para o Registo Acade´mico do Aluno
O esquema proposto pelo PESC para a representac¸a˜o de informac¸a˜o sobre es-
tudantes [7] foi usado como ponto de partida para o trabalho aqui apresentado.
Esta norma destina-se prioritariamente a` partilha de dados e e´ dirigida a um
nu´mero significativo de instituic¸o˜es. Assim, procurou-se relevar a semaˆntica da
informac¸a˜o e eliminar ambiguidades ao n´ıvel dos tipos de dados usados.
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Seguiu-se o paradigma “Venetian Blind Design”, apresentado em [5] e utili-
zado em [9], que foca o desenvolvimento na utilizac¸a˜o de tipos de dados reuti-
liza´veis.
A raiz da especificac¸a˜o e´ o elemento StudentRecord, que representa um
Registo Acade´mico de Aluno (Figura 2). Este elemento e´ composto por dois
subelementos obrigato´rios: DocumentInfo e Student. O elemento Note, que pode
na˜o existir ou existir va´rias vezes, representa uma anotac¸a˜o.
Figura 2. Elementos StudentRecordType e DocumentInfoType
O elemento DocumentInfo e´ do tipo DocumentInfoType e reu´ne informac¸a˜o
sobre o documento (Figura 2). Este elemento e´ composto por 4 subelementos
obrigato´rios: refereˆncia interna do documento, data de criac¸a˜o, entidade res-
ponsa´vel pelo documento e nu´mero do aluno definido pela entidade emissora.
Reunindo a informac¸a˜o da instituic¸a˜o (Issuer) e o identificador interno de
cada aluno (StudentCode), e´ poss´ıvel identificar de forma universal e inequ´ıvoca
o aluno.
O elemento Student e´ do tipo StudentType (Figura 3), que define a estrutura
para a informac¸a˜o relativa a um estudante, e inclui a informac¸a˜o base sobre a
pessoa (elemento do tipo PersonType), a filiac¸a˜o do aluno, o conjunto de provas
de admissa˜o efectuadas para candidatura ao ensino superior, um conjunto de
graus acade´micos que o aluno possui ou no qual esta´ matriculado, o registo de
sau´de e a situac¸a˜o militar do aluno.
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Figura 3. Elemento StudentType
O elemento AcademicDegreeType (Figura 4) representa uma inscric¸a˜o num
grau acade´mico e inclui:
– Degree: Informac¸a˜o sobre o grau acade´mico, do tipo DegreeType.
– StudentCode: Co´digo do aluno na instituic¸a˜o responsa´vel pelo grau.
– DegreeAdmissionDate: Data de matr´ıcula no grau acade´mico.
– DegreeStudentStatus: Estado da matr´ıcula no grau acade´mico (a frequen-
tar, permutado, conclu´ıdo, etc).
– DegreeConclusionDate: Data de conclusa˜o do grau acade´mico. A na˜o existeˆncia
deste subelemento significa que o grau na˜o foi terminado.
– DegreeAcademicGradeAverage: No caso do curso estar conclu´ıdo, representa
a me´dia final do aluno.
– DegreeECTSGradeAverage: A me´dia final do aluno na escala Sistema Euro-
peu de Transfereˆncia e Acumulac¸a˜o de Cre´ditos (ECTS) [12].
– AcademicSession: Representa uma sessa˜o acade´mica do tipo AcademicSessionType.
Cada sessa˜o acade´mica corresponde a um per´ıodo lectivo.
– AcademicAward: Informac¸a˜o sobre pre´mio(s) acade´mico(s) obtido(s).
– ExtraActivity: Informac¸a˜o sobre actividade(s) extra-curriculare(s) de re-
levaˆncia.
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Figura 4. Elementos AcademicDegreeType e DegreeType
O DegreeType (Figura 4) reu´ne informac¸a˜o sobre o grau acade´mico e inclui:
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– Institution: Informac¸a˜o sobre a instituic¸a˜o responsa´vel pelo curso.
– DegreeCode: Co´digo do grau acade´mico, atribu´ıdo pela instituic¸a˜o.
– DegreeName: Nome do grau acade´mico.
– CurricularProgram: Refereˆncia para o plano de estudos. O co´digo de cada
plano e´ definido pela instituic¸a˜o.
– DegreeLevel: Nı´vel acade´mico deste grau, os valores poss´ıveis sa˜o: bacha-
relato, licenciatura, po´s-graduac¸a˜o, mestrado e doutoramento. Quando ne-
nhum destes valores for adequado, o elemento na˜o deve ser inclu´ıdo.
– DegreeDuration: Durac¸a˜o oficial deste grau acade´mico.
– Contact: Conjunto de contactos do curso: morada, pa´gina Web, enderec¸o de
correio electro´nico, etc.
Como ja´ foi referido, cada per´ıodo lectivo do aluno e´ representado pelo ele-
mento AcademicSessionType (Figura 5). Este elemento conte´m:
– AcademicSessionStartDate: Data de in´ıcio do per´ıodo lectivo.
– AcademicSessionEndDate: Data de conclusa˜o do per´ıodo lectivo.
– Course: Conjunto de disciplinas em que o aluno se inscreveu durante o
per´ıodo lectivo. Cada disciplina e´ do tipo CourseType.
– Thesis: Informac¸a˜o sobre uma eventual dissertac¸a˜o realizada no aˆmbito
deste per´ıodo e que inclui: t´ıtulo da dissertac¸a˜o, nome do(s) supervisor(es)
e avaliac¸a˜o.
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Figura 5. Elementos AcademicSessionType e CourseType
Cada disciplina e´ representada pelo elemento CourseType (Figura 5) e in-
clui: co´digo atribu´ıdo pela instituic¸a˜o, nome, data de in´ıcio, data de conclusa˜o,
unidades de cre´dito, unidades ECTS, nu´mero de alunos inscritos, classificac¸a˜o
do aluno segundo a escala da instituic¸a˜o, classificac¸a˜o do aluno na escala ECTS,
contactos e, caso exista, informac¸a˜o sobre a atribuic¸a˜o de equivaleˆncia.
4.5 Implementac¸a˜o
No proto´tipo ja´ desenvolvido para a Faculdade de Engenharia da UP, a arqui-
tectura usada e´ a que se apresenta na Figura 6.
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Figura 6. Arquitectura da soluc¸a˜o implementada na FEUP
O sistema de informac¸a˜o da FEUP e´ constru´ıdo sobre o SGBD Oracle. Utili-
zando as func¸o˜es dispon´ıveis para a produc¸a˜o de XML a partir de interrogac¸o˜es
SQL a` base de dados, foi poss´ıvel extrair um documento XML com os dados
necessa´rios. Aplicando a esta sa´ıda uma transformac¸a˜o XSL produziu-se o do-
cumento final, segundo a norma especificada.
5 Concluso˜es e Trabalho Futuro
Neste artigo, apresentou-se uma norma direccionada para o problema concreto
de agregac¸a˜o de informac¸a˜o em sistemas de informac¸a˜o universita´rios. A cons-
truc¸a˜o de um proto´tipo permitiu validar, numa primeira instaˆncia, a abordagem
seguida.
Esta˜o associados a` criac¸a˜o desta norma para a representac¸a˜o do registo
acade´mico do aluno, o estudo e a definic¸a˜o de procedimentos relacionados com a
autenticidade, a integridade e a confidencialidade dos dados. Esta fase de estudo
esta´ actualmente em curso.
Este trabalho enquadra-se num projecto mais abrangente que e´ o desenvol-
vimento de mecanismos de suporte a` interoperabilidade, nos seus 2 eixos e 3
vertentes, entre os diversos sistemas de informac¸a˜o existentes na Universidade
do Porto.
Nos planos de trabalho futuro inclui-se a ana´lise e implementac¸a˜o dos casos
de estudo relacionados com a concentrac¸a˜o de informac¸a˜o relativa aos recursos
humanos da UP e a disseminac¸a˜o de not´ıcias publicadas pela Reitoria.
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Administrac¸a˜o e monitorizac¸a˜o de uma soluc¸a˜o
Disaster Recovery
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Resumo O Portal NGIN Disaster Recovery surge no contexto de uma
soluc¸a˜o Disaster Recovery como mo´dulo de monitorizac¸a˜o e adminis-
trac¸a˜o de todo o sistema. Essa monitorizac¸a˜o deve ser intuitiva e permi-
tir ao administrador do sistema uma ana´lise gra´fica eficaz. A navegac¸a˜o
na ferramenta de monitorizac¸a˜o deve ser efectuada a partir de um dia-
grama gene´rico, representativo do sistema e para cada servidor devera´ ser
poss´ıvel monitorizar estat´ısticas actuais ou anteriores. O Portal devera´
comunicar com os outros mo´dulos da soluc¸a˜o para garantir homogenei-
dade e possibilitar a administrac¸a˜o de toda a soluc¸a˜o.
Com este artigo pretende-se apresentar um caso pra´tico de utilizac¸a˜o de
XML e tecnologias associadas, nomeadamente Scalable Vector Graphics
(gerac¸a˜o de gra´ficos e diagramas) e Web Services (comunicac¸a˜o entre
mo´dulos e recolha de dados dos servidores). Saliente-se que esta ferra-
menta e´ actualmente utilizada por uma operadora de telecomunicac¸o˜es
internacional.
A´rea de Aplicac¸a˜o: Disaster Recovery
Palavras-chave: Disaster Recovery, Portal, XML,SVG, Web Services,
JSP
1 Introduc¸a˜o
A soluc¸a˜o NGIN da PT Inovac¸a˜o, para redes fixas ou mo´veis, e´ um sistema
IN (Inteligent Network) com elevado grau de complexidade e que disponibiliza
servic¸os sofisticados (como telefonia pre´-paga, por exemplo) numa plataforma
com hardware e software redundante. O nu´cleo do sistema e´ uma base de da-
dos em tempo real cujo conteu´do e´ o contexto de cliente como utilizador do
servic¸o (saldo, ciclo de vida, etc). A soluc¸a˜o NGIN Disaster Recovery surge no
contexto destas plataformas e o Portal NGIN Disaster Recovery como mo´dulo
de administrac¸a˜o e monitorizac¸a˜o.
O Portal NGIN Disaster Recovery devera´ ser capaz de mostrar toda a in-
formac¸a˜o sobre um determinado servidor do sistema atrave´s de gra´ficos e valores
nume´ricos, funcionando como um registo on-line de toda a actividade. Devera´
ser poss´ıvel aceder a qualquer registo existente desse servidor atrave´s de um
histo´rico. Sera´ fundamental para o Portal a implementac¸a˜o de gra´ficos usando
uma das va´rias alternativas para gerac¸a˜o dinaˆmica recorrendo aos valores exis-
tentes na base de dados.
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O portal mostrara´ o processo de replicac¸a˜o em funcionamento e permitira´
obter concluso˜es sobre o mesmo, nomeadamente os recursos despendidos.
A tecnologia de suporte do portal e´ Java nomeadamente Java Server Pages
(JSP)1 que e´ uma especificac¸a˜o da Sun Microsystems que combina Java e HTML
para fornecer conteu´do dinaˆmico para pa´ginas Web. Todas as especificac¸o˜es e
alternativas sa˜o influenciadas pela tecnologia Java.
2 Armazenamento de informac¸a˜o
O processo de armazenamento de informac¸a˜o dos servidores na base de da-
dos e´ cr´ıtico. Numa arquitectura multicomputacional a recolha centralizada de
informac¸a˜o estat´ıstica envolve mecanismos de comunicac¸a˜o eficientes. Os Web
Services foram a alternativa proposta para comunicac¸a˜o entre um conjunto de
servidores com o servic¸o de recolha de informac¸a˜o activo e um servidor cliente
onde existe a instaˆncia da base de dados central. Para a implementac¸a˜o de Web
Services foi utilizada uma implementac¸a˜o SOAP (Simple Object Access Proto-
col) da Apache — Axis. Neste passo torna-se requisito a instalac¸a˜o do XML
Axis.
E´ simples e eficiente o desenvolvimento de um Web Service. E´ suficiente criar
um servic¸o (neste caso em Java) que seja responsa´vel pela execuc¸a˜o local dos
comandos. Este servic¸o devera´ existir em todos os servidores do sistema. Devera´
implementar me´todos distintos para os diferentes comandos a executar. Neste
servic¸o espec´ıfico todos os me´todos va˜o retornar uma sequeˆncia de caracteres al-
fanume´ricos. O passo seguinte sera´ desenvolver um cliente que invocara´ o servic¸o
e o me´todo pretendido que englobara´ os paraˆmetros correspondentes. O cliente
invoca o servic¸o que devolvera´ uma resposta, que sera´ armazenada num ficheiro.
Esse ficheiro sera´ importado posteriormente para a base de dados onde sera´
registada a informac¸a˜o num formato espec´ıfico (Figura 1).
Utilizando o Axis, para este caso espec´ıfico, na˜o temos de nos preocupar com
a WSDL (Web Service Description Language) - linguagem para a descric¸a˜o de
servic¸os de rede como uma colecc¸a˜o de pontos terminais capazes de trocar men-
sagens, nem com a estrutura da mensagem SOAP, que servira´ de comunicac¸a˜o
entre o servic¸o e o cliente (baseada em XML).
3 Gerac¸a˜o de gra´ficos e diagramas
Para a implementac¸a˜o de gra´ficos e diagramas com informac¸a˜o existente na base
de dados foi usada a tecnologia Scalable Vector Graphics (SVG) , um formato de
ficheiro que descreve um gra´fico vectorial em XML. O SVG possui uma se´rie de
vantagens relativamente a formatos gra´ficos em uso como JPEG ou GIF. Por ter
um formato de texto simples, os ficheiros SVG sa˜o leg´ıveis e, geralmente, menores
do que os outros formatos de imagens gra´ficas. As imagens SVG possuem recursos
de zoom e sa˜o escala´veis, ou seja, os utilizadores podem aproximar uma a´rea
1 JSP e´ parte do Java 2 Enterprise Edition (J2EE)
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Figura 1. Web Service - Carregamento de tabelas
em particular de um gra´fico, como por exemplo um mapa, e na˜o ter nenhuma
degradac¸a˜o de imagem. Por serem escala´veis, as imagens do SVG podem ser
impressas em alta qualidade e em qualquer resoluc¸a˜o. Textos dentro de uma
imagem baseada em SVG, como o nome de uma cidade num mapa, podem
ser tanto seleccionados ou procurados. Finalmente, o SVG suporta scripting e
animac¸a˜o, o que permite gra´ficos dinaˆmicos e interactivos.
Figura 2. Estrate´gia de Implementac¸a˜o
Depois de existir a informac¸a˜o na base de dados e´ necessa´rio arranjar uma
estrate´gia de gerac¸a˜o dinaˆmica de gra´ficos e diagramas (Figura 2).
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3.1 Documento XML fonte
O primeiro passo consiste em gerar um documento XML de acordo com o schema
espec´ıfico.
Figura 3. Schema do diagrama
– node — define um nodo no diagrama - representa o servidor (se o atributo
type tiver o valor active significa que o servidor esta´ activo, o atributo name
define o nome do servidor e os atributos x e y representam as coordenadas
de localizac¸a˜o do servidor no diagrama).
– edge — define a ligac¸a˜o (o atributo from representa o servidor origem e o
atributo to define o servidor destino).
– item — representa cada um dos pontos do gra´fico
– label — define o label do ponto
– value — valor associado ao ponto
Existem va´rias alternativas para gerar um documento XML atrave´s de va-
lores existentes na base de dados: SQL Transformer (Apache Cocoon), Oracle
XML DB (para uma soluc¸a˜o dependente de Oracle tem imensas funcionalida-
des) e atrave´s da escrita para ficheiro do resultado de uma query associada aos
respectivos elementos XML.
3.2 Transformac¸a˜o XSL
A implementac¸a˜o da stylesheet (XSL) devera´ estar de acordo com o resultado
SVG pretendido. As stylesheets de gerac¸a˜o de gra´ficos devem ser capazes de
gerar dois tipos de gra´ficos: linhas e colunas. Esses gra´ficos devem suportar
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Figura 4. Schema do gra´fico
valores negativos e grandes oscilac¸o˜es. O valor ma´ximo a representar limita a
construc¸a˜o de todo o gra´fico.
A stylesheet para gerac¸a˜o de diagramas deve ser capaz de representar servi-
dores e respectivas ligac¸o˜es em estrutura circular e de acordo com um sistema
de pontos pre´-definidos.
Para aplicar uma transformac¸a˜o XSL ao documento XML fonte sa˜o ne-
cessa´rios quatros objectos: um objecto que implementa a interface javax.xml.
transform.Source para o documento XML fonte; um objecto que implementa
a interface javax.xml.transform.Result que espera pelo resultado da trans-
formac¸a˜o; um objecto que implementa a interface javax.xml.transform.Source
para o documento XSL; um objecto da classe javax.xml.transform.Transformer
que faz a transformac¸a˜o. O objecto Transformer do package javax.xml.transform
tem um me´todo designado transform(...) que recebe como argumentos os objec-
tos gene´ricos Source (XML file) e Result(SVG file). O objecto transformer espera
por uma refereˆncia ao objecto que representa o documento XSL, que usa para
transformar o objecto XML Source no objecto Result.
Uma alternativa interessante e´ disponibilizada no pacote Oracle XML DB.
A func¸a˜o XMLTRANSFORM aplica uma transformac¸a˜o XSL a um documento
XML. Essa XSL pode bem ser o conteu´do de uma coluna de uma tabela do tipo
XMLTYPE. Esta alternativa garante a total dependeˆncia de ferramentas Oracle
e e´ interessante no ponto de vista da soluc¸a˜o por na˜o gerar nenhum ficheiro XML
(documento XML on-fly).
3.3 Resultados SVG
As imagens seguintes representam um diagrama representativo da arquitectura
(Figura 5) e um gra´fico de linhas (Figura 6) gerado dinamicamente a partir de
valores existentes na base de dados.
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Figura 5. Diagrama representativo dos servidores
3.4 Integrac¸a˜o com HTML




3 width="332" height="227" align="top">
4 <img src="imagem.jpg" width="332" height="227"
5 alt="Drawing on the Net" align="top" />
6 </object>
No exemplo o documento SVG e´ especificado no atributo data. Caso o brow-
ser na˜o suporte formato SVG e´ colocada a imagem especificada na tag ¡img¿.
Para isso e´ necessa´rio ter o documento em formato SVG convertido para for-
mato de imagem comparativa (PNG, JPEG, GIF,...). Existem va´rias alternativas
sendo aconselhada a ferramenta SVG Rasterizer2.
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Figura 6. Gra´fico de linhas
4 Ferramenta de administrac¸a˜o
O Portal como ferramenta de administrac¸a˜o envia pedidos para execuc¸a˜o de ta-
refas a uma outra aplicac¸a˜o da soluc¸a˜o designada Watchdog (responsa´vel pela
vigilaˆncia dos servidores e execuc¸a˜o de comandos) (Figura 7). A alternativa para
a comunicac¸a˜o entre ambas as aplicac¸o˜es e´ baseada tambe´m em Web Services,
nomeadamente na implementac¸a˜o SOAP da Apache — Axis. E´ poss´ıvel a comu-
nicac¸a˜o entre uma aplicac¸a˜o desenvolvida em Java (Java Server Pages) e uma
aplicac¸a˜o implementada na linguagem C++.
2 integrada na distribuic¸a˜o Batik
Figura 7. Comunicac¸a˜o Portal/WatchDog
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5 Conclusa˜o
A integrac¸a˜o de tecnologia XML para a implementac¸a˜o do portal Disaster Re-
covery assim como na definic¸a˜o de camadas de comunicac¸a˜o entre aplicac¸o˜es e
servidores garante a efica´cia, intuitividade e interactividade da soluc¸a˜o.
SVG apresenta inu´meras vantagens relativamente aos outros formatos de
imagens gra´ficas, nomeadamente, capacidade de zooming, tamanho, resoluc¸a˜o e
interactividade.
A heterogeneidade dos Web Services revelou-se importante na construc¸a˜o
de mecanismos de execuc¸a˜o de “comandos remotos” e na comunicac¸a˜o entre o
portal e a aplicac¸a˜o WatchDog. A utilizac¸a˜o da implementac¸a˜o SOAP da Apache
(Axis) facilitou a implementac¸a˜o dos Web Services, retirando complexidade na
construc¸a˜o das mensagens SOAP e na definic¸a˜o de uma linguagem descritiva do
servic¸o (WSDL).
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Resumo Neste artigo, apresentam-se as va´rias etapas que levaram a`
construc¸a˜o dum reposito´rio de metainformac¸a˜o no contexto de um ar-
quivo histo´rico digital.
O XML surge naturalmente neste projecto pois a comunidade arquiv´ıs-
tica internacional adoptou ha´ ja´ algum tempo a linguagem de anotac¸a˜o
EAD (”Encoded Archival Description”) para a descric¸a˜o de metainfor-
mac¸a˜o arquiv´ıstica e todo o intercaˆmbio de informac¸a˜o entre os va´rios
actores (arquivos, tribunais, nota´rios, paro´quias, e outros) e´ feito em
XML segundo a norma EAD.
Apesar do EAD existir no domı´nio arquiv´ıstico ha´ alguns anos, este
projecto encerrou alguns desafios interessantes. Em primeiro lugar foi
preciso verificar de que maneira se poderia aplicar o EAD a` realidade
portuguesa. Em segundo lugar, o EAD segue uma estrutura hiera´rquica,
natural no XML e natural tambe´m na descric¸a˜o arquiv´ıstica, mas o mo-
delo a implementar teria de ser relacional. Assim houve que criar um
modelo relacional que reflectisse a hierarquia da informac¸a˜o que seria
armazenada.
Ao n´ıvel da aplicac¸a˜o de gesta˜o de metainformac¸a˜o houve tambe´m que
resolver o mesmo problema, pretendia-se manipular hierarquicamente
informac¸a˜o que estava armazenada relacionalmente.
Estes e outros pontos sate´lites, como sendo a aquisic¸a˜o de metainforma-
c¸a˜o e a transformac¸a˜o dos sistemas legados existentes, sa˜o discutidos no
artigo.
1 Introduc¸a˜o
Quem ja´ visitou, e se deteve pacientemente no servic¸o de refereˆncia de um Ar-
quivo Histo´rico, sabe a confusa˜o com que normalmente se depara. Mu´ltiplos
ı´ndices, livros de listagens, inventa´rios, cata´logos e guias de transfereˆncia que fo-
ram sendo elaborados ao longo do tempo, fruto de valioso trabalho mas, apesar
disso, multiformes e sem coereˆncia colectiva. Para poˆr um fim definitivo a este
cena´rio, foi desenvolvido no Arquivo Distrital do Porto (ADP) o projecto Digi-
tArq, um projecto com mu´ltiplas frentes, mas com um objectivo fundamental:
servir de primeira abordagem a` edificac¸a˜o de um Arquivo Digital.
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Uma das componentes basilares deste projecto consistiu na conversa˜o de
materiais descritivos existentes somente em papel para formatos digitais nor-
malizados baseados em normas internacionais. Assim, apo´s a digitalizac¸a˜o dos
materiais, recorreu-se ao aux´ılio de software de reconhecimento o´ptico de carac-
teres (OCR) de forma a obter texto bruto capaz de ser tratado digitalmente.
Apo´s esta fase, o contributo de te´cnicos especializados em arquiv´ıstica foi funda-
mental, de forma a corrigir alguns erros residuais da fase de digitalizac¸a˜o, e para
auxiliar em todo o processo de anotac¸a˜o do texto resultante. Uma vez o texto
anotado, a sua conversa˜o para formatos XML normalizados foi trivial. Diversos
scripts transformadores foram desenvolvidos, que quando aplicados aos diferen-
tes documentos resultaram em XML baseado na norma EAD (Encoded Archival
Description).
Outra das componentes deste projecto consistiu na retro-conversa˜o de bases
de dados, agora obsoletas ou desadequadas, para um modelo de dados baseado na
norma EAD. A t´ıtulo de exemplo, podemos mencionar a existeˆncia de materiais
digitais armazenados em documentos Word, Excel, Access, XML, Arqbase/ISIS,
etc.
Apo´s as converso˜es descritas foi detectada uma quantidade assinala´vel de ma-
terial em formato EAD. Tornou-se, pois, essencial, armazenar as va´rias centenas
de ficheiros resultantes da migrac¸a˜o num reposito´rio de informac¸a˜o centralizado
que permitisse, na˜o so´, instalar organizadamente esses ficheiros, como tambe´m,
permitir o acesso a` informac¸a˜o neles contida. Uma ferramenta que satisfizesse
esses requisitos, mas que tambe´m, assistisse o operador na produc¸a˜o e manuten-
c¸a˜o de novas descric¸o˜es arquiv´ısticas tornou-se assim necessa´ria. Nesse sentido,
foi criada uma aplicac¸a˜o de descric¸a˜o arquiv´ıstica que reu´ne um nu´mero consi-
dera´vel de funcionalidades com o objectivo de facilitar e apoiar a produc¸a˜o de
descric¸o˜es normalizadas.
Ao longo deste artigo descreve-se com mais detalhe as va´rias fases do pro-
jecto. Na pro´xima secc¸a˜o (sec. 2), tenta caracterizar-se o contexto em o XML
surge neste projecto. Na secc¸a˜o seguinte (sec. 3), discutem-se alguns requisitos
dos futuros utilizadores que tiveram um forte impacto na soluc¸a˜o proposta. A
secc¸a˜o 4 e´ onde se apresenta o modelo desenvolvido para suportar o reposito´rio
de metainformac¸a˜o. Nesta secc¸a˜o, tambe´m se apresenta a interface criada para
manipular o modelo de dados. Na secc¸a˜o 5 discute-se a implementac¸a˜o da aplica-
c¸a˜o e para terminar o artigo (sec. 6), apresentam-se algumas concluso˜es e pontos
ainda por resolver.
Sobre o reposito´rio de dados, foi tambe´m desenvolvido um motor de pesquisa
acess´ıvel via Web. Uma ferramenta de trabalho indispensa´vel aos utentes do
Arquivo, especialmente a`queles que residem ale´m-fronteiras e que na˜o possuem
disponibilidade para se deslocarem fisicamente a`s instalac¸o˜es do Arquivo.
2 O XML ao longo do projecto
Um dos principais requisitos do projecto DigitArq, para ale´m da recuperac¸a˜o e
centralizac¸a˜o de toda a informac¸a˜o que se encontrava distribu´ıda por diversas
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Figura 1. Diferentes fases do projecto.
bases de dados, assentava na necessidade dessa mesma informac¸a˜o ter de ser
trocada com outros reposito´rios nacionais e internacionais. A norma Encoded
Archival Description (EAD) foi escolhida para desempenhar essa func¸a˜o por se
basear em XML, cujas vantagens neste contexto sa˜o amplamente conhecidas, e
por se estar a tornar numa norma de facto no meio arquiv´ıstico para armazena-
mento e estruturac¸a˜o de informac¸a˜o. Ale´m disso, assegura a criac¸a˜o de descric¸o˜es
consistentes, apropriadas e auto-explicativas e possibilita a partilha de dados de
autoridade que tornam poss´ıvel a integrac¸a˜o de descric¸o˜es de diferentes arquivos
num sistema unificado de informac¸a˜o.
A informac¸a˜o arquiv´ıstica e´ portadora de algumas caracter´ısticas particula-
res. Para comec¸ar, encontra-se normalmente organizada hierarquicamente, efec-
tuando uma descric¸a˜o do mais geral para o mais particular. Assim, um do-
cumento alojado num Arquivo nunca se encontra descrito isoladamente (como
acontece com um livro de uma biblioteca). Existe sempre uma relac¸a˜o entre o do-
cumento descrito e a entidade que o produziu, bem como uma descric¸a˜o de todas
as diviso˜es e subdiviso˜es dessa mesma entidade. Podemos, portanto, considerar
uma descric¸a˜o arquiv´ıstica como uma a´rvore cujos no´s descrevem diferentes par-
tes de uma mesma organizac¸a˜o. Ao n´ıvel da raiz possu´ımos a descric¸a˜o do fundo
(a organizac¸a˜o que gerou o documento) e nos restantes n´ıveis, a descric¸a˜o das
diferentes partes que o compo˜em. Ao n´ıvel das folhas sa˜o descritos os documen-
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tos simples, ou seja, aqueles que na˜o podem ser progressivamente subdivididos
em mais n´ıveis de descric¸a˜o.
As vantagens do uso de XML neste contexto sa˜o o´bvias, pois o armazena-
mento hiera´rquico da informac¸a˜o esta´ automaticamente assegurado. No entanto,
o XML possui um conjunto de caracter´ısticas que o tornam dif´ıcil de manusear:
1. O XML e´ baixo n´ıvel
Quer queiramos quer na˜o, o XML e´ demasiado baixo n´ıvel para poder ser
manipulado directamente por um utilizador. Os DTDs crescem de uma forma
assustadora, de maneira que, e´ dif´ıcil encontrar uma norma internacional que
na˜o possua, pelo menos, va´rias centenas de elementos. Assim, e´ do interesse
de todos, que o XML se mantenha, a toda a hora, escondido do utiliza-
dor comum, recorrendo a interfaces gra´ficas amiga´veis que impossibilitem a
ocorreˆncia de erros na sua sintaxe.
2. O XML e´ dif´ıcil de armazenar
Existe, hoje em dia, uma pano´plia de opc¸o˜es no que diz respeito ao armazena-
mento de XML. O mercado das bases de dados com suporte para XML esta´
em constante crescimento. Na˜o obstante, podemos distinguir treˆs estrate´gias
fundamentais para o armazenamento de XML:
(a) Sistemas XML nativos
(b) Extenso˜es XML (a sistemas RDBMS e OODBMS ja´ existentes)
(c) Sistemas XML virtuais (baseados em middleware entre as aplicac¸o˜es e o
DBMS)
No entanto, na˜o existe consenso no que diz respeito a` melhor estrate´gia a
seguir. Uma ana´lise detalhada dos requisitos da aplicac¸a˜o tera´ que ser efectuada
de forma a determinar qual das aproximac¸o˜es se adequa mais eficazmente ao
cumprimento desses mesmos requisitos. Um estudo comparativo das diversas
alternativas, realizado por R. Nunes e M. Silva [Nun03] conclui que, as bases
de dados XML nativas, embora muito ra´pidas na recuperac¸a˜o da informac¸a˜o,
consomem demasiado tempo durante a indexac¸a˜o de documentos de tamanho
considera´vel e o uso de modelos relacionais, dotados de extenso˜es, apenas sa˜o
adequados quando a estrutura do XML e´ previamente conhecida e bem definida
por um DTD.
3 Interface gra´fica para descric¸a˜o arquiv´ıstica
A informac¸a˜o produzida por um Arquivo baseia-se, na sua esseˆncia, em meta-
informac¸a˜o sobre os documentos albergados e as organizac¸o˜es que os produzi-
ram. Descric¸o˜es interme´dias entre ambos permitem catalogar os documentos no
contexto da organizac¸a˜o que os produziu, como por exemplo, identificar qual o
servic¸o ou sucursal que gerou um documento espec´ıfico.
Segundo as boas regras da arquiv´ıstica, cada registo, ou no´, dessa a´rvore de
descric¸a˜o encontra-se identificado por um co´digo de refereˆncia. Assim, um qual-
quer registo pode ser univocamente identificado pela concatenac¸a˜o das respec-
tivas refereˆncias, desde o n´ıvel raiz ate´ ao documento em causa. Por exemplo, a
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refereˆncia completa EMP-BM/L/001/00001, podera´ ser interpretada como per-
tencendo ao fundo EMP-BM (Empresa Banco do Minho), subfundo L (sucursal
de Lisboa), se´rie 001 (correspondeˆncia recebida) documento 00001 (a refereˆncia
do documento propriamente dito).
Todos os sistemas de descric¸a˜o arquiv´ıstica que analisamos baseavam-se neste
conceito de refereˆncias completas para identificar a posic¸a˜o da a´rvore onde o
registo deveria estar pendurado. As interfaces gra´ficas de introduc¸a˜o de dados
eram, assim, baseadas num u´nico formula´rio onde todos os campos de meta-
informac¸a˜o podiam ser introduzidos e onde um dos campos a preencher consistia
na refereˆncia completa do registo. A refereˆncia do registo servia, assim, tanto
para identificar o registo como para o situar na a´rvore de descric¸a˜o.
Acontece, no entanto, que a ocorreˆncia de erros aquando da introduc¸a˜o das
respectivas refereˆncias (pelos operadores) e´ frequente, fazendo com que um re-
gisto salte para uma posic¸a˜o da a´rvore completamente distinta daquela que era
pretendida, ou pior ainda, que o registo nem sequer possua significado na a´rvore
em questa˜o. Para ale´m disso, o esforc¸o mental que um operador necessita de fazer
para visualizar a estrutura de uma organizac¸a˜o e´ tremendamente desgastante,
sendo este um dos principais causadores dos frequentes enganos.
De forma a minimizar a ocorreˆncia de erros que deterioram francamente
a qualidade das descric¸o˜es, propusemos a realizac¸a˜o de uma interface gra´fica
que representasse visualmente a a´rvore de descric¸a˜o eliminando a necessidade
de introduc¸a˜o de longas refereˆncias e impedindo o operador de cometer erros
aquando da sua introduc¸a˜o. Assim, a interface gra´fica esta´ dividida em duas
a´reas distintas, uma constitu´ıda por uma a´rvore representativa do fundo em que
se esta´ a trabalhar e uma outra onde sa˜o apresentados os campos que podemos
preencher para descrever o registo seleccionado (figura 2).
Em teoria arquiv´ıstica, cada registo encontra-se posicionado num n´ıvel de
descric¸a˜o, uma espe´cie de catalogac¸a˜o que caracteriza o tipo de registo. No con-
texto do Arquivo Distrital do Porto foram identificados dez n´ıveis de descric¸a˜o
distintos: Fundo, Subfundo, Secc¸a˜o, Subsecc¸a˜o, Subsubsecc¸a˜o, Se´rie, Subse´rie,
Unidade de instalac¸a˜o, Documento composto e Documento simples. A interface
gra´fica seria, tambe´m, capaz de garantir a coereˆncia da descric¸a˜o, impedindo
o utilizador de desrespeitar a lo´gica hiera´rquica inerente, e.g., a interface na˜o
deveria permitir a criac¸a˜o de uma Secc¸a˜o debaixo de uma Subsecc¸a˜o, pois isso
violaria a lo´gica hiera´rquica subjacente. Ale´m disso, o software deveria ser capaz
de detectar incoereˆncias e omisso˜es na descric¸a˜o elaborada. Existem campos que
sa˜o considerados obrigato´rios, como a Refereˆncia, o T´ıtulo ou as Datas extremas.
O programa deveria alertar o utilizador quando algum destes campos na˜o fosse
preenchido, ou a informac¸a˜o nele contida fosse incoerente, e.g., uma data final
superior a uma data inicial.
Para ale´m dos cuidados a ter com a qualidade da descric¸a˜o, o software deviria
ser possuidor de algumas caracter´ısticas adicionais, como por exemplo, permitir
a infereˆncia de informac¸a˜o de n´ıveis inferiores para n´ıveis de topo. As datas
extremas associadas a um registo de n´ıvel fundo devera˜o ser, respectivamente,
a data inicial do primeiro documento produzido pela organizac¸a˜o e a data final
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Figura 2. Interface do software de descric¸a˜o arquiv´ıstica.
o documento mais antigo. Assim, atrave´s de me´todos de infereˆncia deveria ser
poss´ıvel transportar para n´ıveis superiores informac¸a˜o relativa aos documentos
folha da a´rvore.
O software de descric¸a˜o deveria, tambe´m, ser capaz de permitir que va´rios
operadores pudessem trabalhar simultaneamente sobre um mesmo fundo, po-
dendo observar em tempo real as alterac¸o˜es efectuadas pelos outros operadores,
obtendo assim uma visa˜o geral do todo o trabalho concretizado pela equipa de
descric¸a˜o.
4 Modelo de dados
No projecto DigitArq foi adoptada uma abordagem top-down, tomando como
ponto de partida a interface gra´fica que deseja´vamos desenvolver e analisando
todos os requisitos que a mesma deveria suportar. A partir da´ı, constru´ımos um
modelo de dados capaz de suportar todas exigeˆncias previamente definidas. Apo´s
uma ana´lise superficial da norma EAD e da constatac¸a˜o da sua complexidade
passamos a` fase que normalmente antecede a utilizac¸a˜o de uma qualquer norma
baseada em XML - a adaptac¸a˜o da norma. Esta, consiste na ana´lise de requisi-
tos do sistema a desenvolver e no teste de adequabilidade da norma a utilizar,
recorrendo, por vezes, a` adaptac¸a˜o de alguns elementos para suportar a infor-
mac¸a˜o pretendida e a` rejeic¸a˜o de elementos desnecessa´rios. A fase de adaptac¸a˜o
da norma e´ fundamental ao desenvolvimento de qualquer projecto baseado em
XML, pois transforma uma pesada norma internacional numa estrutura de tra-
tamento simples e de tamanho maneja´vel adequada a`s necessidades espec´ıficas
dum determinado projecto.
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4.1 Adaptac¸a˜o do EAD
Esta secc¸a˜o pretende servir de guia para a codificac¸a˜o de auxiliares de pesquisa
em EAD/XML. Foi nossa intenc¸a˜o excluir deste documento uma introduc¸a˜o
a` norma EAD. Existe, na Internet, bastante documentac¸a˜o sobre este assunto
[oAA02]. Assume-se, portanto, que o leitor conhece a norma EAD e que esta´
a par das suas ambiguidades. A norma e´ bastante liberal na maior parte das
suas componentes. Assim, algumas deciso˜es tiveram que ser tomadas de forma
a conseguir codificar a informac¸a˜o extra´ıda, das diversas bases de dados.
De seguida sa˜o descritas algumas das deciso˜es tomadas no aˆmbito do projecto
DigitArq.
Datas extremas Um dos primeiros problemas detectados na norma EAD con-
sistia na inexisteˆncia de elementos capazes de acolher as datas extremas dos
registos retro-convertidos. Por norma, um documento e´ portador de duas datas
extremas, a data de criac¸a˜o inicial e final. Em alguns casos essas datas pode-
ra˜o coincidir. Um caso t´ıpico de utilizac¸a˜o de datas extremas ocorre geralmente
quando descrevemos livros. Um livro de baptismos, por exemplo, possui, ao longo
das suas pa´ginas, centenas de registos, fazendo com que as datas extremas do
livro sejam, respectivamente, as datas do primeiro, e do u´ltimo baptismo regis-
tados.
A norma EAD apenas contempla a existeˆncia de um elemento para represen-
tar datas extremas, sendo da responsabilidade do utilizador assegurar a coereˆncia
do seu formato. Existem diversas soluc¸o˜es para este problema, no entanto, todas
estas recaem sobre dois modelos fundamentais: utilizar uma sintaxe bem definida
para as datas que permita distinguir a data inicial da data final, ou utilizar um
atributo para indicar a qual das datas o elemento descritivo se refere.
No primeiro caso, se quise´ssemos representar as datas extremas da crise ce-
real´ıfera que assolou o nosso pa´ıs no se´culo XV, poder´ıamos fazeˆ-lo recorrendo
a` notac¸a˜o <unitdate>1436/1441<unitdate>.
No segundo caso, a representac¸a˜o seria assegurada pelos elementos <unidate
datechar=’inicial’> 1436 </unitdate> e <unidate datechar=’final’> 1441
</unitdate>, onde o atributo datechar indica a que data o elemento unitdate
pretende descrever.
Em ambos os casos, a sintaxe escolhida para representar as datas devera´
ser bem definida, pois e´ fundamental que se possam efectuar pesquisas sobre as
datas dos registos, tendo obviamente em considerac¸a˜o os intervalos definidos.
Outro problema, que acompanha a codificac¸a˜o de datas, tem que ver com
a representac¸a˜o de informac¸a˜o incompleta, ou seja, como representar as datas
para as quais na˜o conhecemos, por exemplo, o dia ou o meˆs. O formato escolhido
deve permitir determinar se uma qualquer data pertence a um intervalo definido
por duas datas incompletas.
No que diz respeito a`s datas, as deciso˜es tomadas podem ser resumidas da
seguinte forma:
– Utilizac¸a˜o de atributos para identificar a extremidade da data
Evita a necessidade de processamento adicional para separar as datas na
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eventualidade de ser necessa´rio efectuar qualquer tipo de operac¸a˜o com as
mesmas.
– As datas sa˜o sempre representadas no formato YYYY-MM-DD
Garante a uniformidade das datas e simplifica todo o tipo de ca´lculos a
efectuar com as mesmas.
– Informac¸a˜o incompleta
A informac¸a˜o incompleta e´ representada por uma cadeia de zeros com o
mesmo comprimento do elemento em causa, e.g., na data 1436-04-00 depreende-
se que o dia e´ desconhecido.
Numbered vs Unnumbered Components Em EAD cada n´ıvel de descri-
c¸a˜o pode ser representado de duas formas: utilizando os elementos <c1>, <c2>,
...,<c12>, cujo valor nume´rico associado representa a profundidade do elemento
na a´rvore, ou utilizando um elemento na˜o numerado simplesmente representado
por <c>.
No aˆmbito do nosso projecto na˜o sentimos necessidade de utilizar os elemen-
tos numerados, pois a profundidade da hierarquia e´ automaticamente descrita
pela disposic¸a˜o dos diversos elementos no documento XML. Optamos assim, pela
utilizac¸a˜o do elemento <c> uma vez que o tratamento nume´rico da profundidade,
para ale´m de supe´rfluo, acarreta processamento adicional.
























Exemplo 2: Anotac¸a˜o usando Unnumbered Components.
E´ de notar que o elemento <c> (component) representa um no´ da a´rvore
de descric¸a˜o documental. Pendurados neste elemento, encontram-se todos os
elementos que carregam informac¸a˜o u´til produzida pelo arquivista, e.g., o co´digo
de refereˆncia e o t´ıtulo do elemento descritivo.
Um registo cujo co´digo de refereˆncia e´ EMP-BM e cujo t´ıtulo e´ Banco do









Atributo otherlevel Associado a cada elemento <c> (component) existe um
atributo level que indica qual o n´ıvel de descric¸a˜o arquiv´ıstica que o elemento
representa. No seio do nosso projecto foram definidos os n´ıveis de descric¸a˜o:
Fundo, Subfundo, Secc¸a˜o, Subsecc¸a˜o, Subsubsecc¸a˜o, Se´rie, Subse´rie, Unidade de
instalac¸a˜o, Documento composto e Documento simples. O atributo level do ele-
mento component descrito pela norma EAD/XML define os n´ıveis de descric¸a˜o:
class, collection, fonds, subfonds, series, subseries, file, item, recordgrp , subgrp
e otherlevel.
Como podemos constatar, os n´ıveis de descric¸a˜o definidos na norma na˜o
satisfazem as necessidades do Arquivo Distrital do Porto. Assim, foi utilizado o
atributo opcional otherlevel onde pudemos descrever o nosso n´ıvel de descric¸a˜o,
bastando para isso identificar o n´ıvel de descric¸a˜o como sendo otherlevel.
Exemplo: <c level=’otherlevel’ otherlevel=’Fundo’> ...</c>
Elementos mistos O EAD contempla a utilizac¸a˜o de alguns elementos especiais
para anotar secc¸o˜es de texto no interior de outros elementos que se designam
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por elementos de conteu´do misto: os chamados elementos flutuantes. Assim, e´
poss´ıvel, por exemplo, na descric¸a˜o do Aˆmbito e Conteu´do, de um qualquer
registo, assinalar que um determinado conjunto de palavras diz respeito ao nome
de uma pessoa.
<scopecontent>
O fundador, <person>Manuel Ferreira</person>, constituiu ...
</scopecontent>
A utilidade dos elementos flutuantes neste contexto e´ amplamente reconhe-
cida, no entanto, a sua implementac¸a˜o do ponto de vista da interface gra´fica
acarreta alguns problemas. Como poderemos permitir a anotac¸a˜o de texto, sem
que as etiquetas sejam visualizadas? Usando um sistema de cores para diferenciar
o texto anotado? Seria uma hipo´tese, no entanto, se encararmos o problema do
ponto de vista relacional veremos que e´ demasiado complexo de tratar. Assim,
todos os elementos flutuantes foram substitu´ıdos por termos de indexac¸a˜o. Por
outras palavras, acabaram-se com os conteu´dos mistos (estes sa˜o normalmente
o problema quando se pretende guardar documentos num modelo relacional).
Termos de indexac¸a˜o A linguagem natural e´ utilizada correntemente em to-
das as actividades da vida quotidiana. De acordo com o contexto, o n´ıvel da
l´ıngua sera´ familiar, erudito, te´cnico, poe´tico, litera´rio, diploma´tico, administra-
tivo, etc. Va´rios termos sa˜o sino´nimos, anto´nimos; sa˜o espec´ıficos ou gene´ricos.
Esta diversidade ilustra a riqueza e a subtileza da l´ıngua. Geralmente, os t´ıtulos
das obras sa˜o redigidos em linguagem natural, o que facilita a sua compreensa˜o
pelos leitores.
Na linguagem natural, pode-se escolher um termo, ou um conjunto de termos
para se fazer uma descric¸a˜o, uma representac¸a˜o, uma ilustrac¸a˜o ou uma s´ıntese
de um assunto, de uma ideia, de um texto, de uma situac¸a˜o.... etc. O termo assim
escolhido torna-se uma palavra-chave. Esta palavra-chave permite-nos identificar
o que e´ importante ou o que e´ preciso reter para compreender o essencial de um
assunto. Consoante o caso, a palavra-chave tem um sentido geral ou espec´ıfico.
A utilizac¸a˜o da palavra-chave ou de um conjunto de palavras-chave, e´ uma
estrate´gia eficaz para delimitar um assunto de pesquisa. Tambe´m nesta perspec-
tiva, quanto mais a palavra-chave for precisa e pertinente mais fa´cil sera´ o in´ıcio
da pesquisa da informac¸a˜o. Ale´m disso, a utilizac¸a˜o da palavra-chave torna-se
essencial para fazer a ligac¸a˜o com as linguagens especializadas dos diversos domı´-
nios do conhecimento humano. A linguagem controlada utiliza termos escolhidos,
precisos e un´ıvocos com a finalidade de evitar as interpretac¸o˜es de sentido, per-
mitindo assim a indexac¸a˜o precisa dos registos [dRdBE03].
Assim, associado a cada registo, existe uma lista de palavras-chave assentes
em linguagem controlada, que permitem identificar os principais to´picos abor-
dados. Como a linguagem e´ bem definida, e´ poss´ıvel efectuar pesquisas eficazes
sobre a meta-informac¸a˜o existente.
No projecto DigitArq os termos de indexac¸a˜o foram hierarquizados a dois
n´ıveis. O primeiro identifica uma se´rie de categorias a`s quais podemos adicionar
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termos concretos. Esta opc¸a˜o reduz a ambiguidade inerente a algumas palavras
ou expresso˜es. Por exemplo, sera´ que ”Elias Garcia”diz respeito ao nome de uma
rua ou ao nome de uma escola secunda´ria de Almada? Ao descrevermos o termo
como ”Topon´ımia/Elias Garcia”conclu´ımos imediatamente que se trata do nome











A definic¸a˜o dos termos a utilizar fica a cargo do administrador do sistema,
ou seja, algue´m no interior do Arquivo que possui autoridade para gerir a lista
de termos de indexac¸a˜o.
4.2 XML vs SQL
As diversas fases de conversa˜o resultaram em milhares de registos migrados de
diversas bases de dados. O novo sistema de informac¸a˜o deveria garantir que toda
a informac¸a˜o convertida fosse incorporada e tornada acess´ıvel ao pu´blico geral.
Tornou-se, assim, fundamental a criac¸a˜o de um reposito´rio central para que fosse
poss´ıvel gerir toda essa informac¸a˜o, bem como, permitir a realizac¸a˜o de pesquisas
atrave´s de uma interface Web. Para a realizac¸a˜o dessa tarefa foi utilizada uma
base de dados relacional.
A escolha de uma base de dados relacional recaiu, em parte, nas condicio-
nantes orc¸amentais para a aquisic¸a˜o de uma base de dados XML nativa e nas
restric¸o˜es temporais vigentes, que impediam que demasiado tempo fosse dispen-
dido em instalac¸a˜o e configurac¸a˜o.
Foi necessa´rio desenvolver um modelo de dados capaz de funcionar sobre
uma base de dados relacional que conseguisse reflectir, dentro do poss´ıvel, a in-
formac¸a˜o contida nos ficheiros EAD/XML resultantes das diversas converso˜es. A
transic¸a˜o de um dos modelos para o outro (XML/Relacional) deveria ser simples
e transparente. Foi enta˜o desenvolvida, uma camada interme´dia de software para
funcionar entre a aplicac¸a˜o de gesta˜o, e a base de dados.
A camada interme´dia (ou middleware) e´ descrita por uma classe abstracta
onde sa˜o definidos nove me´todos fundamentais:
– Sub Upload()
Actualiza a informac¸a˜o do n´ıvel de armazenamento com a informac¸a˜o resi-
dente em memo´ria.
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Figura 3. Diagrama de blocos.
– Sub Download()
Actualiza a memo´ria com a informac¸a˜o do n´ıvel de armazenamento. Este
me´todo permite refrescar os dados em memo´ria de modo a garantir que a
interface apresenta a versa˜o mais recente do registo.
– Function Children() As LazyNodeCollection
Retorna uma colecc¸a˜o com os no´s filhos. Se na˜o existirem filhos retorna uma
colecc¸a˜o vazia.
– Sub RemoveChild(ByVal child As LazyNode)
Remove um filho do no´ actual.
– Sub AppendChild(ByVal child As LazyNode)
Adiciona um novo filho ao no´ actual.
– Function HasChildren() As Boolean
Retorna verdadeiro se o no´ actual tiver filhos, e falso em caso contra´rio.
– Function CreateNode() As LazyNode
Cria um novo no´. O novo no´ tera´ que ser adicionado como filho ao no´ pre-
tendido.
– Function Clone() As LazyNode
Cria uma co´pia do no´ actual.
– Function Parent() As LazyNode
Retorna o pai do no´ actual. Caso na˜o exista (o no´ actual e´ a raiz) retorna o
valor nulo.
Para ale´m destes me´todos, que cada implementac¸a˜o concreta da classe abs-
tracta e´ obrigada implementar, cada no´ carrega consigo um conjunto de pro-
priedades que permitem conservar em memo´ria os valores de cada campo de
informac¸a˜o que o nosso sistema e´ capaz de manipular.
A classe abstracta foi baptizada de LazyNode (no´ preguic¸oso), uma vez que, a
informac¸a˜o apenas e´ transportada do n´ıvel f´ısico para a memo´ria, a pedido. Desta
forma na˜o sobrecarregamos a memo´ria do sistema com informac¸a˜o indesejada.
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Foram desenvolvidas duas implementac¸o˜es da classe LazyNode: SQLLazy-
Node e EADLazyNode. Cada uma das implementac¸o˜es limita-se a implementar
os nove me´todos herdados.
Figura 4. Diagrama de classes do LazyNode.
4.3 EADLazyNode
A classe EADLazyNode opera sobre documentos EAD/XML fazendo uso do
DOM (W3C Document Object Model) como base de suporte para a manipula-
c¸a˜o dos ficheiros XML. Assim, todas as operac¸o˜es descritas anteriormente sa˜o
implementadas com me´todos disponibilizados pelo DOM.








Tabela 1. Relac¸a˜o entre propriedades do LazyNode e elementos do EAD/XML
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As operac¸o˜es de leitura sobre um documento XML limitam-se a retornar o
valor do elemento indicado pelo XPath. Caso o elemento na˜o exista, e´ retornado
o valor nulo.
Antes de uma operac¸a˜o de escrita e´ verificada a existeˆncia do XPath corres-
pondente a` propriedade que se pretende escrever. Caso na˜o exista, o caminho e´
criado e o valor do respectivo elemento e´ actualizado.
5 SQLLazyNode
A implementac¸a˜o do SQLLazyNode permite-nos manipular a informac¸a˜o quando
esta se encontra armazenada numa base de dados relacional. Cada no´ da a´rvore
de descric¸a˜o documental (component <c>) e´ descrito, no contexto relacional, por
um registo que conte´m uma coluna por cada propriedade definida. Para ale´m das
propriedades, foi necessa´rio adicionar alguns campos de controlo: Id, ParentId e
HasChildren.
O modelo hiera´rquico inerente a` a´rvore de descric¸a˜o documental e´ assegurado
por uma relac¸a˜o circular, onde o campo ParentId de um registo aponta para o
Id do registo hierarquicamente superior (figura 5). Um registo raiz possui um
apontador nulo (ParentId = NULL), ou seja, na˜o possui pai.
Foi utilizado um campo adicional de controlo designado HasChildren (bole-
ano) para indicar se um determinado no´ da a´rvore possui, ou na˜o, filhos. Assim,
e´ poss´ıvel obter esta informac¸a˜o sem sobrecarregar a base de dados com uma
consulta demasiado pesada.
Figura 5. Diagrama entidade-relac¸a˜o.




SET {campos a actualizar}={valor}
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– Function Children() As LazyNodeCollection
SELECT Id
FROM Components
WHERE ParentId={Id do no´ actual}
– Sub RemoveChild(ByVal child As LazyNode)
For Each Node In Child.Children
RemoveChild(Node)
Next
Dim SQLChildNode As SQLLazyNode = CType(Child, SQLLazyNode)
DELETE FROM Components
WHERE ID = {Child.Id}
If Children.Count = 0 Then
UpdateHasChildren(False) ’updates the HasChildren Flag
End If
– Sub AppendChild(ByVal child As LazyNode)
Assumindo que foi executado previamente um CreateNode() ou um Clone()
de modo a obtermos uma refereˆncia para um novo no´:
UPDATE Components SET ParentID={Id do no´ actual}
WHERE ID={Id do no´ a adicionar}
– Function HasChildren() As Boolean
SELECT HasChildren
FROM Components
WHERE ID = {Id do no´ actual}
– Function CreateNode() As LazyNode
INSERT INTO Components ({campos n~ao nulos})
VALUES ({valores por omiss~ao})
– Function Clone() As LazyNode CreateNode()
NewNode.ImportFields(Me)
NewNode.Upload()
Dim Child As LazyNode For Each Child In Children()
Dim NewChild As LazyNode = Child.Clone
NewNode.AppendChild(NewChild)
Next
– Function Parent() As LazyNode
SELECT ParentID
FROM Components
WHERE Id={Id do no´ actual}
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5.1 Vantagens e desvantagens do modelo adoptado
O modelo apresentado e´ simples e apresenta algumas caracter´ısticas interessan-
tes. A primeira de todas e´ a capacidade podermos realizar catamorfismos sobre o
modelo descrito sem termos que nos preocupar com as particularidades do n´ıvel
de armazenamento. Esta caracter´ıstica e´ realmente importante se considerarmos
que a maior parte das operac¸o˜es desempenhadas pelo software de gesta˜o docu-
mental sa˜o realizadas por fundo (a´rvore) e que normalmente exigem travessias
completas sobre o mesmo. Alguns exemplos deste tipo de operac¸o˜es sa˜o:
– Revisa˜o automa´tica de fundos
– Infereˆncia de valores (de n´ıveis inferiores para n´ıveis de topo)
– Contabilizac¸a˜o de registos por n´ıvel de descric¸a˜o
– Normalizac¸a˜o da codificac¸a˜o (para resolver incongrueˆncias herdadas da retro-
conversa˜o)
A definic¸a˜o do catamorfismo fica a cargo da seguinte func¸a˜o:
Public Function Catamorphism(ByVal Gene As Gene) As Object
Dim Child As LazyNode
Dim ChildrenResults As New Collection






Function Apply(ByVal obj As LazyNode, _
ByVal ChildrenResults As Collection) As Object
End Interface
Exemplo de um Gene.
Public Class GeneValidator
Implements Gene
Public Function Apply(ByVal obj As LazyNode, _
ByVal ChildrenResults As Collection) As Object
Dim Result As ValidationErrorCollection
Result = Validator.GetLazyNodeErrors(obj)
Dim Child As ValidationErrorCollection
For Each Child In ChildrenResults
Result.Add(Child)
Next




O modelo adoptado e´ totalmente transparente no diz respeito a` localizac¸a˜o
f´ısica da informac¸a˜o. Desde que os nove me´todos descritos sejam correctamente
implementados sobre a respectiva camada de dados, o mesmo conjunto de ope-
rac¸o˜es podem ser aplicadas sem mais alterac¸o˜es. A conversa˜o entre modelos de
dados e´, tambe´m, simples e transparente.
Se pretendermos exportar uma a´rvore (fundo documental) armazenada numa
base de dados relacional para um ficheiro EAD/XML basta efectuar uma tra-
vessia na a´rvore original e ir criando, progressivamente, os no´s correspondentes
na implementac¸a˜o XML do LazyNode.
Exemplo:
Private Sub MergeTrees(ByVal DstNode As LazyNode,
ByVal SrcNode As LazyNode)
Dim Index As Integer
Dim ChildSrcNode As LazyNode
Dim Children As LazyNodeCollection
Children = DstNode.Children
For Each ChildSrcNode In SrcNode.Children
Index = Children.IndexOf(ChildSrcNode)
If Index < 0 OrElse ChildSrcNode.isLeaf Then
’ node doesn’t exist. Create a new one
Dim NewDstNode As LazyNode = DstNode.CreateNode()





Else ’ Node exists... use that one





Uma particularidade interessante deste modelo tem que ver com a sua inde-
pendeˆncia ou portabilidade. Todas as operac¸o˜es descritas utilizam ferramentas
standard, como o DOM ou o SQL, permitindo, assim, que o modelo seja facil-
mente transportado para outras plataformas.
O modelo de dados apresentado, embora simples de implementar e manipu-
lar, apresenta algumas desvantagens face a outras soluc¸o˜es, sendo a principal
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destas o facto de na˜o tirar o ma´ximo partido das capacidades oferecidas pelas
bases de dados relacionais. A granularidade do modelo obriga a que toda a in-
formac¸a˜o seja carregada registo a registo, ou seja, primeiro e´ carregada a raiz, e
progressivamente, cada um dos no´s filho (quando estes sa˜o necessa´rios). A sim-
ples procura de um no´ na a´rvore implica realizar uma travessia completa ate´ o
no´ ser encontrado. Num modelo relacional puro, o registo seria encontrado pelo
motor da base de dados, bastando-nos apenas executar uma query SQL. Este e´ o
custo a pagar pela simplicidade e transpareˆncia do modelo, no entanto, os testes
de utilizador efectuados ao sistema revelam que a informac¸a˜o e´ encontrada em
tempo u´til, ou seja, o utilizador na˜o considera excessivo o de espera pela resposta
do sistema, encarando o facto como normal.
6 Concluso˜es e trabalho futuro
Neste artigo e´ proposto um modelo de dados, baseado emmiddleware, que oferece
simplicidade e transpareˆncia na manipulac¸a˜o de informac¸a˜o hiera´rquica residente
em diferentes n´ıveis lo´gicos de armazenamento. Foram criadas duas implementa-
c¸o˜es concretas, uma sobre ficheiros XML baseados na norma EAD e outra sobre
uma base de dados relacional. Em ambos os casos, a informac¸a˜o manipulada
baseia-se num modelo hiera´rquico - uma a´rvore.
A passagem de informac¸a˜o de um modelo para o outro e´ assegurada por uma
simples travessia. A aplicac¸a˜o de catamorfismos e´ conseguida indiferentemente
do modelo utilizado.
O modelo apresentado, por ser abstracto e generalista, na˜o tira partido das
funcionalidades oferecidas pelas bases de dados relacionais. Assim, algum tra-
balho futuro poderia ser desenvolvido na optimizac¸a˜o do modelo sobre bases
de dados relacionais. A utilizac¸a˜o de stored procedures seria um bom ponto de
partida para concretizac¸a˜o deste objectivo, tendo como principal desvantagem,
a perda de independeˆncia e portabilidade, caracter´ısticas do modelo proposto.
Outra possibilidade de optimizac¸a˜o seria utilizar mecanismos de cache e/ou
pre-loading de forma a minimizar o tra´fego entre a aplicac¸a˜o e a base de dados.
A utilizac¸a˜o destes mecanismos acarreta informac¸a˜o de controlo adicional para
garantir que a informac¸a˜o em cache se encontra coerente/actualizada.
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Utilizacion de RDF y bases de datos de
metadatos nativas dentro del proyecto
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Resumo Este articulo describe el trabajo realizado para la creacio´n
de un prototipo para la bu´squeda de informacio´n en archivos digitales
distribuidos utilizando la tecnolog´ıa RDF y una base de datos nativa.
El articulo resen˜a los prerrequisitos para la descripcio´n y normalizacio´n
de la informacio´n de los archivos distribuidos, luego los criterios para
la seleccio´n de la base de datos nativa, muestra las funcionalidades del
prototipo creado y al final tiene una s´ıntesis de las lecciones aprendidas
y el trabajo futuro.
Palavras Chave: Digital Libraries, Distributed Information Retrieval,
Wordnet, Metadata
1 Intrduccion
En las u´ltimas de´cadas, la cantidad de informacio´n digital, as´ı como el nu´mero de
ordenadores y conexiones a Internet, ha crecido a un ritmo exponencial. Cada
vez es ma´s y ma´s frecuente acceder a la informacio´n en formato electro´nico,
posibilidad que se ve altamente potenciada gracias a la red. Asimismo, cada vez
resulta ma´s fa´cil comparar informacio´n procedente de lugares geogra´ficamente
distintos, de ah´ı la creciente importancia de que esta informacio´n se encuentre
relacionada entre s´ı a nivel sema´ntico.
El proyecto OmniPaper (Smart Access to European Newspapers) patroci-
nado por la Comisio´n Europea IST investiga te´cnicas para acceder fuentes de
informacio´n distribuidas con base en tecnolog´ıas de IA y XML (SOAP, RDF,
XTM). La arquitectura de la solucio´n propuesta por OmniPaper tiene en su
base un conjunto de archivos digitales distribuidos, todos dentro de ambien-
tes, bases de datos y mecanismos de indexacio´n diferentes, los cuales pueden
ser accedidos de una manera uniforme mediante una interfaz SOAP. Los archi-
vos contienen recursos (art´ıculos de perio´dicos) catalogados mediante RDF y
XTM (“local layer”) lo que permite una bu´squeda inteligente gracias a una capa
superior (“knowledge layer”) que contiene conceptos relacionados entre si con
ocurrencias en diferentes idiomas.
Fueron creados prototipos en RDF y XTM para comparar las dos tecnolog´ıas.
Este art´ıculo describe la fase inicial del prototipo RDF y la incorporacio´n de
WordNet para facilitar la navegacio´n dentro del mismo.
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2 RDF
RDF (del ingles “Resource Description Framework”), como su nombre lo indica
es un marco de trabajo para describir e intercambiar metadatos. RDF se divide
en dos partes, una de ellas el “Modelo RDF y especificacio´n de sintaxis” que
tiene un modelo para representar metadatos y la sintaxis para codificarlos y la
segunda parte Especificacio´n de Esquemas RDF para la ceracio´n de vocabularios
de metadatos, los vocabularios permiten describir objetos de un negocio o a´rea
de conocimiento. RDF esta construido en base a las siguientes reglas:
– Un recurso es cualquier cosa que puede tener un URI, esto incluye todas las
paginas web, todos los elementos individuales de cada documento XML y
mucho mas;
– Una propiedad es un recurso que tienen un nombre y que puede usarse como
una propiedad, por ejemplo autor o titulo. En muchos casos todo lo que nos
importa en realidad es el nombre, pero una propiedad necesita ser un recurso
de forma tal que pueda tener sus propias propiedades;
– Una sentencia consiste en la combinacio´n de un recurso, una propiedad y un
valor.
Estas tres partes son conocidas como el sujeto, predicado y el objeto de la
sentencia, un conjunto de las tres partes es llamado un triple. RDF se representa
en XML, de otra manera RDF es una aplicacio´n XML, los triplos RDF pueden
ser almacenados en bases de datos normales o en bases de datos especializadas.
3 Prototipo RDF
Los objetivos del trabajo con RDF y el desarrollo del prototipo se derivan de los
objetivos del proyecto Omnipaper. El principal objetivo es explorar la tecnolog´ıa
RDF para la descripcio´n, bu´squeda y recuperacio´n de informacio´n en el contexto
de un archivo digital de noticias distribuido.
3.1 Trabajo previo
El trabajo comienza con formalizacio´n de la descripcio´n de los articulos de noti-
cias; para describir los art´ıculos se definio´ un vocabulario de metadatos comu´n
para tres archivos de noticias (los archivos pertenecen a tres empresas prove-
edoras de noticias en l´ınea); se estudiaron varios vocabularios esta´ndar prin-
cipalmente dentro del sector de noticias. Finalmente fueron seleccionados los
elementos que mejor se ajustaron a las necesidades y como resultado el voca-
bulario de metadatos de OmniPaper contiene elementos Dublin Core, NIFT y
algunos elementos propios de Omnipaper, adema´s, fue creado un perfil de apli-
cacio´n (“Application profile”) para el vocabulario. El vocabulario cuenta con 25
elementos pertenecientes a 6 categor´ıas; la categor´ıa “Clasificacio´n del Art´ıculo”
tiene el elemento “keylist”, que es una lista pesada de palabras llave conteni-
das en cada art´ıculo, las cuales son extra´ıdas mediante me´todos de inteligencia
artificial.
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Con base en el vocabulario creado se describio´ un conjunto de noticias; dichas
descripciones son documentos RDF/XML, los documentos RDF/XML fueron
creados en dos pasos, el primero fue la transformacio´n de los art´ıculos, que
originalmente son ficheros XML, por medio de plantillas de transformacio´n XSL,
se convirtieron en documentos RDF/XML, el proceso de transformacio´n, mas
que transformar mapeo los metadatos existentes dentro de los ficheros XML con
los del vocabulario creado, se corrigieron algunos formatos de datos como el de
la fecha; el contenido de los articulos no fue mapeado; el segundo paso es la
inclusio´n de la lista pesada de palabras llave del art´ıculo que previamente han
sido extra´ıdas por un proceso desarrollado para tal fin.
3.2 Base de datos nativa: RDF Gateway
La seleccion de la base de datos se hizo bajo la premisa de ser orientada a XML
(nativa); inicialmente se exploro el producto TAMINO de SoftwareAG, despue´s
fue explorado RDF Gateway de Intellidimension; debido a que RDF-Gateway
fue creado para manipular informacion en RDF/XML y ofrec´ıa funcionalidades
de manejo fue seleccionado, a pesar de ser un producto nuevo.
RDF Gateway adema´s de manipular documentos RFD/XML, tiene un ser-
vidor web con un ambiente de programacio´n que soporta paginas activas (RSP),
facilidad de conexio´n con otros programas, y caracter´ısticas que lo diferencian de
las dema´s bases de datos normales, como reglas de inferencia, soporte para es-
quemas y la creacio´n automa´tica de ı´ndices con base en las ra´ıces de las palabras
(“steeming”) contenidas en los campos indexados.
3.3 Descripcio´n y funcionamiento del prototipo
El primer prototipo fue desarrollado en el ambiente de pa´ginas activas (RSP) que
soporta RDF Gateway; debido a que el conjunto de sentencias que ofrece RDF
Gateway es limitado, el segundo prototipo (que es el descrito en este articulo)
fue desarrollado en un ambiente de desarrollo VisualStudio de Microsoft y esta
compuesto por varias paginas ASP. El acceso al motor de base de datos de RDF
Gateway se hace v´ıa ODBC.
El prototipo RDF es una aplicacio´n que env´ıa consultas inteligentes a la
metabase. Una consulta inteligente tiene como base un consulta normal con
dos diferencias, la primera, el enriquecimiento de la consulta con sino´nimos, la
segunda, gracias al motor de base de datos se realiza la bu´squeda con la ra´ıces de
las palabras. La consulta inteligente tiene ventajas sobre una consulta normal de
texto completo (“full text search”), principalmente en los tiempos de respuesta
y en la calidad de la informacio´n encontrada. La consulta enviada al motor de
base de datos se hace en RDFQL, que es un el leguaje de consultas parecido a
SQL.
La interfaz con el usuario del prototipo RDF tiene cuatro componentes, la
primera es una bu´squeda inteligente, que permite la entrada de varias palabras
llave para realizar una consulta, la segunda, permite la bu´squeda en cada uno de
los elementos de vocabulario de metadatos, la tercera es una bu´squeda orientada
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a la navegacio´n, desde una palabra llave inicial, permite recorrer las palabras
relacionadas y a su vez muestra los art´ıculos relacionados a esas palabras, los
resultados aparecen en el cuarto componente de la interfaz. El componente del
interfaz orientado a navegacio´n utiliza WordNet para ayudar al usuario a encon-
trar mejores resultados.
4 Lecciones aprendidas
Se comprobaron algunas premisas planteadas en otras a´reas, las cuales se pueden
resumir en:
– Los productos, como RDF Gateway, que ofrecen muchas funcionalidades, no
tienen la suficiente calidad en todas las funcionalidades, de ah´ı que se cambio
el ambiente de desarrollo a VisualStudio y a la tecnolog´ıa ASP.
– La indexacio´n que tienen los datos almacenados en RDF Gateway, produce
buenos tiempos de repuesta, pero ralentiza la actualizacio´n e insercio´n de
informacio´n.
– El disen˜o de las consultas y la base de datos es dif´ıcil debido a los cono-
cimientos previos de SQL, normalmente se intenta hacer lo mismo que se
realiza en una base de datos t´ıpica, olvidando que es una filosofia totalmente
diferente.
5 Conclusiones y trabajo futuro
El principal beneficio de utilizar RDF y RDF Gateway es la y facilidad uso
debido a que los conceptos que se necesitar´ıan para realizar el mismo trabajo en
otras tecnolog´ıas, ya esta´n encapsulados en RDF. Esta facilidad se ve disminuida
porque las tecnolog´ıas envueltas son muy recientes, lo cual no permite alcanzar
resultados esperados.
Como trabajo futro se pretende la integracio´n del prototipo RDF con el
prototipo XTM en una sola aplicacio´n, lo cual permitira´ potenciar las dos tec-
nolog´ıas.
Um Extrator de Topic Maps a partir de Recursos
Heterogeˆneos de Informac¸a˜o
Giovani Rubert Librelotto1?,
Jose´ Carlos Ramalho1, and Pedro Rangel Henriques1
University of Minho, Computer Science Department
4710-057, Braga, Portugal
{grl, jcr, prh}@di.uminho.pt
Abstract. O processo de desenvolvimento de ontologias baseadas em Topic Maps
e´ complexo, consumidor de tempo e requer grande quantidade de recursos hu-
manos e financeiros, devido ao fato de qualquer topic map (por mais simples que
seja) possuir um conjunto significativo de to´picos e associac¸o˜es; ale´m disso, para
que a ontologia extraı´da seja realmente significativa, pode envolver um grande
nu´mero de recursos de informac¸a˜o que podera˜o ser de tipos diferentes. Para
resolver este problema, este artigo propo˜e um extrator de ontologias, chamado
Oveia, que constro´i topic maps a partir de recursos heterogeˆneos de informac¸a˜o,
onde a ontologia a ser extraı´da e´ definida em uma linguagem de especificac¸a˜o
denominada XS4TM (XML Specification for Topic Maps). O topic map ex-
traı´do pode ser armazenado em uma base de dados relacional (permitindo que
as ontologias possam crescer, sem restric¸o˜es), ou em um documento no formato
XML Topic Maps (XTM). Essa dupla capacidade de manipular va´rias fontes de
informac¸a˜o e de poder armazenar o resultado em um suporte diferente e´ vantagem
na comparac¸a˜o com a primeira versa˜o do extrator, chamado TM-Builder.
1 Introduc¸a˜o
No funcionamento normal de uma organizac¸a˜o, tipicamente sa˜o produzidos grandes
volumes de dados. Normalmente, para satisfazer os seus requisitos de armazenamento,
estas organizac¸o˜es utilizam bases de dados relacionais que sa˜o bastante eficientes para
lidar com esta situac¸a˜o. Entre outras razo˜es, os seus sistemas de indexac¸a˜o esta˜o otimiza-
dos para suportar grandes volumes de dados.
Quando ha´ necessidade de uma estruturac¸a˜o de mais alto nı´vel dessa informac¸a˜o,
o paradigma Topic Maps – ISO/IEC 13250 – mostra ser uma excelente opc¸a˜o, por
ser suportado em um nu´mero reduzido de elementos simples (to´picos e associac¸o˜es).
Com um mapa conceitual da informac¸a˜o encontrada nas bases de dados, habilita-se
uma navegac¸a˜o atrave´s dos conceitos e das relac¸o˜es. Para isso, e´ necessa´ria a definic¸a˜o
de uma ontologia adequada ao universo em que esse sistema se insere, na qual este-
jam especificados os conceitos e as relac¸o˜es entre as entidades do pro´prio sistema. Um
mapa de to´picos pode ser visto como uma colec¸a˜o de ı´ndices interconectados. To´picos
e associac¸o˜es permitem definir, de forma estruturada, a semaˆntica de um conjunto de
recursos de informac¸c¸a˜o. Esta rede hiera´rquica de to´picos e´ chamada ontologia.
? Bolsista CNPq - Brasil
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Um extrator de ontologias baseado em XTM (XML Topic Maps) foi apresentado em
[?]. Este ambiente processa um conjunto de documentos XML – pertencentes a` mesma
famı´lia, ou seja, documentos que respeitem o mesmo DTD ou XML Schema – com
um extrator (TM-Builder), criado a partir de uma especificac¸a˜o da ontologia em XSTM
(XML Specification for Topic Maps). O TM-Builder produz um documento XTM, o qual
conte´m a ontologia extraı´da de acordo com a especificac¸a˜o XSTM. Essa plataforma e´,
portanto, totalmente baseada em XML.
Pore´m, quando os recursos de informac¸a˜o na˜o sa˜o documentos XML (como acon-
tece em va´rios projetos concretos), e´ necessa´rio proceder, previamente, a uma conversa˜o
das fontes em causa para XML. Esta tarefa na˜o e´ a melhor escolha, pois a sincronizac¸a˜o
dos dados e´ complexa; quando o recurso original e´ modificado e´ necessa´rio gerar nova-
mente o documento XML, atualizando o seu conteu´do.
Como soluc¸a˜o para essa dificuldade pra´tica, apresenta-se aqui um novo constru-
tor de Topic Maps, chamado Oveia. O Oveia evita a transformac¸a˜o de recursos de
informac¸a˜o na˜o-XML para documentos XML, pois ele extrai as informac¸o˜es direta-
mente dos recursos.
A ontologia a ser extraı´da e´ especificada em XS4TM (XML Specification for Topic
Maps). Esta linguagem tem o mesmo objetivo que XSTM, pore´m esta´ um nı´vel acima:
XS4TM cobre todos os elementos da especificac¸a˜o XTM, ale´m de ser projetada para a
extrac¸a˜o de ontologias em recursos de informac¸a˜o heterogeˆneos.
O Oveia cria uma base de dados com a estrutura definida de acordo com o paradigma
Topic Maps [?] contendo todos os to´picos e as associac¸o˜es entre eles, chamada BD On-
tologia. Na verdade, o Oveia pode armazenar os topic maps extraı´dos tanto na BD
Ontologia, como no formato XTM1.
O artigo inicia apresentando o paradigma Topic Maps na sec¸a˜o 2; Topic Maps e´
um formalismo para representar conhecimento sobre um recurso de informac¸a˜o, orga-
nizando por to´picos. A descric¸a˜o do sistema que propo˜e-se, o extrator de Topic Maps a
partir de recursos heterogeˆneos de informac¸a˜o – Oveia – e´ feita na sec¸a˜o 3. A definic¸a˜o
da linguagem XS4TM sera´ encontrada na sec¸a˜o 3.5. Por fim, uma sı´ntese do artigo e os
trabalhos futuros sa˜o apresentados na conclusa˜o.
2 Topic Maps
Topic Maps [?] e´ um formalismo para representar conhecimento acerca da estrutura de
um conjunto de recursos de informac¸a˜o e para o organizar em to´picos. Esses to´picos
teˆm ocorreˆncias e associac¸o˜es que representam e definem relacionamentos entre os
to´picos. A informac¸a˜o sobre cada to´pico pode ser inferida ao examinar as associac¸o˜es
e ocorreˆncias ligadas ao to´pico. Uma colec¸a˜o desses to´picos e associac¸o˜es e´ chamada
topic map. Tambe´m pode ser visto como um paradigma que permite organizar, man-
ter e navegar pela informac¸a˜o, permitindo transforma´-la em conhecimento. Falar sobre
Topic Maps, e´ falar sobre estrutura de conhecimento.
1 O que basicamente e´ um documento XML onde diferentes elementos sa˜o usados para rep-
resentar: to´picos, ocorreˆncias de to´picos e relacionamentos (ou associac¸o˜es) entre os to´picos
[?].
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Um mapa de to´picos expressa a opinia˜o de algue´m sobre o que os to´picos sa˜o, e
quais as partes do conjunto de informac¸a˜o que sa˜o relevantes para cada to´pico.
Permitindo a criac¸a˜o de um mapa virtual da informac¸a˜o, os recursos de informac¸a˜o
mante´m-se em sua forma original e na˜o sa˜o modificados. Enta˜o, o mesmo recurso de
informac¸a˜o pode ser usado de diferentes maneiras, por diferentes mapas de to´picos.
Como e´ possı´vel e fa´cil modificar um mapa, a reutilizac¸a˜o da informac¸a˜o e´ conquistada.
To´picos sa˜o o ponto principal de Topic Maps [?]. Em um sentido mais gene´rico,
um to´pico pode ser qualquer coisa: uma pessoa, uma entidade, um conceito. Eles con-
stituem a base para a criac¸a˜o de Topic Maps (TM). Cada to´pico tem um tipo de to´pico
(topic type), ou talvez mu´ltiplos tipos. Cada tipo de to´pico pode ser visto como uma
tı´pica relac¸a˜o classe-instaˆncia.
Ao analisar Topic Maps, identificam-se duas camadas distintas: os to´picos e as
ocorreˆncias. Os to´picos podem ser divididos em duas partes: os que representam con-
ceitos abstratos e os que representam conceitos concretos. A ontologia e´ definida pelos
conceitos abstratos, ou seja, os que sera˜o instanciados por outros to´picos; por exemplo:
tipo de to´pico, tipo de associac¸a˜o e pelo tipo de papel de atuac¸a˜o em ocorreˆncias.
Os to´picos restantes formam a base de conhecimento associada a` ontologia, os quais
compo˜em um conjunto de objetos de informac¸a˜o que permite organizar e indicar os
reais recursos de informac¸a˜o (um objeto pode ter mu´ltiplas ocorreˆncias nos recursos de
informac¸a˜o). A figura 1 da´ uma representac¸a˜o esquematizada desta visa˜o.
Fig. 1. O Mapa do Conceito Dinamizac¸a˜o Cientı´fica.
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O conceito de associac¸a˜o (association) permite descrever relac¸o˜es entre to´picos.
Uma associac¸a˜o e´ (formalmente) um elemento de vı´nculo que define uma relac¸a˜o entre
dois ou mais to´picos. Um ilimitado nu´mero de to´picos podem ser relacionados por uma
associac¸a˜o.
3 Oveia – Um Extrator de Topic Maps a partir de Recursos de
Informac¸a˜o
O Oveia e´ um extrator de ontologias em sistemas heterogeˆneos de informac¸a˜o baseado
em Topic Maps. O Oveia foi desenvolvido com o objetivo de suprir as deficieˆncias en-
contradas pelas atuais ferramentas de extrac¸a˜o de ontologias. O Oveia e´ uma sequ¨encia
do projeto que resultou no TM-Builder [?], o qual fornece um modelo de extrac¸a˜o que
consiste de uma especificac¸a˜o da ontologia a ser extraı´da.
Um fato que representa a evoluc¸a˜o do Oveia em relac¸a˜o a` sua versa˜o inicial e´ a
capacidade de extrair ontologias a partir de fontes de dados diversas. No TM-Builder,
quando a fonte de informac¸a˜o e´ diferente de um documento XML, ha´ uma necessidade
uma conversa˜o desta fonte para um arquivo XML. Portanto, considerando que a maior
parte dos recursos de informac¸a˜o em empresas e instituic¸o˜es esta˜o armazenadas em
base de dados, para realizar uma extrac¸a˜o de uma ontologia a partir delas, inicialmente
seria necessa´rio a gerac¸a˜o de documentos XML com o conteu´do da base de dados.
Assim como o TM-Builder, o Oveia faz uso de uma linguagem de especificac¸a˜o de
extrac¸a˜o (XS4TM), a qual permite extrair Topic Maps de forma gene´rica e adaptativa.
A especificac¸a˜o de extrac¸a˜o de ontologias em XS4TM tornou-se mais flexı´vel e com-
pleta, contemplando todos os elementos do padra˜o Topic Maps [?]. Isso garante maior
flexibilidade de especificac¸a˜o para propo´sitos diversos de extrac¸a˜o.
Na fase de especificac¸a˜o dos recursos de informac¸a˜o, e´ possı´vel fazer transformac¸o˜es
e filtros nessas fontes de dados, pois e´ utilizada a linguagem de consulta de cada recurso
para sua especificac¸a˜o.
A linguagem de especificac¸a˜o de extrac¸a˜o foi inspirada no modelo XTM. Isso sig-
nifica que a especificac¸a˜o da ontologia a ser extraı´da (em XS4TM) e´ feita em um es-
quema XML similar ao esquema de XTM. Essa caracterı´stica permite maior facilidade
de compreensa˜o da especificac¸a˜o proposta, pois o modelo XTM e´ um padra˜o que vem
sendo adotado amplamente pela comunidade acadeˆmica. Assim, o projetista da ontolo-
gia apenas deve conhecer a sintaxe de XTM e a estrutura das fontes de dados, para estar
habilitado a especificar extrac¸o˜es de ontologias em XS4TM.
A arquitetura do Oveia pode ser expressa conforme demonstra a figura 2: inicial-
mente, e´ feita em uma especificac¸a˜o XSDS (XML Specification for DataSources/DataSets),
a qual define quais dados que devem ser recuperados pelo Extrator de Datasets; a
informac¸a˜o extraı´da e´ armazenada em um formato intermedia´rio, chamado Datasets.
O pro´ximo passo e´ a especificac¸a˜o da ontologia em XS4TM; essa fase determina o que
e´ relevante para a extrac¸a˜o dos to´picos e associac¸o˜es, assim como clarifica os limites
que devem ser impostos ao topic map. O processador XS4TM recebe os datasets gera-
dos e a especificac¸a˜o da ontologia na linguagem XS4TM (XML Specification for Topic
Maps) e gera o topic map final. Por fim, o Oveia armazena o topic map gerado na BD
Ontologia ou no formato XTM.
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Fig. 2. Arquitetura do Oveia
As pro´ximas sub-sec¸o˜es apresentam cada um dos componentes do Oveia.
3.1 Recursos de Informac¸a˜o: Os Datasources
Este componente e´ composto pelos recursos de dados: bases de dados, documentos
XML, pa´ginas HTML, etc. Ao final do processo de extrac¸a˜o de ontologias, os recur-
sos mantera˜o-se inalterados, ou seja, o Oveia na˜o modifica as fontes; somente copia
as partes relevantes de informac¸a˜o para a construc¸a˜o do topic map. Esses recursos de
dados sa˜o mapeados para uma representac¸a˜o intermedia´ria, chamada datasets. Esse ma-
peamento e´ descrito pela linguagem XSDS.
3.2 Representac¸a˜o Intermedia´ria da Informac¸a˜o: Os Datasets
Os datasets sa˜o a representac¸a˜o intermedia´ria que conte´m os dados extraı´dos das fontes
de informac¸a˜o. Cada dataset tem uma relac¸a˜o com uma entidade dos datasources, e seu
conteu´do e´ representado na forma de uma tabela, onde cada linha e´ um registro segundo
a estrutura definida em XSDS. Os datasets garantem que o Oveia tenha uma visa˜o
uniforme sobre a estrutura de dados que representam as fontes de dados participantes.
Cada dataset tem uma identidade u´nica, a qual sera´ usada pelo Oveia para o ref-
erenciar. A ide´ia fundamental e´ que todos os objetos tem ro´tulos que descrevem o seu
conhecimento. Por exemplo, o seguinte objeto representa um registro da categoria de
tipo de professor: <1,PhD>, onde ”1” e´ o identificador da categoria, enquanto que
”PhD” e´ um ro´tulo legı´vel por humanos. Os datasets sa˜o simples, enquanto prove´m um
poder de expressividade e flexibilidade necessa´rio para integrar sistemas de informac¸a˜o
de diferentes fontes.
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3.3 XSDS: Especificac¸a˜o das Fontes de Dados da Extrac¸a˜o
XSDS (XML Specification for DataSources/DataSets) e´ a linguagem definida com o in-
tuito de especificar quais fontes de informac¸a˜o fornecera˜o dados para a criac¸a˜o de topic
maps, de acordo com uma ontologia posteriormente especificada. Essa especificac¸a˜o
fornece todos os elementos necessa´rios para especificar as fontes de dados passı´veis de
extrac¸a˜o de informac¸a˜o.
De um modo formal, a grama´tica de XSDS e´ dividida em duas partes: a definic¸a˜o
dos datasources e a definic¸a˜o dos datasets. A primeira parte refere-se aos recursos
fı´sicos, ou seja, define-se quais fontes reais de informac¸a˜o sera˜o usadas para a obtenc¸a˜o
de dados; a segunda parte refere-se a quais campos de dados das fontes de informac¸a˜o
devem ser extraı´dos, usando a linguagem de query de cada fonte em questa˜o. Assim,
pode-se dizer que a partir de um mesmo datasource, podem ser construı´dos va´rios
datasets.
A definic¸a˜o da arquitetura do extrator foi idealizada para suportar extensa˜o a diver-
sos recursos de informac¸a˜o como fontes de dados. Para isso, essa arquitetura baseia-se
no conceito de drivers de extrac¸a˜o.
Especificac¸a˜o dos Datasources e Datasets em XSDS: Os datasources definem a
localizac¸a˜o fı´sica do recurso de informac¸a˜o. A declarac¸a˜o de cada uma das fontes
de informac¸a˜o e´ feita no elemento <datasource>. Este elemento possui um atributo,
chamado extractorDriver que indica qual driver de extrac¸a˜o sera´ utilizado: de acordo
com o tipo de fonte de informac¸a˜o. Por exemplo: no caso de uma base de dados, ale´m
da localizac¸a˜o da mesma, sa˜o passados paraˆmetros como o usua´rio e a senha a ser uti-
lizada nesta base de dados, juntamente com o driver de extrac¸a˜o que fara´ este processo;
no caso da fonte de informac¸a˜o ser um documento XML, e´ necessa´rio apenas o nome
do arquivo com o seu caminho na a´rvore de direto´rios do sistema operacional.
Para cada conjunto de dados dos recursos de informac¸a˜o (datasets) que se queira
mapear a partir dos recursos de informac¸a˜o, e´ necessa´ria a declarac¸a˜o do elemento
<dataset>. Neste elemento, e´ necessa´rio indicar qual fonte de dados prove´m os dados
para a construc¸a˜o do dataset em questa˜o.
O conteu´do do elemento <dataset> e´ uma expressa˜o na linguagem de consulta
referente ao tipo da fonte de informac¸a˜o. Caso esta fonte seja uma base de dados, o
conteu´do deste elemento sera´ uma expressa˜o SQL para recuperar os dados referentes
ao dataset em questa˜o. Se a fonte de informac¸a˜o e´ um documento XML, o conteu´do
deste elemento sera´ uma expressa˜o XPath, indicando o caminho para a informac¸a˜o deste
dataset.
3.4 O Extrator DS2DS
O Extrator DS2DS (DataSource to DataSet) e´ um processador que extrai dados de
recursos de informac¸a˜o e faz a criac¸a˜o dos datasets, de acordo com a especificac¸a˜o
XSDS. Este componente processa uma especificac¸a˜o XSDS, a qual especifica a fonte
dos dados a serem extraı´dos (datasources) e o destino das informac¸o˜es extraı´das, as
quais definem a representac¸a˜o intermedia´ria (datasets).
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Esta representac¸a˜o intermedia´ria e´ composta por um conjunto de tabelas que conte´m
a informac¸a˜o extraı´da dos datasources. Estas tabelas conte´m somente os dados sele-
cionados nos elementos datasets da especificac¸a˜o XSDS em questa˜o.
O Extrator DS2DS possui diversos drivers de extrac¸a˜o que, como dito anterior-
mente, sa˜o os mo´dulos responsa´veis pela extrac¸a˜o de informac¸a˜o das fonte de dados;
portanto, ha´ um driver desenvolvido para cada tipo de recurso de informac¸a˜o.
Atualmente, o proto´tipo do Oveia possui dois drivers implementados: para conec-
tar com base de dados relacionais (br.uneb.dcet.tmbuilder.drivers.DataBase) e para re-
cuperar informac¸a˜o de documentos XML (br.uneb.dcet.tmbuilder.drivers.XMLFile). A
implementac¸a˜o de novos drivers para outros recursos de informac¸a˜o e´ um processo
relativamente fa´cil e pode ser realizado conforme a necessidade.
3.5 XS4TM: Uma linguagem XML para especificar a extrac¸a˜o de Topic Maps
A linguagem XSTM, proposta em [?], foi inicialmente definida como sendo um dialeto
XML para especificar o topic map que se pretende construir ao analisar documentos
anotados pertencentes a um mesmo esquema XML. Por essa definic¸a˜o, o XSTM esta´
diretamente ligado a extrac¸o˜es a partir de documentos XML. Por outro lado, a necessi-
dade de abranger novas fontes de dados fez com que se propusesse uma nova arquitetura
para extrac¸a˜o de ontologias. Dessa forma tornou-se necessa´rio repensar e redesenhar o
XSTM; o qual passa a ser denominado por XS4TM.
Cada especificac¸a˜o XS4TM e´ uma instaˆncia XML. Portanto, na pra´tica a linguagem
XSTM e´ definida por um DTD (e/ou um XML-Schema), de modo a permitir o uso de
todos os ambientes de processamento XML.
A linguagem XS4TM tem por objetivo tornar a especificac¸a˜o da extrac¸a˜o de Topic
Maps mais completa e flexı´vel. XS4TM e´ caracterizado por transformar o atual padra˜o
XTM em um subconjunto da sua especificac¸a˜o.
O XS4TM possui dois elementos principais: ontologies e instances. Cada um destes
elementos teˆm a estrutura de acordo com a especificac¸a˜o XTM. A u´nica diferenc¸a esta´
nos subelementos de instances, pois os elementos topic e association possuem um novo
atributo. Esse atributo e´ denominado dataset e e´ utilizado para identificar que o deter-
minado elemento (to´pico ou associac¸a˜o) sera´ construı´do a partir de um dataset em es-
pecı´fico. Este atributo faz uma refereˆncia ao nome do dataset, declarado no documento
de especificac¸a˜o XSDS; a figura 3 demonstra essa refereˆncia entre o dataset DS aluno
declarado em XSDS e o seu uso na especificac¸a˜o XS4TM.
Para o preenchimento das informac¸o˜es referentes a cada to´pico, e´ necessa´rio buscar
tal informac¸a˜o no dataset que a conte´m. Assim, identifica-se essas propriedades com a
expressa˜o:
@ + ”dataset” + ”.” + ”atributo”
Mais detalhadamente, isto significa:
– O @ apenas indica que esta declarac¸a˜o e´ referente a uma propriedade de um dataset;
– Apo´s o @, encontra-se o identificador do dataset (especificado em XSDS) ao qual
deseja-se recuperar a informac¸a˜o. No exemplo da figura 3, o dataset selecionado e´
o DS aluno.
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Fig. 3. Relac¸o˜es entre XSDS e XS4TM
– O atributo e´ uma refereˆncia ao campo do dataset que conte´m a informac¸a˜o dese-
jada. Na figura 3, o atributo recuperado para a construc¸a˜o da ocorreˆncia do tipo
email e´ o campo email extraı´do pelo dataset DS aluno.
Desta forma, cria-se uma forma de habilitar o uso das informac¸o˜es contidas nos
datasets.
3.6 Processador de XS4TM
Este componente utiliza a especificac¸a˜o XS4TM para selecionar quais campos dos
datasets, extraı´dos dos recursos de informac¸a˜o, sa˜o necessa´rios para a formac¸a˜o do
topic map. Este processador e´ um interpretador que tira vantagem da organizac¸a˜o das
informac¸o˜es em um formato uniforme.
O seu processo de execuc¸a˜o pode ser resumido em treˆs passos: (1) ler a especificac¸a˜o
XS4TM e extrair os dados especificados que encontram-se nos datasets; (2) criar o topic
map baseado na pro´pria especificac¸a˜o XS4TM; (3) armazenar o topic map gerado na
BD Ontologia ou em um documento no formato XTM.
3.7 Base de Dados de Ontologias
Um dos diferenciais desta ferramenta e´ o armazenamento dos Topic Maps extraı´dos em
uma base de dados relacional. De acordo com [?], referente aos me´todos de mapea-
mento de documentos XML para o modelo relacional, adotou-se na BD Ontologia o
modelo de mapeamento por estrutura.
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Conforme o mapeamento por estrutura, foi criada uma tabela para cada elemento
de XTM 1.0 DTD. Esse processo consiste em identificar as caracterı´sticas e os tipos de
associac¸o˜es entre os elementos do DTD e representa-los no modelo relacional.
Pode ser entendido facilmente tomando um trecho desse mapeamento, como apre-
senta o segmento do XTM 1.0 DTD abaixo e a figura 4.
1 <!ELEMENT topic (instanceOf*, subjectIdentity?, (baseName | occurrence)*)>
2 <!ATTLIST topic
3 id ID #REQUIRED
4 >
5 <!ELEMENT baseName (scope?, baseNameString, variant*)>
6 <!ATTLIST baseName
7 id ID #IMPLIED
8 >
Fig. 4. Trecho do Modelo ER do BD Ontologia
A facilidade de compreensa˜o desse modelo e´ garantida principalmente pelo fato de
que este modelo segue o padra˜o XTM, o qual e´ bastante conhecido pela comunidade
acadeˆmica. Essa foi umas das vantagens trazidas por essa opc¸a˜o de modelagem, preser-
vando o padra˜o Topic Maps. Assim, a partir dessa base de dados, e´ possı´vel navegar no
Topic Maps utilizando consultas SQL.
4 Trabalhos Relacionados
O KAON2 e´ um projeto open-source que fornece uma infra-estrutura para gesta˜o de
ontologias, voltado para aplicac¸o˜es de nego´cios. A ferramenta KAON REVERSE e´ um
plug-in do framework KAON. O KAON REVERSE permite o mapeamento de bases de
dados relacionais para uma ontologia, com o objetivo de extrair instaˆncias e relaciona-
mentos entre instaˆncias, a partir da base de dados. Dentre as ferramentas conhecidas,
esta e´ a que mais se aproxima do Oveia.
A tabela 1 mostra as caracterı´sticas e funcionalidades do Oveia e do KAON RE-
VERSE3.
Analisando a tabela 1, e´ difı´cil dizer qual a melhor ferramenta, visto que e´ clara a
complexidade entre ambas; apetece ate´ dizer que o melhor dos mundos resultaria de sua
fusa˜o.
2 Mais informac¸o˜es em: http://kaon.semanticweb.org/
3 Os dados presentes nesta tabela foram utilizados a partir da ana´lise feita em [?].
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KAON REVERSE OVEIA
Linguagem Java Java
Uso de APIs Sim Sim
Uso de Engenharia Sim Na˜o
Reversa
Especificac¸a˜o ´Arvore(GUI) Documento XML
Fontes de BDs relacionais BDs relacionais
Extrac¸a˜o de via JDBC via JDBC, XML, extensı´vel
Ontologias a outras fontes
Padra˜o de
Representac¸a˜o de RDF Topic Maps
Ontologias
GUI (Interface Sim Na˜o
Gra´fica)
Resultado Gerado Documento RDF Base de Dados
de Ontologias
Table 1. Comparativo entre KAON REVERSE e Oveia.
Partindo deste ponto de vista, destaca-se as vantagens de cada uma. Por um lado,
a KAON REVERSE apresenta vantagens em relac¸a˜o ao uso de uma interface gra´fica
para a especificac¸a˜o de ontologias e o uso de engenharia reversa das fontes de dados
para auxiliar o mapeamento. Por outro lado, o Oveia destaca-se por ser mais flexı´vel
em relac¸a˜o a`s fontes de dados passı´veis de extrac¸a˜o (mesmo que todos os drivers de
extrac¸a˜o na˜o estejam implementados) e em relac¸a˜o ao processo de especificac¸a˜o. Ale´m
disso, o Oveia diferencia-se por gerar uma base de dados de ontologias capaz de manter
os dados extraı´dos.
Ao fazer uso de uma linguagem de especificac¸a˜o (XS4TM) semelhante a` linguagem
padra˜o que e´ usada para escrever os XML Topic Maps, o Oveia facilita o processo de
extrac¸a˜o ao projetista da ontologia, o que e´ uma clara vantagem, visto ser este o foco
do sistema. Assim, torna-se muito simples e conciso criar uma nova visa˜o conceitual
diferente sobre as mesmas fontes.
5 Conclusa˜o
O objetivo deste artigo foi a apresentac¸a˜o de uma arquitetura para a construc¸a˜o au-
toma´tica de Topic Maps, a partir da extrac¸a˜o de informac¸a˜o de fontes de dados diver-
sas. Esse sistema, designado por Oveia, resultou de uma proposta inicial denominada
TM-Builder, o qual aborda um extrator de ontologias totalmente baseado em XML.
A extrac¸a˜o de informac¸a˜o de fontes heterogeˆneas de informac¸a˜o e´ especificada
pela linguagem XS4TM, a qual define quais os conceitos e relac¸o˜es encontradas nestas
fontes de informac¸a˜o que sera˜o mapeadas para to´picos e associac¸o˜es, respectivamente,
no Topic Maps gerado pelo Oveia.
XS4TM e´ a linguagem para especificar a extrac¸a˜o de Topic Maps a partir de recursos
de informac¸a˜o. XS4TM classifica os to´picos, dando-lhes uma semaˆntica mais concreta,
atrave´s da associac¸a˜o de um tipo de to´pico, um tipo de associac¸a˜o ou um tipo de papel
de atuac¸a˜o em ocorreˆncias. Enta˜o, do ponto de vista de descric¸a˜o da ontologia, obte´m-se
ganho por se dispor de uma semaˆntica mais precisa.
O Oveia e´ uma evoluc¸a˜o do TM-Builder, o qual estava limitado ao processamento de
documentos XML. A fim de evitar esse problema, foi construı´da uma nova arquitetura
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que proveˆ uma abstrac¸a˜o dos tipos de fontes de dados baseada em drivers de extrac¸a˜o.
O resultado obtido foi uma camada de independeˆncia da fonte de dados, que torna
possı´vel a extrac¸a˜o em fontes de dados diversas, de forma transparente e em uma u´nica
especificac¸a˜o.
A principal vantagem desta proposta e´ a possibilidade de adaptac¸a˜o do processo de
especificac¸a˜o e extrac¸a˜o de ontologias a um maior nu´mero de casos reais, sem acarretar
em mudanc¸as de formato do recurso de informac¸a˜o.
Outra vantagem e´ o que eventuais modificac¸o˜es nas fontes de informac¸a˜o (obvia-
mente mudanc¸as ao nı´vel de seu conteu´do, e na˜o estruturais – incluindo-se novos da-
dos ou excluindo-os), na˜o torna necessa´ria uma modificac¸a˜o da especificac¸a˜o XS4TM;
basta voltar a executar o extrator com a fonte de informac¸a˜o com os novos dados inseri-
dos (ou retirados).
Um dos projetos a ser desenvolvido em breve sera´ um mo´dulo que permita a con-
versa˜o de um documento XTM para uma BD Ontologia, assim como possibilite a
extrac¸a˜o de um Topic Map da BD Ontologia para um documento XTM. Com este
mo´dulo, o utilizador pode rapidamente ter um conjunto de topic maps armazenados
no formato desejado, seja em documentos XML (no padra˜o XTM) ou em base de dados
relacionais (em uma BD Ontologia).
A fusa˜o entre Topic Maps, conhecida como merge, na˜o foi considerada nesta versa˜o
de XS4TM. Isso implicaria um tratamento mais complexo no processo de extrac¸a˜o, o
que na˜o seria via´vel no presente momento.
O Oveia na˜o possui um ambiente amiga´vel para o utilizador criar suas especificac¸o˜es.
Aparentemente o processo de criac¸a˜o de um documento XS4TM ou XSDS mostra-se
trabalhoso. Isso exige que o utilizador conhec¸a o padra˜o dos documentos de especificac¸a˜o,
que e´ o padra˜o XTM. Por outro lado, e´ sabido que esta tarefa pode ser auxiliada por fer-
ramentas de edic¸a˜o de documentos XML, como exemplo o XMLSpy4, mas essa func¸a˜o
de criar uma interface de especificac¸a˜o agrada´vel e fa´cil de usar sera´ um outro to´pico
de investigac¸a˜o futura.
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Resumo Although the representation of source code in plain text for-
mat is convenient for manipulation by programmers, it is not an effective
format for processing by software engineering tools at an abstraction le-
vel suitable for source code analysis, reverse-engineering, or refactoring.
Textual source code files require language-specific parsing to uncover
program structure, a task undertaken by all compilers but by only a few
software engineering tools. JavaML is an alternative and complementary
XML representation of Java source code that adds structural and se-
mantic information into source code, and is easy to manipulate, query,
and transform using general purpose XML tools and techniques. This
paper presents an evolved version of JavaML, dubbed JavaML 2.0, and
the enhancements made to the schema and respective converters: DTD
and XML Schema support, cross-linking of all program symbols, and full
preservation of original formatting and comments. The application of Ja-
vaML 2.0 is illustrated with concrete examples taken from the software
documentation tool that motivated the enhancements.
1 Introduction
Since the first computer programming languages, programmers have used a plain-
text format for encoding software structure and computation. The immediate
users of this format include the compiler, which converts sequences of characters
into a data structure that closely reflects the program structure — an abstract
syntax tree (AST).
Despite the advances in compilers and document management tools, software
engineers regularly manipulate source code using the plain text format, often
employing superficial tools based on regular expressions.
Although the plain-text representation of source code is convenient for pro-
grammers and has nice properties, pure text is not the most effective format
for manipulating source code at an abstraction level suitable for software en-
gineering tools. Plain-text files are good for lexical analysis, but they are not
suitable for structural and semantic analysis before being parsed and translated
to higher level formats. There is thus a need for a standard format capable of
directly representing program structure and semantics, a readable and widely
supported format that tools can easily analyze and manipulate.
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JavaML is a markup language for Java source code proposed by Greg Badros
[1,2] that provides an alternative representation for Java source code. JavaML
enriches source code text files with structural and semantic information typically
present in a compiler annotated ASTs. Because the representation is XML-based,
JavaML is easy to manipulate, query, and transform using general purpose and
widely available tools and techniques.
This paper presents an evolved version of JavaML, dubbed 2.0, that incorpo-
rates enhancements and new features beyond the original JavaML [1], including:
XML Schema support, updated converters, cross-referencing of all program sym-
bols, and full preservation of original lexical information (formatting and com-
ments). These enhancements were motivated by the implementation of XSDoc,
an extensible infrastructure for documenting object-oriented frameworks [3].
The next section briefly discusses the benefits of using an XML format for
representing source code. The sections that follow describe JavaML 2.0 and pre-
sent concrete examples of application taken from the XSDoc infrastructure. The
paper then reviews related work and concludes by suggesting ideas for future
work.
2 Why represent source code in XML?
The plain-text representation of source code is convenient to express program-
mers ideas. It is concise, easy to read by programmers, and very simple to ex-
change and manipulate using a wide variety of tools, such as text editors, version
control systems, and file system utilities. But the plain-text representation of
source code also has many limitations. Perhaps the most significant is that the
program structure is not directly represented in the format and thus requires
language-specific processing to uncover it.
2.1 XML
XML is a universal format widely used to represent structured information in
text-based files that was designed to be lightweight and simple. An XML docu-
ment consists of text marked up with tags enclosed in angle braces.
XML documents have an inherent hierarchical structure and are therefore
convenient for representing source code constructs. XML-based representations
are easy to understand, easy to manipulate by tools, very flexible, extensible,
and widely supported. Although XML documents are primarily intended for
automatic processing by tools, the format is human readable.
XML documents are therefore an empowering complementary representation
for source code, enabling the usage of tools at a higher level of abstraction.
2.2 Limitations of plain text for representing source code
Despite its nice properties, plain text source code files require parsing to uncover
the most important information they contain about a program: the structural
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and semantic information. This severe limitation forces the inclusion of language-
specific parsers in each tool that needs to manipulate programs at an abstraction
level higher than the lexical. While heavyweight software engineering tools can
afford to embed such parsers, simple utility tools do not and are thus limited to
lexical tasks.
Common manipulations of source code, such as generation, refactoring, refor-
matting, or reverse-engineering, usually require the manipulation of more abs-
tract source code representations equivalent to ASTs.
Although modern integrated development environments (IDE) provide appli-
cation programming interfaces (API) to manipulate in-memory AST representa-
tions of source code, these APIs are still not appropriate for simple tools, since
they require integration in a complex environment — the IDE — that creates a
strong and undesirable dependency.
2.3 Benefits of representing source code in XML
The representation of source code in XML has several benefits [1,4,5] and ena-
bles the use of more powerful software engineering and document management
methods and tools.
Explicit code structure. XML documents are structured by nature, and can
be used to build tree-like code representations and sophisticated manipulation
of source code using general purpose XML tools. Some good examples are au-
tomatic synchronization of generated code and documentation, or quick code
generation and transformation using predefined templates. With source code in
XML it is possible to annotate generated code with its template definition so
that the constructed code can be regenerated every time its template is upda-
ted. Complex templates for custom instantiation of design patterns would benefit
from such mechanisms.
Powerful querying capabilities. In addition to textual searches using regular
expressions, modern IDEs usually include tools specific for source code that
allow searching for common programming language constructs, such as classes,
methods, and fields. These features are useful but are only a small subset of
what is possible to query with XML standards and tools, such as XPath [6] and
XQuery [7].
Extensible representation. Plain-text source code is not easy to extend with
new code constructs or annotations because they would disrupt the code struc-
ture and require parser modifications. Because of this, such extensions are often
embedded as comments. In an XML document, the addition of new elements is
much easier, because the structure is explicitly marked up, and we can separate
different kinds of elements (e.g. language specific elements and user-defined ele-
ments) using XML namespaces. Distinct tools can define and insert their own
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elements in the code structure and then process only those that are relevant for
them. Examples of common extensions are code annotations, comments, meta-
information, authoring and version information, revisions, documentation and
conditional code.
Flexible formatting. Most programming languages, including Java, ignore
the semantic value of whitespace and enable programmers to adopt diversified
formatting conventions, which, despite its usefulness, are not easy to enforce and
maintain in consistency. Mistakes in following formatting conventions sometimes
result in an increased difficulty to locate structural or semantic errors, due to the
suggestive nature of formatting. In an XML representation of code, the structure
can be abstracted from the coding style. XML standards and tools, such as XSLT
[8] facilitate the (re)formatting of source code using different styles which can
enrich its readability through an appropriate usage of layouts, colors, fonts, and
links.
Cross-referencing. Source code fragments in plain text are usually referenced
by their file position, i.e. line and column numbers. In an XML-based struc-
ture of a program, it is possible to associate code fragments directly with code
constructs, thus enabling the relocation of code fragments without disrupting
references.
Wide support. A program representation must be widely supported in a wide
variety of platforms, otherwise it can’t succeed. XML tools are available on all
major platforms and thus satisfy this requirement.
3 JavaML 2.0
The original JavaML markup language provides a complete self-describing re-
presentation in XML for Java source code. Unlike the classical plain-text repre-
sentation of programs, JavaML reflects the structure of Java programs directly
in the hierarchical structure of XML documents.
Because JavaML uses the XML format, a text-based representation, many
of the advantages of the classical source representation remain. In addition, the
JavaML representation is easy to parse and manipulate with general purpose
XML tools, not requiring language-specific tools that are difficult to implement
and maintain. Therefore, JavaML leverages the development of XML tools for
the manipulation of Java source code in JavaML.
The immediate users of JavaML format are tools, and not is intended to be
written directly by hand. Nevertheless the format is easily readable and unders-
tandable, enabling its direct inspection by developers.
JavaML 2.0 enriches the original JavaML [1] with more information at se-
veral levels of abstraction ranging from the lexical level to the semantic level.
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The enhanced representation of JavaML 2.0 now includes full lexical informa-
tion about tokens, comments and formatting, only small enhancements in terms
of structural information, and much richer semantic information related with
symbol definitions, references and type information.
3.1 Background on JavaML
In order to represent Java source code in XML there are many possible approa-






5 ∗ My first unit test.
6 ∗/
7 public class FirstTest extends TestCase {
8 double value = 2.0;
9
10 public void testAdd() {
11 double result = value + 3;
12 // forced failure result == 5
13 assertTrue(result == 6);
14 }
15 }
The most obvious approach is to dump the derived AST to a XML format, but
this would result very verbose and uninteresting due to the irrelevant grammar
details it would reveal.
Another possibility is to markup the Java source program without changing
the original text. The result would be a richer representation, easier to convert
back to the original source file, but the retrieval of specific information from the
representation would require undesired lexical analysis of element contents.
The representation chosen for JavaML aimed to model Java programming
language constructs without binding to the specificities of the language syntax
[1]. As a result of this design principle, JavaML can be used as a base for the
design of a generalized markup language supporting other object-oriented pro-
gramming languages, such as C#, C++ or Smalltalk.
To illustrate the approach followed by JavaML, consider the source code file
presented above (FirstTest.java) and its corresponding basic JavaML repre-
sentation (FirstTest.java.xml). The major design decisions are enumerated
below.
FirstTest.java.xml
188 Ademar Aguiar et al.
1 <?xml version="1.0" encoding="UTF−8"?> <!−− FirstTest.java.xml −−>




6 <class name="FirstTest" id="Ljunit/samples/FirstTest;">




11 <superclass name="TestCase" idref="Ljunit/framework/TestCase;"/>
12 <field name="value" id="Ljunit/samples/FirstTest;value">
13 <type name="double" primitive="true"/>
14 <var−initializer>
15 <literal−number kind="double" value="2.0"/>
16 </var−initializer>
17 </field>








26 <type name="double" primitive="true"/>
27 <local−variable name="result" id="Ljunit/samples/FirstTest;var1946">
28 <var−initializer>
29 <binary−expr op="+">
30 <field−ref name="value" idref="Ljunit/samples/FirstTest;value"/>





36 <send message="assertTrue" idref="Ljunit/framework/Assert;assertTrue(Z)V">
37 <arguments>
38 <binary−expr op="==">
39 <var−ref name="result" idref="Ljunit/samples/FirstTest;var1946"/>








Representation of code constructs. JavaML represents the important con-
cepts of the Java language, namely classes, superclasses, fields, methods, varia-
bles, message sends, and literals, directly in document elements and attributes.
Code structure is reflected in the nesting of elements. Program structure
is reflected in the nesting of elements. Figure 1 presents a visual presentation
of the document tree, which shows the nesting of the literal number 3 in the
initializer part of the variable declaration it appears.
Generic elements. In order to reduce the size and complexity of the schema,
JavaML generalizes related concepts and represents them using generic elements
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Figura 1. Tree view of the JavaML representation[9].
with different attribute values. Loops and literal numbers are just two examples
of such generalizations. In FirstTest.java.xml, the lines 15 and 31 contain
literal-number elements with different kind attribute values to disambiguate
the representation of a double and an integer. In addition, unstructured infor-
mation is stored in attribute elements as illustrated in the modifier element, in
line 20.
3.2 The new JavaML 2.0 schema
The major enhancements of JavaML 2.0 consisted on improving the schema
to accommodate richer lexical and semantic information. Our primary goal is
to enable full preservation of original source files and complete cross-linking of
program symbols. The corresponding converters were re-implemented to cope
with these new schema requirements.
These enhancements were mainly motivated by the implementation of XS-
Doc, an infrastructure for framework documentation that uses JavaML to dyna-
mically integrate source code in the documentation.
All JavaML and JavaML 2.0 artifacts referred in this paper are available
online [2,10].
DTD and XML Schema support. Both XML Schema and DTD provide a
basic grammar for defining XML documents in terms of the metadata that com-
prise the shape of the document. XML Schemas are themselves XML documents.
XML Schemas provide a more powerful means to define a XML document struc-
ture and validations than DTDs, because provide an object-oriented approach,
with all the benefits this entails, namely the ability to reuse and extend type
definitions. Because both DTD and XML Schema have their own advantages,
JavaML 2.0 is primarily designed for XML Schema but still supports DTDs. The
JavaML 2.0 XML Schema has around 90 elements. The original DTD was four
times shorter in terms of number of lines.
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Cross-referencing of program symbols. JavaML representation includes
information to link symbol references to their definitions. This linking is achieved
through the standard XML mechanism using id attributes in definitions and
idref attributes in references. Although not strictly necessary, JavaML considers
variables, fields, and arguments as distinct kinds of symbols. In line 39, we can see
a reference to the local variable named result that points back to its definition
in line 27.
FirstTest.java.xml
27 <local−variable name="result" id="Ljunit/samples/FirstTest;var1946">
39 <var−ref name="result" idref="Ljunit/samples/FirstTest;var1946"/>
Because these references are defined in the XML Schema, they are automa-
tically checked when the document is validated. The listing below shows the
lines that define the keys and references for local-variable elements in the
JavaML 2.0 schema (javaml.xsd). The key is defined as a value appearing in
the id attribute (line 213) of local-variable elements or formal-argument
elements that are immediate children of catch elements (line 212). This key is
referenced by values of the idref attribute (line 217) of var-ref elements (line
216). The values used in these keys and references are typical to symbol tables










Type dependencies. Source code files usually have dependencies to other
source files and libraries. During type checking and name resolution, all these
files must be analyzed and a type dependency graph can be built. JavaML 2.0







This information enables following references to the source code and docu-
mentation of external types. In line 6 of FirstTest.java.xml, we can see the
value used to uniquely identify the class FirstTest and in line 11 there is a
reference to the external type TestCase.
FirstTest.java.xml
6 <class name="FirstTest" id="Ljunit/samples/FirstTest;">
11 <superclass name="TestCase" idref="Ljunit/framework/TestCase;"/>
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Preservation of formatting and comments. The preservation of comments
and whitespace were two issues not completely addressed in the original JavaML
implementation [1].
Although the comments are easy to store, they are challenging to attach to
the correct elements. JavaML 2.0 preserves all comments present in source files
and attaches the formal ones, i.e. Javadoc comments [11], to their respective
code elements (class, method, field, etc.) using the rules defined by Javadoc.
Informal comments (non-Javadoc) are deliberately not attached to code elements
because the semantic inference of the respective code element based on their
relative locations is not precise, as it is not possible to ensure that a specific
comment near a code element contains information about that element.
To enable the exact regeneration of original source files, the JavaML 2.0 has
new codeline, token, and comment elements to store all the lexical information
of a source code file. In addition, each major programming element has three
optional attributes to store the identifiers of the starting token (startToken),
the ending token (endToken), and the respective comment (endToken). Below,




56 <token idx="1" line="1" column="1" type="preprocessor" lexeme="package"
57 afterEol="true"/>
58 <sp/>
59 <token idx="2" line="1" column="9" type="normal" lexeme="junit"/>
60 <token idx="3" line="1" column="14" type="normal" lexeme="."/>
61 <token idx="4" line="1" column="15" type="normal" lexeme="samples"/>
62 <token idx="5" line="1" column="22" type="normal" lexeme=";"/>
63 </codeline>
Due to the verbosity of this information, it is optionally generated. In the
following listing, we show how Javadoc comments are represented.
FirstTest.java.xml
75 <codeline no="4">
76 <comment idx="1" line="4" column="1" type="formal">/∗∗</comment>
77 </codeline>
78 <codeline no="5">
79 <comment idx="1" continued="true"> ∗ My first unit test.</comment>
80 </codeline>
81 <codeline no="6">
82 <comment idx="1" continued="true"> ∗/</comment>
83 </codeline>
3.3 Java to JavaML converter
Because JavaML was designed to be primarily manipulated by tools, it is manda-
tory to have a converter from Java source files to JavaML. The original approach
consisted of adding one XMLUnparse method for each AST node of the IBM Ji-
kes Java compiler framework (version 1.12)[12], resulting in a fast and robust
JavaML converter [1].
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To implement the schema enhancements of JavaML 2.0, the converter was
initially migrated to Jikes 1.18 and then evolved to support the new require-
ments. The generation of lexical information is implemented by embedding Jikes
scanner results in JavaML elements. JavaML elements are generated by visiting
the AST and its associated symbol and type annotations. The generation of se-
mantic information to assign to the id and idref attributes of each program
symbol is the most challenging feature to implement because it requires navi-
gation in the AST and lookups in the symbol table and type definitions. The
overall code that adds JavaML support to Jikes is about 2000 lines of C++.
3.4 JavaML converters
Once generated, the JavaML representation can be easily processed using ge-
neral purpose XML tools. Using an XSLT stylesheet it is possible to convert
the JavaML representation to several other formats. Below we describe two con-
verters: one for producing an HTML view of the source code and another for
regenerating the original Java source file.
JavaML to HTML. The JavaML tools include an XSLT stylesheet that con-
verts JavaML to HTML, named (javaml-to-html.xsl). Because JavaML 2.0
contains more lexical information than the original JavaML, the new stylesheet
is simpler than the original [1]. It produces HTML that cross-links all symbol
references (types, methods, variables, etc.) to their definitions in source code or
documentation, depending on what is available. When compared to the original
source code, the generated HTML view is more convenient for program unders-
tanding, because it enables good navigation from references both to internal and
external definitions.
The conversion consists basically on two tasks: first, we apply a predefined
style to each token, based on the kind it was assigned during scanning (literal,
keyword, etc.); and, second, we define anchor elements (<a name=>) and refe-
rence elements ((<a href=>) for each symbol definition and symbol referenced,
respectively. The most important part of the linking is the conversion of id
and idref values to anchor names and references. The conversion is done with
the help of the Java function getLinkFromId(), which receives symbol informa-
tion (containing file and type, identifier, kind of symbol) and path information,
and computes a unique link for that symbol. The new stylesheet (javaml-to-
html.xsl) has 21 template rules and around 300 lines. Below is listed the line
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JavaML to Java. The regeneration of Java source code is straightforward to
implement because the JavaML representation contains low-level lexical infor-
mation about the tokens, comments and spaces of the original source file. The
corresponding XSLT stylesheet has only 30 lines and only 6 simple template








JavaML 2.0 is the result of evolving original JavaML [1] to fit the requirements
of XSDoc [3], an extensible infrastructure based on a WikiWikiWeb engine that
supports the creation, integration, publishing and presentation of documentation
for object-oriented frameworks. XSDoc helps to create and annotate framework
documents and to integrate different kinds of contents (text, models and source
code). It provides a simple and economic cooperative web-based documentation
environment that can be used standalone in a web-browser, or inside an integra-
ted development environment.
To illustrate the application of JavaML 2.0, we present a concrete example
taken from a simple usage of XSDoc for integrating a web document source
code from the file FirstTest.java and some text. XSDoc provides two dyna-
mic mechanisms for the integration and synchronization of the possible kinds
of document contents (source code, UML diagrams and XML files): inlining of
contents and automatic linking.
The inlining of Java source code is defined with a reference to the specific
contents, annotated with the <javaSource> tags.
extract of a XSDoc wiki topic
See below the method for testing the addition:
[<javaSource>]junit.samples.FirstTest#testAdd(); comments=no;
lines=first, last; [</javaSource>]
For example, the text above extracts the code fragment corresponding to
the method testAdd() of class junit.samples.FirstTest, then removes all its
comments, and returns its first and last line. This produces the web page in
Figure 2.
4.1 Generating JavaML
After parsing the Java source code reference (in Javadoc format) contained in
the javaSource tag, XSDoc finds that the code to inline must be in the source
code file named FirstTest.java. If the JavaML representation is outdated, it
is updated by invoking the Jikes compiler with the appropriate arguments.
jikes +B +L +c +T=3 +ulx FirstTest.java
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Figura 2. Example of a XSDoc page inlining code from FirstTest.java.
4.2 Filtering JavaML
The JavaML document is then filtered to get the requested method. Based on
the source code reference, XSDoc builds a XPath query and applies it using
Saxon [13].




After this structural filtering, the document is lexically filtered to remove the
comments. Next, the first and last line are extracted.
4.3 Converting to HTML
Finally, the resulting document is converted to HTML using the XSLT stylesheet
described before in section 3.4.
5 Related Work
There are various research activities involving XML grammars for modelling
source code and describing analytical aspects of code. These activities would
benefit from having source code already in XML. The work most closely rela-
ted with JavaML are srcML [14] and cppML [4]. Other similar work abounds
[1,5,14,15] .
Source Markup Language, srcML, is an XML format for source code markup
that adds a layer on top of the original source code, leaving the source code
untouched. The disadvantage of srcML compared to JavaML 2.0 is that in srcML
the code is only semi-parsed because it doesn’t include type specifications, for
example, and in JavaML 2.0 the code is completely parsed and annotated with
symbol and type information.
cppML is an XML grammar for C++ code that takes a similar approach
to JavaML, but it doesn’t provide a standalone cppML generator, requiring the
usage of a compiler integrated in the VisualAge for C++ from IBM.
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6 Conclusions and Future Work
XML-based representations for source code have several benefits over classical
plain-text files that facilitate their manipulation by software engineering tools.
They have an explicit structure, they contain information equivalent to an anno-
tated abstract syntax tree, and they don’t require language-specific parsing, but
only general purpose processing using widely available XML tools. JavaML 2.0
is a rich alternate XML representation for Java source code evolved from the
original JavaML that adds more source code information to the representation.
The JavaML 2.0 representation includes source code information at various
levels of abstraction, starting from the lexical (tokens, comments, and format-
ting) and structural levels (abstract-syntax tree) to the semantic level (symbols,
types and references). As a result, with JavaML 2.0 it is possible to convert
from Java source code to XML files and convert back the representation to the
original format without loosing information. Software engineering tools that in-
tend to manipulate Java source code at above the lexical abstraction can now
do it directly in JavaML representation without the effort of embedding Java
language-specific parsers. JavaML 2.0 is thus an empowering representation that
supports the development of more sophisticated software engineering tools for
manipulating Java source code.
Future work should continue to refine the schema in order to make it more
concise and even easier to produce and manipulate. Although the Jikes compi-
ler proved to be a fast and robust JavaML converter, it would be valuable to
augment open IDEs, such as Eclipse [16], with JavaML parsing and generation
capability. This would promote the usage of JavaML in a wider range of tools
and will enable new applications of JavaML.
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Proto´tipo de um sistema para elaborac¸a˜o e
manutenc¸a˜o de um manual da qualidade usando
tecnologia XML e Docbook




Resumo Os sistemas de gesta˜o da qualidade esta˜o, hoje em dia, cada
vez mais presentes nas empresas. A necessidade de uma melhoria cont´ı-
nua de processos internos e servic¸os prestados, de forma a garantir aos
clientes n´ıveis adequados de qualidade, levou a` criac¸a˜o de departamentos
especializados neste domı´nio. O manual da qualidade e´ o documento base
que orienta a implementac¸a˜o e manutenc¸a˜o do Sistema de Qualidade.
Neste artigo esta˜o compilados os resultados e alguns detalhes funcionais
da construc¸a˜o de um proto´tipo de um sistema para elaborac¸a˜o e ma-
nutenc¸a˜o de um manual da qualidade,usando, como base, as tecnologias
XML e Docbook.
Palavras-chave: XML, Docbook, qualidade, manual, Web.
1 Introduc¸a˜o
O objectivo deste trabalho e´ o desenvolvimento de um proto´tipo de aplicac¸a˜o
capaz de resolver a problema´tica da manutenc¸a˜o de manuais da qualidade, tendo
em conta os seguintes requisitos:
– A aplicac¸a˜o devera´ ser simples de usar e intuitiva, com mecanismos de edic¸a˜o
directos e ra´pidos.
– Devera´ ser usado o XML assegurando a compatibilidade com o vocabula´rio
Docbook.
– A WEB devera´ ser o ambiente escolhido.
– As regras de construc¸a˜o e edic¸a˜o de um manual da qualidade devera˜o ser
respeitadas e implementadas.
2 Ana´lise do Domı´nio
Foi levado a cabo um processo de pesquisa a`s normas da qualidade existentes
assim como a` ana´lise de alguns manuais da qualidade de organizac¸o˜es. A amostra
utilizada teve por base os manuais da qualidade de duas indu´strias do ramo teˆxtil,
uma do ramo automo´vel e uma do ramo de servic¸os de redes e telecomunicac¸o˜es.
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O objectivo foi conhecer a estrutura e conteu´dos de um manual de qualidade.
Como e´ o´bvio, a actividade das empresas condicionou certos componentes do
manual.
Concluiu-se que na˜o existe uma estrutura pre´-definida e normalizada sobre o
manual da qualidade e outros documentos deste processo. No entanto, foi pos-
s´ıvel constatar que, na maioria dos aspectos, os manuais da qualidade seguem
uma estrutura similar (por exemplo: Cap´ıtulos, Secc¸o˜es, Reviso˜es, etc.), inde-
pendentemente do sector de actividade.
Foi criada uma estrutura gene´rica e proprieta´ria, na concepc¸a˜o do XML, com
os elementos base necessa´rios para gerar um qualquer manual da qualidade. Os
manuais da qualidade analisados evidenciaram uma se´rie de regras e restric¸o˜es
que, apo´s validac¸a˜o com os seus autores, foram implementadas sob a forma de
uma documento DTD ( Document Type Definition. Essa estrutura esta´ exempli-
ficada nos diagramas presentes nas figuras 1, 2 e 3.
Figura 1. Diagrama DTD para o elemento ManualQualidade
3 Compatibilidade Docbook
Conforme descrito no ponto anterior, foi criado um documento XML, com sin-
taxe pro´pria. A raza˜o pela qual na˜o se optou pelo uso directo da linguagem de
anotac¸a˜o Docbook, e´ que esta na˜o disponibiliza a totalidade dos elementos se-
manticamente associados aos manuais da qualidade. A sua adaptac¸a˜o poderia
colocar em risco a inteligibilidade do documento XML. Saliente-se que, e´ essen-
cial a compreensa˜o do significado de cada elemento do ficheiro XML, ja´ que a
cada organizac¸a˜o compete o desenvolvimento de uma ma´scara (ficheiro XSLT)
de forma a dar o aspecto final que esta pretende.
No entanto, e para que a integrac¸a˜o da informac¸a˜o do manual seja poss´ıvel
com organizac¸o˜es, por exemplo, no estrangeiro, desenvolveu-se um processo de
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Figura 2. Diagrama DTD para o elemento Seccao1 (cont.)
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Figura 3. Diagrama DTD para o elemento Corpo (cont.)
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conversa˜o do ficheiro XML original em XML compat´ıvel Docbook. O processo de
conversa˜o foi conseguido atrave´s da criac¸a˜o de uma folha de estilo sob a forma
de um ficheiro XSLT, conseguindo-se a transformac¸a˜o automa´tica em XML com
vocabula´rio Docbook.
O ficheiro XML gerado podera´ ser utilizado para intercaˆmbio de dados, no
caso de ambas as partes falarem Docbook.





















Tabela 1. Excerto do ficheiro original.xml
4 O processo de edic¸a˜o (authoring)
No que diz respeito a` forma de edic¸a˜o de documentos XML, nomeadamente
daquele criado no aˆmbito deste projecto, foram encontrados alguns programas
capazes de o fazer. No entanto, o me´todo de edic¸a˜o e sua usabilidade esta˜o longe
de tornar o processo simples e pra´tico para o utilizador final.
Assim, optou-se pela criac¸a˜o de uma soluc¸a˜o capaz de tornar poss´ıvel a im-
plementac¸a˜o de um projecto deste ge´nero.
Como requisitos principais, o proto´tipo a desenvolver deveria permitir a edi-
c¸a˜o de toda informac¸a˜o contida no documento XML (com as restric¸o˜es pro´prias
de um manual da qualidade), a criac¸a˜o de novas reviso˜es das secc¸o˜es principais
do documento, mantendo as obsoletas inactivas, mas dispon´ıveis para consulta, a























Tabela 2. Excerto do ficheiro Docbook gerado
visualizac¸a˜o dos elementos principais do documento e, finalmente, a visualizac¸a˜o
e impressa˜o da versa˜o final deste.
Na˜o foi dif´ıcil chegar a` conclusa˜o que o ambiente web deveria ser o escolhido,
de forma a aplicac¸a˜o ser o mais flex´ıvel poss´ıvel, tendo por base uma plataforma
global.
5 Tecnologias utilizadas
O s´ıtio web foi desenvolvido utilizando o ambiente de desenvolvimento Microsoft
Visual Studio .NET para a construc¸a˜o das pa´ginas web e o Altova XMLSpy 2004
Enterprise Edition para o desenvolvimento dos documentos DTD e XSLT.
As linguagens utilizadas foram o HTML, VBScript e JavaScript e, em alguns
casos, a framework do .NET, utilizando sempre o DOM para o acesso ao XML.
6 Estrutura e funcionalidades principais
A pa´gina inicial esta´ dividida em duas partes, sendo que, a pa´gina da esquerda
mante´m a a´rvore dos elementos que compo˜em o manual, e a da direita permite
a edic¸a˜o e visualizac¸a˜o da informac¸a˜o contida no elemento seleccionado.
Conforme se pode verificar pela figura 4, a disponibilizac¸a˜o da estrutura do
documento em forma de a´rvore, permite um acesso muito ra´pido a` informac¸a˜o
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desejada, mantendo, a todo o momento, o utilizador informado do local em que
se encontra relativamente ao documento.
Foi mantida, por motivos de consisteˆncia e de usabilidade, a mesma estru-
tura em grande parte da soluc¸a˜o, ja´ que a maior parte das funcionalidades esta´
acess´ıvel sem que o utilizador tenha que mudar de ecra˜.
Figura 4. Imagem da pa´gina inicial do s´ıtio
As opc¸o˜es de edic¸a˜o sa˜o mostradas de acordo com o tipo de elemento selec-
cionado e e´ permitido, entre outras:
– alterar a informac¸a˜o relativa ao elemento;
– efectuar uma pre´-visualizac¸a˜o;
– eliminar o elemento;
– acrescentar novos elementos ao n´ıvel daquele seleccionado ou de n´ıvel inferior.
Em casos especiais, como o da secc¸a˜o de n´ıvel 1, e´ permitida a criac¸a˜o de
uma nova revisa˜o, mantendo a original como obsoleta.
Sempre que o utilizador efectua uma alterac¸a˜o ao documento, este e´ validado
de acordo com as regras do manual da qualidade, expl´ıcitas no ficheiro MQ.DTD.
O uso desta validac¸a˜o constante, mante´m a consisteˆncia do ficheiro que conte´m
a informac¸a˜o e sustenta a compatibilidade com Docbook.
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7 Conclusa˜o
No final do desenvolvimento deste proto´tipo, verificou-se que as tecnologias XML
e associadas, permitem, o manuseamento flex´ıvel da informac¸a˜o, num formato
standard. O cont´ınuo desenvolvimento de linguagens XML denuncia a crescente
adesa˜o a esta tecnologia por cada vez mais empresas, a n´ıvel global.
O proto´tipo constru´ıdo pretende apenas demonstrar as capacidades desta
linguagem e das implementac¸o˜es desta sob a forma de APIs dispon´ıveis para
muitos ambientes de desenvolvimento.
As folhas de estilo XSLT permitem o controlo absoluto sobre os elementos
XML atrave´s das expresso˜es XPath, utilizadas neste projecto.
Desta forma, conclu´ımos referindo o enorme prazer no desenvolvimento e
utilizac¸a˜o deste conjunto de ferramentas, que sera˜o certamente o futuro na inte-
grac¸a˜o global da informac¸a˜o.
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Mu´sica e XML
David Freitas and Jorge Amaral
Faculdade de Engenharia da Universidade do Porto
Resumo A mu´sica e´ indispensa´vel na cultura humana. Cada vez mais e´
necessa´rio criar um formato universal que a represente e reproduza com
qualidade. Descrevem-se va´rios formatos musicais que tentam solucio-
nar este problema. E´ dado eˆnfase ao MusicXML que comec¸a a ser um
standard nesta a´rea. Apresentamos aplicac¸o˜es desenvolvidas pelos auto-
res aproximando o MusicXML destes objectivos. Avaliamos este formato
de representac¸a˜o e reproduc¸a˜o musical e apresentamos usos futuros e
caminhos para a universalidade da aplicac¸a˜o do XML a` mu´sica.
1 Introduc¸a˜o
A representac¸a˜o de notac¸a˜o musical em formato electro´nico na˜o e´ um feno´meno
recente. O MIDI, muito provavelmente o formato musical com maior populari-
dade, ja´ existe ha´ mais de 30 anos. Estranhamente, para um formato com tanto
tempo de existeˆncia, na˜o existia ate´ ha´ muito pouco tempo, nenhuma ferramenta
que permitisse a sua representac¸a˜o gra´fica, reproduc¸a˜o sonora e utilizac¸a˜o na
Web. Algumas tentativas de conseguir estes objectivos foram feitas. Poucas ti-
veram sucesso. A´reas como a mu´sica em formato a´udio ou livros em formato
electro´nico, esta˜o a ser muito explorados enquanto que a publicac¸a˜o de notac¸a˜o
musical atrave´s da Internet representa um potencial inexplorado. A maioria da
mu´sica publicada em formato digital esta´ representada em PDF (Portable Do-
cument Format), que na˜o acrescenta qualquer informac¸a˜o semaˆntica a` mu´sica
representada. Este artigo pretende analisar o que o XML trouxe de novo a esta
a´rea, se este e´ o bom caminho e, se sim, o que pode ser melhorado. Pretende-se
ainda deixar algumas ideias de novas funcionalidades que, com o MusicXML,
podem ser mais facilmente implementadas. Durante este estudo utilizamos como
base o MusicXML, formato que comec¸a a ser um Standard entre as principais
aplicac¸o˜es musicais.
2 Mu´sica e sua representac¸a˜o electro´nica
A representac¸a˜o e reproduc¸a˜o de mu´sica e´ uma operac¸a˜o complexa. Nesta sec-
c¸a˜o vamos ver alguns formatos que se propuseram resolver estes problemas: O
NIFF (Notation Interchange File Format) e o SMDL (Standard Music Descrip-
tion Language) e o MIDI (Musical Instrument Digital Interface). Este u´ltimo o
formato com maior sucesso.
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2.1 NIFF (Notation Interchange File Format)
O NIFF (Notation Interchange File Format) representa mu´sica de uma forma
gra´fica. Na˜o existe o conceito de nota. Todos os elementos: notas, acidentes,
tempo, etc. sa˜o representados pela sua posic¸a˜o na pauta e/ou pelo seu gra-
fismo. Esse formato e´ excelente quando a fonte de informac¸a˜o e´ o scanner e o
u´nico objectivo e´ a representac¸a˜o gra´fica. A sua utilizac¸a˜o fora das aplicac¸o˜es
de digitalizac¸a˜o e´ muito restrita e de uma forma geral mal sucedida. Operac¸o˜es
de ana´lise e de reproduc¸a˜o sonora sa˜o, para ale´m de extremamente complexas,
pouco eficientes e passam, geralmente, por uma representac¸a˜o complementar.
Existe um projecto para associar o NIFF ao XML ([3]).
2.2 SMDL (Standard Music Description Language)
Em 1984, Charles Goldfarb, o inventor do SGML, propoˆs um projecto ANSI para
criar um standard de representac¸a˜o musical em SGML: o SMDL (Standard Mu-
sic Description Language). Esta foi uma tentativa para criar uma especificac¸a˜o
formal para representac¸a˜o musical baseada no Standard Generalized Markup
Language (SGML). Foi concebido sem guias de problemas de implementac¸a˜o.
Tentou resolver todos os problemas da representac¸a˜o e reproduc¸a˜o do passado,
presente e futuro. Obviamente, resultou numa representac¸a˜o extremamente com-
plexa, de tal forma que se diz que esta na˜o e´ percebida por ningue´m. Parece na˜o
ter tido quaisquer resultados a n´ıvel comercial. Para saber mais sobre a histo´ria
do SMDL pode consultar ([4]).
2.3 MIDI (Musical Instrument Digital Interface)
O MIDI - Musical Instrument Digital Interface, e´ um protocolo de comunica-
c¸a˜o entre instrumentos musicais electro´nicos inventado em 1981 por Dave Smith
(co-fundador da empresa Sequential Circuits), que pretendia servir de standard
de comunicac¸a˜o, para que as diferentes marcas de instrumentos da e´poca na˜o
utilizassem formatos proprieta´rios, implicando que um mu´sico na˜o pudesse tra-
balhar em simultaˆneo com instrumentos de diferentes fabricantes. O MIDI e´ sem
du´vidas o u´nico formato que obteve sucesso para representac¸a˜o e reproduc¸a˜o
musical em formato electro´nico. Neste formato a informac¸a˜o e´ descrita atrave´s
de eventos. Cada evento e´ descrito pelo in´ıcio (evento on), fim (evento off), e
o tempo em que ocorre (definido em unidades de tempo - ticks). Um exemplo
pode ser visto na Figura 2.3. No entanto, o modo como a informac¸a˜o musical e´
representada na˜o e´ apropriada para muitas aplicac¸o˜es, como por exemplo, apli-
cac¸o˜es que realizam ana´lise musical. O formato MIDI normalmente na˜o fornece
informac¸o˜es sobre tonalidade, marcac¸a˜o (4/4 ou 2/4) e na˜o distingue notas iguais
com nomes diferentes (C# e Db). O MIDI tambe´m na˜o e´ apropriado para gera-
c¸a˜o de partituras pois, ale´m das ambiguidades ja´ citadas, a informac¸a˜o r´ıtmica
contida num arquivo MIDI e´ insuficiente para extrair a notac¸a˜o adequada. Pode
consultar mais informac¸o˜es em ([2]).
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Figura 1. Funcionamento ba´sico do MIDI.
2.4 MusicXML
Actualmente, o MusicXML esta´ dispon´ıvel atrave´s de uma licenc¸a livre base-
ada no modelo da W3C e e´ suportado, entre outros, pelos seguintes programas
comercias: Finale, SharpEye Music Reader e o Dolet. Existem ainda alguns pro-
jectos open source como o XEMO e o KGuitar (pode obter mais informac¸o˜es
em [1]). Na realidade, a adopc¸a˜o do MusicXML e´ a mais ra´pida desde o MIDI.
So´ se pode esperar ainda maiores e melhores desenvolvimentos no futuro. O
MusicXML pretende funcionar como um tradutor universal para as notac¸o˜es
musicais mais comuns, suportando ainda aplicac¸o˜es de ana´lise, recolha de infor-
mac¸a˜o e execuc¸a˜o. Existe uma separac¸a˜o dos elementos sonoros dos de notac¸a˜o,
permitindo que um arquivo represente uma informac¸a˜o sonora fiel e que a sua
representac¸a˜o e execuc¸a˜o seja menos limitada. Na Figura 2.4 a durac¸a˜o e o tipo
de representac¸a˜o, apesar de possu´ırem uma dependeˆncia semaˆntica, sa˜o definidos
separadamente e independentemente.
Figura 2. Exemplo mı´nimo de uma pauta.
Algumas Aplicac¸o˜es Ja´ sa˜o muitas as aplicac¸o˜es que utilizam MusicXML. De
seguida descrevemos algumas das funcionalidades ja´ implementadas assim como
algumas ideias de poss´ıveis novas aplicac¸o˜es.
Migrac¸a˜o de mu´sica entre software Devido ao grande nu´mero de formatos propri-
eta´rios existentes, o simples facto de ser poss´ıvel, atrave´s do MusicXML, permitir
a traduc¸a˜o entre estes, e´ suficiente para causar grande impacto na comunidade
de mu´sicos internacional.
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Traduc¸a˜o universal entre me´todos de notac¸a˜o musical ocidental Obter nota-
c¸a˜o musical a partir de um ficheiro MusicXML e´ tambe´m uma funcionalidade
importante, uma vez que qualquer notac¸a˜o musical pode ser convertida para
MusicXML. Podemos, assim, ter um tradutor de notac¸a˜o universal baseado em
MusicXML, sem que se perca informac¸a˜o no processo como acontece com soft-
ware especializado de notac¸a˜o.
Publicac¸a˜o de mu´sica em formato na˜o proprieta´rio A publicac¸a˜o na Internet, por
exemplo, de ficheiros MusicXML, pode resolver os problemas de quem necessita
de um formato que permita na˜o so´ execuc¸a˜o, como tambe´m visualizac¸a˜o de
uma mu´sica. Actualmente, o mais comum e´ recorrer a servic¸os de download
de ficheiros MIDI e utilizar um conversor MIDI para pauta ou tabulatura com
resultados muito imperfeitos. O MusicXML garante a correcta representac¸a˜o
visual da mu´sica, aliada a uma tambe´m correcta execuc¸a˜o.
Ana´lise O MusicXML tira partido de ser um documento XML. Pode utilizar o
XQuery, XML Document Object Model (DOM) ou Simple API for XML Parsing
(SAX) ou ainda a XML Path Language (XPath) para mais facilmente analisar
composic¸o˜es musicais. Deste modo e´ mais fa´cil recolher informac¸o˜es de estilo ou
fraseamento.
Execuc¸a˜o A incorporac¸a˜o do MIDI no MusicXML permite a comunicac¸a˜o directa
com literalmente todos os sistemas electro´nicos de execuc¸a˜o musical dos u´ltimos
20 anos. Paralelamente, a execuc¸a˜o humana esta´ tambe´m garantida atrave´s da
visualizac¸a˜o de pautas e tabulaturas.
3 Aplicac¸o˜es
A maioria das aplicac¸o˜es que suportam MusicXML fazem-no apenas para ex-
portac¸a˜o de dados. Com o nosso trabalho pretendemos mostrar que e´ poss´ıvel
reproduzir e representar pautas directamente a partir do MusicXML.
Foram desenvolvidas treˆs aplicac¸o˜es com funcionalidades distintas baseadas
em MusicXML. Uma aplicac¸a˜o gra´fica, constru´ıda em Java, que permite visua-
lizar uma pauta, gerar e reproduzir MIDI. As outras duas aplicac¸o˜es permitem
converter MusicXML em XHTML e SVG para poderem ser visualizadas directa-
mente num browser. As aplicac¸o˜es tiveram como objectivo mostrar as potencia-
lidades do MusicXML e na˜o a representac¸a˜o completa da pauta. Estas aplicac¸o˜es
sa˜o um ponto de partida para uma aplicac¸a˜o mais complexa.
3.1 Aplicac¸a˜o Gra´fica
A aplicac¸a˜o gra´fica utiliza a API Java - SAX. A sua utilizac¸a˜o facilitou imenso
o desenvolvimento da aplicac¸a˜o. Esta escolhabaseou-se no facto do SAX ser ba-
seados em eventos que era exactamente o que quer´ıamos como explicamos a
seguir. A soluc¸a˜o utilizada para enquadrar os va´rios elementos e seus atributos
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foi criar um conjunto de varia´veis globais (uma por cada elemento) a`s quais
sa˜o atribu´ıdos os valores verdadeiro ou falso sempre que se inicia ou finaliza o
processamento de determinado elemento. Desta forma e´ extremamente simples
saber em que contexto se encontra o elemento. Um exemplo pode ser encontrado
na Figura 3.1. As notas sa˜o desenhadas dinamicamente permitindo assim ope-
rac¸o˜es como zoom, mudanc¸as do seu aspecto em tempo-real como por exemplo
mudar de cor quando a nota estiver a tocar (ainda na˜o implementado) ou ainda
a poss´ıvel gerac¸a˜o de SVG. A reproduc¸a˜o e sua gravac¸a˜o num ficheiro MIDI foi
poss´ıvel atrave´s da API: Java Sound API ([5]). Esta aplicac¸a˜o focou-se especial-
mente nas pautas para bateria que introduzem diferente notac¸o˜es. Um exemplo
da aplicac¸a˜o pode ser visto na Figura 3.1.
Figura 3. Criac¸a˜o do contexto de cada elemento.
3.2 MusicXML2SVG
A aplicac¸a˜o MusicXML2SVG pretende ser uma aplicac¸a˜o simples de linha de
comando que permita, a partir de um ficheiro MusicXML obter um ficheiro SVG
com a visualizac¸a˜o da pauta correspondente a este. Assim, o ficheiro SVG de
sa´ıda apresenta:
– As linhas de pauta necessa´rias para suportar as notas a representar;
– Claves;
– Tempos;
– Divisa˜o de compassos;
– Notas desde a semibreve a` semifusa;
– Pontos de aumento;
– Pausas correspondentes a`s notas poss´ıveis;
– Apresentac¸a˜o do nome da pec¸a e autores.
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Figura 4. Aplicac¸a˜o gra´fica para apresentac¸a˜o de pautas em MusicXML.
Esta aplicac¸a˜o foi desenvolvida em Java, usando SAX para ler o ficheiro XML
e fazer a construc¸a˜o do ficheiro SVG a partir deste. Trata-se de uma aplicac¸a˜o
de consola que recebe o nome do ficheiro XML e o nome do ficheiro de sa´ıda
desejado.
3.3 MusicXML2HTML
A aplicac¸a˜o MusicXML2XHTML pretende ser uma aplicac¸a˜o simples de linha
de comando que permita, a partir de um ficheiro MusicXML obter-se um ficheiro
XHTML e um ficheiro CSS que permita a visualizac¸a˜o da pauta correspondente
a este. Esta aplicac¸a˜o foi desenvolvida em Java, usando SAX para ler o ficheiro
XML, fazer a construc¸a˜o dos ficheiros XHTML e CSS a partir deste. Trata-se
de uma aplicac¸a˜o de consola que recebe o nome do ficheiro XML e o nome base
para os ficheiros de sa´ıda desejados. Um exemplo da aplicac¸a˜o pode ser visto
na Figura 3.3. Os resultados desta aplicac¸a˜o sa˜o os mesmos que os da aplicac¸a˜o
anterior.
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Figura 5. Resultado gerado pela aplicac¸a˜o MusicXML2SVG e MusicXML2HTML.
4 Pro´ximos Desenvolvimentos
O MusicXML permite na˜o so´ melhorar o que ja´ existe, mas tambe´m permite,
muito facilmente, oferecer novos servic¸os. Descrevemos duas novas aplicac¸o˜es que
poderiam ser u´teis, que pensamos ainda na˜o existir.
4.1 Pesquisa Semaˆntica Musical
Um mu´sico (possivelmente amador) deseja comprar um CD que contenha uma
mu´sica da qual apenas de lembra da melodia. O nome do artista, mu´sica ou
a´lbum, que hoje em dia sa˜o essenciais para comprar o disco na˜o sa˜o conhecidos.
Ele pode transcrever a melodia utilizando uma aplicac¸a˜o que gere MusicXML
atrave´s de um teclado, guitarra, voz, . . . e que submeta o documento XML, pos-
sivelmente a uma empresa, que oferece os seus servic¸os de consulta a` sua base
de dados em XML devolvendo-lhe, atrave´s da ana´lise da mu´sica, o nome do(s)
artista(s), mu´sica(s) e disco(s), assim como parte(s) da(s) mu´sica(s) que inter-
pretam ou da(s) que mais se parece(m) com a pretendida. Eventualmente podera´
atrave´s de um servic¸o web (implementado com WebServices) permitir-lhe a com-
pra on-line do(s) disco(s).
4.2 Sugesta˜o Real de Mu´sica
Uma loja especializada em vendas on-line permite aos seus utilizadores criar
um perfil dos seus gostos musicais. Ate´ aqui a sugesta˜o de discos que possam
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interessar aos cliente e´ feita pelo estudo dos artistas que gosta, estilo do artista,
grupo de utilizadores que teˆm gostos parecidos, etc. Nunca e´ utilizada a pro´pria
semaˆntica musical: o ritmo da mu´sica, os instrumentos, acordes mais ou menos
complexos, etc. Com o MusicXML e´ poss´ıvel estudar melhor a mu´sica que o
utilizador gosta.
5 Conclusa˜o
Existem alguns pontos do MusicXML que devem ser melhorados e outros que
devem ser estudados. Por exemplo, e´ poss´ıvel representar pautas incorrectamente
no MusicXML. Uma outra preocupac¸a˜o e´ a complexidade do MusicXML. Esta
limita muito a possibilidade de escrita directa de MusicXML por um mu´sico.
Como consequeˆncia o MusicXML sera´ utilizado apenas como formato de arma-
zenamento e transfereˆncia de mu´sicas. A possibilidade de criac¸a˜o musical direc-
tamente em XML e´ um poss´ıvel futuro objectivo que permitiria na˜o recorrer
a software de notac¸a˜o profissional para a criac¸a˜o de MusicXML. A definic¸a˜o de
um formato reduzido do MusicXML ou de uma nova linguagem para composic¸a˜o
musical sa˜o duas possibilidades a estudar.
O MusicXML pode ser considerado um sucesso no principal objectivo dos
seus criadores: a criac¸a˜o de uma linguagem que sirva de tradutor universal entre
aplicac¸o˜es comerciais de notac¸a˜o musical ocidental. Este objectivo parece ser,
no entanto, apenas uma pequena parte do que o XML pode fazer pela mu´sica.
Se, por exemplo, recolhermos e armazenarmos composic¸o˜es musicais tradicionais
japonesas, por exemplo, ate´ que ponto o MusicXML pode ser u´til? Infelizmente
o MusicXML na˜o permite armazenar mu´sica na˜o ocidental. De uma forma mais
geral, na˜o permite armazenar mu´sica que na˜o esteja conforme o sistema ocidental
de 12 notas por oitava. As microtonalidades inerentes a muitos tipos de mu´sica
na˜o sa˜o poss´ıveis de representar. A estreita ligac¸a˜o que existe entre o MusicXML,
a pauta ocidental e o MIDI, impossibilita a utilizac¸a˜o universal do MusicXML.
O futuro devera´ passar por uma linguagem que permita a descric¸a˜o de toda a
mu´sica, de uma ferramenta realmente universal para o armazenamento e estudo
da mu´sica.
Apesar disto, estamos no caminho certo para a representac¸a˜o de pautas em
formato electro´nico. Da mesma forma que o MIDI resolveu o problema da com-
patibilidade e do transporte de mu´sica entre instrumentos musicais no in´ıcio dos
anos 80, altura que na˜o conseguiam que instrumentos de companhias diferentes
tocassem em un´ıssono e levou ao aumento das vendas de instrumentos musi-
cais, o XML (seja com o MusicXML ou outro Standard) pode fazer proliferar a
distribuic¸a˜o e nego´cio de pautas musicais em formato electro´nico. Novos servi-
c¸os, como os que referimos, podem ser implementados mais facilmente e os que
existem podem ser melhorados.
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Resumo Desde o advento do SGML e posteriormente do XML, que a
validac¸a˜o de documentos tem sido focada.
Esta validac¸a˜o surgiu para analisar a estrutura dos documentos SGML
e XML usando DTDs. Ale´m dessa, e devido a`s restric¸o˜es do XML em
relac¸a˜o ao SGML, a validac¸a˜o de XML bem formado tambe´m tem sido
usada. Mais recentemente, os Schema e Schematron vieram permitir a
validac¸a˜o a um n´ıvel superior: na˜o so´ a estrutura do documento mas
tambe´m alguma validac¸a˜o de conteu´do.
Neste artigo apresentamos a ferramenta TX que visa outro n´ıvel de va-
lidac¸a˜o, em que os tipos possam ser mais ricos e/ou calculados dinami-
camente, e onde se possa definir func¸o˜es de anotac¸a˜o e/ou correcc¸a˜o das
porc¸o˜es do documento que na˜o sigam as especificac¸o˜es.
1 Introduc¸a˜o
A definic¸a˜o de estrutura de um documento XML e a sua validac¸a˜o estrutural
em relac¸a˜o a um DTD e´, ja´ desde os seus primo´rdios, uma tarefa que tem sido
tratada com relativo sucesso.
A validac¸a˜o semaˆntica tem vindo a ser uma preocupac¸a˜o crescente mas de
dif´ıcil soluc¸a˜o. A tipagem de elementos XML tem sido ignorada ou, recentemente
com Schemas[3], Schematrons[5] e XCSL[7], demasiado r´ıgidas em relac¸a˜o aos
tipos usados.
Se considerarmos um XML que esteja a funcionar como base de dados (con-
tendo informac¸a˜o fortemente estruturada), poderemos usar validadores de con-
teu´do baseadas em tipos como strings ou inteiros ou mesmo inteiros menores do
que 5 e maiores do que -5. No entanto, a validac¸a˜o de conteu´do impo˜e frequen-
temente questo˜es mais complexas.
Por exemplo, numa memo´ria de traduc¸a˜o em formato TMX[8] (baseado em
XML), uma tarefa da validac¸a˜o devera´, sem du´vida, verificar se o conteu´do das
etiquetas de cada uma das memo´rias de traduc¸a˜o esta´ na l´ıngua correcta, e sem
erros ortogra´ficos.
Esta foi a motivac¸a˜o para a construc¸a˜o da ferramenta a que chamamos TX
(Typed XML) — uma framework de construc¸a˜o de validadores (usa´vel como bi-
blioteca Perl), incluindo um comando Unix para validac¸a˜o de documentos XML
usando especificac¸o˜es TX. O use do TX e´, por vezes, pouco gene´rica, ganhando-se
em expressividade, nomeadamente com a possibilidade de validac¸a˜o com semaˆn-
tica operacional, tipos dinaˆmicos e anotac¸a˜o/correcc¸a˜o dos documentos.
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1.1 Validac¸a˜o de Semaˆntica Operacional
Consideremos os enderec¸os de Internet: embora exista uma definic¸a˜o r´ıgida para
URIs, e embora seja poss´ıvel definir uma expressa˜o regular que valide essa sin-
taxe, isso na˜o nos garante que se trate de um URI activo — todos sabemos
que existem URIs totalmente va´lidos sintacticamente mas que na˜o pertencem ao
conjunto dos URIs vivos.
Frequentemente queremos que o nosso crite´rio de validac¸a˜o verifique se os
URLs esta˜o activos, e na˜o so´ se esta˜o correctos. Um exemplo e´ a validac¸a˜o de
um ficheiro de bookmarks.
Consideremos a correcc¸a˜o ortogra´fica de que ja´ falamos: esta pode ser reali-
zada por um programa externo como o ispell[4], aspell ou jspell, que suportam
XML (e portanto, ignorara´ as etiquetas). No entanto, esta abordagem na˜o e´ a
mais correcta para a correcc¸a˜o de qualquer documento — ja´ que analisa todo o
documento independentemente do contexto.
Veja-se, por exemplo, o caso das memo´rias de traduc¸a˜o[6], em que o inicio do
documento conte´m meta-informac¸a˜o e o corpo e´ constitu´ıdo por frases em va´rias
l´ınguas.
Obrigaria ao utilizador duas passagens do ispell sobre o texto, uma em cada
uma das l´ınguas, tendo o cuidado de ignorar em cada passagem metade do texto.
Na˜o sendo esta uma soluc¸a˜o via´vel, torna-se importante existir a possibilidade
de dar tipos a porc¸o˜es de documento com l´ınguas diferentes, em que a correcc¸a˜o
seleccione automaticamente a l´ıngua a usar.
1.2 Validac¸a˜o com Tipos Dinaˆmicos
A validac¸a˜o com tipos dinaˆmicos tem o objectivo de calcular o tipo do elemento
e portanto o seu crite´rio de correcc¸a˜o, com base no pro´prio elemento.
Por exemplo, e´ imposs´ıvel tipar genericamente qualquer memo´ria de tradu-
c¸a˜o, ja´ que as l´ınguas usadas na˜o sa˜o necessariamente as mesmas em cada uma1.
Desta forma, e´ necessa´rio que o validador consiga discernir em que l´ıngua esta´ o
elemento antes de o avaliar. Este tipo de informac¸a˜o pode ser obtida usando, por
exemplo, em func¸a˜o do atributo xml:lang existente nas memo´rias de traduc¸a˜o.
1.3 Anotac¸a˜o e Correcc¸a˜o
Supondo que ja´ temos um sistema para validar este tipo de informac¸a˜o, o passo
seguinte sera´ discutir a forma de reacc¸a˜o aos erros encontrados. A forma habitual
e´ indicar que na linha x, o elemento y tem texto inva´lido. Embora u´til, esta
informac¸a˜o na˜o e´ suficientemente precisa. Mesmo que a mensagem de erro inclua,
por exemplo, a palavra com erro ortogra´fico, quando o utilizador tentar editar
1 Uma memo´ria de traduc¸a˜o tem frases em duas ou mais l´ınguas, pelo que nada obsta
a que se tenha uma memo´ria de traduc¸a˜o que use apenas Portugueˆs e Ingleˆs, e uma
outra que use apenas Franceˆs e Dinamarqueˆs
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o XML para o corrigir ira´, com certeza, ter-se esquecido da palavra em causa.
Para colmatar este tipo de problema, propomos a marcac¸a˜o do texto analisado
para facilitar a sua posterior correcc¸a˜o (eventualmente usando uma ferramenta
espec´ıfica para esse efeito).
Parece-nos igualmente importante que um validador seja capaz de na˜o so´ va-
lidar mas tambe´m corrigir (ou propor correcc¸o˜es). Sem du´vida que grande parte
dos erros que um validador encontra na˜o podem ser corrigidos sem intervenc¸a˜o
humana mas, isso na˜o implica que o sistema na˜o seja capaz de assistir, interacti-
vamente, no processo de correcc¸a˜o dos erros encontrados (como e´ habitual, por
exemplo, nas ferramentas de correcc¸a˜o ortogra´fica.
2 Abordagem Proposta
Na abordagem que aqui se propo˜e, pretendemos enriquecer o processo de vali-
dac¸a˜o de documentos XML atrave´s de:
– associar (esta´tica ou dinamicamente) tipos a alguns dos elementos;
– criar (externamente) validadores de tipos que sejam capazes de marcar e
alterar (automaticamente ou de modo interactivo) os elementos incorrectos
desse tipo.
– mecanismos de validar tipos baseados em semaˆntica operacional : ou seja que
os tipos possam ficar associados a uma func¸a˜o (no caso presente imperativa,
Perl) que tire partido da funcionalidade existente nas bibliotecas e no sistema
operativo.
– criar mecanismos (uma API, um mo´dulo Perl) de definir novos tipos e ate´
validadores.
Na definic¸a˜o dos tipos pode haver necessidade de lhes associar:
– uma func¸a˜o de marcac¸a˜o de erros encontrados — esta func¸a˜o pode ser ta˜o
simples como: para a correcc¸a˜o ortogra´fica, preceder cada palavra desco-
nhecida por um s´ımbolo; pela inclusa˜o de um comenta´rio; pela adic¸a˜o de
etiquetas a` volta do elemento ou conteu´do errado;
– uma func¸a˜o de correcc¸a˜o automa´tica ou interactiva das anomalias encontra-
das;
– uma pol´ıtica de inclusa˜o ou na˜o dos filhos (recursividade ou na˜o pelas sub-
a´rvores dos elementos filhos).
A ferramenta utiliza valores por omissa˜o no caso destas propriedades na˜o estarem
definidas.
3 TX by example
Considere-se um diciona´rio definido em XML com cabec¸alho e entradas, de
acordo com a seguinte grama´tica (DTD):
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1 <!ELEMENT dic (cabecalho, entrada*) >
2 <!ELEMENT cabecalho (...) >
3 <!ELEMENT entrada (termo*, definicao, figura)>
4 <!ELEMENT termo (#PCDATA) >
5 <!ATTLIST termo xml:lang CDATA #REQUIRED >
6 <!ELEMENT definicao (#PCDATA) >
7 <!ELEMENT figura (#EMPTY) >
8 <!ATTLIST figura url CDATA #REQUIRED >













A validac¸a˜o da estrutura deste documento pode ser feita usando um validador
comum sens´ıvel a DTDs (por exemplo, xmllint[9]). No entanto, o uso deste tipo
de ferramenta nos garante que:
– cada termo esta´ na l´ıngua definida, e sem erros ortogra´ficos;
– a definic¸a˜o esta´ em Portugueˆs (para manter coereˆncia em todo o diciona´rio);
– a imagem existe, e esta´ acess´ıvel publicamente;
De acordo com a abordagem TX, o que pretendemos e´ associar a cada ele-
mento um tipo. Para especificar o elemento, a forma mais expedita e´ o uso de
XPath[2]. A cada um destes elementos queremos associar um tipo esta´tico ou
um tipo dinaˆmico:
TXdef ≡ XPath ⇀ (Tipo+ TipoDinamico(elemento))
em que TipoDinamico e´ uma func¸a˜o que, dado o elemento ou atributo XML a
analisar nos devolve o tipo desse elemento.
TipoDinamico : elemento −→ Tipo
Um exemplo de associac¸a˜o de tipos ao DTD apresentado anteriormente,
usando a sintaxe TX, seria:




Esta sintaxe e´ definida por duas colunas; um selector em XPath do elemento ou
atributo que queremos validar, e a definic¸a˜o do tipo esta´tico ou dinaˆmico a ser
usado:
1. a primeira linha apresenta um tipo esta´tico, que valida a l´ıngua do conteu´do
do elemento definic¸a˜o, como sendo Portugueˆs;
2. a linha seguinte, e´ semelhante a` anterior, mas de ordem superior: a l´ıngua
a ser validada e´ determinada a partir do atributo xml:lang desse elemento
(usando uma directiva XPath);
3. o u´ltimo exemplo e´ uma regra directa sobre um atributo. O tipo esta´tico
ActiveURL valida se determinado URL ainda esta´ vivo.
Embora o tipo ActiveURL seja built-in, na secc¸a˜o 3.1 usa´-mo-lo para demonstrar
como se pode adicionar a esta lista de associac¸o˜es a definic¸a˜o de novos tipos.
O modo de utilizac¸a˜o da ferramenta TX sobre a especificac¸a˜o completa seria:
1 tx file.txd file.xml
em que file.txd e´ a nossa definic¸a˜o de tipos e file.xml o ficheiro a validar.
Por omissa˜o o tx marca os erros encontrados. Se usada a opc¸a˜o -correct a
ferramenta invoca a func¸a˜o de correcc¸a˜o associada a cada tipo (caso na˜o exista
usara´ a de marcac¸a˜o).
3.1 Definic¸a˜o de validadores para novos tipos
No exemplo que seguidamente se apresenta e´ criado um um novo tipo (Acti-






6 { markit => sub{ $c = markAsErr($c) unless (LWP::Simple::head($c));
7 toxml()}, } );
Esta especificac¸a˜o e´ composta por duas partes:
1. uma zona de associac¸a˜o Xpath → tipo (linha 1)
2. uma zona de criac¸a˜o de novos tipos: atrave´s de co´digo Perl, invocando fun-
cionalidade do mo´dulo XML::TX para adicionar o tipo definido.
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A func¸a˜o addType usada para definir o novo tipo urlActive, esta´ a rece-
ber uma func¸a˜o (markit) para marcar as situac¸o˜es consideradas erradas. Essa
func¸a˜o de marcac¸a˜o dos erros esta´ a usar o mo´dulo Perl LWP::Simple [1] para
descarregar o cabec¸alho (func¸a˜o head) ligado ao URL a validar.
Saliente-se que este tipo de validac¸a˜o e´ dif´ıcil de obter usando apenas espe-
cificac¸o˜es declarativas.
3.2 Validadores usando extrai-processa-reconstroi
Por uma questa˜o de eficieˆncia, na˜o e´ aceita´vel arrancar um processo externo de
validac¸a˜o para cada ocorreˆncia de um determinado elemento2.
Por exemplo um corrector ortogra´fico normalmente carrega para memo´ria o
diciona´rio associado, ou seja, carrega para memo´ria alguns MBytes de informa-
c¸a˜o. Se esse carregamento for feito para cada para´grafo encontrado, a validac¸a˜o
vai ser extremamente lenta.
Este facto pode ser ultrapassado com a seguinte estrate´gia:
1. Criar um texto com os elementos de cada tipo (extrai)
2. executar interactivamente o validador sobre cada ficheiro de cada tipo criado
(processa)
3. substituir no texto XML original os elementos que tiverem sido alteradas no
processo de validac¸a˜o (reconstro´i)
Esta estrate´gia de validac¸a˜o e´ gene´rica e o mo´dulo XML::TX dispo˜e de func¸a˜o
de ordem superior (ext_proc_rec) que pode ser usada na definic¸a˜o de novos
tipos.
1 Correcc¸~ao=ext_proc_rec(CorrectorInteractivo,....)
3.3 Validadores usando apenas o mo´dulo XML::TX
O mo´dulo XML::TX, pode ser usado para criar validadores completos totalmente
escritos em Perl.
No exemplo que seguidamente se apresenta e´ criado um validador.
1 use XML::TX;
2 my $types={ sentencePt => text("pt"),
3 sentenceEn => text("en"),
4 definition => sub{text($v{’xml:lang’} || "pt")},




9 { markit => sub{ $c = markAsErr($c) unless (LWP::Simple::head($c));
2 O esforc¸o de arranque de uma aplicac¸a˜o externa pode ser grande.
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10 toxml()}, } );
11 XML::TX::markit($filename,$types);
O validador criado usa os tipos predefinidos:
– os elementos sentencePt sa˜o do tipo predefinido text(”pt”)
– os elementos sentencePt sa˜o do tipo predefinido text(”en”),
– os elementos definition sa˜o de um tipo dinaˆmico calculado em func¸a˜o do
atributo xml:lang,
– os elementos url sa˜o de um tipo urlActive que e´ definido atrave´s da invocac¸a˜o
da func¸a˜o addType.
4 Tipos predefinidos
Na ferramenta TX existem alguns tipos predefinidos que resultaram de necessi-
dades encontradas em problemas reais.
Tipo ActiveURL
O tipo ActiveURL foi ja´ apresentado em secc¸o˜es anteriores.
Este tipo de validade e´ por vezes mais importante do que a simples validac¸a˜o
sinta´ctica ja´ que permite a detecc¸a˜o de gralhas que tipicamente manteˆm o URL
sintacticamente correcto.
Tipo Email
Para os e-mails na˜o podemos, como para os URLs, valida´-los de forma sistema´-
tica, podendo apenas definir os sintacticamente va´lidos ou inva´lidos.
Tipo Data
A validac¸a˜o de datas tambe´m e´ simples, sendo no entanto complicado validar
todas as variantes poss´ıveis para a escrita de uma data. Noutros casos, existe a
noc¸a˜o de formato va´lido, e todos os outros sa˜o considerados errados.
Neste ponto ganha-se bastante em ter a possibilidade de correcc¸a˜o. Sabendo-
se o conjunto de formas diferentes usadas para escrever datas, sera´ poss´ıvel,
sem grande esforc¸o, fazer a conversa˜o para um formato de data standard no
documento.
Tipo Texto-Lα
No processamento de textos de uma l´ıngua Lα ha´ necessidade de fazer a respec-
tiva ana´lise/correcc¸a˜o ortogra´fica.
A marcac¸a˜o de erros esta´ a ser feita do seguinte modo:
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1. enviar cada palavra a um processo Ispell[4] ou Aspell;
2. prefixar as palavras desconhecidas com uma marca (##)
A func¸a˜o de correcc¸a˜o esta´ a usar a estrate´gia extrai-processa-reconstro´i,
atra´s referida:
1. Criar um texto com as frases de cada l´ıngua (extrai)
2. executar interactivamente um corrector ortogra´fico sobre cada ficheiro de
l´ıngua criado (processa)
3. substituir no texto XML original as frases que tiverem sido alteradas no
processo de correcc¸a˜o ortogra´fica (reconstro´i)
5 Concluso˜es
A tipagem dos me´todos tradicionais e´ insuficiente para manter documentos com
semaˆntica forte, pelo que a possibilidade de validac¸a˜o com base em tipos opera-
cionais e dinaˆmicos e´ importante.
No entanto, esta ferramenta na˜o pode ser vista como uma substituic¸a˜o aos




– correcc¸a˜o de tipos ba´sicos;
– correcc¸a˜o de tipos dinaˆmicos e operacionais;
A possibilidade de programac¸a˜o da ferramenta obriga a maiores conhecimen-
tos, nomeadamente da linguagem Perl, mas facilita a definic¸a˜o de novos tipos e
validadores associados.
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Resumo Ha´ alguns anos, houve um esforc¸o considera´vel por parte dos
meios acade´mico e industrial para normalizar a representac¸a˜o de dife-
rentes tipos de dados, de forma a facilitar a interoperabilidade das apli-
cac¸o˜es. Desse esforc¸o resultou a adopc¸a˜o do XML, o que tornou pos-
s´ıvel representar dados, vindos de uma mesma fonte, de uma maneira
estruturada e aberta (partilhada por todos) para, assim, transforma´-los
sistematicamente em diferentes resultados.
Actualmente, o desafio e´ estabelecer um formato u´nico, tambe´m norma-
lizado, para descrever as interfaces atrave´s das quais os dados podem ser
visualizados e manipulados em ambientes web; a ideia e´ poder desenvol-
ver os s´ıtios WWW e as modernas interfaces web, de forma ideˆntica a`
que vem sendo usada na programac¸a˜o convencional. No momento, exis-
tem algumas propostas de linguagens formais baseadas em XML que
visam solucionar este tipo de problema, de modo a que se possa gerar
dinamicamente uma aplicac¸a˜o completa—como e´ sabido, havendo uma
especificac¸a˜o rigorosa e´ poss´ıvel criar geradores de programas.
Este artigo apresenta uma comparac¸a˜o entre treˆs linguagens diferentes
para definic¸a˜o de interfaces, a saber: XUL, XML User Interface language,
UIML, User Interface Markup Language, e MXML, Macromedia fleX
Markup Language. Sera˜o analisadas as vantagens e desvantagens de cada
linguagem atrave´s da avaliac¸a˜o de diferentes paraˆmetros de comparac¸a˜o,
de modo a determinar a linguagem que oferece mais recursos para o
utilizador. Acaba-se concluindo que a UIML e´ ligeiramente inferior a`s
outras e que a MXML oferece de facto uma integrac¸a˜o entre as va´rias
componentes da aplicac¸a˜o que corresponde ao n´ıvel desejado (como se
referiu acima).
Gerador de Web Services para cadeias de
tranformac¸o˜es de documentos XML




Resumo OsWeb Services sa˜o cada vez mais utilizados na implementac¸a˜o
de aplicac¸o˜es distribu´ıdas. Apesar de utilizarem normas standard de
baixa complexidade, a quantidade de normas utilizadas e a interacc¸a˜o
entre elas aumenta razoavelmente a complexidade da sua implementac¸a˜o.
A ideia inicial deste projecto foi estudar a viabilidade da gerac¸a˜o au-
toma´tica de Web Services partindo de uma especificac¸a˜o abstracta do
processo. Para isso definiu-se uma linguagem XML muito simples com a
qual se especifica um processo ou uma cadeia de processos e criaram-se
as transformac¸o˜es necessa´rias para desta especificac¸a˜o se chegar ao Web
Service final.
Posteriormente, decidiu-se particularizar o sistema para Web Services
que implementam cadeias de transformac¸a˜o XML. Estas cadeias de trans-
formac¸a˜o correspondem a aplicac¸o˜es XML de segunda gerac¸a˜o ou, por
outras palavras, com reflexa˜o a n´ıvel da transformac¸a˜o.
Neste momento, o sistema possui uma interface em .Net com a qual e´
poss´ıvel especificar a cadeia de operac¸o˜es a realizar pelo Web Service e
que permite gerar a aplicac¸a˜o servidor do servic¸o e a aplicac¸a˜o cliente,
ambas em tecnologia .Net.
1 Introduc¸a˜o
Um dos principais problemas no mundo informa´tico e´ a interoperabilidade estre
as diversas plataformas. O aparecimento dos Web Services veio atenuar este fac-
tor, utilizando normas standard como o XML e tornando poss´ıvel a comunicac¸a˜o
entre aplicac¸o˜es como se estas fossem caixas negras, ou seja, e´ poss´ıvel comunicar
com as aplicac¸o˜es de uma forma normalizada desconhecendo os detalhes da sua
implementac¸a˜o.
Mesmo com estas vantagens, a` primeira vista, criar um Web Service pode na˜o
ser muito simples. Ha´ va´rias camadas de software envolvidas. Ha´ um conjunto
de normas que se inter-relacionam e que o programador deve conhecer. Por estas
razo˜es, surgiram no mercado va´rias plataformas para desenvolvimento de Web
Services em va´rias linguagens de programac¸a˜o. Se se optar por uma destas pla-
taformas a criac¸a˜o de servidores de servic¸os e de clientes pode ser sistematizada
podendo mesmo ocultar-se todo o processo de implementac¸a˜o. Foi este pressu-
posto que deu o mote deste trabalho. Assim o primeiro objectivo foi criar uma
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linguagem XML com a qual fosse poss´ıvel especificar ao n´ıvel mais abstracto
poss´ıvel um Web Service, e desenvolver as ferramentas necessa´rias que a partir
da especificac¸a˜o de um Web Service gerasse o co´digo para o implementar, quer
o servidor quer o cliente.
Cedo se verificou que so´ se conseguia uma verdadeira abstracc¸a˜o se se con-
cretiza´sse um pouco o Web Service, i. e., se o sistema que se estava a desenvolver
estivesse preparado para gerar Web Services de uma determinada espe´cie. Com
esse objectivo, seleccionou-se um conjunto de aplicac¸o˜es para as quais ja´ existia
ha´ algum tempo a intenc¸a˜o de as expoˆr na Web. Estas aplicac¸o˜es sa˜o, muitas
vezes, designadas por transformac¸o˜es XML de ordem superior e caracterizam-
se por serem transformac¸o˜es com reflexa˜o numa determinada fase ou em va´rias
fases da sua execuc¸a˜o. A execuc¸a˜o de uma aplicac¸a˜o destas na˜o e´ simples para
o utilizador comum e ha´ muito que se pensava em expoˆ-las na Web como um
servic¸o ocultando os pormenores, a`s vezes complicados da sua execuc¸a˜o.
A plataforma escolhida para o desenvolvimento deste projecto foi a plata-
forma .NET da Microsoft. A escolha desta plataforma para o desenvolvimento
deste projecto deveu-se ao facto de permitir uma implementac¸a˜o relativamente
simples e intuitiva de Web Services.
Neste artigo, descrevem-se os passos seguidos na implementac¸a˜o de um ge-
rador de Web Services para o tipo de aplicac¸o˜es descrito acima. O sistema de-
senvolvido pode ser adaptado facilmente para outro tipo de aplicac¸o˜es.
Na pro´xima secc¸a˜o descreve-se com um pouco mais de detalhe as cadeias
de transformac¸o˜es de documentos XML. Na secc¸a˜o seguinte, apresenta-se a lin-
guagem XML que se definiu para especificar a cadeia de processos que o Web
Service a gerar deve implementar. A seguir descreve-se um pouco o processo de
gerac¸a˜o propriamente dito. O artigo termina com uma secc¸a˜o onde se faz uma
s´ıntese do trabalho realizado e onde se apontam linhas para trabalho futuro.
2 Cadeias de Transformac¸o˜es de Documentos XML
As aplicac¸o˜es XML implementadas atrave´s de cadeias de transformac¸o˜es com re-
flexa˜o sa˜o aquilo que a`s vezes se designa por aplicac¸o˜es de ordem superior. Neste
tipo de aplicac¸o˜es, o utilizador trabalha numa camada de abstracc¸a˜o superior ao
de uma aplicac¸a˜o normal. A figura 1 apresenta o esquema duma aplicac¸a˜o deste
tipo.
Como se pode ver na figura 1 o utilizador produz um documento XML com
a especificac¸a˜o abstracta de um determinado processo de transformac¸a˜o; este
documento e´ processado por uma metastylesheet (que implementa o n´ıvel supe-
rior de abstracc¸a˜o) e que gera como resultado uma stylesheet XSL espec´ıfica que
implementa o processo especificado; esta nova stylesheet pode depois ser usada
para aplicar o processo de transformac¸a˜o especificado no n´ıvel superior a va´rios
documentos XML concretos.
A figura 2 representa o mesmo esquema gene´rico mas agora concretizado
numa aplicac¸a˜o concreta que utiliza estes dois n´ıveis e que foi designada pelo
autor por XPW: Xpath Wrapper, uma ferramenta para auxiliar no ensino de
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Figura 1. Esquema gene´rico de uma transformac¸a˜o com reflexa˜o
XPath. Como o pro´prio nome indica esta ferramenta tem vindo a ser utilizada
no ensino de XPath.
O XPW foi constru´ıdo de modo a permitir ao utilizador realizar queries,
especificadas em XPath, ao conteu´do de documentos XML. Assim, numa pri-
meira etapa, o utilizador especifica num documento XML as queries que quer
realizar; numa segunda etapa, esse documento e´ passado a um processador de
XSL conjuntamente com a metastylesheet que implementa o n´ıvel abstracto do
XPW; deste processo resulta uma stylesheet que implementa as queries espe-
cificadas; quando aplicada a um documento XML esta stylesheet ira´ extrair as
partes selecciona´veis com as queries especificadas.
Em resumo, uma aplicac¸a˜o deste tipo tem dois n´ıveis de transformac¸a˜o. O
primeiro do abstracto para o concreto, e o segundo a transformac¸a˜o em concreto.
Se, por exemplo, se acrescentasse ao XPW uma terceira transformac¸a˜o para
tratar os resultados ter´ıamos uma cadeia de treˆs transformac¸o˜es.
Quando ja´ se trabalha ha´ algum tempo na a´rea da transformac¸a˜o documental
(documentos XML) e´ normal que o n´ıvel de abstracc¸a˜o, das aplicac¸o˜es que se va˜o
criando, va´ aumentando. Isto vai-se traduzindo em, cada vez maiores, cadeias
de transformac¸o˜es.
E´ assim que surge a ideia de tornar estas cadeias transparentes para o utili-
zador. A estrate´gia para as ocultar, que foi seguida neste trabalho, foi coloca´-las
por detra´s de um Web Service. Como este Web Service e´, em termos funcionais,
muito semelhante de umas aplicac¸o˜es para as outras, surgiu tambe´m a ideia
de tornar a sua gerac¸a˜o automa´tica a partir da especificac¸a˜o abstracta de uma
cadeia de transformac¸o˜es.
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Figura 2. Esquema do XPath Wrapper
Na pro´xima secc¸a˜o, apresenta-se a linguagem XML definida para especificar
cadeias de transformac¸a˜o.
3 Especificac¸a˜o de Cadeias de Transformac¸a˜o
O primeiro passo no processo de gerac¸a˜o de Web Services para cadeias de trans-
formac¸o˜es de documentos XML e´ a definic¸a˜o da cadeia de transformac¸a˜o. Para
isso foi definida uma linguagem XML.
Para especificar uma cadeia de transformac¸o˜es comec¸a-se por indicar todos
os documentos XML e XSL que va˜o participar nas transformac¸o˜es da cadeia.
Cada documento tera´ um identificador u´nico e um atributo que identifica a
sua localizac¸a˜o (cliente – o documento e´ fornecido pelo cliente; servidor – o
documento encontra-se no servidor).
Depois de definidos todos os documentos XML e XSL e´ preciso definir definir
as transformac¸o˜es que precisam de ser executadas. Uma transformac¸a˜o define-se
indicando qual o documento XML e qual a stylesheet XSL que ira˜o participar
nela. O documento e a stylesheet sa˜o referidos pelos identificadores u´nicos as-
sociados aos documentos aquando a sua definic¸a˜o. Assim, uma transformac¸a˜o
e´ definida por um par (id1, id2): o atributo id1 identifica o documento a ser
transformado e o atributo id2 identifica a folha de estilo a aplicar. Cada trans-
formac¸a˜o tambe´m tem um identificador u´nico que ficara´ depois associado ao seu
resultado. Desta maneira, o resultado de uma transformac¸a˜o podera´ ser utilizado
como entrada de uma nova transformac¸a˜o.
O utilizador tambe´m deve associar um t´ıtulo e um nome a` cadeia. O t´ıtulo ira´
aparecer na pa´gina do cliente. O nome possui um atributo que permite especifiar
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se o resultado da cadeia de transformac¸o˜es e´ HTML ou XML. Esta funcionalidade
foi implementada porque muitas vezes, da u´ltima transformac¸a˜o da cadeia resulta
uma pa´gina HTML para melhor se poder visualizar os resultados obtidos e os
Web Services precisam de indicar que tipo de mensagens esta˜o a trocar.
Na figura 3 mostra-se uma representac¸a˜o gra´fica da estrutura da linguagem.
Figura 3. Schema da Linguagem de Anotac¸a˜o para Especificac¸a˜o de Cadeias de Tran-
formac¸o˜es
A t´ıtulo de exemplo, apresenta-se a seguir, a especificac¸a˜o da cadeia de trans-
formac¸o˜es para uma utilizac¸a˜o do XPW.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <transf>
3 <titulo>Web Service do XPath</titulo>
4 <nome resp="xml">Queries XPath</nome>
5 <xml id="poema" tipo="cliente">Ficheiro do Poema</xml>
6 <xml id="querie" tipo="cliente">Ficheiro com as Queries</xml>
7 <xsl id="xpath" tipo="servidor">Ficheiro com a metastylesheet</xsl>
8 <seq id1="querie" id2="xpath" id="res"/>
9 <seq id1="poema" id2="res" id="fim"/>
10 </transf>
A cadeia de transformac¸o˜es descrita acima define uma cadeia onde esta˜o en-
volvidos dois documentos XML (poema e querie, localizados no cliente) e um
documento XSL (XPW localizado no servidor). O documento querie e´ transfor-
mado pela folha de estilo XPW e o seu resultado ira´ ser uma folha de estilo que
ira´ transformar o documento poema, obtendo-se assim o documento final.
Na pro´xima secc¸a˜o, discute-se a gerac¸a˜o do servic¸o.
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4 Gerac¸a˜o do Web Service
A parte cr´ıtica deste projecto e´ a gerac¸a˜o do Web Service a partir da linguagem
descrita na secc¸a˜o anterior. No sentido de simplificar a comunicac¸a˜o entre o
cliente e o servidor, decidiu-se utilizar Strings para representar os documentos
que sa˜o transportados pela ”rede”. Por este motivo, a implementac¸a˜o de um
cliente tornou-se quase obrigato´ria dado que, para podermos utilizar a pa´gina
de teste que a plataforma .NET disponibiliza ter´ıamos que introduzir todo o
documento a` ma˜o nas respectivas caixas de texto. A gerac¸a˜o do co´digo do cliente
e do servidor e´ efectuada por duas folhas de estilo distintas, que aplicadas a um
documento XML escrito na linguagem descrita na u´ltima secc¸a˜o, ira˜o gerar duas
vistas distintas: o co´digo do cliente e o co´digo do servidor.
As stylesheets sa˜o demasiado extensas para serem discutidas aqui. No en-
tanto, apresenta-se a seguir o servidor gerado para a especificac¸a˜o exemplo mos-
trada acima.
4.1 Servidor Gerado
















17 public class Queries XPath : System.Web.Services.WebService
18 {
19 [WebMethod]
20 public string transf(string poemap, string queriep)
21 {
22 XmlDocument poema = new XmlDocument();
23 poema.LoadXml(poemap);
24 XmlDocument querie = new XmlDocument();
25 querie.LoadXml(queriep);
26 XslTransform xpath = new XslTransform();
27 XmlTextReader xpathr = new XmlTextReader(Server.MapPath("xpath.xslt"));
28 xpathr.MoveToContent();
29 xpath.Load(xpathr);
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30 XmlReader resp = xpath.Transform(querie, null);
31 resp.MoveToContent();
32 XslTransform res = new XslTransform();
33 res.Load(resp);
34 XmlReader fimp = res.Transform(poema, null);
35 fimp.MoveToContent();






Note que o co´digo gerado para o servidor e´ implementado na linguagem C#
e o gerado para o cliente e´ em .ASP da plataforma .NET.
5 Concluso˜es
Para simplifiar ainda mais todo este processo criou-se um interface em C# que
permite ao utilizador especificar a linguagem de uma forma intuitiva, bem como
gerar o servidor e o respectivo cliente a partir das folhas de estilo de uma forma
bastante simples e automa´tica.
A utilizac¸a˜o da aplicac¸a˜o desenvolvida no ensino comec¸ara´ ja´ nos pro´ximos
meses. Utilizando esta plataforma pode-se criar Web Services que ocultam os
pormenores mais complexos das aplicac¸o˜es fazendo com que o aluno se concentre
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