Image Compression Using the Wavelet Transform by Kontra, Matúš
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÝCH SYSTÉMŮ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
KOMPRESE OBRAZU POMOCÍ VLNKOVÉ 
TRANSFORMACE
IMAGE COMPRESSION USING THE WAVELET TRANSFORM
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE Matúš Kontra
AUTHOR
VEDOUCÍ PRÁCE Ing. David Bařina
SUPERVISOR
BRNO 2010
Abstrakt
Vlnková  transformace  náleží   k  moderním metodám  užívaným při  kompresi  dat  a  její  aplikace 
umožňuje pracovat s obrazovými datami tak, aby byli dosaženy co nejlepší výsledky. Tahle práce se  
zaměřuje  na  teroretické  základy  potřebné  k  pochopení  metody  a  zároveň  prezentuje  popis 
implementace  dané  metody.  V  další  sekci  práce  se  zaměření  přesune  na  operace  kvantování  a  
kódování a metody užité v téhle práci a algoritmus jejich implementace – SPIHT. 
 
Abstract
Wavelet transform belongs to modern methods used to compress data. It's application modifies data in 
such way, that we can use and store them in much more efficient way. Focus of this thesis lies in 
theoretical basis required to understand this method and its implementation. Next section shifts focus 
to quantization and coding – operations used to further reduce size of our data, which are provided by 
the SPIHT algorithm.
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1 Úvod
Práca je rozdelená do niekoľkých sekcií, z ktorých každá podáva informáciu o krokoch, ktoré boli  
použité  pri  kompresii.  V prvej,  hlavnej  sekcii  sa  nachádzajú teoretické  detaily  ohľadne vlnkovej 
transformácie,  vlnkách,  typoch  vlniek  a  algoritme  ako transformáciu  aplikovať.  Druhá  podsekcia  
ozrejmuje tieto operácie z implementačného hľadiska.
V teoretickej časti sa pojednáva  v krátkosti  o vzniku a prvotnej myšlienke vlniek a pokračuje 
sa  rozpravou o spojitej transformácii a o prechode od spojitej k diskrétnej transformácii. Nakoniec  
priblížime,  ako je transformácia aplikovaná na viacrozmerné dáta. Algoritmus kódovania – SPIHT – 
bude popisovaný tak,  ako je v originálnom článku od jeho autorov [3], bude tiež objasnené, prečo sa  
s  ním  dá  dosiahnuť  efektívnej  kompresie  pri  minimálnom  skreslení,  ako  aj  závislostiach  medzi 
koeficientami transformácie, ktoré nám ho umožnujú aplikovať.
Implementačná časť sa v prvom rade zaoberá návrhom štruktúr potrebných na uloženie dát ako 
i úvahou ako zvoliť konkrétne primitívne typy pre ukladanie koeficientov. Algoritmus transformácie 
je možné implementovať rôznymi spôsobmi – mnou zvolený postup je postupná aplikácia filtrov na 
stále  zmenšujúcu sa  oblasť detailných dat.  Tu bude ukázané ako vhodne parametrizovať metódy 
vykonávajúce filtráciu, aby bolo možné využívať viacero typov vlniek. Kódovací algoritmus SPIHT 
je z programátorského hľadiska  komplexná záležitosť – využíva sa tu mnoho bitových operácii a 
štandardná implementácia s lineárnymi zoznamami je veľmi neefektívna, čo do doby vykonávania. 
V sekcii Testy budú prezentované výsledky a porovnania s niektorými  súčasnými štandardami, 
hľavne dosažiteľná možnosť kompresie.
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2 Teoretická časť
Ako  naznačuje názov práce zameriame sa v nej  na matematický model transformácie, ako aj jej  
vlastnosti  a  vlastnosti  samotných  aktérov  –  vlniek  (ukážka  graf  1  a  graf  2).  Popísané  budú 
požadované charakteristiky vlnky ako aj jej dopad na výsledok kompresie.
2.1 Vlnky, vlnková transformácia
2.1.1 Vznik vlniek a vlnkovej transformácie
Vlnková transformácia bola objavená nezávisle v rôzych odvetviach vedy vo veľmi úzkom rozsahu 
rokov.  V odvetví  teoretickej  matematiky to bolo Calderónove vyriešenie problému harmonických 
identít,  ktorého  zistenia  boli  neskôr  využité  pri  popise  stavov  vlnovej  funkcie  atómu  vodíka  v 
kvantovej  mechanike.  Súčasne  s  týmto  prúdom  inžinieri  elektotechniky  začali  študovať  QMF 
filtre( Esteban a Galland (1977) ), filtre ktore rozdelujú signál do dvoch pásiem. Tieto postupy boli  
vylepšené ( Smith a Barnell (1986), Vetterli (1986) ) tak, aby umožnovali úplnú rekonštrukciu bez 
strát – postup, ktorý reprezentuje samotnú transformáciu.[2]
2.1.2 Spojitá vlnka a jej vlastnosti
Vlnka, ako jej názov napovedá (z angl.: wavelet, wave – vlna, -let – suffix označujúci zdrobneniny ) 
je  lokalizovaný  zákmit  istého  tvaru.  Štandardne  sa  vlnka  označuje  symbolom  ψ(t). Vlnka  je 
reprezentovaná funkciou, ktorá spĺňa  isté matematické vlastnosti:
1. Vlnka musí mať konečnú energiu:
E=∫
−∞
∞
∣ t ∣2 dt∞  (1)
             kde E označuje energiu vlnky, ktorá je rovná integrálu modulu  funkcie na druhú. 
2. Vlnka nesmie mať jednosmernú zložku signálu – koeficient nulovej frekvencie musí byť 
nulový:
 f =∫
−∞
∞
t e−i2 f  t dt  (2)
C g=∫
0
∞ ∣  f ∣2
f
df ∞  (3)
3. Daľšia podmienka, ktorú musia plniť komplexné vlnky je, že ich furiérova transformácia 
musí byť reálna a musí zanikať pre záporné frekvencie.
Vlnky opísané týmito  vlastnosťami  reprezentujú  pásmové  prepusti,  čo znamená  že  funkcia  tohto 
predpisu prepustí systémom iba isté frekvenčné zložky. Táto funkcia sa nazýva materský wavelet a 
sama o sebe není moc užitočná. Aby sme ju mohli použiť pri transformácii, musíme s ňou vykonať  
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dve operácie, ktoré nám umožnia modifikovať pásma a časti signálu.  Tieto dve operácie sú  dilatácia 
(natiahnutie  a  zúženie)  a  translácia  (posunutie  po  časovej  osi).   Tieto  operácie  sa  premietnú  na 
funkciu vlnky pridaním vhodných parametrov:
 t−b
a

kde b označuje posunutie a a zúženie alebo roztiahnutie (graf 3).
Graf 1: Vlnka „mexický klobúk“ Graf 2: Haarova vlnka
S vhodne modifikovanou vlnkou môžeme prejsť k aplikovaniu transformácie.[1]
2.1.3 Spojitá vlnková transformácia
Vlnkovú transformáciu vzhľadom na upravenú vlnku môžeme zapísať ako: 
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Graf 3: Ukážka dilatácie a transformácie
T a , b=w a ∫
−∞
∞
x t ∗ t−b
a
dt  (4)
kde w(a) je váhová funkcia a Ψ*(t) označuje komplexný doplnok vlnky (môžeme zanedbať pri 
reálnych vlnkách – týka sa to len komplexných ).
Na spojitú vlnkovú transformáciu  možno nahliadať ako na korelovanie signálu s množinou 
vlniek rôzneho natiahnutia a pozície. Váhová funkcia je tu z dôvodu zachovania energie, pri spojitej 
transformácii sa najčastejšie rovná 1/a . Výsledok ukážkovej transformácie vidíme na grafe 4. 
Vstupným signálom je suma dvoch sínusov na rôznych frekvenciách, kde jeden je päťnásobne 
hustejší (5x vyššia frekvencia ). Výsledkom je takzvaný škálogram (scalogram ), na ktorom vidíme 
podiel energie každej vlnky. Svetlá indikuje vyššie hodnoty energie. Na grafe je dobre videť 
frkvenčné zložky vyskitujúce sa v signále.
2.1.4 Inverzná spojitá vlnková transformácia
Inverzná operácia vzhľadom ku transformácii môže byť zapísaná ako:
x t = 1
C g
∫
−∞
∞
∫
0
∞
T a ,ba ,bt 
da db
a2
 (5)
kde operácie integrácie reprezentujú prechod cez všetky veľkosti a posunutia.
2.1.5 Vlnky a diskrétne signály, rámce a dyadické škálovanie
Pre prácu s diskrétnimi signálmi s štandardný predpis vlnky tvaru:
a , bt =
1
a
 t−b
a
  (6)
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Graf 4: Signál a jeho transformácia mexickým klobúkom
upravíme do tvaru kde budeme používať diskrétne hodnoty koeficientov a,b. Prirodzeným spôsobom 
ako vzorkovať hodnoty parametrov a a b, je použiť logaritmickú závislosť medzi koeficientami a  a 
tomu prispôsobovať hodnotu koeficientu  b. Zjednodušene, budeme požadovať aby pri danej úrovni 
dilatácie boli rozostupy primerané šírke waveletu. Toto sa dá zapísať ako:
m, nt =
1
a0m

t−nb0a0
m
a0
m   (7)
kde  m, n  kontrolujú dilatáciu a transformáciu a kde  a0 a b0 sú fixné kroky dilatácie (väčší než 0) a 
posunutia  (väčší  než  1).  Parametre  musia  byť  z  množiny  celých  čísel.  V  tomto  prípade  nám 
transformácia prechádza do tvaru:
T m ,n=∫
−∞
∞
x t  1
a0
m /2 a0
−mt−nb0dt  (8)
kde  Tmn   sú  hodnoty  transformácie  na  diskrétnich  pozíciach  m a  n. V  názvosloví  diskrétnej 
transformácie sa tieto koeficienty nazývajú vlnkové alebo detailové koeficienty. 
Aby sme zistili ako vhodne sme zvolili parametre  a0 a b0 , použijeme teóriu rámcov vlniek, 
ktorá poskytuje spôsoby analýzy diskrétnich vlniek.
Rámcom  nazývame  množinu  vlniek,  ktoré  keď  použijeme  pri  transformácii,  tak  získané 
koeficienty budú spadať do istej  energetickej  hladiny.  Pokiaľ suma nami  získaných koeficientov, 
ktoré sú ovplivňené  a0 a b0  bude zhodná s počiatočnou energiou signálu. Potom  rámec definovaný 
množinou týchto vlniek bude tvoriť ortonormálnu bázu, čo znamená, že sme schopný rekonštruovať 
daný signál úplne bez strát.
Tu sa  dostávame k pojmu dyadická mriežka – ak zvolíme  a0 = 2 a b0  =  1 – dilatácia  aj 
transformácia sa bude meniť po mocninách dvojky.  Táto voľba nám umožnuje veľmi jednoducho 
vytvárať  ortonormálne  bázy.  Výhodou  ortonormálnej  báze  je,  že  informácia  uložená  v  jednom 
koeficiente neni opakovaná na iných miestach. Využitím dyadického delenia môžeme transformáciu a 
inverznú transformáciu zapísať ako:
T m ,n=∫
−∞
∞
x t m , nt dt  (9)
x t =∑
m=−∞
∞
∑
n=−∞
∞
T m , nm, nt   (10)
Energiu signálu môžeme zapísať ako:
∫
−∞
∞
∣x t ∣2 dt=∑
m=−∞
∞
∑
n=−∞
∞
∣T m, n∣
2  (11)
Zásadným rozdielom medzi spojitou a diskrétnou transformáciou je fakt, že spojitá transformácia je 
vykonaná na všetkých hodnotách dilatácie a translácie a k diskretizácii  dochádza len pri výpočte  
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integrálu a výsledok rekonštrukcie závisí len na dĺžke kroku, avšak pri diskrétnej transformácii sa 
operuje len nad zvolenými množinami koeficientov.[1]
2.1.6 Funkcia mierky (škálovacia funkcia)
S  diskrétnou vlnkou  je štandardne zviazaná funkcia mierky a jej dilatačné rovnice . Táto fukcia nám 
umožnuje generovať aproximácie zdrojového signálu na istých úrovniach. Pre dyadické rozloženie  
tvar:
m, nt =2
−m /22−mt−n  (12)
a je od nej vyžadovaná vlastnosť konečnej jednotkovej energie:
∫
−∞
∞
0,0 t dt=1  (13)
Funkcia mierky je kolmá vzhľadom na svoje posunutia, nie však dilatácie. Konvolúciou tejto funkcie 
s vstupným signálom získavame aproximáčné koeficienty:
Sm ,n=∫
−∞
∞
x t m, nt dt  (14)
Môžeme vidieť, že tieto aproximačné koeficienty, sú vlastne vážené priemery vstupného signálu na 
postupných krokoch. Koeficienty na určitej úrovni m sa nazývajú diskrétnou aproximáciou signálu v 
danej  mierke.  Podobne  môžeme  vytvoriť  z  aproximačných  koeficientov  náš  signál:
xm t =∑
−∞
∞
S m, nm ,nt   (15)
Na grafe 5 vidíme normalizovanú škálovaciu funkciu Haarovej vlnky na troch úrovniach m = 0,1,2 a 
v grafe 6 aproximácie sínusu ktoré generuje.
Graf 5: Funkcia mierky vlnky Haar (normalizovaná)
Dôvod, pre ktorý sa zaoberáme touto funkciou je nasledujúci. Aplikáciou kombinácie aproximácie  
signálu a vlnkovej transformácie sme schopný reprezentovať vstupný signál ako aproximáciu seba  sa 
a množinu koeficientov obsahujúcich detail:
8
x t =∑
n=−∞
∞
S m0,nm0, n t ∑
m=−∞
m0
∑
n=−∞
∞
T m, nm ,nt   (16)
položme:
Graf 6: Aproximace funkcie sinus na rôznych úrovniach detailu
d mt =∑
n=−∞
∞
T m ,nm , nt   (17)
tým pádom prechádza rovnica 13 do tvaru:
x t =xm0t ∑
m=−∞
m0
d mt   (18)
z tohto môžeme vyvodiť nasledujúce:
xm−1t =xmt d m t   (19)
čo znamená, že na ľubovoľnej škále sme schopní získať signál na úrovni o 1 nižšej z aproximačných  
koeficientov  a  z  detailných  koeficientov  na  súčasnej  úrovni.  Takýto  popis  signálu  nazývame 
multirezolučnou reprezentáciou. Postupy a princípy načrtnuté v tejto sekcii budú neskôr využité pri 
zostavovní algoritmov vykonávajúcich transformáciu.
9
2.1.7 Dilatačná rovnica, funkcia mierky a rovnica vlnky
Dilatačná rovnica popisuje funkciu mierky Φ(t), ako zúženú a posunutú verziu seba samej:
t =∑
k
ck2t−k   (20)
kde Φ(2t-k) je zúžená verzia Φ(t) posunutá na osi času o celočíselný krok k a znásobená asociovaným 
koeficientom  ck. Táto rovnica nám v podstate hovorí ako zostaviť funkciu mierky v jednej mierke, z 
rovníc na mierke predošlej. Na škálovacie koeficienty sú kladené niekoľké požiadavky:
∑
k
ck=2
Zároveň, aby bola docielená ortogonalita systému, musí byť splnená podmienka:
∑
k
ck ck2k '=
2 ak k '=0
0 ostatné prípady
Rôzne  riešenia  tejto  rovinice  reprezentujú  koeficienty  funkcie  mierky.  Tieto  isté  koeficienty  sú 
použité v opačnom poradí s alternujúcimi znamienkami k vytvoreniu pridruženej rovnice vlnky:
t =∑
k
−1k c1−k2t−k   (21)
Vzťah  medzi  týmito  dvoma  rovnicami  nám zaručuje  ich  vzájomnú  kolmosť.  Koeficienty  vlnky 
môžeme zapísať vzhľadom na škálovacie koeficienty ako:
bk=−1
k c N k−1−k
Rovnica  popisuje  vzťah  medzi  koeficientami  vlnky  a  koeficientami  funkcie  mierky.  Suma 
koeficentov vlnky musí byť nulová. Graf 7 obsahuje príklad vlnky a jej funkcie mierky:
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Graf 7: Vlnka Daub4 a jej funkcia mierky
2.1.8 Rýchla vlnková transformácia
Ako bolo spomenuté v sekcii o funkcii mierky vieme pre dané m – index škály odvodiť aproximačné 
koeficienty z úrovne aproximácie signálu o stupeň nižšie. Postupné odvodzovanie je vypustené lebo 
nepatrí do náplňe práce a uvádzam len rovnicu pre výpočet:
Sm1, n=
1
2∑k ck S m, 2nk=
1
2∑k ck−2n S m, k  (22)
Podobne  vlnkové  (detailové)  koeficienty  môžu  byť  jednoducho  získané  s  použitím  vlnkových 
koeficientov bk nasledujúcim spôsobom:
T m1, n=
1
2∑k
bk S m, 2nk=
1
2∑k
bk−2n S m ,k  (23)
Vidíme,  že  opakovaným aplikovaním týchto  rovníc,   vieme  postupne  generovať  aproximačné  a 
detailné  koeficienty  na  všetkých  možných  škálach.  Tieto  rovnice  reprezentujú  dekompozičný 
algoritmus, ktorý je prvou časťou tzv. rýchlej vlnkovej transformácie. Daľším podstatným prvkom je 
rekonštrukčná  rovnica. Táto  nám  umožnuje  znovuzostavenie  signálu  z  koeficientov  získaných 
rozkladom. Odvodenie rovnice  bude opäť vynechané:
Sm−1, n=
1
2
∑
k
cn−2k S m, k
1
2
∑
k
bn−2k T m ,k  (24)
Všetky  tieto  operácie  reprezentujú  filtráciu  vstupu.  Odvozovanie  aproximačných  koeficientov  je 
možné  vykonať  aplikáciou dolnej  prepusti  (lowpass  filtra)  na  vstup.  Sekvencia  ck reprezentujúca 
funkciu mierky,  je základom tohto filtra. Nápodobne detailové koeficienty sú odvodené aplikáciou  
hornej prepusti (highpass filter), ktorý je zostavený z koeficientov bk.[1]
2.1.9 Rýchla vlnková transformácia ako filtrovanie
Táto sekcia sa bude zaoberať detailnejším popisom zíkavania koeficientov procesom filtrovania. Ako 
bolo  spomenuté  v  predchádzajúcom   odstavci,   jedná  sa  o  konvolúciu  signálu  istej  úrovne 
aproximácie s dvoma prepusťami – hornou a dolnou. Dolná prepusť nám vráti pôvodný signál v istej 
hladine  skreslenia  a  horná  prepuť  nám  vráti  detailové  koeficienty.  Nakoľko  výsledkom  týchto 
operácii sú sekvencie rovnakej dĺžky ako pôvodný signál a obsahujú zdvojené dáta, sú výstupy týchto 
filtrov podvzorkované – t.j. sú z nich vypustené redundantné zložky. Detailné koeficienty získané v 
tomto procese sú uložené a použité pri rekonštrukcii. Aproximačné koeficieny sa použijú a opätovne 
sa na ne aplikujú tieto filtre, proces sa opakuje až pokým nedosiahneme úplnej dekompozície signálu.
Proces rekonštrukcie je jednoducho inverzný k procesu rozkladu.  Vstupy filtrov sú najskôr 
nadvzorkované a potom spracované dolnou a hornou prepusťou. V tomto prípade sú však koeficienty 
filtrov zoradené v opačnom poradí a konvolvované signálom. 
Koeficienty týchto filtrov získame priamo ako koeficienty funkcie mierky a funkcie vlnky po 
normalizácii.
Obrázok 1 a obrázok 2 vyobrazuje schému dekonštrukcie a rekonštrukcie signálu ako je to 
popísane v tejto sekcii.  Obrázok 3 zobrazuje ako sa vykonáva rekonštrukcia signálu, detailnejším 
spôsobom.
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Obrázok 1: Obrazová reprezentácia dekompozície signálu
2.1.10 Druhy vlniek a ich vlastnosti
S  hodnotami  koeficientov  funkcie  vlnky,  ktoré  definujú  ich  tvar  a   vlastnosti,  súvisí  ich  možné 
použitie. Táto kapitola sa bude venovať charakterizácii najznámejších skupín vlniek a ich vyžitiu.  
Vlnky možno kategorizovať podľa viacerých vlastností. Medzi základné patria dĺžka vlnky - počet  
koeficientov, ktoré definujú aké široké priebehy sú schopné potláčať. Ďaľšou podstatnou vlastnosťou 
je počet nulových momentov, ktorý súvisí s vlastnosťou potláčania polynómov.
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Obrázok 2: Detail postupu rekonštrukcie
Obrázok 3: Ukážka prvkov podieľajúcich sa na rekonštrukcii
2.1.10.1 Haarova vlnka
Ako vidíme na grafe 1 Haarova vlnka partí k najjednoduchším vlnkám odvoditeľným zo škálovaciej  
rovnice.  Táto  vlnka  je  nespojitá,  čo  sa  dá  využiť  pri  analýze  diskrétnych  veličín  a  analýze 
nespojitostí.
2.1.10.2 Vlnky Daubechies 
Množina vlniek popísaná počtom nulových bodov. S týmto súvisí aj  ich vlastnosť potláčat signál 
polynomiálneho  tvaru  stupňa  daného  počtom  týchto  bodov.  Vlnky  sú  diskrétne  a  ortogonálne. 
Existuje mnoho verzií s rôznou dĺžkou a počtom nulových bodov. Príklad vlnky Daub4 vidíme na 
grafe 7.
2.1.10.3 Cohen-Daubechies-Feauveau vlnky
Jedná  sa  o  rodinu  biortogonálnych  vlniek  –  ich  funkcia  mierky  a  vlnková  funkcia  nevytvárajú 
ortogonálny systém,  ale  napriek  tomu umožňujú  úplnu  rekonštrukciu  signálu.  Počet  koeficientov 
funkcie mierky je rôzny od počtu koeficientov funkcie vlnky, a aj ich hodnoty sú rôzne. Číslované sú  
dvoma spôsobmi, veľkosťou filtov (cdf 5/3) alebo podľa hladkosti dolného filtra ( cdf 2/2 ). Fakt, že 
filter  použitý  pri  rozklade  a  filter  použitý  pri  rekonštrukcií  sú  rôzne,  nám  umožnuje  lepšie 
reprezentovať vlastnosti požadované od transformácie. Fakt, že dekonštrukčný filter je dlhší a má 
viacero nulových bodov,  je vyhovujúci  pri  kompresií  -  dáta sú zakódované výhodnejšie.  Naopak 
kratší rekonštrukčný filtér generuje hladší signál.
Graf 8: Vlnka cdf5/3 (označovaná aj cdf2.2), natiahnutá  
os x
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2.1.10.4 Coifmanove vlnky (coiflety)
Skorosymetrické vlnky vyvinuté Ingrid Daubechies. Podľa druhu vlnky majú pokrytie N a v ňom N/3 
nulových momentov. Charakteristické je pre ne, že škálovacia funkcia taktiež obsahuje nulové body.
2.1.11 Rýchla vlnková transformácia a viacrozmerné dáta
Pre  transformáciu  viacrozmerných  dát,  v  našom  prípade  dvojrozmerných,  bude  potreba  aj  
dvojrozmerných  funkcii  použitých  pri  transformácii.  Tieto  funkcie  sa  dajú  získať  ako  výsledok 
tenzorového súčinu jednorozmerných funkcii  navzájom. To znamená, že použijeme štryri  rovnice. 
Tieto  rovnice  sú  aplikovateľné  na  dvojrozmerný  signál  a  po  poradí  sú  to:  škálovacia  funkcia, 
vertikálna  vlnka, horizontálna vlnka  a diagonálna vlnka. 
Použitím týchto rovníc môžeme vyjadriť transformačné rovnice ako:
Sm1,n1,n 2=
1
2∑k1 ∑k2
ck1 ck2 S m 2n1k1, 2n2k2   (25)
T m1,n1,n 2
h =1
2∑k1 ∑k2
bk1c k2 S m 2n1k 1,2n2 k2  (26)
T m1,n1,n 2
v =1
2∑k1 ∑k2
ck1 bk2 S m 2n1k 1,2n2 k2  (27)
T m1,n1,n 2
d =1
2∑k1 ∑k2
bk1bk2 S m 2n1k1, 2n2k2   (28)
Toto znamená, že obraz je delený do štyroch podpásiem, kde výsledky transformácie horizontálnou, 
vertikálnou a diagonálnou vlnkou reprezentujú detailové koeficienty. 
Čo  do  implementácie  cez  filtre  je  rozklad  riešený  aplikáciou  jednorozmerných  filtrov  cez 
všetky možné dimenzie. Ako je ukázané na obrázku 4. Filtráciou v jednom smere získame koeficienty 
jednorozmernej transformácie pre všetky riadky a v následnom prechode druhým smerom získavame  
už všetky požadované koeficenty v podpásmach. 
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2.1.12 Charakter dát získaných vlnkovou transformáciou
Pozorovaným  javom  je,  že  ak  sa  rozhodneme  rekonštruovať  vstup  len  s  podmnožinou 
transformačných koeficientov, sme schopný identifikovať a zaslať len  koeficienty, ktoré reprezentujú 
tie oblasti a frekvencie, ktoré najviac prispievajú k informácii prenášanej obrazom.
Ak  zvolíme  štandardný  postup  zasielania  dát,  je  rekonštruovaný  obraz  zostavovaný  od 
najnižších frekvencií  smerom nahor,  čo nám však nezabraňuje,  vynechať  nepodstatné frekvenčné  
zložky a tým znížiť bitrate prenášaných dát. 
2.2 Kódovanie a kvantizácia
V tejto časti budeme ďalej spracúvať výsledky predošlého kroku – detailové koeficienty vlnkovej  
transformácie. Zameráme sa na algoritmus A.Saida a  W.A. Pearlmana – SPIHT – Set Partitioning in 
hierarchical trees. Algoritmus vychádza z predchádzajúcej práce J.M.Shapiro o Embedded Zerotree 
Coding,  a  využíva  a  daľej  vylepšuje  princípy  aplikované  v  tomto  algoritme.  EZW  vychádza  z 
niekoľkých základných princípov:
1. Usporiadanie elementov podľa ich najvyššej  mocniny,  ktoré sú prenášané v poradí, 
ktoré je schopné dekóder zrekonštruovať.
2. Prenos ďaľších bitov tak, aby boli správne zaradené ku koeficientom.
3. Využitie závislostí medzi koeficientami vlnkovej transformácie pre vyššie frekvencie 
signálu.
EZW patrí do skupiny embedded codérov, ktoré generujú prúd zo zabudovaným kódovaním. Toto 
umožňuje precízne kontrolovať objem kódovaných dát.
EZW pre  koeficienty  zasiela  viacero  informácii  a  pre  prenos  musí  byť  definovaná  zvlášť  
abeceda  reprezentujúca  korene  nulových  stromov,  izolované  nuly,  významné   a  nevýznamné 
koeficienty.
V  čom  sa  SPIHT  zásadne  líši  od  EZW  je  spôsob  prenosu  informácie  o  významnosti  a 
nevýznamnosti danej podmnožiny. Toto kódovanie je natoľko odlišné a efektívne, že nám umožňuje 
vypustiť fázu kódovania entropie a stále dosahuje porovnateľné výsledky. Metóda SPIHT sa zaraďuje 
medzi  algoritmy so vstavaným prúdom,  takže informácie  o obraze aj  informácie  pre  dekóder  sú 
prenášané ako jeden blok dát. Výhodou tohto postupu je možnosť zastaviť kódovanie na ľubovoľnej 
úrovni  bitov  na  pixel  a  tým  dosahovať  voliteľnú  úroveň  kompresie,  alebo  môžeme  nechať 
rekonštrukciu dobehnúť úplne dokonca, čím získame  kompletný signál.[3],[4]
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Obrázok 4: Proces transformácie nad viacrozmernými dátami
2.2.1 Postupný prenos obrazových dát po bitoch
Obraz je vo väčšine prípadov reprezentovaný ako množina pixelov, adresovateľných ich súradnicami. 
Tieto hodnoty sú použité jako vstupný signál istej transformácie – v našom prípade vlnkovej, pre 
ktorú  je  tento  algoritmus  navrhnutý.  Výstupom  je  množina  koeficientov  transformácie  s 
charakteristickým rozložením a veľkosťou.  Naším cieľom je  vyberať hodnoty,  ktoré nesú najviac 
informácie  čo najskôr, aby sa  v prvých krokoch znižovala úroveň zkreslenia signálu čo najviac. Toto 
sa  dá  jednoducho  zistiť  z  binárnej  reprezentácie  dát  –  prenášané  by  mali  byť  hodnoty  so 
signifikantným bitom v najvyšších rádoch. Logickým dôsledkom tohoto myšlienkového pochodu je  
postupný prenos najvýznamnejších koeficientov po bitoch zľava doprava. V originálnej práci (Said,  
Pearlman) je načrtnutý primitívny algoritmus vykonávajúci len tento prenos. Iteruje sa cez množinu 
koeficientov,  a  v  každom kroku je  zvolená istá  hranica,  ktorá  odlišuje  významné  koeficienty od 
nevýznamných. Ak sa zistí, že pre istú hranicu sa stal koeficient významným sú prenesené hodnoty 
jeho súradnice a hodnota bitu. V neskorších krokoch sa ďalej prenáša len bit na pozícii patriaci ku 
konkrétnemu kroku.
2.2.2 Algoritmus delenia množín
Jednou zo základných výhod algoritmu SPIHT, je fakt, že kým v primitívnom algoritme spomenutom 
v sekcii 2.2.1 je explicitne prenášaná informácia o pozícii, tak použitím spihtu odpadá táto potreba a  
dekóder  je  schopný sám rekonštruovať postup iterácie  po súradniciach.  Ako už bolo spomenuté,  
našou  najdôležitejšou  úlohou  je  rozdelenie  koeficientov  na  tie,  ktoré  sú  v  konkrétnom  kroku 
významné a tie ktoré nie. Toto je vykonané jednoduchým testom:
max
i , j ∈T m
{∣c i , j∣}≥2n
Týmto zistíme, či je množina T významná  alebo nie. Na základe tejto informácie kóder aj dekóder 
rozdelia danú množinu na významné a nevýznamné prvky a tento test je potom aplikovaný na novo 
vzniknuté  elementy, až kým sa nedostaneme k jednoprvkovým množinám.  Aby sme znížili  počet 
porovnaní  potrebných  k  rozdeleniu  koeficientov  využijeme  ich  závislostí  vytvorených  vlnkovou 
transformáciou.  Aby sme  boli  schopný  vkladať  informáciu  o  významnosti  množiny  do  bitového 
streamu budeme túto informáciu kódovať následovne: významná množina bude označená bitom 1  a 
nevýznamná bitom 0.[3]
2.2.3 Priestorové orientačné stromy
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Rozloženie energie koeficientov je charakteristické tým, že najvyššie hodnoty zvyčajne nachádzame 
v oblasti nízkych frekvencií a naopak, nízke hodnoty energie v oblastiach vysokých frekvencií. Ďalej  
je  zrejmá  závislosť  medzy  koeficientamy  na  nižších  pásmach  a  pásmach  ležiacich  vyššie, 
ovplivňujúcich tie isté pixely. To znamená, že sme schopný identifikovať množiny nevýznamných 
koeficentov už vo vyšších  úrovniach a podobne,  ak je niektorý z koeficientov významný v tejto  
hladine, dá sa predpokladať že aj jeho potomkovia budú významný. Tieto vzťahy je dobre vidieť na 
obrázku 5.
Ako je možné vidieť, vzťahy existujú medzi  koeficientami ovplivňujúcimi tie isté pozície v 
originálnom signále. Strom je navrhnutý tak, aby každý element mal štyroch potomkov alebo ani  
jedného, čo nám veľmi uľahčuje implementáciu. Títo priamy potomkovia ležia na súradniciach (ak 
označíme súradnicu rodiča  i, j ): (2*i,2*j), (2*i,2*j +1), (2*i + 1,2*j), (2*i +1,2*j +1).
2.2.4 Algoritmus SPIHT
Predtým, než bude uvedený text samotného algoritmu v pseudojazyku musia byť popísané, symboly a 
označenia,  ktoré  budeme  využívať. Pojem  priamy  potomkovia označuje  koeficienty  ležiace  na 
súradniciach uvedených v poselednom odseku.
• Oi , j  : označuje množinu len všetkých  priamych potomkov uzlu i, j
• D i , j  : označuje množinu nie len  všetkých priamych potomkov uzlu i, j
• H i , j  : množina koreňov stromu koeficientov (súradnica 1,1 na obrázku 5)
• L i , j  : je definovaná jako:  L i , j =D i , j −O i , j  , tj. Všetci  potokovia 
okrem priamych
• funkcia Sn, ktorá vracia informáciu o signifikantnosti množiny alebo koeficientu
• množina vstupných koeficientov ci,j
• pracovné množiny  LIP,  LSP  a  LIS,  obsahujúce  v  poradí  insignifikantné  pixely,  
signifikantné  pixely a  insignifikantné množiny.  LIS môže  obsahovať buď  množiny 
typu D alebo množiny typu L, toto bude rozlišované ako záznam typu A resp. B.
Samotný algoritmus v pseudokóde je uvedený na nasledujúcej strane.
Dôležitým faktom pri vykonávaní algoritmu je to, že elementy vložené do LIS sú spracované v 
tejto fáze. Tým pádom pri narazení na signifikantný koeficient hlbšie v strome, dochádza k deleniu 
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Obrázok 5: Pásma, ich podpásma a vzťahy medzi 
nimi - priamy potomkovia
množín,  až pokým tento koeficient  neni  zaradený medzi  významné.  Množstvo výstupných dát  je 
možne  precízne kontrolovať.  Nakoľko sú dáta vytvárané po bitoch,  je možné prúd „useknúť“ na 
ľubovolnej pozícii. Algorimus dekódera je úplne zhodný s kódovacím, až na detail, že výstupy sú 
nahradené vstupom. Pri načítaní každého koeficientu  zmení dekóder hodnotu náležite koeficientu na 
danej pozícii o n-tú  mocninu dvojky.[3]
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Fáza 1.: Inicializácia
do vstupu zapíš hodnotu n = floor(log2( max(ci,j) ))
inicializuj množinu LIP všetkými prvkami z množiny H
vyprázdni množinu LSP
inicializuj množinu LIS všetkými prvkami H, ktoré majú následníkov 
jako typ A
Fáza 2.: Deliaca fáza
2.1 pre každý záznam (i,j) z množiny LIP vykonaj
zapíš S(i,j)
ak sa S(i,j) == 1
zapíš bit znamienka koeficientu
presuň súradnicu (i,j) z LIP do LSP
2.2 pre každý záznam (i,j) z LIS
2.2.1  ak sa jedná o typ záznamu A
zapíš S(D(i,j))
ak S(D(i,j)) == 1
rozdel všetkých priamych potomkov na signifikantných
a nesignifikantných, signifikantné vlož do LSP a  
vypíš 1 a bit znamienka. Pre nesignifikantné vypíš 0
a vlož ich do množiny LIP
ak je množina L(i,j) neprázdna, vlož (i,j) jako typ B do 
LIS a skoč na spracovanie množiny typu B, ak množina
L neexistuje, odstráň záznam (i,j) z LIS
2.2.1  ak sa jedná o typ záznamu B
zapíš S(D(i,j))
ak S(L(i,j)) == 1
pridaj všetkých priamych potomkov do množiny LIS 
jako typ A
odstráň záznam (i,j) z LIS
Fáza 3.:„rafinácie“ koeficientov
pre každú súradnicu (i,j) z LSP, OKREM tých, ktore boli
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pridané v poslednom prechode, zapíš ich n-tý významný bit
Fáza 4.: zmena hladiny významnosti
zníž n o 1
skoč na bod 2.1
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3 Implementačná časť
Doteraz sme sa venovali teoretickým základom potrebným ku kvalitnej implementácii. Napriek tomu 
musíme samotnému prepisu do programovacieho jazyka venovať samostanú časť, nakoľko sa nejedná 
o triviálnu záležitosť a matematické rovnice samotné nie vždy zachytávajú relácie spôsobom ľahko  
preložiteľným. Uloženie obrazových dát, pojmy množina, konvolúcia, filtrácia musia byť prepísané 
do jazyka spracúvávaného procesorom. Tu treba podotknúť, že aj medzi jazykmi samotnými existujú 
veľké rozdiely.  Jazyky jako Matlab a Maple sú stavané na prácu s matematickými  štruktúrami  a  
umožňujú velmi  jednoducho reprezentovať majoritnú množinu matematických operácii  alebo  ešte 
výhodnejšie, sú  tieto  operácie  ich  jadrom.  Jazyky  bez  správy  pamäte  sa  musia  vysporiadať  s  
problémami  kontroly  rozsahu  polí,  alokácie  a  uvoľňovania  pamäte,  rozsahmi  iteračných  cyklov.  
Základné matematické štruktúry ako množina, je nutné implementovať ako zložitú a nie efektívnu 
datovú štruktúru.  Ďalej sa tu vyskytujú problémy s tým,  ako reprezentovať viackanálové dáta – je  
vhodné ich prekladať,  alebo umiestňovať farebné roviny za seba ? Všetky tieto podrobnosti budú 
ozrejmené v tejto časti. Implementačným jazykom je C++ a primárnym vývojovým prostredím bolo 
Microsoft Visual Studio, toto však neobmedzuje aplikáciu naimplementovaných algoritmov na jednu 
platformu alebo systém.  Nanešťastie je  treba sa držať istých zásad špecifikovaných štandardom a 
zároveň je  znemožnené  použitie  direktív  závislých na prekladači  (  ABI,  riadenie  linkáže,  export  
symbolov  ).  Štandardne  sa  pri vývoji  knížníc netreba  zaoberať  importom  dát  –  dáta  poskytuje 
používateľ  a  je  zodpovedný za  ich  správnosť.  Avšak  pre  potreby testovania  vývojárov  je  nutné 
poznať  spôsoby  importu.  Knižnice,  ktoré  dekódujú  niektoré  štandardné  obrazové  formáty,  ako 
napríklad LibPNG, sa väčšinou na unixových operačných  systémoch vyskytujú.  Ich lokalizácia v 
systéme sa však stáva zložitejším problémom a problémom býva aj fakt,  že niekedy systém knižnicu 
aj obsahuje ale chýbajú hlavičkové súbory obsahujúce deklarácie štruktúr, typov a funkcii. Opačne, 
na systémoch Microsoft Windows, sa väčšinou tieto knižnice nevyskytujú v žiadnej forme, takže je  
ich potreba manuálne kompilovať, respektíve prikladať k projektom a riešiť ich zostavovanie. Pre 
potreby mojej testovacej aplikácie som pociťoval za potrebné umožniť zostavenie na oboch týchto 
platformách. 
Zostavovanie na platforme MS Windows je uskutočnené za pomoci MS Visual Studio 2008. V 
priečinku  „win“,  adresára  obsahujúceho  projekt  je  uložený  súbor  sln obsahujúci  solution,  podľa 
ktorého sa dajú zostaviť všetky potrebné závislosti. Testovacia aplikácia požaduje existenciu knižnice 
LibPNG, ktorá zas vyžaduje existenciu kompresných funkcii poskytovaných ZLIBom. Zdrojové kódy 
obidvoch  týchto  knižních  sa  nachádzajú  (ku  dňu  25.4.2010)  vo  svojích  posledných  verziách  v 
priečinku  „dep“(dependencies).  V  projekte  MSVC,  sú  vložené  podprojekty,  ktoré  tieto  knižnice 
zostavia, pripravia ich import libraries a umiestnia hlavičkové súbory do známych lokácii, ktoré je 
zvýšok solutionu schopný lokalizovať. Potom pokračuje zostavovanie samotnej knižnice a testovacej 
aplikácie. 
Zosavovanie na platforme Linux využíva automatizovaného sytému pre zostavovanie projektov 
CMake.  Tento  systém je  schopný  lokalizovať  požadované  knižnice  a  ich  hlavičkové  súbory  na 
rôznych distribúciach. Pre zostavenie projektu na platforme linux je nuté spustiť príkaz  „cmake“,  
ktorý vygeneruje všetky požadované makefiles pre projekt. Výsledná knižnica a aplikácie je potom 
zostavená kompilátorom gcc príkazom „make“.
Treba  poznamenať,  že  kým zvolená  štruktúra  není  úplne  vhodná  pre  jednoduchú knižnicu 
ukazuje, že sa dajú vytvárať aj štruktúry projektov, kde je možné zostavenie programu zo zdrojov aj  
na platforme Windows.  Pri riešení tohto problému,  som narazil  na fakt,  že i  keď sa predpokladá 
zostavovanie zo zdrojov prioritne na platforme linux, poskytujú vývojári týchto knižníc prostriedky 
pre zostavenie na platforme MS Windows s použitím Visual Studia - obidve knižnice - ako zlib tak aj  
LibPNG obsahujú  projekty,  ktoré  sa  dajú importovať  do solution  a  veľmi  jednoducho zviazať  s 
ostatnými projektami.
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3.1 Rozhranie knižnice a používané štruktúry
Poskytované dátové typy a deklarácie funkcii, použité pri tipovej kontrole prekladača sú umiestnené v 
hlavičkovom  súbore  „include\waveletlib.h“.  Tento  súbor  začína  ochranou  proti  viacnásobnému 
importu  štandardným  prenositeľným  formátom  s  využitím  makier  IFNDEF.  Následuje  import 
štandardných  knižníc  jazyka  c  a  c++.  Jedná  sa  o  knižnicu  string.h,  ktorá  nám  poskytuje  
optimalizované  operácie  s  blokmi  pamäte:  funkcie  memset,  memcopy...  Daľšou z  importovaných 
knižníc je iostream, ktorého typy sú použité pri zostavovaní vlastného bitového prúdu. Z knižnice 
algoritms sú prevzaté inline funkcie na získanie minima a maxima dvoch hodnôt. 
Prvou šruktúrou používanou v tomto programe je štruktúra reprezentujúca rozmery obrázka. 
Jedná  sa  o  typ  struct s  vlatnými  konštruktormi  umožnujúcimi  zostavenie  objektu  z  dvoch 
nezáporných celých čisel, prípadne vytvorenie objektu kópiou už existujúceho.
Hlavnou štruktúrou knižnice je trieda indexable_n_buffer<typename T>. Jedná sa o vzor triedy 
(class template), ktorý je možno inicializovať dodaním konkrétneho typu, nad ktorým chceme neskôr 
pracovať. Táto trieda je veľmi ľahko použiteľná pre uchovanie dát reprezentovaných celými číslami, 
tak i dát uchovanými v type double, či float.
Následuje trieda iobitstream, ktorá reprezentuje prúd bitov a snaží sa s ním efektívne pracovať.  
Trieda poskytuje preťažené verzie operátorov bitového posunu, ktoré nám umožnujú s ňou pracovať, 
ako so štandardným prúdom knižníc C++. Je to práve z dôvodu existencie tejto triedy, že je nutné 
importovanie štandardnej knižnice iostream, nakoľko nám trieda iobitstream umožnuje vložiť nami  
získané  dáta  do  niektorého  z  prúdov  poskytujúceho  rozhranie  ostream,  prípadne  získať  dáta  zo 
streamu typu istream.
Ďaľšími triedami sú  potomkovia  indexable_n_buffer s inicializovaným template parametrom. 
Trieda  multichannel_image  a  multichannel_image_signed  reprezentujú  obrazové  dáta,  prípadne 
koeficienty vyjadriteľné celými čislami. Ich existencia je vyžadovaná z dôvodu implementácie metód 
vykonávajúcich prevod medzi typmi. 
Po tomto bloku nasledujú už iba deklarácie funkcií. Po poradí sa tu vyskytujú: funkcie na prácu 
s  farbami,  funkcie  vykonávajúce  transformáciu,  a  funkcie  ktoré  kódujú  koeficienty  algoritmom 
opisovaným v časti 2.2.4.
3.1.1 Štruktúra dimensions
Jedná sa o zložený typ  obalujúci dvojicu hodnôt unsigned int.  Atribúty štruktúry c++ sa líšia od 
atribútov triedy v tom, že sú implicitne deklarovné ako public, takže je nám umožnený priami prístup  
k poliam šírky a výšky.
Konštruktory  tejto  štruktúry  nám  ju  umožnujú  vytvárať  z  bezznamienkových  aj 
znamienkových typov int. Toto je potrebné pri incializácii konštantami,  kde prekladač máva problém 
s odvodením typu parametra.  Štruktúra taktiež poskytuje  tzv.  copy constructor, čo je konštruktor 
umožnujúci vytvorenie inštanctie z už existujúcej.
3.1.2 Štruktúra indexable_n_buffer<T>
Ide o najkomplexnejšiu triedu (vzor triedy) tohto projektu. Jej primárnym použitím je uchovávanie 
dvojrozmerného  obrazu,  rôznych  farebných hĺbok.  Pri  vytváraní  inštancie  triedy,  je  nutné  okrem 
paremetrov konštruktora poskytnúť aj typ nad ktorým chceme inštanciu zostaviť. V tomto prípade pre 
nás kompilátor triedu pripraví do takej formy, aby sme mohli  používať jej metódy bez ohľadu na  
konkrétny  typ.  Informácia  o  type  je  prevedená  do  typov  privátnych  atribútov,  parametrov  a 
návratových volaní funkcií. 
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Najdôležitejšie privátne atribúty, ktoré si musí trieda uchovávať je ukazateľ na miesto v pamäti  
s  rozmermi  danými  výškou,  šírkou,  hĺbkou  obrazu  a  veľkosťou  typu  reprezentujúceho  jeden 
konkrétny koeficient. Informácie o rozmeroch sú uložené v odlišných poliach. 
Konštrukcia inštancie je možná dvoma spôsobmi. Vytvorením kópie alebo dodaním informácie 
o výške, šírke a hĺbke. Takto vyvorený obraz však neobsahuje žiadne dáta. Tie môžme nahrať do  
objektu volaním niektorej z metód na to určených. Ich mená začínaju prefixom "load_". Ako zdroj 
môžeme použiť už existujúci objekt typu indexable_n_buffer, zostavený nad tým istým typom alebo 
surové dáta uložené v poli typu špecifikovanom pri vytváraní objektu. Tieto dáta môžu byť v poli  
uložené prekladane, kde sú všetky zložky pre jeden pixel uložené za sebou.Toto je formát, v ktorom 
získavame obrazové informácie z knižnice LibPNG. Ďaľšou variantou je ukladať celé farebné roviny 
za seba. Situáciu ozrejmuje obrázok 6. 
Obrázok 6: Rozloženie obrazových dát v pamäti a rozdiel medzi prekladaným a 
neprekladaným uschovávaním
Najpodstatnejšou časťou tejto triedy je preťažená verzia operátora volania funkcie. Tento operátor 
nám umožnuje  indexovať  všetky  roviny  jednoduchým spôsobom.  Jeho  náavratovou  hodnotou  je 
referencia na typ, ktorým je inicializovany parameter vzoru. Príklad:
indexable_n_buffer<double> pole_doublov( 512,512, 1 );
pole_doublov(128,5,0) = 5.6;
V príklade je vytvorený obraz o hĺbke jeden  a na súradnicu (128,5) je uložená hodnota 5.6.
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Ďaľšie metódy poskytované touto triedov sú využité  na manipuláciu s poľom ako celkom,  
prípadne na získanie nejakej globálnej informácie. Medzi metódy na manipuláciu patria funkcie ako 
add_flat,  ktorá  pripočíta  ku  všetkým  prvkom  konkrétnu  hodnotu,  alebo  zero_out ktorá 
vynuluje všetky hodnoty.  Zaujímavá je ešte funkcia  check_blok_absmaximum ,ktorá zistí,  či 
blok na danej súradnici obsahuje hodnotu vyššiu ako je zadaný parameter. Táto funkcie je potrebná 
pre funkčnosť algoritmu SPIHT,  pretože ako je vidieť jedná sa vlastne o implementáciu hľadania 
signifikantných koeficientov na daných súradniciach.
Ak  je  to  vyžadované  dá  sa  pristúpiť  aj  priamo  k  binárnim  dátam.  Tieto  sú  uložené 
neprekladaným spôsobom a ukazateľ na ne získame volaním funkcie rawData.
3.1.3 Štruktúra iobitstream
Táto  štruktúra  je  parametrom  metód  implementujúcich  kódovanie  algoritmom  SPHIT.  Ide  o 
implementáciu streamu bitov, ktorá sa snaží byť čo najefektívnejšia vzhľadom na prenášanie malých 
blokov dát. 
Bezparametrický konštruktor triedy pre nás nainicializuje privátne atribúty, medzi ktoré partí 
zoznam pamäťových blokov, iterátory na daný zoznam a indexy zápisu a čítania. Na manipuláciu s 
obsahom slúžia primárne preťažené operácie bitového posunu vľavo a vpravo. 
Operátor  záapisu  <<, je  volaný  s  celočíselným  parametrom,  ktorý  udáva  hodnotu 
zapisovaného bitu. Nulová hodnota reprezentuje bit nula a naopak hodnota rôzna od nuly reprezentuje 
bit  s  hodnotou  jeden  (  zopnutý  bit  ).   Pri  vložení  bitu  do  prúdu  dát  sa  vypočíta  pozícia  do 
pamäťovéeho  bloku  na  požadovaný  bajt,  do  ktorého  sa  manipuláciou  bitov  vloží  nami  vložený 
parameter. Pri nedostatku miesta na zápis v súčasnom pamäťovom bloku, sa vytvorí a naalokuje nový 
blok a presunie sa naň iterátor zápisu a dôjde k vynulovaniu indexu do bloku.
Pri vyžiadaní bitu zo streamu operátorom >>, sa najskôr vyhľadá blok dát z , ktorého sa bude 
čítať.  Po  vypočítaní  pozície  v  bloku  z  indexu  čítania,  sa  bitovími  operáciami  vyjme  hodnota  z  
požadovanéeho indexu.  Táto hodnota je uložená do našeho parametru.  Po tomto  je index čítania 
posunutý na novú pozíciu. Ak index novej pozície leží mimo rozsah bloku pamäte, tak sa iterátor na  
blok posúva dopredu a ukazateľ do bloku je nulovaný. Ak došlo k chybe pri čítaní hodnoty (koniec 
prúdu), je vrátená ako výsledok operácie boolovská hodnota false, v opačnom prípade true.
Obrázok 7: Interná štruktúra prúdu
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Okrem metód na manipuláciu s bitmi, nám tento prúd umožnuje zapisovať celý jeho obsah do prúdov 
štandardnej  knižnice  (ostream),  prípadne  načítať  bloky  dát  z  vstupných  štandardných  súborov 
( istream ). 
3.1.4 Štruktúra multichannel_image a 
multichannel_image_signed
Tieto  dve  triedy  predstavujú  potomkov  triedy  indaxable_n_buffer  zosavených  nad  celočíselnými 
typmi.  V  prípade  multichannel_image  sa  jedná  o  unsigned  char  a  v  prípade 
multichannel_image_signed o int.  Objekty reprezentujú dve najčastejšie  vyskytujúce  sa  objekty - 
obrázok farebnej hĺbky 8 bitov a maticu celočíselných koeficientov ( SPIHT ). 
Okrem metód zdedených z indexable_n_bufferu poskytujú ešte množinu metód na prevod do 
iných tipov. Jedná sa o možnosť previesť obsah na objekt typu double, vhodných pre aplikovanie 
transformácie.
3.1.5 Metódy exportované knižnicou
V poradí akom sa vyskytujú deklarácie v hlavičkovom súbore sa jedná o metódy transformácie farieb  
( RGB->YUV, RGB-> Greyscale a inverzné), metódy vlnkovej transformácie a inverznej vlnkovej 
transformácie  koeficientov  (  haar,  daub4,  daub6,  coif6,  cdf53,  cdf  97  )  a  metódy  kódovania  a 
dekódovania ( spiht ).
Metódy:
void
transform_colors_rgb_to_yuv( multichannel_image& in, multichannel_image& out);
void
transform_colors_yuv_to_rgb( multichannel_image& in, multichannel_image& out);
void
transform_colors_rgb_to_greyscale( multichannel_image& in, multichannel_image& out);
reprezentujú prevod do iných farebných schém a naspät. Prípadne prevod do odtieňov šedi.
Metódy:
void
convo_fwt_haar2( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_haar2( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_fwt_daubeichs4( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_daubeichs4( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_fwt_daubeichs6( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_daubeichs6( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_fwt_coifletc6( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_coifletc6( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_fwt_cdf53( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_cdf53( double_matrix * in, double_matrix * out, dimensions& size);
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void
convo_fwt_cdf97( double_matrix * in, double_matrix * out, dimensions& size);
void
convo_ifwt_cdf97( double_matrix * in, double_matrix * out, dimensions& size);
reprezentujú operácie transformácie obrazu nakoeficienty. Tu je nutné zastaviť sa pri type vstupu a 
výstupu,  double_matrix.  Jedná  sa  o  pomenovaný  typ  vytvorený  typedef  ako 
indexable_n_buffer<double>. 
Metódy:
void
spiht_code(iobitstream& output, multichannel_image_signed& in, int& startn,           
int distrate);
void
spiht_decode(iobitstream& input, multichannel_image_signed& in, int startn,        
int distrate);
void
spiht_code_fast(iobitstream& output, multichannel_image_signed& in, int& startn, int 
int distrate);
void
spiht_decode_fast(iobitstream& input, multichannel_image_signed& in, int& startn, 
int distrate);
reprezentujú operácie kódovania koeficientov do prúdu bitov algoritmom spiht,  respektíve dvoma 
jeho implementáciami.
Tu  končí  kapitola  o  rozhraní  knižnice.  V  ďaľšej  časti  sa  budeme  zaoberať  konkrétnou 
implementáciou jednotlivých operácii.
3.2 Implemetácia algoritmov
V  tejto  pasáži  sa  bude  klásť  dôraz  na  to,  aby  boli  dôsledne  ozrejmené  príncípy  využité  pri 
programovaní  operácii  knižnice.  Jedná  sa  o  praktickejší  pohľad  na  operácie  transformácie  a  
kódovania.  Načrtnuté  bude  ako  je  riešený  problém  upsamplingu  a  downsamlingu  spoločne  s 
konvolúciou, ako je iteratívne vyriešený problém prechádzania na každej úrovni mierky a presúvanie 
dát medzi iteráciami. V časti o algoritme SPIHT bude rozobratá implementácia dvoma rozdielnymi  
spôsobmi: klasickým a upravenou zrýchlenou verziou so zníženými pamäťovými nárokmi.
3.2.1 Algoritmus tranformácie farieb
Prvými zmieňovanými algoritmami sú tranformácie priestoru farieb. Z programátorského hľadiska sa  
jedná  o  iterovanie  cez  obidva  rozmery  obrázka  a  aplikovanie  transformačných  rovních  podľa 
zvolených štandardov. Koeficienty sú natvdo zakódované v jednotlivích funkciach. Na začiatku je 
vždy umiestnený test  farebnej  hĺbky,  aby bolo  zaručené  že  sa  nebude  pristupovať  mimo  rozsah 
poľa.Taktiež sú porovnávané rozmery vstupného a výstupného obrazového objektu.
3.2.1.1 Transformácia RGB na YUV
Priestor farieb RGB bol vyvíjaný s ohľadom na zobrazovacie zariadenia takže vhodne nereprezentuje 
vlastnosti ľudského zraku. Model YUV ukladá farby ako tri kanály: úroveň jasnosti, modrú a zelenú 
odchýlku. Pri tomto spôsobe uloženia je možné vykonať takzvané podvzorkovanie farebných kanálov 
na ktoré oko nie je až tak citilivé ako ako na farebné zložky. Toto nám umožňuje znížiť objem dát o  
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nezanedbateľné percento.  V našom prípade túto operáciu nevykonávame,  nakoľko využívame iba 
fakt, že prevodom znížime rozsah dát.
3.2.1.2 Transformácia RGB na Greyscale
Tento prevod, ktorý zmení trojkanálový obraz len na jeden kanál,  ktorý reprezentuje intenzitu na  
daných  súradniciach  je  implementovaný  hlavne  z  dôvodu  vykonávania  porovnávacích  testov 
kódovania.
3.2.2 Algoritmus rýchlej vlnkovej transformácie
Z  teoretického  hľadiska  sa  jedná  o  rozklad  vstupného  signálu  na  množinu  aproximačných  a 
detailových  koeficientov.  Opätovným  aplikovaním  tohto  postupu  prevedieme  signál  čisto  na 
detailové koeficienty a jednu aproximačnú zložku reprezentujúcu jednosmernú zložku signálu. Tento  
postup je v jazyku matematiky reprezentovaný sumou súčinou hodnôt vlnkovej funkcie a vzorkami  
začínajúcimi na požadovaných indexoch. Výsledky sú uložené v poradí do prvej polovice pomocného 
poľa a  reprezentujú aproximačné  koeficienty.  Podobne suma súčinov funkcie  mierky a   vzorkov 
začínajúcich na požadovaných indexoch reprezentuje detailové koeficienty a tieto sú ukladané do 
druhej polovice pomocného poľa. Proces opísaný poslednými dvoma vetami reprezentuje filtráciu 
vykonanú konvolúciou. Filtre použité v tomto procese sú priamo odvodené z koeficentov funkcie 
mierky  a  vlnkovej  funkcie.  Pre  ortogonálne  systémy  vlniek  sú  filtre  použité  pri  rozklade  a 
rekontšrukcii zhodné, otáča sa len poradie koeficientov. Pre biortogonálne vlnky existujú dva filtre  
použité pri rozklade a dva pri znovuzostavení. 
     Ďaľšou  podstatnou  informáciou  je  fakt,  že  koeficienty  filtrov  musia  byť  normalizované. 
Normalizácia  musí  byť  vykonaná  z  dôvodu  zachovania  energie  signálu  medzi  jednotlivými 
prechodmi pri transformácii. Normalizačná konštata je v našom prípade rovná 1/2 .
Výsledkom  filtrácie   je  sekvencia  koeficientov  dĺžky  zhodnej  so  vstupným  signálom,  čo 
znamená,  že  výsledok,  ktorý sme  získali  obsahuje  nadbytoćnú informáciu.  Tieto zložky môžeme 
odstrániť  -   po  procese  ich  jednoducho   vypustíme.  Toto  má  však  tú  nevýhodu,  že  mrháme 
výpočetným výkonom.  Preto  sa  počítajú  len  výsledky konvolúcie  na  párnych  indexoch.  Rozdiel 
medzi  dolnou  a  hornou  prepusťou  je  len  v  koeficientoch,  ktoré  sú  jednoducho  odvoditeľné. 
Koeficienty sú zrkadlovo obráten  a  každý ležiaci  na  párnej  pozícií  má  zinvertované znamienko 
(horná  prepusť  je  vytváraná  z  koeficientov  funkcie  vlnky  a  teda  opísaný  postup  je  v  podstate  
reprezentovateľný rovnicou 18 ).
Pre  viacrozmerné  vstupy  je  treba  filtráciu  vykonať  nad  všetkými  rozmermi.  Najskôr  sú 
zfiltrované všetky riadky, čo nám rozdelí vstupný dvojrozmerný obraz na dve polovice: ľavú, ktorá 
obsahuje  aproximačné  koeficenty a  pravú obsahujúcu detailové  koeficienty.  Následne  je  filtrácia 
vykonaná  nad  všetkými  stĺpcami.  Výsledkom je  obraz  rozdelený  do  štyroch  segmentov.  Týmto 
postupom delíme obraz, až kým nie je veľkosť výšky alebo šírky segmentu rovná jednej. 
3.2.2.1 Volanie metód transformácie
Každá z transformačných metód opísaných v kapitole 3.1.5  je parametrizovaná dvoma referenciami  
na   objekty  a   tiež  štruktúrou  popisujúcou  ich  rozmery.  Objekty,  ktoré  do  metódy  vstupujú  a 
vystupujú  sú  typu  double_matrix  a  reprezentujú  obrazové  dáta  ako  desatinné  čísla  s  dvojitou  
presnosťou. Prvý z parametrov - in, je vstupom a ten ostáva nemodifikovaný. Parameter out, slúži ako 
úložisko výstupných dát  a  všetko,  čo sa  v ňom nachádza je  prepísané.  Od týchto parametrov  je  
požadované, aby mali rovnaké rozmery.
3.2.2.2 Aplikácia filtrov vo vertikálnom a horizontálnom smere
Metóda  vykonávajúca  transformáciu  najskôr  vypočíta  počet  potrebných  iterácii.  Z  definície 
transformácie  vyplýva,  že  možnými  vstupmi  sú  iba  obrázky  s  veľkosťami  strán  rovnajúcim  sa 
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mocninám čísla  dva.  Zo strán  je  teda  vypočítaný logaritmus  so  základom dva,  a  nižšie  číslo  je  
vybrané  ako  počet  prechodov.  Samotnú  aplikáciu  filtra  vykonávajú  dve  metódy: 
_do_forward_step_vertical a  _do_forward_step_horizontal. Ich parametrami sú 
vstupný a výstupný buffer,  rozmery,  koeficienty a dĺžka dolnej  prepuste a aj  koeficienty a dĺžka  
hornej prepuste. Posledným parametrom je celé číslo typu int udávajúce úroveň detailu vstupu.
Tu sa  výpočíta  rozsah  cez,  ktorý  sa  bude  iterovať  v  horizontalnom aj  vertikálnom smere.  
Metóda  vykonávájúca  filtráciu po riadkoch,  ktorá  rozdelí  vstup  vo  vertikálnom smere  prechádza 
všetkými riadkami, a každý z nich prefiltruje. Filtráž je vykonaná ako dva vnorené cykly for, kde  
prvý vyberá  index počiatočného vstupného koeficienta a s ním asociované indexy do výstupného 
poľa. Druhý for prechádza koeficientami filtra dolnej a hornej prepuste a do pomocných premenných 
ukladá priebežné výsledky. Po dopočítaní hodnôt detailného aj aproximačnéeho koeficientu sú ich 
hodnoty uložené na požadované indexy vo výstupnom poli. Postup je zopakovaný vo funkcii, ktorá 
vykonáva horizontálne delenie až na vymenené indexy súradníc. Výňatok z kódu:
for ( unsigned int j = 0; j < size.width/detdiv; j+=2 ) //zakomponovany downsampling || 2
{
int indexs = j/2; //index kam sa uloží vypočítaný aprox. koeficient
int indexd = (size.width/detdiv)/2 + j/2; // index detailového koeficientu
double s = 0;
double d = 0;
for ( int t = 0; t < tapsw; t++ )//konvolúcia s highpass filtrom
{
d += wavelet[t]*(*in)( i , ((j+t) % (size.width / detdiv)) );
}
for ( int t = 0; t < tapss; t++ )//konvolúcia s lowpass filtrom
{
s += scaling[t]*(*in)( i , ((j+t) % (size.width / detdiv)) ); 
}
(*out)(i, indexs) = s ;
(*out)(i, indexd ) = d ;
}
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Obrázok 8: "Lena" po prvom kroku transformácie
3.2.2.3 Dočasné úložisko a následovné kroky
Výsledok každého kroku tansformácie nie je vkladaný priamo do výstupnéeho buffra. Medzi každým 
krokom je výsledok operácie prekopírovaný do voľného dočasného pamäťového priestoru, ktorý je 
použitý ako zdrojové dáta v kroku nasledujúcom. 
Po poslednej iterácii sa obsah tohto buffra nahrá do výstupného objektu.
3.2.3 Algoritmus inverznej vlnkovej transformácie
Ako bolo priblížené v teoretickej časti, jedná sa o rekonštrukciu signálu z detailových koeficientov 
získaných transformáciou.  Podobne ako pri  dekonštrukcíi  sa  jedná o proces filtrácie.  Koeficienty 
filtrov  ortogonálnych  systémov  vlniek  sú  vzhľadom  na  ich  dekonštrukčnú  varaintu  zoradené  v 
opačnom poradí. Z hľadiska implementácie v programe sa jedná o jednoduchú zmenu smeru iterácie 
cez  pole  obsahújuce  filter.  V  čom  je  inverzná  trasformácia  zložitejšia,  je  zakomponovanie 
upsamplingu zdrojových dát pre filtrovanie. Pri procese kódovania stačilo vypúštať redundantné dáta.  
V tomto  prípade je  treba vyberať  koeficenty filtrov,  s  ktorými  sa  bude konvolvovať tak,  aby sa 
násobili vždy s náležitými vstupnými aporoximačnými a detailovými koeficientami. Táto situácia je 
vyobrazená na obrázku 3. Pri generovaní aproximačných koeficientov nižšej úrovňe,  tie z nich, ktoré 
ležia  na  párnych  pozíciach  konvolujeme  s  koeficientami  filtra  ležiacich  na  párnych  pozíciach  a 
podobne pre nepárne indexy používame zase len nepárne koeficienty filtrov. Tým pádom namiesto 
toho, aby sme vykonávali  n operácii násobenia aplikácií dolného filtra a  m operácii násobenia pri 
aplikácii dolného filtra, vykonáme v podstate len n/2 a m/2 násobení.
3.2.3.1 Volanie metód inverznej transformácie 
Požiadavky a charakter parametrov je úplne zhodný s parametrami pre priamu transformáciu. Jedinou 
zmenou je obsah dát. Parameter  in v tomto prípade obsahuje úplný rozklad obrázku na koeficienty. 
Parameter out bude vo výsledku prepísaný zrekonštruovanými dátami.
3.2.3.2 Aplikácia filtrov
Pred voláním samotných metód  je najskôr vypočítaný potrebný počet iterácii obdobným spôsobom 
ako pri priamej transformácii. Následne sú v cykle volané  _do_inverse_step_vertical a 
_do_inverse_step_horizontal.  Ich  parametre  sú  opäť  zhodné  s  parametrami  priamych 
transformačných metód. Opätovne sa tu prechádza všetkými riadkami a nad časťou, ktorej veľkosť je 
ovplyvnená parametom i  je spustený proces rekonštrukcie - jeho jednorozmerná varianta. 
Dvoma filtrami sa  prechádza prvá (obsahuje aproximačné koeficienty úrovne o jednu vyššie  
ako generujeme)  a  zároveň druhá  polovica  časti  riadka  (obsahuje  detailové  koeficienty)  smerom 
odzadu. Výsledky oboch týchoto operácii sa sčítajú a tým získame aproximačný koeficient  nižšej  
úrovne.
Filtrovanie  je  riešené  vnorenými  cyklami  for, kde  vonkajší  riadi  prechod  po  indexoch  na 
ktorých bude uložený výsledok a indexoch, na ktorých začína filtrácia.  Vnorené for zú zodpovedné 
za výber koeficientov filtrov.
3.2.3.3 Dočasné úložisko a následovné kroky
Ako pri  priamej  variante  sú  medzi  jednotlivými  krokmi  medzivýsledky ukladané  do  pomocných 
objektov. Po poslednom kroku je obsah tohto buffra nahratý do výstupného objektu out.
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Parameter  i sa pri procese rekonštrukcie mení smerom od maximálneho počtu krokov smerom 
k nule, aby metódy aplikujúce filtrovanie delili  riadky správnym spôsobom.
3.2.4 Algoritmus SPIHT
Program algoritmu  SPIHT je  najrozsiahľejšou časťou knižnice a  zároveň sa  jedná aj  o  časovo a 
výpočetne   najnáročnejšiu  aplikáciu.  Algoritmus,  ako  bolo  napísané  v  teoretickej  časti,  vysiela  
koeficienty po bitoch v poradí podľa ich významnosti. Toto v praxi znamená, že sa cez celý rozsah  
obrázka  prechádza  toľko krát,  koľko je  najvyššia  mocnina  najväčšsieho koeficientu.  Pri  každom 
tomto prechode je zároveň celá štruktúra obrázka rozdelená do istých podmnožín, ktorých počet sa 
zvyšuje  so znižovaním hranice významnosti.  Následkom tohto javu je,  že pomocné listy,  ktoré v  
štandardnej implementácii uchovávajú informácie o tom, do ktorých množín patrí ktorá súradnica, sa 
stávajú príliš rozsiahlymi  a iterovanie cez ne trvá veľmi  dlhú dobu. Preto budú rozobrané v tejto 
kapitole dve implementácie: prvá, ktorá identicky reprezentuje prepis algoritmu ako je špecifikovaný 
autormi  a  druhá,   ktorá  využíva  pre  uchovanie  informácie  o  členstve  v množinách  bitové polia,  
vylepšuje spôsob prechádzania týmito množinami a zbavuje sa istých nepotrebných množín vhodným 
preusporiadaním krokov.
3.2.4.1 SPIHT - implementácia s množinami ako datovými štruktúrami
Všetky tri množiny LIS, LIP a LSP sú vytvorené ako typ list, štandardnej knižnice jazyka c++. Ďaľej  
je vytvorený zoznam reprezentujúci množinu prvkov LSP, ktoré boli pridané v tomto prechode. Tento 
zoznam je potrebný, kvôli tomu aby sme vedeli rozlíšit elementy pridané v tomto kroku a elementy,  
ktoré tam existovali už predtým. Tieto zoznamy sú vytvorené nad datovými typmi reprezentujúcimi 
súradnice a LIS je vytvorený nad typom, ktorý reprezentuje súradnicu (udávajúcu pozíciu koreňa ) a 
druh množiny (obsahujúca typ L alebo typ D ).
Tieto  zoznamy  sú  nainicializované  požadovanými  súradnicami  v  závislosi  od  rozmeru 
obrázka.Následne je vypočítaná hodnota n - pozícia najvyššieho bitu najvýznamnejšieho koeficentu, 
ktorá udáva celkový počet iterácii. 
Pred započatím opisu algoritmu cítim potrebu priblížiť význam súradníc v množinách LIP, 
LSP, LIS. Preložením významu týchto skratiek z jazyka anglického sa dozvedáme že množina LIP 
obsahuje nevýznamne pixely ( list of insignificant pixels ) , množina LSP obsahuje  významné pixely 
( list of significant pixels ) a množina LIS obsahuje nevýznamné množiny ( list of insignificant sets). 
Tu môže nastať nedorozumenie  nepochopením toho, čo vlastne obsahuje zoznam LIS. Súradnica 
obsiahnutá v tomto zozname reprezentuje koreň priestorového orientačného stromu. To znamená, že 
typ A obsahuje všetky prvky, ktoré patria stromu začínajúcemu na súradniciach uložených v tomto 
zozname, čo je využité len pri testovaní významnosti. Netestuje sa len hodnota koeficientu na daných 
súradniciach,  ale je prechádzané koeficientami  do hĺbky a na každej  úrovni  sú otestovaný všetci  
potomkovia. Podobne pri testovaní významnosti typu B  - tu sa však strom prechádza až od druhej 
úrovne - sú vynechaný priamy potomkovia.
Blok vykonávajúci jeden krok je obalený v cykle while, riadenom premennou  n. V prípade 
tejto implementácie  je cez list -y  prechádzane iterátormi. 
Prvý je spracovaný zoznam LIP. V cykle for sú vyberané jeho prvky a je kontrolovaná ich  
významnosť,  komparáciou  s  n-tou  mocninou  dvojky  (  n je  v  tomto  prípade  hodnota  riadiacej 
premennej). Ak je koeficient signifikantý sú do výstupného prúdu vložené bity významnosti ( bit 1 ) a 
bit  udávajúci  znamienko  (mínus  0,  plus  1)  a  následne  je  súradnica  presunutá  do  zoznamu 
významných pixelov ( LSP ). Pre nesignifikantný koeficient  je do prúdu zapísaný bit s hodnotou 
nula.
Následujúcim krokom  je  spracovanie  množiny  LIS.  Jedná  sa  o  komplexný  proces,   lebo 
množiny vytvárané v tomto kroku, sú následne spracovávané v tomto cykle. Zpracúvavané množiny 
sa delia na dva typy a podľa toho sa s nimi pracuje.
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Pre typ A (spracúvajú sa priami potomkovia),  je najskôr vykonaný test významnosti a ak bolo 
uznané, že množina je významná, spracujú sa priamy potomkovia. Pre každého z nich ( sú štyria, viď 
obrázok 5. ) sa vykoná test významnosti ako pre prvky množiny LIP (významný - bit 1 a bit pre  
znamienko, nevýznamný bit 0 ) a táto súradnica je presunutá do náležitej množiny ( významná LSP, 
nevýznamná  LIP  ).  Ak  mal  niektorý  s  týchto  potomkov  svojích  vlastných  potomkov,  potom je 
pridaná práve spracúvavaná súradnica do množiny LIS ako typ B a zpracuje sa. V opačnom prípade 
(neexistuje  množina  L  tejto  súradnice  t.j.  neexistuje  ani  jeden  potomok  potomka)  je  súradnica 
odstránená zo zoznamu.
Zpracovanie typu B reprezentuje delenie podmnožiny. Pre súradnicu označujúcu množinu sú 
vytvorený potomci a tí sú pridaný ako množiny typu A do LIS.
Proces  rafinácie  vezme  množinu  LSP  a  prepošle  hodnoty  bitov  ležiacich  na  n-tej 
najvýznamnejšej pozícii. 
Následne sa zníži hodnota n a  proces sa opakuje.
Testovanie významnosti jedného koeficientu je vykonané:
unsigned short obit = (( absval & (1<<n) )) > 0;
kde absval je absolútna hodnota ležiaca na testovanej súradnici a n je súčasná hranica významnosti. 
Tento  test  je  prevádzaný  nad  všetkými  jednoprvkovými  množinami  označujúce  konkrétne 
koeficienty.
Pre test množín je použitá samostatná funkcia, časť vykonávajúca testovanie významnosti podstromu:
if ( type == B )
{
newchildbasei *= 2;
newchildbasej *= 2;
size *= 2;
}
while ( (newchildbasei < maxi) && (newchildbasej < maxj) )
{
if ( in.check_blok_absmaximum( newchildbasei, newchildbasej,  
 0, size, ( 1<<n ) ) )
{
return 1;
} else
{
newchildbasei *= 2;
newchildbasej *= 2;
size *= 2;
}
}
kde  premenné   newchildbasei  a  newchildbasej  reprezentujú  počiatok  bloku 
obsahujúceho potomkov istej úrovne a size udáva veľkosť bloku, ktorý ich obsahuje. Pre test typu B,  
ktorý  obsahuje  množiny  typu  L,  sú  preskočený  priamy  potomkovia.  Testovanie  sa  prevádza  vo 
viacerých krokoch až  pokým sa  nenarazí  na  hranice  obrázka  alebo  nie  je  nájdený signifikantný 
koeficient. Najskôr sa volaním metódy  check_blok_absmaximum nad objektom obsahujúcim 
koeficienty zistí, či v danom bloku existujú významné hodnoty. Ak áno,  funkcia vráti pravdivostnú 
hodnotu true, v opačnom prípade ideme v strome o úroveň nižšie a testujeme opäť.
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3.2.4.2 SPIHT - vylepšená implementácia
V tejto sekcii budú diskutované niektoré možné vylepšenia, ktoré je možné odvodiť pozorovanými  
vzťahmi prechodov algoritmu ako aj poradím generovania množín LIS a prechádzaním cez ne.
Prvým  pozorovaným  faktom  je,  že  ak  presunieme  fázu  rafinácie  na  začiatok  pred  fázu 
spracovania zoznamu LIP nedôjde k narušeniu funkčnosti algoritmu a môžeme ušetriť miesto a čas 
odstránením pomocného zoznamu ktorý uchovával novo pridané prvky.
Ďaľším faktom je, že členstvo v množine nemusíme ukladať do zložitej dátovej štruktúry -  
stačí ak si pre každý koordinát budeme uchovávať informáciu o tom, či patrí medzi významné alebo 
nevýznamné  pixely,  alebo  či  je  koreňom  nejakého  stromu,  čiže  patí  do  zoznamu  LIS.  Toto  je 
vyriešené vytvorením poľa príznakov, v ktorom členstvo označujú zopnuté bitové hodnoty.
Ako bolo spomenuté pri prechode množinou LIS je podstatné to, aby novo vytvorené množiny 
boli spracované ešte v tomto prechode. To znamená, že ak zvolíime vhodný spôsob prechodu celou  
dvojrozmernou maticou,  sme schopný zaručiť  spracovanie  potomkov ešte v tomto  cykle.  Spôsob 
prechodu po Z-krivke ( Mortonova krivka ) je presne tým, čo potrebujeme.
Tento prechod sme schopný generovať rekurzívnym delením.  Spúšťa sa metóda,  ktorá  volá  seba  
samú nad vybranými  blokmi  matice.  Ak sa zistí,  že  veľkoť bloku je  1x1,  je  zavolaná procedúra 
spracúvajúca koeficient. V princípe sa jedná o to isté ako pri štandardnej implementácii - algoritmus 
je ten istý, zmenil sa len spôsob prevedenia. Pri prechádzaní sa nemanipuluje so zložitými dátovými  
štruktúrami. Testovanie prídružnosti je vykonané jednoduchým príkazom if:
if ( atr(x,y) & SP ) { // spracovanie}
kde atr  je objekt uchovávajúci príznaky.
3.2.4.3 Proces  dekódovania
Neexistuje nutnosť venovať procesu dekódovania obzvlášť rozsiahlu časť. Či pri štandardnej alebo 
vylepšenej  implementácii,  stačí  zmeniť  dve  veci.  Prvou  je  nutnosť  testovať  podmnožiny  -  pri  
dekódovaní získavame informáciu o významnosti z prúdu dát. Druhou zmenou je fakt, že hodnoty 
bitov koeficientov su načítavané a pridávané už k doteraz získaným hodnotám.
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Obrázok 9: Vyplnenie priestoru Mortonovou 
krivkou
3.3 Použité knižnice
3.3.1 LibPNG
Žiadna z funkcií tejto knižnice nie je využitá pri implementácii algoritmov. Jej jediným využitím je 
načítanie testovacích dát do programu. 
Knižnica umožňuje  overenie  signatúry súboru,  transformáciu  farieb zdrojového obrázka,  či 
pridanie kanálu priehľadnosti ako ďaľšej zložky dát. Zaujmavým je spôsob získavania zdrojových 
dát. Knižnica nenačítava dáta priamo zo súboru ale požaduje od užívateľa zostavenie vlastnej metódy 
so špecifickým rozhraním, ktorá slúži ako zdroj dát. To nám umožnuje použiť štandardné streamy 
jazyka c++ bez priamej podpory tejto knižnice.
3.3.2 CImg
Žiadna z funkcií tejto knižnice nie je využitá pri implementácii algoritmov. Jej využitím je zobrazenie  
výsledkov kompresie pre subjektívne vizuálne porovnanie. 
Zaujímavý je spôsob použitia tejto knižnice. Knižnica je dodávaná ako jeden hlavičkový súbor  
obsahujúci kompletnú implementáciu všetkých funkcii. Toto je vyžadované tým, ako je navrhnutá a 
prvkami jazyka c++, ktoré využíva. Nakoľko najpodstatnejšie typy sú postavené nad šablónamy tried 
( class templates ) vyžaduje kompilátor c++ prítomnosť zdrojového kódu pri kompilácii.
Výhodným pri použití tejto knižnice bola jednoduchosť ako zobraziť buffer obrazových dát v 
okne volaním malého počtu príkazov.
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4 Testy
Kapitola  sa  bude venovať tomu,  aký má  vlnka vplyv  na výsledok kompresie,  kvalite  obrazu pri 
rôznych  úrovniach  hraníc  významnosti  kódovacieho  algoritmu  a  porovnaniu  so  súčasnými 
štandardami  využívajúcimi  podobné  metódy  kompresie.  Porovnané  budú  výsledky  algoritmu 
prezentovaného  v  tejto  práci  oproti  JPEG (využíva  DCT  -  diskrétnu  kosínovú  transformáciu)  a 
JPEG2000  (využíva  vlniek).  Testovaná  je  stratová  kompresia  a  vlnka  použitá  pri  porovnaní  s 
JPEG2000 je CDF9/7, čo je rovnaká vlnka akú používa tento štandard.
4.1 Vpliv vlnky na kompresiu
Vybranou metrikou je PSNR ( Peak Signal-to-Noise Ratio ). Je to pomer maximálnej sily signálu ku  
skresľujúcemu šumu.  Táto metrika nereprezentuje kvalitu komprimovaného obrazu ako ho vníma 
človek, budú sa tu vyskytovať aj autorove subjektívne hodnotenia kvality.  Vhodnejším ukazateľom 
by bol SSIM - structured similarity index, ktorý berie do úvahy aj také parametre ako je vzdialenosť  
ľudského pozorovateľa od obrazu a aj to,  ako je obraz vnímaný ľudským okom. Jeho výpočet však  
nie je triviálny a  pre jeho výpočet je nutné ho kompletene implementovať. Testovacími obrázkami 
bude „lena“ 512x512x8 a „baboon“ 512x512x8. Maximálny počet prechodov je nastavený na 15, čo 
udáva hranicu rozsahu typu integer.
4.1.1 Vlnka Haar
Ide  o  najjednoduchšiu  vlnku.  Jej  kritiy  (rozsah  nenulových  koeficientov)  je  nízke,  takže  bude 
dochádať k viditeľným stratám na kvalite už pri nízkej úrovni kompresie. Grafy pre porovnanie budu 
nakonci sekcie. Hodnoty BPP ( bits per pixel ) a PSNR sú merané pre rôzny počet  celých prechodov 
algoritmu SPIHT. Najvyššia hodnota v BPP a PSNR je meraná pri maximálnom počte prechodov 
kódovacieho algoritmu. Smerom doľava je znižovaný počet iterácii oproti maximálnemu počtu.
BPP 0,13 0,29 0,6 1,17 2,2 3,43
PSNR(dB) 27,47 30,54 33,97 37,78 42,48 48,16
Tabuľka 1: "lena" s použitím haarovej vlnky
BPP 0,35 0,99 1,95 3,13 4,33 5,44
PSNR(dB) 21,94 25,69 30,36 35,76 41,71 48,09
Tabuľka 2: "baboon" s použitím haarovej vlnky
Pri použití  Haarovej vlnky sa už pri 4. a výraznejšie pri 5. prechode začalo objavovať skreslenie 
charakterizované vznikom blokov. Toto je spôsobené tým, že vlnka nadobúda len dve hodnoty.
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4.1.2 Vlnka Daubechies 6
Táto vlnka, i keď o poznanie dlhšia a s väčším počtom nulových bodov, neni vytváraná pre použite v 
grafike. Lepšie potláča polynomálne signály. Úroveň kompresie by mala byť dobrá nakoľko sa jedná 
o najdlhšiu vlnku, čo do počtu koeficientov v sade.
BPP 0,11 0,24 0,47 0,91 1,84 3,09
PSNR(dB) 28,48 31,61 34,82 38,17 42,28 47,5
Tabuľka 3: "lena" požitá vlnka Daubechies
BPP 0,34 0,89 1,79 2,92 4,13 5,27
PSNR(dB) 22,36 25,98 30,43 35,57 41,19 47,04
Tabuľka 4: "baboon" použitá vlnka Daubechies
Pri pozorovaní bolo možné badať skreslenie blokmi a rozmazaním. Zároveň je možné si všimnúť v 
tabuľkách, že úroveň kompresie je ešte slabšia ako pri vlnke Haar. Z tohto možno usúdiť, že vlnka 
skutočne nie je vyhovujúca pre toto použitie.
4.1.3 Vlnka Coiflet 6
Ide o symetrickú ortogonálnu sústavu vlniek, použitú hlavne pri analytických operáciach.
BPP 0,11 0,25 0,5 0,97 1,9 3,15
PSNR(dB) 28,34 31,41 34,66 38,05 42,24 47,24
Tabuľka 5: "lena" použitá vlnka Coiflet 6
BPP 0,34 0,91 1,82 2,97 4,17 5,33
PSNR(dB) 22,23 25,9 30,37 35,53 41,18 47,03
Tabuľka 6: "baboon" použitá vlnka Coiflet 6
Úroveň kompresie je lepšia ako Haar a porovnatľná s vlnkou Daubechies. Zásadným rozdielom je 
zkreslenie,  ktoré  nastáva  pri  nižsích  hodnotách  BPP.  Kým  u  predchádzajúcich  vlniek  vznikali  
vizuálne nepríjemné bloky.  Pri použití tejto vlnky  i keď bolo zrejmé, že dochádza ku kompresii,  
obraz sa stával len menej ostrým. Úbytok koeficientov vysokých frekvencii nespôsoboval bloky.
4.1.4 Vlnky CDF(Cohen-Daubechies-Feauveau)
Biortogonálna  rodina  vlniek,  ktorých  dekonštrukčné  aj  rekonštrukčné  funkcie  sú  dokonale 
symetrické. Pri testovaní kompresie budeme používať dlhšiu vlnku CDF 9/7.
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BPP 0,09 0,22 0,43 0,74 1,76 3,01
PSNR(dB) 28,4 31,57 34,74 38,02 42,12 47,3
Tabuľka 7: "lena" vlnka CDF9/7
BPP 0,32 0,85 1,72 2,86 4,06 5,2
PSNR(dB) 22,3 25,9 30,29 35,38 40,98 46,83
Tabuľka 8: "baboon" vlnka CDF 9/7
V tabuľkách je dobre vidieť úžasnú efektívnosť kompresie algoritmu. Dosahujeme podobných hodnôt 
PSNR  ako  pri  predchádzajúcich  vlnkách  pri  omnoho  nižších  hodnotách  BPP.  Kvalitu 
zkomprimovaného obrazu možno vidieť na obrázku 10. Hodnota 0.09 BPP reprezentuje približne 90x 
zmenšenie objemu dát oproti originálu.
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Obrázok 10: "lena" pri 0.09 bits per pixel
Na grafe názorne vidieť ako v každej úrovni kompresie cdf9/7 dosahuje najlepších výsledkov, čo do 
hodnoty bitov na pixel. Vlnka Daub6 sa umiestňuje pomerne dobre, čo je však ovplyvnené faktom, že 
je dvakrát dlhšia než ostatné testované vlnky.
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Graf 9: Vplyv vlniek
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Nakoľko  rozdiely  pri  kompresii  obrázka  „baboon“,  na  štandardnom grafe  nevidieť  sú  výsledky 
zobrazené v 4 nezávislých grafoch pre rôzne rozsahy BPP.
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Grafy 10-14: Vplyv vlnky na úroveň kompresie
V kompresnom pomere opäť vystupuje cdf9/7 na najlepších pozíciach. Charakteristickou črtou toho 
testovacieho  obrázka  je  zvýšený  výskyt  vysokých  frekvencii.  Toto  sa  odráža  na  kvalite  
rekonštruovaného obrázka pri použití vlnky Haar.
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4.2 Porovnanie so štandardami JPEG a 
JPEG2000
Na porovnanie  so  súčasne  najpoužívanejším štandardom JPEG a  jeho  nepoužívaným nástupcom 
JPEG2000 boli zvolené štyri obrázky. Okrem „leny“ a „baboon“, boli pridané obrázky „resoulution  
chart“, priamky rôznych dĺžok a šírok obsahujúce  väčší počet hrán a obrázok „plane“, lietadla na  
púšti s veľmi rozsiahlou plochou rovnakej intenzity obsahujúcej v miestach šum.
Testo  bol  vykonávaný  následovným  spôsobom.  Boli  vykonané  kompresie  testovacích  obrázkov 
algoritmom implementovaným v našej knižnici. Následne boli spočítané hodnoty PSNR a BPP pre 
zvolenú  úroveň.  Následne  boli  vygenerované   aplikáciou  ImageMagick  súbory  zhodnej  veľkosti 
formátov JPG a JP2 a vypočítali sa pre ne hodnoty PSNR. Tieto budú prezentované v grafoch pre 
každý  z  testovacích  obrázkov.  Pre  ozrejmenie  je  doplnený  popis  skreslenia  vznikajúceho  pri  
kompresii nazývaný vznik blokov - k javu dochádza v miestach s výskytom vysokých frekvencíí pri  
vysokej úrovni kompresie, kde nemáme k dispozícii dostatok koefiecientov.
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Obrázok 11: "resolution chart"
Obrázok 12: "plane"
4.2.1 Test obrázka „lena“
Je zjavné,  že  metódy využívajúce vlnkovú kompresiu sú približne porovnateľné,  čo do kvality a 
kvalte kompresie oboch nich je o poznanie lepšia než JPEG.
4.2.2 Test obrázka „baboon“
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Graf 15:  Porovnanie na testovacom obrazku "lena"
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Graf 16:  Porovnanie na testovacom obrazku "baboon"
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4.2.3 Test obrázka „resolution chart“
Možným dôvodom pre zaostávanie našeho algoritmu v tomto prípade  môže byť fakt,  že sa jedná o 
obrázok menší  a naša implementácia neobsahuje žiadne mechanizmi  zohľadňujúce špecializované 
dáta.  Zároveň  sa  môže  jednať  o  kvalitnejší  kódovací  algoritmus,  ktorý  rieši  prípady  takéhoto 
rozloženia frekvencii lepším spôsobom.
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Graf 17: Porovnanie na testovacom obrazku "resolution chart"
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Graf 18: Porovnanie na testovacom obrázku "plane"
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4.2.4 Test obrázka „plane“
Tu je graf (graf 18 ) opäť v očakávanom tvare. Vlnkové metódy predbiehajú klasické založené na  
DCT.
4.2.5 Výsledky a závery porovnania
Obidve  metódy  využívajúce  vlnkovú  transformáciu  dosahujú  pri  vyšších  úrovniach  kompresie 
vizuálne kvalitnejší obraz. Kým u JPEG je skreslenie výraznejšie a prejavuje sa vznikom blokov,  
charakter filtra použitého pri rekonštrukcii u metód postavených nad vlnkami spôsobí, že v obraze aj  
bez prítomnosti vysokofrekvenčnej zložky nevzniknú ostré prechody. Taktiež sa zdá, že koeficienty 
získané vlnkovou transformáciou sa dajú jednoduchšie a efektívnejšie kódovať.
Z vizuálneho hľadiska je obraz získaný našou metódou porovnateľný s JPEG2000. Ako sa však 
zdá,   kódovanie  je  u  štandardu  jpeg  prepracovanejšie  a  efektívnejšie,  nakoľko  nami  použitý 
algoritmus je priamov implementáciou vytvorenou z pôvodnej teoretickej verzie.
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Obrázok 12: "lena", veľkosť súboru 7 kB, JPEG2000
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5 Záver
Vlnky nám poskytujú efektívny nástroj použiteľný pri analýze a reprezentácii signálov. Vhodná vlnka 
je schopná zakódovať signály istého charakteristického priebehu ešte vhodnejšie ako vlnky použité  
pri všeobecnej transformácii. 
V  tejto  práci  bolo  prezentované  ako  je  možno  aplikáciou  znalostí  o  týchto  funkciách  a 
transformáciach  implementovať   vysokoefektívny systém na  kompresiu  obrazových dát.  Funkcie 
vykonávajúce transformáciu sú navrhnuté tak, aby mohli byť využité ľubovoľné vlnky bez hlbokej 
znalosti  implemenácie  knižnice.  Ako  bolo  prezentované,  algoritmus  SPIHT  a  jeho  riešenie  v 
programe bolo zefektívnené  čo do doby výkonu a pracovného priestoru. 
      Na prácu by bolo možné nadviazať  implementovaínm transformácie s použitím „lifting schema“,  
čo je postup ako pretransformovať spôsob filtrácie tak, aby bola jeho výpočetná zložitosť opätovne 
znížená. Ďaľšou možnosťou, ako vylepšiť spôsob kompresie  je úprava algoritmu kódovania, tak aby 
spracúvaval viackanálové dáta v jednom volaní, čím sa zlepší výber podstatných koeficientov a tým 
sa dosiahne lepšej  kvality.  Možné zvýšenie  výkonu transformácie  a  kódovania,  môžeme  docieliť  
zavedením delenia obrazu.
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7 Prílohy
7.1 Príloha 1: Použitie a príklady použitia 
knižnice
V prom rade je kľúčové mať zdrojové dáta v špecifickom formáte. Ako bolo spomenuté pre prácu s 
knižnicou  musia  byť  tieto  uložené  v  indexable_n_buffer  -  pre  transformáciu  nad  double  a  pre 
kódovanie  nad  int.  Príklad  bude  využívať  ako  zdroj  LibPNG,  ktorá  nám  poskztuje  dáta  ako 
jednorozmerné pole s farebnými dátami uloženými prekladaným spôsobom.
V  provom  kroku  vytvoríme  teda  multichannel_image  -  ako  bolo  spomenuté  ide  o 
indexable_n_buffer nad typom unsigned char, ale poskytuje nám aj metódy na prevod do polí typu  
double.
fstream lenapng ("lena-gs.png", fstream::in | ios::binary);
//imgdata je ukazateľ, ktorý bude naplnený obrazovými dátami
//inf obsahuje informácie o obrázku - rozmery a hĺbku
loadpng( lenapng, &imgdata, inf);
//vytvorený obraz má hĺbku jeden
multichannel_image lenawb( dimensions(inf.width, inf.height), 1 );
//do obrázku sú načítané dáta z libpng
lenawb.load_interleaved( (unsigned char*) imgdata );
Máme vytvorený a nainicializovaný obrazový buffer. Tento musíme previesť na typ double, aby sme  
mohli transformovať obraz.
double_matrix * lenasrc = lenawb.toDoubleMatrix();
double_matrix lenacoeffs( dimensions(inf.width, inf.height), 1 );
Aplikujeme požadovanú transformáciu
convo_fwt_cdf97( lenasrc , &lenacoeffs , lenasrc->getSize() );
Aby sme mohli kódovať mus´me si pripraviť prúd, do ktorého budeme zapisovať binárne dáta.
iobitstream ss;
Kodér  SPIHT  vyžaduje  celočíselné  koeficienty  -  vytvoríme  pomocný  objekt 
multichannel_image_signed  a  načítame  doň  dáta  obsiahnuté  v   lenacoeffs.  Pri  prevode  dôjde  k 
orezaniu desatinných častí.
multichannel_image_signed
trunccoeffs(dimensions(inf.width,inf.height), 1 );
trunccoeffs.load_doubles( lenacoeffs.rawData() );
Koeficienty  zakódujeme  -  premenná  maxn  uchováva  najvyššiu  mocninu  koeficientov  ktorá  je 
požadovaná  pri  započatí  rekonštrukcie.  Parameter  na  pozícii  -1  reprezentuje  maximálny  počet 
prechodov algoritmu. Hodnota -1 znamená, že má byť vykonaný maximálny počet prechodov.
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int maxn;
spiht_code_fast( ss, trunccoeffs, maxn, -1 );
Zakódovaný prúd dekódujeme následovným spôsobom ( počet rekonštrukčných prechodov je o dva 
nižší - obraz bude rekonštruovaný so stratou ) :
spiht_decode_fast( ss, trunccoeffs, maxn, maxn-2 );
Aby mohla byť vykonaná inverzná transformácia - potrebujeme mať koeficienty vo formáte double.
double_matrix decoreal( dimensions(inf.width, inf.height), 1 );
for ( int i = 0; i < inf.height; i++ )
for ( int j = 0; j < inf.width; j++ )
{
decoreal(i,j) = (double) trunccoeffs(i,j);
}
Môžeme aplikovť inverznú transformáciu.
convo_ifwt_cdf97( &decoreal , &lenawb , lenasrc->getSize());
lenawb obsahuje obrazové dáta zrekonštruované po stratovóm kódovaní
7.2 Príloha 2: CD so zdrojovým kódom
CD je založené a vlepené v zadnej časti práce
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