If a static web-page is checked for accessibility and passes then all is well. However checking the accessibility of the output from a dynamic (scripted) web-page is like testing a program to find errors. However many times a test succeeds it is always possible that the program will produce bad output next time. What is needed is something closer to a proof of correctness. This paper describes a first attempt to provide a proof of validity for dynamic web-pages which can be extended to a proof of accessibility.
INTRODUCTION
Legal changes have placed a greater emphasis on web accessibility recently but authors have been concerned with the issue for some time. There are accessibility guidelines and there are several tools available to check that an individual page or a whole site conforms to the standards. The checking of accessibility of static web-pages is arguably a routine process split between automated testing and human inspection. However the general trend in web-sites is for more and more pages to contain server-side scripting elements which are used to make the pages 'dynamic'. At present when an automated accessibility checker checks the output from a scripted page it is in fact only checking one possible output from the script. Even if this page is identified as accessible, the very next visit to the same page could potentially result in output which is not accessible. Thus a method is sought by which a scripted page can be automatically analysed and the statement made that all possible output from the script is accessible.
A RELATED PROBLEM
The problem outlined above is not the first problem that needs to be solved with scripted (dynamic) web-pages. A problem that arises earlier is that of validating a scripted web-page. That is to say that when a scripted web-page is intended to produce output using a recognised, tagged, mark-up language, the initial problem is to ensure that the script always produces syntactically-correct mark-up. A potential solution to this problem has been found and the technique used offers an approach to the accessibility problem as well. 
SCRIPTED WEB-PAGES
Consider the following scripted page which makes a check on whether its user is an administrator (who may have special privileges), an ordinary user who may be accessing the pages during office hours, or not.
There are three strands of output coded into the script, only one of which will ever appear in any particular run depending on the status of the user and the day/time that they made the request. A conventional validity or accessibility test on this script would be to run it once and check the output. So if a normal user ran the test in office hours the 'B' output would be obtained and, for tags in the output the script would have to be run twice more with different combinations of user and time of run.
We have developed a method of obtaining a generalized output from a script like this which contains all possibilities and we believe that a validity or accessibility tester can be relatively easily extended to check the extended output. This allows the possibility of proving the validity or accessibility of a scripted web-page.
CAPTURING GENERALISED OUTPUT FROM A SCRIPT
The solution to both of the identified problems starts with having a notation to capture not just a single instance of the output from a script, but some kind of generalised output expression which represents every possible output. A commonly used notation that can represent sequencing, alternation and iteration is that of regular expressions. This notation can be used to capture the generalised output from a script. For example, ( published September 2004 ) relating to the earlier conditional example we might write ( <p>...A...</p> [ <p>...B...</p> ) or from a while loop we might obtain ( <p>...</p> )*. At the expense of brevity, the notation can be rendered in 'tag' style which may be more suited to the task at hand ( x )* could become <LIST0> x </LIST0> ( x )+ could become <LISTI> x </LISTI> In the following these invented tags, representing regular expression notation, will be referred to as meta-tags.
SOLVING THE VALIDATION PROBLEM IN PRINCIPLE
We propose that validators should now have to deal with, and accept in addition, tag structures which include meta-tags such as <wml><LISTl><card><LIST0><p>$i</p> </LIST0></card></LISTl></wml> By considering slightly more complex scripts it is clear that there is the need to apply a little algebra to rewrite various combinations that might occur in sequence. For example any of pp*, p'p, pp+ orp+p can be rewritten as p+ in order to achieve the proof of validation.
THE SOLUTION TO THE

ACCESSIBILITY PROBLEM
It seems to us that the accessibility issue for dynamic pages can be tackled in exactly the same way as the validity problem. The same first application is used to produce a generalised output expression for the script. The second step requires an accessibility application to be built or altered so that it works on the generalised output rather than one specific instance.
Where an accessibility application normally makes a check on each element in a sequence (e.g. in a sequence of paragraph elements) it would now need to be able in addition to check a condensed sequence of paragraph elements expressed as <LIST0> <p> ... </p> </LIST0>
Where an accessibility application normally made a check on an individual element (e.g. a paragraph element) it would now. need to be able to check through all the alternatives expressed as Since an accessibility checker is built to recognize tag structures it is thought that this would be a relatively simple modification to make. Because the accessibility check is testing all the possible contributions to the output introduced by a conditional and not just one as is the case normally, confidence can be gained that on any execution of the script an accessible document is produced.
CONCLUSION
By adapting a solution to the problem of validating a dynamic web-page, we have shown how a dynamic web-page can be checked for accessibility. The strength of this approach is that a scripted page is being checked once and for all, producing a guarantee that all runs of the script will produce valid and accessible output. This is in contrast to the present situation where individual instances of script output are checked.
A trial version of the validation checker suitable for scripts that have been written in a subset of PHP has proved encouraging. The biggest obstacle to scalability is the ability to obtain the generalised regular expression output corresponding to the script if the full version of the scripting language is being used. It may be that, in order to obtain the validation proof for a script, programmers may be content to restrict themselves to a subset of the scripting language.
