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ABSTRAKT
V tejto práci bude zostrojená experimentálna bezdrôtová senzorová sieť s jednoduchou
monitorovacou aplikáciou a databázou s údajmi o sieti. Pre zjednodušenie správy takejto
siete bude zostrojený prototyp systému pre vzdialené nahrávanie firmvéru do uzlov v sieti.
Využitá bude aplikácia Bootloader od spoločnosti Atmel v kombinácii s emulovaním séri-
ového portu cez sieť Ethernet. Tento systém umožní hromadné automatické nahrávanie
firmvéru do uzlov a to z ktoréhokoľvek miesta na svete s prístupom do siete Internet.
Aktuálne údaje o sieti budú uložené v databáze. Databáza bude obsahovať tabuľku uzlov
a tabuľku spojení, kde sa budú ukladať údaje o kvalite jednotlivých spojov.
KĽÚČOVÉ SLOVÁ
návrh senzorovej siete, Bootloader, prevodník Serial na Ethernet, SQL, SREC
ABSTRACT
In this thesis, there will be experimental wireless sensor network created. Simple mo-
nitoring application will be running on this network and storing data in database. For
easier maintaining of network, there will be prototype system created, which will allow
remote firmware upload to network nodes. This system will use Bootloader application
from Atmel company combined with Serial to Ethernet converter. This system will al-
lows mass upload of firmware to nodes from any place in the world with Internet access.
Information about network will be stored in database which will include table for nodes
and connections where its possible to see link quality for each link in the network.
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ÚVOD
Sieť Internet sa stále vyvíja a rozrastá o nové prvky. Najnovšia a zároveň najroz-
siahlejšia časť sa nazýva Internet of Things (internet vecí). Je to sieť, ktorá spája
lokálne, ale aj „osobné“ siete. Do Internetu sa postupne pripájajú všetky druhy
zariadení: či už domáce spotrebiče, dopravné prostriedky, ale aj veľké množstvo
meracích senzorov a automatizovaných prvkov, ktoré vykonávajú príkazy odoslané
vzdialene pomocou Internetu. Internet vecí nie je obmedzený počtom užívateľov,
keďže jeden užívateľ si môže sám vytvoriť vlastnú sieť, ktorá môže obsahovať stovky
až tisíce ďalších uzlov.
Do Internetu vecí patria aj senzorové siete. Sú to siete zložené z malých uzlov,
ktoré spolu dokážu komunikovať a zbierať informácie. Keďže tieto senzory je po-
trebné rozmiestniť na určitej ploche, je nepraktické aby boli prepojené káblovým
spojením. Preto sa vývoj senzorových sietí zameral hlavne na bezdrôtový prenos in-
formácie medzi týmito uzlami. Cieľom tejto práce je vytvoriť experimentálnu bez-
drôtovú sieť a spravovať ju vzdialene bez potreby premiestňovania uzlov pri ich
aktualizácii.
V tejto práci bude zostrojený prototyp zariadenia a softvéru na vzdialené na-
hrávanie firmvéru do jednotlivých uzlov v bezdrôtovej sieti. Umožní to emulácia
sériového portu cez sieť Ethernet, čím sa zväčší rádius, v ktorom je možné túto sieť
spravovať. Bude vytvorený skript pre hromadnú aktualizáciu uzlov v sieti a taktiež
databáza, v ktorej budú uložené údaje o stave bezdrôtovej siete. V experimentálnej
sieti je to nevyhnutnosť, keďže sa aplikácie v uzloch aktualizujú denne. Sieť s ta-
kouto podporou môže byť využívaná aj viacerými vedeckými skupinami, ktoré si
budú schopné nahrať svoju aplikáciu do vytvorenej siete, a to aj v tom prípade, ak
sa budú nachádzať v rôznych častiach sveta. Vytvorená bude aj jednoduchá testova-
cia aplikácia, ktorá bude monitorovať kvalitu jednotlivých spojov. Dáta zozbierané
touto aplikáciou budú uložené v databáze spolu s údajmi o sieti a jednotlivých
uzloch. Správca siete bude mať takto aktuálny prehľad o stave siete.
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1 BEZDRÔTOVÉ SENZOROVÉ SIETE
Jedná sa o siete zložené z rozmerovo malých zariadení, ktoré spolu komunikujú po-
mocou bezdrôtovej technológie. Sú využívané na zber dát v rôznych prostrediach.
Hlavnými parametrami týchto sietí sú malé rozmery uzlov a hlavne nízka spotreba.
Nejedná sa o uzly s vysokým výpočtovým výkonom. Ich úlohou je pripojiť sa do
siete, zozbierať dáta a odoslať ich na bránu, prípadne vykonať inštrukcie, ktoré do-
stanú. Uzly môžu byť napájané rôznymi druhmi zdrojov. Životnosť uzlov predlžuje
aj ich schopnosť šetriť energiu. Uzol sa dokáže sám uviesť do pohotovostného režimu,
kde je jeho spotreba minimálna a zapne sa len v určitú dobu, kedy je to potrebné.
Podrobnejšie informácie o spotrebe a funkciách použitého procesoru je možné vy-
hľadať v manuáloch od firmy Dresden Elektronik [1]. Ako bezdrôtovú technológiu
je možne použiť napríklad WiFi™, ZigBee™, Bluetooth™ a iné. Každá technoló-
gia má svoje výhody a nevýhody. WiFi™a Bluetooth™majú oproti ZigBee vyššie
prenosové rýchlosti. Zigbee™má dlhší dosah ako Bluetooth™a menšiu spotrebu ako
WiFi™, a preto sa v senzorových sieťach používa najčastejšie. Každá technológia
má svoje využitie v inej oblasti.
ZigBee™vychádza zo štandardu IEEE 802.15.4 (Institute of Electrical and Elect-
ronics Engineers). Tento štandard definuje spodné dve vrstvy modelu OSI (Open
System Interconnect). Štandard IEEE 802.15.4 je možné využiť aj jednoduchšími
protokolmi ako je ZigBee. Viac informácií je možné nájsť na stránkach IEEE [2].
Príklad použitia tohto štandardu je na obr.1.1 a bližšie informácie o využití v lite-
ratúre [3].
1.1 IEEE 802.15.4
Štandard IEEE 802.15.4 [2] bol vytvorený pre bezdrôtové siete s krátkym dosahom
(cca. 10 – 100m). Tento štandard definuje fyzickú vrstvu (PHY) a podvrstvu prí-
stupu k médiu (MAC). Popisuje bezdrôtové spojenie pre prenos dát nízkymi rýchlos-
ťami medzi zariadeniami s nízkou spotrebou energie, ktoré sú na krátku vzdialenosť
schopné fungovať niekoľko mesiacov, a to napájané len batériami.
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Fyzická vrstva (PHY)
Podvrstva prístupu k médiu 
(MAC)
Vrstva definovaná užívateľom
Definované štandardom 
IEEE 802.15.4
Obr. 1.1: Aplikácia štandardu IEEE 802.15.4.
Štandard IEEE 802.15.4 sám o sebe podporuje komunikáciu len v topológii
hviezda alebo dvojbodové spoje medzi uzlami. Uzly majú unikátnu 64 bitovú adresu
alebo lokálnu 16 bitovú skrátenú adresu. Pre prístup k médiu je využívaná najmä
metóda CSMA/CA (Carrier Sense Multiple Access with Collision Avoidance). Uzly
využivajúce tento štandard majú nízku spotrebu, schopnosť detekcie intenzity sig-
nálu v okolí (ED - Energy Detection) a schopnosť zisťovať kvalitu spoja (LQI - Link
Quality Indicator).
V štandarde 802.15.4 sú dva typy zariadení. FFD (Full–Function Device) a RFD
(Reduced–Function Device). FFD je zariadenie schopné zastupovať úlohu koordiná-
tora siete. U RFD to možné nie je. RFD je zjednodušené koncové zariadenie, ktoré
sa pripája k jedinému FFD a využíva minimálne hardvérové prostriedky. Takýmito
zariadeniami sú väčšinou spínače a senzory.
Fyzická vrstva (PHY) je definovaná pre zariadenia vužívajúce pásma:
• 868-868,6MHz (1 kanál),
• 902-928MHz (10 kanálov),
• 2400-2483,5MHz (16 kanálov).
Pásmo 868MHz sa využíva v Európe. Jeho subpásma sú priradené rôznym apli-
káciám, aby bolo pásmo čo najlepšie využité. Povolený vysielací výkon sa pohybuje
od 5mW do 500mW [4].
Pásmo 915MHz je používane v USA a v Kanade. Toto pásmo je široké až 26 MHz.
Povolený vysielací výkon je až 1W, čo predlžuje vysielací dosah. Svetovo rozšírené
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pásmo 2,4GHz je najčastejšie používaným pásmom. Pásmo je široké 83,5MHz, čo
umožňuje prenos dát vyššími rýchlosťami. Toto pásmo je však využívane aj inými
zariadeniami, a preto je rušené. Viac v dokumente [4].
Fyzická vrstva je zodpovedná za:
• aktiváciu a deaktiváciu transcieveru,
• detekciu sily signálu v danom kanále,
• výpočet LQI z prijatých paketov,
• výber frekvencie pre kanál,
• príjem a vysielanie dát.
1.2 Komunikačné balíčky
1.2.1 Atmel™
Jedná sa o softvérové riešenie pre mikroprocesory a obsahuje protokoly pre všetky
komunikačné vrstvy. Balíčky sa líšia na rôznych vrstvách. Atmel™má svoje balíčky
zoradené podľa komplexnosti aplikácie, kde majú byť využité. Ako je možné vidieť
na obr. 1.2, najmenej funkcií poskytuje Lightweight Mesh a najviac Bitcloud. Rozdiel
je vo veľkosti balíčkov a hlavne v tom, že Bitcloud vo svojej komplexnosti vyžaduje
aj určité hardvérové parametre, aby správne fungoval.
LwMesh
IEEE 802.15.4 MAC
RF4 Control - ZigBee RF4CE
BitCloud - ZigBee Pro
BitCloud Profile Suite
Funkcionalita
Obr. 1.2: Porovnanie funkcionality firmy Atmel™
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1.2.2 Iné balíčky
6LoWPAN
Ďalším balíčkom je 6LoWPAN ( IPv6 over Low power Wireless Personal Area Net-
works). Je to balíček, ktorý nevyvíja Atmel, ale má ho na starosti IETF (Inter-
net Engineering Task Force). IETF je skupina, ktorá vyvíja nové internetové štan-
dardy. 6LoWPAN implementuje IP protokol do PAN sietí. Porovnanie 6LoWPAN
a TCP/IP je zobrazené na obr.1.3. 6LoWPAN v sebe zahŕňa metódy na kompre-
siu IP hlavičky, čo umožňuje preniesť v pakete až 108 bajtov namiesto pôvodných
53 bajtov.
Obr. 1.3: Porovnanie TCP/IP a 6LoWPAN.
WirelessHART™
WirelessHART je komunikačný balíček, ktorý vznikol ako doplnok k protokolu HART
(Highway Addressable Remote Transducer). Tento protokol slúži na prenos digitál-
nych dát po analógových linkách medzi zariadeniami, ktoré tento protokol podpo-
rujú. Tento protokol sa rozšíril aj na bezdrôtové spoje vďaka štandardu 802.15.4.
Zariadenia WirelessHART využívajú pásmo 2,4GHz a rozširujú použitie systému
HART. WirelessHART popisuje tri druhy zariadení:
• bezdrótové uzly v teréne,
• brány,
• správcu siete.
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ISA 100™
ISA 100™je industriálny komunikačný protokol, ktorý definuje len spodné dve vrstvy
OSI modelu, a ako sieťovú vrstvu využíva 6LoWPAN. 6LoWPAN dokáže presmero-
vať pakety medzi ISA 100™podsieťami. Vrámci podsieťe komunikuje ISA 100 len na
linkovej vrstve. Linková vrstva štandardu ISA 100™bola rozšírená o ďalšie funkcie.
Porovnanie ISA 100™a WirelessHART™je popísané v dokumente [5].
Contiki
Contiki je otvorený operačný systém pre Internet vecí. Podporuje komunikáciu cez
IPv4 a IPv6 štandardy na zariadeniach s nízkou spotrebou energie[6]. Dokáže komu-
nikovať aj pomocou 6LoWPAN. Contiki poskytuje grafické rozhranie pre vytváranie
aplikácii spolu so simulátorom siete a analyzátorom komunikácie. Súčasťou Contiki
komunity sú aj spoločnosti ako Atmel™a Cisco™. Contiky ako operačný systém
využíva minimálne množstvo energie a dokáže sám monitorovať svoju spotrebu.
Využíva na to „sleepy routers“, ktoré sú aktívne len v určitú dobu, počas ktorej
preposielajú správy.
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2 NÁVRH EXPERIMENTÁLNEJ SIETE
Návrh siete bol zameraný na prototyp zariadenia pre vzdialené nahrávanie firmvéru
a následné otestovanie tohto riešenia pomocou aplikácie pre monitorovanie kvality
liniek. Vďaka tomuto návrhu bude možné spravovať sieť aj z rôznych častí sveta,
takže bude využiteľná viacerými výskumnými skupinami.
Obr. 2.1: Návrh experimentálnej siete
2.1 Vývojový kit
Pre konkrétnu realizáciu bol využitý vývojový kit od Dresden Electronics. Má bohatý
obsah a dokumentáciu. Ako komunikačný balík bol využitý Lightweight Mesh od
Atmelu. Obsahuje základné funkcie pre posielanie a príjímanie správ v bezdrôtovej
sieti. Zo spomínaných Atmel balíkov zaberá LWM v pamäti najmenej miesta.Kit
obsahuje dosku deRFgateway a dve dosky deRFnode. Vývojové dosky deRFgateway
a deRFnode sa líšia iba Ethernet portom. Ich základné vlastnosti sú:
• kompaktná veľkosť: 69 x 75 x 30mm,
• podporujú pripojenie modulu AVR aj ARM,
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• USB port (+ Ethernet pre deRFgateway),
• rozhranie JTAG (Joint Test Action Group),
• sériové rozhranie pre systémové správy (debug),
• vstavané senzory: akcelerometer, teplotný senzor a senzor intenzity osvetlenia,
• vstavanú Flash pamäť 4Mbit,
• dve tlačítka a tri LED diódy,
• užívateľské rozhranie 2x 17 pinov,
• kontakt na vzdialený reset.
V sieti sú využité AVR moduly deRFmega128, programované pomocou progra-
mátora JTAG-ICE[7]. Pre výstup na terminál je možné využiť USB port alebo séri-
ový port. Bol použitý priložený prevodník úrovní TTL/CMOS, ktorý je na obr.2.2.
Obr. 2.2: Prevodník úrovní TTL/CMOS
2.2 Serial Bootloader
Serial Bootloader je aplikácia, ktorá slúži na nahrávanie programu do procesora bez
použitia programátora. V závislosti na tom, aký Bootloader je použitý, je možné na-
hrávať program do zariadenia pomocou sériového portu, TWI (Two-Wire-Interface)
zbernicou, bezdrôtovým spojením a pod. Skompilovaný Bootloader od spoločnosti
Atmel™má veľkosť 3KB a nahráva sa do flash pamäte mikrokontroléra. Tento Boot-
loader poskytuje aj funkciu nahrávania obrazu do mikrokontoléru pomocou OTAU
(Over-The-Air Upgrade). Princíp Bootloader-a je zobrazený na obr.2.3.
Bootloader je tvorený dvoma časťami. Prvá časť je program, ktorý je skompilo-
vaný a nahratý do procesora pomocou programátora. Druhú časť tvorí Bootloader
klient – aplikácia nainštalovaná v počítači.
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Aplikácia 
Bootloader
.srec
obraz
Skompilovaný 
Bootloader
Obraz 
aplikácie
MikrokontolérPočítač
Sériové 
spojenie
Obr. 2.3: Princíp aplikácie Bootloader.
Zdrojový súbor pre Bootloader musí byť v hexadecimálnom formáte, ktorý sa
nazýva SREC (S–record), bližšie popísaný v kapitole 2.2.1. Na webovej stránke spo-
ločnosti Atmel™je možné sťiahnuť predkompilované súbory, ale taktiež aj zdrojový
kód Serial Bootloader-a. Pred kompiláciou bolo potrebné nastaviť UART porty,
ktoré bude využívať Bootloader. Podobné nastavenie je možné nájsť v užívateľskom
manuáli [8].
V tomto prípade je pre používanie Bootloader-a nastavený port USART0. Pred
kompilovaním je potrebné ešte nastaviť Fuse bity. Toto nastavenie dovolí nahrávanie
aplikácie po reštarte zariadenia. Potrebné nastavenie Fuse bitov je v tabuľke 2.1.
Tab. 2.1: Nastavenie poistkových (fuse) bitov
BODLEVEL Disabled BOOTSZ 1024W_FC00
OCDEN Disabled BOOTRST Enabled
JTAGEN Enabled CKDIV8 Enabled
SPIEN Enabled CKOUT Disabled
WDTON Disabled SUT_CKSEL INTROSC_6CK_65MS
EESAVE Disabled Result 0XFE 0X99 0X62
• JTAGEN - povolí JTAG rozhranie
• SPIEN - povolí programovanie cez ISP
• BOOTSZ - nastaví Boot Size
• BOOTRST - umožní bootovanie po resete
• CKDIV8 - predelí frekvenciu procesora ôsmimi
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• SUT_CKSEL - nastaví zdroj frekvencie
2.2.1 Formát SREC
Formát SREC (S-record) [9] je hexadecimálny formát na kódovanie binárnych dát.
Skladá sa z takzvaných „S“ záznamov, z ktorých každý je uložený v novom riadku.
Záznam začína písmenom „S“ a po ňom následuje číslo (0-9), ktoré určuje typ zá-
znamu. Typy záznamov sú rozpísané v tabuľke 2.2. Každý záznam začína hlavičkou
„S0“. V závislosti na veľkosti súboru, je použitý rozličný počet adresných bajtov.
Ak je použité štvor-bajtové adresovanie, záznamy v súbore sú typu „S3“ a koniec
bloku je ukončený záznamom „S7“. Po type nasledujú dvojice znakov v hexade-
cimálnom tvare, ktoré sú ukončené CRC súčtom na kontrolu správnosti dát. Prvá
dvojica znakov obsahuje počet dátových bajtov. Ďalej nasledujú bajty určujúce ad-
resu v pamäti, kde budú dáta uložené. Počet týchto bajtov je určený typom záznamu.
Medzi adresou a CRC súčtom sú uložené dáta. CRC sa vypočíta tak, že sa spraví
súčet všetkých bajtov okrem prvých dvoch, ktoré určujú typ. Súčet sa prevedie do
binárnej formy a vezme sa posledných 8 bitov. Pre každý z týchto ôsmich bitov sa
spraví inverzia. Po prevode späť do HEX formátu vznikne CRC hodnota uložená na
konci záznamu.
´S´
(0x53)
0-9 CRC
lll2lbajty
llllllDáta
0l-l64lbajtovl
llllllllAdresallllll
4,6lalebol8lbajtovl
Početlbajtov
lllll2lbajtyl
ll\r
(0x0D)
ll\n
(0x0A)
Obr. 2.4: SREC záznam.
Príklad SREC súboru:
S0 10 0000 54656D706C6174652E73726563 D8
S1 13 0000 0C9490000C94AF000C94AF000C94AF00 CF
.
.
S1 13 45D0 0D004150505F53544154455F494E4954 76
S1 09 45E0 49414C0A0D00 E4
S9 03 0000 FC
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Tab. 2.2: Typy SREC záznamov
Typ Popis Adresné bajty Dáta
S0 Hlavička 2 Áno
S1 Dáta 2 Áno
S2 Dáta 3 Áno
S3 Dáta 4 Áno
S5 Počet záznamov 2 Nie
S7 Koniec bloku 4 Nie
S8 Koniec bloku 3 Nie
S9 Koniec bloku 2 Nie
2.2.2 Prevodník Serial na Ethernet
Pre sériovú linku je možné použiť prepojenie na maximálnu vzidalenosť cca 15m pri
rýchlosti 19200Baud[10]. To znamená, že maximálny rádius takejto experimentálnej
siete by bol 15m. Je to nepraktické a preto bol využitý prevodník sériového portu
do siete Ethernet.
Po prieskume niekoľkých možností bol vybraný prevodník WIZ127SR od firmy
WIZnet[11]. WIZ127SR umožňuje emuláciu dvoch sérových portov a poskytuje GPIO
(General Purpose Inuput/Output) porty . Tento prevodník podporuje:
• emulácia dvoch sériových portov (RS232 aj 485) cez Ethernet,
• TCP aj UDP komunikáciu,
• DHCP, DNS, NTP,
• konfiguráciu cez Web, Telnet, konfiguračný nástroj alebo sériové príkazy,
• 4 GPIO porty (2 vstupné a 2 výstupné),
• 10/100 Ethernet a maximálne 921 600 bps pre sériový prenos.
S týmto prevodníkom je možné na nahrávanie aplikácii do uzlov využiť sieť
Ethernet, čo je pre experimentálnu sieť veľmi užitočné a praktické.
Inicializácia prevodníku
Počiatočná IP adresa prevodníku je 192.168.11.100. Je teda potrebné pripojiť pre-
vodník k počítaču priamo alebo do siete s takýmto rozsahom adries. Pomocou we-
bového rozhrania 2.6 alebo príkazového riadku ho nakonfigurovať. V operačnom
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Obr. 2.5: Prevodník WIZ127SR.
systéme Windows je možné využiť grafickú aplikáciu. V tomto prípade bol použitý
operačný systém Linux a webové konfiguračné rozhranie.
Obr. 2.6: HTML rozhranie pre nastavenie prevodníku.
Pri konfigurácii je potrebné nastaviť hodnotu časovaču „Inactivity time“ na 0,
aby spojenie nebolo prerušené predčasne. Manuál k prevodníku je možné nájsť na
stránkach firmy WIZnet [12].
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2.3 Nahrávanie firmvéru
Jedným z hlavných cieľov práce bolo zjednodušenie nahrávania firmvéru do zaria-
dení. Týmto zjednodušením je napríklad možnosť vzdialeného nahrávania cez sieť
Ethernet. Toto je možné vďaka aplikácii Bootloader, ktorá umožňuje nahrávanie
firmvéru cez sériový port, rozšírenej o prevodník sériového portu na Ethernet. Gra-
fická časť aplikácie Bootloader v počítači však umožňuje nahrávanie firmvéru len na
sériový port. Preto bolo potrebné vytvoriť aplikáciu alebo skript, ktorý dokáže ko-
munikovať so skompilovanou časťou aplikácie Bootloader v mikrokontroléri. Proces
tejto časti je zobrazený na diagrame 2.7.
Reset
Bol prijatý 
HANDSHAKE_REQ ?
Prejsť na začiatok 
programu.
Pošli HANDSHAKE_CONF
Áno
Čakanie na HANDSHAKE_REQ 
(30 sekúnd)
Prečítaj si nasledujúci záznam z 
UART-u
Je záznam správny? 
(typ a CRC)
Pošli NACK
(negatívne potvrdenie)
Nie
Áno
Zapíš záznam do Flash a pošli 
ACK (potvrdenie)
Je toto posledný 
záznam? (S8)
Nie
Áno
Nie
Obr. 2.7: Diagram skompilovanej časti aplikácie Bootloader [8].
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Bol vytvorený skript, ktorý vzdialene reštartuje zariadenie. Po reštarte prebehne
Handshake sekvencia a spustí sa nahrávanie firmvéru. Proces skriptu je zobrazený
na vývojom diagrame 2.8.
Štart
Bo l prijatý 
HANDSHAKE_CONF ?
Koniec
Otvor .srec súbor
Áno
Vzdialený reset zariadenia
Načítaj riadok zo súboru a uprav 
ho
Bol prijatý ACK ?
Nie
Áno
Chybné dáta
Je toto  posledný 
riadok?
Nie
Áno
Nie
Pošli HANDSHAKE_REQ
Odošli upravený riadok
Nahrávanie dokončené Bol prijatý NACK ?
Nie
Áno
Obr. 2.8: Diagram vytvoreného skriptu
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2.3.1 Funkcia Reset()
Pred zahájením nahrávania je potrebné mikroprocesor reštartovať. Ako bolo spo-
menuté v kapitole 2.2.2, prevodník WIZ127SR obsahuje aj GPIO porty. Počiatočný
firmvér v prevodníku je vo verzii 0.9. Táto verzia nepodporuje ovládanie GPIO
portov, a preto je potrebné firmvér aktualizovať na najnovšiu verziu(1.0), ktorá je
dostupná na stránkach Wiznet-u [12]. Firmvér sa dá aktualizovať len cez operačný
systém Windows, a to za pomoci grafického konfiguračného rozhrania. V najnovšej
verzii firmvéru je možné GPIO porty ovládať len cez webové rozhranie gpio.html 2.9.
Preto bolo potrebné vytvoriť funkciu do skriptu, ktorá sa prihlási na toto webové
rozhranie, preklikne stav GPIO portu z OFF na ON, odošle stránku a po 0,5 s vráti
port do stavu OFF. Na procesore je stav OFF reprezentovaný vysokou úrovňou sig-
nálu a stav ON nízkou urovňou signálu. Na pin Reset je potrebné priviesť nízku
úroveň signálu.
Obr. 2.9: Webové rozhranie gpio.html
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Pre správnu funkčnosť tejto funkcie bolo potrebné prepojiť výstupný GPIO pin
na prevondíku WIZ127SR s Reset pinom na uzle deRFnode. Z dôvodu obmedzenia
skratového prúdu bol do tohto spojenia vložený odpor 470Ω. Zapojenie je možné
vidieť na obr. 2.10.
Obr. 2.10: Prepojenie GPIO a Reset pinu.
Kód 2.1: Reset()
def reset ():
go(’http ://’+ TCP_IP)
fv("1","pwd","WIZ127SR")
submit("None")
go(’http ://’+ TCP_IP +’/gpio.html’)
fv("1","LED1","ON")
fv("1","LED2","OFF")
submit("None")
print "Reseting node %s/%s." % (TCP_IP ,TCP_PORT)
time.sleep (0.5)
go(’http ://’+ TCP_IP +’/gpio.html’)
fv("1","LED1","OFF")
fv("1","LED2","OFF")
submit("None")
return
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2.3.2 Funkcia Handshake()
Po reštarte zariadenia, Bootloader 30 sekúnd očakáva správu HANDSHAKE_REQ
(0xB2 0xA5 0x65 0x4B). Vo vytvorenej funkcii Handshake je táto správa odo-
sielaná každých 200ms. Po odoslaní sa kontroluje, či bola prijatá správa HAND-
SHAKE_CONF (0x69, 0xD3, 0xD2, 0x26). Táto správa je odosielaná po bajtoch,
takže nemusí dojsť v celku a bolo potrebné vytvoriť zásobník, kde sa časti tejto
správy uložia. Do zásobníka sa ukladajú len bajty, ktoré má správa obsahovať. Keďže
na TCP port je zároveň prijímaná aj komunikácia z aplikácie, ktorá je v mikrokon-
troléri už nahraná. Po prijatí HANDSHAKE_CONF sa spustí funkcia Upload.
Obr. 2.11: Diagram komunikácie.
Zachytenú komunikáciu na sériovom porte je možné vidieť v prílohe A.5 a súbor
so zachytenými paketami programom Wireshark je možné nájsť na priloženom CD.
2.3.3 Funkcia Upload()
Táto funkcia slúži na samotné nahrávanie firmvéru do zariadenia. V prvom kroku
si otvorí súbor s firmvérom vo formáte SREC, ktorý bol bližšie opísaný v kapitole
2.2.1. Načíta prvý riadok a prvé dva bajty preloží do HEX formátu. Ostatné bajty
načíta ako HEX formát, spojí ich s prvou časťou a odstráni bajty na ukončenie
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riadku(\r\n). Celkovú správu odošle na TCP port a funkcia vojde do slučky, kde sa
ako prvé kontroluje, či prišla odpoveď ACK (0x4D 0x5A 0x9A 0xB4) alebo NACK
(0x2D 0x59 0x5A 0xB2). Prijatie NACK znamená, že nastala chyba v prenose a
program sa preruší. Ak je prijaté ACK, skontroluje sa či bol odoslaný už posledný
riadok zo súboru. Ak nebol, tak sa načíta ďalší riadok, spracuje sa a odošle. Po
nahraní celého súboru sa vypíše, že nahrávanie prebehlo úspešne a ukončí sa TCP
spojenie s prevodníkom.
2.3.4 Nahrávanie na viacero zariadení
Vytvorený skript je možné spustiť viackrát po sebe s rôznymi vstupnými argumen-
tami. Preto bol vytvorený ďalší skript, ktorý načíta dopredu vytvorený zoznam uzlov
a fimrvérov, ktoré chceme nahrať a postupne spustí nahrávanie pre všetky uzly v zo-
zname. Formát vstupných dát je zobrazený vo výpise 2.2.
Kód 2.2: Formát vstupných dát pre hromadné nahrávanie.
X;Gateway1 ;192.168.50.33;5002; GW.srec
X;Node1 ;192.168.50.33;5001; Node.srec
Skript načíta prvý riadok dát, uloží dáta do premenných a spustí podproces
volánim skriptu pre nahrávanie firmvéru aj so vstupnými argumentami. Vstupné
argumenty sú: cesta k SREC súboru,IP adresa a TCP port.
Po nahraní firmvéru sa skript pripojí do vopred vytvorenej databázy a vloží
záznam o nahratí firmvéru na konkrétny uzol. Testovacie zapojenie je možné vidieť
na obr.2.13 a výpis do konzoly v prílohe.A.4
Skript bol testovaný pri nahrávaní firmvéru o veľkosti 29 kB. V závislosti na vý-
kone systému, z ktorého sa skript spustil bolo trvanie nahrávania odlišné. Pri nahrá-
vaní z operačného systému Linux vo VirtualBox-e s procesorom Intel Core i7 1,9GHz
trvalo nahrávanie na dva uzly 23 sekúnd. Pri použití embedded systému Raspberry
Pi s procesorom ARM11 700MHz trvalo nahrávanie na dva uzly 33 sekúnd. Tento
rozdiel je spôsobený hlavne pomalším prístupom Raspberry Pi na webové rozhranie
prevodníka.
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Štart
Načítaj riadok zo 
súboru
Ulož dáta do premenných
Je prvý znak 
„X“?
Áno
Nie
Spusť podproces pre 
nahrávanie firmvéru s 
argumentami
Je uzol v 
databáze?
Aktualizuj dáta
Vlož uzol do 
databázy
Koniec
Otvor súbor
Obr. 2.12: Diagram skriptu pre hromadné nahrávanie firmvéru.
2.4 Návrh testovacej aplikácie
Na testovanie siete je vhodná aplikácia, ktorá bude zisťovať kvalitu jednotlivých
bezdrôtových spojov. Pre aplikáciu bol použitý komunikačný balíček Lightweight
Mesh. Aplikácia naprogramovaná pre tento balíček zisťuje hodnoty RSSI (Received
Strength Signal Indication) a LQI (Link Quailty Indication) medzi uzlami. RSSI sa
udáva v dBm a určuje silu prijatého signálu. LQI sa vypočítava z RSSI, ale berie do
úvahy aj počet chýb v prenose. LQI udáva kvalitu spoja.
Hodnotu RSSI vyčítava uzol, ktorý prijal dáta. Ak sú všetky dáta posielané na
uzol s adresou 0x0000, tak hodnota RSSI bude vždy určovať len silu signálu od uzla,
ktorý ako posledný presmeroval dáta na uzol 0x0000. Takéto riešenie nie je výhodné
pre analyzovanie siete, a preto spočíva návrh testovacej aplikácie v tom, že každý
uzol, okrem uzlu 0x0000 posiela všesmerové správy, a keď nejakú všesmerovú správu
sám príjme, tak z nej vyčíta RSSI a LQI a odošle tieto údaje priamo na adresu
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Obr. 2.13: Zapojenie pri testovaní hromadného nahrávania.
0x0000. Týmto spôsobom sa na hlavný uzol dostanú údaje o každom spoji v sieti.
Vývojový diagram aplikácie je možné vidieť na obr.2.14.
Hlavný uzol vypisuje správy, ktoré príjme na konzolu. Výpis na konzolu je možné
vidieť na obrázku 2.3. Na End Point1 prijíma hlavný uzol len všesmerové správy a
na End Point 2 prijíma unicast správy s údajmi o kvalite bezdrôtového spoja, ktoré
vyčítali uzly.
Kód 2.3: Výpis z hlavného uzla do konzoly.
<data ><src >0x0004 </src ><dst >0x0000 </dst ><txp >15</txp <rssi >234</rssi ><lqi >210</lqi >
</data >
<data ><src >0x0003 </src ><dst >0x0002 </dst ><txp >15</txp <rssi >201</rssi ><lqi >180</lqi >
</data >
<data ><src >0x0002 </src ><dst >0x0001 </dst ><txp >15</txp <rssi >215</rssi ><lqi >204</lqi >
</data >
<data ><src >0x0004 </src ><dst >0x0000 </dst ><txp >15</txp <rssi >230</rssi ><lqi >208</lqi >
</data >
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Štart
Inicializuj 
sieť.
Si brána?
Zaregistruj 
aplikačné porty 
pre bránu.
Zaregistruj 
aplikačné porty 
pre uzol.
Vyšli 
všesmerovú 
správu.
Prijal si 
všesmerovú 
správu?
Pošli správu na 
bránu.
Prijal si 
všesmerovú 
správu?
Prijal si správu 
pre bránu?
Spracuj dáta a odošli na 
sériový/TCP port.
Spracuj dáta a odošli na 
sériový/TCP port.
Áno
Áno
Áno
Áno
Obr. 2.14: Diagram testovacej aplikácie.
2.5 Spracovanie dát
Na ukladanie dát bola použitá databáza MySQL. Táto databáza je spustená na
servri s operačným systémom Linux. Dáta sú do databázy posielané TCP protokolom
z Raspberry Pi, ktorý slúži ako brána do Ethernetu. Dáta z deRFnode sú posielané do
Raspberry Pi cez sériový port. Na Raspberry Pi je spustený klientský skript v jazyku
Python, ktorého úlohou je načítať dáta zo seriového portu a posielať ich na linuxový
server. Na serveri je spustená serverová časť skriptu, ktorej úlohou je prijímať dáta
z Raspberry Pi. Prijaté dáta sú v XML formáte a sú skriptom rozkladané a ukladané
do SQL databázy. Skript taktiež skontroluje, či už sú vytvorené potrebné tabuľky.
Ak nie, tak ich vytvorí. V databáze sú teda dve tabuľky 2.16. Tabuľka uzlov a
tabuľka paketov.
Tabuľka uzlov obsahuje názov uzlu, adresu uzlu používanú v bezdrôtovej sieti,
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Obr. 2.15: Prepojenie Raspberry Pi a uzlu deRFnode.
Obr. 2.16: Tabuľky v databáze.
IP adresu prevodníku a port kde je tento uzol pripojený. Táto tabuľka taktiež ob-
sahuje verziu aktuálneho firmvéru a časovú značku poslednej aktualizácie záznamu
v tabuľke.2.17.
Obr. 2.17: Tabuľka uzlov v sieti.
Tabuľka paketov obsahuje jedinečné ID paketu, adresy uzlov, odkiaľ a kam bol
paket zaslaný, RSSI a LQI spoja a akým výkonom bol paket zaslaný. Databáza
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každému paketu priradí aj časovú značku, kedy bol paket do databázy vložený 2.18.
Obr. 2.18: Tabuľka prijatých paketov určujúcich kvalitu spoja.
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3 ZÁVER
Prvým bodom zadania tejto práce bolo naštudovanie problematiky bezdrôtových
sietí. V rámci tohto bodu je v úvode práce priblížený štandard IEEE 802.15.4 a
využívané komunikačné balíčky. Tento štandard priniesol riešenia a funkcie pre pre-
vádzku bezdrôtových sietí s nízkou spotrebou energie. Umožňuje rýchle a automa-
tické pripájanie do siete a šetrí energiu tým, že sa uzly môžu v dobe nečinnosti
vypnúť. Pri výbere balíčka bolo potrebné zohľadniť, na čo bude sieť využívaná, a
aké funkcie od nej očakávame. Jedná sa o testovaciu sieť a bude na nej spustená
testovacia, prípadne lokalizačná aplikácia.
V rámci druhého bodu zadania bola navrhnutá experimentálna bezdrôtová sieť.
Návrh siete obsahuje testovaciu aplikáciu, ktorá monitoruje kvalitu jednotlivých
spojov a zasiela informácie na uzol 0x000. Tento uzol je cez sériový port pripojený
k embedded systému Raspberry Pi, ktorý v tom prípade slúži ako brána a preposiela
dáta na TCP port na servery. Server tieto dáta spracúva a ukladá do MySQL data-
bázy. Tento návrh taktiež obsahuje hlavný bod zadania a tým je prototyp zariadenia
na vzdialené nahrávanie firmvéru do uzlov.
Využitý bol Serial Bootloader od spoločnosti Atmel™, ktorý umožňuje nahráva-
nie firmvéru do mikroprocesoru pomocou sériového portu. Rádius pre správu takejto
siete bol rozšírený pomocou prevodníku sériového portu na sieť Ethernet. Vďaka vy-
tvoreným skriptom je možné nahrávať firmvér do zariadení pomocou siete Internet.
Skript vytvorí TCP spojenie s prevodníkom, reštartuje pripojený uzol a následne
zaháji Handshake sekvenciu. Po potvrdení odosiela dáta zo súboru SREC, ktorý
bol popísaný v kapitole 2.2.1. Dáta sú zasielané po riadkoch a každý riadok musí
byť potvrdený správou ACK. Pre automatizovanie procesu na nahrávanie na väčší
počet zariadení bol vytvorený ďalší skript, ktorý pracuje so súborom, kde sú uložené
vstupné dáta. Vstupné dáta obsahujú aký firmvér a na aký TCP port sa má nahrať.
Skript postupne spúšťa skript pre nahrávanie firmvéru pre každý záznam vstupných
dát. Po nahratí dát ukladá údaje do databázy o zmene firmvéru na danom uzle.
Výsledkom práce je návrh experimentálnej siete a nástrojov k zjednodušeniu jej
spravovania. Tieto nástroje umožňujú využívanie siete vedcom z celého sveta, ktorí
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sú schopní si nahrať vlastnú aplikáciu do exeprimentálnej sieťe cez sieť Internet a
následne analyzovať zozbierané dáta v databáze. Tento systém je možné rozšíriť na-
príklad o rozhranie pre prácu s databázou, kde sú uložené všetky zozbierané dáta. Po-
užitý prevodník poskytuje dva sériové porty, preto je možné k druhému RS232 portu
pripojiť rozhranie na ovládanie GPIO portov. To umožňí kompletnú správu pripo-
jeného uzlu. Napríklad prepínanie zdroja napájania, monitorovanie spotreby, ale aj
pripojenie ďalších senzorov. Namiesto prevodníku od firmy WizNET™, môže byť
vytvorená cenovo dostupnejšia varianta, ktorá bude poskytovať požadované funk-
cie.
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ZOZNAM SYMBOLOV, VELIČÍN A SKRATIEK
6LoWPAN komunikačný balíček implentujúci IPv6– IPv6 over Low power
Wireless Personal Area Networks
AODV smerovací protokol – Ad hoc On Demand Distance Vector
ARM typ procesorov – Advanced RISC Machine
AVR mikrokontoléry od firmy Atmel – Alf (Egil Bogen), Vegard (Wollan)
Risc procesor
CSMA/CA metóda pre prístup k médiu – Carrier Sense Multiple Access with
Collision Avoidance
DPS doska plošných spojov
ED detekcia sily signálu – Energy Detection
Ethernet Technológia pre káblový prenos dát.
FFD plne funkčné zariadenie – Full-Function Device
GTS garantované časové sloty – Guaranteed Time Slots
GPIO štandarný vstup/výstup – General Purpose Inuput/Output
HAL vrstva simulácie hradvéru – Hardware Abstraction Layer
IEEE inštitút pre elektrotechnické a elektronické inžinierstvo – Institute of
Electrical and Electronics Engineers
IETF organizácia na vývoj nových internetových štandardov – Internet
Engineering Task Force
JTAG rozhranie – Joint Test Action Group
LQI indikátor kvality spoja – Link Quality Indicator
MAC pod-vrstva prístupu k médiu – Media Access Control Sublayer
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MHz Mega–Hertz – jednotka frekvencie
OTAU bezdrôtový upgrade zariadenia – over-the-air upgrade
PHY fyzická vrstva – Physical Layer
RFD zariadenie s obmedzenou funkčnosťou – Reduced-Function Device
RSSI indikátor sily prijatého signálu – Received Strength Signal Indication
TWI dvojvodičová zbernica – Two-Wire-Interface
UART univerzálny asynchrónny prijímač/vysielač – Universal asynchronous
receiver/transmitter
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A KÓDY BOOTLOADER KLIENTA
Kód A.1: Slučka Handshake.
def handshake ():
while True:
global s
s = socket.socket(socket.AF_INET ,socket.SOCK_STREAM)
s.connect ((TCP_IP , TCP_PORT))
response = ’’
while len(response) != 4:
s.send(bytearray ([0xB2 , 0xA5 , 0x65 , 0x4B]))
rlist ,wlist ,elist = select.select ([s] ,[] ,[] ,0.2)
if [rlist , wlist , elist] == [ [], [], [] ]:
print "Sending Request\n"
else:
response2 = s.recv (4)
if ord(response2 [0]) == 105 or
ord(response2 [0]) == 211 or
ord(response2 [0]) == 210 or
ord(response2 [0]) == 38:
response = response + response2
if response == bytearray ([0x69 , 0xD3 , 0xD2 , 0x26]):
print ("Handshake CONF received!")
break
else:
print ("Received invalid data!")
Kód A.2: Nahrávanie dát.
f = open(FILE , "r")
sprava=f.readline ()
firstpart=bytearray.fromhex(sprava [0]. encode("hex")
+ sprava [1]. encode("hex"))
secondpart=bytearray.fromhex(sprava [2:]. rstrip(’\r\n’))
together = firstpart + secondpart
s.send(together)
while sprava != "":
response = ’’
while len(response) != 4:
rlist ,wlist ,elist=select.select ([s],[],[] ,0.2)
if [rlist , wlist , elist] == [ [], [], [] ]:
s.send(together)
print "sending again"
else:
response2 = s.recv (4)
if ord(response2 [0]) == 77 or
ord(response2 [0]) == 90 or
ord(response2 [0]) == 154 or
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ord(response2 [0]) == 180 or
ord(response2 [0]) == 45 or
ord(response2 [0]) == 89 or
ord(response2 [0]) == 178:
response = response + response2
if response == bytearray ([0x4D , 0x5A , 0x9A , 0xB4]):
print"#",
if sprava [1]==’7’ or sprava [1]==’8’ or
sprava [1]==’9’:
print (’’)
print(’Upload complete !’)
s.close ()
break
sprava=f.readline ()
firstpart=bytearray.fromhex(sprava [0]
.encode("hex")
+ sprava [1]. encode("hex"))
secondpart=bytearray.fromhex(sprava [2:]
.rstrip(’\r\n’))
together = firstpart + secondpart
s.send(together)
elif response == bytearray ([0x2D , 0x59 , 0x5A ,0xB2]):
print ("Received NACK! Aborting.")
break
elif response == "":
print(’No ACK. Sending again.’)
s.send(together)
else:
print("ERROR")
s.close ()
break
Kód A.3: Skript pre hromadné nahrávanie firmvéru.
import re
import sys
import subprocess
import MySQLdb as mdb
x=open("Files/data.txt", "r")
def upload ():
name=tmp [1]
address=tmp [2]
port=tmp [3]
fw_file="Files/" + tmp [4]. rstrip(’\r\n’)
myargs= (" -i %s -a %s -p %s") % (fw_file ,address ,port)
subprocess.call("python tcp_fw.py" + myargs , shell=True)
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line=x.readline ()
tmp = re.split(’;’,line)
while line [0] =="X":
upload ()
try:
dbcon = mdb.connect(’localhost ’, ’server ’,
’server123 ’, ’WSN’)
cur = dbcon.cursor ()
line = "SELECT 1 FROM nodes WHERE node_name=’%s’"
% (name)
query = cur.execute(line)
if query == 1:
line = "INSERT INTO nodes(IP ,port ,fw_version)
VALUES(’%s’,’%s’,’%s’,’%s’) WHERE node_name=’%s’
"
% (address ,port ,fw_file ,name)
else:
line = "INSERT INTO nodes(node_name ,IP ,port ,
fw_version) VALUES(’%s ’,’%s ’,’%s ’,’%s ’)"
% (name ,address ,port ,fw_file)
cur.execute(line)
dbcon.commit ()
print "%s added to database." % tmp[1]
line=x.readline ()
tmp = re.split(’;’,line)
except mdb.Error , e:
print "Error %d: %s" % (e.args[0], e.args [1])
sys.exit (1)
finally:
if dbcon:
dbcon.close ()
print "All files uploaded!"
Kód A.4: Výpis zo skriptu do konzoly pri hromadnom nahrávaní.
pi@raspberrypi ~/Upload# sudo python Upload.py
Reseting node 192.168.50.33 /5002
Sending Request
Sending Request
Handshake CONF received!
# # # # # # # # # # # # # # # # # # # # # # # # # # #
# # # # # # # # # # # # # # # # # # # # # # # # # # #
# # # # # # # # # # # # #
Upload completed on 192.168.50.33 / 5002
Gateway1 added to database.
43
Reseting node 192.168.50.33 /5001
Sending Request
Sending Request
Handshake CONF received!
# # # # # # # # # # # # # # # # # # # # # # # # # # #
# # # # # # # # # # # # # # # # # # # # # # # # # # #
# # # # # # # # # # # # #
Upload completed on 192.168.50.33 / 5001
Node1 added to database.
All files uploaded.
Kód A.5: Zachytené dáta zo sériového portu pri nahrávaní.
19 :18:19;IRP_MJ_WRITE;UP;STATUS_SUCCESS;b2 a5 65 4b ;"˛ĄeK"; //REQ
19 :18:19;IRP_MJ_READ;UP;STATUS_SUCCESS ;69 d3 d2 26 ;"iÓŇ&"; //CONF
19 :18:19;IRP_MJ_WRITE;UP;STATUS_SUCCESS ;53 30 10 00 00 54 65 6d 70 6c 61 74 65 2e
73 72 65 63 d8 ;"S0... Template.srecŘ"; //DATA
19 :18:19;IRP_MJ_READ;UP;STATUS_SUCCESS ;4d 5a 9a b4 ;"MZš´"; //ACK
19 :18:19;IRP_MJ_WRITE;UP;STATUS_SUCCESS ;53 31 7b 00 00 0c 94 90 00 0c 94 af 00 0c
94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af
00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c
94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 af
00 0c 94 af 00 0c 94 af 00 0c 94 af 00 0c 94 0d 1b 0c 94 dd 1a 0c 94 af 00 0c
94 af 00 0c 94 af 00 a0 ;"S1{...”?..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż
..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”Ż..”...”Ý..”Ż..”Ż..”Ż. ";
//DATA
19 :18:19;IRP_MJ_READ;UP;STATUS_SUCCESS ;4d 5a ;"MZ";
19 :18:19;IRP_MJ_READ;UP;STATUS_SUCCESS ;9a b4 ;"š´"; //ACK
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B NASTAVENIE BRÁNY (RASPBERRY PI)
Na Raspberry Pi bola nainštalovaná modifikovaná verzia linuxovej distribúcie De-
bian zvaná ako Raspbian. Táto distribúcia zahŕňa grafické prostredie a taktiež vý-
vojové prvky pre programátorov. Je tam nainštalovaný aj skriptovací jazyk Python.
Tento jazyk bol využitý na vytvorenie potrebných skriptov.
Raspberry Pi pripájame na deRFnode pomocou sériového portu. Ak chceme
tento port na Raspberry využiť, je potrebných pár úprav. Tento port defaultne slúži
ako konzolový port pre konfiguráciu Raspberry. Pre vypnutie prihlasovania sa do
konzoly je potrebné upraviť dva súbory. Prvý je /etc/inittab
Tento súbor obsahuje príkaz na zapnutie prihlasovania sa pri pripojení na sériový
port. V tomto súbore je potrebné nájsť riadok
T0:23:respawn:/sbin/getty -L ttyAMA0 115200 vt100
a zakomentovať ho pomocou #
#T0:23:respawn:/sbin/getty -L ttyAMA0 115200 vt100
Druhým súborom je /boot/cmdline.txt
V tomto súbore je nastavené, že pri bootovaní sú na sériový port odosielané
informácie o stave bootovania. Ak tieto informácie nie sú porebné tak je z tohto
súboru potrebné odstraniť všetky odkazy na sériový port.
dwc_otg.lpm_enable=0 console=ttyAMA0,115200 kgdboc=ttyAMA0,115200
console=tty1 root=/dev/mmcblk0p2 rootfstype=ext4 elevator=deadline
rootwait
po odstraneni:
dwc_otg.lpm_enable=0 console=tty1 root=/dev/mmcblk0p2 rootfstype=ext4
elevator=deadline rootwait
Po tomto nastavení je možné využívať sériový port ttyAMA0. Bol vytvorený
skript, ktorého úlohou je v nekonečnej slučke čítať tento port a po prijatí dát ich
odoslať na server.
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Kód B.1: Klient skript na Raspberry Pi
import socket
import serial
TCP_IP = ’192.168.1.5 ’
TCP_PORT = 51717
BUFFER_SIZE = 1024
s = socket.socket(socket.AF_INET , socket.SOCK_STREAM)
s.connect ((TCP_IP , TCP_PORT))
ser = serial.Serial(’/dev/ttyAMA0 ’, 38400 , timeout =1)
while True:
response=ser.readline ()
s.send(response)
s.close ()
ser.close()
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C NASTAVENIE SERVERA A DATABÁZY
Serverová časť je na virtuálnom stroji, kde je nainštalovaná linuxová distribúcia
Ubuntu a mySQL server. Je potrebné si v databáze vytvoriť užívateľa, cez ktorého sa
bude skript do databázy prihlasovať a nastaviť mu práva na vytváranie a editovanie
tabuliek.
Skript sa skladá z niekoľkých častí. Prvá časť je imoprtovanie potrebných balíč-
kov, ktoré vidíme v rámčekuC.1.
Kód C.1: Potrebné balíčky
import socket
import xml.etree.ElementTree as ET
import MySQLdb as mdb
import sys
Druhá časť je nastavenie TCP spojenia pre príjem dát zo skriptu Klient, ktorý
je v našom prípade spustený na Raspberry Pi. Potrebné je nastaviť len port, na
ktorom server počúva. V tomto prípade je to port číslo 51717 ako vidíme v rámčeku
C.2.
Kód C.2: Nastavenie TCP spojenia
TCP_IP = ’’
TCP_PORT = 51717
BUFFER_SIZE = 1024
s = socket.socket(socket.AF_INET , socket.SOCK_STREAM)
s.bind((TCP_IP , TCP_PORT))
s.listen (1)
conn , addr = s.accept ()
print ’Connection address:’, addr
Ďalšou často skriptu sú funkcie. Vytvorená je funkcia na pridanie uzlu do da-
tabázy C.3. Funkcia na pridanie paketu do databázy C.4. Potom funkcia, ktorá
skontoroluje či sa uzol už v databáze nachádza a keď nie tak volá funkciu na vy-
tvorenie uzlu C.5. Poslednou fuknciou je fukncia na kontrolu a vytváranie tabuliek
v databáze. Ak tabuľky v databáze ešte nie sú, tak ich vytvorí C.6.
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Kód C.3: Funkcia na pridanie uzlu do databázy
def insert_node (add):
line = "INSERT INTO nodes(address) VALUES(’%s’)" % (add)
cur.execute(line)
dbcon.commit ()
print "Node %s added!" % (add)
return
Kód C.4: Funkcia na pridanie paketu do databázy
def insert_packet (src ,dst ,rssi ,lqi ,tx_power ):
line = "INSERT INTO packets(source_address ,
destination_address ,rssi ,lqi ,tx_power) VALUES(’%s’,’%
s’,’%d ’,’%d ’,’%d ’)" % (src ,dst ,rssi ,lqi ,tx_power)
cur.execute(line)
dbcon.commit ()
print "Packet added!"
return
Kód C.5: Funkcia na kontorolu uzlu v databáze
def search_node (add):
line = "SELECT 1 FROM nodes WHERE address=’%s’" % (add)
query = cur.execute(line)
if query == 1:
#print "Node %s exists" % (add)
else:
insert_node (add)
return
Kód C.6: Funkcia na kontorolu a tvorbu tabuliek
def check_table(name):
line = "SHOW TABLES LIKE ’%s’" % (name)
query = cur.execute(line)
if query == 1:
print "Table %s exists" % (name)
elif name == "nodes":
line = "CREATE TABLE nodes (address CHAR (20) PRIMARY
KEY ,fw_version FLOAT ,node_type VARCHAR (60))"
cur.execute(line)
con.commit ()
print "Table %s added!" % (name)
elif name == "packets":
line = "CREATE TABLE packets (packet_ID BIGINT
PRIMARY KEY AUTO_INCREMENT ,source_address CHAR
(20),destination_address CHAR (20),rssi INT , lqi
INT , tx_power INT , timestamp TIMESTAMP)"
cur.execute(line)
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con.commit ()
print "Table %s added!" % (name)
else:
print "Table %s does not exist" % (name)
return
V hlavnej slučke skriptu sú prijímané dáta z klientského skriptu. Dáta sú vo
formáte XML a sú parsované a následne ukladané do premenných. Skript sa pripojí
do databázy, skontroluje či sú vytvorené tabuľky a uzly a následne vloží nový paket
do databázy. Kód hlavnej slučky je zobrazený v rámčeku C.7.
Kód C.7: Hlavná slučka skriptu
while True:
data = ""
data = conn.recv(BUFFER_SIZE)
if not "<" in data: continue
try:
tree = ET.fromstring(data)
except Exception , e:
print "Not well formated XML"
continue
for child in tree.iter(’txp’):
txp = child.text
for child in tree.iter(’rssi’):
RSSI = child.text
for child in tree.iter(’lqi’):
lqi = child.text
for child in tree.iter(’src’):
src = child.text
for child in tree.iter(’dst’):
dst = child.text
try:
dbcon = mdb.connect(’localhost ’, ’server ’, ’
server123 ’, ’WSN’)
cur = dbcon.cursor ()
check_table("nodes")
check_table("packets")
search_node(src)
search_node(dst)
insert_packet (src ,dst ,int(RSSI),int(lqi),int(txp))
except mdb.Error , e:
print "Error %d: %s" % (e.args[0], e.args [1])
sys.exit (1)
finally:
if dbcon:
dbcon.close ()
conn.close()
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