The basic motion-planning problem is to plan a collision-free motion for objects moving among obstacles between free initial and goal positions, or to determine that no such motion exists. The basic problem as well as numerous variants of it have been intensively studied over the past two decades yielding a wealth of results and techniques, both theoretical and practical. In this paper, we propose a novel approach to motion planning, hybrid motion planning, in which we integrate complete solutions along with Probabilistic Roadmap (PRM) techniques in order to combine their strengths and offset their weaknesses. We incorporate robust tools, that have not been available before, in order to implement the complete solutions. We exemplify our approach in the case of two discs moving among polygonal obstacles in the plane. The planner we present easily solves problems where a narrow passage in the workspace can be arbitrarily small. Our planner is also capable of providing correct nontrivial "no" answers, namely it can, for some queries, detect the situation where no solution exists. We envision our planner not as a total solution but rather as a new tool that cooperates with existing planners. We demonstrate the advantages and shortcomings of our planner with experimental results.
Introduction
Motion planning is about computing desired motions for moving objects under different constraints. This abstract definition encompasses a whole range of problems and arises in various areas: structural biology, autonomous robots, graphics, virtual actors, and navigation systems, to name just a few. We refer to the moving objects as robots and we describe their environment as a workspace, possibly filled with obstacles, under the constraint that collisions are not allowed. Given an initial and goal configurations, a motion planner has to plan a collision-free path, or to determine that no such motion exists. This basic problem has numerous extensions, where, for instance, obstacles are moving, kinematic and dynamic constraints limit the robot motions, or optimized trajectories must be computed. In this paper we study the case where two robots have to be coordinated. It is convenient to refer to the multiple robots as a robot system.
It is standard to study the motion-planning problem in terms of the configuration space (C-space), the space of all possible configurations of the robot. The dimension of C-space is the number of degrees of freedom (dofs) of the robot system. Each obstacle in the workspace transforms into an obstacle in the configuration space, or C-obstacle. A robot system may collide with itself; two links of a robot arm may collide with each other and robots in a multiple-robot system may collide among themselves. We refer to such collisions within the robot system as coordination collisions. We regard sets of configurations which represent coordination collisions as additional C-obstacles. A path of the robot system corresponds to a curve in C-space. A path is collision-free if the corresponding curve does not intersect any C-obstacle, that is, it lies completely within the free part of C-space. Motion planning has been proven a hard problem [27] and there is strong evidence that its solution requires exponential time in the number of dofs. For more information on motion planning and its variants see, e.g., [22, 23] .
Complete Solutions: Theory and Practice
In robot motion planning we consider an algorithm to be complete for a problem if it is guaranteed, for all instances of the problem, to find a solution when one exists and to return failure otherwise [16] . The first general complete algorithm for the basic motion-planning problem was proposed by Schwartz and Sharir [28] . Their solution is based on the Collins Algebraic Decomposition and it is doubly exponential in the number k of dofs. It was followed by a singly-exponential solution in k due to Canny [10] , which produces a one-dimensional network of 'roads', a roadmap, connecting the free configuration space.
A lot of effort was invested in giving worst-case near-optimal solutions to motionplanning problems with a small number of dofs, based on efficiently computing only the single component of the free configuration space that contains the initial configuration of the robot. There are near-optimal algorithms for the general motion-planning problem with two dofs [17] and for the general problem with three dofs [19, 30] . There are various other special cases for which efficient solutions were given (in particular, efficient solutions for k ≥ 4, which we do not know to be near-optimal). We omit further details and refer to reader to the survey [31] .
Until recently, complete algorithms have rarely been implemented. Indeed, the general complete algorithms are extremely difficult to implement. Implementing even the complete algorithms for motion-planning problems with a small number of dofs is far from trivial. Some complete algorithms were implemented over a decade ago [5, 6] . Notice however, that a genuinely complete implementation, namely an implementation that can correctly cope with all instances of the problem, requires the usage of special arithmetic in order to deal with arbitrary input 1 and in particular to handle tight or narrow passages for the robot in the workspace. We will refer to a complete implementation of a complete motion-planning algorithm as a complete solution. The difficulties in implementing complete solutions are not unique to robotic motion planning, and they arise in the implementation of geometric algorithms in other areas as well. This has led to a major effort by several research groups in computational geometry to develop the infrastructure for implementation of such algorithms. One such effort is the Cgal library of geometric data structures and algorithms [11] .
Within Cgal there are means to construct and manipulate arrangements of curves in the plane [15] , namely the subdivision of the plane into vertices, edges, and twodimensional faces induced by a collection of curves. Arrangements can serve as a key ingredient in complete solutions to motion-planning problems with two dofs (this connection as well as the underlying software support for it are described in [18] ). On top of the arrangement package we have built a complete solution to the polygonal translation problem [1, 14] and to the problem of a disc moving among polygonal obstacles [25] . The latter mainly relies on our ability to manipulate conic curves exactly [36] . We also have an almost complete solution for translational motion planning of a polyhedron among polyhedral obstacles [33] (not allowing degenerate input, but allowing the input to be arbitrarily close to degenerate), and we are currently working on a complete solution for planar motion planning with rotation.
To efficiently implement complete solutions, we have to overcome many hurdles and re-evaluate some of the postulates of the theoretical study of geometric algorithms. We have to redesign the algorithms with practical consideration in mind (e.g., a careful choice of polygon decomposition [1] ), invent new methods to speed up the special number types that are required here (e.g., new technique and improved "separation bounds" in handling conics [36] ) and devise efficient algorithmic procedures to handle degenerate input, i.e. scenarios which are ruled out by the prevailing "general position" assumption in theory [14] .
In the novel hybrid solution that we present in Section 3, we shall be using our complete solution of the motion-planning problem of a disc moving among polygons in the plane. We point out that a complete implementation must support some representation of so-called algebraic numbers, since even if the input is described with integers only, the free configuration space may have non-rational vertices (consider for example the intersection of the unit circle with the line y = x).
Probabilistic Roadmaps
In the face of the prohibitive complexity of complete general planners and the difficulty in implementing them, heuristic techniques have been proposed [22] . Although these have been successful in some scenarios, they lacked formal guarantee of performance, and failed to solve seemingly simple problems.
The introduction of probabilistic solutions [7, 21] proved as an important advance in the field of motion planning. These solutions trade a limited amount of completeness against a major gain in computing efficiency. Probabilistic solutions have other advantages as well. They are much simpler than complete solutions, they are easier to implement, and they are easily adaptable to different settings, in general, and are successfully applied to problems with many dofs, in particular. The form of completeness, that describes this family of solutions, is referred as probabilistic completeness: if a solution path exists, the planner finds one in bounded time with high probability. It is argued [7] that this weaker form of completeness can be particularly interesting, if it is possible to show that the planner's running time grows slowly with the inverse of the failure probability that we are willing to tolerate.
A class of probabilistic solutions that has been intensively studied and applied is probabilistic roadmaps (PRMs), that consists of sampling the configuration space at random, retaining the free samples as graph nodes, and connecting these nodes by a "local" planner to form a connectivity graph (the roadmap). In PRMs, the prohibitive computation of an explicit representation of the free configuration space is abandoned altogether. Instead, the free configuration space is implicitly provided by some local function, e.g., collision detection or distance measurement. The main drawback of PRMs is their difficulty to solve cases where the configuration space contains narrow passages. Many variants of the basic PRM scheme have been proposed in order to overcome this hurdle. The PRM in [20] allows some penetration of the robot into the obstacles, which results in the dilation of free space. The underlying intuition is that, by widening narrow passages, the connectivity of the free space is easier to capture. In the Gaussian sampling strategy [9] , the probability for a free sample to be added to the roadmap is dependent on the amount of forbidden configurations nearby. The result is a better coverage of the difficult parts of the free configuration space. Some variants of PRM use information about the environment to guide node generation. MAPRM, medial axis PRM [37] , combines both the PRM approach as well as the generalized Voronoi diagram approach by generating random networks whose nodes lie on the medial axis of the free space. In OBPRM, obstacle-based PRM [2, 3] , configurations are sampled on or near obstacles. In [3] a multi-stage connection strategy is shown to significantly improve the connectivity of the resulting roadmaps. All advanced variants work well on certain types of problems but unfortunately all fail on others. A synthesis is proposed in [12] , where a meta-planner is used to break down the original problem into subproblems which match or approximate the various sets of strengths and weaknesses. Then, the appropriate motion planner is assigned to work on the appropriate subproblem.
Collision detection is probably the most important primitive operation in PRMs and is an active area of research in its own right. In addition to collision detection, PRMs make heavy use of distance computation and local planners. A comparative evaluation of different metrics and local planners is available [4] . No matter how successful PRMs are, when such a planner fails to find a path, it is not certain whether no path exists, or that the planner simply did not adequately sample the free configurations space. It is also possible that the time limit to which a PRM is confined is insufficient. Interestingly, a recent paper [8] attacks the problem from the other end, focusing on disconnection proof, or proofs showing that there exists no solution to the posed motion-planning problem.
Our Results
PRMs have shown great success in solving previously infeasible problems. Nevertheless, as time passes, applications become more and more demanding. Moving objects, often virtual, tend to have more and more dofs. The better the basic motion-planning problem is understood, the more complex are the variants that enter the research arena. They include optimal planning, kinematic and dynamic constraints, planing with deformable robots and obstacles, and more. [23] .
Even as PRMs become more sophisticated it is clear that between these techniques and complete solutions there is still a wide gap. This suggests the possibility of a further synergy between the two. Such a combination was hard to achieve until recently, because as explained in Section 1.1 and in [23] , complete solutions require special arithmetic along with robust tools for them to be widely used in practice. As such tools are now available, e.g., as part of Cgal [11] , we believe that there is a place for a new type of planners that tries to integrate complete solutions with PRM techniques. These planners combine the strengths of both approaches and offset their weaknesses.
The hybrid approach we suggest is to break an existing problem into subproblems, each with less dofs than the original problem, such that a composition of solutions to the subproblems is a solution to the original one. We present a specific example of this hybrid approach in the form of a planner for the coordination of two discs moving among polygonal obstacles in the place. We refer to the hybrid motion planner as HyMP. Instead of having an explicit representation of C free or none at all, HyMP computes an explicit representation only for a subset of C free . This explicit partial representation, as we refer to it, provides HyMP with a complete solution for a subset of the possible queries. For the rest of the queries HyMP incorporates a PRM. As a result, this PRM has to cope with a subproblem that is simpler than the original one. Furthermore, it is aided by information derived from the explicit partial representation. The probabilistic part of HyMP is interesting in its own right and, for clarity, we will denote it by hPRM. Typically, PRMs cannot give a decisive "no" answer. They may fail to find a path simply because they have used up their time limit. We demonstrate that unlike PRMs, the complete solution enables our planner to result with correct nontrivial "no" answers rather than "failure" for a subset of the queries. We also show experimental results that demonstrate how HyMP easily solves previously hard problems.
HyMP is not a total solution that replaces existing ones. Beyond its evident advantages, our solution has disadvantages. Both are described in Section 3.3. We consider HyMP as a novel tool in the accumulating motion-planning toolbox and we envision it as part of a meta-planner framework, like the one presented in [12] .
The rest of the paper is organized as follows. We begin by presenting the setting of our study in Section 2. In Section 3, we give a taxonomy of configurations that leads to the introduction of the general scheme of the hybrid planner, its advantages and disadvantages as well as some implementation details. Experimental results are described in Section 4. Conclusions and suggestions for future directions are given in Section 5.
Preliminaries

The Setting
The moving objects (robots) considered in this paper are two planar discs D 1 and D 2 of radii r 1 and r 2 , respectively. The discs are free to move in a planar rectangular workspace W that contains N polygonal obstacles, P 1 . . . P N , with a total of n edges, as long as the discs do not collide with the obstacles (the complement of the bounding rectangle of W is regarded as another obstacle) or with each other. We consider the discs to be open sets and the obstacles to be closed sets; we forbid the disc interiors either to overlap with any of the obstacles or with each other, but we allow the discs to touch the obstacles or each other. We represent configurations using four-tuples (x 1 , y 1 , x 2 , y 2 ), where p i = (x i , y i ), i = 1, 2 is the placement of the center of the disc D i in W .
The configuration space C is four-dimensional. We let C free denote the (closed) subset of (collision-)free configurations and let C forb denote the subset of forbidden configurations.
Complete Solution for One or Two Discs
Our solution relies on a complete solution for the problem of one disc moving among polygonal obstacles, and borrows ideas from a complete solution for the coordination of two discs. We briefly sketch each of these solutions.
Complete Solution for One Disc The solution for one disc is an O(n log n) algorithm similar to the solution for a polygonal robot that is presented in [13] . Let X ⊕Y denote the Minkowski sum of X and Y , that is X ⊕Y = {x+y | x ∈ X, y ∈ Y }. Let D(x) denote the disc placed with its center at x. Given a disc robot D and a collection of polygons P 1 . . . P N (Figure 1(a) ), we compute a collection of C-obstacle P 1 . . . P N , where
. The boundary of a C-obstacle consists of line segments and circular arcs. We construct the 2D configuration space, that is represented by a planar map of the C-obstacles along with a bounding rectangle (Figure 1(b) ). C free is represented by the set of free faces in this map, namely the faces of the complement of the union of the C-obstacles.
Next, we vertically decompose C free by shooting vertical rays from boundary vertices (curve endpoints and vertical tangency points) toward the interior of C free (Figure 1(c) ). The result is a collection of (pairwise openly disjoint) simple connected cells, such that each cell is bounded by a constant number of line segments or circular arcs. More specifically, each cell has a trapezoid-like shape with two x-monotone bases, any of which can be either a line segment or a circular arc, and two vertical segments which we call side attachments. We refer to these cells as trapezoids. If the upper or lower base of a trapezoid is a circular arc then the trapezoid is non-convex, because the convex side of a circular arc is always part of a C-obstacle. One of the vertical attachments of a trapezoid may collapse to a point. We say that two trapezoids are adjacent if they meet along a vertical attachment.
We build a roadmap to reflect the connectivity of C free . The roadmap contains a node for each trapezoid and there is an edge between every pair of nodes that represent adjacent trapezoids. Given a pair of configurations q init and q goal , we find the trapezoids ∆ init and ∆ goal that contain them, respectively. There is a path between q init to q goal if and only if the nodes of ∆ init and ∆ goal belong to the same connected component of the roadmap.
Complete Solution for Two Discs The complete solution for two discs is a special case of the general algorithm due to Schwartz and Sharir [28, 29] . This solution was later improved to an O(n 2 ) algorithm in [32] . The algorithm is based on decomposing C into a collection of simple connected cells, such that each cell has O(1) complexity.
Moreover, each such cell contains configurations that represent equivalent states of the robot system. By determining adjacency of pairs of these cells, we obtain a discrete combinatorial representation of C free in the form of a connectivity graph. Additional work in coordination of multiple robots include, e.g., [24, 34, 35] .
3 The Hybrid Planner
Taxonomy of Configurations
We differentiate between obstacle collisions, when one of the robots collides with some obstacle and coordination collisions, when each robot is disjoint from the obstacles but the robots overlap. We refer to configurations that represent such collisions as obstacleforbidden and coordination-forbidden, respectively. (Obstacle-forbidden configurations may represent cases where the robots overlap, in addition to the obstacle collision, but we do not consider these cases as coordination collisions.) Let C * forb and C forb denote the sets of collision-forbidden configurations and coordination-forbidden configurations, respectively.
Let us partition C free as well. Consider C * forb , the complement of C * forb . C * forb = C free ∪ C forb , i.e it includes configurations that are either free or coordination-forbidden (but it does not include obstacle-forbidden configurations). Let C 1 . . . C M be a disjoint finite partition of C * forb into connected cells. (We will shortly propose such a partition.) Some of these cells contain only free configurations, while others may contain coordinationforbidden configurations as well. We let C * free be the union of all the free cells C i . If q init and q goal are both in the same connected component of C * free , then we know there is a solution to the motion-planning problem. We let C free denote the free configurations that are not in C * free , i.e., C free := C free \C * free . The result of the partitioning is that C is the disjoint union C free ∪ C * free ∪ C forb ∪ C * forb .
General Scheme
HyMP computes explicit representations of C * free and C * forb but, it does not compute an explicit representation of C free as a whole. The planner begins with calculating C 1 free and C 2 free , where C i free is the two-dimensional space of all free placements of D i , ignoring the presence of the other disc. Let {c 1 1 ,. . . ,c 1 m 1 } and {c 2 1 ,. . . ,c 2 m 2 } be the vertical decompositions for C 1 free and C 2 free , respectively. For each 1 ≤ i ≤ m 1 and 1 ≤ j ≤ m 2 , let C i,j denote the Cartesian product c 1 i ×c 2 j . Obviously, C i,j is the free configuration space of the combined system D 1 and D 2 when moving in the presence of only O(1) obstacles, or, more precisely, subject to only O(1) collision constraints, ignoring coordination collisions. Each C i,j is a connected four-dimensional region that we call a 4D cell, or cell for short.
C * forb is the result of "gluing" all these 4D cells together. Two
k are adjacent in their respective 2D configuration space. The first two entries describe cases where D 1 (resp. D 2 ) moves within the same trapezoid, while D 2 (resp. D 1 ) crosses over a vertical attachment from one trapezoid to an adjacent trapezoid. The third entry describes the case where both discs cross over from one trapezoid to an adjacent one.
Let us look at a 4D cell C i,j , that describes all possible configurations where D 1 (resp. D 2 ) is in c 1 i (resp. c 2 j ). Assume that we embed the two-dimensional configuration space of each disc in the workspace in the obvious manner. The following lemma gives a sufficient condition for a 4D cell to contain only free configurations.
Lemma 2 C i,j contains only free configurations if c 1 i ⊕D 1 and c 2 j ⊕D 2 are disjoint.
We define C * free to be the union of 4D cells that fulfill the condition of Lemma 2 and hence contains only free configurations.
HyMP computes three connectivity (undirected) graphs. The connectivity graph CG is built to reflect the connectivity of C * forb . The nodes of CG are the 4D cells and the graph contains an edge connecting two 4D cells if these cells are adjacent. The connectivity graph CG * is analogous to CG but its set of nodes includes only the cells of C * free . In addition, hPRM, the PRM within HyMP constructs a roadmap CG of configurations within C free . We next present hPRM and its various components.
Sampling Scheme The default sampling scheme is simple: We sample a constant number k 1 of configurations in every 4D cell of C * forb .
Collision Detection and Simple Local Planning
The sampling domain of hPRM is C * forb . Given a configuration q ∈ C * forb , the collision detection amounts to an invocation of the predicate do-overlap, that answers true if and only if the discs overlap. Given a pair of configurations p, q ∈ C * forb , the simplest local planner tries to connect these configurations along a straight line pq. More complex connection attempts are reduced to a set of consecutive invocations of this primitive. Within hPRM, we invoke this primitive only for pairs p, q contained in the same 4D cell. Since a 4D cell has an O(1) complexity, and since its shape is simple and well characterized, we gain a connection primitive that is very efficient. In turn, this enables us to invoke this primitive many times without sacrificing efficiency.
In the case of two discs the straight line local planner may prove too crude. We use the different types of configurations to refine it. The path pq may be invalid because it contains collision-forbidden or coordination-forbidden configurations. The explicit representation of C 1 free and C 2 free allows us to break the connection attempt between p and q into three questions via two simpler predicates. We check for each disc independently if the movement is free of obstacles. In addition, we verify that D 1 and D 2 do not overlap along the path. Because of the explicit representation of C 1 free and C 2 free , a single computation answers whether the path of each of the discs is free in its 2D configuration space without the need to check many consecutive configuration at some resolution along this path. If there are no obstacle-forbidden configuration along pq but the discs overlap along it, we further check if it is possible to coordinate the robots so that one waits to the other and only then moves, as described in Figure 2 .
Roadmap Connection Similar to OBPRM [2] , there are three general stages in the PRM connection strategy, where each stage can in turn be composed of sub-stages of its own. The first stage (In-Cell Connection) attempts to connect configurations sampled within the same 4D cell. The result of the first stage is a set of local connectivity graphs, one per cell. The second stage (Inter-Cell Connection) attempts to connect the local connectivity graphs of adjacent 4D cells. The result of the second stage is an initial roadmap. The third stage (Stitching) attempts to join different connected components of the initial roadmap.
1. In-Cell Connection: This step (along with the sampling stage) is a set of simplified motion-planning problems within every 4D cell. Each cell is of O(1) complexity, it contains only free or coordination-forbidden configurations, and it has a simple and well characterized shape. Therefore, modest sampling scheme and local planner are sufficient to grasp the connectivity of a cell in most cases. This is backed up by our experimental result. Let CG i,j denote the connectivity graph of the cell C i,j . (More sophisticated sampling scheme may be appropriate. Sampling, e.g., in the spirit of OBPRM [2] within a 4D cell C i,j , that amounts to sampling configurations on or near the upper and lower edges of the corresponding trapezoids c 1 i and c 2 j will probably result in local connectivity graphs that are more faithful to the connectivity of the relevant cell.) 2. Inter-Cell Connection: The second stage goes over all pairs of adjacent 4D cells C i,j and C k,l and attempts to connect the connected components of CG i,j with the connected components of CG k,l . As in Stage 1, the problem at this stage is also simple. The additional difficulty is due to the fact that pairs of adjacent 4D cells can form various shapes. Given two configurations p ∈ C i,j and q ∈ C k,l , we find an intermediate free configuration r on the common boundary between the two cells and we try to connect both p and q to r. Both of these connection attempts use the simple local planning primitive presented above.
Stitching:
This stage attempts to make connections between different connected components of the Stage 2 roadmap. At each iteration, the planner takes pairs of connected components V i and V j and tries to "stitch" them into a single connected component. Connected components are disconnected either because they are in different disconnected regions of C free , or because prior to this stage, no path was found between any pair of configurations, one of V i and one of V j . The stitching process takes advantage of the cell decomposition of C * forb in order to find places in the roadmap that are potential gaps of this sort. For each pair of connected components, the planner picks different pairs of representative configurations p ∈ V i , q ∈ V j . Next, the planner finds the 4D cell, C p (resp. C q ) that contains p (resp. q). The planner tries to find a path in CG that connects C p and C q and corresponds to a channel in C * forb with p and q on its opposite ends. If there is such a path (there can be many or none) then there is still a possibility that there is no free motion between p and q along this channel since it contains coordination-forbidden configurations that may block robot movements. If this is the case, then it is possible that other paths, between the cells of the same pair of representatives, or paths that connect cells of other pairs of representatives, will provide a free motion from one connected components to the other.
Given a path in CG, the planner traverses it twice. In the first traversal, the planner tries to find a 4D cell, where there are representatives of both V i and V j . For each such cell X, the planner invokes a complex planner within X, that tries to connect pairs of configurations, where the two input configurations each represents a different component, until it succeeds, it fails, or it reaches some predetermined limit. If the first traversal failed, the second traversal commences. In each step of the second traversal, two consecutive 4D cells X and Y along the path are examined. The planner checks whether it can find a representative of V i within X and a representative of V j in Y , or vice versa. If such a pair is found, the planner invokes a complex local planner that tries to connect these representatives between X and Y . In some cases, neither one of the traversals will be successful because no pairs of representative configurations will be found in any single cell (for the first traversal), or in a pair of adjacent cells (for the second traversal). However, connected components may still get transitively connected if they belong to a sequence of connected components, where every consecutive pair was directly connected.
We summarize the preprocessing stage of HyMP in Algorithm 1.
Query Processing Given a motion-planning query, i.e. a pair of free configurations q init and q goal , HyMP finds a solution in the following order. First, the 4D cells C init and C goal that contain q init and q goal , respectively, are found. If the CG nodes of C init and C goal are in different connected components of CG then it is clear no solution is possible and HyMP stops with a correct "no" answer. Next, if the CG * nodes of C init and C goal are in the same connected component of CG * then obviously there is a path and HyMP performs a 4D variant of the complete solution for one disc as described in
Sample k 1 configurations within C i,j
6:
Construct CG i,j 7: end for 8: for all pairs of adjacent 4D cells C i,j , C k,l do
9:
Connect connected components of CG i,j , CG k,l 10: end for 11: Let V 1 . . . V m be the connected components of the initial roadmap CG 12: for i = 0 to m − 1 do
13:
for j = i + 1 to m do 14:
end for 16: end for Algorithm 1: Preprocessing Section 2.2 to construct a path. Otherwise, HyMP performs the query processing stage of hPRM by trying to connect q init and q goal to the roadmap CG and seeing if they are in the same connected component of CG.
Advantages and Disadvantages
The hybrid planner we present has distinctive advantages. It also has some disadvantages. Both stem from three major traits of the planner and the combination thereof.
1. The breaking of the original problem into subproblems 2. The application of complete solutions to some of the subproblems 3. The cell decomposition scheme Having complete solutions for some of the subproblems, along with the breaking of the original problem into subproblems, enables us to define a subset of the queries for which we provide a complete solution. As we presented in the introduction, complete solutions per se can have many disadvantages. They may have prohibitive complexity and may be hard to implement. This is not the case here, the complete solution incorporated (a disc moving among polygonal obstacles in the plane) is very efficient. The explicit representation of C 1 free and C 2 free each demands an intricate implementation that requires exact and rather involved data structures in comparison with the straightforward implementations of PRMs. Nevertheless, it is far from being as complex as the complete solution of the original problem [32] , on the one hand, and the means to construct and manipulate the required data structures (mainly arrangements of curves in the plane) are now available, on the other hand.
The advantages of HyMP are:
Fast Answers As query processing amounts to different graph-searching and shortestpath algorithms, the time consuming part of the algorithm is the preprocessing stage. Except for a class of problem instances which we discuss below, HyMP is expected to give faster answers than existing PRMs for many previously hard problems. Recall, that the explicit representation of C * forb , C * forb , and C * free provides a complete solution for a whole set of queries, but it also provides necessary information for hPRM and therefore incurs no overhead. This allows hPRM to become a specialized PRM that has to deal with only either free or coordination-forbidden configurations, and it can take advantage of the cell-decomposition. This gives hPRM a better understanding of the connectivity of its domain (C * forb rather than C), as well as to locally operate within simple well-characterized 4D cells. Moreover, it is possible for hPRM to avoid sampling in C * free altogether because this region is represented by CG * .
Correct Nontrivial "no" Answers The hybrid planner is not complete, and since it incorporates a PRM within it, it may also fail to supply a path, even when one exists. Nevertheless, as was presented in Section 3.2, HyMP recognizes cases where two configurations each is in a different connected component of C * forb (in such cases their respective cell nodes are in different connected components of CG). Hence, a "no" answer in such cases is always correct, and it means that no obstacle-collision-free path is possible. In order to differentiate failures of the PRM within the hybrid planner from these correct "no" answers, we make this PRM return "failure" instead of "no". The "failure" answer is more informative than for existing PRMs because it does bear some positive information by providing the user with the knowledge that a path is indeed possible for each robot ignoring the other one. For some applications, this can be useful information. For example, if a workspace is unchangeable but the radii of discs may vary, this feature can help calibrate the radii by giving bounds on the pairs of radii for which a solution is possible.
Narrow Passages The problem of coordinating two discs among polygonal obstacles exemplifies that narrow passages are a characterization of the configuration space (and so a function of both the workspace as well as the robot system). Narrow passages in C result from narrow passages in W , but also because of coordination constraints. We refer to passages of the second type as coordination narrow passages.
The explicit representation of each of the 2D configuration spaces, as part of the complete solution of the single disc problem, along with the cell decomposition, make the hybrid planner almost insensitive to narrow passages that are the result of small width regions of W . The vertical cell decomposition of C i free guarantees that every narrow passage in W is represented by a trapezoid. If at least one of the trapezoids of a Cartesian product is of small width, the respective 4D cell is narrow as well. However, if the cell is not a coordination narrow passage, e.g., when it is part of C * free it is guaranteed to be part of the roadmap.
It is clear then, that coordination narrow passages are the significant hurdle in the way of hPRM toward making CG faithfully capture the connectivity of C freeṪ o this end hPRM has an aide in the form of the stitching algorithm. The algorithm analyzes C * forb and its cell decomposition in order to look for inconsistencies between the connectivity of CG, the roadmap of hPRM, and the connectivity of C * forb . This leads hPRM to potential narrow passages. Because C * forb =C free ∪C forb it is a good predictor of the connectivity of C free . As described in Section 3.2, the algorithm attempts to find gaps in CG by scanning channels of 4D cells that connect configurations (associated with nodes of pairs) of different connected components of CG within C * forb . HyMP as described above has an obvious disadvantage which we point out next, together with a means to overcome it.
Sensitivity to the Complexity of C free The vertical cell decomposition of C i free results in Θ(n) trapezoids [13] . Consider, the connectivity graph whose nodes are the trapezoids of C i free . This graph contains edges between nodes that represent adjacent trapezoids. Because this graph is planar we know that there is a total of Θ(n) pairs of adjacent trapezoids. Hence, there are Θ(n 2 ) 4D cells and a total of Θ(n 2 ) pairs of adjacent 4D cells.
The hybrid planner samples configurations within every one of the Θ(n 2 ) 4D cells and tries to connect connected components between every one of the Θ(n 2 ) pairs of adjacent 4D cells. In simple motion-planning problems, this is an effort far beyond what is actually needed. For example, a workspace with jagged boundaries (see Figure 3) requires a large number of vertices to describe its shape, but its interior may almost entirely overlap similar workspaces with smooth boundaries. Although in both cases the motion-planning problem is nearly identical, the hybrid planner will perform much more work in the first case than in the latter (and may therefore be unacceptably slower). Fortunately, this pitfall is easy to overcome as most PRMs are quick to answer queries where the solution is easy. We envision HyMP as part of meta-planner framework [12] rather than a total solution on its own. Such a framework is expected to start with simpler planning methods, that can quickly answer easy-to-solve queries, and reserve complex solutions for complex problems.
Implementation Details
HyMP was implemented in C++. Cgal [11] provided us both with a robust geometry kernel for the basic required objects (points, line segments, circles, etc.) and predicates as well as with the planar map and arrangements package. Given the collection of polygonal obstacles, we computed the two 2D configurations spaces, one for each robot, as follows. We adjusted our previously developed tools [1, 14, 25] to compute the Minkowski sums of the polygonal obstacles and the discs. Cgal planar maps were easily adapted to represent the 2D configuration spaces by performing a union over the relevant C-obstacles. Handling line segments and circular arcs simultaneously relies mainly on our ability to manipulate conic curves exactly [36] . This requires an exact number type that can represent algebraic numbers (irrationals in particular). We used the Leda real number type for this purpose [26] . We used the planar map utilities to perform the vertical decomposition of each 2D configuration space in place. We represented 4D cells of C * forb with pairs of trapezoids from C 1 free and C 2 free . Finally, we used the graph package of Leda to represent, manipulate, and query connectivity graphs.
Packages of exact number types often incur long running times because unlike in the theoretical unit-cost model, representing numbers and performing numerical operations 
Experimental Results
We performed several experiments in order to demonstrate the advantages and disadvantages as described in Section 3.3.
Single Narrow Passage The first experiment is intended to demonstrate that the hybrid planner is almost insensitive to narrow passages in the workspace, i.e., where coordination is not involved, no matter how narrow these passages are. We chose an H-shaped workspace where each of the vertical slabs of the shape ("slabs") spans a third of the width of the workspace (see Figure workspacesfig for an illustration). This provides the robots with sufficient space to coordinate their movements. The radius of each robot is 2 (units). We carried out two series of 10 experiments by changing the height of the corridor from 5, in the first series, to 4.2, in the second. rations within the corridor and to connect these configurations. Moreover, configurations within the corridor are connected to configurations in adjacent cells. Experiments also show that both the pre-stitching stages as well as the stitching stage itself are necessary to faithfully capture the connectivity of C free . The first row in Table 1 shows the decrease from 5 to 1 connected components due to stitching stage. However, this stage cannot overcome bad sampling and insufficient local connections to begin with as exemplified on the fourth row of the table (and indeed, in this case it is enough to simply sample 3 nodes in each cell rather than only 2). 8 of the 10 experiments with the wide corridor series were successful, while all the experiments in the narrow corridor series were successful. We performed an additional experiment with the wide corridor, where we did not allow any connection attempts prior to the stitching stage. This comes to demonstrate, that HyMP transitively connects connected components, even if it cannot connect them directly. In this case, the planner succeeded in connecting all nodes into one connected component (fifth row in the table).
Correct "no" Answers We used the same H-shaped workspace to verify that indeed we get "no" answers rather than "failure" by queries for which we have a complete solution. We ran this experiment with the wide corridor. The first robot was of a radius of 2, so that it can pass through the corridor, while the second of 2.6 so that it cannot. Again, we gave the robots initial and goal placements on both sides of the horizontal bar. As expected, we received a "no" answer for the above query.
Multitude of Narrow Passages This experiment is intended to demonstrate that the hybrid planner is almost insensitive to the quantity of narrow passages in the workspace. We have built a maze-like workspace (Figure 3 , in the middle). All the corridors, the long horizontal ones and the short vertical ones, have a width of 5 (1 in C free ). This time we also added coordination of medium difficulty by the fact the robots are left with the uppermost horizontal bar, whose width is 10, as the only place where they can bypass one another. The robots were both placed at the bottom corner left of the maze and had to swap positions. The initial and goal configurations are in the farthest regions in C free as far as the shortest path distance is considered. Topologically, C free is like a channel with these regions on its opposite ends. In order for the robots to succeed, they have to go from one end of the channel to the other, i.e., each robot has to go through all possible narrow passages twice and they have to succeed in bypassing one another as well. A third difficulty is the need to connect the long sequence of narrow passages. This can only be possible if the configurations sampled within the short vertical passage have visibility that covers both incident long horizontal passages.
Sensitivity to the Complexity of C free The last experiment is designed to demonstrate the sensitivity of the hybrid planner to the complexity of C. The workspace examined (Figure 3 ) is an almost empty square but with jagged upper and lower edges. There are 77 trapezoids (vertical slabs) in each 2D configuration space and there are therefore 77 2 = 5, 929 4D cells in C * forb . By sampling one configuration in each cell and retaining the free ones, HyMP reached a total of 5, 924 nodes in CG.
Conclusion
The recent advancement in the robust implementation of geometric algorithms, and in particular complete motion-planning algorithms, motivated us to combine such solutions with the most prevailing practical approach to motion planning-the PRM. The specific instance on which we have demonstrated this hybrid approach is the case of two discs moving among polygonal obstacles in the plane.
The next cases we propose to apply the approach to are (i) the case of more than two bodies, say several discs, moving among obstacles in the plane, and (ii) several polyhedra translating among polyhedral obstacles in 3-space. As mentioned above we already have the key ingredients of a complete solution for the problem of translating a single polyhedron among polyhedra in 3-space [33] (we call this problem the polyhedral translation problem for short).
We believe however, that a hybrid approach can also be helpful in obtaining improved solutions to problems other than coordinated motion planning. For example, we would like to use the complete solution for the polyhedral translation problem in order to solve the full rigid motion-planning problem for a polyhedron among polyhedra (that is, allowing translation and rotation). One way to do that is to use the so-called "slicing" method, where we build a coarse grid in the three-dimensional rotation space. For each vertex in this grid (which fixes the rotational dofs of the robot) we construct an explicit representation of the free space (we call these representations complete cross-sections). We then use PRM techniques to connect between the complete cross-sections. How to effectively make these connections is a non-trivial challenge.
Along different lines, one could use a PRM to solve a motion-planning problem and resort to complete solutions in only selected regions of the configuration space where it has failed to make a connection and there is some indication that a connection could be found.
Necessary future work is to experimentally compare our approach with PRM solutions. In recent years PRM techniques have been intensively studied and the various methods have been elaborated and are constantly being improved. We believe that reporting an experimental comparison with a basic solution (e.g., Gaussian sampling) without expert optimization is meaningless. The input to our experiments will be made available on-line and we are hopeful that eventually, in collaboration with the respective developers and experts, this input as well as additional benchmarks will be used to test and compare our hybrid approach with other methods.
