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Le Digital Library Una Biblioteca Digitale o Digital Library (DL) e` intesa
come una comunita` di utenti che interagiscono tra loro mediante un sistema
informatico, detto Digital Library System (DLS). Un DLS offre agli utenti
l’accesso a un ambiente virtuale per la gestione di oggetti digitali, le cui
funzionalita` possono variare da ricerca, navigazione, editing, annotazione
e tagging di tali oggetti, a strumenti per la collaborazione in stile social-
network, ed altro. Tali oggetti, detti information object, rispondono a un
cosiddetto information object model (IOM), ossia un modello concettuale dei
dati che esprime le entita` che una Digital Library vuole trattare in termini
di struttura (proprieta`) e semantica (significato delle proprieta`).
Tipicamente le applicazioni di un DLS sono realizzate mediante il suppor-
to di un Digital Library Management System (DLMS), un sistema di back-
end che offre funzionalita` per la gestione efficiente di oggetti digitali, detti
compound object. I modelli dei dati dei DLMS, detti compound object model
(COM), sono orientati alle digital library, cioe` offrono primitive di modella-
zione ricorrenti nella definizione di information object model per DLS, come
ad esempio: payload (un file), metadati (insieme di coppie attributo-valore)
e relazioni (associazioni etichettate tra entita`).
L’approccio tipicamente adottato nella realizzazione di DLMS e` quello
di supportare COM i cui compound object possiedono una struttura (o ti-
po) prefissata. Di conseguenza, la flessibilita` nel rappresentare information
object di diversi IOM dipende unicamente dall’espressivita` di tali strutture.
Ad esempio, un COM le cui primitive modellano istanze di grafi etichettati,
permette in generale di rappresentare information object di IOM arbitra-
ri, mentre un COM che modella istanze di coppie documento e metadati,
permette di rappresentare un numero limitato di IOM (tipico delle digital
library tradizionali). Tuttavia questa maggiore espressivita` delle primitive
offerte dal modello, introduce un problema di impedance mismatch, dovuto
alla differenza tra le astrazioni modellate dall’IOM e quelle modellate dal
COM.
DORoTy In questa tesi viene preso in considerazione un DLMS chiamato
DORoTy (Digital Object Repository with Types) che si propone di eliminare
i problemi relativi all’impedance mismatch adottando un modello dei dati
basato sui “tipi”. DORoTy, supporta un COM in cui e` possibile definire la
ii
struttura dei compound object, quindi rappresentare information object di
IOM arbitrari partendo dalla definizione della struttura dei compound object
che li rappresentano.
Interoperabilita` tra DLS Le Digital Library sono costituite da DLS im-
plementati con tecnologie differenti, i cui information object model possono
variare notevolmente gli uni dagli altri. Sorge dunque un problema di inte-
roperabilita` nel caso in cui si voglia scambiare o integrare information object
tra diversi DLS, e quindi i corrispondenti compound object. La Open Ar-
chives Initiative [LV01] ha proposto due protocolli standard per l’accesso
ai dati in un DLS: OAI-PMH Open Archives Initiative Protocol for Meta-
data Harvesting [LVa] e OAI-ORE Open Archives Initiative Object Reuse
and Exchange[LVb]. Tali protocolli permettono l’esportazione dei compound
object in un DLS secondo approcci differenti. OAI-PMH espone l’insieme
degli oggetti metadati relativi agli oggetti compound object, mentre OAI-
ORE permette l’accesso all’insieme di oggetti digitali che costituiscono un
compound object come fosse una particolare risorsa Web, detta aggregation.
Obiettivo della tesi Scopo di questa tesi e` quello di progettare e svilup-
pare una componente per l’esportazione dei compound object in DORoTy
in base ai protocolli OAI-PMH e OAI-ORE. In particolare, la componente
estendera` il linguaggio di definizione dei dati del DLMS con costrutti per la
definizione personalizzata di moduli di esportazione dei compound object a
partire dalla loro struttura, cioe` dai lori tipi dichiarati. Per tale linguaggio
verra` fornita una sintassi, una semantica e una definizione di correttezza, uni-
tamente a una specifica di implementazione delle componente di DORoTy
che ne realizzera` il compilatore e l’ambiente di esecuzione. Di tale specifica,
e` stato sviluppato un prototipo.
L’approccio dichiarativo all’esportazione dati OAI proposto nella tesi,
costituisce una novita` nel settore dei DLMS, in cui tendenzialmente le moda-
lita` di esportazione sono prefissate dal sistema e non lasciate alle preferenze
del progettista.
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Capitolo 1
Presentazione del problema
Negli ultimi dieci anni, il concetto di Biblioteca Digitale o Digital Library
(DL) si e` evoluto in modo sostanziale per cio` che concerne le tipologie di
contenuti da gestire e le funzionalita` per operare su di essi. In generale,
le DL si sono evolute da sistemi stand-alone che supportano l’organizzazio-
ne, la fornitura e l’accesso alle collezioni di particolari dati e informazioni
ad una singola comunita` di utenti, a sistemi multi-piattaforma che offro-
no contenuti nuovi attraverso l’elaborazione di dati potenzialmente remoti
ed eterogenei[Arm01]. Questa tendenza e` principalmente dovuta al carat-
tere multidisciplinare della ricerca moderna e alla necessita` di connettere,
elaborare e assemblare i risultati di varie fonti e discipline[CCI+07].
Il DELOS Digital Library Reference Model [CCF+08] e` il risultato del
DELOS Network of Excellence, un progetto europeo che aveva come scopo
quello di gettare rinnovate fondamenta alla ricerca sulle Digital Library al
fine di permettere una migliore comprensione e stimolare un’ulteriore evolu-
zione nel settore. DELOS definisce una DL come uno strumento al centro
dell’attivita` intellettuale di una comunita` di utenti che non ha confini logici,
concettuali, fisici, ne´ barriere alle informazioni. Nella sua concettualizzazione
si identificano tre distinti livelli di sistema (vedi figura 1.1):
• Digital Library (DL): Un’organizzazione costituita da risorse umane,
tecnologiche ed infrastrutturali che colleziona, organizza, assicura la
preservazione e rende disponibili contenuti digitali ad una o piu` comu-
nita` di utenti.
• Digital Library System (DLS): Un sistema software basato su un’ar-
chitettura definita (potenzialmente distribuita), che fornisce tutte le
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Figura 1.1: Un framework a tre Livelli: DL DLS e DLMS
funzionalita` richieste da una particolare Digital Library.
• Digital Library Management System (DLMS): Un generico sistema soft-
ware che fornisce l’infrastruttura appropriata per produrre, gestire un
Digital Library System.
Nella realizzazione di un DLS, possiamo identificare uno schema a livelli
tipico di di ogni sistema software (come definito nella figura 1.2):
• Un livello applicativo (DLS), costituito dalle applicazioni utilizzate da-
gli utenti delle comunita` delle Digital Library. Un DLS fornisce agli
utenti le funzionalita` per operare sui dati detti information object con-
formi a un particolare modello concettuale dei dati detto informa-
tion object model (IOM) della DL. Tale modello esprime le entita` che
una DL vuole trattare in termini di struttura (proprieta`) e semantica
(significato delle proprieta`).
• Un livello di storage a cui e` delegata la gestione efficiente dei dati
manipolati dalle applicazioni. Tale livello, costituito dal Digital Library
Managment System (DLMS) espone un proprio compound object model
(COM), ossia un insieme di primitive, per la rappresentazione digitale
delle entita` di un information object model.
3Figura 1.2: Struttura del sistema software DLS
Def. Compound object data model: Modello dei dati che mette a dispo-
sizione primitive per la rappresentazione di information object model come
combinazione di istanze delle tre entita`:
• Payload: Entita` che rappresenta il contenuto in un file.
• Metadato: Entita` che rappresenta un insieme di campi (tipicamen-
te coppie (proprieta`, valore)) che descrivono le caratteristiche di
un’entita`.
• Relazione: Entita` che rappresenta un’associazione fra due entita`. Ti-
picamente e` dotata di un’etichetta, o nome, che esprime la natura
dell’associazione.
Un compound object viene espresso come combinazione di tali primi-
tive, secondo una struttura definita dal compound object type, al fine di
rappresentare gli information object di un information object model.
In particolare i DLMS permettono la gestione dei compound object at-
traverso due particolari linguaggi:
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• Compound Object Type Language (COTL): Linguaggio per la defini-
zione dei compound object type in termini di struttura (proprieta`) e
semantica (significato delle proprieta`) dei compound object.
• Compound Object Data Language (CODL): Linguaggio per la creazio-
ne, manipolazione e ricerca di compound object nel DLMS a partire
dal compound object type definito.
Figura 1.3: Scala di espressivita` modelli dati DLMS
L’approccio adottato da molti DLMS in letteratura e` quello di supportare
COM i cui compound object possiedono un compound object type predefi-
nito. Il COTL fornito da tali DLMS offre un insieme stabilito di compound
object type, permettendo cos`ı di esprimere compound object dalla struttura
piu` o meno prefissata.
In fase di sviluppo di un DLS, sorge dunque il problema di identifica-
re quale sia il dominio di IOM rappresentabile da un dato DLMS. Esistono
infatti DLMS il cui COTL permette di esprimere compound object con strut-
ture rigide che impongono dei vincoli strutturali e semantici ben precisi sugli
information object rappresentabili. Tipicamente non si offrono primitive per
la gestione delle relazioni tra information object. Ad esempio COM che
5modellano istanze di coppie payload metadato (tipico delle digital library
tradizionali), permettono di rappresentare un numero limitato di IOM come
mostrato in figura 1.3.
Di contro esistono DLMS il cui COTL permette di esprimere compound
object con strutture flessibili che possono essere utilizzati per rappresenta-
re IOM di qualsiasi dominio applicativo delle DL. Questi DLMS hanno il
vantaggio di avere un COM le cui primitive permettono di rappresentare
payload e metadati di qualsiasi formato, e definire relazioni arbitrarie fra
oggetti in base ai requisiti dell’information object model. Ad esempio COM
che modellano istanze di un grafo, permettono di rappresentare information
object di IOM arbitrari come mostrato in figura 1.3. Tuttavia, le astrazioni
modellate dall’IOM rappresentato saranno differenti da quelle del COM, cio`
comporta un problema di “impedance mismatch”. Il termine viene spesso
utilizzato nell’ambito dei database relazionali, dove per object-relational im-
pedance mismatch si intende l’insieme di ostacoli concettuali e tecnici che
si riscontrano quando un relational database management system (RDBMS)
si deve interfacciare ad un linguaggio orientato agli oggetti. Tali difficolta`
sorgono nel momento in cui un oggetto o una definizione di classe deve essere
mappata in una tabella o in uno schema relazionale.
Parafrasando tale concetto nel contesto dei DLMS e DLS, e` possibile
asserire che i COM il cui COTL permette di esprimere compound object con
strutture rigide avranno bassa impedance mismatch ma fornisce un basso
livello di espressivita` di IOM. D’altra parte, cio` consente la distribuzione
del DLMS con un pacchetto di applicazioni pronte per l’uso che consentano
una semplice ed efficace gestione degli information object. In questo modo
i costi di realizzazione per i DLS sono molto contenuti e si limitano alla
necessita` di configurare tali applicazioni alle eventuali peculiarita` del modello
adottato. Invece i COM il cui COTL permette di esprimere compound object
con strutture flessibili, sono in generale caratterizzati da un’alta impedance
mismatch, ma forniscono un alto livello di espressivita` degli IOM. Tuttavia
la realizzazione e la manutenzione di un DLS richiede dei costi molto piu`
alti perche` necessita l’intervento di un team di sviluppatori che realizzano
applicazioni “ad hoc” per l’information object model definito.
La presenza di diversi DLMS con cui sono realizzati i DLS, la diversita`
degli IOM che essi adottano, porta alla luce un problema di interoperabilita`
dei dati fra i vari DLS. In particolare, possiamo definire l’interoperabilita` dei
dati come la misura in cui un DLS sia in grado di esporre i propri information
object, e quindi i compound object che li rappresentano, a sistemi differenti.
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La Open Archives Initiative [LV01] ha proposto delle soluzioni a tale que-
stione, definendo due protocolli standard per l’accesso ai dati in un DLS:
OAI-PMH Open Archives Initiative Protocol for Metadata Harvesting [LVa]
e OAI-ORE Open Archives Initiative Object Reuse and Exchange[LVb]. En-
trambi i protocolli permettono l’esportazione di compound object dei DLS
secondo approcci differenti: OAI-PMH espone l’insieme degli oggetti me-
tadati relativi agli oggetti compound object in un DLS, mentre OAI-ORE
permette l’accesso agli oggetti digitali che costituiscono un compound object
come fosse una particolare risorsa Web, dette aggregation. Tipicamente l’ap-
proccio adottato per implementare tali protocolli e` di prestabilire le modalita`
con cui metadati e aggregation relativi al compound object dovranno essere
esportati in base al COTL supportato dal DLMS.
1.1 Obiettivo della Tesi
Tra i vari approcci ai DLMS, e` di particolare interesse DORoTy (Digital
Object Repository with Types) che possiede l’innovativa caratteristica di in-
trodurre la nozione di tipo tipica dei DBMS nel DLMS[CMP07]. DORoTy,
infatti, supporta un COM il cui compound object type language offre delle
primitive che permettono di esprimere una struttura dei compound object
che riflette quella dell’IOM da rappresentare, minimizzando cos`ı l’effetto del-
l’impedance mismatch per gli sviluppatori dei DLS come mostrato nella fi-
gura 1.4. L’approccio alla definizione statica dei tipi porta quindi a diversi
benefici dal punto di vista della progettazione, sviluppo e manutenzione di
applicazioni, sia da quello di gestione efficace e sicura dei dati.
Scopo di questa tesi e` quello di progettare e sviluppare una componen-
te per l’esportazione dei compound object in DORoTy in base ai protocolli
OAI-PMH e OAI-ORE. In particolare, la componente estendera` il linguaggio
di definizione dei dati del DLMS con costrutti per la definizione persona-
lizzata di moduli di esportazione dei compound object a partire dalla loro
struttura, cioe` dai lori tipi dichiarati. Per tale linguaggio verra` fornita una
sintassi, una semantica e una definizione di correttezza, unitamente a una
specifica di implementazione delle componente di DORoTy che ne realizzera`
il compilatore e l’ambiente di esecuzione.
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Figura 1.4: Impedance mismatch in DORoTy: relazione tra COM e IOM
1.2 Struttura della Tesi
Nel Capitolo 2, vengono introdotti i protocolli OAI per l’esportazione dei
compound object per l’interoperabilita` dei vari DLS. Il Capitolo 3 presenta
lo stato dell’arte dei DLMS, in particolare si analizzano gli information ob-
ject model dei sistemi Fedora e DSpace e si descrive l’approccio statico alle
implementazioni dei protocolli OAI-PMH e OAI-ORE, discutendone vantag-
gi e svantaggi. Il Capitolo 4 presenta DORoTy analizzando il suo COLT e
CODL. Il Capitolo 5 presenta la realizzazione dei protocolli OAI nel siste-
ma DORoTy. Il Capitolo 6 chiude infine la tesi, commentando il lavoro di
raffinamento e completamento pianificato per il futuro.
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Capitolo 2
Interoperabilita` di DLS
“I am not suggesting that the
Commission creates a single
library. I envisage a network of




societa` per l’informazione e
media: Viviane Reding
La previsione fatta da Viviane Reding, durante la definizione del pro-
getto European Digital Library (EDL), si e` rivelata veritiera. Oggi, infatti,
in Europa e nel mondo sono presenti Digital Library (DL), con scopi, fun-
zionalita` differenti fra di loro. Tali DL sono supportate da Digital Library
System (DLS) implementati con tecnologie differenti, e che adottano diffe-
renti information object model allo scopo di adattarsi meglio alle esigenze
delle rispettive comunita` di utenti. Inoltre tali DLS si appoggiano su DLMS
differenti, che offrono compound object model i cui compound object hanno
una struttura prefissata.
Come asserisce Vivian Reding, nasce l’esigenza di creare sistemi piu` com-
plessi, come network di DL supportati da differenti DLS, che interagiscono
fra di loro, integrando ed esportando i propri information object e quindi i
compound object che li rappresentano. In tale scenario, emerge il problema
di come fare interoperare i DLS (DLMS) con IOM (COM) eterogenei.
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In questo capitolo viene analizzato in particolare cosa si intende per in-
teroperabilita` dei dati fra i DLS e quale sia lo stato dell’arte in proposito.
In particolare, saranno esaminate le soluzioni a tale problema proposte dalla
Open Archives Initiative: OAI-PMH Open Archives Initiative Protocol for
Metadata Harvesting e OAI-ORE Open Archives Initiative Object Reuse and
Exchange.
2.1 Interoperabilita` dei dati
Nel seguito consideriamo un Data Management System (DMS) come un qual-
siasi sistema (o sotto sistema) che fornisce funzionalita` per memorizzare e
accedere ad una collezione di dati. L’interoperabilita` dei dati e` definita co-
me la misura in cui un DMS e` capace di esporre i propri dati a sistemi che
intendono consumarli, detti consuming system(vedi fig. 2.1).
Figura 2.1: problema di interoperabilita` dei dati
I DMS tipicamente gestiscono dati espressi secondo un particolare model-
lo dei dati, memorizzati tramite una rappresentazione interna e manipolati
attraverso un linguaggio di manipolazione. Il requisito minimo per un DMS
e` quello di fornire delle API che permettano l’interazione con la propria
collezione di dati secondo il modello dati e il linguaggio del DMS.
Tuttavia, i DMS, possono anche dichiarare ed implementare API che
forniscono una “vista” del DMS che non necessariamente coincide con il
modello dati, linguaggio e collezione di dati originale. Tale vista puo` variare
da un sottoinsieme del modello dati del DMS, linguaggio e collezione dei dati,
ad un modello dati completamente diverso da quello dello stesso DMS. A tal
fine e` necessario definire un mapping fra il modello dati di tale vista, ed il
modello dati adottato dal DMS (vedi fig. 2.2).
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Figura 2.2: modello dati delle API
In base alle tecnologie con cui tali API vengono implementate, si deter-
mina il dominio dei consuming system che possono interagire con il DMS in
questione.
L’approccio tipico all’interoperabilita` dei dati e` di tipo top-down, in cui
una comunita` definisce API standard con un proprio modello dati e un lin-
guaggio di manipolazione, in base alla necessita` dei consuming system. In
una seconda fase, i DMS mappano il proprio modello dati e linguaggio di ma-
nipolazione in quello fornito dalle API, per consentire un accesso standard
alla propria collezione dei dati o ad una sua vista. La letteratura offre nume-
rosi esempi di standard, ognuno dei quali differisce per il livello di astrazione
proposto rispetto al modello dati da gestire. Ad esempio ODBC astrae su
tutti i DBMS ed una sua implementazione definita attraverso l’utilizzo della
tecnologia Java e` JDBC.
Nel contesto delle Digital Library, per DMS si intende un Digital Library
Managment System in cui viene definito un modello dati per esprimere in-
formation object appartenenti ad un IOM, ed un linguaggio per manipolare
i compound object che li rappresentano. Vari protocolli sono stati proposti
per l’interoperabilita` nel contesto delle digital library (ad esempio il “search
middleware” in [PBJ+00], oppure il modello proposto in “Interoperability
for digital objects and repositories” [PBLO99] ), i piu` noti sono i protocol-
li standard OAI-PMH e OAI-ORE [LPJ+07]. Questi definiscono viste sulle
collezioni di dati gestiti dai DLMS e la loro implementazione richiede la defi-
nizione di un mapping tra il COM del DLMS e quello fornito dalle rispettive
API.
Ad esempio consideriamo due particolari DLMS quali DSpace e Fedora.
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Entrambi, come vedremo meglio nel seguito, gestiscono la nozione di pay-
load e metadati associati, secondo differenti compound object model. Come
mostrato in figura 2.3 entrambi i DMS espongono le API per il protocollo
standard OAI-PMH conforme ad un modello dei dati che consiste in un in-
sieme di collezioni di record di metadati Dublin Core [DC] [Efr07]. Inoltre,
alcuni DLMS implementano le API OAI-ORE secondo cui i dati sono esposti
attraverso un modello dati di aggregazioni di risorse.
Figura 2.3: DSpace e Fedora: interoperabilita` con OAI-PMH e OAI-ORE
2.2 Open Archive Initiative
La Open Archives Initiative, meglio nota con l’acronimo OAI, e` un progetto
nato per rendere fruibili gli archivi che contengono documenti prodotti in
ambito accademico (ad esempio libri o articoli), al fine di promuoverne la
diffusione in ambito scientifico. Il progetto ha avuto inizio con un convegno
di esperti e studiosi tenutosi a Santa Fe nel 1999 nel quale sono stati discussi
meccanismi per incoraggiare la distribuzione di documenti digitali. Il gruppo
era motivato dalla convizione che l’interconnetivita` del Web, fornisse nuove
opportunita` di distribuzione di tali documenti.
La Open Archive Initiative ha definito due protocolli standard per l’ac-
cesso ai compound object da un DLS: OAI-PMH Open Archives Initiative
Protocol for Metadata Harvesting [LVa] pubblicato ufficialmente nel 2001 e
OAI-ORE Open Archives Initiative Object Reuse and Exchange pubblicato
nell’ottobre del 2008.
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2.2.1 OAI-PMH
L’Open Archive Initiative Protocol for Metadata Harvesting (OAI-PMH) de-
finisce un API per la raccolta di oggetti metadati relativi ai compound object
contenuti in un DLS [BJLS06]. Il tipico caso d’uso consiste nella raccolta di
metadati relativi a compound object che rappresentano un information object
model costituito da un oggetto payload in relazione con un oggetto metadato
che lo descrive.
In particolare, il protocollo comprende alcuni attori fondamentali:
• Data Provider: e` il sistema che contiene i metadati in origine e quindi
anche i compound object relativi. Nel modello dell’interoperabilita`
dei dati discusso nel paragrafo precedente, tale sistema corrisponde al
DMS.
• Service Provider: il sistema che esegue la raccolta dei metadati sal-
vandoli in una collezione locale. Nel modello dell’interoperabilita` dei
dati mostrato in precedenza, tale componente corrisponde ai consuming
system.
• Harvester: Applicazione client che esegue richieste OAI-PMH. Un har-
vester e` gestito da un Service Provider come strumento di raccolta dei
metadati dai Data Provider.
• Repository: Server, accessibile dalla rete, in grado di processare le
richieste OAI-PMH correttamente. Un repository e` gestito dai data
provider per esporre i metadati di un data provider agli harvester.
Un tipico caso d’uso e` mostrato in figura 2.4 in cui e` presente un service
provider e molti data provider che espongono oggetti metadati attraverso
dei repository (un esempio di questa architettura e` fornito dall’infrastruttura
DRIVER [ACC+09][CCMP07][ABMM08]). Il service provider raccoglie tali
metadati, per mezzo di un harvester, in una collezione centrale per poi fornire
nuovi servizi e funzionalita`.
Nel seguito vengono discussi il modello dati e le funzionalita` del protocollo
OAI-PMH.
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Figura 2.4: OAI-PMH: Struttura modello Data Provider, Service Provider
Modello Dati
Come definito nel paragrafo precedente, OAI-PMH espone una vista su di
un qualsiasi DMS in base a uno specifico modello dati e un linguaggio per
manipolarli/accederli.
Il modello dati definito da OAI-PMH e` costituito da quattro elementi
fondamentali:
• Resource: Oggetto descritto dal metadato. La natura della risorsa sia
essa fisica o digitale, cos`ı come la sua memorizzazione nel repository o
l’appartenenza ad altro database, e` al di fuori dello scopo di OAI-PMH.
• Metadata record: Consiste in un metadato espresso in un dato formato
che descrive una risorsa. Un record e` restituito in una risposta HTTP,
in seguito ad una richiesta OAI-PMH di un metadato, codificato in
XML.
• Metadata format: Definisce il formato di un metadato, secondo le spe-
cifiche OAI-PMH e` obbligatorio che per ogni item esista un record di
metadati con formato Dublin Core .
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• Item: E` concettualmente un contenitore di metadati relativi a una
singola resource. Ogni record di metadato ha un formato diverso e puo`
essere raccolto attraverso richieste OAI-PMH.
• Set : Costrutto opzionale per raggruppare item in un repository allo
scopo di facilitarne la raccolta via OAI-PMH. L’organizzazione degli
item in set e` possibile in due diversi modi: piatta e gerarchica.
Figura 2.5: Risorsa OAI-PMH
Funzionalita`
Il protocollo OAI-PMH e` basato su HTTP. La risposta ad una richiesta OAI-
PMH deve essere un’istanza corretta di un documento XML costituita da un
campo header che identifica l’item e un campo body che contiene il metadata
record richiesto ( vedi Appendice B sezione b.1). OAI-PMH supporta ogni
formato di metadato codificato in XML.
Il protocollo OAI-PMH definisce sei tipi di richieste che utilizzano uno
dei seguenti servizi o verbi:
1. Identify: verbo utilizzato per recuperare informazioni sul repository
quali il nome del repository, la versione del protocollo utilizzata ed
altro.
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2. ListMetadataFormats: verbo utilizzato per recuperare i formati dei
metadati disponibili in un repository. Si puo` utilizzare l’argomento
opzionale identifier che specifica l’identificatore dell’item per cui il for-
mato dei metadati e` richiesto. Se tale argomento viene omesso saranno
restituiti tutti i formati dei metadati disponibili.
3. ListRecords: verbo utilizzato per raccogliere i record da un reposito-
ry. Argomenti opzionali possono essere utilizzati per la ricerca selettiva
basata sui set e/o datestamp.
4. ListIdentifiers: verbo utilizzato per recuperare solo gli header,
piuttosto che i record. Argomenti opzionali possono essere utilizzati
per la ricerca selettiva basata sui set e/o datestamp.
5. ListSets: verbo utilizzato per avere la struttura (nome e gerarchia)
dei set all’interno di un repository.
6. GetRecord: verbo utilizzato per recuperare un singolo record metadato
da un repository. Sono richiesti argomenti che specificano l’identifica-
tore dell’item da cui il record e` richiesto e il formato del metadato che
deve essere incluso nel record.
OAI-PMH offre la raccolta selettiva di record di metadati, che consen-
te all’harvester di raccogliere sottoinsiemi dei metadati disponibili in un
repository. Sono supportati tre tipi di raccolta selettiva:
• Raccolta selettiva per datestamp: l’harvester raccoglie solo quei record
che sono stati creati, modificati o cancellati in uno specifico periodo
di tempo. Cio` e` possibile attraverso l’utilizzo di due argomenti from e
until nella richiesta ListRecords o ListIdentifiers.
• Raccolta selettiva per set: l’harvester puo` specificare una raccolta selet-
tiva in base al criterio di appartenenza ad un particolare set. Cio` e` pos-
sibile includendo l’argomento opzionale set nella richiesta ListRecords
o ListIdentifiers.
• Raccolta selettiva per formato: l’harvester raccoglie solo quei record di
un dato formato, specificandolo come parametro nella richiesta Get-
Records.
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La raccolta selettiva per datestamp da parte di un harvester viene tipica-
mente utilizzata nel caso di raccolta incrementale. Per evitare la dispendiosa
raccolta di tutti i recordi di metadati da un repository, vengono richiesti ogni
volta solo i nuovi record o quelli modificati in seguito all’ultima raccolta.
In particolare per supportare harvesting incrementale in presenza di cancel-
lazioni di record, i repository restituiscono particolari record, detti deleted
record che rappresentano l’operazione di cancellazione. Secondo le specifiche
del protocollo i repository devono fornire uno dei seguenti livelli di supporto
per i record cancellati:
• persistent : il repository mantiene informazioni sulle cancellazioni senza
limiti di tempo; un repository che indica tale livello di supporto, deve
tenere traccia della storia delle cancellazioni e consentire di rilevare i
record cancellati nel tempo.
• transient : il repository non garantisce che una lista di cancellazioni sia
mantenuta in modo persistente o consistente. Un repository che indica
tale livello di supporto puo` fornire lo stato dei record cancellati nelle
sue risposte.
• no support : il repository non mantiene informazioni sulle cancellazioni;
un repository che indica tale livello di supporto non fornisce lo stato
dei record cancellati e non permette il corretto operare di un harvester
incrementale.
2.2.2 OAI-ORE
Open Archives Initiative Object Reuse and Exchange (OAI-ORE) definisce
uno standard per l’accesso di compound object in un DLS [LVdS]. OAI-ORE
ispira il suo modello dati all’architettura del World Wide Web che definisce
le seguenti nozioni di base:
• Risorsa, un oggetto di interesse identificata da un identificatore globale
unico detto URI.
• Rappresentazione, un datastream corrispondente allo stato della risor-
sa nel momento in cui la URI viene deferenziata attraverso qualche
protocollo (ad esempio HTTP).
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Figura 2.6: Esempio aggregazione di risorse Web: splash page
• Link, una connessione diretta fra risorse e quindi fra le sue rappresen-
tazioni.
OAI-ORE si basa sull’intuizione che tipicamente il generico utente web con-
cepisce non solo le singole risorse (pagine web), ma anche cosiddette “ag-
gregazioni” di risorse. Alcuni esempi di aggregazione di risorse possono
essere:
• Un semplice insieme di risorse, come una collezione di immagini prefe-
rite da vari siti web.
• Un documento HTML costituito da piu` pagine collegate insieme, ognu-
na delle quali fornisce collegamenti alla pagina precedente e successiva.
• Una pubblicazione memorizzata in un DLS Fedora o DSpace. In figura
2.6 viene raffigurata una rappresentazione di una pubblicazione sul Web
detta anche “splash page”. Sono evidenziati alcuni aspetti rilevanti
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al problema delle aggregazioni definite da ORE, in particolare i piu`
significativi sono:
– La URI della pagina che identifica l’insieme di risorse (1).
– Il formato in cui il documento e` disponibile come LaTex, PDF e
HTML (2).
– Il titolo del documento (3)
– Gli autori del documento (4).
– Collegamenti ad altri documenti della stessa collezione (8).
OAI-ORE introduce, in maniera formale, il concetto astratto di aggrega-
zione di risorse nel modello web [LVdSN+08]. Ogni aggregazione contiene le
seguenti caratteristiche:
• Consiste in una o piu` risorse localizzate in un web server, o distribuite
nel web.
• Possono esistere definizioni di relazioni tra le varie risorse in un’aggre-
gazione.
• Le risorse dell’aggregazione possono avere tipi, dove i tipi sono definiti
dai vari vocabolari.
• Possono esistere relazioni tra una risorsa di un’aggregazione e una
risorsa in un’aggregazione esterna.
Nel seguito vengono discussi il modello dati e le funzionalita` del protocollo
OAI-ORE.
Il Modello Dati
OAI-ORE definisce nel suo modello dati quattro tipologie di risorse:
• Aggregation: e` una risorsa che identifica un insieme di aggregated re-
source. Ad ogni aggregation e` associato un identificatore univoco detto
URI-A.
• Aggregated Resource: e` una singola risorsa che fa parte di un’aggrega-
tion. Ad ogni aggregated resource e` associato un identificatore univoco
detto URI-AR.
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• Resource Map: le specifiche del modello dati OAI-ORE tracciano una
netta distinzione tra un’aggregation (anche chiamata compound digi-
tal object o compound information object), che consiste in un’entita`
astratta, e una resource map, un documento concreto che fornisce una
descrizione serializzabile dell’aggregazione. In particolare una resource
map contiene delle informazioni per:
– Identificare l’aggregation.
– Enumerare le aggregated resource che fanno parte di un’aggrega-
tion.
– Includere proprieta` aggiuntive sull’aggregation e le aggregated re-
source come: relazioni tra aggregated resource, relazioni tra le
aggregated resource e altre risorse esterne.
Ad ogni resource map e` associato un identificatore univoco detto URI-R
che deve essere differente da quello dell’aggregation che identifica.
• Proxy: e` una risorsa che permette di asserire relazioni tra aggregated
resource nel contesto di una specifica aggregation.
OAI-ORE utilizza il Resource Description Framework (RDF) [MM04]
[LS99] per descrivere le risorse. L’RDF, che costituisce il modello dati del
Semantic Web, consiste in dichiarazioni soggetto-predicato-oggetto dette tri-
ple. Le triple esprimono relazioni pertinenti a una risorsa soggetto denotata
da una URI. La risorsa predicato, anch’essa denotata da una URI, indica
la natura della relazione. L’oggetto esprime il valore attuale della relazione
espressa dal predicato, puo` essere denotato da una URI, o puo` essere un va-
lore letterale come una stringa o un numero. Quando piu` triple sono espresse
(o asserite) potrebbero condividere soggetti e oggetti formando cos`ı un grafo,
come mostrato nella figura 2.7.
Le resource map consistono in un insieme di triple RDF che esprimono le
informazioni su un aggregation, le aggregated resource costituenti, i metadati
sulle aggregation, resource map e altre relazioni. In particolare il grafo RDF
di una resource map deve essere connesso e la sua struttura deve rispondere
alle seguenti restrizioni:
• Deve esprimere le relazioni tra una resource map e l’aggregation de-
scritta da essa (usando il predicato ore:describes).
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Figura 2.7: Esempio di triple RDF e di grafo di rappresentazione
• Deve esprimere un dato insieme minimo di metadati sulle proprieta`
della resource map come: l’autore della resource map (espresso usan-
do la relazione dcterms:creator) e la data dell’ultima modifica della
resource map (espressa usando il predicato dcterms:modified).
• Deve esprimere relazioni tra l’aggregation e le aggregated resource che
la costituiscono.(Il sottografo della resource map risultante da queste
relazioni e` detto Aggregation graph, vedi fig. 2.8)
• Puo` esprimere relazioni tra aggregation e risorse simili.
Funzionalita`
Lo standard OAI-ORE specifica una serie di modalita` per:
• La serializzazione delle resource map: in particolare il protocollo OAI-
ORE fornisce tre differenti formati nei quali possono essere serializzate
le resource map: Atom, RDF/XML e RDFa.
• La pubblicazione delle resource map e aggregation sul Web: quando
una resource map e` pubblicata sul Web, la sua URI puo` essere derefe-
renziata attraverso una richiesta HTTP che restituisce un documento
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Figura 2.8: OAI-ORE: Aggregation graph
in uno dei formati di serializzazione descritti prima. Un client che ri-
chiede tale documento, lo interpreta e puo` fornire dei servizi basati
sull’informazione in esso contenuta. Tali servizi possono essere la navi-
gazione, la stampa, l’archiviazione e la trasformazione dell’aggregation.
Un client che accede ad una URI HTTP di un’aggregation, dovrebbe es-
sere in grado di scoprire che la risorsa identificata da quella URI HTTP
e` un’aggregation e di conseguenza dovrebbe accedere alla resource map
che la descrive. Poiche´ un’aggregation e` una risorsa astratta, dereferen-
ziare la sua URI attraverso una richiesta HTTP non porta ad una sua
rappresentazione. Per risolvere il problema sono necessari dei metodi
che permettano di ottenere una resource map attraverso la URI HTTP
dell’aggregation stessa. I metodi piu` utilizzati sono:
– HTTP 303 reindirizzamento dall’aggregation URI alla resource
map URI: tale metodo e` appropriato nelle applicazioni in cui chi
introduce le resource map e le aggregation, ha anche il controllo
sul server Web. Il meccanismo di questo metodo consiste nel resti-
tuire un codice HTTP 303 (che significa “see also”) ogni volta che
viene fatta una richiesta alla URI dell’aggregation. Cio` compor-
tera` un reindirizzamento alla URI della resource Map che descrive
l’aggregation.
– L’URI dell’aggregation e` una Hash URI: questo metodo non ri-
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chiede che la parte che introduce l’aggregation e la resource map
controlli anche il server Web. L’URI dell’aggregation e` formata
aggiungendo un frammento dell’identificatore #aggregation alla
URI della resource map. Un client che vorra` accedere alla resource
map, dovra` scartare il frammento #aggregation prima di eseguire
la richiesta HTTP.
• Ricerca delle resource map: Le resource map, sono indispensabili per
comprendere la natura di un’aggregation. Tra i vari metodi di ricerca
descriviamo:
– Batch Discovery: permette di poter ricercare un insieme di re-
source map, in particolare questo metodo fornisce tre possibilita`:
∗ resource map in SiteMaps: permette la ricerca e il recupero
delle resource map utilizzando delle particolari pagine HTML
che al loro interno contengono dei link alle resource map cor-
rispondenti.
∗ resource map in OAI-PMH: consiste nell’associare la resource
map ad un item PMH. Tale resource map rappresentera` un
nuovo record di metadato nel formato in cui e` serializzata.
∗ resource map in Syndacation Feeds: nel caso in cui si utilizza
il formato Atom o RSS.
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Capitolo 3
Stato dell’Arte
Questo capitolo presenta lo stato dell’arte di due sistemi che e` possibile con-
siderare tra i rappresentanti piu` significativi dei Digital Library Mamagment
System presenti ad oggi: DSpace [TBS+03] e Fedora [LPSW05a] [LPSW05b].
In particolare sara` analizzato il compound object model di tali DLMS e
verranno presentate le implementazioni dei protocolli per l’esportazione di
compound object: OAI-PMH e OAI-ORE.
3.1 Digital Library Management System
Come si e` accennato nel capitolo 1, il tipico approccio di realizzazione dei
DLMS e` quello di implementare COM il cui compound object type language
permette di esprimere delle struttura prefissate per i compound object. Come
nel caso di DSPace tali strutture possono essere rigide e quindi permettono
di rappresentare un limitato insieme di information object, oppure, come nel
caso di Fedora, possono essere felssibili e quindi riescono ad esprimere un
insieme piu` ampio di information object model.
3.1.1 Fedora
Fedora e` l’acronimo di Flexible Extensible Digital Object Repository Archi-
tecture. Il sistema e` stato sviluppato in collaborazione dalla University of
Virginia e dalla Cornell University e pensato per supportare la creazione
di biblioteche digitali web-based, repository istituzionali ed altri sistemi di
gestione delle informazioni.
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Figura 3.1: Digital Object Data Model
Il modello dei dati, detto Fedora Digital Object Model, fornisce un CO-
TL che permette di esprimere una struttura flessibile dei compound object.
Cio` permette di esprimere IOM di qualsiasi struttura mediante due entita`
principali: digital object e relazioni. Un digital object (vedi figura 3.1) e`
costituito da una o piu` rappresentazioni (o manifestazioni) dirette, ognuna
delle quali e` contenuta in un datastream dell’oggetto. Una rappresentazione
diretta puo` essere un payload di qualsiasi formato e puo` essere memoriz-
zata localmente nel DLMS o esternamente e quindi referenziato dal digital
object Fedora. Le relazioni sono usate per creare associazioni “orientate”
fra due digital object e sono dotate di un’etichetta descrittiva che indica
la “natura” dell’associazione. Una relazione e` definita mediante una tri-
pla RDF <Id-sogetto><predicato><Id-ogetto> in cui <Id-sogetto>
e <Id-ogetto> sono gli identificatori dei digital object associati, mentre
<predicato> e` l’etichetta della relazione che li lega.
Un digital object Fedora consiste di tre parti:
• PID : un identificatore unico e persistente dell’oggetto.
• Object Properties : un insieme di proprieta` descrittive necessarie per
gestire e tenere traccia dell’oggetto nel DLMS.
• Datastream: L’elemento del digital object Fedora che rappresenta la
sua manifestazione diretta.
Un digital object Fedora puo` avere uno o piu` Datastream. Il contenuto di
ogni Datastream e` trattato come un insieme di byte; sara` poi l’utente a de-
finire come tali byte devono essere interpretati (payload o metadato). Il mo-
dello dati Fedora prevede che ogni digital object contenga alcuni datastream
predefiniti(vedi figura 3.2) quali:
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Figura 3.2: Digital Object Data Model: Datastream riservati
• DC Datastream: e` utilizzato per contenere metadati di formato Dublin
Core sul digital object.
• AUDIT Datastream: mantiene le informazioni riguradanti le modifiche
del digital object.
• RELS-EXT Datastream : utilizzato per memorizzare le associazioni in
cui il digital object e` il soggetto.
Il modello dei dati di Fedora prevede quattro tipologie di digital object:
• Data object: In Fedora, un data object e` il tipo di oggetto usato per
rappresentare un contenuto digitale. Data object possono rappresen-
tare payload come immagini, e-book, testi elettroniche ecc. Uno o piu`
datastream sono utilizzati per rappresentare il contenuto digitale nei
diversi formati.
• Content Model Object: Un Content Model Object descrive la struttura
e le operazioni consentite sui digital object ad esso conformi. La defi-
nizione della struttura viene fatta per mezzo della relazione etichettata
con <fedora-model:hasModel>. Un digital object che e` in relazione
con esso si dice essere conforme al modello in oggetto. La definizio-
ne delle operazioni avviene invece per mezzo di relazioni con Service
Object.
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Figura 3.3: Content Model Object Fedora
Figura 3.4: Service Definition Object Fedora
• Service Object: Per servizio si intende un componente software che ese-
gue operazioni su richiesta e che espone un’interfaccia che descrive la
sintassi di tali operazioni. In Fedora i servizi sono tipicamente web ser-
vices, e vengono utilizzati per generare datastream da un digital object
al fine di ottenere dinamicamente rappresentazioni virtuali dell’oggetto.
A partire da tale definizione possiamo distinguere due tipologie di
Sevice Ojbect :
– Service Definition Object (SDef) definisce un’interfaccia che mo-
stra le operazioni che l’oggetto supporta, ma non definisce esatta-
mente come queste operazioni siano implementate.
– Service Deployment Object: oggetto che contiene il riferimento
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Figura 3.5: Relazioni fondamentali nell’architettura Content Model
ai metadati del web services che implementa l’interfaccia definita
nel SDef Object ad esso associato. Oggetti di questo tipo sono
collegati mediante la relazione isContractOf all’oggetto speciale
di tipo Content Model.
La Figura 3.5 mostra che l’associazione fra data object e service object non
e` diretta poiche´ e` il content model di un oggetto a dichiarare quali servizi
possono essere eseguiti sui digital object ad esso conformi.
3.1.2 DSpace
DSpace e` un DLMS open source per la raccolta, la memorizzazione, l’indi-
cizzazione, la protezione e la ridistribuzione di documenti in formato digita-
le, sviluppato da Hewlett Packard Laboratories in collaborazione con MIT
Libraries a partire dal 2002.
Il COM supportato definisce un COTL che permette di esprimere strut-
ture di compound object molto rigide. Di conseguenza viene prefissata la
struttura degli IOM esprimibili. Lo schema in figura 3.6 mostra la struttura
di tale modello le cui entita` fondamentali sono:
• Bitstream: contenitore di un payload associato ad un bitstreamFormat
che ne identifica il formato.
30 CAPITOLO 3. STATO DELL’ARTE
Figura 3.6: Modello Dati DSpace
• Bundle: contenitore di bitstream, permette di aggregare piu` bitstream
e associarli ad un solo item.
• Item: un oggetto digitale dotato di un record di metadati Dublin Core
che rappresenta l’entita` di base del modello dati di DSpace.
• Collection: collezione di item associata ad una Community di utenti.
Ogni item deve avere una collezione primaria, tipicamente quella in cui
e` stato creato e, opzionalmente, delle collezioni secondarie.
• Community: comunita` di utenti cui appartengono una o piu` collection.
E` possibile organizzare una community in sotto-community per riflette-
re l’ordinamento reale di un’organizzazione. Per esempio la community
di un’universita` puo` essere formata da tante community quante sono
le facolta`. A sua volta volta ogni sotto-community delle facolta` puo`
essere organizzata in delle community di dipartimenti.
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Il modello dati di DSpace prevede relazioni predefinite fra le entita` come
quelle mostrate in figura 3.6, ma non offre primitive per la loro creazione
personalizzata.
3.2 Esportazione OAI di compound object
Nel Capitolo precedente, si e` discusso dell’importanza dell’interoperabilita`
fra differenti DLMS. Si e` introdotto un modello per l’interoperabilita` dei da-
ti e sono state analizzate le soluzioni proposte dalla Open Archive Initiative
per l’esportazione dei compound object: OAI-ORE e OAI-PMH. In que-
sta sezione viene presentata l’implementazione a tale protocolli per Fedora e
DSpace, ed in particolare sono analizzate le problematiche dovute all’espor-
tazione dei compound object. In particolare i consuming system si aspettano
di ottenere un mapping del modello dei dati concettuale definito nell’IOM
in quello definito dai protocolli OAI [McD09]. Tuttavia, come si vedra` nel
paragrafo successivo, l’approccio di implementazione standard dei protocolli
OAI in DSpace e Fedora definisce un mapping tra il modello dei dati definito
dal COM nel modello dati definito dai protocolli OAI[LVdSN+08]. In base
alla presenza o meno di impedance mismatch tale mapping puo` essere piu` o
meno differente da cio` che un consuming system si aspetta.
3.2.1 OAI-PMH implementazione in Fedora e DSpace
Fedora Fedora implementa un OAI Provider Service Repository per l’e-
sportazione dei metadati relativi a un digital object tramite il protocollo
OAI-PMH. Il mapping del modello dati Fedora in quello OAI-PMH secondo
tale implementazione, e` cos`ı definito:
• Item: Un item PMH corrisponde ad un digital object Fedora.
• Metadata record: I vari datastream che rappresentano i metadati de-
scrittivi di un digital object, corrispondono ai metadata record associa-
ti all’item PMH. In particolare secondo le specifiche del Fedora digital
object Model ogni digital object deve comprendere un datastream DC
che contiene metadati in formato Dublin Core che lo descrivono. Cio`
soddisfa i requisiti descritti nel modello dati OAI-PMH.
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• Set: L’organizzazione degli item in Set e` espressa in termini di rela-
zioni RDF all’interno del DataStream RELS-EXT presente in ogni digi-
tal object. In particolare la relazione con etichetta SetSpec indica la
gerarchia dei set OAI-PMH.
DSpace Anche in DSpace viene implementato il protocollo OAI-PMH per
la raccolta dei metadati relativi ad un compound object.
Il mapping del modello dati DSpace in quello OAI-PMH e` cos`ı definito:
• Item: Un item PMH corrisponde ad un item in DSpace.
• Metadata record: Nel modello dei dati DSpace, ad ogni item viene
associato un metadato in formato Dublin Core che lo descrive. Tale
record sara` associato all’item PMH corrispondente.In questa maniera
vengono soddisfatti i requisiti descritti nel modello dati OAI-PMH.
• Set: In DSpace le community e collection, sono organizzate secondo
uno schema gerarchico. Tali entita` del modello dei dati DSpace vengono
mappate nei Set OAI-PMH.
3.2.2 OAI-ORE implementazione in Fedora e DSpace
Fedora Fedora non rilascia interfacce native per la gestione dell’esporta-
zione dei digital object attraverso il protocollo OAI-ORE. Tuttavia esiste
un’applicazione open-source distribuita come Java web application chiamata
oreprovider 1 che consente la creazione di resource map a partire da un digital
object Fedora in due modalita`:
• Approccio configurabile: Specificando quali datastream e digital object
compongono un’aggregation e sono quindi inclusi nella resource map
che lo descrive. Questa relazione di appartenenza viene rappresentata
nell’attributo RELS-EXT del digital object.
• Approccio predefinito: Attraverso il metodo autocreation ogni digital
object corrisponde ad un aggregation e tutti i suoi datastream saranno
le aggregated resource descritte nella resource map.
1http://oreprovider.sourceforge.net/
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Il primo metodo e` molto flessibile e permette di avere il controllo di cio` che
deve essere incluso nella resource map. Tale metodo e` molto utile nel caso
in cui si vogliano creare resource map di aggregation che comprendono piu`
digital object Fedora. Ad esempio consideriamo il caso in cui si voglia rap-
presentare la digitalizzazione di un libro in Fedora costituita da un’immagine
per ogni pagina. Una sua rappresentazione potrebbe consistere in un digital
object Fedora per il libro nel suo complesso (in cui si potrebbero tenere i
metadati bibliografici), e un insieme di digital object per ogni singola pagina
in relazione con esso. Per creare una resource map per tale oggetto si dovra`
modificare il datastream RELS-EXT, per il digital object che rappresenta il
libro nel suo complesso, aggiungendo la relazione <ore:resourceMap> in
cui viene definito anche il suo identificatore. E` necessario aggiungere tale re-
lazione anche nel datastream RELS-EXT di ogni digital object che corrisponde
alla pagina del libro, impostando lo stesso identificatore per la resource map.
Tale metodo ha lo svantaggio di dover definire manualmente per ogni
compound object la sua modalita` di esportazione.
Il secondo metodo invece definisce una modalita` di esportazione automa-
tica dei compound object relativa alla struttura prefissata definita dal COTL.
In questo caso viene definito un mapping del modello dei dati definito dal
COM nel modello dati OAI-ORE. Poiche´ Fedora presenta un’alta impedance
mismatch, tale modalita` definira` un’esportazione di compound object appar-
tenenti ad un COM che modella astrazioni ben differenti da quelle modellati
dall’IOM.
DSpace DSpace non rilascia interfacce native per la gestione dell’esporta-
zione dei compound object attraverso il protocollo OAI-ORE. Esiste tuttavia
in letteratura una possibile implementazione del protocollo OAI-ORE [AM09]
che consiste nel definire un mapping tra il modello dati DSpace e il modello
dati OAI-ORE nel seguente modo:
• Ogni Item DSpace corrisponde ad un’aggregation OAI-ORE.
• I bitstream associati ad un item corrispondono alle aggregated resource
di tale aggregation.
• Le Collection e le Community corrispondo a delle aggregation ORE.
• Per ogni Item, Community e Collection viene creata una resource map
che descrive tale aggregation.
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La funzionalita` di esportazione viene implementata attraverso l’uso combi-
nato con il protocollo OAI-PMH. Come menzionato nel paragrafo precedente
DSpace implementa OAI-PMH per la scambio di metadati. L’esportazione
di compound object attraverso OAI-ORE e` possibile tramite il meccanismo
Batch Discovery OAI-ORE (descritto nel capitolo 2) che associa la resour-
ce map ad un item PMH. Tale resource map sara` definita come un nuovo
metadata record PMH nel formato in cui e` serializzata. L’implementazione
del protocollo OAI-ORE in DSpace definisce delle modalita` di esportazione a
partire dalle strutture predefinite dei compound object forniti dal COTL. In
questo caso viene definito un mapping del modello dei dati definito dal COM
nel modello dati OAI-ORE. In questo caso poiche` esiste una bassa impedance
mismatch verranno esportati compound object appartenenti ad un COM che
modella astrazioni simili a quelle modellate dall’IOM.
Figura 3.7: Modello dati DSpace in OAI-ORE
Capitolo 4
DORoTy
In questo capitolo viene analizzato un DLMS chiamato DORoTy (Digital
Object Repository with Types). DORoTy adotta un approccio innovativo
rispetto ai DLMS esistenti in letteratura, definendo e implementando un
compound object data model che:
• Permetta la rappresentazione di un information object model qualsiasi;
• Supporti una memorizzazione ed una ricerca ottimizzata ed efficiente
dei compound object.
La novita` di DORoTy consiste nel fatto che il suo modello e` statica-
mente tipato nel termine tradizionale dei database. In particolare DORoTy
supporta un COM che permette di rappresentare qualsiasi IOM a partire
da una definizione statica della struttura dei compound object utilizzati. Il
COM di DORoTy fornisce un insieme minimale di primitive richieste per una
progettazione efficiente dei compound object delle Digital Library [CD08]
[CCM+09] [LPP07].
Sfruttando l’informazione sulla struttura dei compond object, detta “com-
pound object type” e definita tramite il COTL, i servizi offerti saranno otti-
mizzati, sicuri e piu` efficienti nella gestione.
In questo capitolo si descrivera` il compound object model di DORoTy
definendo dei casi d’uso che mostrino una sua possibile implementazione.
4.1 Compound Object Model
Il Compound Object Model definisce tre tipologie di primitive:
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• Type: definito nel COTL, esprime la struttura e gli operatori di un
entita` Object nel modello dati. Ogni tipo ha un nome unico che lo
identifica nel sistema. I tipi di base con cui e` possibile modellare la
struttura di oggetti sono:
– Atom Type: Gli oggetti Atom sono intesi come oggetti sempli-
ci che rappresentano un valore. Esempi di Atom sono i file, un
riferimento URN ad un file.
– Relation Type: Gli oggetti Relation rappresentano una relazione
binaria etichettata tra due oggetti appartenenti a due Set.
– Structure: Gli oggetti Structure sono descrizione di entita` fisiche
o digitali del mondo reale, sono cioe` il corrispondente dei record
dei metadati nel dominio delle Digital Library. Per tale motivo
le Structure possono essere viste in termini di “proprieta`”, ovvero
coppie valori-attributi o strutture piu` complesse come un albero
di record.
• Set : definito nel CODL e` il risultato dell’istanziazione di un tipo, detto
anche “generatore” di Object. Ogni Set ha un nome unico ed e` riferito
per aggiungere, rimuovere o aggiornare gli oggetti contenuti. Ogni Set
definisce un nuovo tipo concreto, unico per tutti gli Object che contiene,
la cui struttura e gli operatori sono definiti nel Type. In questo senso un
Set e` il tipo concreto degli oggetti in esso contenuti, mentre un Type e`
il tipo astratto degli oggetti contenuti nel Set, istanziato da quel Type.
• Object : Gli Object sono information object, dotati di un identificatore
unico, appartenenti ad uno o piu` Set.
Le relazioni fra Object, Type e Set sono mostrate in Figura 4.1, in cui i
triangoli rappresentano i Set mentre i cerchi gli Object contenuti. La figura
illustra che l’esistenza di un Set di tipo Relation Type e` legata all’esistenza
di altri due Set e che l’oggetto di tipo astratto RelationType (r) associa due
oggetti di quei due Set raggiungibili a partire da r attraverso le sue proprieta`
fst e snd.
Il COM esprime primitive che cercano di catturare l’essenza delle moderne
Digital Library, i cui compound object potrebbero essere il risultato della
combinazione di nuovi contenuti con quelli gia` esistenti.
Le entita` Type, Set e Object sono manipolate e create attraverso l’intro-
duzione dei linguaggi:
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? Structure Type: Structure objects are human/machine readable descriptions of digital or 
physical entities in the real world, i.e. the correspondent of metadata records in the Library 
domain. As such, Structures can be given in terms of “properties”, i.e. attributes-value pairs, 
or more complex structures, such as trees of records; as we shall see in the following, 
Structures Types can be expressed as a combination of Atom and Relation Types. 
The Object Model attempts to capture the essence of modern Digital Libraries, whose content may be 
the result of the combination of new content with existing content, in turn possibly heterogeneous and 
not locally available. In this scenario, digital objects might be available from different sources and 
might come or not come with a human/machine readable description; e.g. metadata description. 
Equally, metadata records might exist in a system without for the objects they describe to be present; 
e.g. metadata catalogs. Finally, given a DL populated with objects, relations between such objects are 
and should be defined independently by DL communities, based on their needs of connecting the 
objects. This is why relation objects are independent from the objects they connect, i.e. they are 
always added “after the objects they bind” and can be removed with no implicit impact on such 
objects. 
Figure 2 depicts the relation between Set Types, where the triangles represent Sets and the other 
shapes the different kinds of Objects therein. The picture illustrates how Relation, Atom and 
Description Sets are all specializations (can be casted to) of Object Sets while Relation Sets depend on 
two other Sets, and relation bjects relate two Objects in two such Sets.  
 
Figure 2 – Object type’s interrelation. 
3.2 Type Definition Language (TDL) 
A Type definition declares the structure and nature of a Set of Objects obtained as instantiation of the 
Type (see Data Definition Language). The TDL enables the definition of types by appropriately 
combining type declarations, i.e. type variables assigned to type definitions, according to the abstract 
syntax in Figure 3.  
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Figura 4.1: Relazioni fra Set Type e Object
• Compound object Type Language: Li guaggio della definizione dei tipi
dei compound object :
– TDL (Type Definition Language): Linguaggio per la manipo-
lazione dei tipi e la definizione delle operazioni possibili su di
essi.
– DDL (Data Definition Language): Linguaggio per la manipolazio-
ne dei Set.
• Compound object Data Language: Linguaggio per la manipolazione dei
compound object :
– DML (Data Manipulation Language): permette di definire le ope-
razioni sugli Object.
– DQL (Data Query Language): permette di eseguire operazioni di
ricerca degli Object nei Set.
Nei paragrafi successivi verranno definite queste due categorie di linguaggi
utilizzati per la creazione e manipolazione degli oggetti.
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| union(A1, ..., AK)
| 
F ::= pdf | xml | avi | other file formats ...
| int | string | date | boolean | others
M ::= 1:1 | 1:N | N:1 | M:M
TP ::= t:p |p:t | p:p | t:t
D ::= [l1 : K1, ..., lk : Kk]
k ::= D
| list(D)
| int | string|others...
Tabella 4.1: Grammatica TDL
Il Linguaggio di Definizione dei Tipi (TDL)
Il TDL definito nella tabella 4.1 permette la creazione di nuovi tipi, specifi-
cando la semantica e la struttura che i compound object devono rispettare
in relazione all’IOM da rappresentare.
• Type X= T
La clausola definisce un nuovo tipo con nome X. Il nuovo tipo e` unica-
mente identificato dal suo nome e quindi e` considerato diverso dal tipo
T stesso o ad un qualsiasi tipo Y dichiarato come Type Y= T.
• Type atomType= atom(F)
Il comando crea un nuovo tipo di nome atomType. Quando istanziato,
il Type definisce un insieme di oggetti Atom il cui formato e` definito
da F.
• Type structType= struct(D)
Quando istanziato, il tipo definisce un Set di Object con una struttura
definita da D. Il tipo D [l1 : K1, ..., lk : Kk] dichiara un Set di strutture
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di oggetti con un identificatore unico e un insieme di proprieta` con
nome li e valore vi di tipo Ki.
• rel(A, B, M, TP)
Il tipo dipende da due Set A e B. Tale tipo, quando istanziato, definisce
un insieme di oggetti relazioni collegando coppie di oggetti presenti
nei due insiemi A e B. Dei vincoli speciali possono essere definiti sulle
relazioni, riguardo la molteplicita` e la parzialita` dell’insieme relazione.
Dati due Set A e B, allora 1:1, 1:N e N:M identificano che le relazioni
tra gli oggetti devono essere rispettivamente uno-a-uno, uno-a-molti e
molti-a- molti. Invece i vincoli p:t, p:p o t:t definiscono la parzialita`
o la totalita` della relazione in una direzione o nell’altra.
• union(A1, ..., AK)
Il tipo dipende dai K Set Ai, quando istanziato definisce un Set di
Object che contiene tutti gli oggetti appartenenti agli insiemi Ai.
• obj
Consiste in un tipo speciale, i cui oggetti rappresentano l’esistenza di
un fatto o concetto nel mondo reale; agli oggetti di qualsiasi tipo e`
possibile fare un cast al tipo Object.
Il Linguaggio per la Definizione dei Dati (DDL)
Il DDL e` un linguaggio che consente di creare e cancellare i Set, ovvero i tipi
concreti istanziati a partire dai tipi definiti mediante il linguaggio TDL.
C ::= C;C
| Set A= create T(pars)
| delete A
| 
Tabella 4.2: Grammatica del DDL
La grammatica del linguaggio e` mostrata in tabella 4.2. Sia T un tipo gia`
definito:
• Set A= create T(pars):
in cui A e` il nome unico nel sistema che identifica il Set e pars e` una
lista di parametri che dipende dal tipo T.
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C ::= C;C
| TE







Tabella 4.3: Grammatica del DML
• delete A:
il comando cancella il Set dal sistema. Allo stato attuale della proget-
tazione viene assunto che la cancellazione di un Set comporta anche la
cancellazione di tutti gli Object in esso contenuti.
Linguaggio per la Manipolazione dei Dati (DML)
Il DML consente la manipolazione di oggetti all’interno di un Set. Le opera-
zioni possibili, come mostrato nella tabella 4.3, sono: creazione, importazio-
ne, cast, cancellazione e modifica di oggetti.
• Obj x= new A(pars)
In cui A e` un Set e pars e` una lista di parametri che dipendono dal tipo
del Set. Il comando crea un nuovo Object con un identificatore unico
nel sistema. Tale identificatore viene assegnato alla variabile x. Da
notare che pars e` un insieme di parametri per istanziare correttamente
un nuovo Object che varia a seconda del tipo astratto del Set. Sia T
il tipo di A allora:
– T= atom(F): pars e` un parametro (URN, toUpload) in cui URN e`
il riferimento del file F e toUpload e` un valore di tipo booleano
che indica se il payload del file riferito da URN deve essere copiato
nel sistema oppure trattato come sorgente di dati esterna.
– T= struct(D): in tal caso pars consiste in un insieme di valori
associati ai campi specificati da D.
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– T= rel(Set1, Set2, m, tp): in questo caso pars consiste in una
coppia di oggetti (fstObj, sndObj) dove fstObj e` di tipo con-
creto Set1 e sndObj e` di tipo concreto Set2 . In tal caso x viene
creato se non viola i vincoli di molteplicita` m e di parzialita` tp.
– T= union(A1, A2, .., An): in questo caso pars consiste in una
coppia (params, Ai), in cui params sono i parametri necessari per
la creazione dell’oggetto e dipendono dal Set Ai.
• A.drop(o): in cui A e` un Set, mentre o e` un Object che appartiene ad
A. L’effetto del comando consiste nella rimozione dell’oggetto dal Set
A.
• A.import(o) e A.cast(o): in cui A e` un Set e o appartiene al Set B
(o:{B}). L’effetto di entrambi i comandi e` quello di aggiungere o nel Set
A; cioe` di modificare il tipo concreto dell’oggetto da o:{B} a o:{B,A}.
Tali operazioni sono applicabili solo se i due Set soddisfano particola-
ri relazioni di equivalenza. L’operazione di importazione permette il
passaggio di oggetti fra Set i cui tipi siano equivalenti semanticamen-
te, mentre l’operazione di cast permette il passaggio di oggetti fra Set
i cui tipi siano equivalenti strutturalmente. Il rapporto strutturale e
semantico fra due Set puo` essere specificato in termini di relazione di
congruenza e compatibilita`. Informalmente:
Def. (Relazione di congruenza fra Set). Due Set sono in relazio-
ne di congruenza se i loro tipi sono equivalenti semanticamente,
cioe` se i loro tipi sono stati creati per modellare la stessa entita`.
Def. (Relazione di compatibilita` fra Set). Due Set sono in rela-
zione di compatibilita` se i loro tipi sono equivalenti strutturalmen-
te, cioe` se i loro tipi sono stati creati per modellare entita` con la
stessa struttura.
Partendo da tali relazioni possiamo quindi asserire che l’operazione
A.import(o) e` applicabile solo se il Set A e` in relazione di congruenza
con il Set B, mentre l’operazione A.cast(o) e` applicabile solo se il Set
A e` in relazione di compatibilita` con il Set B.
La tabella 4.4 mostra un esempio d’uso degli operatori, cast e import.
Alle righe 1-3 vengono definiti tre tipi, Car, Moto e Pilot. I primi
due sono in relazione di compatibilita` poiche´ entrambi definiscono la
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1.Type Car ::= struct([color:string, wheels:int]);
2.Type Moto ::= struct([color:string, wheels:int]);
3.Type Pilot ::= struct([name:string, surname:string]);
4.Set MyCar ::= create Car();
5.Set MyMoto ::= create Moto();
6.Set YourMoto ::= create Moto();
7.Set MyPilot ::= Create Pilot();
8.Object aCarOfMine= new MyCar(Ferrari,4)






Tabella 4.4: Esempio: uso degli operatori cast e import
stessa struttura, ma semantiche distinte (ovviamente i tipi Car e Moto
modellano entita` di natura differente, rispettivamente auto e moto). Il
tipo Pilot definisce invece una struttura, e quindi una semantica, non
equivalente a quella dei type Car e Moto. I set MyMoto e YourMoto
(righe 5-6) sono in relazione di congruenza fra loro, poiche´ creati a
partire dallo stesso tipo, ma non lo sono i set MyCar e MyPilot. E´
percio` consentito importare l’oggetto aMotoOfMine dal set MyMoto al
set YourMoto, ma non nel set Mycar o MyPilot. L’operazione di cast
e` consentita solo fra i set Car e Moto poiche´ compatibili.
4.2 IOM delle Enhanced Publication
Il progetto DRIVER (Digital Repository Infrastructure Vision for European
Research) [DRI][FHM+07] si pone l’obiettivo di creare un’infrastruttura soft-
ware per l’accesso aperto alla conoscenza nell’area di ricerca Europea, offren-
do servizi e funzionalita` per l’aggregazione e l’accesso di articoli di ricerca
collezionati da una federazione di Digital Library System. DRIVER intro-
duce il concetto di enhanced publication che prende spunto dall’evoluzione
nel campo della comunicazione scientifica che porta i ricercatori a voler con-
dividere e archiviare i dati scientifici unitamente alle relative pubblicazioni.
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A tal fine, DRIVER ha realizzato un DLS a partire da DORoTy il cui IOM
definisce le enhanced pubblications come information objects costituite dalle
seguenti entita`:
• ePrint: rappresentazione digitale di un lavoro accademico, in partico-
lare DRIVER vincola che un’entita` rappresentata da un ePrint [MN07]
sia un file PDF.
• non-ePrint object: rappresentazione digitale di un file di qualsiasi for-
mato.
• Research Data: rappresentazione digitale di una collezione di dati usati
o generati dal lavoro accademico.
• Aggregation object: information object che rappresentano risorse che
logicamente aggregano le diverse entita` precedentemente descritte.
• Enhanced Publication: information object che aggregano le precedenti
entita` e che possono essere in relazione tra loro. Tali oggetti sono delle
specializzazioni di aggregation, ma a differenza di queste ultime devono
essere in relazione con un oggetto ePrint principale.
Il caso d’uso descrive come definire in DORoTy le strutture dei compound
object che modellano tale information object model definito da DRIVER. Cio`
viene fatto attraverso l’uso delle primitive fornite dal COTL di DORoTy in
particolari dai linguaggi TDL e DDL.
La figura 4.2 mostra tutti i Set e le relazioni che costituiscono le enhanced
publication in DORoTy. I rettangoli sono Set di tipo Struct, i rombi sono
Set di tipo Relation, mentre le ellissi sono i set di tipo Union.
Le relazioni definite nell’IOM vengono implementate in DORoTy come
segue:
1. Le enhanced publication devono avere una ePrint principale: questo
viene implementato attraverso la relazione hasEPrint che collega un
oggetto appartenente al Set ePubs ad uno e un solo oggetto ePrint,
rendendo tale oggetto l’ePrint principale dell’enhanced publication.
2. Le enhanced publication possono essere in relazione con altre enhanced
publication: questo vincolo viene rappresentato dal relation Set rela-
tedWith.
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Figura 4.2: IOM per “enhanced publication” in DORoTy
3. Le enhanced publication sono composte da aggregation object, research
data, ePrint e non ePrint: attraverso la definizione di un Union Set
chiamato Components che include i Set non-ePrint, ePrint, Resea-
rchData e aggregation e` possibile definire una relazione composedBy
tra un oggetto ePubs e un oggetto appartenente a tale Union Set.
4. E` possibile specificare una relazione d’ordine per ogni componente che
appartiene ad un’aggregation: i components di un’enhanced publica-
tion possono essere ordinati aggiungendo una relation Set order per
poter collegare un oggetto relazione in composedBy ad un appropriato
oggetto Sequence, definendo cos`ı una relazione d’ordine tra gli oggetti
aggregati.
5. Gli oggetti ePrint possono citare altri oggetti (relazioni bibliografiche):
cio` viene implementato attraverso la relazione cites che connette due
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oggetti ePrint.
6. I research data object possono essere generati da altri research data
object: cio` viene implementato attraverso la relazione generatedBy
che connette due oggetti researchData.
7. Gli aggregation object possono aggregare altri aggregation object, re-
search data, ePrint e non ePrint: l’aggregazione viene implementata
attraverso la relazione aggregates che mette in relazione un oggetto
aggregation ad un oggetto components.
Il codice nel linguaggio TDL e DDL per implementare tali Set in DORoTy
e` definito nell’Appendice A, sezione A.1.
Questo caso d’uso mostra in particolare come in DORoTy sia possibile
modellare un IOM riducendo al minimo le conseguenze dell’impedance mi-
smatch. Cio` e` possibile in quanto il COTL di DORoTy permette di esprimere
una struttura dei compound object corrispondente a quella definita dall’IOM
da rappresentare.
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Capitolo 5
Protocolli OAI in DORoTy
Nei precedenti capitoli e` stato introdotto il DLMS DORoTy, la cui caratte-
ristica e` quella di supportare un COM il cui compound object type language
permette di definire la struttura dei compound object da gestire in modo da
riflettere la struttura degli IOM dei DLS da implementare. Abbiamo inoltre
osservato come i protocolli standard per l’esportazione di information ob-
ject, OAI-PMH e OAI-ORE, definiscano uno specifico modello dei dati, in
cui i DLMS devono mappare il proprio COM per poter esportare il proprio
contenuto. Scopo di questa tesi e` estendere il linguaggio di manipolazione
dati di DORoTy al fine di permettere a un progettista di DLS di persona-
lizzare le modalita` di esportazione dei propri compound object mappandone
opportunamente la struttura nel modello dei dati OAI-PMH o OAI-ORE. In
questo capitolo verranno presentate la definizione formale della semantica e
correttezza del nuovo linguaggio e l’architettura delle componenti DORoTy
che ne forniscono un’implementazione.
5.1 Linguaggio di esportazione
Un’istanza di DORoTy e` costituita da un insieme Set (tipi astratti) di com-
pound objects, il cui tipo puo` essere Atom, Structure, Relation o Union.
Nel sistema l’esportazione di oggetti verso l’esterno avviene non al livello dei
singoli oggetti in un Set, ma nella forma di grafi di oggetti appartenenti a
diversi Set e opportunamente correlati tra loro tramite oggetti relation. In
generale, la specifica delle modalita` di esportazione di un’istanza DORoTy e`
quindi costituita da due parti: identificazione dei grafi di oggetti da esportare
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e protocollo da impiegare. A tal fine, il DDL presentato nel Capitolo 4 verra`
arricchito con comandi per definire:
1. quali Set di un’istanza di DORoTy si intendono esportare (cosa),
2. in base a quale protocollo di esportazione OAI (come).
Specificamente, il linguaggio offrira` strumenti per la gestione di “viste
di COM”, particolari oggetti che identificano un sottoinsieme di Set di una
data istanza di DORoTy in base alla dichiarazione di una sotto-struttura
dell’istanza, e per la gestione di “repository OAI-PMH” e “repository OAI-
ORE” definiti in modo personalizzato a partire dale viste. In questa sezione
verra` fornita la definizione di vista e introdotta l’estensione del DML che si
basa su di essa.
5.1.1 Le Viste
Un’istanza di DORoTy puo` essere considerata come un “grafo di Set”, in cui
i nodi sono Set di tipo Atom, Structure, mentre gli archi sono rappresentati
da Set di tipo Relation. Tale grafo non ha radice, non e` necessariamente
connesso ed e` costruito come segue a partire da un’istanza DORoTy (nel
seguito con Set di tipo relazione-attiva ci riferiamo a un Set di tipo Relation
che e` a sua volta source o target di un altro Set Relation):
• per ogni Set A di tipo Atom e Structure che non e` source o target di
una Set di tipo Relation esiste un nodo A nel grafo;
• per ogni Set A di tipo Relation(B,C) esiste un nodo B e un nodo C;
• per ogni Set A di tipo Relation(B,C) che non e` di tipo relazione-attiva
esiste un arco etichettato A che connette i nodi di nome B e C;
• per ogni Set A di tipo Relation(B,C) che e` di tipo relazione-attiva
esistono due archi etichettati “relation” che uniscono il nodo A al nodo
B e il nodo A al nodo C.
Si noti che, a rispetto della semantica delle unioni, i Set di tipo Union
non vengono considerati come nodi: nel grafo, le relazioni che coinvolgono
un Set di tipo Union vengono messe direttamente in relazione con i Set che
costituiscono il Set unione.
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Figura 5.1: IOM per “enhanced publication” in DORoTy
Figura 5.2: Grafo dei Set relativo al COM delle enhanced publication
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Ad esempio, il grafo relativo all’istanza di DORoTy in figura 5.1, definita
per la gestione delle enhanced publication, e` mostrato in figura 5.2.
In DORoTy un progettista di DLS deve avere a disposizione gli strumenti
appropriati per specificare l’insieme di grafi di compound object, tra quelli
disponibili in un’istanza, che devono essere esportati. A tal fine, il DDL di
DORoTy e` stato esteso con la nozione di vista.
Vista: una vista e` definita come un sottografo connesso e aciclico del “grafo
di Set” di una data istanza radicato in un nodo detto entry point.
In altre parole una vista e` un albero radicato nel grafo dei Set, che identifi-
ca un Set radice e l’insieme di Set ad esso direttamente e indirettamente con-
nessi tramite Set di tipo Relation. In particolare, una vista e` lo strumento
utilizzato dal progettista per identificare l’insieme di sottografi di compound
object da esportare.
Insieme di grafi di una vista: l’insieme di sottografi definito da una vista
si ottiene “navigando” l’istanza a partire dagli oggetti del Set entry
point e seguendo le relazioni specificate dalla vista.
Una vista in DORoTy si crea tramite il linguaggio di definizione mostrato in
tabella 5.1.
V::= X=View EntryPoint Y {B}
B::= Visit X {N}; B | Visit relation {N}; B | 
N::= Node X {B}
Tabella 5.1: Linguaggio delle viste
Ad esempio, una vista del grafo di Set che rappresenta l’IOM delle enhan-
ced pubblication presentato nel capitolo precedente e` mostrato nella tabella
5.2, mentre il relativo sottografo e` mostrato in figura 5.3.











Tabella 5.2: Esempio di vista
Figura 5.3: Vista sul grafo relativo all’IOM “enhanced publication”
Le viste sono lo strumento utilizzato dal progettista per definire l’insieme
di oggetti da esportare tramite i protocolli OAI. In particolare, nel caso di
OAI-PMH i sottografi corrispondono a OAI-Item e verranno rappresentati
in formato XML, mentre nel caso di OAI-ORE i sottografi corrispondono a
aggregation e verranno rappresentati nel formato RDF della relativa resource
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map. In entrambi i casi, tali encoding vengono generati automaticamente
identificando:
• Una trasformazione predefinita tra oggetti di un Set di un certo tipo
Atom, Structure, Relation e il rispettivo encoding in XML o RDF;
• Una funzione di composizione di tali encoding, che generi documenti
XML e RDF validi navigando il grafo dei Set rispetto a una vista e a
partire da un oggetto dell’entry point.
In particolare i linguaggi OAI-PMH exportation language e OAI-ORE
exportation language permettono ai progettisti del DLMS di istanziare dei
repository OAI-PMH e OAI-ORE a partire da una vista.
5.1.2 OAI-PMH exportation language
OAI-PMH exportation language e` un linguaggio per la definizione delle mo-
dalita` di esportazione secondo il protocollo OAI-PMH. Tramite questo lin-
guaggio il progettista di DLS puo` mappare le strutture definite dal COTL,
nel modello dati OAI-PMH. In particolare i costrutti di tale linguaggio per-
mettono di creare un repository OAI-PMH specificando, rispetto a un’istanza
di DORoTy, quale insieme di sottografi di compound object corrisponde agli
item e quali siano i metadati da associare ad essi. Nel definire il linguaggio
verranno forniti: una sintassi, una semantica e una definizione di correttezza.
La sintassi del linguaggio e` definita nella tabella 5.3.
C::= X = new MetadataFormat from Y [with xslt]; C |
X = new Repository with item Y and metadata Z; c |
alter X add Y; C |
alter X remove Y; C |

Tabella 5.3: OAI-PMH exportation Language
In particolare, tali costrutti hanno i seguenti effetti:
• X = new MetadataFormat from Y [with xslt]: definisce un nuo-
vo formato di metadati X a partire da un Set Y di tipo Structure o
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a partire da un altro formato di metadati Y. I record di metadati ven-
gono generati in base all’encoding in XML predefinito per gli oggetti
di tipo Structure. Se presente, l’opzione with xslt crea il formato X
applicando l’xslt con nome xslt1 a Y; si noti che il linguaggio non offre
nessun meccanismo per garantire la correttezza di una trasformazione
xslt.
• X = new Repository with item Y and metadata Z: permette di cre-
are un repository OAI-PMH X specificando quali sono gli item ad esso
associati a partire da una vista Y e i relativi record di metadati Z. Per-
che´ il costrutto si possa dire corretto, e` necessario che i metadati in
Z siano associati tramite un oggetto relazione agli item in Y, cioe` agli
oggetti nel Set entry point della vista Y.
• alter X add | delete Y: un repository OAI-PMH puo` avere piu` for-
mati di metadati associati ai propri item. Il costrutto permette di
aggiungere o rimuovere al repository X un formato di metadati Y.
Nel seguito forniamo una semantica formale dei costrutti e la definizione
di correttezza che utilizzeremo nell’implementazione del prototipo del lin-
guaggio. In particolare, i costrutti vengono eseguiti in un ambiente Γ che
contiene associazioni tra variabili V ar = {X, Y, Z,W, ...} e elementi di Sets,
MetadataFormats, Repositories e V iews definite nel DDL. L’ambiente Γ e`
definito dalla seguente funzione:
Γ : X =

(Y, graph) if varKind(X) = V iew
(Y, xslt) if varKind(X) = Metadata Format
(Y, {Z1, .., Zn}) if varKind(X) = Repository
(5.1)
Definiamo un insieme di funzioni di supporto necessarie per la definizione
di correttezza:
• setType : Sets → Types dove Types = {Atom, Object, Relation,
Struct}, tale funzione a partire da un Set restituisce il suo tipo.
• varKind : V ar → Kinds doveKinds = {V iew,Metadata Format, Set,
Repository}, tale funzione restituisce il kind delle variabili introdotte
nell’ambiente Γ.
1Gli xslt disponibili vengono al momento mantenuti in un folder predefinito sul file
system locale
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• entry : V iews → Sets tale funzione a partire da una vista restituisce
il Set che corrisponde al suo entrypoint.
• orig : MetadataFormats → Set, la funzione prende un formato di
metadati Y e ricorsivamente restituisce la coppia (X, xslt) all’origine
della sua definizione. Specificamente, se Γ(Y ) = (X, xslt), allora:
orig(Y ) =
{
(X, xslt) if varKind(X) = Set
orig(X) if varKind(X) = MetadataFormat
(5.2)
• isMetadata : Repositories ×MetadataFormat → Boolean, la fun-
zione isMetadata(X, Y ) restituisce true se il formato di metadato Y e`
un formato presente nel repository X, false altrimenti.
La tabella 5.4 definisce le condizioni di correttezza dei costrutti C dell’OAI-
PMH exportation language nell’ambiente Γ (` C).
(varKind(Y ) = MetadataFormat)∨
(varKind(Y ) = Set ∧ setType(Y ) = Struct)
` X= new MetadataFormat from Y with xslt
(varKind(Z) = MetadataFormat) ∧ (varKind(Y ) = V iew)
∧( ∃ W ∈ Γ : setType(W ) = Relation ∧
(W = Rel(X, orig(Y ) ∨W = Rel(orig(Y ), X))
` X= new Repository with item Y and metadata Z
(varKind(X) = Repository) ∧ (varKind(Y ) = MetadataFormat)
` alter X add Y
(varKind(X) = Repository) ∧ (varKind(Y ) = MetadataFormat)
∧(isMetadata(X, Y ))
` alter X remove Y
Tabella 5.4: OAI-PMH exportation language: correttezza dei costrutti
La tabella 5.5 descrive invece la semantica dei costrutti dell’OAI-PMH
exportation language. La semantica e` espressa in termini della funzione
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[[ ]] : {C} × Γ → Γ, che definisce come un comando C influisce sullo stato
rappresentato dall’ambiente Γ.
[[ X = new MetadataFormat from Y with xslt; C ]]Γ = [[ C ]]Γ′
dove Γ′ = Γ ∪ {X = (Y, xslt)}
[[ X = new Repository with Y and metadata Z; C ]]Γ = [[ C ]]Γ′
dove Γ′ = Γ ∪ {X = (Y, {Z})}
[[ alter X add Y; C ]]Γ = [[ C ]]Γ′
dove Γ′ = Γ ∪ {X = (W, {Z1, .., Zn} ∪ {Y })}
[[ alter X remove Y; c ]]Γ = [[ C ]]Γ′
dove Γ′ = Γ ∪ {X = (W, {Z1, .., Zn} − {Y })}
Tabella 5.5: OAI-PMH exportation language: semantica dei costrutti
La seguente sequenza di operazioni permette di creare un repository OAI-
PMH per esportare in base alla vista ePubView definita nell’esempio prece-
dente un sottoinsieme dell’istanza DORoTy relativo alle enhanced pubblica-
tion:
MetadataFormat = new MetadataFormat from ePrints
EpubRepository= new Repository with Item ePubsView and
metadata DMFMetadataFormat
Il comando e` corretto, poiche´ esiste il Set hasEPrint di tipo Relation
che connette l’entrypoint della vista ePubs con il Set ePrints di tipo Struct
utilizzato per definire il formato dei metadati del repository.
5.1.3 OAI-ORE exportation language
OAI-ORE exportation language e` un linguaggio per la definizione delle mo-
dalita` di esportazione secondo il protocollo OAI-ORE. I costrutti di tale
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linguaggio permettono di specificare a partire da una vista quali sottografi
di compound objects devono essere esportati come aggregation ORE e quali
modalita` di esportazione si intendono utilizzare. Il linguaggio consiste di un
solo costrutto, definito in tabella 5.6.
C ::= X = new Aggregation from Y as XML | RDF; C
Tabella 5.6: OAI-ORE Exportation Language
Il costrutto crea un repository ORE X che espone le aggregation corri-
spondenti ai sottografi di compound object definiti dalla vista Y in formato
XML o in formato RDF. In particolare:
• Aggregation: ogni sottografo di compound object risultante dalla vista
rappresenta un aggregation identificato da un URI univoco (ottenuto
a partire dal web server dell’istanza DORoTy combinato al nome del
repository X e dall’identificatore dell’oggetto radice del sottografo).
• Aggregated Resource: ogni nodo raggiungibile dalla radice del sotto-
grafo di compound object risultante dalla vista e` interpretato come una
aggregated resource.
• Resource Map: per ogni aggregation viene creato un file che corrisponde
a una serializzazione dell’aggregation in formato RDF o XML; il file
include la serializzazione delle aggregated resource e delle relazioni tra
di esse.
Da una vista e` possibile ottenere altre intepretazioni di aggregation. Ad
esempio, in una visione opposta a quella sopra proposta, tutti gli oggetti del
sottografo di compound object potrebbero essere esposti dal repository ORE
come aggregation indipendenti, ognuna descritta da una propria resource
map, connesse tra di loro mediante riferimenti web. E` nostra intenzione in-
vestigare queste varianti, e altre “ibride”, per offrirle ai progettisti attraverso
strumenti del linguaggio di esportazione.
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5.2 Architettura
L’architettura del modulo di esportazione dei compound object secondo i
protocolli OAI e` mostrato in figura 5.4.
Figura 5.4: Architettura Exportation Module in DORoTy
In particolare possiamo distinguere:
• Logic Area: contiene i moduli che si occupano della compilazione degli
exportation language OAI per la crezione di Views, MetadataFormats
e Repositories ;
• Execution Area: contiene i moduli che si occupano dell’esecuzione dei
comandi corretti dei linguaggi, cioe` della gestione degli oggetti Views
e MetadataFormats e della invocazione di comandi per la gestione di
Repositories nella exportation area;
• Exportation Area: contiene i moduli che implementano gli oggetti Re-
positories creati dagli exportation language, cioe` si occupano della se-
rializzazione dei rispettivi compound object e ne espongono le istanze
via HTTP in base ai protocolli PMH e ORE.
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La Logic e la Exportation Area hanno la necessita` di interagire con la
componente storage di DORoTy, composta dal Type Manager per la gestio-
ne delle istanze dei tipi e l’Instance Manager per la gestione delle istanze
di Set e oggetti. Nella Logic Area, i comandi del view definition language e
degli exportation language vengono compilati e validati facendo riferimento
ai Set presenti in DORoTy e ai rispettivi tipi. L’output correttamente com-
pilato viene eseguito dall’Execution Area, che aggiorna lo stato degli oggetti
viste e metadati disponibili ed esegue i comandi per la gestione dei reposi-
tory nell’Exportation Area. La Exportation Area gestisce l’insieme di grafi
di compound object definito da una vista e associato ad un repository. In
particolare si occupa della serializzazione di tali oggetti, effettuando oppor-
tune query navigazionali sull’istanza di DORoTy, e della loro esportazione
via HTTP.
5.2.1 Logic Area
La Logic Area contiene i moduli per la compilazione dei linguaggi defi-
niti precedentemente. La figura 5.5 mostra piu` in dettaglio l’area logica
dell’exportation module che e` costituita da:
• View Definition Compiler: Si occupa della compilazione dei costrutti
nel linguaggio per la definizione delle viste. Controlla se la struttura
della vista e` ben definita, ossia rispetta la struttura definita nel TDL e
DDL. Genera in output un documento XML che descrive la vista. Ad
esempio il file XML risultante dalla vista definita nella tabella 5.2 e`
rappresentato nella tabella 5.7. Tale documento sara` l’input del View
Instance manager per la creazione di istanze della vista.
• OAI Exportation Language Compiler: Si occupa della compilazione dei
costrutti nell’OAI-PMH/OAI-ORE exportation language. Tali linguag-
gi definiranno la creazione di repository PMH e ORE gestiti da OAI-
PMH Repository Instance manager e OAI-ORE Repository Instance
manager.
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Figura 5.5: Logic Area, Execution area e Exportation Area DORoTy
<xml ve r s i on = ‘ ‘1.0 ’ ’>
<View Name=”ePubsView” EntryPoint= ”ePubs” >
<Vis itBy Label =”ComposedBy”>
<Node Name=”Aggregat ionObjects”>
<Vis itBy Label= ” aggregate s”>
<Node Name= ”ResearchData”/>






Tabella 5.7: File XML generato per la rappresentazione di una view
60 CAPITOLO 5. PROTOCOLLI OAI IN DOROTY
5.2.2 Execution Area
L’Execution Area si occupa di eseguire i comandi correttamente compilati
nella logic area. In particolare tale area si occupa della gestione degli oggetti
Views e MetadataFormats e dell’invocazione di comandi per la gestione di
Repositories nella exportation area. La figura 5.5 mostra piu` in dettaglio
l’execution area, costituita dai seguenti componenti:
• View manager: tale componente tiene traccia degli oggetti Views crea-
ti a partire dai costrutti del view definition language. Questi oggetti
saranno poi utilizzati dal modulo View Instance manager per la seria-
lizzazione dell’insieme dei sottografi di compound object radicati nel
set entry point.
• Metadata manager: tale componente tiene traccia degli oggetti Meta-
dataFormats creati a partire dai costrutti dell’OAI-PMH exportation
language. Questi oggetti saranno poi utilizzati dal modulo Metadata
Instance manager per la serializzazione dell’insieme dei metadati il cui
formato e` definito dal MetadataFormats.
5.2.3 Exportation Area
L’exportation area si occupa dell’implementazione dei protocolli OAI e della
gestione degli information object da esportare secondo tali protocolli. In
particolare l’exportation area mostrata in figura 5.6 e` definita dai seguenti
moduli:
• View Instance Manager
• OAI-PMH Repository Instance Manager
• OAI-ORE Repository Instance Manager
Nel seguito sara` definita l’architettura e la funzionalita` di ognuno di essi.
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Figura 5.6: Exportation Area dell’Exportation Module DORoTy
View Instance Manager
Tale modulo si occupa della creazione e gestione delle istanze delle viste, cioe`
dell’insieme costituito dalla serializzazione dell’insieme di grafi di una vista.
Il modulo definisce tale insieme ricostruendo i grafi di oggetti a partire dagli
oggetti del set entry point della vista e navigando le relazioni specificate dalla
vista stessa.
A tal fine, il view instance manager processa un oggetto di tipo view e
genera le query di navigazione nel linguaggio DQL che corrispondono alla
struttura definita dalla vista. I grafi ottenuti eseguendo le query relative a
una vista vengono serializzati in un formato intermedio. Il formato e` defi-
nito in modo da essere condiviso dai moduli OAI-PMH Repository Instance
Manager e OAI-ORE Repository Instance Manager, i quali provvederanno
a ottenere da esso il formato di esportazione richiesto dai due protocolli.
In tal modo, gli oggetti generati e serializzati da una vista possono esse-
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re immediatamente utilizzati per la generazione di repository OAI-PMH e
OAI-ORE.
OAI-PMH Repository Instance Manager
Figura 5.7: Architettura modulo OAI-PMH repository instance manager
Tale modulo si occupa dell’implementazione dei protocolli OAI-PMH e della
gestione e istanziazione di un server web OAI-PMH che risponde ai sei verbi
definiti dal protocollo. L’architettura e` mostrata in figura 5.7 in cui si puo`
notare come tale modulo sia composto dalle seguenti componenenti:
• HTTP Server: Tale componente gestisce un’istanza di un web ser-
ver che accetta in input le richieste HTTP in cui sono codificati i sei
verbi del protocollo OAI-PMH. Ogni volta che nell’OAI-PMH Exporta-
tion language viene eseguito il comando: X = new Repository from Y
with Z cio` comportera` la creazione di un nuovo repository PMH che
rispondera` all’indirizzo http://ServerDorotyURI/PMH/X/ e la crea-
zione di un’istanza di un oggetto repository nel modulo Repository
Instance Manager.
• Repository Instance Manager: tale modulo si occupa della gestione
dei repository PMH creati a partire da una view. In particolare quan-
do arriva una richiesta HTTP OAI-PMH dal server web, tale modulo
si occupa di indirizzare il Data provider ad accedere i corretti dati e
trasformarli nella formato richiesto.
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• Data provider: Tale componente si occupa dell’accesso ai dati trasfor-
mandoli e mappandoli nel data model OAI-PMH secondo le moda-
lita` definite nell’OAI-PMH Exportation language. Tale componente
interagisce con i seguenti moduli:
– View instance manager al quale richiedera` una particolare istan-
za di una vista in un formato intermedio e la trasformera` in un
formato XML da poter associare all’item richiesto.
– Metadata Instance Manager: Per il recupero dei metadati appli-
cando la trasformazione XSLT al metadato associato.
OAI-ORE Repository Instance Manager
Figura 5.8: Architettura modulo OAI-PMH repository instance manager
Il modulo si occupa dell’implementazione dei protocolli OAI-ORE per l’e-
sportazione dei compound object a partire dalla definizione di una vista.
L’architettura di tale modulo e` mostrata in figura 5.8. In particolare si puo`
notare come tale modulo sia composto dalle seguenti componenenti:
• HTTP Server: Tale componente gestisce un’istanza di un web server
che accetta in input le richieste HTTP definite dal protocollo OAI-ORE.
Ogni volta che nell’OAI-ORE Exportation language viene eseguito il
comando: X= new Aggregation from Y cio` comportera` la creazione
di un nuovo repository ORE le cui aggreggation saranno definite da un
URI il cui indirizzo di base sara` della forma:
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http://ServerDorotyURI/ORE/X/URI-AR.
• Repository Instance Manager: tale modulo si occupa della gestione
dei repository ORE creati a partire da una view. In particolare, tale
modulo, si occupa di indirizzare il Data provider ad accedere ai corretti
dati e trasformarli nella formato richiesto.
• Data provider: Tale componente costruira` le aggregation e le sue re-
source map a partire un’istanza di una vista ottenuta dal componente
instance view manager che sara` trasformata nel documento RDF/XML.
5.3 Implementazione
L’implementazione del modulo di esportazione dei compound object secon-
do i protocolli OAI si trova in questo momento in uno stato prototipale.
In particolare in questa tesi e` stata definita l’area logica implementando il
compilatore per i linguaggio OAI-PMH e OAI-ORE exportation language, e
parte dell’exportation area per l’esportazione dei compound object secondo i
protocolli OAI-PMH. Di seguito verra` descritto lo stato implementativo dei
vari componenti:
5.3.1 Logic Area
L’implementazione dei compilatori per il linguaggi OAI-PMH e OAI-ORE
sfruttano la tecnologia COCO/R2 un generatore di compilatori che prende in
input una grammatica attributata e un linguaggio sorgente (nel caso specifico
Java) e genera uno scanner e un recursive descent parser per tale linguaggio.
Sono state definite classi di supporto al parser, dette anche classi semanti-
che, quali ad esempio un gestore della symbol table e un validatore dei tipi
definiti nel linguaggio che permettono di verificare la correttezza semantica
dei costrutti.
Il compilatore per il linguaggio per la definizione delle viste non e` stato
definito in questa fase dell’implementazione, si suppone di partire da un file
XML che ne descrive la vista. Il modulo fa uso di un parser SAX3 che sfrutta




alle parti da processare, durante la fase di controllo della correttezza dei tipi.
Se il documento e` valido, viene creata un’istanza nell’execution area la quale
si occupera` della creazione della vista e deleghera` il view istance manager
per la creazione delle sue istanze.
5.3.2 Execution Area
L’implementazione dell’Execution Area sfrutta DORoTy stesso come back-
end per la gestione di oggetti view e metadataFormat. In particolare la
tabella 5.8 descrive la struttura dei Set DORoTy necessari a rappresentare
l’associazione tra i metadati relativi a una vista (nome, data di creazione,
di modifica e autore) e il file XML che rappresenta la vista; in modo simile,
altri Set sono definiti per gestire gli oggetti di tipo MetadataFormats.
Ogni volta che viene istanziata una view nell’Execution Area, un nuovo
oggetto di tipo ViewStructureSet che contiene i metadati relativi a tale vi-
sta viene creato, unitamente a un oggetto di tipo ViewPayloadSet contenen-
te il documento XML generato dal compilatore del view definition language
e che rappresenta la vista. Successivamente viene creato un oggetto di tipo
ViewPayloadStructureInfo, che rappresenta la relazione tra i due oggetti.
In modo simile, quando viene istanziato un MetadataFormat nell’Execution
Area, viene creato un oggetto di tipo MetadataStructureSet che contiene
informazioni relative a tale metadato, e un oggetto di tipo XSLTPayloadSet
contenente la trasformazione xslt associata.
5.3.3 Exportation Area
L’Exportation Area si occupa dell’implementazione dell’esportazione dei com-
pound object attraverso i protocolli OAI. In particolare il modulo instance
view manager ha il compito di ottenere le istanze di una vista attraverso un
insieme di query nel linguaggio DQL che permettono di ricostruire gli Item e
di serializzarli in un formato intermedio XML che sara` poi utilizzato dai re-
pository PMH. Nell’implementazione del view instance manager sono definiti
dei set di sistema che tengono traccia delle istanze di una vista e contengono
le informazione necessarie a generare le query DQL per costruirle. Tali set
vengono creati ogni volta che una view e` istanziata nell’execution area. La
tabella 5.9 mostra i set che vengono creati automaticamente una volta che e`
stata definita la view ePubsView creata nelle sezioni precedenti.
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Type ViewPayloadType = create atom(XML);
Set ViewStructureSet = new ViewStructureType
Set ViewPayloadSet = ViewPayloadType;
Set ViewPayloadStructureInfo =
create rel( ViewStructureSet, ViewPayloadSet);








Type XSLTPayloadType = create atom(XML);
Set MetadataStructureSet = new MetadataStructureType
Set XSLTPayloadSet = XSLTPayloadType;
Set MetadataXSLTRElation =
create rel( MetadataStructureSet, XSLTPayloadSet);






Set ePubs = new ePubsViewType;
Tabella 5.9: Set creati dal view instance manager per la vista ePubsView
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Tale set verra` popolato da oggetti che rappresentano le istanze di una
vista e contengono le seguenti informazioni:
• id dell’oggetto che rappresenta la view istanziata nell’execution area.
• id dell’oggetto nel set entrypoint che rappresenta la radice dell’istanza
della view.
• id dell’oggetto di tipo Atom che contiene la serializzazione della strut-
tura della view.
Similmente il Metadata Instance module ha il compito di generare le
istanze dei metadati appartanenti ad un MetadataFormat ed applicando la
trasformazione xslt associata. Il modulo OAI-PMH repository instance ma-
nager e` costituito da un server http che implementa un httpServlet4 e
gestisce le richieste pmh ricevute tramite il protocollo HTTP. Il repository
manager utilizza dei Set di sistema DORoTy per tenere traccia delle asso-
ciazioni tra i repository e le view, e tra i repository e i metadati associati
mostrati in tabella 5.10.
type RepositoryManagerStruct=
create struct{ViewSet:string, CreationDate:date, editingDate:date,
VieInstanceSet:string, MetadataFormatSet:coll(string)}
Tabella 5.10: Set creati dal repository manager per la gestione dei repository
Il Data provider si occupa del recupero dei dati richiesti dal repository
manager, facendo delle query ai moduli instance view manager e metada-
ta instance manager e applicando le corrette trasformazioni per ottenere la
risposta nel formato richiesto dal protocollo OAI-PMH.
Allo stato attuale dell’implementazione tale modulo non supporta ancora
i deleted records utili all’incremental harvesting e non sono definiti i set
OAI-PMH.
4http://www.apache-korea.org/cactus/api/framework-13/javax/servlet/http/HttpServlet.html
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Capitolo 6
Conclusioni
In questa tesi e` stata progettata e sviluppata una componente per l’estensione
del DLMS DORoTy con strumenti per l’esportazione di compound object in
base ai protocolli standard OAI-PMH e OAI-ORE. Tale componente, sfrut-
tando l’approccio ai tipi proposto da DORoTy, arricchisce il DDL del DLMS
con costrutti che permettono ai progettisti di specificare le modalita` di espor-
tazione degli oggetti a partire da assunzioni sulla loro struttura, sfruttando
le nuove nozioni di Views, MetadataFormats e Repositories. Il lavoro di tesi
ha compreso la definizione della sintassi e della semantica di tali costrutti,
inclusa una specifica formale di correttezza, e la progettazione e lo sviluppo
della componente nelle parti del compilatore e dell’ambiente di esecuzione.
L’approccio dichiarativo all’esportazione dati OAI proposto nella tesi, costi-
tuisce una novita` nel settore dei digital library management systems, in cui
tendenzialmente le modalita` di esportazione sono prefissate dal sistema e non
lasciate alle preferenze del progettista.
Come abbiamo descritto, la componente si trova in questo momento in
uno stato prototipale in cui il compilatore e` in grado, data una codifica XML
di una vista, di generare un repository OAI-PMH capace di rispondere ai sei
verbi del protocollo. In particolare, il repository OAI-PMH e` implementato
mantendendo una materializzazione sincronizzata dell’encoding XML relati-
vo all’insieme dei sottografi di compound object generati a partire dalla vista
data. Questa soluzione ha il vantaggio di rendere veloce la generazione degli
oggetti metadati e item relativi a un repository, ma ancora non supporta i
“deleted record” e gli OAI-set tipici del protocollo OAI-PMH.
Il lavoro futuro ha come obiettivo quello di completare il prototipo in
tutte le sue parti. Aspetti cruciali sono: il completamento della realizzazione
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dei repository OAI-PMH, in modo da fornire accesso ai dati in base allo
standard, e l’implementazione dei repository OAI-ORE nella loro interezza.
Per questi ultimi, si intende investigare la possibilita` di esportare aggregation
corrispondenti alle istanze serializzate dei compound object di una vista;
ma anche elaborare soluzioni piu` complesse, in cui tali serializzazioni non
rappresentano un’unica aggregation, ma un grafo di aggregation, ognuna




A.1 definizione dei Type e Set
Di Seguito la definizione dei tipi e dei Set per la rappresentazione dell’IOM
che modella le enhanced pubblication.
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Type DMFType = struct([dmf1:type1; ...dmf32:type32]);
Type nonEPrintsType= DMFType;
Type ePrintsType = DMFType;
Type ePubsType = DMFType;
Type ResearchDataType = DMFType;
Type AggregationType = DMFType;
Set ePubs create ePubsType;
//ePubs can be related to other ePubs
Set relatedWith = create rel(ePubs, ePubs, n:m, p:p);
Set ePrints= create ePrintsType;
//ePrints can cite other ePrints:
Set cites = create rel(ePrints, ePrints, n:m, p:p);
//an ePub must have one main ePrint
Set hasEPrint = create rel(ePubs, ePrints, n:1, t:p);
Set non-ePrints = create nonEPrintsType;
Set ResearchData = create ResearchDataType;
//Lineage relationships: which ResearchData
//object generated a ResearchData object
Set generatedBy = create
rel(ResearchData, ResearchData, n:m, p:p);
Set AggregationObjects= create AggregationType;
//Components: union set of all sets but ePubs
Set Components = create
union(non-ePrints,ePrints,
ResearchData, AggregationObjects);
//AggregationObjects can aggregate Components:
Set aggregates = create
rel(AggregationObject, Components, n:m, p:p);
//components of ePubs:
Set composedBy = create
rel(ePubs, Components, n:m, p:p);
//Sometimes we want to define a reading path for an aggregation:
Set Sequence = create struct([sequenceNo:int]);
Set order = create
rel(aggregates, Sequence, 1:1, p:t);
Appendice B
OAI-PMH
B.1 header risposta PMH
Nel protocollo OAI-PMH le risposte devono essere un’istanza di un docu-
mento XML ben formato. Tali dati XML devono essere validati secondo lo
schema XML. Come si vede dalla tabella B.1 un risposta ad una richiesta
OAI-PMH e` costituita da i seguenti tag comuni:
• responseDate che indica la data in cui la risposta e` stata inviata.
• request indica la richiesta secondo protocollo che ha generato il re-
sponse.
• il tag successivo puo` essere sia
– un errore
– un elemento con lo stesso nome del verbo della rispettiva richiesta
OAI-PMH.
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Tabella B.1: Esempio di una risposta PMH ad una richiesta GetRecord
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