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が決まるような入力出力システムのモデルである．今，任意の時刻 t でのシステム S
への入力をa∈A，出力をb∈B，状態を c∈Cとする．また，次の時刻 t+1での状態
を cc と書くことにする（cc は 2 つの c を乗じたものではなく，ひとつの変数として
扱う）．これらの変数の間に， 
  δ(c,a) = cc, λ(c) = b 
という関係があるとき，S はオートマトンである（S はオートマトンとしてモデル化
できる）といい，Aを入力集合，Bを出力集合，Cを状態集合，δを状態遷移関数，
λを出力関数と呼ぶ．このとき，5項組 < A, B, C,δ,λ> をSの（Moore型）オート
マトンモデルと呼び，S = < A, B, C, δ , λ> あるいは集合を略して S = <δ, λ> と書くこ
とにする．初期状態c0∈Cも表現したいときは，<δ,λ, c0 >と書く．動作は次のよう
になる．時刻 tにおける状態がcのとき，その時刻での出力はλ(c) である．そこにa
が入力されると，次の時刻 t+1 における状態は cc =δ(c,a) となり，b' =λ(δ(c,a)) が出力
される．特に，出力関数が恒等関数であるオートマトンを状態機械（state machine）






【例 1】状態遷移関数が論理式「δ(c, a) = cc ⇔ cc = a」で定義される状態機械      
<δ, c0> は一次記憶のモデルである．ある時刻で状態がcであるとき，出力（ディスプ
レー等に表示）はcである．そこにaが入力されたなら，次の時刻での状態はaに遷
移し(cc = a)，出力はaである．一時刻遅れてaが出力されるのである．  
 
【例2】状態遷移関数が論理式「δ(c, a) = cc ⇔ cc = c+a」で定義される状態機械 <δ, c0> 
は加算器のモデルである．例えば初期状態（時刻 0）が c0 = 0 ならば，初期出力は 0
である．そのとき a=1が入力されたなら，時刻1での状態はcc = 0+1 = 1に遷移し，
出力は cc = 1 となる．さらに入力 a=1 があれば，時刻2 での状態は cc=1+1=2 に遷移






図1 直列結合S1◦S2    図2 並列結合S1＊S2   図3 Feed Back結合S1H 
 
 複数の入力出力システムが結合してできるシステムを結合システムと呼ぶ．基本的








 二つの状態機械S1 = <δ1>, S2 = <δ2> が与えられているとき，それぞれの結合方法
によって結合されたシステムの状態遷移関数δは次のようになる（旭2013）． 
 
1）直列結合システムS1◦S2 の状態遷移関数は，状態をc = (c1, c2)として，  
  δ (c, a)=cc ⇔ cc =(δ1(c1, a1),δ2(c2, c1))． 
2）並列結合システムS1＊S2の状態遷移関数は，状態をc = (c1, c2)として，  
  δ (c, ⇔a)=cc  cc =(δ1(c1, a1), δ2(c2, a2))． 
3）結合関数H: A×C1→A1 によって自己フィードバックしている結合システムS1Hは，






 n個の状態機械Si = < Ai, Ci, δi, λi > を要素とする任意の結合システムSが与えられ
たとき，結合関数 IN: A×C1×C2 ×…×Cn → A1×A2 ×…×An を適切に定義すれば，   





 δ(c, a) = cc ⇔  
 (c1, c2, c3) = c, 
 (a1, a2, a3) = IN(a, c),  
 cc = (δ1(c1,a1), δ2(c2,a2), δ1(c3,a3) ). --- (1) 
 
 




 通常コンピュータ言語の Lisp や Prolog では，二つのリスト Xs = [x1, x2,…, xn]と  
Ys = [y1, y2,…, yn] が与えられ，長さと各成分の値が等しいとき，すなわち任意の iに
対しxi = yiであるときXs = Ysである． 
 一方，本稿での「数理的議論」ではリストを (x1, x2,…, xn) のようなn項組で記述
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することにする．また，リストXs = (x1, x2,…, xn) が与えられたとき，その要素xiが




(x1,x2,x3)・(x4,x5) = (x1, x2, x3,x4,x5) などと表記する．空リストに関しては Xs・( ) = 
Xs，( )・Xs = Xs と定義する．  
 
定義1 リスト作成関数defList（旭 2014） 
1）任意に与えられた述語p(y,x)の各変数の作用域（scope）が，それぞれY, Xであり，
条件(任意のy' )( p(y, x)かつp(y', x) → y = y' )を満足するならば，XからYへの半関数
Fpを次のように定義することが可能である． 
  ⇔Fp(x) = y  p(y, x) 
 上記の条件を満足する p(y, x)を「半関数を導く述語」と呼ぶ（関数を導く場合も含
む）．またFpを「述語pから導かれた半関数」と呼ぶ． 
2）半関数を導く述語 p(y, x)が与えられたとき，X の要素からなる任意のリスト   
Xs = (x1, x2,…, xn)に対し，Yの要素からなるリストを作成する関数defListを次のよ
うに定義する． 




 直感的に言えば，defListは「p(y,x)を真とする唯一つ定まるy」，すなわちy = Fp(x)
をリスト化する関数である．ただし，defListはリスト構成条件p(y,x)を真とする集合
が半関数（関数を含む）であるときにのみ使用するものとする．また，あるFp(xi) が
未定義ならば ( F(xi) ) が空リストとなるため，リストYs = defList( p(yi,xi), xi∈Xs ) の
長さがXsの長さよりも短いこともある． 
 
【例3】リスト構成条件が「 ⇔p(y, x)  y = f(x)」と，関数 f: X→Yを用いて定義されてい
る場合を考える．任意にx∈Xが与えられたとき，p(y, x)かつp(y', x)ならばy' = f(x) = y
となり，定義1の条件1）を満足し，pは半関数（実際には関数）を導く述語であり，
よって，リスト作成関数 defList を適用することができる．また，述語 p から導かれ
る関数Fpは fそのものである．例えばインデックスリストの長さが3のとき， 




【例4】リスト構成条件が「p(y,x) ⇔ (x % 2 = 0)∧(y = x)」である場合を考える．ここ





  xiが偶数のときyiは唯一確定し，Fp(xi) = xi， 
  xiが奇数のときyiは確定せず， Fp(xi) =未定義, 
である．例えば， 





きることを確認しよう．まず，入力結合 (a1,a2,a3) = IN(a,c) に対して通常の関数の分
解を行ない，(a1,a2,a3) = (IN1(a,c), IN2(a,c), IN3(a,c))と書くことにする．また，c = (c1, c2, 
c3)の中から第 i 項を取り出す関数 project(c,i)を利用すると，式(1)は次のように書き直
すことができる． 
 
 ⇔δ(c,a) = cc   
   (c1, c2, c3) = c, 
   a1 = IN1(a,c), cc1 = δ1(c1,a1), 
   a2 = IN2(a,c), cc2 = δ2(c2,a2), 
   a3 = IN3(a,c), cc3 = δ3(c3,a3), 
   cc = (cc1, cc2, cc3).  
 ⇔  
   c1 = project(c,1), a1 = IN1(a,c), cc1 = δ1(c1,a1), 
   c2 = project(c,2), a2 = IN2(a,c), cc2 = δ2(c2,a2), 
   c3 = project(c,3), a3 = IN3(a,c), cc3 = δ3(c3,a3), 
   cc = (cc1, cc2, cc3). 
 ⇔  
   cc1 = δ1(project(c,1), IN1(a,c)), 
   cc2 = δ2(project(c,2), IN2(a,c)), 
   cc3 = δ3(project(c,3), IN3(a,c)), 
   cc = (cc1, cc2, cc3). 
 ⇔  
   cc = (δ1(project(c,1), IN1(a,c)), δ2(project(c,2), IN2(a,c)), δ3(project(c,3), IN3(a,c)) ). 
 ⇔  
   cc = defList( p(cci, i, (c, a)), i∈(1,2,3) ). 
 
 ただし，インデックスリストはNs = (1, 2, 3)，リスト構成条件はp(cci, i, (c, a)) ⇔ cci 
=δi(project(c,i), INi(a,c)) である. ここで，述語 p(cci, i, (c, a)) がひとつの状態機械Siの
1回の状態遷移を計算していることに注意したい．それぞれ，ci = project(c, i) はSiの
現在の状態を，ai = INi(a,c) はSi への入力を定めており，これらを使って次の時刻の






 任意のn個の状態機械Si = < Ai, Ci, δi > を要素とし，任意の関数 IN:C×A→Aで結
合された結合システムS = (S1＊S2＊…＊Sn)IN が与えられたとき，結合システムSの
状態遷移関数δは次式で与えられる． 
 
   ⇔δ(c,a) = cc  cc= defList(p(cci, i, (c, a)), i∈(1,2,…,n) ). ---（2） 











   図5 加算器のCASTモデル        図6 循環結合システムS 
 
 ここに，1行目の//manySys00.setはコメント行でありファイル名を書いている．4行
目の initialstate()は初期値が c0 = 0 であることを定義しており，記号 := は右辺の値を
左辺の変数に代入する演算である．delta(c,a) = cc は状態遷移関数δを定義している．










   ⇔INi(a,c) = ai   
 (i=1)→(ai = a + project(c,3)) otherwise (ai = project(c,i-1)). 
 
と定義することができる．各要素システムSi = < δi, 0 > は例1の一次記憶とする． 
 
//manySys00.set 
inputsequence() = 1; 
times() = 3; 
initialstate() = c0 <-> c0 :=0; 















preprocess() <->  
   n.g:= 3,  
   Ns.g:= genIndex(1, n.g); 
initialstate() = constantlist(0, n.g); 
inputsequence() = 1; 
times() = 6; 
func([IN]); 
delta(c,a) = cc <->  
   cc:= defList( p(cci, i, [a,c]), member(i, Ns.g) ); 
p(cci,i,[a,c]) <->  
   cci = delta(i, project(c,i), IN(i,a,c)); 
delta(i,ci,ai) = cci <-> cci:= ai; 
IN(i,a,c) = ai <->  
   (i=1) -> (ai:= a+project(c,0)) 
   otherwise (ai:= project(c,i-1)); 
   ⇔δi(ci,ai) = cci  cci = ai （i=1,2,3). 
 




   ⇔δ(c,a) = cc  cc= defList( p(cci, i, (c, a)), i∈(1,2,3) ).  
   ⇔p(y, i, (c, a))  cci = δi(project(c, i), INi(a,c)).  
 


















 図7 循環結合システムのCASTモデル    図8 manySys02b.setの実行結果 
 
 まず preprocess()においてインデックスリスト Ns.g=[1,2,3]をグローバル変数として




 また，ユーザ定義関数は INだけを宣言している（ func([IN]); ）．要素の状態遷移関
数δi (i=1,2,3)の定義は，delta(i,ci,ai) <-> cci:=ai; により行なっているが，ユーザ定義述語






δi(ci,ai) と入力結合 INi(a,c)は 2 変数関数である．しかし添字 i を変数と考えると実質
的には 3 変数関数であるから，言語CAST ではそれぞれ delta(i,ci,ai)と IN(i,c,a)の形で
定義している．このことにより多数の要素を柔軟に記述できる．またリストについて
は，数理モデルではリストを(0,0,0)などと書いたが，言語CASTでは[0,0,0]と書く． 





 ここで，本稿の主題である多数要素システムのモデルについて考察する．図 7 の  
ユーザモデルmanySys02b.setにおいてn.g:=1000に変えれば，1000個の要素を円環状
に結合したシステムのモデルとなる．また全体システムの状態遷移を 1000 回行なう
には，times()=1000 とすればよい．要素システム単位で累計すると1000 個×1000 回
＝100 万回の状態遷移（cci=delta1(i,ci,ai)の計算）を行なうことになる．実際にこのユ






 4.1 物理実現 
 前節では与えられたシステムのオートマトンモデルを作成してきた．ここでは，モ
デルを物理的に（あるいはコンピュータシステムとして）実現することを考える．  





   
 
           インターフェース層 
 
           プロセス層 
 
 
           記憶層 
 









層にある現在の状態 c を参照する．コンピュータではCPU の中で実行中のプログラ
ムに相当する．記憶層は文字どおりオートマトンの現在の状態 c を記憶する場所であ









 物理実現の特徴は次の 2 点である．第一は，第 3 節とは異なり，記憶層M が状態
機械であり，状態遷移関数δpはそれに対するフィードバック（結合関数）として扱う
ことである．すなわち，第2節の記法では，物理実現の全体システムはS = Mδp であ
る． 
 第二は，その結果として物理実現S = <δ> が元のシステムSp = < δp > と同等となる
ことである．実際，記憶層 M のモデルを例 1 の一次記憶とし，その状態遷移関数を
δmとすると，「 ⇔δm(c,a) = cc  cc = a」である．フィードバックの定義（第2節）によ
り，物理実現S全体の状態遷移関数δは， 
 
  ⇔ ⇔δ (c,a) = cc  cc = δm(c, δp(c,a))  cc = δp(c,a). 
 
となる．よってS = Sp である．すなわち抽象的なモデルを具体的に実現する時に，こ
うすればできるという保証がある． 




 4.2 スプレッドシートに状態を保存する 






ル(x,y)をcell(wp, x, y)と書く（シートwpのx行y列のセル）． 
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delta(d,a)=dd <->  
 dd:=d,  
 deltaP(a); 
deltaP(a) <->  
 cell(wp.g,1,1):=delta(1,cell(wp.g,1,1),a); 
delta(1,c,a)=cc <-> cc:=(c + a)%10; 
 まず，ひとつの状態機械の数理モデルを，できるだけ忠実に物理実現（図 9）の枠
組みに従って再構成したい（ただし，状態機械を扱うので出力関数λは無視する）．今，




  ⇔δp(a)  cell(wp,1,1) = delta1(cell(wp,1,1),a);    --- (4) 
 





























じである．ここでは，要素システムS1の具体的な状態遷移関数を delta(1,c,a) = cc <-> 









 次に図6の3個の要素からなる循環結合システムS = (S1＊S2＊S3)INの全状態をSS
に蓄積することについて考察する．ただし，各要素システムは一次記憶（例 1）であ
るが，要素システムSi = < δi > の状態は第1行第 i列のセル(1,i)に蓄積するものとす
る．また，全体システムのモデルをSp = < δp > と書き，状態はc = (c1, c2, c3) とする．
物理実現の考え方からすれば，全体システムの構造は命題2を考慮して図10になる． 
 入力結合 INi:A×C1×C2×C3→Ai（i =1,2,3）は，前節と同様に，次式となる． 
 






  ⇔δp(a)  Zs = defList(p(z,i,(a)), i∈(1,2,3)).   --- (5) 
 
 ここに，インデックスリストは (1,2,3) であり，リスト構成条件は次式である． 
 
  ⇔p(z,i,(a))  cell(wp2,1,i) = δi(cell(wp1,1,i), IN(i,a)).   --- (6) 
 
 次の 2 点に注意したい．第一はリスト作成関数 defList の適用方法である．リスト
構成条件（式(6)）において，左辺p(z,i,(a))にある変数zは右辺に出現しないので，zが
確定することはない．それでもpは半関数を導く述語であり，定義1のリスト作成関



















 openlocalsheet("sheet2",1,0,40,1,0,0,1,1,2,wp2), wp2.g:=wp2, 





delta(d,a)=dd <->  
 dd:=d,  
 deltaP(a); 
deltaP(a) <-> 
 Zs:= defList(p(z,i,[a]), member(i,Ns.g)) , 
 sscopy(wp2.g,1,1,1,N.g,wp1.g,1,1); 
p(z,i,[a]) <->  
 cell(wp2.g,1,i):= delta(i,cell(wp1.g,1,i),IN(i,a)); 
delta(i,c,a)=cc <->  
 cc:= a%10; 
func([IN]); 
IN(i,a)=ai <->  
 (i=1)->( ai:= a + cell(wp1.g,1,N.g) ) 




























より，サイズが 40 行 1 列でセル幅が 1 のSS を 2 枚開き，ウインドウ番号をグロー
バル変数wp1.gとwp2.gに取得している．また，1枚目のセル（1,1）からセル（1,3）
にシステムの初期値 0 を代入している．これがシステムの真の初期状態 c0 である．
記憶層は SS であり，インターフェース層は delta(d,a)で実装している．各要素システ











//manySys12.set -- Advanced use of SS 
preprocess() <-> 
 MN.g:= product( genIndex(1,25), genIndex(1,40) ), 
 openlocalsheet("sheet2",1,0,40,25,0,0,1,1,2,wp2), wp2.g:=wp2, 
 openlocalsheet("sheet1",1,0,40,25,0,0,1,1,2,wp1), wp1.g:=wp1, 




delta(d,a)=dd <->  
 dd:=d,  
 deltaP(a); 
deltaP(a) <-> 
 Zs:= defList( p(z,[x,y],[a]),member([x,y],MN.g) ) , 
 sscopy(wp2.g,1,1,25,40,wp1.g,1,1); 
p(z,[x,y],[a]) <->  
 cell(wp2.g,x,y):= delta([x,y],cell(wp1.g,x,y),IN(x,y,a)); 
 
delta([x,y],c,a)=cc <-> cc:=a%10; 
func([IN]); 
IN(x,y,a)=ai <->  
 (y=1)->( (x=1)->(ai:= a + cell(wp1.g,25,40) ) 
   otherwise (ai:= cell(wp1.g,x-1,40) ) ) 










































  MN.g = ((1,1), (1,2),…,(1,40), (2,1),(2,2),…,(2,40),…中略…,(25,1),…,(25,40)) 
と，順序よく並んでいることである．全体システムの初期状態は事前準備preprocess()
の中のwritess(wp1.g,"r",1,1):= manySys.lib; によって設定している．あらかじめ25行
×40 列の 0 行列を書き込んだファイル manySys.lib からシート 1 に読み込んでいるの
である[注4]． 
 これらより，先の図12のモデルと図13のモデルの構造が類似する．このモデルを











































times()を利用せず，初期状態の設定を initialstate() = [0,0,0] などとしている．現在のバージョンで
もこの方法は適用できる．また，モデル理論アプローチにおける基本的な実装方法や操作方法は
高原他（2007）を参照のこと． 
 (2) データベースへの応用はTakahara and Liu (2006)の第16章に詳しい． 
 (3) 言語 CAST のバージョンが古い場合には，この記法が使えないこともある．受け取った入力
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