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Communicating Sequential Processes. By C.A.R. Hoare. Prentice-Hall International, 
London, 1985, viii + 256 pages.* 
Those who know Hoare’s famous article “Communicating Sequential Processes” 
in the Communications ofthe ACM will open this book expecting to see the familiar 
notation. But the surprise is: the book looks very different. In the article, Hoare 
expanded Dijkstra’s guarded commands to express his ideas about parallelism and 
communication. The resulting language, CSP, has been analysed and used exten- 
sively in the literature. But in the book Hoare starts more fundamentally from an 
abstract notion of process. This is an object which during its lifetime can engage 
in certain events, in particular in communications with its environment. 
Why this change? Well, CSP generated a number of questions. Firstly, there were 
questions about the design decisions. For example: is the distributed termination 
convention a good idea? Can parallelism be nested? Is it possible to combine 
parallelism with recursion instead of iteration? Secondly, there were difficulties in 
finding good compositional semantics and verification methods for CSP. Reasons 
enough to explore from scratch the fundamental notions around concurrency and 
communication without the immediate burden of a concrete programming language. 
But this is a very ambitious aim! It is here that Hoare’s book has greatly benefitted 
from Milner’s algebraic approach to parallelism and communication as described 
in his landmark book A Calculus of Communicating Systems (CCS) of 1980. Already 
there, Milner showed how to combine parallelism with recursion and gave a clear 
semantics using the notion of observational equivalence. 
However, Hoare’s approach (let us call it ‘new CSP’) differs significantly from 
ccs: 
- new CSP has a different set of operators, 
- new CSP is based on a different semantic model, 
_ new CSP takes a different approach to specification and verification. 
Let us now look how this new CSP is explained in the book. Hoare divides his 
presentation into seven chapters. The first five chapters introduce the process 
operators of new CSP. Chapter 1 familiarises the reader with the concept of process 
and introduces the basic construction principles of prefixing, recursion and choice. 
* This review first appeared in Bull. EATCS 28 (1986) 206-208. 
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The core chapters 2-4 are devoted to concurrency, nondeterminism and communica- 
tion in processes, respectively. Chapter 5 is about sequential processes and treats 
assignment, sequential composition and interrupts. 
In these chapters, each concept is clearly motivated and its use is illustrated by 
a rich and beautiful collection of programming examples ranging from vending 
machines and greedy customers over dining philosophers to idealised protocols and 
iterative arrays. Additionally, in each chapter Hoare addresses various aspects of 
processes: 
- the semantics is explained using algebraic laws which equate process terms having 
the same meaning, 
_ an experimental implementation of processes in LISP (Henderson’s Lispkit) is 
sketched, 
- the problem of specification and verification is treated; specifications are formulas 
about traces (linear histories of communications), partly enriched by so-called 
refusal sets. 
Chapter 6 on shared resources employs the process operators to model elements 
of operating systems. Finally, Chapter 7 discusses earlier approaches to concurrency 
and communication. To express himself properly, the author has invented lots of 
new notations. Sometimes, however, they are a bit difficult to remember, for example 
those for traces and interrupts. Here the glossary of symbols right at the beginning 
of the book is really necessary. 
The book is written in a light, informal style. Already the opening of Chapter 1 
indicates this: 
“Forget for a while about computers and computer programming, and 
think instead about objects in the world around us, which act and interact 
with us and with each other in accordance with some characteristic pattern 
of behaviour. Think of clocks and counters and telephones and board 
games and vending machines.” 
All over the text, the reader will meet the author’s general insights into computing- 
also amusing ones. Hoare tries to keep the light style even when it comes to explain 
the more difficult points of semantics. As said before, he does so by using algebraic 
laws. 
But here is also the point where the ambitious reader will ask: are these laws all 
consistent? Could one have chosen different ones? The author is aware of these 
questions (see p. 92) and does include sections on the mathematical treatment of 
processes. But these sections do not provide enough background information so 
that the reader will have difficulties in developing a full picture of the semantic 
model for new CSP. Here Milner’s approach of revealing the underlying transition 
semantics would have been beneficial. Of course, the author might have pointed 
more often to the literature. But unfortunately, only a very ‘select bibliography’ is 
given. 
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Apart from this reservation, the book can be highly recommended to anyone who 
wants an inspiring introduction to processes, parallelism and communication, and 
their possible applications. 
E.-R. OLDEROG 
Institut fiir Informatik, Universittit Kiel 
D-2300 Kiel 1, Fed. Rep. Germany 
The Logic of Programming. By Eric C.R. Hehner. Prentice-Hall International, 
London, 1984. 
The goal of the book is to “introduce the subject of computer programming as 
a rigorous, mathematical discipline” (p. 6). Its level is that of an advanced under- 
graduate university course. It presupposes some programming experience but the 
mathematical treatment is intended to be self-contained. To illustrate the funda- 
mental ideas a simple programming language called PRO is introduced. 
Chapter 0 constitutes a short introduction to propositional and predicate logic. 
Chapter 1 introduces elementary data types-such as natural numbers and charac- 
ters-and a data type called bunch. Informally, a bunch is a set except that there 
is no difference between a bunch consisting of a single element and the element 
itself. Chapter 2 discusses the use of induction for the definition of bunches. The 
meaning of these inductive definitions is defined as a least fixpoint. The data type 
list and the formalism of context-free grammars are treated in Chapter 3. At last, 
Chapter 4 and 5 introduce the kernel of the PRO language. Essentially, a program 
in PRO is built-up from assignments, if-statements, composition and-last but not 
least-(possibly recursive) calls of (parameterless) program parts. Note that at this 
stage PRO contains no iterative statements. The semantics of PRO are described 
by interpreting programs as predicate transformers. This description is eased by the 
fact that names denote values rather than memory locations. Chapter 6 discusses 
the design of programs for given pre- and post-conditions in the spirit of Dijkstra 
and Gries. Chapter 7 introduces parameterized expressions (called functions) and 
procedures. The parameter passing mechanism is based on (syntactical) substitution 
and is therefore similar to the call-by-name mechanism. The choice of this mechanism 
is closely connected with the view that a name denotes a value rather than a memory 
location. By the way, this view provides the programming language PRO with a 
strong applicative flavor. In Chapter 8 iterative statements are obtained by syntactic 
sugaring. Chapter 9 introduces the important concept of modules. Informally, a 
module is a block with slightly different scope rules. In particular, a global variable 
is accessible in the body of a module only if it is in the list of ‘outside names’ 
appearing in the heading of the module. Unfortunately, the description is too sketchy 
to grasp the motivation and implications of the different scope rules of the language 
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PRO. Finally, Chapter 10 illustrates the use of modules for the introduction of 
abstract data types, Chapter 11 gives an operational semantics for PRO (which now 
makes use of memory locations) and Chapter 12 presents a few ideas on concurrency 
and on its use in implementations. 
The relaxed style, the detailed comments and the numerous small examples allow 
a pleasant reading. Particularly useful are the sections marked “Aside” which 
connect the notions introduced with those of classical programming languages. The 
programming language proposed has a simple and clear structure. 
Unfortunately, in return for its relaxed style the text often lacks precision. For 
instance, in the definition of substitution (p. 61 and p. 63) “all occurrences” should 
read “all free occurrences”. To add to the confusion these definitions assume that 
an expression may contain variables but this contradicts the definitions in Section 
1.0.0, 1.1 and 1.3.0. As another example, the notion of a formula is defined on p. 
11 and extended on p. 41 and p. 313, but the implications of these extensions are 
not mentioned. Moreover, the following six (!) synonyms are introduced for ‘.‘for- 
mula”: sentence, sentential formula, sentential expression, propositional formula, 
proposition (p. 12), boolean expression (p. 40). As a consequence of this bewildering 
multiplicity it is not clear whether the condition “if e is any expression” of Section 
1.3.0 (p. 52) includes sentences. The reviewer feels that a few difficult topics have 
been treated without due consideration. For instance, nothing is said about the 
incompleteness of the induction axiom (p. 42). (Remember that induction is not 
axiomatizable in first-order predicate logic.) The meaning of the loop rule (p. 163) 
excludes well-founded sets which are not isomorphic with the natural numbers. It 
is not stated that the ambiguity of the context-free grammar (see e.g. p. 194) puts 
requirements on the (inductively defined) semantics. 
Due to its informal easy-to-read style the book may be recommended to those 
who have some programming experience and want to get insight into some funda- 
mental problems and formal methods. Moreover, the appealing simplicity of the 
language PRO makes the book interesting for those working in the field of program- 
ming language design. 
On the other hand I hesitate to recommend this book as a textbook. The book 
presents some new ideas, introduces several non-classical concepts (such as bunch 
expressions and phrase calls) and uses non-classical notations (for bunches and 
declarations, for instance). Hence, the student with a purely practical background 
may fail to establish the connection with the programming language concepts he is 
familiar with. In particular, he may be puzzled by the fact that PRO is presented 
as an imperative language while it is essentially an applicative one. Finally, by its 
lack of precision the book may fail to constitute a good foundation for the student 
wanting to deepen the subject. 
Jacques LOECKX 
FB- 10 Informatik 
Universittit des Saarlandes 
D-6600 Saarbriicken, Fed. Rep. Germany 
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MICRO-PROLOG: Programming in Logic. By K.L. Clark and F.G. McCabe. 
Prentice-Hall, Englewood Cliffs, NJ, 1984, ISBN O-13-581264-X. 
This tutorial on micro-PROLOG can, to some extent, also serve as an introduction 
on PROLOG and logic programming in general. However, the latter use is hindered 
by the fact that the syntax, commands and built-in relations are peculiar to micro- 
PROLOG and quite different from the more widespread Edinburgh conventions. 
The book is divided in four parts, the first three make up the tutorial, the last 
one is composed by guest-authors, well-known researchers which develop non-trivial 
applications with an AI flavour (critical path analysis, an expert system shell, two 
person games, problem solving by search). Each of these applications is passing 
through different levels of sophistication and takes into account the pragmatics of 
the use of PROLOG. 
In the first two parts, a special user-friendly syntax is used. This syntax is 
transformed into core micro-Prolog by the SIMPLE front end. The core is the subject 
of Part III. It has a more rigid syntax but gives more flexibility and power in 
metalogical programming. 
Part I provides the basic concepts of micro-PROLOG: facts, rules and queries 
and a first introduction to lists. Part II introduces more advanced topics: complex 
conditions (e.g. negation), more on list processing, parsing and difference lists, the 
‘cut’ and other pragmatic means to control time and memory usage and finally 
metalogical programming. Working through this material provides a sound basis to 
become a skillful micro-PROLOG programmer. 
The material is very well organised and interleaved with exercises-their solutions 
are given at the back of the book-and system notes providing guidances to readers 
with access to a computer running micro-PROLOG. The importance of the logical 
reading of programs is stressed. This is done without ignoring the control reading 
and the behaviour of the search at run time. For example, it is carefully explained 
why, besides an ‘ancestor’ relation, it is also desirable to define a separate ‘descen- 
dent-of’ relation; although they are logically equivalent, the search behaves quite 
differently. Also notable is the cautious introduction of negation, isall and forall; 
the responsibility of the programmer in preserving a logical reading is clearly pointed 
out. 
To conclude, the book is an excellent introduction to micro-PROLOG where the 
authors exhibit their experience in presenting the material. Without requiring much 
background knowledge, the book gives a good introduction on logic programming. 
It stresses the basic principles without ignoring the pragmatics. However, the book 
does not contain references to further literature on the subject and its value to 
adherents of the more widespread Edinburgh syntax and conventions is limited due 
to its reliance on the peculiar micro-PROLOG syntax, commands and built-in 
relations. 
Maurice BRUYNOOGHE 
Leuven, Belgium 
