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Abstrakt
Cílem této bakalárˇské práce je vytvorˇit Strategickou hru, která je zarˇazena do historického
sveˇta s pomocí kouzel. Hra je vytvorˇena v programovacím jazyce Java pomocí využití
3D herního enginu s názvem jMonkeyEngine 3.0. Umožnˇuje hru dvou hrácˇu˚ proti sobeˇ a
také v prˇípadeˇ odpojení jednoho z nich hru proti lehké umeˇlé inteligenci. První cˇást této
práce obsahuje úvod do tématu, technologie použité prˇi tvorbeˇ, popis hry a další du˚ležité
informace, které byly potrˇebné k úspeˇšnému dokoncˇení této hry. Druhá cˇást je zameˇrˇena
na pru˚beˇh tvorby této hry, její implementaci a další informace spojené s touto prací.
Klícˇová slova: strategická hra, jMonkeyEngine 3.0, Java, historický sveˇt, magie, více
hrácˇu˚
Abstract
The aim of this thesis is to create a strategic game which is included into historical world
with magic. The game is created by Java programming language with using 3D game
engine called jMonkeyEngine 3.0. The game allows to play two players against each other
and also the game between easy artificial intelligence if one of the players will disconnect.
The first part contains an introduction to the topic, the technology used in the creation of
the game, description of the game and other important information which were necessary
to complete this game successfully. The second part is focused on the process of making
this work, its implementation and other information related to this work.
Keywords: strategic game, jMonkeyEngine 3.0, Java, historical world, magic, multi-
player
Seznam použitých zkratek a symbolu˚
BSD – Berkeley Software Distribution - licence pro svobodný soft-
ware
LWJGL – Lightweight Java Game Library
GUI – Graphical User Interface - Grafické uživatelské rozhraní
jME3 – jMonkeyEngine 3.0
XML – Extensible Markup Language - obecný znacˇkovací jazyk
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41 Úvod
Cílem této práce je vytvorˇit real-time strategickou hru, která je založena na principu his-
torického sveˇta s využitím kouzel. Ve hrˇe se vyskytuje více typu˚ jednotek a budov. Celá
hra spocˇívá v tom, že je potrˇeba znicˇit základnu protivníka, která je v našem prˇípadeˇ
hrad. Prˇi úspeˇšném znicˇení této hlavní budovy dojde k víteˇzství a ukoncˇení hry. Pro
zdárné víteˇzství je k dispozici ve hrˇe neˇkolik vylepšení, ale je potrˇeba i vymýšlet úspeˇš-
nou taktiku a prˇedpovídat tahy protivníka, aby nedošlo ke znicˇení naší základny. Hra
se odvíjí v prostrˇedí Internetu, kde hrají dva hrácˇi proti sobeˇ. V prˇípadeˇ odpojení jed-
noho z hrácˇu˚, je tento hrácˇ nahrazen umeˇlou inteligencí, která se pokusí o zdárné znicˇení
protivníka.
Inspirací k této hrˇe mi byly úspeˇšné strategické hry, které obsahovaly základní téma-
tiku a stejný princip celého pru˚beˇhu hry. Tímto tématem se budeme zabývat pozdeˇji, kde
rozvinu podobnost této hry, její princip a další faktory, které jsou stejné cˇi podobné.
Celá práce je vytvárˇená v jazyce Java pomocí využití herního enginu jMonkeyEngine
3.0. Celá hra je rozdeˇlená do dvou cˇásti. První cˇást obsahuje klienta a druhá cˇást je server.
V první cˇásti celého dokumentu se budeme zabývat popisem celé hry. Ukážeme si
typy jednotek, budov, ru˚zná vylepšení a dále si ukážeme také jejich rozdílné schopnosti.
Vysveˇtlíme si jak hru spustit, popíšeme si její pravidla, které jsou potrˇebné ke zdárnému
dokoncˇení hry a k jejímu víteˇzství. Hra obsahuje také editor map, který mu˚žeme použít
k vytvorˇení vlastní mapy.
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2.1 Programovací jazyk Java
Java je objektoveˇ orientovaný programovací jazyk, vyvinut firmou Sun Microsystems.
Jedná se o druhý nejpoužívaneˇjší programovací jazyk sveˇta podle Tiobe indexu [1]. Jed-
notlivé druhy a pozice programovacích jazyku˚ jsou zobrazeny na Obrázku 1. Java vyniká
svou prˇenositelnosti, která dosahuje vysokého rozsahu práce na ru˚zných systémech.
Obrázek 1: Nejpoužívaneˇjší programovací jazyky sveˇta
První oficiální verze jazyka vyšla 26. srpna 1996. Soucˇasneˇ nejnoveˇjší verze vyšla v
roce 2014 pod názvem Java SE 8.Více informací v [2].
Java používá automatickou správu pameˇti. V prˇípadeˇ, že na daný objekt neukazují
žádné odkazy, se pameˇt’ uvolní. Programátor urcˇuje kdy bude objekt vytvorˇen a o uvol-
neˇní pameˇti se stará garbage collector.
V soucˇasné dobeˇ je tedy Java jedním z nejpoužívaneˇjších jazyku˚ k tvorbeˇ programu˚ a
her. Pro tento jazyk existuje spoustu frameworku a herních enginu˚.
2.2 Herní 3D engine jMonkeyEngine 3.0
jMonkeyEngine [3] je výkonné, robustní rozhraní pro programování Java aplikací. Au-
torˇi tohoto enginu se inspirovali knihou 3D Game Engine Design od Davida Eberlyho.
Aktuálneˇ je nejnoveˇjší verze 3.0. Celý tento projekt je s otevrˇeným zdrojovým kódem (
6Open Source ), který je distribuován pod BSD licencí. V soucˇasné dobeˇ je používán vy-
kreslovací systém LWJGL. LWJGL je knihovna, která je napsaná v jazyce Java. Využívá
knihovny OpenGL a OpenAL. Podporuje také široké spektrum grafických efektu˚. Obsa-
huje vlastní editor, který slouží k vytvárˇení prostrˇedí, kde si mu˚žeme volitelneˇ nastavit
terén, vytvárˇet pohorˇí, prˇidávat vodu, ohenˇ, stíny, odlesky a další speciální efekty, které
nám tento engine nabízí.
2.3 Nifty GUI
Nifty GUI [4] je knihovna, která je naprogramovaná v jazyce Java a slouží k vytvárˇení uži-
vatelského rozhraní. Hlavní využití spocˇívá v tom, kdy chcete vytvorˇit tlacˇítka, textová
pole, seznamy a další prvky potrˇebné ke tvorbeˇ GUI. Nifty GUI ( de.lessvoid.nifty ) je velmi
dobrˇe integrován do jMonkeyEngine 3.0 prˇes balícˇek s názvem com.jme3.niftygui. Celé
GUI mu˚že být definováno pomocí XML a kontrola probíhá dynamicky pomocí kódu.
Všechny potrˇebné knihovny a materiály jsou již obsaženy v jME3.
Obrázek 2: Nifty GUI koncept
Na Obrázku 2 lze videˇt, že se Nifty GUI skládá ze trˇí základních cˇástí :
1. Obrazovky - skládá se z jedné nebo více obrazovek. V soucˇasnou chvíli mu˚že být
zobrazena pouze jedna obrazovka. Tyto obrazovky jsou ovládány trˇídou.
2. Vrstvy - skládá se taktéž z jedné nebo více vrstev. Vrstvy jsou kontejnery, které za-
hrnují zarovnání obsahu ( vertikálneˇ, horizontálneˇ nebo strˇed ) . Vrstvy se mohou prˇe-
krývat, ale nesmeˇjí být do sebe vnorˇeny.
3. Panely - vrstvy obsahují panely. Panely jsou opeˇt kontejnery, které se stejneˇ jako
vrstvy starají o rozmísteˇní prvku˚. Nemohou se prˇekrývat, ale mohou být do sebe
vnorˇeny. Panely tedy zahrnují obrázky, text nebo naprˇíklad ovládání ( tlacˇítka atd.
) .
7Jak jsem již zmínil, samotný návrh je uložen v XML souboru. O jednotlivé akce se
poté stará programátorem napsaný kód, který na základeˇ stisknutí tlacˇítka vykoná akci.
Nejedná se pouze o ovládání prvku˚, ale také samozrˇejmeˇ o zobrazení jednotlivých ob-
razovek a další práci s GUI. Tato technologie samozrˇejmeˇ taktéž poskytuje tvorbu HUD.
Více informací detailneˇ popsáno vcˇ. ukázky kódu v [5].
<?xml version="1.0" encoding="UTF−8"?>










Výpis 1: Ukázka XML souboru
83 Popis hry
Tato kapitola popisuje hru, její pravidla, princip a další veˇci, které jsou ve hrˇe použity.
Hra je tedy RTS ( Real-time strategy ), což znamená, že veškeré hrácˇové úkony a
pocˇítacˇem rˇízené funkce probíhají v reálném cˇase. Jelikož se jedná o strategickou hru,
ovládáme zde veˇtší skupinu objektu˚ a manipulujeme s nimi po hrací ploše. Du˚ležitou
strategii k víteˇzství je myšlení a plánování akcí. Celá hra je vytvorˇená ve 3D. Na Ob-
rázku 3 lze videˇt vzhled hry. Mu˚žeme videˇt hrácˇovu vesnici, která už je v pokrocˇilé fázi
budování.
Obrázek 3: Ukázka hrácˇovy vesnice
3.1 Akce ve hrˇe
Hra se skládá z neˇkolika typu˚ akcí jako je naprˇíklad výstavba budov, tvorba jednotek a
vylepšení bojeschopnosti jednotek.
3.1.1 Výstavba budov
Hrácˇ má k dispozici neˇkolik druhu˚ budov, prˇicˇemž každá z nich má jiný typ jednotek a
vylepšení. Ve hrˇe se nacházejí tyto budovy :
• Altar - základní budova, která se nachází na Obrázku 3 vpravo nahorˇe. Má za úkol
vytvárˇet bojovou jednotku s názvem Soldier. Budova má 500 jednotek životu˚ a její
výstavba stojí 500 zlatých.
9• Castle - hlavní budova celé hry. Tato budova má za úkol vytvárˇet bojovou jed-
notku pod názvem Zombie. Dále je úkolem této budovy vytvárˇet jednotky, které
jsou urcˇené pro teˇžbu zlata a prˇijímat jejich vyteˇžené zlato. Tyto jednotky se nazý-
vají pracovníci ( Worker ). Pokud hrácˇ prˇijde o tuto budovu, prohraje. Budova má
1500 jednotek životu˚ a hrácˇ si ji obstará za 1000 zlatých. Nachází se na Obrázku 3
vlevo nahorˇe.
• Range - budova, která slouží k vytvárˇení pokrocˇilé jednotky s názvem Ranger.
Hrácˇe vyjde na 750 zlatých a životnost budovy je 800 jednotek. Budova je posta-
vena na Obrázku 3 vlevo dole.
• GoldTrend - tato malá budova hraje ve hrˇe významnou roli. Bez této budovy se
hrácˇ neobejde a to z toho du˚vodu, že slouží k teˇžbeˇ zlata. Hrácˇ si jí musí postavit
poblíž zlatého dolu a k této budoveˇ poté chodí pracovníci, kterˇí teˇží zlato. Bez této
budovy se zlato teˇžit nebude a výroba pracovníku bude zbytecˇná. Stojí pouhých
250 zlatých a životnost budovy je 250. Na Obrázku 3 je budova postavena poblíž
zlatého dolu.
• Laboratory - pokrocˇilá budova, která má za úkol vylepšovat jednotky. Hrácˇ si ji
mu˚že postavit za 5000 zlatých a její životnost je 2000 jednotek. Laboratorˇ má za
úkol zvýšit poškození útoku daného typu jednotek. Vylepšení vypadá takto :
1. Vylepšení jednotky Soldier - zvýšení útoku o 5.
2. Vylepšení jednotky Zombie - zvýšení útoku o 10.
3. Vylepšení jednotky Ranger - zvýšení útoku o 20.
Tato budova je postavena na Obrázku 3 vpravo dole.
3.1.2 Tvorba jednotek
Ve hrˇe je neˇkolik druhu˚ bojových jednotek a to jak na útok na blízku tak i na dálku.
Každá jednotka se liší pocˇtem životu˚, poškozením a dalšími vlastnostmi. Jedná se o tyto
typy vojáku˚ :
• Soldier - základní jednotka na blízku. Disponuje nízkým útocˇným poškozením a
to 10 jednotek za útok. Cena jednotky je 100 zlatých a životnost taktéž 100 jednotek
životu˚.
• Zombie - lepší, ale taktéž dražší jednotka pro útok na blízku. Její útocˇné poškození
cˇiní 25 jednotek za útok a životnost je 300. Tuto jednotku lze porˇídit za 200 zlatých.
• Ranger - nejvyspeˇlejší jednotka, která má útok na dálku. Má také možnost vyvolat
kouzlo, které zpu˚sobí zraneˇní v okolí od vyvolání a taktéž efekt zvaný odstrašení,
prˇi kterém dojde k pohybu jednotek od strˇedu vyvolání kouzla. Tato jednotka stojí
250 zlatých a má 500 jednotek životu˚.
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• Worker - pracovník, je slabá jednotka, která má velmi nízký útok a životnost. Slouží
pouze k teˇžbeˇ zlata. Tato jednotka unese 100 zlatých a nosí je zpeˇt do hlavní budovy.
Jeho životnost je pouhých 50 jednotek a útocˇné poškození 2 jednotky za útok. Cena
této jednotky je 50 zlatých.
Každá z jednotek má trˇi typy akcí :
1. Jdi - základní prˇíkaz pro prˇesun jednotky z pozice na pozici.
2. Zaútocˇ - prˇíkaz, který se vykoná po kliknutí na neprˇátelskou jednotku.
3. Hlídkuj - po zvolení tohoto prˇíkazu si hrácˇ vybere cílový bod a jednotka se bude
pohybovat mezi svým pocˇátecˇním a koncovým bodem.
3.1.3 Editace mapy
Tato hra samozrˇejmeˇ taktéž obsahuje editor mapy, prˇi kterém lze do terénu prˇidávat libo-
volný pocˇet stromu˚, zlatých dolu˚ a kamenu˚. Hrácˇ si mu˚že zvolit bud’ tvorbu své vlastní
mapy, nebo zvolí již vytvorˇenou mapu.
3.1.4 Porovnání
Princip této hry se nijak zvlášt’ neliší od ostatních strategických her. Jako v každé hrˇe je
hlavním cílem znicˇit hlavní budovu, v našem prˇípadeˇ Castle, abychom se stali víteˇzem.
Lehkou inspirací mi byla hra Age of Mythology, která je taktéž zarˇazena do historického
sveˇta. Obsahuje veˇtší pocˇet jednotek, kde každá jednotka je neˇcˇím specifická. Ve hrˇe jsou
obsaženy i prvky magie. Samozrˇejmeˇ je hra ve 3D a byla vydána v roce 2002 a v roce 2003
se stala RTS hrou roku.
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4 Programátorská dokumentace
4.1 Rozbor serverové cˇásti a komunikace
Nyní prˇecházíme do programátorské cˇásti, kde si popíšeme nejdu˚ležiteˇjší prvky imple-
mentace. V této cˇásti si taktéž popíšeme princip komunikace mezi klientem a serverem.
4.1.1 SpiderMonkey API
Prˇi vytvárˇení serveru a komunikace mezi klientem jsem využil SpiderMonkey API [6],
které bylo vytvorˇeno pro jMonkeyEngine a slouží ke zjednodušení implementace ser-
veru. Princip spocˇívá v tom, že se neˇkolik klientu˚ prˇipojí na jeden server.
• Centrální server - je to základní jednoduchá aplikace ( headless SimpleApplication
), která koordinuje hru na pozadí bez grafického vzhledu.
• Herní klient - každý hrácˇ má svého herního klienta ( standard SimpleApplication
) a prˇipojí se k centrálnímu serveru.
Celý princip tedy spocˇívá v tom, že klient udržuje spojení se serverem a informuje ho
o svých pohybech a akcích, které následneˇ server rozesílá do všech prˇipojených klientu˚.
Díky tomuto mu˚žou všichni herní klienti sdílet stejný herní sveˇt. Hra se poté zobrazuje
klientovi z jeho herního pohledu.
SpiderMonkey API je sada rozhraní a pomocných trˇíd, které se nachází v
"com.jme3.network" balícˇku. Pro veˇtšinu uživatelu˚ je tento balícˇek vše, co potrˇebují.
Máme dva typy balícˇku˚ :
• com.jme3.network.Client - tento balícˇek slouží k implementaci na straneˇ klienta.
• com.jme3.network.HostedConnection - balícˇek, který se používá na straneˇ ser-
veru.
Mu˚žeme si zaregistrovat neˇkolik typu˚ listeneru˚, které nás budou informovat o zmeˇ-
nách. Jedná se o tyto typy :
• MessageListeners - tento typ listeneru se nachází na obou stranách. Upozornˇuje
server i klienta na to, jak prˇijde nová zpráva. Pomocí tohoto listeneru mu˚žeme být
informování pouze o urcˇitém typu zpráv.
• ClientStateListeners - slouží k informování klienta o zmeˇnách jeho stavu prˇipojení.
Prˇíkladem mu˚že být naprˇíklad kopnutí ze serveru a další.
• ConnectionListeners - informuje server o tom, jakmile se prˇipojí nebo odpojí klient.
• ErrorListeners - informuje klienta o problémech v síti. Naprˇíklad dojde-li k chybeˇ
prˇipojení k serveru, klient vyhodí výjimku, která mu˚že být ru˚zneˇ ošetrˇena.
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4.2 Implementace serveru
Jak jsem již výše zmínil, server je typu headless. Znamená to, že se server spustí nor-
málneˇ, ale neotevrˇe se žádné okno a aplikace neprˇijímá žádný uživatelský vstup. Toto je
typické chování pro serverovou aplikaci.
public static void main(String[] args) {
Main app = new Main();
app.start (JmeContext.Type.Headless); // headless type for servers!
}
Výpis 2: Spušteˇní serveru
4.2.1 Vytvárˇení a prˇijímání zpráv
Každá zpráva reprezentuje data, která chceme posílat mezi klientem a serverem. Pro
každý typ zprávy je potrˇeba vytvorˇit trˇídu, která rozširˇuje trˇídu
com.jme3.network.AbstractMessage. Dále je potrˇeba vytvorˇit anotaci @Serializable ze
trˇídy com.jme3.network.serializing.Serializable a poté vytvorˇit prázdný konstruktor. Dále si
vytvorˇíme vlastní konstruktory, metody a obsahy zpráv.
@Serializable
public class HelloMessage extends AbstractMessage {
private String hello ; // vlastni libovolna data
public HelloMessage() {} // prazdny konstruktor
public HelloMessage(String s) { hello = s; } // vlastni konstruktor
}
Výpis 3: Vytvorˇení zprávy
Samozrˇejmeˇ je potrˇeba, aby se tato trˇída nacházela na obou stranách tzn. jak na ser-
veru, tak u klienta, a taky je potrˇeba, aby každá zpráva byla zaregistrována do
com.jme3.network.serializing.Serializer taktéž na obou stranách. Více informací v [6].
Serializer .registerClass(HelloMessage.class);
Výpis 4: Registrace zprávy
Ve svém serveru mám použito teˇchto trˇíd více. Jak jsem výše uvedl, pro jiný typ dat
je potrˇeba vždy vytvorˇit novou trˇídu. Na serverové cˇásti se nachází tyto typy zpráv :
• EditMessage.java - tato trˇída slouží k posílání zpráv pro editaci mapy. V této trˇídeˇ
se nám posílá 5 promeˇnných ( co, pozici x, pozice z, šírˇka a výška ). Pro dané para-
metry jsou zde funkce GET a SET. Dále se zde nachází list zpráv. Do tohoto listu
ukládám všechny zprávy a následneˇ je najednou pošlu.
• NameMapMessage.java - tato trˇída slouží pouze k posílání názvu map ze serveru
na klienta, aby klient veˇdeˇl, kterou mapu si zvolit.
• HelloMessage.java - trˇída, která se stará o jednotky, jejich pohyb, aktualizace života
a další.
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• PlayerInfoMessage.java - jednoduchá trˇída, která se stará pouze o posílání stavu
zlata z klienta na server a naopak.
• ShootMessage.java - stará se o posílání strˇely jednotek na klienta, aby klient veˇdeˇl
kdy strˇelu vykreslit a kde.
• SoldierBuildingMessage.java - tato trˇída se stará o posílaní zpráv, které se týkají
budov. Naprˇíklad klient chce vytvorˇit budovu, tak se pošle zpráva s pozicí, jaká
budova se má vytvorˇit, životy a další. Taktéž se jedná o posílání zpráv ze serveru
na klienta, aby veˇdeˇl, zdali není budova znicˇená a kolik má životu˚.
• SpellMessage.java - má na starost odeslání vytvorˇení kouzla na server, aby veˇdeˇl
kde má zpu˚sobit zraneˇní a které jednotky ovlivnit.
• UpdateMessage.java - jednoduchá trˇída, která se stará pouze o odeslání informace
na server, která jednotka má být vylepšená.
• StatusMessage.java - zpráva, která posílá prˇipravenost hrácˇe na server.
Prˇijde mi zbytecˇné každou trˇídu popisovat zvlášt’, protože mezi nimi je minimální
rozdíl. Vzor teˇchto trˇíd je vždy stejný, avšak obsahují pouze jiná data k odeslání.
Takto vytvorˇené zprávy poté odesíláme bud’ klientovi nebo na server. Abychom tyto

















Výpis 5: Registrace zpráv a listeneru˚
Na Výpisu 5 lze videˇt kus kódu, který ukazuje, jak registrujeme jednotlivé trˇídy a
listenery. Toto musíme provést pro všechny trˇídy, které chceme posílat a prˇijímat. Tato
registrace musí být provedena jak u klienta tak i na serveru ve stejném porˇadí. Pokud
toto bude provedeno rozdílneˇ, dojde k chybnému prˇekládání, protože každá registrovaná
trˇída bude mít jiné identifikacˇní cˇíslo ( ID ). V prˇípadeˇ, že budeme mít na serveru jiné ID
a pošleme zprávu na klienta, kde bude mít stejná trˇída jiné ID, dojde k prˇijetí zprávy, ale
její deserializace bude neúspeˇšná.
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Abychom mohli tyto zprávy úspeˇšné serializovat a zpracovávat, má každá ze zpráv
vytvorˇený svu˚j kontrolér. V tomto kontroléru se nachází funkce, které jsou potrˇebné k
tomu, abychom mohli zprávu prˇecˇíst a následneˇ ji bez problému vykonat. Dále také ob-
sahuje funkce pro odeslání zpráv daného typu.
Popíšeme si naprˇíklad trˇídu BuildingMessageController.java, která obsahuje tyto
funkce :
• checkSoldierBuildingMessage - tato funkce se stará o zpracování prˇíchozích zpráv
od klienta. Nejprve zprávu prˇetypujeme z Message na SoldierBuildingMessage,
abychom mohli následneˇ získat všechny data. Jelikož se jedná o vytvárˇení budovy
tak si vytvorˇíme novou budovu a do konstruktoru dáme data, která získáme ze
zprávy od klienta. Následneˇ si z parametru typu zjistíme o jakou budovu se jedná
a podle toho budeme pokracˇovat a vytvorˇíme prˇíslušnou budovu daného typu.
Dále budovu vložíme do listu daného hrácˇe, který si jí vytvorˇil. Budova se taktéž
musí prˇidat do mrˇížky, aby se jí jednotky mohli pozdeˇji vyhýbat.
• sendBuilding - cílem této funkce je odeslat vytvorˇenou budovu i protihrácˇi, aby si
ji mohl vložit do mapy, vykreslit a útocˇit na ní.
• updateBuilding - zde je cílem informovat oba hrácˇe o stavu budovy. V prˇípadeˇ, že
budoveˇ budou odebrány životy je trˇeba aby se o této zmeˇneˇ dozveˇdeˇli oba hrácˇi. Ti
si následneˇ aktualizují data.
Všechny takto vytvorˇené trˇídy, které se starají o zpracování zpráv, pracují. Vždy je
zde funkce, která se zavolá v prˇípadeˇ prˇijetí zprávy od klienta. Zjistí se typ zprávy a ná-
sledneˇ provede prˇíslušná cˇást kódu. Jedná-li se o stavbu nebo vytvorˇení jednotky je vždy
potrˇeba, aby o zmeˇneˇ byl informován druhý hrácˇ a samozrˇejmeˇ co se týcˇe aktualizací, tak
o té musí být informování oba hrácˇi.
Na Obrázku 4 lze videˇt znázorneˇní komunikace mezi serverem a klientem. Pro prˇí-
klad jsem dal stavbu budovy klientem. Jako první akce je potrˇeba, aby si klient vybral
budovu, kterou chce postavit a následneˇ zvolil místo na mapeˇ nebo akci zrušil. V prˇí-
padeˇ zvolení a potvrzení stavby dojde k odeslání dat na server. Na serveru se zpráva
zpracuje a následneˇ odešle aktualizace. Klient danou zprávu zpracuje a na základeˇ ní
upraví vykreslení, aktualizuje cˇi vykoná jinou akci.
Takovýto princip je stále stejný, kdy klient vybere akci a odešle data na server. Server
je následneˇ zpracuje a na základeˇ toho odešle zpeˇt nové informace, které jsou pro klienta
du˚ležité a o které zažádal.
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Obrázek 4: Znázorneˇní komunikace server - klient
4.2.2 Jednotky a budovy
Na serveru se také nachází jednotlivé trˇídy pro budovy i jednotky. Vždy je vytvorˇen jen
rodicˇ a následneˇ ostatní jsou potomci. Tento jev nazýváme deˇdicˇnost. Tuto hierarchii si
názorneˇ zobrazíme na Obrázku 5 a na Obrázku 6.
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Obrázek 5: Deˇdicˇnost jednotek
Obrázek 6: Deˇdicˇnost budov
4.2.3 Mapa
Na serveru se také nachází implementace pro nacˇítání a tvorbu mapy. Nachází se zde
neˇkolik funkcí, které slouží k ukládání, vkládání objektu˚ do mrˇížky ( grid ) a další du˚-
ležité funkce. V balícˇku Map se nachází trˇída FunctionMap. Tato trˇída obsahuje funkci
loadAndSendNameMap, která se nám postará o to, aby hrácˇ, který se prˇipojí jako první,
obdržel názvy map, které jsou dostupné a ze kterých si mu˚že vybrat. Dále ve trˇídeˇ Con-
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troller.java se nachází tyto funkce :
• editMapToGrid - tato funkce se stará o vkládání veˇcí do listu a následného vlo-
žení do mrˇížky. Do mrˇížky je vkládáme proto, abychom se mohli následneˇ pomocí
algoritmu prˇi pohybu teˇmto veˇcem vyhýbat.
• saveMapToFile - zde ukládáme jednotlivé veˇci do souboru, abychom je mohli na-
cˇíst najednou jako celou mapu.
• loadMap - tato funkce slouží k nacˇtení mapy ze souboru. Pokud si klient nezvolí
mapu, nacˇte se základní mapa s názvem map1.
• sendEditedMap - v neposlední rˇadeˇ je potrˇeba, abychom mapu odeslali obeˇma hrá-
cˇu˚m. Tato funkce se postará o nacˇtení listu a obeˇma hrácˇu˚m pošle všechny objekty,
které si má vložit do mapy a následneˇ vykreslit.
4.2.4 Realizace útoku na jednotky a budovy
V této kapitole si projedeme balícˇek Attack, ve kterém se nachází realizace útoku na
jednotky, budovy a také realizace útoku na dálku. Do tohoto balícˇku patrˇí tyto trˇídy :
• AnimationOfRange.java - tato trˇída obsahuje pouze promeˇnné, funkci k pohybu (
moveShoot() ) a funkci k výpocˇtu smeˇru pro strˇelu ( countAngle() ).
• BasicAttack.java - trˇída obstarává úspeˇšný útok na jednotku pomocí kliknutí. Ne-
jedná se tedy o automatický útok. Nachází se zde dveˇ funkce a to :
– checkDistance(Units soldier, Units soldier2, Grid grid ) - tato funkce se volá
v hlavním vláknu, které si popíšeme až nakonec. Volá se pouze tehdy, pokud
má jednotka, která se kontroluje, ID od cizí jednotky na kterou má zaútocˇit.
Na zacˇátku této funkce se vypocˇte vzdálenost mezi dveˇma objekty a to proto,
abychom veˇdeˇli, jestli mu˚že jednotka už útocˇit nebo se musí nejprve prˇiblížit.
Pokud je vzdálenost veˇtší než 15, uloží se nám do jednotky, se kterou chceme
pohnout, pozice jednotky na kterou chceme zaútocˇit a následneˇ se spustí al-
goritmus pro vyhledání cesty. Vyhledá se cesta a jednotka se prˇiblíží k neprˇá-
telské jednotce. Jakmile je vzdálenost menší nebo rovná 15, jednotka dostane
prˇíkaz k zastavení a zavolá se nyní druhá funkce s názvem Attack(Units sol-
dier, Units soldier2).
– Attack(Units soldier, Units soldier2 ) - tato funkce nám obstarává samotný
útok. Nejprve se zkontroluje, zdali není jednotka typu Ranger. Pokud ano, ješteˇ
prˇed samotným ubráním životu˚ je potrˇeba vytvorˇit strˇelu, která nám bude
naznacˇovat útok na dálku. Následneˇ se vezmou dveˇ jednotky, kterých se tato
akce týká. Jedná se o naší a neprˇátelskou a to z toho du˚vodu, abychom veˇdeˇli,
jaké jednotce máme ubrat životy a kolik. Jakmile bude cˇas od útoku více než
3s, cˇas se vynuluje a jednotka mu˚že zaútocˇit znovu.
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• BasicAttackBuilding.java - tato trˇída je témeˇrˇ stejná jako trˇída BasicAttack.java.
Zde pouze pracujeme s naší jednotkou a s budovou neprˇítele. Funkce mají tedy
místo druhého parametru Units soldier2 tento Buildings building.
• AutoBasicAttack.java - trˇída, která se stará o automatický útok. Její funkce se volají
ve smycˇce v hlavním vlákneˇ. Zde se tedy stále kontroluje, jestli není cizí jednotka
poblíž na kterou bychom zaútocˇili automaticky. Princip v této trˇídeˇ je témeˇrˇ stejný
jako u prˇedchozích. Kontroluje se tedy vzdálenost, která musí být pro automatický
útok nižší než 20. V tomto prˇípadeˇ se jednotka pomocí algoritmu prˇesune automa-
ticky blíž na pozici, na které se nachází jednotka a zaútocˇí.
• AutoBasicAttackBuilding.java - trˇída, která se liší od automatického útoku na jed-
notky pouze ve vzdálenosti pro prˇiblížení a typem druhého parametru. Opeˇt zde
kontrolujeme jako druhý parametr budovu a s ní taktéž pracujeme.
4.2.5 Vyhledání cesty a tvorba formace
Tato cˇást se bude zabývat vyhledáním cesty pro jednotky mezi prˇekážkami. Jedná se o
algoritmus, který se stará o to, aby jednotka meˇla prˇesnou a zárovenˇ co nejkratší cestu na
místo.
4.2.5.1 A* Algoritmus
A* ( A star ) [8] je pocˇítacˇový algoritmus, který se používá pro vyhledávání optimál-
ních cest. Byl vytvorˇen v roce 1968 Peterem Hartem, Nilsem Nilssonem a Bertramem
Raphaelem.
A* používá tzv. hladový princip pro nalezení optimální cesty z pocˇátecˇního do konco-
vého bodu. Touto cestou se rozumí ta, která je nejkratší, nejrychlejší a další. K vytvorˇení
algoritmu jsem použil pseudokód na Obrázku 7.
Nejprve si tedy vytvorˇíme listy pro otevrˇené uzly a uzavrˇené uzly. Do otevrˇeného
listu vložíme jako první pocˇátecˇní uzel. Nyní následuje smycˇka ve které máme na za-
cˇátku vložit otevrˇený uzel s nejmenší cenou do soucˇasného uzlu, se kterým budeme
pracovat. Abychom meˇli jako první uzel s nejmenší cenou, použil jsem funkci Collecti-
ons.sort(openList, new CustomComparator()), která se postará o to, aby vždy na první
pozici byl uzel, jehož cena je nejmenší. Detailní popis algoritmu vcˇetneˇ praktické ukázky
naleznete v [7]. Realizace komparátoru pak vypadá jako na Výpisu 6.
public static class CustomComparator implements Comparator<PathNode>{
public int compare(PathNode o1, PathNode o2) {
return o1.getCost() − o2.getCost();
}
}
Výpis 6: Vlastní komparátor pro serˇazení uzlu˚
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Obrázek 7: A* pseudokód
Nyní z otevrˇeného listu odstraníme uzel se kterým nyní pracujeme tzn. soucˇasný a
následneˇ vložíme do uzavrˇeného listu. Uzavrˇený list znacˇí již navštívené uzly. Následuje
podmínka, která kontroluje, jestli se nacházíme na konecˇné pozici. Pokud ano, smycˇka
se ukoncˇí. Nyní musíme projít každého souseda pro soucˇasný uzel. Zde se nachází dveˇ
podmínky. První z nich je, že pokud je soused již navštívený nebo na neˇj nemu˚žeme jít,
prˇeskocˇíme jej a pu˚jdeme na dalšího. V prˇípadeˇ, že nová cesta k sousednímu uzlu je kratší
uložíme si tuto novou cenu jako cenu souseda a nastavíme mu souseda soucˇasný uzel. V
prˇípadeˇ, že se soused nenachází v listu otevrˇených uzlu˚, vytvorˇíme jej a vložíme do listu.
Po ukoncˇení vyhledání cesty procházíme od pocˇátecˇního uzlu pomocí jeho sousedu˚
až do konecˇného uzlu, který nemá žádného souseda. Pozice všech uzlu˚ ukládám do zá-
sobníku, který má jednotka se kterou budeme pohybovat. Tato jednotka si poté ze zásob-
níku vytahuje pozice na které má jít až dojde na konecˇné místo.
4.2.5.2 Formace
Princip formace není nijak zvlášt’ složitá veˇc. Jakmile prˇijde zpráva pro aktualizaci
jednotek tak se pro každou jednotku volá metoda pro zajišteˇní formace. Probíhá to tak, že
ve trˇídeˇ Formation.java se nachází dveˇ promeˇnné i a j, které se starají o posun jednotek.
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Vše se vyhledává ve mrˇížce, ve které se nachází všechny objekty. Formace spocˇívá v
tom, že se první jednotka uloží na místo a další se postaví vedle ní. V jedné rˇadeˇ mu˚že
stát maximálneˇ 5 jednotek. V dalším prˇípadeˇ se musí vytvorˇit nová rˇada. V prˇípadeˇ,
že se jednotka nemu˚že postavit hned vedle, posune se o další pozici, dokud se nenajde
ta správná. Po nastavení formace pro všechny jednotky, kterých se aktualizace týkala,
nastavíme promeˇnné i a j zpeˇt na 0, aby formace byla použitelná pro další aktualizaci
umísteˇní jednotek. Prˇíklad formace lze videˇt na Obrázku 15.
4.2.6 Mrˇížka ( Grid )
Mrˇížka nám slouží k tomu, abychom veˇdeˇli kudy se pohybovat. Mrˇížku využívá A* algo-
ritmus, který mezi objekty v mapeˇ vyhledává cestu, aby se tyto objekty mohly vyhýbat
prˇekážkám. V mrˇížce se nachází budovy, stromy, kameny i zlaté bedny. Celá mrˇížka je
tedy dvourozmeˇrné pole typu String o šírˇce a výšce 256. Celá mrˇížka je zaplneˇna tecˇ-
kami ( "."). Je-li v mrˇížce tecˇka, znamená to, že je pozice volná a jednotka mu˚že projít.
V prˇípadeˇ, že se zde neˇco nachází tak mrˇížka obsahuje krˇížek ( "x"). Celou funkci nám
obstarávají tyto dveˇ funkce :
• addToGrid - tato funkce se stará o to, aby nám vložila do mrˇížky krˇížky. Tato funkce
se volá naprˇíklad když stavíme budovu. Klient odešle informace o postavení bu-
dovy na server a server zprávu zpracuje, získá si pozici budovy, její šírˇku, výšku a
na základeˇ toho obsadí pozice v mrˇížce. Díky tomu se budou jednotky této budoveˇ
vyhýbat a nebudou procházet prˇes ní.
• deleteFromGrid - témeˇrˇ totožná funkce, akorát její funkce spocˇívá v odstraneˇní
objektu z mrˇížky. Tato funkce se volá v prˇípadeˇ, že je budova znicˇená a odstraneˇná
z mapy.
4.2.7 Hlavní vlákno ( Controller )
Hlavní cˇást celého programu se nachází v balícˇku Controller. V tomto balícˇku se nachází
stejnojmenná trˇída, která se stará o chod celého serveru.
Prˇi spušteˇní vlákna se nejprve spustí funkce sendStartBroadCast(). Ta se stará o ode-
slání veškerých potrˇebných informací pro hrácˇe na zacˇátku hry. Dále se odešle pro oba
hrácˇe mapa, která se skládá z ru˚zných objektu˚, které se nachází na mapeˇ. Dále násle-
duje smycˇka while. V této smycˇce se provádeˇjí všechny potrˇebné funkce, aby byl zajišteˇn
správný chod serveru. Na zacˇátku je kontrolován pohyb jednotek a kontrola, zdali neˇ-
která z jednotek nemá život menší nebo roven nule. Pokud ano, vloží se do listu jednotka,
která má být smazána. Jako další je trˇeba taktéž kontrolovat životy budov, zdali nemají
být odstraneˇny.
Dále následuje kontrola automatického útoku. První se spustí funkce s názvem au-
toAndAttackunit(), která se nachází ve trˇídeˇ functions. V této funkci se nám kontrolují
všechny jednotky obou hrácˇu˚. V prˇípadeˇ, že jednotka má ID neprˇátelské jednotky, spustí
se funkce pro útok na základeˇ kliknutí uživatele. V opacˇném prˇípadeˇ následuje kontrola
vzdálenosti mezi jednotkami. Jedná se o funkci checkDistance(), kterou jsme si popsali
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výše. Abychom veˇdeˇli, že neprˇátelská jednotka je již mrtvá, následuje funkce checkIfIdE-
xists(). Pokud jednotka ješteˇ existuje, útok na ní stále pokracˇuje. V prˇípadeˇ, že ID nebylo
nalezeno se nastaví parametr u jednotky na 0, aby nedošlo k chybeˇ a neútocˇila na jed-
notku, která je již mrtvá a neexistuje. Tento stejný postup použijeme i na kontrolu mezi
budovami. Jedná se o funkci autoAndAttackBuilding().
Jako další dochází ke kontrole, zdali je jednotka v módu hlídkování. Jedná se o funkce
setWatching(unit) a onWatchPosition(unit). Pokud má jednotka nastaven parametr na
hlídkování spustí se tyto funkce. Následuje vypocˇtení cesty pomocí algoritmu na místo
a následneˇ se kontroluje, jestli je jednotka na místeˇ a pokud ano, tak se spustí algoritmus
na vyhledání cesty zpeˇt. Toto se deˇje stále dokola, dokud nebude mít jednotka zrušen
parametr hlídkování.
Nyní prˇicházíme ke kontrole vytvárˇení strˇel a smazání jednotek a budov. Nejprve
zkontrolujeme, jestli je potrˇeba odeslat vytvorˇenou strˇelu obeˇma klientu˚m, aby si ji mohli
vykreslit. Dále následuje kontrola listu pro smazání jednotek a budov. V prˇípadeˇ, že se v
listu nachází neˇjaká jednotka, odešle se zpráva klientu˚m o jejich smazání. Následuje ode-
slání stavu jednotek a budov klientu˚m a také kontrola zdali je potrˇeba provést vylepšení
jednotek. Jako poslední se kontroluje práce pracovníku˚. Pracovníci jsou automaticky po-
slání na pozici, kde se nachází zlato a následneˇ jsou poslání zpeˇt ke hradu, kde dochází
ke prˇicˇtení nateˇženého zlata.
V této trˇídeˇ se také nacházejí listenery pro prˇíjem zpráv, aby mohli být následneˇ zpra-
covány viz. Výpis 7.
public void messageReceived(HostedConnection source, Message m) {
if (m instanceof HelloMessage) {
helloMessageController.checkHelloMessage(source, m);
} else if (m instanceof SoldierBuildingMessage) {
buildingMessageController.checkSoldierBuildingMessage(source, m);
} else if (m instanceof PlayerInfoMessage) {
playerInfoController .checkPlayerInfoMessage(source, m);
} else if (m instanceof UpdateMessage) {
updateController.checkUpdate(source, m);
} else if (m instanceof SpellMessage) {
spellController .checkSpell(source, m);
} else if (m instanceof NameMapMessage) {










Výpis 7: Listenery pro zprávy ve trˇídeˇ controller
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4.2.8 Umeˇlá inteligence
V této hrˇe je taktéž naimplementována umeˇlá inteligence. Je to samostatné vlákno, které
se spustí v prˇípadeˇ, že se jeden z hrácˇu˚ odpojí.
Na zacˇátku se jako první zkontroluje, jestli hrácˇ již postavil hlavní budovu a laboratorˇ,
aby nedošlo k jejímu opeˇtovnému postavení. Dále následuje opeˇt smycˇka while, která
se stará o chod umeˇlé inteligence. Celá smycˇka se opakuje po 1,5 sekundeˇ. Nejprve se
zkontroluje, zdali hrad existuje. Pokud ne, je potrˇeba ho nejprve postavit.
Aby se pocˇítacˇový hrácˇ mohl bránit jsou zde funkce ( checkNearEnemyAtBuilding(),
checkNearEnemyAtUnit()) , které slouží ke kontrole jestli se nenachází neprˇátelský hrácˇ
poblíž naší budovy nebo jednotky. V prˇípadeˇ, že se jednotky nachází poblíž, jsou na neˇ
odeslány automaticky jednotky pocˇítacˇe. V prˇípadeˇ, že jednotky hrácˇe utíkají, je zde také
kontrola, aby pocˇítacˇové jednotky neutekly až k základneˇ hrácˇe ( checkIfAway()). Pokud
se nachází daleko od základny, zastaví se. Dále je zde funkce, která se stará o znicˇení
protivníka ( destroyEnemy()). Pokud máme více než 15 jednotek a hrácˇ má postavenou
základnu jsou pocˇítacˇové jednotky automaticky poslány na znicˇení základny.
Dále následuje switch, který na základeˇ vygenerovaného cˇísla od 1 do 10 vybere akci
pocˇítacˇe. Jedná se o tyto možnosti :
1. createWork() - funkce, která se stará o vytvorˇení potrˇebného pocˇtu pracovníku˚.
2. buildLaboratory() - jestliže ješteˇ není postavena laboratorˇ a pocˇítacˇ má na ní dosta-
tek peneˇz, postaví se.
3. createRanger() - slouží k vytvorˇení jednotky typu Ranger.
4. buildAltar() - postavení budovy, která se stará o vytvárˇení základních bojových
jednotek.
5. createSoldier() - funkce, která vytvorˇí jednotku typu Soldier.
6. buildRange() - postaví budovu, která slouží pro vytvárˇení jednotek typu Ranger.
7. buildGoldmine() - tato funkce se stará o postavení budovy pro teˇžbu zlata. Nejprve
se zjistí pozice hlavní budovy a následneˇ se vyhledává truhla zlata, která je nejblíže
k základneˇ. Jakmile se tato truhla vyhledá, postaví se v její blízkosti budova.
8. createZombie() - vytvorˇí jednotku typu Zombie.
9. createUpdate() - funkce se postará o vylepšení neˇkteré z jednotek.
10. makeFormation() - tato volba se postará o seskupení jednotek na urcˇené pozici, aby
byly pohromadeˇ.
Maximální pocˇet bojových jednotek pro pocˇítacˇ je 30.
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4.3 Implementace Klienta
Nyní následuje druhá cˇást vytvorˇené hry a to klient. Aby mohl hrácˇ hrát tuto hru, musí
si nejdrˇív spustit klienta. Ten se stará o vykreslení jednotek, budov, objektu˚ a dále o ovlá-
dání jednotlivých jednotek a další. Nyní si popíšeme implementaci klienta po cˇástech.
4.3.1 Spušteˇní klienta ( Trˇída Main.java )
Prˇi pocˇátecˇním spušteˇní klienta dojde nejprve k nacˇtení scény pro hru a dále nacˇtení
všech modelu˚ ve hrˇe, aby nedocházelo k pozdeˇjšímu sekání hry. Tuto cˇinnost má na sta-
rost funkce loadModels, která se nachází ve trˇídeˇ models. V této funkci se nám nacˇtou
modely do promeˇnných typu Node. Modely se nacˇítají pomocí assetManager viz. Výpis
8. AssetManager slouží k nacˇítání 3D objektu˚, optimalizaci a k prˇipravení pro použití do
hry. Na výpisu jde videˇt, že lze nastavit i velikost a název modelu pro pozdeˇjší rozlišení
mezi ostatními objekty.
public void loadModels() {
skelet = (Node) assetManager.loadModel("Models/skelet/skelet.j3o");
skelet .setLocalScale(0.08f);





stone = (Node) assetManager.loadModel("Models/Rock1/Rock1.j3o");
stone.setName("Stone");
}
Výpis 8: Nacˇtení modelu˚
Následuje podobná registrace zpráv a listeneru˚ pro tyto zprávy, jak tomu bylo u ser-
veru. Dále je ješteˇ potrˇeba vytvorˇit uživatelské menu, abychom mohli zobrazit úvodní
stránku. Toto provádíme pomocí hud, který si popíšeme pozdeˇji.
4.3.2 Jednotky a budovy
Pro jednotky a budovy jsou vytvorˇené dva balícˇky s názvy Buildings ( budovy ) a Units
( jednotky) .
• Buildings - v tomto balícˇku se nachází trˇída Building. Tato trˇída slouží k vytvárˇení
objektu˚ budov, její inicializaci, inicializaci životu˚ a obsahuje také funkci pro aktua-
lizaci životu˚ pro vykreslení.
• Units - v tomto balícˇku se nachází více trˇíd. Je zde trˇída GameData.java, ve které
se nachází du˚ležité data ze hry. Dále je zde trˇída RangeAttack.java, která slouží k
vytvorˇení objektu strˇely pro jednotky Ranger. V prˇípadeˇ, že jednotka Ranger útocˇí
a prˇijde ze serveru zpráva pro vytvorˇení strˇely, vytvorˇí se objekt této trˇídy, kde se
nám nacˇte kulicˇka, která se následneˇ pohybuje z vytvorˇené pozice na pozici cíle
pomocí funkce moveShoot().
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Dále se v tomto balícˇku nachází také trˇída Thing.java, která slouží k vytvárˇení ob-
jektu pro objekty na mapeˇ, tímto mám na mysli stromy, kameny a truhly na zlato.
A v poslední rˇadeˇ je zde trˇída Units. Má témeˇrˇ stejnou strukturu jako trˇída pro bu-
dovy. Názorneˇ jsou tyto dveˇ trˇídy níže zobrazeny pomocí diagramu ( Obrázek 8
).
Obrázek 8: Trˇída pro budovy a jednotky
4.3.3 Zprávy pro komunikaci
Jedná se o balícˇek Messages. Tuto cˇást budu popisovat velmi zlehka, protože je totožná
jako cˇást na serveru. Jak jsem již zmínil, na obou stranách musí být tyto trˇídy totožné,
aby komunikace probíhala bez chyb. Jedná se tedy o ty samé trˇídy, které jsou popsány v
Implementaci serveru v kapitole 4.2.1.
4.3.4 Hlavní cˇást - kontrolér
Celá hra probíhá pomocí smycˇky simpleRender, která se nachází ve trˇídeˇ Main.java.
Tato smycˇka je volána stále dokola. Nachází se zde funkce ze trˇídy Control.java, které
slouží k hlavnímu chodu celé hry. Popíšeme si funkce, které se zde nachází :
• MoveCamera() - tato funkce slouží k pohybu kamery po mapeˇ. Na základeˇ liste-
neru˚ OnAnalog(),který se nachází v kontroléru, snímá každý pohyb pomocí myši a
na základeˇ pozice myši se rozhodne, jestli se bude kamera pohybovat a jakým smeˇ-
rem. Abychom mohli pohyb myši dokonale sledoval, je potrˇeba nejdrˇíve registrovat
listener pro jednotlivé akce myši.
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• CheckMessage() - tato funkce spustí funkci MessageCheck(), která se nachází ve
trˇídeˇ messageControl. Tato funkce se stará o zpracování zpráv, které prˇicházejí ze
serveru. Zprávy, které prˇijdou ze serveru se pomocí listeneru˚, který na základeˇ prˇí-
chozí zprávy zjistí, jakého typu zpráva je a vloží jí do prˇíslušného listu zpráv. Po-
kud list není prázdný tak se provede funkce MessageCheck(). Ta v sobeˇ obsahuje
funkce, které slouží jak k vytvorˇení jednotek a budov tak i k její aktualizací. Dále
je zde zpracování zprávy pro strˇelu, kdy dojde k vytvorˇení strˇely a následneˇ ke
vložení do scény a k jejímu zobrazení a pohybu. Tato funkce slouží taktéž ke zpra-
cování zprávy pro odstraneˇní jednotek a budov. Je to tedy kontrolér, který se stará
o zpracování všech zpráv a o realizaci.
• checkCreating() - funkce, která obstarává kontrolu pro tvorbu jednotek z budov a
také pro vytvárˇení útoku pro jednotku Ranger. Tato funkce volá funkci checkCre-
ate pro každou budovu hrácˇe. V této funkci se nám nastaví prˇíslušné menu pro
budovu a kontroluje se zde cˇas pro vytvárˇení jednotek. Jakmile dojde k uplynutí
cˇasu, vytvorˇí se objekt daného typu, inicializuje se, vloží do scény a následneˇ se
prˇidá do listu hrácˇe. Po vytvorˇení jednotky dojde k odeslání zprávy o vytvorˇení na
server, aby server mohl zpracovat vytvorˇení jednotky a následneˇ odeslat druhému
hrácˇi, aby si ji mohl vykreslit do scény.
4.3.5 Staveˇní budov, pohyb jednotek
V této kapitole si popíšeme pru˚beˇh staveˇní budov a pohybu jednotek. Popíšeme zde, jak
probíhá odchytávání pozice myši a dalších du˚ležitých cˇástí pro staveˇní a pohyb na mapeˇ.
Pro zjišteˇní pozice myši jsem vytvorˇil funkci getClickedPositionOnMap() viz. Výpis 9.
Tato funkce obstará prˇesnou pozici kliknutí na mapeˇ, tedy ne na obrazovce.
public Vector3f getClickedPositionOnMap() {
CollisionResults results = new CollisionResults();
Vector2f click2d = inputManager.getCursorPosition();
Vector3f click3d = cam.getWorldCoordinates(new Vector2f(click2d.x, click2d.y), 0f) .clone()
;
Vector3f dir = cam.getWorldCoordinates(new Vector2f(click2d.x, click2d.y), 1f) .
subtractLocal(click3d) .normalizeLocal();
Ray ray = new Ray(click3d, dir) ;
rootNode.collideWith(ray, results ) ;
Vector3f pt = null ;
for ( int i = 0; i < results .size () ; i++) {




Výpis 9: Získání pozice kliknutí
• Staveˇní budov - abychom mohli postavit budovu, je potrˇeba nejprve kliknout na
tlacˇítko prˇíslušné budovy v dolním menu. Jakmile klikneme na budovu, zobrazí se
nám náhled budovy na mapeˇ a pohybuje se nám na základeˇ pohybu myši. Beˇhem
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pohybu budovy po mapeˇ se nám volá funkce checkCollision. Tato funkce se stará
o zjišteˇní kolize mezi naší budovou a jakýmkoliv jiným objektem na mapeˇ. Pokud
je pocˇet kolizí veˇtší než 0, funkce nám vrací true, což znamená, že budova je v kolizi
s jiným objektem. V tomto prˇípadeˇ budova zcˇervená a znemožní se její postavení.
V opacˇném prˇípadeˇ pokud mu˚žeme budovu postavit, klikneme levým tlacˇítkem a
tímto se budova postaví na pozici myši. Dále se odešle na server zpráva o postavení
budovy, server tuto zprávu zpracuje a odešle druhému hrácˇi.
public boolean checkCollision(Node a)
{
CollisionResults results = new CollisionResults();
List<Spatial> spatial = rootNode.getChildren();
for(Spatial spatial2 : spatial )
{
if ( spatial2 .getName().equals("Tree") || spatial2 .getName().equals("Gold") ||
spatial2 .getName().equals("Stone") ||
spatial2 .getName().equals("Units") || ( spatial2 .getName().equals("
Buildings"))
&& (spatial2!=a)) {
boundingBox = (BoundingBox) spatial2.getWorldBound();
a.collideWith(boundingBox, results);








Výpis 10: Detekce kolize
• Akce s jednotkami - pokud chceme pohybovat s jednotkou mu˚žeme ji vybrat dveˇma
zpu˚soby. V prˇípadeˇ volby pouze jedné jednotky, stacˇí na ní najet myší a následneˇ
po kliknutí se provede funkce, která zjistí, zdali došlo ke kliknutí na neˇjaký objekt
na mapeˇ a podle toho se zavolá funkce pro vybrání jednotky. Dále lze jednotkou
pohybovat pomocí pravého tlacˇítka myši, kdy po kliknutí na mapu získáme prˇes-
nou pozici a tuto pozici uložíme pro jednotku. Odešle se zpráva na server i s novou
pozicí a server tuto zprávu zpracuje a spustí algoritmus pro vyhledání cesty a ná-
sledneˇ odesílá pozice, na které se má jednotka prˇemístit a tím dojde k pohybu.
4.3.6 Zobrazení menu a dalších informací
Jak jsem již drˇíve popsal, pro zobrazení ru˚zných informací a vytvorˇení menu jsem využil
tzv. NiftyGUI. Pomocí XML souboru jsem nadefinoval ru˚zné obrazovky a panely, které
slouží pro zobrazení menu pro jednotlivé budovy, jednotky a další. O celý tento proces
se stará objekt trˇídy HUD. Zde se nachází funkce, které se provádeˇjí na základeˇ kliknutí
na tlacˇítko na obrazovce. Každé tlacˇítko má své ID a po kliknutí se provádí funkce. Jsou
zde funkce na postavení budov : buildAltar, buildTrend, buildCastle, buildRangeB,
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buildLaboratory, ale taktéž funkce pro vytvárˇení jednotek : createSoldier, createZombie,
createRanger, createWorker. Jednoduše rˇecˇeno, nacházejí se zde funkce, které obstarávají
akci pro všechny tlacˇítka, které lze ve hrˇe videˇt.
Pro prˇepínání jednotlivých typu˚ menu jsem využil switch, který na základeˇ parame-
tru i volá prˇíslušnou funkci pro nacˇtení obrazovky z XML souboru.
public void setScreenBuilding(int i ) {
switch (i ) {
case 0:
nifty .fromXml("Interface/Nifty /HelloJme.xml", "hud", this) ;
break;
case 1:
nifty .fromXml("Interface/Nifty /HelloJme.xml", "asd", this) ;
break;
case 2:






nifty .fromXml("Interface/Nifty /HelloJme.xml", "endGame", this);
break;
case 10:




Výpis 11: Prˇepínání obrazovek
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5 Uživatelská dokumentace
V této kapitole se pokusím o vysveˇtlení aplikace z pohledu uživatele, tedy hrácˇe. Popí-
šeme si, jaké jsou herní požadavky, spoušteˇní aplikace, ovládání aplikace a další du˚ležité
faktory k úspeˇšnému hraní hry.
5.1 Herní požadavky
Herní požadavky na tuto aplikaci nejsou nikterak složité. Jedná se o aplikaci, která je
vytvorˇena prˇedevším pro pocˇítacˇovou platformu.
Ke spušteˇní aplikace je potrˇeba mít nainstalované Java rozhraní ( pokud možno nej-
noveˇjší ). Velikost hry je prˇibližneˇ 50 MB. Jedná se o velikost pouze klienta. V prˇípadeˇ že
budete chtít mít na jednom PC soucˇasneˇ i server je potrˇeba mít o 8MB veˇtší kapacitu. V
dnešní dobeˇ, kdy kapacity harddisku˚ dosahují velikosti neˇkolika terabajtu˚ je tato velikost
zcela zanedbatelná.
Hra oplývá základními grafickými prvky a volneˇ dostupnými 3D modely. V prˇípadeˇ
nacˇítání teˇchto modelu˚, mu˚že dojít ke zpomalení hry. Abychom se vyvarovali zbytecˇným
problému˚m, jsou veškeré modely nacˇteny na zacˇátku spušteˇní aplikace.
5.2 Spušteˇní hry
5.2.1 Server
Jak jsem již výše zmínil, abychom zdárneˇ spustili hru, je potrˇeba mít nainstalované Java
rozhraní. Pro úspeˇšné vytvorˇení hry a následné prˇipojení klienta je jako první potrˇeba
spustit server. Serverová cˇást se skládá ze souboru˚ uvedených na Obrázku 9.
Obrázek 9: Struktura souboru˚ pro server
Ve složce lib se nachází potrˇebné knihovny ke správnému chodu aplikace. Složka
maps obsahuje soubor s názvy dostupných map a následneˇ jednotlivé mapy. Dále se zde
nachází soubor runServer.bat, který slouží k úspeˇšnému spušteˇní serveru. Hlavní soubor
celého serveru se nazývá MyGame.jar. Pro spušteˇní tohoto souboru docílíte následovneˇ
:
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1. Klikneˇte dvakrát na soubor runServer.bat. Tento soubor má v sobeˇ již potrˇebné
prˇíkazy, které slouží k úspeˇšnému spušteˇní serveru.
2. Otevrˇe se Vám konzole a pokud nedošlo k žádné chybeˇ, tak by konzole prˇi správ-
ném spušteˇní meˇla vypadat jako na Obrázku 10.
Obrázek 10: Úspeˇšné spušteˇní serveru
3. V tuto chvíli je server úspeˇšneˇ spušteˇn a cˇeká a prˇipojení hrácˇu˚.
5.2.2 Klient
Spušteˇní klienta je o neˇco jednodušší. Pro úspeˇšné spušteˇní hry, je trˇeba mít funkcˇní ser-
ver. Hierarchie souboru˚ klienta vypadá jako na Obrázku 11.
Obrázek 11: Soubory pro klienta
Na obrázku je zde opeˇt složka lib ve které se nachází knihovny. Dále jsou zde soubory
pro vykreslení ( lwjgl64.dll, OpenAL64.dll ). Nás opeˇt zajímá nejdu˚ležiteˇjší soubor a tím
je MyGame.jar. Neplést si se souborem pro server. Aplikace mají stejný název, avšak
jsou v ru˚zných složkách a plní jinou funkci. Pro úspeˇšné spušteˇní klienta stacˇí pouze
2x kliknout na soubor MyGame.jar. Následneˇ se nám spustí klient a prˇivítá nás úvodní
obrazovka jME3 ( Obrázek 12 vlevo).
Zde si nastavíme celou obrazovku, rozlišení obrazovky ( doporucˇuji 800x600 ), barev-
nou hloubku a vyhlazování. Pokud jsme vše nastavili dle našich prˇedstav, klikneme na
tlacˇítko Continue a spustí se nám hra s menu viz. Obrázek 12 vpravo.
5.3 Práce s klientem
V této sekci si popíšeme, jak ovládat klienta po úspeˇšném prˇipojení na server. Po prˇipojení
závisí na klientovi, v jakém porˇadí se prˇipojil. Pokud se hrácˇ prˇipojí jako první na server,
má o jednu úlohu navíc. V tomto prˇípadeˇ musí hrácˇ zvolit mapu. Na výbeˇr má ze dvou
možností :
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Obrázek 12: Spušteˇní klienta
1. Zvolit ze seznamu - hrácˇ si zvolí mapu z listu, který se nachází vpravo nahorˇe.
Je zde seznam již vytvorˇených map. Hrácˇ si vybere pomocí kliknutí na název. V
prˇípadeˇ, že hrácˇ mapu nezvolí, je implicitneˇ nastavena mapa cˇ.1.
2. Vytvorˇení nové mapy - pokud si hrácˇ chce vytvorˇit svou vlastní mapu, musí klik-
nout na tlacˇítko Create Map ( Vytvorˇit mapu ) a následneˇ bude prˇesunut do editoru
map. Podrobný návod na vytvorˇení mapy si popíšeme v další cˇásti.
Pokud jsme si mapu vybrali ze seznamu klikneme na tlacˇítko Start a v tu chvíli se
zobrazí herní plocha, kde cˇekáme, až bude prˇipraven druhý hrácˇ, a poté se spustí celá
hra.
5.3.1 Editace mapy
Prˇi volbeˇ editace mapy budeme prˇesunuti do editoru. Zobrazí se nám prázdná travnatá
plocha do které budeme moci vkládat jednotlivé objekty, které si zvolíme z nabídky viz.
Obrázek 13.
Zvolit si mu˚žeme ze trˇí veˇcí. První z nich je klasický strom ( Tree ) a druhá veˇc je
kámen ( Stone ). Tyto veˇci nejsou nijak podstatné a slouží pouze ke zkrášlení mapy. Nej-
du˚ležiteˇjší je zlatá truhla ( Gold Chest ). Ta slouží k tomu, abychom mohli teˇžit zlato. Bez
této truhly nebude možné teˇžit, proto silneˇ doporucˇuji prˇi editaci mapy si tuto truhlu do
mapy vložit. Po vytvorˇení mapy klikneme na tlacˇítko start a budeme prˇesunuti do hry.
Po vytvorˇení mapy se nám uloží a budeme ji moci prˇi další hrˇe použít znovu. Mapa
se uloží s názvem Map a cˇíslo následující po poslední vytvorˇené mapeˇ.
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Obrázek 13: Editor map
5.3.2 Staveˇní a práce s menu
Po úspeˇšném prˇipojení obou hrácˇu˚ a potvrzení prˇipravenosti se obeˇma hrácˇu˚m nacˇte
mapa a spustí se hra. Zobrazí se nám menu, které lze videˇt na Obrázku 3.
Jako první bychom meˇli postavit budovu s názvem Castle. Klikneme tedy na tlacˇítko
Build castle, zobrazí se nám náhled budovy a mu˚žeme s ní pohybovat po mapeˇ. Jakmile
se nám zalíbí místo k postavení, klikneme levým tlacˇítkem a budovu postavíme. Pro po-
stavení ostatních budov opakujte stejný postup. V prˇípadeˇ postavení budovy GoldTrend
musíme na mapeˇ najít zlatou truhlu a tuto budovu postavit pouze v její blízkosti. Jestliže
je budova prˇíliš daleko tak zcˇervená.
Zobrazením menu, které je pro každou budovu jiné, docílíme tak, že klikneme na
danou budovu na mapeˇ. Místo základního menu se nám dole zobrazí prˇíslušné tlacˇítka.
Každá budova má jiné možnosti a jiné vytvárˇení jednotek. Pro vytvorˇení jednotky, cˇi
vylepšení nebo dalších jiných akcí je potrˇeba opeˇt kliknout levým tlacˇítkem myši na prˇí-
slušné tlacˇítko. Prˇi vytvárˇení jednotky vidíme cˇas, který slouží k zobrazení za jak dlouho
bude daná jednotka vyrobena a v prˇípadeˇ laboratorˇe vidíme soucˇasné poškození jedno-
tek ( Obrázek 14 ).
Obrázek 14: Menu budov
5.3.3 Práce s jednotkami
V této podkapitole si popíšeme práci s jednotkami. Oznacˇení jednotky docílíme tak, že :
1. Klikneme na jednotku - pouhým kliknutím docílíme oznacˇení jedné jednotky.
2. Využití boxu pro oznacˇení ( select box ) - v tomto prˇípadeˇ držíme levé tlacˇítko
myši a oznacˇíme pocˇet jednotek viz. Obrázek 15.
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Obrázek 15: Oznacˇení více jednotek
V prˇípadeˇ úspeˇšného oznacˇení se nám zobrazí prˇíslušné menu pro jednotky. Pokud
oznacˇíme pouze jednu jednotku, která bude typu Ranger, tak se nám zobrazí menu viz.
Obrázek 16. V opacˇném prˇípadeˇ zde bude pouze možnost hlídkování. To samé nastane i
v prˇípadeˇ, pokud oznacˇíme více jednotek.
Obrázek 16: Menu jednotek
V menu vidíme dva typy akcí :
• Make a spell ( Vytvorˇit kouzlo ) - tato možnost se nám zobrazí pouze u ozna-
cˇení jedné jednotky s názvem Ranger. Pokud chceme použít kouzlo, klikneme na
tlacˇítko levým tlacˇítkem myši a zobrazí se nám plocha, na kterou bude kouzlo po-
užito ( Obrázek 17 ). Pohybem myši si vybereme místo a následneˇ levým tlacˇítkem
kouzlo použijeme. V rozsahu se provede poškození cizím jednotkám a dojde také
33
k tzv. FEAR efektu ( Odstrašení jednotky - jednotka se pohne od strˇedu vyvolání
kouzla ).
Obrázek 17: Použití kouzla
• Watch ( Hlídkování ) - pokud klikneme na tuto možnost, zobrazí se nám malý ze-
lený kruh, který nám zobrazuje kam budou jednotky chodit. Klikneme levým tla-
cˇítkem na mapu a tím oznacˇíme bod kam budou jednotky chodit ( Obrázek 18 ).
Jakmile dosáhnou tohoto bodu, otocˇí se a jdou zpeˇt na prˇedchozí pozici. Tato cˇin-
nost se stále opakuje.
V prˇípadeˇ, že chceme s jednotkami pohybovat, tak je nejprve oznacˇíme a následneˇ
klikneme pravým tlacˇítkem myši kdekoliv na mapu. Na tuto pozici se nám naše jednotky
rozejdou. Tuto stejnou akci opakujte i v prˇípadeˇ, že chcete zaútocˇit na jednotky nebo
budovu protihrácˇe. Pravým kliknutím na budovu na ní zaútocˇíte. To samé platí i pro
jednotky.
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Obrázek 18: Použití hlídkování
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6 Záveˇr
Cílem této práce bylo vytvorˇit strategickou hru zarˇazenou do historického sveˇta. Nachází
se zde neˇkolik typu˚ budov a jednotek, které proti sobeˇ bojují a cílem je znicˇit hlavní
budovu. Práce se podobá jiným strategickým hrám, protože je zde stejný princip hry a
pravidel. Hru jsem si zvolil vytvárˇet v jazyce Java. Díky této práci se mi rozšírˇily obzory
co se týcˇe programování. Na této práci jsem poznal, že to není nic jednoduchého, když
máte za úkol vytvorˇit plneˇ funkcˇní hru, která by meˇla být prˇipravena pro hraní kdekoliv.
Prˇi vytvárˇení jsem narážel na spoustu problému, které bylo potrˇeba vyrˇešit. Acˇ se
jednalo o beˇžnou herní logiku, dokázala peˇkneˇ potrápit. Pochopit základní principy vy-
kreslování a další co je pomocí jMonkeyEnginu prˇístupné bylo neˇkdy zdlouhavé, avšak
ne nemožné. Rˇešení problému˚ se cvicˇícím mi velmi pomohlo a díky skveˇlým radám byly
neˇkteré problémy vyrˇešeny rychleji. Nejveˇtší boj byl s teˇmi nejjednoduššími chybami.
Rˇešení chyby, která nemá nikde žádné rˇešení ani na internetu a strávit nad tím 2 dny
a prˇitom stacˇilo zmeˇnit jen jeden rˇádek bylo opravdu nárocˇné. Problémy prˇi práci na-
staly také po dlouhém cˇase stráveném nad hrou, kdy už opravdu nezvládáte vnímat i tu
nejmenší chybicˇku.
Myslím si, že jsem zadání splnil dle požadavku˚, kde jsem splnil všechny body, které
mi byly zadány. Umeˇla inteligence je zde zavedena jednoduchá, ale je schopná bez pro-
blému odehrát celou hru. V prˇípadeˇ zmeˇny stacˇí pouze nahradit tuto trˇídu, což je pro
pozdeˇjší úpravy urcˇiteˇ jednodušší. Hraní hry je umožneˇno prˇes internet tak jak bylo za-
dáno, což je pro dnešní dobu urcˇiteˇ lepší než hrát jednu hru na jednom a tom samém
pocˇítacˇi.
Na prˇiloženém CD se nachází implementovaná hra a soubory potrˇebné k jejímu spuš-
teˇní. Jak jsem již drˇíve zmínil, ke spušteˇní je potrˇeba mít nainstalované Java rozhraní.
Dále se zde nachází elektronická podoba písemné bakalárˇské práce a pro jistotu i odkaz
na stažení softwaru pro jMonkeyEngine.
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A Obsah prˇiloženého CD
Struktura prˇiloženého CD se soubory :
• /KOD - v této složce se nachází celá programátorská cˇást. Celý vytvorˇený projekt v
enginu jMonkeyEngine.
• /ODKAZ - odkaz na stažení softwaru jMonkeyEngine 3.0.
• /SPUSTITELNE - zde se nachází spustitelné soubory pro spušteˇní hry a serveru.
• /TEXT - elektronická podoba textu bakalárˇské práce.
