ケイザイ シミュレーション ギホウ 3 エージェント ベース モデル ト オブジェクト シコウ プログラミング by 河合 勝彦 et al.
１ は じ め に
本稿は，社会科学分野におけるエージェントベースモデル1) (ABM: Agent
Based Model) を構築する際の，具体的なプログラミング手法についての解
説をおこなう。
そのプログラミング手法とは，オブジェクト指向プログラミング（ＯＯＰ）
である。本稿は，ＯＯＰをＡＢＭに適用することにより，ＡＢＭの構築が非
常に直感的かつ容易になることを示す。さらに，コンピュータプログラミン
グの専門家ではない社会科学者が，ＯＯＰパラダイムを利用することによっ
て，社会現象のシミュレーションをいかに効率的におこなうことができるか
についても検討する。
まず次章では，ＯＯＰの概念について簡単に説明をおこない，どのように
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1) エージェントベース・モデルがどのようなものであるか，その定義，哲学等につ
いては，河合 [2] において基礎的な解説をおこなっている。なお，コンピュー
タサイエンスにおけるエージェント指向 [32] の概念（特に Intelligent Agent 技
術に代表されるもの）と社会科学におけるＡＢＭは，その基本的概念や利用法に
ついて必ずしも一致しないことに注意されたい。社会科学分野におけるＡＢＭは，
むしろ，人工生命モデル [1] とその概念を共有するところが多い。
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ＯＯＰがＡＢＭを容易にするかについて説明する。続く第３章では,「連続
型囚人のジレンマゲーム」を取り上げ，ＯＯＰによってＡＢＭがどのように
構築されるかを具体例を使って示す。第４章では，ＡＢＭ構築を目的とした
専用プログラミングツールの利用について概説し，この専用ツールが第3章
のモデルをどのように拡張可能であるかを考察する。そして，最終章では，
まとめと今後の展望を述べる。なお，補論において，一般に公開されている
ＡＢＭ開発環境についての簡単なサーベイをおこなう。
２ ＯＯＰとＡＢＭ
いわゆるソフトウェア危機 (software crisis) を背景に，複雑なプログラ
ミングを単純にする手法として80年代まで主に使われてきた手続き指向手法
(POM: Procedure Oriented Method) は，実世界の問題を機能の観点で分解，
把握して，構造化プログラミング技法 (SP: Structured Programming)2) を適
用するものであった [4]。しかしながら，ＰＯＭにおいては，データとモジ
ュール（手続きのひとかたまり）の関連性が希薄であり，プログラム内にグ
ローバル変数を導入した場合などには，個々のモジュールのメンテナンスが
非常に複雑になり，結果として大規模モデルの作成は非常に困難なものにな
っていった。
一方，オブジェクト指向プログラミング（ＯＯＰ）とは,「オブジェクト」
という目的別に分散させた独立個体(処理単位)を作成し，各オブジェクト間
の相互協力によって問題を解決する方法である [6, 8]。なお，ＯＯＰにおけ
る個々のオブジェクトは，そのオブジェクト特有の状態をあらわすメンバー
変数（インスタンス変数）と，そのオブジェクト特有の内部処理をおこなう
メンバー関数（メソッド）から成り立っているため，各オブジェクトの独立
性が高く，上述のグローバル変数の問題は基本的に解消されている。したが
って，このＯＯＰによるソフトウェア開発手法は,「ソフトウェアの再利用
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2) 基本的な制御構造を組み立てることでプログラムを作成すること。
性」をある程度高めることにも成功した。
さらに，このオブジェクト技術は，ソフトウェア開発や，それを含むビジ
ネス現場において，解くべき問題について考える過程（モデリングプロセス）
を新しいものに変革した，ということにも深い意義がある3)ということを強
調しておく。
エージェント概説
ここでは，環境に応じて自己の行動をコントロールすることができる自律
的な主体をエージェントと呼ぶこととする4)。ＡＢＭにおいて，このエージ
ェントは，同一環境（ある閉じたシステム）に存在する他のエージェントに
影響を与え，また自らも他エージェントの行動によって影響を受ける。さら
に，外性的な環境変化への反応はもちろんのこと，多種多様のエージェント
（マルチエージェント）の相互連関（インタラクション）の結果生じるシス
テム全体の構造変化からのフィードバックも受ける。
なお，社会科学分野におけるＡＢＭにおいては，このエージェントを擬人
化してとらえることが普通である。ただし注意すべきことは，なるべく多く
の特性をこのエージェントに「植え付けて｣5) 人間および人間社会により近
いエージェントモデルをつくろうとすることは，根本的な要因分析，つまり
モデルの因果関係の抽出が難しいという意味で，あまり意味をなさないモデ
ル手法ということである6)。むしろ，人間のある限定された特定の性質だけ
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3) こうしたオブジェク技術が，ソフトウェア開発やビジネスモデル全般に与えるの
インパクトを一般向けにまとめたものとして Taylor [29] がある。なお，オブジ
ェクト技術についての，より詳細な説明は，Barker [6] および Budd [8] を参照
のこと。
4) 必ずしもこのエージェントが，人間の知性にも似た自己決定能力を持っていると
いうことを意味しない。外部環境の変化に対して，ルールベースの反応を示すこ
とだけで十分である。
5) アルゴリズムとしてそのプログラムに組み込んでということ。
6) これは，オブジェクト指向における抽象化の考え方にもよく似ている。地図をむ
やみやたらに詳細化しても，目的に応じた使い方はますます難しくなるだけであ
り，用途に応じたカテゴリ区分と抽象化によってこそ，目的の実現（問題解決）
により近づくことが可能となる。
をエージェントに「仕込み｣，他エージェントや環境からのフィードバック
を受けながら，その限定されたミクロ的な特性が，システム全体としてみた
場合に，どのような意図しない（創発的な）マクロ的な環境変化として観察
されるかということを探求することにＡＢＭの存在意義があるということに
留意されたい7)。
ＯＯモデルとＡＢＭ
上述したように，オブジェクトはその状態をあらわすメンバー変数（イン
スタンス変数）と，その振る舞いをあらわすメンバー関数（メソッド）によ
って定義づけられる。さらに用語説明を加えると，その具体的な定義をクラ
ス (class) と呼び，それが実体化されたものをインスタンス (instance) と呼
ぶ。
ここではまず，上で簡略に述べたＯＯモデリングにおける様々な概念と手
法を，ＡＢＭに適用することによって，いかにそのモデルビルディングが効
率化されるのか，その両者の親和性の要因を列挙することによって考察する。
・クラス (class) の継承 (inheritance) の利用，つまりサブクラス (sub
class) の作成により，類似した多種類のエージェントを容易に生成する
ことができる。
・クラスのインスタンス (instance) としてエージェントを生成すること
により，初期の内部状態が同質である多数のエージェントの，システム
内での共存，識別が可能となる。
・クラス変数 (class variable) およびインスタンス変数 (instance variable)
により，それぞれエージェントの種別および個別に，その状態（年齢，
財産，エネルギー，記憶等）を容易に設定することが可能になる。
・データのカプセル化 (encapsulation) と隠蔽化 (information hiding) によ
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7) こうしたモデル手法の古典的な例として，Schelling [27] がある。
り，エージェントの意図しない改変を防ぐことができる。
・クラス・メソッド (class method) およびインスタンス・メソッド (in-
stalnce method) により，それぞれエージェントの種別，個別に，その
行動ルールを具現化できる。
・メソッドの多態性 (polymorphism) により，名前が同一であるメソッド
を，エージェントの種別の違い（つまり，クラスの違い）に注意を払う
ことなく呼び出すことが可能になる8)。したがって，多種のエージェン
トを同一環境内で容易に混在させることが可能となる。
では，これらの特徴を踏まえ，次章において実際にＯＯＰによるＡＢＭの
構築をおこなってみよう。
３ ＯＯＰによるＡＢＭモデルの作成の具体例
ＯＯＰによるＡＢＭモデル作成の具体例として，本章では「連続型囚人の
ジレンマゲーム（IPD: Iterated Prisoner’s Dilemma」を扱うことにする。Ｉ
ＰＤのコンピュータ実験は，米国ミシガン大学の政治学者, Axelrod [5] に
よるオープンなコンピュータトーナメントにより広く知られることとなった
が，人間社会における協調，協力関係の生成について，ひとつの有力な仮説
を与えるものとして，心理学，政治学，経済学といった多分野にまたがって
現在でも研究が続けられている9)。
なお，本稿はＩＰＤ実験における新たな知見を加えることを目的とはして
おらず, むしろ，ＩＰＤという典型的な社会科学分野のシミュレーションモ
デルを一例として，ＯＯＰのＡＢＭへの適用方法について解説をおこなうつ
もりであることに注意して欲しい。
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8) オーバーロード (overload) とオーバーライド (override)。
9) 囚人のジレンマゲームが実社会に与えたインパクトを，一般にもわかるように解
説した啓蒙書として Poundstone [24] がある。
ゲームのルール
基本的な囚人のジレンマゲームは二人の対戦エージェント（プレーヤ）か
ら成り立つ。それぞれのエージェントは，お互いの情報が遮断された環境で，
協調と裏切りという二つの選択肢をとることができる。ＩＰＤはこのゲーム
を連続しておこなう。そして，最終的な実験の目的は，このゲーム環境のな
かで，どのようなエージェントが最強であるかを発見することである。
このゲームの利得行列（損得関係を表したもの）は以下の表の通りである。
それぞれの記号は，以下の意味にちなんで命名されている。は協調した
場合の利得（Reward)，はお人好しの態度を取った場合の利得 (Sucker)，
は裏切りへの誘惑にしたがった場合の利得（Tempation)，は裏切りあい
の懲罰の利得 (Punishiment) である。
なお，上の利得行列の基本構造が ，および とな
っていることに注意して欲しい。後者の条件は，デタラメに協調と裏切りの
行動を取ることの平均利得が協調を続けることの利得を越えない条件をあら
わしている。
プログラム言語
では実際のプログラミングについて説明をしよう。このＩＰＤシミュレー
ションモデルの構築には Python [15] を採用した。もちろん，インターネッ
ト等を通じて，より高度なＡＢＭ開発環境を入手することも可能であるが，
それらのツールについては次章と補論において説明を加える。ここであえて
それらのＡＢＭ開発環境を利用しなかったのは，ＯＯＰによるモデリングプ
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表１ 囚人のジレンマゲーム利得表
自分
協調 裏切り
相
手
協調 ＝3, ＝3 ＝0, ＝5
裏切り ＝5, ＝0 ＝1, ＝1
ロセスをより詳細に示すためである。もっとも，後で紹介するこれらのＡＢ
Ｍ開発環境も Objective-C [14] や Java [13] といったＯＯＰのフレームワー
クに沿った高級言語用のクラスライブラリ10)を提供するものが大部分であり，
そのライブラリソースの詳細を追えば，ＡＢＭ が高級言語によってスクラ
ッチから書かれている状況を確認することができるであろう。
ちなみに，Python は Tcl [22] や Perl [33] と並んで欧米では非常に人気
のあるスクリプト（インタプリタ）言語である。しかし，後者２つはそのオ
リジナルの言語体系にＯＯＰ機能が完全に組込まれておらず11)，その採用は
見送ることにした。一方，Python は現代的なＯＯＰの機能を備えており，
しかも C++ や Java のような厳密な型宣言も必要としないため，習得も容易
であり，それほどスピードを必要としないプログラミングには最適な言語で
あると言えよう。その他の Python の詳細な情報や，他の言語との比較につ
いては，Python の Web サイト [25]，および Lutz [15] 等を参照されたい。
エージェントの作成
このシミュレーションモデルにおけるもっとも抽象度の高いエージェント
は，表２にあるようなテンプレート，ＯＯＰの用語で言えばクラスであらわ
すことができる。なお，リスト左側の行番号はリスト全体における行番号で
ある。プログラムリストの全体は付録に掲載する。
まず13行目は Agent というクラスの定義の宣言である。続く14～16行目
はクラスの定義をコメントしているだけでありプログラムの実行には関係し
ない。17,18行目では, モデルの統計用に, number, total というクラス変数
を設定する。19行目はクラスのインスタンス化，つまりクラス・テンプレー
トによるオブジェクトの初期化を宣言し，続く20～22行目でインスタンス変
数の初期化をおこなう。23,25,28行目はオブジェクト(エージェント)の行動
経済シミュレーション技法(３) 29
10）言語がユーザに提供するクラスのコレクション。これを機能ごとにまとめたもの
をパッケージと呼ぶ。
11）パッケージの利用などでＯＯＰ機能を組込むことは両者とも可能である。
ルールをあらわすインスタンス･メソッドの設定 (内容が空もあり)である12)。
なお，20～22行目で設定されるインスタンス変数は，23行目以下に設定さ
れている外部とのインターフェイス（インスタンス・メソッド）を通じての
み外部からのメッセージ（命令）に応答する。よって，関連しないクラスの
オブジェクトからの直接操作を受けつけない。つまり，オブジェクトのデー
タをカプセル化することにより，その内部状態を他のオブジェクトに対して
隠蔽化している13)。
表３のコードはクラスの継承をあらわす。ＡＢＭは多数のエージェント
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12）Python においては，親クラスでの空メソッドの定義は，あくまでもプログラム
の見通しをよくする程度の役割しかない。一方，Java の Abstract Class を使えば，
派生クラス（サブクラス）での当該メソッドの利用を強制することができる。
13）ただし，Python のオブジェクト設計においては，データのカプセル化，隠蔽化
はコンベンション (conventions) とされており,「意図すれば」外部からの直接
操作も可能である。換言すれば，最大限プログラマの自由性を高めているという
ことであろう。
表２ Agent クラスの定義
13 class Agent:
14 """
15 prototype agent
16 """
17 number＝10 # the number of agents
18 total＝0.0 # total point
19 def __init__(self):
20 self.point＝0.0 # point for one game
21 self.point_hist＝[] # point history
22 self.strategy＝[] # his strategy
23 def decide(self, i, other):
24 pass # no decision rule set
25 def addPoint(self, point): # increse his point
26 self.point＋＝point
27 self.point_hist.append(point)
28 def emptyStrategy(self): # reinitialize strategy
29 self.strategy＝[]
（マルチエージェント）によるシミュレーションが基本であるが，すべての
個体が別種であるエージェントシステムが存在することは稀である。つまり，
継承関係を利用して基本的な性格を同一にし，かつメッセージの交換も可能
であるような類似エージェントを限定的に多種類かつ多数作成することがＡ
ＢＭにとって必要である。
73行目以降では，Agent クラスから派生する AllDAgent クラス（すべての
条件で裏切りを続ける)を定義している。当該行の ( ) 内においては継承さ
れる上位クラス（Agent）を指定し，78，79行目でその継承の初期化がおこ
なわれている。80，81行目において，この AllDAgent の行動ルールをイン
スタンスメソッドとして定義する。
さらに，以下の表４にあるリストは「しっぺ返し戦略 (Tit for Tat)」を採
用するエージェントをクラス化したものである。なお，上の AllD エージェ
ントと同様に，基本的な部分は親クラスである Agent クラスから継承して
いる。
48行目以下は，ＴＦＴエージェントの意思決定ルールをメソッドとしてあ
らわしたものであるが，AllDクラスと同様に，親クラス（Agent クラス）
と同名の decide メソッドを定義していることに気づいて欲しい。これは，
メソッドの多態性を利用して親クラスのメソッドをオーバーライド (over-
ride) していることを示している。
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表３ AllDAgent クラスの定義
73 class ALLDAgent(Agent):
74 """
75 all deceiting agent
76 """
77 number＝alld_number
78 def __init__(self):
79 Agent.__init__(self)
80 def decide(self, i, other):
81 self.strategy.append(D)
エージェント環境
本モデルのエージェントの環境としては，全個体の集合のなかから，任意
２個体のエージェントが対戦相手同士として選ばれるという設定を採用して
いる。
もちろん，２次元グリッド（格子）構造を加えれば，限定された距離空間
でしかエージェントの情報交換が許さないという意味での「限定合理性」を
取込むことも可能であり，そのモデル方法については次章において検討する。
シミュレーションのタイムスケジュール
本プログラムでは，並行 (concurrent) 処理等を必要とする特別なステッ
プは存在しないため，高度なスケジュール管理を行うコードは加えられてい
ない。もちろん，次章や補論で紹介をおこなうＡＢＭ構築ツールを利用すれ
ば，シミュレーションの高度なスケジュール管理は容易に可能となる。
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表４ TFTAgent クラスの定義
41 class TFTAgent(Agent):
42 """
43 tit for tat agent
44 """
45 number＝tft_number
46 def __init__(self):
47 Agent.__init__(self)
48 def decide(self, i, other):
49 if i＝＝0:
50 self.strategy.append(C)
51 elif i＞0:
52 if other.strategy[i-1]＝＝C:
53 self.strategy.append(C)
54 else:
55 self.strategy.append(D)
シミュレーション結果
本稿のシミュレーションモデルは，オリジナルの Axelrod モデルと比較し
てエージェントの種類が大変少ないため，あえて総当たり戦をおこなわず，
全エージェントの集合から，対戦する２エージェントをランダムに選ぶ方法
を採用し，エージェント種ごとの平均得点を競わせることとした。なお，詳
細については付録のソースコードを参照して欲しい。
このシミュレーション結果の概略を述べると，すべてのエージェント種の
割合が同一である初期条件のもとでは，ほぼ100％の割合で AllDAgent (す
べての状況で裏切り) が最高平均得点を得ることが観察された。しかしなが
ら，例えば TFTAgent (しっぺ返し戦略)の割合を増加させていくと，多く
の状況で最強だと報告されているこのＴＦＴエージェントが最高の平均得点
をあげていく場合も増えていくことが観察される。
なお，本稿はあくまでもシミュレーションモデルの構築法に焦点をあてる
ことが目的なので，詳細な結果の検討や統計的分析を省略している。シミュ
レーション結果の統計的分析の方法については，また機会を改めて解説した
い。なお，エージェントの多種類化や対戦方法の変更等，本モデルの拡張に
興味のある読者は，付録のコードを参考におこなっていただきたい。
４ 汎用言語の限界とＡＢＭ開発環境の利用
前章では，汎用のオブジェクト指向言語 (Python) を利用することにより
ＡＢＭを構築したが，コンピュータ言語についてあまり知識をもたない大多
数の社会科学者にとっては，プログラミング言語の利用自体が非常に高いハ
ードルであり，当然のことながら，これ以上の複雑なモデルビルディングは
さらに難しいように考えられる。
もちろん，オブジェクト指向技術の普及により，シミュレーションモデル
全般のソースコードの可読性は高まっていることは予想されるものの，ある
研究者個人による独自モデルでは，そもそもそのソースコードが公開されて
いる必要があるし，公開されていたとしても，その再利用性，および拡張性
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に限界があるようにも思われる。例えば，カスタムメイドの独自モデルにお
いては，そのＡＰＩ仕様14) がドキュメントされている必然性は非常に低く，
たとえモデルのソースがオープンにされていたとしても，それを詳細検討し
ようとする誘因は非常に限られた研究者の間にだけ存在すると考えたほうが
よい。つまるところ，社会科学分野におけるシミュレーションの世界にも，
エスペラント（実際には英語であろうが）にも似た，(世界）共通言語が必
要なのかもしれない。
ＡＢＭ開発環境の特徴
ただし，アカデミックコミュニティーから，上の述べた問題点に対して徐々
に回答が寄せられつつある。
まず，大部分の社会科学者にとってコンピュータ言語の利用は非常にハー
ドルが高いという最初の問題点に関しては，StarLogo とそれを拡張した
NetLogo の利用が考えられる。ただし，これらの簡易言語の解説と利用例の
紹介は河合 [2] にておこなっているので，本稿ではこれ以上深く触れない。
２番目の，独自仕様のモデルは大部分ソースが公開されず，公開されたと
してもブラックボックスのままでいる可能性が高いという問題点に関しては，
ＡＢＭ構築の標準ツールとなるべくＡＢＭ開発環境がインターネット上に何
種類か公開されており，それを活用することが考えられる15)。ここでは，こ
れらの構築ツール全般が，どのように今までのＡＢＭの構築を効率化してい
くかについて考えてみたい。ちなみに，考察の対象とするＡＢＭツールは
Swarm [19,28]，Ascape [17] および Repast [26] である。
これらのＡＢＭ開発環境に共通している特徴は以下の通りである。
1.オブジェクト指向言語により開発されている。
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14）アプリケーションプログラムインターフェイス。プログラム内のモジュール（ク
ラス）が，どのような外部とのインターフェイスを持っているかを決めたもの。
15）これらの環境，ツールの簡単な紹介については，本稿の補論を参照されたい。
2.ＡＢＭでよく使わソフトウェア部品（コンポーネント）をクラスライブ
ラリとして提供している。
3.ＡＢＭの共通モデル言語としての役割を目指している。
それぞれの特徴について解説を加えよう。
１については，前章の汎用オブジェクト言語 Python でのＡＢＭ構築例で
も示したように，ＯＯＰとＡＢＭは非常に親和性が高いことの証左であると
いえる。特に注視すべきことは，ＡＢＭ構築ツールでは，その高い抽象性
（abstraction）によって，シミュレーションにおける複雑なスケジュール
（イベント）管理さえも，それをオブジェクトとして設計することにより，
モデルビルダーの手間を大幅に軽減しているということである。
さらに，ここで取りあげた３つのＡＢＭ構築ツール (Swarm, Ascape, Re-
past) は，Java 言語をその記述言語として採用しているが，この言語の採用
は，従来からのＣ言語やそのオブジェクト言語への拡張である C++ 言語で
は必須であったメモリー管理の必要性を，モデルビルダから解放している
[31]。これは，少なくとも数百，時には数千～数万のマルチエージェントの
インタラクションをタイムスケジュール管理しながらシミュレートするとい
った，非常にメモリーインテンシブな作業を必要とするＡＢＭためには必須
の機能であるといえよう。
２については，特にコードをスクラッチで書いた場合にソースの大部分を
占めるというＧＵＩ設計の労力軽減に関して大きな威力を発揮している16)。
例えば，有限なセル空間の端にいるエージェントは，それが接するセルの数
が少ないために，他エージェントとのインタラクションが制限される（エッ
ジ効果)。そのエッジ効果を解消するために，通常ＡＢＭでは，トーラス17)
型のセル空間を採用するのだが，そうした空間設計に関しても，モデルビル
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16）ＯＯＰ標準の技術である Model-View-Controller (MVC) パラダイム，モデルの
ビューからの分離，を採用している。
17）立体型のドーナッツ
ダーの手を煩わすことなきよう，これらのツールは多種類の空間構造構築用
のクラスライブラリ（パッケージ）を提供している（ディスプレイ用のライ
ブラリも含む)。また，３つのツールに共通して，モデルのパラメータをイ
ンタラクティブに変更するためのウィジェット（ＧＵＩ)，個別のエージェ
ントの状態をインタラクティブに確認，変更するためのウィジェット，生成
されたデータを視覚化（グラフ化）するウィジェット等が提供されている。
さらに，シミュレーション結果を左右する乱数の発生についても，汎用言
語に関数（クラスメソッド）として付属している簡易的な乱数発生ライブラ
リよりも，より精度にすぐれたライブラリが提供されている。繰り返しの多
いモンテカルロシミュレーションを効率的におこなったり，統計的な分析を
厳密におこなうためには，決して欠くことのできない機能である。
３について，これらのツールは，プログラミング初心者でも容易に再利用
可能な Java クラスライブラリの提供と，そのＡＰＩの詳細なドキュメンテ
ーションにより，研究者間のモデル再現性に非常に大きな比重を設けている。
また，３つのツールとも誰でも加入が可能なメーリングリスト（ＭＬ）を開
設しており，研究者間の協力を促進している。さらに，Swarm と RePast に
関しては，開発の手法も非常にオープンであり，ユーザコミュニティーから
のコードの寄与も積極的に受け入れている [26, 28]。
シミュレーションの手順
ＡＢＭ開発環境の紹介の最後として，これらのツールにおけるシミュレー
ション手順を，Terna [30,31] を参考に簡単にまとめておく。
・(ステップ１）ＡＢＭツールが提供する雛形（クラスライブラリ）を利
用して(サブクラスとして継承して)，エージェントの構造（性質)，お
よびこのエージェントが存在するシミュレーション空間（環境）の構造
を設定する。さらに，エージェントオブジェクトをこのシミュレーショ
ン空間にどのように配置するかを決定する。
・(ステップ２）ステップ１で作られたエージェントおよび環境の状態遷
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移を記録するためのスケジュールオブジェクトを作成する。
・(ステップ３）ステップ２で作られたスケジュールオブジェクトを利用
し，ステップ１で作成されたエージェントおよびその生存環境のインタ
ラクションを，連続したシミュレーションにより観察する。
・(ステップ４）モデルパラメーターを変更したり，乱数のシードを変化
させながらシミュレーションを繰り返し，統計的分析のためのデータを
収集する。
なお，筆者は，第３章で扱った連続型囚人のジレンマゲームの拡張モデル
の構築を，これらのＡＢＭ構築ツールを利用しておこなっている。具体的に
は，その原型となる第３章のゲームに２次元のグリッド構造と情報伝達ノイ
ズを導入し，さらにエージェントの行動ルールに簡単な生態学的な適応戦略
を導入した。詳細な結果報告は，またの機会に譲りたいと思うが，類似の研
究で多数報告されているように [1,16]，ある一定のノイズの存在のもとで
は，ＴＦＴ型のエージェントを押え，Pavlov 型18)のエージェントの全体的拡
散がおこることを確認している (図１を参照)。
５ ま と め
本稿はＯＯＰの概念を簡略に説明し，それがいかにＡＢＭを容易にするか
についての解説をおこなった。さらに，ＯＯＰをＩＰＤゲームに適用し，実
際のモデリング過程の解説をおこなった。なお，ＯＯＰは，世の中をどのよ
うに見るかということの一手段 [8] といってもよいが，その手法および哲
学が，見事にＡＢＭの構築に適しているということが理解できたと思う。
社会科学，特に経済学分野においては，従来より演繹的な数理モデルビル
ディングが主流であり，計量経済学分野における統計モデル，および応用一
般均衡分析におけるマルチセクター・シミュレーションモデル以外に，コン
ピュータが重点的に使われる機会は非常に少なかった。
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18）Pavlov 型エージェントの行動ルールについては，付録の Python ソースコードを
参照されたい。
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図１ ABM構築ツール(RePast) による IPDのシミュレーション例
初期条件を操作するコントロールパネル。
格子状（升目）に構築されたエージェント世界の初期状態。１つのセルが１人のエージ
ェントをあらわす。なお，セルの色の違いは，エージェントの種類の違いをあらわす。
初期，中期にかけてTFT型（黒色）のエージェントが勢力を伸ばす。
長期的には，Pavlov 型（灰色）のエージェントが勢力を拡張していく。
 
 
しかしながら，複雑系科学 [34] が科学における演繹手法の限界を明らか
にするにつれ，社会科学分野においても，(社会現象の）シミュレーション
分析 [10] が盛んになってきている。したがって本稿は，社会科学者がシミ
ュレーション科学に疎いであろうという事情を鑑み，ＯＯＰのＡＢＭへの適
用という特定の一分野に題材を絞り，その基礎的な解説をおこなった。
今後の課題としては，第4章および補論で説明した，いくつかのＡＢＭ開
発環境を詳細に取り上げ，格子状モデルへの拡充を含めたエージェント環境
の複雑化，およびシミュレーションのスケジュール管理についての解説をお
こないたいと考えている。さらに，オブジェクト指向技術一般については，
ＵＭＬ [7] および デザインパターン [9] の経済シミュレーションへの応用
について考察する予定である。
補 論
代表的なＡＢＭ開発環境とＯＯＰ
ＡＢＭのモデリングツールとしてインターネット上に一般に公開されてい
るものはそれほど多くないが，代表的なものとして以下の５つのを紹介する。
なお，それぞれのツールにおいて，どの程度ＯＯＰ環境を利用可能かについ
てのコメントを重点的に加えた。
Agent Based Simulator (ABS)
国産のエージェントベースモデルシミュレータとしては，構造計画研究所
創造工学部がＩＰＡ（情報処理振興事業協会）の教育プロジェクトとして開
発したＡＢＳがある [3]。
誓約書を提出することによりＡＢＳの学術利用は無料であるが，そのソー
スは公開されていない。したがって筆者はソースの吟味を含めＡＢＳを実際
に利用できたわけではないが，服部他 [3] によると，モデル言語は Micro-
soft Visual Basic (VB) 風のものを採用しており，その簡単なプログラミン
グ言語およびシミュレーションに特化した関数を提供することにより，初心
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者にもやさしいＡＢＭの環境を提供しているとのことである。なお，システ
ム概要にエージェント，空間，変数の階層構造が作成可能との記述があるた
め，ＶＢのサブセットとなる程度のＯＯＰ環境は提供しているものと思われ
る。
StarLogo (NetLogo)
StarLogo の詳細については，ＡＢＭの基礎を説明した河合 [2] において
おこなっているのでそちらを参考にして欲しい。なお，StarLogo のダウン
ロードにおいて必要なのは電子メールアドレスの登録だけであり，その学術
利用については無料であるが，残念ながらそのソースは公開されていない。
オリジナルの Logo 言語 [23] においては単体のエージェント（タートル）
しか利用（動作させる）することができなかったが，(Mac) StarLogo にお
いては，複数のエージェントを concurrent (並行的）に利用することが可能
になり，ＡＢＭの初心者にとっての格好の開発環境を提供することとなった。
現在の Java 版 StarLogo においては，Turtle (エージェント) コマンド，お
よび Patch (環境) コマンド，Observer (観察者) コマンドが，その編集環境
とともに完全に分離されているが，これはＯＯＰにおけるデータのカプセル
化，情報の隠蔽化の概念を取り込んでいるとも言えよう。
なお，NetLogo はノースウェスタン大学で開発が進んでいる StarLogo の
拡張版である [20]。StarLogo の基本機能に加え，より多くのＡＢＭに特化
した関数を提供している。
Swarm
Santafe Institute の Chris Langton によって始動された Swarm プロジェク
トは, マルチエージェントシミュレーションシステムの構築を可能にする
「共通言語(ツール)」の開発を目的として出発し，現在も非営利団体である
Swarm Development Group によって，その開発が継続しておこなわれてい
る [19, 28]。
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実際の構成内容としては，Swarm はＡＢＭに特化した Objective-C 向けの
クラスライブラリを提供する。モデルビルダーは，これらのライブラリから
必要なクラスを選び，作成されるオブジェクト（エージェント)においてレ
ディーメイドのインスタンス変数とインスタンスメソッドを利用する。もち
ろん必要に応じてクラスの内容を継承したサブクラスを作成することも可能
である。
なお，Objective-C はＣ言語のスーパーセットであるため，Ｃ言語の最低
限の理解が必要であるが，ＯＯＰの基礎概念を理解していれば，その習得に
上級者のコーディング技術は必要としないであろう。さらに，バージョン２
より，Java Native Interface (JNI) [12] を利用して Java フロントエンドから
Swarm のクラスライブラリを利用することができるようになったため，Java
プログラマーにも利用しやすいシステムとなった。
実際の利用方法については，近い将来，この経済シミュレーション技法の
シリーズのなかで紹介する予定である。
Ascape
元 The Brookings Institution, 現 BiosGroup の Miles T. Parker によって開
発がすすめられているＡＢＭ開発環境の Ascape [17] の基本設計は，Swarm
のそれとほぼ同一である。ただし，提供されているクラスライブラリは
100％ Pure Java で書かれている。したがって，Winodws, Mac, Unix と，Java
VM が移植されている環境であれば，コードを一切書換えることなく利用す
ることが可能である。
Parker [17] にしたがって Ascape の基本設計を箇条書きで示すと以下の
通りである。
・All ascapes are themselves agents.
・Scape structure is hidden from agents.
・Behaviors occures across ascape as rules.
これは上述の Swarm の基本設計とほぼ同一である。
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RePast
The University of Chicago's Social Science Research Computing によって開
発が進められている RePast の設計思想も，先にあげた Swarm と Ascape と
ほとんどかわらない [26]。また，RePast も Ascape と同様に 100％ Pure
Java で書かれているために，Java VM が利用可能であればその利用に支障
はない。
特筆すべきことは，Swarm と並び，RePast 開発グループは，非常にオー
プンな開発環境19)で，積極的にオープンソースの成果を取り入れていること
であろう。
Ascape と RePast の利用法についても，Swarm と同様，この経済シミュ
レーション技法のシリーズのなかで解説をおこなう予定である。
なぜオープンソースにこだわるのか
上にあげたＡＢＭ開発環境はＡＢＳと StarLogo を除き，オープンソー
ス20)となっている。さらに，Swarm においては Free Software Foundation
(FSF) の GNU GPL (General Public License) [11] に従った自由なプログラ
ムの改変と再配布さえも許可している。
ここでは，(重要な論点ではあるが)オープンソースと知的財産権の関係に
ついてはいったん脇に置いて，これらの開発環境がオープンソースであるこ
との利点をいくつか挙げてみよう。代表的な論点としては，
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19）この側面は, SourceForge.net(http://repast.sourceforge.net/) の利用に如実にあら
われている。
SourceForge.net is the world’s largest Open Source development website, with the
largest repository of Open Source code and applications available on the Internet.
SourceForge.net provides free services to Open Source developers, including project
hosting, version control, bug and issue tracking, project management, backups and ar-
chives, and communication and collaboration resources.（http://sourceforge.net/ よ
り引用）
20）ここでは，ソースが利用者にも公開されているという意味で利用している。オー
プンソースの厳密な定義としては，Open Source Initiative による活動 [21] を参
照のこと。
・完全な再現性が期待できること。
・公平なピア・レビューアを持てること，よってプログラムのバグを指摘
することが容易であること。
・追加コード，モジュールを提供する協力者を集めることができること。
ということがすぐに思いつく。
ちなみに，筆者は５年以上応用一般均衡モデルのコンピュータシミュレー
ションをおこなってきたが，ソースが公開されているモデルは非常に少なか
った。つまり，モデルの再現性というものがほとんど保証されていないのに
も関わらず，その結果があたかも間違いがない正答だと信じることをわれわ
れは半ば強制され続けてきたのである。再現性を重んじる自然科学分野と対
比してみれば，これが本当に異常な事態であることにすぐ気づくはずである。
もちろん，シミュレーションモデルのソースを公開しないのは，他の研究者
によるモデルの安易なコピーを防ぐという意味もあるのだろうが，科学とし
ては，中世の錬金術のレベルまで後退していると言っても過言ではなかろう。
付 録
付録Ａ プログラムリスト
A1. Agent.py
以下は，ＩＰＤにおけるエージェントを定義するクラス・モジュールのソースリス
トである。
1 from whrandom import *
2
3 C＝1 # cooperate
4 D＝0 # deceit
5
6 allc_number＝10
7 tft_number＝40
8 atft_number＝10
9 alld_number＝10
10 rand_number＝10
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11 pav_number＝10
12
13 class Agent:
14 """
15 prototype agent
16 """
17 number＝10 # the number of agents
18 total＝0.0 # total point
19 def __init__(self):
20 self.point＝0.0 # point for one game
21 self.point_hist＝[] # point history
22 self.strategy＝[] # his strategy
23 def decide(self, i, other):
24 pass # no decision rule set
25 def addPoint(self, point): # increase his point
26 self.point += point
27 self.point_hist.append(point)
28 def emptyStrategy(self): # reinitialize strategy
29 self.strategy＝[]
30
31 class ALLCAgent(Agent):
32 """
33 always honest agent
34 """
35 number＝allc_number
36 def __init__(self):
37 Agent.__init__(self)
38 def decide(self, i, other):
39 self.strategy.append(C)
40
41 class TFTAgent(Agent):
42 """
43 tit for tat agent
44 """
45 number＝tft_number
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46 def __init__(self):
47 Agent.__init__(self)
48 def decide(self, i, other):
49 if i == 0:
50 self.strategy.append(C)
51 elif i＞0:
52 if other.strategy[i-1]＝＝C:
53 self.strategy.append(C)
54 else:
55 self.strategy.append(D)
56
57 class ATFTAgent(Agent):
58 """
59 anti-tit for tat agent
60 """
61 number＝atft_number
62 def __init__(self):
63 Agent.__init__(self)
64 def decide(self, i, other):
65 if i＝＝0:
66 self.strategy.append(D)
67 else:
68 if other.strategy[i-1]＝＝C:
69 self.strategy.append(D)
70 else:
71 self.strategy.append(C)
72
73 class ALLDAgent(Agent):
74 """
75 all deceiting agent
76 """
77 number＝alld_number
78 def __init__(self):
79 Agent.__init__(self)
80 def decide(self, i, other):
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81 self.strategy.append(D)
82
83 class RANDAgent(Agent):
84 """
85 random moving agent
86 """
87 number＝rand_number
88 def __init__(self):
89 Agent.__init__(self)
90 def decide(self, i, other):
91 self.strategy.append(randint(D,C))
92
93 class PAVLAgent(Agent):
94 """
95 pavlov agent
96 """
97 number＝pav_number
98 def __init__(self):
99 Agent.__init__(self)
100 def decide(self, i, other):
101 if i＝＝0:
102 self.strategy.append(C)
103 else:
104 # needed to change
105 if self.strategy[i-1]＝＝other.strategy[i-1]:
106 self.strategy.append(C)
107 else:
108 self.strategy.append(D)
A2. Battle.py
以下はゲームのルールを設定するモジュール Battle.py のソースリストである。
1 #!/usr/bin/env python
2
3 #
4 # C B
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5 # ＋＋＋
6 # C ＋ (3,3) ＋ (0,5) ＋
7 # ＋＋＋
8 # B ＋ (5,0) ＋ (1,1) ＋
9 # ＋＋＋
10 # x 0.1 (in this program) to suppress overflow.
11
12 from Agent import *
13
14 alltypes＝[ALLCAgent,TFTAgent,ATFTAgent,ALLDAgent,RANDAgent,
PAVLAgent]
15
16 class Payoff:
17 """
18 calcualte payoff
19 """
20 def __init__(self):
21 self.a1＝None # agent1
22 self.a2＝None # agent2
23 def setPayoff(self, i, a1, a2): # the rule of the game
24 self.a1＝a1
25 self.a2＝a2
26 if self.a1.strategy[i]＝＝C and self.a2.strategy[i] ＝＝D:
27 self.a1.addPoint(0.0)
28 self.a2.addPoint(0.5)
29 elif self.a1.strategy[i]＝＝C and self.a2.strategy[i] ＝＝C:
30 self.a1.addPoint(0.3)
31 self.a2.addPoint(0.3)
32 elif self.a1.strategy[i]＝＝D and self.a2.strategy[i] ＝＝C:
33 self.a1.addPoint(0.5)
34 self.a2.addPoint(0.0)
35 elif self.a1.strategy[i]＝＝D and self.a2.strategy[i] ＝＝D:
36 self.a1.addPoint(0.1)
37 self.a2.addPoint(0.1)
38 else:
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39 raise "something is wrong!"
40
41 class Counter:
42 """
43 count total points
44 """
45 def __init__(self):
46 self.allagents＝None
47 def count(self):
48 # point counter
49 for i in self.allagents:
50 for j in alltypes:
51 if isinstance(i, j):
52 j.total＋＝i.point
53 else:
54 continue
55 # print average points
56 for i in alltypes:
57 print i.__name__, i.total/i.number, i.number
58 i.total＝0 # clear counter
59
60 class Battle(Payoff,Counter):
61 "conduct battle"
62 def __init__(self):
63 Payoff.__init__(self)
64 Counter.__init__(self)
65 self.allagents＝[]
66 # instanciate objects
67 for i in alltypes:
68 for j in range(i.number):
69 self.allagents.append(i())
70 self.rest_player＝[]
71 self.randplay＝0
72 # mc: the num. of simulation, num_play: the num. of play
73 self.mc＝0
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74 self.num_play＝0
75 def play(self,mc＝1,num_play＝100):
76 self.mc＝mc
77 self.num_play＝num_play
78 for i in xrange(self.mc):
79 self.rest_player＝self.allagents[:] # shallow copy
80 # randomize the num of play
81 # self.rand_play＝randint(1,self.num_play)
82 self.rand_play＝self.num_play
83 while self.rest_player ＜＞ []:
84 self.ag1＝choice(self.rest_player) # choose an agent
85 self.rest_player.remove(self.ag1)
86 self.ag2＝choice(self.rest_player) # choose the opponent
87 self.rest_player.remove(self.ag2)
88 self.ag1.emptyStrategy()# reinitialize strategy
89 self.ag2.emptyStrategy()
90 for k in xrange(self.rand_play): # battle
91 self.ag1.decide(k,self.ag2)
92 self.ag2.decide(k,self.ag1)
93 self.setPayoff(k,self.ag1,self.ag2)
94 print i＋1, self.rand_play # print the num. of play
95
96 def main():
97
98 battle1＝Battle()
99 battle1.play()
100 battle1.count()
101
102 battle2＝Battle()
103 battle2.play()
104 battle2.count()
105
106 if __name__=='__main__':
107 main()
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Computer Simulation in Economics (Ⅲ)
Agent Based Modeling and Object Oriented Programing
Katsuhiko KAWAI
This paper explains how social scientists in general, and economists in par-
ticular, can lean how to build agent-based simulation models (ABM). We then
argue that it is by making use of object oriented techniques that one can most ef-
ficiently build agent-based models.
Furthermore, we examine how and why social scientists, who are not neces-
sarily the specialist of computer programming, can benefit from object oriented
techniques, using a simple iterated prisoner's dilemma game. Python language,
an all-purpose, easy-to-use, object oriented language, is used to illustrate this.
We also briefly discuss more advanced approach to ABM using specialized
tools, such as Swarm, RePast, and Ascape, available on the Internet. These tools
basically provide the model builders with well-documented Java class libraries for
ABM. As it turns out, those tools greatly facilitate the reuse of available source
code and consequently enhance the modeling details.
In addition, we conduct short survey of other ABM development environments
currently available, in the appendix.
