Introduction
A concurrent model of computation for bit-level operation is useful for developing asynchronous and concurrent programs, which frequently use bit-level operations. Some examples are programs for video games, hardware emulation (including virtual machines), and signal processing. However, few models and languages are optimized and oriented to bit-level concurrent computation. Such a model and language, though, allow easier development and briefer expression of bit-level concurrent programs than with languages based on general operation-level (integer, string, etc.) computation.
Demands for concurrent programming have increased since recent computer systems and programs require asynchronous and fine-grain concurrency. Especially, the use of applications such as those mentioned above has increased as the performance of computer systems has improved. For instance, the implementation of emulation programs that correspond to the architectures of legacy computer systems is desired. We consider such applications are suitable for development through the composition of atomic bit-level operations, since the many parts of these programs require finegrain concurrency and the treatment of bit-level data of variable size.
In the first stage of our research, we developed a bit-level concurrent visual programming language (VPL), called A-BITS [1], [2] , for developing programs based on bit-level concurrent computation. It provides only binary data-types and functions for composing programs, since it is based on the premise that a program consists of smaller components based on bit-level computation. Therefore, the language specification is simpler and learning is easier than with general operation-level languages. The language is based on a dataflow-like model that computes using processes which provide serial bit-level operations and FIFO buffers connected to them. The properties of the model make it possible to express bit-level computation naturally and to develop it compositionally.
However, the base model of computation for A-BITS makes it difficult to express the process of computation precisely and formally, since the base model of computation for the language does not incorporate uniform primitive computation elements for controlling, operating, and synchronizing. In addition, the model makes it difficult to briefly and simply express synchronizations and bidirectional communications as well as other dataflow-like models. This is not a serious problem for many general programs based on dataflow-like models, since their main applications are stream-oriented computations and data-driven computations. However, bit-level concurrent programs generally need many operations for synchronization and bidirectional communication. Thus, it is important to solve the problem since bit-level concurrent programs can be expressed more briefly and simply.
We devised the APC (Ajiro Program Circuit) model [2] as a concurrent model of bit-level computation to solve the problems, and to be the base model of the next version of A-BITS. In addition, we developed an APC simulator [ since it is difficult to design a synchronization mechanism in programming with the base model of A-BITS. For instance, an individual route with some operations for sending an acknowledgement signal is needed if starting an operation indirectly depends on completion of previous operations. The APC model solved the above problem by bidirectional communications using carriers and rule-based processing elements without internal states. Such a route is not generally needed since the operations are weaved with in the data operation process.
The APEC model is a refined version of the APC model, and two main modifications are as follows. First, in the APC model, carriers on non-connected terminals have special connections which do not have destination terminals, and such carriers are called isolated carriers. However, such terminals are instead defined as looped terminals in the APEC model. This modification allows a briefer definition of the model by excluding the anomalistic notion. Second, the formalization and the description of the model have been refined. As a consequence, the names for some notions have been changed: a transition is called an application, and a network is called a circuit. Changing the state of a circuit through an application is represented by a form such as p1+p2. According to the modifications, the APEC simulator we will explain later is a modified version of the APC simulator [2] which reflects the APEC definition.
Formal Definition of APEC
We do not assume to use of the formal definition of the APEC model to explain the meanings of program (computation) components-that is, the behaviors of primitives and components-since it corresponds to the diagrammatic notation and the mathematical expression is complex. However, formal definition is needed to precisely express the behavior of bit-level computation on the APEC model. For instance, although the behavior of a network is often expressed by a description of a transition-sequence, which is easy to understand intuitively as in the previous section, we provide a formal definition of it in the APEC model to eliminate any ambiguity regarding its meaning. Hence, we introduce and explain a formal definition in this section.
We first introduce and define the gAPEC (general APEC) model as it is the general model based on communication using carriers and asynchronous concurrent operations by primitives with ordered rules. The APEC model is defined as a restricted model of gAPEC since the notion of communicating by carriers can be applied to other applications (for instance, computation using multiple values). 
Thus, an APEC network is a gAPEC network.
In general, an APEC network is defined by T={x,y,z} and V={0,1}.
As a sample expression using this definition, we here represent the simple network shown in Fig. 3 . The network M is defined by the tuple M=(P,T,V,R,SI),
Basic Primitives and Compositional Networks
In this section, we will present some basic primitives and important compositional networks. These primitives and networks will be referred to later when we present the design of an example system in Sect.6.
Basic Primitives
In the APEC model, an enormous number of basic primitives can be defined through the combination of rules. 
In Fig. 6 for sending and receiving a datum.
[Arbiter] As a sample application, we designed a simple 4-bit computer using the APEC model; the design is shown in Fig.  13 and Fig. 14 . Petri nets can be used to express the behavior of a concurrent system by removing and adding a number of tokens from or to certain places. The model is suitable for expressing synchronization between concurrent processes, but some extensions are needed to express operations by data values. Thus, derivational models based on Petri nets have been proposed for concurrent computations (Colored Petri nets, etc). However, many extension and limitations are needed to express bit-level processing elements that behave independently of each other.
Dataflow-like models can express operation-level concurrent computation naturally. Many VPLs based on such models have been developed and studied [3]-[5] . In our previous research, we also developed a VPL called A-BITS [1], [2] based on a dataflow-like model. A programming language based on a similar model has also been developed [6] , [7] . The language is more optimized for developing streamoriented programs compared to other dataflow VPLs.
These dataflow-like models are suitable for expressing flows of data and implicit concurrency, and thus are frequently applied to programs developed by connecting function-level components using data streams. However, with these models it is difficult to frequently synchronize concurrent processes not needed for stream-oriented programs, since individual unidirectional connections for synchronization make the design of programs more complex. Therefore, some VPLs based on the models provide special synchronization methods, For instance, Prograph provides a mechanism called synchro-link [5] that emulates sequential execution in a control-flow program. However, such meth-
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The software can be downloaded at http://www.bitprog.info/
