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El objetivo de este proyecto es acercar dos mundos en principio separados pero que 
cada vez tienen más sinergias: el mundo de los operadores de telecomunicaciones 
y las redes sociales. 
 
Actualmente se están produciendo continuamente acuerdos e inversiones entre 
redes sociales y operadores móviles para poder acceder a las primeras desde 
servicios y portales móviles y canales temáticos específicos de operador. 
 
Una de las tendencias actuales más importantes en el mundo de Internet son los 
servicios de life streaming, que muestran al usuario la actividad agregada, tanto 
suya como de su red de contactos, de una o varias redes sociales. 
 
En este ámbito, el proyecto pretende demostrar cómo un servicio de life streaming 
puede incluir servicios de un operador como Telefónica. En concreto, se realizará un 
piloto que integre en una plataforma de life streaming los servicios CopiAgenda, 
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1.1 Contexto del proyecto  
 
Este proyecto ha sido realizado en el marco de un Convenio de Cooperación 
Educativa (CCE) en la empresa Telefónica I+D[1], concretamente en el centro que 
la empresa tiene ubicado en Barcelona. 
 
Telefónica I+D (TID de aquí en adelante) es una empresa que pertenece al grupo 
Telefónica y cuya misión fundamental es proporcionar valor diferencial al conjunto 
de unidades de negocio del grupo, enfocándose fundamentalmente en el desarrollo 
de servicios con innovación tecnológica y a la mejora de las redes y sistemas de 
telecomunicaciones. 
 
TID esta organizada en 5 líneas de actividad, además de 2 áreas transversales, que 
se encargan de desarrollar las líneas de negocio de la empresa. 
 
Imagen 1: Organización estructural de TID [2] 
 
La realización del proyecto se ha efectuado formando parte de la línea de actividad 
Internet, Multimedia and Multilingualism (línea 2000), concretamente en la división 































El departamento 2142 se encarga de la producción, distribución y provisión de 
servicios online y de desarrollar contenidos multimedia interactivos avanzados. 
Dentro de este departamento se esta desarrollando el proyecto SociaLuna. 
SociaLuna es un proyecto orientado a redes sociales que se explicará con detalle en 
la sección 3 de esta documentación. Para tener una idea básica de qué es 
SociaLuna la definiremos como una plataforma de agregación de redes sociales que 
nos permite interactuar con todas ellas desde un solo sitio, tanto recibiendo como 
enviando información de forma sencilla. 
 
El proyecto final de carrera (PFC) nace como parte de este proyecto para incluir 
una nueva funcionalidad dentro del conjunto de operaciones que permite 
actualmente. Este hecho implicará un proceso inicial de integración al equipo de 
desarrollo de la plataforma SociaLuna, tal y como se detalla en el próximo 
apartado. 
 




1.2 Objetivos del proyecto 
 
Como objetivos principales de este proyecto se han planteado los siguientes: 
 
1. Incorporación al proyecto SociaLuna 
 
Ampliar las funcionalidades de un proyecto ya existente en el cual nunca se ha 
trabajado anteriormente implica una tarea inicial de entendimiento e investigación 
muy importante. 
 
Este estudio inicial consiste en: 
 
 Comprender la arquitectura del proyecto, su funcionamiento general y cómo ha 
sido implementado (tecnologías, lenguajes, etc). Para llevar esto a cabo es vital 
que el proyecto disponga de una documentación actualizada y un código 
entendible, estructurado y bien comentado. 
 Adaptar el desarrollo del presente PFC a la metodología de trabajo del equipo de 
SociaLuna.  
 
Como en esta primera fase no será posible entender al 100% el funcionamiento del 
proyecto SociaLuna, durante la elaboración del PFC se profundizará en aquellos 
aspectos necesarios para su desarrollo. 
 
2. Elaboración de nuevos servicios  
 
Una vez incorporado al equipo de proyecto SociaLuna, se inicia la primera etapa de 
desarrollo de proyecto. Para ello, es necesario entender varios servicios online de 
Telefónica que serán la base del proyecto: 
 
 Obtener los contactos de un usuario mediante el servicio Copiagenda. 
 Envío de mensajes de texto y multimedia a los contactos recuperados de 
Copiagenda. 
 Recepción de mensajes SMS que envía un usuario a un número corto concreto 
para actualizar su estado en redes sociales de uso genérico como Facebook o 
Twitter. 
 Tests unitarios de las nuevas funcionalidades. 
 
3. Integración de los servicios en la plataforma 
 
La integración de las nuevas funcionalidades a SociaLuna no debería suponer 





ampliaciones de servicios. Para ello es importante que el diseño de estos nuevos 
servicios sea completamente independiente del sistema. Se pretende por tanto 
crear servicios que se puedan utilizar tanto dentro de la plataforma SociaLuna como 
en cualquier otra arquitectura que requiera de dichos servicios. 
 
Si se cumple la premisa que acabamos de mencionar entonces se procederá a 
integrar los servicios en la plataforma SociaLuna añadiendo el código que sea 
necesario. 
 
Hay que tener en cuenta que durante el proceso pueden surgir errores que no 
habían sido detectados hasta el momento, además de posibles mejoras de 
rendimiento y eficiencia. Los errores detectados serán corregidos y cuándo haya 
una versión estable del proyecto se procederá a realizar las mejoras propuestas. 
 
1.2.1 Objetivos tecnológicos 
 
 Preparar un entorno de trabajo para un proyecto de desarrollo de varios 
meses de duración en un equipo multidisciplinar. 
 Programación Java en entornos de back-end, es decir, orientados a 
soportar una elevada carga y transacciones de acceso a base de datos 
pero sin tener en cuenta interfaz de usuario. 
 Aprender a realizar tests unitarios de código. 
 Crear servicios accesibles mediante tecnología Web Services. 
 Conocer estándares de intercambio de información como XML ó JSON. 
 Ampliar conocimientos de arquitectura del software. 
 Aprender nuevas tecnologías. 
 
1.2.2 Objetivos personales 
 
 Trabajar en un proyecto innovador 
 Intervenir en las decisiones que se toman de forma conjunta por el equipo 
de proyecto 
 Trabajar en equipo 
 Aprender técnicas de gestión de proyectos 
 Colaborar en la experiencia de usuario (UX) 
 Ganar experiencia laboral 
 




1.3 Organización de la memoria 
 
La memoria de este proyecto esta divida en las siguientes secciones: 
 
1. Introducción (sección actual) 
2. Análisis del entorno y estado del arte: estudio del mercado al cual esta 
orientado el proyecto, sobretodo en cuanto a soluciones similares que 
ofrecen aplicaciones actuales 
3. Proyecto SociaLuna: cubre los objetivos de incorporación al proyecto 
descritos en el apartado anterior 
4. Servicios Movilforum: cubre los objetivos principales del proyecto descritos 
en el apartado anterior. 
5. Planificación del proyecto: explicación de la planificación del proyecto, que 
recursos se han utilizado y cómo estaba organizado el equipo de trabajo 
6. Valoración económica: sección con la valoración económica del proyecto a 
nivel individual. 













2 ANÁLISIS DEL ENTORNO Y ESTADO DEL ARTE 
 
2.1 Operadores móviles 
 
Para analizar la utilidad, el mercado potencial y la competencia del proyecto actual, 
la primera parte a analizar son los operadores móviles que operan en España. 
 
Actualmente existen en España cuatro operadores de telefonía móvil con red 
propia: Movistar, Orange, Vodafone y Yoigo. Si a estos les sumamos todos los 
operadores móviles virtuales (OMVs) como PepePhone, Simyo, MÁSmovil, etc nos 














Un mercado tan grande como éste, en el que hay más líneas de telefonía móvil que 
habitantes en España, nos ofrece una oportunidad perfecta para apostar en él. Y 
eso es lo que precisamente se ha hecho en este proyecto al ofrecer un servicio a 
través de una funcionalidad inherente en los terminales móviles (envío y recepción 
de SMS/MMS). 
 
Como es obvio, al realizar el proyecto en Telefónica I+D, el operador móvil que se 
utilizará en este PFC será Telefónica Movistar. Los servicios del propio operador 
que se usarán para el desarrollo del proyecto ya han sido vistos en los Objetivos 
(apartado 1.2). 
Imagen 2: Reparto del mercado móvil español en 2008.  
Fuente: CMT 
 

























2.2 Apertura de plataformas 
 
Tal y como se ha comentado en la introducción del proyecto, mediante la 
plataforma SociaLuna se pretende acceder a diferentes redes sociales para 
recuperar y enviar información de actividad y contactos. Para permitir la integración 
con redes sociales, es necesario que éstas ofrezcan un interfaz de comunicación a 
través del cual se pueda tanto enviar como recibir información. Dicho interfaz es 
conocido comúnmente con el acrónimo API, Application Programming Interface. Por 
tanto un API se define como el interfaz que ofrece un determinado componente 
(red social, servicio web, programa informático, etc) para permitir el acceso al 
conjunto de funcionalidades que desea ofrecer a terceras partes. 
  
Al generalizarse el uso de APIs, se pretende utilizar tecnologías que sean fácilmente 
integrables en el desarrollo de aplicaciones. Al desarrollar APIs en el entorno de la 
red Internet, lo más útil es definirlas sobre el protocolo HTTP, ya que es el 
elemento básico para el acceso a información en la red. La principal ventaja es que 
existen multitud de librerías cliente en los lenguajes de programación estándar y 
permite diferentes formas de definir privacidad: en base a token de sesión, 
















2.3 Redes sociales 
 
Las redes sociales en Internet han crecido a un ritmo tan frenético durante estos 
últimos años que han acabado convirtiéndose en una forma interesante de 
marketing para las empresas y sobretodo, en un punto de encuentro para todo tipo 
de personas. 
 
Para comprender un poco mejor todo este fenómeno vamos a definir primero el 
concepto de red social y más tarde, explicaremos cuándo surgieron las primeras 
redes sociales y como ha ido evolucionando este mundo.  
 
Citando textualmente de la Wikipedia[4]:  
 
“Una red social es una estructura social que se puede representar en forma de uno 
o varios grafos en el cual los nodos representan individuos (a veces denominados 
actores) y las aristas relaciones entre ellos.” 
 
 
Imagen 4: Relaciones en una red social [5] 
 
Si trasladamos esta definición al mundo de Internet vemos que básicamente todo 
comienza cuando un grupo inicial invita a amigos y conocidos a formar parte de una 
red social, cada miembro nuevo puede traer consigo muchos nuevos miembros y el 
crecimiento de esa red social es cada vez más rápido y mayor.[6] 
 
De este modo, dado que el sistema es abierto, cada nuevo miembro que entra en él 
genera un nuevo nodo y sus conexiones relacionadas, es decir, el sistema se auto 
construye. Lo mismo sucede cuando un miembro abandona, la red cambia su 
topología. 




Una vez definido el concepto de red social vamos a hacer un poco de historia para 
ver el origen de este “boom” tecnológico. 
 
La primera red social surgió en el año 1995 cuando Randy Conrado crea el portal 
classmates.com con la intención de que la gente pueda recuperar o mantener el 
contacto con antiguos compañeros del colegio, instituto, universidad, etc. 
 
En 2002 empiezan a aparecer muchos más portales basados en círculos de amigos 
pero no es hasta 2003 con la aparición de sitios Web como MySpace (orientado al 
ocio) o Xing (orientado al mundo laboral) que se empiezan a popularizar las redes 
sociales. 
 
Actualmente hay más de 200 sitios de redes sociales y siguen creciendo muy 
rápidamente. En la imagen 5 se muestra un mapa mundial con el alcance que 
tienen los más importantes. Cómo se puede observar, Facebook y Hi5 son las redes 
sociales más extendidas en la actualidad. 
 
Estos sitios ofrecen características como actualización automática de la libreta de 
direcciones, perfiles visibles, la capacidad de crear nuevos enlaces y otras maneras 
de conexión social en línea.  
 
A continuación, en el apartado 2.3.1, se mostrará una clasificación de los distintos 























































2.3.1 Redes sociales por su público y temática 
 
2.3.1.1 Redes sociales horizontales 
 
Son aquellas dirigidas a todo tipo de usuario y sin una temática definida. Se 
basan en una estructura de celdillas permitiendo la entrada y participación 
libre y genérica sin un fin definido, distinto del de generar masa. Los 
ejemplos más representativos del sector son Facebook, Orkut, Identi.ca, 
Twitter. 
 
2.3.1.2 Redes sociales verticales 
 
Están concebidas sobre la base de un eje temático que es de interés común 
para los usuarios de la red. Su objetivo es el de congregar en torno a una 
temática definida a un colectivo concreto para ofrecer una forma sencilla y 
útil de intercambiar información. En función de su especialización, pueden 
clasificarse a su vez en: 
 
 Redes sociales verticales profesionales: Están dirigidas a generar 
relaciones profesionales entre los usuarios. Los ejemplos más 
representativos son Viadeo, Xing y Linked In. 
 Redes sociales verticales de ocio: Su objetivo es congregar a 
colectivos que desarrollan actividades de ocio, deporte, usuarios de 
videojuegos, fans, etc. Los ejemplos más representativos son Wipley, 
Minube Dogster, Last.FM y Moterus. 
 Redes sociales verticales mixtas: Ofrecen a usuarios y empresas un 
entorno específico para desarrollar actividades tanto profesionales como 
personales en torno a sus perfiles: Yuglo, Unience, PideCita, 11870. 
 
2.3.2 Redes sociales por el sujeto principal de la relación 
 
 Redes sociales humanas: Son aquellas que centran su atención en 
fomentar las relaciones entre personas uniendo individuos según su perfil 
social y en función de sus gustos, aficiones, lugares de trabajo, viajes y 
actividades. Ejemplos de este tipo de redes los encontramos en Koornk, 
Dopplr, Youare y Tuenti 
 Redes sociales de contenidos: Las relaciones se desarrolla uniendo 
perfiles a través de contenido publicado, los objetos que posee el usuario 
o los archivos que se encuentran en su ordenador. Los ejemplos más 
significativos son Scribd, Flickr, Bebo, Friendster,  Dipity, StumbleUpon y 
FileRide. 




 Redes sociales de inertes: Conforman un sector novedoso entre las 
redes sociales. Su objeto es unir marcas, automóviles y lugares.  
 
2.3.3 Redes sociales por su localización geográfica 
 
 Redes sociales sedentarias: Este tipo de red social muta en función de 
las relaciones entre personas, los contenidos compartidos o los eventos 
creados. Ejemplos de este tipo de redes son: Rejaw, Blogger, Kwippy, 
Plaxo, Bitacoras.com, Plurk.  
 Redes sociales nómadas: A las características propias de las redes 
sociales sedentarias se le suma un nuevo factor de mutación o desarrollo 
basado en la localización geográfica del sujeto. Este tipo de redes se 
componen y recomponen a tenor de los sujetos que se hayen 
geográficamente cerca del lugar en el que se encuentra el usuario, los 
lugares que haya visitado o aquellos a los que tenga previsto acudir. Los 
ejemplos más destacados son: Latitud, Brigthkite, Fire Eagle y Skout. 
 
 
2.3.4 Redes sociales por su plataforma 
 
 Red social tipo juego: Normalmente construidas sobre una base 
técnica Cliente-Servidor (WOW, SecondLife, Lineage), pero no tienen por 
qué (Gladiatus, Travian, Habbo). 
 Red social web: Su plataforma de desarrollo está basada en una 
estructura típica de web. Algunos ejemplos representativos son: 
MySpace, Friendfeed y Hi5. 
 
 
2.4 Life streaming 
 
El concepto de life streaming representa toda la información que un usuario 
genera en las redes sociales que está presente. Debido a la masificación de datos 
que esto comporta, las plataformas de life streaming ofrecen a los usuarios la 
actividad agregada de su actividad online desde un único sitio. 
 
En el siguiente apartado se abordará más en detalle este tipo de plataformas y se 
verán las redes sociales que están más extendidas actualmente.  




2.5 Estado del arte 
 
Actualmente existen varias soluciones de agregación de redes sociales en el 
mercado. Normalmente estas se presentan como aplicación web pero algunas 
también tienen su versión para móvil o disponen de una aplicación descargable.  
 
A continuación se verá un estudio de la “competencia” que tiene el proyecto 
SociaLuna en base a las redes sociales soportadas por cada una de las plataformas. 
Se han tenido en cuenta las redes sociales, blogs y otros servicios que tienen más 
importancia por número de usuarios o relevancia en estos momentos: 
 
 Del.icio.us 















                
SociaLuna  X X   X       X X X 
Friendfeed X X X X   X X X  X  X X X 
Fuser  X        X   X   
Strands X X X    X X X  X  X X X 
Socialthing!  X X    X      X   
Lifestrea.ms X  X          X X  
Profilactic X X X X X  X X  X X  X X  
Lifestream.fm X X X    X  X  X  X X X 
Spokeo  X X X X  X X  X X  X X  
Second Brain X  X        X   X  
Profile Fly X X X X X  X X  X X  X X  
Ex.plode.us   X          X X  
Iminta X X X    X   X X  X X  
Plaxo X  X       X X  X X X 
Where is me? X X X    X      X  X 
oneConnect  X X    X   X   X X  
HelloTxt  X   X   X  X   X   
SocialURL X X X  X  X X  X    X  
 
Tabla 1: Comparativa de servicios de life streaming (abril 2009)  
Fuentes: [8] [9] [10] [11] [12][13] [14] [15]  




De la tabla 1 se deduce a simple vista que Facebook, Flickr, Twitter y Youtube son 
las redes/servicios que claramente predominan en los agregadores de redes 
sociales actuales, a pesar de no ser las que tienen mayor número de usuarios… 
 
 Servicio Usuarios 
MySpace General 253,154,404 [16] 
Facebook General 200,000,000 [17] 
Hi5 General 80,000,000 [18] 
LinkedIn Trabajo 35,000,000 [19] 
Flickr Fotos 24,000,000 [20] 
Last.fm Música 21,000,000 [21] 
Twitter Microblogging 2,200,000 [22] 
Tuenti General 500,000 [23] 
 
Tabla 2: Redes sociales por número de usuarios 
 
De los agregadores vistos en la tabla 1, el que esta teniendo más éxito hoy en día 
es Friendfeed, su número de usuarios no para de crecer y poco a poco va ganando 
más relevancia en la red. A continuación se muestra una gráfica con los 
agregadores sociales más importantes actualmente: 
 
 
Imagen 6: Gráfica comparativa de servicios de life streaming (2008) [5] 
 




Las redes sociales nacionales como Tuenti o Keteke no están incluidas en los 
agregadores actuales debido a que están orientadas a un público muy determinado, 
concretamente a la juventud española. Los agregadores sociales no suelen 
centrarse en redes locales y si lo hacen, suelen ser las del país origen del agregador 
como es el caso de SociaLuna. 
 
 








El proyecto SociaLuna surge como resultado de un proyecto de innovación 
corporativa. En dicho proyecto se realizó un estudio sobre cuáles eran las 
alternativas de un operador para entrar en el mundo de las redes sociales. Una de 
las alternativas estudiadas se focalizaba en ofrecer una plataforma que permitiera 
solucionar el problema de la fragmentación de las redes sociales, proporcionando 
un sistema capaz de recibir y enviar información de manera transparente al 
usuario, facilitando de esta forma la gestión de los contactos y el contenido en las 
redes sociales. En este contexto surge la primera versión de SociaLuna. 
 
 
Imagen 7: Logo de SociaLuna 
 
Una vez asentada la base del concepto del proyecto, se decidió desarrollar un 
proyecto de innovación con Terra Latam que sirviera como prueba de concepto de 
la plataforma SociaLuna. Dicho proyecto tenía los siguientes objetivos: 
 
 Conseguir recuperar los contactos de un usuario de varias redes sociales 
 Permitir publicar contenido de forma simultánea en una o más redes sociales 
 Recuperar de manera asíncrona la actividad de la red social del usuario 
 Servicios de valor añadido: grupos de contactos, etiquetado de contenido, etc. 
  
Este proyecto final de carrera pretende por tanto incrementar el valor de SociaLuna 
acercando el mundo de las redes sociales al negocio maduro de un operador de 
telecomunicaciones. 
 
Actualmente SociaLuna ofrece estas funcionalidades: 
 
 Importar cuentas de Twitter, Flickr, Facebook, YouTube y Keteke obteniendo los 
contactos y posts (tweets, fotos, estados…). 
 Enviar un post (texto, imagen, video) a una o más redes sociales. 
 Marcar un post como leído, no leído o favorito. 





 Buscar posts mediante filtros cómo red social, contacto, etc. 
 Actualizar las cuentas importadas periódicamente: perfil, posts, contactos, etc. 
 Fusionar varias cuentas de un contacto (de distintas redes sociales) para crear 
un contacto SociaLuna que las englobe dentro. 
 
 
Imagen 8: Funcionamiento de SociaLuna 
 
Como se observa en la imagen superior, una vez creada la plataforma SociaLuna es 
relativamente sencillo tener diferentes clientes que hagan uso de la misma, gracias 
fundamentalmente a que el acceso a las funcionalidades de la plataforma se ha 
recubierto de una capa de servicios web. Fruto de ello, actualmente se cuenta con 
tres clientes de uso de SociaLuna: 
 
• Cliente web: internamente conocido como IOBlog, muestra toda la actividad 
social del usuario siguiendo el mismo paradigma del webmail, utilizando una 
carpeta para la información entrante (InBlog) y otra carpeta para la 
información de generada por el usuario (OutBlog). 
• Cliente móvil: prototipo desarrollado para terminales compatibles con el 
estándar J2ME. 
• Cliente AdobeAIR: AdobeAIR es una nueva tecnología orientada a la creación 
de aplicaciones ricas de escritorio (RIA).  
SociaLuna Clients 














A continuación se verá el entorno de trabajo del proyecto, las tecnologías 
empleadas y su arquitectura. Estas secciones forman parte del estudio inicial que se 
ha comentado en el objetivo 1 del proyecto: Incorporación al proyecto SociaLuna 





3.2 Entorno de trabajo 
 
En este apartado se van a identificar las herramientas de desarrollo, servidores, 
plugins y otras aplicaciones que han sido necesarias para elaborar el proyecto. 
 
3.2.1 Apache ActiveMQ 
 
ActiveMQ[24] es un servidor de colas de mensajes open source considerado uno 
de los gestores de mensajes más popular y potente. En la plataforma SociaLuna 
se ha utilizado este servidor como soporte para la mensajería asíncrona.  
 
3.2.2 Apache HTTP Server 
 
El servidor web Apache es un software multiplataforma de código abierto que 
implementa el protocolo HTTP y la noción de sitio virtual. Este servidor ofrece 
funcionalidades tan interesantes como mensajes de error altamente 
configurables, bases de datos de autenticación o negociado de contenido.  
 
El único fallo que tiene es que carece de una interfaz gráfica que ayude en su 
configuración, pero a pesar de ello, sigue siendo uno de los servidores web más 
usado en la red. Se ha instalado este servidor con el modulo PHP para alojar el 
cliente web IOBlog. 
 
3.2.3 Apache Tomcat 
 
Tomcat es un servidor web como Apache con soporte de servlets y JSP. El motor 
de servlets de Tomcat a menudo se presenta en combinación con el servidor 
Apache a pesar de que puede funcionar como servidor web por sí mismo. 
 
Este es el caso de SociaLuna, se ha instalado un servidor Tomcat para que trabaje 
independientemente del servidor Apache donde tenemos alojado el cliente web. 
Todas las peticiones a la plataforma se realizarán a través de Tomcat mediante el 




Eclipse es un entorno de desarrollo integrado (IDE) multiplataforma de código 
abierto muy extendido en la comunidad informática que permite técnicas 
avanzadas de refactorización y análisis de código. 




Como la plataforma SociaLuna esta íntegramente implementada en Java este IDE 
es perfecto ya que su SDK incluye herramientas de desarrollo de Java, un 
compilador de Java interno y un modelo completo de los archivos fuentes de Java. 
 
Además, Eclipse permite ampliar sus funcionalidades según la necesidad del 
programador mediante el uso de módulos (plugins). Para la realización del 
proyecto SociaLuna se han usado los plugins de JUnit, Maven (ver 3.2.5), Mylyn, 
Subclipse y Log4j. 
 
JUnit[25] es un framework que permite realizar pruebas unitarias de aplicaciones 
Java para poder evaluar si el comportamiento es el esperado. Es decir, en función 
de un valor de entrada se evalúa el valor de retorno esperado. 
 
Esta herramienta, que viene integrada en el entorno Eclipse, automatiza la 
generación de las plantillas necesarias para la creación de pruebas de una clase 
Java. Esto facilitará el trabajo de tal manera que permitirá enfocarse únicamente 
en las pruebas y los resultados esperados.  
 
Mylin es un módulo para la gestión de tareas. Este módulo se centra en mejorar 
la productividad reduciendo búsquedas, scrolling y navegación. Todo ello para 
facilitar las tareas y su planificación, reutilizar tareas ya realizadas y compartir el 
conocimiento adquirido. 
 
Subclipse es un módulo que integra Subversion (SVN) al entorno Eclipse. En el 
apartado 3.2.7 de esta sección se explicará con detalle en qué consiste 
Subversion y para qué se usa. 
 
Log4j es una biblioteca open source que permite a los desarrolladores de 
software elegir la salida y el nivel de granularidad de los mensajes (logs) en 





Maven[26] es un software de gestión y automatización de proyectos. Es capaz de 
gestionar la compilación y distribución de un proyecto, así como generar la 






Maven se puede ejecutar desde la consola (mvn) o se puede integrar como un 
plugin de Eclipse. Durante la realización del proyecto se combinarán ambas ya 




MySQL es un sistema de administración de bases de datos relacionales. Una base 
de datos relacional organiza los datos en tablas separadas que están conectadas 
por relaciones definidas. Esto posibilita hacer consultas combinando datos de 
diferentes tablas ganando en velocidad y flexibilidad. 
 
MySQL es el SGBD (sistema gestor de base de datos) elegido para almacenar 





Subversion o SVN (nombre que recibe la línea de comandos) es un sistema de 
control de versiones publicado bajo licencia Apache/BSD y, por lo tanto, 
totalmente gratuito.  
 
En la elaboración de proyectos grandes donde participan diversas personas es una 
herramienta muy útil ya que permite llevar un control del trabajo realizado en 
tiempo real. De esta forma cualquier miembro del equipo puede estar informado 
en todo momento del estado actual del proyecto. 
 
Tortoise SVN ha sido el cliente utilizado para trabajar con el repositorio de 
versiones. Al igual que SVN, Tortoise también es un software libre, bajo la licencia 
GNU GPL. Este cliente permite trabajar con SVN sin disponer de un entorno de 
desarrollo. 






Una vez visto el entorno de trabajo es importante conocer que tecnologías se están 
usando en el proyecto SociaLuna para poder entender mejor su arquitectura y 
funcionamiento. 
 
Imagen 9: Tecnologías empleadas en SociaLuna 
 
 
En este apartado se explicarán las tecnologías que se han considerado más 
interesantes tanto de la plataforma como de los clientes web y AIR. Como es 
natural se hará más hincapié en la plataforma debido a que es la parte dónde se ha 
trabajado en la realización de este PFC. 
 
3.3.1 Adobe AIR 
 
Adobe AIR[27] es un entorno de ejecución multiplataforma para la construcción 
de aplicaciones RIA (Rich Internet Aplications) que pueden ser usadas como 









Estas aplicaciones nos ofrecen una serie de ventajas respecto a las aplicaciones 
RIA convencionales (desarrolladas mediante Microsoft Silverlight, Flex o 
tecnologías AJAX) pero también muestran algunos inconvenientes. Por ejemplo, 
una aplicación desplegada en un navegador no requiere instalación, mientras que 
una desplegada con AIR requiere que sea empaquetada, firmada digitalmente, e 
instalada en el sistema de archivos local de los usuarios. 
 
Sin embargo, esto último ofrece almacenamiento local ilimitado, acceso al sistema 
de archivos y una mayor flexibilidad cuando se trabaja sin conexión, mientras que 
las aplicaciones desplegadas en el navegador están limitadas por las restricciones 
del mismo, y donde los datos, por lo general, se almacenan en sus propios 
servidores y se eliminan periódicamente. 
 
Actualmente Adobe nos ofrece tres formas de desarrollar aplicaciones AIR:  
 
• Adobe Flash: Animaciones Flash 
• Adobe Flex: Una serie de tecnologías basadas en Flash 
• HTML/AJAX: HTML y JavaScript 
 
Para desarrollar el cliente Adobe AIR de SociaLuna se optó por usar Adobe Flex 
debido al conocimiento de este lenguaje por parte del equipo encargado de 




AJAX (Asynchronous JavaScript And XML) es una técnica de desarrollo web para 
crear aplicaciones interactivas, y por lo tanto, crear webs dinámicas.  
 
Estas aplicaciones se ejecutan en el navegador (cliente) mientras se mantiene la 
conexión asíncrona con el servidor, es decir, el cliente obtiene datos del servidor 
en un segundo plano que no interfieren en toda la página web. De esta forma se 
pueden realizar cambios sin recargar la página ganando en interactividad, 
velocidad y usabilidad en nuestras aplicaciones. 
 
AJAX no es una tecnología, realmente son muchas tecnologías unidas: 
 
 Presentación basada en estándares usando XHTML y CSS 
 Interacción dinámica mediante el DOM (Document Object Model) 
 Intercambio de datos usando XML y XSLT 




 Recuperación de datos asíncrona usando el objeto XMLHttpRequest 
 JavaScript fusionándolo todo 
 
Para entender mejor como trabaja se realizará una comparativa gráfica entre el 
funcionamiento de un modelo “clásico” y AJAX para más adelante explicar las 
principales diferencias entre ambos modelos. 
 
Imagen 10: Comparativa de modelos web [28] 
 
En un modelo clásico de aplicaciones web la mayoría de las acciones del usuario 
implican una petición HTTP al servidor. El servidor atiende la petición y retorna 
una página al cliente. Este modelo esta adaptado al uso original del Web cómo 
medio hipertextual pero no se adapta a la experiencia de usuario.  
 
La gran desventaja que presenta este modelo es que mientras el servidor atiende 
una petición el usuario se ha de esperar y así sucesivamente en cada tarea de la 
aplicación. Realmente este problema no es una cuestión del modelo en concreto 
sino que viene derivado, cómo ya hemos comentado antes, del diseño inicial del 
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Web. Si hubiesen creado el Web des de un principio para aplicaciones 
seguramente no estaríamos hablando ahora de este inconveniente. 
 
Ahora se explicará con más detalle como funciona el modelo AJAX. Como se 
puede ver en la imagen 10 el servidor envía al cliente los datos codificados en 
XML. Para que esta comunicación sea posible el contenido del documento XML ha 
de llevar una cabecera para que el navegador (cliente) lo reconozca como tal. 
 
Además, como los datos que el servidor envía al cliente se generan de forma 
dinámica se tendrá que controlar que el navegador trabaja siempre con la última 
versión del documento XML y no con una versión previa de caché. Este control se 
realiza añadiendo un campo en la cabecera XML con esta información. 
 
3.3.3 Apache Camel 
 
Apache Camel[29] es un framework muy potente que mediante el uso de URIs nos 
permite trabajar directamente con cualquier tipo de transporte o modelo de 
mensajería (como HTTP, ActiveMQ, JMS, etc) con diferentes opciones de formato 
de datos de conexión. 
 
En SociaLuna se ha elegido utilizar ActiveMQ (ver 3.2.1) como servidor JMS y 
Camel como motor de enrutamiento y mediación para gestionar las peticiones 
externas al sistema, es decir, las peticiones a las redes sociales. Las reglas de 
enrutamiento y mediación se han creado usando un archivo de configuración XML 




Hibernate[30] es una herramienta de mapeo objeto-relacional para la plataforma 
Java que facilita el mapeo de atributos entre una base de datos relacional 
tradicional y el modelo de objetos de una aplicación, mediante archivos 
declarativos (mappings) que permiten establecer estas relaciones. 
 
Hibernate busca solucionar el problema de la diferencia entre los dos modelos de 
datos coexistentes en una aplicación: el usado en la memoria de la computadora 
(orientación a objetos) y el usado en las bases de datos (modelo relacional). Para 
lograr esto permite al desarrollador detallar cómo es su modelo de datos, qué 
relaciones existen y qué forma tienen. Con esta información Hibernate le permite 




a la aplicación manipular los datos de la base operando sobre objetos, con todas 
las características de la programación orientada a objetos. 
 
Hibernate convertirá los datos entre los tipos utilizados por Java y los definidos 
por SQL. Hibernate genera las sentencias SQL y libera al desarrollador del 
manejo manual de los datos que resultan de la ejecución de dichas sentencias, 
manteniendo la portabilidad entre todos los motores de bases de datos con un 




JSON (JavaScript Object Notation) es un subconjunto de la notación literal de 
objetos JavaScript que representa un formato ligero para el intercambio de datos. 
 
Característica JSON XML 
Simplicidad ☺  
Extensibilidad - ☺ 
Interoperabilidad   
Portabilidad   
Legibilidad ☺  
Seguridad  ☺ 
 
Tabla 3: Comparativa JSON - XML [31] 
 
Aunque en la práctica, la simplicidad de uso del método eval se ve afectada por 
cuestiones de seguridad y por eso, JSON se emplea habitualmente en entornos 
donde hay un flujo de datos entre cliente y servidor muy importante pero la 
fuente es fiable. Es por ello que cada vez es más frecuente ver el uso de JSON y 
XML en una misma aplicación, como es el caso de SociaLuna. 
 
3.3.6 Restlet / Jersey 
 
Restlet[32] y Jersey[33] son librerías Java para desarrollar Web Services con 
arquitectura REST. Actualmente se esta utilizando Restlet para desarrollar la capa 
REST del proyecto SociaLuna pero poco a poco se está migrando todo a Jersey. El 
motivo de este cambio es que al principio del proyecto se desconocía la existencia 
La simplicidad de este formato ha 
dado lugar a la generalización de su 
uso, especialmente como alternativa 
a XML en AJAX. La mayor ventaja 
que presenta JSON sobre XML es que 
es más sencillo escribir el analizador 
semántico. En JavaScript por 
ejemplo, JSON puede ser analizado 
trivialmente usando el procedimiento 
eval. Este es el motivo por el cual se 






de Jersey y una vez descubierto, se optó por usar este debido a que es más 
sencillo de configurar. 
 
Más adelante, en el apartado 3.4, se explicará en que consiste la arquitectura 




Spring[34] nos proporciona una solución ligera para desarrollar aplicaciones que 
incluyen soporte a la gestión de transacciones declarativa, acceso remoto a RMIs 
o Web Services, y varias opciones de persistencia a base de datos. Además, 
Spring proporciona un framework MVC (Model-View-Controller) muy completo y 
distintas maneras de integrar AOP (Aspect-Oriented Programming) a nuestro 
software de forma transparente. 
 
Spring podría ser una ventana única para todas nuestras aplicaciones, sin 
embargo, como es modular, también nos permite utilizar sólo esas partes que nos 
interesan. Podrías decidir usar el contenedor IoC (Inversion of Control) con 
Struts, pero también puedes optar por utilizar sólo la integración de código 
Hibernate o JDBC (Java Database Connectivity). Spring esta diseñado para ser 
no intrusivo, es decir, las dependencias dentro del propio framework son 
generalmente nulas o casi nulas dependiendo de la zona. 
 
3.3.8 Zend Framework 
 
Zend Framework[35], también conocido como ZF, es un framework para 
aplicaciones web orientado a objetos implementado en PHP 5. La arquitectura de 
este framework esta pensada para que los desarrolladores puedan reutilizar 
componentes donde quieran sin requerir de otros componentes de  ZF debido a 
que las dependencias son mínimas. 






El uso de la arquitectura software REST (Representation State Transfer) en la 
plataforma SociaLuna es uno de los puntos clave del proyecto ya que esta pensada 
para soportar todo tipo de clientes: web, móvil, aplicaciones RIA, etc.  
 
La arquitectura REST se basa en la existencia de recursos (elementos de 
información), que pueden ser accedidos utilizando un identificador global (URIs). 
Para manipular estos recursos, los componentes de la red (clientes y servidores) se 
comunican a través de un interfaz estándar (HTTP) e intercambian representaciones 
de estos recursos. 
 
La petición puede ser tramitada por cualquier número de conectores (por ejemplo 
clientes, servidores, etc.) de forma “invisible” gracias a la separación en capas de la 
arquitectura REST. Así, una aplicación puede interactuar con un recurso conociendo 
el identificador del recurso y la acción requerida, no necesitando conocer si existen 
cachés, proxys, cortafuegos, túneles o cualquier otra cosa entre ella y el servidor 
que guarda la información. La aplicación, sin embargo, debe comprender el 
formato de la información devuelta (la representación), que es por lo general un 
documento HTML o XML, aunque también puede ser cualquier otro contenido. 
 
Mediante el uso de REST se logra generar una API propia para que cualquier 
desarrollador pueda acceder a los servicios de la plataforma de SociaLuna. Estas 
peticiones no sólo contienen información en la URI (identificadores) sino que 
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Una vez vista la arquitectura de entrada a la plataforma (capa sl_restlet del 
diagrama que viene a continuación) se explicará cómo está diseñada la arquitectura 
interna de SociaLuna.  
 
 








Como ya hemos visto en el apartado anterior la capa sl_restlet es el punto 
de entrada a la plataforma para las peticiones de servicios creados sobre 
SociaLuna (web services). Esta retorna información en diversos formatos, 




La capa lógica sl_services esta dividida por tipos de datos. Se encarga de 
realizar las comprobaciones de los parámetros de entrada y llamar al servicio 
solicitado. Esta capa puede ser llamada a través de REST por portales 
externos a SociaLuna. 




3.4.1.3 Base de datos 
 
La capa sl_model es el enlace de la capa lógica con la BD. La base de datos 
esta definida por Hibernate mappings (XMLs) y el enlace se realiza mediante 




La capa sl_daemons consta de procesos que se ejecutan periódicamente 
(daemons) que se encargan de importar los datos que haya 
creado/modificado el usuario en las redes externas en el último intervalo 
temporal. 
 
La capa D_services también consta de daemons pero a diferencia de la capa 




La capa sl_queues gestiona las colas de peticiones a las redes sociales 
mediante Apache Camel. Las peticiones una vez encoladas tienen este 
comportamiento: 
 Petición Ok  Retorna la respuesta al módulo que la ha generado 
 Petición Error  Vuelve a encolarse para probarlo de nuevo más tarde 




La capa sl_connectors se compone de una serie de módulos para conectarse 
a las redes sociales (un módulo por red). Cada petición retorna un objeto 








IOBlog es el portal web de SociaLuna que esta alojado en la capa www-
socialuna de la arquitectura. Este portal esta implementado en lenguaje PHP 
y Javascript usando un framework para cada lenguaje, Zend y jQuery 









Nemos (Next Generation Mobile Social Network) es una aplicación móvil 
realizada en J2ME que utiliza la plataforma SociaLuna para mostrar al usuario 





SociaLunAir es un cliente Adobe AIR que ofrece la misma funcionalidad que el 
IOBlog pero en formato aplicación instalable. El uso de esta tecnología nos 
ofrece una serie ventajas e inconvenientes tal y como ya se ha visto en el 
apartado 3.3.1. 
 




3.5 Entornos de desarrollo 
 
Para trabajar con la arquitectura explicada en el apartado anterior se necesita 
preparar un entorno de desarrollo que soporte esa arquitectura. Para ello lo primero 
es saber que elementos software se necesitan y una vez se tiene esa información 




Para montar un entorno de desarrollo para SociaLuna se necesita como mínimo: 
 
• 1 servidor Apache con módulo PHP 
• 1 servidor Tomcat 
• 1 gestor de bases de datos MySQL 
• 2 máquinas virtuales Java (JVM) 
• 1 servidor ActiveMQ 
 
Imagen 12: Arquitectura de SociaLuna (II) 
 
Cada elemento se podría tener en una máquina para mejorar el rendimiento de la 
plataforma pero por motivos económicos en este proyecto se ha trabajado con 





3.5.2 Tipos de entorno 
 
Cuando se trabaja en un gran proyecto, sobretodo en una empresa, es muy 
corriente tener varios entornos de desarrollo para tener controlados los cambios 
en el código fuente de la aplicación que se esta implementando. Es por ello que 
en Telefónica I+D se trabaja con 4 entornos: 
 
 Local 
Cada desarrollador trabaja sobre una copia local del proyecto en su equipo y 
sube los cambios al repositorio una vez a realizado los testeos oportunos. 
 
 Integración 
Entorno en el cual todos los desarrolladores van subiendo sus cambios para 
permitir a todo el equipo ver el estado de la versión actual del proyecto. 
 
 Pre-producción 
Antes de subir a producción cualquier cambio o funcionalidad nueva primero 
se instala la nueva versión del proyecto en este entorno para que un equipo 
externo al equipo de desarrolladores la testee en busca de errores (bugs). 
 
 Producción 
Aquí es donde se encuentra la versión del proyecto entregada al cliente. 
 








Open movilforum es un portal de Telefónica que aloja una comunidad de 
desarrolladores de aplicaciones móviles sobre software libre. Este portal se basa en 
la apertura de las capacidades de la operadora sobre mensajería (SMS y MMS), 
localización, identidad y profiling de usuarios, acceso a la agenda, etc para que los 
programadores desarrollen novedosos servicios móviles. [36] 
 
Imagen 13: Logo de Open movilforum 
 
Para integrar los servicios de Movistar en SociaLuna se han usado una serie de 
APIs que se encuentran disponibles en el portal de Open movilforum. Estas APIs 
están implementadas en varios lenguajes de programación y son fácilmente 
adaptables a cualquier proyecto (en nuestro caso se ha usado la versión Java 
debido a que la plataforma se ha implementado en este lenguaje de programación). 
 
Los servicios de Movistar usados en el proyecto son: 
 
 Copiagenda: permite realizar una copia de los contactos de la tarjeta SIM de 
forma totalmente automática y segura. [37] 
 Envío de SMS: permite enviar mensajes de texto a varios destinatarios. [38]  
 Envío de MMS: permite enviar mensajes multimedia. [39]   
 Recepción de SMS: permite asociar una cuenta de correo electrónico a un 
número de teléfono virtual de tal manera que los mensajes que se envían a ese 








4.2.1 Requisitos funcionales 
 
4.2.1.1 Crear conector Movilforum 
 
Para integrar las nuevas funcionalidades de SociaLuna, obtener contactos 
del servicio Copiagenda y enviar mensajes SMS/MMS, se ha de crear un 
conector nuevo ya que estas funcionalidades requieren realizar peticiones 
externas al sistema (servidor de aplicaciones Movistar) y tal y como se ha 
visto en la arquitectura eso sólo es posible mediante un conector. 
 
4.2.1.2 Recepción de SMS para actualizar estados 
 
Para permitir a los usuarios actualizar su estado en las redes sociales 
mediante SMS son necesarios dos pasos: 
 
• Asociar un número de teléfono virtual a la plataforma SociaLuna 
utilizando el servicio de recepción de SMS de Movistar. Los usuarios de 
SociaLuna podrán utilizar dicho número de destino para enviar los 
cambios de estado que deseen. Los mensajes recibidos en dicho 
número serán enviados a una cuenta de correo electrónico. 
 
• Implementar un proceso demonio que consulte dicha cuenta de correo 
periódicamente para actualizar los estados de las redes sociales 
mediante los conectores correspondientes. 
 




Todos los datos relativos a contraseñas de usuario que se almacenan en la 
base de datos o circulan por el sistema al realizar una petición externa están 
cifrados por seguridad. Esto se logra mediante el objeto Encryptator, situado 
en la capa sl_commons para que se pueda acceder a él en todo momento 
desde cualquier capa. Este objeto dispone de métodos de 
encriptado/desencriptado que utilizan un esquema de codificación en base64. 
 






Al tratarse de una ampliación de los servicios que ofrece una plataforma 
robusta y potente las nuevas funcionalidades han de cumplir unos mínimos de 
calidad software. Esto implica realizar pruebas exhaustivas antes de añadir o 
modificar cualquier funcionalidad y tener muy bien comentado el código, con 





A la hora de implementar las funcionalidades se ha puesto énfasis en 
minimizar y optimizar las consultas a base de datos y sobretodo, en realizar 
solamente las peticiones externas estrictamente necesarias. Todo ello para no 







4.3.1 Modelo conceptual 
 
A continuación se verá el modelo simplificado de la base de datos de SociaLuna, 





Imagen 14: Tablas principales de la BD 
 
La tabla SL_NET almacena la información de la red Movilforum. Los campos 
básicos de una red son el nombre, el tipo de autentificación y las funcionalidades 
que permite (envío de vídeos, actualizar estados, tags, etc). 
 
En la tabla SL_ACCOUNT se almacenan las cuentas Movilforum del usuario y de 
sus contactos. En ambos casos se utiliza el número de teléfono como identificador 
externo (ID_OUT_ACCOUNT) e interno (AUTH1). Cuando se almacena la 
información del usuario también se guarda la contraseña en el campo AUTH2. 




Todas estas cuentas están asociadas a la red Movilforum mediante el campo 
ID_NET. 
 
La tabla SL_ACCOUNT, además de sus propios campos, hereda las propiedades de 
su padre: SL_GROUPING. A través de esta tabla se puede navegar a 
SL_GROUPING_TYPE y saber si la instancia Grouping es una cuenta SociaLuna, 
una cuenta de red, un grupo, etc. La cuenta Movilforum del usuario y las cuentas 
de los contactos se almacenan en la tabla SL_GROUPING como un Grouping del 
tipo cuenta de red (GroupingType). 
 
En la tabla SL_GROUPINGS_LINK_TYPE se almacenan los tipos de relación 
(Friend, Owner, GroupCreator, etc) que puede haber entre 2 instancias Grouping. 
Las relaciones en sí están almacenadas en SL_GROUPINGS_LINK, donde cada 
participante de la relación tiene un identificador: ID_LINKED_GROUPING_1 y  
ID_LINKED_GROUPING_2. Para saber a que usuario SociaLuna pertenece una 
cuenta se crea una instancia GroupingsLink del tipo Owner (GroupingsLinkType) 
con los identificadores de las cuentas SociaLuna y Movilforum. En cambio para los 
contactos se crean 2 instancias GroupingsLink del tipo Friend, una para asociarlo 
con la cuenta Movilforum y otra para asociarla con la cuenta SociaLuna.  
 
 
4.3.2 Modelo de casos de uso 
 
El modelo de casos de uso engloba todas las funcionalidades del sistema y la 
relación que tienen con los actores. 
 
4.3.2.1 Gestión de la red movilforum 
 
 





 Activar red movilforum 
 
Actor Sistema 
1. El usuario accede a la sección 
de cuentas importadas del 
cliente que esta usando 
 
2. Introduce su usuario y 
contraseña de Movistar en la red 
movilforum y activa la red 
 
 3. Valida los datos del usuario 
 
4. Crea una cuenta movilforum 
con los datos 
 
5. Obtiene los contactos del 
usuario mediante el servicio 
Copiagenda 
 6. Almacena los contactos 
 
7. Muestra un mensaje de 
confirmación al usuario 
 
Flujo alternativo: 
3. Si los datos del usuario son incorrectos se muestra un mensaje de error 
y se detiene el proceso.  
   
 
 Desactivar red movilforum 
 
Actor Sistema 
1. El usuario accede a la sección 
de cuentas importadas del 
cliente que esta usando 
 
2. Desactiva la red  
 
3. Muestra un cuadro de 
diálogo para confirmar la 
acción 
4. Confirma la desactivación  
 




4. Si el usuario cancela la desactivación se detiene el proceso.  
 




 Configurar red movilforum 
 
Actor Sistema 
1. El usuario accede a la sección 
de cuentas importadas del 
cliente que esta usando 
 
2. Introduce su contraseña 
antigua y una nueva en la red 
movilforum 
 
 3. Comprueba la contraseña 
 4. Almacena la nueva 
 
Flujo alternativo: 
3. Si los datos del usuario son incorrectos se muestra un mensaje de error 
y se detiene el proceso.  
 
 




Imagen 16: Casos de uso – Envío de mensajes SMS/MMS 
 
 Enviar mensaje a un contacto 
 
Actor Sistema 
1. El usuario selecciona un 




2. Muestra el perfil del 
contacto 




4. Despliega el formulario de 





5. Rellena los datos y adjunta 
un fichero si lo desea 
 
 6. Verifica los datos 
 7. Envía el mensaje 
 
8. Muestra un mensaje de 
confirmación al usuario 
 
Flujo alternativo: 
6. Si los datos del usuario son incorrectos se muestra un mensaje de error 
y se detiene el proceso.  
 
 Enviar mensaje a un grupo 
 
Actor Sistema 
1. El usuario selecciona un 
contacto de la sección de grupos 
 
 
2. Muestra los componentes 
del grupo 




4. Despliega el formulario de 
envío de SMS/MMS 
5. Rellena los datos y adjunta 
un fichero si lo desea 
 
 
6. Verifica los datos y descarta 
los componentes del grupo que 
no son de la red movilforum 
 7. Envía el mensaje 
 
8. Muestra un mensaje de 
confirmación al usuario 
 
Flujo alternativo: 
6. Si los datos del usuario son incorrectos se muestra un mensaje de error 
y se detiene el proceso.  
 








Imagen 17: Casos de uso – Gestionar el servicio de recepción de SMS 
 
 Activar el servicio de recepción de SMS 
 
Actor 
1. El administrador envía un SMS para dar de alta el 
servicio Movistar de recepción de SMS 
2. Lee el correo de confirmación y configura el 
sistema con el número virtual asignado 
 
 Desactivar el servicio de recepción de SMS 
 
Actor 
1. El administrador envía un SMS para dar de baja el 
servicio Movistar de recepción de SMS 
 
 










 Actualizar estado en Facebook/Twitter 
 
Actor Sistema 
1. El usuario envía un SMS al 
número virtual de SociaLuna 
 
 
2. Se recibe el SMS en la 
cuenta de correo de SociaLuna 
 
3. Un daemon se activa para 
comprobar si hay nuevos 
correos con estados que 
actualizar 
 
4. Se envían los nuevos 




1. El usuario tiene cuenta movilforum y una cuenta de facebook ó twitter. 
 
Flujo alternativo: 
4. Si llega un texto en blanco no se actualiza el estado. 
 






Para mostrar el diseño de las nuevas funcionalidades se mostrarán los diagramas 
de secuencia de las operaciones junto a una explicación para aclarar en todo 
momento el proceso realizado. Para conseguir que la plataforma SociaLuna sea 
fácilmente extensible y sea sencillo agregar nuevas redes sociales, se ha creado un 
interfaz genérico que deben implementar todos los componentes de acceso a las 
redes sociales. Dicho interfaz se denomina Connector, y por tanto será el punto 
de unión de las nuevas funcionalidades de acceso a OpenMovilforum desde 
SociaLuna. Según esta interfaz todo conector debe tener estas funciones: 
 
• getBasicUserData / getAllUserData: Obtiene los datos del perfil del usuario. 
• getPreviewUserActivity / getPreviewFriendsActivity: Retorna un subconjunto 
de los últimos posts realizados en el conector/servicio externo deseado. 
• getUserActivity / getFriendsActivity: Retorna todos los posts realizados 
(incluyendo el histórico) desde una fecha o un número concreto de ellos. 
• getContacts: Obtiene los contactos/amigos de la red. 
• postMessage: Envía un mensaje a la red. 
• encrypt / decrypt: Métodos de encriptación para dar seguridad a los datos 
comprometidos del usuario (por ejemplo, contraseñas). 
• disconnect: Método que realiza el logout del servicio externo, liberando los 
recursos que sea necesario. 
• getConnectorName: Retorna el nombre del conector. 
 
En el caso del conector Movilforum no es necesario implementar todas estas 
funciones (por ejemplo, no se recupera la actividad de los amigos de la red) así que 
para evitar errores en el sistema se ha procurado que las funciones no usadas 
devuelvan un valor vacío.  
 
4.4.1 Conector: Obtener contactos 
 
Para implementar la función getContacts del conector se ha utilizado la API 
Copiagenda. Lo primero que hace la función es obtener y verificar los datos de la 
cuenta del usuario (authenticate y decrypt) para saber si tiene permisos para 
obtener los contactos de su agenda telefónica. 
 
La API Copiagenda obtiene los contactos simulando un crawling del portal del 
servicio Copiagenda de Movistar ya que como ocurre con los demás servicios de 





los contactos del usuario (en formato CSV) estos se parsean para retornarlos 
como una lista de objetos. 
 
A pesar de no mostrarse en el diagrama del conector MovilForum, la función 
getContacts transforma la lista de contactos en un objeto contactsReply para 








Imagen 20: Diagrama getContacts de la API Copiagenda 




Para entender mejor la simulación mediante crawling de la API Copiagenda a 
continuación se muestra el diagrama de transferencia de información entre el 
servidor de Movistar y el cliente de la API de CopiAgenda. Para parsear el HTML 





Imagen 21: Diagrama getData de la API Copiagenda 
 
 
4.4.2 Conector: Envío de mensajes 
 
Para permitir el envío de un mensaje de texto o multimedia se va a utilizar el 
método postMessage del interfaz Connector. 
 
Antes de explicar la implementación de la función postMessage del conector se 
procederá a explicar el camino que recorre una petición hasta llegar al conector y 
llamar a esta función. Esta explicación pretende aclarar el funcionamiento de la 
arquitectura interna de la plataforma. 
 
Observando el diagrama se puede ver que la petición entra por la capa REST 
(sendPostResource) y esta llama a la capa de servicio, concretamente al servicio 





identificador de cuenta SociaLuna, el post que desea enviar y el identificador de 
las redes a las que se desea enviar el mensaje. El servicio es el encargado de 
conectarse a la capa de modelo (AccountDao y NetDao) para verificar que los 
datos del usuario son correctos. En este caso concreto se comprueba que el 
usuario tiene una cuenta SociaLuna, que las redes existen y que el usuario tiene 
cuenta en las redes destino. 
 
Una vez realizadas las comprobaciones se procede a enviar la petición al gestor 
de colas para que este las envíe al conector correspondiente. Siguiendo nuestro 
ejemplo ahora llegaría una petición al conector Movilforum para que éste ejecute 




Imagen 22: Diagrama de envío de mensajes 
 
 
Al igual que sucede con la función getContacts lo primero que realiza la función es 
autenticar al usuario para validar sus datos. Si el proceso ha sido exitoso 
entonces se analiza si el mensaje a enviar incluye adjuntos o no para enviarlo 
como SMS o MMS. Según el tipo de mensaje se llama a la API SMSSender o a la 
API MMSSender. 







Imagen 23: Diagrama postMessage del conector Movilforum 
 
 
Cuando el conector ha realizado la petición solicitada entonces devuelve la 
respuesta obtenida (postsReply) a la cola de mensajes que procesa las 
respuestas. Esta respuesta puede ser correcta o errónea, según el caso irá a una 
cola (Responses) o a otra (Exceptions). Aquí es donde los daemons se encargan 
de acceder a las colas y gestionar las respuestas para realizar las acciones 
oportunas. 
 
A continuación se muestran los diagramas de transferencia de datos entre el 
servidor de Movistar y las APIs de envío de mensajes. La API SMSSender es la 
más simple, sólo realiza una petición al servidor de Movistar con el número de 








Imagen 24: Diagrama sendMessage de la API SMSSender 
 
 
En cambio la API MMSSender se complica ya que además de enviar la información 
de la API SMSSender también permite enviar contenido multimedia. Antes de 
nada la API necesita realizar tres peticiones al servidor de Movistar (login) para 
reservar un espacio donde almacenar temporalmente el MMS. Una vez hecho esto 




Imagen 25: Diagrama login e insertData de la API MMSSender 
 
 
4.4.3 Daemon: Recepción de SMS y actualización de estados 
 
Una vez tenemos configurada la cuenta de correo para recibir SMS utilizando el 
API de open movilforum tan sólo queda implementar el daemon que se encargará 
de actualizar los estados de los usuarios. 




Como en la arquitectura de SociaLuna ya existe un daemon para actualizar las 
cuentas de los usuarios no es necesario crear uno nuevo, simplemente se 
ampliará la funcionalidad de éste. Para ello añadiremos la función 




Imagen 26: Diagrama run del UpdateDaemon 
 
Esta función se encargará de llamar a la API SMSReceiver para obtener los 
nuevos SMS recibidos en la cuenta de correo asociada a SociaLuna. Para cada uno 
de los nuevos SMS, se recuperará el usuario que lo ha enviado en función del 
número origen y se procederá a actualizar el estado del usuario en las redes 
sociales en las que esté presente. 
 
En cada SMS tenemos el número móvil del usuario y el texto que ha enviado para 
actualizar su estado. Primero se identifican las cuentas de Facebook y Twitter 
del usuario mediante su número móvil. Con este dato se obtiene la cuenta 
Movilforum del usuario y navegando a su cuenta padre (cuenta SociaLuna) se 
pueden obtener las otras cuentas del usuario. Una vez obtenidas las cuentas de 
Facebook y Twitter se delega la actualización de estado a la capa de servicios.   
 
El servicio ConnectorService es el encargado de enviar la petición de actualización 
de estado a las colas, concretamente a la cola Send de la red deseada (Facebook 
o Twitter). Es entonces cuando entra en juego Apache Camel. De forma 





envía la petición al conector. Cuando el conector devuelve respuesta Camel la 
envía, esta vez de forma síncrona, a la cola Responses de la red correspondiente. 
Por último, para completar el ciclo, la respuesta es recogida asíncronamente por 
el ResponseDaemon que es el encargado de gestionar las respuestas de los 
conectores. En este caso concreto el daemon almacenará el estado en la base de 
datos para que el usuario lo pueda consultar en la sección de enviados. 
 
 
Imagen 27: Diagrama updateSMSActivity del UpdateService 
 
 
Imagen 28: Diagrama sendJMSRequest del QueuesSender 




La función getSMSList de la API SMSReceiver no ha sido detallada porque su 
funcionalidad es muy simple, se conecta a la bandeja de entrada (Inbox) de 








4.5.1 Tests unitarios 
 
El objetivo principal de los tests unitarios es verificar que cada “unidad” del código 
fuente tiene el comportamiento esperado. Todos los tests se realizan a la vez que 
se implementan los métodos. Este enfoque genera funciones y métodos 
disociados y coherentes, centrados en sus objetivos. Además, también permite la 
evaluación de cada error o resultado inesperado y muestra claramente la forma 
en que cada módulo trata con ellos.   
 
Para lograr una buena colección de tests, hay que seguir una serie de directrices: 
 
 Cada prueba debe iniciarse con un estado concreto conocido. 
 Para pruebas con acceso a base de datos, cada ejecución recreará una 
instancia en memoria, comprobando que la entrada y salida de cada 
método es la esperada. 
 Para cualquier otro método, el test recreará el estado inicial necesario para 
realizar las pruebas del objeto. 
 Por último, las relaciones entre unidades serán mocks. Esto permite la 
simulación de todos los comportamientos esperados e inesperados, 
mostrando si la unidad testeada responde de forma coherente. Además, 
también se comprueba que las relaciones son invocadas como se 
esperaba, sin llamadas extra o flujos de ejecución desconocidos. 
 
Todos los tests están pensados para ser ejecutados regularmente por un sistema 
de integración. Cada cambio en el código fuente se pondrá a prueba con todas las 
situaciones conocidas, mostrando si ese cambio no cumple algún test anterior. Si 
así fuera, se marcaría ese cambio como erróneo y se procedería a arreglar el 
error inmediatamente.  
 
4.5.2 Tests de integración 
 
El propósito de los tests de integración es chequear el comportamiento de los 
diferentes módulos del sistema cuando se unen. Las pruebas que se realizan 
definen las condiciones iniciales de todo el sistema. Una vez iniciadas, sólo se 
usan las interfaces disponibles, comprobando que retornan los resultados 
esperados (sin conocer los detalles de la implementación de los submódulos). 
 




Para testear módulos que usan sistemas, bases de datos o interfaces externos se 
utilizarán objetos mock. Esta independencia de los módulos externos permite que 
los tests sean automatizados dentro del sistema de integración. 
 
Los tests de integración son ejecutados de forma rutinaria y aunque es común 
ejecutarlos diariamente, eso depende en gran medida de cómo evolucione el 
proyecto. Como mínimo, las pruebas de integración se ejecutan semanalmente. 
 
4.5.3 Tests realizados 
 
Durante la implementación de las funcionalidades se han ido realizando tests 
unitarios para comprobar en todo momento que estas siguen el comportamiento 
esperado. Para realizar estos tests se ha utilizado la herramienta JUnit (ver 
3.2.4). Al realizar tests de funciones que necesitan hacer consultas a la BD ha 
sido necesario cargar los datos básicos en memoria para simular el acceso a la 
BD. De esta forma se independizan los tests del SGBD utilizado (MySQL). Los 
datos básicos se han almacenado en un archivo XML.  
 
En cuanto a los tests de integración, el mayor trabajo ha sido la implementación 
de los mocks de las APIs de OpenMovilforum. Los mocks son objetos que imitan el 
comportamiento de objetos reales de una forma controlada y para testear las 
nuevas funcionalidades ha sido necesario crear uno para cada API. Lo que se 
gana al utilizar estos mocks es una independencia total entre las peticiones 
externas (servidor de Movistar) y los tests. Así pues se elimina la única limitación 















Los métodos ágiles son procesos de desarrollo de software iterativos e 
incrementales (evolutivos), que se llevan a cabo en un ambiente altamente 
colaborativo, con el fin de producir un software de alta calidad que satisfaga las 
necesidades cambiantes del cliente. 
 
En TID, la mayoría de proyectos de la 
división de Internet y Multimedia utilizan la 
metodología Agile Telefónica I+D, un 
framework de trabajo basado en métodos 
ágiles que se fundamenta de forma más 
concreta en Scrum para las mejores 
prácticas de gestión de proyectos y en 
eXtreme Programming (XP) para 
mejores prácticas de programación. 
 





En el proyecto SociaLuna se ha aplicado este framework y por consiguiente, en este 
proyecto también. Cómo XP se aplica en programación, en esta sección nos 
centraremos en Scrum, que se aplica en la gestión de proyectos. Es necesario 
entender como funciona Scrum para entender la planificación del proyecto, y es por 
ello que a continuación se verá esta metodología en detalle.  
 
5.2 Metodología Scrum 
 
Scrum[41] es un método ágil para gestionar proyectos de software, que toma su 
nombre y principios de los estudios realizados sobre nuevas prácticas de producción 
por Hirotaka Takeuchi e Ikujijo Nonaka a mediados de los 80. Aunque surgió como 
práctica en el desarrollo de productos tecnológicos, resulta válido en los entornos 
que trabajan con requisitos inestables, y necesitan rapidez y flexibilidad; 
situaciones habituales en el desarrollo de algunos sistemas de software. 
 
Es un método de trabajo orientado principalmente a la gestión del proyecto, que 
requiere trabajo duro, porque esta gestión no se basa en el seguimiento de un plan, 
sino en la adaptación continua a las circunstancias de la evolución del 
proyecto. 




Scrum se compone básicamente de: 
 
 3 roles: Product Owner (PO), Team (T), Scrum Master (PL) 
 3 backlogs: Product Backlog, Sprint Backlog, Impediments Backlog 




Imagen 30: Guía básica de Scrum 
 
 
En la imagen 30 se pueden identificar los elementos enumerados anteriormente 
dentro del proceso cíclico que sigue el método Scrum (Sprints). A continuación 
se verán estos elementos en detalle para tener una mayor comprensión de todo 
el proceso. 
 






Antes de explicar como funciona Scrum se identificarán los distintos roles que han 
de seguir los participantes en este método. Una vez identificados los roles y 
entendido el funcionamiento básico, se profundizará en los componentes que 
intervienen estos roles y en las reuniones que participan. 
 
 
Imagen 31: Roles en Scrum 
 
 El Product Owner (PO) representa a todos los interesados (stakeholders) 
en el producto. Generalmente suele ser una persona que trabaja en la 
empresa cliente, que contrata el proyecto y es dueño del producto final. El rol 
también puede ser asumido por una persona del equipo de desarrollo o una 
persona de estructura relacionada con el proyecto. El PO es el responsable de 
aportar la visión de negocio al proyecto. 
 
 El Equipo de Proyecto (T) es un grupo autogestionado y multidisciplinar 
encargado de desarrollar el proyecto. Está formado por unos 2 - 7 miembros. 
Cuando dentro del equipo se necesitan perfiles altamente especializados, se 
buscan e integran dentro del mismo durante el tiempo que sea necesario, 
pasando a ser un miembro más del equipo. 
 
 El Scrum Master (PL) es el responsable de la productividad del equipo y de 
resolver los impedimentos que obstaculizan el trabajo. Este rol lo suele asumir 
el Jefe de Proyecto. 
 
Además, en TID existe el rol de Agile Coach (AC). El AC es una persona de la 
división de Metodología e Ingeniería del Software que da soporte al buen 
funcionamiento del proyecto y a la utilización de las prácticas ágiles que aportan 
valor al Equipo y al proyecto. 






En Scrum el desarrollo se inicia desde la visión general de producto, dando detalle 
solo a las funcionalidades que, por ser las de mayor prioridad para el negocio 
deben desarrollarse en primer lugar. Estas necesidades del cliente se recogen en 
el Product Backlog, es decir, una lista de TO-DO’s en la que el Product Owner 
va añadiendo nuevas y las reprioriza constantemente. 
 
 
Imagen 32: Metodología Scrum 
 
El Equipo de Proyecto junto con el Product Owner determina el objetivo del 
Sprint (iteración). Las funcionalidades que tengan mayor prioridad o complejidad 
son las que se van a desarrollar en primer lugar y pasan a formar parte del 
Sprint Backlog. La funcionalidad priorizada es dividida en tareas detalladas y 
suelen llevarse a cabo en un periodo de tiempo breve (entre 15 y 60 días). El 
resultado es un incremento terminado y operativo del producto. Estas 
iteraciones son la base del desarrollo ágil, y Scrum gestiona su evolución a través 
de reuniones breves de seguimiento diarias en las que todo el equipo revisa 











Durante el proceso de Scrum se generan una serie de componentes/artefactos 
que son necesarios para garantizar una buena gestión del proyecto. Algunos de 
ellos son requisitos de otros y por lo tanto, no se puede avanzar sin ellos. La 
mayoría de estos componentes tienen un objetivo común: informar sobre el 
progreso actual del proyecto.  
 
Product Backlog: Requisitos funcionales y no funcionales en lenguaje 
de negocio de todo aquello que el Product Owner y los stakeholders 




Product Burndown Chart: Gráfico que muestra las tendencias 
de la velocidad del Equipo y del cambio ocurrido en la totalidad 
del proyecto. La intersección de ambas líneas es una previsión de 
la finalización del proyecto. 
 
 
Selected Product Backlog: Selección de las requisitos del 
Product Backlog para el próximo Sprint. 
 
 
Sprint Backlog: Lista en lenguaje técnico y operativo de todas las 
tareas que el Equipo debe realizar para lograr el Selected Product 




Sprint Burdown Chart: Gráfico que muestra la velocidad del 
Equipo en el Sprint e indica si se dispone de tiempo suficiente 
para lograr el objetivo del Sprint. 
 
 
Impediments Backlog: Lista todos aquellos impedimentos que 
obstaculizan el trabajo del Equipo y, por lo tanto, el correcto desarrollo 
del proyecto. 
 
Increment: Parte desarrollada durante el Sprint en condiciones de ser 
usada. Al finalizar cada Sprint se debería entregar software ejecutable (a 
excepción del Sprint 0). 
 
 
En cada uno de estos componentes interviene una u otra persona dependiendo de 
su rol. A continuación se muestran los roles asociados a cada componente: 
 
 PO PL T 
Product Backlog X (X) (X) 
Select Product Backlog X (X) (X) 
Product Burndown Chart X (X)  
Sprint Backlog   X 
Sprint Burndown Chart   X 
Impediments Backlog  X  
Increment  X X 
 





Cuando un rol esta marcado con una X entre paréntesis significa que puede 




Cuando se habla de Sprints se tiene que hacer mención especial al Sprint 0 ya 
que es diferente de los siguientes. El Sprint 0 se realiza al inicio del proyecto con 
el objetivo de obtener el Product Backlog y establecer el entorno para empezar a 
trabajar. Dentro de este Sprint se realiza el Estimation Meeting en el cual se 
estima la totalidad del producto.  
 
Una vez finalizado el Sprint 0 empieza el proceso cíclico de Scrum. La duración 
recomendada de cada ciclo (Sprint) son unos 30 días. En cada ciclo se realizan 
una serie de reuniones con objetivos diversos: 
 
 Sprint Planning: 
o 1/2 - Se decide el objetivo del Sprint y el conjunto de features a 
implementar (Selected Product Backlog). Duración máx 4 horas. 
o 2/2 - Se desglosa cada ítem del Selected Product Backlog en tareas 
técnicas. Duración máx 4 horas. 
 Daily Meeting: Sincronización del Equipo. Duración 15 min. 
 Sprint Review: Demo al Product Owner. Duración máx 4 horas. 
 Retrospective: Análisis del Sprint. Duración máx 3 horas. 
 Improvement Period: Período entre Sprints para efectuar mejoras al 




 PO PL T 
Sprint 0 X X X 
Estimation Meeting (X) X X 
Sprint Planning 1/2 X X X 
Sprint Planning 2/2 (X) X X 
Daily Meeting (X) X X 
Sprint Review X X X 
Retrospective  X X 
Improvement Period  (X) X X 
 
Tabla 6: Participantes en las reuniones de Scrum 
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5.2.5 Scrum VS waterfall 
  
El modelo clásico en cascada (waterfall) ordena rigurosamente las etapas del ciclo 
de vida del software, de tal forma que una etapa no empieza hasta que no ha 
finalizado la anterior. 
  
Imagen 33: Modelo en cascada 
 
Esta metodología por etapas garantiza que todos las fases estén bien organizadas 
y no se mezclen pero, esta pensada para proyectos muy sólidos con unos 
requisitos muy bien definidos. Esto es debido a que cualquier error de diseño 
detectado en etapas posteriores, como la de testeo, conducen a rediseñar y 
programar de nuevo el código afectado. Esto retrasa los plazos de entrega del 
proyecto al cliente y tiene una repercusión económica importante. 
 
Resumiendo, este modelo presenta dificultades en la vida real ya que raramente 
un cliente establecerá desde un buen principio todos los requisitos necesarios 
para su producto. Eso acabará provocando lo que se ha comentado en el párrafo 
anterior. Además, otro aspecto negativo también relacionado con el cliente es que 
no hay resultados visibles hasta que el producto esta casi acabado. 
 
La metodología Scrum en cambio, no presenta estos problemas ya que ofrece una 
mayor flexibilidad ante cambios imprevistos durante el desarrollo del software. En 
cuanto al cliente se refiere también es claramente mejor Scrum debido a que 













5.3 Organización y recursos 
 
5.3.1 Organización del proyecto SociaLuna 
 
El proyecto SociaLuna esta dividido en tres equipos de trabajo: el equipo que 
desarrolla la plataforma y la aplicación web (IOBlog), el equipo que desarrolla la 
aplicación Adobe AIR (SociaLunAir), y el equipo que trabaja en el proyecto Nemos 
(cliente móvil de SociaLuna). 
 
 
Imagen 34: Organización del proyecto SociaLuna 
 
Entre estos equipos se realizan reuniones periódicas para estar al día de los 
avances, sobretodo en cuanto a la plataforma se refiere ya que todos los 





Los recursos utilizados pera la realización del proyecto se han dividido en dos 
grupos: humanos y materiales. En el primer grupo se encuentran todos los 
integrantes del equipo y empleados de TID que han colaborado en SociaLuna. En 









Jefe de proyecto 
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5.4 Planificación  
 
La duración del proyecto ha sido de unos 6 meses y se ha realizado siguiendo la 
metodología Scrum (explicada anteriormente) a excepción de la documentación. La 
documentación se ha ido elaborando paulatinamente una vez recolectada la 
información básica inicial hasta el final del proyecto. 
 
El desarrollo del proyecto empezó con el Sprint0. En esta fase se determinan los 
objetivos del proyecto para más tarde convertirlos en requisitos (funcionales y no 
funcionales). Una vez se tiene la lista de requisitos terminada se seleccionan los 
que se van a desarrollar durante el primer Sprint.  
 
Para el Sprint1 se decidió abordar el entendimiento de la plataforma y preparar el 
entorno de desarrollo para poder trabajar lo antes posible en la ampliación de 
servicios. Es importante recordar que en cada Sprint se dividen los requisitos 
seleccionados en tareas para poder planificar mejor todo el trabajo. A continuación 
se muestran los requisitos del Sprint1 desglosados en tareas. 
 
 
Imagen 36: Planificación del Sprint0 y Sprint1  
 
En Scrum al finalizar un Sprint se seleccionan los requisitos del siguiente. Así pues 
al terminar el Sprint1 se decidió que en el Sprint2 se empezarían a implementar 
funcionalidades, concretamente las APIs para interactuar con Movistar. 
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Imagen 37: Planificación del Sprint2 
 
Cuando en un Sprint hay desarrollo siempre se reservan unos días para solventar 
los posibles errores que puedan surgir, a ese período se le llama Sprint Bugs. 
Dependiendo de la complejidad del desarrollo se reserva más o menos tiempo. 
 
Durante el Sprint3 se desarrolló e integro el conector Movilforum en la plataforma. 
Para ello se tuvieron que realizar tanto tests unitarios como de integración y 
además se tuvo que implementar un servicio de envío de mensajes privados para 
acceder al envío de SMS/MMS del conector. 
 
 
Imagen 38: Planificación del Sprint3 
 
Para este Sprint se reservó más tiempo para el Sprint Bugs debido a los posibles 
errores de integración que pudiesen aparecer al añadir este desarrollo a la 
plataforma. 
 
En el siguiente Sprint, el Sprint4, se planificó el último requisito del proyecto: el 
envío de SMS para actualizar el estado. A pesar de ser sólo un requisito, las tareas 
de integración que este comporta han pesado mucho en la decisión de desarrollarlo 






Imagen 39: Planificación del Sprint4 
 
Por último, aunque no menos importante, se ha ido realizando la documentación 
del proyecto durante los Sprints 2, 3 y 4. Aunque la mayoría del contenido se ha 
elaborado durante el último mes del proyecto (al finalizar el desarrollo).  
 
 
Imagen 40: Planificación de la documentación 
 
Para tener una visión más global de cómo ha ido la planificación del proyecto y 
poder comparar la duración de los Sprints de una forma más gráfica a continuación 
se muestra un diagrama temporal del proyecto. 
 
 
Imagen 41: Planificación general del PFC 
 
Esta es la planificación final con pequeñas desviaciones temporales corregidas. Las 
desviaciones han sido tan leves que no se ha considerado relevante exponerlas en 
esta documentación. 
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Imagen 43: Planificación final del PFC (2/2) 
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6 VALORACIÓN ECONÓMICA  
 
En este capítulo se procederá a realizar una valoración económica del proyecto 
teniendo en cuenta los recursos humanos y materiales empleados en él. Las 
siguientes tablas muestran los cálculos realizados al detalle: 
 





Sueldo  50 Є/Hora 120 h 6000 Є 6000 Є Jefe de 
Proyecto Dietas 180 Є/Mes 6 m 1080 Є 1080 Є 
Sueldo  7 Є/Hora 720 h 5040 Є 5040 Є 
Humano 
Desarrollador 
Dietas 180 Є/Mes 6 m 1080 Є 1080 Є 
Equipo 300 Є - 300 Є 0 Є 
Material 
Software  280 Є - 280 Є 0 Є 
Total - - - 13780 Є 13200 Є 
 
Tabla 7: Coste estimado del PFC 
 
 
Software Licencia Open Source Precio 
Apache Server Apache License √ 0 Є 
Apache Tomcat Apache License √ 0 Є 
Apache Camel Apache License √ 0 Є 
Eclipse Eclipse Public License √ 0 Є 
Hibernate GNU LGPL √ 0 Є 
Jersey CDDL + GPL √ 0 Є 
JUnit Common Public License √ 0 Є 
Maven Apache License √ 0 Є 
Microsoft Windows XP Pro Microsoft X 119 $ 
Microsoft Office 2003 Pro Microsoft X 259 $ 
MySQL GNU GPL √ 0 Є 
Spring Apache License √ 0 Є 
SVN Apache License √ 0 Є 
Restlet CDDL + LGPL √ 0 Є 
Tortoise SVN GNU GPL √ 0 Є 
Todo - - 280 Є 
 





En los cálculos de la tabla 7 se ha supuesto el sueldo de desarrollador con contrato 
de becario debido a que se trata de un proyecto final de carrera. En cuanto al Jefe 
de Proyecto (director del PFC) se ha calculado una hora diaria de trabajo para 
realizar el seguimiento y revisión de las tareas, y un sueldo aproximado de 50 
euros/hora. 
 
El coste del software es casi cero ya que a excepción de las licencias de Microsoft el 
resto son gratuitas: 
 CDDL: Common Development and Distribution License 
 GPL: General Public License 
 LGPL: Lesser General Public License 
 
Aunque a fin de cuentas el coste real del software acaba siendo cero porque es un 
recurso que estaba disponible en la empresa antes de empezar el proyecto. Lo 
mismo sucede con el equipo (pc, monitor, teclado, etc).    
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7.1 Objetivos cumplidos 
 
Los objetivos que se han cumplido durante el proyecto son: 
 
 Análisis. Se ha estudiado la arquitectura, el diseño y la implementación de 
todos los conceptos que se han necesitado durante el desarrollo del 
proyecto. 
 Nuevas funcionalidades. Se han añadido las nuevas funcionalidades a la 
versión SNAPSHOT 0.6 de SociaLuna y están operativas en el entorno de 
integración. 
 Modificación del código original. Durante la integración de las nuevas 
funcionalidades se han mejorado y corregido algunas partes del proyecto. 
 
7.2 Dificultades encontradas 
 
A pesar de haber cumplido los objetivos iniciales del proyecto final de carrera, 
durante el proceso ha habido complicaciones derivadas de la arquitectura de la 
plataforma que han elevado la dificultad del proyecto. Principalmente en la parte 
final del proyecto ya que la integración de la funcionalidad de actualización de 
estados SMS ha significado modificar código original del proyecto.  
 
Otra dificultad encontrada ha sido realizar las pruebas de integración. A la hora de 
testear las nuevas funcionalidades se han tenido que implementar nuevos objetos 
mock para simular el comportamiento de las APIs de open movilforum. Sin estos 
objetos mock no hubiera sido posible testear el conector Movilforum y el servicio de 
actualización de estados SMS. 
 
Aparte de las dificultadas mencionadas, hay que destacar el hecho de que elaborar 
el PFC en una empresa ha repercutido en el tiempo disponible para realizar la 






7.3 Posibles mejoras 
 
Una de las posibles mejoras que ha quedado pendiente al finalizar el proyecto ha 
sido optimizar la funcionalidad de actualización de estados SMS.  
 
Actualmente cuando se leen los SMS de la cuenta de correo no se están eliminando 
de la bandeja de entrada (Inbox) y eso afecta al rendimiento de la búsqueda de 
mensajes nuevos. Si en vez de usar la última fecha de actualización como 
referencia para identificar los mensajes nuevos  (método actual) se elimina cada 
vez los mensajes leídos entonces se podría retornar directamente todos los 
mensajes ya que estos serían nuevos. Este método además mantendría limpia la 
cuenta de correo. 
 
7.4 Futuro del proyecto 
 
Aparte de las posibles mejoras mencionadas en el apartado anterior este proyecto 
puede seguir ampliando su funcionalidad si existiera la posibilidad de recibir 
mensajes MMS además de SMS. 
 
Se desconoce si es posible o no tecnológicamente recibir un MMS en la cuenta de 
correo electrónico tal y como sucede con el SMS pero si esto fuera posible se podría 
enviar contenido multimedia a las redes sociales. Por poner un ejemplo, sería 
posible enviar desde un dispositivo móvil un vídeo a Youtube o una foto a Flickr e 
incluso añadir un comentario a ese contenido. 
 
Esta nueva funcionalidad daría otro paso adelante en el propósito de este proyecto 
















ACL – Access Control List 
Una ACL se refiere a una lista de reglas aplicadas en seguridad informática para 
filtrar el tráfico de una red, permitiéndolo o denegándolo de acuerdo a alguna 
condición. 
 
API - Application Programming Interface 
Una API es un conjunto de funciones y procedimientos que ofrece una cierta librería 
para poder ser utilizada en otro software.  
 
Atom 
El nombre Atom hace referencia a dos estándares relacionados: 
 El formato Atom es un fichero en formato XML usado para redifusión web. 
 El protocolo de publicación Atom es un protocolo simple basado en HTTP para 





Un Bean es un componente software que tiene la particularidad de ser reutilizable 





Creative Commons es una organización no gubernamental sin ánimo de lucro 
fundada por Lawrence Lessig en la Universidad de Stanford que desarrolla planes 
para ayudar a reducir las barreras legales de la creatividad, por medio de nueva 
legislación y nuevas tecnologías. 
 
CMT – Comisión del Mercado de las Telecomunicaciones 
La CMT es la Autoridad Nacional de Regulación (ANR) española creada en 1996. Los 





inaceptables del mercado y de competencia, garantizar el cumplimiento de las 
condiciones de interconexión de red y resolver las disputas entre operadores. 
 
CSS – Cascade Style Sheets  
El CSS (W3C) es un lenguaje formal utilizado para definir la presentación de un 
documento estructurado en HTML o XML (XHTML). El objetivo principal de la 
creación de este lenguaje es poder separar la estructura de un documento de su 
presentación. 
 
CSV – Comma Separated Values 
Los ficheros CSV son un tipo de documento en formato abierto sencillo para 
representar datos en forma de tabla, en las que las columnas se separan por comas 
(o punto y coma) y las filas por saltos de línea. Los campos que contengan una 





DAO – Data Access Object 
Un DAO es un componente software que suministra una interfaz común entre una 
aplicación y una base de datos (u otro tipo de almacenamiento) para no depender 
de la tecnología de la persistencia. 
 
DOM – Document Object Model 
El DOM (W3C) es un modelo a través del cual se puede acceder y modificar 
dinámicamente el contenido, estructura y estilo de documentos HTML y XML. La 






Un framework es una estructura de soporte definida en la cual otro proyecto puede 
ser organizado y desarrollado. Normalmente incluye programas, librerías y un 
interprete del lenguaje para ayudad a desarrollar y unir los diferentes componentes 
de un proyecto.  
 
H 




HTML – HyperText Markup Language 
El HTML (W3C) es un lenguaje de marcas que predomina en la construcción de 
páginas web. Se escribe en forma de etiquetas dentro de corchetes angulares 
(<etiq>) que se utilizan para describir la estructura y el contenido de la página. 
Este lenguaje esta definido en términos del SGML. 
El HTML también puede definir hasta cierto punto el aspecto del documento y 
además, puede incluir scripts que afecten al comportamiento de la página. 
HTTP – HyperText Transfer Protocol 
HTTP es un protocolo de transferencia de hipertexto, creado por la W3C y el IETF, 
que define la sintaxis y la semántica que utilizan los elementos software de la 
arquitectura web (clientes, servidores, proxys) para comunicarse. Es un protocolo 





IDE – Integrated Development Environment 
Un IDE es un entorno de programación que ha sido empaquetado como un 
programa de aplicación, es decir, consiste en un editor de código, un compilador, 
un depurador y un constructor de interfaz gráfica GUI. 
 
IETF – Internet Engineering Task Force 
El IETF es una organización internacional abierta de normalización, creada en EEUU 
en 1986, que tiene como objetivos el contribuir a la ingeniería de Internet, 
actuando en diversas áreas, tales como transporte, encaminamiento, seguridad. 
 
ISO – International Standard Organization 
La ISO es un organismo encargado de promover el desarrollo de normas 
internacionales de fabricación, comercio y comunicación para todas las ramas 




JMS – Java Message Service 
JMS es un estándar de mensajería que permite crear, enviar, recibir y leer 
mensajes a los componentes de aplicaciones basados en la plataforma de Java. 






JS - JavaScript 
JavaScript es un lenguaje de programación interpretado, es decir, que no requiere 
compilación y se utiliza principalmente en páginas web. 
La gran mayoría de navegadores actuales interpretan código JS integrado dentro de 
las páginas web. Para poder interactuar con la página este lenguaje incluye una 




MVC – Modelo Vista Controlador 
El MVC es un patrón de arquitectura software que separa una aplicación en tres 
capas para ganar en reusabilidad, escalabilidad y simplicidad: 
1. Capa de presentación, la interfaz de usuario. 
2. Capa de dominio, la lógica de control. 
3. Capa de datos, los datos. 
 
Mock 
Los mocks son objetos que imitan el comportamiento de objetos reales de una 




OMV - Operador Móvil Virtual 
Los OMVs son operadores que no disponen de infraestructura propia y que recurren 
a la cobertura de otra empresa mediante un previo acuerdo. 
 
Open Source 




PHP - PHP Hypertext Pre-processor 
PHP es un lenguaje interpretado diseñado especialmente para el desarrollo web y 
puede estar encastado en el código HTML. Generalmente se ejecuta en el servidor 








POJO – Plain Old Java Object 





En ingeniería del software, el término refactorización significa modificar el código 
fuente sin cambiar su comportamiento, lo que se conoce informalmente por limpiar 
el código. 
 
REST – Representational State Transfer 
La Transferencia de Estado Representacional o REST es una técnica de arquitectura 
software para sistemas hipermedia distribuidos como la Web (WWW).  
En la actualidad se usa en un sentido más amplio para describir cualquier interfaz 
web simple que utiliza XML y HTTP, sin las abstracciones adicionales de los 
protocolos basados en patrones de intercambio de mensajes como SOAP. 
 
RIA – Rich Internet Aplication 
Las RIA son un nuevo tipo de aplicaciones que combinan las ventajas que ofrecen 
las aplicaciones Web y las aplicaciones tradicionales. 
En estos entornos no se producen recargas ya que desde el principio se carga toda 
la aplicación, sólo se produce comunicación con el servidor cuando se necesitan 
datos externos. 
 
RMI – Remote Method Invocation 
RMI es un mecanismo ofrecido en Java para invocar un método remotamente. Al 
ser parte estándar del entorno de ejecución Java esta tecnología no permite la 





Un script es un conjunto de instrucciones que permiten la automatización de tareas 
creando pequeñas utilidades. Los scripts normalmente se utilizan para interactuar 









Metodología que propone prácticas de gestión de proyectos aportando un ritmo de 
trabajo bueno y sostenible para el proyecto. 
 
SDK – Software Development Kit 
Un kit de desarrollo software es generalmente un conjunto de herramientas que le 
permite a un programador crear aplicaciones para un sistema concreto. 
 
SGBD - Sistema Gestor Base Datos 
Un SGBD es un software dedicado a servir de interfaz entre la base de datos, el 
usuario y las aplicaciones que la utilizan. 
 
SGML - Standard Generalized Markup Language 
El lenguaje SGML (ISO 8879) sirve para especificar las reglas de etiquetado de 
documentos y no impone en si ningún conjunto de etiquetas especial. 
 
SOAP – Simple Object Acces Protocol 
SOAP es un protocolo estándar que define cómo dos objetos en diferentes procesos 
pueden comunicarse por medio de intercambio de datos XML. Es uno de los 
protocolos más utilizados en los servicios web (web services). 
 
SSL - Secure Socket Layer 




UML – Unified Modeling Language 
UML es un lenguaje gráfico para visualizar, especificar, construir y documentar un 
sistema software. UML ofrece un estándar para describir un modelo incluyendo 
aspectos conceptuales como procesos de negocio y funciones de sistema, y 
aspectos concretos como expresiones del lenguaje de programación, esquemas de 
bases de datos y componentes software reutilizables. 
 
URI – Uniform Resource Identifier 
Un URI es una cadena corta de caracteres que identifica inequívocamente un 
recurso (servicio, página, documento, dirección de correo electrónico, etc.). 
 
 




URL – Uniform Resource Locator 
Un URL es un localizador uniforme de un recurso, como documentos o imágenes de 
Internet. Los URL fueron una innovación fundamental para el mundo web ya que 
permitieron a los autores de documentos crear enlaces a ellos. 
Ejemplo de URL en HTTP: protocolo://servidor:puerto/ruta?parámetro=valor#enlace 
 
UX – User Experience 
La experiencia de usuario (UX ó UE) es un término que describe las sensaciones de 




W3C – World Wide Web Consortium 
Consorcio internacional donde las organizaciones miembro pueden trabajar 
conjuntamente para desarrollar estándares web (protocolos y pautas). Su principal 
misión es asegurar el crecimiento futuro del mundo web. 
 
WS - Web Service 
Un web service es una colección de protocolos y estándares que sirve para 
intercambiar datos entre aplicaciones. Diferentes aplicaciones desarrolladas en 
lenguajes diferentes y ejecutadas sobre cualquier plataforma pueden utilizar un 
servicio web para intercambiar datos en la red. Esta gran interopabilidad se 
consigue gracias al uso de estándares abiertos. 
 
WWW – World Wide Web 
El WWW, más conocido como Web a secas, es un sistema de documentos de 
hipertexto y/o hipermedios enlazados y accesibles a través de Internet. Mediante el 
uso de navegadores web un usuario puede visualizar páginas web que contienen 




XHR - XMLHttpRequest 
El XHR es una interfaz empleada para realizar peticiones HTTP/S a servidores web. 
Esta interfaz se presenta como una clase la cual una aplicación cliente puede 







XHTML – eXtensible HyperText Markup Language 
El XHTML (W3C) es un lenguaje pensado para sustituir el HTML como estándar de 
páginas web. El objetivo del W3C al crear este lenguaje es conseguir una web 
semántica, donde la información y la forma de presentarla estén claramente 
separadas. 
 
XML – eXtensible Markup Language 
El XML (W3C) es un metalenguaje extensible de etiquetas que nos permite definir 
la gramática de lenguajes específicos. Es una simplificación y adaptación del SGML. 
El XML no esta diseñado exclusivamente para su aplicación en Internet sino que es 
un estándar para el intercambio de información estructurada entre diferentes 
plataformas. Esto permite una compatibilidad entre sistemas para compartir 
información de manera segura, fiable y fácil. 
 
XP – eXtreme Programming 
Metodología que propone prácticas de desarrollo software específicas para obtener 
un código de alta calidad y adaptable a cambios de requisitos o tecnología.  
 
XSLT – eXtensible Stylesheet Language Transformations 
El XSLT (W3C) es un lenguaje basado en XML que se usa para transformar 
documentos XML en otros XML u otros documentos más “legibles” por las personas. 
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Debido a que el proyecto ha sido completamente todo desarrollo y no se ha 
realizado interfaz gráfica, a continuación se muestran unas imágenes de los clientes 
de SociaLuna para tener una idea más visual del proyecto.   
 









10.2 IOBlog Web App 
 
 
Imagen 45: Teaser del IOBlog 
 
 
Imagen 46: Secciones del IOBlog 
 




10.3 Nemos Mobile App 
 
             
 
Imagen 47: Secciones de Nemos 
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