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Seznam uporabljenih simbolov 
 HTML: Hyper Text Markup Language, označevalni jezik za izdelavo spletnih 
strani. 
 HTTP: Hypertext Transfer Protocol, Protokol za izmenjavo hiperteksta je 
glavni protokol za prenos informacij na spletu. 
 URL: Uniform Resource Locator, služi edinstven naslov vsake spletne strani 
v svetovnem spletu. 
 Flash: Plaftorma za izdelavo interaktivnih aplikacij in programov. 
 CSS: Cascading Style Sheets, kaskadne stilske podloge, ki določajo videz 
spletne strani. 
 JS: Javascript je skriptni jezik za izdelavo interaktivnih in dinamičnih 
spletnih strani. 
 jQuery: Knjižnica za skriptni jezik Javascript. 
 AJAX: Asynchronus Javascript and XML, Asinhroni Javascript in XML. 
Poudarek je na asinhronosti in delnem osveževanju posameznih delov strani. 
 XML: Extensible Markup Language, razširljivi označevalni jezik je format, 
ki ga uporabljamo za opisovanje strukturiranih podatkov. 
 JSON: JavaScript Object Notation je preprost format za izmenjavo podatkov. 
 API: Application Programming Interface, Aplikacijski programski vmesnik. 
 REST: Representational State Transfer, Prenos predstavitvenega stanja, 
arhitektura, ki se uporablja za izdelavo spletnih storitev. 
 PHP: Hypertext preprocessor, zelo priljubljen odprto-kodni skriptni jezik za 
izdelavo dinamičnih spletnih strani. 
 MySQL: Structured Query Language, strukturirani povpraševalni jezik.
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Povzetek 
Diplomsko delo obravnava uporabo aplikacijskih programskih vmesnikov in 
knjižnic Javascript za izdelavo aplikacije, ki prikazuje satelitske slike na 
interaktivnem zemljevidu. V prvem delu, ki je pretežno teoretične narave, so opisane 
bazične tehnologije, ki so potrebne za razumevanje delovanja spletne aplikacije, od 
najbolj osnovnega jezika HTML, ki sestavlja vsako spletno stran in jezika CSS za 
določanje stilskih lastnosti spletne strani. Naprej je predstavljen skriptni jezik 
Javascript, ki je najbolj pomemben gradnik spletne aplikacije, skupaj s knjižnico 
jQuery. Predstavljena sta teoretično ozadje delovanja aplikacijskih vmesnikov in 
primer njihove uporabe na primeru jezika Javascript. V nadaljevanju je predstavljeno 
podjetje Urthecast, ki je ponudnik storitve za dostop do satelitskih slik. Podrobno je 
opisano, kaj vse omogoča in tudi, kako se uporablja njihov aplikacijski vmesnik. Za 
izdelavo spletnega zemljevida potrebujemo orodje, ki ga predstavlja knjižnica 
Leaflet. Knjižnica Leaflet je prav tako podrobneje predstavljena. Podana je tudi 
primerjava s knjižnico Mapbox. Slednja je podobna in konkurenčna knjižnica za 
izdelavo zemljevidov. V drugem, praktičnem delu, so vse opisane tehnologije 
predstavljene na konkretnem primeru, prav tako način njihove vključitve v končno 
aplikacijo. Omeniti je treba uporabo funkcij AJAX, ki so ključne pri komunikaciji 
med aplikacijo in aplikacijskimi programskimi vmesniki. Celotno diplomsko delo bi 
lahko opisali kot priročnik oziroma navodilo, ki nas vodi od samih osnov in potem 
do konkretne izvedbe končnega izdelka.  
 
Ključne besede: aplikacijski programski vmesnik, Javascript, interaktivni 




The purpose of this thesis is to present the use of an application programming 
interface and Javascript libraries in creating a web application that shows satellite 
images with an interactive map. The theoretical part of the thesis presents the basic 
web technologies which are important for understanding the functioning of the 
application, starting with HTML language, which is the main element of every 
webpage, and CSS stylesheet language used to determine the style of a web page. 
The most important elements are the Javascript Programming Language and jQuery 
library. The use of the application programming interface is first presented 
theoretically and then practically together with the Javascript language. Furthermore, 
the thesis presents the company Urthecast, which offers access to satellite images, 
and provides insight into the use of their application programming interface. We use 
Leaflet library to create a web map. The Leaflet library is described in detail together 
with some practical examples from documentation. The thesis also contains a 
comparison with the Mapox library, which is a similar and competitive library used 
for creating web maps. The practical part puts all the above technologies in practice. 
Every one of them is described in terms of how it fits into the final application. 
Another important element of the second part is the use of AJAX functions, which 
serve as communication between the application and the application programming 
interface. The thesis could be perceived as a detailed manual with additional 
instructions covering the very basics of different technologies and concepts as well 
as concretisation of the final application. 
 
Key words: application programming interface, Javascript, interactive map, 
web application, satellite images, Leaflet library, AJAX 
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1  Uvod 
Ko je podjetje Google leta 2005 predstavilo aplikacijo Google Maps, je to 
pomenilo veliko novost za uporabnike Interneta. Od takrat do danes Googlovi 
zemljevidi pokrivajo celotno zemeljsko površje in ga skoraj ni človeka, ki ne bi vsaj 
enkrat slišal za to aplikacijo. Google Maps kot eno izmed mnogih možnosti ponuja 
ogled satelitskih slik zemeljskega površja. Cilj diplomskega dela je predstavljala 
aplikacija, ki prikazuje satelitske slike na zemljevidu z uporabo aplikacijskih 
programskih vmesnikov (angl. API). Razlika med našo aplikacijo in Google Maps je 
razložena v nadaljevanju. Google Maps ponuja ogled satelitskih slik površja, vendar 
se tukaj zgodba konča. Uporabnik ne ve, kdaj so bile slike posnete, ne more gledati 
arhiva slik, dostopati do različnih slik. Satelitske slike služijo le kot dodaten sloj, ne 
posvečajo pa se drugim možnostim uporabe teh slik. Naša aplikacija pa temelji prav 
na aktualnih satelitskih slikah. Podjetje Urthecast nam ponuja možnost dostopa do 
satelitskih slik, ki jih vsak dan posnamejo različni sateliti v vesolju. Gre za aktualne 
slike zemeljskega površja. Vsaj enkrat na mesec imamo tako možnost pridobiti 
satelitsko sliko poljubne lokacije. Prav to smo izkoristili v izdelani aplikaciji, 
možnost, da si uporabnik ogleda sliko izbrane lokacije, ki je bila posneta, npr. tri dni 
nazaj, izbira po arhivu preteklih zajetih slik, primerja dve časovno različni sliki ali pa 
si izbere določeno časovno obdobje in si ogleda animacijo, kako se spreminja 
pokrajina skozi čas. Iz samega tehničnega vidika je primerjava Google Maps in naše 
aplikacije v tem, da uporabljata enake tehnologije, to so Javascript, JSON in AJAX 
ter da obe dostopata do API-jev. Naslednja poglavja nas bodo vodila od teoretičnega 
vidika izdelave pa vse do praktične realizacije v obliki delujoče spletne aplikacije. 
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2  Vloga jezika HTML v svetovnem spletu 
Pojma Internet in svetovni splet se nenehno prepletata in povezujeta, pa vendar 
ne gre za dve isti stvari. Internet, pisano z veliko začetnico, je ogromno fizično 
omrežje, ki povezuje milijone računalnikov iz vsega sveta. Informacije, ki potujejo 
po Internetu, uporabljajo različne protokole, ki skrbijo za zanesljiv in varen način 
prenosa podatkov. Svetovni splet pa je virtualno omrežje spletnih strani, ki temelji na 
povezavah (angl. links) in uporabi protokola HTTP, ki pa je le eden izmed številnih 
protokolov, ki se uporabljajo v Internetu. Vsebina spletnih strani se hrani na 
strežnikih, ki so povezani v Internet in tako lahko iz tega naredimo zaključek, da je 
svetovni splet le del Interneta. 
Svetovni splet temelji na dokumentih HTML, katere znajo spletni brskalniki 
prebrati in ustrezno prikazati [1]. HTML je označevalni jezik, ki uporablja vnaprej 
določene značke za opis vsebine spletnih strani. Dokumenti, na katere se HTML 
sklicuje, lahko vsebujejo navadno besedilo, slike, video, zvok in animacije. Kot 
dodatek h golemu dokumentu HTML, ki vsebuje samo navaden tekst (ang. plain 
text), štejemo po navadi tudi tehnologije, kot sta CSS in Javascript, ki dokument 
HTML obogatijo. 
 
Slika 2.1: Glavni gradniki svetovnega spleta, HTML, CSS in Javascript [1] 
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Spletni brskalnik je program, ki omogoča brskanje po spletu. Njegova glavna 
funkcija je dostava od uporabnika zahtevane spletne vsebine, ki se nahaja na nekem 
strežniku in prikaz le-te v programskem oknu. Po navadi je to zahteva za dokument 
HTML, morda dokument PDF ali pa sliko itd.  
Do želene spletne vsebine lahko v brskalniku pridemo na dva načina. Prvi je 
neposredni način, pri katerem v naslovno vrstico vpišemo URL-naslov zahtevane 
spletne strani. To je mogoče pod pogojem, da poznamo natančen URL-naslov spletne 
strani. Verjetno bolj pogost način pa je, da pridemo do vsebine preko hiperpovezave, 
na katero smo naleteli na neki drugi spletni strani ali pa preko spletnega iskalnika. 
 
Slika 2.2: Neposreden in posreden prikaz spletne strani preko URL-ja in hiperpovezave 
URL-naslov je sestavljen iz treh delov: 
- vrsta protokola (http, ftp, mailto), 
- domena, ki je bodisi v IP-obliki ali pa kot domensko ime, 
- pot do datoteke s parametri 
http://www.imedomenealiIPnaslov.com?parameter1&parameter2. 
 
Slika 2.3: Prikaz spletne strani od zahteve, odgovora do vrnjene vsebine 
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2.1  HTML 5 in CSS3 
Bilo je leto 1993 in mož z imenom Tim Berners-Lee, ki je ustvaril HTML. Tim 
je prepoznal svoj izdelek kot obetaven in dober, zato ga je poslal kot osnutek k IETF 
(angl. internet engineering taks force), ki je organizacija za sprejemanje standardov 
na področju interneta. Ker ima organizacija pravilo, ki temelji na tem, da je treba 
vsak osnutek tudi dejansko implementirati v praksi, je Tim ustvaril prvi spletni 
brskalnik z imenom WorldWideWeb [2]. Že od samega začetka je veljala simbioza 
med spletnimi brskalniki in spletnimi standardi. Leta 1994 je Tim ustanovil W3C, 
Wold Wide Web Consortium, konzorcij z upanjem popularizacije spleta in 
nekakšnega premika svetovnega spleta in pripadajočih protokolov na višjo raven. 
Tako je leta 1996 sledil razvoj HTML2, nato leto kasneje še HTML 3.2 in HTML 4. 
Od decembra 1999, ko so razvili še HTML 4.01, se ta ni več spremenil. Če vse 
skupaj povzamemo, gre takole: V naslednjih sedmih letih je sledilo veliko 
neuspešnih poskusov W3C-ja, da bi HTML zamenjali z drugimi po njihovem mnenju 
boljšimi standardi. Nato pa je bila leta 2008 objavljena prva različica HTML5. Eden 
izmed največjih ciljev novega standarda je bila podpora za multimedijo na mobilnih 
napravah. To je bilo doseženo z uvedbo novih sintaktičnih značk, kot so video, audio 
in canvas. Razvijalci so se zavedali, da je konec dobe interneta, kjer si uporabniki 
izmenjujejo le dokumente. Z vedno hitrejšimi internetnimi povezavami in razvojem 
strojne opreme se je pokazala potreba po interaktivnih, dinamičnih spletnih straneh, 
ki pa jih prejšnje različice HTML niso omogočale. 
 
2.1.1  Glavne novosti HTML5 
- Dostopnost 
 
Nove semantične oznake prinašajo veliko bolj pregledne spletne strani [3]. Z 
uporabo novih značk, kot so <header>, <footer>, <nav>, <section>, <aside>, je 
vsebina strani strukturirana v neki logični sestav. Te so zelo pomembne pri uporabi 
bralnikov zaslona za slepe ljudi, saj lahko programska koda veliko bolje analizira 
vsebino dokumenta HTML. W3C je razvil specifikacijo ARIA, ki dodeljuje 
dokumentu HTML posamezne vloge, ki označujejo pomembne elemente spletne 
strani, kot so: glava, noga, navigacija, meni, članki. 
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- Podpora za video in avdio 
 
Ko še ni bilo HTML5, smo po navadi za videoposnetke na spletni strani 
uporabljali Flash Player ali druge podobne predvajalnike, ki pa so bili prava nočna 
mora za uporabo in velikokrat sploh niso delovali. Dodatne težave je povzročala 
namestitev samega predvajalnika v brskalnik v obliki vtičnika. Z novimi značkami, 
kot sta <video> in <audio>, pa je zadeva zelo preprosta in vsi brskalniki sedaj 
podpirajo to novost. 
 
- Razločnejša in bolj opisna koda 
 
Spletni razvijalci za strukturiranje spletnih strani največkrat uporabljajo značke 
<div>. Namesto uporabe atributov v znački <div>, kot sta <div id='header'> ali pa 
<div id='nav'>, lahko uporabimo znački <header> in <nav>. 
 
- Hranjenje podatkov 
 
Ena izmed najbolj zanimivih novosti HTML5 je shranjevanje podatkov na 
lokalni ravni, torej na računalniku uporabnika. Gre za alternativo piškotkom, saj 
omogoča shranjevanje podatkov čez več oken, ima boljšo varnost in podatki se ne 
izbrišejo, ko zapremo brskalnik. 
 
- Boljša interakcija, animacije 
 
Potreba po dinamičnih spletnih straneh je vse večja in uporabnike privlačijo 
odzivne ter multimedijsko usmerjene strani. Nova značka, ki jo uvaja HTML5, je 
<canvas>, ki je namenjena grafičnemu prikazu elementov. Omogoča izvajanje 
animacij in interakcij, ki so povsem enakovredne aplikacijam, narejenim v Flashu. 
Uporablja se tudi že za razvoj interaktivnih iger. Z uporabo skriptnega jezika 
Javascript manipuliramo z vsebino canvas, pri čemer so možnosti neomejene. 
 
- Mobilne aplikacije, odziven splet 
 
Mobilne naprave so popolnoma zasenčile osebne računalnike in spletne strani 
morajo biti prilagojene za uporabo na mobilnih napravah. HTML5 je pripravljen na 
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ta izziv z uporabo meta značk <meta>, ki služijo opisu spletne strani, ključnih besed 
in tudi zaznavanju velikosti zaslona uporabnikove naprave.  
2.1.2  CSS in CSS3 
CSS ali na dolgo Cascading Style Sheets predstavlja jezik, ki določa videz 
spletne strani [4]. Z njim se definira veliko različnih stilov in aspektov spletne strani, 
ki se jih je včasih definiralo samo znotraj dokumenta HTML. Glavni namen je 
ločitev vsebine, ki jo predstavlja HTML in oblikovnega dela spletne strani, ki ga 
predstavlja CSS. S tem, ko imamo stil spletne strani definiran v enem dokumentu 
CSS, lahko uporabljamo enake oblikovne lastnosti po vseh drugih dokumentih 
HTML, ki vključujejo ta stil. Tako kot HTML je tudi CSS standardiziral konzorcij 
W3. V zgodovini razvoja poznamo CSS1 in CSS2 ter zadnjo različico CSS3. 
Uporaba jezika CSS je preprosta, saj uporabljamo selektorje, ki se neposredno 
nanašajo na elemente HTML. Trije najbolj pogosti selektorji so »razred«, »id« ali 
»element«. Glavna razlika med CSS3 in prejšnjima različicama je v tem, da ne 
vsebujeta modulov CSS3 [5]. Novosti, ki jih je vpeljal CSS3, so uporaba zaobljenih 
robov (angl. rounded corners), uporaba senčenja (angl. shadows), gradienti, 
animacije, uporaba več stolpcev itd. Nič več ni potrebna uporaba Javascripta ali 
Adobe Flasha za predvajanje animacij, rotacije in skaliranje slik. Vse to je 
pripomoglo k izboljšanju učinkovitosti in hitrosti izvajanja spletnih strani. 
 
body{   //določanje stiliskih lastnosti elementu body 
 margin:0px; 
 padding:0px; 




#map,#mapToCompare{ //določanje stilskih lastnosti glede na ID HTML elementa 
     height: 100%; 
     width: 100%; 
     position: relative;  
} 




Koda 1: Določanje stilskih lastnosti različnim elementom HTML  
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3  Javascript in jQuery 
Ko se je v zgodnjih 90. letih prejšnjega stoletja razvijal svetovni splet, so bile 
vse spletne strani statične [6]. To pomeni, da je bila njihova vsebina takšna, kot je 
bila mišljena, da jo uporabnik vidi in ni bilo nikakršne možnosti za interakcijo. 
Možnost uporabnikove interakcije s spletno stranjo in njenega prilagajanja glede na 
uporabniške akcije je zahtevala razvoj nekega novega programskega jezika. Naloga 
novega jezika je bila, da je zmožen »ukazati« spletni strani, kako naj se odzove na 
določene akcije uporabnika. Da bi interakcija potekala nemudoma in brez potrebe po 
osvežitvi spletne strani, je moral ta programski jezik teči na istem računalniku kot 
brskalnik, ki je prikazoval spletno stran. V tistih letih sta bila priljubljena dva spletna 
brskalnika – Netscape Navigator in Internet Explorer. Prvi, ki je začel razvijati 
programski jezik, ki bi omogočil interakcijo na spletnih straneh, je bil Netscape. Svoj 
programski jezik so poimenovali Livescript in ga integrirali v brskalnik. To je 
pomenilo, da so vsi uporabniki Netscapa lahko dostopali do dinamičnih spletnih 
strani, ki so uporabljale Livescript. Zaradi velike priljubljenosti programskega jezika 
Java so se pri Netscapu odločili, da jezik Livescript preimenujejo v Javascript. Ne 
glede na podobni si imeni, nimata Javascript in Java veliko skupnega in sta 
popolnoma različna programska jezika. 
Javascript je skriptni jezik, ki je bil namenjen izvajanju v brskalniku. Tipična 
uporaba jezika je pri interakciji z vmesniki na spletni strani. Priljubljen ponudnik 
spletne pošte Gmail uporablja Javascript pri nekaterih dodatnih funkcionalnostih in 
možnostih, ki ga naredijo tako zanimivega in prijaznega do uporabnika. Uporaba 
jezika pa danes sega še dlje, saj se lahko izvaja tudi na strežniku, uporabljajo ga za 
izdelavo igric in tudi za namizne aplikacije na računalnikih. 
Razvoj spletnih strani je v današnjih časih veliko bolj zahteven in ni dovolj le 
zanimiva interakcija s spletno stranjo, ampak tudi manipuliranje s samo vsebino 
spletne strani. Tukaj se pojavi pojem dinamična spletna stran, kar pomeni, da se 
spletna stran ves čas spreminja in prilagaja glede na uporabnikove zahteve. Z 
uporabo Javascripta tako zabeležimo vse uporabnikove akcije, kot so: zaznavanje 
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klikov, miškinih premikov in vseh možnih akcij, ki jih uporabnik lahko sproži. Vse 
te majhne stvari dajo pravo vrednost pri ustvarjanju dinamičnih spletnih strani. 
 
 
Slika 3.1: Potek interakcije, ko uporabnik klikne na gumb in se izvede dogodek Javascript [2] 
Tako kot drugi programski jeziki ima tudi Javascript veliko dodatnih knjižnic, 
ki jih spletni razvijalci nenehno ustvarjajo in delijo z drugimi. Pred razvojem jQuery-
ja so razvijalci ustvarili svoja lastna ogrodja (angl. frameworks) znotraj Javascripta 
[7]. To jim je omogočilo, da so odpravili nekatere hrošče in pomanjkljivosti znotraj 
samega jedra Javascripta. jQuery je specifična knjižnica znotraj Javascripta, ki je 
zaradi enostavne uporabe in učinkovitosti postala najbolj priljubljena med spletnimi 
razvijalci. jQuery je del Javascripta, edina razlika med njima je v tem, da je jQuery 
optimiziran za bolj učinkovito izvajanje kode z manj uporabljenimi vrsticami. 
Da bi videli razliko v učinkovitosti kode med jQuery in Javascript, lahko 





$('body').css ('background','#ccc');  //HTML elementu body določimo rdečo barvo ozadja 
 
Javascript 
//HTML elementu body določimo rdečo barvo ozadja  
function  changeBackground (color) { 
 Document.body.style.background = color; 
} 
Onload ='changeBackogrund("red");' 
Koda 2: Primerjava kode med JQuery-jem in Javascriptom 
Razlika med obema je zelo očitna, saj smo z eno vrstico, dosegli to, za kar pri 
»navadnem« Javascriptu potrebujemo štiri vrstice. 
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3.1  AJAX 
Velikokrat se pri izdelavi spletnih strani srečamo s pojmom AJAX. AJAX je 
skupek programskega jezika Javascript in jezika XML ter omogoča spletnim 
stranem, da osvežujejo in posodabljajo svojo vsebino asinhrono. Posledično je 




Slika 3.2: Primerjava med navadno in spletno 
aplikacijo AJAX [3] 
 
Na levi strani slike je prikazan 
klasični pristop, ko brskalnik zahteva 
vsebino iz nekega vira in v odgovor 
dobi HTML ter po možnosti še CSS in 
druge dokumente. Celotno okno 
brskalnika se bo v tem primeru 
ponovno naložilo. 
Na desni strani pa je v to 
komunikacijo prištet še Ajax 
posrednik, ki zahteva določene 
podatke od oddaljenega strežnika. Ta 
podatke potem pošlje v obliki XML ali 
JSON nazaj do posrednika AJAX, ki 
jih ustrezno prikaže z uporabo 
Javascripta in z njimi manipulira 
vsebino HTML, brez da bi se celotna 
spletna stran ponovno naložila. 
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4  Aplikacijski programski vmesnik Javascript 
Aplikacijski programski vmesnik (angl. Application Programming Interface) 
ali na kratko API je po definiciji skupek protokolov in orodij za izdelavo aplikacij 
[8].  
 
Vse skupaj se začne pri ponudniku storitve API, ki z natančno napisano 
dokumentacijo pove razvijalcem, kako naj se ta storitev uporablja. Ta dokumentacija 
vsebuje vse funkcionalnosti, ki so na voljo. Tam je napisano, kako naj bodo 
uporabljene in kakšni so dovoljeni formati, ki jih API sprejme in potem vrne. Ko želi 
uporabnik dobiti podatke iz določenega API-ja, mora ustvariti klic API.  
 
Za lažjo predstavo, kako poteka ta klic, je to prikazano na spodnji sliki: 
 
Slika 4.1: Potek klica API [4] 
Predstavljajmo si, da je API v sredini slike kot nekakšen posrednik med 
razvijalcem (njegovo aplikacijo) in drugo aplikacijo. Posrednik sprejema prošnje od 
razvijalca in v primeru, da so legitimne, vrne nazaj zahtevane podatke. Vloga 
posrednika je tudi, da informira razvijalca o tem, kakšne zahteve lahko ta pošlje in 
natančno definira, kako naj po njih vpraša in kako naj interpretira odgovore. 
Če povzamem vse skupaj, je API komunikacija med dvema aplikacijama, kjer 
ima ena izmed aplikacij možnost, da nam ponudi podatke, ki jih hrani v svoji 
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podatkovni bazi pod strogo določenimi pogoji in na strogo določen način, ki je 
definiran v njeni dokumentaciji. 
4.1  Aplikacijski programski vmesnik Urthecast 
Urthecast je kanadsko podjetje, ki se ukvarja z distribucijo satelitskih slik iz 
vesolja [9]. Njihov cilj je, da bi uporabnikom ponudili pogled na Zemljo z uporabo 
visoko resolucijskih kamer. Prvotni načrt podjetja je bil dokaj preprost – namestiti 
več različnih kamer na Mednarodno vesoljsko postajo in pošiljati slike prek interneta 
nazaj na Zemljo. Pri montaži kamer pa je eden izmed ruskih partnerjev podjetja, ki 
so bili zadolženi za montažo kamer na postajo, predlagal, naj jih namestijo na 
premikajočo se platformo, ki je na modulu Zvezda. To je vodilne v podjetju 
spodbudilo, da so namesto navadne kamere namestili video kamere. Konec leta 2015 
je ta ideja ugledala luč sveta in sedaj si lahko vsak Zemljan, ki ima dostop do 
interneta, ogleda prenos žive slike iz vesolja.  
 
Slika 4.2: Področja, ki jih zajamejo kamere na mednarodni vesoljski postaji [5] 
Kamere zajamejo slike v nekompresirani obliki z uporabo algoritma JPEG2000 
[10]. Nato se podatki iz vsake kamere shranijo na računalnik in prenesejo na Zemljo, 
ko je postaja v dosegu sprejemnika. To se zgodi vsaj enkrat na orbito, se pravi na 
vsakih 90 minut. Na Zemlji se podatki dekompresirajo in naložijo na njihove 
strežnike. Na uradni spletni strani naj bi si potem uporabnik lahko ogledoval te 
posnetke na tak način, kot se uporablja Youtube. Preden pa se podatki naložijo na 
internet, morajo iti še čez proces obdelave, kar pomeni, da postanejo dostopni za 
uporabnika nekje med nekaj minutami do nekaj urami po tem, ko so zajamejo v 
vesolju. 
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4.1.1  Vrste kamer, ki so na voljo za zajem podatkov 
Vrsta kamere Iris Theia Deimos-1 Deimos-2 
*Ločljivost GSD 1m 5m 22m 0,75 do 3m 
Območje dosega 3,8 km x 2,2 km 100 km x 50 km 50-1100 km x 650 
km 
1100 km x 24 km 
Čas snemanja Do 60s x x x 
Vrsta senzorja CMOS CCD CCD CCD 
Platforma ISS ISS Deimos-1 Deimos-2 
Povratni čas 1-2x na mesec 16 dni 3 dni 2 dni 
Tabela 4.1: Vrste kamer 
*Ločljivost satelitskih slik se pogosto navaja s pojmom GSD (angl. Ground 
Sample Distance). GSD je razdalja med centroma dveh zaporednih pikslov. V praksi 
to meni, če imamo vrednost GSD, ki je enaka 22 metrov, to pomeni, da 1 piksel na 
sliki predstavlja 22 metrov na Zemlji. 
Vsaj enkrat na mesec tako kamere na mednarodni vesoljski postaji, ki jih 
ponuja Urthecast, posnamejo vsak košček Zemlje, ki je med 53 ° zemljepisne dolžine 
in -53 ° zemljepisne širine. Znotraj tega območja živi približno 95 % vse Zemljine 
populacije. Kameri, ki sta na satelitih Deimos-1,2, pa sta v heliosinhroni orbiti, ki se 
vrti s Soncem. To pomeni, da vsak dan lahko ob istem času opazujemo izbrano 
lokacijo na Zemlji.  
 
Slika 4.3: Pokrivanje območja Zemlje satelitov Deimos-1,2 [6] 
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4.2  Uporaba aplikacijskega programskega vmesnika Urthecast za 
izdelavo aplikacije 
Urthecast ponuja razvijalcem možnost uporabe satelitskih slik v svojih 
aplikacijah. To je omogočeno preko njihovega API-ja. Uporaba le-tega je možna, ko 
se registriramo kot razvijalec na njihovi spletni strani. Ko se registriramo, dobimo 
svoj ključ API, ki je edinstven za vsakega uporabnika in služi kot avtentikacija,  da 
lahko dostopamo do podatkov [11]. Njegov namen je tudi, da nam lahko ponudnik 
storitve sledi, za kaj ključ uporabljamo IN s tem prepreči morebitne zlorabe. Določi 
nam tudi stopnjo pravic, ki jih imamo, da lahko dostopamo do neke vsebine. Ko 
pridobimo ključ, je čas za branje dokumentacije, da se spoznamo z delovanjem API-
ja in ugotovimo, kaj lahko uporabimo v naši aplikaciji. 
 
Urthecast API nam omogoča naslednje stvari: 
 
- sledenje pozicij Mednarodne vesoljske postaje, satelitov Deimos-1 in 
Deimos-2 ter Landsat 8 satelitov. Možno je dobiti njihove pozicije v 
preteklosti, sedanjosti in prihodnosti; 
- iskanje po arhivu satelitskih slik od vseh senzorjev, ki so na voljo. Pri 
iskanju specifičnih satelitskih slik je na voljo veliko kriterijev iskanja; 
- prikaz satelitskih slik z uporabo spletnega zemljevida in enostavno 
vključitev v aplikacijo (angl. Map Tiles); 
- uporabo različnih filtrov, kot so NDVI, NDWI, EVI in NIR. Ti filtri služijo 
opazovanju rasti vegetacije in iskanju vodnih virov; 
- opazovanje specifičnih delov Zemlje z uporabo točk interesa (angl. Areas 
of Interest). 
 
4.2.1  Arhiv satelitskih slik 
Arhiv vsebuje vse podatke, ki so na voljo v platformi Urthecast [12]. 
Razvijalcu ponuja možnost, da išče in filtrira katalog, ki vsebuje podatke o satelitskih 
slikah, ki so na voljo. Trenutno so v njem na voljo podatki, ki vključujejo scene iz 
kamere Theia in satelita Landsat 8. Vsaka posamezna satelitska slika je v arhivu 
definirana kot scena. Vsaka scena vsebuje metapodatke o posamezni sliki. 
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Metapodatki, ki jih o določeni sceni vrača API kot odgovor na določeno 
zahtevo, so v obliki JSON. JSON je preprost format za izmenjavo podatkov, ki je 
enostaven za branje in pisanje [13]. Najpogosteje se uporablja za prenos podatkov 
med strežnikom in spletnimi aplikacijami. JSON temelji na uporabi kombinacij 
ključev in vrednosti.  
 
Praktičen primer iskanja po arhivu: 
 




2. V dokumentaciji si preberemo posamezne parametre, ki jih lahko 
uporabimo za specifično iskanje. Naš cilj je, da poiščemo, koliko 
satelitskih slik je na voljo v območju kraja Ajdovščina (podamo 
koordinate) v obdobju od 1. 6. 2015 do 1. 3. 2016. 







Dodali smo naslednje parametre:  
- geometry_intersects (znotraj smo podali koordinate iskane lokacije), 
- cloud_coverage (povprečna pokritost z oblaki nad celotno sceno, ki 
smo jo omejili do 20 %), 
- acquired_lte ter aquired_gte (časovni okvir, ki pove, kdaj je bila scena 
posneta). 
4. Tako izpolnjen URL-naslov pošljemo z zahtevo GET na strežnik 
Urhtecast in dobimo ustrezen odgovor. 
  




[{"cloud_coverage":19.46,   - pokritost z oblačnostjo 
"id":"5B9u69yLRvKoKzLLuFbXgA",  - edinstvena oznaka za sceno 
"owner_scene_id":"LC81900282016018LGN00",  - edinstvena oznaka za sceno, ki ni Urthecast 
"satellite_id":39084,    - identifikator satelita 
"acquired":"2016-01-18T09:46:05.522Z",  - točen datum kdaj je bila scena narejena 
"sensor_platform":"landsat-8",   - kamera/senzor, ki je posnel sliko 
"platform":"landsat-8",    - identifikator platforme (satelit, letalo, dron) 
"owner":"usgs",    - podjetje, ki je posnelo določeno sceno 
"average_scene_altitude":485.46396437746,   
"sun_elevation":20.71484954,   - kot med horizontom in soncem 
"solar_time_of_day_acquired":"10:46:39", 
"earth_sun_distance":0.983803, 
"season":"winter",    - sezona v kateri je bila scena zajeta 
"sun_azimuth":159.09666415, 
"tiled":"2016-01-24T09:11:11.883Z",   - datum, ko je bila scena shranjena v arhiv 
"geometry":{"type":"Polygon","coordinates":[[[13.647709978131,45.379555447078],[15.999019999791,44.951
112003004],[16.669979436624,46.659265355905],[14.247712350512,47.091753745339],[13.647709978131,45.
379555447078]]]},"processed":"2016-01-18T15:09:36.000Z"} – geografska meja scene, v obliki GeoJSON 
Koda 3: V formatu JSON vrnjen odgovor na zahtevo 
Sedaj lahko ustrezno interpretiramo podatke, ki smo jih dobili v odgovoru. 
Podatek "meta":{"total":9} pomeni, da arhiv vsebuje devet scen, ki ustrezajo naši 
poizvedbi.  
Brez, da bi sploh videli dejansko satelitsko sliko, ki prikazuje iskano območje, 
lahko enostavno razberemo, ali ustreza našim pogojem. Iz zadnjega para 
"geometry":{"type":"Polygon","coordinates":[] lahko točno določimo območje, ki ga 
pokriva scena. 
 
Slika 4.4: Območje, ki ga pokriva izbrana scena 
4.2.2  Prikaz satelitskih slik na zemljevidu – Map Tiles Service 
Uporaba mapnih ploščic (angl. Map Tiles) je najbolj enostaven način za prikaz 
(angl. rendering) satelitskih slik, ki jih ponuja Urthecast [14]. Sama uporaba je tesno 
povezana z arhivom scen, kjer dobimo metapodatke, s katerimi potem lahko 
pridobimo ustrezne mapne ploščice.  
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Map Tiles oziroma mapne ploščice so sličice v velikosti 256 x 256 pikslov 
(formata PGN ali JPG), ki jih lahko uporabimo v vseh standardnih knjižnicah 
Javascript, kot sta Leaflet ali Mapbox. 
 
Slika 4.5: Ena izmed ploščic (Tile), ki sestavlja celotno sceno 
Strežnik, ki posreduje ploščice, ima v primeru, da izberemo območje, ki ga 
pokriva več različnih scen (zajetih v različnih časih), nalogo, da jih uporabi tako, da 
najnovejše scene prekrijejo starejše. Tudi pri povečavi mape (angl. zoom) imajo 
različne scene, različne možnosti glede njihove maksimalne povečave. Če povečava 
preseže maksimalno resolucijo senzorja, potem nam strežnik ne posreduje scene. 
Da bi lahko ploščice uporabili v našem projektu, moramo poznati URL-naslov, 
kjer so. 
Osnovni URL-naslov je naslednji: 
https://tile-{s}.urthecast.com/v1/{RENDERER}/{z}/{x}/{y} 
 
- https://tile-{s} Predpona {s} se uporablja za tabelo poddomen, s katerimi 
lahko brskalnik dela simultane zahteve, kar pohitri nalaganje ploščic. 
- {RENDERER} Tukaj izberemo enega izmed veljavnih filtrov, kot so RGB, 
NDVI, EVI, NDWI, NIR. 
- /{z}/{x}/{y} Prva izmed možnosti je stopnja povečave (angl. zoom level), 
x in y pa so koordinate mape. Knjižnice, kot je Leaflet, same izpolnijo ta 
del s potrebnimi podatki, če so koordinate definirane na začetku. 
 
Na voljo je tudi veliko dodatnih parametrov, ki so enaki tistim v arhivu 
scen in z njimi pridobimo specifično sceno. 
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Parametri Opisi/razlage Podprti filtri Veljavne vrednosti 
id Edinstvena oznaka za 
sceno, ki je shranjena v 
arhivu. 
seznam niz 
owner_scene_id Edinstvena oznaka za 
sceno, ki ni bila zajeta s 
senzorji Urthecast. 
seznam niz 
owner Podjetje, ki je posnelo 
določeno sceno. 
seznam urthecast, usgs 
sensor_platform Identifikator vrste 
senzorja, ki je posnel 
sceno. 
seznam theia, landsat-8, 
deimos-1 
platform Identifikator platforme 
(satelit, letalo, dron), na 
kateri je kamera 
(senzor). 
seznam iss, landsat-8, deimos-1 
satellite_id Identifikator satelita, na 
katerem je platforma s 
senzorjem. 
seznam 25544, 39084, 35681 
acquired UTC-datum in čas, ko 





cloud_coverage Povprečna pokritost 
celotne scene z oblaki, 




sun_elevation Kot med horizontom in 
Soncem. 0 pomeni, da 
je Sonce na horizontu, 





season Sezona, v kateri je bila 
scena zajeta.  
seznam winter, spring, summer, 
autumn 
geometry Geografska meja scene, 
v obliki poligona 
GeoJSON. 
geoprostorski geometrija 
Tabela 4.2: Parametri, ki jih lahko uporabimo za iskanje po arhivu satelitskih slik 
 
Parametre iz tabele 4.2 uporabimo, da oblikujemo končni URL-naslov. Iz teh 
podatkov oblikujemo naslednji URL-naslov: 
 





V naslednjem poglavju bomo uporabili zgornji URL-naslov, ko bomo 
obravnavali Javascriptovo knjižnico Leaflet. 
4.2.3  Filtriranje in obdelava satelitskih slik 
Ko gledamo satelitske slike, v bistvu vidimo tri barvne spektre: rdečega, 
zelenega in modrega. Ti trije barvni spektri so združeni v rdeči, zeleni in moder 
barvni kanal, ki se uporablja v slikah formata JPEG ali PNG. To nam ustvari vtis 
naravne slike, take, kot jo vidimo s prostim očesom. Vendar slikovni senzorji, ki 
zajamejo satelitske posnetke, velikokrat lahko zajamejo dodatne spektralne pasove, 
ki so zunaj vidne valovne dolžine človeškega očesa [15]. Ti dodatni pasovi nam 
omogočajo, da zaznavamo zelo zanimive podatke. Opazujemo lahko: zdravje rastlin, 
dim, požare, globino vode, temperaturo tal itd. Prav te dodatne zmogljivosti 
slikovnih senzorjev je izkoristil Urthecast in napisali so algoritme, ki zajete slike 
namesto nas obdelajo in analizirajo. Tako imamo v arhivu možnost pridobiti več vrst 
različnih scen, ki prikazujejo Zemljino površje: 
- RGB: Najbolj pogosta slika, ki jo človeško oko prepozna kot »normalno«. 
- NVDI (angl. Normalized Difference Vegetation Index): Uporablja 
infrardeče in rdeče spektralne pasove za opazovanje zdravja rastlin. 
- EVI (angl. Enhanced Vegetation Index): Podobno kot NDVI se uporablja 
za opazovanje zdravja rastlin s poudarkom na drevesnih vrstah. 
- NDWI (angl. Normalized Difference Water Index): Uporablja infrardeče in 
zelene spektralne pasove za detekcijo vode v vegetaciji. 
- NIR (angč. Near Infra Red) Namesto rdečega spektra se uporabljajo spekter 
NIR, rdeči kot zeleni spekter in zeleni spekter kot modri spekter. Ta del 
spektra je pomemben v ekologiji, saj ga zdrave rastline odbijajo – voda v 
listih odbija valovne dolžine nazaj v nebo. Uporabljamo ga tudi za 
primerjavo z ostalimi pasovi in na ta način dobimo tudi pas NDVI. 
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Slika 4.6: Uporaba različnih spektralnih pasov RGB, NVDI, EVI, NDWI in NIR 
4.3  Omejitve in problemi pri uporabi aplikacijskih programskih 
vmesnikov 
Poznamo odprte (angl. open api) in zasebne (angl. private api) vrste API-jev 
[16]. Odprti API je na voljo vsem razvijalcem in je brezplačen za uporabo. Dostop 
do njega je omogočen vsem, ki imajo interes. Tak dostop je s stališča varnosti 
podatkov zelo vprašljiv iz samega vidika zmogljivosti aplikacije, ki streže podatke. 
Ponudnik prav tako nima nadzora nad tem, za kaj se njihovi podatki uporabljajo – če 
so v skladu z njihovo politiko. Prednost pri uporabi odprtega API-ja je predvsem v 
neomejeni uporabi. Po navadi je uporaba API-ja omejena s številom klicev (angl. 
call) na strežnik. En klic lahko pomeni eno zahtevo po določenem podatku s 
strežnika.  
Zasebni API je na voljo vsem razvijalcem znotraj določene organizacije. 
Dostop do njega je omogočen zaposlenim znotraj organizacije in drugim 
naročnikom, ki imajo z organizacijo sklenjen dogovor za dostop do njihovega API-
ja. Aplikacije, ki jih razvijajo, so lahko na voljo javnosti, sama komunikacija z API-
jem pa ni dovoljena širši javnosti.  
Podjetje lahko trži uporabo svojega API-ja s tem, ko za plačilo ponudi dostop 
do njihovih podatkov. Cena storitve je odvisna od obsega ponujenih podatkov in 
števila klicev na mesec/dan (npr. 5000 klicev/mesec). Za avtentikacijo uporabnika se 
vsakemu dodeli unikatni ključ API (angl. API key). Pravice, ki jih ima uporabnik pri 
uporabi API-ja, se vežejo na ključ, s katerim ima ponudnik storitve nadzor nad 
uporabo API-ja, kar mu omogoča, da posreduje v primeru zlorabe s strani uporabnika 
(npr. če uporabnik preseže število dovoljenih klicev glede na njegov zakupljeni 
4.3  Omejitve in problemi pri uporabi aplikacijskih programskih vmesnikov 37 
 
paket). Ključ API je poslan skupaj v zahtevi HTTP kot dodaten parameter k 
obstoječemu URL-naslovu. 
Urthcast API je odprti API, na voljo je vsakomur, ki se registrira kot uporabnik 
na njihovi spletni strani. Za potrebe razvijalcev imajo na voljo brezplačen paket 
Starter, ki ponuja 5000 ogledov zemljevida na mesec in neomejeno uporabo arhiva. 
En ogled mape je enakovreden 15 klicem ploščic (angl. Map Tiles calls), kar pomeni, 
da imamo v načrtu Starter na voljo približno 333 ogledov zemljevida na mesec. Ob 
večji uporabi moramo kupiti paket, ki dovoljuje večje število klicev. 
 
Slika 4.7: Možnosti paketov, ki nam jih ponuja Urthecast API [7] 
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5  Knjižnica Leaflet 
Leaflet je ena izmed vodilnih odprto-kodnih Javascriptovih knjižnic za 
izdelavo interaktivnih spletnih zemljevidov [17]. Oblikovana je tako, da je preprosta 
za uporabo. Podpirajo jo skoraj vsi spletni brskalniki in mobilne platforme, saj je 
njen osnovni namen, da je prijazna do uporabnikov na mobilnih napravah (angl. 
mobile-friendly). Knjižnica ima obsežno dokumentacijo in ogromno različnih 
dodatkov (angl. plugins), ki jih ustvarja skupnost razvijalcev.  
Obseg različnih opcij [18] je naslednji: 
 
Uporaba različnih slojev: sloj ploščic (Tile Layers), WMS, markerji, pojavna 
okna, vektorski sloji (črta, poligon, pravokotnik itd.), dodajanje slik nad sloje, 
GeoJSON. 
 
Možnosti interakcije: Premikanje po zemljevidu (angl. drag panning), 
povečava z miškinim koleščkom, interakcija z mobilnimi napravami (angl. pinch-
zoom) povečava z dvojnim klikom, navigacija s tipkovnico, dogodki (angl. events) 
miškin klik itd., premikanje markerjev. 
 
Vizualne lastnosti: Animacija ob povečavi in premikanju, animacija ploščic in 
pojavnih oken, zelo všečna oblika markerjev in pojavnih oken itd., podpora za retina 
zaslone. 
 
Prilagajanje/urejanje: CSS3 pojavna okna in ostali gumbi za upravljanje z 
zemljevidom, markerji, ki so narejeni iz slik in HTML-ja, preprost uporabniški 
vmesnik za izdelavo svojih mapnih slojev in kontrol po želji, uporaba različnih 
mapnih projekcij (z osnovo EPSG:3857/4326/3395). 
 
Optimizacija delovanja: Strojno pospeševanje na mobilnih napravah (gladko 
delovanje), uporaba CSS3 animacij, izvajanje (angl. rendering) črt/poligonov je zelo 
hitro. 
 
Uporaba zemljevida: Gumbi za povečavo, pripis/avtorstvo, premikanje med 
sloji, povečava. 
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Podpora brskalnikom: Chrome, Firefox, Safari 5+, Opera 12+, IE 7-11 
 
Preprostost: Majhna velikost (le 33 KB), samostojno delovanje brez zunanjih 
deležnikov.  
 
Knjižnica za prikaz satelitskih slik potrebuje ponudnika storitev, ki lahko 
ponuja različne vrste slik. Lahko gre za satelitske slike, letalske slike, posnetke iz 
dronov itd. Knjižnica Leaflet dobljene ploščice sestavi skupaj v zemljevid.  
 
Nekatere izmed možnosti, ki jih lahko dodamo na zemljevid, so: 
- markerji s poljubnimi ikonami, ki označujejo pomembne lokacije, 
- pojavna okna (angl. Popup) za dodatne informacije, 
- geometrijski objekti, kot so Polyline (črta), Polygon (poligon), Rectangle 
(pravokotnik), Circle (krog), 
- uporaba slojev (angl. layer) s kombinacijo različnih ploščic (angl. tiles), 
- dodajanje fotografij na zemljevid. 
5.1  Uporaba zemljevida Leaflet  
Kot prvo si moramo s spletne strani www.leafletjs.com prenesti datoteke, ki so 
potrebne za delovanje te knjižnice. Za prikaz zemljevida potrebujemo preprost 
dokument HTML, v katerega vključimo vse potrebne datoteke Javascript in CSS, ki 




 <link rel="stylesheet" href="leaflet.css"/> <!--Oblikovne lastnosti Leaflet mape--> 
 <script src="leaflet.js"></script> <!--Tehnične lastnosti Leaflet mape--> 
<head> 
<body> 
 <div id="map" style="height:720px;"> <!--Velikost elementa map je potrebno določiti--> 
 </div> 
<script> 




Koda 4: Osnovni HTML dokument, iz katerega izhajamo 
Sedaj sledita ustvarjanje zemljevida s pomočjo dokumentacije in prikaz 
nekaterih zanimivih možnosti uporabe.  
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5.1.1  Oblikovanje zemljevida in dodajanje ploščic 
Osnovni in obvezen del kode, ki se ukvarja z oblikovanjem zemljevida in 
metodami za njegovo manipuliranje. 
 
L.map( <HTMLElement|String> id, <Map options> options? ) 
Koda 5: Inicializacija objekta map na danem elementu 
Začnemo z delom kode, ki inicializira objekt map na danem elementu HTML z 
možnostjo dodatnih možnosti. V dokumentaciji si preberemo možne možnosti (angl. 
options) in dopolnimo kodo tako: 
- Prvi argument metode setView je geografska lokacija, opisana z 
zemljepisno dolžino in širino. 
- Drugi argument je stopnja povečave (angl. zoom level) 
 
var map = L.map('map').setView([45.886214, 13.902941], 13); 
 
Sedaj bomo dodali še ploščice: 





Koda 6: Oblikovanje novega objekta tileLayer 
Zemljevid je tako ustvarjen in ga lahko uporabljamo. 
 
Slika 5.1: Oblikovana mapa 
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5.1.2  Dodajanje statične slike na zemljevid 
Najprej definiramo URL-naslov (»imageUrl«), kjer je slika. Nato definiramo 
LatLngBounds (»imageBounds« - meje geografske dolžine in širine), na katerih bo 
slika. Na koncu oblikujemo novi objekt »imageOverlay«, ki poskrbi, da se slika doda 
na zemljevid. 
 
var imageUrl = 'http://www.lib.utexas.edu/maps/historical/newark_nj_1922.jpg', 
imageBounds = [[45.89765, 13.92105], [45.87136, 13.97666]]; 
 
L.imageOverlay(imageUrl, imageBounds).addTo(map); 
Koda 7: Dodajanje statične slike na mapo 
 
5.1.3  Uporaba markerjev in pojavnih (angl. popup) oken 
Markerji se uporabljajo za označevanje pomembnih lokacij, pojavna okna pa 
kot dodatne informacije k markerjem. Dodajanje obeh na zemljevid je zelo preprosto. 
Oblikujemo nov objekt »marker« in mu podamo lokacijo (geografska širina in 
dolžina) ter ga dodamo na zemljevid. Nato vežemo (»bindPopup«) pojavno okno na 
marker in mu določimo vsebino ter ga odpremo. 
 
var marker = L.marker([50.5, 30.5]).addTo(map); 
marker.bindPopup("Ta marker označuje Ajdovščino.").openPopup(); 
Koda 8: Dodajanje markerja v mapo 
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5.1.4  Prikaz geometrijskih objektov 
Z uporabo različnih geometrijskih objektov, kot so črta, poligon, pravokotnik, 
krog, lahko označimo pot, ozemlje in obseg. 
 
var pointA = new L.LatLng(45.87495, 13.91847);   
.. 
var pointF = new L.LatLng(45.84697, 13.94937); 
var pointList = [pointA,pointB,pointC,pointD,pointE,pointF]; 
var polyline = L.polyline(pointList, {color: 'red'}).addTo(map); 
// definiramo štiri točke s različnimi koordinatami, jih damo v enotno tabelo in jim določimo barvo ter jih dodamo 
na zemljevid. 
---------Polyline----------- 
var polygon = L.polygon([ 
[ 
     [ 
         45.880149949242806, 
         13.88847827911377     
     ],... 
], {color: "#ff9900", weight: 2}).addTo(map); 
// definiramo poligon, ki ga predstavlja seznam koordinat 
---------Polygon----------- 
 
var bounds = [[45.8889, 13.8801], [45.8897, 13.8933]]; 
L.rectangle(bounds, {color: "#000", weight: 2}).addTo(map); 
// definiramo pravokotnik, s severno-zahodnimi in jugo-vzhodnimi koordinatami 
---------Rectangle----------- 
var circle1 = L.circle([45.8869, 13.8929], 20).addTo(map); 
var circle2 = L.circle([45.8870, 13.9042], 20).addTo(map); 
var circle3 = L.circle([45.8827, 13.9117], 20).addTo(map); 
// definiramo kroge, prvi argument je njihova pozicija, drugi pa velikost 
Koda 9: Dodajanje različnih geometrijskih objektov na zemljevid 
 
Slika 5.2: Uporaba geometrijskih objektov na zemljevidu 
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5.2  Uporaba dodatkov Leaflet  
Knjižnica Leaflet je narejena na najbolj minimalističen način in se osredotoča 
na osnovne zmogljivosti uporabe. Jedro, ki je potrebno za delovanje, dobimo v 
osnovnem paketu, z uporabo dodatkov (angl. plugins) pa lahko razširimo 
funkcionalnosti te knjižnice [20]. Zahvala gre skupnosti razvijalcev, ki so ustvarili na 
stotine različnih dodatkov. Razvijalec je lahko vsak, ki ima idejo, kako bi dodal neko 
novo funkcionalnost k obstoječi knjižnici. 
Eden izmed dodatkov je animiran marker, ki sledi črti (angl. polyline). Dodatek 
uporablja animacije CSS3, da premika marker od točke do točke. Za uporabo v 
našem projektu moramo spremeniti koordinate, na katerih se črta izriše, ponudnika 
storitve ploščic in lokacijo. 
 
var line = L.polyline([[45.8830,13.9115],[45.8840, 13.9113],[45.8852, 13.9109]])..., // definiramo črto s točkami 
v obliki koordinat 
animatedMarker = L.animatedMarker(line.getLatLngs()); // črto uporabimo kot argument, ko kreiramo nov 
objekt, ki služi za animacijo ikone 
 
map.addLayer(animatedMarker) // animacijo dodamo na zemljevid 
Koda 10: Vključitev dodatka v projekt 
Ko pritisnemo na gumb Start Animation, se animacija začne in marker se začne 
gibati po definirani črti. 
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Čeprav knjižnica Leaflet temelji na odprti kodi in je brezplačna za uporabo, kar 
pomeni, da je na voljo vsem, ki jo želijo uporabiti, je pri uporabi dodatkov pravilo, 
da se navede avtor dodatka. V dokumentaciji dodatka je datoteka Licence.txt, v 
kateri točno piše, kako naj se dodatek uporablja in kakšne so omejitve. 
5.3  Primerjava knjižnic Leaflet in Mapbox 
Mapbox je ponudnik spletnih zemljevidov z velikim naborom storitev s 
poudarkom na odprto-kodnih rešitvah [21]. Storitve, ki jih ponuja, so: 
- zemljevidi: Uporabnik jih lahko po želji prilagodi svojim potrebam; 
- directions API: (API za navigacijo). Prikaz poti med dvema točkama, 
izračun poti itd.; 
- geocoding API: (API za geokodiranje). Pretvarjanje koordinat v naslove in 
obratno; 
- developer tools: (orodja za razvijalce). Orodja za uporabo Mapbox-a na 
različnih platformah, kot so Android, IOS, Web; 
- satelitske slike, zajete iz satelitov, kot je Landsat 8; 
- studio mapbox za urejanje zemljevidov po lastni želji. 
 
Mapbox ponuja svojo različico zemljevida, ki po novem temelji na knjižnici 
Leaflet. Zato je tudi dokumentacija za uporabo zelo podobna Leaflet z majhnimi 
razlikami. Zemljevid Mapbox je dodatek h knjižnici Leaflet, ki jo razširja z 
dodatnimi funkcionalnostmi, ki so prilagojene uporabi storitev Mapbox.  
Leaflet je orodje, ki temelji na Javascriptu in služi izdelavi interaktivnih 
zemljevidov. Je samo skupek Javascriptove in kode CSS, brez satelitskih slik, orodij 
za razvoj in drugih storitev. Je le ogrodje, v katerega se vstavi vsebina [22]. 
Mapbox je celovit ponudnik storitev za urejanje in objavo zemljevidov in lahko 
bi ga uporabili kot ponudnika ploščic za aplikacijo Leaflet [23].  
Urthecast je ponudnik satelitskih slik, ki jih v obliki ploščic ponuja v svojem 
API-ju. Da postavimo te slike na zemljevid, lahko izberemo eno ali celo kombinacijo 
obeh izmed rešitev, ki sem jih primerjal. 
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6  Razvoj lastne aplikacije za prikaz satelitskih slik  
6.1  Uporabljene tehnologije in struktura 
Spletna aplikacija sestoji iz HTML-ja, ki je osnovni gradnik vsake spletne 
strani. Za lepši izgled spletne strani skrbi jezik CSS, ki je ločen od HTML-ja za lažjo 
preglednost. Jezik Javascript skrbi za dinamičnost in generiranje vsebine ter prikaz 
zemljevida. V osnovi gre za aplikacijo, ki za svoje delovanje ne potrebuje 
strežniškega dela, ampak se izvaja na odjemalcu. Z uporabo jezika PHP, ki skrbi za 
validacijo uporabnika, je uveden tudi strežniški del. Iz strukturnega vidika bi lahko 
rekli, da prvi del sestoji iz osnovnega dokumenta HTML + stila CSS. Drugi del 
temelji na knjižnicah Javascript, ki imajo tudi svoje stile CSS in ustvarjajo dodatne 
elemente HTML v času njihovega izvajanja. Tretji del je validacija uporabnika, ki 
vsebuje dokumente PHP z dodatnimi datotekami Javascript in CSS.  
 
Slika 6.1: Uporabljene tehnologije in struktura v sliki 
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6.2  Strukturi HTML in CSS  
Kode HTML je v aplikaciji zelo malo, saj se največji del oblikuje preko 
knjižnic Javascript. Enako je pri kodi CSS, kjer je ena glavna datoteka CSS, ki 
definira velikost zemljevida in nekatere druge osnovne oblikovne lastnosti. 
Znotraj dokumenta HTML je kar 17 »src« atributov, ki kažejo na zunanje 
datoteke Javascript. Glavna datoteka, ki oblikuje zemljevid in vsebuje vse druge 
funkcije, se imenuje map.js. Dejansko je to vse, kar potrebujemo v znački <body> 
oziroma v telesu dokumenta HTML. V znački <head> oziroma glavi dokumenta 
HTML vključimo še dokumente CSS in preden se konča telo dokumenta </body>, 







<link rel="stylesheet" href="leaflet.css" /> //osnoven Leaflet stil 
<link rel="stylesheet" href="leaflet-search.css" /> 
<link href="http://maxcdn.bootstrapcdn.com/font-awesome/4.1.0/css/font-awesome.min.css" rel="stylesheet"> 
<link rel="stylesheet" href="leaflet-sidebar.css" /> 
... 
<body> 
<div id="map"></div> // Ta značka je nujno potrebna, da Javascript konstruktor ve kam naj kreira novo mapo 
  
<script src="leaflet.js"></script> //osnovna Leaflet knjižnica 
<script src="jquery-1.11.3.min.js"></script> //osnovna JQUERY knjižnica 
<script src="jquery-ui.js"></script> // JQUERY uporabniški vmesnik knjižnica 
<script src="leaflet-search.js"></script>  //Dodatne knjižnice (plugini) 
<script src="leaflet-sidebar.js"></script>  //Dodatne knjižnice (plugini) 
... 




Koda 11: Dokument HTML, ki sestavlja celotno aplikacijo 
Google Fonts omogoča uporabo različnih pisav, ki so brezplačne za uporabo. 
Ko si izberemo primerno pisavo, nam aplikacija samodejno generira kodo, ki jo 
potem vključimo v naš projekt z enostavnim delčkom kode. 
 
<link href='https://fonts.googleapis.com/css?family=Open+Sans:400,300,300italic,600&subset=latin,latin-ext' 
rel='stylesheet' type='text/css'> // generirana koda iz strani Google Fonts 
Koda 12: Generirana koda za uporabo v HTML 
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6.3  Manipuliranje strukture DOM z Javascriptom 
Javascript ima v aplikaciji več nalog, kot so grajenje vsebine HTML, 
manipuliranje z vsebino HTML, preko dogodkov, ki sledijo uporabnikovim 
dejanjem. Ti dogodki (angl. events) so ključni za to, da sprožijo določene akcije, ki 
potem sprožijo funkcije, ki vračajo določene podatke – vsebino. Struktura datotek 
Javascript se deli na eno glavno datoteko Javascript, v kateri se uporabijo tudi vse 
druge dodatne knjižnice. V tej glavni datoteki ustvarimo zemljevid in uporabimo vse 
dodatke (angl plugins), ki sodijo k zemljevidu. Sledi še uporaba dogodkov, ki 
zaznavajo uporabniške akcije v uporabniškem vmesniku. Vse to skupaj tvori 
dinamično in odzivno aplikacijo. 
 
Slika 6.2: Zgradba glavne datoteke Javascript  
6.3.1  Ustvarjanje zemljevida Leaflet  
Ustvarjanje zemljevida je zelo preprosto in je prikazano v spodnjem segmentu 
kode: 
 
//L.map( <HTMLElement|String> id, <Map options> options? ) 
Šablona, ki se nahaja v dokumentaciji po kateri pridemo do spodnje kode, ki je dejansko uporabna. 
 
var map = L.map('map',{ 
 center: [45.886214,13.902941], 
 zoom:14 
}); 
Koda 13: Oblikovanje mape z dodatnimi možnostmi 
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- ustvarimo novo spremenljivko z imenom »map« in v njej ustvarimo novo 
instanco objekta »map L.map({})«; 
- znotraj »L.map« moramo kot prvo podati ime elementa HTML (njegov 
ID), ki se v tem primeru imenuje »map«, kot drugo pa podamo dodatne 
možnosti, ki sta v tem primeru center zemljevida, opisan z geografsko 
dolžino in širino (45.886214,13.902941) in stopnja povečave (14). 
 
Tako imamo sedaj ustvarjeni zemljevid, ki pa je kot belo platno, se pravi brez 
vsebine. Knjižnica Leaflet za prikazovanje vsebine uporablja načelo ploščic (angl. 
map tiles). Gre za postopek, kjer je satelitska slika razdeljena v mrežo kvadratkov, ki 
so po navadi veliki 256 x 256 pikslov. Ponudnik API-ja tako pošlje zahtevane 
ploščice do zemljevida Leaflet, ki jih zna sestaviti v celoto in prikazati kot enotno 




Zgornji primer je šablona, ki se nahaja v Urthecast dokumentaciji in nam pomaga oblikovati nam primeren URL 
naslov kot se nahaja v spodnji kodi. 
 




//L.tileLayer( <String> urlTemplate, <TileLayer options> options? )  
Šablona, ki se nahaja v dokumentaciji po kateri se uporabi spodnja koda 
  
var tiles = L.tileLayer(url).addTo(map); 
Koda 14: Določitev URL-naslova mapnih ploščic in prikaz le-teh na mapi 
Koraki, vsebovani v kodi, so naslednji: 
- ustvarimo novo spremenljivko z imenom »url«, ki vsebuje URL-naslov do 
Urthecast API-ja, ki vrača ploščice. URL je sestavljen iz različnih 
parametrov, kot so ključ API in skrivnost API (api_key, api_secret), 
pokritost z oblaki (cloud_coverage), časovni okvir (od–do) med slikami 
(acquired_gte, acquired_lte); 
- ustvarimo novo spremenljivko »tiles« in v njej ustvarimo novo instanco 
razreda tileLayer, »L.tileLayer()«; 
- znotraj L.tileLayer podamo ime spremenljivke, v katero smo shranili URL-
naslov, v našem primeru gre za spremenljivko »url«. Na koncu kličemo 
metodo addTo(map), ki doda na novo ustvarjeni sloj (tileLayer) na naš 
zemljevid (map).  
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6.3.2  Uporaba dodatkov (plugins) 
Na sliki 6.2 je predstavljeno, kaj vse na zemljevidu sestavljajo dodatki. Gre za 
iskalno vrstico, kjer se poiščejo naslovi in imena držav, krajev, vasi. Gre tudi za 
orodje za merjenje razdalj, ki nam s pomočjo točk, ki jih narišemo, izračuna ploščino 
označenega ozemlja. Dodatek je tudi okno, ki je namenjeno animaciji slik. Tudi 
vrstica, v kateri piše, kdaj je bila trenutna slika zajeta, je del dodatka. Z uporabo 
dodatkov razširimo osnovno uporabo zemljevida in ga obogatimo z novimi 
funkcionalnostmi. Skupnost Leaflet temelji na odprti kodi, zato je uporaba teh 
dodatkov na voljo vsem brez omejitev, pričakovano pa je, da se avtor dodatka nekje 
omeni. Pred uporabo dodatkov moramo prebrati avtorjevo dokumentacijo, kjer 
dobimo vse informacije o njegovi uporabi. 
Prvi dodatek ustvari okno, v katerem imamo podatke o tem, kdaj je bila 
satelitska slika zajeta, čez koliko časa bo nova slika in ime satelita, ki jo je posnel. 
Nad tem oknom je še drugi dodatek, ki se imenuje miniMap, gre pa za zemljevid, ki 
je sinhroniziran z glavnim zemljevidom, le povečava (ang. zoom) je pri tem manjša. 
Ta mini zemljevid služi kot nekakšna globalna orientacija. 
 
Slika 6.3: Prikaz dodatka pred in po tem, ko kliknemo na belo puščico in se razširi pogled 
Da bi zgoraj opisani dodatek uporabili na zemljevidu, ga moramo v glavni 
datoteki Javascript dodati na zemljevid. Dodatek sam po sebi služi kot ogrodje, 
vrednosti pa se izpišejo s pomočjo dogodkov (onload, click, change), ki sprožijo 
funkcije za določanje datuma, izračun ponovnega obiska satelita in določijo ime 
satelita (January 18,2016;  April 23,2016; Landsat-8). 
  
52 6  Razvoj lastne aplikacije za prikaz satelitskih slik 
 
To naredimo s spodnjo kodo: 
 
var whenTaken = L.controlCredits({   //ustvarimo nov objekt tipa controlCredits 
position: "bottomleft",    //podamo pozicijo, kjer se okno pozicionira  
image: "images/calIcon.png",  //definiramo pot do slike koledarja 
text: "Image taken on:",    //napišemo tekst za datum slike 
text2: "Next visit:",    //napišemo tekst za ponovni obisk satelita 
calDate:" ",    //številko znotraj ikone koledarja pustimo prazno 
satlName:"Satelite:"    //napišemo tekst za za ime satelita 
}).addTo(map);    //dodamo na novo kreiran objekt na zemljevid 
---------------------------------------------------------------------------------------------------------------------- 
var osm = new L.TileLayer('https://api.tiles.mapbox.com/v4/mapbox.streets-
satellite/{z}/{x}/{y}.png?access_token=pk.12345); 
 
var miniMap = new L.Control.MiniMap(osm, {zoomLevelFixed: 6, autoToggleDisplay: false, 
position:'bottomleft', width:'330', height:'190', disableDragging:true, disableZoom:true, 
disableKeys:true}).addTo(map); 
Koda 15: Koda, ki je potrebna, da uporabimo dodatek v našem projektu 
Koda pod črtkano črto doda nad okno z informacijami o datumu še mini 
zemljevid, ki služi kot dodatna orientacija o tem, kje smo. Pomen programske kode 
je naslednji: 
- ustvarimo novo spremenljivko z imenom »osm« in v njej ustvarimo nov 
objekt TileLayer, ki kot obvezen argument zahteva URL-naslov ponudnika 
ploščic, v našem primeru ponudnika ploščic MapBox. 
- ustvarimo novo spremenljivko »miniMap« in v njej oblikujemo nov objekt 
Control.MiniMap, ki kot obvezen argument zahteva sloj ploščic, ki smo ga 
ustvarili v prvem koraku in je v spremenljivki »osm«. Potem lahko podamo 
še druge možnosti, kot so: pozicija, dolžina in širina, omejitev tipk, 
omejitev povečevanja itd. 
 
V drugem delu se namesto dodajanja ploščic na glavni zemljevid (map) 
uporabi posebna knjižnica, ki na glavni zemljevid doda posebej prirejen mini 
zemljevid, ki uporablja te ploščice. 
Naslednji uporabljeni dodatek je iskalnik v zgornjem levem kotu. Namenjen je 
iskanju države, kraja, mesta in je prikazan na zemljevidu. Ko uporabnik začne pisati 
želeno lokacijo, se preko dogodkov (angl. events) sproži iskanje lokacije. Tukaj se 
uporabi API, ki ga omogočajo OpenStreetMaps in deluje tako, da na nanj pošljemo 
ime lokacije (npr. Texas), vrne pa nam dokument JSON, ki vsebuje geografsko 
dolžino in širino te lokacije. Gre torej za prevajanje imena kraja v geografsko 
pozicijo (dolžina in širina). Uporabniku se rezultat prikaže v obliki seznama, kjer ima 
na voljo več različnih zadetkov. Ko uporabnik izbere primeren zadetek, se kliče 
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metoda setView, ki premakne lokacijo zemljevida na geografsko lokacijo, ki se 
prebere iz dokumenta JSON. To na kratko povzame delovanje iskanja. 
 
Slika 6.4: Iskanje določene lokacije in prikaz rezultatov 
6.3.3  Uporaba dogodkov (events) 
Dogodki naredijo aplikacijo dinamično in odzivno.  
 
Nekateri izmed dogodkov, ki so uporabljeni, so: 
- miškin klik (angl. click event): Ko uporabnik klikne na določen element 
HTML;  
- sprememba vrednosti (angl. change event): Spremeni se vrednost elementa 
HTML;  
- nalaganje elementa (angl. onload): Sproži se, ko se element naloži do 
konca; 
- vlečenje (angl. drag) elementa: Ko končamo z vlečenjem elementa, se 
sproži dogodek; 
- pritisk tipke (angl. keydown event): Ob pritisku tipke sprožimo dogodek. 
 
Uporabili smo dogodek, ki zazna spremembo v izboru različnih filtriranih 
pogledov (RGB, NDVI, EVI, NDWI, NIR). Spodaj imamo na levi strani primer kode 
HTML, na desni strani pa je rezultat te kode (samo, kar je znotraj belega ozadja) v 
brskalniku. 
  




<input type="radio" id="rgb" name="filter" 
value="rgb" checked>  
 <label class="drinkcard-cc rgb" 
for="rgb"></label> 
       
<input type="radio" id="ndvi" name="filter" 
value="ndvi">  
<label class="drinkcard-cc ndvi" 
for="ndvi"></label> 
       
<input type="radio" id="evi" name="filter" 
value="evi">  
 <label class="drinkcard-cc evi" for="evi"></label> 
       
<input type="radio" id="ndwi" name="filter" 
value="ndwi">  
<label class="drinkcard-cc ndwi" 
for="ndwi"></label> 
       
<input type="radio" id="nir" name="filter" 
value="false-color-nir">  





Slika 6.5: Rezultat kode na levi strani, 
prikazan na tej sliki.
 
 
Tako smo določili elemente HTML, na katere smo postavili poslušalce (ang. 
event listeners) in v nadaljevanju lahko elementu <form>, ki ima id enak 
»filter_selector«, dodelimo dogodek. Dodelimo mu dogodek change. Ta dogodek bo 
beležil vse spremembe, ki se bodo dogajale nad elementi z značko <input>. V 
spodnji programski kodi lahko vidimo, da se znotraj dogodka kliče funkcija z 
imenom »getFilter«, ki kot parameter jemlje še eno funkcijo z imenom 
»checkFilter«. 
 
$("#filter_selector").change(function(){ //dogodek change, ki beleži spremembe nad elementom #filter_selector 
 getFilter(checkFilter()); // funkcija, ki se izvede vsakič, ko se sproži dogodek 
}); 
Koda 16: Primer uporabe dogodka nad elementom HTML  
Rezultat tega dogodka je sprememba pogleda na satelitsko sliko iz navadne 
(RGB), ki prikazuje površje Zemlje, kot ga vidimo ljudje, v filtrirano sliko, ki je 
namenjena zaznavanju vode v vegetaciji. 
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Slika 6.7: Rezultat dogodka (change event) pred in po njegovi izvedbi 
6.4  Funkcije AJAX  
Metoda ajax() služi temu, da izvaja zahteve AJAX, ki so v bistvu asinhrone 
zahteve HTTP. To pomeni, da se Javascript interpreter ne blokira in čaka, da bo 
interakcija s serverjem zaključena. V primeru sinhronih zahtev HTTP pa se 
Javascript interpreter zaustavi in čaka, da se zahteva konča [24]. Brskalnik je v tem 
času zamrznjen. Uporabnik ne more preklicati zahteve, niti odpreti novega okna ali 
delati kaj drugega na tej strani. V aplikaciji uporabljamo več zahtev AJAX, med 
njimi na Urthecast API, kjer iz arhiva dobivamo metapodatke o satelitskih slikah. 
Dostopamo tudi do API-ja Google Geocoding. Gre za obratno geokodiranje (angl. 
reverse geocoding), kjer pošljemo koordinate in API vrača imena krajev, mest itd., ki 
so primerna za dane koordinate.  
V poglavju Urthecast API smo prikazali primer iskanja po arhivu. Takrat smo 
to iskanje izvedeli kar preko brskalnika (preko URL-vrstice), v naslednjem primeru 
pa pošljemo zahtevo AJAX in pridobimo te podatke v aplikacijo. 
 
$.ajax({  //$ je objekt znotraj jQuery-ja, kjer kličemo ajax funkcijo 
 type: "GET",  //Tip prošnje, ki je lahko GET ali POST 




 dataType: "json", //Format v katerem se vrne zahtevana vsebina (json, xml) 
success: function(data){   
 console.log(data);  
  } 
//Če je zahteva uspešna, lahko z vrnjenimi podatki nekaj   naredimo, v tem primeru izpišemo v konzolo. 
  }); 
Koda 17: Pošiljanje zahteve AJAX na Urthecast API 
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Vrnjen dobimo odgovor JSON, ki je zelo dolg in moramo najprej iz njega 
izluščiti tiste podatke, ki jih dejansko potrebujemo. Potrebujem podatke o tem, 
koliko satelitskih slik je na voljo in kdaj je bila vsaka zajeta. V tabelo nato shranimo 
vse možne datume, ki so na voljo. Tabelo oblikujemo izven funkcije AJAX.  
 
success: function(data){ 




Koda 18: Koda, ki se izvede, če je zahteva AJAX uspešna 
Razlaga kode je naslednja: 
- data.payload.length-1 | Število vseh slik, ki mu odštejemo 1, ker se tabele 
začnejo z 0; 
- ranka se bo tako zavrtela n-krat; 
- tabela.push(data.payload[i].acquired) | Vsakič se v tabelo shrani zapis 
(push), ki vsebuje podatke o tem, kdaj je bila posamezna slika zajeta 
(acquired); 
- rezultat tega je tabela z imenom Tabela, ki vsebuje zapise vseh možnih 
datumov. 
 
Če tabelo izpišemo z uporabo konzole, dobimo tak rezultat: 
 
Array [ "2016-01-18T09:46:05.522Z", "2015-11-06T09:52:18.048Z", "2015-11-03T11:54:40.751Z", "2015-10-
21T09:52:14.615Z", "2015-10-05T09:52:12.287Z", "2015-08-11T09:45:40.711Z", "2015-07-
17T09:51:44.819Z", "2015-07-10T09:45:30.639Z", "2015-07-01T09:51:34.632Z" ] 
Koda 19: Tabela, izpisana v konzoli, ki vsebuje datume 
Te podatke uporabljamo v aplikaciji pri koledarju, kjer uporabnik išče 
satelitske slike in mu je v pomoč, saj mu točno napiše določene datume, za katere 
vemo, da so satelitske slike na razpolago. Ko se uporabnik odloči, da se bo preselil 
na katero drugo lokacijo, se zopet izvede klic AJAX v arhiv in pošlje nazaj podatke o 
tem, kateri datumi so na voljo za trenutno izbrano novo lokacijo. 
Google API omogoča ogromno različnih storitev, med njimi tudi Geocoding 
API [23]. Kot zahtevo pošljemo koordinate mesta Hartford v Združenih državah 
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Iz odgovora nato izluščimo te naslove: 
- "formatted_address": "Main St and Wells St, Hartford, CT 06103, 
Združene države Amerike", 
- "formatted_address": "Downtown, Hartford, CT, Združene države 
Amerike", 
- "formatted_address": "Hartford, CT, Združene države Amerike", 
- "formatted_address": "Hartford, CT 06103, Združene države Amerike", 
- "formatted_address": "Hartford County, CT, Združene države Amerike", 
- "formatted_address : "Connecticut, Združene države Amerike", 
- "formatted_address": "Združene države Amerike". 
 
Ti naslovi niso samo poštni naslovi, gre lahko za naslove ulic, imena mest, 
imena zveznih držav ali imena držav. Po navadi so vrnjeni naslovi razporejeni od 
najbolj do najmanj specifičnega. Vedeti je treba, da je tako določanje približek 
dejanskega naslova. V zgornjem primeru iskanja je lepo videti razporeditev, saj je na 
dnu najprej ime države, potem zvezne države in šele nato pridemo do iskanega mesta 
Hartford. Višje, ko se pomikamo po seznamu, bolj natančni so rezultati, kar pa ni 
nujno dobro in uporabno. Treba je izluščiti najprimernejšo lokacijo glede na naše 
potrebe. Podatke o lokaciji uporabljamo v aplikaciji pri primerjavi dveh satelitskih 
slik. Ko izberemo eno izmed dveh slik in kliknemo v prazen kvadratek, se vanj 
izrišeta datum in sličica s podatki o izbrani satelitski sliki. V ozadju se naredi klic 
AJAX na Google Geocoding API, ki glede na dano geografsko lokacijo določi ime 
kraja. Kot smo videli zgoraj, je vrnjenih več možnih imen kraja. Glede na povečavo 
(angl. zoom), iz katere gledamo na izbrani kraj, se določi tudi približno ime kraja. Če 
je povečava majhna, se uporabijo imena iz dna lestvice (Združene države Amerike; 
Connecticut, Združene države Amerike), če pa je povečava velika, kar pomeni, da 
gledamo na manjše območje, pa se uporabijo imena z vrha lestvice (Hartford, CT, 
Združene države Amerike; Downtown, Hartford, CT, Združene države Amerike). V 
konkretnem primeru je izpis naslednji:  
- Location info: Connecticut, Združene države Amerike. 
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Slika 6.8: Uporaba Google API-ja za določanje imena izbrane lokacije 
6.5  Lokalno in strežniško delovanje 
Aplikacija je narejena tako, da za svoje delovanje ne potrebuje strežniškega 
dela, saj se vse izvaja na odjemalcu. Ker pa smo želeli omejiti dostop, je uporabljen 
strežniški del, ki skrbi za validacijo uporabnika. Tako se celotna aplikacija prenese 
na strežnik, kjer se poskrbi za to, da ne pride do nedovoljenega dostopa. Kot 
strežniški jezik smo izbrali PHP v povezavi z Javascriptom. Za validacijo vnosnih 
polj je na začetku poskrbljeno že v sami kodi Javascript, z uporabo knjižnice 
validate.js. Potem pa se z uporabo funkcije AJAX vnesene podatke pošlje na 
strežniški del, v skripto PHP, ki preveri podatke v podatkovni bazi MySQL. Glede na 
to, ali so podatki pravilni ali napačni, vrne ustrezni odgovor nazaj v funkcijo AJAX. 
Tam se glede na odgovor sprožijo ustrezne akcije. Če so podatki pravilni, se 
uporabnik preusmeri v aplikacijo, v nasprotnem primeru pa se mu pojavi obvestilo, 
da so vneseni podatki napačni. 
 
Slika 6.9: Potek prijave v aplikacijo 
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7  Uporabniški vmesnik in funkcionalnosti aplikacije za 
prikazovanje satelitskih slik 
Ob koncu izdelave aplikacije bomo predstavili njeno delovanje in kako se jo 
lahko uporablja. Kot že vemo, aplikacija temelji na prikazovanju satelitskih slik, 
možnosti ogleda teh slik pa so prepuščene uporabniku, ki jih izbira po svojih željah. 
Kaj lahko uporabnik sploh počne v aplikaciji, je napisano v spodnjem seznamu: 
- uporabi lahko iskalnik, da najde lokacijo na zemljevidu, za katero želi 
pridobiti satelitsko sliko; 
- glavni meni na levi strani zemljevida omogoča štiri različne možnosti, za 
katere se lahko odloči. Prva možnost je koledar, ki služi temu, da poišče 
sliko, ki ustreza določenemu datumu. Druga možnost je izbira različnih 
filtrov, kot so vegetacijski, vodni itd. Tretja možnost je izdelava animacije, 
kjer uporabnik izbere določeno časovno obdobje in mu aplikacija izdela 
animacijo na podlagi dobljenih slik. Zadnja četrta opcija pa je primerjava 
dveh slik, ki so bile posnete v različnih časovnih obdobjih; 
- v zgornjem desnem kotu imamo orodje za merjenje razdalj in površin, kjer 
uporabnik označi določen del ozemlja ter pridobi podatke o dolžini in 
ploščini tega ozemlja. 
 
Uporaba samega zemljevida je v osnovi enaka kot npr. uporaba zemljevidov 
Google Maps in podobnih. Uporabnik lahko z uporabo miške zemljevid povečuje, 
zmanjšuje, premika, za premikanje po zemljevidu in iskanju naslovov v iskalniku pa 
lahko uporabi tudi tipkovnico.  
Aplikacija je namenjena vsem, ki jih zanima opazovanje Zemlje, ker lahko iz 
prve roke vidijo, kako se spreminja okolje, v katerem živimo. Opazujemo lahko 
spreminjanje narave čez leto, skozi podnebne vplive ipd. Z uporabo filtrov lahko 
spremljamo rast in zdravje vegetacije, zaloge vodnih virov, požare v naravi. 
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Slika 7.1: Celoten videz aplikacije 
7.1  Uporaba iskalnika 
Iskalnik je preprosto okno, kamor vpišemo iskani kraj, državo itd. Narejen je 
tako, da nam že med samim iskanjem sproti vrača ustrezne predloge in uporabnik 
samo izbere zanj najbolj ustrezen rezultat.  
7.2  Glavni meni 
Razdelimo ga na štiri sklope, ki so namenjeni temu, da uporabnik izbere 
satelitske slike, ki se potem na različne načine uporabljajo. 
7.2.1  Koledar 
Z uporabo koledarja poiščemo tisto satelitsko sliko, ki ustreza določenemu 
datumu. Izberemo lahko določeno časovno obdobje, tako da izberemo začetni in 
končni datum. V tem primeru ne vemo točno, katerega dne je bila satelitska slika 
zajeta, saj jih je lahko uporabljenih več različnih. Želimo le to, da dobimo celotno 
sliko izbranega ozemlja. Druga možnost pa je iskanje po letih in mesecih, ki je bolj 
specifično, saj nam vrača točno določene datume, ki so na voljo za izbrani kraj. 
Tukaj lahko pride do tega, da satelitska slika ne pokriva celotnega vidnega območja 
zemljevida. Gumb z imenom STAY HERE (slov. ostani tukaj) je namenjen temu, da 
zamrznemo trenutno sliko in po njej raziskujemo, gumb LATEST IMAGE (slov. 
najnovejša slika) pa nam ob prvi interakciji z zemljevidom spet prikaže aktualno 
satelitsko sliko.   
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Slika 7.2: Uporaba koledarja za iskanje satelitskih slik 
 
7.2.2  Filtri 
Z izbiranjem različnih filtrov spreminjamo pogled na zemljino površje. Na 
voljo imamo filtra NDVI in EVI, ki sta uporabna za določanje zdravja vegetacije. 
Razpon filtra je od zelenih (bujna vegetacija) do sivih odtenkov (skromna 
vegetacija). Za določanje vodnih virov in zaznavanje vode v vegetaciji lahko 
izberemo filter NDWI. Razpon filtra je od modrih (veliko vode) do sivih odtenkov 
(malo ali nič vode). Filter NIR se uporablja za določanje zdravja vegetacije, saj ga 
zdrave rastline odbijajo. Uporabnik lahko med temi filtri izbira s klikom na ikono, ki 
jih predstavlja.  
 
Slika 7.3: Izbira različnih filtrov 
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7.2.3  Izdelava animacije 
Animacijo izbranih satelitskih slik izdelamo na tak način, da najprej z uporabo 
drsnika izberemo časovno obdobje, za katerega želimo pridobiti slike. Minimalno 
lahko izberemo obdobje 124 dni, maksimalno pa vse od leta 2013 do aktualnega 
datuma. Ko izberemo datume, kliknemo na gumb MAKE TIMELAPSE (slov. naredi 
animacijo) in odpre se nam okno, v katerem se bo predvajala animacija. Sedaj 
moramo počakati, da se satelitske slike naložijo in se na gumbu pojavi naslov PLAY 
TIMELAPSE (slov. predvajaj animacijo). Kliknemo na gumb in animacija se začne 
predvajati. Ko se animacija zaključi, se pojavita dve beli puščici, s katerima se lahko 
premikamo po prej predvajanih slikah.  
 
Slika 7.4: Izbor časovnega obdobja za animacijo 
 
Slika 7.5: Pogled na celoten zemljevid v času predvajanja animacije 
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7.2.4  Primerjava dveh satelitskih slik 
Za primerjavo moramo izbrati dve satelitski sliki iste lokacije, ki sta bili 
posneti v različnih časovnih obdobjih. Izpolniti moramo levi in desni kvadratek, na 
katerega kliknemo in izbrana je tista slika, ki je trenutno prikazana na zemljevidu. 
Izbrani sliki ne moreta biti istega datuma, zato moramo iti na koledar in izbrati drug 
datum. Zdaj lahko gremo nazaj na primerjavo in kliknemo na sredinski gumb z 
dvema puščicama. 
 
Slika 7.6: Izbira dveh različnih satelitskih slik za primerjavo 
Odpre se nam novo okno, v katerem se prikažeta obe izbrani satelitski sliki. 
Loči ju vertikalni drsnik, s katerim se pomikamo v levo ali desno smer. Sliki se 
prekrivata v odvisnosti od tega, v katero smer premikamo drsnik. Taka primerjava 
nam omogoča, da npr. primerjamo, kako se spreminja površje v različnih letnih časih 
in še veliko več. 
 
Slika 7.7: Okno, kjer se primerjata dve satelitski sliki 
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7.3  Merjenje razdalj in površin 
Dodatek za merjenje razdalj in površin je priročno orodje, ki je enostavno za 
uporabo. Izberemo območje, ki ga želimo izmeriti in začnemo z risanjem točk. Točke 
se povezujejo v pot, ki se potem sklene in označuje to ozemlje. Na koncu dobimo 
podatke o dolžini poti in površini ozemlja. 
 
Slika 7.8: Okno za merjenje razdalj 
 
Slika 7.9: Risanje točk okoli območja 
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7.4  Informacije o satelitskih slikah 
Okno z informacijami nam ponuja podatke o tem, kdaj je bila satelitska slika, 
ki je trenutno prikazana na zemljevidu, posneta (datum). Pove nam tudi približen čas, 
ko bo na voljo nova slika tega območja in s katerega satelita je bila zajeta. Nad tem 
oknom je tudi majhen zemljevid, ki nam prikazuje širše območje, nad katerim se 
trenutno smo.  
 
Slika 7.10: Informacije v zvezi s trenutno satelitsko sliko 
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8  Sklepne ugotovitve 
V diplomskem delu sem skozi teoretične in praktične primere obravnaval 
izdelavo spletne aplikacije, ki temelji na uporabi API-jev. Predstavil sem vse ključne 
elemente, ki so bili potrebni za končno izdelavo. Skozi razvoj aplikacije sem se 
naučil, da sta potrebni pazljivo branje dokumentacije in dobro razumevanje izvajanja 
programske kode. Na začetku sem moral podrobno preučiti knjižnico Leaflet. Ko 
sem izbral Urthecast API, sem imel težave s tem, kako se ga sploh uporablja. Ob 
branju dokumentacije in z uporabo spleta sem težave uspešno rešil. 
Naučil sem se tudi veliko novega glede uporabe API-jev, tudi glede njihovih 
omejitev. Na začetku sem mislil, da je uporaba Urthecast API-ja brezplačna in 
neomejena, a kmalu sem spoznal, da temu ni povsem tako in da so tudi tukaj 
omejitve. Ko sem začel uporabljati Urthecast API, nisem vedel, da imajo omejitve 
glede uporabe in nekje na dnu spletne strani cenik za uporabo. To sem kmalu 
spoznal, saj so me lepo opomnili, da sem precej presegel število klicev, ki sem jih 
imel na voljo. Kar je najpomembnejše, je to, da sem ugotovil, da je pozorno branje 
dokumentacije, ki opisuje uporabo API-ja, najpomembnejše za pravilno uporabo v 
našem projektu. 
Nekaj težav sem imel tudi pri uporabi klicev AJAX, ki sem jih izvajal z 
uporabo Javascripta. Z razumevanjem same programske kode nisem imel težav, izziv 
pa mi je predstavljalo razumevanje, kdaj se funkcije AJAX izvajajo. Ker se AJAX 
izvaja asinhrono, je bilo treba ugotoviti, kdaj se bo dejansko funkcija izvedla. Izziv 
mi je predstavljala tudi uporaba zemljevida Leaflet, predvsem dodatkov, ki sem jih 
moral spremeniti in prilagoditi. Same bazične spletne tehnologije mi niso 
predstavljale težav. 
Ob razvoju aplikacije sem ugotovil, da je uporaba API-jev zelo zanimivo 
področje. Želel pa bi si še več ponudnikov teh storitev, tudi v Sloveniji, kjer jih 
praktično ni. V prihodnosti se bom gotovo še posvetil izdelavi podobnih aplikacij, saj 
me je izdelava zelo pritegnila in sem se veliko novega naučil. 
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