Lights Out is a game played on a 5 × 5 grid of light-up buttons. It was marketed in the 1990s as a handheld electronic game by Tiger Electronics R , and versions and variations of it are available online. Each button can be in one of two states: on or off. The neighbors of a button include the buttons directly above, below, right, and left of the button. When a button is pressed, its state and the state of its neighbors are toggled. At the start of the game, the lights are lit in a seemingly random configuration; the goal is to turn all of the lights off.
The strategy we employed here is popularly known as light chasing. Light chasing consists of three stages. Stage 1, shown in the first diagram above, is a what we term a chase. At the end of stage 1, the only lights that remain on are those in the bottom row. Stage 2 involves a lookup using Table 1 , which can be found on the web at a number of places, including [14] . If we let 0 and 1 represent the off and on states respectively, the bottom row of our board gives the configuration 11100. The lookup table tells us to press only the second button in the top row. If the lights in the bottom row are not in one of the configurations in the lookup table, then the game is unsolvable. Stage 3 is another chase, only at the end of stage 3 all the lights are off. September 8, 2016 9 :02 a.m.
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Light chasing requires practically no computation, but it does require that we have the lookup table at our disposal. Generating the lookup table takes a bit of computational effort, but once it is done, it can be used repeatedly. 
Lights Lit in Buttons to

History
The mathematics behind Lights Out has been studied by many different authors, and several results have been discovered and published more than once. This has led to confusion as to who made certain discoveries first. * Much of the reason for this confusion is because different authors approached the problem from different perspectives and used different terminology to describe the game. The name Lights Out was introduced by Tiger Electronics in 1995, and many articles, including [1] have used that name. Other names that have been used to describe the same problem include the switchsetting problem [3, 4] the lamp-lighting problem [10] , and the nine tails problem (for a 3 × 3 board). Some authors approached the game as a 2-dimensional cellular automaton, and used the names σ-game and σ-automata [2, 7, 13] . The earliest reference to a Lights Out-type problem comes from [11] , in which Lovász credits Tibor Gallai for solving the all-ones problem, a related problem in graph theory, in the early 1970s.
The concept of light chasing has been examined for the on-off game in [2, 3, 4, 13] . The multicolor case, in which the lights cycle through a sequence of colors before turing off, was examined in [7] . However, the term light chasing, while popular on internet discussions of Lights Out, does not appear in any of those articles.
The main purpose of this paper is to examine light chasing, with a particular emphasis on generating lookup tables. We will begin by generating Table 1 , then generate lookup tables for variations of the game with grids of other sizes and lights that cycle through multiple colors. The methods we use can be implemented using the free software SageMath [12] or another computer algebra system.
Modeling the game
Since a light has two states-on and off-we can represent its state with an element from Z 2 . Pressing a button adds 1 to its state and its neighbors' states modulo 2. This * The author would like to thank the anonymous referees for providing much of the historical information contained in this section. simple observation has two useful consequences: since addition is commutative, the order in which the buttons are pressed is unimportant; since addition in Z 2 is an order 2 operation, no button needs to be pressed more than once. At the beginning of a game, the lights have some initial configuration. There are 2 25 possible configurations, but only 1/4 of them are solvable [1] .
Before we analyze light-chasing, let us briefly outline the usual method for solving the game with linear algebra. For a more detailed description, see [1] . 
Light chasing
Before we attempt to solve the game using light chasing, let's examine the effect that a single chase would have on the rows of the game board if we were to begin with all the lights off and we press an arbitrary set of buttons in the top row. For each row i we define two vectors:
, where p ij is the number of times that the j th button in row i will be pressed during the chase; let
, where s ij is the state of the j th light in row i after row i is pressed, but before row i + 1 is pressed during the chase. Although p i and s i refer to rows of the game board, in all of our calculations, they will be used as column vectors. Once we choose an arbitrary p 1 , the remaining p i and all the s i vectors are completely determined. The value of s i is determined only by the buttons pressed in rows i and i − 1, and is given by the following equation from [4] :
We adopt the convention that p 0 = 0, since there are no buttons to be pressed above row 1. To turn off the lights in row i − 1, we must have that for i ≥ 2. Since our calculations are being done over Z 2 , we could dispense with negatives and rewrite equation (2) as p i = s i−1 ; however, we will retain the negative here and in subsequent equations in order to generalize to Z p for p > 2 later. Starting with p 0 = 0 and arbitrary p 1 , by alternately applying equations (1) and (2), we can write
where S i is a 5 × 5 matrix. We can check that for 1 ≤ i ≤ 5, the S i are given by the polynomials
, and
Since row 5 is the last row, the vector S 5 p 1 tells the overall effect that the chase has on the last row. More precisely, the chase has the overall effect of adding the vector S 5 p 1 to the last row. The other rows all get zeroed out by the end of the chase. In our computation of S 5 , we use a recursive process that requires computing S i for all i ≤ 5, but it's possible to compute any value of S i directly. Goldwasser et al. [3] were the first to show that S i is given by the (k + 1)
st Fibonacci polynomial, reduced modulo 2 and evaluated at A. Later we will examine this connection in more detail. For now, let's consider an actual game.
Suppose we have already completed the first chase and the only lights that remain on are in row 5. Let s b (b for bottom) be the state vector of row 5 at this stage of the game. Note that s b is the state of row 5 immediately after the first chase is completed, while s 5 is the state of row 5 after the second chase is completed. It is our goal to determine the value of p 1 that will result in s 5 = 0 for the given value of s b . Thus we need to solve the equation S 5 p 1 + s b = 0 for p 1 , which we rearrange to get 
gives the general solution
for any choice of c 4 and c 5 . If we let both be zero, we get p 1 = [0 1 1 0 0], and the game proceeds as follows: 
Variations of the game
Grids with five columns and m rows. First, let's keep the number of columns at 5, and let m be the number of rows. As before we can alternately apply equations (1) and (2) to find matrix S m for any value of m that we like and proceed exactly as above. However, if m is large, this becomes tedious. It would be preferable to find a closedform formula for S m . One way to compute S m is by using the Fibonacci polynomials. The Fibonacci polynomials are defined by F 1 (x) = 1, F 2 (x) = x, and F n (x) = xF n−1 (x) + F n−2 (x) for n ≥ 3, and are given by the well-known formula
Several authors [2, 3, 13] have shown that S m , when reduced modulo 2, is equivalent to F m+1 (A)(mod 2). Making the necessary substitutions into equation (8) gives
Another way to compute S m is by combining equations (1) and (2) to get the second-order recurrence relation
with given initial conditions p 0 = 0 and p 1 . In order to solve this for p i , we rewrite the recurrence as the first-order recurrence
Let L denote the square matrix in recurrence (11) , and note that L is a 10 × 10 partitioned matrix. Repeatedly applying recurrence (11) amounts to repeated multiplication, giving the following general formulas for p i and s i :
From equation (12) 
X X X X X X X X X X X X XX X X X X X X XX XX X X XX XX XX XX Grids with other than 5 columns. Changing the number of columns affects the sizes of the matrices and vectors involved, but the analysis of the game is otherwise unchanged. If we let n denote the number of columns, then A is the n × n matrix defined by a ij = 1 if |i − j| ≤ 1 and 0 otherwise, and vectors p i and s i now have n entries instead of 5. With these modifications, we can proceed exactly as before.
Lights with more than two states. Another common variation on the lights out game is to have lights that take on more than two states. The states are sometimes represented with different colors, but we will consider them to be the numbers in Z p = {0, . . . , p − 1}, with 0 being considered off. We will restrict ourselves to the case where p is a prime number so that each element of Z p has a multiplicative inverse, making Z p a finite field. This restriction is not necessary, but it simplifies the tasks of solving S m p 1 = − s b and finding rank(S m ) on a computer algebra system, since S m can be easily row-reduced. A button's state value increases by 1 (mod p) whenever it or one of its neighbors is pressed. The 0 state is considered off. As in the Z 2 case, the order in which the buttons are pressed is unimportant. In optimal play, no button would need to be pressed more than p − 1 times; with light chasing no button needs to be pressed more than p − 1 times during each chase. We can use equation (12) to compute S m , by proceeding as before but performing all arithmetic in the field Z p .
If we want a closed-form expression for S m , we can't use equation (9) for p > 2; however, we can modify it to get the following closed-form formula for S m :
This formula accounts for the sign changes that occur during the recursive calculation of S m , whereas equation (9) simply discards them since sign changes have no effect modulo 2. This is essentially the method shown in [7] involving Chebyshev polynomials. Let's examine the 5 × 5 grid over Z 3 . (This game is playable on Tiger Electronics' Lights Out 2000, and on the web at many places including [8] and [9] ). The matrix A looks identical to the A from before, but the entries are now from Z 3 . Using equation (9) or equation (14) 
