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Zusammenfassung
Im fortschreitenden Alter fa¨llt es Menschen schwer, regelma¨ßig Medikamente zum rich-
tigen Zeitpunkt einzunehmen. Oft wird dies durch eine große Anzahl verschiedener Me-
dikamente noch erschwert, die u¨ber den Tag eingenommen werden mu¨ssen.
In Zusammenarbeit mit dem Praktikum Informationssysteme/Telemedizinische Anwen-
dungen an der Hochschule Heilbronn wird eine Smartwatch-Anwendung fu¨r die Apple
Watch entwickelt. Diese basiert stark auf dezenten Benachrichtigungen am Handgelenk.
Auch eine native Anwendung, die der Nutzer aktiv bedienen kann, wird erstellt.
Die Anwendung ist aufgrund fehlender Prototypen-Werkzeuge fu¨r die Apple Watch nativ
in Swift realisiert. Hierbei wird auf Swift als relativ neue Programmiersprache eingegan-
gen.
Die Evaluierung wird an stationa¨ren Patienten im Alter von 70-85 vorgenommen. Die
Aussage der Befragung ergibt, dass sich eine Uhr als Medium sehr gut eignet, da sie
etwas Vertrautes ausstrahlt. Die touchscreen-basierte Steuerung fa¨llt aufgrund reduzierter
sensomotorischer Fa¨higkeiten der Probanden negativ auf. Wa¨hrend die Benachrichtigung
mit einhergehender Vibration sehr gut aufgenommen wird, ist die Interaktion mit der
Uhr schwerfa¨llig. Die Patienten haben Probleme eine native Anwendung zu starten. In
Zukunft ko¨nnten diese Probleme mit Hilfe von Accessibility Funktionen der Plattform
gelo¨st werden. Weiter bietet die Uhr interessante Anwendungsmo¨glichkeiten Menschen
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Git Git [5] ist eine verteilte Versionskon-
trolle. 5
Mode View Controller ArchitekturMus-
ter zum Entwickeln von Software. Hier-
bei wird der Quellcode in die Aufga-
bengebieteModel(Daten), View(Bildschirminhalt),
Controller (Verwaltet Model und View)
eingeteilt.. 26
PITA Ein Praktikum im Rahmen des Ba-
chelor Studienganges an der Hochschu-
le Heilbronn zur Entwicklung von te-
lemedizinischen Informationssystemen.
i, 1, 3, 5, 42
Remote Server Ein Computer, der u¨ber das
Internet Anfragen verarbeitet und be-
antwortet. 29
SDK Eine Schnittstelle zum System, mit
demDrittanbieter Software fu¨r die Ziel-






Durch steigende Anzahl an Medikamenten, die Patienten u¨ber den Tag nehmen mu¨ssen,
kann dies zu einer großen mentalen Aufgabe fu¨r den Patienten werden. Durch Hilfsmittel
wie Medikationspla¨ne oder nach Zeit vorsortierte Medikamente, kann die Planung der
Einnahme unterstu¨tzt werden.
Zur Erleichterung der Patienten soll der Medikationsplan nun per Smartwatch einsehbar
gemacht werden und somit dem Patienten eine Interaktion mit dem Plan ermo¨glichen.
Daraus bieten sich auch Vorteile fu¨r den behandelnden Arzt, der Einblick in die Einnah-
megewohnheiten seines Patienten bekommt. Die initialen Ideen stammen vom PITA an
der HS-Heilbronn. An der HS-Heilbronn wird eine Komponente fu¨r A¨rzte entwickelt,
die es ihnen ermo¨glicht, die Medikationen der Patienten zu pflegen, zu u¨berwachen und
auszuwerten.
1.2. Zielsetzung
Die Ziele der Arbeit sind wie folgt.
Es wird ein interaktiver Prototyp entwickelt, welcher auf der Apple Watch ausgefu¨hrt
werden kann. Dieser Prototyp soll dann mit geeigneten Probanden, die zur passenden
Zielgruppe geho¨ren, evaluiert werden. Die Ergebnisse der Evaluierung sollen im Rahmen
der technischen Mo¨glichkeiten umgesetzt werden. Zum Schluss soll noch die Machbar-
keit u¨berpru¨ft werden, die Anwendung an das Backend-System vom PITA anzuschließen.
1.3. Aufbau der Arbeit
In Kapitel 2 wird auf das Forschungsumfeld der Arbeit Bezug genommen. Weiter wer-
den technologische Grundlagen beschrieben wie Apple‘s Swift Programmiersprache und
die Technologie von Wearables. Im dritten Kapitel werden Anforderungen aufgefu¨hrt, die
teilweise aus dem PITA-Praktikum stammen. Weiter werden Anforderungen geschildert,
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die sich aus denMo¨glichkeiten der AppleWatch ergeben. Abschnitt 4 betrachtet die Kern-
punkte der Implementierung. Weiter wird hier der Prototyp beschrieben. In Kapitel 5 wird
die Planung und Durchfu¨hrung der Evaluierung dargestellt. Die Ergebnisse der Evaluie-
rung an der Zielgruppe sind hier ebenfalls zu finden. In der Diskussion in Kapitel 6 wird
aufgezeigt, welche Probleme wa¨hrend der Arbeit entstanden sind. Es wird veranschau-
licht, wie der Prototyp im Gesamtbild einzuordnen ist und es wird ein Ausblick gegeben,
welche Ziele mit dem System weiter verfolgt werden ko¨nnen.
2
2. Stand der Wissenschaft
Wa¨hrend das Forschungsfeld der ”Medication Adherence“- das Einhalten des Medika-mentenplans - schon jahrzehntelang erforscht wurde, ist diese Arbeit Teil eines noch sehr
jungen Forschungsgebietes. Smartwatches existieren noch nicht lange im Consumer Be-
reich. Im folgenden ist eine Zusammenfassung der relevanten Forschungen zu finden.
Apple‘s Programmiersprache Swift sowie die Technologie der Wearables wird beschrie-
ben.
2.1. Arbeiten im Forschungsumfeld
Leider gibt es kaum Arbeiten, welche sich mit dem Thema Smartwatch und ”Medicati-on Adherence“bescha¨ftigen. Dies ist auf das noch junge Forschungsfeld zuru¨ckzufu¨hren.
Sailer‘s Artikel [22] bietet einen Einstieg fu¨r diese Arbeit. Hier wurde auch die Thematik
fu¨r das PITA abgeleitet, dessen Erkenntnisse hier fortgefu¨hrt werden.
Weiter gibt es sehr spannende Forschungen im Bereich der Smartwatchanwendung, die in
fortschreitender Entwicklung auch im Bereich ”Medication Adherence“vorstellbar sind.Mit Ambient Assisted Living, also der technischen Unterstu¨tzung a¨lterer oder einge-
schra¨nkter Personen im Haushalt, bescha¨ftigt sich die Arbeit ”Non-obstructive Room-level Locating System in Home Environments Using Activity Fingerprints from Smart-
watch“ [16]. Die von dieser Arbeit abgeleitete Lo¨sung kann auch fu¨r rechtzeitige Medika-
menteneinnahme genutzt werden. So ko¨nnte ein Medikationsalarm nur ausgelo¨st werden,
wenn der Patient sich auch im richtigen Zimmer befindet. Durch den ku¨rzeren Weg zum
Medikament sinkt die Gefahr, auf der Suche nach demMedikament, die Einnahme wieder
zu vergessen. Die Arbeit von Laput gliedert sich ebenfalls in diesen Bereich ein und hat
auch einen Kontextgewinn zur Folge [15]. Beru¨hrt der Tra¨ger des Smartwatch Prototyps
einen Gegenstand, so erkennt die Uhr das elektromagnetische Feld des Gegenstandes.
Durch maschinelles Lernen werden nun die Gegensta¨nde mit ihrem elektromagnetischen
Feld verknu¨pft. Nun kann die Uhr erkennen, welchen Gegenstand der Tra¨ger beru¨hrt. Die-
ser Kontextgewinn, welche Gegensta¨nde der Tra¨ger der Uhr beru¨hrt, ko¨nnte Fehler bei
Medikamenteneinnahmen verhindern, indem die Uhr die Medikamente erkennt, die der
Patient beru¨hrt. Die Studie ”Smartwatch in vivo“ [24] untersucht das Nutzungsverhaltenvon Smartwatch Nutzern. Hierzu tra¨gt der Nutzer eine Schulterkamera, die die Interak-
tion mit der Uhr u¨ber drei Tage filmt. So zeigt die Studie auf, dass neben der Uhrzeit
(mit ca. 50% Nutzungsdauer) die Notification mit 20% an Nutzungsdauer die ha¨ufigste
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Interaktion ist. Anwendungen werden so gut wie nie genutzt. Auch die durchschnittliche
Interaktionszeit von ca. 7s ist ein wichtiges Ergebnis.
Orientiert man sich an Arbeiten, deren Ziel die smartphonegestu¨tzte Medication Adhe-
rence war, findet man unter anderem die aktuelle nationale Umfrage [14] aus den USA,
bei der 1604 Smartphone Nutzer zu ihrer Nutzung von Gesundheitsanwendungen befragt
wurden. Fast 50% der Befragten gaben an, eine oder mehrere Gesundheitsanwendungen
auf ihrem Smartphone installiert zu haben. Eine wichtige Aussage der Umfrage war, dass
ein Großteil der Nutzer nicht bereit ist, fu¨r Gesundheitsanwendungen zu bezahlen.
4
3. Analyse und Entwurf
Im Kapitel drei werden Ergebnisse der Analyse und des Entwurfes dargestellt. Große
Teile der Anforderungsanalyse stammen aus dem PITA. Die Hardware und Software der
Apple Watch wird genauer beschrieben.
3.1. Entwicklungsmethodik
Da das Projekt nur durch eine Person durchgefu¨hrt wurde, kann man nicht von einer de-
finierbaren Methodik sprechen. Es handelte sich um ein iteratives Vorgehen. Funktionen,
die bei der Evaluation erarbeitet wurden, sind direkt in eine neue Version der Anforde-
rungen integriert worden. Der Quellcode wurde mit Git versioniert verwaltet.
3.2. Anforderungsanalyse
Die Anforderungen wurden von einem Gespra¨ch mit Monika Pobiruchin am Anfang vom
PITA erhoben. Kernaussage dieses Gespra¨chs war, dass das System von alten Menschen
genutzt werden soll, um Medikamente regelma¨ßiger einzunehmen. Dies beinhaltet eine
geringe Auseinandersetzung mit der Technik des Systems. Die Uhr soll mo¨glichst auto-
nom sein und nicht zwingend an ein Smartphone gekoppelt sein.
3.3. Usecases
Von dem Gespra¨ch mit Monika Pobiruchin wurde eine Persona fu¨r die Zielgruppe erstellt.
Mit Hilfe der Persona wurden die Kern-Usecases abgeleitet. Die folgenden Usecases 1 bis
4 wurden im PITA erarbeitet und von dort u¨bernommen.




Beschreibung Ein Erinnerungs Pop-Up erscheint auf dem Display
und es wird ein Signal/eine Vibration ausgelo¨st. Das
Pop-Up zeigt ein Abbild des Medikaments, dessen
Namen und die Uhrzeit, zu der es eingenommen wer-
den soll.
Vorbedingung Es wurde ein Medikationsplan aus der DB auf die
Uhr geladen.
Ablauf • Das Pop-Up mit der Erinnerung erscheint
auf dem Smartwatch-Display. Die Erinnerung
beinhaltet Informationen zur Uhrzeit, Menge
und Art der Medikation
• Der Patient besta¨tigt, dass er das Medikament
genommen hat
• Gera¨t besta¨tigt visuell, dass der Patient dasMe-
dikament als genommen markiert hat
Alternativablauf • Das Pop-Up mit der Erinnerung erscheint auf
dem Smartwatch-Display
• Der Patient wa¨hlt Option zum Verschieben der
Medikation aus
• Auf einem zusa¨tzlichen Dialog kann er aus ei-
ner Auswahl eine Zeitdauer wa¨hlen, um die die
Medikation verschoben wird
Alternativablauf 2 • Das Pop-Up mit der Erinnerung erscheint auf
dem Smartwatch-Display
• Der Patient reagiert nicht auf die Erinnerung
• Die Erinnerung wird alle x Minuten wieder-
holt, solange der Patient nicht reagiert.
• Das Fehlen einer Reaktion des Patientens in-
nerhalb einer Zeit von x Minuten wird ver-
merkt
Ergebnis Der Patient hat die Einnahme des Medikaments
besta¨tigt und dieses auch eingenommen
Alternativergebnis 1 Der Patient hat die Erinnerung an die Medikamenten-
einnahme verschoben




Usecase 2 Der Patient wird an mehrere Medikamente erin-
nert
Prima¨rer Akteur Patient
Beschreibung Ein Erinnerungs Pop-Up erscheint auf dem Display
und es wird ein Signal/eine Vibration ausgelo¨st. Das
Pop-Up zeigt eine Liste der Medikamente, die einge-
nommen werden mu¨ssen.
Vorbedingung Es wurde ein Medikationsplan aus der DB auf die
Uhr geladen.
Ablauf • Das Pop-Up mit der Erinnerung erscheint
auf dem Smartwatch-Display. Die Erinnerung
beinhaltet Informationen zur Uhrzeit, Menge
und Art der Medikationen
• Der Patient besta¨tigt, dass er die Medikamente
alle genommen hat
• Gera¨t besta¨tigt visuell, dass der Patient die Me-
dikamente als genommen markiert hat
Alternativablauf • Das Pop-Up mit der Erinnerung erscheint auf
dem Smartwatch-Display
• Der Patient wa¨hlt Option zum Verschieben der
Medikationen aus
• Auf einem zusa¨tzlichem Dialog kann er aus ei-
ner Auswahl eine Zeitdauer wa¨hlen, um das die
Medikationen verschoben werden
Alternativablauf 2 • Das Pop-Up mit der Erinnerung erscheint auf
dem Smartwatch-Display
• Der Patient wa¨hlt ein Medikament von der Lis-
te aus
• Patient befindet sich nun im Usecase 1
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Alternativablauf 3 • Das Pop-Up mit der Erinnerung erscheint auf
dem Smartwatch-Display
• Der Patient reagiert nicht auf die Erinnerung
• Die Erinnerung wird alle x Minuten wieder-
holt, solange der Patient nicht reagiert.
• Das Fehlen einer Reaktion des Patientens in-
nerhalb einer Zeit von x Minuten wird ver-
merkt
Ergebnis Der Patient hat die Einnahme der Medikamente
besta¨tigt und diese auch eingenommen
Alternativergebnis 1 Der Patient hat die Erinnerung an die Medikamenten-
einnahme verschoben
Alternativergebnis 2 Der Patient hat die Erinnerung an das Medikament
ausgeschaltet
Alternativergebnis 3 Der Patient hat bestimmte Medikamente ausgewa¨hlt
und mit dem weiterfu¨hrenden Usecase 1 bearbeitet
Usecase 3 Einzelne Einnahmebesta¨tigung zuru¨cknehmen
Prima¨rer Akteur Patient
Vorbedingung Es wurde ein Medikationsplan aus der DB auf die
Uhr geladen. Eine Medikation wurde als genommen
markiert
Ablauf • Das System zeigt das genommene Medika-
ment an
• Der Benutzer dru¨ckt auf den Button mit der
Aufschrift “Ru¨cknahme”
• Das System wechselt zur Darstellung eines
einzelnen Medikaments, beschrieben im Use-
Case 1
Ergebnis Die Einnahmebesta¨tigung ist zuru¨ckgenommen.




Usecase 4 Mehrere Einnahmebesta¨tigungen zuru¨cknehmen
Prima¨rer Akteur Patient
Vorbedingung Es wurde ein Medikationsplan aus der DB auf die
Uhr geladen. Mehrere Medikationen, welche zur
gleichen Zeit genommen wurden, wurde als genom-
men markiert
Ablauf • Das System zeigt die genommenen Medika-
mente an
• Der Benutzer dru¨ckt auf den Button mit der
Aufschrift “Ru¨cknahme”
• Das System wechselt zur Darstellung mehrerer
Medikamente, beschrieben im UseCase 2
Ergebnis Die Einnahmebesta¨tigung ist zuru¨ckgenommen.
Die Erinnerung ist erneut zu besta¨tigen oder zu
verschieben.
Diese vier Usecases sind auch Grundlage fu¨r diese Arbeit. Jedoch werden nur die Useca-
ses umgesetzt, welche auch in der Evaluation gepru¨ft werden ko¨nnen.
3.4. Apple‘s Programmiersprache Swift
Swift wurde im Juni 2014 von Apple vorgestellt und genießt seitdem steigendes Interesse.
Im Juni 2015 wurde Version 2.0 vero¨ffentlicht [2]. Mit Version 2.0 wurde ebenfalls der
Plan vorgestellt, Swift Open Source zu machen und somit auch anderen Plattformen die
Entwicklung mit Swift zu ermo¨glichen [2]. Diesen Plan setzte Apple Ende 2015 in die Tat
um. Swift ist nun vo¨llig Open Source. Es ko¨nnen Vorschla¨ge fu¨r neue Sprachfunktionen
gemacht werden. Auch Apple‘s Entwicklungsteam diskutiert seine Pla¨ne fu¨r die Sprache
o¨ffentlich [13].
3.4.1. Objective-C und Swift
In den fru¨hen 80er Jahren entwickelte Brad Cox die Sprache Objective-C [3]. Weiter fu¨hrt
Dalrymple aus, dass die Sprache die Vorteile einer schnellen C-Sprache mit den Vorteilen
der objektorientierten Sprache SmallTalk verbinden sollte. Die Firma NextSTEP nutzte
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Objectiv-C und als NEXTStep von Apple aufgekauft wurde, integrierte Apple Objectiv-
C und ermo¨glichte Mac-Entwicklern die Nutzung.
Als Apple nun 2008 seine iOS Plattform o¨ffnete und Entwickler eigene Anwendungen fu¨r
das System schreiben konnten, bekam Objective-C neue Aufmerksamkeit. Viele Entwick-
ler sahen Objective-C als ein U¨berbleibsel alter Zeiten und waren der Sprache gegenu¨ber
negativ eingestellt. Apple stand nun unter Zugzwang um seine Plattform, mit der große
wirtschaftliche Interessen verbunden sind, fu¨r Entwickler attraktiv zu halten [27]. Da je-
doch alle highlevel APIs in Objectiv-C vorhanden sind, ist es technisch nicht mo¨glich,
auf eine bekannte Sprache wie Java fu¨r iOS und Mac Entwicklung umzusteigen. Man
entschied sich fu¨r eine Neuentwicklung mit Hinblick auf neue Programmierparadigmen
und auf sehr gute Kompatibilita¨t zu alten Objectiv-C APIs [27].
3.4.2. U¨berblick der Neuerung
Swift bietet gegenu¨ber Objectiv-C viele Neuerungen. Diese Neuerungen sind bekannte
Konzepte, die schon in anderen Programmiersprachen Verwendung finden. Die meisten
dieser Verbesserungen unterstu¨tzen den Entwickler fru¨h, Fehler im Quellcode zu entde-
cken. Im folgenden sind die wichtigsten Neuerungen beschrieben.
Type Inference
Bei Type Inference erkennt der Compiler, welcher Typ in eine Variable instanziiert wurde.
Es ist nicht no¨tig, fu¨r die Variable eine Typendefinition anzugeben [2]. Hierdurch wird der
Quellcode leichter lesbar.
Listing 3.1: Beispiel zu Type Inference in Swift label
//Variable with type Definition
let medication: Medication = Medication()
//Variable with infered type
let medication = Medication()
Closures - Functions as First Class Types
Wa¨hrend bei strikt objektorientierten Sprachen nur Objekte und primitive Datentypen
existieren, gibt es Sprachen, bei denen Funktionen als Typen existieren. Diese Funktionen
ko¨nnen auch als Referenz in eine Variable gespeichert werden. Folgende Code Beispiele




Listing 3.2: Java Beispiel zu First Class Objects
public interface NetworkRequestResponseHandler






public class ExampleClass implements NetworkRequestResponseHandler {
public handleNetworkResponse(Error error, Response response) {
//Use Response
}




In Beispiel 3.2 wird Java als Repra¨sentant fu¨r eine strikt objektorientierte Sprache ver-
wendet. Hier wird ein Interface definiert, welches der Nutzer des Netzwerk-Requests im-
plementieren muss, um den Request zu empfangen. Beim Aufrufen des Requests muss
nun der Aufrufer als Referenz u¨bergeben werden, damit bei Abschließen des Requests
der Aufrufer benachrichtigt werden kann (handleNetworkResponse).







//Store a function in a variable








Im Codebeispiel 3.3 beno¨tigt es kein Interface fu¨r den Nutzer des Netzwerk-Requests.
Es ist nun in Swift mo¨glich, eine Funktion zu definieren und diese gleichzeitig in einer
lokalen Variablen zu speichern. Nun kann diese Funktion als Referenz zum Netzwerk-
Request u¨bergeben werden. Die Funktion wird aufgerufen, wenn der Netzwerk-Request
beendet ist.
Generics
Generics sind schon la¨ngere Zeit Teil moderner Programmiersprachen. Sie unterstu¨tzen
den Entwickler, um Fehler zur Compilezeit zu entdecken. Ein sehr gutes Beispiel hierfu¨r
sind Collections (Arrays, Listen, Set, etc). Ein Collection Typ wie Array muss nicht fu¨r
jeden Typ, den er ha¨lt, neu implementiert werden.
Listing 3.4: Swift Beispiel zu Generic Array Collection
class Medication: NSObject {
//...
}
//Could only store type Medication
class CustomMedicationArray {
//...
func add(medication: Medication) {
//...
}
func objectAtIndex(index: Int) -> Medication {
}
}
//Could only store any type which inherits from NSObject
//loses all type information
class CustomArray {
//...
func add(medication: NSObject) {
//...
}





//Could store any type





func add(medication: T) {
//...
}





let genericArray = GenericArray<Medication>()
Im Codebeispiel 3.4 werden die Vorteile von Generics aufgezeigt. Der erste Versuch,
einen Array zu implementieren (CustomMedicationArray), zeigt, dass dieser Array eine
sehr gute Typen Deklarierung entha¨lt. Der Compiler kann den Entwickler also maximal
unterstu¨tzen, jedoch ist diese Implementierung minimal wiederverwendbar. Der zweite
Ansatz (CustomArray) gibt als Typ-Einschra¨nkung den globalen Supertyp an. Dies fu¨hrt
zu einer maximalen Wiederverwendbarkeit, da jede Klasse von diesem globalen Supertyp
erbt (funktioniert nur theoretisch, da in Swift kein Zwang besteht, von einem globalen
Supertyp zu erben). Die letzte Implementierung (GenericArray) nutzt nun Generics. So
wird bei der Definition der Klasse ein generischer Typ T eingefu¨hrt. Dieser Typ ist eine
Art Platzhalter fu¨r einen konkreten Typ, der spa¨ter vom Array gehalten wird. So muss bei
der Initialisierung der generischen Klasse die Typ-Information fu¨r T u¨bergeben werden
(siehe letze Zeile in 3.4).
Das oben beschriebene Beispiel dient nur zur Verdeutlichung des Konzeptes. Swift bietet
eine Reihe an Collection Types, darunter auch eine generische Array Implementierung.
Protocol Extension
Protocol Extension helfen dem Entwickler Abstraktionen, die u¨ber ein Interface (in Swift
Protocol) definiert werden, zu implementieren und dadurch Duplizierungen zu minimie-
ren. So kann es sein, dass eine Methode eines Interfaces in jeder Klasse, die das Interface
implementiert, gleich umgesetzt wird. Dies fu¨hrt zu einer Code-Duplizierung.
Listing 3.5: Swift Beispiel zu Generic Array Collection
protocol List {
typealias T
var count: Int { get }
func objectAtIndex(index: Int) -> T
var last: T? { get }
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var first: T? { get }
}
extension List {
var last: T {
return objectAtIndex(count - 1)
}




class ArrayList<Element>: List {
typealias T = Element
var count: Int = 0




Im Codebeispiel 3.5 wird ein List Interface definiert. Die Extension zu diesem Interface
ermo¨glicht die Implementierung von last und first. Diese Implementierung teilen sich
nun alle Klassen, die List implementieren.
Optional Types
Optional Types ero¨ffnen neue Mo¨glichkeiten beim Modellieren von Datenmodellen und
Erstellen von APIs. Es ist so mo¨glich, Argumente in einer Methode als ”0ptional“zukennzeichnen und somit dem Nutzer der Methode zu erlauben, eine null-Referenz zu
u¨bergeben. Ist kein Optional-Type gekennzeichnet, so verbietet der Compiler eine null-
Referenz U¨bergabe [2]. Im folgenden Beispiel wird eine Medikation in Java ohne Optio-
nal Types und in Swift mit Optional Types modelliert.
Listing 3.6: Java Beispiel mit fehlenden Optional Types
public class Medication {
Date creationDate = new Date();
Date executionDate;
}





Im Codebeispiel 3.6 ist zu erkennen, dass zur Compilezeit keine Aussage u¨ber den Zu-
stand der Instanz-Variablen getroffen werden kann. Der Entwickler muss also aus dem lo-
gischen Kontext erkennen, welche Variablen eine null-Referenz enthalten ko¨nnten. Dies
kann zu Laufzeitfehlern fu¨hren.
Listing 3.7: Swift Beispiel mit Optional Types
class Medication {
var creationDate = Date()
var executionDate: Date?
}
let medication = Medication()
medication.creationDate // compiler promises to be not null
medication.executionDate // could be null
medication.creationDate = nil // compile error
In 3.7 sind die Instanzvariablen nun mit Optional Types modelliert. Nun kann zur Compi-
lezeit zugesichert werden, welche Variablen eine null-Referenz enthalten ko¨nnen und wel-
che Variablen sicher mit einem Wert belegt sind. Dies fu¨hrt zu weniger Fehlern wa¨hrend
der Laufzeit.
Auch APIs ko¨nnen mit ”Optionals“modelliert werden. So darf ein Parameter nicht nullsein, wenn er nicht als Optional definiert wurde. Dies macht eine API strikter und fu¨hrt
ebenfalls zu weniger Laufzeitfehlern, da Fehler schon zur Compilezeit erkannt werden.
3.5. Wearables
U¨bersetzt man Wearables ins Deutsche, bedeutet es ”Tragbares“oder ”Anziehbares“imSinne von einem Kleidungsstu¨ck tragen. Wenn man nun den Begriff Wearables mit Klei-
dung assoziiert, liegt man nicht falsch. Anstatt Computer auf dem Schreibtisch oder in der
Hosentasche zu haben, tra¨gt man sie am Ko¨rper wie Kleidungs- oder Schmuckstu¨cke [4].
Die Grenzen zwischen Kleidung und Computer verschmelzen und es ist manchmal nicht
klar, was man schon als Wearable bezeichnen kann oder auch nicht.
Wearables sind meist mit Sensoren ausgestattet, die Daten aus der Ko¨rperregion sammeln,
an der sie getragen werden [26]. Diese Daten zeigen immer nur einen Teilausschnitt.
Durch das Tragen von mehreren Gera¨ten am Ko¨rper verteilt, ko¨nnen mehr Daten gesam-
melt werden. So ist es mo¨glich, einen noch genaueren U¨berblick u¨ber den Zustand des
Ko¨rpers zu erhalten [26].
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Erst mit der Miniaturisierung der Computertechnik und Sensoren war es mo¨glich, Com-
puter mit integriertem Akku in Gro¨ße einer Streichholzschachtel herzustellen. Wa¨hrend
Swatch 1995/1996 eine Uhr vorstellte, die als Skipass funktionierte, stellte Apple 18 Jah-
re spa¨ter die Apple Watch vor, die u¨ber einen Mikroprozessor, WLAN und eine Vielzahl
an Sensoren verfu¨gt (mehr zur Apple Watch in 3.6)
Doch nicht nur Uhren za¨hlen zu den Wearables. Google pra¨sentierte mit der Google
Glass eine Datenbrille, die u¨ber eine Kamera, ein Heads ”Prismatic head-mount”Display,Sprachsteuerung sowie Internetverbindung und weitere Sensoren verfu¨gt [17]. Auch ein
Ring, der mit Hilfe eines Sensors den Puls misst, existiert als Prototyp [26].
Wa¨hrend im Smartphone-Markt noch ein Focus auf Leistung und Funktion der Gera¨te
gelegte wurde, darf man beim Wearables-Markt den Faktor der A¨sthetik nicht vergessen.
Hier wird ein Bereich betreten, der starke Einflu¨sse von Mode aufzeigt. Anwender ei-
nes Gera¨tes achten also nicht mehr nur auf die Funktion, sondern auch auf Form, Farbe
und Lifestyle, den das Produkt verko¨rpert. Apple bietet unter dem Namen ”Watch Edi-tion “eine Apple Watch aus echtem Gold an, deren Preis u¨ber 10.000 Euro betra¨gt und
sich an den Luxusmarkt richtet. Auch TAGHeuer, eine Firma, die sich auf luxurio¨se und
modische Uhren spezialisiert hat, betritt nun auch den Markt der Wearables [25].
3.6. Apple Watch
Eine Andorderung, welche sich aus dem Kontext dieser Arbeit entnehmen la¨sst, ist die
Nutzung der Apple Watch als Zielplattform. Die Apple Watch wurde im September 2014
vorgestellt und startete im April 2015 mit dem Verkauf.
3.6.1. Hardware
Die Apple Watch existiert in zwei Versionen. Eine Uhr mit 38mm (272x340) und eine mit
42mm (312x390) großem Display. Die Uhr bietet einen 8GB großen internen Speicher.
Mit einer Akkulaufzeit von 18h unter durchschnittlicher Nutzung ha¨lt die Uhr einen Tag
durch [20].
3.6.2. Abha¨ngigkeit zum iPhone
Die Apple Watch wurde als Erweiterung zum iPhone entwickelt. Und so sind auch viele
integrale Funktionen nur vom iPhone aus steuerbar. Die Uhr kann ohne ein iPhone nicht
durch den Setup-Prozess geleitet werden. Auch native Anwendungen (siehe 3.6.3) ko¨nnen
nur u¨ber das iPhone installiert werden. Sind diese Schritte getan, also die Uhr betriebsbe-
reit und Anwendungen installiert, kann die Uhr teilweise auch autonom agieren. So kann




Mit Erscheinen der Uhr wurde auch das Betriebssystem in Version 1 ausgeliefert und
dazu das Software Development Kit namens WatchKit. Dies erlaubte es Anwendungen
zu entwickeln, welche auf dem verbundenen iPhone ausgefu¨hrt wurden. Die Folge war
schlechter Performance der Anwendungen und zu vo¨lliger Abha¨ngigkeit zum iPhone.
Im Juni 2015 vero¨ffentlichte Apple die erste Vorabversion von watchOS 2.0, welches
spa¨ter im September 2015 fu¨r Endnutzer bereit gestellt wurde. WatchOS bietet mehr
Unabha¨ngigkeit fu¨r Anwendungen, da diese direkt auf der Uhr ausgefu¨hrt werden. Fu¨r
Anwendungsentwickler gibt es vier Arten, Informationen auf der Uhr darzustellen. Es
handelt sich um native Anwendungen (Apps), Glances, Complications und Actionable
Notifications [9].
Native Anwendungen sind fest installiert auf der Uhr. Sie ko¨nnen unabha¨ngig auf der
Uhr gestartet werden. In einer nativen Anwendung lassen sich komplexere Programme
realisieren, da der Nutzer durch viele Mo¨glichkeiten zur Eingabe und Interaktion (3.6.6)
hat. Installiert werden die Apps vom iPhone aus. Eine Watch-App beno¨tigt immer eine
iPhone App, die jeweils auf dem iPhone installiert ist.
Complications sind kleine Interface Elemente, die sich auf dem Zifferblatt der Uhr plat-
zieren lassen. So ko¨nnen mit einem Blick auf die Uhrzeit auch Informationen aus der App
abgelesen werden.
Ein Glance ist ein Interface, auf dem die wichtigsten Informationen einer App u¨bersichtlich
dargestellt werden. Der Nutzer soll mit einem Blick die Informationen erkennen. Es ist
keine Interaktion mit einem Glance mo¨glich. Tippt der Nutzer auf einen Glance, o¨ffnet
sich die zugeho¨rige App. Glances sind optional zu einer App zu entwickeln.
Notifications, oder auch auf deutsch Benachrichtigungen, informieren den Benutzer u¨ber
Ereignisse. Diese Ereignisse ko¨nnen entweder zeitlich geplant sein, vom Betreten einer
Ortskoordinate ausgelo¨st werden, oder von einem Server auf das Gera¨t gepusht (Server
sendet ein Ereignis, wie z.B. eine Nachricht) werden. Notifications ko¨nnen Aktionen bein-
halten. So kann eine Besta¨tigung einer Notification direkt geschehen, ohne dafu¨r die da-
zugeho¨rige Anwendung zu starten. Dies nennt man eine Actionable Notification [9].
Es gibt zwei verschiedene Arten von Notifications, die beide die gleiche Funktion ha-
ben, jedoch mit unterschiedlichem Informationsgehalt angereichert werden. Zum Einen
die Standard Notification. Diese Notification wird vom iPhone gespiegelt. Sie bietet nicht
mehr Informationen gegenu¨ber der iPhone Notification. Es ist jedoch mo¨glich, mit einer
nativen Anwendung auch eine optimale Darstellung der Notification zu entwickeln. Die-
se Darstellung kann detaillierte Informationen beinhalten wie Bilder, Karten oder eine




Bluetooth 4.0 und Wi-Fi 802.11b/g sind die Netzwerkschnittstellen der Apple Watch.
Dazu kommt noch ein NFC Chip, der jedoch nicht u¨ber eine API nutzbar ist und vorerst
nur fu¨r Apple Pay, dem Apple eigenen Bezahldienst, vorgesehen ist [21].
3.6.5. Sensoren
Die Apple Watch besitzt einen Beschleunigungssensor und Gyroskop, welche genaue Be-
wegungsdaten liefern. Ebenso ist ein optischer Herzschlagsensor verbaut, der an der Un-
terseite der Uhr auf der Haut anliegt. Ein Mikrofon, welches fu¨r Spracheingabe genutzt
werden kann, ist auch vorhanden.
3.6.6. Eingabe Interfaces
Neben eines normalen Touchscreens fu¨hrte Apple in der Uhr auch eine Eingabeart namens
Force Touch ein. Diese Technologie erlaubt der Uhr zu erkennen, wie fest der Nutzer auf
das Display dru¨ckt. Dies ermo¨glicht eine neue Art der Eingabe. Besonders bei einer klei-
nen Eingabefla¨che, wie die der Apple Watch, ist eine neue Interaktionsdimension inter-
essant, da es eine differenziertere Interaktion erlaubt. Leider ist eine mo¨gliche Interaktion
mit Force Touch optisch nicht zu erkennen, was eine klare Nutzerfu¨hrung schwer macht.
Von analogen Uhren ist die Krone, das Rad an der Seite einer Uhr, bekannt. An ihr kann
die Uhr eingestellt oder aufgezogen werden. An der Apple Watch ist die Krone auch zu
finden. Apple nennt sie ”Digital Crown“, also digitale Krone. Sie befindet sich ebenfallsan der Seite der Uhr. Die Krone ist drehbar und la¨sst sich als Druckknopf nutzen. Sie
dient zum Scrollen von Inhalten sowie zum pra¨zisem Auswa¨hlen von Elementen aus einer
Auswahlliste. Durch das Nutzen der Krone wird der Bildschirm nicht durch einen Finger
verdeckt, was bei einem kleinen Display von großem Vorteil ist.
3.6.7. Armband
Apple bietet sechs verschiedene Armba¨nder fu¨r die Apple Watch an (Stand Nov. 2015).
Zusa¨tzlich ist es mo¨glich, Armba¨nder von Drittherstellern zu erwerben.
Das in der gu¨nstigsten Version mitgelieferte Armband (Sportarmband) verfu¨gt u¨ber einen
sehr komplizierten Verschlussmechanismus und ist deswegen weniger fu¨r Menschen ge-
eignet, die u¨ber schwache sensomotorische Fa¨higkeiten verfu¨gen. Es gibt auch Armba¨nder,
die einen magnetischen Verschluss bieten und deswegen leichter zu handhaben sind. Die-
se Armba¨nder sind jedoch drei mal so teuer wie das Sportarmband.
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An der Verbindung zwischen Armband und Uhr ist ein nicht weiter spezifizierter War-
tungsport verbaut. Dieser Anschluss ko¨nnte in Zukunft Armba¨nder ermo¨glichen, die In-
formationen aus dem Armband an die Uhr zu u¨bermitteln.
3.6.8. Prototyping
Zum Erstellen des fru¨hen Prototyps wurden Papier-Prototypen erstellt. Durch die Nutzung
dieses Werkzeuges konnte schnell und iterativ gearbeitet werden. Da an dieser Arbeit nur
eine Person gearbeitet hat, bietet sich diese Methode an. Sie ist schnell zu erlernen, setzt




Die in Kapitel 3 aufgefu¨hrten Analyse-Ergebnisse wurden fu¨r die erste Iteration des Pro-
totyps umgesetzt. Es handelt sich hierbei um einen funktionsfa¨higen Prototypen, der na-
tiv auf der Apple Watch ausfu¨hrbar ist. Im folgenden werden Schritte der Umsetzung
genauer beschrieben. Hierbei wird auf die Benutzeroberfla¨chenerstellung sowie auf die
Verbindung zwischen Uhr und iPhone eingegangen.
4.1. Werkzeuge
Fu¨r die Entwicklung wurde Apples Entwicklungsumgebung Xcode in Version 7.2.1 mit
den SDKs iOS 9.2 und watchOS 2.1 verwendet. Zum Verwalten des Source-Codes wur-
de Git [5] eingesetzt. Als Git-Remoteserver wurde Github [6] verwendet. Die graphische
Repra¨sentation der Medikamente sind keine statischen Bilder. Jede Art von Medikament
hat eine Vorlage, die dynamisch mit jeglicher Farbe eingefa¨rbt werden kann. Zum Erstel-
len dieser Vorlagen wurde PaintCode in Version 2.4 [19] genutzt. Zu beachten ist, das die
Entwicklung von iOS und watchOS Anwendungen nur auf einem Mac mo¨glich ist. Fu¨r
diese Arbeit wurde Mac OS X 10.11.3 verwendet.
4.2. Benutzeroberfla¨che
Xcode bietet fu¨r visuelle Erstellung von Benutzeroberfla¨chen einen eigenen integrierten
Editor namens InterfaceBuilder. Hiermit ko¨nnen graphische Elemente per DragAndDrop
zu einer Benutzeroberfla¨che zusammengestellt werden (Abbildung 4.1). Ebenfalls per
DragAndDrop werden diese Interface-Elemete mit dem Quellcode verbunden (Abbildung
4.2).
Die Auswahl an Interface-Elementen ist sehr begrenzt und bietet kaum Mo¨glichkeiten ei-




Abbildung 4.1.: Interface Elemente zum Erstellen von Benutzeroberfla¨chen
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Abbildung 4.2.: Interface Elemente mit Quellcode verknu¨pfen
4.3. Datenhalten - Persistence
Da generell das iPhone das prima¨re Objekt der Nutzung ist, bietet sich die Datenhaltung
auf dem iPhone an. Apple bietet mit CoreData [13] eine Framework zur Persistierung
von Objekt-Graphen. Das Framework, welches auf SQLite aufsetzt, bietet eine gute Ab-
straktion einer Datenbank und ist deswegen leicht und schnell zu integrieren. So bringt
CoreData einen graphischen Editor mit, der es erlaubt, Datenschemata zu erstellen und
diese in Klassen zu transformieren. Daten, die in CoreData gespeichert wurden, lassen
sich mittels gezielter Datenbankanfragen abfragen. So muss keine eigene Logik zum Su-
chen und Sortieren implementiert werden. Des Weiteren bietet CoreData Schnittstellen
zur Benachrichtigung bei A¨nderung in den Daten. Durch langja¨hriges Bestehen des Co-
reData Frameworks la¨sst sich eine stabile Nutzung garantieren. CoreData kann auch auf
der AppleWatch genutzt werden. Dupliziert man nun die Datenhaltung vom iPhone auf
die Uhr, mu¨ssen diese beiden Datensa¨tze immer konsistent gehalten werden. Dieser Ab-
gleich bei A¨nderung einer Datenhaltung ist aufwendig, zu implementieren. Wird dieser
Abgleich jedoch realisiert, ist die Uhr nochmal ein Stu¨ck unabha¨ngiger.
Im konkreten Fall wurde keine doppelte Datenhaltung genutzt. Das iPhone ist also die
zentrale Datenquelle. Die Apple Watch kann als Client betrachtet werden, der die Daten
des iPhones pra¨sentiert. Zur Realisierung einer Client-Server Verbindung zwischen Uhr
und iPhone wurde dasWatchConnectivity Framework genutzt, welches in 4.4 beschrieben
wird. Daten mu¨ssen vor dem Versenden an die Uhr jedoch immer in ein serialisierbares




Wichtig fu¨r die Kommunikation zwischen Uhr und iPhone ist das WatchConnectivity Fra-
mework [12]. Hierbei ist im Listing 4.1 zu sehen, wie genau eine Verbindung aufgebaut
werden kann. Es wird auch demonstriert, wie ein Datenaustausch realisiert werden kann.
Wichtig ist, dass diese Verbindung zum richtigen Zeitpunkt im Application-Lifecycle auf-
gebaut wird, da es sonst zu Datenverlusten kommen kann. Wird die Verbindung zu fru¨h
erstellt, also wenn noch kein Handler zur Weiterverarbeitung gesetzt wurde, so laufen die
Daten ins Leere und sind verloren.
Listing 4.1: Nutzung des WatchConnectivity Framework
class WatchExecutionTimeService: NSObject, WCSessionManagerDelegate {
private let fetchExecutionTimesEventName = "fetchExecutionTimes"
let namespace = "WatchExecutionTimeService"
private let getTodayExecutionTimeEventName = "-
get_today_executionTime"
private let updateEventName = "-update_execution_time"
let sessionManager: WCSessionManagerProtocol
var didUpdateExecutionTime: (([String: NSObject])->())?










let eventName = namespace + getTodayExecutionTimeEventName
session.sendMessage([eventName: ""], replyHandler: {data in
guard let contexts = self.executionTimesContextsFromDict(






func session(session: WCSession, didReceiveMessage message: [
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String : AnyObject]) {
recieveData(message)
}
func session(session: WCSession, didReceiveMessage message: [
String : AnyObject], replyHandler: ([String : AnyObject]) ->
Void) {
if let fetchExecutionTimesFunction =
fetchExecutionTimesFunction {







func recieveData(message:[String: AnyObject]) {





func session(session: WCSession, didReceiveUserInfo userInfo: [




Mit der sendMessage:Methode ko¨nnen Nachrichten und Datenpakete gesendet werden,
welche sich durch eine ID identifizieren lassen. Eine direkte Antwort auf eine solche
Nachricht ist mittels eines Replay-Handlers mo¨glich. So kann eine Art Request/Response
Datentransfer realisiert werden. Zu beachten ist jedoch, dass die Kommunikation relativ
langsam ist. Sie sollte nur verwendet werden, um kleine Informationen zu senden.
Werden erst beim Watch-App Start beno¨tigte Daten vom iPhone angefordert, kann dies
zu einer großen Verzo¨gerung fu¨hren. Daher sollten Informationen, die auf der Uhr ange-
zeigt werden, nicht erst zum Zeitpunkt der Darstellung angefordert werden. Gibt es eine
Datena¨nderung auf dem iPhone, die relevante Daten fu¨r die Uhr entha¨lt, so sollten diese
mit der Methode transferUserInfo: an die Uhr gesendet werden. Mit dem Aufrufen
dieser Methode wird die u¨bergebene Information nicht direkt zur Uhr geschickt. Das Sys-
tem sendet die Daten zu einem optimalen Zeitpunkt (starke Verbindung zur Uhr, mo¨gliche
WLAN Verbindung) an die Uhr. Wenn nun die Watch-App startet, sind die Daten bereit
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und ko¨nnen direkt dargestellt werden.
Zum U¨bertragen von gro¨ßeren Daten steht die Methode transferFile: zur Verfu¨gung.
Die Methode verha¨lt sich equivalent zu transferUserInfo:, wird jedoch in der Reali-
sierung nicht verwendet.
4.5. Modellierung des Programmablaufes
Apple empfiehlt fu¨r iOS und auch watchOS die Nutzung von Mode View Controller
als Grundlage zur Entwicklung von Anwendungen. So existiert in watchOS die Klasse
WKInterfaceController als Supertyp fu¨r jeden ViewController. Jeder ViewController
ist standardma¨ßig fu¨r einen logischen Bildschirm zusta¨ndig. So wird hier als Beispiel in
Listing 4.2 der Controller zur Darstellung von Medikamentendetails beschrieben.
Die mit IBOutlet annotierten Variablen sind Referenzen fu¨r View Elemente. So ha¨lt
drugNameLabel ein Label zur Darstellung des Medikamentennamens. Methoden, die mit
IBAction annotiert sind, sind Aktionen, die bei der Interaktion mit dem Interface vom
Nutzer ausgelo¨st werden. onTakeMedication wird ausgelo¨st, wenn der Nutzer den But-
ton zur Besta¨tigung der Einnahme klickt. Der Prefix IB steht bei den Annotationen fu¨r
InterfaceBuilder, welcher zum Erstellen der View-Elemente genutzt wird (4.2).
ZumWechseln zwischen ViewControllern, also z.B. von der Darstellung einer Liste zu ei-
ner Detailansicht, fu¨hrt Apple den Begriff Segue ein. Ein Segue beschreibt einen U¨bergang
zwischen zwei ViewControllern. Es gibt zwei Typen von Segues: Push und Modal. Ein
modaler Segue fa¨hrt vom unteren Rand des Bildschirms u¨ber den vorherigen ViewCon-
troller. Diese Interaktion fordert den Nutzer auf, eine Eingabe oder Interaktion zu ta¨tigen.
Ist diese Interaktion erfolgt, verschwindet der ViewController wieder nach unten. Der Pu-
sh Segue eignet sich fu¨r mehrdimensionale Interaktionen. Eine ideale Anwendung dafu¨r
ist, Informationen im Detail anzuzeigen. Der Segue verdeckt von der rechten Seite den
aktuellen ViewController. Diese Interaktion vermittelt dem Nutzer eine Kontinuita¨t. So
kann dieser Segue sehr gut hintereinander genutzt werden, um immer tiefer in eine Infor-
mationsstruktur vorzudringen. Der Segue la¨sst sich durch einen Button am oberen linken
Rand wieder verlassen. Auch eine Wischgeste, die dem Nutzer erlaubt den ViewControl-
ler wegzuschieben, ist vorhanden. Der Push Segue ist den meisten Nutzern auch von iOS
bekannt.
Durch die geringe Anzahl an Segues kann eine sehr konsistente Interaktion auf der ganzen
Plattform garantiert werden. Dies erleichtert dem Nutzer die Navigation.
Die u¨berschriebene Methode awakeWithContext: ist eine Lifecycle Methode des View-
Controllers. Sie wird immer nach dem Erstellen des ViewControllers ausgefu¨hrt. Sie
hilft, Daten von einem ViewController zum na¨chsten zu geben. Die Daten werden vom
vorhergehenden ViewController bereit gestellt. Dieser u¨berschreibt contextForSegue
WithIdentifier: und kann nun Daten abha¨ngig vom Identifier u¨bergeben. So sind diese
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zwei Methoden der einzige Kontaktpunkt von ViewControllern. Dies erho¨ht extrem die
Kapselung der Komponenten.





// Created by Lukas Schmidt on 23.10.15.





IBOutlet var drugImage: WKInterfaceImage!
IBOutlet var amountDrugLabel: WKInterfaceLabel!
IBOutlet var drugNameLabel: WKInterfaceLabel!
IBOutlet var checkTakenImage: WKInterfaceImage!
IBOutlet var delayLabel: WKInterfaceLabel!
IBOutlet var takeMedicationButton: WKInterfaceButton!
IBOutlet var delayMedicationButton: WKInterfaceButton!
var executionTimeContext: WatchExecutionTimeContext!
var executionTime: ExecutionTimeProtocol {
return executionTimeContext.executionTime
}
override func awakeWithContext(context: AnyObject?) {
guard let context = context as? WatchExecutionTimeContext




override func willActivate() {
updateUI()
}
IBAction func onTakeMedication() {
executionTime.executionDate = executionTime.
hasTakenMedication ? nil : NSDate()






















IBAction func notTakenMedication() {
}
override func contextForSegueWithIdentifier(segueIdentifier:




4.6. Picker - Auswahl
Mit WKInterfacePicker bietet Apple eine Standard View-Componente zum Auswa¨hlen
von Elementen aus einer Liste. Der Nutzer kann so mit der Digital-Crown die Elemen-
te selektieren. Diese leicht zu integrierende View-Komponente ist einfach zu bedienen
und hebt das Nutzungserlebnis von anderen Uhren ab. Mit dieser Komponente wird die




Notifications fu¨r die Medikationen werden mit der Notification API registriert [10]. Auch
kann das Verhalten der Notifications angepasst werden. So ko¨nnen vordefinierte Aktionen
wie ”Einnehmen“oder ”Verschieben“in die Notifications konfiguriert werden.
Bei der Notification handelt es sich um eine UILocalNotification [10]. Die Art von Notifi-
cation beno¨tigt keinen Remote Server, sondern wird vom verbundenen iPhone verwaltet.
Zum jetzigen Zeitpunkt ist es nicht mo¨glich, UILocalNotification von der Uhr zu erstel-
len. Dies wu¨rde die Uhr im Falle der Mediwatch-Anwendung noch unabha¨ngiger machen.
Sind die Notifications einmal auf dem iPhone registriert, werden sie zumAusfu¨hrungszeitpunkt
auf der Uhr angezeigt. Dazu ist keine Verbindung zum iPhone mehr no¨tig.
4.8. Anwendung
Die Anwendung besteht aus zwei Komponenten auf der Apple Watch. Eine native No-
tification und eine auf der Uhr installierte und ausgefu¨hrte Anwendung (siehe 3.6.3). In
Abbildung 4.6 finden sich Bilder der Anwendung auf der Uhr. Dies sind Screenshots,
die mit Hilfe einer Bildbearbeitungssoftware eingefu¨gt wurden. Diese Bilder ko¨nnen ein
Gefu¨hl fu¨r die echte Anwendung auf der Uhr vermitteln.
4.8.1. Notification
Die Notification bringt die Uhr zum Zeitpunkt der geplanten Medikamenteneinnahme
zum Vibrieren und la¨sst optional einen Ton erklingen. Dies fu¨hrt dazu, dass der Anwen-
der auf die Uhr blickt und an die bevorstehende Medikamenteneinnahme erinnert wird.
Die Notification wurde daraufhin optimiert, sodass eine große graphische Repra¨sentation
des Medikaments angezeigt wird. Dem Nutzer wird so die Wiedererkennung des Medika-
ments erleichtert (siehe 4.3). Neben dem Medikamentennamen wird auch die Dosierung
des Medikaments dargestellt. Mit nur einer Aktion wird dem Nutzer ermo¨glicht, die Me-
dikamenteneinnahme zu besta¨tigen oder sie zu verschieben. Die Notification ist darauf
ausgelegt, eine sehr schnelle Interaktion zu ermo¨glichen, damit der Nutzer nicht la¨nger
als 10 Sekunden mit der Uhr interagieren muss (siehe 4.3). Diese Zeit fu¨hrt sich auf die
Studie ”Smartwatch in vivo” [24] zuru¨ck.
Diese Erweiterung der Notification mit dem Bild des Medikaments wird jedoch vom Sys-
tem geregelt. Dauert das Rendern der Notification zu lange, stellt das System eine reine
Textdarstellung der Notification dar. Dies fu¨hrt zu einem gewaltigen Informationsverlust.
Als Anwendungsentwickler hat man nur die Option, seine Notification mit bestmo¨glicher
Geschwindigkeit zu rendern, um eine Textdarstellung zu vermeiden. Das System bietet
jedoch keine Garantie fu¨r eine erweiterte Darstellung der Notification. Dies kann im Ex-
tremfall zu Verwirrungen des Nutzers fu¨hren.
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Abbildung 4.3.: Notification fu¨r ein Medikament
Die Notification sind ungeeignet, wenn es darum geht, mehrere Datenpunkte gleichzeitig
darzustellen. Wenn also mehrere Medikamente in einer Notification angezeigt werden,
so verliert man die U¨bersicht. In der konkreten Realisierung der Arbeit wurde deswegen
vorerst nur ein Medikament pro Notification dargestellt.
4.8.2. Native Anwendung
Neben der Notification gibt es noch eine native App. Diese la¨uft auf der Uhr und stellt
eine Liste der Medikamente des aktuellen Tages dar. Die App muss aktiv vom Nutzer ge-
startet werden. Der Nutzer muss also auf die Digital Crown dru¨cken und dann die App aus
der U¨bersicht wa¨hlen. In Abbildung 4.4 wird ein Medikament aus der Liste ausgewa¨hlt.
Nachdem man ein Medikament ausgewa¨hlt hat, bekommt man in einer Detailansicht das
Medikament zu sehen. Nun kann das Medikament als genommen oder nicht genommen
markiert werden. Ein visuelles Feedback (gru¨ner Haken) zur Einnahme zeigt dem Nut-
zer seine Aktionen an. Von der Detailansicht aus ist es auch mo¨glich, ein Medikament
zur spa¨teren Einnahme zu markieren. Hier hat der Anwender die Mo¨glichkeit, aus vor-
definierten Zeiten auszuwa¨hlen oder eine eigene Zeit zu bestimmen. Um die gewa¨hlte




Abbildung 4.4.: Native Anwendung: Interface zum Wa¨hlen eines Medikaments (oben
links). Medikament als genommen besta¨tigen (oben rechts). Medikament
ist als genommen markiert (unten links). Medikament ist in der U¨bersicht
als genommen markiert(unten rechts)
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Abbildung 4.5.: Native Anwendung: Interface zum Verschieben eines Medikaments
(oben links). Zeitdauer fu¨r das Verschieben wa¨hlen (oben rechts). Eigene
Zeitdauer auswa¨hlen (unten links). Medikament ist in der U¨bersicht als
verschoben markiert (unten rechts)
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Das ausfu¨hrbare Projekt la¨sst sich von Github unter der URL [23] auschecken. So kann es
kompiliert und getestet werden. Die hierzu beno¨tigten Werkzeuge sind in 4.1 zu finden.
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5. Evaluation
In Kapitel 5 werden die erarbeiteten Ergebnisse mit Probanden der Zielgruppe evaluiert.
Hier werden Sta¨rken und Schwa¨chen des erstellten Konzepts sichtbar.
5.1. Evaluation
Die Evaluierung des Prototyps soll ein quantifiziertes Ergebnis liefern, anhand dessen
Schwachstellen aufgezeigt werden sollen. Diese Schwachstellen werden mit der na¨chsten
Iteration der Software ausgebessert.
5.1.1. Zielgruppe der Evaluation
Bei der Zielgruppe fu¨r die Evaluation handelt es sich um Menschen, deren Alltag von
Medikamenteneinnahmen gepra¨gt ist. Es sollten Menschen mit wenig oder keinen Vor-
kenntnissen mit touchscreen-basierten Gera¨ten sein. Patienten fortgeschrittenen Alters,
die sich stationa¨r im Krankenhaus aufhalten, eignen sich gut. Diese nehmen in der Regel
Medikamente und haben viel freie Zeit wa¨hrend des Aufenthaltes im Krankenhaus fu¨r
eine Befragung.
5.1.2. Vorgehen
Im ersten Schritt wird dem Probanden die Apple Watch gezeigt und die dahinterliegende
Technologie erkla¨rt, um Neugier bei dem Patienten zu wecken. Nun ko¨nnen die Patienten
die Uhr selbststa¨ndig anlegen. Im zweiten Schritt wird eine Notification, die eine Vibra-
tion auslo¨st, gestartet. Die Patienten mu¨ssen die Vibration spu¨ren und dann auf die Uhr
schauen. Dort sollen sie den Bildschirminhalt wiedergeben. Haben sie diese Aufgabe er-
folgreich gelo¨st, so mu¨ssen sie die Benachrichtigung besta¨tigen, also auf den Button mit
der Aufschrift ”Genommen “(siehe 4.3) tippen.
In Schritt Drei mu¨ssen die Patienten den App-Bildschirm durch Dru¨cken auf die Digital
Crown aufrufen, um dort die Mediwatch App zu o¨ffnen. Wenn die App geo¨ffnet ist, soll
ein Medikament ausgewa¨hlt werden und dessen Einnahmezeitpunkt um eine definierte





Fu¨r die Evaluation werden zwei Fragebo¨gen genutzt. Einmal AttrakDiff [7], welcher die
subjektive Wahrnehmung der Bedienbarkeit und das Aussehen des Prototyps erfragt. Es
handelt sich um einen standardisierten Fragebogen und eine standardisierte Auswertungs-
methode. Da dieser Fragebogen keine Antworten u¨ber Funktionen des Prototyps gibt, ist
es no¨tig, einen zweiten Fragebogen zu erstellen. Dieser erfragt die Situation, also den
Kontext, in dem sich der Anwender befindet und die daraus folgenden Anspru¨che an den
Prototyp. So sollen fehlende Funktionen oder Fehler in der Analyse aufgedeckt werden.
Die Fragen sind im Anhang zu finden. Die Erfassung der Fragen wird mit Limesurvey [1]
in Version 2.05 durchgefu¨hrt. Da sich Limesurvey selbst hosten la¨sst, bleiben die erfrag-
ten Daten auf einem sicheren Hochschulserver und werden nicht bei Drittanbietern ge-
speichert.
5.1.4. Methodik - Thinking Aloud
Die Thinking Aloud nach Nielsen [18] beschreibt eineMethode zur Feedback-Gewinnung
von Software. Probanden werden aufgefordert, wa¨hrend der Nutzung der Software und
deren Nutzungsschnittstelle ihre Gedanken laut auszusprechen. Hierfu¨r sind passende
Probanden zu finden, die jeweils eine vorgegebene Aufgabe mit der Software ausfu¨hren
(siehe 5.1.2).
Die Vorteile dieser Methode liegen auf der Hand. Sie ist sehr gu¨nstig da, keinerlei Gera¨te
verwendet werden. Auch muss sie nicht in einem Labor durchgefu¨hrt werden. Es ist so-
gar von Vorteil, die Anwendung im u¨blichen Benutzungskontext zu testen. Meist reicht
schon eine kleine Anzahl an Probanden, um ein deutliches Feedback zu bekommen. Die
Methodik erweist sich als sehr robust, da kaum Fehler bei der Durchfu¨hrung gemacht
werden ko¨nnen. Die Methode kann zu jedem Zeitpunkt im Entwicklungsprozess einge-
setzt werden. So eignet sie sich sehr gut fu¨r agile Prozesse, bei denen Projektteile flexi-
bel getestet werden sollen. Durch die niedrige Barriere zur Durchfu¨hrung ko¨nnen auch
Softwareentwickler oder Manager diesen Prozess beiwohnen und erhalten dadurch sehr
schnell Feedback. Da dieses Feedback sehr perso¨nlich ist wird es sta¨rker von den Testern
aufgenommen als Ergebnisse, die reine Zahlen auf Papier sind.
Da die meisten Menschen nicht gewohnt sind, Selbstgespra¨che zu fu¨hren, sollte darauf
geachtet werden, den Probanden immer im Redefluss zu halten. Zudem kann es fu¨r den
Durchfu¨hrenden schwierig sein, zwischen unwichtigen und wichtigen Aussagen des Pro-
banden zu unterscheiden. Der Durchfu¨hrende muss darauf achten, dass er mit der Anwei-
sung den Probanden nicht beeinflusst und so das Ergebnis verfa¨lscht.
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5.2. Durchfu¨hrung der Evaluation
Die Befragung wurde im Kreiskrankenhaus Mosbach unter Aufsicht der leitenden A¨rztin
Frau Flohr durchgefu¨hrt. Die Patienten befanden sich stationa¨r in der geriatrischen Re-
habilitationsklinik. Es haben insgesamt elf Patienten an der Befragung teilgenommen.
Davon waren sieben weiblich und vier ma¨nnlich. Alle waren im Alter zwischen 70 und
85.
5.2.1. Befragung der Patienten
Die Befragung in der Zielgruppe verlief sehr schwierig und nicht wie geplant. Der ers-
te Schritt der Befragung klappte bei fast allen Probanden sehr gut. So erkannten sie die
Notification mit der einhergehenden Vibration. Der Bildschirminhalt wurde von fast allen
Patienten als versta¨ndlich geschildert. Das darauf folgende Besta¨tigen einer Notificati-
on verlief zu großen Teilen schlecht. Die Patienten konnten die Buttons zum Besta¨tigen
nicht treffen, da bei ihnen die Feinmotorik eingeschra¨nkt war. Das O¨ffnen einer App ist
aufgrund der reduzierten Feinmotorik ebenfalls nicht mo¨glich. Die App-Icons sind zu
klein und werden nicht getroffen. Das O¨ffnen der Anwendung wurde bei allen Patienten
nicht erreicht.
5.2.2. Auswertung - Ergebnis
Der Fragebogen AttrakDiff ist in dieser Zielgruppe nicht praktikabel. Eine sehr genaue
Unterscheidung zwischen den Begrifflichkeiten, die der AttrakDiff abfragt, ist fu¨r die
Zielgruppe nicht mo¨glich. Dies fa¨llt auf, wennmanmit den Probanden spricht. Sie schwei-
fen oft ab und man ist nicht in der Lage ihre Aussagen zu erfassen. Direkte Fragen, die
den Alltag der Probanden betreffen, werden zuverla¨ssig beantwortet. Schwierigkeiten,
die die Patienten mit der Medikamenteneinnahme haben, werden nicht zugegeben bzw.
heruntergespielt. Die Befragungen wurden deswegen auf eine Thinking Aloud Metho-
de (5.1.4) umgestellt. Leider sind die Ergebnisse so nicht mehr quantifizierbar, jedoch
sind aus den Aussagen der Patienten und den Beobachtungen gute Schlussfolgerungen
mo¨glich. Auch der zweite Fragebogen zu den Funktionen und deren Nutzungskontext
wurde nicht verwendet. Hier wurde versucht, wa¨hrend des Gespra¨chs mehr Einblick in
das Leben der Probanden zu erhalten. Probanden erza¨hlen gerne u¨ber ihr Leben und su-
chen eher das perso¨nliche Gespra¨ch. Daraus geht hervor, dass die Patienten mit großer
U¨bereinstimmung keinen Internetanschluss besitzen. Dies schließt entfernte Aktualisie-
rungen des Medikationsplans und Einnahmebesta¨tigungen des Patienten fu¨r den Arzt aus.
Missgefallen a¨ußern die weiblichen Patientinnen u¨ber die Gro¨ße und das Aussehen der
Uhr. Eine Uhr muss dem Geschmack der Patientin entsprechen. Hierbei spielt die Gro¨ße
wie auch das Aussehen der Uhr eine Rolle. Bei der Beschreibung von anderen modi-
schen Farben der Uhr oder der Armba¨nder zeigen sie sich interessiert. Ein Großteil der
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Patienten sieht jedoch ein, dass sie aufgrund ihrer Sehschwa¨che die große Uhr (42mm)
beno¨tigen. Die große Uhr wird im Gegenzug als zu groß beschrieben. Die meisten Pati-
enten haben keine Probleme die Schrift zu lesen. Meist nehmen sie ihre Brille zur Hilfe,
die im Krankenhaus natu¨rlich immer griffbereit ist. Nur bei einem kleinen Teil kommt es
vor, dass sie den Text auf dem Display auch mit Brille nicht lesen ko¨nnen. Das gro¨ßte
Problem ist jedoch die schon erwa¨hnte Einschra¨nkung der Feinmotorik. So ko¨nnen die
Probanden die Uhr nicht wirklich aktiv bedienen, sondern reagieren nur auf die Vibration
am Handgelenk. Dies fu¨hrt zu einer Hilflosigkeit gegenu¨ber der Technik der Uhr. Eine
genaue Auflistung der Probleme findet sich in 5.1
5.2.3. Auswertung des Fragebogens zum Nutzungskontext
Der Fragebogen zum Nutzungskontext wurde im Laufe des Gespra¨chs oder im Nachgang
des Thinking Alouds besprochen. Die Aussagen waren jedoch oft nicht erkennbar, also
handelt es sich eher um eine Einscha¨tzung, als um Antworten. Das Ergebnis ist in 5.1
graphisch dargestellt.
5.3. Probleme bei der Evaluation
Die Zielgruppe im Alter zwischen 70 und 85 erwies sich als schwierig. Eine bessere Vor-
bereitung auf diese Gruppe von Menschen wa¨re von Vorteil gewesen. Die Fragen, die
gepru¨ft werden, sollten auf eine minimale Anzahl reduziert werden. Es ist eher wichtig,
eine perso¨nliche Verbindung zum Befragten am Anfang des Gespra¨chs aufzubauen. Kon-
frontiert man sie gleich mit einer großen Anzahl an Fragen, verunsichert man sie. Auch
sollte man hierbei geduldig sein und perso¨nliche Themen aufgreifen. Die Befragten stehen
anfangs einer Befragung eher skeptisch gegenu¨ber. Diese Skepsis gilt es zu u¨berwinden.
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Tabelle 5.1.: Probleme und mo¨gliche Lo¨sungen des Smartwatch Prototyps












Buttons werden nicht getrof-
fen oder falsche Aktionen
werden ausgelo¨st
große haptische Kno¨pfe in die
Hardware integrieren, die gut
dru¨ckbar sind
Vibration zu leicht Vibration wird nicht gespu¨rt
und Medikament wird ver-
gessen
Sta¨rkere Vibration, lauten
Ton dazu abspielen, starkes
optisches Feedback (grelles
Blinken)
Nur mit Brille lesbar Benachrichtigung wird er-
kannt, bis jedoch die Brille
im Haushalt gefunden, ist die
Medikation schon vergessen
oder die Uhr hat die Benach-
richtigung zuru¨ckgestellt
Gro¨ßere Schrift, die auch oh-




Uhr wird morgens nicht gerne
angezogen, bleibt liegen und
Patient bekommt keine Be-
nachrichtigungen
Verzicht auf Standard Sport-
Band und dafu¨r Armba¨nder,
die leicht anzuziehen sind,
verwenden. Viele Patienten
tragen dehnbare Ba¨nder ohne
Verschluss
Uhr ist una¨sthetisch Patient tra¨gt die Uhr nicht und
wird so nicht an die Medika-
mente erinnert
Keine Standard Uhren kau-
fen, sondern den Patienten die
Farbe und Form der Uhr und




Abbildung 5.1.: Ergebnis des Fragebogens fu¨r den Nutzungskontext
Tragen eine Uhr im Alltag Besitzen einen Computer und Internetanschluss
Finden die Idee gut Haben Probleme Medikamente rechtzeitig zu nehmen
Wissen welche Medikamente sie nehmen Erkennen Medikamente an Form u. Farbe



















6. Zusammenfassung und Ausblick
6.1. Zusammenfassung
Ziel der Arbeit war es, die Akzeptanz eines Systems zur Erinnerung an Medikamenten-
einnahme zu testen. Als Methode wurde eine Patientenbefragung verwendet. Patienten
stehen dem Tragen einer Uhr am Handgelenk positiv gegenu¨ber. Ob sie jetzt digital oder
analog ist, ist nebensa¨chlich. Aus diesen Gru¨nden ist die Uhr ein ideales Gera¨t zur Erin-
nerung von Medikamenten. Die Apple Watch mit ihrer touchscreen-basierten Navigation
stellt fu¨r die getestete Zielgruppe eine große Herausforderung dar. Reduzierte feinmoto-
rische Fa¨higkeiten erschweren den Patienten die Interaktion mit der Uhr. Auch Vibration
und Gera¨uschwiedergabe sind zu schwach und ko¨nnen ha¨ufig nicht wahrgenommen wer-
den. Das a¨sthetische Aussehen der Uhr ist nicht zu vernachla¨ssigen, da eine Uhr oft als
eine Art Schmuck getragen wird. So tra¨gt die Farbe, Form und Gro¨ße zur Akzeptanz der
Uhr bei. Findet der Patient die Uhr unscho¨n/unmodisch, so wird er sie nicht tragen und
schlimmstenfalls seine Medikamente vergessen.
Da Smartwatches noch keine große Verbreitung haben, sind auch die Werkzeuge zur Um-
setzung von Anwendungen begrenzt. Es gibt keine Werkzeuge zur Erstellung interakti-
ver Prototypen, die auf der Uhr ausfu¨hrbar sind. Ein Prototyp kann ausschließlich unter
Verwendung von Code erstellt werden. So vermehrt sich der Aufwand fu¨r schnelles ite-
ratives Vorgehen. Das watchOS SDK von Apple bietet eine relativ u¨bersichtliche Schnitt-
stelle. Die Schnittstellen ermo¨glichen es komplexere Anwendungen zu erstellen. Diese
sind jedoch in manchen Anwendungsgebieten noch limitiert. Da es sich um die erste
Gera¨te-Generation handelt, muss abgewartet werden mit welchen Leistungsverbesserun-
gen weitere Generationen nachgeru¨stet werden, um die Uhr zu einem wirklich nu¨tzlichen
Werkzeug zu machen. Das Potential zu einem guten Nutzen zeigt die erste Generation
auf, jedoch ist sie an manchen Stellen (Geschwindigkeit, lange Wartezeiten) noch nicht
ausgereift.
Apples neue Programmiersprache Swift, die zur Implementierung genutzt wurde, bietet
Konzepte moderner Programmiersprachen. Diese Konzepte unterstu¨tzen den Entwickler
meist schon zur Compilezeit. Dies fu¨hrt zu einer fru¨hen Fehlererkennung. Durch diese
Spracheigenschaften, wie Optionals (3.4.2), die Sicherheit in der Modellierung geben,
oder Closures und First Class Functions (3.4.2), die Konzepte funktionaler Programmie-
rung bereitstellen, eignet sich Swift sehr gut als Lehrsprache. Dadurch, dass Swift unter





Mit den gewonnenen Ergebnissen kann dieses Projekt in unterschiedlichen Thematiken
neu ausgerichtet werden.
Projektziele
Die Uhr als Hilfsmittel im Alltag zeigt gute Ansa¨tze auf und ist in der Zukunft weiter zu
verfolgen. Wichtig hierbei ist, dass die Uhr als solches bestehen bleibt und nicht durch
einen großen unscho¨nen Kasten am Handgelenk ersetzt wird, damit die Nutzer nicht die
Lust am Tragen verlieren.
Zielgruppe
Die Zielgruppe sollte u¨ber mehr Erfahrung mit digitalen Gera¨ten verfu¨gen. Der Einsatz
der Uhr bei Kindern und Jugendlichen im Alter ab 12 Jahren ist denkbar. Diese ko¨nnten
bei ihrer Therapie unterstu¨tzt und durch die moderne Technik, mit der sie aufgewach-
sen sind, motiviert werden, Medikamente zeitgerecht einzunehmen. Auch Erwachsene,
die den Umgang mit moderner Informationstechnologie gewohnt sind, jedoch Schwierig-
keiten mit der regelma¨ßigen Einnahme von Medikamenten haben, wu¨rden sich als Ziel-
gruppe eignen. Bei diesen Nutzern ko¨nnte man die Medikation mit mehr Informationen
erweitern, um ihnen den Mehrwert und Grund der Medikation zu erla¨utern. Dies ko¨nnte
ebenfalls zu einer erho¨hten Motivation fu¨hren.
Technische Mo¨glichkeiten
Nachdem die Defizite mit der Bedienbarkeit durch die Evaluation entdeckt wurden, ergab
die Recherche, dass die watchOS Plattform u¨ber Funktionen der Accessibility verfu¨gt [8].
Damit ist es mo¨glich, Nutzungs-Erleichterungen fu¨r Menschen mit ko¨rperlichen Ein-
schra¨nkungen zu schaffen. So kann mit DynamicType, also einer dynamischen Schrift-
gro¨ße in der App, die Lesbarkeit verbessert werden. Der Nutzer kann so seine eigene
Schriftgro¨ße wa¨hlen. Auch die Navigation zum O¨ffnen von Anwendungen wird mit Ac-
cessibility Einstellungen verbessert.
Eine AppleWatch Complication (siehe 3.6.3) wa¨re eine gute Erweiterung, um demNutzer
ohne eine Interaktion zu zeigen, welche Medikamente zu nehmen sind. Sie wu¨rde auf der
Uhr neben der Uhrzeit platziert werden. So erkennt der Nutzer, wenn er auf die Uhr sieht,
nebenbei auch gleich den Stand der Medikamenteneinnahme.
Der Anschluss an das PITA Backend stellt keine große Herausforderung da. iOS und
watchOS bieten gute Schnittstellen zur Integration des Systems. So kann die Uhr direkt
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nach Besta¨tigung der Einnahme eine Nachricht an das System senden und somit den Arzt
informieren.
Zum Ende dieser Arbeit ku¨ndigte Apple mit CareKit [11] ein interessantes Framework fu¨r
den Einsatz mit Patienten an. Bei CareKit handelt es sich um ein OpenSource Framework,
welches Entwicklern helfen soll, Gesundheitsdaten von Nutzer zu verarbeiten. Patienten
sollen ihr Befinden und ihre Medikamente in solche Apps eintragen. Das Framework
unterstu¨tzt dann die Weiterverarbeitung. Die Daten ko¨nnen auch sicher mit dem Arzt
geteilt werden. Apple legt bei diesem Framework sehr viel Wert auf Datenschutz. Es ist
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1. Tragen Sie eine Uhr im Alltag?
Jaa) Neinb)
2. Wa¨ren Sie bereit eine digitale Computeruhr zu tragen?
Jaa) Neinb)
3. Finden Sie die Idee gut, von der Uhr an Ihre Medikamenteneinnahme erinnert zu
werden?
Jaa) Neinb)
4. Finden Sie die Idee gut, von der Uhr an ihre genauen Medikamente erinnert zu
werden?
Jaa) Neinb)
5. Wie viele Medikamente nehmen Sie ta¨glich?
EinMedikamenta) Mehr als dreib) Mehr als fu¨nfc) Mehr als achtd)
6. Haben Sie Probleme, Ihre Medikamente rechtzeitig zu nehmen?
Jaa) Neinb)
7. Wissen Sie welche Medikamente Sie nehmen?
Jaa) Neinb)
8. Ko¨nnen Sie die Medikamente an Form und Farbe unterscheiden?
Jaa) Neinb)
9. Haben Sie einen Internetzugang zu Hause?
Jaa) Neinb)
10. Benutzen Sie einen Computer?
Jaa) Neinb)




12. Wu¨rden Sie die Erinnerung an die Medikamente mit der Uhr nutzen?
Jaa) Neinb)
13. Welche Funktionen fehlen, die Sie als wichtig ersehen?
14. Gibt es Funktionen, die Sie fu¨r unwichtig halten?
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