Abstract-Radio Frequency Identification (RFID) based system are expected to be deployed in a considerable manner in the near future. One of the crucial requirements for such vast deployment is the need for a scalable, robust and a in-complex software system to interface various RFID hardware with the RFID applications.
Figure 1. RFID System Blocks
In this paper, we present the design of SmartRF -an RFID Middleware supported with an generic application framework, which would facilitate the development of various kinds of RFID based application. We have used this subsystem for developing several integrated RFID systems. We discuss two such applications, electronic file tracking and postal article tracking.
The rest of the paper is organized as follows. In Section 2, we talk about some related work on RFID applications and middleware. In section 3, we present our system design. In section 4, we describe the implementation of our system. In section 5 we present two case studies developed with our system and discuss the results. Finally we conclude this paper in section 6.
II. RELATED WORK
RFID provides an efficient way of automatically identifying objects. This property of the RFID devices has enabled it to be used in many applications concerning identification. Some institutions where RFID is being extensively deployed are Walmart [29] , Speedpass [10] , Postal System of various countries [23] , toll collection at highways [4] , animal tracking [11] , library management [5] etc. A number of pilot projects like construction tool tracking [16] pertaining to tracking of construction tools, Mobile healthcare service system [22] used to track people inside and outside a hospital have all been implemented successfully. One of the most widely used application is the access control systems, where RFID based plastic cards are used to identify and authenticate the card-holder's entry to the facility. The RFID systems are extensively used in the warehouses and stores for the supply chain management, inventory management and movement management. This has led to huge increase in the efficiency of the warehouse operations and keeping the optimum inventory in the stores.
RFID applications are typically different from each other and have very different requirements in terms of the hardware. They apply different logic to make sense out of incoming RFID data from the tags. There has not been much effort to build a generic framework to fulfill these requirements. There are some middlewares available in the commercial and research domain which try to provide an environment for the application development. The middleware for commercial usage is available from vendors like Sun [18] , Oracle [21] , i-Konect [17] among others. In the research domain WinRFID [26] from University of California, LA (UCLA) and Accada [13] from ETH, Zurich are some of the available middleware.
The existing middleware solutions are mostly technology and protocol dependent. This makes it difficult to develop applications independent of technology and protocol. These middleware solutions do not allow the application to configure part of the reader making them inflexible. The proprietary middleware solutions are costly, bulky, non-portable and heavily dependent on the support software. In our proposed design, we present a middleware which provides the application with a device-neutral and technology-independent view of the RFID hardware. The design provides the application a flexibility to interact with one or more readers or even part of a reader. The modular and layered design allows development and integration of new features with little effort.
III. SYSTEM DESIGN OVERVIEW
The system design for our application is a three tier architecture (figure 2) with applications, middleware (SmartRF) and RFID hardware. The RFID hardware represents the collection of readers and tags. The middleware (SmartRF) is a software component which provides the RFID applications with a device independent interface to access the RFID hardware. The RFID applications are independent softwares which use the services of SmartRF for various consumer requirements. These applications may be developed using a generic application framework. This framework uses a device independent visualization of the RFID hardware provided by SmartRF to build these applications.
The RFID readers generally connect to multiple antennae connected to it. These antennae may be placed in groups at different locations for tracking purposes. A group of antennae at one tracking point may belong to single or multiple readers. There may also be readers whose antennae are part of various groups allowing a single reader to be a part of multiple tracking points. SmartRF renders this functionality by introducing the notion of channels which allow us to combine multiple reader-antenna pairs. The channel is a virtualization of a tracking point and is used to associate multiple reader-antenna pairs to the tracking point.
A. SmartRF -The Middleware
SmartRF has a novel design which provides the application a device neutral, protocol and platform independent interface. It incorporates three subsystems -Hardware abstraction layer, Event and data management layer and Application abstraction layer. The Device Management Module is responsible for dynamic loading and unloading of the driver libraries depending upon the usage of the hardware devices. This allows the system to be light weight as only the required libraries are loaded. This layer configures the devices for various operations as specified by the upper layers. It is also responsible for monitoring and reporting the device status.
2) Event and Data Management Layer (EDML): This layer manages various reader-level operations such as reading tags and handles reader notifications such as devicedisconnected, tag-write-failures, etc. The EDML layer acts as a conduit between the hardware abstraction layer (HAL) and the application abstraction layer (AAL). It accepts commands from AAL, processes them and accordingly issues commands to the HAL. Similarly, the responses are carried from the HAL, processed and passed on to the AAL by this layer.
This layer acts as an temporary storage for incoming data from the reader. It processes the data by filtering and duplicate removal.
Filtering: There are cases where applications needs only specific tag-IDs to be reported. Filtering provides this functionality by selective reporting of the tag data. As tags are viewed as a stream of bytes, the filter values provided by the application are in the form of consecutive bytes. This offers flexibility in handling multiple tag-data formats.
Duplicate Removal: Tags in the vicinity of the readers are read continuously. This results in large amount of repeated data from the readers. Duplicate removal is a feature provided by SmartRF, to prevent reporting of duplicate data. It is characterized by a time value specified by the application. Same tag data read by the reader within the specified time duration is only reported once.
3) Application Abstraction Layer (AAL): The Application abstraction layer (AAL) provides various applications with an interface to the RFID hardware. The interface is a set of functions through which the applications use services of the SmartRF. All the application level operations such as read, write, are interpreted and translated to the lower layers of the SmartRF by the AAL.
The AAL provides an abstraction of the hardware as data streams and channels (figure 3).
Data Streams -An RFID reader typically connects to multiple antennae. A tag might be seen by one or more antennae depending upon the air interface and tag illumination. SmartRF therefore defines the concept of data stream as a reader-antenna pair. The number of data streams for a reader is equal to the number of antennae connected to it. Thus, every data stream acts as an independent source of data received by the middleware from the reader. SmartRF exposes to the applications all the available data streams. For example, in a system with two readers R 1 and R 2 with antennae A 10 , A 11 , A 12 , A 13 and A 20 , A 21 , A 22 connected to them respectively, SmartRF will provide the following data streams (
Some RFID readers have a physical constraint preventing the use of a single antenna to transmit and receive the RF signal. Such readers use different antennae to transmit and receive the RF signals. This puts a limitation on the usage of a single antenna as an independent data source. This limitation is incorporated in SmartRF by introducing the concept of 'Association'. This concept forces the dependent antennae (transmitter and receiver) to be grouped together forming a single data stream. Such a grouping may be based on illuminator and communicator or any other related pairing. For example in the figure 3 antennae A 12 , A 13 are associated and thus are a part of a single data stream.
Channels -The channels are representation of an RFID gate that incorporates one or more RFID reader-antenna pairs. A channel is a logical grouping of different data streams. Applications define channels by grouping data streams as per their requirements. For example, if a door has two antennae placed orthogonally, the channel will be defined to incorporate both of these data streams. The multiple data streams in a channel may belong to same or different readers. Once a data stream is selected as a part of a channel, it cannot be used further by other channels, until the channel is destroyed. An application can create any number of channels as long as there are data streams available.
During the creation of a channel, if the selected antenna is a part of an association, then the other associated antennae are automatically pulled in as a part of the same channel.
An example of channels and data streams is given in figure  3 . In the figure, R 1 and R 2 are the readers and A 10 , A 11 , A 12 , A 13 and A 20 , A 21 , A 22 are the antennae connected to these readers respectively. In this example, four channels C1, C2, C3, C4 are created here. Channel C1 and C3 have two data streams each, whereas channel C2 and C4 have one data stream each. The concept of association is shown by channel C2. Here, antennae A 12 and A 13 are part of an association. Thus when A 12 or A 13 is selected as part of a channel, the other associated antenna is automatically selected as a part of the same channel.
SmartRF handles all communications such as creation, deletion, read, write at the level of a channel using the Channel Handle. The channels are however independent of the type and nature of the applications connected to it. This Some of the functions which are available to the application are the following.
• CreateChannel -CreateChannel function specifies a list of reader-antenna pairs to be grouped together in a single channel. A handle identifying the channel is returned to the application for further communication. This call translates down to EDML, where SmartRF keeps a mapping of the channel and the corresponding readerantenna pairs. The EDML is responsible for aggregating tag-data from the reader-antenna pairs belonging to a single channel.
• Read_data -Read_data function reads the data from the channel. SmartRF replies back with the tag data buffered for the specified channel by the EDML. This function call supports blocking as well as non-blocking read operations. In the case of a blocking call, SmartRF replies to the application with tag data for that channel. If the tag data is not available the function waits for that to become available. In the non-blocking call, the Read_data replies to the application immediately with data or a status indicating that data is not available.
• Destroy_channel -Destroy_channel function deletes the channel specified by the application. All the readerantenna pairs associated with this channel are subsequently made available for grouping into a channel.
• Configure_channel -Configure channel function configures various channel specific parameters like filter masks, time window for duplicate removal and data aggregation specification.
• Write_data -Write_data function writes data to the specified channel. SmartRF translates this call to a tagwrite command. This is done by identifying the tag to be written and then writing the required data to the tag. In the case of multiple tags being identified the Write_data proceeds without writing data to the tags.
B. Application Framework
The application framework defines a generic way to build various RFID applications supported by the SmartRF. These applications can be categorized based on their requirements.
The set of applications based on asset tracking, movement tracking and supply chain management require logic built in the application design. These kind of applications identify items based on certain user-defined events. For example, consider an RFID application to track the movement of items entering and leaving the warehouse. This warehouse has multiple gates each of which could be used to enter or leave the warehouse. In this case, the application would require a logic to determine the entry or exit of an item based on the tag read by the RFID antennae placed at these gates. One such logic is that, if the item is read by any of the antennae for the first time, it is recorded as an entry and if a previously read tag is read the second time it is considered an exit. This would involve analysis and processing of the tag data. There are many such applications which require complex data analysis. This processing gets complicated considering the fact that spurious reads and read-misses are also possible in the system.
The other set of applications like item theft management, access control does not require significant processing or analysis of the tag data, as they only log the tag-ID read by the RFID reader. For example, consider an RFID application for a departmental store which needs to record all the items which have left the store. This is easily done by placing an RFID reader at the exit of the store. This reader records the items and reports them to the application. The application just displays or stores this information.
The third set of applications, such as library management, toll collection require the tag data to be read, analyzed and written back. For example, consider an RFID application for library management. Every student is issued a RFID tagged library card which stores information of the books borrowed by him. When a student requests to borrow a book, his card is first checked if he is permitted to borrow. Depending on the permissions, the application updates the card, the internal database or rejects the request. These applications require to support read and write operations to various memories in the tag.
The framework described here, with the help of SmartRF as the underlying middleware, grants ability to develop applications catering to all the sets. The logic involved in complex analysis of the data can be easily provided using this framework. The framework builds over the concept of data streams and channels to define application specific events. For example, in an application to track the items entering into a warehouse, 'Entry to the warehouse' is an event which signifies the entry of the item into the warehouse. These events are characterized by regular expressions where the alphabet denote the channels. The string accepted by this regular expression specifies that a tag data has been read in the channel order as specified in the expression. This acceptance of the string signifies occurrence of the event, defined by the regular expression. For example, we have a system with channels C1, C2, C3, C4 and C5 are configured by an application. Events E1 and E2 are defined as
The event E1 is reported whenever a tag is read by the channel C1 or C2 followed by multiple or no reads by channel C3. Similarly the event E2, is reported when a tag is read one or more times by the channel C4, followed by channel C5. A capability to define events in such format allows an application developer to infuse intelligence into the application and thus build complex applications with little effort. An RFID hardware does not guarantee 100% reliability in reading of the tags. Many a times this leads to read misses by channels and thus, affecting the robustness and reliability of the system. This shortcoming is handled by the framework using the event specification defined by regular expressions. This improves the performance and efficiency of the system as it can accept strings having read misses by some channels. A detailed example of the event definitions is provided in table I. In this example, C1, C2, C3, C4, C5, C6 and C7 are the channels defined by the RFID system. Two events, 'Entry by Gate 1' and 'Exit by Gate 2' are defined by specifying regular expressions. The accepted strings list some of the channel read orders of tag. In the case of event 'Entry by Gate 1' both strings "C1C3C4" and "C1C4" record the event even though in the second string has a read miss by channel C3,. Similarly the strings "C6C7" and "C5C6" identify the event 'Exit by Gate 2' in-spite of read misses by channels C5 and C7 respectively. The algorithm to implement this is similar to dictionary based search and correction of spellings. Entry from Gate 1 (C1|C2) C3 C4 "C1C3C4", "C1C4", "C2C4" Exit from Gate 2 (C5 C6C7 ) "C6", "C6C7", "C5C6"
IV. IMPLEMENTATION
SmartRF -The RFID middleware is an open-source and platform-independent middleware. It is designed to have a Client-Server architecture, where the client (applications) and server (middleware) communication takes place via sockets and data objects (DER encoded ASN.1 [19] structure). SmartRF implements a multi-threaded model. These threads internally use shared memory for communication. The initial middleware configuration (figure 4) is defined in an XML format. This file specifies the reader specific parameters such as the Reader Manufacturers name, host-side interface parameters (COM port, IP address), antenna information (id, port information), antenna associations, driver library files (.dll / .so) and reader supported protocols.
In the Client-Server architecture of SmartRF, a thread keeps waiting for incoming connections from applications. When an application connects to SmartRF, a thread is spawned to service the application requests. On creation of a channel by this application, another thread is created which services this channel. Thus, for every channel created by applications, a dedicated thread is spawned by SmartRF. Every channel is assigned a buffer which stores channel specific data. On a read request from a channel, data is returned from this channel buffer. SmartRF creates a dedicated thread for each reader connected to the system. This thread is responsible for reading data from the reader. It then analysis the data, and depending upon the data streamchannel mapping writes data to the specific channel buffer.
The application can communicate with SmartRF synchronously or asynchronously. In synchronous communication, the application makes a request to SmartRF and then waits infinitely for a response. During this wait the application does not service the user. In asynchronous communication, the application continues its operation without waiting for a response from SmartRF. It spawns a thread which waits for the response. This thread now communicates synchronously with SmartRF.
The application framework specifies the regular expressions using the client configuration GUI or through an XML file.
V. CASE STUDIES

A. Electronic File Tracking
In most offices, paper/plastic files and folders are used to keep records and to communicate among various departments. For example, consider an office scenario having various departments spanning over same or different locations. The movement of files is carried out by a person when the departments are in a close locality, otherwise a courier or mail service is used for this purpose. The person uses a log book to record the arrival or dispatch of files through various departments. The entry in the log book is made by the concerned person receiving the file. This process of manual entry into the log book is an error prone and cumbersome procedure. It may happen at times, that the person fails to carry the log book or an entry is missed from being recorded due to the temporary unavailability of the concerned person. The tracking of files in such cases becomes difficult, as file entries in the log book have been unintentionally missed. Efforts to automate this process using barcodes have not been very effective. This is due to manual process of making an entry of the file using the barcode scanner. The only advantage of this barcode system is the central database which can be queried electronically.
Integrating RFID into the existing system reduces the manual errors, thus improving the efficiency of the system. It also provides a central database to query tracking information about a file. We have developed and deployed an RFID based electronic file tracking system in the Department of CSE, IIT Kanpur. This system uses SmartRF as the middleware Figure 5 . Antenna Placement and Orientation at the Room Entrance and the tracking logic has been developed using our application framework. RFID tags enclosed in plastic package are placed on the file surface, uniquely identifying each file. A reader and its antennae are placed at each entrance of the department. The configuration of the hardware and software varies depending upon the number of entrances for a particular location. In places with a single entrance, a reader with four antennae is used. The single entrance acts as both entry and exit point for the files. The antenna placement and orientations (figure 5) are such that, two antennae always read a tag earlier than the other two during entry or exit of the file. SmartRF is configured such that the two antennae which read the tags earlier formed one channel and the other two antennae formed the other channel. For example, the reader R0 and its antennae A0, A1, A2 and A3 are arranged in such that antennae A0 and A1 read the tag earlier than antennae A2 and A3 during the entry and vice-versa at the exit, as shown in figure 5 . The application configures SmartRF channel C1 with data streams R0-A0, R0-A1 and channel C2 with data streams R0-A2, R0-A3. The entry and exit events for this location was specified as Entry → (C1C2) Exit → (C2C1) In places where there are multiple entrances, each of this entrance may act as an entry or an exit for the files. In such places, more than one reader is used. The physical placement of antennae at each of the entrance is similar to the case described above. The only difference here is that event specification defining the entry or exit to the location are specified in a different manner. For example, consider a location with two entrances. Let channel C1, C2 be two channels at one entrance and channels C3, C4 at the other. The event specification for this location is then specified as the following regular expressions.
A web based application is developed for tracking the file. During the creation of the tag, the file name and its corresponding information (creating department, name of the owner, date and time of creation) is stored in the database. All the tags read by the application are written to the central database. On a query for a particular file, the application displays the list of events for that file.
The components involved in the development of this system are the following.
RFID Hardware -EPC Gen2 Tags (96 bit UID), UHF RFID Readers
Software -SmartRF -The RFID middleware, Generic Application Framework, Central Database, WebServer.
Performance of the System: The system was evaluated over a period of 1 month with over 100 observations spanning throughout the experiment. The tracking percentage without using regular expressions for event specification was 70 -100%.
An important observation made during the testing of the system was that the read misses by the readers were quite significant. the read percentage dropped significantly as the number of files being carried together increased, as shown in figure 7 . The regular expression specification provided by the application framework was very useful and effective in capturing the events involving missed reads. The performance of the system significantly improved by including this feature.
The evaluation involved testing of the system with different tags, readers, antenna placement and orientations, number of files carried together, packaging materials, tag placements and other environmental conditions. Tags with various antenna designs were used. The performance of some of the tags is provided in figure 7 . Tags were also staggered over the surface of the files. The performance in the percentage of reads between staggered and non-staggered tags is shown in figure 8 . This infers that files with staggered tags had a better performance due to detuning between the tags. The packaging materials used for tags, played a significant role. Thicker packaging materials provided better results compared to thinner or no packaging material. This was due to the fact that, thicker materials provided the tags with an larger air gap and thus improved their performance. The experiment results were insignificant when carried out with different UHF RFID readers.
B. Postal Bag Tracking
The Department of Post is an organization under the Ministry of Communication and Technology, India. One of the postal services called the Speed Post, links more than 1200 towns in India. The number of articles using this postal service are more than 10 million [25] monthly. The current operation of this postal service takes place in the following manner.
An article to be sent, is first collected at the local post office. The local post offices act as the customer-end interface for small regions in the town. The articles collected at these local post offices are then carried over to a mail sorting office of the town. In the mail sorting office, all articles for a specific destination are put into a single bag. A packing list is maintained for each bag. A paper tag specifying the destination is attached to this bag. Hereon these paper tags are used to identify the bags. The bags from the mail sorting office are then carried over to the mail transit office where they are dispatched to their respective destinations. The reverse process is carried out at the destination mail transit office. In this existing system, the article is logged only at the source mail sorting office and after the final delivery to the end customer. The visibility of the article is very poor during its transit from the source to the destination. In cases, where the bag moves through various transit offices, it becomes impossible to track the exact location of the bag and thus the article. This incompetence may lead to chaos, if a bag is lost during the transit.
We have developed an RFID based system to track the movement of these bags. Every bag which is created at the mail sorting office is RFID tagged with the following information -bag-ID, source town, destination town, date and time of creation of the bag. Information about the articles(article-ID) contained in the bag is maintained at a central location due to the packaging list creation process. We decided to introduce the RFID tracking points at the mail sorting offices and mail transit points. These are the places, where all the bags visit and are aggregated/segregated according to the destination. The RFID readers are placed at these tracking points. At the mail sorting offices, the reader antennae are placed at the entry and exit. This helps to track the incoming and outgoing bags. Mobile RFID readers are used at the mail transit offices for the reasons of flexibility. These mobile readers read the bags coming in or going out of the mail transit office. The middleware at each of these location is connected to a central database to which all the tag reads are updated periodically. The end user is provided with a web based interface to query the article. The query uses the article-bag mapping and the central database and displays the route history of the article.
We can thus implement a bag-tracking system as well as a article tracking system if the packaging information is made available.
The pilot of this system is successfully developed. It interfaces well with the existing system.
VI. CONCLUSION
In this paper, we presented an application framework involving a generic set of functions and an RFID middleware. The model provided by the middleware is simple, technology and protocol independent and can be easily understood and deployed. The visualization of the RFID hardware provided by our middleware, SmartRF interfaces well with the generic application framework. The framework facilitates building various RFID applications and specifying complex data handling logic with minimal effort. SmartRF and the application framework were successfully integrated to build two complete RFID systems -Electronic File Tracking and Postal Bag Tracking.
