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5A tanulmány célja útmutatót adni a portibilis PASCAL.P compiler 
implementáláshoz. Az utóbbi években megindult a PASCAL nyelv 
széleskörű elterjedése Európában és az USA-ban egyaránt. Ez a 
gyors terjedés nagymértékben a PASCAL.P portibilis compilernek 
volt köszönhető. A szocialista országok közül - a rendelkezésre 
álló információk alapján - Csehszlovákiában és Lengyelország­
ban foglalkoznak a PASCAL fejlesztésével, illetve alkalmazásá­
val. A tanulmányban közöljük az első hazai PASCAL.P compiler 
elkészítése során nyert tapasztalatainkat, melyek hozzájárulnak 
a PASCAL további terjesztéséhez. A tanulmány egyben dokumentá­
ció a PASCAL fejlesztésében rendelkezésre álló software eszkö­
zökről.
61. A PASCAL ÉS A PASCAL.P
1.1. A PASCAL nyelvről
A PASCAL programozási nyelvet prof, Niklaus Wirth defi­
niálta 1971-ben, az ETH-n, Zürichben ClD. Az eredeti 
definíció felülvizsgált, módosított változatát - melyet 
Standard PASCAL-nak is neveznek - 1974-ben tették közzé 
C21. Az első PASCAL compiler CDC Cyber 70 tipusu számi­
tógépre készült. E compiler lépésenkénti tökéletesíté­
sének "melléktermékeként" született meg a PASCAL.P por- 
tábilis compiler, mely jelen munka kiindulópontját ké­
pezte.
A PASCAL nyelv részletes, pontos leirása az irodalomban 
megtalálható, az alábbiakban csak a nyelv kifejleszté­
sének célját és sajátos vonásait ismertetjük.
A PASCAL magasszintü, eljárás-orientált, általános célú, 
ALGOL-szerü programozási nyelv. Kifejlesztésének célja 
többrétű. Általámosan megfogalmazva a PASCAL nyelv a 
szisztematikus, strukturált programozás alapkövetelmé­
nyeit kivánja kielégíteni C^ D. Fentiek illusztrálására 
ragadjuk ki a nyelv néhány fo vonását
- gazdag adatstrukturálási lehetőség, mellyel a 
programiró a standard adattípusok mellet - sa­
ját, a megoldandó feladathoz illeszkedő adat­
típusokat hozhat létre, ezzel a nyelv eszközeit 
a különböző feladatokhoz rugalmasan alakíthatja.
- a goto nélküli programozás elősegítése, amelyet 
a nyelv többféle feltételes, illetve ciklus 
utasítással biztosit /Id. Lf_ , case , for , 
while és repeat utasítások/
7- pointerek használata összetett adatstruktúrák 
definiálására és a new standard eljárás válto­
zók futási időben történő dinamikus allokálásá­
ra /generálására/, stb.
A PASCAL nyelv egyik legfőbb erényének azt tekinthetjük, 
hogy általános célkitűzéseit egyszerű, áttekinthető 
nyelvi elemekkel és struktúrákkal oldja meg, biztosítva 
a magasszintü kifejezésmód és a gépi reprezentációs igé­
nyek összhangját. A már említett pointer tipus mellett 
ezt a célt szolgálja a halmaz /set/ tipus és az adat 
tömörítés lehetősége /packed struktúrák/ is. A halmaz 
tipus reprezentációi általában a bitenkénti információ­
ábrázolást alkalmazzák, ami lehetővé teszi, hogy a hal­
maz műveleteket egyszerű logikai utasításokkal valósít­
suk meg.
A tömöritett adatstruktúrák alkalmazásával egy program 
memóriaigénye - általában a futási idő növekedése árán 
- csökkenthető.
A PASCAL nyelv fő alkalmazási területe egyelőre nem a 
numerikus problémák megoldása, hanem a software fej­
lesztés /pl. compiler Írás/, a programozás oktatása, 
a software publikálás és dokumentálás.
Megítélésünk szerint, azonban egy adott hardware és 
software környezetbe gondosan beillesztett PASCAL com­
piler teljesen kielégítené akár a FORTRAN felhasználók 
igényeit is.
P é l d á k
1. Tipus definíciók^
ty£e
card = array 1..80 of char; 
inputfile = file of card;
8bit = boolean;
byte = packed array 0..7 of bit; 
letters = set of 'a'..'z'; 
length = 1. . 8;
ident = packed array length of char; 
symbol = (label/mnemonic ); 
addrange = 0.. 32 76 7; oprange = 0..63; 
idrec = record
idname: ident;
case idtyp: symbol of
label: (labval: addrange);
mnemonic: (mnval:oprange)
end;
hétvezér = (álmos,előd,ond,kond, tass,huba, töhötöm); 
osztályzat = (elégtelen,elégséges/közepes, jó, 
jeles);
programnyelv = (algol, fortran,pl/I,pascal);
2. Egy program:_
program példa. 1 (output); 
type
tiszt = (alhadnagy, hadnagy , főhadnagy, százados);
var
rang: tiszt;
stráf ,csillag: integer;
begin
stráf:=0;
case rang of
alhadnagy: begin csillag: =1; stráf:= 1 end; 
hadnagy : csillag:=1;
9főhadnagy : csillag: =2; 
százados : csillag:=3
end;
end.
3. Változó dinamikus allokálása^
var counter: addrange;
lptr:idptr; 
new (lptr,label); 
with lptrido
begin idname: ='labelnam'; 
idtyp:=label; 
labval:=counter
end;
M e g j  e g y z é s  : a3. példában használt típu­
sok definíciója az 1. példában található.
1.2. Portabllitás
A programok és programrendszerek portabilitásának kérdé­
se a software fejlesztés fontos, élő problémája. Prog­
ramok egy számítógépről más számítógépre történő átvite­
lekor az anyagépen működő programot a kiválasztott cél­
gépen tesszük működővé. Egy programot /programrendszert/ 
akkor tekinthetünk portábilisnek, ha átvitele nem igé­
nyel a teljes átírással összemérhető munkát.
A felhasználói programok portabilitása az általánosan 
használt, szabványos, magasszintü programozási nyelvek 
alkalmazásával egyszerűen biztosítható. Ilyenkor az ered­
ményes átvitel feltétele a használt programnyelv compi- 
lerének létezése a célgépen. Programok portabilitásának
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biztosítása szempontjából tehát alapvető jelentőségű a 
compilerek gyors terjeszthetősége. így egy magasszintü 
nyelv portábilis compilere egyszerre biztosítja a fel­
használói programok és a nyelv gyors átvitelét.
Az alábbiakban portábilis compilerekkel és implementálá­
sukkal kapcsolatos néhány gyakorlati követelményt vizs­
gálunk.
Szokásos megoldás, hogy egy nyelv portábilis compilerét 
magán a nyelven Írják meg úgy, hogy az egy fiktiv kódra 
fordit, amely utóbbi különböző számitógépeken egyszerűen 
implementálható. A nyelvnek ilyenkor alkalmasnak kell 
lenni compiler Írásra a generált fiktiv kóddal szemben 
támasztott követelmény pedig az, hogy legyen szoros kap­
csolatban a nyelvvel, ugyanakkor elemi gépi műveleteket 
Írjon le.
Az átvitel gyakorlati megvalósításához figyelembe kell 
venni a célgépen adódó memória és futási idő igényt is. 
Különösen nagy igények esetén az átvitel lehetetlenné, 
kedvezőbb esetben csak gazdaságtalanná válik.
A portábilis compilerek általánosságuk miatt kisebb ha- 
tásfokuak, mint azok a compilerek, melyeket egy adott 
gép sajátosságainak figyelembevételével Írnak.
A továbbiakban röviden leírjuk a PASCAL portábilis vál­
tozatának a PASCAL.P-nek jellemzőit, implementálási le­
hetőségeit, majd részletesebben a CDC 3300 gépre imple­
mentált PASCAL.P megvalósitásárak tapasztalatait, és 
továbbvitelének módját.
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1.3. A PASCAL.P jellemzői
Mivel a PASCAL nyelv compilerek Írására előnyösen alkal 
mazható, a portábilis PASCAL compiler megírható volt 
ugyanezen a nyelven.
A PASCAL portábilis compilere a PASCAL.P, amely a Stan­
dard PASCAL egy részhalmazán Íródott és pontosan ugyan­
ezen a részhalmazon irt programokat képes lefordítani.
A PASCAL.P korlátozásai a Standard PASCAL-hoz képest:
- file struktúra hiánya,
- packed struktúra hiánya,
- ugrás tiltása eljárástörzsön kívülre,
- eljárás vagy függvény paramétere nem lehet eljá­
rás vagy függvény.
A korlátozások négy részét portabilitási szempontok in­
dokolják. A PASCAL.P-ben négy előre deklarált textfile- 
on lehet input, illetve output műveleteket végezni a 
put és get standard PASCAL eljárások mellet a speciáli­
san textfile-ok céljára bevezetett read, readln, write 
writeln ugyancsak standard PASCAL eljárásokkal.
Ez a négy file:
type textfile=file of char;
var input, prd:textfile («csak inputrax);
output, prr:textfile (xcsak outputra*);
A read, readln, write, writeln eljárások párámétér-lis­
tájának formátuma a megszokottól eltérően nem kötött; 
(f,vl,...vn) ahol f a textfile változó azonosítója, 
vi /i=l...n/ pedig char, integer vagy integer-subrange 
tipusu változók azonosítója.
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A PASCAL.P-ben a standard PASCAL dispose eljárást a mark 
és release eljárások helyettesitik, melyekkel a dinami­
kus allokálásra használt memória terület nem használt 
részeit lehet megjelölni, illetve felszabadítani.
A PASCAL. P a forráspforgramokat egy közbülső nyelvre for­
dítja /erre a fiktiv kód, SC-kód, P-kód elnevezések hasz­
nálatosak /.
Működése egymenetes, azaz a forrásprogramot egyszer ol­
vassa végig és olvasás, értelmezés közben azonnal gene­
rálja a fiktiv kódot.
A fiktiv kód implementálásával működésbe hozott PASCAL.P 
compiler adott célgépen egyedi módszerekkel jó hatásfokú, 
a standard PASCAL-t megközelítő compilerré fejleszthető.
1.4. Implementálási lehetőségek
Egy portábilis compiler implementálására különböző stra­
tégiák választhatók az implementáció célja, az anyagép 
és célgép hardware /software lehetőségeinek, valamint az 
implementálni kivánt portábilis rendszer jellemzőinek 
figyelembevételével.
Az implementáció célja alapján két esetet különbözte­
tünk meg:
- interpretálás,amelynek közvetlen célja a portá­
bilis compiler működésbe hozása a célgépen, elte­
kintve az igy kapott compiler hatásfokától.
- teljes megvalósitás, amellyel felhasználói szem­
pontból is működőképes, jó hatásfokú és tovább­
fejleszthető compilert kivánunk létrehozni.
1. ábra
A PASCAL.P implementálási lehetőségei
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A PASCAL.P compiler implementálási lehetőségei az 1. áb­
rán láthatók. Az ábrán elkülönítve találjuk az anyagépet 
és a célgépet.
Egy implementációs munka kiinduló lépéseként az anyagép 
működő PASCAL compilerével (l) lefordítjuk a PASCAL.P 
PASCAL nyelvű forrásprogramját. A forditás eredménye az 
anyagépen működő PASCAL.P compilert ad (2). Ha ezzel le­
fordítjuk az eredeti PASCAL.P forrásprogramot, eredményül 
fiktiv kódban kapjuk meg a PASCAL.P-t. Amennyiben az imp­
lementálás célja interpretálás, a fenti műveleteket egy 
adott PASCAL. P verzióra elegendő egyszer elvégezni.
A fiktiv assembly nyelven rendelkezésre álló compiler 
működtetéséhez a célgép egy már létező nyelvén /pl. 
FORTRAN-ban vagy a gép assembly nyelvén/ meg kell Írni 
egy fiktiv assembler/ interpretert (3) amellyel a fiktiv 
utasításokat a célgépen értelmezzük és végrehajtjuk.
A fiktiv assembler/ interpreter elkészítéséhez szükséges 
munka a compiler teljes megírásának munkaigényéhez ké­
pest csekély. Az interpretálással ugyan működőképessé 
hozható a célgépen a PASCAL.P, de az ehhez szükséges me­
móriaigény és gépi idő igény olyan nagy, hogy ezt az el­
járást inkább csak elméleti jelentőségűnek tekinthetjük.
A fiktiv assembler/interpreter PASCAL 6000-3.4 nyelven 
is rendelkezésre áll, de ennek a programnak elsősorban 
mint dokumentációnak van jelentősége.
Ha a PASCAL. P teljes megvalósítása a célunk, akkor a cél­
gépen egy olyan fiktiv assemblert kell elkészítenünk, 
mely a gépen végrehajtható gépikódot állit elő a fiktiv 
nyelv utasításaiból.
A gyakorlat azt mutatja, hogy a célszerű implementálási 
stratégiák az interpretálás és a teljes megvalósitás 
technikák keverékei, azaz a fiktiv kódban irt program 
működésbe hozását futási időben, illetve fordítási idő­
ben felhasznált eszközök is segítik.
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A fiktiv kódú programok működésbe hozásának ezt a módját, 
másszóval a fiktiv gép megvalósítását, az anyagép és 
célgép software eszközei támogatják.
Ha a célgép makróassemb]errel (U) rendelkezik, a fiktiv 
kód utasításait a makroassembler szabályai szerint defi­
niált makrók hívásainak tekintjük. Ebből a célból a 
PASCAL.P kódgenerálását módosítani lehet az anyagép com- 
pilerének felhasználásával.
A célgép makróassemblerével az anyagépen generált fiktiv 
kód közvetlenül /esetleg egyszerű kódkonverzió után/ le­
fordítható. Ha a célgép makróassemblerrel nem rendelke­
zik, a makrókifejtés általános célú makrógenerátorral is 
elvégezhető, akár az anyagépen (5) akár a célgépen (6). 
Ekkor a PASCAL.P kódgenerálását a makrógenerátor igénye­
ihez kell illeszteni. A makrógenerátor segítségével a 
fiktiv kód a célgép assembly nyelvű programjára fordít­
ható.
Mind a makrógenerátor, mind a makróassembler számára 
definiálni kell a fiktiv assembly utasítások makró-pro- 
totipusait /Compile- Time Package, CTP , (8 ) /. Az assemb­
ler (7) vagy makróassembler (U) által generált tárgykód 
működtetéséhez szubrutin-csomagot kell Írni /Run-Time 
Package, RTP (9)/*
A PASCAL.P portábilis compiler CDC 3300-ra történő imp­
lementálásánál a teljes megvalósítást tűztük ki célul.
Az anyagép a svájci EPF* Lausanne CDC Cyber 70 tipusu 
számítógépe, a SC0PE 3.4 operációs rendszerrel, a célgép 
pedig az MTA SZTAKI CDC 3300-as számitógépe volt. A meg- 
valósitás nagymértékben kihasználta mind az anyagép 
PASCAL 6000-3.4 compilere mind a célgép MASTER 4.0 ope­
rációs rendszere és C0MPASS makróassemblere által nyúj­
tott lehetőségeket.
*Ecole Poly technique Federal
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2. FIKTIV GÉP MEGVALÓSÍTÁSÁRA ÉPÍTŐ PASCAL. P IMPLEMENTÁLÁSOK
A PASCAL.P compiler egy fiktiv gépre generál kódot. Ez a gép 
egy leegyszerűsített Stack Computer /SC/.
Az SC utasitáskészletének kialakításával Wirth és Jensen ere­
detileg nem általános portabilitási követelményeknek kíván­
tak eleget tenni, céljuk a PASCAL compiler lépésenként! tö­
kéletesítése során a kódgeneráláshoz és cimkijelöléshez jól 
használható segédlet bevezetése volt C5D.
Az SC megvalósítására épitö PASCAL.P implementálás egyrészt 
megőrzi a termék portabilitását, másrészt kiindulópontja egy 
hatékony, Standard PASCAL változat helyi kifejlesztésének, 
amire gyakorlati példák többek között a DEClo,Univac 1100, 
Xerox Sigma 6 gépek compiler-jei. Ebben a fejezetben először 
ismertetjük a PASCAL. P/CDC 3300-hoz tartozó SC-t, mely - né­
hány kisebb változtatástól eltekintve - lényegében azonos 
az eredetivel. Ezután bemutatjuk a PASCAL.P-nek azt a válto­
zatát, mely a célgép akkumulátor regisztereinek tökéletesebb 
kihasználását teszi lehetővé és igy futási időben és memóri­
ában optimálisabb tárgykód generálását eredményezi egy vir- 
tuális-stack computerre /VSC/.
A két implementálási lehetőség eszközeit, összehasonlitó ada­
tait valamint az SC, illetve VSC utasitáskészletét az Fi. és 
F2. Függelék tartalmazza.
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2.1 A Stack Computer
Az SC egy véges hosszúságú /elvileg nem korlátozott/ me­
móriával és három regiszterrel rendelkezik. A memória, 
mely tárolási egységek /szavak/ cim szerint hivatkozható 
sorozata két logikai részből áll. Az egyik utasítások 
tárolására szolgál /utasitás-memória/, a másik rész az 
adatokat tartalmazza /adatmemória/.
Egy SC utasitás három mezőből áll:
op = utasitás-kód mező,
p,q = utasitás-kódtól függően szignifikáns ope- 
randusok /cim illetve paraméter mezok/.
Az SC gondoskodik az utasitás-memóriába helyezett utasí­
tások megfelelő sorrendben történő végrehajtásáról.
Az utasítások nagy része /pontos definíciókat az F2. 
Függelék ad/ az SC stack-jére vonatkozó művelet /stack 
utasítás/. A stack az adat-memória 0 cimétől induló, egy 
SC program futása alatt dinamikusan változó hosszúságú 
memória rész, melynek tetejére az SP /stack pointer/ 
regiszterbeli adat-memória cim mutat. Egy-egy stack uta­
sitás végrehajtásakor a stack teteje, illetve az SP 
regiszter tartalma automatikusan módosul.
P é l d á k
a) Adat betöltés a stack-be 
op = L0D
p = az II integert tartalmazó stack-beli adat­
szegmens bázis relativ hivatkozási szintje 
/az indirekt cimzés mélysége/ 
q = az II integer relativ cime az adatszegmens 
bázisára /post-indexelés/.
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A betöltés előtt SP tartalma egy egységgel növek­
szik.
utasitás-memória adat-memória
b) Egész összeadás 
op = ADI
p,q= nem szignifikáns
A stack fenti helyzetében kiadott ADI a művelet 
után SP tartalma eggyel csökken.
utasitás-memória adat-memória
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PASCAL eredetű program a Stack Computeren
Az SC-re a PASCAL.P compiler "Írja" a programokat, amely 
munka megkönnyítésére az SC rendelkezik eljáráshivó, adat­
szegmens kijelölő, összetett elágaztató, visszatérítő uta­
sításokkal, valamint standard függvényekkel és eljárások­
kal, amelyek matematikai függvényeket számítanak /SIN,
C0S, L0G stb/, illetve karakter, string, egész változók 
elemi input /output műveleteit végzik, dinamikus memória 
kijelölést hajtanak végre stb.
Tekintsük egy PASCAL eredetű program futását a fiktiv gé­
pen. Az utasitás-memória tartalmazza a teljes programot.
Az adat-memóriában rögzített helyet foglalnak el a program 
végrehajtásához szükséges konstans adatok. Az adat-memória 
második mezője a Heap elnevezésű csökkenő stack /mely a 
PASCAL programból dinamikusan allokálható, tehát futási 
időben kijelölt változókat tartalmaz/. Az NP /new pointer/ 
tartalma a Heap csúcsának cime.
NP
SP
MP
utasitás-memória adat-memória regiszterek
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A harmadik adatmező, a Stack, adatszegmensek sorozata.
A PASCAL eredetű program futásakor minden aktiv eljárás­
hoz /procedure, function/ egy-egy adatszegmens tartozik.
A felépített adatszegmens sorozat a program eljárásainak 
dinamikus hivási sorrendjét tükrözi. Az MP /mark stack 
pointer/ regiszter tartalmazza az utolsóként hivott eljá­
rás adatszegmensének kezdőcímét /bázisát/.
PROSTACK
A
L0CVARS
ACTUPAR
RETURNA
DINLINK
STATLINK
FUNCVALUE
Egy adatszegmens az alábbi hét mezőből 
áll:
(MP )
FUNCVALUE - a function eljárásnál visszaadott érték
mezője /function visszatérésekor a hivó 
procedure adatszegmensében a PROCSTACK me­
ző teteje/
STATLINK
DINLINK
RETURNA
ACTUPAR
L^CVARS
PROCSTACK
- statikus link, pointer az eljárást dekla­
ráló külső eljárás adatszegmensének elejé­
re.
- dinamikus link pointer a hivó eljárás adat­
szegmensére.
- az utasitás-memóriában a hivó eljárásba mu­
tató visszatérési cim
- a paraméterek átvételére szolgáló mező
- az eljárás lokális változóinak mezője
- az eljárás adatstack-je.
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Az adatszegmensben a PROCSTACK mező kivételével minden 
mező hossza rögzített. A FUNCVALUE, STATLINK, DINLINK, 
RETURNA mezok hosszát az SC reprezentálásakor határozzuk 
meg. Az ACTUPAR és LOCVARS mezők hosszát az ide tartozó 
paraméterek és változók gépi reprezentációja szabja meg. 
Ezeket a mezőket futás alatt az eljárás-hivással és adat­
szegmens betöltéssel kapcsolatos utasítások jelölik ki.
A Stack Computer utasitáscsoportjai, adattípusai
Az SC utasításai és standard eljárásai funkciójuk szerint 
az alábbi csoportokba oszthatók:
- Load, Store utasítások
- Integer aritmetikai utasítások
- Logikai utasítások
- Összehasonlitó /relációs/ utasítások
- Set utasítások
- Vezérlésátadó utasítások
- Eljárás hivó, visszatérítő, adatszegmens kijelölő 
és betöltő utasítások
- Text-file input/output eljárások
- Heap kezelő eljárások
- Matematikai függvények
Az adat-memóriában elhelyezkedő adat tipusa lehet:
- cim
- integer
- character
- boolean
- set
Az SC utasításainak egy része univerzális több típusra 
/pl.load, store/. Az utasítások másik része speciális 
típusokon végez műveletet /pl. set utasítások, integer 
aritmatika stb./
Az utasítások operandusa /p és q/ lehet:
- direkt operandus /konstans/
a fenti adattípusok bármelyikéből,
- cimhivatkozás az adat-memóriára, vagy utasitás 
-memóriára.
Az SC kódban operandusként cimke, vagy konstans szerepé­
ben szimbolikus nevek is használhatók, továbbá lehetőség 
van comment sorok alkalmazására.
A Stack Computer megvalósítása CDC 3300 gépen
A CDC 3300 PASCAL.P implementációnál az SC reprezentáci­
óját egy szubrutin gyűjtemény /run-time package/ adja, 
ezt a továbbiakban RTP rövidítéssel jelöljük. Az SC 
assemblerének szerepét a CDC 3300 gép makróassemblerre, 
a COMPASS tölti be.
A PASCAL.P forrásnyelvű programokat a PASCAL.P compiler 
lefordítja az SC assemblerének szóló direktívákká 
/COMPASS makróhivások, pseudo-utasitások, comment sorok/. 
Az SC direktívákat makrók definiálják olymódon, hogy a 
kapott makróparaméterek alapján előkészítik az SC repre­
zentációnak szóló operandusokat és az SC utasitás végre­
hajtását /RTP szubrutin hivás/. A definiációs makrókat és 
az SC assembler működéséhez szükséges egyéb kódot a továb 
biakban CTP /compile-time package/ névvel jelöljük.
Az SC assembler /COMPASS/ adja azt a tárgykódot, melyet 
a standard linkage aditor /relocatable loader: RLDR/ 
összekapcsol az SC reprezentációjával, az RTP-vel. Ennek 
eredménye a futásra kész PASCAL.P program /2. ábra/
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2. ábra
Az SC megvalósítása CDC 3 3 0 0  számítógépen.
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Az SC megvalósításakor az adattípusok gépi reprezentáci­
ójának meghatározása mellett legjelentősebb lépés a CTP 
és RTP között a funkciók célszerű elosztása.
Ha a CTP definíciós makrói /adott SC program esetén/ tel­
jes műveletek kódjának generálását vállalják, az RTP-ben 
megvalósítandó műveletek csökkenése mellett a tárgykód 
memória igényének növekedésével kell számolnunk. Ha a mak­
rók csak az operandusok átadását és a megfelelő művelet 
szubrutinjának hivását végzik, akkor viszont a tárgyprog­
ram futási ideje növekszik.
Tekintve, hogy a PASCAL.P compiler maga is egy SC program, 
a CTP és RTP közötti munkamegosztásáról hozott döntés be­
folyásolja a compiler sebességét, illetve memóriaigényét.
A PASCAL.P compilerröl a 3. függelék mérése eredményeket 
közöl, mely segítséget nyújthat a runtime package és a 
makrók tervezéséhez.
Megjegyzés; A CDC 3300 gép szóhossza 24 bit, az utasítá­
sok címmezeje 15 bit, a belső karakter ábrá­
zolás 6 bites BCD,
regiszterei: A 24 bites akkumulátor regiszter
Q 24 bites regiszter 
Bl, B2, B3 15 bites cimregiszter.
A programok két, 30K illetve 32K szó hosszúságú memória­
részt használhatnak /l. és 2. chapter/.
A system input és output file-ok formája blokkolt, a 
blokk-méret 1280 karakter. Egy blokk kártyaképek, illet­
ve sornyomtató sorok karakterláncának fejjel /header/ 
ellátott rekordjaiból áll.
A felsorolt tulajdonságokból kiindulva az SC CDC 3300-as 
reprezentációja a következőképpen lett megválasztva.
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Utasitás-memória: az 1. chapter /max. 30 K szó/,
ebből 1K helyet foglal el sz RTP
Adat-memória: a 2. chapter /max. 32 K szó/, a program
konstans mezőjéből lK-t foglal az RTP mun­
katerülete /táblák, bufferek stb./
Az SC regiszterei közül:
SP stack pointer regiszter = Bl indexregiszter 
MP mark stack regiszter = B2 "
NP new pointer regiszter = egy kijelölt memó­
ria szó az adat­
memóriában .
Adat-tipusok reprezentálása:
- cim 1 szóban 15 bit
- integer 1 szóban 24 bit
(komplemens kódban előjel bit)^-^
- character 1 szóban 6 bit
- boolean 1 szóban 1 bit n
- set 2 szóban a halmaz 0<k<47 elemszámának megfelelő
k darab bit 4?- xh
JL
ütasitás operandus akár direkt, akár cimhivatkozás az 
utasitás-memória egy gépi szavában, vagy A,Q,B3 regisz­
terekben max. 15 bit.
Az eljárások adatszegmensének mezői:
FUNCVALUE, STATLINK, DINLINK, RETURNA 
1-1 szó hosszúságúak
Text-file-ok input/outputját a standard eljárások blokkol­
va végzik.
26
Az SC direktívákat definiáló makrók csak operandus áta­
dást és runtime packege szubrutin hivását végeznek /az SC 
tárgykód memória igénvének optimalizálása érdekében/
2.2 A Virtuális-Stack Computer
A célgép akkumulátor regisztereinek jobb kihasználása, a 
stack-hivatkozások redukálása, az RTP szubrutinok hívá­
si számának csökkentése a PASCAL.P compiler /azaz a fik­
tiv kódú programok/ memória igény és futási idő optimali­
zálása érdekében, voltak azok a szempontok, melyek a 
Virtuális Stack Computer /VSC/ kidolgozásához vezettek. 
Bár a PASCAL.P compilernek a VSC-re épülő változata a he­
lyi PASCAL továbbfejlesztésének első állomása, az alkal­
mazott elv és a megvalósitás megőrizték az előző változa­
tok portabilitását, azaz kiindulási eszközei lehetnek más 
gépre történő PASCAL.P átvitel munkálatainak is.
A virtuális —stack elve
A virtuális-; stack /röviden vstack. lásd C6 □ / egy hagyomá­
nyos memória stack és regiszterek egyesítése. A regiszte­
rek a memória stack logikai folytatását képezik.
Ha a vstack n regisztert használhat, működését az aláb­
bi PASCAL-ban megadott push és pop műveletekkel lehet 
definiálni.
type regiszterszám = 0..n;
var vstacktop, regiszterrészhossza: regiszterszám; 
procedure push;
begin if regiszterrészhossza <n
then regiszterrészhossza: =
regiszterészhossza +1;
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if vstacktop = n then vstacktop := 0;
mvstacktop:= succ (vstacktop) 
end (x push x); 
procedure pop;
if regiszterrészhossza >0
then regiszterrészhossza: =
regiszterrészhossza -1; 
if regiszterrészhossza = 0 then vstacktop: 
then vstacktop: =0;
if vstacktop >0
then begin vstacktop: = pred(vstacktop);
if vstacktop = 0 then 
vstacktop : = n
end (xpopx);
end
A közölt push és pop PASCAL eljárások a vstack működteté­
sének egy lehetséges módját adják meg. Itt a vstack álla­
potát a felhasznált regiszterek száma /regiszterrészhosz- 
sza/ és a legfelső regiszter azonosítója /vstacktop/ egy­
értelműen meghatározzák. Ha éppen nincs regiszterhasz­
nálat, akkor /és csak akkor/ vstacktop=0 áll fenn.
Tekintsünk most egy olyan speciális virtuális stack mű­
ködést, ahol a vstack csak két regisztert használhat,
A és Q regisztereket.
type vstackforma = (s,sa,saq,sqa, sq); 
var vstackállapot: vstackforma; 
procedure push; 
begin case vstackállapot of
s : vstackállapot:=sa; 
sa : vstackállapot:=saq; 
saq: vstackállapot:=sqa; 
sqa: vstackállapot:=saq;
sq : vstackállapot:=sqa
end
end(xpushx);
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procedure pop;
begin case vstackállapot of
s : vstackállapot: =s; 
sa : vstackállapot: =s^  
saq : vstackállapot: = sa; 
sqa : vstackállapot: = sq; 
sq : vstackállapot: = s
end
end (x popx);
A vstackforma skalárjai egyszerre fejezik ki a használt 
regiszterek számát, és a legfelső regisztert, /pl. s ska- 
lár jelentése: nincs regiszter használat; az sqa jelen­
tése: a vstack memóriarésze felett két regiszter áll, a 
vstack pedig az A regiszter/.
A virtuális stack computer reprezentációja
A vstack elvnek gyakorlati szempontok miatt /F2. Függe­
lék/ egy egyszerűsített változatát építettük be a fiktiv 
stack computerbe. A kapott VSC kiterjesztése az SC-nek, 
ezért csak az SC-től különböző vonásait mutatjuk be.
A VSC a három pointer regiszteren kivül /SP,MP,NP/ ren­
delkezik két munka-regiszterrel A és Q.
A vstack formája lehet: S, SA, SAQ.
A VSC stack-en műveletet végző utasításainak ismerniük 
kell a vstack pillanatnyi formáját, a művelet után pedig 
meghatározott módon megváltoztatják azt.
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Vezessük be a vstack állapotának fogalmát, és jelöljük 
vss -el /vstack state/.
S állapot 
SA állapot 
SAQ állapot 
Z állapot
ha a vstack S formájú 
ha a vstack SA formájú 
ha a vstack SAQ formájú
ha a vstack S formájú és bármilyen utasí­
tás végrehajtása után is S formájú marad 
/kényszeritett S állapot/.
Egy VSC utasitás 4 mezőből áll:
op = utasitás kód mező
vss = virtuális stack állapot mező
p,q = utasitás kódtól függően szignifikáns ope- 
randusok.
P é l d á k  :
a) II integer betöltése a vstack-be
op = L0D
vss = SA
p = 0  adatszegmens bázis hivatkozási szint­
je /tehát II a jelenlegi adatszeg­
mensben lokális változó/ 
q = 19 az II relativ cime
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utasítás-memória
I  11 ) Q
A művelet végrehajtása után (Q)= II és a vstack állapo­
ta SAQ.
Egész összeadás
op = ADI
vss = SAQ
>1 & II none
%X
\  aI szabad
utasítás-memória vstack
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A művelet után vstack állapota SA /a Q regiszter felszabadul/ 
Megjegyzések
A. A PASCAL.P implementálása kapcsán megvalósított VSC
virtuális stack-jének működését az alábbi függvény-eljá 
rások definiálják:
type vstate = (z,s ,sa,saq);
function push (currstate: vstate): vstate;
begin case currstate of
z: push:=z;
s: push:=sa;
sa,saq: push:=saq
end
end(xpushx);
function pop (currstate:vstate):vstate;
begin case currstate of
z: pop:=z;
s, sa: pop: = s;
saq : pop:=sa
end
end (* pop *);
B. A VSC programokat generáló PASCAL.P compiler változat­
ban minden VSC utasításhoz adott a vstack állapot-átme­
neti függvénye is, melynek alapján a compiler nyilván­
tartja a vstack aktuális állapotát.
így minden VSC utasitás a megfelelő vss paraméterrel 
generálódik.
C. A VSC programokban, ha egy utasításhoz több ágról is 
eljuthatunk, gondoskodni kell a vstack állapotok egyez­
tetéséről. Mivel a VSC ugró utasításai mind S /vagy 
kényszeritett S/ állapotba viszik a vstack-et, továbbá
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a VSC assemblerben csak cimkés utasításra történhet 
vezérlésátadás, elég azt biztosítani, hogy a cimkés uta­
sítások vss paramétere S /vagy Z/ legyen.
D. A Z  vstack állapot /kényszeritett S/ bevezetése a VSC- 
ben azért szükséges, mert bizonyos adatoknak a program 
futása során feltétlenül a memóriába kell kerülniük.
Ez a helyzet eljárás hivás esetén az aktuális paraméte­
rek átvételekor.
A paraméter átvétel az MST /mark stack/ utasítással kez­
dődik, a paraméterek kiszámítását, áttöltését stack 
utasítások végzik, ami a CUP /call user procedure/ uta­
sítással zárul.
Az MST végrehajtása után a vstack Z állapotba kerül, mig 
a CUP utasítással a vstack Z állapotból S állapotba jut.
E. Az előző megjegyzések illusztrálására mutatjuk be a 
trans nevű eljárást. Ennek mintájára egyszerűen elké­
szíthető a PASCAL.P programban az az eljárás, mely for­
dítási időben nyomon követi a vstack állapot változá­
sát, amit a generált VSC utasítások majd futáskor elő­
idéznek.
/A példa az A.-ban definiált push, pop függvényeket 
használj a/.
type vstate = (z,s,sa,saq);
néhányutasitás = (adi,lod,eql (xequalityx),
mst,cup);
var currstate: vstate;
currutasitás: néhányutasitás;
begin case
trans;
currutasitás of
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adi : currstate := pop (currstate);
lód : currstate := push(currstate);
eql : _if currstate  ^z then currstate: =sa;
mst : currstate : = z;
cup : currstate : = s
end
end (xtransx);
F. A VSC reprezentálását megkönnyitette a VSC assembleré­
nek használt COMPASS assembler feltételes kódgenerálá- 
si lehetősége. A VSC direktívák makró-definiciójában a 
vss paramétertől függően teljes műveleteket lehet meg­
adni kisszámú gépi utasítással. A run-time package meg­
növekedése az SC-éhez képest mindössze 1/2 K szó lett, 
a compiler csökkenése viszont kb. 15K szó /fordítási 
időben a nyereség 20% felett volt/.
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3. A PASCAL. P IMPLEMENTÁLÁSÁNAK NÉHÁNY GYAKORLATI KÉRDÉSE
Ebben a fejezetben azokat a problémákat ismertetjük, amelyek 
a PASCAL.P/CDC 3300 verzió kifejlesztése során merültek fel, 
és amelyek a későbbi implementálok érdeklődésére számot tart­
hatnak. A fejezet végén összefoglaljuk egy implementáció 
lépéseinek célszerű sorrendjét.
A CDC 3300-as implementáció sajátosságát jelentette, hogy az 
anyagép és a célgép nem állt egyidőben rendelkezésre.
A PASCAL.P kódgenerálását úgy kellett az anyagépen elvégez­
ni, hogy közben nem volt lehetőség a célgépen való teszte­
lésre. A módositott SC kódot mágnesszalagon vittük át az 
anyagéprol a célgépre. A két számitógép eltérő kódkészlete 
miatt a mágneszalag kódját a célgépen konvertálni kellett. 
Néhány kisebb hiba miatt az eredeti SC kód nem volt azonnal 
működőképes a célgép assemblerével történt lefordítás után.
A fenti hibákat az SC kódban kézzel javítottuk ki, de a 
PASCAL. P működésbe helyezése ztán a javításokat PASCAL szin­
ten is elvégeztük, a PASCAL. P forrásprogramban.
Az alábbiakban a munka során felmerült általános jellegű 
problémákat, illetve azok választott megoldását ismertetjük.
A . Adattípusok reprezentálása
Feladat: A standard PASCAL típusainak belső ábrázolásához 
szükséges gépi egységek /bit, byte, szó, dupla­
szó/ megválasztása
Megoldási kritériumok:
a) A PASCAL. P jelen változatának lefordításához lega­
lább 48 elemű halmaz szükséges
b) A karakterábrázolásánál szempont az ord, illetve 
char standard függvényeijárások egyszerű megvalósít­
hatósága
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c) Az integer tipus esetére biztosítandó a numerikus 
alkalmazásoknál szükséges nagyságrend, a real tipus 
nál pedig a pontosság
d) összhang alakítandó ki az adattípusok gazdaságos 
tárolása és a rajtuk végzett elemi műveletek gépidő 
igénye között
Választott megoldás
Az integer, karakter, boolean és pointer tipus 24 
bites gépi szón, a halmazt 48 bites duplaszón ábrá­
zoljuk. A real tipus jelenleg nincs megvalósítva.
B. Az SC-kód konstansainak kezelése
Feladat: Az SC-kódban található adatkonstansok minimális 
memóriaigényü tárolása
Választott megoldás::
A gépi utasítások címmezőjében elhelyezhető konstan­
sokat /boolean, char, nil, pointer, 215-nél kisebb 
abszolút értékű integer/ direkt operandusnak tekint­
jük.
A direkt operandusnak nem vehető konstansok közül az 
integert és halmazt literálként kezeljük. A string 
konstansokat a fiktiv gép adatmemóriájának konstans 
mezőjén tároljuk.
Megjegyzés: a nil pointert a CDC 3 300 legnagyobb memória 
cimenek értékére 77777g-ra választottuk. A fenti 
cim adattárolásra nem használható.
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C. Az SC-kód karakterfügqése
A PASCAL.P által generált SC-kódban találhatók karakter­
kód értéktől függő részek.
Feladat: Az anyagép és célgép karakterkódjának különbö­
zősége esetén az alábbi PASCAL.P-ben meglevő 
karakterkód függésének kiküszöbölése oldandó 
meg:
ha karakterkonstanst index vagy intervallum 
definícióban használunk, az SC-kódban a karak­
ter kódértéke integer konstansként jelenik 
meg.
ha karakterkonstansokat case címkeként tartal­
mazó struktúrát fordítunk le, a kapott SC-kód- 
ban megjelenő "ugró táblába" a karakterkód ér­
tékének megfelelő sorrendben generálódnak az 
ugró utasítások.
Választott megoldás:
Az SC-kód anyagépen történő generálásakor a 
PASCAL. P forrásszövegben az index, intervallum és 
case cimke karakterkonstansait ideiglenesen olyan 
karakterekkel cseréltük fel, amelyeknek az anyagé­
pen vett belső kódja megegyezett az eredeti karak­
ter célgépen vett belső kódjával.
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D. Az SC-kód optimalizálása
Az SC-kódot vizsgálva a kódgenerálás gépiessége gyakran 
ismétlődő, tipikus utasítássorozatok formájában tűnik 
ki. A PASCAL.P a p=q relációt például az alábbi SC- 
kódra forditja:
lód (p)
lód (q)
eql
f jp (lxxx)
A fenti négy SC direktiva egyetlen fiktiv utasítássá 
történő összevonása mind a futási idő, mind pedig memó­
riaigény szempontjából kedvezőbb megvalósitást biztosi­
tana.
Feladat: az SC-kódban gyakran ismétlődő utasitáscsopor- 
tok összevonása egyetlen fiktiv utasítássá.
Választott megoldás:
A PASCAL.P SC-kódjában 13 különféle utasitáscso- 
port összevonását végeztük el az anyagépen, egy 
PASCAL.P nyelven irt programmal. Miután a célgépen 
sikerült működésbe helyezni a PASCAL.P-t, az opti­
malizáló program - módosítási ciklusok során nyert 
SC-kódhoz - a célgépen is rendelkezésre állt.
Megjegyzések
A. / Az optimalizálás nélküli SC-kód minimális uta-
sitás-memória igénye meghaladta a CDC 3300-on 
rendelkezésre álló 30 K szót, igy az optimali­
zálás a megvalósitás előfeltétele volt.
B. / A VSC-kód az SC-kódhoz hasonlóan optimalizálha­
tó.
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E. Az SC/VSC programok nyitó és záró blokkjának generá- 
lása
A nyitó és záróblokkok egy SC/VSC program elején, 
illetve végén azokat a szövegeket tartalmazzák, mely- 
lyel a PASCAL.P által generált fiktiv kódot még ki kell 
egészíteni a célgépen használt assembler formai előí­
rásainak megfelelően.
Esetünkben a nyitó blokk a C0MPASS programoknál szük­
séges IDENT kártyát, a makró definíciós törzseket, 
external/entry definíciókat tartalmaz. A záróblokk a 
belépési UJP utasítástól kezdődik a befejező FINIS 
kártyáig tartó néhány utasításból áll, melyek már a 
program assemblálás utáni futtatásához szükségesek.
A nyitó és záróblokkok generálását végezheti a PASCAL.P 
vagy az RTP. A CDC 3300 változatnál a nyitóblokkot az 
RTP, a záróblokkot a PASCAL.P generálja.
F. Textfile-ok reprezentálása
Mivel a compiler gyakran végez char input/output műve­
letet egy forditás során, nyilvánvalóan a textfile 
reprezentációnak és a read, readln, write, writeln mű­
veletek megoldásának jelentős hatása lesz az implemen­
tált compiler időigényére.
A választott reprezentációnkban ezért illeszkedtünk az 
operációs rendszer standard blokkolásu file szerkeze­
téhez, de kiküszöböltük a blokkos átvitelből adódó fe­
lesleges adatátmozgatásokat.
Textfile-okon az input/output megkönnyitésére beveze­
tett fogalom a standard PASCAL-ban a "line marker", 
mellyel a textfile karaktersorozata sorokká tördelhető.
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A "line marker" beállítását az outputra használt file- 
on egyedül a writeln standard eljárás végzi. Az input 
file-on az eoln PASCAL függvénnyel lehet a line mar­
kért vizsgálni.
Feladat: a "line marker" reprezentálása 
Megoldási lehetőségek
a) speciális line marker karakter, vagy karakter­
kombináció,
b) rögzített sorhosszuság,
c) a sorokhoz külön-külön kiegészítő információként 
hozzávett hosszúság.
Mi ez utóbbit választottuk. A writeln eljárás az aktu­
ális sor elejére /header-ébe/ helyezi a sor hosszának 
szavakban vett értékét /ha kell, blank-karakterekkel 
kiegészíti előbb a sort/. Az f input file-on az eoln 
akkor ad true értéket, ha egy sor utolsó karakterére 
kiadott get(f) után újabb get(f) lett kiadva. Az ezu­
tán kiadott get(f) abban az esetben, hogyha van még 
sor a file-on törli az end of line feltételt és ft-be 
helyezi a következő sor első karakterét. Ellenkező 
esetben az end of line feltétel mellett bekövetkezik 
az"end of file" feltétel is.
Az end of line feltétellel egyidőben ft = balnk áll 
fenn, de egy következő karakter read nem ezt a blan­
ket, hanem az uj sor első karakterét fogja beolvasni. 
Az input file-on tehát nem soronkénti,hanem folyamatos 
feldolgozásra is lehetőség van. Megjegyezzük, hogy 
standard input, vagy prd file-okat használó PASCAL.P 
progaramokban a program elindítása előtt az RTP behe­
lyezi a file első karakterét a buffer változóba 
/ft-ba/.
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G- A compiler változóinak inicializálása "vágással".
A PASCAL.P compilernek több eljárása azzal foglalkozik, 
hogy a compilerben definiált struktúrákat táblákat ki­
építse, kezdeti értékeket adjon meg.
Egy compiler működésében ezek a feladatok minden egyes 
forditás alkalmával ugyanúgy lesznek végrehajtva, és 
az eredmény is ugyanaz a memória felépítés, kitöltés.
Az inicializáló eljárások az inicializálás után is 
bent maradnak a memóriában /a compiler részeként/ a 
használt konstansok a forditás alatt végig lekötik az 
adatmemória konstans mezőjét.
Ennek megszüntetésére alkalmaztuk az SC/VSC "vágásá­
nak" módszerét, melynek elve röviden a következő.
A C compilert két részre vágjuk, A /inicializáló/,
B /fordító/. Az A felépiti a C stack-jét, heap-jét, 
és az adat-memóriát egy bináris file-ra viszi. A to­
vábbiakban C helyett elég a B-t használni, csak B in­
dítása előtt a lináris file-ról be kell tölteni az 
adat-memóriá j át.
H . Forditás! és futtatási opciók
Feladat: A PASCAL.P compilernek hogyan lehet megadni, 
hogy a forrásprogramot tartalmazó kártyaké- 
pekrol csak k<^ 80 karaktert értelmezzen 
/tehát pl. egy javitórendszer által a kártya­
kép végére helyezett sorszámokat ne a forrás- 
programhoz tartozó karakterekként kezelje/.
Egy megoldás
A compilerben az adatmemória egy meghatározott cimére 
globális változót deklarálunk. Ennek a forditás meg­
indítása előtt az RTP adja meg azt a k kezdeti ér­
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téket, amit a felhasználó a compilert meghívó vezérlő- 
kártya paraméterei között előirt.
Ugyanúgy egyéb felhasználói opciók is bevezethetők 
/kereszt-hivatkozási lista, értékhatár ellenőrzés stb./ 
a helyi továbbfejlesztés során. •
Az implementálás lépései
A PASCAL.P implementálásának a stack computer megvaló­
sítására építő módszerében igen lényeges szempont a 
compiler működő változata és a forrásnyelvű változat 
közti párhuzam folyamatos fenntartása. Ez módosítási 
ciklusokon keresztül valósítható meg. Egy módosított 
ciklus olyan PASCAL.P forrásnyelvű programot érintő 
és /vagy a működő compiler gépi kódján végzett javítá­
sok sorozatából áll, melynek végeredményeképpen a 
PASCAL.P program lefordítása ugyanazt a gépi kódot 
eredményezi, mint a fordítást végző compiler kódja.
A továbbiakban összefoglaljuk az inplementálás előre 
látható fontosabb lépéseit és a lépésekhez szükséges 
software feltételeket.
1. A PASCAL.P alapvető adattípusai reprezentálá- 
sának meghatározása a célgépre, és a PASCAL.P 
gépfüggő konstans-definicióinak megváltoztatása.
2. A stack computer reprezentációjának /run time 
package/ megtervezése, és az esetleg felmerülő 
PASCAL.P forrásnyelvi szintű változtatások kije­
lölése /pl. VSC esetén/.
3. A PASCAL.P program 1. és 2. szerinti javítása, 
valamint a kódgeneráló rész módosítása abból a 
célból, hogy formailag is a célgép makró assemb­
leréhez igazodó fiktiv kódot kapjuk. A PASCAL.P 
program forrásnyelvi szintű javításainak elvég­
zéséhez az anyagépen természetesen PASCAL vagy
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PASCAL.P compiler szükséges.
4. Az anyagépen elkészített PASCAL.P compiler válto­
zat és a megfelelő assembler-kód átvitele a cél­
gépre, szükség esetén konvertáló programok al­
kalmazásával .
5. A CTP és az RTP közti munkamegosztás rögzítése.
6. A CTP elkészítése és az assembler kód lefordítá­
sa, memória igényének értékelése.
Ennél a lépésnél felmerülhet a makró assembler 
bővítésének problémája, valamint az assembler­
kód memóriaigényre történő optimalizálási lehe­
tőségeinek áttekintése.
7. Az RTP elkészítése és az assembler-kód belövése.
8. A működő compiler program illesztése a célgép 
software-éhez /könyvtározás, hivási mechanizmus, 
file kezelés/.
9. A PASCAL.P compiler felhasználói számára compiler 
opciók lehetősége, külső file-ok használati mód­
ja, futási hibaüzenetek generálása azok a fela­
datok, melyeket egy user run-time package-el
telj esithetünk.
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4. A PASCAL.P LEHETŐSÉGEINEK ÉRTÉKELÉSE
A közeljövőben haszánkban is várható a PASCAL nyelv széle­
sebb körű terjedése. Ennek alapfeltétele természetesen az, 
hogy a különböző számitógépeken rövid időn belül hatékony 
fordítóprogramok álljanak rendelkezésre. Ezek kifejleszté­
séhez megfelelő eszköz a PASCAL.P.
Anyagépként rendelkezésre áll az MTA CDC 3300-as gépe, ahol 
a PASCAL,P SC ill. VSC változata generálható.
A PASCAL.P implementálásához becslésünk szerint ötödannyi 
idő szükséges, mint egy compiler teljes megírásához.
Egy célgépre átvitt PASCAL.P compiler helyei továbbfejlesz­
tésével kiküszöbölhetők a portabilitásból adódó hatékonysá­
gi veszteségek, illetve a standard PASCAL nyelven vett korlá­
tozások. Ezek a munkák nem igényelnek több időt, mint a 
PASCAL.P implementálása.
Átvitel CDC 3300-ról más gépre
Néhány elkezdett, illetve tervezett fejlesztés: •
- Megindult a PASCAL.P implementálása az ESSZR gépcsalád 
R 50 gépére.
- Tervezzük egy run time rendszer megírását R 10 gépére, 
mellyel anyagépen lefordított PASCAL.P programokat lehet 
működtetni.
- Tanulmányozzuk a PASCAL.P compiler kisgépekre /TPA 70,
R 10/ történő átvitelének lehetőségeit.
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Továbbfejlesztés a CPC 3300 gépen
Amellett, hogy a PASCAL.P továbbvitelében számitógépünk már 
betöltheti az anyagép szerepét, célszerűnek látszik compi- 
lerünk többirányú továbbfejlesztése.
A. A hatékonyság növelése érdekében cél makroassembler 
készítése. Jelenleg a PASCAL.P által generált SC, 
illetve VSC kódot a C0MPASS assembler forditja.
Ennek a második fázisának az időigénye /különösen a 
VSC esetén alkalmazott sok feltételes makró utasitás 
miatt/ túl nagy. /Pl. mig az SC, ill. VSC kód generá­
lását, 8, illetve 5 perc alatt végzi a compiler a 
PASCAL.P forrásnyelvi programjáról, addig a fiktiv 
kód lefordítása C0MPASS-szal mintegy 26, ill. 22 perc 
perc./ A cél makró - assemblerrel végzendő második 
fázishoz módosítani kell az első fázis kódgenerálá­
sát úgy, hogy a VSC direktívák, paraméterek mnemo- 
nikus generálása helyett bináris utasitáskód és pa­
raméter értékek generálódjanak. Ez mellékhatásként 
csökkenti az első fázis idejét is.
A második fázis memória optimalizálást is végezhet 
a 3. pontban ismertetett elven. Ehhez jelentős tám­
pontul szolgálnak az F4. Függelékben közölt statisz­
tikai adatok.
B. Lehetőség van egy Standard PASCAL compiler fokozatos 
kialakítására. A real-tipus implementálásához run­
time rutinok megirása és a kódgenerálás némi változ­
tatása szükséges. Az 1. fejezetben leirt PASCAL.P 
korlátozások közül lényegesnek tartjuk még a packed
strukturálás és a file típus megvalósitását.
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C. A PASCAL felhasználói szolgáltatásokkal történő bőví­
tése. A határ vizsgálatát /index, range/ és a válto­
zó kereszt-hivatkozási lista opcionális beépítését, 
valamint az eljárások szeparált fordithatóságának 
bevezetését tartjuk a leglényegesebbnek.
A szerzők köszönetüket fejezik ki Ch. Rapin professzornak és 
J. Ramanoelina tanársegédnek, az EPF Lausanne oktatóinak, jelen 
munka támogatásáért és az abban nyújtott segitésgükért.
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Fl. A STACK-COMPUTER ÉS VIRTUALIS-STACK COMPUTER DEFINÍCIÓJA
Minthogy a két fiktiv gép assembleré azonos, utasitáskész- 
letük nagy része közös, a meghatározásokat egyszerre adjuk 
meg mindkét gépre, a vstack állapot-átmeneteket pedig a 
függelék végén foglaljuk össze.
Az assembler formai leirása
Az assembler leirására szintaxis diagramokat használunk.
A diagram blokkjai közül a kerekített szélüek termináló 
szimbólumok, a többiek jelentését a diagramot követő meg­
jegyzés, illetőleg újabb diagram tisztázza. Eg^ diagram 
blokkjainak tetszőleges nyilfolytonos bejárása /kezdőpont­
tól végpontig/ szintaktikusán helyes egységet definiál.
assembler \J nyitó fl J assemblerl rekord rt“Jj záróprogram '1 blokk 1**1 'll blokk | — r
Megjegyzés; a nyitó- és záró blokkok szolgáltatják azt a 
keretet, melyek a fiktiv gép megvalósításakor a lefordított 
programok tényleges futásához szükségesek. A nyitó blokk 
tartalmazhatja a direktívákat definiáló makró törzseket, 
cimkék entry ponttá nyilvánítását, external hivatkozások 
kijelölését stb., a záró blokkba kerülhetnek a program 
futását elinditó és befejező direktívák.
assemblerrekord
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Megjegyzések: az end of line lehet logikai fogalom
(pl. assembler rekord hossza = 72 karakter), vagy tényle­
gesen létező (pl. két karakter jelzi a sor végét);
A ' x' karakterrel kezdődő sorok commentek, az assembler 
program olvashatóságát segitik /a PASCAL.P compiler pl. 
minden user eljárás törzsének generálása előtt commentként 
megadja az eljárás nevét/
cimke
Megjegyzés: az 'L123' jellegű cimkék hossza legfeljebb 8 
karakter, ezeket a PASCAL.P cim, vagy integer tipusu kons­
tansok szimbolikus megnevezésére használja,
Megjegyzések: adirektiva mnemonikja mindig a 10. karakter 
pozícióban kezdődik, a hozzá tartozó paraméterek pedig a 
20. karakter pozíciójában; 
a paraméter formája függ a direktívától.
paraméter
paraméter
lista K l H t  ->§ pa’rain^t^r 3— r - X DT -0- y
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Megjegyzés: a konstans paraméterek formáját, jelentését és 
a cimke paraméterek jelentését a direktívák részletes leí­
rásával együtt adjuk meg. /Az "üres" paraméter 0 integer 
értékű/
pseudó
utasítás
BSS
»£ EQU }■ |[
—+( BCD
prg"
>
Megj egyzések:
- a BSS paramétere 0, az assembler a hozzátartozó cím­
kéhez az utasitásszámláló /location counter/ aktuális 
értékét rendeli;
- a EQU paramétere integer konstans, ezt az értéket adja 
az assembler a hozzátartozó cimke szimbólumnak;
- a BCD paramétere 1,000C alakú, ahol C tetszőleges ka­
raktert jelent, amely karakter belső kódját az assemb­
ler az SC adat-memóriájának soronkövetkező szavába 
helyez;
- a PRG-nek nincs paramétere, hatására az assembler az 
adatmemóriacimfejlesztését befejezve visszatér az 
utasitás-memóriához.
utasitás utasitásmnemonik•P \>|paraméter lista
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Megjegyzések:
SC esetén két utasitás az 'UJP' és 'RTJ' után egyetlen
cimke szimbólum áll, mint paraméter;
A paraméter lista a 20. karakter pozicióban kezdődik;
A mnemonik 3 vagy 4 karakter az A..Z intervallumból.
Az SC és VSC utasításai
- Az utasításokat funkciójuk szerint csoportosítva 
közöljük.
Bár a PASCAL.P compiler jelenlegi változata 59 
darab 3-4 karakteres alap mnemonikot kezel, fel­
sorolásunk csak azokat az utasításokat tartalmaz­
za, melyek a PASCAL.P implementálásához feltétle­
nül szükségesek. További /pl. real aritmetikával 
kapcsolatos/ utasítások értelmezése az implemen- 
tálókra marad.
- Az utasítások operációs kódjaként a compiler mne­
monik- tömbjének indexét használjuk /ami nam azo­
nos az C53-ben található kóddal/.
- Mivel az assembler az utasitás paraméter listá­
jának elemeit a fiktiv gépi utasitás operandusa- 
ivá "alakitja" nem teszünk különbséget az utasi­
tás paraméter és utasitás operandus megnevezések 
köz t .
- A program adatainak 5 tipusát különböztetjük meg
- cim ( vagy pointer)
- integer
- character (belső-kód érték)
- boolean ( O v . 1)
- set (bitsorozat) formailag integer
A fiktiv gép bizonyos utasításai univerzálisak 
több típusra /pl. L0D, STR/, mások speciális tí­
pusokon végeznek műveletet /lásd pl. L0DS, LDCN/.
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Az utasítások paramétere /p,q/ lehet:
bármilyen tipusu direkt operandus,
cimhivatkozás bármilyen tipusu adatra, vagy szim­
bolikus hivatkozás esetén az utasitásmemóriára
a legtöbb utasításban a p integer tipusu direkt 
operandus szerepe az, hogy megadja az aktuális 
adatszegmenstől induló és az adatszegmensek 
STATLINK-jén visszafelé haladó többszörös indirekt 
hivatkozás lépésszámát, ezt hivatkozási szint 
operandusnak nevezzük.
Az eljárások adatszegmensén /stack-jén/ történő 
változás leírására a következő jelölést vezetjük 
be
stack változás: Cxl -*• Cx':
Itt X és X' a stack formája egy utasitás vég­
rehajtása előtt, illetve után. A stack csúcsát 
mindig a stack forma jobb oldala jelzi /pl. az 
CS inti int23 formájú stack csúcsán illetve alat­
ta int2 illetve inti adatok helyezkednek el/. 
Ha egy utasitás stack változása 
CS inti int2D CS sum:, akkor az utasitás nem 
érinti a stack S-sel jelölt részét, végrehaj­
tásakor az int2 és inti adatok lekerülnek a 
stack-ről, a stack csúcsa a sum-mal jelölt adatot 
fogja tartalmazni.
A stack forma baloldala az aktuális eljárás adat­
szegmensének báziscimétől ábrázolja a stack-et. 
Pl. az ábrán látható stackhelyzetet CFv Y izé: 
formával Írhatjuk le.
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Load utasítások
LA0 (q ) Load base-level address
op = 3 7
q = cim tipusu direkt operandus 
stack változás: CS3-»-CS/q3
LD0 (q ) Load from base-level address
op = 39
q = cim tipusu hivatkozás 
legyen x a q cim tartalma 
stack változás: CS3-*-[ISx3
LAD (p,q) Load address
op = 50
p = hivatkozási szint operandus /integer,direkt/ 
q = cim tipusu direkt operandus
q relativ cim a p által meghatározott b bázisra.
Legyen ad = b + q 
stack változás: CS3+CS ad3
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LAC ( ) Load address of constant
op = 38
A stack computer adat-memóriájában a konstans mező 
location counterének aktuális értéke legyen ele
stack változás: CS3 -+ CS ele]
LDC (p ) Load constant
op = 51
p = nem set tipusu, egyébként tetszőleges direkt 
operandus
stack változás: USD -*• CS p]
Megjegyzés: az LDC utasításnak különböző változatai
léteznek a betöltendő konstans típusa szerint, amit 
a stack computer megvalósításának szempontjai indo­
kolnak.
LDCC /p/ Load character constant
LDCN /p/ Load nil pointer
LDCL Iql Load long constant
Az előbbi utasításokban p direkt operandus és rend­
re character, cim, tipusu. A q olyan "nagy integer" 
az LDCL utasításban, amely a direkt operandusok szá­
mára felhasználható bit számmal nem reprezentálható, 
ezért q értékét az assembler elhelyezi a stack 
computer adat-memóriájának soronkövetkező konstans­
mező elmére ahonnan majd futáskor cimhivatkozás ut­
ján kerül q a stackre.
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A VSC ezek közül csak az LDCN és LDCL változatokat 
használja.
LD0S (q ) Load set from base-level
op = 20
q = cim tipusu hivatkozás
Legyen set a q cim tartalma 
stack változás: CSU CS set!
L0DS (p,q) Load set from address
op = 24
p = hivatkozási szint operandus /integer, direkt/ 
q = cim tipusu hivatkozás
Legyen ad = b+q, ahol b a p  által meghatározott 
báziscim, és set az ad cim tartalma,
stack változás CSU CS set:
LDCS (p,q) Load set constant
op = 27
p,q= set tipusu direkt operandusok
Megjegyzés: a két paraméter lehetőséget ad egy kons­
tans halmaz két diszjunk darabból történő összeraká­
sára. Ha a set reprezentációja nagyobb méretű, mint 
amit direkt operandusként az assembler kezelni tud, 
akkor a konstans halmazt az assembler az adat-memória 
konstans mezőjébe helyezi és arra cim hivatkozást 
generál.
Legyen conset a p és q részhalmazokból konkatená- 
cióval kialakított halmaz
stack változás: CS: CS conset:
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Indexelt load utasítások
IDX (q ) 
op = 35
Indexed fetch
q = integer, direkt operandus 
stack változás: CS addr 3 ■+ [S x]
ahol x az addr + q cim tartalma
IDXS (q) 
op = 29
Indexed fetch set
q = integer direkt operandus 
stack változás: CS addr] -+CS set]
ahol set az addr + q cim tartalma.
Store utasítások
SR0 (q) 
op = 43
Store at base-level
q = cim, direkt operandus
stack változás: CS *3 -*■ CS3
Az x adat a q cimre kerül.
STR (p,q) 
op = 56
Store
p = hivatkozási szint operandus /integer, direkt/ 
q = cim, direkt operandus 
stack változás: CS x] -* CS]
az x adat a b + q cimre kerül, ahol b a p 
alapján képzett báziscim
ST 0 ( ) Stack store
op = 00
stack változás: CS addr x: -+ CS]
x adat az addr cimre kerül
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SR0S (q) Store set at base-level
op = 28
q = cim, direkt operandus 
stack változás CS setD -»■ CSD 
A set adat a q cimre kerül
STRS____ ( p , q ) Store set
op = 25
p = hivatkozási szint /integer/ direkt/ 
q = cim, direkt operandus 
stack változás: CS setD -*■ CSD
A set adat a b+q cimre kerül / b a p  által mégha 
tározott bázis-cim/.
ST(ftS_____ ( ) Stack store set
op = 26
stack változás: CS addr setD -*■ CSD
Összehasonlitó utasítások
Az ebbe a csoportba tartozó utasítások a stack-ben 
közvetlenül vagy cimhivatkozással meghatározott két 
adat között végeznek el vizsgálatot egy feltétel tel 
jesülésére, és 'true' vagy 'false' boolean érté­
ket adnak vissza a vizsgálat eredményétől függően.
A stack változás mindenütt [S x y] + CS booleD
EQL Test on' = '
EQL Test sets on '='
op = 47
NEQ Test on '
NEQS Test sets on
op = 55
GEQ Test on '
GEOS Test sets on '
op = 48
LEQ Test on '<'
LEQS Test sets on ’
op = 52
GRT Test on '>'
op = 49
LES Test on '<'
op = 53
A további összehasonlitó utasítások az előbbiek vál­
tozatai. Itt azonban a kiindulási CSxyD stack for­
mában x és y kezdőcímei egy-egy adatsorozatnak, 
melyeket szavanként hasonlit össze az utasitás.
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A q paraméter /integer, direkt operandus/ adja meg 
az adatsorozatok hosszát.
EQLM (q )
NEQM (q)
GEQM (q)
LEQM (q )
GRTM (q)
(q)
Test sequences on '='
Test sequences on '
' >_' test az első nem egyenlő elem­
páron
'<' test az első nem egyenlő elem­
páron
' >' test az első nem egyenlő elem­
páron
'<' test az első nem egyenlő elem­
páron
LESM
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Logikai utasítások
N0T Boolean 'not'
op = 19
stack változás: CS b3 CS bl
ahol b a b  boolean tipusu adat negáltja
AND Booelan 'and'
op = 04
stack változás: CS a bl CS cl
itt c az a és b boolean adatok logikai szorza­
ta: c = a A b
IffiR Inclusive 'or'
op = 13
stack változás: CS a b] + CS cl
Az a,b boolean adatok közötti "megengedő vagy" műve­
let eredménye a c /mely akkor és csak akkor 'false', 
ha a is b is 'false'/
Integer aritmetika
Ebben a csoportban minden utasitás stack változása 
CS i j] ■> CS ki (i,j,k egész adatok)
ADI Addition
op = 02 
k = i +j
DVI Integer Division
op = 06
k = i/j egész része
59
M0D
op = 14
Modulus
k = i/j egész osztás maradéka
MPI
op = 15 
k = i x j
Multiplication
SBI
op = 21 
k = i - j
Halmaz műveletek
Subtraction
Ebben a csoportban a stack változás:
CS e f] -* cs g: (e,f,g set tipusu adatok)
UNI
op = 45 
g = ellf
Union
INT
op = 12 
g = e fi f
Intersection
DIF Set difference
op = 05 
g = e-f g az e halmaz f-be nem tartozó
elemeinek halmaza
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Eljárások működtetésével kapcsolatos utasítások
MST (p ) Mark stack
op = 31
p = hivatkozási szint operandus
MST az eljárás hivás előkészítésének első utasitása, 
feladata a hivandó eljárás adatszegmensének első me­
zőit lefoglalni illetve kitölteni
stack változás: CH3 -*• CH fv stl dini 3 
Az utasítás megfelelő hosszúságú helyet biztosit az 
esetleges függvény érték számára, ezt jelöli fv; 
a dini cim a hivó eljárás adatszegmensének bázis ci- 
me /dinamikus link/;
az stl cim statikus link azon eljárás adatszegmen­
sének bázis cime, amelyben a hivott eljárás defini­
álva van, azaz amelynek a hivott eljárás lokális el­
járása;
a statikus link meghatározását az utasitás a p hi­
vatkozási szint paraméter alapján végzi.
CUP____ ( p , q ) Call user procedure
op = 4 6
p = integer, direkt operandus 
q = szimbolikus cimhivatkozás
A CUP utasitás a p paraméter és az SP regiszter 
tartalma alapján kiszámítja a hivandó eljárás adat­
szegmensének bázis cimét és a mark pointer /MP/ re­
giszterbe helyezi MP := (SP)-p-3 , továbbá elhelye­
zi a RETURNA adatszegmens mezon az utasitás-memóri- 
ába mutató visszatérési cimet /hivási hely + 1/, majd 
ugrik a q paraméterben megadott cimre.
stack változás: CHM3 CM3
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H a hivó eljárásban a hívás megkezdésig (MST vég­
rehajtásig) felépített stack rész, M jelzi az eljá- 
rás-hivás előkészítése során (MST-től a CUP utasítá­
sig) felépített stack részt.
A hiváskor átadandó aktuális paraméterek az MST és 
CUp utasítások között stack utasítások segítségével 
kerülnek az adatszegmensbe. (lásd az 5. függelék pél­
daprogramját)
ENT (q ) Enter data segment
op =32
q = szimbólummal kifejezett integer, direkt ope- 
randus.
Minden eljárás ENT utasitás nyit meg, feladata a 
stack printer /SP/ inicializálása.
stack változás: CM] -* CM R]
R egy stack-rész az eljárás lokális változói illet­
ve munka-mezői számára fenntartva. SP uj értékét a 
q paraméter határozza meg:
SP := (MP) +q-l
RETP Procedure return
op = 08
stack változás CHS] ■+ CH]
H jelöli a hivó stack formáját S pedig a vissza­
térő eljárásban épitett saját stack-et.
(H kezdőcímét a dinamikus link adja)
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RET (o ) Function return
op = 42p = karakter, direkt operandus 
stack változás: CH funcval SD -* CH funcvall
H a hivó eljárás stackje.
S a function eljárás saját stack-jének a funcval 
adat utáni része, funcval a function eljárásban ki­
számított függvény érték. A function tipusát a p 
paraméter jelzi.
Egyéb utasítások
M0V (p ) Move data sequence
op = 40
p = integer, direkt operandus 
stack változás : CS adl ad21 -* CS1
p jelenti az ad2 cimtől kezdődő adatsorozat hosz- 
szát, mely sorozatot az utasitás áthelyezi adl 
cimtől kezdve.
NGI ( ) Negate integer
op = 17
stack változás: CS il -* CS jl ahol i,j integer 
adatok, és j = - i
DCR (p ) Decrement address
op = 31
p = integer, direkt operandus
stack változás: CS al -* CS bl ahol a,b cimek és 
b = a-p
INC (p ) Increment address
op = 34
p = integer, direkt operandus
stack változás: CS al -> CS bl
és b = a+p
ahoi a,b cimek
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1XA____(p ) Compute Indexed address
op = 36
p = integer, direkt operandus
stack változás CS addr ixD -*■ CS iád: 
addr, iád cim adatok az ix integer adat 
iád = addr + ix.p
Megjegyzés:
az utasitás megadhatja pl. a p hosszú elemekből álló 
addr cimtöl induló tömb ix indexű elemének cimét.
SGS (p) Generate singleton set
op = 23
p = integer, direkt operandus 
stack változás CS: CS set:
A set egy egyelemü-részhalmaz, melyet az elemnek a 
lineárisan rendezett alaphalmazban elfoglalt pozíci­
ójával határoz meg a p paraméter (0<p_<47)
INN ( ) Test on set membership
op = 11
stack változás: CS int e: -+ CS bool:
int integer jelzi az e /lineárisan rendezett/ hal­
maz egy elemének pozícióját, a bool boolean adat 
megadja, hogy az igy meghatározott elem benne van-e 
e halmazban.
FJP____ ( p) False jump
op = 33
q = szimbolikus cimhivatkozás
A q egy kód-memóriába mutató cim, melyre az uta­
sitás csak akkor ugrat, ha a stack csúcsán 'false' 
érték van
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stack változás: CS bool: -> CS:
Speciális VSC utasítások
BRU (q,vss) Branch unconditional
op = 5 7
q = szimbolikus cimhivatkozás
A virtuális stack S állapotba kerül, majd feltétel 
nélküli ugrás a q által meghatározott kód-memória 
cimre.
CSP (q,vss) Call standard procedure
op = 30
q = szimbolikus cimhivatkozás
A q a VSC egy standard eljárásának a neve. Az el­
járásra szubrutin ugratás történik, a visszatérés S 
vstack állapottal a CSP-t követő utasításra adja a 
vezérlést.
P0P (vss) Vstack pop
op = 59 '
Ez a vstack kezeléshez bevezetett segéd-utasitás a 
vstack-et S állapotba viszi, azaz az esetleg hasz­
nált A,Q regisztereket betölti a stack memóriába.
CAS (Imin, lmax, q, vss) Case 
op = 58
Imin, lmax = integer direkt operandusok 
q = szimbolikus cimhivatkozás
A PASCAL case utasitás támogatására bevezetett se­
géd-utasitás .
stack változás: CS k: CS:
65
Amennyiben lmin<k£lmax, ugratás történik a q cim- 
t51 kezdve felsorolt BRU utasítások közül a 
(q + (k - Imin) + l)-edikre.
Ha k az lmin..lmax intervallumon kivül esik, ugrás 
a q cimre.
Speciális SC utasítások
UJP_________________Unconditional jump
stack változás: CSD -*■ CSD
A BRU utasitás SC-változata
RTJ____q_ Return jump
A CSP utasitás SC-változata
q = szimbolikus cimhivatkozás /eljárás neve/ 
stack változás: CS xD -*■ CS fD
/itt X jelöli a standard eljárás stacken kapott 
adatait, f pedig a függvénytől visszakapott érté­
ket/
XJP p Indexed jump
q = szimbolikus cimhivatkozás
/A CAS utasitás az XJP-nek összetettebb VSC válto­
zata/
stack változás: CS iD-»- CSD
Feltétel nélküli ugrás q + i -re.
Standard függvények, eljárások
E0F End of file ellenőrző függvény
ELN End of line ellenőrző függvény
stack változás: CS fbD+CS boolD
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fb = megadja a vizsgálandó file bufferének cimét 
bool = a vizsgálat eredményét jelző boolean.
PUT Pascal.P. PUT művelet eljárása
GET Pascal.P. GET művelet eljárása
RLN Pascal.P. READLN művelet eljárása
WLN Pascal.P. WRITELN művelet eljárása
stack változás: CS fbH -> CS3
Az fb jelöli ki azt a file-t /illetve bufferét/, 
melyre a műveletet végre kell hajtani.
RDC Read character
RDI Read integer
stack változás: CS add fbH -* CSD
fb = input file /buffer/ kijelölése
add= az a cim ahová a karakter, ill. integer beolva­
sását végre kell hajtani.
WRC Write character
WRI Write integer
stack változás: [S k £ fbD -*■ [S3
fb = output file /buffer/ kijelölése
k = a kiírandó konstans /char., vagy integer/
£ = a kiírandó karakterszám
WRS Write character string 
stack változás: Cs sadd £ Is fb3 -* C
fb = output file /buffer/ kijelölése 
sadd = a character string kezdő cime 
Is = a string tényleges hossza 
£ = a kiírandó karakterek száma
Megjegyzések:
- A fiktiv gép, akárcsak a PASCAL.P text-file-ok hasz 
nálatát engedi meg, tehát integer input/output müvele 
teknél karakterkód - integer érték konverciákkal adó­
dik a számjegyek stringjének megfelelő egész érték, 
illetve az értéknek megfelelő string.
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Azokban az output eljárásokban, ahol a kiírandó 
karakterek száma /1-lel jelölt stack adat/ na­
gyobb, mint a ténylegesen kiirandó string hossza, 
balról blank kiegészítés történik, ha pedig ki­
sebb, akkor a string csonkitatlanul Íródik ki.
NEW PASCAL NEW standard eljárás
stack változás CS add ni -* CS]
Az eljárás n hosszúságú memória-darabot foglal 
le az adatmemória HEAP mezőjéről, azaz n -el 
csökkenti NP/new pointer/regiszter tartalmát és 
a kezdő cimet az add cimre teszi.
SAV Save NP /new pointer/ regiszter
stack változás: CS add! -* CS]
Az eljárás az add cimre helyezi az NP regiszter 
tartalmát.
RST Reset NP /new printer/ regiszter
stack változás: CS np] -+ CS]
Az eljárás betölti NP regiszterbe az np cimet. 
Megjegyzés:
a PASCAL standard "dispose" eljárását a PASCAL.P 
-ben "mark" és "release" standard eljárások he­
lyettesitik, melyeknek fiktiv gépi megfelelői a 
SAV és RST eljárások.
A virtuális stack állapot-átmenet
A VSC utasításokban mindig az utolsó paraméter­
lista elem a vss vstack állapot operandus.
A vstack állapotai a következő vstack formákkal 
szemléltethetők:
S, SA, SAQ ahol
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S = valódi memória stack rész 
A,Q = regiszterek
A forma jobb oldala a vstack csúcsát mutatja.
Egy utasitás összes vstack változását nevezzük a
vstack állapot átmeneti 
sére gráfot választunk:
Pl:
függvényének, és jelölé-
c s a: 
c s a: 
-* c s a:
A negyedik vstack állapot a "kényszeritett S", 
mely állapotban egyetlen utasitás sem használhat 
regisztert, azaz a vstack változás ebben az álla­
potban minden utasításra CZ: -*■ CZ:, /ahol Z 
valódi memória stack/.
- A VSC utasítások állapot-átmeneteit olyan gyakor­
lati szempontok szerint alakítottuk ki, melyek 
figyelembe vétele biztosította a célul kitűzött 
memória-igény, futási idő optimalizálását a 
PASCAL.P compilerre:
a) A és Q regiszterek szerepe a CDC 3300 
gépen nem szimmetrikus /Q-val kevesebb 
művelet végezhető, mint A-val/
b) A választott adat-reprezentációban mind­
két regiszterben minden adattípus tárol­
ható a virtiális stack-en /amit indokol 
az AQ párral végezhető néhány CDC 3300 
utasitás/. Az itt közölt állapot-átmene­
teket szemléltetésnek szánjuk, kiegészí­
tésül a PASCAL.P/CDC 3300 compiler ver-
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sión 2-ben található vstack-átmeneti táb­
lához .
Utasítások Vstack állapot - átmeneti gráf
N0T
( £ >  d s )  C0
AND, I0R, IXA
NGI, DCR, INC ( E K '  > * (S £ ) @ D
ADI, SBI, SR0, STR ^ n S^A)Aí^  ^ ^ v(sÄq)
LA0r LACf LD0r LAD f 
LDC , L0D, LDCN
^_^(SA0  ^jJSAQ^
DVI, E0F, INN, IDX, 
EQL, GEQ, GRT,
NEQ, LEQ, LES
( s y ^
DIF, INT, SGS,
M0D, MPI, LD0S, L0DS, 
LDCS, UNI, IDXS
STRS, ST0S, M0V, SR0S, 
CSP, ENT, EJP, MST, 
RET, CUP, BRU
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F2. A PASCAL.P implementálás eszközei
Az itt felsorolt eszközök egy része programok, listák formájá­
ban áll rendelkezésre, más részük irodalmi hivatkozás.
a) PASCAL Revised Report, 1974. C23
b) PASCAL.P/CDC 3300 Felhasználói leirás
c) PASCAL.P/CDC 3300 Compiler forrásnyelvű alakban 
PASCAL.P-ben irva kb. 3600 80-karakteres kártyakép/
d) PASCAL.P/CDC 3300 compiler fiktiv SC kódban /kb. 15000 
40-karakteres kártyakép/
e) A fiktiv Stack Computer és assemblerének definíciója
A
a )
fiktiv VSC megvalósítását választó 
és b) anyagok mellett a következő
c*/ PASCAL.P/CDC 3300/Version 
d*/ PASCAL.P/CDC 3300/Version 
eK/ A Virtuális-Stack Computer
implementációhoz a fenti 
eszközök használhatók:
2/ compiler forrásnyelvű 
alakban
2/ compiler a fiktiv VSC 
kódban
és assemblerének definí­
ciója
Jelen tanulmányon kivül, mely e/ és e / eszközöket tartal­
mazza a fiktiv Stack Computerre vonatkozóan használható 
még:
- PASCAL.P compiler Implementation Notes C5H
- PASCAL 6000-3.4 nyelven Írott assembler/interpreter 
az eredeti Stack Computerre /mérete 1000 80-karakte­
res kártyakép/. Elsősorban dokumentációs célt szol­
gál .
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F3. A PASCAL.P/CDC 3300 karakterkészlete és kódja
A. A PASCAL.P compilert és SC kódját tartalmazó mágneszalag-
ra irt karakterek kódja.
0 1 2 3 4 5 6 7 8 9
0 • 1 2 3 4 5 6 7 8 9
10 0 = * < % C BLANK / S T
20 U V W X Y Z 3 t ( r*
30 = A - J K L M N 0 p
40 Q R V $ X + i > + A
50 B C D E F G H I < •
60 ) > 7
Megjegyzés: a r* karakter a PASCAL.P-ben nem értelmezett
B. A PASCAL.P Standard PASCAL-tól eltérő alternativ szimbó­
lum értelmezése.
jel megnvevezése Standard PASCAL PASCAL.P
kettőspont : vagy % vagy
aposztróf / 4-
nem egyenlő < > < :> vagy +
nagyobb egyenlő > = > = vagy >
kisebb egyenlő < = < = vagy <
logikai negáció not NOT vagy *1
logikai és and AND vagy A
logikai vagy or 0R vagy V
kommentár kezdet, vég (x ... x)
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C. A mágnesszalag fizikai jellemzői:
A CDC 3300 gépen a felírás 7 trackes framekkel történik, 
páros vagy páratlan paritásbittel, 200, 556 vagy 800 BPI 
süsüréggel. A file mark kódja: 15 ([karakter), file vége
jel: két file mark.
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III. A PASCAL.P compiler /version 2/ eljárásainak hivási
gyakorisága
A compiler 89 eljárásban összesen 278.176 hivás tör­
tén a PASCAL.P lefordítása közben. A táblázat felso­
rolja a leggyakoribb eljárásokat, (megadva, hogy 1000 
eljáráshívás közül hányszor lettek meghivva)
eljárás neve hivások száma ÍOOO hivás közül
NEXTCH 529
INSYMB0L 83
MN GÉN 49
VSTACK 49
C0MPTYPES 29
SEARCHID 23
FIELDLIST 23
L0AD 20
GEN 2 19
FACTOR 18
TERM 18
SIMPLEXPRESSI0N 17
GEN 1 16
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eljárás neve hivások száma 
1000 hivás közül
EXPRESSION 14
ENDOFLINE 13
STATEMENT 13
SELECTOR 12
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IV. A VSC-t reprezentáló RTP szubrutinjainak hivási gya­
korisága
Az 0P fiktiv gépi utasitást vagy eljárást VSS vstack 
állapotban megvalósító RTP szubrutint jelöljük 0P.VSS 
szimbólummal. A táblázat néhány RTP service rutinról 
is közöl adatokat, ez esetben röviden a service ru­
tin funkcióját adjuk meg.
Az alábbi táblázat csak az érdekesebbnek Ítélt adato­
kat tartalmazza.
RTP szubrutinok hívások száma
ENT.Z, MST.Z, CUP.Z, 278.176
RETP. Z 268.836
RET. Z 9.340
RDC . SAQ, E0F. SA 148.665
ELN.SA 297.328
WRC. SAQ 210.080
WRS.SAQ 23.440
WRI.SAQ 37.799
WLN.SA 19.604
NEW.SAQ 2.046
SAV.SA, RST.SA 88
PUSH- növeli a stack-et 
egy szóval a memóriában 604.361
AQPUSH - az A és Q regisz­
tereket betolja a stack 
memória részére
300.957
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RTP szubrutin hivások száma
APUSH - az A regisztert 
betolna a stack memória 
részére
1,204.858
BASE - hivatkozási szint 
operandus alapján a több­
szörös indirekt hivatko­
zást hajtja végre
306.821
DVI.SAQ 7.099
MPI.SAY 21
MPI.SAQ 11.730
GRT.SA 73
GRT.SAQ 216.644
E0L.SAQ 180.043
LES.SAQ 351.137
N0T.S 149.644
M0V.S 42.293
LAD.S 3.187
LAD.SA 0
L0D.S 12.823
L0D.SA 1.254
ST0S.SAQ 147
EQLM.S 142.818
LESM.S 87.861
NEQM, GRTM, GEQM,
LEQM, EQLS, LEQS,
GEQS (minden VSS mellett)
0
NEQS.SAQ 2
NEQS.S, NEQS.SA 0
Compiler
version
a compiler 
jellemzője generáltkód
ide5 igény memória igény
kód gene­rálás
assemblálás utasitás adat
0 A lausanni anya­gépről származó kódcsoportokra optimalizált változat
SC kód 14 perc 21 perc 32K 18K
1
Kódcsoportokra optimalizált, az operációs rend­szerhez illesz­tett, vágott vál­tozat
SC kód 8 perc 26 perc 22K 14K
2
Helyi továbbfej­lesztés, kódcsop. nem optimalizált, vstack elven mű­ködő változat
VSC kód 5 perc 22 perc 20K 14K
F.4 Tapasztalati adatok, statisztikák
A PASCAL.P forrásprogram lefordításának idő és memória-igénye 
a 
PASCAL.P/CDC 
3300 cimpiler különböző változataira.
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2. Az OPSTAT program VSC kódja
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3. Az OPSCAN program PASCAL.P nyelven
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