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Tato pra´ce pojedna´va´ o forma´tu spustitelny´ch soubor˚u EXE. Soustrˇed´ı se na cˇa´sti potrˇebne´
prˇi reverzn´ım inzˇeny´rstv´ı. Da´le se zaby´va´ jazykem symbolicky´ch instrukc´ı, jeho reprezen-
tac´ı v bina´rn´ıch souborech a z´ıska´n´ı textove´ho popisu instrukc´ı disasemblerem. Na´sleduje
popis prˇevodu na graf toku rˇ´ızen´ı, detekce za´kladn´ıch struktur (veˇtven´ı a cykly) vysˇsˇ´ıch
programovac´ıch jazyk˚u.
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Abstract
This thesis is interested in format of executable files EXE. It is focused on parts relevant
for reverse engineering. It is interested in assembler, binary representation of instruction
and disassembling. Follow I introduce converting from executables to control flow graph,
basic structures (branches, cycles) detection.
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Tento projekt je ve sve´ podstateˇ u´lohou reverzn´ıho inzˇeny´rstv´ı. U´kolem je z bina´rn´ıho
souboru z´ıskat textovou podobu instrukc´ı. K tomu slouzˇ´ı na´stroje zvane´ disasemblery. Exis-
tuje rˇada r˚uzneˇ kvalitn´ıch na´stroj˚u poskytuj´ıc´ı tuto funkcˇnost. Naprˇ. OllyDbg, dumpbin.
K vytvorˇen´ı vlastn´ıho disasembleru vede jeho vyuzˇit´ı prˇi analy´ze spustitelny´ch programu˚.
Prˇi cˇten´ı na´sleduj´ıc´ıch kapitol naraz´ıme na neˇkolik pojmu˚, ktere´ bychom si meˇli nyn´ı ob-
jasnit.
• relativn´ı adresa - jedna´ se o vyja´drˇen´ı vzda´lenosti od soucˇasne´ adresy.
• virtua´ln´ı prostor - virtua´ln´ı pameˇt’ovy´ prostor. Virtua´ln´ı adresa urcˇite´ho mı´sta v tomto
prostoru je vzˇdy stejna´. Neza´vis´ı na fyzicke´m umı´steˇn´ı v pameˇti.
• relativn´ı virtua´ln´ı adresa - zkra´ceneˇ RVA. Je to to same´, jako relativn´ı adresa, ale ve
virtua´ln´ım prostoru adres.
• virtua´ln´ı adresa - VA je adresou ve virtua´ln´ım prostoru.
• posunut´ı - posun v pameˇti. Vyuzˇ´ıva´ se prˇi adresova´n´ı pameˇti.
• prˇ´ıma´ data - prˇ´ımo vlozˇena´ hodnota do instrukce.
• opko´d - operacˇn´ı ko´d, ko´d instrukce.
• booleova podmı´nka - vy´raz logicke´ aritmetiky, vy´stupem je true (pravda) nebo false
(nepravda).
• callback funkce - funkce, ktera´ se zavola´ prˇi neˇjake´ uda´losti. Ukazatel na tuto funkci
je prˇeda´n jako parametr jine´ funkce.




S rozvojem internetu jsou mozˇnosti sˇ´ıˇren´ı sˇkodlive´ho softwaru sta´le veˇtsˇ´ı. Nebezpecˇ´ı se
mu˚zˇe skry´vat v podobeˇ prˇ´ılohy elektronicke´ posˇty, makra dokumentu, cˇi na prvn´ı pohled
nesˇkodne´ho programu, poskytuj´ıc´ıho neˇjake´ sluzˇby. V ohrozˇen´ı nejsou jen velke´ firemn´ı s´ıteˇ,
ale i doma´c´ı pracovn´ı stanice. Proto jsou v dnesˇn´ı dobeˇ programy zajiˇst’uj´ıc´ı bezpecˇnost
pocˇ´ıtacˇovy´ch syste´mu˚ nutnost´ı.
Sˇkodlivy´ software se nejcˇasteˇji objevuje ve formeˇ spustitelne´ho programu EXE na plat-
formeˇ Microsoft Windows. Te´matem te´to pra´ce je proto sezna´men´ı se s jejich forma´tem,
tj. Microsoft Windows Portable Executable File Format. Tuto formu ma´ beˇzˇny´ EXE sou-
bor, dynamicky linkovana´ knihovna DLL a rˇada dalˇs´ıch typ˚u soubor˚u. Zameˇrˇ´ıme se na
32-bitovou architekturu.
Pra´ce je rozdeˇlena na prerekvizity, analy´za a implementace. Zhodnocen´ı pra´ce se nacha´z´ı
v za´veˇru. Trˇet´ı kapitola (prerekvizity) seznamuje se strukturou soubor˚u EXE. Zameˇrˇ´ıme se
prˇedevsˇ´ım na cˇa´sti potrˇebne´ pro vy´voj disasembleru a analy´zu ko´du. Nejprve se sezna´mı´me
s neˇkolika za´kladn´ımi pojmy. Jejich znalost je nutna´ k pochopen´ı na´sleduj´ıc´ıch cˇa´st´ı. V druhe´
cˇa´sti te´to kapitoly se zameˇrˇ´ıme na forma´t instukc´ı Intel x86. Trˇet´ı cˇa´st kapitoly se zameˇrˇuje
na problematiku grafu toku rˇ´ızen´ı. Definice graf˚u, jejich z´ıska´va´n´ı a mozˇnosti vyuzˇit´ı.
Cˇtvrta´ kapitola obsahuje analy´zu problematiky tvorby disasembleru a z´ıska´n´ı grafu toku
rˇ´ızen´ı. Take´ se zameˇrˇ´ı na detekova´n´ı cykl˚u a veˇtven´ı vysˇsˇ´ıch programovac´ıch jazyk˚u.
V kapitole pa´te´ jsou probra´ny d˚ulezˇite´ cˇa´sti implementace.
Tato diplomova´ pra´ce navazuje na semestra´ln´ı projekt, ve ktere´m byla zpracova´na pro-
blematika PE forma´tu, bina´rn´ıho vyja´drˇen´ı jazyka symbolicky´ch instrukc´ı a tvorba dis-





Microsoft Portable Executable File Format [6], zna´my´ take´ jako PE (Portable Executable)
forma´t, je soucˇa´st´ı p˚uvodn´ı specifikace Win321. Tento na´vrh je odvozen z drˇ´ıveˇjˇs´ıho forma´tu
Common Object File Format (COFF) vyuzˇ´ıvane´ho na platformeˇ VAX/VMS. Jak jizˇ samotny´
na´zev napov´ıda´, tato specifikace se snazˇ´ı o vytvorˇen´ı souborove´ho forma´tu prˇenosne´ho mezi
distribucemi operacˇn´ıho syste´mu Microsoft Windows. Jedna´ se o Windows NT, Windows 95
a jejich na´sledn´ıky. Stejny´ forma´t je pouzˇit i v distribuci Windows CE.
S na´stupem 64-bitovy´ch technologi´ı vznikl novy´ forma´t oznacˇovany´ jako PE 32+. Rozd´ıly
mezi forma´ty PE a PE 32+ jsou nepatrne´. V hlavicˇka´ch 64-bitovy´ch soubor˚u nebyla prˇida´na
nova´ pole. Jedno pole bylo odstraneˇno a neˇkolik jich bylo rozsˇ´ıˇreno z 32 na 64 bit˚u. Tento
na´vrh umozˇnˇuje psan´ı programu˚ funguj´ıc´ıch v 32-bitovy´ch i 64-bitovy´ch PE souborech.
Stejne´ho forma´tu vyuzˇ´ıvaj´ı jak spustitelne´ soubory (EXE), tak dynamicky linkovane´
knihovny (DLL). Rozd´ıl je jen v nastaven´ı prˇ´ıznaku v hlavicˇce souboru a ve zp˚usobu jejich
pouzˇ´ıva´n´ı. Soubory EXE jsou spousˇteˇny prˇ´ımo. Programy (EXE soubory) prˇi vykona´va´n´ı
sve´ funkcˇnosti vyuzˇ´ıvaj´ı funkce obsazˇene´ v DLL.
Dynamicke´ knihovny nejsou jenom soubory s prˇ´ıponou DLL. Jedna´ se take´ o soubory
s prˇ´ıponou OCX, CPL, DRV.
Hlavicˇka PE souboru obsahuje tyto cˇa´sti: MS-DOS, signaturu PE a hlavicˇky nazy´vane´
Souborova´ hlavicˇka (angl. FileHeader) a Volitelna´ hlavicˇka (angl. OptionalHeader) (viz obr.
3.1).
3.1.1 MS-DOS
Cˇa´st souboru, v origina´le zvana´ “MS-DOS Stub”, je aplikac´ı MS-DOS umı´steˇnou na zacˇa´tku
kazˇde´ho EXE souboru. Prˇi spusˇteˇn´ı programu v operacˇn´ım syste´mu MS-DOS je vypsa´na
varovna´ zpra´va, zˇe nemu˚zˇe by´t spousˇteˇn pod operacˇn´ım syste´mem MS-DOS. Tuto zpra´vu
nastavuje sestavovac´ı program (angl. linker) na zacˇa´tek souboru. Prˇi prˇekladu mu˚zˇe by´t
tato zpra´va zmeˇneˇna parametrem na libovolny´ text.
DOSova´ hlavicˇka je definovana´ strukturou IMAGE_DOS_HEADER. Du˚lezˇite´ jsou zde pouze
dveˇ polozˇky:
• e_magic - obsahuj´ıc´ı signaturu IMAGE_DOS_SIGNATURE s hodnotou 0x5A4D. Vyja´drˇeno
v ASCII znac´ıch MZ (Mark Zbikovski - jeden z p˚uvodn´ıch autor˚u MS-DOSu).
132-bitova´ platforma Windows
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Obra´zek 3.1: diagram Windows PE
• e_lfanew - odpov´ıdaj´ıc´ı odsazen´ı (angl. offset) 0x3c, je ulozˇena adresa PE signatury.
Tato skutecˇnost umozˇnˇuje syste´mu prˇ´ımo spousˇteˇt programy i prˇes to, zˇe obsahuj´ı
DOSovou hlavicˇku. Adresa (odsazen´ı od zacˇa´tku programu) signatury PE je nastavena
beˇhem sestavova´n´ı programu.
3.1.2 NT hlavicˇky
Na adrese jej´ızˇ hodnota je ulozˇena v polozˇce e_lfanew DOSove´ hlavicˇky, se nacha´z´ı struk-
tura IMAGE_NT_HEADERS definovana´ na´sledovneˇ:






Cˇtyrˇbytova´ hodnota identifikuj´ıc´ı soubor forma´tu PE. U platne´ho souboru PE ma´ hodnotu
0x00004550 (definovana´ jako IMAGE_NT_SIGNATURE). Vyja´drˇ´ıme-li tuto hodnotu v ASCI
znac´ıch z´ıska´me p´ısmena P a E na´sledovana´ dveˇma nulovy´mi byty.
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Souborova´ hlavicˇka
Tato struktura obsahuje za´kladn´ı informace o souboru:
• Typ procesoru - na´s zaj´ımaj´ı kompatibiln´ı s Intel x86. Tomu odpov´ıda´ hodnota 0x14C
(IMAGE_FILE_MACHINE_I386).
• Pocˇet sekc´ı - urcˇuje pocˇet za´znamu˚ v tabulce sekc´ı, jenzˇ na´sleduje za hlavicˇkamy NT.
• Cˇasove´ raz´ıtko - datum a cˇas vytvorˇen´ı souboru.
• Ukazatel na tabulku symbol˚u.
• Pocˇet symbol˚u.
• Velikost hlavicˇky volitelne´ hlavicˇky.
• Charakteristiky - na´s zaj´ımaj´ı hodnoty IMAGE_FILE_EXECUTABLE_IMAGE (EXE sou-
bor) a IMAGE_FILE_DLL (DLL knihovna).
• Upozorneˇn´ı, zˇe jsou odstraneˇny informace pro ladeˇn´ı programu.
• . . .
Z hlediska analy´zy jsou nejd˚ulezˇiteˇjˇs´ı charakteristiky souboru a pocˇet sekc´ı.
Volitelna´ hlavicˇka
Kazˇdy´ EXE soubor obsahuje tuto hlavicˇku. Volitelnost hlavicˇky (viz jme´no) vycha´z´ı z toho,
zˇe naprˇ. objektove´ soubory (OBJ) tuto hlavicˇku neobsahuj´ı. Tato hlavicˇka nema´ fixn´ı ve-
likost. Jej´ı velikost je da´na pouzˇitou architekturou. lze rozdeˇlit na trˇi cˇa´sti: standardn´ı,
specificke´ pro Windows a datove´ adresa´rˇe.
Standardn´ı cˇa´st obsahuje osm polozˇek, ktere´ jsou shodne´ pro PE32 i PE32+. Pole
magic urcˇuje typ forma´tu (PE32 - 0x10B/PE32+ - 0x20B). Na´sleduj´ı informace o verzi
sestavovac´ıho programu, velikosti ko´du, velikosti inicializovany´ch i neinicializovany´ch dat,
vstupn´ım bodu a ba´zove´ adrese. Verze PE32 nav´ıc obsahuje ba´zovou adresu dat. Velikost
ko´du znacˇ´ı velikost sekce nebo sekc´ı obsahuj´ıc´ıch ko´d. U velikost´ı dat je to obdobne´. Vstupn´ı
bod je adresa relativn´ı k ba´zove´ adrese, prˇi nacˇten´ı programu do pameˇti. Jedna´ se o startuj´ıc´ı
adresu programu.
Na´sleduje cˇa´st specificka´ pro Windows, obsahuj´ıc´ı infomace o verz´ıch syste´mu a sub-
syste´mu (GUI - graphical user interface, CUI - console UI), typu subsyste´mu, velikostech
(souboru, hlavicˇek, za´sobn´ıku, haldy), zarovna´n´ı (sekc´ı, souboru), kontroln´ı soucˇet. Na za´veˇr
obsahuje pocˇet datovy´ch tabulek (NumberOfRvaAndSizes), nacha´zej´ıc´ıch se ve zby´vaj´ıc´ı
cˇa´sti te´to hlavicˇky.
Preferovana´ ba´ze programu nahrane´ho do pameˇti mus´ı by´t deˇlitelna´ 64 kilobyty. Pro
DLL je tato hodnota standartneˇ 0x10000000. Pro EXE soubory na Win NT, Win 95 a
Win 98 ma´ hodnotu 0x00400000.
Posledn´ı cˇa´st´ı te´to hlavicˇky jsou datove´ tabulky. Jedna´ se o strukturu obsahuj´ıc´ı relativn´ı
virtua´ln´ı adresu a velikost struktur, reprezentuj´ıc´ıch prˇ´ıslusˇne´ tabulky.
Pocˇet teˇchto tabulek nen´ı pevneˇ dany´. Je vyja´drˇeny´ polozˇkou NumberOfRvaAndSizes.
Nacha´z´ı se zde rˇada zaj´ımavy´ch informac´ı. Nejd˚ulezˇiteˇjˇs´ı informace jsou umı´steˇny v tabulce
adres importovany´ch funkc´ı (angl. Import Address Table -IAT). Hodnoty te´to tabulky jsou
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po zaveden´ı programu do pameˇti patrˇicˇneˇ upraveny podle toho, na jakou relativn´ı virtua´ln´ı
adresu (RVA) se zavadeˇcˇi podarˇilo nacˇ´ıst jednotlive´ moduly (knihovny). Vy´hodou tohoto
usporˇa´da´n´ı je, zˇe docha´z´ı pouze k u´praveˇ te´to tabulky a ostatn´ı ko´d z˚ustava´ nezmeˇneˇn.
T´ım se pra´ce zavadeˇcˇe programu podstatneˇ zefektivn´ı. Jedinou nevy´hodou tohoto prˇ´ıstupu
je vyuzˇit´ı IAT viry pro vyhleda´n´ı potrˇebne´ funkce.
3.1.3 Tabulka sekc´ı
Kazˇdy´ program je rozdeˇlen do neˇkolika sekc´ı. Kazˇda´ sekce ma´ urcˇenou adresu ve virtua´ln´ım
adresove´m prostoru, na kterou je v dobeˇ zaveden´ı umı´steˇna. Tento prˇ´ıstup umozˇnˇuje uplat-
nˇovat r˚uzne´ politiky v prˇ´ıstupu k dat˚um, prˇ´ıpadneˇ ko´du. Nastaven´ım vlastnost´ı mu˚zˇeme
urcˇit ve ktery´ch sekc´ıch lze nale´zt spustitelny´ ko´d, zamezit prˇepsa´n´ı konstantn´ıch dat a
zajistit dalˇs´ı uzˇitecˇna´ opatrˇen´ı.
Pocˇet sekc´ı obsazˇeny´ch v te´to tabulce obsahuje polozˇka NumberOfSections obsazˇene´
v souborove´ hlavicˇce. Maxima´lneˇ je mozˇne´ vytvorˇit 96 sekc´ı. Kazˇdy´ rˇa´dek tabulky ob-
sahuje jme´no, velikost virtua´ln´ı a skutecˇnou, offset na zacˇa´tek dat prˇ´ıslusˇne´ sekce stejneˇ
tak i virtua´ln´ı adresu. Soucˇa´st´ı vsˇech za´znamu˚ jsou take´ ukazatele na relokacˇn´ı tabulky
(vcˇetneˇ pocˇtu za´znamu˚ v nich obsazˇeny´ch), tabulky s informacemi o rˇa´dc´ıch ve zdrojove´m
souboru a jizˇ zminˇovane´ prˇ´ıznaky, urcˇuj´ıc´ı vlastnosti jednotlivy´ch sekc´ı.
Jme´na sekc´ı nemaj´ı zˇa´dny´ vliv na jejich funkcˇnost. Jsou da´na pouze konvencemi. Veˇtsˇi-
nou popisuj´ı jaka´ data sekce obsahuje, ale pojmenova´n´ı za´vis´ı na zvolene´m prˇekladacˇi nebo
na samotne´m autorovi programu. Pro analy´zu jsou zaj´ımave´ oblasti se spustitelny´m ko´dem.
Jejich nejcˇasteˇjˇs´ı pojmenova´n´ı by´va´ .text nebo .CODE. Sekce obsahuj´ıc´ı spustitelny´ ko´d
maj´ı nastaveny´ neˇktery´ z teˇchto prˇ´ıznak˚u:
• IMAGE_SCN_CNT_CODE,
• IMAGE_SCN_MEM_EXECUTE.
Je mozˇne´ sloucˇit data r˚uzny´ch typ˚u do jedne´ sekce, naprˇ. z d˚uvodu optimalizace velikosti
programu. Instrukce i data mohou by´t sloucˇeny do jedne´ sekce.
3.1.4 Zaveden´ı programu
Kazˇdy´ program beˇzˇ´ı ve sve´m vlastn´ım virtua´ln´ım adresove´m prostoru. Prˇ´ıpadna´ spolupra´ce
programu˚ mu˚zˇe prob´ıhat neˇkolika zp˚usoby:
• namapova´n´ı cˇa´sti virtua´ln´ıho adresove´ho prostoru do virtua´ln´ıho prostoru jine´ho pro-
gramu,
• pomoc´ı docˇasny´ch soubor˚u,
• zas´ıla´n´ım zpra´v (vyuzˇit´ı sluzˇeb syste´mu),
• pomoc´ı soket˚u.
Nejprve zavadeˇcˇ namapuje do virtua´ln´ıho adresove´ho prostoru jednotlive´ sekce a mo-
duly. Pokud mozˇno na jejich preferovane´ adresy. Prˇ´ıpadneˇ se namapuj´ı jinam. Pak je ale
nutne´ upravit tabulku IAT, protozˇe vola´n´ı funkc´ı se vykonova´ pomoc´ı te´to tabulky (vyvola´n´ı
funkce jej´ızˇ adresa je ulozˇena na urcˇite´m mı´steˇ v pameˇti – polozˇka IAT).
Vı´cevla´knove´ programy veˇtsˇinou obsahuj´ı strukturu TLS (z anglicke´ho Thread Lo-
cal Storage). Pokud TLS obsahuje odkaz na callback funkci inicializuj´ıc´ı data vla´ken, je
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tato funkce vyvola´na drˇ´ıve nezˇ je prˇeda´no rˇ´ızen´ı na adresu vstupn´ıho bodu programu. Na
vyuzˇit´ı tohoto vstupn´ıho bodu poukazuje Peter Szor ve sve´ knize Pocˇ´ıtacˇove´ viry: analy´za
a obrana[7].
Prˇipojova´n´ı knihoven
Pro prˇehlednost a znovupouzˇitelnost cˇa´st´ı ko´du jsou vyuzˇ´ıva´ny knihovny DLL (angl. Dy-
namic Link Library). Knihovny lze k programu prˇipojit bud’ dynamicky nebo staticky.
Prˇestozˇe oznacˇen´ı dynamicky prˇipojovane´ knihovny tomu neodpov´ıda´.
Staticke´ prˇipojova´n´ı je zarˇ´ızeno prˇekladacˇem beˇhem prˇekladu. Deklarace funkc´ı a pro-
meˇnny´ch, ktere´ knihovna poskytuje, jsou doda´ny pomoc´ı hlavicˇkove´ho souboru2. Prˇi se-
stavova´n´ı programu je vyuzˇit soubor s prˇ´ıponou LIB3, ktera´ obsahuje vsˇechny informace
potrˇebne´ k vyuzˇit´ı knihovny. Naprˇ´ıklad adresy exportovany´ch funkc´ı. Kontrolu existence
knihovny zajiˇst’uje zavadeˇcˇ programu. Prˇi dynamicke´m prˇipojova´n´ı je kontrola existence
knihovny na programa´torovi. Vyuzˇit´ı hlavicˇek a LIB soubor˚u z˚usta´va´ te´meˇrˇ stejne´. Funkce
LoadLibrary pak zajist´ı nacˇten´ı knihovny. Prˇi sestavova´n´ı programu s dynamicky linko-
vanou knihovnou neexistuj´ı prˇi prˇekladu adresy funkc´ı. Z´ıska´n´ı teˇchto adres zajiˇst’uje funkce
GetProcAddress, ktera´ tuto hodnotu z´ıska´ za beˇhu aplikace. Prˇi dynamicke´m prˇipojova´n´ı





h = LoadLibrary(‘‘knihovna.dll’’); //nacˇtenı´ knihovny
if (h != NULL) { //zı´ska´nı´ adresy funkce
ProcAdd = (MYPROC) GetProcAddress(h, ‘‘fce’’);
if (NULL != ProcAdd) { //pouzˇitı´ dovezene´ funkce
(ProcAdd) (‘‘parametr’’);
}
FreeLibrary(h); //uvolneˇnı´ knihovny z adresy
}
Tento kra´tky´ vy´rˇez programu nacˇte knihovnu knihovna.dll a z´ıska´ adresu funkce fce.
Posle´ze tuto funkci zavola´ s prˇ´ıslusˇny´mi parametry. Z´ıskana´ adresa je ukazatelem na funkci.
Proto je vhodne´ ji prˇetypovat na tzv. signaturu funkce4. V uka´zce docha´z´ı k prˇetypova´n´ı
ulozˇen´ım hodnoty do promeˇnne´ typu ukazatel na funkci, ktera´ ma´ parametry a na´vratovou
hodnotu definovany´ch typ˚u5 typedef int (*MYPROC)(LPTSTR);
Import a export funkc´ı
Tv˚urci programovac´ıho jazyka Microsoft Visual C++ prˇidali ke standardn´ımu jazyku C++
neˇkolik rozsˇ´ıˇren´ı. Neˇktera´ byla prˇejata i ostatn´ımi prˇekladacˇi, vcˇetneˇ G++ pro Windows.
jedn´ım takovy´m rozsˇ´ıˇren´ım je atribut __declspec prˇed definic´ı funkce. Pokud se extern´ı
2prˇ´ıpadneˇ jsou pouzˇity doprˇedne´ deklarace funkce ve vlastn´ım souboru
3na architekturˇe Windows. Linuxova´ obdoba ma´ prˇ´ıponu SO
4typy parametr˚u a na´vratove´ hodnoty
5ukazatel na funkci s parametrem typu LPTSTR a na´vratovou hodnotou typu int
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jme´na rˇ´ıd´ı konvencemi jazyka C, mus´ı by´t pouzˇita deklarace extern ‘‘C’’ v ko´du C++.
Exportova´n´ı funkce tedy vypada´ takto:
extern ‘‘C’’ __declspec(dllexport)double AddNumbers(double a, double b);
Importova´n´ı funkce vypada´ na´sledovneˇ:
extern ‘‘C’’ __declspec(dllimport)double AddNumbers(double a, double b);
Takto explicitneˇ urcˇ´ıme, ktere´ funkce budou importova´ny cˇi exportova´ny. Prˇi prˇekladu
knihovny vznikaj´ı soubory DLL a LIB. Soubory LIB jsou vyuzˇity na prˇipojen´ı knihovny
k neˇjake´ aplikaci.
Obra´zek 3.2 demonstruje import funkc´ı. Sekce .text obsahuje ko´d, v sekci .idata je






















Obra´zek 3.2: Import funkce Kernel32!FindFirstFileA
3.2 Jazyk symbolicky´ch instrukc´ı Intel x86
Pocˇ´ıtacˇ je schopen komunikovat pouze na nejnizˇsˇ´ı u´rovni (na u´rovni bit˚u a byt˚u). Prˇ´ıkazy,
ktere´ ma´ vykona´vat, proto mus´ı by´t ve formeˇ pro neˇj srozumitelne´ (jednicˇky a nuly). Kazˇdy´
prˇ´ıkaz, vcˇetneˇ parametr˚u, je zako´dova´n na neˇkolik byt˚u. Kv˚uli srozumitelnosti jsou prˇ´ıkazy
a parametry vyja´drˇeny textovou podobou jazyka symbolicky´ch instrukc´ı. Pro z´ıska´n´ı tohoto
textove´ho vyja´drˇen´ı je nejprve nutne´ sezna´mit se s bytovou reprezentac´ı. Za´kladn´ı infor-
mace se lze docˇ´ıst v cˇla´nku The Art Of Disassembly (Umeˇn´ı rozeb´ıra´n´ı)[5] nebo detailneˇji
v manua´lu firmy Intel[8].
Kazˇda´ instrukce lze rozdeˇlit azˇ na sˇest cˇa´st´ı o celkove´ de´lce maxima´lneˇ cˇtrna´ct byt˚u.
Jak z obra´zku 3.3 vyply´va´, jedna´ se o prefixy, operacˇn´ı ko´d (angl. opcode - Operation
code), ModR/M byte, SIB byte, posunut´ı a prˇ´ıma´ data.
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Obra´zek 3.3: Forma´t instrukce na architekturˇe Intel
3.2.1 Prefix
Nastavova´n´ım prefix˚u ovlivnˇujeme chova´n´ı instrukc´ı. Prefixy lze rozdeˇlit do neˇkolika skupin.
Z kazˇde´ skupiny se mu˚zˇe objevit maxima´lneˇ jeden za´stupce6. Jejich porˇad´ı nen´ı urcˇeno, a
proto se mohou v ra´mci cˇa´sti prefix˚u vyskytovat v libovolne´m porˇad´ı.
Prvn´ı skupina meˇn´ı prˇeddefinovany´ segmentovy´ registr. Adresace bude pote´ prob´ıhat
v jine´m bloku pameˇti. Adresovy´ prostor programu by´va´ zpravidla rozcˇleneˇn do neˇkolika
mensˇ´ıch adresovy´ch prostor˚u, nazy´vany´ch segmenty. Segmentovy´ registr obsahuje ukazatel
na prˇ´ıslusˇny´ segment. Na segment ko´du ukazuje registr CS (explicitneˇ nastaven prefixem
2Eh). Registr SS (prefix 36h) odkazuje na segment za´sobn´ıku. Pro instrukce pracuj´ıc´ı se
za´sobn´ıkem (POP, PUSH, ...) se sta´va´ standardn´ım segmentem. Zby´vaj´ıc´ı segmentove´ regis-
try DS(3Eh), ES(26h), FS(64h), GS(65h) jsou urcˇeny pro datove´ segmenty. Prˇi adresaci dat,
pokud nen´ı urcˇeno prefixy jinak, je pouzˇit segment DS. Vy´jimku tvorˇ´ı adresace pameˇti po-
moc´ı registr˚u EBP, BP, ESP a SP. Pro tyto je za´kladn´ı segment SS. Rozcˇleneˇn´ı adresove´ho




8B00 MOV EAX, DWORD PTR DS:[EAX]
3E:8B00 MOV EAX, DWORD PTR DS:[EAX]
2E:8B00 MOV EAX, DWORD PTR CS:[EAX]
36:8B00 MOV EAX, DWORD PTR SS:[EAX]
26:8B00 MOV EAX, DWORD PTR ES:[EAX]
Jak si mu˚zˇeme vsˇimnout, nestane se nic, pokud prefixem nastav´ıme segment, jenzˇ je pro
danou instrukci implicitn´ı.
Vı´ce pouzˇ´ıvany´ prefix VelikostOperandu (angl. Operand-Size - 66h) urcˇuje velikost ope-
rand˚u. Velikost pouzˇite´ho operandu neza´vis´ı pouze na tomto prefixu. Vliv ma´ samozrˇejmeˇ
6maxima´lneˇ jeden prefix ze skupiny ma´ vliv na chova´n´ı instrukce
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typ operandu, podporovane´ho pouzˇitou instrukc´ı. Neˇktere´ typy t´ımto prefixem nejsou ovliv-
neˇny a maj´ı vzˇdy stejnou velikost neza´visle na prˇ´ıtomnosti prefixu VelikostOperandu. Pokud
je velikost operandu ovlivnˇova´na, tak jeho prˇ´ıtomnost´ı je zvolena varianta s mensˇ´ı velikost´ı.
Vı´ce informac´ı o velikostech operand˚u bude obsazˇeno v cˇa´sti o operacˇn´ıch ko´dech (3.2.2).
Prˇ´ıklad:
03C0 ADD EAX, EAX
66:03C0 ADD AX, AX
Pouzˇit´ı tohoto prefixu za´rovenˇ s instrukc´ı, jenzˇ ma´ prˇesneˇ danou velikost, nezp˚usob´ı zˇa´dnou
zmeˇnu.
Prˇ´ıklad:
00C0 ADD AL, AL
66:00C0 ADD AL, AL
Prefix VelikostAdresy (angl. Adress-Size) urcˇuje pouzˇit´ı 16-bitove´ho adresovac´ıho mo´du
na rozd´ıl od p˚uvodn´ıho 32-bitove´ho.
Prˇ´ıklad:
0000 ADD BYTE PTR [EAX], AL ;32-bitove´ adresace
67:0000 ADD BYTE PTR [BX+SI], AL ;16-bitove´ adresace
Zmeˇna adresovac´ıho mo´du se projev´ı u instrukc´ı s ukazatelem do pameˇti jako parame-
trem. Instrukce, maj´ıc´ı jako parametry pouze registry, zˇa´dnou zmeˇnu nevyka´zˇou.
Prˇ´ıklad:
00C0 ADD AL, AL
67:00C0 ADD AL, AL
Dalˇs´ı skupinou jsou prefixy ovlivnˇuj´ıc´ı smycˇky u rˇeteˇzcovy´ch instrukc´ı. Pouzˇit´ı s jiny´mi





AC LODS BYTE PTR DS:[ESI]
F2:AC REPNE LODS BYTE PTR DS:[ESI]
Zmeˇna chova´n´ı instrukc´ı nen´ı jedinou u´lohou prefix˚u. U dvoubytovy´ch instrukc´ı prefix slouzˇ´ı
k vy´beˇru instrukce.
0F2900 MOVAPS DQWORD PTR DS:[EAX], XMM0
660F2900 MOVAPD DQWORD PTR DS:[EAX], XMM0
Kromeˇ toho, zˇe se zmeˇnilo pojmenova´n´ı instrukce, docha´z´ı take´ ke zmeˇneˇ typ˚u parametr˚u in-
strukce. Operandy jsou data s pohyblivou rˇa´dovou cˇa´rkou. V prvn´ım prˇ´ıpadeˇ jsou s jednodu-
chou prˇesnost´ı. V prˇ´ıpadeˇ druhe´m, s prˇesnost´ı dvojitou.
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3.2.2 Operacˇn´ı ko´d
Za prefixy na´sleduje operacˇn´ı ko´d (angl. opcode), jedina´ povinna´ cˇa´st instrukce. Urcˇuje,
ktera´ instrukce bude vykona´na. Toto pole ma´ velikost jeden azˇ trˇi byty. Neˇktere´ SSE nebo
SSE2 instrukce jsou dokonce delˇs´ı. Sada instrukc´ı je z pohledu programa´tora pouze dvoudi-
menziona´ln´ı tabulka, ktera´ obsahuje jme´na funkc´ı, u´nikove´ hodnoty (angl. escape values)
a informace o parametrech jednotlivy´ch instrukc´ı. Blizˇsˇ´ı informace v kapitole o tabulce
operacˇn´ıch ko´d˚u. Parametr instrukce je da´n bud’ typem operandu nebo prˇ´ımo operacˇn´ım
ko´dem instrukce. Typem operandu je da´n naprˇ. tento prˇ´ıkaz:
00C0 ADD AL,AL
Prvn´ı byte rˇ´ıka´, o jaky´ prˇ´ıkaz se jedna´ a jake´ho typu jsou parametry. Na´sleduj´ıc´ım
bytem je urcˇeno, jestli se jedna´ o registr nebo o ukazatel do pameˇti.
Naopak neˇktere´ instukce prˇesneˇ urcˇuj´ı registr. Ovlivnit lze jenom jeho velikost (AX/EAX).
Rˇada instrukcˇn´ıch ko´d˚u maj´ı tu vlastnost, zˇe zmeˇnou jedine´ho bitu se vykona´ sice stejny´
prˇ´ıkaz, ale s jinou velikost´ı operandu cˇi s parametry u´plneˇ jiny´ch typ˚u.
Naprˇ´ıklad tato instrukce:
40 INC EAX
Jej´ı bitovy´ forma´t vypada´ na´sledovneˇ:
0100 0<rrr>
Prvn´ıch peˇt bit˚u znacˇ´ı instrukci INC, dalˇs´ı trˇi bity urcˇuj´ı registr. Hodnota <000> znacˇ´ı
registr EAX.
Teˇchto vlastnost´ı prˇi deko´dova´n´ı instrukce veˇtsˇinou moc nevyuzˇijeme. Snad jen s vy´jim-
kou cˇa´stecˇne´ optimalizace dekode´ru. Stejneˇ se mus´ıme pod´ıvat do tabulky a zjistit jme´no
instrukce a jej´ı parametry. V dekode´ru pak zap´ıˇseme, zˇe tyto vybrane´ instrukce se deko´duj´ı
prˇ´ımo z ko´du instrukce. Doc´ıl´ıme tak male´ho sn´ızˇen´ı pocˇtu typ˚u parametr˚u.
Skutecˇnost, zˇe neˇktere´ parametry jsou zako´dova´ny samotnou hodnotou ko´du instrukce,
znacˇ´ı vy´skyt v´ıce operacˇn´ıch ko´d˚u pro jednu instrukci. Dokonce mohou mı´t stejne´ hodnoty
parametru.
Prˇ´ıklad:
01C0 ADD EAX, EAX
04C0 ADD EAX, EAX
Vy´znam maj´ı tyto instrukce stejny´, rozd´ıl je jen ve zp˚usobu zako´dova´n´ı instrukce. V prvn´ım
prˇ´ıpadeˇ je prvn´ı operand zvla´sˇtn´ım prˇ´ıpadem adresova´n´ı pameˇti a druhy´ operand je prˇ´ımo
registr. U druhe´ instrukce je tomu obra´ceneˇ.
Rˇada instrukc´ı ma´ stejne´ typy parametr˚u. Neˇktere´ jsou sloucˇeny do skupin, ktere´ maj´ı
stejny´ operacˇn´ı ko´d, ale jme´no instrukce z´ıska´vaj´ı jiny´m zp˚usobem. Naprˇ. stejny´ operacˇn´ı
ko´d D2 a jina´ jme´na funkc´ı:
D2C0 ROL EAX, CL
D2C8 ROR EAX, CL
D2D0 RCL EAX, CL
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Kromeˇ drˇ´ıve jmenovany´ch zvla´sˇtnost´ı obsahuje tabulka operacˇn´ıch ko´d˚u jednobytovy´ch
instrukc´ı u´nikovou hodnotu (0F), ktera´ znamena´ dvoubytovou instrukci nebo rˇada instrukc´ı
(hodnota D8 - DF) pro instrukce s pohyblivou rˇa´dovou cˇa´rkou (FPU).
Dalˇs´ı zvla´sˇtnost´ı operacˇn´ıch ko´d˚u jsou r˚uzna´ jme´na instrukc´ı pro stejny´ operacˇn´ı ko´d.
Jedna´ se o instrukce jejichzˇ vykona´n´ım dosa´hneme stejny´ch vy´sledk˚u. Naprˇ´ıklad vyuzˇit´ım
prˇ´ıkazu NOP (z angl. No Operation - zˇa´dna´ operace) a XCHG EAX, EAX (vy´meˇna hodnot
dvou registr˚u) dosa´hneme toho, zˇe stav programu se nezmeˇn´ı. Nic se nestane.
3.2.3 ModR/M
Neˇktere´ instrukce vyzˇaduj´ı prˇ´ıtomnost bytu ModR/M. Jeho vy´skyt je da´n bud’ typem
parametru nebo prˇ´ıslusˇnost´ı do neˇktere´ skupiny vyzˇaduj´ıc´ı rozsˇ´ıˇreny´ operacˇn´ı ko´d (angl.
opcode extension). Na za´kladeˇ hodnoty za´kladn´ıho i rozsˇ´ıˇrene´ho operacˇn´ıho ko´du se urcˇuje
jme´no instrukce. Jedna´ se o jizˇ zminˇovane´ instrukce, maj´ıc´ı stejne´ parametry. Pokud existuje
byte ModR/M, nale´za´ se ihned za operacˇn´ım ko´dem. Veˇtsˇina instrukc´ı jej vyzˇaduje. S jeho
pomoc´ı se urcˇuj´ı parametry instrukc´ı. Byte ModR/M lze bra´t jako bitove´ pole, ktere´ je
rozdeˇlene´ na neˇkolik cˇa´st´ı (viz obra´zek 3.4).
Obra´zek 3.4: ModR/M byte
Mo´d: zab´ıra´ dva nevy´znamneˇjˇs´ı bity. Ve spolupra´ci s cˇa´st´ı R/M z´ıska´me 32 r˚uzny´ch kom-
binac´ı, urcˇuj´ıc´ıch 8 registr˚u a 24 adresovac´ıch mo´d˚u.
Pomoc´ı teˇchto dvou bit˚u mu˚zˇeme z´ıskat cˇtyrˇi za´kladn´ı typy adresova´n´ı.
00 adresa pameˇti
01 adresa pameˇti s jednobytovy´m posunut´ım
10 adresa pameˇti s cˇtyrˇbytovy´m posunut´ım
11 registr
Nyn´ı si uka´zˇeme rozd´ıly.
8B:00 mov eax, dword ptr ds:[eax]
8B:40:00 mov eax, dword ptr ds:[eax+00]
8B:80:00000000 mov eax, dword ptr ds:[eax+00000000]
8B:C0 mov eax, eax
R/M: zab´ıra´ nejme´neˇ vy´znamne´ 3 bity. Urcˇuje registr nebo ve spolupra´ci s polem Mo´d urcˇuje
adresovac´ı mo´d.
Opko´d/Reg: zab´ıra´ zby´vaj´ıc´ı 3 bity. Obsahuje volbu registru nebo rozsˇiˇruj´ıc´ı operacˇn´ı ko´d.
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3.2.4 SIB
K adresova´n´ı ve tvaru (Ba´ze+Meˇrˇ´ıtko*Index) je pouzˇit byte s oznacˇen´ım SIB (z angl. Scale
Index Base). Jak z obra´zku 3.5 vy´ply´va´, lze jej rozdeˇlit na trˇi cˇa´sti. Jednu dvoubitovou
a dveˇ trˇ´ıbitove´.
Obra´zek 3.5: SIB byte
Meˇrˇ´ıtko: je umı´steˇno na dvou nejvy´znamneˇjˇs´ıch bitech (6-7) a urcˇuje registr meˇrˇ´ıtka. Prˇirovna´me-
li jej k poli ve vysˇsˇ´ım programovac´ım jazyce, jedna´ se o velikost prvku pole. Urcˇuje
hodnotu, kterou se bude na´sobit indexovy´ registr. Tuto hodnotu z´ıska´me jako n-tou
mocninu cˇ´ısla dveˇ. Kde n je hodnota pole meˇrˇı´tko, hled´ıme-li na neˇj jako na bina´rn´ı
cˇ´ıslo.
00: = 2^0 = 1 (add reg,[reg*1])
01: = 2^1 = 2 (add reg,[reg*2])
10: = 2^2 = 4 (add reg,[reg*4])
11: = 2^3 = 8 (add reg,[reg*8])
Ba´ze: je umı´steˇna na posledn´ıch trˇech bitech. Urcˇuje ba´zovy´ registr. V prˇ´ıkladu s polem, by
hra´l roli ukazatele na zacˇa´tek pole.
SIB byte
00 : 000 : 001 (add reg, [ecx + eax*1])
01 : 001 : 010 (add reg, [edx + ecx*2])
10 : 010 : 011 (add reg, [ebx + edx*4])
11 : 011 : 000 (add reg, [eax + ebx*8])
Index: zab´ıra´ na´sleduj´ıc´ı trˇi bity. Jeho hodnota urcˇuje libovolny´ indexovy´ registr (v analogii
vysˇsˇ´ıho programovac´ıho jazyka se jedna´ o index do pole).
SIB byte
00 : 000 : *** (add reg,[eax*1])
01 : 001 : *** (add reg,[ecx*2])
10 : 010 : *** (add reg,[edx*4])
11 : 011 : *** (add reg,[ebx*8])
Vy´jimku tvorˇ´ı vy´skyt ko´du pro registr ESP (100). V tomto prˇ´ıpadeˇ jsou registry pro
meˇrˇı´tko a index ignorova´ny. Vyuzˇit je pouze registr ba´zovy´.
032060 ADD EAX, DWORD PTR [EAX]
Dany´ prˇ´ıklad lze cha´pat takto:
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03 ADD
20 ModR/M == 00:100 (SIB):000 (EAX)
60 SIB == 01:100 (Scale*Index ignorovat) :000 (ba´zovy´ registr == EAX)
3.2.5 Posunut´ı
Pokud adresovy´ mo´d7 obsahuje hodnoty 01 nebo 10, je posunut´ı soucˇa´st´ı adresy. Nacha´z´ı
se hned za ModR/M bytem. V prˇ´ıpadeˇ vy´skytu SIB bytu, se nacha´z´ı azˇ za n´ım. Velikost
displacementu je jeden, dva nebo cˇtyrˇi byty.
V tabulce A.1 mu˚zˇeme videˇt rozd´ıly mezi 32-bitovy´m a 16-bitovy´m adresova´n´ım. Ve-
likost posunut´ı za´vis´ı na poli Mo´d v bytu ModR/M a na zvolene´m adresove´m rezˇimu. 8-bitove´
posunut´ı je pouzˇito v mo´du 01, neza´visle na volbeˇ adresova´n´ı. V rezˇimu 10 se tyto rezˇimy
jizˇ odliˇsuj´ı. Pocˇet bit˚u za´vis´ı na zvolene´m adresove´m rezˇimu, tj. 16 nebo 32 bit˚u.
Posunut´ı 32 nebo 16 bit˚u nen´ı pouze v uvedeny´ch adresovy´ch mo´dech (01 a 10). Jeden
vy´skyt se nacha´z´ı take´ v mo´du 00. Urcˇuje jej hodnota pole R/M. V 32-bitove´m rezˇimu
hodnota 101. V rezˇimu 16-bitove´m hodnota 110.
Na za´veˇr jesˇteˇ pa´r slov k ukla´da´n´ı v´ıcebytove´ho posunut´ı. Me´neˇ vy´znamne´ byty jsou
ulozˇeny jako prvn´ı. Jedna´ se o tzv. “Little Endian” ko´dova´n´ı.
vstup hodnota
1 byte: 12 12
1 word: 1234 3412
1 dword: 12345678 78563412
3.2.6 Prˇ´ıma´ data
Jedna´ se o zada´n´ı prˇ´ıme´ hodnoty jako parametru instrukce. Beze zmeˇn, tak jak je. Naprˇ´ıklad:
ADD AL, 10h
Stejneˇ jako posunut´ı ma´ velikost jeden, dva nebo cˇtyrˇi byty. Hodnota prˇ´ımy´ch dat nemu˚zˇe
by´t meˇneˇna, protozˇe se jedna´ o konstantu.
1410 adc al, 10
1500000010 adc al, 10000000
0410 add al, 10
0500000010 add eax, 10000000
3.2.7 Tabulka operacˇn´ıch ko´d˚u
Za´kladn´ı funkce a vyuzˇit´ı jsme si nast´ınili v kapitole 3.2.2. Nyn´ı si probereme detailneˇji
jej´ı pouzˇit´ı. Jak jizˇ bylo zmı´neˇno, jedna´ se o dvoudimenziona´ln´ı tabulku. Horn´ı cˇtyrˇi bity
uvazˇovane´ jako bina´rn´ı cˇ´ıslo jsou indexem rˇa´dku tabulky. Doln´ı cˇtyrˇi bity indexuj´ı sloupce.
Uka´zka opcode tabulky je v tabulce 3.1
Obsahem kazˇde´ho pol´ıcˇka je jme´no funkce a typy parametr˚u vcˇetneˇ jejich velikost´ı.
Kazˇda´ instrukce ma´ nula azˇ trˇi parametry. Z´ıska´n´ı hodnoty parametru neza´lezˇ´ı na pozici
operandu. Parametr se tedy deko´duje stejny´m zp˚usobem jak na prvn´ım, druhe´m tak i na
trˇet´ım mı´steˇ.
7Mo´d pole bytu ModR/M
3pouzˇit byte SIB
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Tabulka 3.1: Vy´rˇez 1 bytove´ tabulky operacˇn´ıch ko´d˚u
0 1 2 3 4 5 6 7
0
ADD PUSH POP




















Shift Grp 2 AAM AAD XLAT
Eb, 1 Ev, 1 Eb, CL Ev, CL Ib Ib
. . .
Prvn´ı znak vyjadrˇuj´ıc´ı typ parametru je velke´ p´ısmeno, ktere´ urcˇuje zp˚usob adresova´n´ı
parametru - jestli se jedna´ o adresu v pameˇti, registr a prˇ´ıpadneˇ jeho druh. Druhy´ znak
uda´va´ velikost parametru. V prˇ´ıpadeˇ registr˚u urcˇuje pouzˇit´ı naprˇ. AL, AX, EAX,. . . Prˇi
adresova´n´ı pameˇti urcˇuje velikost pameˇti, na kterou adresa odkazuje. Zapisova´no naprˇ.
DWORD PTR [. . . ].





• Ladic´ı (angl. Debug) registry,
• Kontroln´ı (angl. Control) registry,
• a dalˇs´ı.
Podle zp˚usobu zako´dova´n´ı:
• reg pole ModR/M bytu,
• R/M pole ModR/M bytu,
• prˇ´ıma´ adresa,
• prˇ´ıma´ hodnota,
• prˇ´ımo jme´no registru.
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Registry jsou zako´dova´ny bud’ v poli reg ModR/M bytu. Prˇ´ıpadneˇ v R/M poli pokud
ma´ mod pole hodnotu 11. Ko´d registru je 3 bitove´ bina´rn´ı cˇ´ıslo. V podstateˇ se jedna´ o index
do tabulky A.2.
Nyn´ı jsme se jizˇ sezna´mili se vsˇemi potrˇebny´mi postupy. Mu˚zˇeme si tedy vyzkousˇet neˇco
deko´dovat. Meˇjme jednodusˇsˇ´ı prˇ´ıklad. Ko´d instrukce je vyja´drˇen hexadecima´ln´ım cˇ´ıslem
26004710.
26 odpov´ıda´ nastaven´ı segmentu na ES
00 je operacˇn´ı ko´d. V tabulce 3.1 zjist´ıme, zˇe se jedna´ o instrukci ADD s parametry typu
Eb, Gb. Typ E znacˇ´ı obecny´ registr nebo pameˇt’ s vyuzˇit´ım indexovy´ch a ba´zovy´ch reg-
istr˚u, prˇ´ıpadneˇ i posunut´ı. Typ G urcˇuje vyuzˇit´ı pouze obecny´ch registr˚u. Male´ b znacˇ´ı
velikost operandu jeden byte. Oba operandy vyzˇaduj´ı prˇ´ıtomnost bytu ModR/M.
47 ModR/M bitova´ reprezentace - (01 : 000 : 111)b
pod´ıva´me se do tabulky A.1, kde zjist´ıme, zˇe mod == (01)b znacˇ´ı 8bitovy´ displace-
ment
reg == (000)b znacˇ´ı registr EAX
R/M == (111)b znacˇ´ı registr EDI
10 8 bitove´ posunut´ı
Vy´sledkem je: ADD BYTE PTR ES:[EDI+10],AL
Dalˇs´ı prˇ´ıklad 6601845000000010, demonstruje vyuzˇit´ı bytu SIB.
66 prefix VelikostOperandu.
01 instrukce ADD s parametry Ev, Gv. Velikost operandu oznacˇena´ p´ısmenem v, urcˇuje
16 nebo 32 bitovy´ operandy. V za´vislosti na prˇ´ıtomnosti prefixu VelikostOperandu.
V nasˇem prˇ´ıpadeˇ tedy 16 bitove´ hodnoty.
84 ModR/M == (10 : 000 : 100)b
mod == (10)b znacˇ´ı 32 bitovy´ displacement
reg == (000)b znacˇ´ı registr AX (16 bitovy´ registr)
R/M == (100)b znacˇ´ı prˇ´ıtomnost SIB bytu.
50 SIB == (01 : 010 : 000)b
Meˇrˇ´ıtko == (01)b znacˇ´ı hodnotu 2
Index == (010)b znacˇ´ı registr EDX8
Ba´ze == (000)b znacˇ´ı registr EAX
00000010 32 bitovy´ posunut´ı == 10000000
Vy´sledkem je instrukce ADD WORD PTR DS:[EAX+EDX*2+10000000],AX. Protozˇe jsme ex-
plicitneˇ neurcˇili volbu segmentove´ho registru, byl pro tuto instrukci implicitneˇ zvolen seg-
ment DS.
8prefix VelikostOperandu nema´ vliv na sˇ´ıˇrku registru. Na vy´beˇr registru ma´ vliv jesˇteˇ prefix Ve-
likostAdresy, ktery´ urcˇ´ı volbu 16 bitovy´ch
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Posledn´ı uka´zka (670100) prˇedvede vyuzˇit´ı 16 bitove´ho adresova´n´ı.
67 prefix VelikostAdresy.
01 instrukce ADD s jizˇ zna´my´mi parametry Ev, Gv. Oba operandy jsou 32 bitove´.
00 ModR/M == (00 : 000 : 000)b
mod == (00)b mod bez displacementu. reg == (000)b registr EAX R/M == (000)b
urcˇuje hodnotu BX + SI, protozˇe ma´me nastavene´ 16 bitove´ adresova´n´ı.
Vy´sledkem je ADD DWORD PTR DS:[BX+SI], EAX
3.3 Graf toku rˇ´ızen´ı
Za´kladn´ı informace o grafech toku rˇ´ızen´ı jsem z´ıskal z prˇedna´sˇek prof. Alexandra Meduny
[4]. Cenny´m zdrojem informac´ı z oblasti analy´zy graf˚u je disertacˇn´ı pra´ce Dr. Cristiny
Cifuentes [3].
Graf toku rˇ´ızen´ı je diagram, ktery´ zna´zornˇuje mozˇne´ posloupnosti prˇeda´va´n´ı rˇ´ızen´ı jed-
notlivy´m blok˚um ko´du.
Vyuzˇit´ı graf˚u tok˚u rˇ´ızen´ı je prˇedevsˇ´ım v oblasti prˇekladacˇ˚u a analy´zy programu˚. Mo-
hou ve´st k optimalizaci generovane´ho ko´du odstraneˇn´ım nedostupny´ch blok˚u, detekci po-
tencia´lneˇ nebezpecˇny´ch konstrukc´ı, . . .
Grafy tok˚u rˇ´ızen´ı lze rozliˇsit jako strukturovane´ a nestrukturovane´. Strukturovany´ graf je
tvorˇen bloky, jenzˇ maj´ı jeden vstupn´ı bod a jeden cˇi v´ıce vy´stupn´ıch bod˚u. Nestrukturovany´
graf obsahuje bloky, jenzˇ maj´ı jeden vstupn´ı bod a jeden vy´stupn´ı bod. Ve sve´ pra´ci se
zaby´va´m nestrukturovany´mi grafy.
Stavebn´ımi kameny takove´ho grafu jsou za´kladn´ı bloky. Jedna´ se o posloupnosti prˇ´ıkaz˚u.
Jediny´m vstupn´ım bodem tohoto bloku je jeho zacˇa´tek. Jediny´m vy´stupn´ım bodem je konec
za´kladn´ıho bloku. Dı´ky teˇmto vlastnostem nen´ı mozˇny´ skok doprostrˇed bloku ani vnorˇova´n´ı
dalˇs´ıch blok˚u. Na bloky lze tud´ızˇ pohl´ızˇet jako na atomicke´ operace.
3.3.1 Vedouc´ı prˇ´ıkazy
Prvn´ım krokem z´ıska´n´ı za´kladn´ıch blok˚u je z´ıska´n´ı vedouc´ıch prˇ´ıkaz˚u. Proto si je nejprve
definujeme:
• prvn´ı prˇ´ıkaz programu je vedouc´ı,
• kazˇdy´ prˇ´ıkaz, ktery´ je na´veˇsˇt´ım pro prˇ´ıkazy skoku, je vedouc´ım prˇ´ıkazem,
• kazˇdy´ prˇ´ıkaz, ktery´ na´sleduje za podmı´neˇny´m prˇ´ıkazem skoku, je vedouc´ım.
V beˇzˇneˇ zna´me´ definici je vedouc´ım prˇ´ıkazem take´ prˇ´ıkaz, vyskytuj´ıc´ı se za instrukc´ı
nepodmı´neˇne´ho skoku. Pro prˇ´ıpad bina´rn´ıho souboru toto striktneˇ neplat´ı. Prˇ´ıkazy jazyka
symbolicky´ch instrukc´ı jsou v souboru reprezentova´ny jako posloupnost byt˚u. Je mozˇne´
pomoc´ı instrukce skoku prˇedat rˇ´ızen´ı na libovolne´ mı´sto programu. Dı´ky teˇmto mozˇnostem
a kv˚uli zarovna´va´n´ı, ktere´ zajist´ı prˇekladacˇ prˇi generova´n´ı bina´rn´ıho souboru, vznikaj´ı
v ko´du mezery. Neˇktere´ prˇekladacˇe tyto mezery vyplnˇuj´ı bytem s hodnotou CC. Tato
hodnota odpov´ıda´ instrukci INT (prˇerusˇen´ı). Neˇktere´ prˇekladacˇe vyuzˇ´ıvaj´ı hodnoty 90 (in-
strukce NOP). Du˚sledkem tohoto je spra´vny´ vy´pis disasembleru. Jednobytova´ vy´plnˇ za-
jist´ı, zˇe prˇi linea´rn´ım procha´zen´ı bina´rn´ıho ko´du a jeho deko´dova´n´ım nedojde k chybne´mu
19
posunu prˇi deko´dova´n´ı instrukce, ktera´ odpov´ıda´ na´hodne´ vy´plni. Na´hodna´ vy´plnˇ mu˚zˇe
zp˚usobit prˇecˇten´ı neˇkolika byt˚u, ktere´ jsou jizˇ soucˇa´st´ı platne´ho ko´du. Rˇada disasembler˚u
te´to vlastnosti jednobytove´ vy´plneˇ mezer vyuzˇ´ıva´.
Pospojova´n´ım dostatecˇne´ho mnozˇstv´ı teˇchto mezer mu˚zˇe z´ıskat u´tocˇn´ık mı´sto pro vlozˇen´ı
vlastn´ıho ko´du. Vlozˇen´ım neˇktery´ch hodnot na zacˇa´tek mezery zp˚usob´ı, zˇe navenek se oblast
mezery tva´rˇ´ı jako urcˇity´ ko´d, ale vlivem posunu obsahuje ve skutecˇnosti ko´d u´plneˇ jiny´.
3.3.2 Za´kladn´ı bloky
Definice za´kladn´ıho bloku:
• Za´kladn´ı blok zacˇ´ına´ vedouc´ım prˇ´ıkazem.
• Za´kladn´ı blok koncˇ´ı prˇ´ıkazem skoku:
– podmı´neˇne´ i nepodmı´neˇne´ prˇ´ıkazy skoku (JMP, JCXZ, . . . ),
– vola´n´ı funkc´ı instrukc´ı CALL,
– na´vrat z funkce instrukc´ı RET.
• Za´kladn´ı blok koncˇ´ı prˇ´ıkazem, ktery´ prˇedcha´z´ı prˇ´ıkazu vedouc´ımu.
3.3.3 Graf toku rˇ´ızen´ı
Pro z´ıska´n´ı grafu si nejprve zajist´ıme seznam vedouc´ıch prˇ´ıkaz˚u. S jejich pomoc´ı rozdeˇl´ıme
ko´d na za´kladn´ı bloky. Graf vznikne propojen´ım z´ıskany´ch za´kladn´ıch blok˚u. Toho doc´ıl´ıme
prˇida´n´ım orientovany´ch hran. Pokud je blok ukoncˇen instrukc´ı skoku, smeˇrˇuje hrana na
blok, jehozˇ vedouc´ı prˇ´ıkaz je c´ılem skoku. Neˇktere´ bloky nejsou ukoncˇeny instrukc´ı skoku,
protozˇe teˇsneˇ na´sleduj´ıc´ı blok vznikl jako c´ıl neˇjake´ho skoku. Orientovana´ hrana se tedy
prˇida´ i mezi tyto bloky.
3.3.4 Vizua´ln´ı vyja´drˇen´ı grafu toku rˇ´ızen´ı
Graf toku rˇ´ızen´ı lze vyja´drˇit jako matematickou strukturu, nazy´vanou orientovany´ graf.
Jeho vizua´ln´ı vyja´drˇen´ı tomu odpov´ıda´. Vrcholy grafu znacˇ´ı za´kladn´ı bloky. Orientovane´
hrany vyjadrˇuj´ı mozˇne´ posloupnosti vykona´va´n´ı blok˚u ko´du.
Sˇipkou je te´zˇ oznacˇen pocˇa´tek grafu. Obra´zek 3.3.4 ilustruje prˇevod ko´du programu na
graf toku rˇ´ızen´ı.
3.3.5 Mozˇnosti vyuzˇit´ı
Analy´zou zdrojovy´ch ko´d˚u, prˇ´ıpadneˇ programu˚, jsme do jiste´ mı´ry schopni z´ıskat graf toku
rˇ´ızen´ı. V tomto grafu jsme schopni detekovat struktury, ktere´ odpov´ıdaj´ı za´kladn´ım opera-
c´ım jazyka C, prˇ´ıpadneˇ dalˇs´ı analy´zou detekujeme potencia´lneˇ nebezpecˇny´ ko´d.
Pomoc´ı existuj´ıho grafu toku rˇ´ızen´ı jsme schopni z´ıskat prˇesneˇjˇs´ı vy´pis strojovy´ch in-
strukc´ı. Zacˇneme soubor zpracova´vat od vstupn´ıho bodu. Prˇi veˇtven´ı grafu si zapamatujeme
reference zacˇa´tk˚u ostatn´ıch veˇtv´ı. Po dokoncˇen´ı zpracova´vane´ veˇtve pokracˇujeme s neˇkterou
ulozˇenou referenc´ı. Mu˚zˇeme se tak vyhnout chybne´mu deko´dova´n´ı a zvy´sˇit sˇance na odhalen´ı
samoprˇepisovatelny´ch ko´d˚u a jiny´ch potencia´lneˇ nebezpecˇny´ch konstrukc´ı.
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Obra´zek 3.6: Prˇevod ko´du na graf toku rˇ´ızen´ı
3.3.6 Z´ıska´n´ı grafu toku rˇ´ızen´ı
Prˇi pouzˇit´ı staticke´ analy´zy je z´ıska´n´ı plnohodnotne´ho grafu toku rˇ´ızen´ı z bina´rn´ıch soubor˚u
EXE nemozˇne´. Bra´n´ı tomu vypocˇ´ıtane´ skoky, tzv. pozdn´ı vazba. Bez emulace programu
nejsme schopni urcˇit c´ıl skoku. Na´sledkem je, zˇe graf mu˚zˇe pokracˇovat prakticky kdekoliv
v programu.
Existuj´ı dva postupy z´ıska´n´ı grafu toku rˇ´ızen´ı ze seznamu instrukc´ı. Metoda zdola-
nahoru slucˇuje instrukce do za´kladn´ıch blok˚u a metoda shora-dol˚u, ktera´ blok instrukc´ı




4.1 Analy´za tvorby disasembleru
Rozpozna´n´ı instrukc´ı ve spustitelne´m souboru EXE je nutny´m krokem pro jeho dalˇs´ı
analy´zu. Mezi nejzna´mneˇjˇs´ı analyza´tory ko´du patrˇ´ı IDA[1] a OllyDbg[2]. Vytvorˇen´ı vlastn´ıho
analyza´toru umozˇnˇuje vyuzˇit´ı informac´ı, ktere´ jsou z´ıska´ny beˇhem z´ıska´va´n´ı textove´ podoby
instrukc´ı.
Algoritmus 1: Nalezen´ı sekce ko´du
Vstup: Vstupn´ı bod programu
Vy´stup: Ukazatel na zacˇa´tek ko´dove´ sekce v souboru
for i=0..pocˇet sekc´ı-1 do1
if Vstupn´ı bod ∈ virtua´ln´ımu adresove´mu prostoru sekce[i] then2
return ukazatel na zacˇa´tek sekce[i] v souboru3
end4
end5
4.1.1 Nalezen´ı mı´sta deko´dova´n´ı
Prvn´ım u´kolem disasembleru je nalezen´ı mı´sta v souboru kde jsou ulozˇeny instrukce. Infor-
mace k tomu potrˇebne´ se nacha´zej´ı v hlavicˇka´ch souboru. Detailneˇ byly probra´ny v kapi-
tole 3.1.
Prˇi deko´dova´n´ı mu˚zˇema postupovat dveˇma zp˚usoby:
• Nalezneme prvn´ı instrukci pomoc´ı hodnoty adresy vstupn´ıho bodu. Dalˇs´ı deko´dova´n´ı
pak ovlivnˇuje tok rˇ´ızen´ı zkoumane´ho programu.
• Nalezneme zacˇa´tek sekce s ko´dem. Od zacˇa´tku do konce te´to sekce sekvencˇneˇ procha´-
z´ıme a deko´dujeme. Tento prˇ´ıstup je pouzˇ´ıvaneˇjˇs´ı.
Neza´visle na zvolene´m postupu je nutne´ urcˇit mı´sto v souboru, kde zacˇ´ına´ sekce ko´du.
Za prˇedpokladu, zˇe jsou dostupne´ potrˇebne´ informace, lze zacˇa´tek sekce ko´du nale´zt algo-
ritmem 1.
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Algoritmus 2: deko´dova´n´ı instrukc´ı
Vstup: posloupnost byt˚u
Vy´stup: deko´dova´ne´ instrukce
while nen´ı deko´dova´no vsˇe do1
repeat2
tmp=prˇecˇti dalˇs´ı byte;3
if tmp je prefix then4
//nastaven´ı prˇ´ıznaku vy´skytu prefixu;5
zaznamenat vy´skyt tohoto prefixu6
end7
until tmp je prefix ;8



















deko´duj FPU instrukce pomoc´ı tabulek pro FPU28
end29
case GRP30









Postup deko´dova´n´ı lze popsat algoritmem 2. Nejprve se prˇecˇtou a zaznamenaj´ı vsˇechny
prefixy. Dalˇs´ı byte slouzˇ´ı jako index do tabulky, ve ktere´ se nacha´zej´ı informace o jednoby-
tovy´ch instrukc´ıch. Neˇktera´ pole maj´ı zvla´sˇtn´ı vy´znam, slouzˇ´ı k prˇepnut´ı na jiny´ zp˚usob
deko´dova´n´ı (naprˇ. deko´dova´n´ı FPU instrukc´ı).
Prˇi deko´dova´n´ı FPU ovlivnˇuje volbu tabulky hodnota bytu, ktery´ prˇepnul na FPU
instrukce. Vsˇechny FPU instukce vyzˇaduj´ı prˇ´ıtomnost bytu ModR/M. Nejvysˇsˇ´ı dva bity
ovlivnˇuj´ı pouzˇit´ı pameˇti nebo registr˚u. Jinak se pouzˇit´ı tabulek pro FPU nijak neliˇs´ı od
norma´ln´ı jednobytove´ tabulky.
4.1.3 Parametry instrukc´ı
Za´kladn´ı informace o parametrech byly probra´ny v kapitole o tabulce operacˇn´ıch ko´d˚u
(3.2.7). Nyn´ı je probereme detailneˇji s ohledem na stavbu disasembleru. Vyja´drˇen´ı typu
parametru v tabulce operacˇn´ıch ko´du lze rozdeˇlit do dvou skupin.
Prvn´ı skupina zada´va´ parametr prˇ´ımo hodnotou, tj. cˇ´ıslo nebo jme´no registru (naprˇ. 1, 3,
EAX, AX, eAX, rAX). Hodnoty eAX a rAX jsou ovlivnˇova´ny prˇ´ıtomnost´ı prefixu Velikost-
Operandu. Prˇi jeho vy´skyty maj´ı vy´znam AX, jinak EAX.
Druha´ skupina je urcˇena dvojic´ı p´ısmen. Prvn´ı p´ısmeno je velke´ a urcˇuje zp˚usob adre-
sova´n´ı. Typ adresova´n´ı urcˇuje prˇ´ıtomnost bytu ModR/M. Druhe´ p´ısmeno je male´ a urcˇuje
velikost operandu. I v te´to skupineˇ je velikost operandu ovlivnˇena prˇ´ıtomnost´ı prefixu Ve-
likostOperandu. Proble´m velikosti operandu je mozˇne´ prˇeve´st na vy´beˇr z tabulky se dveˇma
rˇa´dky. V jednom rˇa´dku bez prefixu VelikostOperandu a v druhe´m rˇa´dku s n´ım.
Adresovac´ı metody lze rozdeˇlit do neˇkolik skupin:




• registr nebo pameˇt’ (za´vis´ı na hodnoteˇ pole Mo´d bytu ModR/M).
Prˇ´ıma´ hodnota znacˇ´ı, zˇe za bytem ModR/M (v prˇ´ıpadeˇ jeho vy´skytu bytu SIB, tak i za
n´ım) se nacha´z´ı prˇ´ıma´ hodnota dat, jejichzˇ velikost je da´na velikost´ı operandu.
K urcˇen´ı jme´na registru mu˚zˇe by´t pouzˇita hodnota pol´ı reg nebo registr/pameˇt’ bytu
ModR/M. Vy´beˇr registru lze reprezentovat dvoudimenziona´ln´ı tabulkou. Prvn´ı dimenze
znacˇ´ı typ registru (kontroln´ı, ladic´ı, MMX, XMM a obecne´ho pouzˇit´ı). Druha´ dimenze
urcˇuje prˇ´ımo konkre´tn´ı registr.
Deko´dova´n´ı pameˇti je neza´visle´ na pouzˇite´ technologii (MMX, XMM, . . . ). Prob´ıha´
stejny´m zp˚usobem jak pro typ “pameˇt’” tak pro typ “registr / pameˇt’”.
Volba registru je take´ specia´ln´ım prˇ´ıpadem typu “registr / pameˇt’” (hodnota (11)b
je obsazˇena v poli Mo´d bytu ModR/M). I v tomto prˇ´ıpadeˇ se registry deko´duj´ı stejny´m
zp˚usobem jako u samotne´ho typu registr.
Urcˇova´n´ı hodnot teˇchto typ˚u lze tedy rozdeˇlit na proble´m z´ıska´n´ı registru a proble´m
z´ıska´n´ı adresy pameˇti. T´ım se tvorba disasembleru zjednodusˇsˇ´ı.
Deko´dova´n´ı pameˇti a registr˚u bylo detailneˇji probra´no v kapitole 3.2.
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00401025: BE01000000 MOV ESI,00000001
0040102A: C70424080000 MOV DWORD PTR [ESP],00000008
00
00401031: 31C0 XOR EAX,EAX
00401033: 89442404 MOV DWORD PTR [ESP+4],EAX
00401037: E8A4070000 CALL 004017E0
0040103C: 83F801 CMP EAX,01
0040103F: 746C JE 004010AD
Obra´zek 4.1: Uka´zka textove´ho vy´stupu disasembleru
4.1.4 Vy´stup programu
Da´le bylo nutne´ vyrˇesˇit ota´zku forma´tu vy´stupu disasembleru. Jake´ informace v neˇm budou
obsazˇeny? Zde jsem se inspiroval forma´tem textove´ho vy´stupu konzolove´ho disasembleru
dumpbin, ktery´ kromeˇ vy´pisu deko´dovany´ch instrukc´ı doka´zˇe vypisovat i obsah hlavicˇek
soubor˚u v PE forma´tu (viz obra´zek 4.1).
Prvn´ı sloupec obsahuje virtua´ln´ı adresu instrukce. Druhy´ sloupec obsahuje ko´d in-
strukce. Pokud je ko´d prˇ´ıliˇs dlouhy´, je rozdeˇlen a vy´psa´n na dalˇs´ım rˇa´dku. Ve trˇet´ım sloupci
je jme´no funkce. Parametry se nacha´zej´ı ve sloupci posledn´ım. Vsˇechna cˇ´ısla jsou vyja´drˇena
v sˇestna´ctkove´ soustaveˇ.




V jazyce symbolicky´ch instrukc´ı je za´pis za´kladn´ıch programa´torsky´ch konstrukc´ı (cykly
a veˇtven´ı) poneˇkud rozsa´hlejˇs´ı a tud´ızˇ i me´neˇ prˇehledny´. Jednoduchy´ podmı´neˇny´ prˇ´ıkaz
mu˚zˇe mı´t vyhodnocen´ı a jednotlive´ veˇtve rozmı´steˇne´m po cele´m souboru. C´ılem analy´zy
grafu je detekovat tyto za´kladn´ı konstrukce vysˇsˇ´ıho programovac´ıho jazyka a usnadnit
pochopen´ı zkoumane´ho ko´du a jeho na´slednou analy´zu.
4.2.1 Z´ıska´n´ı grafu
Prˇi procesu z´ıska´va´n´ı grafu toku rˇ´ızen´ı potrˇebujeme zna´t hodnoty c´ıl˚u skoku. Prvn´ım
krokem prˇi sestaven´ı grafu toku rˇ´ızen´ı je rozdeˇlen´ı deko´dovany´ch instrukc´ı na za´kladn´ı
bloky. Je vy´hodneˇjˇs´ı cˇa´st te´to pra´ce vykonat jizˇ prˇi beˇhu disasembleru. Zamez´ı se t´ım
analy´ze vy´stupn´ıch dat. Kdyzˇ disasembler prˇi sve´m beˇhu dojde k instrukci skoku, zazna-
mena´ si vy´skyt a typ skoku (podmı´neˇny´/nepodmı´neˇny´). Soucˇasneˇ si ulozˇ´ıme c´ıle skok˚u.
Po dokoncˇen´ı deko´dova´n´ı programu zacˇ´ına´ algoritmus, ktery´ za pomoci ulozˇeny´ch in-
formac´ı z´ıska´ za´kladn´ı bloky. Docha´z´ı k deˇlen´ı zkoumane´ho prostoru na za´kladeˇ infromac´ı
o neˇktery´ch zacˇa´tc´ıch blok˚u a neˇktery´ch konc˚u. Po rozdeˇlen´ı z˚usta´vaj´ı disjunktn´ı intervaly
(za´kladn´ı bloky).
4.2.2 Postup analy´zy
Nyn´ı zacˇ´ına´ samotna´ analy´za grafu. Za´kladn´ı bloky jsou reprezentova´ny vrcholy grafu.
Nalezen´ı struktur vysˇsˇ´ıch programovac´ıch jazyk˚u odpov´ıda´ hleda´n´ı podgrafu. Hledaj´ı se
struktury, ktere´ maj´ı jiste´ vlastnosti, a nahrazuj´ı se jednodusˇsˇ´ı strukturou. Veˇtsˇinou jediny´m
vrcholem grafu. Tento postup se nazy´va´ redukce grafu.
Beˇhem redukce grafu hleda´me i takove´ struktury, ktere´ prˇ´ımo nejsou hledany´m veˇtven´ım
nebo cyklem. Vyuzˇij´ı se pro zjednodusˇen´ı grafu. Male´ jednoduche´ cˇa´sti se le´pe rozpozna´vaj´ı.
Redukce grafu prob´ıha´ tak dlouho, dokud jsou v grafu rozpozna´va´ny vzory.
4.2.3 Vyhodnocova´n´ı podmı´nek
Podmı´nky a jejich vyhodnocova´n´ı jsou za´kladem kazˇde´ho strukturovane´ho jazyka. At’ se
jedna´ o podmı´neˇne´ veˇtven´ı nebo prˇ´ıkazy cyklu, vzˇdy je nutne´ vyhodnocen´ı neˇjaky´ch pod-
mı´nek. Bud’ k urcˇen´ı veˇtve prˇ´ıkazu if-then-else nebo k ukoncˇen´ı cyklu for, while nebo
do-while.
Jednodusˇsˇ´ı podmı´nky se nejprve vyhodnot´ı. Na za´kladeˇ jejich hodnoty je urcˇen c´ıl
podmı´neˇne´ho skoku. Tento prˇ´ıstup zacˇ´ına´ by´t neefektivn´ı za pouzˇit´ı slozˇiteˇjˇs´ıch podmı´nek.
Neˇktere´ cˇa´sti vyhodnocovane´ podmı´nky nen´ı nutne´ pocˇ´ıtat, protozˇe vy´sledek cele´ho lo-
gicke´ho vy´razu je jizˇ zna´my´. Proto se vyuzˇ´ıva´ tzv. zkra´cene´ vyhodnocova´n´ı booleovy´ch
podmı´nek. Ma´-li naprˇ. prˇi logicke´m soucˇinu x AND y jedna slozˇka hodnotu false, cely´ vy´raz
ma´ hodnotu false a druha´ slozˇka se jizˇ nevyhodnocuje. Tento prˇ´ıstup vede k optimalizaci
rychlosti programu. Pouzˇit´ı zkra´cene´ho vyhodnocen´ı demonstruje obra´zek 4.2.
Take´ prˇ´ıkazy veˇtven´ı a smycˇek jsou realizova´ny pomoc´ı podmı´neˇny´ch a nepodmı´neˇny´ch
skok˚u. Instrukce podmı´neˇne´ho skoku se rozhoduj´ı na za´kladeˇ nastaveny´ch bit˚u prˇ´ıznakove´ho
registru. Zp˚usob˚u jak tedy v jazyce symbolicky´ch instrukc´ı zapsat podmı´nku existuje rˇada.
Velmi cˇasto jsou vyuzˇ´ıva´ny instrukce porovna´n´ı (CMP a TEST), logicke´ (AND, OR, XOR)
nebo dokonce aritmeticke´ ADD, SUB, DEC, INC. Vsˇechny tyto instrukce nastavuj´ı prˇ´ıznaky
(nulova´ hodnota, za´porna´ hodnota, . . . ).
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Obra´zek 4.2: Vı´cena´sobne´ podmı´nky
Na za´kladeˇ teˇchto prˇ´ıznak˚u se rozhoduj´ı instrukce podmı´neˇne´ho skoku:
• JE - skok prˇi nastavene´m prˇ´ıznaku nuly,
• JNE - skok prˇi nenastavene´m prˇ´ıznaku nuly,
Zvla´sˇtn´ım prˇ´ıpadem podmı´neˇne´ho veˇtven´ı jsou varianty instrukce LOOP. Tato instrukce
dekrementuje obsah registru cˇ´ıtacˇe (CX/ECX), anizˇ by dosˇlo ke zmeˇneˇ nastaven´ı hodnot
prˇ´ıznak˚u. Na za´kladeˇ obsahu registru cˇ´ıtacˇe, prˇ´ıpadneˇ take´ hodnoty prˇ´ıznaku ZF (z angl.
Zero Flag - prˇ´ıznak nuly), vykona´ skok na c´ılovou adresu.
Varianty instrukce LOOP zohlednˇuj´ıc´ı hodnotu prˇ´ıznaku ZF jsou tedy schopny vykona´vat
cykly se slozˇiteˇjˇs´ımy ukoncˇovac´ımi podmı´nkami.
4.2.4 Podmı´neˇne´ veˇtven´ı
V jazyce C jsou prˇ´ıkazy veˇtven´ı switch a if-then-else, prˇicˇemzˇ cˇa´st else je volitelna´.
Takto mu˚zˇe vypadat if-then a if-then-else zapsane´ v asembleru s jednoduchou pod-
mı´nkou.
;if(){} ;if(){}else{}
CMP EAX,1 CMP EAX,1
JNZ L1 JNZ L1






Prˇ´ıkaz switch lze reprezentovat r˚uzneˇ. Bud’ pomoc´ı struktury if-then-else:
switch(i){ if (i==1) { CMP EAX,1
case 1: <prˇı´pad1> JNE L2
<prˇı´pad1> } else { <prˇı´pad1>
break; if (i==2) { JMP L4
case 2: <prˇı´pad1> L2: CMP EAX,2
<prˇı´pad2> } else { JNE L3
break; if (i==3) { <prˇı´pad2>
case 3: <prˇı´pad1> JMP L4
<prˇı´pad3> } L3: CMP EAX,3
break; } JNE L4
} } <prˇı´pad3>
L4:
nebo pomoc´ı cyklu s vyuzˇit´ım tabulky skok˚u. Tento prˇ´ıstup je vhodny´ prˇedevsˇ´ım prˇi veˇtsˇ´ım
mnozˇstv´ı veˇtv´ı case s hodnotami, jenzˇ po sobeˇ na´sleduj´ı. Naprˇ. hodnoty 0-30, kdy z´ıska´n´ı
nove´ testovane´ hodnoty z´ıska´me inkrementac´ı cˇi dekrementac´ı. Prˇi dosti odliˇsny´ch hod-
nota´ch lze testovane´ hodnoty ulozˇit take´ do tabulky.
Pokud detekujeme strukturu if-then, hleda´me dva vrcholy grafu. Oba maj´ı jednou
vy´stupn´ı hranu, smeˇrˇuj´ıc´ı na shodny´ trˇet´ı vrchol. Prvn´ı vrchol ma´ nav´ıc hranu, ktera´
smeˇrˇuje na druhy´ vrchol (jedina´ vstupn´ı hrana vrcholu).
Tyto dva vrcholy nahrad´ıme vrcholem jediny´m. Vy´stupn´ı hrana smeˇrˇuje na trˇet´ı vrchol.
Mnozˇina vstupn´ıch hran je rovna mnozˇineˇ vstupn´ıch hran prvn´ıho vrcholu.
Detekova´n´ı if-then-else je take´ snadne´. Hleda´m vrchol grafu, ktery´ ma´ dveˇ vy´stupn´ı
hrany. Tyto hrany jsou jediny´mi vstupn´ımi hranami c´ılovy´ch vrchol˚u. C´ılove´ vrcholy maj´ı
jedinou vy´stupn´ı hranu smeˇrˇuj´ıc´ı na spolecˇny´ cˇtvrty´ vrchol. Vsˇechny trˇi vrcholy jsou nahra-
zeny jedn´ım vrcholem. Vy´stupn´ı hrana smeˇrˇuje na cˇtvrty´ vrchol. Mnozˇina vstupn´ıch hran
je rovna mnozˇineˇ vstupn´ıch hran prvn´ıho vrcholu.
4.2.5 Smycˇky
Jednou ze za´kladn´ıch struktur je smycˇka. Jedna´ se o graf, ktery´ ma´ jednu cˇi v´ıce zpeˇtny´ch
hran a jeden cˇi v´ıce vy´stupn´ıch bod˚u. Obra´zek 4.3 demonstruje za´kladn´ı typy smycˇek:
• s v´ıce vstupn´ımi body,
• paraleln´ı smycˇky (v´ıce zpeˇtny´ch hran do stejne´ho c´ıle),
• prˇekry´vaj´ıc´ı se smycˇky,
• s v´ıce vy´stupn´ımi body.
Da´le se vsˇak budeme zaby´vat strukturami graf˚u, ktere´ odpov´ıdaj´ı smycˇka´m v jazyce C.





  s více vstupy paralelní překrývající se s více výstupy
Obra´zek 4.3: Uka´zka cykl˚u
Ve skutecˇnosti lze z programu rozeznat pouze cykly while a do-while. Cyklus for je
v jazyce symbolicky´ch instrukc´ı totozˇny´ s cyklem while (srovnejte - ukoncˇujic´ı podmı´nka,
pocˇa´tecˇn´ı inicializace a prˇechod do dalˇs´ıho cyklu).
Nejjednodusˇeji lze rozeznat smycˇku do-while. Jedna´ se o blok zakoncˇeny´ podmı´neˇny´m
skokem. C´ıl skoku smeˇrˇuje na zacˇa´tek toho same´ho bloku. Tento blok je nahrazen novy´m
blokem. Mnozˇina vstupn´ıch bod˚u je proti p˚uvodn´ımu bloku zmensˇena o hranu zacˇ´ınaj´ıc´ı a
koncˇ´ıc´ı ve stejne´m vrcholu. Mnozˇina vy´stupn´ıch bod˚u obsahuje pouze jednu hranu. Hranu
smeˇrˇuj´ıc´ı na blok na´sleduj´ıc´ı za podmı´neˇny´m skokem (nesplneˇna podmı´nka skoku) nas-
tav´ıme jako vy´stupn´ı hranu nove´ho bloku.
Dalˇs´ım cyklem je while-do. Cˇasto je implementova´n stejneˇ jako do-while s pocˇa´tecˇn´ım
skokem na vyhodnocova´n´ı podmı´nky zasteven´ı cyklu. V grafu jej detekujeme jako dva
vrcholy obeˇma smeˇry propojeny´mi. Prvn´ı z nich ma´ pouze jednu vstupn´ı a jednu vy´stupn´ı
hranu (tj. hrany jej spojuj´ı s druhy´m vrcholem). Tyto dva vrcholy jsou nahrazeny vrcholem
jediny´m. Mnozˇinu vstupn´ıch hran pouzˇijeme z druhe´ho vrcholu. Odstran´ıme z n´ı hranu
vedouc´ı z vrcholu prvn´ıho. Vy´stupn´ı hranou nove´ho vrcholu je druha´ hrana druhe´ho vrcholu
(tj. ta co nen´ı soucˇa´st´ı smycˇky).
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Lze ji detekovat jako vrchol, jehozˇ jedina´ vy´stupn´ı hrana smeˇrˇuje na ten samy´ vrchol.
Nahrad´ıme jej novy´m vrcholem, ktery´ ma´ vstupn´ı hrany stejne´ jako vrchol p˚uvodn´ı











Prˇ´ıkaz break abnorma´lneˇ ukoncˇ´ı cyklus. Detekovany´ podgraf obsahuje dva vrcholy se
dveˇmi vy´stupn´ımi hranami. Oba jednou hranou smeˇrˇuj´ı ke stejne´mu trˇet´ımu vrcholu.
Hrana z prvn´ıho vrcholu je jedinou vstupn´ı hranou vrcholu druhe´ho. Prvn´ı i druhy´
vrchol je nahrazen vrcholem novy´m. Mnozˇina vstupn´ıch hran je rovna mnozˇineˇ vs-
tupn´ıch hran prvn´ıho vrcholu. Mnozˇina vy´stupn´ıch hran je rovna mnozˇineˇ vy´stupn´ıch
hran druhe´ vrcholu.
Pomoc´ı te´to struktury lze redukovat neˇktere´ slozˇiteˇjˇs´ı veˇtven´ı. Detekci prˇ´ıkazu break
doc´ıl´ıme prˇida´n´ım podmı´nky na prvn´ı vrchol. Ten mus´ı by´t zacˇa´tkem cyklu, ve ktere´m
se tato struktura nacha´z´ı.












Prˇ´ıkaz continue ukoncˇ´ı prob´ıhaj´ıc´ı cyklus smycˇky a skocˇ´ı na zacˇa´tek nove´ho cyklu.
Hledany´ podgraf obsahuje dva vrcholy, vza´jemneˇ propojene´ hranami. Prvn´ı vrchol je
pocˇa´tkem cyklu a svoji druhou hranou smeˇrˇuje za cyklus. Druhy´ vrchol ma´ jedinou
vstupn´ı hranu a smeˇrˇuje na vrchol obsazˇeny´ ve zkoumane´ smycˇce. Tento podgraf
je nahrazen jediny´m vrcholem. Mnozˇin vstupn´ıch hran obsahuje mnozˇinu vstupn´ıch
hran druhe´ho vrcholu (bez hrany obsazˇene´ ve smycˇce).




<vyhodnocenı´ podmı´nek> <teˇlo cyklu>








Implementacˇn´ım jazykem cele´ho projektu je C++. Te´meˇrˇ vsˇechny informace, ktere´ jsou
nutne´ ke spra´vne´mu deko´dova´n´ı instrukce jsou obsazˇeny ve formeˇ tabulek. Tento prˇ´ıstup
jsem zachoval i prˇi implementaci. V neˇktery´ch prˇ´ıpadech, kdy se jednalo o tzv. rˇ´ıdke´ pole
jsem ucˇinil vy´jimku. Ale i zde je na zva´zˇen´ı, jestli by tabulkovy´ prˇ´ıstup nebyl efektivneˇjˇs´ı.
Vyuzˇit´ım tabulek, implementovany´ch jako jednorozmeˇrne´ a dvourozmeˇrne´ pole, jsem omezil
pouzˇit´ı pomalejˇs´ıch prˇ´ıkaz˚u veˇtven´ı switch.
5.1.1 Nacˇten´ı do pameˇti
Existuj´ı dva mozˇne´ prˇ´ıstupy z´ıska´va´n´ı dat ze souboru. Otevrˇen´ı souboru a jeho sekvencˇn´ı
procha´zen´ı1 nebo nacˇten´ı souboru do pameˇti. Druha´ varianta je vzhledem k nacˇ´ıtany´m
struktura´m efektivneˇjˇs´ı.
Nejprve je nutne´ otevrˇ´ıt soubor pro cˇten´ı. Toto zajiˇst’uje funkce CreateFile s parame-
trem jme´no souboru (filename). Pomoc´ı funkce CreateFileMapping a funkce MapViewOfFile






Vhodne´ doplnit testova´n´ı na´vratovy´ch hodnot jednotlivy´ch funkc´ı. Obsah souboru se nyn´ı
nacha´z´ı v pameˇt’ove´m prostoru programu. Promeˇnna´ baze nyn´ı obsahuje ukazatel do pameˇti,
kde je nyn´ı dostupny´ obsah souboru. V prˇ´ıpadeˇ veˇtsˇ´ıho soubor˚u se nemus´ı v pameˇti nacha´zet
cela´ jeho kopie. V prˇ´ıpadeˇ pozˇadavku na cˇa´st souboru, ktera´ se nenacha´z´ı v pameˇti, je rezˇie
spojena´ s jeho nacˇten´ım vykona´na automaticky. Prˇi ukoncˇen´ı pra´ce se souborem je korektn´ı
uvolneˇn´ı jeho pameˇt’ove´ reprezentace zajiˇsteˇno funkcemi CloseHandle a UnmapViewOfFile.
Po namapova´n´ı do pameˇti je se souborem pracova´no jako s pameˇt´ı. Naprˇ. pozˇadujeme
hodnotu, ktera´ ma´ urcˇitou vzda´lenost od pocˇa´tku souboru. Secˇten´ım te´to vzda´lenosti a ba´ze
souboru2 z´ıska´me hodnotu ukazatele na pozˇadovane´ mı´sto v pameˇti. Prˇ´ıstup k hlavicˇka´m
1prˇ´ıpadneˇ veˇtsˇ´ı skok v souboru
2adresa souboru v pameˇti
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/* ukazatel na prvni sekci */
sections=(PIMAGE_SECTION_HEADER)((PBYTE)g_pNT+sizeof(IMAGE_NT_HEADERS));
T´ımto jednoduchy´m zp˚usobem jsou zprˇ´ıstupneˇny za´kladn´ı struktury EXE souboru.
5.1.2 Reprezentace tabulky operacˇn´ıch ko´d˚u
Du˚lezˇity´mi cˇa´stmi disasembleru jsou tabulky operacˇn´ıch ko´d˚u. Mus´ı obsahovat jme´na funkc´ı
a typy parametr˚u. Da´le mus´ı obsahovat dodatecˇne´ informace jako je prˇ´ıslusˇnost do skupiny
instrukc´ı, ktere´ se deko´duj´ı pomoc´ı tabulek rozsˇ´ıˇreny´ch operacˇn´ıch ko´d˚u. Nejprve jsem
definoval typ, ktery´ reprezentuje typ operandu. Ten je slozˇen z typu adresy a velikosti
operandu.3 Prˇ´ıme´ hodnoty operand˚u (naprˇ. EAX nebo 1) jsou zada´ny jako typ adresy.
typedef struct structType {
BYTE am; //adresovaci metoda
BYTE ot; //typ operandu (velikosti)





Bunˇka tabulky uchova´ typ instrukce (type - norma´ln´ı, fpu, s rozsˇ´ıˇreny´m operacˇn´ım ko´dem).
Instrukce obsahuje nula azˇ trˇi parametry, kazˇdy´ reprezentova´n typem TType. Prvek mnem




TType par1, par2, par3;
}OpCodeCell;
Tabulka je konstantn´ım polem,4 jehozˇ polozˇky jsou typu OpCodeCell (bunˇka). Obdobny´m
zp˚usobem jsou konstruova´ny a inicializova´ny ostatn´ı tabulky.
3bl´ızˇe probra´no v cˇa´sti Parametry instrukc´ı 4.1.3
4data jsou inicializova´na prˇi prˇekladu
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const OpCodeCell OpCode1B[] = {
OT_NORMAL, ‘‘ADD’’, a_E, o_b, a_G, o_b, _NONE, _NONE,
OT_NORMAL, ‘‘ADD’’, a_E, o_v, a_G, o_v, _NONE, _NONE,
}
5.1.3 Urcˇen´ı prˇ´ıtomnosti ModR/M
Veˇtsˇina instrukc´ı vyzˇaduje prˇ´ıtomnost bytu ModR/M. Tyto pozˇadavky jsou da´ny typem
parametr˚u. Je tedy mozˇne´ na za´kladeˇ pozice instrukce v tabulce operacˇn´ıch ko´d˚u urcˇit
vy´skyt bytu ModR/M. Pro rychle´ urcˇen´ı vy´skytu ModR/M jsem vytvorˇil bitove´ pole.





Typ WORD ma´ velikost 16 bit˚u. 16 buneˇk ma´ jedna rˇa´dka tabulky operacˇn´ıch ko´d˚u.
Indexem do tabulky (vy´beˇrem rˇa´dku) jsou cˇtyrˇi nejvysˇsˇ´ı bity (tzv. horn´ı nibble). Doln´ı
cˇtverˇice bit˚u je indexem v ra´mci zvolene´ polozˇky pole (index sloupce). Zjiˇsteˇn´ı hodnoty
bitu pak z´ıska´m bitovy´m posunem a bitovy´m logicky´m soucˇinem. Dotaz nad takovou ta-
bulkou pak zajiˇst’uje tato funkce:
bool hasModRM_1B(BYTE c){
return (modRM_1B[c>>4] & (0x8000>>(c&0xF)))!=0;
}
Pro tabulku dvoubytovy´ch operacˇn´ıch ko´d˚u jsem vytvorˇil podobnou funkci a bitove´
pole.
5.1.4 Urcˇen´ı velikosti parametru
Kromeˇ neˇkolika vy´jimek (1, 3, EAX) ma´ kazˇdy´ operand velikost danou parametrem v ta-
bulce. Tento samotny´ parametr neovlivnˇuje typ operandu. Vliv ma´ pouze na jeho ve-
likost. Je-li operandem adresa pameˇti, pak parametr urcˇ´ı velikost odkazovane´ pameˇti (naprˇ.
BYTE PTR[400100]). Dvourozmeˇrne´ pole obsahuje velikosti parametr˚u. Parametr urcˇuj´ıc´ı
velikost je indexem do tohoto pole v jedne´ dimenzi. V druhe´ dimenzi je indexem nastaveny´
prefix VelikostOperandu.
5.1.5 Deko´dova´n´ı pameˇti
Velmi cˇasty´m operandem je ukazatel do pameˇti. Hodnota prefixu VelikostAdresy ovlivnˇuje
vy´beˇr 16-bitove´ nebo 32-bitove´ adresace.
Z pocˇa´tku z´ıska´me velikost pameˇti, na kterou se ukazatel odkazuje. To zajiˇst’uj´ı pole
memSize a opcodeSize. Prvn´ı pole obsahuje textove´ oznacˇen´ı jednotlivy´ch velikost´ı pameˇti.




Protozˇe adresova´n´ı pameˇti u FPU instrukc´ı ma´ jine´ oznacˇen´ı (single real, . . . ). Prˇi
deko´dova´n´ı FPU instrukc´ı je zvolena hodnota, ktera´ znacˇ´ı pra´zdny´ rˇeteˇzec. Funkce deko´duj´ıc´ı
FPU instrukci dopln´ı oznacˇen´ı pameˇti ve vlastn´ı rezˇii. T´ımto zp˚usobem je vyuzˇita stejna´
funkce pro deko´dova´n´ı pameˇti.
Adresova´n´ı 16-bitove´ vyuzˇ´ıva´ jednoho cˇi dvou 16-bitovy´ch registr˚u (viz tabulka A.1).
Existuj´ı trˇi adresove´ mo´dy (vy´beˇr je za´visly´ na poli Mo´d bytu ModR/M). Za´sadn´ı rozd´ıl je
pouze ve velikosti posunut´ı, ktere´ je v jednotlivy´ch rezˇimech prˇipocˇteno. V mo´du (00)b nen´ı
posunut´ı zˇa´dne´. Mo´dy (01)b a (10)b maj´ı 8-bitove´ a 16-bitove´ posunut´ı. Vy´beˇr registru





Jediny´ rozd´ıl, kromeˇ posunut´ı, je v rezˇimu (00)b. Zde pro hodnoty, urcˇuj´ıc´ı registr BP,
se zˇa´dny´ registr nenacha´z´ı.
Adresova´n´ı 32-bitove´ prob´ıha´ pomeˇrneˇ podobny´m zp˚usobem. Registry jsou vyb´ıra´ny
z registr˚u obecne´ho pouzˇit´ı (EAX, EBX, . . . ). Jednotlive´ mo´dy opeˇt znacˇ´ı prˇ´ıtomnost po-
sunut´ı. Mo´d (00)b je opeˇt bez posunut´ı. Pro (01)b a (10)b je posunut´ı 8-bitove´ a 32-bitove´.
Hodnota, ktera´ by za norma´ln´ıch okolnost´ı znacˇila registr ESP, znamena´ prˇ´ıtomnost bytu
SIB. V rezˇimu (00)b je opeˇt drobna´ odchylka od ostatn´ıch. Hodnota, ktera´ jinak znacˇ´ıc´ı
registr EBP, znamena´ 32-bitove´ posunut´ı.
Pouzˇit´ım spolecˇny´ch vlastnost´ı neˇktery´ch oblast´ı vstupn´ıch dat dosahujeme efektivneˇjˇs´ıho
deko´dova´n´ı.
5.1.6 SIB
Adresova´n´ı pomoc´ı bytu SIB vyvola´ pouze hodnota bytu ModR/M. Nejprve se urcˇ´ı ba´zovy´
registr. Pokud je vybra´n registr ESP, zjiˇst’uje se hodnota pole Mo´d bytu ModR/M. Nulova´
hodnota znacˇ´ı 32-bitove´ posunut´ı. Ba´zovy´m registrem se sta´va´ EBP pro hodnoty (10)b a
(11)b.
Pole index (100)b znamena´ pra´zdnou hodnotu. Index se nepouzˇije prˇi vy´pocˇtu adresy.
Pokud je index pouzˇit, pole meˇrˇ´ıtko zvol´ı registr, ktery´m se na´sob´ı. Nakonec je nacˇtena
hodnota posunut´ı, pokud byla prˇi deko´dova´n´ı zjiˇsteˇna.
I zde je pouzˇito urcˇova´n´ı registr˚u pomoc´ı indexu do pole.
5.1.7 Jme´na funkc´ı za´visla´ na prefixu VelikostOperandu
Neˇktere´ instrukce jsou oznacˇova´ny v za´vislosti na velikosti operand˚u. Naprˇ´ıklad instrukce
s operacˇn´ım ko´dem 0xE3 znacˇ´ı funkci JECXZ, kde EXC znacˇ´ı 32-bitovy´ registr. Prefix Ve-
likostOperandu meˇn´ı tuto funkci na JCXZ. Ve skutecˇnosti se jedna´ o stejnou funkci. Odliˇsuje
se pouze velikost´ı registru.
Pokud to bylo mozˇne´, pouzˇil jsem jme´no bez oznacˇen´ı velikosti. V tabulce operacˇn´ıch
ko´d˚u jsou vyznacˇene´ typicke´ varianty oznacˇen´ı instrukce.
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U jednobytovy´ch instrukc´ı se jedna´ o dvojice:
0x98 CBW - CWDE
0x99 CWD - CDQ
0xE3 JCXZ - JECXZ
Podobny´ jev se vyskytuje take´ u dvoubytovy´ch instrukc´ı. Zde je situace slozˇiteˇjˇs´ı,
protozˇe vliv maj´ı i hodnoty dalˇs´ıch prefix˚u. Snazsˇ´ım a zrˇejmeˇ i rychlejˇs´ım rˇesˇen´ım jsou
tabulky operacˇn´ıch ko´d˚u pro jednotlive´ prefixy. Na vy´beˇr tabulky ma´ pouze ten posledn´ı.
Neˇktere´ bunˇky dvoubytove´ tabulky ovlivnˇova´ny nejsou. Informace o prˇ´ıslusˇne´ instrukci
se prˇep´ıˇse i do tabulek na´lezˇej´ıc´ıch jednotlivy´m prefix˚um. T´ım je zajiˇsteˇno spra´vne´ deko´dova´n´ı.
Mimo jine´ je zachova´n prˇ´ıpadny´ vliv prefix˚u na deko´dova´n´ı operand˚u.
5.1.8 Cˇten´ı prˇ´ımy´ch dat
Prˇ´ıma´ data jsou soucˇa´st´ı instrukce, tud´ızˇ jsou konstantn´ı. Jedna´ se o posledn´ı cˇa´st ko´du
instrukce. Proto je nutne´ zarˇ´ıdit prˇecˇten´ı te´to hodnoty azˇ po prˇecˇten´ı prˇedchoz´ıch cˇa´st´ı. Prˇi
cˇten´ı teˇchto dat mus´ıme take´ zohlednit zp˚usob ulozˇen´ı v pameˇti (tj. porˇad´ı, ve ktere´m jsou
ulozˇeny jednotlive´ byty).
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5.2 Implementace analyza´toru grafu toku rˇ´ızen´ı
Jak jizˇ bylo v analy´ze (na straneˇ 26) probra´no, je problematika grafu toku rˇ´ızen´ı rozdeˇlena
na dveˇ cˇa´sti:
• z´ıska´n´ı grafu toku rˇ´ızen´ı a
• analy´zu grafu toku rˇ´ızen´ı.
Prvn´ı cˇa´st byla propojena se z´ıska´va´n´ım textove´ reprezentace instrukc´ı. Bylo nutne´
udeˇlat drobny´ za´sah do tabulek operacˇn´ıch ko´d˚u. Da´le bylo nutne´ rozsˇ´ıˇrit neˇktere´ funkce,
aby beˇhem sve´ cˇinnosti sb´ıraly informace, ktere´ se vyuzˇij´ı prˇi urcˇen´ı rozsahu za´kladn´ıch
blok˚u. Druha´ cˇa´st analyzuje graf jeho redukova´n´ım.
5.2.1 Detekce za´kladn´ıch blok˚u a vytvorˇen´ı grafu toku rˇ´ızen´ı
Prˇi detekci blok˚u vyuzˇ´ıva´m informac´ı, ktere´ vznikly beˇhem z´ıska´n´ı textove´ reprezentace
instrukc´ı.




















//seznam bloku, ktere tvori tento blok
vector<bb*> blocks;
};
Kazˇdy´ blok je urcˇite´ho typu — za´kladn´ı blok, . . . Kazˇda´ detekovana´ struktura ma´ sve´
oznacˇen´ı. Toto oznacˇen´ı je obsazˇeno v polozˇce type. Polozˇka begin obsahuje adresu pocˇa´tku
za´kladn´ıho bloku. Da´le obsahuje informace o pocˇtu vstupn´ıch hran a pocˇtu vy´stupn´ıch.
Vcˇetneˇ jejich c´ıl˚u. Adresy zacˇa´tk˚u blok˚u jsou pouzˇity jako oznacˇen´ı prˇ´ıslusˇny´ch blok˚u.
Funkce addIn a removeIn zajiˇst’uj´ı prˇida´va´n´ı a odeb´ıra´n´ı pocˇtu vstup˚u. Vektor blocks
obsahuje seznam blok˚u, ze ktery´ch se blok skla´da´.
37
Pro snadneˇjˇs´ı vyhleda´va´n´ı jsou ukazatele na instance blok˚u ulozˇeny v mapeˇ. Kl´ıcˇem je
pocˇa´tecˇn´ı adresa bloku. Beˇhem ustaven´ı grafu toku rˇ´ızen´ı vytva´rˇ´ım pro kazˇdy´ blok mnozˇinu
prˇedch˚udc˚u a prˇ´ımy´ch prˇedch˚udc˚u. Tyto informace jsou na´sledneˇ vyuzˇity k dalˇs´ı analy´ze.
5.2.2 Detekce za´kladn´ıch struktur
Detekova´n´ı struktur je procha´zen´ı seznamem za´kladn´ıch blok˚u a testova´n´ı na urcˇite´ podmı´nky
(jedina´ vstupn´ı hrana, dveˇ vy´stupn´ı hrany, . . . ). Bl´ızˇe bylo probra´no v analy´ze proble´mu
(26).
Vy´stupy analyza´toru jsou ve forma´tu XML. Tento soubor obsahuje informace potrˇebne´




Vy´sledkem te´to pra´ce je program, jehozˇ vy´stupem je textova´ podoba analyzovane´ho pro-
gramu v jazyce symbolicky´ch instrukc´ı a detekovane´ struktury ve forma´tu XML.
Program generuje dobre´ vy´sledky, protozˇe prˇi porovna´n´ı vy´stup˚u vlastn´ıho programu
s vy´stupy referencˇn´ıho programu dumpbin jsem pozoroval rozd´ıly pouze ve forma´tova´n´ı
vy´stupu. Sada testovany´ch programu˚ a vy´stup˚u (textova´ podoba instrukc´ı a detekovane´
struktury) je prˇilozˇena na CD.
Kv˚uli mozˇnostem zpeˇtne´ vazby jazyka symbolicky´ch instrukc´ı nen´ı mozˇne´ z´ıskat stat-
ickou analy´zou graf toku rˇ´ızen´ı z libovolne´ho EXE souboru. Lze z´ıskat jen jeho omezenou
cˇa´st. Aby bylo mozˇne´ detekovat neˇjake´ struktury, program proble´m zpeˇtne´ vazby neuvazˇuje.
Mozˇnosti detekce jsou tedy omezene´.
Analyza´tor grafu toku rˇ´ızen´ı doka´zˇe detekovat za´kladn´ı konstrukce: if-then, if-then-else,
while-do, do-while. Vypisuje seznam blok˚u, ze ktery´ch blok˚u se skla´daj´ı. Rozezna´va´ pouze
jednoduche´ podgrafy, ktere´ redukuje. Slozˇiteˇjˇs´ı konstrukce zkra´ceneˇ vyhodnocovany´ch pod-
mı´nek detekovat nedoka´zˇe.
Program by bylo mozˇne´ rozsˇ´ıˇrit o detekova´n´ı funkce main. V te´to oblasti ma´ rˇada disas-
embler˚u sˇpatne´ vy´sledky. Dalˇs´ı mozˇnost´ı rozsˇ´ıˇren´ı je detekce slozˇiteˇjˇs´ıch struktur s vyuzˇit´ım
dalˇs´ıch postup˚u z oblasti forma´ln´ıch jazyk˚u a prˇekladacˇ˚u.
Nove´ technologie 64-bitovy´ch pocˇ´ıtacˇ˚u si vyzˇa´daj´ı analyza´tory 64-bitovy´ch programu˚.
Bude nutne´ rozsˇ´ıˇrit disasembler o funkce analyzuj´ıc´ı tyto aplikace.
Mozˇnost vyuzˇit´ı tohoto projektu je v soucˇasne´ dobeˇ mala´, protozˇe jeho schopnosti de-
tekce jsou omezene´. Do budoucna po rozsˇ´ıˇren´ı funkcˇnosti jej lze vyuzˇ´ıt k z´ıska´n´ı charakter-
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A.1 Uka´zka vy´stupu vlastn´ıho disasembleru
00401000: 55 PUSH EBP
00401001: 89E5 MOV EBP,ESP
00401003: 83EC18 SUB ESP,18
00401006: 895DF8 MOV DWORD PTR [EBP-8],EBX
00401009: 8B5508 MOV EDX,DWORD PTR [EBP+8]
0040100C: 31DB XOR EBX,EBX
0040100E: 8975FC MOV DWORD PTR [EBP-4],ESI
00401011: 8B02 MOV EAX,DWORD PTR [EDX]
00401013: 31F6 XOR ESI,ESI
00401015: 8B00 MOV EAX,DWORD PTR [EAX]
00401017: 3D910000C0 CMP EAX,C0000091
0040101C: 7743 JA 00401061
0040101E: 3D8D0000C0 CMP EAX,C000008D
00401023: 725B JB 00401080
00401025: BE01000000 MOV ESI,00000001
0040102A: C70424080000 MOV DWORD PTR [ESP],00000008
00
00401031: 31C0 XOR EAX,EAX
00401033: 89442404 MOV DWORD PTR [ESP+4],EAX
00401037: E8A4070000 CALL 004017E0
0040103C: 83F801 CMP EAX,01
0040103F: 746C JE 004010AD
00401041: 85C0 TEST EAX,EAX
00401043: 742A JE 0040106F
00401045: C70424080000 MOV DWORD PTR [ESP],00000008
00
0040104C: FFD0 CALL EAX
0040104E: BBFFFFFFFF MOV EBX,FFFFFFFF
00401053: 89D8 MOV EAX,EBX
00401055: 8B75FC MOV ESI,DWORD PTR [EBP-4]
00401058: 8B5DF8 MOV EBX,DWORD PTR [EBP-8]
0040105B: 89EC MOV ESP,EBP
0040105D: 5D POP EBP
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A.2 Vy´stup programu dumpbin
00401000: 55 push ebp
00401001: 89 E5 mov ebp,esp
00401003: 83 EC 18 sub esp,18h
00401006: 89 5D F8 mov dword ptr [ebp-8],ebx
00401009: 8B 55 08 mov edx,dword ptr [ebp+8]
0040100C: 31 DB xor ebx,ebx
0040100E: 89 75 FC mov dword ptr [ebp-4],esi
00401011: 8B 02 mov eax,dword ptr [edx]
00401013: 31 F6 xor esi,esi
00401015: 8B 00 mov eax,dword ptr [eax]
00401017: 3D 91 00 00 C0 cmp eax,0C0000091h
0040101C: 77 43 ja 00401061
0040101E: 3D 8D 00 00 C0 cmp eax,0C000008Dh
00401023: 72 5B jb 00401080
00401025: BE 01 00 00 00 mov esi,1
0040102A: C7 04 24 08 00 00 mov dword ptr [esp],8
00
00401031: 31 C0 xor eax,eax
00401033: 89 44 24 04 mov dword ptr [esp+4],eax
00401037: E8 A4 07 00 00 call 004017E0
0040103C: 83 F8 01 cmp eax,1
0040103F: 74 6C je 004010AD
00401041: 85 C0 test eax,eax
00401043: 74 2A je 0040106F
00401045: C7 04 24 08 00 00 mov dword ptr [esp],8
00
0040104C: FF D0 call eax
0040104E: BB FF FF FF FF mov ebx,0FFFFFFFFh
00401053: 89 D8 mov eax,ebx
00401055: 8B 75 FC mov esi,dword ptr [ebp-4]
00401058: 8B 5D F8 mov ebx,dword ptr [ebp-8]
0040105B: 89 EC mov esp,ebp
0040105D: 5D pop ebp
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A.3 Tabulky
Tabulka A.1: 16 a 32 bitove´ adresove´ mo´dy s bytem ModR/M
Mod R/M 16-bitovy´ adresovy´ mo´d 32-bitovy´ adresovy´ mo´d








01 000 [BX+SI] + disp8 [EAX] + disp8
001 [BX+DI] + disp8 [ECX] + disp8
010 [BP+SI] + disp8 [EDX] + disp8
011 [BP+DI] + disp8 [EBX] + disp8
100 [SI] + disp8 [-][- -]1 + disp8
101 [DI] + disp8 [EBP] + disp8
110 [BP] + disp8 [ESI] + disp8
111 [BX] + disp8 [EDI] + disp8
10 000 [BX+SI] + disp16 [EAX] + disp32
001 [BX+DI] + disp16 [ECX] + disp32
010 [BP+SI] + disp16 [EDX] + disp32
011 [BP+DI] + disp16 [EBX] + disp32
100 [SI] + disp16 [-][- -]1+ disp32
101 [DI] + disp16 [EBP] + disp32
110 [BP] + disp16 [ESI] + disp32
111 [BX] + disp16 [EDI] + disp32
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Tabulka A.2: ko´dy registr˚u
Obecne´ registry
MMX XMM Kontroln´ı Ladic´ı
8b 16b 32b
000 AL AX EAX MM0 XMM0 CR0 DR0
001 CL CX ECX MM1 XMM1 rezervovane´ DR1
010 DL DX EDX MM2 XMM2 CR2 DR2
011 BL BX EBX MM3 XMM3 CR3 DR3
100 AH SP ESP MM4 XMM4 CR4 rezervovane´
101 CH BP EBP MM5 XMM5 rezervovane´ rezervovane´
110 DH SI ESI MM6 XMM6 rezervovane´ DR6
111 BH DI EDI MM7 XMM7 rezervovane´ DR7
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