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Seznam uporabljenih simbolov 
Veličina / oznaka Enota 
Ime Simbol Ime Simbol 
frekvenca f hertz Hz 
napetost V volt V 
naboj Q coulomb C 
kapacitivnost C farad F 
tok I amper A 
upornost R ohm Ω 
prenosna funkcija decimacijskega filtra HCIC - - 
decimacijsko razmerje DR - - 
red filtra K - - 
temperatura T stopinja Celzija °C 
napetost temperaturne diode VD volt V 
upornost NTC termistorja RNTC ohm Ω 
upornost NTC termistorja pri temperaturi 
298,15 K 
RN ohm Ω 
konstanta NTC termistorja B - - 
temperatura 298,15 K TN kelvin K 
napetost na NTC termistorju VNTC volt V 
napetost za multiplekserjem VMUX volt V 
napetost pred temperaturnim AD 
pretvornikom 
VADC volt V 
ojačenje enosmernega ojačevalnika GAINSE - - 
ojačenje diferencialnega ojačevalnika GAINDIFF - - 
referenčna napetost NTC uporovnega 
delilnika 
VREF volt V 
prenosna funkcija procesa HProces - - 
ojačenje P člena regulatorja KP - - 
ojačenje I člena regulatorja KI - - 
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prenosna funkcija I člena HI - - 
prenosna funkcija PI regulatorja HPI - - 
odprtozančna prenosna funkcija HOL - - 
zaprtozančna prenosna funkcija HCL - - 
Tabela 1: Simboli 
 
Okrajšava Pomen 
ASIC namensko integrirano vezje 
EMC elektromagnetna kompatibilnost 
NTC negativni temperaturni koeficient 
IDAC tokovni DA pretvornik v povratni zanki 
AD analogni-digitalni 
DA digitalno-analogni 
OTP spomin z enkratnim vpisom 
LIN serijski komunikacijski protokol 
JTAG IEEE standard 
S/H vzorči in zadrži vrednost 





V magistrskem delu je predstavljen razvoj visokonivojskega modela za simulacijo 
delovanja integriranega dinamičnega tlačnega senzorja. 
Glavni element elektronskega dela senzorja je namensko integrirano vezje z 
vgrajenim mikroprocesorjem, ki z digitalnim procesiranjem signala v realnem času 
odpravlja popačenja tlačnega signala zaradi raznih neželenih pojavov. Model omogoča 
grafični vpogled v delovanje kompenzacijskega algoritma in opazovanje časovnega 
poteka internih spremenljivk z namenom analize ter optimizacije algoritma. Za realizacijo 
modela je uporabljeno programsko okolje Matlab in Simulink. 
Opisan je princip delovanja integriranega tlačnega senzorja in poudarjen pomen 
zanesljivosti kompenzacijskega algoritma. Predstavljene so tudi ostale metode analize 
delovanja algoritma ter njihove pomanjkljivosti. Pred modeliranjem je prikazana še 
priprava vhodnega signala za model ter razložen pomen določenih sprememb na signalu. 
Model je razdeljen na dva glavna dela. Prvi del obsega mehanski in elektronski 
model senzorja, drugi del pa je simulacija izvajanja kompenzacijskega algoritma. V 
nadaljevanju je natančno opisan postopek modeliranja, predstavljeno pa je tudi delovanje 
posameznih elementov integriranega tlačnega senzorja. Razumevanje njihovega 
delovanja je namreč pogoj za uspešno modeliranje. Razložen je tudi izvor neželenih 
pojavov, njihov vpliv na tlačni signal ter njihovo modeliranje. 
Natančnost rezultatov modela potrdimo s primerjavo z rezultati realnega senzorja, 
demonstrirana pa je tudi uporabnost modela na praktičnem primeru. 
Na koncu je opisan še postopek določanja prenosne funkcije sistema z razlago kako 
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The thesis presents development of a high-level model for simulating the behavior 
of an integrated pressure sensor. 
The main element of the electronic part of the sensor is an application specific 
integrated circuit with built-in microprocessor, which uses digital signal processing to 
eliminate pressure signal distortions, caused by various unwanted phenomena in real 
time. The model provides a graphical insight into operation of the compensation 
algorithm and observation of the time flow of internal variables in order to analyze and 
optimize the algorithm. Matlab and Simulink are used to realize the model. 
The principle of operation of integrated pressure sensor is described and the 
importance of reliability of compensation algorithm is emphasized. Other methods for 
analyzing operation of the algorithm and their deficiencies are presented as well. Before 
modeling, the preparation of the input signal for the model is also presented, and the 
significance of certain changes on the signal is explained. 
The model is divided into two main parts. The first part comprises a mechanical 
and electronic sensor model, while the second part presents a simulation of the 
compensation algorithm. The modeling process is described in detail, and the operation 
of individual elements of the integrated pressure sensor is presented. Understanding the 
operation of these is a prerequisite for successful modeling. The sources of undesirable 
phenomena, their influence on the pressure signal and their modeling are also explained. 
The accuracy of the results of the model is confirmed by comparing the simulation 
results with the results of real sensor, while the usefulness of the model is demonstrated 
on a practical case. 
Finally, the procedure for determining the transfer function of the system is 
described with an explanation of how it can be useful to us. 
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Zaradi vedno strožjih okoljevarstvenih standardov, ki predpisujejo dovoljene 
izpuste škodljivih emisij vozil z motorjem z notranjim zgorevanjem, so predvsem 
proizvajalci vozil z dizelskimi motorji primorani iskati različne tehnološke rešitve za 
doseganje strogih kriterijev, ki jih ti standardi določajo. Ena izmed rešitev, ki zelo 
doprinese k zmanjšanju emisij, je optimizacija procesa zgorevanja goriva. 
Merjenje tlaka v valju motorja med procesom zgorevanja omogoča optimalno 
krmiljenje motorja oziroma tako imenovano zaprto-zančno kontrolo zgorevanja [1]. 
Motorni računalnik lahko v realnem času na podlagi izmerjenega tlaka v preteklih ciklih 
prilagodi vbrizg goriva in druge, za optimalno zgorevanje ključne parametre, za naslednji 
cikel. Tako motor doseže boljše zgorevanje, večjo moč in manjšo porabo goriva, s tem 
pa tudi zmanjšanje nastanka škodljivih emisij [2]. 
Senzor tlaka, opisan v tem delu, je vstavljen neposredno v valj motorja, kar v 
avtomobilsko industrijo prinaša številne prednosti. Poleg že omenjene zaprto-zančne 
kontrole zgorevanja ter zmanjšanja emisij deluje tudi kot virtualni senzor saj in dušikovih 
oksidov, kompenzira pa tudi razlike v kvaliteti goriva [3]. Zelo je poenostavljen tudi 
postopek kalibracije motorja, enakomerno zgorevanje v posameznih valjih pa poskrbi za 
mirnejši tek motorja. 
Senzor tlaka vsebuje piezoelektrični element, ki se zaradi tlačne obremenitve 
elastično deformira, pri tem pa odda naboj, ki je sorazmeren tlaku v valju. Oddani naboj 
se nato preko fleksibilne povezave prenese do tiskanega vezja, ki je vgrajeno v sam 
senzor. Najpomembnejša komponenta elektronskega dela senzorja je namensko 
integrirano vezje ASIC [4], ki naboj iz senzorskega elementa pretvori v napetost. 
Napetostni signal ASIC z digitalnim procesiranjem tudi ustrezno obdela, tako da izhodni 
signal, ki ga senzor pošlje motornemu računalniku, ustreza zahtevam kupca. V 
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programski kodi je implementiran tudi kompleksen kompenzacijski algoritem, ki 
odpravlja popačenja izhodnega signala zaradi raznih neželenih pojavov senzorskega 
elementa in tiskanine. 
Namen naloge je bil izdelati programsko orodje, s katerim bi lahko hitro in 
učinkovito analizirali delovanje kompenzacijskega algoritma. Orodje bi bilo tako 
uporabno za izboljševanje algoritma, testiranje novih funkcij ter odkrivanje in 
odpravljanje napak v obstoječem algoritmu. V programskem okolju Matlab in Simulink 
sem razvil visokonivojski model, v katerem sem modeliral potrebne mehanske 
komponente, elektronski del senzorja in programsko kodo ASIC-a. 
1.1 Senzorski element in generiranje naboja ob tlačni obremenitvi 
Senzorski element, vgrajen pod kovinsko ohišje senzorja, je sestavljen iz mnogo 
sestavnih delov. Mehanski dizajn je bil skrbno razvit tako, da zagotavlja stabilno 
delovanje tekom celotne življenjske dobe izdelka. Ključni sestavni del je seveda 
piezoelektrični element, ki je stisnjen med dva kovinska kontaktna obroča. En obroč je 
povezan na ohišje in s tem na motorsko maso, drugi obroč pa je priključen na fleksibilno 
povezavo, ki prenaša naboj iz piezoelektričnega elementa na tiskano vezje. Pomemben 
sestavni element je tudi membrana, ki predstavlja pregrado med zunanjim zgorevalnim 
prostorom v valju in ostalimi komponentami senzorskega dela. Membrana se upogiba ter 
tako prenaša silo na piezoelektrični element. 
Princip delovanja senzorskega elementa je torej sledeč: tlak v valju med delovanjem 
motorja pritiska na membrano in tako ustvari silo, ki se preko membrane prenese na 
piezoelektrični element. Ta pod mehansko obremenitvijo odda naboj, ki je sorazmeren 
sili oziroma tlaku v valju. Naboj se nato preko kovinskega kontaktnega obroča in 
fleksibilne povezave prenese do tiskanega vezja. 
Senzorski element vsebuje še mnogo komponent, od katerih ima vsaka pomembno 
funkcijo, vendar je za razumevanje osnovnega delovanja dovolj poznavanje naštetih 
komponent. Tudi iz stališča visokonivojskega modeliranja s ciljem, kot je zastavljen v tej 
nalogi, teh komponent in njihovih vplivov ni potrebno modelirati. 
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1.2 Elektronsko vezje in ASIC 
Tiskano vezje vsebuje relativno malo komponent. Glavna komponenta je namensko 
integrirano vezje ASIC, večina ostalih komponent pa mora biti vključenih zaradi 
elektromagnetne združljivosti in stabilizacije napajanja. Teh komponent v model zaenkrat 
nisem vključil, saj preverjanje EMC in vpliv motenj napajanja nista bila zastavljena cilja 
simulacije. Na sliki 1.1 je prikazano, kje v senzorju se nahaja tiskano vezje [26]. 
 
Slika 1.1: Tiskano vezje v senzorju 
ASIC je bil v sodelovanju z zunanjimi partnerji in z Laboratorijem za 
mikroelektroniko na Fakulteti za elektrotehniko v Ljubljani razvit posebej za ta projekt. 
Je kombinacija analognega in digitalnega vezja in vsebuje 32-bitni mikroprocesor, ki z 
digitalno obdelavo signala skrbi, da je informacija o tlaku, ki jo ASIC pošlje motornemu 
računalniku, vedno pravilna. Glavna funkcija ASIC-a je torej kompenzacija vseh 
neželenih pojavov, ki bi sicer popačili izhodni signal. Njegova posebnost je tokovni 
digitalno-analogni pretvornik , ki deluje v povratni zanki in pošilja tok na kondenzator 
nabojnega ojačevalnika ter tako kompenzira nekatere neželene pojave. 
Zaradi zahtev po delovanju v širokem temperaturnem področju in zahtevani dolgi 
življenjski dobi je za trajni spomin v ASIC-u uporabljen OTP spomin, ki omogoča 
enkraten vpis podatkov na posamezen naslov. Za komunikacijo in programiranje 
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kalibracijskih parametrov na končanem senzorju se uporablja LIN komunikacijski 
protokol. 
ASIC ima 16 priključkov in se nahaja v TSSOP16 ohišju. Napajanje dobi iz 
motornega računalnika in vrača izhodni analogni napetostni signal. Programiranje in 
odpravljanje napak poteka preko JTAG vmesnika [5]. Ostale lastnosti, ki so ključne tudi 




2 Modeliranje in simulacija 
Glavni namen visokonivojskega modeliranja dinamičnega merilnika tlaka je 
analiza delovanja kompenzacijskega algoritma, ki je implementiran v programski kodi 
ASIC-a, z namenom odkrivanja in odpravljanja napak ter optimizacija algoritma tako s 
stališča odzivnosti, kot tudi natančnosti izhodnega signala. 
Pri tem se moramo zavedati, da senzor deluje v zelo ekstremnih okoliških pogojih. 
V valju motorja namreč prihaja do zelo velikih tlačnih in temperaturnih variacij, ki lahko 
popačijo tlačni signal. Zagotoviti je potrebno, da bo senzor deloval stabilno in motornemu 
računalniku posredoval pravilen izhodni signal v vseh delovnih točkah motorja. Razvoj 
kompenzacijskega algoritma, ki bi to omogočal, je bila zelo zahtevna naloga. Težave so 
se največkrat pojavljale v robnih delovnih točkah motorja, torej pri zelo visokem ali zelo 
nizkem tlaku in pri visokih vrtljajih. Zato je bilo potrebno analizirati potek internih 
spremenljivk v problematičnih točkah ter algoritem ustrezno popraviti, kar je bila vse prej 
kot enostavna naloga. 
Da bi še bolje razumeli smiselnost programskega modeliranja tlačnega senzorja, je 
najprej potrebno opisati, kakšne možnosti odpravljanja napak in analiziranja delovanja 
algoritma imamo pri realnem ASIC-u ter kakšne so pomanjkljivosti teh pristopov. 
Prvi način poteka s pomočjo JTAG vmesnika. Integrirano razvojno okolje, ki se 
uporablja za razvijanje programske kode, omogoča, da kodo v ASIC-u zaženemo v načinu 
za odpravljanje napak. Prednost tega načina je hkraten dostop do vrednosti vseh internih 
spremenljivk in celotnega spomina, slaba stran pa je počasno osveževanje vrednosti, kar 
otežuje analizo odziva algoritma na nek hiter dogodek. Težko je tudi zagotoviti vedno 
enake testne pogoje in s tem enak odziv algoritma na točno določeno vzbujanje, saj so 
okoliški pogoji v realnem svetu do neke mere nepredvidljivi. 
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Druga možnost je odpravljanje napak algoritma s pomočjo namenske funkcije, ki 
je implementirana v samo programsko kodo. Ta funkcija omogoča, da namesto tlačnega 
signala ASIC na izhod pošlje vrednost katerekoli interne spremenljivke. Prednost tega 
načina je predvsem ta, da lahko vrednost poljubne interne spremenljivke opazujemo v 
realnem času ter spremljamo odziv algoritma tako na hitre, kot tudi na počasne dogodke. 
Ker pa je interna spremenljivka predstavljena kot izhodna napetost, lahko njeno vrednost 
zaradi šuma, ki ga vnesemo pri pretvarjanju v napetost in merjenju z osciloskopom, zgolj 
ocenimo. Druga pomanjkljivost, ki je s stališča analize algoritma večja, pa je nezmožnost 
opazovanja vrednosti več spremenljivk hkrati. Za razumevanje napak algoritma ob 
določenih pogojih je potrebno razumeti obnašanje več spremenljivk, saj so med sabo 
odvisne. Pri tem pristopu lahko le opazujemo najprej eno spremenljivko na izhodu in nato 
ob enakih vhodnih pogojih še neko drugo spremenljivko. Ne le, da je tak postopek 
dolgotrajen, težava je tudi zagotoviti stabilne okoliške pogoje in vzbujanje sistema. 
Slika 2.1 prikazuje meritev iz prototipne kalibracijske naprave. Moder in zelen 
signal sta izhodna signala dveh referenčnih senzorjev, rdeč signal pa prikazuje izhodni 
signal ASIC-a, ki na izhod pošilja vrednost ene izmed internih spremenljivk. V tem 
primeru je to spremenljivka, ki vsebuje informacijo o stanju pulza. Če imamo na voljo 
meritev referenčnega senzorja, poznamo tudi vzbujanje. Tako lahko opazujemo potek 
neke interne spremenljivke pri znanem vzbujanju v realnem času. 
 
Slika 2.1: Izhodni signal ASIC-a v načinu za odpravljanje napak 
Iz opisanega lahko hitro opazimo smiselnost razvoja programskega modela, ki bi 
odpravil naštete pomanjkljivosti in s katerim bi dopolnili ter pohitrili metodo razvoja oz. 
analize kompenzacijskega algoritma. 
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Če želimo, da bo model čimbolj uporaben za namen, ki smo si ga zastavili, mora 
izpolnjevati določene kriterije: 
• biti mora dovolj hiter, da lahko različne algoritme testiramo z različnimi 
vzbujanji, ne da bi na rezultate čakali po več ur; 
• biti mora dovolj natančen, da so rezultati, ki jih dobimo iz modela, dovolj podobni 
realnim in lahko na njihovi podlagi spreminjamo kompenzacijski algoritem; 
• zgrajen mora biti modularno, tako da lahko model enostavno nadgrajujemo z 
dodajanjem modulov ali nadgrajevanjem obstoječih modulov; 
• shranjevati mora rezultate simulacij, da so na voljo za kasnejšo analizo; 
Pri modeliranju moramo poiskati kompromis med hitrostjo in natančnostjo modela 
glede na postavljene zahteve. Če želimo nek sistem simulirati natančno, je njegov model 
bolj kompleksen, zaradi česar je tudi simulacija računsko bolj zahtevna in posledično traja 
več časa. Velja tudi obratno: če želimo hitre rezultate, moramo model dovolj poenostaviti. 
Modularno zastavljen model omogoča, da poljubno spreminjamo kompleksnost 
posameznih gradnikov, s tem spreminjamo natančnost njihovega odziva in hkrati tudi 
računsko zahtevnost modela pri simuliranju. V nadaljnjih poglavjih bo opisanih kar nekaj 
primerov, kjer je bilo potrebno poenostaviti model posameznih gradnikov, da je končna 
simulacija še vedno dovolj hitra in daje dovolj natančne rezultate. 
Tako zastavljen model omogoča popolno ponovljivost odziva, saj je vzbujanje 
vključno z vsemi okoliškimi pogoji vedno pod nadzorom. To nam omogoča, da lahko 
naenkrat spremenimo samo en pogoj in opazujemo odziv algoritma ter tako za vsak pogoj 
posebej ugotovimo, kakšen vpliv ima na kompenzacijski algoritem. Na grafe lahko 
izrisujemo poljubno število internih spremenljivk hkrati, dobljene podatke shranjujemo 
in z njimi poljubno manipuliramo, kar omogoča zelo fleksibilno analizo signala. V 
modelu lahko opazujemo tudi potek signalov, ki jih v realnem ASIC-u sploh ne moremo 
spremljati. 
Moramo pa se zavedati tudi potencialnih pomanjkljivosti simulacije. Lahko se nam 
zgodi, da na podlagi rezultatov modela kompenzacijski algoritem preveč prilagodimo za 
točno določeno vzbujanje, kar se lahko kasneje izkaže kot slabše pri nekem drugem 
vzbujanju. Zato je spremenjen algoritem vedno potrebno testirati pri različnih skrajnih 
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vhodnih pogojih in na koncu na realnem sistemu, kjer so prisotni pravi parazitni tokovi 
in drugi neželeni pojavi, ki vplivajo na kompenzacijski algoritem. 
Glede na naštete zahteve je potrebno izbrati pravo programsko okolje, ki bo 
omogočalo izdelavo visokonivojskega modularnega programskega orodja za simuliranje. 
2.1 Uporaba programskega okolja Matlab in Simulink 
V prejšnjem poglavju je bilo govora o tem, kako je pri modeliranju potrebno sprejeti 
kompromis med hitrostjo in natančnostjo simulacije ter kako nam modularen pristop 
omogoča nastavljanje kompleksnosti posameznih blokov za doseganje optimalnega 
razmerja. Izbira programskega okolja za modeliranje tlačnega senzorja je torej ključna, 
saj mora programsko okolje omogočati modeliranje blokov na različnih nivojih 
kompleksnosti. 
Matlab s Simulink-om predstavlja programsko okolje, ki omogoča modeliranje 
kompleksnih sistemov na visokem hierarhičnem nivoju in je idealno okolje tudi za 
visokonivojsko modeliranje tlačnega senzorja. Dodatno vrednost programskemu okolju 
prinesejo še številne knjižnice in obstoječi modeli, ki pripomorejo k hitrejšemu 
modeliranju. Simulink-ovo hierarhično okolje omogoča dobro organizacijo in veliko 
svobode pri gradnji modela. V istem modelu nekega sistema lahko nekatere gradnike 
modeliramo zelo poenostavljeno z upoštevanjem samo osnovnih funkcij in karakteristik, 
medtem ko lahko druge modeliramo bolj detajlno in poleg idealnih karakteristik 
upoštevamo tudi neidealne, kot so na primer končno ojačenje, končna hitrost, frekvenčna 
meja, ničelna napetost, termični in 1/f šum ter druge [6]. 
Navadno takšne modele gradimo že zelo zgodaj pri razvoju nekega kompleksnega 
sistema, saj nam rezultati simulacij prinesejo mnogo koristnih informacij in boljši 
vpogled v delovanje samega sistema, celoten razvojni proces pa je bolj efektiven. 
Modeliranje poteka po tako imenovanem pristopu od zgoraj navzdol. Pri tem pristopu 
najprej potrdimo in optimiziramo funkcionalno delovanje sistema z enostavnim 
modeliranjem na visokem hierarhičnem nivoju; simulacije na tem nivoju potekajo hitro, 
saj je model enostaven. Posamezne bloke nato modeliramo vedno bolj detajlno in na 
koncu na tranzistorskega nivoju. Naprej lahko dodajamo še razne neidealne karakteristike 
posameznim elementom ter tako postopoma izboljšujemo model, hkrati pa lahko 
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izboljšujemo tudi dizajn sistema in ga naredimo bolj odpornega na omenjene neidealnosti. 
Tak pristop se izkaže kot časovno zelo učinkovit, saj dizajn sistema sproti prilagajamo 
glede na rezultate modeliranja in simulacij, te pa postajajo postopoma vedno bolj 
kompleksne in detajlne. Razvojni cikel je tako veliko hitrejši, kot če bi sistem že od 
začetka modelirali na tranzistorskem nivoju z upoštevanjem neidealnih karakteristik, 
parazitnih efektov in drugih pojavov [6]. 
V tem primeru smo se modeliranja lotili, ko je bil celoten sistem že razvit in je bilo 
potrebno analizirati in optimizirati kompenzacijski algoritem, ki ga sistem vsebuje. To je 
še en razlog, zakaj je programsko okolje Matlab primerno za takšno modeliranje. ASIC 
je namreč že v celoti razvit in s tem projekt zaključen. Tako žal ni več mogoče dobiti vseh 
informacij o točni zgradbi ASIC-a na tranzistorskem nivoju. Lahko pa v okolju Simulink 
ustvarimo modele posameznih blokov, specifikacije teh blokov pa pridobimo iz 
podatkovnega lista. Pri tem ni tako pomembno, na kakšen način blok modeliramo, važno 
je le, da se blok obnaša tako, kot to opisuje podatkovni list. Seveda nam pri modeliranju 
bloka ni potrebno upoštevati vseh informacij. S poenostavitvijo modela in 
neupoštevanjem nekaterih neidealnih karakteristik lahko pohitrimo simulacijo vendar se 
moramo zavedati, da smo s tem v model vnesli neko napako. Koliko lahko poenostavimo 
modele posameznih gradnikov in kakšno napako si zaradi poenostavitev lahko 
privoščimo, pa je odvisno od ciljev in namena modeliranja. 
Celoten model senzorja je zasnovan tako, da so gradniki, ki imajo majhen vpliv na 
potek tlačnega signala, modelirani zelo poenostavljeno; tisti pa, ki imajo večji vpliv, so 
modelirani bolj detajlno. Nekatere funkcionalnosti ASIC-a, ki na tlačni signal nimajo 
direktnega vpliva, niso vključene v model. 
Pri modeliranju sem na podlagi primerjave odziva realnega senzorja in rezultatov 
simulacije posamezne module nadgrajeval, dokler nista bila rezultata enaka, kar je 
pomenilo, da je model dovolj natančen za analiziranje kompenzacijskega algoritma. Ker 
sem začel pri enostavnem modelu in ga postopoma nadgrajeval, je končni model tudi 
najhitrejši možni visokonivojski model, ki je še dovolj natančen. 
Končni model je kombinacija skript in funkcij v Matlab-u ter blokovnega modela v 
Simulink-u. V Matlab kodi se nahaja predpriprava vhodnega signala za simulacijo, 
uvodna nastavitev blokovnega modela in programske funkcije kompenzacijskega 
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algoritma. Simulink model pa vsebuje mehanski in elektronski model senzorja skupaj s 
kontrolno logiko, ki simulira klicanje programskih funkcij kompenzacijskega algoritma 
v realnem sistemu. 
 




3 Priprava vhodnega signala za Simulink model 
Kompenzacijski algoritem je prilagojen posebej za tlačni signal, ki ga povzroči 
spreminjanje tlaka v valju motorja. Če bi delovanje algoritma preizkušali z vhodnim 
signalom druge oblike, ta ne bi deloval pravilno. Zato moramo kot vhodni signal za model 
uporabiti realen tlačni signal, ki ga dobimo iz meritev na testnem motorju ali kalibracijski 
napravi. Meritev na obeh sistemih poteka tako, da imamo v valju poleg našega senzorja 
tudi referenčni senzor tlaka, ki služi za preverjanje kakovosti izhodnega signala. Kot 
vhodni signal za model lahko uporabimo tako meritev našega senzorja, kot tudi meritev 
referenčnega senzorja. Katero meritev izberemo, pa je odvisno od trenutne analize. 
Vzorčevalna frekvenca merilnega sistema testnega motorja in kalibracijske naprave 
je 100 kHz. Enako vzorčevalno frekvenco ima interno nastavljeno tudi ASIC. Na tem 
mestu je potrebno pojasniti, kakšen vpliv ima vzorčevalna frekvenca vhodnega signala 
na model in kako lahko s spreminjanjem vzorčevalne frekvence dosežemo poljubno 
manipuliranje motorskih vrtljajev, ki jih vidi kompenzacijski algoritem v modelu. 
V valju se med delovanjem motorja ustvarjajo tlačni pulzi. Kako širok je pulz 
oziroma koliko časa traja, je odvisno od trenutnih vrtljajev motorja. Časovno gledano je 
pri nižjih vrtljajih pulz daljši in pri višjih vrtljajih ustrezno krajši. Ker ASIC signal vzorči 
s fiksno vzorčevalno frekvenco 100 kHz, pomeni, da pulz pri nižjih vrtljajih vsebuje več 
vzorcev, pulz pri višjih vrtljajih pa vsebuje manj vzorcev. Na sliki 3.1 je prikazan primer 
dveh pulzov, modrega pri 1200 vrtljajih in rdečega pri 4000 vrtljajih na minuto. Moder 
pulz je zaradi nižjih vrtljajev ustrezno širši. 
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Slika 3.1: Motorski pulz pri 1200 in 4000 vrtljajih na minuto 
Sedaj lahko pojasnimo, kako lahko z dodajanjem ali odvzemanjem vzorcev že 
posnetega signala spreminjamo vrtljaje motorja, ki jih vidi kompenzacijski algoritem v 
modelu. Če posnetemu tlačnemu signalu pri 1200 vrtljajih odvzamemo vsak drugi vzorec, 
reducirane vzorce pa nato v model še vedno pošiljamo s frekvenco 100 kHz, bo algoritem 
tlačne pulze zaznaval dvakrat hitreje in preračunal 2400 vrtljajev. Podobno se zgodi, če 
posnetemu signalu med dva vzorca dodamo nov vzorec. Algoritem bo v tem primeru 
tlačne pulze zaznaval dvakrat počasneje in preračunal 600 vrtljajev. 
Slika 3.2 prikazuje tri tlačne signale pri različnih motorskih vrtljajih. Moder signal 
je bil posnet na testnem motorju pri 1200 vrtljajih. Rdeč signal pri 600 vrtljajih in zelen 
pri 2400 vrtljajih pa sta pridobljena z dodajanjem oziroma spuščanjem vzorcev posnetega 
signala. Vidimo, da ima rdeč signal dvakrat manj pulzov kot moder, zelen signal pa 
dvakrat več v isti časovni enoti. Tlačni pulzi rdečega in modrega signala so tudi ustrezno 
širši oziroma ožji. 
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Slika 3.2: Tlačni signal pri 600, 1200 in 2400 vrtljajih na minuto 
Programsko spreminjanje motorskih vrtljajev pri analizi delovanja algoritma z 
modelom je lahko zelo koristno, saj lahko ustvarjamo poljubne prehode med nizkimi in 
visokimi vrtljaji. Tako nam ni treba stalno ponavljati meritev na testnem motorju in 
zajemati novih signalov, temveč lahko sami ustvarjamo testne signale in analiziramo 
odziv algoritma pri različnih prehodih med motorskimi vrtljaji. 
V ta namen sem ustvaril funkcijo, ki zajet signal prevzorči glede želene prehode 
med motorskimi vrtljaji. Funkcija deluje tako, da zajetemu signalu s pomočjo 
interpolacije dinamično spremeni število vzorcev. Dinamično pomeni, da interpolacija ni 
enakomerna za cel signal, ampak se gostota novih vzorcev tekom signala spreminja glede 
na zahtevane vrtljaje. 
Na sliki 3.3 sta prikazana signal s prvotno vzorčevalno frekvenco 100 kHz in signal 
po interpolaciji. Moder signal s prvotnim vzorčenjem bi bil v algoritmu zaznan kot tlačni 
signal pri 1200 vrtljajih, rdeč signal pa bi bil zaradi manjšega števila vzorcev zaznan kot 
signal pri 4000 vrtljajih. Pogoj je seveda, da vzorce obeh signalov v model pošiljamo s 
frekvenco 100 kHz. Rdeč signal je namenoma nekoliko zamaknjen, saj je tako bolj 
razvidno zmanjšanje števila vzorcev. 
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Slika 3.3: Spreminjanje števila vzorcev na tlačnem signalu 
Če sedaj vzorce novega signala pošiljamo v model s 100 kHz, dobimo na mestih, 
kjer smo zahtevali višje vrtljaje, ustrezno ožje pulze, ki si sledijo hitreje, saj smo na teh 
mestih vzorce razredčili in jih po spremembi periode vzorčenja na 10 µs stisnemo skupaj. 
Na mestih, kjer smo zahtevali nižje vrtljaje, pa smo vzorce dodajali. Po spremembi 
vzorčevalne frekvence se ti pulzi raztegnejo in si časovno sledijo počasneje, algoritem pa 
zazna nižje motorske vrtljaje. Na sliki 3.4 vidimo, kako lahko moder vhodni signal s 
konstantnimi vrtljaji motorja spremenimo in dobimo poljubne motorske vrtljaje, ki jih 
prikazuje rdeč signal. Spremenjen signal v večini primerov ni več enako dolg kot prvotni, 
saj se signal na določenih mestih zaradi dodajanja vzorcev širi in na drugih mestih zaradi 
odvzemanja vzorcev krči. Končna dolžina tlačnega signala je tako lahko krajša ali daljša 
v primerjavi z dolžino prvotnega signala. 
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Slika 3.4: Poljubno spreminjanje motorskih vrtljajev 
Kompenzacijski algoritem mora med delovanjem motorja vedno pravilno zaznavati 
maksimalni tlak tlačnega pulza, saj na pravilni detekciji sloni tako izračun vrtljajev kot 
tudi izračun pravilnih vrednosti za kompenzacijo neželenih pojavov. Maksimalni tlak 
pulza v motorju se spreminja v odvisnosti od trenutne obremenitve motorja, ki se lahko 
med normalno vožnjo precej spreminja. Algoritem je tako potrebno testirati pri različnih 
maksimalnih tlakih in prehodih med njimi. Zato sem razvil funkcijo, ki omogoča 
spreminjanje maksimalnega tlaka vhodnega signala v model. Funkcija deluje zelo 
preprosto: glede na trenutni maksimalni tlak zajetega signala in glede na vektor želenih 
vrednosti maksimalnega tlaka izračuna faktor s katerim mora množiti signal. Z 
dodajanjem poljubnih želenih vrednosti v vektor lahko dosežemo poljuben potek 
najvišjega tlaka tlačnega signala. Na sliki 3.5 je primer, kjer signal s konstantnim 
maksimalnim tlakom spremenimo v signal, kateremu se tlak eksponentno povečuje od 40 
do 200 barov in nato linearno zmanjšuje do 100 barov. Primer, prikazan na sliki, seveda 
ni realen, saj se takšne tlačne razmere v motorju načeloma ne morejo pojaviti, vendar 
ponazarja, da lahko s funkcijo realiziramo poljubno naraščanje in padanje tlaka. V 
kombinaciji s funkcijo za spreminjanje motorskih vrtljajev lahko ustvarimo signale, ki so 
enaki realnim tlačnim razmeram v motorju, algoritem pa lahko testiramo tudi izven 
realnih mej za izboljšanje robustnosti. 
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Slika 3.5: Spreminjanje maksimalnega tlaka vhodnega signala 
Še en zelo pomemben parameter, katerega vpliv moramo pri analizi 
kompenzacijskega algoritma raziskati, je občutljivost algoritma na fazni zamik signala ob 
zagonu programa. Zgodi se namreč lahko, da senzor zaradi nekega vzroka med vožnjo 
izgubi napajanje, ob tem pa se iz delovnega spomina ASIC-a izbrišejo vse informacije o 
trenutnih vrtljajih motorja in trenutni kompenzaciji. Po ponovni vzpostavitvi napajanja 
mora algoritem čimprej prilagoditi kompenzacijo trenutnim razmeram v valju, torej 
trenutnim vrtljajem, temperaturi in maksimalnemu tlaku motorskih tlačnih pulzov. 
Kako hitro se algoritem ponovno stabilizira, je odvisno od faze tlačnega signala, pri 
kateri je senzor ponovno dobil napajanje. Pri tem običajno velja, da je stabilizacija 
hitrejša, če senzor dobi napajanje med delom tlačnega signala, ko ni pulza, in počasnejša, 
če dobi napajanje med pulzom. V modelu lahko vklop ob različnih fazah signala 
simuliramo tako, da vhodni signal zamikamo. To je tudi ena večjih prednosti testiranja 
algoritma z modelom v primerjavi s testiranjem na realnem sistemu, kjer takšno 
kontrolirano zamikanje signala težko dosežemo. 
Zamikanje signala v Matlab-u dosežemo s preprosto vgrajeno funkcijo, ki krožno 
zamika vzorce vhodnega signala, za popolno analizo vpliva faznega zamika pa lahko 
simulacijo poženemo v zanki, v kateri povečujemo fazni zamik vhodnega signala. Na 
sliki 3.6 zgoraj vidimo primer hitre stabilizacije algoritma, spodaj pa imamo primer 
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počasnejše stabilizacije. Vhodni signal v model je bil v obeh primerih enak, razlika je bila 
le v faznem zamiku. 
 




4 Modeliranje mehanskega in elektronskega dela 
K modeliranju dinamičnega senzorja tlaka pristopimo tako, da sledimo poti 
tlačnega signala od izvora v valju motorja do izhodnega napetostnega signala, ki ga 
senzor pošlje motornemu računalniku. Pri tem upoštevamo, da je potrebno v model 
vključiti vse gradnike, ki lahko kakorkoli vplivajo na tlačni signal na njegovi poti. 
 Signalna pot se začne v valju, kjer se zaradi vrtenja motorja in eksplozij goriva 
ustvarjajo tlačni pulzi, ki povzročijo stiskanje piezo elementa. Ta odda naboj, ki se preko 
fleksibilne povezave prenese na nabojni ojačevalnik v ASIC-u, kjer se pretvori v 
napetostni signal. Znotraj ASIC-a signal potuje preko dveh diferencialnih ojačevalnikov 
na analogno-digitalni pretvornik, kjer se pretvori v digitalni signal in nato potuje skozi 
serijo digitalnih modulov, ki signal preoblikujejo tako, da zagotovijo pravilen izhodni 
napetostni signal. Digitalni signal gre nato na digitalno-analogni pretvornik, kjer se 
pretvori v napetostni signal. Motorni računalnik napetostni signal interpretira kot tlak v 
valju. Procesor vzporedno v realnem času jemlje digitalne vzorce, kompenzacijski 
algoritem pa preračunava vrednosti za nastavljanje digitalnih modulov, ki skrbijo za 
pravilen izhodni signal. 
Opisana signalna pot poteka preko mehanskega in elektronskega dela senzorja, na 
signal pa vpliva tudi kompenzacijski algoritem, ki je implementiran v programski kodi. 
Model sem razdelil na dva večja sklopa in sicer na elektro-mehanski ter programski del; 
oba sta med sabo povezana, saj programski del bere nekatere vrednosti iz elektro-
mehanskega dela in tudi vpisuje vrednosti v kontrolne registre nekaterih digitalnih 
modulov. Elektro-mehanski del je sestavljen iz posameznih večjih gradnikov, ki jih 
najprej modeliramo ločeno, saj lahko tako posamezne modele lažje testiramo in 
optimiziramo. Vsak modul elektro-mehanskega modela predstavlja nek večji gradnik 
realnega sistema. Celoten model je zgrajen v okolju Simulink. 
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4.1 Modeliranje senzorskega elementa 
Osnovni namen senzorskega elementa je oddajanje naboja, ki je sorazmeren tlaku 
v valju. Zato nam pri modeliranju senzorskega elementa, kjer poskušamo analizirati 
delovanje kompenzacijskega algoritma, tega ni potrebno izvesti zelo natančno z 
upoštevanjem vplivov vsake sestavne komponente pod različnimi motorskimi pogoji. 
Dovolj je, da modeliramo samo osnovni princip, to je oddajanje naboja, ki je sorazmeren 
tlačnim razmeram v valju. Kot vhodni signal v model uporabimo kar posnet motorski 
signal, ki je ustrezno prilagojen za trenutno analizo tako, kot je opisano v poglavju 3. Na 
sliki 4.1 se nahaja model senzorskega elementa. Vhodni tlačni signal najprej potuje skozi 
blok za spreminjanje ojačenja signala, ki vzorce vhodnega signala množi s konstantno 
vrednostjo. Konstantna vrednost je v tem primeru kar pretvorni faktor senzorja med 
tlakom in nabojem. Pretvorni faktor je bil določen s pomočjo meritev senzorskega 
elementa, kjer se je ob znanem tlačnem vzbujanju merilo količino oddanega naboja. 
Določena je bila vrednost 22 pC/bar, kar pomeni, da pri spremembi tlaka 1 bar senzor 
odda 22 pC naboja. 
Sedaj imamo v modelu izračunan naboj, ki se generira med tlačnimi pulzi in teče iz 
senzorskega elementa na nabojni ojačevalnik. Pri tem moramo v modelu upoštevati še 
osnovno zakonitost med nabojem in tokom: premikajoč naboj je po definiciji električni 
tok [7]. Iz senzorskega elementa tako med tlačnimi pulzi teče električni tok, ta pa se 
integrira na kondenzatorju nabojnega ojačevalnika. Relacijo med nabojem in električnim 
tokom podaja enačba (1). 




V modelu se iz naboja izračuna tok tako, da se izračuna odvod prihajajočih vzorcev 
naboja. Signal je na tem mestu še vedno diskreten, zato za računanje odvoda uporabimo 
blok, ki računa diskreten odvod, torej razliko med trenutnim in prejšnjim vzorcem, ki jo 
deli s periodo prihajajočih vzorcev. Signal električnega toka se nato pretvori v časovno 
zvezen signal, ki gre na krmiljen tokovni vir, ta pa pošilja izračunan tok naprej v model 
elektronskega vezja. V realnem senzorskem elementu se lahko zgodi, da dobimo dve 
različni orientaciji piezo elementa. Tako lahko električni tok ob enakem vzbujanju teče v 
eno ali v drugo smer, odvisno od orientacije piezo elementa. Za modeliranje tega efekta 
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sta v modelu prisotna dva krmiljena tokovna vira, oba sta priključena na isto mesto v 
vezju, le z obratnimi priključnimi sponkami. Na sliki 4.1 je zgornji tokovni vir z negativno 
sponko priključen na prvi izhod modula in s pozitivno sponko na negativni izhod modula, 
spodnji tokovni vir pa ravno obratno. V modelu je pri izbrani orientaciji piezo elementa 
aktiven samo en krmiljen tokovni vir drugi pa je izključen oziroma pošilja v vezje tok 
0 A. 
 
Slika 4.1: Model senzorskega elementa 
V model senzorskega elementa lahko dodamo tudi nekatere neidealne pojave, ki se 
pojavljajo v realnem senzorskem elementu, kot na primer šum ali resonance. Slednje se 
pojavijo, če pri izdelavi senzorskega elementa pride do neke napake. Resonančna 
frekvenca takšnega elementa pa je okoli 2,5 kHz, kar lahko modeliramo tako, da v model 
senzorskega elementa pred krmiljenim tokovnim virom signalu prištejemo še sinusni 
signal s frekvenco 2,5 kHz. Tako lahko analiziramo odziv kompenzacijskega algoritma 
tudi na tlačni signal s prisotno resonančno frekvenco senzorskega dela. 
4.2 Vhodna analogna signalna pot 
Ob vzbujanju s tlačnimi pulzi teče torej električni tok iz senzorskega dela preko 
fleksibilne povezave do vhodnega analognega elektronskega vezja, kjer se integrira na 
kondenzatorju nabojnega ojačevalnika in pretvori v napetostni signal. Ta gre nato čez dva 
diferencialna ojačevalnika, od katerih ima en fiksno ojačenje, drugi pa nastavljivo in ga 
lahko spreminjamo z nastavljanjem vrednosti v kontrolnem registru. Diferencialna 
ojačevalnika poskrbita za ojačenje napetostnega signala, da je ta primeren za vhod v 
sigma delta AD pretvornik, kjer se pretvori v digitalni signal. 
Na sliki 4.2 je prikazana poenostavljena shema analognega vhodnega vezja. Poleg 
komponent na shemi so na končnem tiskanem vezju dodani še kondenzatorji za 
stabilizacijo napajanja analognega in digitalnega dela ASIC-a in TVS diode, ki vezje 
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ščitijo pred elektrostatično razelektritvijo. Teh komponent v model nisem vključil, saj je 
bil osnovni cilj modeliranja raziskati delovanje kompenzacijskega algoritma in ne 
analizirati vpliv motenj napajanja in elektromagnetnih motenj. 
 
Slika 4.2: Poenostavljena shema analognega vhodnega vezja 
Naboj, ki priteče iz senzorskega elementa, se akumulira na kondenzatorju 
nabojnega ojačevalnika Cs. Kondenzator Cs se nahaja na tiskanem vezju in ni del ASIC-a. 
Tako lahko s spreminjanjem kapacitivnosti kondenzatorja spreminjamo tudi občutljivost 
nabojnega ojačevalnika oziroma napetost, ki jo dobimo na izhodu ojačevalnika pri 
določenem naboju. Iz enačbe (2) lahko vidimo, da bo izhodna napetost pri enakem naboju 
večja, če ima kondenzator manjšo kapacitivnost. 




Izbrana kapacitivnost kondenzatorja Cs je določena na podlagi pričakovanega 
naboja iz senzorskega elementa in zagotavlja, da izhod operacijskega ojačevalnika pri 
normalnem delovanju in vzbujanju z normalnimi tlačnimi pulzi nikoli ne pride v 
nasičenje. Operacijski ojačevalnik nabojnega ojačevalnika se nahaja v samem ASIC-u. 
Tokovni DA pretvornik, ki je prikazan tudi na shemi, se uporablja za kompenzacijo 
lezenja ničelnega nivoja signala, kar bo podrobneje opisano v poglavju 5.3.1. 
Modeliranje mehanskega in elektronskega dela 27 
 
Prvi diferencialni ojačevalnik ojača izhodno napetost nabojnega ojačevalnika s 
fiksnim faktorjem ojačenja. Napetostni signal gre nato še čez drugi diferencialni 
ojačevalnik, katerega ojačenje lahko nastavljamo s kontrolnim registrom, njegov izhod 
pa gre na sigma delta AD pretvornik, kjer se tlačni signal iz napetostnega pretvori v 
digitalnega. 
Model vhodnega vezja je v Simulink-u zgrajen s pomočjo knjižnice Simscape, ki 
omogoča modeliranje fizikalnih sistemov znotraj Simulink okolja. Simscape omogoča 
modeliranje mehanskih sistemov, hidravličnih sistemov, termičnih sistemov, električnih 
vezij in drugih fizikalnih sistemov. Modele fizikalnih sistemov lahko povezujemo med 
sabo, povežemo pa jih lahko tudi z obstoječim modelom v Simulink-u [8]. 
Na sliki 4.3 je prikazan model vhodnega vezja, ki je zgrajen z bloki iz Simscape 
knjižnice. Vidimo lahko vstop tlačnega signala v model senzorskega elementa, ki na 
podlagi vhodnega signala v vezje pošlje ustrezen električni tok. V model je vključen 
idealni model operacijskega ojačevalnika iz Simscape knjižnice. Neidealni efekti, kot so 
frekvenčna meja, hitrost naraščanja izhodnega signala, nasičenje, vhodna in izhodna 
upornost realnih operacijskih ojačevalnikov, tako niso modelirani. Model realnega 
operacijskega ojačevalnika, ki je sicer tudi vključen v standardni Simscape knjižnici, 
zahteva veliko več računskih operacij na časovni korak v simulaciji. Ko sem v vezje 
vključil realni model operacijskega ojačevalnika, je model vhodnega vezja postal 
neprimerljivo počasnejši, zato sem se odločil, da bom ohranil idealni operacijski 
ojačevalnika. Seveda s tem v model vnesemo neko napako, vendar se izkaže, da ob 
normalnih tlačnih pulzih ta bistveno ne vpliva na izhodni signal celotnega modela. 
Vpliv motenj brez dodajanja modela realnega operacijskega ojačevalnika bi še 
vedno lahko modeliral tako, da bi glede na motnje na vhodu ocenil, kolikšen del motenj 
bi se prebil čez realen operacijski ojačevalnik in za model idealnega ojačevalnika dodal 
šumni generator z ustreznim frekvenčnim spektrom in amplitudo. 
Diferencialna ojačevalnika sta modelirana z blokom iz Simscape knjižnice in 
delujeta tako, da je razlika napetosti izhodnih sponk enaka razliki napetosti vhodnih 
sponk, pomnoženi s faktorjem ojačenja. Potenciala izhodnih sponk sta nastavljena tako, 
da sta ob vsakem trenutku enako oddaljena od polovice napajalne napetosti analognega 
dela vezja. Tako ojačevalnik vedno deluje v sredini območja od napajalne napetosti. 
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Slika 4.3: Simulink model analognega vhodnega vezja 
AD pretvornik za drugim diferencialnim ojačevalnikom je v realnem ASIC-u sigma 
delta modulator drugega reda. Deluje na principu prevzorčenja vhodnega signala, izhodni 
signal modulatorja pa je hiter niz digitalnih ničel in enk [16] [17]. Izkaže se, da je 
modeliranje sigma delta modulatorja s stališča simulacijskega časa v tem primeru zelo 
neučinkovito. Modulator v ASIC-u namreč vhodni signal prevzorči 128-krat, kar pomeni, 
da bi moral simulacijski model preračunati 128 vzorcev modulatorja, preden bi dobili en 
digitalni vzorec. Simulacijski čas bi bil tako 128-krat daljši. 
Zato sem namesto modela sigma delta modulatorja vključil kar model idealnega 
AD pretvornika iz Simulink-ove knjižnice. Poenostavljen model AD pretvornika je 
prikazan na sliki 4.4. V modelu samo pretvorimo razliko napetosti izhodnih sponk 
zadnjega diferencialnega ojačevalnika z idealnim AD pretvornikom. Seveda na tem 
mestu zaradi poenostavljenega modela naredimo neko napako, saj se izhodni signal 
modulatorja in idealnega AD pretvornika razlikujeta, tako v časovnem kot tudi v 
frekvenčnem prostoru. Če to razliko upoštevamo pri modeliranju naslednjega digitalnega 
modula, lahko zagotovimo, da bo nadaljnji signal po digitalnem vezju spet enak realnemu 
signalu senzorja. 
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Slika 4.4: Poenostavljen model analogno digitalnega pretvornika 
4.3 Digitalna signalna pot 
Potem ko se tlačni signal pretvori iz analognega v digitalnega, gre skozi serijo 
digitalnih modulov, od katerih vsak opravlja drugo nalogo, njihov skupni namen pa je 
zagotoviti pravilen izhodni tlačni signal, ki ustreza zahtevam kupca. Slika 4.5 predstavlja 
blokovni diagram celotne digitalne poti, kjer so označeni posamezni digitalni moduli, na 
sliki 4.6 pa je prikazan Simulink model digitalne poti. Funkcije posameznih modulov ter 
njihovi modeli bodo predstavljeni v sledečih podpoglavjih. 
 
Slika 4.5: Blokovni diagram digitalne poti tlačnega signala 
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Slika 4.6: Model digitalne poti tlačnega signala 
4.3.1 Decimacijski filter 
V realnem sistemu sigma delta modulatorju sledi sinc decimacijski filter, katerega 
funkcija je odstraniti visokofrekvenčni šum v izhodnem signalu modulatorja in zmanjšati 
število vzorcev. Nova frekvenca digitalnih vzorcev po filtru je 100 kHz. 
Sinc filter je realiziran kot kaskada integratorjev in diferenciatorjev z decimacijsko 
enoto v sredini. Polovica filtra z integratorji deluje na prevzorčeni frekvenci, druga 
polovica z diferenciatorji pa deluje pri frekvenci 100 kHz. Prenosno funkcijo takšnega 
filtra opisuje enačba (3). Red filtra navadno določimo glede na red modulatorja in sicer 
tako, da je red filtra vedno vsaj za ena višji kot red modulatorja [5] [9]. 
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Na sliki 4.7 je predstavljen Simulink model decimacijskega filtra četrtega reda s 
faktorjem decimacije 64, ki je implementiran v ASIC-u. Zgornji del filtra sestavlja veriga 
štirih integratorjev z decimacijsko enoto na koncu, spodnji del filtra pa sestavlja veriga 
štirih diferenciatorjev. Integratorji in diferenciatorji so realizirani z modulo aritmetiko, ki 
zagotavlja, da filter deluje pravilno tudi, ko posamezne komponente presežejo 
maksimalno vrednost in začnejo šteti od začetka [9]. V modelu je modulo aritmetika 
realizirana z vgrajeno Matlab-ovo funkcijo, ki je dodana vsem integratorjem in 
diferenciatorjem. 
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Slika 4.7: Simulink model sinc decimacijskega filtra 
Ker v model na koncu nisem vključil sigma delta modulatorja zaradi predolgega 
simulacijskega časa, tudi nisem mogel vključiti modela sinc filtra, ki je prikazan na sliki 
4.7. Model sem moral prilagoditi za izhodni signal idealnega AD pretvornika, kot je 
realiziran v končnem modelu in prikazan na sliki 4.4. 
Izhodni signal idealnega AD pretvornika je enakega tipa kot njegov vhodni signal, 
v modelu je to časovno zvezen signal. Če bi imel v model vključen sigma delta modulator, 
bi bil izhodni signal modulatorja že časovno diskreten niz ničel in enk s prevzorčeno 
vzorčevalno frekvenco, sinc filter pa bi z decimacijo vzorcev frekvenco spravil na 100 
kHz. Izhod idealnega AD pretvornika pa je še vedno časovno zvezen signal, ki sicer 
vsebuje digitalne vrednosti primerljive z izhodnimi digitalnimi vzorci sinc filtra. Signal 
je potrebno samo še pretvoriti iz zveznega v časovno diskretnega. To storimo s pomočjo 
Simulink bloka za spreminjanje vzorčevalne frekvence, kateremu nastavimo želeno 
izhodno frekvenco vzorcev na 100 kHz. 
Napaka, ki jo vnesemo v model zaradi poenostavljenega modeliranja AD 
pretvornika in sinc filtra, je vidna predvsem pri višjih frekvencah frekvenčnega spektra, 
saj je visokofrekvenčni šum nekoliko drugače oblikovan, če modeliramo sigma delta 
modulator in sinc filter. V časovnem prostoru pa razlike praktično ne opazimo, saj so 
amplitude visokofrekvenčnih komponent zelo nizke in ne vplivajo na delovanje 
kompenzacijskega algoritma ter sistema na splošno. Na sliki 4.8 je prikazana primerjava 
med izhodnim signalom idealnega AD pretvornika in sigma delta modulatorja s sinc 
filtrom. Vidimo, da je izhod sinc filtra proti izhodu AD pretvornika nekoliko zakasnjen. 
Zato sem v poenostavljen model sinc filtra za blok, ki spremeni vzorčevalno frekvenco 
signala, dodal še dve zakasnilni celici, ki poskrbita, da je fazna zakasnitev signala enaka 
kot pri modelu sigma delta modulatorja in sinc filtra. Model je prikazan na sliki 4.9. 
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Sinc filter v ASIC-u ima še možnost invertiranja izhodne kode. Pri obratni 
polarizaciji piezo elementa se napetost na kondenzatorju Cs med tlačnimi pulzi zniža, kar 
vidimo kot negativne pulze. Kompenzacijski algoritem te negativne pulze avtomatsko 
zazna in invertira izhodno kodo ter tako pravilno obrne izhodni signal sinc filtra. V model 
sinc filtra je dodan blok, ki simulira delovanje kontrolnega registra za invertiranje izhodne 
kode. Blok krmili stanje stikala, ki na izhod pošlje invertiran ali neinvertiran signal. Kodo 
invertiramo tako, da od maksimalne digitalne vrednosti odštejemo trenutno digitalno 
vrednost. 
 
Slika 4.8: Izhodni signal idealnega AD pretvornika in izhodni signal modulatorja s sinc filtrom 
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Slika 4.9: Poenostavljen model sinc filtra 
4.3.2 Korekcija ničelnega nivoja in ojačenja 
Decimacijskemu filtru sledita dva modula, katerih funkcija je popravljanje 
ničelnega nivoja in ojačenja tlačnega signala. S tem kompenziramo nekatere neželene 
pojave senzorskega elementa. Ničelni nivo tlačnega signala pomeni izhodno napetost 
senzorja, ki jo motorni računalnik interpretira kot tlak 0 bar. 
Vrednosti kontrolnih registrov obeh modulov se nastavljata v realnem času glede 
na trenutne vrtljaje motorja, maksimalni tlak tlačnih pulzov, temperaturo in absolutno 
občutljivost senzorskega elementa. 
Na sliki 4.10 je prikazan Simulink model modula za popravljanje ničelnega nivoja. 
Model je zelo enostaven in vsebuje samo en seštevalnik, kjer digitalnemu tlačnemu 
signalu prištejemo konstantno vrednost, ki se poračuna v kompenzacijskem algoritmu. 
Na koncu je dodan še blok za nasičenje, ki prepreči preliv izhodne kode, če bi vsota 
presegla 16-bitno območje. 
34 Modeliranje mehanskega in elektronskega dela 
 
 
Slika 4.10: Model modula za korekcijo ničelnega nivoja 
Slika 4.11 prikazuje model modula za korekcijo ojačenja signala. Vrednost 
ojačenja, preračunana v kompenzacijskem algoritmu, se zapiše v 16-bitni register in je 
interpretirana v formatu 2.14 s fiksno vejico [10]. V modelu je format s fiksno vejico 
realiziran tako, da 16-bitno vrednost najprej pretvorimo iz celo številskega podatkovnega 
tipa v realno število, nato pa vrednost delimo s 16384 oziroma 214. Z dobljeno vrednostjo 
nato množimo digitalni tlačni signal, izhod modela pa je digitalni tlačni signal s pravilnim 
ojačenjem in ničelnim nivojem. 
 
Slika 4.11: Model modula za korekcijo ojačenja 
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4.3.3 FIR filter 
Za modulom za korekcijo ojačenja signala se nahaja 32-stopenjski FIR filter, ki mu 
lahko programsko nastavljamo koeficiente in tako realiziramo različne tipe filtrov z 
različnimi frekvenčnimi ter faznimi karakteristikami [11]. 
FIR filter je modeliran kar z blokom iz Simulink-ove knjižnice, kateremu lahko 
poljubno nastavljamo število stopenj in koeficient ojačenja vsake stopnje. Število stopenj 
v ASIC-u je fiksno, vendar ni nujno, da za realizacijo nekega tipa filtra uporabimo vse 
stopnje. Filter lahko realiziramo tudi z uporabo samo nekaj stopenj, ostalim pa nastavimo 
koeficiente na 0. S tem zmanjšamo zakasnitev signala zaradi filtra. 
V ASIC-u lahko z multiplekserjem izbiramo med filtriranim in nefiltriranim 
signalom. Razlog za izbiranje je ravno zakasnitev signala, ki se pojavi zaradi FIR filtra. 
Nekateri kupci namreč zahtevajo čim krajšo zakasnitev tlačnega signala kljub višjemu 
šumu. Poleg tega se zakasnitev filtra prišteva k skupni zakasnitvi signala, kar vpliva na 
delovanje regulacijske zanke. Na sliki 4.12 lahko vidimo modela FIR filtra in 
multiplekserja, kjer je slednji realiziran kot programsko krmiljeno stikalo. 
Koeficiente FIR filtra za doseganje želene karakteristike lahko določimo s pomočjo 
aplikacije Filter Designer v programskem okolju Matlab [12]. 
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Slika 4.12: Model FIR filtra in multiplekserja 
4.3.4 Decimator 
Decimator zmanjša število tlačnih vzorcev, ki jih procesor uporabi za digitalno 
obdelavo tlačnega signala. Iz slike 4.5 lahko vidimo, da se nahaja za multiplekserjem 
vzporedno digitalni poti tlačnega signala in nima neposrednega vpliva na izhodni signal 
senzorja. Deluje tako, da prešteje nastavljeno število vzorcev, shrani zadnji vzorec in nato 
proži prekinitveni signal. Procesor ob prekinitvenem signalu prebere zadnji vzorec, 
decimator pa nato nadaljuje s štetjem vzorcev od začetka. Prebrana vrednost se uporabi 
za računanje potrebne kompenzacije tlačnega signala vsakič, ko decimator prešteje 
nastavljeno število vzorcev. 
Decimacija tlačnih vzorcev je potrebna, ker procesor ni dovolj zmogljiv, da bi uspel 
preračunati potrebno kompenzacijo za vsak vzorec pri frekvenci 100 kHz. Decimacija 
zato ustrezno zmanjša frekvenco digitalnih vzorcev, ki so uporabljeni za izračun 
kompenzacije. 
Simulink model decimatorja je prikazan na sliki 4.13. Model za decimacijo tlačnih 
vzorcev uporablja S/H blok, ki digitalno vrednost vzorči ob pozitivni fronti zunanjega 
krmilnega signala. Krmilni signal ustvari števec, ki šteje od -30 do 1, za kar potrebuje 32 
ciklov. Pri prehodu števca iz 0 na 1 se pojavi pozitivna fronta, ki proži vzorčenje S/H 
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bloka. Z blokom S/H na izhodu zadržimo zadnji vzorec dokler števec ponovno ne prešteje 
do 1. 
Izhodna signala modela decimatorja sta tudi prekinitveni signal in dodaten krmilni 
signal, ki prožita izvajanje funkcij kompenzacijskega algoritma v programskem modelu. 
Natančneje bo to opisano v poglavju 5.2.3. 
 
Slika 4.13: Simulink model decimatorja 
4.3.5 Končna korekcija ničelnega nivoja in omejitev izhodnega signala 
Na digitalni poti tlačnega signala se za multiplekserjem nahaja modul za končno 
korekcijo ničelnega nivoja. Ta modul upošteva, da izhodni DA pretvornik, ki digitalni 
tlačni signal pretvarja v izhodno napetost, ni idealen. Ničelni nivo tlačnega signala se v 
tem modulu ustrezno zamakne, da je napetost izhodnega signala glede na trenutni tlak 
pravilna. Motorni računalnik bo tako izhodno napetost senzorja pravilno interpretiral kot 
tlak v valju. 
Model bloka za končno korekcijo ničelnega nivoja je enak modelu za korekcijo 
ničelnega nivoja, ki je bil opisan v poglavju 4.3.2, le da se digitalnemu tlačnemu signalu 
prišteva druga vrednost. Model je prikazan na sliki 4.14. 
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Slika 4.14: Model bloka za končno korekcijo ničelnega nivoja 
Modul za omejitev območja digitalne kode zagotovi, da tlačni signal na izhodu DA 
pretvornika nikoli ni manjši od neke minimalne napetosti ali višji od neke maksimalne 
napetosti. Ti dve napetostni območji sta namreč rezervirani za diagnostiko in javljanje 
napak motornemu računalniku. Modul vsebuje dva kontrolna registra, enega za zgornjo 
in drugega za spodnjo mejo. Modeliran je z blokom za dinamično nasičenje, kateremu 
zgornjo in spodnjo mejo lahko nastavljamo znotraj modela programske kode. Model je 
prikazan na sliki 4.15. 
 
Slika 4.15: Model modula za omejitev digitalne vrednosti tlačnega signala 
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4.4 Izhodna analogna signala pot 
V ASIC-u gre digitalni tlačni signal iz modula za omejitev izhodne vrednosti v 
sigma delta modulator drugega reda, ki 16-bitno digitalno vrednost tlačnega signala s 
prevzorčenjem pretvori v niz 5-bitnih števil. Koeficienti modulatorja so izbrani tako, da 
so vrednosti izhodnega niza v mejah med -8 in 8. Te vrednosti se nato pretvorijo v 16-
bitno termometrično kodo, ki gre nato še skozi mešalnik. Vsak bit termometrične kode 
na koncu krmili stanje enega tokovnega tranzistorja. Več tranzistorjev kot je naenkrat 
odprtih, večji je izhodni tok in obratno. Tok se nato pretvori v napetost, ta pa krmili 
izhodno push-pull vezavo dveh tranzistorjev [5]. 
Iz istega razloga, kot sem poenostavil model AD pretvornika, je potrebno 
poenostaviti tudi model DA pretvornika. Sigma delta modulator bi namreč za en vzorec 
izhodne napetosti moral preračunati veliko število vzorcev 5-bitnega niza. Poleg tega 
izhodna pot signala ni več vključena v regulacijsko zanko, zato lahko model zelo 
poenostavimo, ne da bi pri tem vplivali na delovanje in zakasnitve v zanki. 
Model izhodnega DA pretvornika je prikazan na sliki 4.16. V modelu najprej 
množimo 16-bitni digitalni tlačni signal z napetostno referenco DA pretvornika in nato 
delimo z najvišjo 16-bitno številko. Tako že dobimo izhodni napetostni signal senzorja. 
S poenostavljenim modelom bistveno pohitrimo simulacijski čas, napaka, ki jo vnesemo 
v model, pa ne prinese opazne razlike. To lahko vidimo tudi na sliki 4.17, kjer je prikazana 
primerjava med izhodnim signalom realnega senzorja in izhodnim signalom modela. Ker 
je bila kot vhod v model uporabljena meritev referenčnega senzorja, se izhodna signala 
nekoliko razlikujeta glede šuma in glede absolutnega ojačenja signala, sicer pa je 
ujemanje zelo zadovoljivo. 
 
Slika 4.16: Izhodni DA pretvornik za tlačni signal 
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Slika 4.17: Primerjava izhodnega signala realnega senzorja in izhodnega signala modela 
4.5 Tokovni DA pretvornik v povratni zanki 
V poglavju 4.2 je že bilo govora o tokovnem DA pretvorniku, ki omogoča 
kompenzacijo lezenja ničelnega nivoja tlačnega signala zaradi neželenih pojavov 
senzorskega elementa in tiskanega vezja. Tokovni DA pretvornik lahko z dodajanjem 
naboja na kondenzator Cs počasno lezenje signala odpravi. Kateri neželeni pojavi lahko 
to povzročijo, kako jih kompenziramo ter kako jih dodamo v model, bo opisano v 
poglavju 4.7. 
Blokovna shema zgradbe tokovnega DA pretvornika je prikazana na sliki 4.18. 
Sestavljen je iz kontrolnega registra, sigma delta modulatorja, pretvorbe v termometrično 
kodo in mešalnika. V kontrolni register se vpiše vrednost kompenzacije, ki se preračuna 
v kompenzacijskem algoritmu. Sigma delta modulator to vrednost pretvori v niz 5-bitnih 
števil med -8 in 8. Ta niz se nato pretvori v 16-bitno termometrično kodo, ki gre nato še 
skozi mešalnik in na koncu krmili stanja 16-ih tranzistorjev. Več tranzistorjev kot je 
odprtih, večji je izhodni tok. Maksimalni tok je 500 nA, najmanjši korak izhodnega toka 
pa 31,25 nA 
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Slika 4.18: Blokovna shema tokovnega DA pretvornika v povratni zanki 
Vrednost kontrolnega registra osvežuje kompenzacijski algoritem s frekvenco 
3125 Hz. Izkaže se, da je pri periodi osveževanja 320 µs najmanjši tokovni korak 
31,25 nA prevelik za učinkovito odpravljanje neželenih pojavov. Zato je kontrolni 
register, ki vsebuje vrednost tokovne kompenzacije, 24-bitni, njegovo vrednost pa 
prevzorči sigma delta modulator, ki zmanjša število bitov in poveča vzorčevalno 
frekvenco iz 3125 Hz na 1 MHz. Nova perioda vzorčenja je torej 1 µs. 
Najmanjši tokovni korak znotraj nove periode vzorčenja je še vedno 31,25 nA, saj 
smo tu omejeni s tokom enega tranzistorja. Če pa gledamo najmanjši tokovni korak 
znotraj periode 320 µs, je ta precej manjši, saj je 24-bitna vrednost registra, preden se ta 
osveži, pretvorjena v moduliran signal, ki znotraj periode 320 µs vklaplja in izklaplja 
tranzistorje. Povprečen tok znotraj te periode ima tako v idealnem primeru 320-krat boljšo 
ločljivost, najmanjši tokovni korak pa je 98 pA. 
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4.5.1 Modeliranje tokovnega DA pretvornika 
Model celotnega tokovnega DA pretvornika je prikazan na sliki 4.19, kjer lahko 
vidimo posamezne gradnike, ki so bili našteti pri opisu sheme. Za potrebe modela je 
dodan samo še blok, ki omogoča, da mešalnik zaobidemo. Modeli posameznih gradnikov 
bodo podrobneje opisani v posameznih podpoglavjih. 
 
Slika 4.19: Simulink model tokovnega DA pretvornika v povratni zanki 
4.5.2 Sigma delta modulator 
Sigma delta modulator tokovnega DA pretvornika v povratni zanki je modulator 
drugega reda, ki vrednost 24-bitnega registra pretvori v niz 5-bitnih števil. Deluje tako, 
da vrednost registra, ki se osvežuje s frekvenco 3125 Hz, prevzorči s frekvenco 1 MHz. 
Tako za vsako vrednost na vhodu modulatorja dobimo 320 5-bitnih števil na izhodu 
modulatorja. Koeficienta modulatorja sta nastavljena tako, da niz izhodnih števil zavzame 
vrednosti v območju med -8 in 8 [5] [13]. 
Za prevzorčenje uporabimo blok, ki vrednost registra vzorči s frekvenco 1 MHz in 
jo zadrži do naslednjega vzorčenja. Signal se množi s koeficientom prve stopnje, nato pa 
se od njega odšteje izhodna vrednost modulatorja prejšnjega cikla. Rezultat gre naprej na 
integrator, ki je realiziran kot seštevalnik trenutnega vzorca in prejšnje vsote. Izhod 
integratorja se množi s koeficientom druge stopnje, nato pa se od signala ponovno odšteje 
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izhodna vrednost modulatorja prejšnjega cikla. Signal gre naprej na integrator druge 
stopnje, ki je realiziran enako kot integrator prve stopnje, le da je v tem primeru zakasnjen 
tudi izhod integratorja. Sledi zmanjšanje števila bitov. 24-bitni izhod integratorja 
pretvorimo v 5-bitno številko tako, da vzamemo samo 5 najpomembnejših bitov signala. 
V modelu to dosežemo z deljenjem signala z 219. Izhod sigma delta modulatorja peljemo 
v povratni zanki nazaj na seštevalnika prve in druge stopnje, pri tem pa izhodno vrednost 
množimo z 219. Tako ponovno dobimo 24-bitni signal. Model sigma delta modulatorja je 
prikazan na sliki 4.20. 
 
Slika 4.20: Model sigma delta modulatorja drugega reda 
Na sliki 4.21 vidimo vhodni testni signal v modulator, ki je sinusni niz celih števil 
od -8388608 do 8388607, kar ustreza predznačenim številom, ki jih lahko zapišemo s 24-
biti. Testiramo torej celotno območje delovanja modulatorja. Prikazan je tudi izhodni 
signal modulatorja. Vidimo lahko, da so izhodne vrednosti znotraj območja od -8 do 8. 
Prikazan je še povečan izhodni signal modulatorja, kjer vidimo, kako je vhodna vrednost 
modulirana z nizom 5-bitnih števil. 
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Slika 4.21: Vhodni in izhodni signal sigma delta modulatorja 
4.5.3 Termometrična koda in mešalnik 
Moduliran niz se po odštevanju pretvori v 16-bitno termometrično kodo, kot je to 
prikazano v tabeli 3 [14]. Vsak bit termometrične kode krmili stanje enega tranzistorja. 
Zaradi omejene natančnosti procesa izdelave ASIC-a lahko tok vsakega tranzistorja 
nekoliko odstopa od nominalne vrednosti. Zato mešalnik termometrično kodo ob vsakem 
urinem ciklu modulatorja zamakne za en bit desno. Izhodna koda mešalnika tako pri isti 
termometrični kodi vsak cikel vklaplja druge tranzistorje in s tem zmanjša napako zaradi 
odstopanja tokov posameznih tranzistorjev od nominalne vrednosti. 
Shema pretvorbe v termometrično kodo in mešalnika je prikazana na sliki 4.22. Za 
mešalnikom se nahaja še multiplekser, s katerim lahko izbiramo med navadno in rotirano 
termometrično kodo. 























Tabela 3: 16-bitna termometrična koda 
 
Slika 4.22: Blokovna shema pretvorbe v termometrično kodo in mešalnika 
Modeliranje pretvorbe v termometrično kodo in modeliranje mešalnika je 
realizirano z blokom z vgrajeno Matlab funkcijo. Vrednosti tokov tranzistorjev so 
generirane naključno znotraj območja, ki je podano v specifikacijah ASIC-a. V funkciji 
najprej pretvorimo 5-bitno vrednost moduliranega niza v termometrično kodo z 
upoštevanjem tabele 3. Delovanje mešalnika simuliramo z Matlab funkcijo za ciklično 
zamikanje vektorjev circshift, s katero zamikamo vektor termometrične kode. Glede na 
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izhod mešalnika nato seštejemo prave vrednosti naključno generiranih tokov in tako 
dobimo skupni izhodni tok. 
4.6 Temperaturni modul 
Izdelek ima poleg tlačnega senzorja vgrajena tudi dva temperaturna senzorja. 
Informacija o temperaturi je ključna za pravilno kompenzacijo tlačnega signala, saj je 
absolutna občutljivost piezo elementa odvisna od njegove trenutne temperature. Ta pojav 
je potrebno z digitalno obdelavo tlačnega signala odpraviti. 
Prvi senzor je interna temperaturna dioda, ki je vgrajena v ASIC, drugi senzor pa je 
uporovni delilnik z NTC termistorjem [5] [15]. Na sliki 4.23 je prikazano, kje v ohišju se 
temperaturna senzorja nahajata [26]. Za kompenzacijo spremembe absolutne 
občutljivosti piezo elementa se uporablja meritev NTC senzorja. Ta se namreč nahaja 
bližje senzorskemu elementu, poleg tega pa se nahaja direktno pod navojem, kar lahko 
vidimo tudi na sliki 4.23. Tam ima ohišje najboljši stik z glavo motorja, ki se med 
delovanjem temperira na 90 °C. Tako senzor najbolje meri absolutno temperaturo 
senzorja, kar pripomore k boljši kompenzaciji temperaturne občutljivosti piezo elementa. 
 
Slika 4.23: Lega NTC termistorja in interne temperaturne diode v senzorju 
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Shema temperaturnega modula je predstavljena na sliki 4.24. Z multiplekserjem 
izbiramo med štirimi vhodnimi signali, ki gredo nato preko dveh ojačevalnikov na sigma 
delta AD pretvornik. Merimo lahko izhod uporovnega delilnika napajalne napetosti, 
napetost temperaturne diode, izhod napetostnega delilnika, ki ga sestavljata interni upor 
in zunanji NTC termistor, in neko zunanjo napetost. Pri opisu modela se bomo 
osredotočili predvsem na NTC senzor in temperaturno diodo, saj se ostala dva vhoda 
multiplekserja v končni aplikaciji ne uporabljata. 
 
Slika 4.24: Shema modula za merjenje temperature 
Interna temperaturna dioda je modelirana matematično. Za izračun napetosti na 
diodi upoštevamo enačbo (4) pri čemer T pomeni trenutno temperaturo senzorja v 
stopinjah Celzija, ki se v modelu lahko nastavi kot konstanta ali časovno spreminjajoč 
signal [5]. Enačba je implementirana v blok z vgrajeno Matlab funkcijo. 
𝑉𝐷 = 710 𝑚𝑉 − 1,85 
𝑚𝑉
°𝐶
 ∙  (𝑇 − 25 °𝐶) (4) 
Tudi model NTC senzorja je realiziran matematično, čeprav se model NTC 
termistorja nahaja v Simscape knjižnici. Uporaba tega NTC modela namreč občutno 
podaljša simulacijski čas, saj pri izračunu trenutne upornosti upošteva tako električne kot 
tudi termične zakonitosti. Zato sem se odločil, da bom celoten uporovni delilnik skupaj z 
NTC termistorjem modeliral matematično. Enačba (5) opisuje spreminjanje upornosti 
NTC termistorja v odvisnosti od temperature [5], enačba (6) pa prikazuje izračun izhodne 
napetosti uporovnega delilnika med NTC termistorjem in internim uporom v ASIC-u. 
48 Modeliranje mehanskega in elektronskega dela 
 








𝑉𝑁𝑇𝐶 =  𝑉𝑅𝐸𝐹  ∙
𝑅𝑁𝑇𝐶
𝑅𝑁𝑇𝐶 +  𝑅𝐼𝑁𝑇
 (6) 
Kot model multiplekserja uporabimo krmiljeno stikalo z več vhodi. Enosmerni in 
diferencialni ojačevalnik pa sta prav tako modelirana matematično z blokom z vgrajeno 
Matlab funkcijo, izhodno napetost diferencialnega ojačevalnikih pa izračunamo po enačbi 
(7). 
𝑉𝐴𝐷𝐶 = (𝑉𝑀𝑈𝑋  ∙ 𝐺𝐴𝐼𝑁𝑆𝐸 −
𝑉𝑅𝐸𝐹
2
)  ∙  𝐺𝐴𝐼𝑁𝐷𝐼𝐹𝐹 (7) 
Enosmerni in diferencialni ojačevalnik pripravita napetostni signal za vhodno 
napetostno območje AD pretvornika. V ASIC-u je temperaturni AD pretvornik sigma 
delta modulator drugega reda z decimacijskim filtrom tretjega reda, ki pretvori analogni 
signal v 14-bitni digitalni signal. V modelu je ta modeliran kar z idealnim AD 
pretvornikom. Če bi modelirali sigma delta modulator, bi občutno podaljšali simulacijski 
čas, česar si pri tem modelu ne želimo. Celoten model temperaturnega modula je prikazan 
na sliki 4.25. 
 
Slika 4.25: Simulink model modula za merjenje temperature 
Modeliranje mehanskega in elektronskega dela 49 
 
4.7 Neželeni pojavi realnega senzorja 
V realnem senzorju poleg tlaka v valju motorja na tlačni signal vplivajo tudi drugi 
pojavi. Vpliv teh pojavov ni zaželen, saj lahko tlačni signal popačijo do te mere, da 
napetostni signal, ki ga senzor pošlje motornemu računalniku, ni več pravilen oziroma 
tlak, ki ga motorni računalnik interpretira iz napetostnega signala, ni enak trenutnemu 
tlaku v valju. Odpravljanje vpliva neželenih pojavov je glavni razlog za razvoj ASIC-a, 
analiza in optimizacija kompenzacijskega algoritma pa je glavni povod za razvoj 
programskega modela, ki je opisan v tej nalogi. Da lahko te pojave ustrezno in učinkovito 
kompenziramo, moramo najprej razumeti njihov izvor in vpliv na tlačni signal. 
Prvi pojav, ki ga je potrebno kompenzirati, je posledica različnih absolutnih 
občutljivosti piezo elementov. Ti se namreč zaradi omejene natančnosti procesa izdelave 
med seboj razlikujejo v tem, koliko naboja odda element pri določeni mehanski 
obremenitvi. Različna absolutna občutljivost pomeni, da bodo nekateri elementi pri enaki 
temperaturi in ob enaki mehanski obremenitvi oddali več naboja kot drugi. Ker se oddan 
naboj integrira na kondenzatorju nabojnega ojačevalnika, bo pri nekaterih elementih brez 
dodatne kompenzacije izhodna napetost senzorja višja kot pri drugih. V praksi to pomeni, 
da bodo različni senzorji pri enakem tlaku pokazali različen rezultat, kar je prikazano na 
sliki 4.26. Moder signal je interpretiran izhodni tlak napetostnega signala referenčnega 
senzorja, druga dva signala pa sta interpretirana iz izhodne napetosti dveh senzorjev, ki 
imata različno absolutno občutljivost piezo elementa. Iz grafa lahko vidimo, da ima prvi 
senzor previsoko občutljivost, zato kaže previsok tlak, drugi senzor pa ima prenizko 
občutljivost in kaže prenizek tlak. 
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Slika 4.26: Tlačni pulzi dveh senzorjev z različno občutljivostjo in referenčnega senzorja 
Drugi neželen pojav, ki je tudi vezan na senzorski del, je piroelektričnost piezo 
elementa. Piezoelektrični element oddaja naboj ne samo pri mehanski obremenitvi, 
ampak tudi ob spremembi temperature [18]. Ko se piezo elementu med obratovanjem 
motorja spremeni temperatura, ta odda naboj, ki se zbira na kondenzatorju nabojnega 
ojačevalnika prav tako, kot se zbira oddan naboj zaradi mehanske obremenitve. Naboj 
zaradi spremembe temperature povzroči premik ničelnega nivoja tlačnega signala, kot je 
to prikazano na sliki 4.27. Meritev na sliki je bila zajeta takoj po zagonu motorja, ko se 
je piezo element začel hitro segrevati in oddajati naboj, ničelni nivo tlačnega signala pa 
je začel hitro naraščati. Iz meritve lahko tudi opazimo, da je piroelektrični efekt piezo 
elementa v primerjavi s samim piezoelektričnim efektom precej velik, saj ničelni nivo 
signala narašča zelo hitro. 
Modeliranje mehanskega in elektronskega dela 51 
 
 
Slika 4.27: Vpliv piroelektričnosti na lezenje ničelnega nivoja 
Poleg tega, da piezo element ob spremembi temperature odda določeno količino 
naboja, se mu spremeni tudi občutljivost na mehansko obremenitev. Pri višji temperaturi 
namreč piezo element odda več naboja kot pri nižji temperaturi ob enaki mehanski 
obremenitvi. Vpliv na signal je enak kot je prikazan na sliki 4.26. Gre torej samo za 
napačno ojačenje tlačnega signala, le da v tem primeru ni vzrok razlika med posameznimi 
piezo elementi, temveč razlika v temperaturi istega elementa. 
Na premik ničelnega nivoja tlačnega signala lahko vplivajo tudi razni parazitni 
tokovi na tiskanem vezju, njihov vpliv na signal pa je podoben efektu zaradi 
piroelektričnosti piezo elementa, ki je prikazan na sliki 4.27. Parazitni tokovi na tiskanini 
lahko namreč neposredno vplivajo na naboj kondenzatorja nabojnega ojačevalnika, kar 
na izhodu vidimo kot lezenje ničelnega nivoja signala, dokler ne pride AD pretvornik v 
zgornje ali spodnje nasičenje in tlačnih pulzov na izhodu ne vidimo več. 
Še en pojav, ki ima velik vpliv na tlačni signal, je tako imenovani podnihaj. Izvira 
iz senzorskega elementa, njegov vpliv na signal pa je odvisen od trenutnih vrtljajev 
motorja in od trenutnega maksimalnega tlaka tlačnih pulzov. Na sliki 4.28 je prikazano 
popačenje tlačnega pulza zaradi podnihaja. Moder signal je tlačni pulz referenčnega 
senzorja, rdeč signal pa tlačni pulz našega senzorja. Vidimo lahko, da gre proti koncu 
pulza tlačni signal našega senzorja opazno nižje kot referenčni signal. Ta pojav je bil 
poimenovan podnihaj, saj je najbolj očiten po koncu tlačnega pulza, ko je razlika med 
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referenčnim senzorjem in našim senzorjem največja, potem pa se signal postopoma vrne 
na pravilen nivo. 
 
Slika 4.28: Popačenje tlačnega pulza zaradi podnihaja 
Če želimo, da senzor v realnem času pošilja pravilen napetostni signal, katerega bo 
motorni računalnik znal interpretirati kot tlak, ki je v tistem trenutku dejansko prisoten v 
valju motorja, je potrebno vse te neželene pojave odpraviti. Za kompenzacijo teh pojavov 
ima ASIC v programski kodi implementiran kompleksen algoritem. 
4.7.1 Modeliranje neželenih pojavov 
Da bi lahko z modelom čimbolj natančno analizirali delovanje kompenzacijskega 
algoritma, je potrebno vanj dodati tudi neželene pojave. Neželene pojave je potrebno 
modelirati vsaj na zelo poenostavljenem nivoju, saj bomo le tako lahko model dovolj 
približali realnosti, da bodo rezultati analize pomagali pri iskanju napak in optimizaciji 
kompenzacijskega algoritma. 
Čeprav so nekateri neželeni pojavi fizikalno precej zapleteni, je njihovo 
modeliranje precej enostavno. Poznamo namreč, kakšen vpliv imajo na tlačni signal, 
čemur se lahko z uporabo poenostavljenih funkcij zelo približamo. 
Različne občutljivosti posameznih piezo elementov lahko modeliramo kar s 
spreminjanjem konstante občutljivosti celotnega senzorskega elementa. Podobno lahko s 
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spreminjanjem konstante občutljivosti modeliramo tudi odvisnost občutljivosti piezo 
elementa od temperature. Enostavno je modelirati tudi parazitne tokove, v model 
elektronskega vezja v neko vozlišče povežemo upor poljubne vrednosti proti masi 
motornega računalnika, vrednost upora pa določa vrednost parazitnega toka. Tako lahko 
analiziramo, kako velike parazitne tokove prenese kompenzacijski algoritem. 
Modeliranje podnihaja bi bilo v principu precej zapleteno, saj je izvor tega pojava 
v samem senzorskem elementu. Pri modeliranju bi se lahko opirali na meritve iz realnega 
motorja, vendar bi to zahtevalo veliko kompleksnejši model senzorskega dela, kot je 
trenutno implementiran. Enostavnejša in boljša rešitev je, da kot vhodni signal v model 
namesto signala referenčnega senzorja uporabimo kar signal našega senzorja s 
podnihajem. Tako lahko preverimo, ali del algoritma, ki skrbi za kompenzacijo 
podnihaja, deluje pravilno in optimalno. 
Tudi piroelektričnost piezo elementa lahko modeliramo zelo enostavno. Na sliki 
4.27 smo namreč videli, da gre pri piroelektričnosti zgolj za spreminjanje ničelnega nivoja 
tlačnega signala po neki določeni krivulji. Pravzaprav nam niti ni potrebno modelirati 
točno te krivulje. Dovolj je že, da ravnemu vhodnemu signalu prištejemo neko premico, 
ki povzroči dviganje ničelnega nivoja vhodnega tlačnega signala. Naklon premice lahko 
spreminjamo ter tako testiramo odziv algoritma, ki odpravlja lezenje ničelnega nivoja, na 
različne spremembe vhodnega signala. Kompenzacijo piroelektričnosti bi lahko testirali 
tudi tako, da bi kot vhodni signal v model uporabili posnet signal brez kompenzacije, 
vendar je takšne signale težko posneti, saj po izklopu kompenzacije med meritvijo na 
motorju napetost na kondenzatorju nabojnega ojačevalnika precej hitro narase, kar 





5 Simulacija programske kode 
Programska koda ASIC-a je pomemben element dinamičnega senzorja tlaka, saj 
kompenzacijski algoritem, implementiran v kodi, zagotavlja odpravljanje vseh neželenih 
pojavov, ki so bili opisani v prejšnjem poglavju. 
Poleg kompenzacije neželenih pojavov program v ASIC-u omogoča veliko 
fleksibilnost izhodnega signala. Z nastavljanjem kontrolnih registrov analognega in 
digitalnega dela lahko namreč tlačnemu signalu na poti skozi ASIC poljubno 
spreminjamo ničelni nivo in ojačenje, s tem pa neposredno vplivamo tudi na ničelni nivo 
in ojačenje izhodnega napetostnega signala. Izbiramo lahko, katero napetost naj motorni 
računalnik interpretira kot tlak 0 barov ter izhodni pretvorni faktor med napetostjo in 
tlakom, torej kakšno spremembo napetosti povzroči določena sprememba tlaka, ki ji je 
senzor izpostavljen. Takšna fleksibilnost omogoča, da lahko izhodni signal nastavimo po 
zahtevah kupca. 
Za uspešno in natančno modeliranje celotnega sistema je torej ključna tudi 
simulacija programske kode. Pri tem nam ni potrebno simulirati celotne kode ASIC-a, 
ampak je dovolj, da v model vključimo le tisti del kode, ki lahko kakorkoli vpliva na 
tlačni signal. Da lahko kodo pravilno vključimo v model, moramo seveda dobro poznati 
delovanje programske kode v ASIC-u. Vedeti moramo, kako se kličejo posamezne 
funkcije, katere funkcije se izvršijo ob prekinitvah mikroprocesorja in katere se izvajajo 
v glavni zanki. Zato si moramo najprej pogledati osnovno zgradbo ASIC programa s 
poudarkom na funkcijah, ki opravljajo kompenzacijo tlačnega signala. 
56 Simulacija programske kode 
 
5.1 Struktura ASIC programa 
Program v ASIC-u deluje na principu gnezdenih prekinitev in neskončne glavne 
zanke, ki se izvaja takrat, ko se ne izvaja nobena prekinitvena rutina. Prekinitve imajo 
različno prioriteto, tako lahko tiste z višjo prioriteto med delovanjem prekinejo tiste z 
nižjo prioriteto [19]. Na kompenzacijo tlačnega signala vplivajo le funkcije, ki se kličejo 
znotraj ene izmed prekinitvenih rutin z visoko prioriteto, in funkcije, ki se kličejo v 
neskončni glavni zanki, zato bo v model potrebno dodati samo te rutine, kar bistveno 
poenostavi simulacijo programske kode. 
Takoj ob zagonu se najprej izvrši funkcija za uvodno nastavitev kontrolnih registrov 
ASIC-a. Nato se omogočijo prekinitve in požene neskončna zanka. 
V neskončni zanki poteka temperaturna kompenzacija ter izračunavanje nekaterih 
koeficientov za pravilno delovanje regulacijske zanke, ki se izvaja v prekinitveni rutini. 
Te funkcije se nahajajo v glavni zanki, ker niso časovno kritične in se jim lahko med 
izvajanjem vrinejo prekinitvene rutine brez negativnih posledic za delovanje sistema. 
Temperaturna kompenzacija ni časovno kritična, saj se temperatura senzorskega elementa 
v primerjavi s hitrostjo izvajanja programa spreminja relativno počasi. Regulacijska 
zanka se torej izvaja v prekinitveni rutini s frekvenco 3125 Hz in skrbi, da ima tlačni 
signal vedno pravilen ničelni nivo. 
5.2 Simulacija programske kode v okolju Matlab in Simulink 
Dodajanje programske kode v model je na prvi pogled precej enostavno, saj gre le 
za transkripcijo funkcij iz programskega jezika C v skriptni jezik Matlab. Če so nam 
pravila in sintaksa obeh jezikov znani, to ni zelo zahtevna naloga. 
Zadeva postane nekoliko bolj zapletena, ko želimo simulirati prekinitve in izvajanje 
funkcij v glavni zanki. Previdni moramo biti tudi pri vključevanju globalnih 
spremenljivk, saj lahko zaradi sintaktičnih pravil, ki jih zahteva Matlab, pri velikem 
številu le-teh postane koda hitro nepregledna. Enak pristop, ki nam omogoča enostaven 
pregled nad globalnimi spremenljivkami, je hkrati tudi uporaben za modeliranje 
kontrolnih registrov. V nadaljnjih poglavjih bo opisan pristop k transkripciji programske 
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kode z velikim številom globalnih spremenljivk in pristop k simulaciji izvajanja 
prekinitvenih rutin v mikrokontrolerju. 
5.2.1 Modeliranje globalnih spremenljivk in kontrolnih registrov 
Programska koda v ASIC-u vsebuje veliko globalnih spremenljivk. Nekatere 
funkcije v te spremenljivke pišejo, druge te vrednosti samo berejo in jih uporabljajo za 
svoje interne izračune. Z uporabo globalnih spremenljivk se izognemo velikemu številu 
vhodnih parametrov v funkcije, saj je vrednost globalne spremenljivke, izračunane v neki 
funkciji, dostopna tudi vsem drugim funkcijam, ne da bi tem funkcijam spremenljivko 
podali kot vhodni parameter [20]. 
Sintaksa za uporabo globalnih spremenljivk v Matlab-u je nekoliko drugačna. 
Globalno spremenljivko lahko deklariramo v katerikoli funkciji, vendar moramo potem 
v vsaki drugi funkciji, v kateri želimo uporabiti njeno vrednost, spremenljivko ponovno 
deklarirati kot globalno, šele nato postane njena vrednost trenutni funkciji vidna. Če 
imamo več kot 100 globalnih spremenljivk, postane jasno, da tak pristop ni najbolj 
eleganten, saj bi tako imeli v vsaki funkciji veliko število vrstic kode samo zaradi 
deklaracije globalnih spremenljivk. Zamudno bi bilo tudi dodajanje novih globalnih 
spremenljivk, saj bi morali v vse funkcije, kjer bi se nove spremenljivke uporabljale, 
dodati tudi njihovo deklaracijo. 
Zato sem v Matlab skripti, ki pripravi vhodni signal in požene Simulink model, 
definiral vse globalne spremenljivke znotraj strukture. Vsaka globalna spremenljivka 
predstavlja eno polje znotraj te strukture. Tako lahko v funkcijah, ki se kličejo znotraj 
modela, kot globalno definiramo samo to strukturo. Poleg tega lahko nove spremenljivke 
v model dodamo enostavno z dodajanjem novih polj, pri tem pa ni potrebno popraviti 
deklaracije strukture v funkcijah. Pravzaprav se delo s strukturami v Simulink modelu 
izkaže kot zelo učinkovito, zato so vsi parametri, ki so uporabljeni znotraj modela, 
definirani s pomočjo različnih struktur, ki so ustvarjene preden se model zažene. 
Dve strukturi vsebujeta samo parametre za začetno nastavitev modela, kot so 
absolutna občutljivost senzorskega elementa, orientacija piezo elementa, temperatura 
motorja, amplituda in frekvenca nihanja motorske mase in drugi. Ti dve strukturi se ne 
kličeta v nobeni funkciji modela programske kode ASIC-a. Ko sta ustvarjeni v osnovnem 
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delovnem prostoru, se avtomatsko povežeta s Simulink modelom. Ostale strukture se 
kličejo tudi znotraj vsaj ene izmed funkcij modela programske kode, ki so implementirane 
v blokih z vgrajeno Matlab funkcijo. 
Osnovni delovni prostor znotraj posameznih funkcij ni več dostopen, saj ima vsaka 
funkcija svoj delovni prostor. Če želimo znotraj funkcije dostopati do neke strukture, 
imamo dve možnosti. Prva možnost je, da to strukturo podamo kot vhodni parameter 
funkciji. Še enostavnejša možnost pa je, da strukturo znotraj Simulink modela definiramo 
kot globalno, do te strukture pa lahko potem dostopamo iz vsake funkcije. 
Če želimo obstoječo strukturo iz osnovnega delovnega okolja definirati v Simulink 
modelu kot globalno, moramo najprej ustvariti tako imenovani objekt vodila. Objekt 
vodila opisuje arhitekturo vodila in ne vsebuje informacij o vrednosti signalov, ki jih 
vodilo prenaša. Opisuje število elementov v vodilu, vrstni red elementov, gnezdenje in 
podatkovni tip signalov, ki se prenašajo po vodilu, vendar ne opisuje vrednosti signalov 
[21]. Objekt vodila lahko ustvarimo ročno znotraj Simulink okolja z uporabo orodja Bus 
Editor. S pomočjo tega orodja lahko ustvarjamo in urejamo objekte vseh vodil, ki jih v 
modelu uporabljamo. Če imamo strukturo v Matlab delovnem okolju že ustvarjeno, pa je 
objekt vodila lažje ustvariti s pomočjo vgrajene funkcije Simulink.Bus.createObject, ki 
iz obstoječe strukture avtomatsko ustvari objekt vodila. Na sliki 5.1 je prikazan 
uporabniški vmesnik orodja Bus Editor. Na levi strani lahko vidimo vse objekte vseh 
aktivnih vodil v modelu, v srednjem delu pa lahko vidimo arhitekturo označenega vodila. 
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Slika 5.1: Orodje za ustvarjanje in urejanje objektov vodil Bus Editor 
Ko imamo definirane vse strukture in ustvarjene objekte vodil v osnovnem 
delovnem prostoru, moramo vse to povezati s Simulink modelom. To naredimo s 
pomočjo bloka za shranjevanje podatkov Data Store Memory. Le-ta rezervira del spomina 
za shranjevanje podatkov, do katerega imajo dostop nekateri gradniki Simulink modela. 
V rezerviran spomin lahko zapisujemo podatke preko bloka Data Store Write, iz njega pa 
lahko beremo s pomočjo bloka Data Store Read. Pišemo in beremo pa lahko tudi s 
pomočjo globalnih spremenljivk, ki so definirane znotraj funkcij v blokih z vgrajeno 
Matlab funkcijo [22]. 
Vsaki strukturi, ki smo ji v osnovnem delovnem prostoru ustvarili objekt vodila, v 
Simulink modelu ustvarimo svoj blok Data Store Memory. Ime spremenljivke, ki jo ta 
blok hrani, poimenujemo po strukturi iz delovnega prostora. Vsakemu bloku moramo 
nastaviti še začetno vrednost in podatkovni tip. Za začetno vrednost nastavimo kar samo 
strukturo, kot podatkovni tip pa moramo nastaviti pripadajoč objekt vodila. Strukture so 
tako definirane kot globalne, njihove vrednosti pa so dostopne v vseh funkcijah, kjer jih 
tudi definiramo kot globalne. Seveda lahko te funkcije vrednosti posameznih elementov 
struktur tudi spreminjajo. Na sliki 5.2 so prikazani Data Store Memory bloki, ki hranijo 
vrednosti struktur med potekom simulacije, in nastavitve za posamezen blok, kjer 
nastavimo začetno vrednost in podatkovni tip, kot je bilo to opisano zgoraj. 
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Slika 5.2: Simulink blok za shranjevanje podatkov Data Store Memory in njegove nastavitve 
Data Store Memory blok je primeren tudi za modeliranje kontrolnih registrov 
analognega in digitalnega modela ASIC-a. Nekatere vrednosti kontrolnih registrov se 
namreč v realnem sistemu med delovanjem spreminjajo. V modelu vrednost registra v 
funkciji definiramo kot globalno spremenljivko, ki jo povežemo z Data Store Memory 
blokom. Vrednost bloka pa nato preberemo z Data Store Read in prebrano vrednost 
uporabimo za krmiljenje določenega modula v analognem ali digitalnem delu. 
Modeliranje kontrolnih registrov z Data Store Memory blokom prikazuje slika 5.3. 
Primer, kako lahko iz bloka preberemo vrednost in jo uporabimo za nastavljanje ojačenja 
tlačnega signala v digitalnem modelu, je bil prikazan že na sliki 4.11, kjer se blok za 
branje ojačenja imenuje DSP_SetGain Read. Ta prebere ojačenje, ki je bilo izračunano in 
vpisano v blok Data Store Memory v funkciji za temperaturno kompenzacijo. Data Store 
Memory blok se v modelu uporablja še za modeliranje kontrolnih registrov tokovnega 
DA pretvornika, kontrolnih registrov digitalnih modulov v digitalni signalni poti in 
kontrolnih registrov v temperaturnem modulu. 
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Slika 5.3: Modeliranje kontrolnih registrov z Data Store Memory bloki 
5.2.2 Transkripcija funkcij v Simulink model 
Funkcije kompenzacijskega algoritma iz programske kode ASIC-a v Simulink 
model najlažje dodamo s pomočjo bloka z vgrajeno Matlab funkcijo. Potem gre samo še 
za transkripcijo posameznih funkcij iz programskega jezika C v skriptni jezik Matlab. 
Ko v Simulink model postavimo blok z vgrajeno Matlab funkcijo, se nam pri 
dvokliku nanj v Matlab okolju odpre definicija funkcije, v katero lahko dodamo 
transkripcijo ene izmed funkcij kompenzacijskega algoritma. Tako za vsako funkcijo 
kompenzacijskega algoritma, za katero je to potrebno, v model dodamo en blok z 
vgrajeno Matlab funkcijo. Izvorna koda teh funkcij ni shranjena v posameznih datotekah, 
tako kot običajne Matlab funkcije, ampak je del bloka in s tem Simulink modela. To 
pomeni, da te funkcije ne bi mogli klicati znotraj nobene druge funkcije v modelu. Za 
simulacijo programske kode ASIC-a to ni primerno, saj se funkcije v kompenzacijskem 
algoritmu kličejo tudi med sabo. Zato je bolje, da transkripcijo funkcij kompenzacijskega 
algoritma zapišemo v običajne datoteke, te funkcije pa nato iz bloka z vgrajeno Matlab 
funkcijo samo kličemo. Na sliki 5.4 je prikazan blok z vgrajeno Matlab funkcijo in koda, 
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ki jo ta blok vsebuje. Vidimo lahko, da v kodi tega bloka samo kličemo drugo funkcijo, 
ki je sicer shranjena v običajni Matlab datoteki. 
 
Slika 5.4: Simulink blok z vgrajeno Matlab funkcijo 
Če želimo v funkcijah dostopati do vrednosti globalnih struktur in spremenljivk, ki 
so definirane z Data Store Memory bloki, in te vrednosti tudi spreminjati, jih moramo 
povezati s posameznimi bloki z vgrajeno Matlab funkcijo. To storimo tako, da za vsak 
blok odpremo orodje za urejanje argumentov funkcije Ports and Data Manager. To orodje 
omogoča definiranje vhodnih in izhodnih spremenljivk za izbrano funkcijo, funkciji pa 
lahko omogočimo tudi dostop do nekega Data Store Memory bloka. Na sliki 5.5 je 
prikazan uporabniški vmesnik orodja Ports and Data Manager, kjer lahko na levi strani 
vidimo, da imamo za izbrano funkcijo DspExec definirana dva vhodna argumenta, 
dostopamo pa lahko do vrednosti kar devetih Data Store Memory blokov. Sedaj je 
potrebno spremenljivke oziroma strukture iz Data Store Memory blokov v katerikoli 
funkciji, ki se kliče znotraj bloka z vgrajeno Matlab funkcijo, definirati kot globalne. Tako 
lahko vrednosti teh struktur in spremenljivk preberemo, jih uporabimo za interne izračune 
v funkciji ter njihove vrednosti tudi spreminjamo. 
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Slika 5.5: Uporabniški vmesnik orodja Ports and Data Manager 
5.2.3 Simulacija prekinitev s Stateflow 
Ko imamo vse funkcije kompenzacijskega algoritma prepisane iz programskega 
jezika C v skriptni jezik Matlab in definirane vse globalne spremenljivke ter strukture, je 
potrebno zagotoviti še, da se bodo te funkcije klicale v pravilnem vrstnem redu in v 
pravilnih časovnih intervalih, tako kot se te funkcije kličejo med delovanjem ASIC-a. Pri 
tem si pomagamo z diagramom stanj, ki ga implementiramo v Simulink modelu znotraj 
okolja Stateflow. To je orodje, ki dopolnjuje programsko okolje Matlab in Simulink in 
omogoča modeliranje sistemov z diagrami stanj [23]. 
Diagram stanj nam omogoča simuliranje izvajanja funkcij algoritma v Simulink 
modelu. V Stateflow diagramu prehajamo med različnimi stanji, v nekaterih stanjih pa 
pošljemo ukaz za izvedbo določene funkcije kompenzacijskega algoritma. Tako 
simuliramo vrstni red in časovno periodo izvajanja funkcij. Diagram stanj, ki krmili 
model programske kode ASIC-a, je prikazan na sliki 5.6. Na najvišjem nivoju imamo dve 
vzporedni stanji. Obe stanji se izvršita vsakič, ko je poklican Stateflow. Prvo stanje 
ASIC_software skrbi za pravilno klicanje funkcij kompenzacijskega algoritma. Drugo 
stanje MemoryRead pa skrbi za shranjevanje rezultatov modela in nima vloge pri 
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simuliranju delovanja kompenzacijskega algoritma. Zato se bomo pri razlagi osredotočili 
le na prvo stanje. 
 
Slika 5.6: Diagram stanj v Stateflow 
Diagram stanj se izvaja s frekvenco 100 kHz. Ob vsakem izvajanju diagrama se 
izvede tudi stanje ASIC_software. Znotraj tega stanja ob prvem izvajanju vstopimo 
najprej v stanje SystemInit, ki sproži klic istoimenske funkcije. Funkcija SystemInit 
nastavi vrednosti kontrolnih registrov analognega in digitalnega dela. Ker za prehod v 
naslednje stanje ni nobenega pogoja, ob naslednjem izvajanju diagrama vstopimo v stanje 
Init, ob vstopu v to stanje pa se proži klic funkcije Init. Ta funkcija nastavi začetne 
vrednosti globalnih spremenljivk. Pri naslednjem izvajanju diagrama pa je iz stanja Init 
možen prehod v tri stanja. Prvo stanje je stanje prekinitve DspExec. V to stanje vstopimo, 
če je decimator že preštel zadostno število vzorcev in je dal signal za prekinitev. Drugo 
stanje je stanje glavne zanke Exec, v katero vstopimo, če je decimator dal signal, da so se 
je prekinitvena rutina že izvedla in se lahko sedaj izvedejo funkcije v glavni zanki. Tretje 
stanje je prazno stanje Wait, v katerem samo preverjamo, če je bil poslan katerikoli izmed 
signalov za prehod v stanji DspExec ali Exec. Ko iz stanja Init enkrat prestopimo v stanje 
Wait, do konca simulacije prestopamo samo med stanji DspExec, Wait in Exec glede na 
vrednosti signalov DEC_INTERRUPT in EXEC_EXECUTION, pri tem pa se ciklično 
vršijo funkcije prekinitvene rutine ter funkcije v glavni zanki. S prehajanjem med pravimi 
stanji kontroliramo izvajanje tako funkcij prekinitvene rutine kot tudi funkcij glavne 
zanke ter tako simuliramo delovanje programa v ASIC-u. 
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Na sliki 5.7 je prikazan še celoten model programske kode ASIC-a. Na vrhu je blok 
diagrama stanj z dvema vhodnima signaloma, ki prideta iz modela decimatorja in sprožita 
prehod med stanji Wait, DspExec in Exec, ter petimi izhodnimi signali, ki sprožijo 
izvajanje posameznih funkcij. Ti signali pravzaprav krmilijo funkcijsko prožen podsistem 
in so takoj po izstopu iz diagrama stanj združeni v eno vodilo, ki gre do vseh podsistemov, 
pred vsakim podsistemom pa iz vodila izluščimo pravi signal ter ga priključimo na vhod 
za proženje podsistema. 
V posameznih podsistemih se nahajajo bloki z vgrajeno Matlab funkcijo, ki se 
izvrši, ko je s krmilnim signalom prožen ustrezen podsistem. Glede na predstavljen 
diagram stanj lahko vidimo, da se bo v modelu najprej prožil podsistem z vgrajeno 
funkcijo SystemInit, nato podsistem s funkcijo Init, potem pa se bosta izmenično prožila 
podsistema DspExec in Exec. Prvi se bo prožil, ko bo decimator preštel ustrezno število 
vzorcev v digitalnem delu, podsistem Exec pa se bo prožil takoj, ko se izvrši DspExec. V 
simulaciji se bo to vršilo s frekvenco 3125 Hz. Tako na nek način simuliramo, da imajo 
funkcije prekinitvene rutine prednost pred funkcijami v glavni neskončni zanki. V ASIC-
u to ne poteka točno tako, saj se prekinitev vrine med izvajanjem glavne zanke in lahko 
prekine funkcijo v glavni zanki, še preden se ta izvrši do konca. V modelu tega ne moremo 
popolnoma simulirati, saj se funkcija v podsistemu ob klicu izvrši v celoti in ji 
prekinitvene rutine ne moremo vriniti med izvajanjem. Na koncu se vseeno izkaže, da je 
ta razlika med realnim sistemom in modelom minimalna ter lahko z diagramom stanj zelo 
dobro simuliramo izvajanje funkcij v ASIC-u. 
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Slika 5.7: Model programske kode ASIC-a 
5.3 Kompenzacijski algoritem 
V poglavju 4.7 so bili opisani neželeni pojavi realnega senzorja in tiskanega vezja 
ter načini, kako jih modeliramo. Omenjeno je bilo tudi, da je te pojave potrebno 
kompenzirati, saj le tako lahko zagotovimo pravilen izhodni signal. 
Kompenzacijski algoritem je po funkcionalnosti razdeljen na tri dele. En del je 
zadolžen za kompenzacijo pojavov, ki povzročijo premik ničelnega nivoja signala, drugi 
del je zadolžen za kompenzacijo napačnega ojačenja tlačnega signala, tretji del pa je 
zadolžen za kompenzacijo popačenja zaradi podnihaja. Algoritem za kompenzacijo 
podnihaja je precej kompleksen, razlaga delovanja pa presega okvire te naloge. 
Kompenzacijo podnihaja sem vseeno vključil v model, ujemanje s kompenzacijo realnega 
senzorja pa bo predstavljeno pri končnih rezultatih. 
5.3.1 Kompenzacija ničelnega nivoja 
V poglavju 4.7 sta bila opisana dva neželena pojava, ki lahko spreminjata ničelni 
nivo tlačnega signala. Prvi je piroelektričnost piezo elementa, drugi pojav pa so razni 
parazitni tokovi na tiskanem vezju. Oba pojava direktno vplivata na naboj na 
kondenzatorju nabojnega ojačevalnika in s tem tudi na njegovo napetost. 
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Kot primer si oglejmo odziv senzorja, ko ni tlačnega vzbujanja. V tem primeru na 
izhodu senzorja pričakujemo konstantno napetost 0,5 V, ki jo motorni računalnik 
interpretira kot tlak 0 bar. Če se sedaj zaradi piroelektričnega efekta ali parazitnih tokov 
spremeni naboj na kondenzatorju, se s tem spremeni izhodna napetost nabojnega 
ojačevalnika, spremeni se tudi digitalna vrednost tlačnega signala, na izhodu senzorja pa 
potem dobimo neko drugo napetost in ne 0,5 V, čeprav ni bilo prisotnega nobenega 
tlačnega vzbujanja. Ta pojav odpravimo s povratno regulacijsko zanko. 
Blokovna shema regulacijske zanke je prikazana na sliki 5.8. Naboj iz senzorskega 
elementa se na nabojnem ojačevalniku pretvori v napetost, ta gre nato čez preostali del 
analognega vezja in se pretvori v digitalni signal. Vzorci digitalnega signala so 
uporabljeni kot vhodni signal za kompenzacijski algoritem, v katerem je implementiran 
tudi regulator, ki skrbi za kompenzacijo sprememb ničelnega nivoja. Regulator krmili 
tokovni DA pretvornik, ki na kondenzator nabojnega ojačevalnika dodaja naboj in tako 
vpliva na njegovo izhodno napetost, celotna zanka pa zagotavlja stabilen ničelni nivo 
izhodnega signala senzorja. 
 
Slika 5.8: Blokovna shema regulacijske zanke 
Za kompenzacijo lezenja ničelnega nivoja je v programski kodi ASIC-a 
implementiran PI regulator. Regulator deluje tako, da primerja referenčno vrednost z 
izhodom sistema, regulacijski algoritem pa glede na njuno razliko izračuna ustrezen 
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signal, ki sistem krmili tako, da se njegov izhod poskuša ustaliti na referenčni vrednosti 
[24]. 
V ASIC-u je vrednost, ki jo želimo regulirati, digitalna vrednost tlačnega signala 
pred decimatorjem. Če je namreč ničelni nivo digitalnega signala stabilen, bo stabilen 
tudi ničelni nivo izhodnega napetostnega signala. 
Seveda si na tlačni signal z regulacijo v povratni zanki ne želimo vplivati ves čas. 
Vemo namreč, da med tlačnimi pulzi vrednost tlačnih vzorcev v kompenzacijskem 
algoritmu ne bo enaka 0 in takrat z regulatorjem ne želimo vplivati na tlačni signal z 
namenom, da bi ga spravili na referenčno vrednost. Zato je potrebno delovanje 
regulacijskega algoritma med samimi tlačnimi pulzi izklopiti, saj se le tako izognemo 
prevelikemu popačenju tlačnega signala. Za izklapljanje regulatorja med pulzi je 
potrebno tlačne pulze tudi pravilno zaznati. Detekcija tlačnih pulzov v programski kodi 
deluje na osnovi odvoda tlačnega signala. Ko odvod tlačnega signala preseže neko mejo, 
vemo, da se je začel tlačni pulz. Enako zaznamo tudi konec tlačnega pulza, ki nam pove, 
da lahko regulator ponovno začne delovati. Da se izognemo drsenju ničelnega nivoja 
signala med samim pulzom, tokovni vir med pulzom še vedno krmilimo s povprečno 
vrednostjo izhoda regulatorja do trenutka, ko je bil ta izklopljen. 
Na sliki 5.9 sta prikazana dva tlačna signala. Na zgornjem lahko vidimo, kako 
neželeni pojavi vplivajo na spremembo ničelnega nivoja. Z regulacijskim algoritmom in 
povratno zanko pa lahko spremembo ničelnega nivoja kompenziramo. Spodnji tlačni 
signal prikazuje signal po kompenzaciji. Ker regulator deluje samo na ravnem delu 
tlačnega signala, samega pulza ne popačimo. Na sliki 5.10 pa je prikazano še, kaj bi se 
zgodilo, če regulatorja med tlačnimi pulzi ne bi ustavili. 
 
Slika 5.9: Vpliv neželenih pojavov na ničelni nivo tlačnega signala 
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Slika 5.10: Vpliv regulatorja na tlačni signal 
5.3.2 Kompenzacija absolutne občutljivosti 
Kot je že bilo omenjeno, se absolutna občutljivost piezo elementa lahko spreminja. 
Različna je med posameznimi vzorci, pri istem vzorcu pa se spreminja tudi s temperaturo. 
Različna absolutna občutljivost ima za posledico različno ojačenje izhodnega signala pri 
istem tlačnem vzbujanju. V praksi to pomeni, da če senzorski element vzbujamo s tlakom 
100 bar, nam bo pri eni temperaturi senzor vrnil podatek, da ga vzbujamo s tlakom 95 
bar, pri drugi temperaturi pa bo vrnil podatek, da ga vzbujamo s tlakom 105 bar. 
Celotna kompenzacija občutljivosti se dogaja znotraj ene funkcije, ki se izvaja 
znotraj glavne zanke v programski kodi. Temperatura piezo elementa se namreč med 
delovanjem motorja spreminja relativno počasi v primerjavi s hitrostjo delovanja 
programa, s tem pa se počasi spreminja tudi absolutna občutljivost. Zato kompenzacija 
tega pojava ni časovno kritična, izvajanje kompenzacijske funkcije v glavni zanki pa je 
dovolj hitro kljub prekinitvam. 
Funkcija za kompenzacijo absolutne občutljivosti izračuna faktor, s katerim 
moramo množiti digitalni tlačni signal, da dobimo pravilno ojačenje izhodnega signala. 
Ta faktor se nato vpiše v register, ki ga potem bere modul za spreminjanje ojačenja, opisan 
v poglavju 4.3.2. Izračuna se tudi korekcija ničelnega nivoja, ta se nato vpiše v kontrolni 
register, ki popravi ničelni nivo digitalnega signala. 
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Končni korekcijski faktor je produkt štirih faktorjev, od katerih vsak kompenzira 
spremembo občutljivosti zaradi enega neželenega pojava. Prvi faktor kompenzira razliko 
občutljivosti med posameznimi piezo elementi. Drugi faktor kompenzira razlike med 
ASIC-i. Tretji faktor kompenzira razliko zaradi temperature okolice in se računa v 
realnem času na podlagi meritev NTC senzorja. Četrti faktor pa kompenzira razliko v 
temperaturi piezo elementa. 
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6 Uporabnost modela in natančnost rezultatov 
Na koncu si za zgrajen Simulink model želimo, da bi nam ta vračal čimbolj 
natančne rezultate v nekem doglednem času. Če model izpolni ta pogoj, lahko njegove 
rezultate uporabljamo za analizo kompenzacijskega algoritma, iskanje pomanjkljivosti in 
odpravljanje napak. 
Najbolj smiselno je seveda najprej preveriti, ali odpravljanje lezenja ničelnega 
nivoja deluje pravilno. S tem preverimo delovanje modela tokovnega DA pretvornika in 
pravilnost tega dela kompenzacijskega algoritma vključno z delovanjem PI regulatorja. 
Na sliki 6.1 je prikazana primerjava izhodnega signala realnega senzorja in rezultat 
simulacije, pri tem pa smo za vhodni signal v simulacijo vzeli meritev referenčnega 
senzorja, ki smo ji prišteli neko linearno funkcijo. S tem modeliramo vpliv 
piroelektričnosti. Vidimo, da se signala precej ujemata kljub temu, da vhodni signal v 
algoritem v obeh primerih ni bil popolnoma enak. Pri realnem senzorju v resnici nikoli 
ne vemo, koliko naboja je oddal piezo zaradi piroelektričnosti, saj povratna regulacijska 
zanka to takoj kompenzira. Največja razlika se pojavi samo takoj na začetku, saj je signal 
realnega senzorja posnet v stabilni točki, v modelu pa je regulator potreboval nekaj časa 
za stabilizacijo na pravilen nivo. Začetno odstopanje obeh signalov tako ni nič 
nepričakovanega. Kljub temu rezultat simulacije kaže, da je model iz vidika 
kompenzacije lezenja ničelnega nivoja dovolj natančen. 
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Slika 6.1: Kompenzacija lezenja ničelnega nivoja v modelu 
Potrebno je preveriti tudi, ali kompenzacija podnihaja v modelu deluje pravilno. To 
lahko preverimo tako, da naredimo meritev na realnem senzorju, ki ima izklopljeno 
kompenzacijo podnihaja. Nato meritev na istem senzorju z enakim vzbujanjem 
ponovimo, vendar tokrat z vklopljeno kompenzacijo podnihaja. Zajet signal iz prve 
meritve nato uporabimo kot vhodni signal za model, v katerem imamo tudi vklopljeno 
kompenzacijo podnihaja. Nato primerjamo rezultat druge meritve na senzorju in rezultat 
modela. Primerjava teh dveh rezultatov je prikazana na sliki 6.2. Moder signal je vhodni 
signal v model, na katerem izvajamo kompenzacijo podnihaja. Rdeč signal je rezultat 
modela, rumen signal pa je izhodni signal realnega senzorja z vklopljeno kompenzacijo. 
Vidimo lahko, da se rezultata skoraj popolnoma prekrivata; razen malenkostnih razlik 
zaradi šuma praktično ni nobene razlike. To pomeni, da tudi algoritem za kompenzacijo 
podnihaja v modelu daje zelo natančne in verodostojne rezultate. 
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Slika 6.2: Primerjava kompenzacije podnihaja v realnem senzorju in v modelu 
Uporabnost modela se je pravzaprav pokazala takoj po tem, ko je bil zgrajen. Pred 
tem so se namreč na meritvah za kalibracijo senzorja nekateri vzorci začeli čudno 
obnašati. Potek izhodnega signala senzorja ni bil v skladu s pričakovanji. Iskanje vzroka 
s pomočjo sistemov za odpravljanje napak na realnem senzorju je bilo praktično 
nemogoče, saj se je napaka pojavljala povsem naključno in ni bila odvisna od vzorca. 
Primer te napake je prikazan na sliki 6.3. Prikazan je začetek meritve na kalibracijski 
napravi. Moder signal je izhod referenčnega senzorja, rdeč signal pa je izhod našega 
senzorja. Na sliki je označeno, kje senzor dobi napajanje, rdeč signal pa je relevanten od 
označenega mesta naprej. Pri prvem tlačnem pulzu vidimo, da je izhodni signal našega 
senzorja popačen in pulza ni zaznal pravilno. Tudi naprej vidimo, da rdeč signal ne sledi 
modremu kar pomeni, da senzor še vedno ne kaže pravilno. 
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Slika 6.3: Meritev z napako na kalibracijski napravi 
Da bi odkrili vzrok za takšno obnašanje, sem za vhod v model uporabil signal 
referenčnega senzorja. Nato sem ta signal počasi fazno zamikal in za vsak zamik ponovno 
pognal simulacijo, dokler mi tega pojava ni uspelo replicirati v modelu. Ko mi je to 
uspelo, sem si ogledal časovni potek internih spremenljivk v kompenzacijskem algoritmu, 
ki so pripeljale do tega popačenja. Reprodukcija popačenja v modelu in analiza poteka 
internih spremenljivk je prikazana na sliki 6.4. Vidimo lahko, da je popačenje prvega 
pulza, ki se naključno pojavlja pri meritvah na kalibracijski napravi, skoraj popolnoma 
identično popačenju, ki smo ga dobili z modelom, kar pomeni, da je vzrok, ki je pripeljal 
do popačenja v modelu, najverjetneje tudi vzrok, ki pripelje do popačenja pri meritvah na 
realnem vzorcu. Tako se torej predvsem v primerih, kjer je napaka v kompenzacijskem 
algoritmu neponovljiva, analiza delovanja algoritma s pomočjo simulacije izkaže kot zelo 
dober pristop k reševanju problema. 
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7 Prenosna funkcija in poenostavljen model 
Kot je že bilo omenjeno, je za odpravljanje lezenja ničelnega nivoja v programski 
kodi implementiran PI regulator. Za optimalno regulacijo je potrebno pravilno nastaviti 
parametre regulatorja. Za PI regulator sta to ojačenje proporcionalnega člena in ojačenje 
integrirnega člena. Oba parametra sta bila za regulatorja v ASIC-u določena empirično s 
poskušanjem in opazovanjem odziva izhodnega signala, pri tem pa so bile upoštevane še 
frekvenčne omejitve, ki jih je postavil kupec. Če pa imamo na voljo model procesa, v 
našem primeru model ASIC-a, je izbira metod za optimalno nastavitev parametrov 
regulatorja veliko večja [24]. 
Na sliki 7.1 je predstavljena tipična blokovna shema reguliranega procesa. Imamo 
proces, katerega izhodno veličino želimo regulirati. Pred proces postavimo regulator, ki 
glede na razliko med referenčno in regulirano veličino sproti računa signal za reguliranje 
procesa z namenom, da se ta razlika izniči. 
 
Slika 7.1: Blokovna shema reguliranega procesa 
Oglejmo si, kako lahko splošno shemo prenesemo na primer regulacije ničelnega 
nivoja tlačnega signala v ASIC-u. Regulirana veličina je vrednost digitalnega tlačnega 
signala v kompenzacijskem algoritmu. Odštevanje regulirane od referenčne veličine je 
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implementirano v kodi kompenzacijskega algoritma. PI regulator, ki je prav tako 
implementiran v kompenzacijskem algoritmu, glede na razliko referenčne in regulirane 
veličine računa regulirni signal, s katerim krmili tokovni DA pretvornik. Proces v tem 
primeru sestavljajo tokovni DA pretvornik, nabojni ojačevalnik, analogni del vezja za 
nabojnim ojačevalnikom, AD pretvornik, digitalni del vezja do decimatorja, decimator 
ter odštevanje konstantne vrednosti v programski kodi. 
Ker je digitalna vrednost tlačnega signala v kompenzacijskem algoritmu za neko 
konstanto zmanjšana vrednost tlačnega signala pred decimatorjem, z reguliranjem 
tlačnega signala v algoritmu reguliramo tudi digitalni tlačni signal pred decimatorjem in 
s tem tudi ničelni nivo izhodnega napetostnega signala. Razlika je le v tem, da je ničelni 
nivo digitalnega signala za decimatorjem za neko konstanto višji kot ničelni nivo 
digitalnega signala v algoritmu. 
Naboj, ki ga senzorski del generira zaradi vzbujanja s tlačnimi pulzi, pa pravzaprav 
predstavlja motnjo za regulator. Shema regulacije v ASIC-u je prikazana na sliki 7.2. 
Sedaj je potrebno najprej določiti poenostavljen model procesa. Vanj je potrebno vključiti 
vse elemente, ki so zaobjeti v bloku procesa na spodnji shemi in jih opisati z eno prenosno 
funkcijo. 
 
Slika 7.2: Shema regulacije ničelnega nivoja tlačnega signala 
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7.1 Določanje prenosne funkcije 
Prenosno funkcijo procesa v ASIC-u bi bilo analitično precej zapleteno poiskati, saj 
bi morali najprej določiti prenosno funkcijo vsakega modula, ki je vključen v proces. 
Lahko pa si pomagamo z obstoječim modelom ASIC-a, za katerega smo že potrdili, da je 
dovolj natančen in daje verodostojne rezultate, ter s tem postopek zelo poenostavimo. 
Vhod procesa obstoječega modela, torej vhod tokovnega DA pretvornika, v 
simulaciji vzbudimo s stopničastim signalom in opazujemo potek regulirane veličine. 
Na sliki 7.3 zgoraj je prikazan stopničast signal, ki ga pošljemo na vhod tokovnega 
DA pretvornika, spodaj pa je prikazan odziv digitalne vrednosti reguliranega signala v 
programski kodi. V tem primeru smo proces vzbujali z negativno stopnico. Ta povzroči 
pozitivno naraščanje izhodne napetosti nabojnega ojačevalnika in s tem tudi pozitivno 
naraščanje digitalne kode. Seveda bi lahko proces vzbujali tudi s pozitivno stopnico, 
sprememba napetosti pa bi bila v tem primeru negativna. Iz stališča določanja prenosne 
funkcije med obema pristopoma ni nobene razlike. 
Na sliki 7.3 spodaj prevladuje tipičen odziv integratorja z operacijskim 
ojačevalnikom, saj negativna stopnica na vhodu tokovnega DA pretvornika pomeni, da 
tok s kondenzatorja odteka, kar pomeni, da se napetost na izhodu operacijskega 
ojačevalnika povečuje, s tem pa narašča tudi vrednost digitalne kode. Ta podatek nam bo 
zelo koristil pri določanju prenosne funkcije z Matlab-om. Tu je potrebno še omeniti, da 
bi v realnem ASIC-u napetost izhoda operacijskega ojačevalnika nehala naraščati, ko bi 
ta prišel v nasičenje. Ker model vsebuje idealen operacijski ojačevalnik, se v simulaciji 
to ne zgodi. Vseeno pa v modelu dosežemo nasičenje AD pretvornika. Namreč, ko ta 
doseže maksimalno vrednost, digitalna koda ne narašča več, kljub temu, da se napetost 
na vhodu AD pretvornika še vedno viša. Na spodnjem grafu nasičenja še ne dosežemo, 
saj simulacija ni trajala dovolj časa, pri določanju prenosne funkcije pa bi morali 
nasičenje tako ali tako odrezati. 
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Slika 7.3: Negativna stopnica v tokovni DA pretvornik in odziv reguliranega signala v programski kodi 
Ko imamo posnet vhodni in izhodni signal, si lahko za določitev prenosne funkcije 
pomagamo z Matlab aplikacijo za določanje sistemov System Identification. To orodje 
omogoča iskanje matematičnih modelov dinamičnih sistemov na podlagi merjenih 
vhodnih in izhodnih signalov [25]. V to orodje uvozimo negativno stopnico kot vhodni 
signal in vrednost digitalne kode reguliranega signala kot izhodni signal. Nastaviti 
moramo še parametre za iskanje prenosne funkcije. Orodju določimo, naj išče diskretno 
prenosno funkcijo z enim polom. Diskretno zato, ker sta tako vhodni kot tudi izhodni 
signal diskretna, čeprav je analogni del vezja, ki je del procesa, časovno zvezen. Videli 
bomo, da s takšno poenostavitvijo ne naredimo vidne napake, končna prenosna funkcija 
pa zelo dobro opiše proces. En pol nastavimo zato, ker lahko na prvi pogled vidimo samo 
odziv integratorja. Po kratkem razmisleku lahko sklepamo, da ostali moduli v procesu na 
izhodni signal vplivajo samo s statičnim ojačenjem in z neko zakasnitvijo signala, ki pa 
je v primerjavi z vzorčevalno frekvenco kompenzacijskega algoritma dovolj kratka, da jo 
lahko zanemarimo. Orodje na koncu avtomatsko oceni, kako dobro se izhodni signal 
prenosne funkcije prilega izmerjenemu izhodnemu signalu; tako lahko hitro ugotovimo, 
ali je bil razmislek pravilen. 
Orodje na podlagi vhodnega in izhodnega signala določi prenosno funkcijo procesa 
ter izračuna 99,85 % ujemanje z izmerjenim izhodnim signalom. Ujemanje obeh signalov 
je prikazano na sliki 7.4. Na tej sliki spodaj lahko tudi vidimo, da pride izhodni signal 
Prenosna funkcija in poenostavljen model 81 
 
procesa v modelu do nasičenja, medtem ko prenosna funkcija nasičenja ne vsebuje in 
signal narašča naprej. Ta prenosna funkcija seveda ne upošteva zakasnitev analognega in 
digitalnega vezja v procesu, vendar smo že prej omenili, da so te dovolj kratke in jih zato 
lahko zanemarimo. Prenosno funkcijo procesa opisuje enačba (8). 
𝐻𝑃𝑟𝑜𝑐𝑒𝑠(𝑧)  =  
−0,0004916
1 −  𝑧−1
 (8) 
 
Slika 7.4: Primerjava izhodnega signala prenosne funkcije in modela 
7.2 Testiranje poenostavljenega modela 
Dobljeno prenosno funkcijo je smiselno testirati tudi v regulacijski zanki. Tako 
lahko preverimo, ali tudi regulacijska zanka s prenosno funkcijo deluje enako kot 
regulacijska zanka v kompleksnem modelu. 
Če sledimo blokovni shemi na sliki 7.1, je potrebno pred prenosno funkcijo procesa 
vključiti še prenosno funkcijo regulatorja in narediti povratno zanko. Pri določanju 
prenosne funkcije regulatorja moramo upoštevati, da je ta diskreten, posameznim členom 
pa moramo nastaviti enaka ojačenja kot v ASIC-ovi programski kodi in v modelu. 
Določimo jo tako, da najprej določimo prenosno funkcijo vsakega člena ter ju nato 
seštejemo, saj sta P in I člen regulatorja vezana vzporedno. Prenosna funkcija 
proporcionalnega člena je enaka ojačenju tega člena, ki ga navadno označimo s KP. 
Prenosno funkcijo integrirnega člena pa zapišemo izrazom (9). Skupna prenosna funkcija 
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PI regulatorja je torej vsota obeh. Pri določanju prenosne funkcije regulatorja pa moramo 
upoštevati še negativen predznak prenosne funkcije procesa. Pri negativni stopnici 
namreč izhod procesa začne naraščati in pri pozitivni stopnici upadati. Če želimo, da bo 
PI regulator izhodni signal procesa popravljal v pravo smer, moramo prenosni funkciji 
regulatorja dodati negativen predznak. Končno prenosno funkcijo regulatorja opisuje 
enačba (10). 








Prenosno funkcijo PI regulatorja množimo s prenosno funkcijo procesa, da dobimo 
odprtozančno prenosno funkcijo, ki jo opisuje enačba (11). 
𝐻𝑂𝐿(𝑧) =  − (𝐾𝑃 +  
𝐾𝐼
1 − 𝑧−1
)  ∙ (
−0,0004916
1 −  𝑧−1
) (11) 
Odprtozančno prenosno funkcijo nato sklenemo v zaprtozančno prenosno funkcijo. 
Če upoštevamo še ojačenji regulatorja in sicer za KP 12 in za KI 2/128, kot sta nastavljeni 
v programski kodi ASIC-a, dobimo zaprtozančno prenosno funkcijo opisano z 
enačbo (12). 
𝐻𝐶𝐿(𝑧) =  
0,005907 − 0,0059 ∙  𝑧−1
1,006 − 2,006 ∙  𝑧−1 +  𝑧−2
 (12) 
Za testiranje prenosne funkcije sem pripravil vhodni signal, ki je stopnica iz 0 na 
14000. Ta signal sem uporabil kot vhod v kompleksen Simulink model in v zaprtozančno 
prenosno funkcijo. Primerjava rezultatov je predstavljena na sliki 7.5. Z modro barvo je 
označeno stopničasto vzbujanje. Z rdečo je prikazan odziv regulacijske zanke v 
kompleksnem modelu. Popačenje na začetku se zgodi zaradi začetne stabilizacije 
regulatorja in nima vpliva na testiranje vzbujanja s stopnico. Z rumeno pa je prikazan 
odziv zaprtozančne prenosne funkcije. Vidimo lahko, da se oba odziva zelo dobro 
ujemata. 
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Slika 7.5: Odziv regulacijske zanke kompleksnega modela in modela s prenosno funkcijo 
Prenosno funkcijo procesa sem preizkusil še s tlačnim vzbujanjem. Naboj, ki ga 
oddaja piezo element, predstavlja motnje za regulacijsko zanko. Če želimo motnje 
vključiti v model s prenosno funkcijo, moramo določiti, kako te motnje vplivajo na 
digitalno vrednost tlačnega signala v programski kodi. Z drugimi besedami, poiskati 
moramo prenosno funkcijo motenj. 
Prenosna funkcija motenj je zelo enostavna in je v resnici samo pretvorni faktor 
med tlačnim vzbujanjem in digitalno vrednostjo tlačnega signala v programski kodi. Tlak 
je namreč proporcionalen naboju, ta je proporcionalen napetosti na izhodu nabojnega 
ojačevalnika, ta pa je proporcionalna digitalni vrednosti tlačnega signala v programski 
kodi. 
Sedaj lahko zgradimo Simulink model, v katerega vključimo vse prenosne funkcije. 
Model je predstavljen na sliki 7.6. Za testiranje in primerjanje rezultatov kompleksnega 
modela in modela s prenosnimi funkcijami sem uporabil enak referenčni signal, kot je bil 
uporabljen pri sliki 7.5, dodal pa sem še signal motorskih pulzov. Primerjava rezultatov 
obeh modelov je prikazana na sliki 7.7, kjer je moder signal izhod kompleksnega modela 
in rdeč signal izhod prenosne funkcije. Vidimo lahko, da se modela ponovno zelo dobro 
ujemata. Majhna razlika je v amplitudi signala, saj so bile pri kompleksnem modelu 
vklopljene tudi druge kompenzacije, ki so spremenile osnovno ojačenje signala. Če bi 
signal pogledali še od bližje, bi videli, da je razlika tudi v manjši fazni zakasnitvi. Signal 
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modela s prenosnimi funkcijami nekoliko prehiteva drugi signal. To je logično, saj v 
prenosne funkcije nismo vključili nobenih zakasnitev. Vseeno je končni rezultat za tako 
poenostavljen model dober. 
 
Slika 7.6: Model regulacijske zanke v Simulink-u 
 
Slika 7.7: Odziv kompleksnega modela in modela s prenosno funkcijo na tlačno vzbujanje 
Prenosna funkcija ASIC-a in poenostavljen Simulink model nam lahko zelo 
koristita pri analiziranju regulatorja in določanju njegovih parametrov. Določimo lahko 
na primer njegovo frekvenčno mejo ali pa vpliv na frekvenčni spekter motenj. Slednje 
nas še posebej zanima, da razumemo, kako nam regulator v ASIC-u popači tlačni signal. 
Prenosna funkcija in poenostavljen model 85 
 
S poznavanjem prenosne funkcije imamo tudi več možnosti nastavljanja parametrov 
regulatorja; ti so bili do sedaj namreč določeni empirično. Hitro bi lahko analizirali tudi, 
kako bi se spremenil odziv, če bi v regulator dodali še D člen. 
Poenostavljen model je uporaben predvsem za hitro analizo lastnosti regulacijske 
zanke, vendar ne more nadomestiti kompleksnega modela. Manjka mu namreč celotna 
temperaturna kompenzacija in kompenzacija podnihaja, poleg tega pa regulacije med 
pulzi ne izklaplja, saj nima vgrajene detekcije pulzov, kar signal popači bolj, kot je ta 
popačen v realnem senzorju ali v kompleksnem modelu. Njegova velika prednost pa je 
neprimerljivo krajši simulacijski čas v primerjavi s kompleksnim modelom. Če se torej 
zavedamo, da lahko poenostavljen model uporabimo samo za določene namene, se tudi 





V razvojno ekipo dinamičnega merilnika tlaka sem bil vključen šele proti koncu 
razvoja izdelka, ko so že bili izdelani številni delujoči prototipni vzorci za namene raznih 
testiranj. Moja naloga je bila spoznati delovanje namenskega integriranega vezja in se 
vključiti v razvoj programske kode senzorja s poudarkom na optimizaciji 
kompenzacijskega algoritma. Razvoj visokonivojskega modela izdelka je zelo 
pripomogel k temu, da sem to področje hitro osvojil. S postopnim grajenjem modela sem 
sproti spoznaval delovanje posameznih sklopov ter njihov vpliv na tlačni signal. 
Osnovne pristope modeliranja v programskem okolju Matlab in Simulink sem 
spoznal že tekom študija, kar mi je bilo v precejšno pomoč, svoje znanje pa sem med 
razvijanjem modela še dodatno nadgradil. Izziv mi je predstavljalo predvsem modeliranje 
izvajanja programske kode ter povezava z modelom mehanskega in elektronskega dela 
senzorja. Pri modeliranju sem si pomagal tudi z zelo obširno podporo uporabnikom, ki je 
pospremljena s številnimi uporabnimi primeri. 
Uporabnost modela se je hitro pokazala, ko smo na podlagi rezultatov simulacij 
uspeli odkriti in odpraviti mnogo pomanjkljivosti kompenzacijskega algoritma, ki bi jih 
bilo sicer zelo težko zaznati z ostalimi metodami za odpravljanje napak. 
Ker se je model že izkazal kot dovolj natančen in dobro služi svojemu namenu, ni 
velike potrebe po dodatnem nadgrajevanju posameznih modulov z željo po doseganju še 
bolj realnih rezultatov. Pri nadaljnjem razvoju modela se bom tako bolj osredotočil na 
pohitritev modela in čim boljši grafični prikaz rezultatov. 
Namensko integrirano vezje je v prihodnosti že predvideno tudi za uporabo v 
nekaterih drugih izdelkih. Z nekaj popravki lahko model hitro prilagodimo za te izdelke, 
kar nam omogoča učinkovito razvijanje predvsem elektronskega dela in 
kompenzacijskega algoritma že v začetnih fazah razvoja. Z razvojem modela sem se 
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veliko naučil o izzivih, s katerimi se srečamo pri razvoju piezoelektričnega tlačnega 
senzorja. To znanje bom v kombinaciji z modelom v prihodnosti koristno uporabil za 
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