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Abstrakt 
Tato bakalářská práce se zabývá problematikou interaktivní vizualizace XML a problematikou práce 
s nativní XML databází. Je zde popsána technologie XML včetně způsobů jejího zpracování, nativní 
XML databáze, metody vizualizace XML dat, popis implementace programu XML Spark xDB a také 
testy podpory dotazovacího jazyka XPath v tomto programu. Poslední část obsahuje shrnutí práce 
a návrhy na možná vylepšení. 
 
 
 
 
Abstract 
This bachelor thesis deals with the interactive visualization of XML and issues of working with native 
XML databases. It describes XML technologies, including its modes of processing, information about 
native XML databases, XML data visualization methods, description of XML Spark xDB 
implementation and testing XPath query support of this program. The last section contains a summary 
of the work and suggestions of possible improvements. 
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1 Úvod 
Uchování a zpracování dat je jednoznačně velice důležité téma v oblasti IT. Ovšem neovlivňuje 
pouze tuto oblast, ale veškeré oblasti lidské činnosti. Dnes už bereme za samozřejmost užívání 
nejrůznějších informačních systémů, elektronické komunikace, elektronického bankovnictví, 
nakupování přes internet, internetových médií a mnoha dalších systémů a technologií. Všechny tyto 
technologie mají společné to, že nám poskytují nebo zpracovávají námi zadané informace. 
 Data je často potřeba nějakým způsobem upravovat a uchovávat. Proto vzniká spousta 
softwaru, který dokáže tyto operace provádět. Jeden takový produkt je cílem této bakalářské práce. 
Měl by umět zobrazovat data, v našem případě formátu XML, ve formě srozumitelné a přehledné 
běžnému uživateli. Dále tato data uchovávat, v našem případě v nativní XML databázi, a umožnit 
v nich efektivně vyhledávat. 
 Bakalářská práce navazuje na práci skupiny zabývající se XML vizualizací a perzistencí, 
v jehož rámci jsou na FIT VUT v Brně řešeny problémy spojené s vizualizací a efektivním 
uchováním XML. Skupina zahájila svoji činnost v roce 2006. První výsledky vizualizace XML jsou 
shrnuty v publikaci „Interactive visualization od data-oriented XML documents“ autorů Petra 
Chmelaře, Radima Hernycha a Daniela Kubíčka. Konkrétně tato práce navazuje na aplikace 
vytvořené v bakalářské práci „Interaktivní vizualizace XML“ Martinem Sekem a rozhraní Radima 
Hernycha vytvořeným k jeho diplomové práci „Transformace a perzistence XML v relační databázi. 
 Následující kapitola se věnuje technologii XML a způsobům jejího zpracování. V další 
kapitole jsou popsány nativní XML databáze. Kapitola 4 obsahuje informace o způsobech 
vizualizace. Kapitola 5 se zabývá programovacím jazykem Java. Kapitola 6 shrnuje implementaci 
a testování podpory dotazovacího jazyka XPath. V kapitole 7 shrnuje tuto práci a jsou zde popsány 
návrhy na vylepšení programu XML Spark xDB. Poslední kapitola obsahuje přílohy. Příloha 10.1 je 
obsah přiloženého CD, příloha 10.2 uživatelský manuál a příloha 10.3 testovací XPath dotazy. 
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2 XML 
XML (Extensible Markup Language) je značkovací jazyk, který byl vyvinut konsorciem W3C. Jedná 
se o jednoduchý a velmi flexibilní textový formát, který je odvozen od jazyka SGML. Původně byl 
tento jazyk určen k publikování elektronických dokumentů. Stále důležitější roli hraje při výměně dat 
na webu ale i jinde [1]. 
2.1 Syntaxe 
XML je popisován pomocí tzv. elementů skládajících se z tagů (značek) a atributů. Elementy určují 
o jaká data se jedná. Při dodržení určitých pravidel si můžeme vytvářet tagy jaké chceme. 
Názvy tagů rozlišují velká a malá písmena (case sensitivity). Obecným pravidlem je, že se 
názvy píší pouze malými písmeny. Toto platí i pro názvy atributů. 
U XML je zapotřebí striktně dodržovat předepsanou syntaxi. Každý dokument musí být 
uzavřen v tzv. kořenovém elementu. Kořenový element je vždy pouze jeden. Všechny tagy musí být 
párové, to znamená, že pro počáteční tag <tag> musí vždy existovat i ukončovací tag </tag>. 
Výjimku tvoří prázdné elementy, které nemají žádný obsah. V tomto případě je tag nepárový a musí 
mít tvar <tag /> [2]. 
Elementy mohou být do sebe vnořovány. Nemohou se ovšem překrývat. Důvod je logický, 
při překrytí elementů nepoznáme, ke kterému náleží hodnota. 
Jednotlivé tagy mohou mít atributy. Hodnota atributu musí být umístěna v uvozovkách nebo 
apostrofech. 
 
Zdrojový kód 2.1: Příklad XML dokumentu 
<knihovna> 
     <kniha id="1"> 
          <titul>Java kuchařka programátora</titul> 
          <autor>Ian F. Darwin</autor> 
     </kniha> 
     <kniha id="2"> 
          <titul>Java hotová řešení</titul> 
          <autor>Lubomír Brůha</autor> 
     </kniha> 
</knihovna> 
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2.2 Schéma XML 
V některých případech nastanou situace, kdy požadujeme konkrétní tvar a hodnoty jednotlivých tagů 
a jejich atributů. Z tohoto důvodu máme možnost vytvoření Schématu XML. Jedná se v podstatě 
o šablonu, ve které můžeme určit u jednotlivých tagů a atributů jejich jméno, typ hodnoty, jejich 
povinnost či nepovinnost vložení a také posloupnost, ve které se budou vyskytovat v daném 
dokumentu. 
Důvody, proč vytvářet schémata, jsou především pro validaci XML dokumentů. Pokud máme 
například aplikaci, která požaduje určitý tvar XML, je nutné zachovat tento tvar, aby aplikace datům 
„rozuměla“. Toho dosáhneme jednoduše dodržením daného schématu. Navíc pro uživatele 
je snadnější tento XML dokument vytvořit (pokud rozumí schématům), jelikož ze schématu ví, jaké 
elementy a jejich atributy může nebo musí použít a jak je může zanořovat [3]. 
2.2.1 DTD 
DTD (Document Type Definition) je historicky nejstarší jazyk na popis XML [4]. Ovšem i přes jeho 
stáří a z toho plynoucí omezení je DTD velice často používán. V dnešní době existují lepší nástroje 
pro popis struktury dokumentu. 
Tento jazyk zavádí formální pravidla struktury dokumentu. Definuje elementy, které mohou 
být použity, a určuje, kde mohou být použity ve vztahu k ostatním elementům. Určuje tedy hierarchii 
i zrnitost dokumentu [3]. 
 
Zdrojový kód 2.2: Příklad DTD dokumentu 
<!ELEMENT knihovna (kniha+)> 
<!ELEMENT kniha (titul,autor+,cena,isbn?,stran?)> 
<!ATTLIST kniha id ID #IMPLIED> 
<!ELEMENT titul (#PCDATA)> 
<!ELEMENT autor (#PCDATA)> 
<!ELEMENT cena (#PCDATA)> 
<!ELEMENT isbn (#PCDATA)> 
<!ELEMENT stran (#PCDATA)> 
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2.2.2 XML Schema 
Dalším typem schémat pro popis struktury dokumentu XML je XML Schema známe též jako XSD, 
které bylo vytvořeno v roce 2001 konsorciem W3C. 
XML Schema je dostačující, ovšem není zcela jednoduché. Má celkově složitou specifikaci [5].  
 
Zdrojový kód 2.3: Příklad dokumentu XML Schema 
<xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
<xsd:element name="knihovna" type="TKnihovna"/> 
     <xsd:complexType name="TKnihovna"> 
          <xsd:sequence> 
               <xsd:element name="kniha" type="TKniha"/> 
          </xsd:sequence> 
     </xsd:complexType> 
     <xsd:complexType name="TKniha"> 
          <xsd:sequence> 
               <xsd:element name="titul" type="xsd:string"/> 
               <xsd:element name="autor" type="xsd:string"/> 
               <xsd:element name="isbn" type="xsd:string"/> 
               <xsd:element name="stran" type="xsd:decimal"/> 
                    </xsd:sequence> 
     </xsd:complexType> 
</xsd:schema> 
 
2.2.3 Relax NG 
Relax NG (REgular LAnguage for XML Next Generation) je dalším jazykem pro vytváření XML 
schémat. Tento jazyk je velice jednoduchý oproti XML Schema. 
Relax NG je založen na konceptu vzorů. Předchozí DTD a XML Schema definují popis 
a vlastnosti elementu samotného. Naopak definováním elementu v Relax NG je vytvořen vzor, který 
je pak při validaci srovnáván s elementy ve validovaném dokumentu. Vzor v Relax NG by mohl být 
přirovnán k regulárnímu výrazu použitému k vyhledávání v textu. Tento přístup poskytuje více 
flexibility pro psaní, udržování a kombinování schémat [4]. 
Příklad schématu Relax NG je znázorněn pomocí zdrojového kódu 2.4. Jazyk poskytuje 
i jednoduchý (kompaktní – RNC) formát, který je znázorněn ve zdrojovém kódu 2.5 [5]. 
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Zdrojový kód 2.4: Příklad RNG schématu dokumentu knihovna.xml, 
viz. zdrojový kód 2.1 
<grammar xmlns="http://relaxng.org/ns/structure/1.0"> 
    <start> 
        <element name="knihovna"> 
            <oneOrMore> 
                <element name="kniha"> 
                    <group> 
                        <element name="titul"> 
                            <text/> 
                        </element> 
                        <element name="autor"> 
                            <text/> 
                        </element> 
                    </group> 
                </element> 
            </oneOrMore> 
        </element> 
    </start> 
</grammar> 
 
 
Zdrojový kód 2.5: Příklad RNC dokumentu knihovna.xml, 
viz. zdrojový kód 2.1 
start = 
     element knihovna { 
          element kniha { 
               element titul { text }, 
               element autor { text } 
          }+ 
     } 
 
2.3 Zpracování XML 
V této kapitole se zabývám způsoby a nástroji zpracování XML dokumentů pomocí počítačového 
softwaru.  
Rozlišujeme dva od základů odlišně přístupy, jak číst obsah dokumentu XML. První je znám 
jako řízení událostmi (event-driven) a druhý jako stromová manipulace (tree-manipulation). V prvním 
případě je dokument zpracováván sekvenčně. Každý element v datovém proudu vyvolá událost, která 
může v aplikaci vyvolat určitou specifickou akci. Přístup pomocí stromu poskytuje přístup k celému 
dokumentu a dovoluje manipulaci s jeho obsahem v libovolném pořadí [3]. 
Pro zpracování dokumentů XML existuje již několik API (Application Programming 
Interface). Byly přijaty standardy pro událostmi řízený i stromově manipulační přístup, nazývané 
SAX, resp. DOM [3]. 
 2.3.1 DOM 
DOM (Document Object Model)
konsorciem W3C. Slouží k př
(tree-based) přístup. S dokumentem se pracuje jako 
řešení je, že umožňuje přistupovat k
že musíme mít celou stromovou reprezent
 
Obrázek 2.1: DOM model XML dokumentu knihovny 
2.3.2 SAX 
SAX (Simple API for XML) bylo p
se o první široce přijaté rozhraní
ve více verzích pro různé programovací jazyky, ne
Parsování dokumentu pomocí SAX je založené na událostech (
se prochází sériově (shora dolů
se volají události, které určí nalezení požadované 
v případech, kdy je potřeba procházet 
dokumentu, takže šetří paměť a je rychlejší
 
 
 
 
 
 
 
 
 je platformově a jazykově nezávislé rozhraní, které bylo vytvo
ístupu a úpravám XML dokumentů. Jedná se o stromov
s datovou strukturou strom
 částem dokumentu náhodně nebo i opakovan
aci dokumentu uloženu v paměti [6]. 
viz. zdrojový kód 2.1
ůvodně rozhraní pouze pro programovací jazyk Java. Jedna
 pro zpracování XML v Javě. Aktuální verze SAX 2.0.1 existuje 
jen pro Javu [7]. 
event
) a rozděluje tento dokument na jednotlivé části. Nad t
části dokumentu. Tento p
velké dokumenty. SAX totiž nevytváří stromovou reprezentaci 
 než DOM. 
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řeno 
ě založený  
. Výhodou tohoto 
ě. Nevýhodou je, 
 
 
lo 
-based). Dokument 
ěmito částmi 
řístup je vhodný 
 Zdrojový kód 2.6: XML dokument (naho
a jeho rozparsovaný výstup pomocí SAX (dole) (p
<?xml version="1.0"?>
<doc> 
    <para>Hello, world!</para>
</doc> 
 
start document 
start element: doc 
start element: para 
characters: Hello, world!
end element: para 
end element: doc 
end dokument 
 
2.4 XML transformace
XML transformace slouží k definici zobrazení XML dokumentu
je používán jazyk XSLT. 
XSLT (eXtensible Stylesheet
XML dokumentů jednak na jiné XML dokumenty a jednak na dokumenty
Nespornou výhodou těchto transformací
o transformaci do HTML. 
 
Obrázek 2.2
ře)  
řevzato z [7]
 
 
 
 
 na jiný dokument
 Language Transformations) je jazyk slouží
 je oddělení části datové od vzhledové.
 
: XML transformace (převzato z [9]) 
 
9
) 
. K transformacím 
cí k transformaci dat 
 dalších typů [8]. 
 Velice často se jedná 
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Zdrojový kód 2.7: Příklad XSLT transformace pro XML soubor knihovny,  
viz. zdrojový kód 2.1 
<?xml version="1.0"?> 
<xsl:stylesheet version="1.0" 
xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
<xsl:template match="/"> 
<html> 
   <body> 
      <table border="1"> 
         <tr> 
            <th>Titul</th> 
            <th>Autor</th> 
         </tr> 
         <xsl:for-each select="knihovna/kniha"> 
            <tr> 
               <td><xsl:value-of select="titul"/></td> 
               <td><xsl:value-of select="autor"/></td> 
            </tr> 
         </xsl:for-each> 
      </table> 
   </body> 
</html> 
</xsl:template> 
</xsl:stylesheet> 
 
2.5 Využití XML 
XML je velice vhodný prostředek pro výměnu dat mezi dvěma i více systémy. Máme totiž 
konzistentní formát dat, pro který není problém napsat aplikaci, rozumějící těmto datům. 
 
Několik technologií, které využívají XML: 
• Jabber – internet messaging, využívající protokol XMPP. 
• DocBook – systém určený především pro tvorbu dokumentace. 
• RSS, Atom – formát určený k poskytování obsahu na webu. 
• OpenDocument – univerzální otevřený formát pro kancelářské dokumenty. 
• RDF – standardní model pro výměnu dat na webu. 
• MathML – jazyk pro popis matematických vzorců na webu. 
• SOAP – protokol pro komunikaci mezi webovými službami. 
• XHTML – jazyk využívající výhod HTML a XML. 
• SVG – modulární jazyk pro popis dvourozměrné vektorové grafiky. 
• SMIL – popisuje multimédia pomocí XML. 
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3 Nativní XML databáze 
Jedná se o databáze specializované na ukládání XML dokumentů v jejich nativní formě. Namísto 
tabulek se pracuje s kolekcemi XML dokumentů. Kolekce dokumentů v nativní XML databázi 
odpovídá tabulce v relační databázi. Fyzicky mohou být data ukládána různě, můžeme využít relační 
databáze nebo proprietární řešení, možností je samozřejmě více. Podstatné je zachování logické 
struktury dokumentu [10]. 
Stejně jako jiné databáze i nativní XML databáze podporují transakce, bezpečnost, 
víceuživatelský přístup, dotazovací jazyky apod. Jediný rozdíl od ostatních databází je, že jejich 
vnitřní model je založen na XML [4]. 
 
Základní charakteristiky podle XML:DB (převzato z [4]): 
• Definují logický model XML dokumentu, ukládají a vrací dokumenty podle tohoto modelu. 
Model musí minimálně zahrnovat elementy, atributy, PCDATA a pořadí těchto uzlů 
v dokumentu. 
• Mají XML dokument nebo jeho část jako základní (logickou) jednotku uložení dat (podobně 
jako mají relační databáze řádek v tabulce jako základní jednotku uložení dat). 
• Nemusejí mít žádný konkrétní fyzický model pro uložení dat, mohou být postaveny 
na relační, hierarchické nebo objektové relační databázi, nebo mohou používat vlastní 
proprietární formát. Nemusejí vlastně být ani samostatnými databázemi. 
3.1 Využití nativních XML databází 
XML je univerzální formát pro výměnu informací mezi různými systémy, proto je na místě tato data 
spravovat a právě k tomuto jsou ideální XML databáze. 
Uvedu zde pár příkladů, ve kterých typech systémů je vhodné využití tohoto typu databáze 
(převzato z [11]): 
• Portály www. 
• Katalogy zboží. 
• Záznamy o pacientech. 
• Výměna dokumentů v B2B. 
• Repozitáře pro management konfigurací. 
• Sklady dat. 
• Řízení obsahu v prostředí internetu. 
• Integrace zasílání zpráv a aplikací. 
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3.2 Existující nativní databáze 
V dnešní době existuje již spousta nativních XML databází, ať už komerčních nebo spadajících pod 
licenci open source. Přehledný seznam nejvýznamnějších nativních databází naleznete na webu 
http://www.rpbourret.com/xml/ProdsNative.htm. Následuje výběr ...  
3.2.1 eXist 
Jedná se o open source nativní XML databázi, která je vytvořena v programovacím jazyce Java. Díky 
tomuto programovacímu jazyku je tento systém možné používat na různých operačních systémech. 
Poskytuje velice vhodné prostředí pro vývoj webových aplikací, které využívají technologie XQuery. 
EXist podporuje tyto technologie [12]: 
• XQuery 1.0 / XPath 2.0 / XSLT. 
• HTTP rozhraní: REST, WebDAV, SOAP, XMLRPC, Atom Publishing Protocol. 
• XMLDB, XUpdate, XQuery update extensions. 
• XML:DB API. 
3.2.2 Tamino 
Tato nativní databáze je produktem firmy Software AG. Jedná se o komerční produkt. Tamino 
podporuje tyto technologie [13]: 
• DOM, JDOM, SAX, SOAP. 
• dotazovací jazyky XPath a XQuery. 
• XML:DB API. 
3.2.3 BaseX 
BaseX je rychlá a kompaktní open source XML databáze, vytvořená v programovacím jazyce Java. 
Vyvíjen je skupinou „Database and Information Systems Group“ z německé univerzity University 
of Konstanz. BaseX podporuje tyto technologie [14]: 
• plnou podporu XQuery (Full text, Update). 
• XPath. 
• podpora XQJ/XML:DB API. 
• vysoce interaktivní vizualizace. 
• podpora transakcí ACID. 
 Obrázek 3.1: Vizualizace programem BaseX 
3.2.4 Sedna 
Open source nativní databáze pod licencí Apache Licence 2.0
C/C++. Sedna podporuje tyto technologie:
• XQuery, potvrzeno W3C XQuery Test Suite
• podpora transakcí ACID
• SQL spojení z XQuery
• databázové zabezpečení (uživatelé, rol
3.3 Dotazovací jazyky nad XML
Jelikož XML ve většině případ
způsoby, jak v těchto dokumentech efektivn
jazyky, jako je XPath a XQuery. Samoz
jsou jednoznačně nejvýznamně
3.3.1 XPath 
Jazyk XPath se stal doporučením organizace W3C 
určité části XML dokumentů. W3C o jazyku XPath 
„Základním posláním jazyka XPath je ur
Pro podporu tohoto poslání poskytuje tento jazyk
[14] 
, vytvořena v programovacím jazyce 
 
. 
. 
. 
e a oprávnění). 
 
ů slouží k uchování dat, je celkem logické, že vznikly a vznikají 
ě vyhledávat požadovaná data. Proto byly vytvo
řejmě existuje více dotazovacích jazyk
jší. 
listopadu 1999. Tento jazyk
říká (převzato z [8]):  
čování jednotlivých částí dokumentu XML. 
 základní prostředky pro manipulaci s 
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řeny 
ů nad XML, ale tyto 
 umožňuje adresovat 
řetězci, čísly 
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a booleovskými hodnotami. XPath používá kompaktní syntaxi, odlišnou od XML, která umožňuje 
užití jazyka XPath v adresách URI a v hodnotách atributů XML. XPath operuje s abstraktní logickou 
strukturou dokumentu XML, nikoli s jeho povrchovou syntaxí. XPath získal svůj název s ohledem 
na zápis cesty URI používané pro navigaci uvnitř hierarchické struktury dokumentu XML.“ 
XPath je základním kamenem řady jazyků pracujících nad dokumenty XML. Především lze 
zmínit jazyk pro transformace dat XSLT, dále je to dotazovací jazyk XQuery a také jazyk XPointer. 
 
Obrázek 3.2: Technologie postavené na XPath (převzato z [15]) 
 
 
XPath definuje několik typů uzlů. Konkrétně jich je sedm a jsou to tyto [8]: 
• Kořenový uzel – první element v dokumentu, nemá žádného předka. 
• Uzel elementu – skládá se z části dokumentu ohraničeného počáteční a koncovou značkou. 
Může být tvořen dokonce i prázdnou značkou elementu. 
• Uzel atributu – obsahuje hodnotu atributu. 
• Uzel komentáře – obsahuje text komentáře. 
• Uzel s definicí jmenného prostoru – zastupuje deklaraci jmenného prostoru. 
• Uzel s instrukcí pro zpracování – obsahuje text instrukce pro zpracování. 
• Textový uzel – obsahuje posloupnost znaků, tedy text typu PCDATA. 
 
Důležitými složkami, se kterými se v XPath pracuje, jsou osy, testy uzlů a predikáty. 
Jedná se o části tzv. skoků k umístění. Skok k umístění se zapisuje ve tvaru: 
osa::testuzlu[predikáty].  
Osy se používají k určení zpracovávaných uzlů. Implicitně se jedná o aktuální uzel plus 
všechny jeho potomky. A právě změnou osy můžeme nastavit kontext. Přehled os: 
• child – potomci kontextového uzlu.  
• descendant – následníci kontextového uzlu (potomci, potomci potomků, atd.). 
• parent – předci kontextového uzlu. 
• ancestor – předchůdci kontextového uzlu (předci, předci předků, atd.). 
• following-sibling – následující sourozenci kontextového uzlu. 
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• preceding-sibling – předcházející sourozenci kontextového uzlu. 
• following – všechny uzly nacházející se za kontextovým uzlem. 
• preceding – všechny uzly nacházející se před kontextovým uzlem. 
• attribute – atributy kontextového uzlu. 
• namespace – zde jsou uloženy uzly jmenného prostoru používané uvnitř kontextového 
uzlu. 
• self – obsahuje právě kontextový uzel. 
• descendant-or-self – kontextový uzel a jeho následníci. 
• ancestor-or-self – kontextový uzel a jeho předchůdci. 
 
K testování uzlů je možno použít název uzlu, hvězdičku nebo testy uzlů. Název uzlu zapříčiní 
vybrání uzlu s daným jménem. Hvězdička (*) odpovídá všem uzlům. Testy uzlů: 
• text() – pravdivý pro všechny textové uzly. 
• comment() – platí pro komentářové uzly. 
• processing-instruction() – platí pro všechny instrukce pro zpracování. 
• node() – pravdivý pro každý uzel jakéhokoli typu. 
Predikáty jsou výrazy, o kterých můžeme říct, že jsou buď pravdivé nebo nepravdivé. V jazyce  
XPath představuje predikát jakousi podmínku pro zachování elementu v množině vrácených hodnot. 
Zapisují se v hranatých závorkách. Jako predikát zapisujeme buď podmínku, funkci nebo pouze číslo, 
které nám určí pozici požadovaného uzlu k danému kontextu. 
Rozlišuje čtyři datové typy - tedy nejen sady uzlů, které odpovídají zadanému porovnávacímu 
vzoru [8]: 
• Množina uzlů – může obsahovat libovolný počet uzlů, ale i jen jeden nebo dokonce může být 
tato množina prázdná. Jelikož posláním jazyka XPath je vyhledávat jednotlivé části 
dokumentů, jsou tyto výrazy jednoznačně nejdůležitějším typem výrazů. Označují se jako 
cesty k umístění (location paths). Pro obsluhu tohoto typu příkazu existuje spousta funkcí 
(např.: last() vrací číslo posledního uzlu, name() vrací úplný název prvního uzlu v sadě 
uzlů). 
• Booleovské hodnoty – jsou buď pravda nebo nepravda. Za pravdu je považováno jakékoli 
nenulové číslo, zatímco nula se považuje za nepravdu. Za nepravdu je považován i prázdný 
řetězec. Při tvorbě booleovských výsledků je možno používat mnoho relačních operátorů 
(!= nerovná se, < menší než, <= menší nebo rovno, > větší než, >= větší nebo rovno, 
= je rovno). Pokud chceme použít více logických výrazů je k dispozici logický součin and 
nebo logický součet or. Pro vytvoření negace existuje klíčové slovo not. 
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• Čísla – jsou uchovávána ve formátu čísel s dvojitou přesností v pohyblivé řadové čárce 
(double floating point format). K manipulaci s čísly je k dispozici několik operátorů 
(+ sčítání, - odčítání, * násobení, div dělení, mod zbytek z dělení). Dále jsou k dispozici 
funkce pro manipulaci s čísly (ceiling() vrací nejmenší číslo, floor() vrací největší 
číslo, round() zaokrouhlení, sum() součet všech čísel). 
• Řetězce – implicitně se skládají ze znaků v kódování Unicode. Pro práci s řetězci existuje 
mnoho specifických funkcí (např.: concat() sloučení řetězců, translate() nahrazení 
všech výskytů určitého řetězce jiným řetězcem, string-length() vrací počet znaků 
v daném řetězci). 
 
Ve zdrojovém kódu 3.1 je uveden jednoduchý příklad dotazu XPath a jeho odpovědi. Pro 
vytváření složitějších dotazů lze použít informace z tabulky 3.1. 
 
Tabulka 3.1: Důležité konstrukce jazyka XPath [4] 
Konstrukce Popis 
/ Představuje kořenový uzel dokumentu. Také je použit jako oddělovač  
jednotlivých kroků XPath výrazu pro výběr podřízených uzlů aktuálního uzlu. 
// Vybere aktuálnímu uzlu všechny podřízené uzly bez ohledu na to, jak jsou 
zanořeny v toku dokumentu. 
. Vybere aktuální uzel. 
.. Vybere rodičovský uzel aktuálního uzlu. 
@ Slouží k výběru atributu. 
* Slouží pro výběr všech přímých potomků aktuálního uzlu. 
@* Slouží pro výběr všech atributů aktuálního uzlu. 
[] Hranaté závorky obsahují predikáty. Predikát představuje podmínku, kterou 
musí element nebo atribut splňovat, aby zůstal v množině zpracovávaných 
uzlů. Slouží také pro určení indexu do seznamu zpracovávaných uzlů. 
| Používá se ke sjednocení více výrazů. 
Testy uzlů Určuje množinu prohledávaných uzlů podle typu uzlu. 
Identifikátor osy Určuje směr procházení dokumentu (kontext). 
Operátory Využívají se především v podmínkách pro vyhodnocení vlastností 
prohledávaných uzlů. Do této kategorie patří matematické operátory, relační 
operátory a logické operátory. 
Funkce XPath poskytuje velké množství vestavěných funkcí jak pro práci s číselnými 
hodnotami, tak s řetězci. 
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Zdrojový kód 3.1: příklad XPath dotazu a jeho odpovědi nad XML souborem knihovny, 
viz. zdrojový kód 2.1 
dotaz: /knihovna/kniha[1] 
odpověd: <kniha id="1"> 
            <titul>Java kuchařka programátora</titul> 
            <autor>Ian F. Darwin</autor> 
         </kniha> 
 
3.3.2 XQuery 
XQuery je dalším jazykem spravovaným organizací W3C. Doporučením této organizace se stal 
v lednu 2007. Jedná se o dotazovací a zároveň také funkcionální jazyk, díky čemuž můžeme výrazy 
libovolně kombinovat. Dále může výsledek výrazu posloužit jako dotaz nebo lépe parametr dalšího 
výrazu. 
Tento jazyk spojuje výhody a možnosti SQL, XPath výrazů a je možné provádět jednoduché 
transformace nad vrácenými daty. XQuery sdílí stejný datový model a podporuje stejné funkce 
a operátory jako XPath. 
 XQuery obsahuje funkci nazvanou FLOWR, v podstatě se jedná o příkazy, které jsou 
odpovídající názvem i funkcionalitou některým SQL příkazům. FLOWR používá tyto výrazy [16]: 
• FOR – slouží k výběru uzlů pro další zpracování. Může obsahovat více proměnných a také 
přiřazené výrazy. 
• LET – přiřadí proměnné pro všechny prvky posloupnosti. 
• WHERE – díky tomuto příkazu můžeme přidat do dotazu podmínku pro vyhledání 
odpovídajících uzlů. 
• ORDER BY – určí seřazení vrácených uzlů podle daného kritéria. 
• RETURN – specifikuje výstup. 
 
Pro lepší pochopení vytváření dotazů uvedu příklad XQuery dotazu: 
 
Zdrojový kód 3.2: Příklad jednoduchého XQuery dotazu (stručný popis: v knihovně 
najde a vrátí všechny názvy titulů, které patří do žánru horory a seřadí je podle jména autora) 
 
for $x in doc("knihovna.xml")//kniha 
where $x/zanr = "horory" 
order by $x/autor 
return $x/titul 
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3.3.3 XUpdate 
Jedná se o dotazovací jazyk, který slouží k aktualizaci dat v XML dokumentech. Je vyvíjen 
iniciativou XML:DB. XUpdate lze použít jak pro práci s jednotlivými dokumenty, tak lze využít 
v XML databázích. Pro vyhledání částí dokumentu, které se mají změnit je využit jazyk XPath [17]. 
3.3.4 SQL/XML 
Je používán nad klasickými relačními databázemi jako rozšíření dotazovacího jazyka SQL. Umožňuje 
vytvářet XML dokumenty a jejich fragmenty z relačních dat. Sestává z datového typu XML, kolekce 
funkcí pro publikování XML, konverzních funkcí, funkcí pro validaci XML dokumentu vzhledem 
ke schématu [4].  
  
 4 Vizualizace
Pro snadnější porozumění interpretace XML dokumentu,
je pro běžného uživatele vhodné použití specializovaného softwaru pro vizualizaci XML dat.
Samozřejmě je možné procházet dokument 
u rozsáhlejších dokumentů zjistíme, že je to velice neefektivní a
špatná orientace.  
Způsobů jak data vizualizovat je velké množství. 
proto výběr daného způsobu záleží p
se budu zabývat především vizualizací pomocí stromu a pomocí tabulek.
4.1 Strom 
Jak už jsem zmínil, struktura XML je stromová, tudíž zobrazení dat ve form
a uživatel se v něm snadno orientuje.
požadujeme rychlé procházení strukturou dokumentu.
velkém množství zobrazovaných dat dochází k
 
Obrázek 4.1: Příklad zobrazení stromu XML dokumentu 
 
 orientaci v něm
bez specializovaných nástroj
 při velkém množství dat je možná 
Každý má jiné výhody a nevýhody
ředevším na tom, jak chceme dále s daty pracovat. 
 
ě
 Stromová reprezentace je velice vhodná v
 Problémem u tohoto typu zobrazení je, že p
 znepřehlednění. 
 
(převzato z 
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 a pohodlnou práci 
 
ů, ale především 
, 
V této práci 
 stromu je přirozené 
 případech, kdy 
ři 
[18]) 
 4.2 Tabulky 
Jedním ze způsobů jak zobraz
Nicméně, relační tabulky jsou 
hierarchických a objektově orientovaných dat
 Tabulky jsou vhodné pro zobrazení kolekcí velkých datových záznam
vhodné využít této vlastnosti.
Překvapivě nalezení struktur pro vytvo
ve většině případů je obsahují dokumenty samy
 Posledním problémem je, jak tyto struktury ur
zkoumaného dokumentu. Stač
odpovídající tabulku. Ve schématech RNG tyto 
a v XML Schema podle klíčového slova „
 
Obrázek 4.2: Vytvář
4.3 Další způsoby vizualizace
Způsobů, jak vizualizovat XML data
jakým modelujeme UML diagramy, viz. obrázek 4.4. Tento zp
ve struktuře dokumentu. Dále m
nejrůznějších diagramů, možností
ovat XML strukturu formou tabulky je využitím rela
často kritizovány za jejich nízkou flexibilitu p
 [18]. 
 Otázkou zůstává, jak v XML dokumentech tyto kolekce najít. 
ření kolekce není v XML příliš velkým problémem
 [18]. 
čit. Jednoduše, pomocí XML schématu 
í najít ve schématu část, která se opakuje 
části poznáme podle elementu „
unbounded“ [5]. 
ení tabulek podle RNG shématu XML dokumentu knihovn
viz. zdrojový kód 2.1 
 
, je celá řada. Můžeme data vizualizovat podobným zp
ůsob má výhodu ve velké p
ůžeme zobrazovat data třeba v trojrozměrném prost
 je mnoho. 
20
ční tabulky. 
ři zobrazování 
ů. Proto je velice 
, protože 
a podle ní vytvořit 
oneOrMore“ 
 
a.xml, 
ůsobem, 
řehlednosti 
ředí nebo pomocí 
 Obrázek 4.3: Grafická reprezentace XML souboru (p
 
Obrázek 4.4
 
Mezi další způsoby prezentace dat
v pravém slova smyslu ale spíše o nástroj k
pro běžného uživatele velice dob
můžeme o jisté vizualizaci hovo
řevzato z 
 
: Ukázka z programu VisualXML (převzato z [18
 můžeme počítat i XSLT. Nejedná se sice o vizualizaci 
 transformaci. Na výstupu máme v
ře srozumitelný a vzhledově upravený do přehl
řit. 
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]) 
ětšinou dokument 
edné podoby, takže 
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5 Java 
Java je objektově orientovaný programovací jazyk. Byl vyvinut firmou Sun Microsystems 
a představen v roce 1995 veřejnosti. Opravdu rychle se stal velice populárním vývojovým nástrojem 
a jeho popularita neopadá. 
Jedná se o hybridní jazyk, což znamená, že po kompilaci programu nemáme binární 
spustitelný soubor, ale jakýsi soubor v mezikódu (soubor.class). Pro spouštění mezikódu je nutné mít 
nainstalovaný Java Virtual Machine (JVM), který jej interpretuje. Díky faktu, že mezikód je 
interpretovaný, je možné spouštět programy na nejrůznějších platformách, tudíž jsou tyto programy 
nezávislé na architektuře. Nevýhodou jsou větší nároky na paměť a menší rychlost spouštění aplikací. 
Na obrázku 5.1 je znázorněno zpracování programů vytvořených v jazyce Java. Zdrojový kód 
se přeloží do mezikódu a ten je pomocí JVM interpretován. 
 
 
Obrázek 5.1: Zpracovávání programu v Javě (převzato z [20]) 
5.1 Vývojové prostředí 
Vytváření rozsáhlých aplikací bez použití speciálního vývojového prostředí je v dnešní době 
neuvěřitelně pracné a komplikované. Pro Javu existuje mnoho vývojových prostředí, já zde zmíním 
dvě nejkvalitnější a nejpoužívanější, a to Eclipse [21] a NetBeans [22]. 
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Obě prostředí poskytují programátorovi mnoho užitečných nástrojů a funkcí. Například 
zmíním grafický designer pro vytváření grafického uživatelského rozhraní, automatické doplňování 
kódu, implementované generování dokumentace JavaDoc a mnoho dalších. 
5.2 JavaDoc 
JavaDoc je programová dokumentace, která se automaticky generuje ze zdrojového kódu. Výsledná 
dokumentace je generována do HTML souborů a jsou v ní uvedeny třídy, jejich vlastnosti a metody 
včetně jejich popisů, které se generují ze speciálně zapsaných komentářů. 
 
Zdrojový kód 5.1: Příklad komentáře jednoduché metody pro JavaDoc 
 
5.3 Knihovny 
Ve svých programech často požadujeme funkcionalitu, kterou již někdo vytvořil. Z tohoto důvodu 
existují tzv. knihovny nebo také často označované jako „java archivy“. Pokud tedy požadujeme 
určitou funkcionalitu, stačí si příslušnou knihovnu naimportovat do svého projektu. 
Několik knihoven pro Javu využívaných v tomto projektu: 
• Swing – poskytuje velké množství prvků pro tvorbu uživatelských rozhraní, jako jsou 
dialogy, tlačítka, menu, atd. 
• Trang – slouží k převodu mezi různými XML schématy (RELAX NG, DTD, W3C XML 
schema) [23]. 
• DOM4j – open source knihovna pro práci s XML, XPath a XSLT s využitím Java 
Collections Framework a s plnou podporou pro DOM, SAX, a JAXP [24]. 
• JDOM – XML rozhraní pro použití DOMu a SAXu [25]. 
• Jaxen – open sorce knihovna pro používání XPath [26]. 
• Xerces – slouží k parsování XML dokumentů [27]. 
• PostgreSQL-JDBC – driver umožňující připojení a komunikaci s PostgreSQL databází [28]. 
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5.4 Práce s XML v Javě 
Prvním krokem pro zpracování XML v Javě je jeho syntaktická analýza, ověření zda dokument 
odpovídá danému XML schématu. Následně je dokument převeden na interní datovou reprezentaci, 
kterou dále zpracováváme. Tuto činnost zajišťuje XML parser, a proto jí nazýváme parsování [29].  
 Pro parsování jsou využívány dva přístupy. Prvním je přístup založený na událostech – SAX 
(viz. kapitola 2.3.2) a druhý přístup založený na stromové struktuře – DOM (viz. kapitola 2.3.1). 
Mezi nejpoužívanější XML parsery pro jazyk Java patří JDOM [25], XERCES [27] a DOM4J[24].  
 6 Implementace
Program XML Spark xDB je vytvo
rozšiřuje programy XML Spark a 
Jako vývojové prostředí byl
s operačním systémem Windows 7 Professional.
6.1 XML Spark
XML Spark je vizualizační software XML dokument
bakalářské práci Interaktivní vizualizace XML
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vygenerování XML schématu je pot
požadovaný formát XML schématu. Pro zobrazení vizualizace je 
a jemu odpovídající schéma. 
Vizualizovaný dokument je zobrazen ve dvou ty
dokumentu, které je umístěno v
Kombinace těchto dvou způsobů
ve struktuře dokumentu a díky tabulce máme nástroj pro p
6.2 XDB 
Jedná se o mezivrstvu (middleware)
dokumentů do tzv. kolekcí, naprogramovanou
Hernychem k jeho diplomové práci
  
 
 
řen v objektově orientovaném jazyce Java.
xDB.  
 použit program NetBeans IDE 6.8. Pro vývoj byl použit po
 Použitá databáze byla PostgreSQL 8.3.
 
ů, který byl vytvořen Martinem Sekem k
 [5]. Program je naprogramován 
řehledné grafické rozhraní. Umí otevírat a ukládat XML soubory
řeba otevřít validní XML dokument a
nutné mít otev
pech. Prvním je stromové zobrazení 
 levém panelu. Dále je to zobrazení pomocí tabulky
 je velice vhodná, protože díky stromu se můžeme snadno orientovat 
řehledné zobrazení velkého množství dat.
 nad objektově relační databází, která umož
 v jazyce Java. Tento software byl vytvo
 Transformace a perzistence XML v relační databázi
 
Obrázek 6.1: Schéma použití xDB 
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řený XML soubor 
 v hlavním panelu. 
 
ňuje ukládání XML 
řen Radimem 
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 Při využití xDB je vyřešeno vytváření a správa kolekcí, připojování do databáze, vkládání dat 
a provádění XPath dotazů nad kolekcí. XDB nepodporuje hierarchické členění kolekcí, všechny jsou 
na stejné úrovni. Jelikož xDB neumožňuje vypsání aktuálních kolekcí, byla vytvořena třída 
XDBCollectionsList, která zjišťuje existující kolekce. Díky tomu může uživatel pohodlněji 
měnit aktuální kolekci pro práci s touto kolekcí. 
K programu XML Spark xDB je xDB naimportován jako knihovna (jar archiv). 
Zprostředkovává komunikaci mezi klientem a databází, která je v tomto případě PostgreSQL. 
Veškeré operace nad xDB jsou řešeny pomocí třídy XDBConnection. 
6.3 Klient pro práci s databází 
Pro pohodlnou komunikaci a práci s nativní XML databází xDB byl doimplementován databázový 
klient. Tento klient je součástí XML Spark xDB, všechna jeho funkcionalita je dostupná 
v hlavním menu programu pod položkou Database. Veškeré operace nastavuje uživatel v přehledném 
grafickém rozhraní. 
 Klient umožňuje připojení a odpojení k databázi, správu kolekcí, importování XML 
dokumentů do aktuální kolekce, dotazování pomocí jazyka XPath nad aktuální kolekcí a samozřejmě 
zobrazení výsledku dotazu s možností uložení do souboru. 
 Hodnoty vrácené po provedení XPath dotazu jsou ve tvaru hlavička XML dokumentu 
s použitým kódováním následovaná samotnou odpovědí. Hlavička zde funguje nejen jako informace 
o kódování, ale také odděluje jednotlivé uzly odpovědi. Na obrázku 6.3 můžete okamžitě poznat, 
že na dotaz byly vráceny tři uzly. 
 V příloze 9.2 je stručně popsáno ovládání této klientské části. 
 
 
Obrázek 6.2: Příklad odpovědi na dotaz XPath v XML Spark xDB 
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6.4 Popis implementace 
Pro potřeby k práci s xDB databázovou mezivrstvou byl vytvořen balík database.connection, 
který obsahuje dvě třídy. Jsou jimi XDBCollectionsList a XDBConnection. Třída 
XDBConnection obsahuje metody sloužící pro připojení do databáze, správu kolekcí, vkládání 
souboru do kolekce a provádění XPath dotazů. Třída XDBCollectionsList slouží pro zjištění 
dostupných kolekcí v databázi a vráceni jejich názvů. 
 Dále byl rozšířen balík base, který obsahuje především třídy grafického uživatelského 
rozhraní. Přibyly tyto třídy: 
• XDatabaseChangeCollectionFrame – řeší funkcionalitu a zobrazení okna pro správu 
kolekcí v databázi a nastavení aktuální kolekce. 
• XDatabaseConnectFrame – dialogové okno pro přihlášení do databáze. 
• XDatabasePathFrame – okno sloužící pro provádění XPath dotazů včetně vypsání 
odpovědi. 
 
Samozřejmostí bylo provedení úprav v třídě MainWindow, která je hlavní třídou celého 
programu. Především se jednalo o doplnění částí grafického uživatelského rozhraní a drobné úpravy. 
Výsledný vzhled aplikace je možné vidět na obrázku 6.3. 
 
Obrázek 6.3: Program XML Spark xDB  
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6.5 Testy xDB 
Middleware xDB používá dotazovací jazyk XPath. Cílem testů bylo zjistit, které konstrukce tohoto 
jazyka jsou podporovány, a které nejsou. K účelu testování byl použit soubor „vzorek.xml“, který je 
umístěn na přiloženém cd v adresáři „/testy“. Soubor obsahuje XML data získána ze serveru 
http://www.weather.com/. Dále je v adresáři soubor „dotazy.txt“, který obsahuje seznam XPath 
dotazů použitých při testování, jejich popis a vyhodnocení. Tyto dotazy jsou vypsány jako příloha 
v kapitole 9.3. V následujících seznamech je shrnutí o použitelnosti jednotlivých konstrukcí XPath 
dotazů. 
 
 Plně podporované konstrukce: 
• Procházení struktury XML dokumentu pomocí: „/“. 
• Procházení struktury XML dokumentu pomocí: „//“. 
• Relační operátory: „<“, „>“, „=“, „!=“, „<=“, „>=“. 
• Vybrání elementu s určitým indexem. 
 
Nepodporované konstrukce: 
• Matematické operátory: „+“, „-“, „*“, “mod“, „div“. 
• Všechny funkce. 
• Výběr uzlů podle typu: „text()“, „node()“, „comment()“, „processing-instruction()“. 
• Aktuální uzel: „.“. 
• Rodičovský uzel aktuálního uzlu: „..“. 
• Logické operátory „and“ a „or“. 
• Sjednocení výsledků pomocí „|“. 
 
Použitelné konstrukce v určitých případech: 
• Hvězdička „*“ pro výběr všech prvků k danému kontextu – bezproblémová funkčnost 
je pouze v případě, kdy zastupuje potomky v dané uzlové cestě pro výběr atributů nebo 
zastoupení předků v uzlové cestě způsobí hlášení o chybě, použití pro výběr všech elementů 
„//*“ způsobí chybné vrácení prázdného řetězce. 
• Atributy vybírané pomocí „@“ – chybové oznámení nastává v případě, že chceme vybrat 
element s testem na atribut určitého názvu („//element[@atribut]“) nebo výběr elementů 
s alespoň jedním atributem („//element[@*]“). 
• Správně fungující identifikátory os jsou „child::“ a „attribute::“, identifikátor „descendant::“ 
vrací správné hodnoty při použití konkrétního elementu, při nahrazení elementu hvězdičkou 
dochází k chybovému oznámení, toto nejspíš souvisí s chybnou funkčností hvězdičky 
 29
uvedené v předchozí položce tohoto seznamu. Ostatní identifikátory vrací chybné údaje, které 
jsou odpovídající vráceným hodnotám při použití identifikátoru „child::“. 
 
Z výsledků je patrné, že při vytváření dotazů je nutné dávat pozor na použité části dotazu. 
Především u příkazů uvedených v „Použitelné konstrukce v určitých případech“ by si uživatel měl 
dávat pozor na vytvořené dotazy a kontrolovat vrácené hodnoty.  
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7 Závěr 
V bakalářské práci jsou popsány informace ohledně samotného XML, nativních XML databází, 
problematice a způsobech vizualizace XML dat. Dále je zde stručně popsána implementace 
programu, který odpovídá tématu této bakalářské práce a také zhodnocení testů podpory dotazovacího 
jazyka XPath. 
Při tvorbě této práce mi největší množství úsilí zabralo seznámení a zorientování 
v existujících programech (XML Spark a xDB), které jsou do celkového produktu implementovány. 
Dále kompletace veškerých teoretických informací a znalostí potřebných pro zorientování 
v uvedených problematikách. 
Tématem práce je vizualizace XML dat. Proto jsem vytvořil kapitolu, kde se věnuji 
možnostem a způsobům této problematiky. Velmi dobře použitelnými způsoby jsou vizualizace 
pomocí stromové struktury a pomocí tabulky. Vhodnost použití každé z nich je určena způsobem 
využití. Pro rychlé procházení strukturou dokumentu je to strom, pro přehlednost ve velkém množství 
dat zase tabulka. 
 Důležitou součástí bylo otestování možností a podpory dotazovacího jazyka XPath 
implementované v xDB. Testy jsem zjistil výrazné nedostatky v možnostech použití konstrukcí 
tohoto jazyka. Pro jednoduché dotazy je ovšem dobře použitelný. 
7.1 Zhodnocení vlastností programu 
Program XML Spark xDB je bezesporu velice zajímavým produktem, se kterým mohou pracovat, 
díky jednoduchému ovládání a přehlednému grafickému uživatelskému rozhraní, i běžní uživatelé. 
Zvládá generování XML schémat z XML dokumentů a jejich následnou vizualizaci pomocí stromové 
a tabulkové reprezentace. Dále je schopný uchovávat XML dokumenty v objektově-relační databázi 
PostgreSQL. S dokumenty pracuje v nativní formě a také v nich umí vyhledávat pomocí dotazovacího 
jazyka XPath. Jelikož je tato aplikace studentskou prací, která je kompletována z jiných studentských 
prací, je jisté, že kvůli malým zkušenostem tvůrců s vývojem aplikací, se při používání programu 
mohou vyskytnout drobné chyby.  
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7.2 Návrhy na vylepšení 
Vždy je co zlepšovat, proto zde uvedu seznam návrhů na možná rozšíření a vylepšení vytvořeného 
programu: 
• Plná podpora XPath – xDB, které je implementováno, nepodporuje všechny funkce 
a konstrukce dotazovacího jazyka XPath. 
• Podpora XUpdate pro aktualizaci obsahu databáze a možnost mazání dokumentů. Zatím je 
možné pouze přidávat data do dané kolekce. 
• Možnost dotazování pomocí XQuery. 
• Zvýrazňování syntaxe (možnost nastavení obarvení jednotlivých částí dokumentu). 
• Podpora XML transformací, využití jazyka XSLT. 
• Implementace hierarchického zanořování kolekcí v xDB, v současné verzi jsou všechny 
kolekce na stejné úrovni. 
• Vytvoření ovladačů i pro jiné databáze, v současné verzi je vytvořen pouze ovladač pro 
komunikaci s PostgreSQL databází. 
• Možnost otevření více XML dokumentů, zatím lze pracovat pouze s jedním XML 
dokumentem a jedním shématem, a tudíž i jednou vizualizací odpovídající těmto otevřeným 
dokumentům. 
• Přímá editace hodnot v tabulkové vizualizaci, kdy uživatel pokliká na buňku, kterou chce 
změnit a upraví hodnotu. 
• Vytvoření inteligentního našeptávače pro zadávání XPath dotazů. 
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9 Přílohy 
Seznam příloh: 
Příloha 10.1: Obsah přiloženého CD 
Příloha 10.2: Uživatelský manuál  
Příloha 10.3: Testovací XPath dotazy 
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9.1 Obsah přiloženého CD 
\Interaktivní vizualizace XML.pdf - technická zpráva 
\README - popis spuštění programu 
\db\ - skript pro vytvoření databázového schématu 
\testy\ - testovací XPath dotazy 
\XML Spark xDB\ - spustitelná verze programu 
\projekt\ - soubory potřebné k vytvoření programu 
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9.2 Uživatelský manuál 
 
Přihlášení k databázi 
 
• Username – uživatelské jméno 
• Password – heslo odpovídající uživatelskému jménu 
• URL – adresa databáze, je možné za tuto adresu napsat název kolekce, se kterou chceme 
pracovat a tato kolekce se hned po přihlášení nastaví jako aktuální 
• Connect – připojení do databáze 
 
Správa kolekcí 
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Vytvoření nové kolekce: 
• Collection name – název vytvářené kolekce 
• Create – vytvoření nové kolekce 
Smazání kolekce: 
• Avaible collections – vybrání kolekce, kterou chce uživatel smazat 
• Delete collection – smazání kolekce 
Změna aktuální kolekce: 
• Avaible collections – vybrání kolekce, kterou chce uživatel nastavit jako aktuální (Actual 
collection) 
• Change collection – změna aktuální kolekce 
 
XPath dotazy 
 
• XPath – XPath dotaz 
• Execute – provedení dotazu 
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9.3 Testovací XPath dotazy 
-------------------------------------------------------------------------------------------------------------------------- 
Zhodnocení dotazu: 
OK - vrácené hodnoty odpovídají očekávanému výstupu 
BAD - vrácené hodnoty neodpovídají očekávanému výstupu 
ERROR - chyba při vykonávání dotazu 
-------------------------------------------------------------------------------------------------------------------------- 
Test na "/": 
/weather/dayf/day/part – výběr všech elementů part, které jsou přímými potomky 
"/weather/dayf/day" – OK (čas provedení dotazu: 45ms, počet výsledků: 10) 
-------------------------------------------------------------------------------- 
Test na "//": 
//bar – výběr všech elementů "bar" kdekoliv v dokumentu – OK (čas provedení dotazu: 12ms, počet 
výsledků: 1) 
-------------------------------------------------------------------------------- 
Testy na "*": 
//wind/* – výběr všech potomků elementů "wind" – OK (čas provedení dotazu: 42ms, počet 
výsledků: 44) 
/*/*/locale – výběr elementu "locale", který má právě dva předky – ERROR 
//* – výběr všech elementů – BAD – vrátí prázdný dokument 
-------------------------------------------------------------------------------- 
Testy na identifikátory os: 
/child::weather -- ekvivalent k "/weather" – OK (čas provedení dotazu: 35ms, počet výsledků: 1) 
/child::weather/child::head -- ekvivalent k "/weather/head" – OK (čas provedení dotazu: 12ms, 
počet výsledků: 1) 
/descendant::* – vybere všechny elementy – ERROR  
//link/descendant::l – výběr všech elementů "l", které mají za předka element "link" – OK (čas 
provedení dotazu: 20ms, počet výsledků: 4) 
//head/parent::* – výběr všech rodičů elementu "head" – BAD – vrací stejný výsledek jako 
"//head/child::*" 
//head/parent::weather – vybere element "weather", který je rodičem "head" – BAD – vrací null 
//head/parent::form – vrátí null – BAD – vrací element "form" 
/weather/loc/ancestor::* – výběr elementů obsažených v absolutní cestě – BAD – vrací stejný 
výsledek jako "//head/child::*" 
//loc/following-sibling::* – vybere následující sourozence – BAD – vrací stejný výsledek jako 
"//head/child::*" 
//head/following-sibling::loc – vybere element "loc", který následuje za "head" – BAD – vrací null 
//head/following-sibling::form – vrátí null – BAD – vrací element "form" 
//loc/preceding-sibling::* – vybere předcházející sourozence – BAD – vrací stejný výsledek jako 
"//head/child::*" 
//loc/preceding-sibling::head – vybere element "head", který předchází "loc" – BAD – vrací null 
//loc/preceding-sibling::lon – vrátí null – BAD – vrací element "lon" 
//loc/following::* – vybere všechny následující elementy – BAD – vrací stejný výsledek jako 
"//head/child::*" 
//loc/preceding::* – vybere všechny předcházející elementy – BAD – vrací stejný výsledek jako 
"//head/child::*" 
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//loc/descendant-or-self::* – vybere všechny potomky včetně kontextového elementu – BAD – vrací 
stejný výsledek jako "//head/child::*" 
//loc/ancestor-or-self::* – vybere všechny předky včetně kontextového elementu – BAD – vrací 
stejný výsledek jako "//head/child::*" 
//link/attribute::* – vybere všechny atributy elemntů "link" – OK (čas provedení dotazu: 9ms, počet 
výsledků: 4) 
//link[attribute::pos="2"] – vyber element "link" s atributem "pos", který nabývá hodnoty "2" – OK 
(čas provedení dotazu: 13ms, počet výsledků: 1) 
-------------------------------------------------------------------------------- 
Testy na atributy ("@"): 
//@dt – výběr atributů, které obsahují atribut "dt" – OK (čas provedení dotazu: 20ms, počet výsledků: 
5) 
//day[@dt] – výběr všech elementů "day", které mají parametr "dt" – ERROR  
//day[@*] – výběr všech elementů "day", které mají nějaký parametr – ERROR  
//day[@dt='May 16'] – výběr všech elementů "day", které mají parametr "dt" s hodnotou "May 16" – 
OK (čas provedení dotazu: 16ms, počet výsledků: 1) 
-------------------------------------------------------------------------------- 
Test na index elementu: 
//dayf/day[1] – výběr prvního přímého potomka "day" elementů "dayf" – OK (čas provedení dotazu: 
17ms, počet výsledků: 1) 
-------------------------------------------------------------------------------- 
Testy uzlů: 
//text() – výběr všech textových uzlů – ERROR 
//node() – výběr všech uzlů jakéhokoliv typu – BAD – vrátí prázdný dokument 
//comment() – výběr všech komentářových uzlů – ERROR  
//processing-instruction() – výběr všech uzlů instrukcí pro zpracování – ERROR  
-------------------------------------------------------------------------------- 
Testy na ".": 
//head/. – vrátí elementy "head" – BAD – vrátí prázdný dokument 
-------------------------------------------------------------------------------- 
Testy na "..": 
//head/.. – vrátí rodičovský element elementu "head" – BAD – vrátí prázdný dokument 
-------------------------------------------------------------------------------- 
Testy na sjednocení výsledků ("|"): 
//s | //d – ERROR  
-------------------------------------------------------------------------------- 
Testy na matematické operátory ("+", "-", "*", "div", "mod"): 
//dayf/day[1+1] – výběr "1+1" přímého potomka "day" elementů "dayf" – ERROR  
//dayf/day[2-1] – výběr "2-1" přímého potomka "day" elementů "dayf" – ERROR  
//dayf/day[2*2] – výběr "2*2" přímého potomka "day" elementů "dayf" – ERROR  
//dayf/day[2 div 2] – výběr "2 div 2" přímého potomka "day" elementů "dayf" – ERROR  
//dayf/day[5 mod 2] – výběr "5 mod 2" přímého potomka "day" elementů "dayf" – ERROR  
-------------------------------------------------------------------------------- 
Testy na porovnávací operátory ("<", ">", "=", "!=", "<=", ">="): 
//link[@pos>2] – vybere všechny elementy "link" s parametrem "pos", který má větší hodnotu než 
"2" – OK (čas provedení dotazu: 23ms, počet výsledků: 2) 
//link[@pos>=2] – vybere všechny elementy "link" s parametrem "pos", který má hodnotu větší nebo 
rovnu "2" – OK (čas provedení dotazu: 22ms, počet výsledků: 3) 
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//link[@pos<2] – vybere všechny elementy "link" s parametrem "pos", který má menší hodnotu než 
"2" – OK (čas provedení dotazu: 13ms, počet výsledků: 1) 
//link[@pos<=2] – vybere všechny elementy "link" s parametrem "pos", který má hodnotu menší 
nebo rovnu "2" – OK (čas provedení dotazu: 8ms, počet výsledků: 2) 
//link[@pos=2] – vybere všechny elementy "link" s parametrem "pos", který má hodnotu "2" – OK 
(čas provedení dotazu: 7ms, počet výsledků: 1) 
//link[@pos!=2] – vybere všechny elementy "link" s parametrem "pos", který má hodnotu různou 
od "2" – OK (čas provedení dotazu: 16ms, počet výsledků: 3) 
-------------------------------------------------------------------------------- 
Testy na logické operátory ("and", "or"): 
//day[@d=0 and t="Friday"] – vybere všechny elementy "day", které mají parametr "d" rovný "0" a 
zároveň parametr "t" rovný "Friday" – ERROR  
//day[@d="0" or t="Friday"] – vybere všechny elementy "day", které mají parametr "d" rovný "0" 
a/nebo "t" rovný "Friday" – ERROR  
-------------------------------------------------------------------------------- 
Testy na funkce: 
//dayf/day[last()] – výběr posledního přímého potomka "day" elementu "dayf" – ERROR  
//day[position()=1] – výběr všech elementů "day", které mají index "1" – ERROR  
//dayf/day[count(//dayf/day)>1] – výběr všech elementů "day", jejichž rodičem je "dayf" a je jich 
více než "1" – ERROR  
//*[name() = "day"] – vybere všechny elementy s názvem "day" – ERROR  
//*[local-name() = "day"] – ERROR  
//*[namespace-uri() = "day"] – ERROR  
//sunr[string(//sunr) = "5:11 AM"] – vybere elementy "sunr", které obsahují text "5:11 AM" – 
ERROR  
//low[number(//low) = 55] – vybere elementy "low", které obsahují hodnotu převedenou na číslo 
rovnu "55" – ERROR  
//low[boolean(//low) = true] – vybere elementy "low", které obsahují hodnotu převedenou 
na logickou hodnutu rovnu "true" – ERROR  
//day[concat()] – ERROR  
//day[sum()] – ERROR  
//day[not()] – ERROR  
//day[true()] – ERROR  
//day[false()] – ERROR  
//day[floor(2)] – ERROR  
//day[ceiling(5)] – ERROR  
//day[round(5)] – ERROR  
//day[starts-with(day,  "a")] – ERROR  
//day[string-length() > 4] – ERROR  
//day[substring(a, 1, 3)] – ERROR  
//day[translate(a, 1, 3)] – ERROR  
//day[contains(a, "a")] – ERROR  
//day[normalize-space()] – ERROR  
-------------------------------------------------------------------------------- 
