Distance covariance and distance correlation have been widely adopted in measuring dependence of a pair of random variables or random vectors. If the computation of distance covariance and distance correlation is implemented directly accordingly to its definition then its computational complexity is O(n 2 ) which is a disadvantage compared to other faster methods. In this paper we show that the computation of distance covariance and distance correlation of real valued random variables can be implemented by an O(n log n) algorithm and this is comparable to other computationally efficient algorithms. The new formula we derive for an unbiased estimator for squared distance covariance turns out to be a U-statistic. This fact implies some nice asymptotic properties that were derived before via more complex methods. We apply the fast computing algorithm to some synthetic data. Our work will make distance correlation applicable to a much wider class of applications.
INTRODUCTION
Since its induction (Székely, Rizzo and Bakirov 2007) , distance correlation has had many applications in, e.g., life science (Kong, Klein, Klein and Wahba 2012) and variable selection (Li, Zhong and Zhu 2012) , and has been analyzed (Székely and Rizzo 2012; Lyons 2013) , extended (Székely and Rizzo 2009; Székely and Rizzo To appear) in various aspects. If distance correlation were implemented straightforwardly from its definition, its computational complexity can be as high as a constant times n 2 for a sample size n. This fact has been cited for numerous times in the literature as a disadvantage of adopting the distance correlation. In this paper, we demonstrate that an O(n log(n)) algorithm for a version of the distance correlation exits.
The main idea behind the proposed algorithm is to use an idea rooted in the the AVL tree structure (Adelson-Velskii and Landis 1962) . The same idea has been utilized to develop fast algorithm for computing the Kendall's τ rank correlation coefficient (Knight 1966) (Christensen 2005) . We extend it to make it suitable for our purpose. The derivation of the fast algorithm also involves significant reformulation from the original version of the distance correlation. Details are presented in this paper.
In simulations, not only we demonstrate the effectiveness of the fast algorithm, but also we testify that the advantage of using distance correlation (in comparison with other existing methods) become more evident when the sample sizes increase. These experiments become feasible due to the availability of the proposed fast algorithm. In one experiment (See details in Section 5.3), we increased the sample size by 100 fold from a previously published simulation study.
The rest of this paper is organized as follows. Section 2 reviews the distance covariance/correlation and its relevant properties. In Section 3, we consider a reformulation of the distance covariance, such that the new estimator is both unbiased and a U-statistic. In Section 4, an algorithm with the average complexity of O(n log n) was presented. Extensive simulations are presented in Section 5 to demonstrate the additional capability we obtained due to the proposed fast algorithm. Finally, some concluding remarks are made in Section 6. Detailed description of the algorithm is relegated to the Appendix, along with most of the technical proofs.
A REVIEW OF DISTANCE COVARIANCE
Distance covariance and distance correlation was introduced in 2005 by one of the co-authors of this paper, G. J. Székely, in several lectures to address the deficiency of Pearson's correlation, namely that the Pearson's correlation can be zero for dependent variables. In the following, we start with a definition of the distance covariance. A ij B ij .
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The corresponding squared sample variance is
A 2 ij and we can define the sample distance correlation as the standardized sample covariance:
For more details see Székely et al. (2007) and a discussion paper (Székely and Rizzo 2009) . It is clear that R n (X, Y ) is rigid motion invariant and scale invariant. For recent applications of distance correlation, see e.g., Li et al. (2012) and Kong et al. (2012) .
The population version of distance covariance and distance correlation can be defined without characteristic functions, see Lyons (2013) . This definition is as follows. Let X ∈ R p and Y ∈ R q be random variables with finite expectations. The random distance functions are a(X, X ′ ) :
Here the primed random variable X ′ denotes an independent and identically distributed (i.i.d.) copy of the variable X, and similarly Y, Y ′ are i.i.d.
Introduce the real-valued function
where F X is the cumulative distribution function (cdf) of X, and
which is a real-valued random variable. For simplicity we write m(x) := m(x, F X ) and m(X) := m(X, F X ).
Next we define the counterpart of centered distance matrices. The centered distance function is
For random variables we have
Similarly define the centered distance function b(y, y ′ ) and the random variable B(Y, Y ′ ). Now for X, X ′ i.i.d., and Y, Y ′ i.i.d., such that X and Y have finite expectations, the population distance
We have that V 2 (X, Y ) is always nonnegative, and equates zero if and only if X and Y are independent.
It is clear by inspection that without further efforts the implementation of the sample distance covariance and the corresponding sample distance correlation requires O(n 2 ) steps. In this paper we show that for real-valued random variables X and Y , we do not need more than O(n log n) steps.
THE UNBIASED VERSION OF THE SQUARED SAMPLE DISTANCE COVARIANCE: REFORMULATION AND RELATION TO U-STATISTICS
In this section, a reformulation is given in Section 3.1. We then show in Section 3.2 that the newly formed unbiased estimator is a U-statistic.
Reformulation
We will work with the unbiased version of the squared sample distance covariance, which is published in Székely and Rizzo (To appear). The definition is as follows.
Definition 3.1 (U -centered matrix). Let A = (a ij ) be a symmetric, real valued n × n matrix with zero diagonal, n > 2. Define the U -centered matrix A as follows: the (i, j)-th entry of A is
(3.1)
Here the "U -centered" is so named because as shown below, the corresponding inner product (which will be specified in (3.2)) defines an unbiased estimator of the squared distance covariance.
Proposition 3.2. Let (x i , y i ), i = 1, . . . , n denote a sample of observations from the joint distribution (X, Y ) of random vectors X and Y . Let A = (a ij ) be the Euclidean distance matrix of the sample x 1 , . . . , x n from the distribution of X, and B = (b ij ) be the Euclidean distance matrix of the sample y 1 , . . . , y n from the distribution of Y . Then if E(|X| + |Y |) < 1, for n > 3, the following
is an unbiased estimator of squared population distance covariance V 2 (X, Y ).
The proof of the above proposition is in the appendix of Székely and Rizzo (To appear).
Let Ω n denote the inner product defined in (3.2). The following notations will be used. Define the column and row sums as follows:
a kℓ , and
We will need the following lemma.
Lemma 3.3. If Ω n is the inner product defined in (3.2) then we have
For the proof see the Appendix. Formula (3.3) will be used to prove that (i) the estimator in (3.2) is a U-statistic and thus we can apply the relevant limit theorems to study its asymptotic behavior;
(ii) the estimator in (3.2) can be computed in O(n log n) steps.
Validating the Statistic is a U-Statistic
Suppose x 1 , . . . , x n is a sample. For positive integer r, let Φ r denote all the distinct r-subsets of {1, 2, . . . , n}. For a set ϕ ⊂ {1, . . . , n}, we define notation x ϕ = {x i | i ∈ φ}. Let h : R r → R be a symmetric real-valued or complex-valued kernel function of r variables. For each n ≥ r, the associated U-statistic of order r, U nr : R n → R, is equal to the average over ordered samples of size r of the sample values h(x ϕ ). In other words,
For U-statistics, we can verify the following lemma.
Lemma 3.4. For 1 ≤ i ≤ n, we denote
where U n−1,r (x 1 , . . . , x i−1 , x i+1 , . . . , x n ) is defined in (3.4) after removing the element x i . Then we must have
Proof of Lemma 3.4. In (3.6), each term h(x ϕ ) is counted (n − r) times on both sides. Hence the equality holds.
In fact, using arithmetic deduction, one can prove that the converse of the above is also true. In other words, the jackknife invariance is a necessary and sufficient condition for being U-statistics.
For a very similar (equivalent) approach see Lenth (1983) .
Lemma 3.5. If there exists a positive integer r > 0, such that for any n > r, function U nr (x 1 , . . . , x n ) satisfies (3.6) and (3.5), then there must be a kernel function h(·) of order r, such that U nr (x 1 , . . . , x n )
can be written in a form as in (3.4); i.e., U nr (x 1 , . . . , x n ) is a U-statistic.
A proof of the above can be found in the Appendix.
The two lemmas above show that the recursive relation (3.6) is a necessary and sufficient condition for a U-statistic. For later use, we explicitly restate the result below.
Theorem 3.6. Let Ω n (x 1 , . . . , x n ) be a statistic of a sample x 1 , . . . , x n . Let Ω
−i
n−1 (x 1 , . . . , x n ), i = 1, 2, . . . , n, be a statistic of a reduced sample x 1 , . . . , x i−1 , x i+1 , . . . , x n ; i.e., Ω −i n−1 (x 1 , . . . , x n ) is the statistic after removing the observation x i . The necessary and sufficient condition for
holds for all n ≥ r.
The above can be extended to a two-sample problem, in which a sample is (x 1 , y 1 ), (x 2 , y 2 ), . . . , (x n , y n )
for n ≥ 1. By replacing x i with (x i , y i ), all the previous arguments still hold.
Proof of Theorem 3.6. . Combine Lemma 3.4 and Lemma 3.5, and simplify (3.6), we have (3.7).
Let Ω n denote the inner product that is defined in (3.2). Note Ω n is based on the entire sample (i.e.,
n−1 denote the corresponding statistic after knocking out pair (x i , y i ) from the entire sample.
The following lemma establish counterpart for Ω −k n−1 , where k = 1, 2, . . . , n.
·· , and b −k ·· denote the corresponding sums after entry
n−1 is the inner product that is defined in (3.2) after knocking off the k-th entry (x k , y k ), we have
We will not provide the proof for Lemma 3.7, because it will be identical with the proof of Lemma 3.3.
Theorem 3.8. Estimator Ω n -the inner product that is defined in (3.2)-is a U-statistic. The kernel function of the corresponding U-statistic is the inner product that was defined in (3.2) with n = 4.
See a proof in the Appendix.
Now we know that (3.2) is a U-statistic and it is easy to see that (3.2) is in fact a U-statistic with a degenerate kernel under the null hypothesis of independence of X and Y , thus we can see from Corollary 4.4.2 of Koroljuk and Borovskich (1994) that if the second moments of X and Y are finite then under the null hypothesis, the limit distribution of n( A · B) has the form
, where λ i ≥ 0, and Z i are i.i.d. standard normal random variables. Under the alternative hypothesis we have that n|( A · B)| → ∞, thus we can easily construct a consistent test of independence. For a technically much more difficult approach, see Székely et al. (2007) where a similar result was derived for a related V-statistic using deep results on complex-valued Gaussian processes.
FAST ALGORITHM
We now argue that when X and Y are univariate, there is an O(n log n) algorithm to implement (3.3). We start with several intermediate results, which are presented as lemmas below.
Lemma 4.1. Denote
For 1 ≤ i ≤ n, we also denote
We have
A proof is relegated to the appendix.
Due to symmetry, the following is the counterpart fact for Y . We state it without a proof.
Lemma 4.2. Denote
For 1 ≤ i ≤ n, we denote
Using formulas (4.1) and (4.2), the following two equations can be easily established. We state them without a proof.
Corollary 4.3. We have
The following lemma will be used.
Lemma 4.4. We define a sign function, for ∀1 ≤ i, j ≤ n,
For any sequence {c j , j = 1, . . . , n}, for 1 ≤ i ≤ n, we define
The following is true:
Proof of Lemma 4.4. We have
Per the definition of γ i ({· · · }), one can verify that the above equates to (4.5).
Lemma 4.5. For any sequence {c j , j = 1, . . . , n}, there is an O(n log n) algorithm to compute for
Again, we relegate the proof to the appendix. The main idea of the proposed algorithm is a modification as well as an extension of the idea that was used in Knight (1966) and Christensen (2005) , which developed a fast algorithm for computing the Kendall's τ rank correlation coefficient.
The principle of the AVL tree structure (Adelson-Velskii and Landis 1962) was adopted. Despite they are in a similar spirit, the algorithmic details are different. We now present the main result in the following theorem.
Theorem 4.6. The unbiased estimator of the squared population distance covariance (that was defined in (3.2)) can be computed by an O(n log n) algorithm.
Proof of Theorem 4.6. In Lemma 3.3, the unbiased statistic has been rewritten as in (3.3). For the first term on the right hand side of (3.3), per Lemmas 4.4 and 4.5, there is an O(n log n) algorithm to compute it.
For the second term on the right hand side of (3.3), Note that quantities α x i , β x i , α y i , and β y i that were defined in Lemmas 4.1 and 4.2, respectively, are partial sums, which can be computed for all i's with O(n log n) algorithms. The log n factor is inserted, because one may need to sort x i 's or y i 's in order to compute for α x i , β x i , α y i , and β y i . Then by (4.1) and (4.2), all a i· and b i· can be computed at order O(n log n). Consequently, the second term on the right hand side of (3.3) can be computed by using an O(n log n) algorithm.
For the third term on the right hand side of (3.3), using (4.3) and (4.4) in Corollary 4.3, we can easily see that it can be computed via an O(n log n) algorithm. From all the above, the theorem is established.
For readers' convenience, we present a detailed algorithm description in Appendix, where Algorithm 2 realizes the idea that is described in the proof of Lemma 4.5; Algorithm 3 is a subroutine that will be called in Algorithm 2; and the Algorithm 1 is the algorithm that can compute for the distance covariance at O(n log n).
NUMERICAL EXPERIMENTS
In Section 5.1, we describe a MATLAB and C based implementation of the newly proposed fast algorithm. This fast algorithm enables us to run some simulations with sample sizes that were impossible to experiment with before its appearance. We report some numerical experiments in Section 5.2. Distance correlation has been found helpful in feature screening. In Section 5.3, we redo experiments on this regard, increasing the sample size from n = 200 to n = 20, 000. It is observed that the advantage of using the distance correlation is more evident when the sample size becomes larger.
Matlab Implementation
The fast algorithm was implemented in MATLAB, with a key step (of dyadic updating) being implemented in C. It was then compared against the direct (i.e., slow) implementation. Table 1 presents the average running time for the two different implementations in MATLAB with 1, 000 replications at each sample size. The sample size goes from 32 (= 2 5 ) to 2048 (= 2 11 ). In all these cases, the two methods ended with identical solutions; this validates our fast algorithm.
Note a comparison in MATLAB is not desirable for our fast algorithm. The direct method calls some MATLAB functions, which achieve the speed of a low-level language implementation, while the implementation of the fast method is not. In theory, the fast algorithm will compare more favorably if both methods are implemented in a low-level language, such as in C or C++. When the sample size is large, e.g., when n = 4096, the direct method will generate an "out-ofmemory" message. Recall the direct method computes for all pairwise distances, hence it requires O(n 2 ) memory. The fast method only requires O(n) in memory. For illustration purpose, we run the fast algorithm for sample size n going from 4, 096 (which is 2 12 ) to 1, 048, 576 (which is 2 20 ).
The running times are reported in Tab. 2 and Fig. 2 . When n = 1, 048, 576, the running time is a little more than three minutes. The trend that is observable from Fig. 2 consists with our claim that the fast method is an O(n log n) algorithm. It is evident that the running time scales approximately linearly with the sample size (n). We did not run experiments with larger sample sizes, because their outcomes are predictable by property of the fast method.
Measuring Effectiveness of Distance Correlation
The distance correlation is zero if and only if the corresponding two random variables are independent of each other. The Pearson's correlation does not have such a property. There have been intuitive numerical examples to illustrate such an advantage of using the distance correlation. See the Wikipedia page on "distance correlation." When the direct implementation of the distance correlation is adopted, the sample size (which was denoted by n) cannot be large, due to the O(n 2 ) complexity of the direct method. In Fig. 3 , we compare the Pearson's correlation with the distance correlation in nine representative cases:
(1) (X, Y ) is a bivariate normal with moderate correlation;
(2) a bivariate normal with a correlation close to 1; (3) a thickened rippled curve; (4) a rotation of a uniformly filled rectangle; However, the significance of such a pattern is not evident.
With the fast method, we now can run the same experiments with larger sample sizes. In Fig. 4 , we run the comparison with sample size n = 10, 000. This is a sample size for which the corresponding experiment cannot be done with the direct method. It is clear that the Pearson's correlation become nearly zero in the cases of (3) convenience, we summarize the results in Table 3 . This experiments shows that a previous observation in Fig. 4 should occur with large probability.
Feature Screening
In Li et al. (2012) , distance correlation has been proposed to facilitate feature screening in ultrahighdimensional data analysis. The proposed sure independence screening procedure based on the distance correlation (DC-SIS) has been proven to be effective in their simulation study. Due to the use of the direct method, they restricted their sample size to n = 200. We redo the simulations as in Li et al. (2012) , however increases the sample size to n = 20, 000, i.e., 100 times of the originally attempted. It is observed that the use of distance correlation becomes more advantageous when the sample size increases. 
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The screening algorithm, which was initially advocated by Fan and Lv (2008) , works as follows.
For each covariate X k , 1 ≤ k ≤ n, a 'marginal utility' function was computed. Such a marginal utility function can be the Pearson's correlation, the distance correlation that was discussed in this paper, or other dependence measure such as the one in Zhu et al. (2011) that was also used in the simulation studies of Li et al. (2012) . The 'screening' is based on the magnitude of the values of these marginal utility function. Sometimes, forward, backward, or a hybrid stepwise approach is proposed. In this paper, we refrain from further discussion in this potential research direction.
Our simulation setup follows the one in Li et al. (2012, Section 3) . Note that an alternative approach named sure independent ranking and screening (SIRS) (Zhu et al. 2011 ) was compared against. For a sample, (x 1 , y 1 ), . . . , (x n , y n ), of two random variable X and Y , the SIRS dependence measure (i.e., the marginal utility function) is defined as algorithm. The following theorem will show that it can be computed via an O(n log n) algorithm.
The proof and the algorithmic details are relegated to the appendix.
Theorem 5.1. For a sample, (x 1 , y 1 ), . . . , (x n , y n ), of a bivariate random vector (X, Y ), the SIRS measure (Zhu et al. 2011 ) in (5.1) can be computed via an algorithm whose average complexity is O(n log n).
For completeness, we state our simulation setup below. we generate x = (X 1 , X 2 , . . . , X p ) T from normal distribution with zero mean and covariance matrix Σ = (σ ij ) p×p , and the error term ε from the standard normal distribution N (0, 1). Two covariance matrices are considered to assess the performance of the DC-SIS and to compare with existing methods: (1) σ ij = 0.8 |i−j| and (2) σ ij = 0.5 |i−j| . Note that a covariance matrix with entries σ ij = ρ |i−j| , 0 < ρ < 1, enjoys a known Cholesky decomposition: Σ = R T R, where R = (r ij ) ∈ R p×p , r ij = 0, if j < i, and r 1j = ρ j−1 , r ij = c · ρ j−i , for i ≥ 2 and j ≥ i, c 2 + ρ 2 = 1. In our simulations, we take advantage of this known decomposition. The dimension p varies from 2000 to 5000. Each experiment was repeated 500 times, and the performance is evaluated through the following three criteria: 22 1. S: the minimum model size to include all active predictors. We report the 5%, 25%, 50%, 75%, and 95% quantiles of S out of 500 replications.
2. P s : the proportion that an individual active predictor is selected for a given model size d in the 500 replications.
3. P a : the proportion that all active predictors are selected for a given model size d in the 500
replications.
The S is used to measure the model complexity of the resulting model of an underlying screening procedure. The closer to the minimum model size the S is, the better the screening procedure is.
The sure screening property ensures that P s and P a are both close to one when the estimated model An innovative stopping rule is introduced in Kong et al. (2012) for DC-SIS. We did not implement it here, because the new stopping rule requires a multivariate version of the distance correlation, which is not covered by this paper.
The example is designed to compare the finite sample performance of the DC-SIS with the SIS (Fan and Lv 2008) and the SIRS (Zhu et al. 2011) . In this example, we generate the response from the following four models:
where 1(X 12 < 0) is an indicator function.
The regression functions E(Y |x) in models (1.a)-(1.d) are all nonlinear in X 12 . In addition, models (1.b) and (1.c) contain an interaction term X 1 X 2 , and model (1.d) is heteroscedastic. Following Fan and Lv (2008) , we choose β j = (−1) U (a + |Z|) for j = 1, 2, 3, and 4, where a = 4 log n/ √ n, U ∼Bernoulli(0.4) and Z ∼ N (0, 1). We set (c 1 , c 2 , c 3 , c 4 ) = (2, 0.5, 3, 2) in this example to be consistent with the experiments in Li et al. (2012) : challenging the feature screening procedures under consideration. For each independence screening procedure, we compute the associated marginal utility between each predictor X k and the response Y . That is, we regard x = (X 1 , . . . , X p ) T ∈ R p as the predictor vector in this example.
Model 5% 25% 50% 75% 95% 5% 25% 50% 75% 95% 5% 25% 50% 75% 95% (1.b) d1 0.01 0.02 1.00 1.00 0.01 0.00 0.00 1.00 1.00 0.00 1.00 1.00 1.00 1.00 1.00 d2 0.05 0.06 1.00 1.00 0.02 0.01 0.03 1.00 1.00 0.00 1.00 1.00 1.00 1.00 1.00 d3 0.07 0.08 1.00 1.00 0.03 0.02 0.04 1.00 1.00 0.00 1.00 1.00 1.00 1.00 1.00
(1.c) d1 0.08 0.07 0.00 1.00 0.00 0.00 0.03 1.00 1.00 0.00 1.00 1.00 1.00 1.00 1.00 d2 0.11 0.07 0.01 1.00 0.00 0.01 0.03 1.00 1.00 0.00 1.00 1.00 1.00 1.00 1.00 d3 0.14 0.11 0.01 1.00 0.00 0.02 0.04 1.00 1.00 0.01 1.00 1.00 1.00 1.00 1.00 Table 5 : The proportions of P s and P a in our experiment for the first two cases. The user-specified model sizes are d 1 = [p/10 log n], d 2 = 2d 1 , and d 3 = 3d 1 .
SIS SIRS DC-SIS
Case 3: p = 5000 and σij = 0.5
(1.a) d1 1.00 0.96 1.00 1.00 0.96 1.00 0.96 1.00 1.00 0.96 1.00 0.96 1.00 1.00 0.96 d2 1.00 0.96 1.00 1.00 0.96 1.00 0.96 1.00 1.00 0.96 1.00 0.96 1.00 1.00 0.96 d3 1.00 0.97 1.00 1.00 0.96 1.00 0.97 1.00 1.00 0.96 1.00 0.96 1.00 1.00 0.96
(1.b) d1 0.09 0.09 1.00 1.00 0.05 0.04 0.03 1.00 1.00 0.01 1.00 1.00 1.00 1.00 1.00 d2 0.13 0.13 1.00 1.00 0.06 0.05 0.05 1.00 1.00 0.01 1.00 1.00 1.00 1.00 1.00 d3 0.15 0.15 1.00 1.00 0.08 0.07 0.07 1.00 1.00 0.02 1.00 1.00 1.00 1.00 1.00
(1.c) d1 0.09 0.10 0.01 1.00 0.00 0.03 0.03 0.99 1.00 0.01 1.00 1.00 0.99 1.00 0.99 d2 0.12 0.14 0.03 1.00 0.00 0.06 0.05 1.00 1.00 0.02 1.00 1.00 1.00 1.00 1.00 d3 0.14 0.15 0.04 1.00 0.00 0.06 0.07 1.00 1.00 0.02 1.00 1.00 1.00 1.00 1.00 Table 6 : The proportions of P s and P a in our example. This is for the remaining two cases. Comparing Tab.s 4 and 5 with the counterparts in Li et al. (2012) , one can clearly see that the advantage of using the distance correlation becomes more evident, observing smaller sample quantiles of S for DC-SIS, and larger coverage probabilities in P s and P a .
CONCLUSION
Distance correlation has been found useful in many applications (Kong et al. 2012; Li et al. 2012) .
A direct implementation of the distance correlation led to an O(n 2 ) algorithm with sample size n.
We propose a fast algorithm. Its computational complexity is O(n log n) on average. Armed with this fast algorithm, we carry out some numerical experiments with sample sizes that have not been attempted before. We found that in many cases, the advantage of adopting the distance correlation becomes even more evident. The proposed fast algorithm certainly makes the distance correlation more applicable in situations where statistical dependence needs to be evaluated.
APPENDIX A. ALGORITHMS
Algorithm 1 is the algorithm that can compute for the distance covariance at O(n log n). Algorithm 2 realizes the idea that is described in the proof of Lemma 4.5. Algorithm 3 is a subroutine that will be called in Algorithm 2.
Algorithm: Fast Computing for Distance Covariance (FaDCor)
Inputs: Observations x 1 , . . . , x n , and y 1 , . . . , y n .
Outputs: The distance covariance that was defined in (3.3).
1. Sort x 1 , . . . , x n , and y 1 , . . . , y n . Let I x and I y denote the order indices; i.e., if for i, 1 ≤ i ≤ n, I x (i) = k, then x i is the kth smallest observations among x 1 , . . . , x n .
Similarly if for i, 1 ≤ i ≤ n, I y (i) = k, then y i is the kth smallest observations among y 1 , . . . , y n .
2. Let x (1) < · · · < x (n) , and y (1) < · · · < y (n) denote the order statistics.
Denote the partial sums:
They can be computed using the following recursive relation:
, β x i , and β y i that are defined in Lemma 4.1 and 4.2, using the following formula: for i = 1, . . . , n, we have
4. Compute x · and y · per their definitions in Lemma 4.1 and 4.2.
5. Using (4.1) and (4.2), compute
6. Using (4.3) and (4.4), compute a ·· and b ·· .
7. Use Algorithm PartialSum2D to compute for γ i ({1}), γ i ({x j y j }), γ i ({y j }), and γ i ({x j }).
8. Using (4.5) to compute i =j a ij b ij .
9. Finally, apply the results of steps 5., 6., and 8. to (3.3).
Algorithm 1: The O(n log n) algorithm to compute for the distance covariances.
Algorithm: Fast Algorithm for a 2-D Partial Sum Sequence (PartialSum2D)
Inputs: Observations x 1 , . . . , x n , y 1 , . . . , y n , and c 1 , . . . , c n .
Outputs: Quantity γ i ({c j }) = j:j =i c j S ij that is defined in Lemma 4.4.
1. Compute for the order statistics x (1) < · · · < x (n) for x 1 , . . . , x n . Then rearrange triplets (x i , y i , c j )'s such that we have
2. Let y (1) < · · · < y (n) denote the order statistics for y 1 , . . . , y n , and assume that I y (i), i = 1, 2, . . . , n, are the order indices; i.e., if I y (i) = k, then y i is the k-th smallest among y 1 , . . . , y n . Without loss of generality, we may assume that y i = I y (i).
3. Evidently aforementioned function I y (i) is invertible. Let (I y ) −1 (j) denote its inverse.
Define the partial sum sequence: for 1 ≤ i ≤ n,
The following recursive relation enables an O(n) algorithm to compute for all s y (i)'s,
Again the above partial sums can be computed in O(n) steps.
6. Call Subroutine DyadUpdate to compute for j:j<i,y j <y i c j for all i, 1 ≤ i ≤ n.
7. By (A.6), we have that
Algorithm 2: A subroutine that will be needed in the fast algorithm for the distance covariance. This algorithm realizes the ideas in the proof of Lemma 4.5.
Subroutine: A Dyadic Updating Scheme (DyadUpdate)
Inputs: Sequence y 1 , . . . , y n and c 1 , . . . , c n , where y 1 , . . . , y n is a permutation of {1, . . . , n}.
Outputs: Quantities γ i := j:j<i,y j <y i c j , i = 1, 2, . . . , n.
1. Recall that we have assumed n = 2 L . If n is not dyadic, we simply choose the smallest L such that n < 2 L . Recall that for
2. Assign s(ℓ, k) = 0, ∀ℓ, k, and γ 1 = 0.
3. For i = 2, . . . , n, we do the following.
(a) Fall all (ℓ, k)'s, such that y i−1 ∈ I(ℓ, k). Then for these (ℓ, k)'s, do update
Let k 1 = 1. For j = 2, . . . , τ , compute
Algorithm 3: A subroutine that will be called in Algorithm 2.
APPENDIX B. PROOFS
Proof of Lemma 3.3. One can verify the following equalities:
The following will be used in our simplification too. We have
Similarly, we have
In the following, we simplify the statistic in (3.2). We have
. Now bringing in (A.4) and (A.5), we have
, which is (3.3).
Proof of Lemma 3.5. We use arithmetic induction. Suppose n = r + 1, (3.6) becomes
By defining h(x 1 , . . . ,
r+1,r (x 1 , . . . , x r+1 ), we can verify that h(·) is a kernel function with r variables. Consequently, U r+1,r (x 1 , . . . , x r+1 ) can be written as (3.4). Now suppose for any n ≥ n ′ , U nr (x 1 , . . . , x n ) has the form as in (3.4), with the function h(·) that was defined above. Applying (3.6) with n = n ′ + 1, we can show that U n ′ +1,r (x 1 , . . . , x n ′ +1 ) still has the form as in (3.4), with the same function h(·) that was defined above. We omit further details.
Proof of Theorem 3.8. It is evident to verify that the followings are true:
We then have
.
For the right hand side of (3.7), we have the following:
Compare with (3.3), we can verify that the above equates to n · Ω n , which (per Theorem 3.6)
indicates that Ω n is a U-statistic. The kernel function of the corresponding U-statistic is the inner product that was defined in (3.2) with n = 4.
Proof of Lemma 4.1. We have
It is easy to verify that
Taking into account the above two equations, we have
which is (4.1).
Proof of Lemma 4.5. Without loss of generality (WLOG), we assume that x 1 < x 2 < · · · < x n . We We will argue that the three summations on the right hand side can be implemented by O(n log n)
algorithms. First, term j:j<i c j is a formula for partial sums. It is known that an O(n) algorithm exists, by utilizing the relation: Second, after sorting y j 's at an increasing order, sums 122)) is adopted, the sorting of y j 's can be done via an O(n log n) algorithm.
We will argue that sums j:j<i,y j <y i c j , i = 1, . . . , n, can be computed in an O(n log n) algorithm.
WLOG, we assume that y i , i = 1, 2, . . . , n, is a permutation of the set {1, 2, . . . , n}. WLOG, we assume that n is dyadic; i.e., n = 2 L , where L ∈ N or L is a nonnegative integer. For The above dynamic programming style updating scheme needs to be run for n times (i.e., for all 1 ≤ i ≤ n), however each stage requires no more than log 2 n updates. Overall, the computing for all s(i, ℓ, k) takes no more than O(n log n).
For a fixed i, 1 ≤ i ≤ n, we now consider how to compute for j:j<i,y j <y i c j . If y i = 1, obviously we have j:j<i,y j <y i c j = 0. For y i > 1, there must be a unique sequence of positive integers ℓ 1 > ℓ 2 > · · · ℓ τ > 0, such that y i − 1 = 2 ℓ 1 + 2 ℓ 2 + · · · + 2 ℓτ .
Since y i ≤ n, we must have τ ≤ log 2 n. We then define k α , α = 1, . . . , τ as follows Since τ ≤ log 2 n, the above takes no more than O(log n) numerical operations. Consequently, computing j:j<i,y j <y i c j for all i, 1 ≤ i ≤ n, can be done in O(n log n). The last expression implies the following steps to compute for SIRS(X, Y ).
1. For k = 1, . . . , n, compute α k := n j=1 1(y k < y j );
2. For i = 1, . . . , n, compute β i := k:y k ≥y i x k α k ;
3. For i = 1, . . . , n, compute γ i := k:y k <y i x k ; 4. Compute SIRS(X, Y ) = n i=1 x i (β i + γ i α i ) n(n − 1)(n − 2) .
Since α i 's, β i 's, and γ i 's are partial sums, it is easy to verify that each of the above steps can be done within O(n log n) operations on average, hence the entire algorithm takes O(n log n) operations on average.
