Consider the problem of mapping postal addresses to buildings in satellite imagery using publicly available information, defined as the Building Identification (BID) problem in [1] . This problem takes as input a bounding box that defines the area of a satellite image, buildings identified in the image, vector information that specifies streets in the image, and a set of phone-book entries for the area. The task is to find the set of possible address assignments for each building. In [1], we showed how the task can be framed as a Constraint Satisfaction Problem (CSP), which we solved with an existing solver in [1] and a custom solver in [2] . The CSP is given by P = (V, D, C) where V is the set of buildings, D the set of their respective potential addresses, and C a set of constraints that describe the physical layout of the buildings on the map and address numbering strategies.
world, that account for all of the addressing constraints is an overwhelming and unrealistic task. However, the work required of the expert to define constraints that capture all of the characteristics of addressing seen to date is relatively small and manageable. We propose a framework in which the constraint model of the area of interest for a given user is dynamically built by augmenting the set of basic constraints, which form the generic constraint model, with those constraints that specify the addressing schema that governs the area of interest.
Research Approach
We propose to exploit the information found within a problem instance to enrich the generic model of the CSP in order to identify the set of constraints that apply in a given setting, as shown in Fig. 1 . The embedded information that we exploit is a set of instantiated variables, which we call data points. Our framework tests the features − → F of these data points in order to select, from a library of constraints C L , those constraints C I that should be added to the generic constraint model C B of the problem. We reduce the load on a human user by limiting their involvement to defining the library of constraints, which is leveraged over the repetitive use of the application over various areas. Subsequently, we use the expert knowledge introduced by the user along with the information found in the problem description to generate a customized problem model that best represents the problem instance at hand. This approach enables a more flexible approach to dynamically modeling problem instances by reformulating problem models and not requiring a collection of individual models that represent all of the foreseeable variations of a problem class. The set of constraints C new = C B ∪C I allows us to approach the most accurate model and return more precise solutions (see Fig. 1 ). We also use constraint propagation on C B in order to infer new data points.
