Abstract-A random number generator based on the addition of points on an elliptic curve over finite fields is proposed.
INTRODUCTION
Recently, elliptic curve cryptography (ECC) h as received intense scrutiny from cryptographers, mathematicians, and computer scientists around the world [l-3] . The primary reason for this is its high security over existing public key cryptographic algorithms. The best algorithm known for solving the underlying mathematical problem of ECC, referred to as the elliptic curve discrete logarithm problem (ECDLP), takes full exponential time. On the contrary, subexponential-time algorithms are known for tackling the integer factorization and the discrete logarithm problems that RSA and DSA are relied on [4, 5] . This implies that the algorithms for solving the elliptic curve discrete logarithm problem become infeasible much more rapidly as the problem size increases than those algorithms for tackling the integer factorization and the discrete logarithm problems.
For this reason, ECC offers a security level equivalent to RSA and DSA while using a far smaller key size [l] .
On the other hand, the security of most cryptographic systems depends upon the generation of unpredictable quantities that must be of sufficient size and randomness. Taking ECC as an example, we need to generate random bits in order to create random curves and the large secret [l-3] . The purpose is to preclude third parties from gaining advantage through optimizing a search strategy. This implies that we usually need to implement a random number generator in a cryptographic system. A number of random number generators have been proposed [6-Q] . However, they are usually not designed together with the cryptographic system and so extra design and implementation effort are required. If both the tasks of random number generation and encryption can be done by using the same software or hardware module, we can save hardware cost, memory space, and design time. This is especially important in developing applications in environment with limited resources such as smart cards. With this goal, we propose a random number generator that makes use of the basic operations required in ECC.
The organization of the rest of the paper is as follows. In Section 2, the background of ECC and the proposed random number generator will be described. Periods of the proposed generator are analyzed in Section 3, while the test results are reported in Section 4. In Sections 5 and 6, discussions and conclusions are made.
THE PROPOSED RANDOM NUMBER GENERATOR
In elliptic curve operations, multiplying an integer k to a point P on the curve is equivalent to adding P to itself for (k -1) times [3] . This is referred to as the "kP" operation. In particular, an integer T is called the order of the point P if rP = 0 (where 0 is the point at infinity). By converting lc into binary form, making use of Koblitz's balance equation, and then using the addition and double rules of elliptic curve operations, the ICP operation can be done rapidly [3] . In practical cryptographic systems, we only use elliptic curves over finite fields [l] . As our aim is to integrate a random number generator in a cryptographic system, only finite fields are concerned here. These fields include prime integer, polynomial basis, and normal basis fields.
A block diagram of the proposed random number generator is shown in Figure 1 . Its structure is basically the same for the three fields. However, different fields lead to different modulo Seed kl (first cycle only) Bit Sequence Output Number Generator 219 operations [3] . For a prime integer field, we apply all rules end with reduction modulo a large prime number, i.e., the field size. For polynomial basis, all the arithmetic operations are reduced modulo by a prime polynomial. Therefore, one of the processes in the proposed random number generation varies according to the choice of finite fields. For simplicity, Figure 1 only shows the general case. Details of the variation will be described later.
In Figure 1 , the k,,P module performs the kP operation, in the nth cycle, upon a high-order point P on a nonsupersingular elliptic curve. Initially, the finite field F, the elliptic curve E, the point P, and the seed kl are chosen. The bit length of ki depends on the size of the finite field and its value should not he equal to the order of P over that finite field. This prevents klP from being the point at infinity.
After k,, is fed into the k,,P module, a point k,P is generated. The z-coordinate of this new point is added to the current cycle number to form the new seed krlfl for the next cycle. In this addition process, the operaCon is different for the three fields.
(1) For a prime integer field, krL+l = cc,, + n(modp) where p is the field size.
(2) For polynomial basis, kn+i = z,, + n(modp(z)) where p(x) is tl ie irreducible polynomial. Although x,, represents the coefficients of a polynomial and 1~ is the cycle number, they can be added together its II can be treated as a binary representation of a polynomial. 
PERIOD ANALYSIS
The purpose of setting k,,+i = z,, + n is to increase the period of the generator. If n is not added, the bit sequence depends solely on the output of the kP operation.
It will start to repeat itself when there exists an x,-, (where 1 < i < 'n) such that xrL = z,-,. For example, if the z-coordinate of 1OP is 13 and a pattern: 13, 3, 10 was generated in the past three cycles, this pattern will repeat itself in the subsequent cycles. However, if 71 is added to z,, the period mill be governed by the field size which is usually very large. This property is shown clearly by the following analyses.
Prime Integer Field
In the sth cycle,
where Z, is the output of the k,,P module shown in Figure 1 .
In the tt" cycle,
where xt is the output of the k,P module and t > s.
Suppose that the output of the k,,P module in the tth cycle is the same as that of the sth cycle. That is,
If the output of the k,P module of the (t + l)th cycle is also equal to that of the (s + l)t" cycle, then &+I must equal to Ic,+i. By (1) and (2), we have xt + t = x, + s(modp).
Making use of (3)) (4) becomes t = s(modp).
Since t > s, we have t = s + qp, where q is a nonzero positive integer. Hence, the output pattern will repeat only after p cycles.
Polynomial Basis
The period analysis for polynomial basis is the same as that for prime integer field except that the field size p is replaced by the irreducible polynomial p(x). Therefore, the proof is not repeated here.
Normal Basis
Unlike the prime integer and the polynomial basis fields, the ECC operations over normal basis do not need to get through a modulus operation. Therefore, the mod operation in equation (5) can be removed. However, since t > s, the actual relationship between t and s is (6) where 2" is the field size of the field Fp. As a result, t and s will be the same when the former leads the latter by a multiplier of the field size. Table 1 shows an example for Fp. In the last column (n = 23), the patterns are exactly the same as those listed in the column correspond to n = 0. This is because k,+i should always be an element of Fp. No matter how large n is, the value of Ic, is limited to three bits. Hence, the output pattern will repeat after 2" cycles. In our experiment, 30 bit sequences are generated for each of the three finite fields by using 30 pairs of the randomly-selected initial point P and the seed kl. They are then subjected to the FIPS 140-2 tests. If there is a sequence that fails in any of the tests, the proposed generator is rejected from being considered as a random number generator. Details of the simulations are given below.
Prime Integer Field
The curve y2 = x3 + a4x + a6 is used here and the parameters are 
Polynomial Basis
The curve y2 + zy = x3 + ~22 + as is used here and the parameters are a2 = 02 5C4BEAC8 074B8C2D 9DF63AF9 1263EB82 29B3C967, 0,s = 00 C9517D06 D5240D3C FF38C74B 20B6CD4D 6F9DD4D9, Irreducible Polynomial p(x) = 04 00000000 00000000 00000000 00000000 00000107 (X lcj3 + x8 + x2 + 2 + 1)
All the bit sequences generated by the 30 pairs of random parameters of P and Ici have passed the FIPS 140-2 tests. Among them, three sets are listed here for reference. The results of the statistical tests for these three cases are listed in Table 3 . 
Normal Basis
The curve y2 + zy = x3 + a2x + a6 is used here and the parameters are a2 = 07 EBCB7EEC C296AlC4 AlA14F2C 93443523, a6 = 00 610BOA57 C73649AD 0093BDD6 22A61D81. Figures 2-4 , respectively. They show that the points are uniformly distributed and so it is difficult to predict zn+i from xn. 5. DISCUSSIONS
Choice of Parameters
The test results indicate that all the random number sequences generated over the three fields have passed the FIPS 140-2 statistical tests. Moreover, the first return maps show that it is difficult to predict x,+1 from 5,. Therefore, the proposed generator can be accepted as a reliable random number generator for integrating with the ECC system to generate the dynamic private keys.
By simply changing the seed Ici and the initial point P, a different bit sequence can be generated. These two parameters should be kept secret for security. Basically, P can be any point on the elliptic curve. However, if we integrate this generator with an ECC cryptographic system, P should not be the point used in the ECC part. This is because those points are always treated as the parameters of public keys which are made public. 
CONCLUSION
In this paper, a new approach for constructing a random number generator using the basic operations in ECC is presented. Periods of the generator are analyzed theoretically. Moreover, bit sequences generated randomly have passed the standard tests and so they possess a satisfactory degree of randomness.
Nowadays, ECC is accepted as a cryptographic standard and there will be an increasing number of cryptographic processors and software specially designed for it. Since our proposed random number generator is based on the core operations of ECC, it can be designed and implemented efficiently using the existing components. As a result, up to 29% of gate counts can be saved when compared to the implementation of a parallel random number generator separately.
