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El projecte s’inicia amb l’estudi dels sistemes OLAP, amb tots els conceptes que porta 
associats. Són els següents: les estructures multidimensionals (o cubs), model conceptual, 
lògic i físic de les dades, expressions multidimensionals (MDX), processos d’extracció, 
carrega i transformació de dades (ETL), categories OLAP (ROLAP, MOLAP, HOLAP, etc.) i 
tecnologies aplicades, tals com Business Intelligence o Data Warehousing. 
 
Un cop assolits aquests conceptes, s’estudien les eines OLAP disponibles al mercat, donant 
vital importància a aquelles que disposen d’una versió Open Source. Per concloure la 
primera fase, es realitzen un conjunt d’exemples pràctics utilitzant les eines anteriorment 
estudiades i exemplificant els nous conceptes. 
 
Per finalitzar, es crea un prototip d’aplicació per un cas real, aplicant els conceptes OLAP i 
els llenguatges de programació Javascript i Python estudiats durant el desenvolupament del 
projecte. Aquesta aplicació serveix com a sistema d’informació pel Servei Medi Ambiental 
de l’Ajuntament de Sant Sadurní d’Anoia. La funcionalitat principal és l’obtenció de dades 
dels serveis que ofereixen, com pot ser la recollida de brossa porta a porta, la deixalleria 
municipal, la deixalleria mòbil, etc. i el posterior tractament i emmagatzematge en un 
sistema multidimensional. La utilització d’aquest sistema d’emmagatzematge permetrà la 
creació d’anàlisis i informes amb un nivell de profunditat i qualitat que no ofereixen altres 
sistemes. Com a valor afegit, pot ajudar en la presa de decisions, aconseguint així fer un ús 
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L’objectiu central d’aquest projecte és l’anàlisi i  aprenentatge d’un concepte poc conegut, o utilitzat, 
per l’entorn professional. S’estudiaran les filosofies de treball involucrades, les metodologies de 
desenvolupament i les principals eines disponibles al mercat.  
 
Com a conclusió, es construirà un prototip d’aplicació que porti a la pràctica els nous conceptes assolits. 
A la vegada, la realització d’aquesta aplicació servirà per aplicar enginyeria del software, millorant així 
l’experiència en la creació d’anàlisis i dissenys. 
 
A la vegada, una de les finalitats de la creació del prototip d’aplicació per un Servei Medi Ambiental és 
intentar implementar un sistema de gestió de les dades que no està molt estès en aquests àmbits. Es vol 
mostrar que el tractament correcte de les dades pot aportar millores en el desenvolupament de 
qualsevol tasca.  
 
Una altra finalitat és l’aprenentatge i ús de llenguatges de programació d’última generació; la incursió en 
estils i tendències actuals per actualitzar els conceptes assolits al llarg de la carrera i per permetre així 




La fase de cerca d’idees pel projecte ens va conduir a estudiar la proposta per desenvolupar una 
aplicació per un ajuntament. El desenvolupament d’aquesta semblava que podia justificar la creació 
d’un projecte i alhora aportar-nos com a estudiants nous coneixements i experiències.  
 
Després d’analitzar amb tranquil·litat totes les opcions, vam creure que enlloc de seguir el guió 
estàndard, és a dir, buscar un problema i resoldre’l amb les eines i metodologies conegudes, podíem 
afegir un nivell més de dificultat i introduir-nos en un món desconegut acadèmicament. D’aquesta idea 
van sorgir els sistemes OLAP, un concepte poc conegut i que es podia adaptar a les necessitats de 
l’aplicació sol·licitada. 
 
Quan vam tenir clar que el nostre objectiu era introduir-nos en els sistemes OLAP, el següent pas va ser 
decidir amb quin llenguatge desenvoluparíem el prototip de l’aplicació. En aquest punt també vam 
considerar oportú donar més pes a l’aprenentatge de nous conceptes enlloc d’ampliar els coneguts. Tot 
i que haguéssim pogut decidir utilitzar llenguatges que coneixíem, com PHP, vam advocar per aprendre 
Python i la filosofia de treball d’un framework. Principalment la justificació d’aquesta decisió rau en  dos 
idees: seguir el curs de l’evolució continua de la informàtica i obtenir coneixements per futures 
























2.1.1. Definició OLTP 
 
Els sistemes OLTP, o On Line Transaction Processing,  estan orientats al processament de transaccions, 
que poden ser en forma d’insercions, eliminacions, modificacions o consultes. Estan pensats per donar 
suport al processament de dades generades diàriament. 
Per entendre millor les característiques que ofereix aquest sistema cal comprendre el significat del 
terme “transacció”. Des del punt de vista de les bases de dades, una transacció és un conjunt de 
processos que interactuen amb una estructura de dades determinada. Aquesta definició també és vàlida 
en altres àmbits, com poden ser les transaccions computacionals o de negocis.  
Per ajudar a acabar de comprendre aquesta nova definició, escenificarem una situació del món real que 
produeixi una transacció. Utilitzarem un exemple molt tòpic però que és molt clarificador; el cas d’una 
transacció bancària. Suposem que desitgem realitzar el pagament de la matrícula de la universitat a  
través de la banca electrònica. Normalment, el procediment que es seguiria seria el següent: 
1. Comprovar que el compte origen disposi dels diners que s’han de transferir. 
2. Si disposa dels diners, es resten del total disponible del compte origen. 
3. S’afegeix la quantitat de l’import al total del compte de destinació. 
Ara imaginem que es produeix un error en el punt 3. En aquesta situació els diners no estarien 
disponibles ni pel compte de destinació ni pel d’origen. Quin negoci seria per les entitats bancàries? 
Però aquesta situació no es produiria en una transacció, ja que tota interacció realitzada per una 
transacció es considera atòmica, és a dir, de forma simple, s’executa tot o res. A més, no es possibilita 
l’execució dels processos d’una transacció en desordre. En el cas exemplificat no es podria afegir 
l’import al compte de destinació sense haver-lo restat prèviament del compte d’origen.  
A continuació s’expliquen les característiques de tota transacció, també conegudes com a ACID: 
1. Atomicitat: una operació finalitza completament o no finalitza. No es pot realitzar una part 
d’una operació i la resta no. 
2. Consistència: s’assegura que només s’executin aquelles operacions que compleixin amb les 
regles i directives d’integritat especificades per la base de dades. 
3. Aïllament: les operacions no es poden interferir entre si. Permet disposar de dues 
transaccions sobre les mateixes dades, sense ocasionar errors. 
4. Permanència: un cop finalitzada una transacció s’assegura que les dades es mantindran de 
forma permanent.  
 
Totes aquestes característiques garanteixen un alt grau d’integritat de les dades i una alta fiabilitat. 
Quant a l’arquitectura utilitzada per les eines OLTP, predomina la del client-servidor. La major part 
d’organitzacions que utilitzen aquest sistema, com els bancs, comerços electrònics o supermercats 
interactuen amb un conjunt ampli d’usuaris. Aquest és un dels motius pel qual és interessant la 
separació entre client i servidor, ja que la part del client estarà distribuïda en molts punts per arribar al 
número màxim d’usuaris, mentre que els servidors es poden centralitzar. Per exemple, un banc disposa 
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de molts caixers automàtics distribuïts en molts punts. Aquestes són les interfícies que comuniquen els 
usuaris amb les dades emmagatzemades als servidors del banc.    
 
2.1.2. Definició OLAP 
 
Els sistemes OLAP, o On Line Analytic Processing,  estan orientats al processament analític de dades i les 
accions més freqüents són les consultes, amb molt poques insercions, actualitzacions o eliminacions. A 
diferència dels sistemes OLTP, no estan pensats per donar suport al processament de dades generades 
diàriament. La càrrega de dades en un sistema OLAP es realitza menys freqüentment, normalment amb 
una periodicitat coneguda.  
Quan parlem de processament analític de dades ens referim a la generació de complexes consultes a 
partir d’un gran volum de dades, les quals proporcionen respostes que poden ajudar a entendre el 
comportament i situació d’un negoci i, conseqüentment, a prendre decisions per corregir, en els casos 
necessaris, una situació desfavorable. Aquestes consultes més complexes permeten analitzar la 
informació basant-se amb més criteris dels que disposaríem en un sistema OLTP. 
Per oferir aquest grau d’especialització en les consultes, les dades s’emmagatzemen en estructures 
multidimensionals1, també anomenades cubs multidimensionals. Aquesta estructura combinada amb els 
sistemes OLAP permet l’aparició d’una nova idea en la generació d’interfícies per les consultes o 
informes. En altres sistemes, s’ha de dissenyar una interfície específica que permeti generar consultes i 
informes també específics, és a dir, la possibilitat que té l’usuari de l’aplicació per modificar l’estructura 
d’una consulta està molt limitada i s’ha de crear una interfície a mida per cada necessitat. Les eines 
OLAP solucionen aquest problema, ja que no és necessari preocupar-se pel disseny de les interfícies 
però sí de la necessitat de definir dimensions, jerarquies i mesures2. Així doncs, s’aconsegueix una 
interfície única, que permet consultar qualsevol informació històrica realitzant desplegaments de les 
dimensions, o el que és el mateix, augmentant el nivell de detall (la informació estarà limitada a les 
característiques del cub multidimensional consultat).  
Els sistemes OLAP han evolucionat i al llarg dels anys han anat apareixen nous conceptes, que es poden 
classificar per categories: ROLAP, MOLAP, HOLAP, WOLAP, DOLAP, RTOLAP i SOLAP. Cada una d’elles té 
unes característiques particulars i segons l’entorn a on s’apliquin aporten més o menys avantatges. 
L’anàlisi d’aquestes categories es realitzarà en un apartat posterior3. 
  
                     
1
 Vegeu apartat 2.2, pàgina 22 
2
 Vegeu apartat 2.2.1-2.2.3, pàgina 24 
3
 Vegeu apartat 2.6, pàgina 46 
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2.1.3. OLTP vs OLAP 
 
En l’apartat anterior s’ha intentat aproximar, d’una forma molt breu, el lector al concepte d’OLAP. S’ha 
exposat d’una forma genèrica, sense entrar en profunditat en cap dels seus termes (s’expliquen a la part 
central del projecte). S’ha seguit aquest procediment per no entrar directament en conceptes molt 
tècnics i facilitar la introducció del lector a la lectura del projecte. 
Com a resum, a continuació es mostrarà una taula amb les diferències principals entre els sistemes OLAP 
i OLTP. Una de les finalitats és intentar mostrar a les persones que utilitzen o coneixen OLTP les millores 
que pot oferir OLAP en certs casos.  
 
 OLTP OLAP 
Origen de les dades 
Provenen directament de les fonts 
d’informació externes. Generades a partir 
de les transaccions. 
Consolidació de dades provinents 
de diferents fonts d’informació 
(externes o internes). Es tracten 
abans d’emmagatzemar-se. 
Finalitat de les 
dades 
Execució i control de les tasques 
fonamentals i diàries d’un negoci. 
Ajudar a la planificació, presa de 




Gran número d’insercions i modificacions 
Execució periòdica de processos 
per lots per actualitzar les dades 
Consultes 
Consultes simples i estandarditzades (SQL). 
Retornen pocs registres. 
Consultes complexes (MDX). 
Funcionalitat principal. 
Dades consultades Actuals. Actuals i històriques. 
Operacions 
habituals 
Altes, baixes, modificacions i consultes. 





Depèn de la quantitat de dades 
emmagatzemades. Les consultes 
molt complexes o els processos 
d’actualització poden tardar 
hores.  
Espai requerit 
Relativament petit si les dades històriques 
s’arxiven. 
L’existència de dades històriques 
requereix més espai. 
Disseny de la base 
de dades 
Moltes taules. Normalitzades. 
Poques taules. Desnormalitzades. 
Ús d’estructures en forma 
d’estrella, floc de neu o 
constel·lació. 
Copia de seguretat i 
recuperació 
Còpies de seguretat molt importants. 
S’emmagatzemen dades operacionals que 
són crítiques pel funcionament del negoci. 
Poques còpies. Es considera que 
es pot recuperar la informació a 
partir de la càrrega de les dades 
de les BD’s OLTP. 
 
Taula 2.1: Comparativa OLTP vs OLAP 
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Després de realitzar una breu introducció al concepte d’OLAP i comparar les diferències amb un sistema 
OLTP tradicional, ja estem a punt per introduir-nos en profunditat en els conceptes que envolten al 
tema principal d’aquest treball. Com hem comentat anteriorment, els sistemes OLAP utilitzen 
estructures multidimensionals, que són la base entorn la qual funciona. És per això, que començarem 
explicant les característiques d’aquestes estructures i els conceptes associats, com poden ser les 
dimensions, mesures, fets, etc.   
 
2.2. Estructures multidimensionals. Cubs OLAP 
 
Les estructures multidimensionals també se les coneix com a cubs multidimensionals, cubs OLAP o 
hipercubs. El nom més habitual que trobarem és el de cub multidimensional.  
Que és un cub multidimensional? Podem definir-lo com la forma de representar o modelar les dades. 
Mentre que en les estructures OLTP les dades es representen de forma plana amb files i columnes, en 
les estructures multidimensionals s’utilitza una matriu de N dimensions (els exemples utilitzats són de 3 
dimensions). Ens hem d’imaginar que les col·loquem planes, unes al damunt de les altres, formant una 
matriu. Utilitzant aquesta forma de representar les dades s’amplia la visió que en tenim d’una forma 
més complexa i detallada.  
 
 
Figura 2.1: Estructura 2 dimensions & cub multidimensional de 3 dimensions 
 
La primera figura representa una estructura de dues dimensions i les dades que conté estaran 
classificades per columnes i files. Per exemple, en la intersecció entre la fila 4 i la columna 6 es troba el 
valor X.  La segona figura representa una estructura de tres dimensions o cub multidimensional. En 
aquest cas, les dades seran classificades per files, columnes i profunditat. Per exemple, en la intersecció 
entre la fila 4, la columna 6 i en la profunditat 2 es troba el valor Y. Gràcies a aquesta classificació 
podríem guardar diferents valors per una mateixa fila i columna, modificant únicament el valor de la 
profunditat. Aquesta i moltes altres característiques descriuen els avantatges de la utilització 
d’estructures multidimensionals, i fixem-nos que hem utilitzat un exemple de 3 dimensions, imagineu 
utilitzar una estructura amb N dimensions, les possibilitats són molt àmplies (al llarg de tot el projecte es 
treballarà amb exemples de cubs de com a molt 3 dimensions, ja que són més fàcils de representar 
sobre paper i ajuden a comprendre millor com funcionen). 
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Cal tenir present que en tot moment hem parlant de representació de dades i no pròpiament de la seva 
estructura física d’emmagatzematge. Realment, l’estructura física a on es guarden les dades són fitxers. 
Així doncs, quan parlem de cubs multidimensionals ens referim a la forma de representar o modelar les 
dades emmagatzemades als fitxers. La definició tècnica ens diu que és una representació abstracta de la 
projecció d’una relació d’un sistema gestor de base de dades. 
Analitzem més detingudament la definició tècnica utilitzada per descriure un cub multidimensional: 
“La definició tècnica ens diu que és una representació abstracta de la projecció d’una relació d’un 
sistema gestor de base de dades” 
Representació abstracta: és un modelat que ajuda a comprendre les estructures multidimensionals. 
Relació: donats un conjunt de dominis D1, ... , Dn, anomenem relació R a tot el conjunt de tuples tals 
que cada element del tuple pertany al domini corresponent (un fitxer conté blocs, i aquests tuples). 
Projecció: possibilitat de seleccionar un subconjunt de columnes d’una relació. Per exemple, una 
possible projecció per la relació R1(columna1, columna2, columna3) seria R2(columna1,columna2). 
Exemple: 
 R1(dim1,dim2,dim3,atr1,atr2)  a on dim1,dim2,dim3 = DIMENSIONS i atr1,atr2 = ATRIBUT 
Una possible representació en forma de funció seria: (dim1,dim2,dim3)  atr1. A on dim1, dim2 i dim3 
representen els eixos del cub (cada eix representa una dimensió) i atr1 representa el valor que conté la 










Figura 2.2: Relació R1 & cub multidimensional 3-D 
 
 
Una altra característica per demostrar la llibertat que ens dóna l’ús d’aquest tipus d’estructura és que no 
necessàriament hem de realitzar la projecció utilitzant totes les columnes que corresponen a les 
R1 
DIM1 DIM2 DIM3 ATR1 ATR2 
3 2 1 278 32 
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dimensions o atributs. Per exemple, en el cas anterior podríem necessitar conèixer el sumatori de tots 
els valors corresponents a la posició 3 de la dimensió 1 i a la posició 1 de la dimensió 3, sense fixar la 
dimensió 2. És com si realitzéssim un tall a la matriu, per disposar així de la informació que realment 
necessitem.  El següent cub representa aquesta projecció, on la fila que es troba desplaçada representa 
la selecció de la informació corresponent a la dimensió 1 i a la dimensió 3. Així doncs, si sumem el 
contingut de cada casella d’aquesta fila obtindrem el total independentment de la dimensió 2, que no 







Figura 2.3: Relació R1 & cub multidimensional 3-D 
 
Com aquestes, es poden realitzar altres combinacions de seleccions de dimensions. Aquesta 
característica permet justificar la possibilitat de disposar d’una interfície única per generar consultes, 
mencionada a la introducció del sistemes OLAP, que permetin visualitzar la informació des de diferents 
punts de vista (dintre de les possibles dimensions que ofereixi el cub).   
A continuació, explicarem els conceptes que s’han anat utilitzat fins aquest punt pels cubs 
multidimensionals, com poden ser les dimensions i els atributs, entre d’altres. La idea de la 
representació abstracta de les dades és vàlida per tots els sistemes OLAP, però no pel que fa referència 
a la seva gestió. Ens centrarem en els sistemes ROLAP, per tant, certs conceptes que trobarem 
posteriorment són únics per aquests. 
 
2.2.1. Taules de fets 
  
Una taula de fets és una representació d’un procés o fet de negoci. Contenen aquelles dades que són 
necessàries per a realitzar les anàlisis històriques requerides pel negoci. Aquestes dades acostumen a 
contenir valors numèrics, ja que les operacions de resum, com les sumes, mínims, màxims, 
percentatges, mitjanes, etc.. són habituals.  
R1 
DIM1 DIM2 DIM3 ATR1 ATR2 
3 2 1 278 32 
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Les dades que contenen les taules de fets s’anomenen fets, mesures o atributs (o mesures de negoci). 
Aquestes mesures són filtrades, agrupades i explorades a través de condicions definides a les taules de 
dimensions. Per definir aquestes dimensions a les taules de fets s’hi afegeix la clau de cada dimensió 
associada.  
Aquestes taules són les que normalment representen un pes més gran en ocupació d’espai, ja que tal 
com hem mencionat, contenen les dades històriques dels processos d’un negoci.   
Resumint, les taules de fets contenen dos tipus d’elements: 
- Mesures del procés de negoci que es vol modelitzar. 













Figura 2.4: Taula de fets i dimensions modelada en forma d’estrella 
 
 
Aquest exemple és una primera aproximació a la temàtica del prototip que es realitzarà al final d’aquest 
projecte. En comptes d’utilitzar els exemples que podem trobar a qualsevol lloc, s’ha decidit utilitzar els 
propis de la futura aplicació, de tal manera que ens aportin dos valors: comprendre mitjançant exemples 
els conceptes explicats i introduir-se en l’àmbit de l’aplicació final d’aquest projecte.  
Així doncs, analitzem aquesta representació. Tenim una taula de fets anomenada “Residus Deixalleria 
Municipal” que representa un procés de negoci, o en aquest cas el procés d’un servei d’un Ajuntament. 
Aquesta taula conté una mesura o fet, la “quantitat” Aquesta mesura està indexada per 4 dimensions: 
<data, usuari, zona, residu>. A la intersecció d’aquestes 4 dimensions es troba el valor de la mesura 
“quantitat”. Aquesta indexació ens permet explorar els valors de la mesura “quantitat” filtrant per 4 




- Quina quantitat de vidre es va rebre el 2009? 
- Quina quantitat de paper es va rebre entre el 01/03/09 i el 04/05/09? 
- Quina és la quantitat total de residus que s’han rebut de la Zona 2 de la població? 
- Quans usuaris del tipus “particulars” han portat residus durant el 2006 a la deixalleria? 
- En quina zona de la població els usuaris de tipus “comercials” generen més residus orgànics? 
(per exemple, el resultat d’aquesta pregunta podria indicar-nos a quines zones hi ha més 
negocis de restauració) 
 
Podem veure que tenim moltes possibilitats, ja sigui realitzant combinacions, filtrats i resums entre les 
dimensions disponibles.  
Podríem afegir una nova mesura a la taula de fets que es digués “costResidu”, la qual indicaria el cost 
econòmic total que suposa per l’Ajuntament l’emmagatzematge d’un cert residu. Segons el tipus de 
mesura podem realitzar la següent classificació: 
- Mesures bàsiques: es troben representades per un camp a la taula de fets. Per exemple: 
“quantitat”. 
- Mesures derivades: es formen al combinar un o més fets mitjançant una operació matemàtica o 
lògica i es guarden com una mesura a la pròpia taula de fets. L’avantatge és que aquests valors 
s’emmagatzemen prèviament calculats, el que permet realitzar consultes molt ràpides. 
L’inconvenient és que ocupa més espai en disc. Un exemple: costResidu = quantitat * 
preuResidu.   
 
Un dels inconvenients d’utilitzar aquestes estructures, que estan totalment desnormalitzades, és que 
l’espai en disc necessari és més gran que en OLTP. Si necessitéssim conèixer prèviament l’espai màxim 
que requerirà el nostre sistema, podem realitzar un càlcul senzill per saber el número màxim de files que 
pot tenir cada taula de fets. Per això, hem de multiplicar la cardinalitat de totes les taules de dimensions 
que tingui associades cada taula de fets, és a dir: 
Cardinalitat(Taula_Fets) = Cardinalitat(Dimensió1) x Cardinalitat(DimensióN) 
La cardinalitat en els sistemes OLTP és inferior, ja que les taules estan normalitzades i, per tant, no hi ha 




L’agregació és un procés de disminució del nivell de detall de les dades, és a dir, a partir d’unes dades 
detallades es crea un resum amb menys detall (granularitat gruixuda). Per exemple, les mesures d’una 
taula de fets detallades per dia/mes/any es podrien resumir a mes/any, on el mes contindria el valor 
resumit dels dies que el formen. Amb aquest procés es perd informació, però es guanya en espai. 
S’acostuma a realitzar per resumir dades històriques que ja no són essencials i que per tant no es 
necessiten consultar amb un nivell de detall alt (granularitat fina).  
Per realitzar aquesta agregació, cal establir el criteri pel qual volem realitzar el resum. Un cop establerts 
els criteris ja es poden realitzar les agregacions. En el cas que no emmagatzemem les dades resumides, 
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caldrà realitzar el procés d’agregació cada vegada que s’executi una consulta que requereixi un nivell de 
granularitat més gruixut que les dades emmagatzemades.  
El primer cas, en el qual el resultat de l’agregació s’emmagatzema, s’anomena taula preagregada. En el 
cas contrari, és a dir, en què l’agregació es realitza cada vegada que es consulten les dades, s’anomena 
taula agregada. En les taules preagregades l’agregació es produeix dinàmicament abans del 
processament de les consultes, a través dels processos ETL4. Pel que fa a les taules agregades, es 
produeix l’agregació després que es realitzi la consulta, mitjançant instruccions SQL de resum (SUM, 
MAX, MIN, ....).    
 
2.2.3. Taules de dimensions 
 
Les taules de dimensions defineixen com estan organitzades les dades de forma lògica. Com que estan 
relacionades amb les taules de fets i són el punt d’accés per la generació dels processos analítics, 
permeten conèixer com estan indexades les mesures de les taules de fets i, per tant, filtrar i agrupar pels 
camps de les dimensions. 
Normalment, una taula de dimensions està formada per un identificador únic i com a mínim un camp 
que descrigui el significat de la dimensió. Per exemple, a la dimensió “Residu” mostrada anteriorment, 
existeix un identificador únic anomenat “idResidu” i un camp anomenat “nomResidu”. Si no existís 
aquest últim camp, la taula de dimensió no aportaria cap significat aparent, almenys per una persona 
que no conegués la temàtica tractada.  
 
 
Figura 2.5: Taula de dimensió 
 
En les taules de dimensions també es parla de la granularitat de les dades que contenen. Com més 
gruixut sigui el gra menys nivell de detall, i per tant disposarem de menys possibilitats per filtrar i 
agrupar les dades contingudes en les mesures de les taules de fets. Contràriament, si la granularitat és 
fina (més detall) disposarem de més valors sobre els quals filtrar i agrupar. Per exemple, en la taula de 
dimensions “Zona”, mostrada a l’apartat anterior, la granularitat és gruixuda ja que només conté un 
camp anomenat “nomZona”. Si els possibles valors d’aquest camp fossin “Zona1, Zona2, Zona3” 
significaria que només podríem agrupar les dades de la taula de fets per aquests valors (a part dels 
valors de les altres dimensions disponibles). A continuació mostrem la dimensió “Zona” amb un nivell de 
granularitat més fi: 
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Figura 2.6: Taula de dimensió (granularitat fina) 
 
Amb la introducció dels camps “barri” i “carrer” disposem de més possibilitats per filtrar i agrupar les 
dades de la taula de fets, és a dir, hem augmentat el nivell de detall (granularitat més fina). Dóna la 
sensació que només hem introduït dos simples camps a una taula, però la realitat és ben diferent. Ho 
podem il·lustrar amb exemples de possibles filtrats: 
 
- Granularitat gruixuda (camp “nomZona”). Possibles consultes: 
o Quina quantitat de paper s’ha rebut a la deixalleria de la Zona 2? 
o Quina quantitat de ferralla s’ha rebut a la deixalleria dels comercials de la Zona 3? 
 
- Granularitat fina (camps “nomZona”, “barri”, “carrer”). Possibles consultes: 
o Quina quantitat de paper s’ha rebut a la deixalleria del barri “Sant Julià” pertanyen a la 
Zona 2? 
o Quina quantitat de ferralla s’ha rebut a la deixalleria dels comercials del carrer “Sant 
Pere” pertanyen a la Zona 3? 
 
Si la granularitat és gruixuda, només podríem conèixer de quina zona ens porten els residus, però no 
coneixeríem de quina part d’aquesta zona ens els porten. En canvi, si la granularitat és fina podem saber 
fins i tot de quin carrer provenen.   
A aquest nivell de detall, és a dir, quan disposem de diferents nivells d’associació de les dades, 
s’acostumen a crear jerarquies de les dimensions (un carrer es troba en un barri i aquest en una zona, 
“carrer”  “barri”  “zona”). Quan una dimensió està jerarquitzada es pot representar mitjançant un 
modelat en estrella5, a on cada nivell de jerarquització s’indica com un camp a la taula de la dimensió 
corresponent (figura X). Una altre possibilitat és utilitzar un modelat en floc de neu6, a on la taula de 
dimensió jerarquitzada es normalitza, és a dir, es crea una taula per cada nivell de la jerarquia. Aquest 





                     
5
 Vegeu apartat 2.3.1, pàgina 29 
6
 Vegeu apartat 2.3.2, pàgina 31 
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2.2.3.1. La dimensió “temps” 
 
Aquesta dimensió acostuma a utilitzar-se sempre. Recordem que la definició d’un sistema OLAP ens diu 
que una de les característiques és que emmagatzema dades històriques. Per tant, disposar d’una dada 
històrica sense saber a quina data correspon ens serveix de ben poc. És per això que realitzar un bon 
disseny d’aquesta dimensió és fonamental.  
El nivell de granularitat dependrà de les necessitats de l’usuari. Per exemple, si és necessari conèixer per 
cada trimestre el valor d’un fet haurem de crear aquest camp en la dimensió de temps. Si només es 
necessités aquest nivell de detall no faria falta jerarquitzar més introduint nivells com quinzena, estació, 
semestre, etc.  És per això que és necessari parar atenció en el disseny d’aquesta dimensió.     
Per dissenyar la dimensió es recomana no utilitzar camps del tipus DATE o DATETIME de SQL per la clau 
primària, ja que a la majoria de SGBD el cost per realitzar recerques sobre aquest tipus de dada és més 
gran que utilitzant un enter.  
 
2.3. Tipus de modelats de dades 
 
Ara que ja coneixem el significat dels conceptes bàsics dels sistemes OLAP, com són les taules de fets, 
mesures, dimensions i jerarquies ja podem introduir-nos en l’explicació de com es representen aquests 
conceptes, és a dir, com s’estructuren o modelitzen. Parlarem de modelats conceptuals, lògics i físics. 
 
2.3.1. Esquema en estrella 
 
Aquest esquema està format per una taula de fets central i d’un conjunt de taules de dimensions 
relacionades amb ella. Per a realitzar aquesta associació s’inclou a la taula de fets les claus de cada una 
de les taules de dimensions que tingui relacionades.   
En aquest esquema, els diferents camps que contenen les taules de dimensions no es jerarquitzen 
utilitzant altres taules i formant una relació de pare-fill, sinó que estan inclosos en una única taula pare. 
Com a conseqüència, aquest modelat està totalment desnormalitzat, ja que les dades estan redundades. 
La següent taula demostra aquest fet: 
 
Taula 2.2: Exemple tuples redundades 
TAULA DIMENSIÓ ZONA 
IDZONA NOMZONA CARRER BARRI 
1 Zona 1 C/ Sant Andreu Barri Sant Julià 
2 Zona 3 C / Escola Pia Barri Sagrada Família 
3 Zona 1 C/ Macià Barri Sant Julià 
4 Zona 1 C/ Sant Francesc Barri Sant Julià 
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Com podem veure, hi ha valors de les tuples repetides. Aquest fet provoca que es requereixi més espai 
en disc i els problemes que porten associats la redundància d’informació (com l’actualització). Ara bé, no 
tot són desavantatges, justament aquest model és un dels que ofereix millors rendiments. Per 
començar, actualment l’ocupació d’espai en disc no és un dels problemes principals per quasi ningú, ja 
que el preu dels suports d’emmagatzematge són baixos. Ens trobem en l’era de la informació, les 
capacitats d’emmagatzematge s’han incrementat exponencialment durant els anys. Obviant doncs 
aquest desavantatge, podem analitzar els avantatges: 
 
- No es necessiten realitzar Joins complexos. Només s’han de fer Joins entre la taula de fets i les 
dimensions, ja que aquestes últimes contenen tota la informació necessària en la pròpia taula.  
Com a conseqüència, s’augmenta el rendiment en les consultes i per tant es milloren els temps 
de resposta. 
- És fàcil de dissenyar i de modificar posteriorment.  
- Facilita la interacció amb les eines de consultes i anàlisis.    
 











Figura 2.7: Esquema en estrella. Model conceptual 
 
2.3.1.2. Model lògic 
 
 Temps (idData, Dia, Mes, Any) 
 Zona (idZona, nomZona, barri, carrer) 
 Usuari (idUsuari, tipus) 
  Residu (idResidu, nomResidu) 
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 ResidusDeixalleriaMunicipal ( idData, idZona, idUsuari, idResidu, quantitat) 
 











Figura 2.8: Esquema en estrella. Model físic 
 
2.3.2. Esquema en floc de neu 
 
Aquest esquema és una extensió de l’esquema en estrella, amb l’afegit que les dimensions que disposen 
de diversos nivells de detall, i que per tant estan desnormalitzades, es normalitzen desagregant en una 
taula per cada nivell de detall, formant una jerarquia de pare-fill. Així doncs, l’esquema en floc de neu 
està format per una taula de fets central relacionada amb una o més taules de dimensions, que poden 
estar relacionades amb altres taules de dimensions. 
Per continuar amb l’exemple dels apartats anteriors, mostrarem com normalitzar la dimensió “Zona” 
per formar un esquema en floc de neu. El primer pas és decidir quina serà la jerarquia a seguir: 
  
                                    






















Taula 2.3: Exemple tuples no redundades 
 
Aquesta taula conté la mateixa informació que la de la taula desnormalitzada 2.2. La diferència és que 
en aquesta no hi ha redundància de dades. Aconseguim doncs, reduir l’espai d’emmagatzematge de 
dades, però també es redueix el rendiment de l’execució de consultes. La disminució del rendiment és la 
conseqüència de separar les dades en diferents taules, la qual cosa ens obligarà a realitzar Joins per 
obtenir la informació que abans obteníem directament consultant una taula de dimensions. Els 
avantatges que ofereix són els següents: 
 
- L’estructura és més complexa, el que permet realitzar dissenys més acurats. 
- Utilitza millor l’espai, tal com hem comentat. 
- Del punt anterior es desprèn aquest avantatge, i és que és molt útil per les taules de dimensions 
amb moltes tuples (menys espai, menys redundància,...) 
- Les taules de dimensions estan normalitzades. Es poden fer ús de les formes normals 
àmpliament utilitzades. 
 
       
En un esquema en floc de neu es poden normalitzar una o totes les taules de dimensions (si no se’n 
normalitza cap el que tenim és un esquema en estrella). En el següent exemple de modelat conceptual, 

















TAULA DIMENSIÓ BARRI 
IDBARRI NOMBARRI ZONA 
1 Barri Sant Julià 1 
2 Barri Sagrada 
Família 
3 
TAULA DIMENSIÓ CARRER 
IDCARRER NOMCARRER BARRI 
1 C/ Sant Andreu 1 
2 C / Escola Pia 2 
3 C/ Macià 1 
4 C/ Sant Francesc 1 
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Figura 2.10: Esquema en floc de neu. Model conceptual 
 
 
2.3.2.2. Model lògic 
 
 Temps (idData, Dia, Mes, Any) 
Usuari (idUsuari, tipus) 
  Residu (idResidu, nomResidu) 
 Procedència (idProcedència, idCarrer) 
 Carrer (idCarrer, nomCarrer, idBarri) 
 Barri (idBarri, nomBarri, idZona) 
 Zona (idZona, nomZona) 











Figura 2.11: Esquema en floc de neu. Model físic 
 
 
2.3.3. Esquema en constel·lació 
 
Aquest model d’esquema està format a partir d’esquemes en estrella i/o en floc de neu. En aquest 
esquema poden aparèixer múltiples taules de fets, les quals poden compartir taules de dimensions. És a 
dir, enlloc de disposar d’una única taula central de fets relacionada amb taules de dimensions podem 
tenir més d’una taula de fets alhora. Aquesta característica dóna més flexibilitat, però un excés de taules 
vinculades augmenta la dificultat del manteniment i la comprensió del sistema.  
El disseny i característiques d’aquest modelat és molt semblant a l’esquema en estrella, però tenen 
alguna particularitat: 
- No és un esquema molt conegut, com a conseqüència no està suportat per totes les eines 
d’anàlisi i consulta.    
- En disposar de més d’una taula de fets es poden analitzar més aspectes clau, dotant a les 









Figura 2.12: Esquema en constel·lació. Model conceptual 
 
2.3.3.2. Model lògic 
 
 Temps (idData, Dia, Mes, Any) 
 Zona (idZona, nomZona) 
 Usuari (idUsuari, tipus) 
  Residu (idResidu, nomResidu) 
 ResidusDeixalleriaMunicipal (idData, idZona, idUsuari, idResidu, quantitat) 








2.3.3.3. Model físic 
 
 
Figura 2.13: Esquema en constel·lació. Model físic 
 
 
2.4. Expressions multidimensionals (MDX) 
 
És l’equivalent al llenguatge SQL però pels cubs OLAP de les bases de dades multidimensionals. Diem 
que és l’equivalent al llenguatge SQL perquè el funcionament bàsic és el mateix: realitzem una consulta 
a la base de dades i aquesta ens retorna un conjunt de tuples. 
La consulta que es realitza sobre un cub multidimensional ens n’ofereix diferents operacions, com 
poden ser: drill-down, drill-up, drill-across, roll-across, pivot o page. A continuació, expliquem el 
comportament de cada una de les operacions a partir d’un cub d’exemple, el qual representarà les 
dades emmagatzemades segons un esquema en estrella. 
L’esquema parteix de l’exemple utilitzat en posteriors apartats, amb la diferència que s’ha suprimit una 
dimensió. El motiu és per facilitar la comprensió utilitzant un cub de 3 dimensions. També hem 
modificat el tipus del camp “Mes” de INT a VARCHAR(10) per poder treballar amb noms de mesos enlloc 
del números. És una decisió totalment de disseny i no afecta en res el que hem explicat fins ara. Fins i 
tot es podria treballar amb INT i realitzar una conversió de INT al nom corresponent del mes en el 




Figura 2.14: Esquema en estrella 
 
A partir d’aquest esquema crearem un cub multidimensional per representar les dades. Aquest cub 
tindrà les següents característiques: 
 
- 3 eixos corresponents a la dimensió temps, zona i residu. 
- Un atribut corresponent a la mesura “quantitat” de la taula de fets “Residus Deixalleria 
Municipal”. S’aplicarà una operació de totalització (o resum) a aquest atribut, la qual serà: 
SUM(quantitat). Amb aquesta acció s’aconsegueix disposar de valors precalculats i augmentar 
així el temps de resposta.  





                                 
 






















Figura 2.16: Cub Deixalleria Municipal 
 
La dimensió “Zona” pot contenir diferents valors, tals com “Zona 1”, “Zona 2”, “Zona 3”, etc. En els 
exemples que trobarem a continuació només utilitzarem les dades corresponents a la intersecció amb 
qualsevol valor de la dimensió “Temps” i “Residu” i amb el valor “Zona 1” de la dimensió “Zona”. Si no 
optéssim per aquesta decisió, hauríem de mostrar un cub multidimensional com l’anterior però amb 
una fila per cada valor de la dimensió “Zona”. D’aquesta manera, els exemples seran més entenedors i 
ens ajudaran a comprendre l’objectiu principal, que és com funcionen les diferents operacions sobre els 




Aquesta operació augmenta el nivell de detall sobre una jerarquia, és a dir, passem d’un nivell de 
granularitat gruixut a un més fi.  Ens permet doncs, introduir un nou criteri d’agregació a les anàlisis 
realitzades sobre un cub multidimensional. Cal remarcar que només podem fer drill-down sobre la 
dimensió d’un cub multidimensional que disposi de jerarquització. En cas contrari, no seria de cap 
utilitat, ja que no podríem augmentar el nivell de detall.  
A continuació mostrem un exemple de dades, en forma de taula, que conté el cub multidimensional 
















Taula 2.4: Drill-down 
 
En la primera taula podem veure el total d’unitats (atribut “quantitat” aplicant operació SUM(quantitat)) 
que s’han rebut a la deixalleria municipal de cada residu en un any. La segona taula és el resultat 
d’aplicar l’operació de drill-down sobre la jerarquia “Temps”, més concretament sobre el valor 2009 de 
l’atribut any d’aquesta jerarquia. L’execució d’aquesta operació ha augmentat el nivell de detall de l’any, 
mostrant els mesos que en formen part. Ara, enlloc de saber el total de residus recollits el 2009, podem 




Aquesta operació realitza l’acció contrària al drill-down, és a dir, disminueix el nivell de detall sobre una 
jerarquia. Per tant, passem d’un nivell de granularitat fi a un de gruixut. Igualment només es pot aplicar 
sobre la dimensió d’un cub multidimensional que disposi de jerarquització.  
L’exemple és molt semblant a l’anterior, però en comptes de desplegar un any plegarem els dies i mesos 




Taula 2.5: Drill-up 
 
En aquest cas, en la primera taula podem apreciar el nivell màxim de detall (ANY-MES-DIA). Ara podem 
saber les quantitats de residus rebuts cada dia. Aplicant drill-up consecutivament arribem al nivell de 
detall més baix. Ho podem apreciar a la segona taula.  
Zona 1 . Sense Drill-down 
Temps Ferralla Paper Vidre 
2009 600 300 150 
2010 300 900 300 
Zona 1. Aplicant Drill-down 
Temps Ferralla Paper Vidre 
2009 600 300 150 
Novembre 0 200 150 
Desembre 600 100 0 
2010 300 900 300 
Zona 1. Sense Drill-up 
Temps Ferralla Paper Vidre 
2009 600 300 150 
Novembre 0 200 150 
18 0 200 0 
19 0 0 150 
Desembre 600 100 0 
2010 300 900 300 
Zona 1 . Aplicant Drill-up 
Temps Ferralla Paper Vidre 
2009 600 300 150 
2010 300 900 300 
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Tant el drill-down com el drill-up es pot aplicar a nivell de fila o de columna. Per exemple, la columna 
“ferralla”, “paper” i “vidre” representen valors de la dimensió “Residus”. Així doncs, es podria fer un 
drill-up sobre aquesta dimensió fins a disposar d’una única columna “Residus”, independentment de 




Mentre que les dues operacions anteriors es realitzen sobre la jerarquia de les dimensions, en aquest 
cas no és així. La seva forma d’incrementar el nivell de detall és agregar una dimensió nova a la consulta 
com a nou criteri d’anàlisi. Per exemple, si tenim una consulta que utilitza la dimensió 1 i la dimensió 2, 





Taula 2.6: Drill-across 
 
En la primera taula només utilitzem la dimensió “Temps” amb la seva corresponent jerarquia i la zona 1. 
Els valors de la columna “Zona 1” són el total de residus rebuts, independentment de quins siguin 
aquests. En la segona taula apliquem drill-across afegint la dimensió “Residus” (que conté els valors 
“ferralla”,”paper”  i “vidre”) a la consulta. Ara coneixem de quin tipus de residu són concretament les 




Aquesta operació realitza el contrari que el drill-across, és a dir, s’eliminen una o més dimensions de la 
consulta. Quan eliminen dimensions realment estem disminuint el nivell de detall, ja que disposarem 
d’un criteri menys per a realitzar les futures anàlisis. L’exemple seria el pas de la segona a la primera 
taula de l’operació anterior (drill-across). Com que les taules serien iguals no es tornarien a copiar per 
evitar repetir la mateixa informació.   
Com hem vist, les operacions drill-down, drill-up, drill-across i roll-across tenen moltes similituds o 
existeixen parelles de combinacions que són inverses. Les operacions de drill-down i drill-up modifiquen 
Zona 1. Sense Drill-across 







Zona 1. Aplicant Drill-across 
Temps Ferralla Paper Vidre 
2009 600 300 150 
Novembre 0 200 150 
18 0 200 0 
19 0 0 150 
Desembre 600 100 0 
2010 300 900 300 
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la manera de representar les dades, mentre que el drill-across i el roll-across modifiquen les consultes 
que es realitzen sobre les estructures multidimensionals. El següent gràfic intenta clarificar aquestes 
similituds.   
 
 
Figura 2.17: Comparativa operacions MDX 
 
El gràfic de les piràmides representan les operacions sobre les jerarquies de les dimensions, ens movem 
entre els nivells de detall. Recordem que aquest moviment es pot realitzar tant verticalment com 
horitzontalment. Quant al gràfic dels rectangles, representen les operacions d’eliminació i inserció de 
dimensions a les consultes. En el drill-across afegim la dimensió 3, mentre que en el roll-across 
l’eliminem. El parell drill-down/drill-across i drill-up/roll-across es marquen com a semblants, ja que en 
el primer conjunt s’incrementa el nivell de detall, ja sigui desplaçant-se per una jerarquia o afegint una 
dimensió que aporta un nou criteri d’anàlisi, i en el segon conjunt es disminueix el nivell, amb la mateixa 




En les operacions anteriors afegíem o eliminàvem dimensions i desplegàvem o plegàvem jerarquies 
preexistents. En les operacions de pivot no realitzem cap d’aquestes accions, és a dir, no introduïm nous 
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continguts, sinó que juguem amb els disponibles. Expressat més formalment, diem que ens permet 
seleccionar l’ordre de visualització de les dimensions i mesures. Les possibles accions són: 
- Moure una mesura o dimensió des de la capçalera d’una fila a la capçalera d’una columna, i la 
inversa. 
- Canviar l’ordre de les mesures o dimensions de la capçalera de columna i de fila.  
 
Si ens imaginem un cub de rubik com una analogia d’un cub multidimensional de 3 dimensions ens pot 
ajudar a comprendre la funció del pivotat. En un cub de rubik podem rotar les files i les columnes i si el 
girem el veiem des d’una perspectiva diferent (si el tens a la mà veus un colors i si li dones un tomb en 
veuràs uns altres). Bé, doncs aquesta idea és semblant a un cub multidimensional. Per exemple, 
imaginem que tenim un cub OLAP amb una cara amb dades en totes les caselles (o fets) (equivalent a 
una casella del cub de rubik), si a continuació modifiquem la posició d’una columna o fila i realitzem un 
pivotat, la informació que veurem estarà representada de forma diferent. En el fons, la informació és la 
mateixa, el que es modifica és com es representa (si gires una part del cub de rubik veuràs uns altres 
colors, però en realitat els que veies anteriorment continuen existint en un altre pla del cub). 
 
Zona 1. Pivotat de files per columnes 
 2009 Total 2009 2010 
 Novembre Desembre   
Ferralla 0 600 600 300 
Paper 200 100 300 900 
Vidre 150 0 150 300 
 
Taula 2.7: Pivot 
 
Si comparem aquesta taula amb les mostrades anteriorment veurem que s’ha modificat la posició de les 
capçaleres. Ara la dimensió de “Residus” està situada com a fila i la de “Temps” com a columna. La 
informació que es mostra és la mateixa però vista des d’un punt de vista diferent, tal com hem 




Aquesta operació presenta les dades dels cubs multidimensionals dividides en seccions o pàgines segons 
els valors d’una mesura o dimensió. Existiran tantes pàgines com valors disponibles. És una opció molt 
útil per consultes que retornen moltes tuples i es requereix moure-s’hi fàcilment. 
Si s’utilitza més d’un criteri per realitzar l’operació page, els resultats de la consulta poden ser diferents 
segons l’ordre. El primer criteri sempre condicionarà el segon, i aquest el tercer i així successivament. 
Per tant, és important escollir l’ordre correcte per obtenir el resultat de la consulta desitjat. 
Aplicarem aquesta operació als exemples utilitzats en anteriors apartats. El criteri utilitzat per paginar és 






Taula 2.8: Page 
 
2.4.7. Conclusió de les operacions bàsiques per els cubs multidimensionals 
 
Després de consultar diverses fonts no hem arribat a una conclusió definitiva i fiable. Sembla que els 
fabricants i proveïdors d’aquests sistemes ens vulguin fer creure que un dels avantatges de la utilització 
dels cubs multidimensionals és l’existència d’aquestes operacions (drill-down, drill-up, etc.). Però la 
veritat és que no sabem si realment aquestes operacions ofereixen millores o si únicament utilitzen les 
funcions existents del SQL de forma transparent (group by, join, etc.). 
 
2.4.8. Llenguatge MDX 
 
Fins ara hem explicat el funcionament de les diferents operacions que es poden realitzar sobre els cubs 
multidimensionals, però no hem parlat en cap moment de les expressions MDX.  Ho podem justificar ja 
que la majoria d’aplicacions actuals automatitzen la creació d’aquestes sentències, és a dir, són 
transparents per l’usuari final (igualment donen l’opció de consultar les sentències MDX creades). 
També cal indicar que el llenguatge MDX no és un estàndard obert, sinó que és una especificació 
propietària de Microsoft. Es pot trobar la documentació completa a la web de Msdn de Microsoft 
(http://msdn.microsoft.com/es-es/library/ms145595.aspx).  
A continuació, passem a explicar breument les nocions bàsiques juntament amb exemples de sentències 





































Amb [Measures] seleccionem mesures de les taules de fets i amb [Dimensió].[Member] les dimensions. 
És necessari especificar primer un conjunt per l’eix de columna abans que per l’eix de fila (ON COLUMNS 
i després ON ROWS). 
Si seleccionem més d’una dimensió a la vegada hem d’incloure parèntesis, ([Dim1].[Member], [Dim2].[ 




És un conjunt ordenat de tuples amb la mateixa dimensionalitat. S’utilitzen claus {} per designar els 










S’utilitza per ordenar els valors d’una dimensió jerarquitzada. Ens pot servir per les operacions de drill-





SELECT [Measures].[Quantitat] ON COLUMNS, 





{  [Measures].[Quantitat] , [Measures].[Quantitat2] } 
ON COLUMNS, 




SELECT [Measures].[Quantitat] ON COLUMNS, 




L’expressió “Hierarchize” crea la jerarquia base i “Union” crea l’estructura pare-fill. Per exemple, 
[Temps].[Any] mostra la llista de tots els anys i [Temps].[Any].Children els fills de [Temps].[Any], és a dir, 
els mesos. Així doncs, “Union” crea els lligams entre els mesos i els anys.  
A partir de la combinació d’aquestes nocions bàsiques es poden començar a crear consultes més 
complexes. Pel pivotat entre files i columnes hem de canviar el contingut d’ON COLUMNS per ON ROWS 
i viceversament, pel roll-across i el drill-across només hem d’eliminar o afegir [Measures], 
respectivament. Per la paginació hem d’afegir una condició WHERE de l’estil:  WHERE 
[Residus].[Ferralla]. 
 
2.5. ETL (Extracció, Transformació i Càrrega) 
 
Fins ara hem parlat de dades emmagatzemades en bases de dades multidimensionals, però no n’hem 
explicat la procedència. Les fonts d’origen de les dades d’un sistema OLAP poden ser múltiples i 
variades. Poden provenir de bases de dades relacionals, fitxers plans, emails, bases de dades no 
relacionals, fonts externes, etc. Qualsevol suport informàtic que disposi de dades i que pugui ser 
explorat és vàlid per aplicar-hi el procés ETL. Aquesta varietat de fonts acostuma a comportar que 
continguin diferents formats, nomenclatures i estructures de dades. Aquí és on entra en joc un dels 
procés del ETL, el qual s’encarrega d’analitzar el contingut de les diferents fonts de dades per aconseguir 
unificar els formats als preestablerts pel sistema OLAP de destinació. 
Si les dades provenen d’una base de dades relacional, el procés d’extracció i transformació acostuma a 
ser més simple ja que les convencions que segueixen són semblants a les del sistemes OLAP, com podria 
ser el tipus de dades (INT, VARCHAR) o l’estructura. Es podria realitzar amb consultes SQL o rutines 
programades. En canvi, si l’origen és un fitxer o un email el procés és més complex, ja que s’haurà 
d’analitzar l’estructura i el tipus de les dades. Per exemple, si un fitxer conté línies de text haurem de 
decidir per on les parcegem i si es tractaran com a VARCHAR, CHAR, TEXT, etc. 
Quan el volum de dades que s’ha d’extreure de les fonts d’origen és considerable pot provocar que el 
rendiment dels sistemes implicats disminueixi, ja que se’n requereix un ús intensiu.  És per aquest motiu 
que s’acostuma a realitzar el procés en franges horàries o dies en què l’impacte de la disminució del 
rendiment sigui mínim. Una altra opció és utilitzar un magatzem intermediari per permetre manipular 
les dades sense interrompre ni paralitzar els sistemes d’origen ni els de destinació, emmagatzemar i 
gestionar les metadades que es generen en el procés ETL i facilitar la integració de les diverses fonts.      
Un cop extretes i filtrades les dades correctes es realitza la transformació per adequar-les a l’estructura 
de destinació. Aquesta operació s’encarrega de convertir les dades inconsistents en un conjunt de dades 
compatibles i congruents segons els estàndards configurats. La congruència fa referència, per exemple, 
a les unitats de mesura, a la codificació, a les convencions de nomenament i a les fonts múltiples. 
Unitats de mesura: si les unitats de mesura utilitzades en les dades origen són diferents es requereix 
estandarditzar-les. Per exemple, si disposem de la quantitat de residus recollits en tones i en quilograms 
es necessitarà decidir quina unitat utilitzar. En cas contrari, es produiria una inconsistència perquè 
estaríem sumant quilograms amb tones.   
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Codificació: es produeix quan un atribut es codifica de diferents formes. Per exemple, l’atribut “mes” es 
pot codificar numèricament o alfabèticament. El mes de gener es podria representar com a “Gener” o 
“01”. 
Convencions de nomenament: succeeix quan a un mateix atribut se’l nomena de diferents formes. Per 
exemple, un atribut que es refereixi a usuaris es pot nomenar com a “usuari”, “nomUsuari”, “persona”, 
etc. 
Fonts múltiples: una mateixa dada es pot derivar des de diferents fonts. S’escollirà la font que es 
consideri més fiable. 
 
Per finalitzar, un cop que s’han extret i transformat les dades per adaptar-les a l’estructura de destinació 
ja es pot procedir a emmagatzemar-les a la font corresponent. La càrrega d’aquestes dades es pot 
realitzar de diverses formes: 
- Càrrega inicial: aquesta operació es realitza la primera vegada que emmagatzemen dades a la 
font de destinació. Aquest procés pot ser costós, ja que s’acostumen a carregar un gran volum 
de dades històriques. 
- Manteniment periòdic: cada cert període de temps preestablert s’afegeixen noves dades a la 
font de destinació. Aquest procés no acostuma a moure grans volums de dades (tot i que si 
l’empresa és molt gran i genera grans quantitats de dada en poc temps el procés serà més 
costós). Si per exemple la periodicitat fos mensual, cada mes s’actualitzaria la font de destinació 
amb les dades generades per l’últim mes. 
- Actualització: en aquest cas s’actualitzen dades preexistents a la font de destinació. Per tal de 
realitzar aquesta operació es poden seguir diferents regles, com comparar les marques de 
temps entre el registre origen i el registre a actualitzar, utilitzar disparadors de la font origen 
que s’inicien quan es detecti una operació d’actualització, comparar directament el contingut 
dels registres, etc. 
 
Com a conclusió, és important dedicar temps i esforç en la creació dels processos ETL ja que les dades 
que mou són la base pel correcte funcionament dels sistemes d’informació. Una inconsistència en les 
dades pot conduir a anàlisis incorrectes del funcionament d’un negoci i segurament produir pèrdues 
econòmiques. Una altra tasca a realitzar seria intentar estandarditzar en el grau més alt possible les 
diferents fonts d’origen. Tot i que aquest procés suposaria un esforç inicial bastant gran, les millores que 
obtindríem en el futur serien considerables, com l’ús d’un procés ETL molt més senzill i ràpid d’executar.   
 
2.6. Categories sistemes OLAP 
 
Arribats a aquest punt ja disposem d’una visió general dels diferents conceptes que formen part dels 
sistemes OLAP, com el modelat de les dades, expressions MDX per tal de realitzar consultes, cubs 
multidimensionals, dimensions, fets, ETL, etc.  Aquests són els fonaments bàsics per comprendre la 
filosofia de funcionament d’aquest tipus de sistemes. El següent pas lògic és la implementació d’un 
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sistema d’aquestes característiques, i per tal de realitzar-lo ens fa falta conèixer els diferents sistemes 
que existeixen per tal de realitzar aquestes tasques.   
No hi ha cap sistema OLAP que sigui el Sant Grial, tots tenen els seus avantatges i desavantatges. 
Segurament trobarem gent que ens asseguri que el sistema que utilitza és millor que tota la resta, 
sobretot les empreses que comercialitzen eines OLAP. Aquestes acostumen a buscar l’augment de les 
vendes, fet que no criticarem ja que és l’objectiu de tot negoci rendible, dient meravelles dels seus 
productes, assegurar-nos que són millors que la competència. Ara bé, aquesta no és la realitat, per 
poder decidir quin és el millor sistema (pel nostre cas en particular) primer hem de conèixer quines són 
les possibilitats, i sobretot escollir aquella que s’adapti a les nostres necessitats.     
A continuació, trobarem una anàlisi dels sistemes més coneguts i quins avantatges i desavantatges 




El nom d’aquest sistema clarifica molt la seva filosofia de treball, “Relational On Line Analytic 
Processing”. Per una part, tenim la idea del procés analític, que és la base del funcionament d’aquests 
sistemes, i per l’altre el concepte “Relacional”. Aquest concepte apareix quan es parla del processament 
transaccional o OLTP. Així doncs, ROLAP utilitza característiques d’OLAP i d’OLTP. 
L’emmagatzematge físic de les dades es realitza sobre una base de dades relacional. Aquestes dades es 
poden estructurar segons els modelats explicats anteriorment, és a dir, utilitzant una estructura en 
estrella, en floc de neu o en constel·lació. El que finalment es crea en una base de dades relacional són 
taules i no cubs multidimensionals.  
Per poder treballar amb cubs multidimensionals es disposa d’un motor OLAP, que forma part de 
l’arquitectura d’un sistema ROLAP, juntament amb una base de dades relacional. La funcionalitat 
d’aquest motor és la creació dinàmica dels cubs multidimensionals, en el moment que es realitzen 
consultes, a partir de l’extracció directa de les dades disponibles a les taules relacionals de la base de 
dades i un esquema de conversió entre els dos formats (cubs i taules relacionals). És a dir, fa de pont 
entre un concepte multidimensional i un bidimensional. Aquests són els passos a grans trets que realitza 
el motor: 
1. Consulta el fitxer que conté l’esquema (metadades) per la creació d’un cub, a on s’indica 
l’equivalència entre els conceptes d’un cub multidimensional i els d’una taula relacional. Per 
exemple, si volem crear una dimensió per un cub ho indicarem al fitxer d’esquema per aquest 
cub. En aquesta indicació s’assignarà el nom que tindrà la nova dimensió i a quina taula de la 
base de dades relacional estarà associada. D’aquesta manera, es crea un lligam entre una 
dimensió i una taula. 
2. A partir de la informació consultada del fitxer d’esquema, es seleccionen les taules, camps i 
valors de la base de dades que compondran el cub multidimensional. Finalitzada aquesta 
operació, es disposarà d’un cub, del qual podrem aplicar les típiques operacions sobre aquestes 
estructures, com el drill-down, drill-up, pivot, etc.     
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Com podem observar en el punt 2, els cubs multidimensionals es creen cada vegada que s’executa una 
consulta. Aquest fet pot contribuir a gaudir d’un rendiment inferior a d’altres sistemes en el moment 
d’executar consultes. Existeixen solucions per resoldre aquest punt feble, com l’ús de memòria caché 
per emmagatzemar temporalment els resultats de les consultes. Aconseguim que en l’execució d’una 
consulta que ja ha estat prèviament executada s’obtinguin els resultats més ràpidament, ja que la 
velocitat d’accés a memòria caché és més ràpida que en una base de dades. Es podria pensar que 
podríem obtenir inconsistències en els resultats de les consultes en el moment que obtinguéssim dades 
de la memòria caché que s’hagin modificat posteriorment a la base de dades, és a dir, que consultem 
una dada que no ha estat actualitzada. Ara bé, en un sistema OLAP és difícil trobar-nos en aquesta 
situació. Si fem memòria, en un apartat anterior s’ha explicat que les insercions en un sistema OLAP són 
puntuals o periòdiques, per tant, la possibilitat que s’actualitzi una dada emmagatzemada en memòria 
caché justament en el moment que realitzem la consulta és molt escassa. Una altra forma d’incrementar 
el rendiment és dissenyar la base de dades pensant amb les estructures multidimensionals, és a dir, 
utilitzant estructures en estrella, floc de neu o constel·lació. En cas contrari, si intentem utilitzar un 
motor OLAP sobre una base de dades relacional que no estigui pensada per aquest fi el més probable és 
que no funcioni correctament. 
Un cop introduïts en el concepte ROLAP podem nombrar les característiques principals: 
- No és necessària la realització de resums de dades per avançat ni emmagatzemar-los. Les dades 
es consulten directament de les taules.  
- Escalable per al tractament de grans volums de dades. Afegir dimensions i fets a un cub 
multidimensional és fàcil, només s’han de crear les taules respectives. Per tant, si el volum de 
dades augmenta és més viable ampliar les dimensions i o cubs.  
- Suporta un gran número de dimensions. Cada una d’elles correspon a una taula i una base de 
dades relacional està preparada per emmagatzemar-ne un gran número.  
- Existeix una gran varietat d’eines de càrrega de dades. A més, els temps de càrrega del procés 
ETL és menor que altres sistemes. S’utilitzen sentències SQL que faciliten la càrrega. 
- Es poden utilitzar eines de generació d’informes i reports SQL, ja que la informació 
s’emmagatzema en una base de dades relacional. 
- Més fàcil d’implementar a les empreses que ja disposin d’un sistema de base de dades 
relacional. Els canvis d’arquitectura que haurien de fer serien mínims. 
- Aquelles empreses que hagin realitzat inversions en SGBD relacionals poden aprofitar-les. 
- Utilització de la seguretat i integritat que ofereixen els SGBD relacionals.   
- Més fàcil d’implementar en general. És un fet que les bases de dades relacionals són més 





Els sistemes MOLAP, o “Multidimentional On Line Analytic Processing”, emmagatzemen físicament les 
dades en estructures multidimensionals. D’aquesta forma, la representació de les dades externa i 
interna coincideixen, evitant així haver d’utilitzar un component que realitzi de pont entre les dues 




Utilitza una arquitectura de dos nivells, la base de dades multidimensional pròpiament i un motor 
analític per tal de realitzar les operacions pròpies d’aquests sistemes i per oferir les eines d’anàlisi als 
usuaris. Aquests sistemes requereixen un processament previ dels cubs multidimensionals abans que es 
realitzin consultes sobre ells. El resultats d’aquesta operació s’emmagatzemen en matrius 
multidimensionals optimitzades. L’existència d’aquesta característica requereix de més espai en disc, ja 
que s’han d’emmagatzemar dades agregades. Per resoldre aquesta demanada d’espai existeixen 
tècniques de compressió. Com a contrapartida, la disposició de les dades precalculades ofereix un millor 
rendiment i rapidesa en les operacions de consulta. 
Aquest sistema és adequat per estructures amb poques dimensions i amb poca previsió d’haver de 
realitzar escalats de grans volums de dades. Com que es treballa amb estructures multidimensionals, 
l’ampliació de les dimensions o fets és una tasca més complicada que en el cas dels sistemes ROLAP, on 
només s’havien de crear taules. El processament previ de les dades dels cubs empitjora si existeixen 
moltes dimensions, ja que hi haurà més combinacions entre fets i dimensions i, per tant, més dades a 
emmagatzemar i gestionar.  
Una de les funcionalitats bàsiques és el càlcul previ de les dades dels cubs multidimensionals, tal com 
s’ha comentat anteriorment. A continuació, es detalla el procediment seguit per tal de realitzar aquesta 
funció: 
 
1. S’obtenen les dades de diferents fonts de destinació, com poden ser bases de dades relacionals o 
fitxers. 
2. Quan les dades s’han emmagatzemat a la base de dades multidimensional s’inicia el procés de càlcul 
per obtenir dades agregades a través de les dimensions. El resultat d’aquesta operació 
s’emmagatzema a la base de dades. 
3. Finalitzada la càrrega es generen índexs per les dades i s’utilitzen algoritmes de taules hash per 
millorar els temps d’accés de les consultes.  
 
 
2.6.3. ROLAP vs MOLAP 
 
Existeix molta controvèrsia entre els defensors d’aquests dos sistemes. Es tenen diferents punts de vista 
i opinions, la majoria de vegades basades en experiències reals dels professionals del sector. S’intentarà 
resumir en una taula les característiques i diferències entre els dos sistemes. A partir d’aquesta 









 MOLAP ROLAP 
Dades Detall i agregats precalculats Detall i agregats 
Estructura Matrius comprimides Taules relacionals 
Accés MDX SQL 
Implementació Més difícil. Inversió en nova 
tecnologia 
Més fàcil. Aprofitar 
l’arquitectura relacional 
Volum de dades Menor volum de dades Gran volum de dades 
Número de dimensions Poques dimensions Moltes dimensions 
Escalabilitat Poc escalable Molt escalable 
Consultes Millor rendiment Pitjor rendiment 
Dades agregades Millor rendiment Pitjor rendiment 
Complexitat del disseny Més complexa. Disseny de cubs Menys complexa. Disseny de 
taules 
ETL Requereix més temps de 
processament 
Requereix menys temps de 
processament 
Eines Poques eines gratuïtes Moltes eines gratuïtes 
 





Els sistemes HOLAP apareixen per solucionar les carències dels sistemes ROLAP i MOLAP. Bàsicament 
combina característiques dels dos, superant així els desavantatges que tenen per separat. És doncs, un 
sistema híbrid, d’aquí el nom “Hybrid On Line Analytic Processing”. 
L’emmagatzematge físic de les dades es distribueix entre una base de dades relacional i una 
multidimensional. Les dades agregades i precalculades s’emmagatzemen en estructures 
multidimensionals per millorar la velocitat de les consultes, mentre que les dades amb un nivell de  
detall més gran s’emmagatzemen en estructures relacionals per optimitzar el temps de processament 
dels cubs. Pel que fa a la data de les dades, les més recents es guarden com un MOLAP i les més 
antigues com un ROLAP. Al disposar de les dades més recents en una estructura multidimensional es 
millora el temps de resposta de les consultes més freqüents (les consultes diàries s’acostumen a fer 
sobre dades força recents, en canvi, les consultes sobre dades històriques, com per exemple de 5 anys 
d’antiguitat, són menys freqüents). 
En forma de resum, els avantatges que ofereixen els sistemes HOLAP són els següents: 
- Equilibra la necessitat d’espai en disc. Les dades agregades només es copien a la base de dades 
multidimensional, i el mateix passa amb les dades detallades, que només es mantenen a la base 
de dades relacional. Així doncs, no es mantenen dades duplicades. 
- Com que no es guarden les dades detallades en les estructures multidimensionals 
s’aconsegueixen cubs més petits que en els sistemes MOLAP. Si els cubs contenen menys dades 
els precalculats seran més lleugers i costosos.  
- El rendiment de les consultes és millor que en els sistemes ROLAP ja que es realitzen sobre 
estructures multidimensionals (MOLAP). 
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- Ofereix avantatges en aquells escenaris que es requereixen temps de resposta ràpides a les 
consultes, i els resultats d’aquestes es basen en agregacions de grans volums de dades.  
 
Fins aquí s’ha parlat dels sistemes OLAP més utilitzats i generalitzats, n’existeixen però d’altres menys 




Els sistemes WOLAP estan basats en tecnologia web. Mentre que les aplicacions tradicionals permeten 
explotar les funcionalitats del món OLAP a través d’aplicacions d’escriptori instal·lades i configurades a 
totes les màquines que ho necessitin, WOLAP no requereix realitzar cap instal·lació pel cantó del client, 
únicament es necessita un navegador web a través del qual podrem realitzar aquestes funcionalitats.  
Aquesta forma de treballar està basada en l’ús d’una arquitectura de 3 capes: base de dades, 
middleware i el client. Un middleware és un component que fa de pont entre el client i la base de dades, 
en comptes de permetre una comunicació directa s’introdueix un component intermediari. Aquest 
realitza les funcions d’un motor OLAP, es comunica amb un sistema gestor de base de dades i retorna 
els resultats als clients mitjançant el protocol HTTP.  
No existeix una idea molt clara ni consensuada d’aquest sistema OLAP i la informació disponible és 
escassa. La seva descripció recorda molt al funcionament d’un sistema ROLAP, que també disposa d’una 
base de dades, un motor OLAP (compoment middleware) i una capa pel client. En aquest cas la base de 
dades és relacional i la capa del client pot ser en forma d’interfície web o aplicació d’escriptori. La 
conclusió que s’extreu és que qualsevol sistema que utilitzi una arquitectura de 3 capes, on les capes 




Els sistemes DOLAP, o “Desktop OLAP”, deleguen tasques de tractament dels cubs multidimensionals als 
ordinadors dels clients, els quals emmagatzemen les dades en fitxers locals utilitzant un motor 
multidimensional, és a dir, els clients reben dades OLAP procedents de diferents fonts, com poden ser 
servidors MOLAP o ROLAP, i un cop rebudes s’emmagatzemen en els seus equips propis per tal de 
realitzar-ne operacions que anteriorment realitzaven els servidors. Aquesta tecnologia és viable gràcies 




Si recordem els sistemes MOLAP, un de les característiques és que es realitzen càlculs previs dels cubs 
multidimensionals. En RTOLAP, o “Real Time OLAP”, es realitzen aquests càlculs al vol (en temps real) 
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només quan s’executen les consultes. Aquesta característica és semblant a la de ROLAP, amb la 
diferència que en aquest cas el resultat dels càlculs de les dades s’emmagatzema en memòria RAM.  
La utilització de la memòria RAM com a unitat d’emmagatzematge comporta certs avantatges i 
desavantatges. Per exemple, la grandària de les dades que es poden tractar d’un cub multidimensional 
està limitada per la capacitat de la RAM, en canvi, l’accés és més ràpid que en una unitat física 
d’emmagatzematge (com un disc dur). Actualment, realitzar comparacions entre les taxes d’accés a 
suports informàtics és entrar en un tema candent, l’aparició dels nous suports SSD (unitats d’estat sòlid) 
portaran a un nou plantejament en el món de l’emmagatzematge de dades. Els conceptes que tenim ara 
de les bases de dades segurament canviaran en un futur no gaire llunyà. 
 
2.6.8. SOLAP    
 
Els sistemes SOLAP, o “Spatial OLAP”, es combinen amb bases de dades espacials i permeten integrar 
funcionalitats de sistemes d’informació geogràfica (SIG). Faciliten la navegació de les dades d’una base 
de dades espacial, ofereixen molts nivells de granularitat de la informació i afegeixen mètodes per 
l’exploració de la informació de tipus geogràfica. Suporten tres tipus de dimensions: espacials no 
geomètriques, espacials geomètriques i espacials mixtes.      
Els conceptes que porta associats una base de dades espacial no s’han explicat fins ara ja que no és 
l’objectiu d’aquest projecte. Tot i això, es donarà una idea general del seu significat per poder entendre 
la filosofia de treball dels sistemes SOLAP. Així doncs, aquest tipus de base de dades gestiona dades 
espacials, que són variables associades a una localització de l’espai. S’utilitzen per donar suport al 
desplegament de mapes, consultes, edició i anàlisis. Les dimensions espacials geomètriques són aquelles 
que s’estableixen sobre la superfície terrestre, és a dir, que fan referència a punts de la Terra, mentre 
que les dimensions no geomètriques contenen valors físics no referenciats a punts de la superfície 
terrestre.   
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3. Tecnologies aplicades als sistemes OLAP 
3.1. Introducció 
 
Arribats a aquest punt, ja coneixem els termes fonamentals dels sistemes OLAP; hem explicat la 
diferència entre OLTP i OLAP; les estructures multidimensionals, amb els corresponents conceptes 
associats, com les dimensions, mesures i els fets; els tipus de modelats de les dades, com els esquemes 
en estrella, en floc de neu i en constel·lació; les expressions multidimensionals MDX per aquest tipus 
d’estructures i les operacions disponibles, com drill-down, drill-up, drill-across, etc; els processos 
d’extracció, transformació i  càrrega (ETL) i les categories OLAP, com el ROLAP, MOLAP, HOLAP, WOLAP, 
etc. 
El darrer pas és relacionar aquests conceptes amb tecnologies utilitzades actualment, les quals utilitzen 
tots o alguns d’aquests conceptes. La tecnologia més important i desenvolupada s’anomena Business 
Intelligence (BI), la qual utilitza els sistemes multidimensionals i afegeix funcionalitats molt potents al 
voltant d’aquestes estructures. És una tecnologia utilitzada majoritàriament per les grans empreses, 
com poden ser els bancs, asseguradores, multinacionals, etc. Tot i que amb l’aparició d’eines Open 
Source7 que utilitzen aquesta tecnologia s’està estenent a empreses amb menys recursos econòmics 
disponibles.   
Tal com veurem a continuació, les eines BI requereixen d’algun suport per mantenir la persistència de 
les dades que utilitza i tractar-les. Per solucionar aquestes necessitats, apareix la darrera tecnologia, el 
Data Warehouse, que a grans trets s’encarrega de manipular tota la informació necessària en una 
empresa. A continuació, s’expliquen amb més profunditat aquests dos nous conceptes introduïts. 
 
3.2. Business Intelligence 
 
La majoria d’organitzacions generen dades, les quals s’emmagatzemen habitualment utilitzant sistemes 
transaccionals en bases de dades relacionals. Aquestes dades no compleixen un paper fonamental pel 
desenvolupament i la millora de l’organització, sinó que s’utilitzen com a simples conjunts de dades 
generats per transaccions.   
En aquest punt, apareix la idea d’intel·ligència de negoci (BI), que busca transformar les dades en 
informació i aquesta en coneixement per ajudar a la presa de decisions (aquests termes es defineixen 
tot seguit). Facilita la comprensió del propi negoci i del seu entorn, permeten construir models per 
preveure futurs esdeveniments. Aquestes previsions també es poden utilitzar per identificar i corregir 
situacions desfavorables abans que es converteixin en problemes i en possibles pèrdues pel negoci. 
Actua com un factor estratègic potenciant un avantatge competitiu, proporcionant informació per tal de 
respondre als problemes del negoci.  
El concepte BI està integrat per dues parts fonamentals: l’emmagatzematge i processament de dades, 
que tal com hem mencionat anteriorment, les transforma en coneixements a través d’anàlisis i 
                     
7
 Vegeu apartat 4.6, pàgina 69 
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exploracions. Per assolir amb èxit l’aplicació d’aquestes dues parts es pot seguir el següent procés 
format per cinc fases: 
 
1. Dirigir i planejar: recol·lectar els requeriments d’informació i necessitats dels usuaris. A 
partir d’aquesta recol·lecció i conjuntament amb els usuaris es creen les preguntes que els 
ajudaran a resoldre les necessitats.  
2. Recol·lecció d’informació: es recopilen dades de la pròpia empresa i el seu entorn. Aquest 
conjunt de dades té com a objectiu respondre les preguntes plantejades en la primera fase. 
3. Processament de dades: es tracten les dades obtingudes en la fase 2 per convertir-les en un 
format vàlid per l’anàlisi. Aquesta informació s’emmagatzema a una nova base de dades o a 
una preexistent.      
4. Anàlisi i Producció: en aquesta fase entra en joc la part fonamental dels sistemes BI, la 
utilització de la informació disponible per tal de donar resposta a les preguntes plantejades 
en la fase inicial (dirigir i planejar), en forma de reports, indicadors de rendiment, gràfics 
estadístics, etc. Per aconseguir aquestes respostes s’utilitzen eines i tècniques pròpies de la 
tecnologia BI. 
5. Difusió: la informació generada no seria útil si no fos accessible fàcilment. Per aquest motiu 





Figura 3.1: Arquitectura BI 
 
La utilització de la tecnologia de BI a les organitzacions aporta millores considerables, les quals si 
s’aprofiten correctament poden aportar avantatges competitius. Podem descriure alguna d’aquestes 
millores: 
- Reducció dels temps invertit per disposar d’informació d’una temàtica en particular, ja que 
aquesta es troba centralitzada en una font de fàcil accés. 
- Els informes o reports no són tancats, és a dir, l’usuari pot decidir quina informació incloure en 
els mateixos de forma dinàmica. 
- Ajudar a detectar situacions anormals i identificar quins són els factors que incideixen en el 
funcionament de l’empresa  
- Proporciona eines d’anàlisi per tal de realitzar comparacions, ajudar a prendre decisions i 
formular i respondre preguntes claus pel desenvolupament de l’empresa. 




En tot moment es fa referència al concepte de dades, informació i coneixement. Veiem-ne a continuació 
la diferència: 
- Dades: és la mínima unitat semàntica, es correspon amb elements primaris d’informació que 
per si sols no són rellevants per la presa de decisions.  
- Informació: és un conjunt de dades processades que tenen un significat i que són rellevants per 
la presa de decisions. La informació s’obté afegint valors a les dades: 
 
o Calculant: processament matemàtic o estadístic de les dades. 
o Categoritzant: es coneixen les unitats de mesura que ajuden a interpretar-los. 
o Condensant: les dades es resumeixen de forma més concisa. 
o Contextualitzant: es coneix el propòsit i el context de les dades. 
o Corregint: s’eliminen errors i inconsistències de les dades. 
 
- Coneixement: és la mescla de la informació, valors i l’experiència que permeten resoldre un 





Figura 3.2: Esquema dades, informació i coneixement 
 
 
3.3. Data Warehouse 
3.3.1. Introducció 
 
Tal com hem comentat en la segona fase del procés d’un BI, la recol·lecció d’informació prové de 
diferents fonts i formats. Aquesta informació s’ha de depurar i centralitzar en una font central de fàcil 
accés, ja que una de les millores ofertes del BI és la disponibilitat de la informació de forma ràpida i 
còmoda per l’usuari. Si la informació no es tractés ni centralitzés i estigués repartida en moltes 
ubicacions diferents, els costos per tractar-la serien més grans que en el cas que es centralitzés, ja que el 




Per aconseguir l’objectiu de la depuració i centralització de la informació, apareix el concepte Data 
Warehousing. Té com a objectiu l’extracció de dades de fonts externes i de sistemes operacionals, 
integrar-les i homogeneïtzar-les i servir finalment la informació transformada.  L’objectiu final, des d’un 
punt de vista empresarial, del Data Warehousing és que permet que cada empleat disposi d’informació, 
correcta i integrada, corresponent a les seves necessitats en qualsevol moment.    
La centralització i emmagatzematge de la informació es realitza en una base de dades multidimensional 
anomenada Data Warehouse (un DW també pot utilitzar una base de dades relacional, per exemple si 
utilitzem ROLAP). Així doncs, aquest magatzem de dades contindrà un conjunt de dades orientades al 
negoci, integrades i variants en el temps. Aquestes característiques permeten donar suport al procés de 
presa de decisions mitjançant l’anàlisi de la informació que emmagatzema. Per tant, és necessari que la 




A continuació, es detallen amb més profunditat les característiques principals mencionades 
anteriorment: 
- Orientada al negoci: el disseny de les dades d’un DW està orientat als aspectes que són 
d’interès per l’organització, és a dir, aquells que serveixen exclusivament per ajudar en la presa 
de decisions. Per exemple, per un fabricant, en un sistema DW els aspectes d’interès són les 
entitats d’alt nivell: productes, clients, proveïdors, etc.  És l’anàlisi de la informació d’aquestes 
entitats la que facilita les consultes i investigació de les activitats de l’organització per ajudar a 
prendre decisions.  
- Integrada: tal com s’ha comentat, les dades rebudes provenen de diferents fonts i tipus, per 
tant, s’han d’homogeneïtzar abans d’emmagatzemar-se al DW. Aquest procés es coneix com ETL 
(Extracció, Transformació i Càrrega de Dades).    
- Variant en el temps: la informació emmagatzemada en un DW està lligada a una clau de temps, 
formant històrics. Aquest lligam és el que permet realitzar anàlisis dinàmiques de la informació, 
processant la informació per períodes de temps.  
- No volàtil: per aconseguir anàlisis i ajudes per la presa de decisions la informació font d’aquests 
informes ha de ser estable, en cas contrari, si la informació variés constantment els resultats de 
les anàlisis no serien consistents. És per aquest motiu, que en un DW les operacions habituals 
són la càrrega de conjunts de dades i l’accés. No es realitzen insercions, eliminacions i 
modificacions constants. Aquestes accions es realitzen sobre sistemes operacionals, i mitjançant 
ETL es carregen i transformen blocs de dades entre aquests sistemes i el DW. 
 
Fins ara només hem parlat de qualitats que ens ofereix la utilització del DW, però com en tot sistema 
succeeix, existeixen desavantatges. La importància està a trobar un equilibri entre els avantatges i els 
desavantatges. També cal analitzar si la utilització d’una nova tecnologia és adient per un entorn, per 
exemple, una petita empresa que disposi d’una cartera molt reduïda de clients i d’informació entrant, 
segurament no obtindrà avantatges suficients en la implementació d’un sistema DW en comparació a la 
inversió i esforç que hauria de realitzar.  
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Per ajudar a decidir si la implementació d’un DW ens afavoreix, cal analitzar quins són els seus 
avantatges i desavantatges:  
 
Avantatges 
- Transforma les dades típicament orientades a les aplicacions (dades necessàries per 
l’organització per tal de desenvolupar les activitats i funcions diàries) en informació orientada a 
la presa de decisions. 
- Unifica les dades ubicades en diferents sistemes aïllats entre si en una única plataforma 
centralitzada. S’aconsegueix disposar d’un únic punt d’entrada per l’obtenció de totes les dades 
d’una empresa, en comptes de tenir-les fragmentades en sistemes aïllats i segurament no 
homogenis entre si. 
- Augmenta la competitivitat en el mercat i permet reaccionar ràpidament als seus canvis. 
- Processa les dades únicament necessàries pel negoci, no realitza més feina de la necessària. En 
moltes aplicacions desfasades o mal dissenyades es realitzen processaments de dades que no 
aporten cap valor afegit al negoci, amb la conseqüent pèrdua de temps i recursos. 
- Els usuaris disposen de la informació que realment necessiten, és a dir, informació completa, 
correcta i consistent. I sobretot, en el moment i format adequat.  
- Millora la presa de decisions estratègiques i tàctiques, ja que es disposa d’informació de millor 
qualitat. La informació assoleix un paper fonamental, aconseguint que sigui un valor afegit i 
potencial per l’empresa. 
 
Desavantatges 
- Es requereix una gran inversió inicial, tant temporal com econòmica. S’han d’adquirir eines de 
consulta i anàlisi i formar els usuaris. Existeix l’alternativa d’utilitzar programari gratuït, tot i 
això, seria necessari realitzar una inversió considerable per adaptar i configurar el nou sistema. 
A més, la formació dels usuaris és un punt que no es pot obviar en cap cas, ja que en cas 
contrari, es disposaria d’una eina molt potent de la qual no es trauria profit. 
- Com en tot canvi, els usuaris inicialment ho consideren un inconvenient i ofereixen resistència. 
Conseqüentment, els beneficis de la implementació d’un DW es veuen a mitjà i a llarg termini, ja 
que com hem comentat, si l’usuari es resisteix a utilitzar el nou sistema no s’aprofitaran les 
millores que ofereix. 
- No es valoren correctament els recursos que es necessitaran per l’obtenció, carrega i 
emmagatzematge de les dades, així com l’esforç del seu disseny i creació. 
- Els requeriments dels usuaris mai són definitius, és a dir, el més probable és que es dissenyi un 
sistema de DW seguint els requeriments i que al llarg del temps canviïn o s’ampliïn.  
 
3.3.3. Estructura lògica 
 
Un dels requisits per assolir les característiques d’un magatzem de dades és estructurar les dades 
seguint unes pautes, fixades pel seu grau de granularitat (detall). Segons aquest detall, s’esquematitza la 
informació en nivells lògics: 
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- Metadades: descriuen quina és l’estructura de les dades contingudes al DW. Aquesta informació 
no prové de l’àmbit operacional, sinó que es genera a partir d’altres dades que ja existeixen al 
propi DW. Aquest nivell es troba en una dimensió diferent a la resta, podríem veure’l com una 
capa d’abstracció. 
- Detalls de dades actuals: provenen directament del processat de les dades més recents. En 
aquest nivell existeix un gran volum de dades. Per aquest motiu s’emmagatzemen en disc, de 
manera que es millora el temps i la facilitat d’accés. El nivell de granularitat és molt alt ja que 
emmagatzema el màxim nivell de detall de les dades, la qual cosa comporta una alta ocupació 
d’espai en disc.  
- Detalls de dades històriques: segueix la idea del nivell anterior, amb la diferència que 
emmagatzema dades antigues i ,per tant, d’ús menys freqüent. Amb aquesta nova premissa i les 
del nivell anterior, es coneix que el volum d’informació és molt important i és necessari 
emmagatzemar-la en un magatzem extern. D’aquesta forma s’aconsegueix no sobrecarregar el 
nivell de dades actuals. 
- Dades lleugerament resumides: és el primer nivell d’agregació de les dades de detall actual. Es 
creen a partir de l’agrupació o suma de dades segons un conjunt de condicions necessàries per 
facilitar posteriors anàlisis.  
- Dades molt resumides: és el nivell més alt d’agregació. Es compacten les dades lleugerament 























Tot i que l’estructura lògica ens aporta una gran ajuda per entendre com s’organitzen les dades, també 
és necessari conèixer quina arquitectura s’utilitza normalment. A continuació, s’explica cadascuna de les 
parts que forma part de l’arquitectura d’un DW: 
1. Sistemes operacionals / Fonts externes: les dades s’extreuen des de fonts externes i/o sistemes 
operacionals, com poden ser aplicacions, arxius, base de dades, etc.  
2. Càrrega de dades o ETL: les dades extretes dels sistemes operacionals i fonts externes 
s’integren, transformen i finalment es carregen al DW. 
3. DW físic: conté les dades rebudes del procés ETL, normalment estructurades en forma de cubs 
multidimensionals. Per tal de disposar d’aquesta estructura, el DW gestiona les dades a través 
de taules de fets i taules de dimensions, i ho organitza al voltant d’una base de dades 
multidimensional.    
4. Organització de dades: realitza operacions de Join i agregació, necessàries per donar suport als 
processos de gestió i execució de consultes relacionals, i de consultes pròpies de l’anàlisi de 
dades. De forma generalitzada, actua com a pont entre l’usuari i el magatzem de dades. 
S’encarrega de rebre les consultes dels usuaris i retornar els resultats obtinguts aplicant la 
consulta a l’estructura de dades corresponent.  
5. Eines d’anàlisi i consulta: permeten la interacció de l’usuari amb el sistema DW, mitjançant la 
utilització d’eines gràfiques per realitzar consultes de dades. Aquestes interfícies abstrauen els 
usuaris del funcionament intern del magatzem de dades, no necessiten conèixer llenguatges de 
consulta com SQL o el funcionament i característiques de les estructures de dades. 
6. Usuaris: són aquells que s’encarreguen de prendre decisions i planificar les activitats del negoci. 
Per tant, la quantitat d’usuaris que accedeixen al DW de forma concurrent és poca. En cada 
interacció s’acostumen a moure grans volums de dades, ja que les consultes normalment 
necessiten dades històriques i de diferents fonts per aconseguir el propòsit sol·licitat. 




















3.3.5. Data Warehouse 2.0 
 
El 2008, Bill Immon, considerat com el pare del Data Warehouse va escriure un llibre anomenat “DW 2.0 
- Architecture for the Next Generation of Data Warehousing”. S’hi exposen les noves tendències en el 
món dels magatzems de dades. Per entendre aquesta evolució cal que coneixem breument el passat 
dels DW. 
El data warehousing es va iniciar a la dècada de 1980 per solucionar la falta d’informació que 
proporcionaven molts dels sistemes d’aplicacions existents. Aquesta mancança d’informació era deguda 
a què els sistemes es construïen per comunitats d’usuaris reduïdes i sense integració entre diferents 
fonts d’informació. També es buscava aconseguir alts rendiments en els sistemes, motiu pel qual les 
dades històriques s’esborraven sempre que es podia per aconseguir aquest objectiu.  
Quan aquest nou concepte es va començar a fer popular, els venedors i consultors van utilitzar aquesta 
idea del nou concepte per vendre els seus productes. El problema és que cadascun d’ells tenia la seva 
pròpia idea del concepte i venien el seu software assegurant que proporcionaven les millores ofertes 
pels magatzems de dades. Amb el pas del temps es va arribar a un punt de confusió, no existia una idea 
clara de què era un magatzem de dades i què no. 
Actualment, continua existint aquesta confusió amb el significat de Data Warehouse (magatzem de 
dades). Segons Bill Immon, el problema radica en què no es va registrar com a marca el terme “Data 
Warehouse”, motiu pel qual es pot utilitzar per qualsevol cosa. Com a conseqüència, s’ha perdut la 
integritat del seu significat. 
Tot i aquests inconvenients, amb el temps l’arquitectura dels magatzems de dades ha anat evolucionant, 
fins arribar a la pròxima generació dels DW, anomenada DW 2.0.  Per il·lustrar aquesta nova generació 
podem analitzar les diferències entre el DW i el DW 2.0: 
- Cicle de vida de les dades. Les dades es divideixen en diferents sectors segons la seva antiguitat 
i probabilitat d’accés. Aquests sectors es poden classificar segons l’antiguitat: 
o Interactiu: dades d’alta demanda amb mínim d’un mes d’antiguitat.     
o Integrat: dades estandarditzades i processades amb una certa demanda i amb una 
antiguitat compresa entre un dia i 3 anys. 
o Propera a la línia: dades amb poca demanda i amb una antiguitat entre 6 mesos i 10 
anys. 
o Arxiu: dades amb molt poca demanda i amb una antiguitat superior als 5 anys.    
En el DW, totes les dades s’emmagatzemen al disc sense tenir en compte la probabilitat d’accés 
que es requerirà. Amb el temps, el rendiment d’accés a les dades disminueix i augmenten els 
costos de manteniment i emmagatzematge com a conseqüència del gran volum de dades.  
- Les dades no estructurades són una part vàlida del magatzem de dades. Les dades no 
estructurades són els emails, fulles de càlcul, documents, etc. Aquestes fonts proveeixen 
informació important per l’empresa. En el DW no es considera com a tal, per tant no s’utilitzen. 
- Incorporació de les metadades com a part de la infraestructura dels magatzems de dades. En 
el DW les metadades es consideren com una part independent de l’arquitectura. Les diferents 
tecnologies que ofereixen eines de suport per la creació de dissenys multidimensionals i de 
construcció de ETLs generen el seu propi format de metadada. Com a conseqüència, les 
metadades són independents al magatzem i, per tant, poden existir diferents definicions d’un 
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mateix metadada. Per solucionar aquesta situació, DW 2.0 proposa un repositori global de 
metadades que formi part del propi magatzem de dades. 
- El terme DW 2.0 s’ha registrat com a marca. Per tant, el terme DW 2.0 està estrictament definit 




Figura 3.5: Arquitectura DW 2.0 
 
La definició d’aquesta arquitectura es pot trobar de forma més detallada a la web dels propietaris de la 
marca: www.inmoncif.com. Per extreure una conclusió d’aquesta nova definició, cal observar en els 
propers anys la seva acceptació per part de la comunitat. És possible que la decisió de registrar la marca 
eviti alguns dels problemes que van sorgir de la llibertat d’ús del terme data warehouse, però també pot 







Un cop que tenim assolits els coneixements que envolten a la tecnologia OLAP només ens falta un darrer 
pas, conèixer quines eines existeixen al mercat que utilitzin aquesta tecnologia. Per donar un valor 
afegit, analitzarem aquelles eines que ens aportin una solució completa, és a dir, que el marc complet de 
l’aplicació tingui una utilitat real per una empresa. Aquest és el cas de les solucions que s’anomenen 
Business Intelligence (BI). Realment no ens desviem molt del tema central (OLAP), ja que tota aplicació 
de BI disposa d’un motor analític, que és el mateix que dir tecnologia OLAP. Per acabar d’ajudar a 
comprendre aquesta idea podem utilitzar la següent analogia: una placa base utilitza diversos 
components i realitza moltes funcionalitats. El component principal és la CPU, sense la qual la placa base 
no seria més que una placa de circuits molt poc útil. Anàlogament, l’aplicació de BI seria la placa base i el 
motor analític seria la CPU. Una aplicació BI utilitza diversos components, com el motor analític, motor 
de data mining, motor de base de dades, generadors d’informes, etc.      
Així doncs, a continuació s’analitzaran unes quantes de les principals eines existents al mercat que 
donen suport a la tecnologia Business Intelligence.  Es basarà amb dos fronts centrals: per una banda, 
les eines Open Source i per l’altra les privatives. L’estudi de les diverses possibilitats ens ajudarà a 
escollir aquella eina que s’adapti més a les nostres necessitats, tant econòmiques com funcionals.   
Existeixen estudis molt complets i detallats que analitzen les eines BI. Es realitzen anàlisis de rendiment, 
experiència i opinió dels usuaris i de les empreses, casos reals, costos d’implementació, etc.. de fins a 30 
productes diferents. Evidentment que aquestes anàlisis no són gratuïtes, els preus ronden entre els 
3000$ - 6000$. Com que no podem fer ús d’aquests estudis (de forma gratuïta) i tampoc podem 
comprar una llicència per cada producte comercial que desitgem analitzar, ens basarem amb les 
característiques que el propi venedor especifica i s’intentaran confirmar amb les opinions dels clients 
per assegurar que no són simples paraules. En un capítol posterior, on es realitzarà un cas pràctic, 




És l’aposta de Microsoft a la tecnologia BI. El component que dóna suport a aquesta tecnologia 
s’anomena Business Intelligence i està integrat en el producte SQL Server. És una solució escalable, 
optimitzada per la integració de dades, informes i anàlisis.  Utilitza una plataforma de data warehouse 
que permet implementar i gestionar un dipòsit únic per totes les dades. Utilitza la tècnica de 
particionament de taules per millorar el rendiment en els casos que es disposi de grans volums de 
dades. Es pot operar sobre una gran varietat de fonts d’origen, com bases de dades relacionals, no 
relacionals, fitxers plans, arxius multimèdia, etc. Aquesta heterogeneïtat de les dades es pot corregir 
mitjançant l’aplicació Data Source View, que permet integrar les dades procedents de qualsevol font i 
crear un model unificat i homogeni.  
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Disposa d’assistents i eines per crear solucions d’integració de dades, informes i anàlisis. Un component 
que ofereix aquestes característiques és el SQL Server BI Development Studio, utilitzat pels 
desenvolupadors per rebre suport en tot el cicle de vida del desenvolupament de les aplicacions, 
ajudant a utilitzar tècniques correctes per mitjà de notificacions automàtiques sobre possibles 
incidències en el disseny.  
Quant a la creació de reports s’utilitza el SQL Server Reporting Services, que permet crear informes 
complets, amb formats rics i avançats. Els experts poden crear els informes amb eines basades en Visual 
Studio, que ofereixen una amplia varietat d’opcions, mentre que els usuaris finals poden utilitzar una 
eina anomenada Report Builder que disposa d’una interfície més amigable i una semàntica més fàcil. Per 
administrar l’entorn d’informes s’utilitza el Report Manager, que permet planificar les tasques de 
creació, gestionar les subscripcions i controlar l’accés als informes. Aquest control es basa en rols i 
protegeix l’accés a informes, carpetes, recursos i fonts de dades compartides. L’accés als usuaris 
s’autoritza mitjançant l’assignació dels rols.  
Pel que fa a l’anàlisi, utilitza com a base la tecnologia MOLAP. Per controlar l’escalabilitat de les dades es 
disposen de diverses tècniques, com la que ofereix el Disenyador d’Agregats, que millora el rendiment 
del processament OLAP i evita agregacions innecessàries, escenaris d’hipòtesis “What-if” amb la 
capacitat write-back de MOLAP (els resultats obtinguts de realitzar la consulta amb valors hipotètics 
s’emmagatzemen mitjançant particions a sobre de les agregacions d’una estructura multidimensional, 
és a dir, es mantenen diferents valors per un mateix camp per futures comparacions) o compartir la 
base de dades entre diferents servidors. Per millorar el rendiment s’utilitza el Proactive Caching, que 
habilita la caché per les dades i utilitza un algoritme de compressió. Inclou un motor de data mining que 
disposa de capacitats avançades d’anàlisis que permeten obtenir coneixement a partir de grans volums 
de dades històriques, elaborar anàlisis predictius, identificar patrons i tendències. Moltes d’aquestes 
funcionalitats es poden integrar molt fàcilment en els entorns d’Office Excel 2007. Els usuaris podran 
accedir a les dades multidimensionals directament des d’una aplicació familiar, facilitant l’adaptació a 




MicroStrategy és una plataforma completa de Business Intelligence, que integra reporting, anàlisis i 
monitoratge a temps real. És un dels productes de BI més utilitzats arreu del món, entre els seus clients 
podem trobar eBay, Banc d’Espanya, Fnac, Telefónica, Lexmark, Samsung, etc..  La seva cartera de 
clients està formada per 6 dels top 10 en serveis Financers, 7 dels top 10 en productes de consum, 3 dels 
top 5 en Asseguradores, 9 dels top 10 Farmacèutiques, 5 dels top 10 en Fabricació, 7 dels top 10 en 
Banca, etc.. Els números els avalen, amb una cartera d’aquestes proporcions es pot assegurar la qualitat 
i fiabilitat del seus productes i serveis.  
No fa gaire han donat un pas endavant molt important. Amb l’aparició de la nova versió MicroStrategy 9 
han creat paral·lelament al producte comercial una plataforma gratis de BI per les pymes. Aquesta 
solució s’anomena MicroStrategy Reporting Suite, amb la qual es vol aconseguir que qualsevol pyme 
pugi començar a desenvolupar aplicacions BI a cost cero amb llicències (es disposa de 100 llicències 
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gratis d’ús il·limitat). Ofereix funcions per construir reportings, quadres de comandament, anàlisis OLAP, 
anàlisis predictius, alertes i notificacions proactives. 
La tecnologia utilitzada es basa en una arquitectura ROLAP. Justifiquen l’ús d’aquesta arquitectura per 
oferir una alta escalabilitat i interactivitat que permeti obtenir alts rendiments, anàlisis sofisticades, 
creació ràpida d’informes i autoservei dirigit a oferir independència als usuaris. La capa de base de 
dades suporta tots els esquemes relacions (estrella, floc de neu i constel·lació), mentre que el pont entre 
les taules relacionals i la capa d’usuari es realitza mitjançant la creació d’un únic cub virtual. Aquest 
representa tota la base de dades relacional.  
Com ja hem comentat, els sistemes ROLAP ofereixen un rendiment inferior en les consultes. Per millorar 
aquesta carència utilitzen una extensió de l’arquitectura ROLAP, que anomenen “ROLAP en-memòria”. 
Aquesta característica crea cubs físics que resideixen en memòria dins del cub global virtual. Amb la 
següent imatge s’entendrà més fàcilment aquest procediment. 
 
 
Figura 4.1: ROLAP en memòria 
 
En una arquitectura ROLAP normal es creen diferents cubs a partir de les dades de la base de dades 
relacional (imatge central), i en altres ocasions es crea un únic cub global (imatge de l’esquerra). Doncs 
bé, MicroStrategy utilitza una arquitectura mixta, unificant els cubs individuals amb el cub global. 
Aquesta funcionalitat permet disminuir la càrrega sobre la base de dades, ja que moltes consultes 
podran ser respostes pels cubs físics en memòria. S’aconsegueix un temps de consulta més ràpid i un 
millor aprofitament dels recursos de la base de dades. 
Utilitza una arquitectura web amb suport per màquines virtuals Java (JVM). En la versió 8 del producte 
s’utilitzava una JVM de 32 bits mentre que en la versió 9 s’ha passat a donar suport a JVM de 64 bits. La 
utilització de 64 bits ofereix un espai en memòria molt més ampli que en 32 bits, el que permet que 
cada servidor web suporti moltes més sessions d’usuaris concurrents i informes més grans (més dades). 
També es fa ús de la tecnologia Extreme Ajax, que trasllada els processos des dels servidors web als 
navegadors webs individuals dels usuaris finals. És a dir, ara els servidors webs no han de realitzar totes 
els processos necessaris per les sol·licituds dels usuaris, sinó que es delega aquesta tasca als propis 
usuaris, aconseguint així repartir la feina i alliberant els recursos dels servidors.  
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Quan es parla de l’autoservei es refereix a la possibilitat que els usuaris siguin autosuficients i pugin 
realitzar tasques que anteriorment només es podien realitzar si eres un expert en la matèria. Per 
exemple, la interfície web permet crear de forma molt senzilla qualsevol informe. Els passos són: 
seleccionar d’una llista les dimensions i mesures disponibles, arrossegar de forma visual aquests valors a 
una plantilla i escollir el format (mitjançant controls molt semblants als que trobem en els productes de 
Microsoft Office). 
Disposa de quadres de comandament dinàmics que consoliden la informació de molts informes. És a dir, 
enlloc d’haver de consultar una gran quantitat d’informes individuals, que la majoria de vegades 
contenen dades repetides, es troben tots integrats i sincronitzats en una interfície única. S’ofereixen 
controls de selecció per accedir a diferents vistes de les dades, i totes les quadrícules i gràfics disposen 
de la funcionalitat de navegació dels sistemes ROLAP. També es permet integrar i visualitzar informació 
d’Internet en temps real. 
Es pot enviar automàticament una gran quantitat d’informes i quadres de comandament mitjançant una 
funcionalitat anomenada Serveis de Distribució. Aquesta permet als usuaris configurar alertes o 
condicions per rebre de forma automàtica aquella informació que sigui del seu interès. Es pot rebre via 
email, fitxers, impressora, etc.  
Mitjançat l’ús d’una interfície web es permet distribuir les responsabilitats d’administració de les 
aplicacions als usuaris de negoci de cada departament. D’aquesta forma s’allibera la càrrega dels 
departaments de TI. Per aconseguir aquesta funcionalitat, MicoStrategy està dissenyat per suportar 
models d’administració distribuïts, permeten que cada departament disposi de les seves pròpies bases 
de dades, aplicacions de BI i metadades dintre de la mateixa infraestructura corporativa.      
Una altra extensió que apliquen sobre la tecnologia ROLAP s’anomena multi-font. Aquesta permet que 
les metadades del motor ROLAP pugin incloure múltiples bases de dades, tractant-les com si fossin una 
gran base de dades lògica. El motor multi-font examina cada sol·licitud de dades i determina la base de 
dades des de la que resulta més òptima recuperar les dades. L’ús de múltiples base de dades és 
totalment transparent per l’usuari, aquest no diferenciarà de quina base de dades procedeix una 
dimensió o atribut.  
 
 
Figura 4.2: ROLAP multi-font 
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Aquestes són les funcionalitats bàsiques del producte MicroStrategy. A continuació, es mostra una llista 
dels productes disponibles que es basen en aquestes funcionalitats: 
- MicroStrategy Intelligence Server: és un servidor analític optimitzat per les consultes, reporting 
i anàlisis OLAP corporatius. 
- MicroStrategy Report Services: és una extensió d’Intelligence Server. Proporciona el motor per 
crear informes. 
- MicroStrategy OLAP Services: és una extensió d’Intelligence Server. Proporciona la funcionalitat 
d’anàlisis OLAP mitjançant cubs als usuaris de MicroStrategy Web, Office i Desktop. 
- MicroStrategy Distribution Services: és una extensió d’Intelligence Server. Permet gestionar 
l’enviament d’informació per diferents vies, com email, impressores, fitxers, etc. 
- MicroStrategy MultiSource Option: és una extensió del Intelligence Server. Permet la integració 
amb diferents fonts de dades (ROLAP multi-font). 
- MicroStrategy Web: és un entorn interactiu per la realització de reports i anàlisis a través de la 
Web. 
- MicroStrategy Office: integra funcionalitats a la suite de productes de Microsoft. 
- MicroStrategy Mobile: és una interfície interactiva per les Blackberry que permet realitzar 
reportings i anàlisis. 
- MicroStrategy Desktop: proporciona un entorn de BI integrat, pel desenvolupament, execució i 
administració d’equips de sobretaula. 
- MicroStrategy Architect: és una eina de desenvolupament pel mapejat de l’estructura física del 
data warehouse a un model lògic de negoci. 
- MicroStrategy Object Manager: gestiona les aplicacions de BI entre els entorns de 
desenvolupament, prova i sistemes de producció. 
- MicroStrategy Command Manager: és una eina que permet automatitzar funcions 
d’administració.  
- MicroStrategy Enterprise Manager: és una eina de control que proporciona informació sobre la 
utilització i recursos de l’entorn BI.  
- MicroStrategy Integrity Manager: és una eina per assegurar la integritat, de forma automàtica, 
dels informes.  
- MicroStrategy SDK: existeix una API que permet personalitzat les interfícies Web i integrar-les 
en aplicacions de terceres parts. 
- MicroStrategy Clustering Option: és una extensió d’Intelligence Server. Aporta opcions per 





La suite principal d’aquesta companyia, Oracle Database Enterprise Edition, és una plataforma de base 
de dades que integra data warehousing i BI. El motor analític que incorpora s’anomena Oracle OLAP, el 
qual realitza els càlculs que donen suport a les aplicacions analítiques avançades, les aplicacions de 
planificació, generació de pressupostos, pronòstics, vendes i comercialització, per ajudar a identificar les 
tendències comercials clau i modelar escenaris de negoci. Per tal de consolidar la integració de totes 
aquestes tecnologies disposa d’una eina ETL, anomenada Oracle Warehouse Builder (OWB), que permet 
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transformar i homogeneïtzà les dades procedents de diverses fonts. Aquesta eina disposa de tres 
opcions adaptades als requeriments d’integració: 
- Producte base: permet la creació de data warehouse de qualsevol mida i complexitat. Inclou un 
dipòsit de metadades per múltiples usuaris, capacitat pel modelat de dades i un conjunt de 
tècniques per la transformació i extracció de dades (ETL). 
- Enterprise ETL: pensada per incrementar el rendiment i la productivitat per aquells sistemes que 
requereixin tractar un gran volum de dades. Disposa d’opcions avançades per la càrrega de 
dades, anàlisis d’impacte, suport d’administració avançada de configuració, etc. 
- Qualitat de dades:  ofereix suport per la producció ràpida de dades, regles de negoci i 
característiques del compliment de la informació.  
 
L’avantatge d’utilitzar OWB és que proporciona totes aquestes característiques citades en una sola eina 
sobre un dipòsit únic, contràriament a d’altres aplicacions que utilitzen eines diferents per realitzar cada 
una de les característiques, i com a resultat s’obtenen sistemes ineficients. 
Quant al control del rendiment i la càrrega de treball disposa d’una eina anomenada “Database 
Resource Manager” (DBA). Per incrementar el rendiment utilitza un grup de tècniques que optimitzen 
l’execució de les consultes. Pel que fa al control de la càrrega de treball, el DBA permet agrupar els 
usuaris finals en grups de consumidors de recursos i controlar l’assignació. Per cada grup es pot 
controlar la quantitat d’utilització de la CPU o especificar polítiques per l’execució de les consultes. 
També disposa d’un model patentat de consistència de lectura. S’utilitza en els casos que un usuari 
inicia un consulta sobre unes dades que justament en aquell moment s’actualitzen per un procés de 
càrrega. El que permet aquest model és emmagatzemar l’estat de les dades en el moment de l’inici de la 
consulta, per tant, l’usuari visualitzarà les dades que realment ha demanat i no es veurà afectat per les 
actualitzacions que es realitzen en paral·lel. 
Millora el precàlcul que es realitza en els esquemes en estrella per tal d’obtenir taules agregades. En un 
sistema convencional, es realitzen càlculs per cada agrupació possible de les dimensions d’un cub OLAP i 
s’emmagatzemen en taules. En un sistema gran podrien existir milions d’agrupacions possibles, la qual 
cosa ocasionaria necessitats importants de processament i d’espai d’emmagatzematge. Oracle soluciona 
aquesta situació utilitzant estructures OLAP per emmagatzemar les dades precalculades enlloc de 
taules. Amb aquestes estructures s’aprofiten les millores de rendiment que ofereixen els cubs OLAP. 
Disposa de funcions per donar suport a l’escalabilitat de les bases de dades. Ajuda doncs a assolir el 
continu increment de volums de dades que es produeixen en l’actualitat. Les principals funcionalitats 
són: 
- Particionament: s’utilitza per administrar bases de dades grans, que continguin moltes dades. El 
procediment és desglossar les taules grans en parts més petites per oferir un rendiment 
constant a mesura que augmenten les dades. Les parts que es desglossen es poden separar en 
múltiples capes d’emmagatzematge, és a dir, es pot decidir quines dades seran menys 
consultades (dades antigues normalment) i emmagatzemar-les en dispositius 
d’emmagatzematge secundaris. Com a resultat es millora la càrrega de la base de dades 
principal. 
- Compressió: ofereixen índexs de compressió que oscil·len entre 2:1 i 5:1. 
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- Real Application Clusters: permet escalar una base de dades a diversos servidors, augmentant 
així el número de CPU’s disponibles i la fiabilitat davant de possibles errors. També permet 
assignar les càrregues de treball a qualsevol dels servidores que formin part del clúster. 
- Paral·lelisme: les operacions de base de dades s’executen en paral·lel en tots els nodes 
disponibles i CPUs.  
 
El motor analític d’OLAP està integrat en el propi motor de base de dades d’Oracle, permetent integrar 
aquesta tecnologia amb el nucli d’Oracle. En comptes de disposar d’un motor individual per cada 
tecnologia,  tenint que moure la informació entre el data warehouse i cada un dels motors, han decidit 
integrar-ho tot en un sol nucli, evitant així el moviment i replicació de la informació. Per altra banda, es 
permeten realitzar les consultes als cubs OLAP mitjançant vistes SQL (recordem que normalment 
s’utilitza MDX). Aquesta funcionalitat és possible, ja que els cubs multidimensionals s’exposen com a 
grups de taules de dimensions i de fets. S’integra el diccionari de dades per permetre que les eines de 




La suite principal, anomenada Cognos, ofereix solucions per la intel·ligència de negoci (BI) i la gestió del 
rendiment financer mitjançant informes integrats, plans i quadres d’indicadors. Existeix un conjunt 
d’aplicacions que parteixen de la suite Cognos i que estan pensades per necessitats diferents. Aquestes 
són: 
- Cognos Business Intelligence:  ofereix una àmplia gama de funcions de BI integrades en una 
única arquitectura orientada a serveis. Aquestes funcions són: generació informes, processos 
analítics (OLAP), targetes de puntuació, panells d’instruments i una ampliació de BI. 
- Cognos Go! Mobile: permet visualitzar els informes generats per Cognos BI als dispositius 
mòbils. Es poden utilitzar dispositius inalàmbrics que es basin en la plataforma de BlackBerry, 
Windows Mobile o Symbian 60.   
- Cognos Now!: és un dispositiu hardware que proporciona quadres de comandament, anàlisis i 
informes preconfigurats i interactius. 
- Cognos Workforce Performance: és una plataforma completa per l’anàlisi del personal i la 
gestió de rendiment de RRHH. 
- Cognos TM1: proporciona planificació, anàlisis, modelat d’escenaris i optimització de conjunts 
de dades de gran grandària i complexes.  
- Cognos 8 Planning: és un software integrat per una alta participació en la planificació, 
pressupostos i previsió per millorar la gestió del rendiment de les empreses. 
- Cognos Controller: és una solució per al tancament, consolidació i els informes de gestió i de la 
normativa. 
- Cognos Express: és una solució que integra BI i planificació, pensada per les pymes.     
 
Totes aquestes aplicacions utilitzen en menor o major mesura la tecnologia OLAP. En el nostre cas, 
l’aplicació que s’adapta més a les nostres necessitats, o si més no que segueix la línia dels anteriors 
productes analitzats, és el Cognos Business Intelligence. A continuació, realitzem una breu anàlisi de les 
característiques principals que ofereix. 
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El software Cognos BI incorpora una eina anomenada Cognos Transformer que s’encarrega d’extraure la 
informació de diferents fonts i transformar-les al format d’IBM PowerCube (equivalent a cubs OLAP). 
Aquesta estructura multidimensional, que pot utilitzar modelat en estrella o floc de neu, permet 
contenir milions de tuples i de categories. Es poden utilitzar eines visuals per ajudar a definir les 
dimensions, jerarquies, fets i mesures. També es poden definir regles de negoci i resum en els cubs. Una 
característica interessant del Cognos Transformer és que detecta i suggereix possibles estructures 
jeràrquiques automàticament.    
Pel que fa a la seguretat, es poden assignar permisos d’accés als usuaris sobre les mesures dels fets o 
una part o la totalitat d’una dimensió. Aquesta característica permet tenir un control més estricte i 
detallat sobre l’accés als cubs multidimensionals. En les organitzacions que es disposin de molts usuaris 
es poden utilitzar processos per lots per facilitar la tasca de l’administrador. 
Tal com hem comentat, l’aplicació Cognos Transformer extreu la informació de diferents fonts, és més, 
pot extreure-les de la majoria de bases de dates existents i de la majoria de formats de fitxer. També pot 
analitzar cubs multidimensionals d’altres proveïdors, com Microsoft Sql Server Analysis, SAP BW i 
Oracle. Per descomptat, també suporta bases de dades relacionals, cosa que permet analitzar fonts 
dimensionals com IBM DB2 Cube Views o Oracle Materialized Views. Com a últim punt, també permet 
realitzar anàlisis a partir de XML, JDBC, LDAP, WSDL,fonts com Microsoft Excel i fitxers plans.    
Quant al rendiment, optimitza l’ocupació de la xarxa per obtenir respostes més ràpides a les consultes. 
Per això, el servidor BI processa i resumeix les dades en la capa d’aplicació, i només retorna els resultats 
resumits, conservant així l’ample de banda. Quan els usuaris inicien les consultes obtenen els resultats 
en el nivell de granularitat més gruixut, i en el cas que necessitin incrementar-lo es sol·licita al servidor. 
Aquest fa ús de la memòria caché del servidor, emmagatzemant el resultat de les consultes per utilitzar-
los en posteriors consultes iguals.  
La presentació dels informes, reports i anàlisis, entre d’altres, es realitza mitjançant la tecnologia Web. 
Es basa en una arquitectura Web simple i nativa per oferir la màxima flexibilitat. Es disposa d’una API 
per integrar les interfícies de presentacions on més ens interessi. També es pot integrar en les 




És una de les solucions Open Source més completes i divulgades. La suite principal s’anomena Pentaho 
Business Intelligence i n’existeixen dos variants, la versió Enterprise i la Community. El manteniment de 
dues versions paral·leles d’un mateix producte és una pràctica cada vegada més habitual. Les versions 
community acostumen a tenir el recolzament d’un gran número d’usuaris, els quals col·laboren 
obertament aportant noves idees i solucions per millorar el producte. Per altra banda, la versió 
Enterprise es manté pels desenvolupadors de l’empresa i s’utilitzen les millores proposades en la versió 
community. Pel que fa a la distribució, la versió Enterprise està encarada per aquelles empreses que 
necessitin un certificat de qualitat, manteniment i suport tècnic, serveis pels quals han de pagar. La 
versió community no té un cost econòmic, però no disposa de suport tècnic especialitzat ni de cap de les 
característiques comentades, és a dir, en el cas que sorgeixi algun problema s’ha d’intentar resoldre 
consultant als usuaris de la pròpia comunitat.      
70 
 
Veiem que hem parlat de “pagar” i algú podria pensar que perquè s’ha de pagar si és un producte Open 
Source i, per tant “lliure/gratis”. Tot i que aquest no és un tema important pel desenvolupament del 
projecte, considerem que és un punt molt interessant d’explicar, ja que existeix una idea generalitzada 
força confosa. A grans trets, quan es parla d’Open Source o de Free Software el terme “lliure” no fa 
referència a “gratis”, sinó a les llibertats de les quals disposen els usuaris respecte el producte, les quals 
són: la llibertat d'usar el programa amb qualsevol propòsit; estudiar el funcionament del programa i 
adaptar-lo a les necessitats; distribuir còpies, amb la qual cosa es pot ajudar a altres; i de millorar el 
programa i fer públiques les millores, de manera que tota la comunitat se'n pugui beneficiar. Com 
veiem, en cap moment es parla de termes econòmics, per tant, un software Open Source pot ser que 
s’hagi de pagar, tot i que normalment la quantitat és significativa. Les empreses que realitzen aquest 
estil de negoci obtenen els ingressos a partir dels serveis addicionals al programari, com la 
personalització, instal·lació, suport tècnic, etc. 
Els productes de Pentaho utilitzen diverses llicències de software lliure, com la GPLv2, la EPLv1 o la 
MPLv1.1. La suite principal, Pentaho BI, utilitza la llicència GPLv2. En aquest tipus de llicència, l’autor del 
producte conserva els drets d’autor (copyright), i permet la redistribució i modificació, però únicament 
sota aquesta mateixa llicència. En resumides comptes, si s’adquireix la versió Pentaho BI Enterprise s’ha 
de realitzar una inversió econòmica, però un cop es disposi del producte es pot modificar,redistribuir i el 
que és més important, es pot instal·lar en qualsevol màquina sense cap afegit econòmic (no hi ha 
llicències úniques per usuari i màquina). A continuació, explicarem les característiques del producte 
Pentaho BI Community Edition. S’ha escollit aquesta versió perquè és la que utilitzarem per 
desenvolupar els exemples pràctics i el prototip final.    
La suite Pentaho BI proporciona capacitats de reporting, anàlisis de dades, processos ETL, quadres de 
comandament, mineria de dades, alertes i fluxos de treball. Està escrita totalment amb J2EE, assegurant 
escalabilitat, integració i portabilitat. Pot executar-se sobre qualsevol servidor compatible amb J2EE, 
com JBOSS, WebSphere, Tomcat, etc. Pel que fa a la utilització d’una base de dades pot comunicar-se 
amb qualsevol de les següents: via JDBC, IBM DB2, Microsft SQL Server, MySQL, Oracle, PostgreSQL, NCR 
Teradata o Firebird.  A continuació, expliquem els components principals que formen part de la suite: 
Pentaho Reporting: existeixen tres versions amb diferents enfocaments i dirigides a diferents tipus 
d’usuaris. 
- Pentaho Report Designer: és un editor basat en Eclipse que ofereix als desenvolupadors la 
capacitat de personalitzar els informes segons les necessitats del negoci. Per facilitar les tasques 
als desenvolupadors, inclou un editor de consultes per facilitar la confecció de les dades 
necessàries pels informes i assistents per la configuració de propietats. 
- Pentaho Report Design Wizard: és una eina pel disseny d’informes destinada als usuaris sense 
coneixements tècnics. Facilita la connexió a bases de dades relacionals i la integració dels 
resultats en el portal pentaho. 
- Web ad-hoc reporting: és una eina similar a l’anterior però utilitzant tecnologia Web. Per crear 
els informes es disposa d’assistents i plantilles preconfigurades.  
 
Pentaho Analysis: facilita l’anàlisi de la informació mitjançant taules dinàmiques (pivot tables, crosstabs) 
generades per Mondrian (motor analític OLAP) i JPivot. Els usuaris poden navegar per aquestes taules, 
ajustant la visió de les dades, els filtres de visualització i afegint o traient camps.    
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Pentaho Dashboards: ofereix un quadre de comandament on s’integren informes, gràfiques, consultes 
analítiques, etc, és a dir, unifica totes les funcionalitats en una única pantalla, la qual permet visualitzar 
a la vegada la mateixa informació des de diferents punts de vista. Disposa de pantalles interactives, un 
panell per configurar des de 0 l’estructura del quadre de comandament, integració amb Pentaho 
Analysis i Reporting, i configuració d’alarmes basades en regles de negoci.  
Pentaho Data Integration: utilitza una eina anomenada Kettle ETL que proporciona un entorn gràfic 
amb eines avançades per crear processos d’extracció, transformació i càrrega de dades procedents de 
diverses fonts. Inclou 4 eines: Spoon, per dissenyar transformacions ETL utilitzant un entorn gràfic; PAN, 
per executar les transformacions dissenyades amb Spoon; CHEF, per crear treballs per a la càrrega de les 
dades; Kitchen, per executar els treballs creats amb CHEF.  
Pentaho Data Mining: permet realitzar prediccions mitjançant l’ús d’algoritmes sofisticats. Ajuda a 
comprendre el funcionament del negoci i millor el rendiment futur. Per tal de realitzar les prediccions 
descobreix patrons ocults i correlacions de dades i preveu futurs esdeveniments basant-se en patrons 
històrics. 








La suite principal s’anomena Palo BI Suite, és Open Source i utilitza la tecnologia MOLAP. El sistema de 
distribució és molt semblant al de Pentaho, és a dir, disposen d’una versió comercial i d’una versió 
community. Està composta per tres aplicacions: Olap Server, Web Palo i ETL Server. Ofereix una solució 
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BI per l’anàlisi, reporting i planificació basada en OLAP. Per visualitzar i treballar amb les dades es pot 
utilitzar un navegador web o una fulla de càlcul (Microsoft Excel o OpenOffice).   
Palo OLAP Server: és la part principal de la suite i ofereix escalabilitat, rendiment i nous algoritmes 
lògics. És una plataforma multiusuari que permet accedir, modificar i col·laborar amb les dades BI de 
forma instantània. A més, permet realitzar totes les operacions disponibles per les estructures 
multidimensionals (drill-down, drill-up, pivot, etc.).  
Utilitza l’extensió de l’arquitectura OLAP “en memòria” (també utilitzada per MicroStrategy). Aquesta 
tecnologia permet obtenir una resposta més ràpida a les consultes en comparació amb un sistema 
ROLAP que emmagatzemi les dades en disc en una base de dades relacional. Permet que quan es canviïn 
les dades d’un cub multidimensional també es canviïn les dades agregades i les precalculades en temps 
real, sense haver de tornar a processar el cub. El servidor suporta arquitectures de multiprocessador i 
ofereix una API oberta que pot ser accedida des de qualsevol aplicació d’un tercer.  
Suporta el modelat en temps real en l’entorn de Microsoft Excel, ja sigui modificant jerarquies o creant 
cubs sobre la marxa. Aquestes modificacions i processaments en temps real permeten ampliar les 
possibilitats de les planificacions. Els usuaris poden realitzar canvis temporals sobre la marxa per avaluar 
els resultats.  
Quant a la configuració dels permisos d’accés, es pot configurar l’accés per bases de dades, cubs, 
dimensions, usuaris i grups d’usuaris dades. Es poden definir 5 permisos diferents: Splash (escriptura en 
les cel·les consolidades), borrar, escriure, llegir i cap permís.     
Palo Web:  es combinen tots els components disponibles en una interfície web i es permeten realitzar 
operacions segons els permisos assignats a cada usuari. Els administradors poden crear i administrar 
informes, modelar la base de dades OLAP o supervisar els processos ETL. Quant als usuaris, poden veure 
les planificacions i informes d’anàlisis.  
Palo ETL Server: és una eina d’extracció de dades basada en tecnologia Web que extreu, transforma i 
càrrega dades des de bases de dades relacionals, com Mysql, Microsoft SQL Server i Oracle, data 
warehouses, sistemes OLAP i altres fonts externes, com fitxers plans, arxius XML, serveis web i sistemes 
LDAP.   
Una altra característica és que permet accedir a les dades des del Microsoft Excel o el Open Office Calc, 
utilitzant el Palo Excel que s’integra amb aquestes aplicacions. Cal tenir en compte que no totes les 











S’han analitzat 4 eines amb llicència privativa i 2 amb llicència GPL. Es podria ampliar amb moltes altres 
aplicacions, com per exemple Business Objects de SAP, Business Intelligence de SAS, Jaspersoft Business 
Intelligence, OpenBI, etc., però l’objectiu no és fer un estudi comparatiu d’eines BI, sinó donar una idea 
general de les possibilitats que ofereixen. A més, com hem pogut observar, les anàlisis són bastant 
“comercials”; reflecteixen allò que ens volen vendre els fabricants. En cap cas s’entra en profunditat en 
el funcionament intern de cada component, ja que tampoc és una idea que interessi als fabricants i per 
tant no faciliten les característiques realment tècniques. L’excepció està en els productes Open Source, 
dels quals tenim accés al codi font i per tant si volguéssim (amb una mica de paciència) podríem 
conèixer el funcionament complet de l’aplicació.   
Com a conclusió de l’anàlisi, totes les eines ofereixen funcionalitats molt semblants, amb les pròpies 
personalitzacions de cada fabricant. Per exemple, totes disposen de generació d’informes, de reports, 
de quadres de comandament, treballar amb arquitectura clúster, control d’accés per files i dimensions, 
etc. També ofereixen opcions d’escalabilitat i control del rendiment, amb diferents variants, però en el 
fons amb el mateix objectiu. El més curiós és que quan llegeixes les característiques d’una aplicació, el 
fabricant assegura que són els únics que ofereixen aquella característica, però quan passes a llegir les 
d’un altre fabricant resulta que misteriosament disposen de la mateixa característica, i com no, també 
són els únics que l’ofereixen. Realment és difícil treure una conclusió útil a partir de les especificacions 
que es mostren a la web del fabricant. En el món real, quan una empresa molt gran vol adquirir un 
producte d’aquesta magnitud (gastant-se milions d’euros) no es basarà únicament amb la informació de 
la web del fabricant, sinó que segurament sol·licitaran un anàlisi complet d’un consultor especialitat 
amb el producte. 
L’elecció final per una empresa pot dependre dels següents factors: de la capacitat financera per 
adquirir un o l’altre producte, el número d’usuaris, la quantitat de dades que s’espera generar, la 
possibilitat que ofereix l’arquitectura hardware ja disponible, la importància dels temps de resposta, la 
integració amb el software disponible, el volum de dades que s’espera generar durant els propers anys 
(escalabilitat), la qualitat de la resposta esperada per part del fabricant en els possibles errors de 
l’aplicació, etc. Per exemple, una empresa petita que no disposi de molts recursos hauria d’encarar-se 
pel Pentaho BI o una empresa 100% Microsoft (i que segurament ja utilitzi un servidor SQL Server) per la 
versió BI del SQL Server. Si només ens centrem amb els productes privatius, personalment crec que la 
millor opció és la que ofereix MicroStrategy (almenys que l’empresa sigui molt gran, com una 
multinacional). Tot i que no faciliten obertament el preu del producte, sembla la versió “assequible” que 
ofereix moltes de les característiques dels grans fabricants (com Oracle o IBM). A més, la quantitat 
d’empreses importants que l’utilitzen és un indicador bastant positiu.  
A continuació, es mostra una taula que intenta plasmar el resum de les principals característiques dels 
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SI No facilitat SI NO NO 
Tecnologia OLAP 
MOLAP SI SI SI SI SI NO 
ROLAP SI SI SI SI NO SI 
HOLAP SI SI SI SI NO NO 
Característiques OLAP 
Write-back* SI SI NO SI SI 
SI (versió 
de prova) 
Particionament SI SI SI SI NO SI 
APIs i llenguatges consulta OLAP 
XMLA** SI SI SI SI SI SI 
OLE DB for 
OLAP*** 
SI SI SI SI SI SI 
MDX SI SI SI SI SI SI 
Integració amb 
suite Office 
SI SI SI SI SI NO 
Permisos accés 
Per cel·la SI SI SI SI SI SI 
Per dimensió SI SI SI SI SI SI 
Per interfícies SI SI SI SI SI SI 
Sistemes Operatius suportats 
Linux SI SI SI NO SI SI 
Windows SI SI SI SI SI SI 
Unix SI SI SI NO SI SI 
Altres 
Crear reports i 
informes 








SI SI SI SI SI SI 
Servidor en 
mode clúster 
SI SI SI SI SI SI 
Requeriments Hardware**** 




>= 3,5 GB >= 4,5 GB >= 1,5 GB >= 1 GB >= 1 GB 
Processador N/D CPU a 1Ghz CPU a 1,8Ghz CPU a 2Ghz N/D Dual-core  o AMD64 
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*Write-back: possibilitat de canviar en temps d’execució el valor d’una cel·la pel cantó del client.  
**XML for Analysis: API per comunicar una aplicació web amb estructures multidimensionals. 
***OLE DB for OLAP: és una API de Microsoft per comunicar una aplicació de Windows amb estructures 
multidimensionals.  
****Recomanacions dels fabricants, no són totalment restrictives. Per exemple, el Pentaho BI es podria 




5. Cas pràctic 
 
En aquest apartat es realitzarà la conversió d’un model conceptual a una estructura multidimensional. 
Un cop creada es poblarà amb dades, utilitzant un procés ETL, i es mostraran les possibles operacions 
que es poden realitzar sobre aquestes estructures. 
 
5.1. Punt de partida 
 
Per fer més real el cas pràctic s’utilitzarà un exemple d’un servei ofert per l’Ajuntament de Sant Sadurní 
d’Anoia, el servei de recollida porta a porta (PaP). Aquest servei consisteix en la recollida diària dels 
residus generats pels ciutadans, els quals es dipositen a les portes de cada vivenda. Posteriorment, els 
camions recullen les escombraries i les porten a les plantes de tractament, on es compta el pes total 
recollit de cada residu (paper,envasos, vidre, orgànic i rebuig). Per modelitzar aquest cas utilitzarem el 
següent model conceptual: 
 
 
Figura 5.1: Model conceptual 
 
Del model conceptual se n’extreu que per cada residu i data es disposa d’una quantitat recollida. El 
següent pas és convertir aquest model conceptual en un model físic que s’adapti a les necessitats dels 
cubs multidimensional. Per tant, crearem taules que es correspondran amb fets i dimensions: 
 
 
Figura 5.2: Model en estrella 
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La dimensió Data conté un nivell de granularitat més fi que el concepte Data. Aquest augment es 
realitzarà en la funció de transformació del procés ETL. Per tant, quan s’extreguin les dades de la base 
de dades transaccional s’haurà d’analitzar el valor “idData” i transformar-lo al format dia,mes,any i 
nomDia. En canvi, en la taula de fets es podria disminuir el nivell de granularitat, afegint un camp 
“totalMensual” que contingués la suma de la quantitat total recollida per un residu en un mes, o el que 
és el mateix, crear una agregació. S’ha decidit no utilitzar una taula d’agregació, sinó de realitzar en el 
moment de les consultes les operacions de resum necessàries (com SUM(quantitat)). D’aquesta forma, 




Per realitzar aquest cas pràctic s’utilitzaran dues eines OLAP Open Source. Per una banda, l’aplicació 
Mondrian Pentaho Analysis Services (utilitzada per Pentaho Business Intelligence) i per l’altra, el Palo 
OLAP Server (utilitzada per Palo Business Intelligence). S’han escollit aquestes dues eines perquè al ser 
Open Source gaudim de total llibertat en la seva utilització i perquè fan servir dues de les categories 
OLAP més conegudes: ROLAP i MOLAP. També ens ajudarà a comprendre les diferències i treure les 
nostres conclusions de quina categoria és millor. 
Com que l’objectiu és aplicar els conceptes apresos fins ara, partint de la suposició que no s’ha utilitzat 
mai cap eina OLAP, es començarà des de 0 i es realitzaran pas per pas tots els processos. Això significa 
que anirem del procés d’instal·lació de les eines OLAP fins al de visualització dels cubs 
multidimensionals. Encara que, per no excedir-se en longitud, els processos d’instal·lació i configuració 
es veuran de manera més general. El software utilitzat és el següent: 
Eines OLAP 
- Mondrian Pentaho Analysis Services 3.1.6 (JPivot inclòs) 
- Schema workbench 3.1.6 (per realitzar els schemes XML de Mondrian) 
- Kettle 3.20 (eina ETL) 
- Palo BI Suite 3.1, Palo Client 3.2, Palo Pivot 3.2 
 
Sistema operatiu 
- Distribució Debian (Ubuntu 9.10) 
 
Servidor d’aplicacions 
- Apache Tomcat 6 
 
Sistema gestor de base de dades 
- MySQL 5.1.37 
 
Pel que fa al maquinari, hem utilitzat un software de virtualització 




Un cop que coneixem l’estructura multidimensional i les eines que utilitzarem ja podem començar el 
procés de creació, població i consulta. S’iniciarà amb el motor analític de Pentaho, ja que com que és un 
producte ROLAP utilitza bases de dades relacions i s’assembla més amb els conceptes que acostuma a 
tenir la gent que utilitza habitualment sistemes transaccionals (OLTP).   
 
5.3. Mondrian Pentaho Analysis Services 
 
L’aplicació Mondrian està formada per un conjunt d’arxius “jar” que ofereixen una API (inspirada en 
JDBC) que permet treballar amb estructures multidimensionals. Per oferir aquesta funcionalitat, utilitza 
fitxers xml, anomenats schema, on s’indica la correspondència entre els elements multidimensionals i 
els de la base de dades relacional. A partir d’aquests fitxers es pot treballar amb cubs multidimensionals.     
1. Instal·lació de Mondrian 
Prerequisits 
- Plataforma Java SDK (1.4.2 o posterior) 
- Servidor d’aplicacions (en el nostre cas Tomcat)  
Passos 
1. Descarregar l’aplicació, descomprimir-la i copiar el fitxer mondrian.war al directori 
TOMCAT_HOME/webapps 
2. El Tomcat desplegarà automàticament l’aplicació. 
 
2.  Creació de les taules relacions (representen l’estructura multidimensional) 
1. Considerem que ja tenim configurat el servidor MySQL, que tenim una BD accessible i les taules 
que contenen les dades, a partir de les quals es poblaran les taules que modelitzen el cub 
multidimensional. 
2. Creem les taules necessàries per modelitzar el cub multidimensional. 
 
CREATE  TABLE `Dimensio Residu` ( 
  `idResidu` INT NOT NULL , 
  `nomResidu` VARCHAR(30) NULL , 
  PRIMARY KEY (`idResidu`) ); 
CREATE  TABLE `Dimensio Data` ( 
  `idData` INT NOT NULL , 
  `Dia` INT NULL , 
  `Mes` INT NULL , 
  `Any` INT NULL , 
  `nomDia` VARCHAR(15) NULL , 





CREATE  TABLE `PaP` ( 
  `idResidu` INT NOT NULL , 
  `idData` INT NOT NULL , 
  `quantitat` INT NULL , 
  PRIMARY KEY (`idResidu`, `idData`) , 
  INDEX `fk_PaP_Residu` (`idResidu` ASC) , 
  INDEX `fk_PaP_Data` (`idData` ASC) , 
  CONSTRAINT `fk_PaP_Residu` 
    FOREIGN KEY (`idResidu` ) REFERENCES `Dimensio Residu` (`idResidu` ), 
  CONSTRAINT `fk_PaP_Data` 
    FOREIGN KEY (`idData` ) REFERENCES `Dimensio Data` (`idData` )); 
 
3. Creació d’un cub multidimensional 
Utilitzarem un entorn gràfic que ens ajudarà a relacionar els components del cub amb les taules de la 
base de dades creades en el pas 2. Aquesta eina s’anomena Schema workbench i no requereix 
instal·lació, només realitzar alguna configuració. 
1. Descomprimim el fitxer del Schema workbench i executem el script “set-pentaho.java.sh”. La 
tasca d’aquest script és configurar la variable d’entorn per la màquina virtual Java. Recordem 
que hem de tenir configurada la variable d’entorn JAVA_HOME. 
2. Si utilitzem MySQL hem de descarregar el connector per Java (mysql-connector-java-VERSIO-
bin.jar). Copiem el jar a la carpeta “drivers” ubicada al directori on hem descomprimit el Schema 
workbench. 
3. Inicialitzem el programa executant el script “workbench.sh”. 
4. Configurem la connexió amb la base de dades. Anem a Tools/Connection i introduïm els 
següents valors: 
Driver Class Name = com.mysql.jdbc.Driver 
Connection URL = jdbc:mysql://localhost:3306/BD?user=root&password=x   
A on 3306 és el port per on escolta el servidor MySQL i BD és el nom de la base de dades. 
5. Creem un nou schema: File / New / Schema 
6. A partir de les opcions que ens ofereix construirem el cub multidimensional amb les 
corresponents dimensions, jerarquies i mesures. 
7. En finalitzar hauríem de tenir un fitxer xml com el següent: 
 
 
  <Schema name="Serveis Ajuntament"> 
    <Cube name="PaP" cache="true" enabled="true"> 
        <Table name="PaP"> 
        </Table> 
        <Dimension type="StandardDimension" foreignKey="idResidu" name="Residus"> 
            <Hierarchy name="Per residu" hasAll="true" allMemberName="Residus - Tots"  
primaryKey="idResidu"> 
                <Table name="Dimensio Residu"> 




                <Level name="Residu" column="nomResidu" uniqueMembers="false"> 
                </Level> 
            </Hierarchy> 
        </Dimension> 
        <Dimension type=" StandardDimension" foreignKey="idData" name="Data"> 
            <Hierarchy name="Per data" hasAll="true" allMemberName="Data – Totes"  
          primaryKey="idData"> 
                <Table name="Dimensio Data"> 
              </Table> 
                <Level name="Any" column="Any" uniqueMembers="false"> 
                </Level> 
                <Level name="Mes" column="Mes" uniqueMembers="false"> 
                </Level> 
                <Level name="Nom Dia" column="nomDia" uniqueMembers="false"> 
                </Level> 
                <Level name="Dia" column="Dia" uniqueMembers="false"> 
                </Level> 
            </Hierarchy> 
        </Dimension> 
        <Measure name="Quantitat" column="quantitat" datatype="Numeric"  
        aggregator="sum" visible="true"> 
        </Measure> 
    </Cube> 
   </Schema> 
 
 
L’estructura del fitxer és molt entenedora, analitzem els elements més importants que apareixen: 
 
- <Cube> </Cube> : Creació del cub multidimensional. Totes les dimensions i fets s’inclouen dins. 
- <Table> </Table>:  Indica a quina taula de la base de dades es referencia. 
- <Dimension> </Dimension>: Creació d’una dimensió. S’indica la clau primària de la taula 
dimensió que referencia. 
- <Hierarchy> <Level></Level> </Hierarchy>: Creació d’una jerarquia per una dimensió. Cada 
etiqueta <Level> indica un nivell d’aquesta jerarquia.  
 
4. Població base de dades 
Per poblar les taules de dimensions i fets utilitzarem un conjunt de registres d’exemple que estan 
emmagatzemats en una altra base de dades relacional. Per realitzar aquest moviment de dades 
utilitzem una eina gràfica anomenada Kettle Pentaho. Aquesta ens facilita un grup d’eines per realitzar 




5. Configuració del visor multidimensional 
Un cop arribats a aquest punt tenim el següent: un conjunt de taules relacionals que modelen 
dimensions i fets, registres d’exemple i un fitxer xml que mapeja un cub multidimensional amb les 
taules. El següent pas és configurar el JPivot perquè es connecti amb la base de dades MySQL, utilitzi el 
fitxer xml per fer el mapejat i introduir la sentència MDX per fer la consulta sobre el cub. Aquesta eina 
està integrada al servidor Mondrian, la podem trobar a la direcció 
TOMCAT_HOME/webapps/mondrian/jpivot. Els passos a seguir són els següents: 
 
1. Copiem a TOMCAT_HOME/webapps/mondrian/WEB-INF/queries el fitxer xml del schema. 
2. Utilitzarem com a punt de partida un fitxer preexistent anomenat “mondrian.jsp” (es troba al 
mateix directori que el pas 1). Obrim el fitxer i introduïm el següent codi: 
 
<%@ page session="true" contentType="text/html; charset=ISO-8859-1" %> 
<%@ taglib uri="http://www.tonbeller.com/jpivot" prefix="jp" %> 




  {[Residus]} on columns, 




En el tag “jp:mondrianQuery” es configura la connexió a la base de dades, el fitxer xml i la 
sentència MDX a executar. Fixem-nos que els paràmetres de connexió són els mateixos que hem 
utilitzat en el Schema Workbench. En els dos casos estem realitzats connexions JDBC a la base 
de dades MySQL. La variable “catalogUri” indica el fitxer xml que conté el schema necessari per 
mapejar la consulta MDX a les taules relacionals. El directori d’aquest fitxer correspon al utilitzat 
en el pas 1. Finalment, s’introdueix la sentència MDX a executar, en el nostre cas creem dos 
eixos per cada dimensió (Residus i Data). 
 
3. Accedim a la direcció http://localhost:8080/mondrian/testpage.jsp?query=mondrian  
Si tot ha funcionant correctament hauríem d’obtenir el següent resultat: 
 
 




La taula es mostra inicialment en el nivell de granularitat més gruixut, és a dir, veiem el total de residus 
recollits, independentment de la data i el residu. La barra de menús que trobem a sobre de la taula i els 
símbols “+” de la pròpia taula ens permeten realitzar operacions típiques per estructures dimensionals, 
com drill-down, drill-up, pivotar, etc. També podem exportar els resultats a altres formats, generar 
gràfiques o introduir directament sentències MDX. Per exemple, si premem el “+” de Residus – Tots i de 
Data –Totes estarem fent un drill-down. El resultat seria el següent: 
 
 
Figura 5.3: Taula JPivot -  Drill-down 
 
El nivell de granularitat és més fi; ara disposem de la quantitat per residu i any i el total de residus 
recollits per any. Podríem incrementar més el nivell de detall prement el símbol “+” dels anys, el qual 
ens mostraria els mesos de l’any amb el detall corresponent.  
Amb el botó “Intercambiar ejes” es realitza una pivotació de les columnes per files i amb el “Mostrar 
gráfico” ens ensenyaria el gràfic resultant amb els valors de la taula. 
 
Figura 5.4:  Taula i gràfic JPivot – Pivotat 
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Es poden realitzar moltes operacions sobre la taula de forma fàcil mitjançant el menú d’eines de JPivot. 
No es pretén mostrar el resultat de l’execució de totes, sinó que es deixa com a tasca per part dels 
usuaris. NOTA:  no s’han poblat les taules de la base de dades de forma massiva, per aquest motiu 
veiem caselles en blanc de la taula del JPivot. 
 
5.4. Palo BI Suite 
 
El procediment a seguir per aquest motor difereix bastant de l’anterior. Ara no hem de crear taules 
relacionals ni mapejats entre aquestes i els cubs. En el seu lloc es creen els cubs multidimensionals 
directament (és un motor MOLAP). Tampoc utilitzarem una base de dades per emmagatzemar les 
taules, sinó que el propi motor MOLAP de Palo ja gestiona l’emmagatzematge dels cubs i les dades que  
contenen. Recordem que utilitza la tecnologia “en memòria”, és a dir, ens permet realitzar canvis en les 
dades dels cubs “en calent” i aquesta s’emmagatzema en memòria fins que se’n fa la persistència a disc.  
 
1. Instal·lació de Palo BI Suite 
Prerequisits 
- Plataforma Java Runtime Environment (1.6 o posterior) 
Passos 
1. Descarregar el fitxer de l’aplicació, descomprimir-lo i executar “sh install.sh” o “./install.sh” amb 
un usuari administrador. 
Un cop instal·lat iniciarem el servei amb la següent comanda: /opt/jedox/ps/startserver.sh (la ruta del 
fitxer startserver.sh dependrà del directori indicat en el moment de la instal·lació). 
El pas 2 vist anteriorment (creació de les taules relacionals) no és necessari en aquest cas ja que 
utilitzarem cubs multidimensionals directament. 
 
2. Creació d’un cub multidimensional  
Utilitzarem una aplicació anomenada Palo Client, que forma part dels productes de JPalo oferits per una 
empresa alternativa que dissenya software per interactuar amb el servidor de Palo. Ens ofereix funcions 
pel modelat de cubs multidimensionals, mitjançant una interfície d’escriptori. No requereix instal·lació, 
només necessitem tenir iniciat el servidor de Palo i executar el fitxer PaloClient. Seguirem els següents 
passos: 
1. Descarreguem l’aplicació i la descomprimim. Iniciem el programa amb la comanda “./PaloClient” 
(prèviament hem de donar-li permisos d’execució, chmod u+x PaloClient) 
2. Ens assegurem que es connecta correctament al servidor Palo. Per això anem a File/Connect to 
Server... Els valors dels paràmetres han de correspondre amb els del servidor Palo en execució. 
Type: Palo 
Server: localhost (o 127.0.0.1) 
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Service: 7777 (IP per defecte del servidor) 
Username: admin 
Password: admin 
3. Creem la base de dades per allotjar el cub. Accedim a Admin/Add i li donem un nom. 
4. Creem les dimensions i les jerarquies situant-nos a la carpeta “Dimensions” ubicada a 
“NOM_BD/Dimensions”. 
5. Creem el cub multidimensional situant-nos a la carpeta “Cubes” ubicada a “NOM_BD/Cubes”.  
Amb aquests simples passos ja tenim creat un cub amb les dimensions corresponents. Per 
emmagatzemar-lo al servidor OLAP hem de prémer el botó de Guardar. 
 
3. Població base de dades 
Tot i que la suite de Palo disposa d’una eina ETL per tal de realitzar les tasques d’extracció, 
transformació i càrrega de les dades, no s’ha utilitzat. El motiu és perquè volíem provar la característica 
“en memòria” de MOLAP, pel qual hem introduït les dades directament sobre el cub. 
 
 4. Configuració del visor multidimensional 
Utilitzarem una aplicació anomenada Palo Pivot, que també forma part dels productes de JPalo. Ens 
permet, mitjançant una interfície web, visualitzar els cubs multidimensionals emmagatzemats en el Palo 
OLAP Server. La instal·lació és molt senzilla, ja que l’aplicació ve empaquetada amb un war, el qual hem 
de desplegar amb un servidor d’aplicacions (el mateix procés seguit per instal·lar el Mondrian). Aquests 
són els passos a seguir per realitzar la instal·lació i configuració per visualitzar el cub creat anteriorment: 
 
Prerequisits 
- Servidor Tomcat (6.0 o posterior) 
- Plataforma Java Runtime Environment (1.6 o posterior) 
- Palo OLAP Server (necessari per utilitzar-lo com a proveïdor dels cubs multidimensionals) 
Passos 
1. Descarregar l’aplicació, descomprimir-la i copiar el fitxer Palo-Pivot.war al directori 
TOMCAT_HOME/webapps 
2. El Tomcat desplegarà automàticament l’aplicació. 
3. Accedim a la direcció http://localhost:8080/Palo-Pivot. Introduïm com usuari i contrasenya 
“admin”. 
4. L’aplicació ens permet accedir a les views (vista d’un cub multidimensional) creades per un cub. 
En el pas 3, la introducció de les dades, quan hem guardat el cub a disc ens ha creat una vista 
per defecte. Per utilitzar-la hem de prémer el botó “Import views”, que ens mostrarà les bases 
de dades disponibles al servidor OLAP local i els cubs amb les corresponents vistes. Si tot ha 





Figura 5.5: Taula Palo Pivot 
 
El resultat inicial és molt semblant a l’obtingut en el JPivot, és a dir, el nivell de granularitat és gruixut. 
També disposa de l’opció d’augmentar el nivell de detall amb el botó “+” situat al costat de les 
dimensions o l’opció de pivotar la taula. Podem arrastrar les dimensions de forma gràfica entre 
columnes i files, generar un pdf amb la taula, ocultar les cel·les buides i la diferència principal, podem 
modificar el valor de les cel·les i enregistrar-ho. Si despleguem la dimensió residus obtenim el mateix 
resultat que en el JPivot. 
 
 
Figura 5.6: Taula Palo Pivot. Drill-down 
 
 
5.5. Mondrian vs Palo 
 
D’entrada, on hem trobat més inconvenients i falta de documentació és amb Palo. Referent a la seva 
instal·lació, el fabricant afirma que el producte és compatible per Linux, però després de realitzar 
diverses proves hem vist que té moltes carències. S’han de realitzar moltes modificacions (no oficials, 
extretes de fòrums) perquè funcioni al 50% del que funciona per Windows. Al web oficial es troba la 
teòrica versió del Palo OLAP Server per Linux, però un cop descarregat ens hem trobat que no és 
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compatible. Com que no hem trobat cap documentació que ho especifiqui finalment hem utilitzat el 
codi font i posteriorment hem realitzat la compilació. Posteriorment, hem provat la versió Palo BI Suite 
(que incorpora el Palo OLAP Server), la qual sí que conté un script que realitza la instal·lació automàtica 
per sistemes Linux. Per aquest motiu s’ha decidit utilitzar aquesta versió enlloc d’explicar el compilat del 
codi font.   
També ens hem trobat que hi ha opcions (bàsiques) limitades en la versió community, com per exemple 
la possibilitat de modelar els cubs de forma gràfica. Per realitzar aquest modelat donen l’opció de fer-ho 
a través del Microsoft Excel o el OpenOffice Calc amb una eina que ens ho permet. Considerem que 
dependre d’una eina d’ofimàtica d’un tercer no és la millor opció en un entorn professional, per això 
hem buscat una alternativa que s’anomena Palo Client (versió web) i Palo Pivot (versió escriptori). Són 
dues eines que ens permeten modelar els cubs multidimensionals i interactuar-hi. La versió web és una 
aplicació Java que podem desplegar en qualsevol servidor d’aplicacions, per tant, multiplataforma. 
Quant a la versió d’escriptori és un plugin creat a partir d’Eclipse que no cal instal·lar, només executar. 
     
Instal·lació 
La instal·lació dels dos productes és bastant fàcil, la diferència recau en la documentació. Mentre que 
per Mondrian existeix una documentació i  una comunitat molt àmplia, per Palo és més escassa. La 
documentació d’aquesta està encarada per sistemes Windows. 
Tot i que les instal·lacions no són complicades, la de Palo és més fàcil perquè només hem d’executar un 
script, el qual s’encarrega d’instal·lar el servidor web i d’aplicacions automàticament. En canvi, per 
Mondrian hem de disposar al nostre sistema d’un servidor d’aplicacions.     
 
Creació de cubs multidimensionals 
Aquí radica la principal diferència entre Mondrian i Palo, o ROLAP i MOLAP. La primera sensació és que 
amb Palo és molt més ràpid i fàcil crear un cub multidimensional, ja que la creació és directa, creem 
cubs, dimensions i jerarquies i ens despreocupen de com s’emmagatzema. Per contra, amb Mondrian 
hem de crear les taules relacionals procurant que segueixin les estructures adequades pel posterior 
mapejat, i finalment hem d’utilitzar una segona eina per construir el cub amb les dimensions i mesures 
associades a les taules relacionals. Vist així sembla que utilitzant ROLAP donem molts tombs, mentre 
que amb MOLAP modelem directament el que necessitem.  
Aquesta és la teòrica, però si analitzem els resultats a nivell pràctic  trobem altres punts importants. Tot 
i que crear un cub amb Palo és ràpid i fàcil, les opcions disponibles són molt escasses. Per exemple, de 
cada dimensió només podem configurar el tipus de dades (string, numeric i consolidat) i dels cubs 
només podem assignar-li quines dimensions en formen part. En canvi, amb Mondrian disposem d’una 
llarga llista d’opcions, com per exemple afegir funcions, cubs virtuals, format de cada component, etc. 
Cal comentar que aquesta conclusió està extreta després d’utilitzar el Palo Pivot, una eina que no és 
nativa del fabricant de Palo. Com que en la versió community no està disponible el component per 




Visualització dels cubs multidimensionals 
En la facilitat del visualitzat de cubs multidimensionals, la utilització de Palo és clarament més fàcil i 
amigable. Mentre que amb JPivot (Mondrian) hem de modificar codi i tenir unes nocions bàsiques de 
JSP i MDX, amb Palo Client és tan fàcil com accedir a un aplicació web i obrir la vista del cub 
emmagatzemat al servidor Palo.  
Quan parlem de funcionalitat la cosa és ben diferent. Amb Palo Client les opcions són molt bàsiques, 
podem realitzar les tasques essencials (drill-down, drill-up, pivot,etc.), filtrats, ocultar cel·les buides, 
imprimir el resultat amb un pdf i algunes opcions més. Però, per exemple, no podem generar gràfiques, 
exportar a fulls de càlcul ni executar consultes MDX. Encara que Palo Client també té opcions que no 
estan disponibles amb JPivot, com la possibilitat de modificar el contingut del cub i realitzar-ne 
l’emmagatzematge. En aquest cas també en trobem amb la situació anterior, hem utilitzat una eina que 
no és nativa del fabricant de Palo. 
 
Conclusió 
Com a opinió personal, la utilització de Palo sembla més encarada per entorns petits o a nivell personal. 
És un afegit per les fulles de càlcul de Microsoft Excel o OpenOffice Calc, però mai una eina per una 
institució gran. A més, dependre de la gestió interna de Palo OLAP Server per l’emmagatzematge de la 
informació és poc fiable (per exemple, després de crear una BD amb cubs i dimensions i “jugar” amb el 
servidor aquesta va desaparèixer, sense possibilitat de recuperar). En canvi, amb Mondrian podem 
utilitzar el servidor de base de dades que s’adapti més bé a les nostres necessitats i que sigui més 
robust. Com a conclusió, entre Mondrian i Palo escolliríem el primer, i entre ROLAP i MOLAP dependria 



















6. Introducció a l’Ajuntament 
 
El prototip d’aplicació web que realitzem és per l’Ajuntament de Sant Sadurní d’Anoia, és per aquest 
motiu que trobem interessant conèixer una mica la història d’aquest municipi i com està organitzat. Ens 
ajudarà a entendre la finalitat de l’aplicació. 
 
6.1. Història i ubicació 
 
La història de Sant Sadurní d’Anoia va tenir un tomb decisiu a final del segle XIX. Amb una agricultura 
fortament orientada a la viticultura, a partir de 1872 s’hi van començar a elaborar les primeres ampolles 
de cava. El 1887 va patir fortament la plaga de la fil·loxera, però hi va saber reaccionar amb força i es va 
convertir en un dels llocs capdavanters en la lluita contra la plaga. Superada la crisi, a partir de 
començament de segle, l’elaboració del cava es va consolidar com a indústria i des d’aleshores ha estat 
l’element bàsic de l’economia local. 
El municipi es troba situat a la Comarca de l’Alt Penedès, entre Vilafranca del Penedès i Martorell. En 
data 1 de gener de 2009 la població era de 12.201 habitants.  
 
6.2. Organització del govern municipal 
 
Pel mandat corporatiu 2007-2011, l’alcalde va decidir organitzar l’equip de govern en tres grans àrees. 
Les àrees de govern engloben les diferents delegacions d’atribucions que va atorgar. Tot plegat, 
configura l’organigrama del govern municipal. Només mostrarem l’àrea de govern corresponent al 













6.3. Servei de Medi Ambient i Mobilitat 
 
El Servei de Medi Ambient és l’encarregat de gestionar i promoure l’Agenda 21 Local8 de Sant Sadurní 
d’Anoia. A més, dóna servei a la vila en la recollida selectiva de residus, i assessora en el manteniment 
de les zones verdes.  
La gestió dels vectors ambientals per part de l’ajuntament de Sant Sadurní d’Anoia s’inicià l’any 1989 
integrat dins el Servei d’Urbanisme, però no és fins al 1996 que el Servei de Medi Ambient adquireix 
personalitat pròpia tot i que continua vinculat a la Regidoria d’Urbanisme. L’any 2003 el Servei de Medi 





Les línies bàsiques d’actuació del Servei són: 
 
- Programar i executar les actuacions previstes al Pla d’Acció Ambiental de l’Agenda 21 Local, i 
fer-ne el seguiment conjuntament amb el Consell Municipal de Medi Ambient.  
- Gestionar el servei de recollida selectiva de residus i el manteniment de l’oficina d’atenció 
ciutadana per a la recollida porta a porta.  
- Gestionar el servei de deixalleria municipal i el Portamòbil.  
- Coordinar propostes i campanyes per a la prevenció de residus a les llars i als comerços.  
- Coordinar els projectes d’estalvi i eficiència energètica de l’Ajuntament.  
- Coordinar les actuacions de conservació del patrimoni natural conjuntament amb les entitats de 
la vila.  
- Donar suport a l’Agrupació de Defensa Forestal de Sant Sadurní d’Anoia per a l’execució del Pla 
Municipal de Prevenció d’Incendis Forestals.  
- Gestionar el servei de manteniment dels parcs i jardins, conjuntament amb els Serveis 
Comunitaris.  
- Gestionar el servei de bus urbà de la vila.  
- Elaborar propostes de mobilitat seguint els criteris del Pacte per la Mobilitat de Sant Sadurní 
d’Anoia.  
- Coordinació de campanyes de sensibilització i educació ambiental dirigides a la ciutadania i, 
especialment, a les escoles.  
- Fer el seguiment de les incidències amb afectació sobre el medi ambient que es puguin donar al 
municipi (episodis de contaminació, abocaments incontrolats, tales no autoritzades, 
explanacions de terres, etcètera.)  
- Publicació del butlletí municipal “Món Verd”. 
 
 
                     
8
 Document que desenvolupa un Pla Estratègic Municipal basat en la  integració, amb criteris sostenibles, de les  
polítiques ambientals, econòmiques i socials del municipi, i que sorgeix de la participació i presa  de decisions 





6.3.2.1. Recollida de residus porta a porta 
 
A Sant Sadurní ja fa uns quants anys que es va iniciar la recollida selectiva de la brossa orgànica. Aquest 
fet va significar un pas molt important però amb el temps es va veure que els nivells de reciclatge encara 
podien millorar molt. Per aquest motiu, i per facilitar a tothom aquesta feina, es va tirat endavant un 
sistema de recollida de la brossa diferent: la recollida selectiva porta a porta. 
Què es guanya amb el porta a porta? 
1. Els carrers estan més nets i amb més espai per a tothom ja que s’han retirat tots els 
contenidors excepte els de vidre.  
2. Es guanya amb comoditat ja que t’ho passen a recollir a la porta de casa.  
3. Es recicla més i es milloren els resultats de la recuperació de residus i la qualitat dels materials 
recollits selectivament. 
4. Ens acostem pas a pas al concepte de desenvolupament sostenible, deixant als nostres fills i 
filles, néts i nétes, un territori amb un valor ambiental més elevat (menys abocadors i incineradores, 
menys consum de recursos, menys emissions de diòxid de carboni, etc) 
Com funciona el porta a porta? 
Amb el porta a porta es recull casa per casa la brossa orgànica,  el rebuig, el paper-cartró i els envasos. 
La resta de residus, es continuen dipositant als contenidors de vidre o bé a la deixalleria. 
 
6.3.2.2. Deixalleria municipal 
 
La deixalleria és un servei municipal on es poden portar gratuïtament els materials de les deixalles que 
són recuperables o bé problemàtics per el medi ambient. 
Es poden portar els següents materials recuperables: 
- La roba i el calçat 
- Les restes de l’esporgada 
- La fusta 
- La ferralla 
- L’oli de cuina 
- Els mobles i estris vells 
- Les runes procedents d’obres menors i en petites quantitats 
Quant als residus problemàtics o especials: 
- Els envasos de productes de bricolatge 






- Bombetes de vapor de mercuri 
- Bateries de cotxe 
- Pneumàtics 
- Olis de motor 
- Esprais 
- Neveres i refrigeradors 
- Radiografies 
- Aparells electrònics 
 
 
6.3.2.3. Deixalleria mòbil (Portamòbil) 
 
El portamòbil és un servei de recollida d’alguns residus especials o contaminants que tenim a casa que 
no tenen un contenidor específic al carrer, com els fluorescents, les bombetes de baix consum, les piles, 
l’oli de cuina i els aerosols. 
Es tracta d’un remolc amb diferents compartiments per a llençar aquests residus especials. Cada dia està 
a un emplaçament diferent durant les 24 hores, segons un calendari. Per saber on estarà el portamòbil 
en un dia concret existeix un plànol i una taula que ens indiquen punt,carrer i dies de la setmana. 
 
6.3.2.4. Transport urbà 
 
Després d’uns anys de funcionament del bus urbà, l’any 2007 s’amplia el servei de bus amb l’objectiu 
d’oferir un servei que satisfaci el major nombre d’usuaris possible i que ajudi  la ciutadania a deixar el 
seu vehicle a casa.  
El bus urbà de Sant Sadurní d’Anoia està integrat dins el sistema tarifari de l’Àrea del Transport 
Metropolitana (ATM).  Per altra banda, es mantenen els bitllets senzills i les targetes multiviatge pròpies 




7. Tecnologia emprada 
7.1. Introducció 
 
Per desenvolupar l’aplicació web hem utilitzat diferents llenguatges i tecnologies, tals com Python, 
Javascript, JSP, XHTML, CSS, XML, JSON, etc. La part de l’aplicació encarregada de recopilar la informació 
i gestionar-la està desenvolupada principalment amb Python,utilitzant el framework Django, i la 
plataforma AJAX. Quant a la part centrada en els sistemes OLAP, utilitza JSP i Java. 
Per justificar la utilització del llenguatge Python podem enumerar alguns dels motius: 
- Emergent i amb bones expectatives de futur. Ho demostra que l’utilitzen grans companyies, tals 
com Google i Youtube, la NASA, Yahoo, Industrial Light & Magic, etc. També moltes de les 
distribucions Linux utilitzen llibreries de Python com a nucli del sistema operatiu. 
- Existeixen moltes llibreries que ens poden ajudar a realitzar moltes de les tasques habituals. 
- És un llenguatge interpretat, és a dir, no es necessita compilar el codi font per executar-lo, el 
qual  agilitza la tasca del programador i ofereix portabilitat. 
- És multiplataforma, ja que l’intèrpret està disponible per la majoria de plataformes, com Unix, 
Windows, OS/2, Mac, Amiga, etc.  
- És OpenSource, és a dir, no és un llenguatge privatiu i no requereix pagar llicències. 
- Utilitza una sintaxi clara i senzilla, com per exemple, sagnat enlloc de claus, sintaxi molt propera 
al llenguatge natural (llenguatge de molt alt nivell) que redueix el número de línies i la seva 
comprensió, declaració del tipus de variable dinàmic, etc. 
- A nivell personal era una preferència perquè les altres opcions, tals com PHP, ja eren conegudes 
i el propòsit era aprendre un nou llenguatge.  
 




Primer de tot, realitzem un breu repàs dels diferents tipus de comunicació entre un usuari i un servidor 
en una aplicació web. Les aplicacions web clàssiques utilitzen una comunicació síncrona entre l’usuari i 
el servidor. El procés és el següent: 
1. L’usuari realitza una petició síncrona al servidor. 
2. Mentre el servidor processa la petició, l’usuari s’ha d’esperar i no pot continuar fent ús de 
l’aplicació. 
3. El servidor envia la informació sol·licitada.   
4. Es recarrega tota la pàgina de l’usuari amb la informació rebuda del servidor (un cas especial és 
l’ús de iframes, amb el qual no es recarregaria tota la pàgina, sinó només la secció de l’iframe 
corresponent). 
Per solucionar el problema que l’usuari no pugui utilitzar l’aplicació mentre aquesta està comunicant-se 
amb el servidor apareix la idea de la comunicació asíncrona, el procés de la qual és: 
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1. L’usuari realitza una petició asíncrona al servidor. 
2. Mentre el servidor processa la petició, l’usuari pot continuar utilitzant l’aplicació. 
3. El servidor envia la informació sol·licitada. 
4. Quan l’emissor de la petició detecta la resposta del servidor actualitza la secció de la web 
corresponent. 
 
La idea principal és que la comunicació entre l’usuari i el servidor és transparent pel primer, ja que es 
realitza en segon pla. Així doncs, quan l’usuari sol·licita qualsevol petició al servidor no observa cap canvi 
a la interfície gràfica de l’aplicació (tot i que podria veure un indicador d’espera per fer saber a l’usuari 
que s’està processant la sol·licitud) mentre no s’obtingui la resposta per part del servidor. 
Així doncs, quan utilitzem la comunicació asíncrona amb Javascript apareix el concepte AJAX (Javascript 
Asíncron i XML). Aquesta plataforma utilitza XHTML (versió HTML més estricte en la sintaxi) com a 
llenguatge d’estructura, CSS (fulles d’estil, defineixen l’aparença de la web) com a llenguatge de disseny, 
Javascript com a llenguatge de programació, el model DOM (Document Object Model) per treballar amb 
les estructures del lloc web i XML (metallenguatge, defineix una sintaxis i una estructura per les dades) o 
JSON com un dels formats de transport de dades entre l’usuari i el servidor.  
Fixem-nos que continuem necessitant un llenguatge de servidor per la lògica de servidor i accés a base 
de dades, ja que l’AJAX és pel cantó de l’usuari. Aquestes tasques en el cantó del servidor les realitzarem 
amb el llenguatge Python, tal com hem comentat anteriorment.  
La utilització d’AJAX ens serveix per dissenyar i programar interfícies d’usuari més dinàmiques que 
s’apropen a les de les aplicacions d’escriptori. Aquesta és la característica principal per la qual hem 
decidit utilitzar AJAX, ja que ens interessa disposar d’una aplicació que sigui fàcil d’utilitzar pels usuaris i 
que minimitzi les diferències entre la forma de treballar d’una aplicació d’escriptori i d’una web. També 
usem els events de Javascript, que permeten capturar les tecles premudes. 
La combinació de les característiques de la comunicació asíncrona i les del propi llenguatge de Javascript 
(events i altres controls) ens permeten disposar d’una interfície única on sempre s’actualitzarà la 
mateixa part, mentre que la resta quedarà igual. Pe fer-nos un símil, imaginem-nos l’aplicació Word, que 
té una part única (menús) i una part variable, el contingut on escrivim. Per tant, quan es treballi amb 
l’aplicació web es mantindrà sempre la mateixa estructura, i no es recarregarà tota la pàgina cada 
vegada que canviem de secció o realitzem qualsevol petició al servidor. A més, gràcies als events de 
Javascript podem configurar quines accions de la web executar quan premem una tecla, emulant el 




JSON o Javascript Object Notation és un format lleuger per l’intercanvi de dades, és l’alternativa a XML. 
Un dels avantatges sobre aquest darrer és que és molt més senzill escriure un analitzador semàntic. Un 
contingut amb JSON pot estar format per dues estructures: 




- Una llista ordenada de valors. Per exemple:  “clients”: [ { “nom”:”Joan”, “cognom”:”Martí”} , { 
“nom”:”Manel”, “cognom”:”López”} ] 
Aquesta forma d’estructurar la informació ens serà molt útil, ja que tal com veurem, Django treballa 




XML o Extensible Markup Language és un metallenguatge que permet definir la gramàtica de 
llenguatges específics, és a dir, és un llenguatge que defineix llenguatges. S’utilitza com un estàndard 
per intercanviar informació estructurada entre diferents plataformes.  
Una estructura XML està formada per etiquetes i elements. Una etiqueta consisteix en una marca que 
senyala una part com un element, que són parts d’informació amb un sentit clar i definit. Per exemple, 
<client> Joan </client>, a on <client> és l’etiqueta i “Joan” l’element de l’etiqueta. 
Existeixen dos tipus de documents XML: 
- Formatats correctament: compleixen les especificacions del llenguatge respecte a les regles 
sintàctiques sense estar subjectes als elements fixats en un DTD. 
- Vàlids: a més d’estar formatats correctament segueixen una estructura i semàntica definida en 
un document DTD. 
 
En un document DTD (Document Type Definition) s’inclouen les definicions de les etiquetes que poden 
utilitzar-se en un document XML, la relació entre ells, els atributs, possibles valors, etc. 
 
7.2.3. JSON vs XML 
 
JSON 
- Hi ha molts analitzadors en el cantó del servidor. A més, l’anàlisi és més fàcil, disposant de la 
funció nativa eval() de Javascript. 
- Més compacte i intuïtiu. 
- No utilitza documents per validar l’estructura de l’estructura JSON. 
XML 
- Més suport i ofereix més eines de desenvolupament. 










Django és un framework9 de desenvolupament web que ens permet construir webs en profunditat, de 
forma dinàmica i amb un temps extremadament curt. Ens proporciona abstracció d’alt nivell de patrons 
comuns de desenvolupament web i dreceres per les tasques més freqüents de programació.  
Un projecte Django està format per un conjunt d’aplicacions, que són una col·lecció d’arxius de codi 
font, incloent models i vistes, que conviuen en un sol paquet de Python. 
Pel disseny de les aplicacions es basa amb una versió que els autors han adaptat del patró MVC i que 
segueix la següent estructuració: 
- Arxius models.py: conté una descripció de la taula de la base de dades, com una classe Python. 
A això se li anomena el model. Utilitzant aquest classe es poden crear, buscar, actualitzar i 
eliminar registres de la base de dades utilitzant codi Python senzill enlloc d’escriure declaracions 
SQL repetitives.  
 
S’obté un alt nivell d’abstracció de la comunicació amb la base de dades, de tal manera que no 
ens hem de preocupar de conèixer el llenguatge SQL de cada tipus de gestor de base de dades, 
sinó que només necessitem conèixer les funcions de Django que realitzen cada una de les 
tasques pròpiament del SQL. Per tant, si es volgués canviar el gestor de base de dades no 
hauríem de preocupar-nos de canviar el codi Python, ja que el Django ja es preocupa de decidir 
quines sentències SQL són les adequades en cada cas. 
 
- Arxius views.py: conté la lògica de la pàgina. Rep les peticions web, interactua amb el model i 
retorna una resposta web. Aquesta resposta pot ser el contingut HTML de la pàgina web, una 
redirecció, un error 404, un document XML, una imatge, etc. 
 
- Arxius urls.py: especifica quina vista es crida segons el patró URL. Per exemple, la direcció 
http://localhost/prova podria cridar la vista prova() del fitxer views.py. 
 
- Arxius HTML: són les plantilles HTML que descriuen el disseny de les pàgines. 
 
L’avantatge d’aquesta estructura és que els components estan poc acoblats entre si, és a dir, que cada 
peça de l’aplicació web que funciona sobre Django té un propòsit únic clau, que pot ser modificat 
independentment sense afectar les altres peces. Per exemple, un desenvolupador pot canviar la URL de 
certa part de l’aplicació sense afectar la implementació d’aquesta part. Un dissenyador pot canviar el 
HTML d’una pàgina sense haver de tocar el codi Python que la renderitza. Un administrador de base de 
dades pot canviar el nom d’una taula de la base de dades i especificar el canvi en un sol lloc.  
Segons els creadors de Django els punts anteriors s’aproximen al patró de disseny Model-Vista-
Controlador (MVC), on els arxius models.py corresponen al Model, els arxius views.py i els templates 
                     
9
 Infraestructura de programació definida amb mòduls software que permet crear i organitzar altres projectes a 
partir d’aquesta infraestructura.  
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HTML corresponen a la Vista, i els arxius urls.py corresponen al Controlador. És més, han anomenat a 
aquesta adaptació patró MTV i la descriuen de la següent forma: 
- Model: és la capa d’accés a la base de dades i conté tota la informació sobre les dades: com 
accedir-hi, com validar-les, quin és el comportament que tenen i la relació entre si. 
- Plantilla (Template): és la capa de presentació i conté les decisions relacionades amb aquesta: 
com són mostrades algunes coses sobre una pàgina web o un altre tipus de document. 
- Vista: és la capa de lògica de negocis i conté la lògica que accedeix al model i la delega a la 
plantilla apropiada.   
 
Cal comentar que aquesta és la interpretació dels creadors, no és cap afirmació científica ni única. Els 
propis creadors diuen: “Ninguna de las interpretaciones es más correcta que otras. Lo importante es 
entender los conceptos subyacentes”.  Nosaltres personalment tenim una altra interpretació del MVC, la 
qual explicarem en un apartat posterior. 
 
7.3.2. Processament de peticions 
 
A continuació, es mostra el detall del que succeeix quan executem el servidor de desenvolupament de 
Django i realitzem una petició a una pàgina web: 
 
- Quan iniciem el servidor web que integra Django, el primer que fa és importar el contingut del 
fitxer settings.py. Aquest conté tot tipus de configuracions per la instància en particular que 
s’està executant, com per exemple ROOT_URLCONF, que indica quin mòdul de Python s’ha 
d’utilitzar per la URLconf d’aquest lloc web (per defecte es troba al fitxer urls.py). 
- Quan arriba una petició, per exemple a la URL /prova/, Django carrega la URLconf apuntada per 
la variable ROOT_URLCONF. Després comprova cadascun dels patrons de URL de la informació 
carregada en ordre, comparant la URL sol·licitada amb un patró alhora, fins que en troba un que 
coincideixi. Finalment, crida a la funció de vista associada amb el patró trobat, passant un 
objecte HttpRequest com a primer paràmetre de la funció. 
- La funció de vista és responsable de retornar un objecte HttpResponse.  
 
7.3.3. El sistema de plantilles 
 
Una plantilla de Django és una cadena de text que intenta separar la presentació d’un document de les 
seves dades a través de la definició d’etiquetes de plantilla que regulen com s’ha de mostrar el 
document. Normalment, les plantilles s’utilitzen per generar HTML,  tot i que es poden usar per generar 
qualsevol format basat en text. 
Una plantilla pot contenir variables i etiquetes, a continuació detallem com s’inclouen aquests elements 
en una plantilla: 
- Qualsevol text envoltat de claus dobles, per exemple {{ client }}, és una variable. 
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- Qualsevol text envoltat de claus i signes de percentatges, per exemple {% if existex %}, és una 
etiqueta de plantilla, que indica al sistema de plantilles que ha de fer. Existeix una gran varietat 
d’etiquetes, com per exemple: {% if %} {% else %} {% endif %}, {% for x in y %} {% endfor %}, {% 
include %}, etc. Aquestes i d’altres són les etiquetes existents per defecte en qualsevol Django, 
podem consultar la resta a la documentació oficial.  
- Podem modificar la presentació d’una variable a través de filtres. Per exemple, {{ data_final | 
date:”F j, Y” }}, que passa la variable “data_final” pel filtre date. 
 
També és possible crear les nostres pròpies etiquetes i filtres. El següent pas és crear aquestes plantilles, 
o tal com ho anomena Django, renderitzar. Els passos són els següents:  
- Crear un objecte Template i introduir el codi que vulguem que contingui la plantilla. 
- Cridem el mètode render() de l’objecte Template passant per paràmetre un conjunt de 
variables. El contingut d’aquestes variables és el que s’utilitzarà per substituir les {{ variables }} 
definides a la plantilla. En finalitzar el renderitzat, la funció retorna una plantilla com una cadena 
de text, amb totes les variables i etiquetes avaluades segons la informació passada per 





La capa de model de Django intenta solucionar els problemes que ens trobem normalment a 
l’implementar algoritmes que treballen amb base de dades, tals com: 
 
- Codificació hard-coding dels paràmetres de connexió a la base de dades. S’acostuma a repetir 
entre diferents fitxers els paràmetres de connexió, de tal manera que si canvia algun d’ells la 
tasca de modificar-los és més laboriosa. 
- Escriptura d’una gran quantitat de codi cada vegada que necessitem realitzar una operació 
sobre la base de dades: crear una connexió, un cursor, executar una sentència i tancar la 
connexió. 
- Ens lliga al gestor de base de dades utilitzat. Si el canviem haurem d’utilitzar l’adaptador de base 
de dades corresponent, modificar els paràmetres de connexió i fins i tot modificar les sentències 
SQL. 
 
Per solucionar aquests inconvenients Django utilitza únicament un fitxer, settings.py, per configurar els 
paràmetres de connexió a la base de dades. A més, ens facilita funcions per no haver d’escriure codi 
repetitiu cada vegada que necessitem realitzar una operació sobre la base de dades. La manera més fàcil 
d’entendre la potència d’aquesta capa és amb un exemple: 
 
from django.shortcuts import render_to_response (1) 
from mysite.books.models import Book (2) 
 
def book_list(request): 
books = Book.objects.order_by('name') (3) 
return render_to_response('book_list.html', {'books': books}) (4) 
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Aquesta funció s’inclou a una vista, és a dir, a un fitxer views.py. A continuació, expliquem la 
funcionalitat de cada línia: 
1. Importem la funció render_to_response de la llibreria de Django. Si recordem l’apartat de les 
plantilles dèiem que per crear-les s’havia de crear un objecte Template i posteriorment 
sol·licitar el renderitzat. Doncs bé, la funcionalitat de la funció render_to_response és unir en un 
sol pas la creació de les plantilles.  
2. Importem el model Book de l’aplicació books del lloc web mysite 
3. Aquesta és la línia principal, és l’equivalent a realitzar una connexió a la base de dades, crear un 
cursor, executar una sentència SQL i tancar la connexió, i tot amb una sola línia i sense conèixer 
llenguatge SQL. 
La sentència SQL que executa és “SELECT * from book ORDER BY name” 
4. Renderitzem la plantilla book_list.html passant com a context el resultat de l’execució de la línia 
anterior. Així doncs, al fitxer book_list.html es substituirà la variable {{ books }} amb la 
informació passada. 
 
Com podem observar, en cap moment ens hem preocupat de connectar-los a la base de dades, de 
desconnectar-nos, de conèixer el nom exacte de la taula a la base de dades, de crear un cursor, etc. 
Realment és una eina d’alt nivell i molt potent.  
 
7.3.5. Interfície d’Administració Django 
 
És la interfície web, limitada als usuaris autoritzats, que permet agregar, editar i eliminar el contingut del 
lloc web. La implementació d’aquestes funcionalitats acostuma a ser una tasca repetitiva, per la qual 
cosa Django proposa una solució: realitzar-ho per nosaltres oferint-nos automatismes. El que fan 
aquests automatismes és llegir les metadades dels models per construir una interfície potent i 
preparada per producció que podran usar immediatament els usuaris autoritzats. Normalment, no ens 
interessarà que es construeixi una interfície per cada model que haguem definit, per això hem de definir 
al fitxer admin.py quins models utilitzar i com.  
El primer que es crea és una pàgina d’identificació, que controla quins usuaris poden accedir a 
l’aplicació. Un cop autentificats es mostra una llista amb els models activats per l’administració i les 
opcions per gestionar usuaris, grups i permisos (opcions per defecte). Per cada element de la llista 
existeix un enllaç que ens permet agregar o modificar objectes del model (registres de la base de dades). 
Aquests enllaços ens porten a dues pàgines diferents, una que mostra la llista de tots els objectes i 
l’altra que mostra un formulari d’edició per un objecte en concret. Aquest s’utilitza tant per crear com 
per modificar objectes i està format per un camp corresponent a cada camp definit al model. 
 
7.3.5.1. Usuaris, grups i permisos 
 
En Django existeix un superusuari que té accés per crear, editar i eliminar qualsevol objecte. A part, 
existeix un sistema de permisos d’usuari que permet donar a altres usuaris accés limitat a les parts de la 
interfície que necessitin. També es poden crear usuaris i grups a través de la interfície d’administració. 
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Els objectes usuari tenen els camps estàndard nom d’usuari, contrasenya, direcció de correu, nom real i 
un conjunt de camps que defineixen el que té permès de fer a la interfície d’administració. Aquests 
camps són: 
- “Es staff”, que indica si un usuari està habilitat per accedir a la interfície d’administrador. 
- “Actiu”, que indica si l’usuari està actiu. Un usuari desactivat no tindrà accés a cap URL que 
requereixi identificació. 





Un decorador és una característica pròpia del llenguatge Python, introduïda a partir de la versió 2.4, fa 
referència a un patró de disseny. Els decoradors alteren de forma dinàmica la funcionalitat d’una funció, 
mètode o classe sense haver de fer subclasses o canviar el codi font de la classe decorada. Ens ajuden a 
fer el codi més net reduint el codi repetitiu, a separar la responsabilitat del codi, a incrementar la 
llegibilitat i la mantenibilitat, a afegir sistemes de control a les nostres funcions, etc.     
Django posa a la nostra disposició un conjunt de decoradors que podem utilitzar en el nostre codi. Per 
exemple, si introduïm “@login_required” abans de definir una funció a la vista, qualsevol petició sobre 
aquesta vista d’un usuari que no estigui autentificat serà rebutjada. Un altre decorador interessant és 
“@permission_required()”, que comprova si un usuari posseeix un determinat permís. A la 
documentació de Django podem trobar una llista de decoradors disponibles. També podem crear els 




No entrarem amb molt de detall en aquest llenguatge, ja que no l’hem utilitzat directament, sinó que és 
el llenguatge del motor OLAP i per nosaltres és transparent la programació d’aquesta aplicació. Tot i això 
realitzarem una breu introducció perquè el que sí que programem és una petita aplicació amb JSP.  
És un llenguatge de programació orientat a objectes. Les aplicacions Java s’executen en una màquina 
virtual, per tant són multiplataforma. La sintaxi deriva en gran part de C++, amb la diferència que 
combina la sintaxi per a programació genèrica, estructurada i orientada a objectes. 
Associat a Java existeixen els servlets, que són objectes que s’executen en el context d’un contenidor de 
servlets (per exemple, Tomcat) i estenen la seva funcionalitat. De forma més entenedora: és un 
programa que s’executa en un servidor. La utilització més habitual dels servlets és per la generació de 
pàgines web de forma dinàmica a partir dels paràmetres de la petició que envia el navegador web. 
Un cas especial de servlets és el llenguatge JSP, o JavaServer Pages. És una tecnologia Java que permet 
generar continguts dinàmics per web, en forma de documents HTML, XML, entre d’altres. Els JSP’s 
permeten la utilització de codi Java mitjançant scripts o bé utilitzant etiquetes JSP predefinides. El 
funcionament principal de la tecnologia JSP és que el servidor d’aplicacions (o contenidor de servlets) 
interpreta el codi contingut a la pàgina JSP per construir el codi Java del servlet a generar. Aquest servlet 
serà el que generi el document que es mostrarà en la interfície de l’usuari. 
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8. Patrons de disseny 
 
Per desenvolupar l’aplicació hem utilitzat el patró MVC, concretament la variant MTV que hem explicat 
en l’apartat de Django. Tal com hem comentat, hem realitzat la nostra pròpia interpretació del patró 
MTV. 
 
Partim del concepte que el patró de disseny MVC és un patró de la capa de presentació i no de la capa 
de domini. Amb aquesta premissa ens trobem amb una controvèrsia en la interpretació dels creadors de 
Django pel patró MVC, ja que no queda prou clar si estan parlant de la capa de domini o la de 
presentació, més aviat sembla que realitzin una mescla entre les dues capes. Si el seu punt de vista fos 
que en tot moment es treballa amb la capa de domini el seu concepte de model seria erroni, ja que tal 
concepte no és vàlid per aquesta capa. En cas contrari, si el seu punt de vista fos que en tot moment es 
treballa amb la capa de presentació el concepte de model sí que seria correcte, tot i que estrany. Tal 
com hem comentat, el model de Django realitza totes les accions amb la base de dades, i aquest 
comportament és de persistència de dades. Per tant, comporta una confusió entre el concepte de model 
de la capa de presentació i el concepte de persistència de la capa de domini. 
 
Per aquest motiu, hem realitzat la nostra interpretació del patró de disseny, la que creiem que s’adapta 
més a la nostre manera de pensar i dissenyar. Així doncs, l’estructura que hem utilitzat és la següent: 
 
- Fitxers views.py: cada un dels fitxers correspon a un controlador de la capa de domini. 
- Fitxers models.py: aquests fitxers corresponen a la funcionalitat de persistència de les dades, en 
aquest cas en una base de dades. 
- Plantilles: cada un dels fitxers HTML utilitzats correspon a una vista de la capa de presentació. 
- Fitxer Javascript: existeix un fitxer JS que correspon al controlador de la capa de presentació, el 
qual rep les sol·licituds dels usuaris i les delega al controlador de la capa de domini (views.py), és 
a dir, realitza el paper de pont entre la capa de presentació i la de domini. 
 
Com podem veure en la capa de presentació no utilitzem un model, ja que amb la filosofia de treball de 
Django és una mica confós l’abstracció d’aquest concepte. Tal com hem comentat sembla que mesclin 
les dues capes, per la qual cosa es podria considerar que sí que s’utilitza un model per la capa de 










Figura 8.1: Diagrama estructura de disseny 
 














9. Introducció al prototip 
 
 
La finalitat del desenvolupament de l’aplicació per l’Ajuntament de Sant Sadurní s’introdueix com un 
exemple pràctic de com treballar amb un model multidimensional i es realitza com un prototip i no com 
una aplicació completa. En finalitzar la implementació es disposarà d’una aplicació que resoldrà els 
requisits exposats per l’Ajuntament i els que nosaltres hem proposat, com és el cas dels models 
multidimensionals. Podríem considerar el prototip com una aplicació en versió beta, la qual servirà a 
l’Ajuntament per provar-la i avaluar-la, i en el cas que els resultats siguin satisfactoris continuar amb el 
seu desenvolupament. 
 
Així doncs, expliquem el problema a resoldre. Com hem pogut llegir a l’apartat 6, “Introducció a 
l’Ajuntament”, el Servei Medi Ambiental de l’Ajuntament de Sant Sadurní d’Anoia gestiona diversos 
serveis: recollida porta a porta de les escombraries, deixalleria municipal, deixalleria mòbil i el transport 
públic.  De cadascun d’aquests serveis, realitzats per empreses privades, l’Ajuntament rep un cop al mes 
informació corresponent al seu funcionament. Per fer-nos una idea més clara expliquem pas per pas el 
procediment: 
 
1. L’empresa X, encarregada de realitzar la recollida porta a porta de les escombraries, anota 
diàriament els kg. recollits de cada residu. 
2. Al finalitzar el mes, l’empresa X envia un fitxer excel via correu electrònic al responsable del 
Servei Medi Ambiental. Aquest fitxer conté les dades de recollida de residus de tots els dies del 
més actual.      
3. El responsable del Servei Medi Ambiental ha d’analitzar els fitxer manualment i individualment. 
En el cas que necessiti un resum anual ha de processar un a un 12 fitxers excels (un fitxer per 
mes), amb la conseqüent pèrdua de temps. 
 
Aquests processos es repeteixen cada mes i per cada servei, és a dir, si gestionen 4 serveis, el 
responsable rep 4 fitxers excels diferents mensualment i 48 anuals. En el cas que necessitessin realitzar 
una comparativa d’un servei durant un període de 10 anys haurien de comprovar 120 fitxers. Com 
podem veure no sembla l’opció més eficient i productiva. L’aplicació que crearem ha de resoldre 
aquests desavantatges.  
 
El primer que hem d’avaluar és la implantació de l’aplicació. Com que els serveis es realitzen per 
empreses privades és difícil crear una aplicació que requereixi qualsevol instal·lació o modificació als 
equips d’aquestes empreses. Per aquest motiu, es decideix crear una aplicació web, de tal manera que 
comporti el mínim impacte. 
 
Les empreses privades no hauran de modificar el contingut de la feina, sinó com fer-la. Ara, enlloc 
d’omplir un fitxer excel i enviar-lo en finalitzar el mes hauran d’accedir a un portal web per introduir 
aquesta informació. Per facilitar la transició al nou sistema s’afegeix un requisit per permetre importar el 
contingut d’un fitxer excel des del mateix portal web.  
 
Quant a l’Ajuntament, enlloc dels fitxers excels individuals tindrà accés a un portal web amb tota la 
informació centralitzada per tots els serveis. D’aquesta forma podrà realitzar una millor gestió i control 
de la informació rebuda i les anàlisis de les dades es podran realitzar molt més ràpidament. A més, com 
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que no rebran fitxers excels no hauran de dependre d’una aplicació de full de càlcul i les possibles 
incompatibilitats entre diferents versions o aplicacions. També s’incrementa la seguretat, ja que la 
recepció de fitxers al correu electrònic des d’empreses externes podria comportar la introducció de virus 
al sistema intern de l’Ajuntament. Amb l’aplicació web, totes les dades introduïdes per les empreses pot 
ser controlada i filtrada. 
 
Un cop que hem resolt les necessitats de l’Ajuntament podem introduir la funcionalitat dels models 
multidimensionals per realitzar un exemple pràctic de la teoria dels sistemes OLAP . Aquesta 
funcionalitat ha de permetre realitzar anàlisis de dades històriques dels serveis de forma fàcil i ràpida. La 
idea és convertir les dades amb coneixement per ajudar en la presa de decisions i aconseguir així fer un 
ús correcte i sostenible dels serveis mediambientals.  
 
Com veiem, separem l’aplicació en dos blocs, el primer que resol els requisits de l’Ajuntament (s’adequa 
a una aplicació de processament transaccional o OLTP) i el segon per l’exemple dels models 
multidimensionals (s’adequa a una aplicació de processament analític o OLAP). Així doncs, en els 




10. Anàlisi i especificació 
10.1. Glossari 
 
Servei: conjunt de treballs, d’operacions, etc. que serveixen per un ús determinat. 
Servei públic: són aquells serveis prestats de forma regular i contínua per l’Administració directament o 
indirectament, per a satisfer les necessitats generals públiques.  
Servei públic prestat de forma indirecta: el servei públic és prestat per una empresa privada. En 
aquesta forma, l’Administració és la responsable d’establir les condicions tècniques, administratives i 
econòmiques en les quals es prestarà el servei, a part, efectuarà el control i el seguiment de la prestació.  
Servei en període: servei públic durant un període de temps determinat.  
Servei en període actiu: servei en període dins d’una data vàlida. La data d’inici no és superior a la data 
actual i la data de finalització no és anterior a la data actual.  
Plec de condicions: tot allò que contractualment cal complir per satisfer les condicions pactades entre el 
client i el subministrador. 
Contracte:  document que formalitza l’adjudicació d’un servei públic a una entitat, regida per un plec de 
condicions i les clàusules indicades en el propi contracte. 
Client: personal tècnic i polític de l’Ajuntament de Sant Sadurní d’Anoia. 
Entitat (o subministrador): empresa privada que ofereix els seus serveis i/o productes a l’Ajuntament 
segons un contracte establert.   
Mòdul: és cadascuna de les parts d’un programa que resol un dels subproblemes en què es divideix el 
problema complex original. 
Formulari: plantilla formada per un conjunt de camps que recull la informació necessària per un servei. 
Camp: és la mínima informació recollida per un servei. Cada servei està format per un conjunt de camps, 
i de cadascun d’aquests es necessita informació per cada dia d’un mes (si pensem en una taula, un camp 
seria la capçalera d’una columna i cada línia un dia d’un mes).  
Informació: conjunt de línies rebudes d’un formulari per un servei en període un mes i any en concret. 
Línia: valor per un camp i dia d’un formulari d’un servei en període i una data (mes,any). 
Camp línia: és un camp associat a línies. Un camp és un subconjunt de camp línia, ja que aquest manté 
un històric de tots els camps utilitzats en els formularis (al llarg del temps es poden eliminar o modificar 





Hem utilitzat la tècnica de l’anàlisi descendent, pel qual hem dividit el problema amb subproblemes més 
petits, aconseguint així facilitar la seva resolució (en tots els mòduls utilitzem el terme “servei”, referint-
nos en tot moment a un “servei públic”) 
 
10.2.1. Mòdul d’Entitats 
 
Es permet modificar, consultar o crear entitats. De cada una d’elles ens interessa conèixer informació 
bàsica: nom, direcció, telèfon, persona de contacte i email. El nom és únic, no es pot repetir entre 
diferents entitats. Una entitat està associada a serveis en període. Cada servei només pot estar assignat 
a una entitat. És possible que en algun moment una entitat no tingui cap servei en període assignat.  
No es permet eliminar una entitat que tingui assignat un o més serveis en període, ja que ens interessa 
disposar d’un històric de serveis en període.  
 
10.2.2. Mòdul d’Administracions públiques 
 
Una administració pública es pot considerar com el client de l’aplicació, en aquest cas és l’Ajuntament 
de Sant Sadurní d’Anoia. Per tant, només existeix una administració pública al sistema de la qual només 
s’hi pot modificar la informació bàsica. Aquesta administració pública juga el paper d’administradora de 
l’aplicació i pot administrar més d’un servei.     
 
10.2.3. Mòdul de Serveis 
 
Es permet crear, consultar i modificar serveis. De cada un d’ells ens interessa disposar de la següent 
informació: nom, resum i plec de condicions base. També podem crear serveis en període i camps per 
les plantilles. Del primer necessitem conèixer la data inicial i la final (la data final ha de ser superior a la 
data inicial), plec de condicions i contracte. Quant als camps per les plantilles, que indiquen quins camps 
apareixeran al formulari de cada servei en període, ens interessa conèixer el nom.    
Cada servei està administrat per una administració pública. Un servei es pot realitzar en diferents 
períodes, i en un període es poden dur a terme diferents serveis. Per cada servei i període es crea un 
servei en període. Cada període té assignat una data d’inici i una data de finalització. Un servei no pot 
estar actiu en dos o més períodes que es solapin en el temps. Un servei en període s’assigna a una 
entitat.    
Quan la data de finalització d’un període corresponent a un servei en període és inferior a la data actual 
significa que aquest servei en període no és vigent (o no actiu). En aquests casos la informació del servei 
en període actiu es copia a l’històric de serveis en període i s’elimina l’original.  
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Un servei en període disposa d’un conjunt de camps. Aquests s’utilitzen per crear la vista del mòdul 
formulari. Els camps es poden modificar, eliminar o crear. Si s’elimina un camp no apareixerà en els nous 
formularis, mentre que en els existents continuarà apareixent. En el cas que modifiquem el nom aquest 
es mostrarà en els nous formularis, i en els existents es mostrarà el nom anterior a la modificació. El 
mateix succeeix quan canviem el servei en període assignat a un camp. Com que ens interessa mantenir 
un històric estricte de tota la informació introduïda no modificarem aquella que ja hagi estat introduïda, 
sinó que els canvis s’aplicaran per les futures introduccions de dades.    
Opcionalment existirà un excel per mes, any i un servei en període. Estarà format pels camps associats al 
servei en període i no se’n permetrà modificar l’estructura. Es pot utilitzar per introduir la informació 
directament a l’excel i posteriorment demanar a l’aplicació que la bolqui al formulari.  
 
10.2.4. Mòdul d’Usuaris 
 
Es permet modificar, consultar, eliminar o crear usuaris. La creació d’usuaris només la pot realitzar un 
administrador ja que és un sistema tancat i restrictiu. De cada usuari ens interessa conèixer la següent 
informació: nom, contrasenya, email, grup, rol, serveis en període i mòduls associats. El nom d’usuari és 
únic.  
Existeixen dos rols: administrador i usuari, i dos grups: administració pública i entitat. El rol 
d’administrador només es pot assignar als usuaris del grup d’administració pública i el rol d’usuari es pot 
assignar a qualsevol dels dos grups.   
El sistema disposa d’un conjunt de mòduls utilitzats per gestionar l’aplicació. A cada usuari se li poden 
assignar diversos d’aquests mòduls segons les següents limitacions: 
 
ROL GRUP MÒDULS DISPONIBLES 
Usuari Entitat Formulari, Registre  i Notificació 
en mode lectura  
Usuari Administració pública Informe 
Administrador Administració pública Administració pública, 
Notificació, Entitat, Informe, 
Registre, Camps plantilla, Servei 
i Usuari 
 
Taula 10.1: Assignació mòduls 
 
10.2.5. Mòdul de Notificacions 
 
El sistema disposa d’una funcionalitat que permet configurar notificacions, les quals podem classificar 
segons la periodicitat: 
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- Notificació periòdica: són aquelles que es repeteixen de forma periòdica i s’assignen a un servei 
en període actiu. De tot servei en període actiu es rep mensualment nova informació . En el cas 
que passat un temps límit estipulat no s’hagi rebut la informació corresponent s’enviarà una 
notificació. Es mostrarà a tots els usuaris associats al servei en període actiu indicat. La 
notificació no desapareixerà fins que s’hagi rebut la informació faltant.  Així doncs, per 
configurar una notificació s’ha d’escollir el servei en període actiu, els dies de marge que poden 
transcórrer a partir de la finalització de la data d’entrega i el missatge a mostrar. Quan un servei 
en període actiu passa a no actiu s’eliminen totes les notificacions periòdiques existents per 
aquest servei. També es permet consultar, modificar i eliminar qualsevol notificació preexistent.   
 
- Notificació no periòdica (o manual): són aquelles que s’envien directament als usuaris. Per 
configurar aquesta notificació s’han d’escollir els usuaris de destinació, el missatge i activar, si és 
necessari, l’enviament de la notificació a un compte de correu. La notificació desapareixerà 
quan es marqui com a llegida. En el cas que s’hagi activat l’enviament per email s’enviarà un 
correu amb el contingut de la notificació en el moment de la seva creació.   
 
Els usuaris no administradors no podran consultar l’històric de notificacions rebudes, només podran 
visualitzar les notificacions manuals sense llegir i les periòdiques en el cas que no es compleixi amb els 
períodes d’entrega d’informació. L’administrador disposarà de la llista de totes les notificacions.  
 
10.2.6. Mòdul de Registres 
 
Permet la visualització d’informació, corresponent als serveis en període, emmagatzemada a la BD. 
Segons el rol de l’usuari es mostrarà una informació determinada i s’hi permetran unes accions. Si es 
tracta d’un administrador podrà visualitzar qualsevol informació, filtrant per servei, un interval de temps 
i l’estat. Per cada informació es permet: eliminar, consultar, modificar, validar o desvalidar. Si es tracta 
d’un usuari no administrador podrà visualitzar la informació corresponent al servei en període assignat. 
En aquest cas per cada informació es permet: guardar (crear), consultar, modificar i enviar.  
Aquestes accions es poden aplicar segons la següent casuística (cada informació té assignat un estat, 






Figura 10.1: Diagrama d’estats 
 
En el cas dels usuaris amb rol d’administrador: 
- Si l'estat és GUARDAT no podrà VALIDAR ni marcar el registre com a ENVIAT. 
- Si l’estat és ENVIAT podrà VALIDAR. 
 
En el cas dels usuaris amb rol d’usuari i grup d’entitat: 
- No poden ELIMINAR en cap dels casos. 
- Per poder ENVIAR han d’haver GUARDAT prèviament. 
- Si l’estat és ENVIAT i realitzen alguna modificació de les dades, l’estat canvia a GUARDAT. 
- Si l’estat és NO VALIDAT poden realitzar modificacions, en tal cas l’estat canvia a GUARDAT. 
- Si l’estat és VALIDAT no poden realitzar modificacions, només consultes. 
- Si l’estat és GUARDAT poden ENVIAR. 
 
En el cas dels usuaris amb rol d’usuari i grup d’administració pública: 
- No tenen accés al mòdul de registres. 
 
10.2.7. Mòdul d’Informes 
 
Permet la generació d’informes a partir de la informació corresponent als serveis en període 
emmagatzemada a la BD. Segons el rol de l’usuari es podran crear diferents informes. Si el rol és 
d’administrador es podran generar informes de tots els serveis, filtrant per servei, intervals de temps, 
tipus d’informes, etc. Si el rol és d’usuari no es permeten crear informes.  Nota: aquesta funcionalitat 
s’aplicarà en el moment de la utilització de les estructures multidimensionals, per tant, en l’aplicació de 
111 
 
gestió d’informació no existirà una opció de generació d’informes integrada. Aquesta serà la 
funcionalitat que ens permetrà provar els cubs multidimensionals i els avantatges que s’han comentat al 
llarg del projecte. 
 
10.2.8. Mòdul de Formularis 
 
Aquest mòdul serà utilitzat per les entitats per introduir la informació sol·licitada per un servei en 
període actiu. La vista del formulari es crearà utilitzant els camps associats al servei en període 
corresponent.  
La informació es pot introduir de forma manual mitjançant el formulari, o bé, en els casos permesos, 
recuperant les dades des d’un excel. Aquest fitxer contindrà la mateixa estructura que el formulari. La 
informació continguda al fitxer es bolcarà als camps corresponents del formulari.  
La introducció de dades només es pot realitzar segons uns límits preestablerts, els quals són:  no es 
permet introduir informació per qualsevol mes posterior a l’actual o per un mes anterior a la data d’inici 
del servei en període. Si es selecciona un mes del qual ja es disposa de dades guardades es poden 
produir dues situacions: 
- Si l’estat de la informació és VALIDAT  S’ompliran els camps del formulari amb les dades 
recuperades  i no es permetran modificar-les. 
- Si l’estat de la informació és GUARDAT, ENVIAT o NO VALIDAT  S’ompliran els camps del 
formulari amb les dades recuperades i es permetran modificar-les.  
Un cop finalitzada la introducció de les dades podrem guardar-les. Posteriorment les podrem enviar. 
Aquesta acció canviarà l’estat de la informació a ENVIAT. La informació d’un formulari no es pot enviar si 




10.3. Model conceptual 
 
 
Figura 10.2: Model conceptual 
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10.4. Casos d’ús 
10.4.1. Actors 
 
Podem identificar dos actors principals: usuari i administrador.  
Usuari: és aquell que disposa d’unes funcionalitats limitades al sistema. Pot disposar de qualsevol dels 
mòduls que no siguin restrictius per un administrador.  




ROL GRUP MÒDULS DISPONIBLES PERMISOS 
Usuari Entitat Registre, Notificació i 
Formulari 
Lectura, Escriptura i 
Modificació 
Usuari Administració pública Informe Lectura 
Administrador Administració pública Servei, Administració 
Pública, Usuari, Registre, 
Notificació, Informe i 
Entitat 
Lectura, Escriptura i 
Modificació 
 











Figura 10.4: Diagrama casos d’ús 
 
Per facilitar la comprensió del diagrama de casos d’ús no es representen els d’eliminar i modificar 
corresponents a cada cas d’ús mostrat. Els considerem existents de forma implícita.   
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10.4.3. Casos d’ús 
 
Tal com hem comentat anteriorment, els casos d’ús d’eliminar i modificar s’han considerat existents de 
forma implícita. Seguint aquesta pauta, en aquest apartat només s’explicaran aquells casos d’ús 
d’eliminar i modificar que precisin d’algun comportament diferent a l’esperat per aquestes situacions. La 
resta de casos segueixen el funcionament d’eliminació i modificació normal, és a dir, es modifiquen 
algun dels atributs o s’elimina completament la realització sol·licitada en cascada.  
 
Un cas especial és l’eliminació, modificació i creació dels camps de plantilla. En el cas de la creació es 
realitza una còpia del camp creat a camp_línia, si es tracta d’una eliminació no es realitza cap acció 
sobre camp_línia i en el cas d’una modificació es crea una nova realització de camp_línia amb els nous 
valors. Una altra excepció és el cas d’ús de modificar informació, que segueix la casuística explicada 
anteriorment, és a dir, el canvi d’estat segueix el graf representat en l’apartat on es parla dels registres. 
Per últim, tenim el cas d’ús eliminar entitat, el qual explicarem junt amb la resta de casos d’ús. 
 
A continuació, mostrem els casos d’ús més destacats del sistema: 
 
Cas d’ús: Introduir nova informació 
Actors: Usuari 
Propòsit: Introduir al sistema nova informació per un servei en període actiu. 
Resum: L’usuari omple els camps del formulari amb les dades corresponents de forma manual o 
utilitzant, en els casos possibles, el bolcat de dades des d’un excel. Aquesta informació s’emmagatzema 
al sistema i es canvia el seu estat a GUARDAT. 
 
Cas d’ús: Enviar confirmació nova informació 
Actors: Usuari 
Propòsit: Modificar l’estat d’una informació a ENVIAT. 
Resum: Quan l’usuari considera que les dades de la nova informació són correctes ho notifica. L’estat de 
la informació es canvia a ENVIAT. 
 
Cas d’ús: Generar informes 
Actors: Usuari, Administrador 
Propòsit: Generar informes utilitzant la informació emmagatzemada al sistema. 
Resum: L’usuari o l’administrador sol·liciten la creació d’un nou informe a partir de la informació 
emmagatzemada al sistema i segons les opcions escollides. Si es tracta d’un administrador pot escollir 
de quin servei en període necessita els informes. 
 
Cas d’ús: Validar informació 
Actors: Administrador 
Propòsit: Canviar l’estat d’una informació a VALIDAT. 
Resum: L’administrador revisa la informació i la valida si considera que és correcta. Només pot realitzar 
la validació si l’estat de la informació és ENVIAT o NO VALIDAT.  
 
Cas d’ús: Crear entitat 
Actors: Administrador 
Propòsit: Introduir una nova entitat al sistema. 
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Resum: L’administrador introdueix les dades corresponents a una entitat i en sol·licita 
l’emmagatzematge al sistema. 
 
Cas d’ús: Eliminar entitat 
Actors: Administrador 
Propòsit: Eliminar una entitat del sistema. 
Resum: Es permet eliminar una entitat en el cas que no tingui cap servei en període associat. 
 
Cas d’ús: Crear usuari 
Actors: Administrador 
Propòsit: Introduir un nou usuari al sistema. 
Resum: L’administrador introdueix la informació d’un usuari i en sol·licita l’emmagatzematge al sistema. 
Finalment l’assigna a un o més serveis en període actius i un o més mòduls. 
 
Cas d’ús: Crear notificació periòdica 
Actors: Administrador 
Propòsit: Configurar una notificació per un servei en període actiu amb repetició periòdica. 
Resum: L’administrador configura una nova notificació associada a un servei en període actiu, indica els 
dies de marge que poden transcórrer a partir de la finalització de la data d’entrega i el missatge a 
mostrar.  
 
Cas d’ús: Crear notificació manual 
Actors: Administrador 
Propòsit: Configurar una notificació per usuaris sense repetició periòdica.  
Resum: L’administrador configura una nova notificació associada a usuaris,  el missatge i activa, si és 
necessari, l’enviament de la notificació a un compte de correu. 
 
Cas d’ús: Crear camp plantilla 
Actors: Administrador 
Propòsit: Crear un camp per un servei en període i mantenir camp_línia actualitzat. 
Resum: L’administrador crea un camp associat a un servei en període actiu. Es realitza una còpia de cada 
camp a camp_línia. 
 
Cas d’ús: Crear servei 
Actors: Administrador 
Propòsit: Introduir un nou servei al sistema.   
Resum: L’administrador introdueix les dades corresponents a un servei i en sol·licita l’emmagatzematge 
al sistema. Assigna aquest nou servei a una Administració Pública. 
 
Cas d’ús: Crear servei en període 
Actors: Administrador 
Propòsit: Crear un servei per un període determinat.   
Resum: L’administrador crea un servei en període a partir d’un servei existent i un període, l’assigna a 





10.4.4. Esdeveniments de sistema 
 
Per realitzar qualsevol acció al sistema s’ha d’estar identificat prèviament. Per tant, s’utilitzen dos ES, 
login(usuari,contrasenya) i logout(). En el cas dels usuaris l’ES login manté el servei en període escollit 
actiu. Per fer més entenedors els diagrames de seqüència s’obviaran aquests dos ES, ja que són 
repetitius i no aporten nova informació.     
 
10.4.4.1. Cas d’ús: Introduir nova informació 
 
Nom: generarFormulari(data) 
Propòsit: Sol·licitar la creació d’una nova vista per un formulari segons una data escollida. 
Precondicions: 
1. Existeix un servei_en_període actiu al sistema. 
2. La data escollida és vàlida, és a dir, no és anterior a la data d’inici del servei_en_període ni 
posterior al mes actual. 
Postcondicions: 
1. Es crea un formulari html corresponent al servei_en_període actiu i la data seleccionada. 
2. Si existeix informació corresponent al servei_en_període actiu i la data escollida es mostra el 
contingut al formulari creat en la POST1. Si l’estat d’aquesta informació és VALIDAT no es 
permet modificar el seu contingut. 
3. El servei_en_període continua actiu. 
4. Existeix un formulari actiu. 
 
Nom: carregarFitxer(fitxer_excel) 
Propòsit: Bolcar el contingut d’un fitxer excel a un formulari. 
Precondicions: 
1. Existeix un servei_en_període actiu. 
2. Existeix un formulari actiu. 
3. El format del fitxer_excel és correcte, és a dir, es correspon a l’estructura del formulari actiu. 
Postcondicions: 
1. El formulari conté la informació del fitxer_excel. 
2. El servei_en_període continua actiu. 
3. El formulari continua actiu. 
 
Nom: gravarFormulari(dades) 
Propòsit: Emmagatzemar les dades del formulari al sistema. 
Precondicions: 
1. Existeix un servei_en_període actiu. 
2. Existeix un formulari actiu. 
3. Les dades del formulari són numèriques. 
Postcondicions: 
1. Si no existeix informació corresponent al servei_en_període actiu i la data escollida es crea 
inf:Informació com a concepte associatiu entre el servei_en_període actiu i la data. En cas 
contrari es recupera la inf:Informació existent. 
2. Es recupera c:Camp_Línia per cada línia d’informació rebuda pel paràmetre dades. 
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3. Si es compleix la POST1 es crea una lin:Línia per cada línia d’informació rebuda pel 
paràmetre dades. En cas contrari es recuperen totes les lin:Línia corresponents a la 
inf:Informació i s’actualitzen els seus valors. 
4. Es lliga cada lin:Línia a inf:Informació a través de l’associació “conté” i a c:Camp_Línia a 
través de l’associació “camp”. 
5. L’estat de inf:Informació és GUARDAT. 
6. El servei_en_període continua actiu.  

























Figura 10.5: Diagrama de seqüència Introduir nova informació 
 
 
10.4.4.2. Cas d’ús: Enviar confirmació nova informació 
 
Nom: enviarNotificacióFormulari (data) 
Propòsit: Modificar l’estat d’una informació a ENVIAT. 
Precondicions: 
1. Existeix un servei_en_període actiu. 
2. Existeix al sistema una informació pel servei_en_període actiu i la data passada per 
paràmetre. 




1. Es modifica l’atribut “estat” d’inf:Informació a ENVIAT. 
2. El servei_en_període continua actiu. 
 
 
10.4.4.3. Cas d’ús: Validar informació 
 
Nom: validarInformació(informació) 
Propòsit: Modificar l’estat d’una informació a VALIDAT. 
Precondicions: 
1. El valor d’informació està format per servei_en_període+data. Existeix al sistema una 
informació amb aquest identificador. 
2. L’estat de la informació és ENVIAT o NO VALIDAT. 
Postcondicions: 
1. Es modifica l’atribut “estat” d’inf:Informació a VALIDAT. 
 
 
10.4.4.4. Cas d’ús: Crear entitat 
 
Nom: novaEntitat(nom,direcció,telèfon,persona_contacte,email) 
Propòsit: Introduir una nova entitat al sistema. 
Precondicions: 
1. No existeix una entitat al sistema amb el mateix nom passat per paràmetre. 
2. El format del telèfon és vàlid, només conté valors numèrics. 
3. El format de l’email és vàlid, segueix el format xx@domini.xx 
Postcondicions: 




10.4.4.5. Cas d’ús: Eliminar entitat 
 
Nom: eliminarEntitat(entitat) 
Propòsit: Eliminar una entitat del sistema. 
Precondicions: 
1. L’entitat passada per paràmetre existeix al sistema. 
2. No existeix cap servei en període associat a l’entitat. 
Postcondicions: 








10.4.4.6. Cas d’ús: Crear usuari 
 
Nom: nouUsuari(nom,contrasenya,repetir_contrasenya,grup,rol,email) 
Propòsit: Introduir un nou usuari al sistema. 
Precondicions: 
1. No existeix un usuari al sistema amb el mateix nom passat per paràmetre. 
2. La longitud de la contrasenya no és inferior a 6 caràcters. 
3. El valor del paràmetre contrasenya és igual al de repetir_contrasenya. 
4. El valor de grup ha de ser: administració pública o entitat. 
5. El valor de rol ha de ser: usuari o administrador. 
6. El format del email és vàlid, segueix el format xx@domini.xx. 
7. No existeix un usuari acitu. 
Postcondicions: 
1. Es crea u:Usuari amb els valors passats per paràmetre. 
2. L’usuari passa a estar actiu. 
 
Nom: assignarMòduls(mòdul) 
Propòsit: Assignar a un usuari els mòduls que tindrà disponibles per treballar. 
Precondicions:  
1. Existeix un usuari actiu. 
2. El mòdul existeix al sistema i està disponible pel rol de l’usuari actiu. 
Postcondicions: 
1. Es lliga mòdul:Mòdul amb u:Usuari actiu a través de l’associació “mòdul_disponible”. 
2. Existeix un usuari actiu. 
 
Nom: assignarServeisEnPeríode(serveiEnPeríode) 
Propòsit: Assignar a un usuari els serveis en període dels quals podrà introduir informació. 
Precondicions: 
1. Existeix un usuari actiu. 
2. El servei_en_període existeix al sistema. 
Postcondicions: 
1. Es lliga serveiEnPeríode:Servei_en_període amb u:Usuari a través de l’associació 
“servei_en_període_disponible” 
2. Existeix un usuari actiu. 
 
Nom: fiUsuari() 
Propòsit: Desactivar un usuari actiu. 
Precondicions: 
1. Existeix un usuari actiu. 
Postcondicions: 




























Figura 10.6: Diagrama de seqüència Crear usuari 
 
10.4.4.7. Cas d’ús: Crear notificació periòdica 
 
Nom: novaNotificacióPeriòdica(dies_marge,missatge,servei_en_període) 
Propòsit: Introduir una nova notificació periòdica al sistema. 
Precondicions: 
1. El valor de dies_marge és > 0. 
2. El valor de missatge no està buit. 
3. El valor de servei_en_període correspon a un servei en període actiu al sistema. 
4. No existeix una notificació periòdica al sistema pel servei_en_període seleccionat amb el 
mateix valor per dies_marge. 
Postcondicions: 
1. Es crea np:Notificació_periòdica amb els valors passats per paràmetre. 
2. El valor de l’atribut “esta_actiu” és “false” (esta_actiu és “true” quan es mostra la notificació 
a l’usuari). 






10.4.4.8. Cas d’ús: Crear notificació manual 
 
Nom: novaNotificacióManual(missatge,activar_email) 
Propòsit: Introduir una nova notificació manual al sistema. 
Precondicions: 
1. El valor de missatge no està buit. 
2. El valor d’activar_email és “true” o “false”. 
3. No existeix una notificació manual activa. 
Postcondicions: 
1. Es crea nm:Notificació_manual amb els valors passats per paràmetre. 
2. El valor de l’atribut “esta_llegit” és “false”. 
3. Existeix una notificació manual activa. 
 
Nom: assignarUsuarisNotificació(usuari) 
Propòsit: Assignar una notificació manual a un usuari. 
Precondicions:  
1. Existeix una notificació manual activa. 
2. Existeix l’usuari al sistema. 
Postcondicions: 
1. Es lliga nm:Notificació_manual activa amb l’usuari a través de l’associació “notificar”. 
2. Existeix una notificació manual activa. 
 
Nom: fiNotificacióManual() 
Propòsit: Desactivar una notificació manual activa i enviar emails als usuaris. 
Precondicions: 
1. Existeix una notificació manual activa. 
Postcondicions: 
1. Si el valor de l’atribut “activar_email” de la notificació manual activa és “true” s’envia un 
email a tots els usuaris que s’hagin lligat a ella a través de l’associació “notificar”. 






































Figura 10.7: Crear notificació manual 
 
 
10.4.4.9. Cas d’ús: Crear camp plantilla 
 
Nom: nouCamp(nom, servei_en_període) 
Propòsit: Introduir un nou camp per un servei en període al sistema i actualitzar camp_línia. 
Precondicions: 
1. El valor de nom no està buit. 
2. El servei_en_període existeix al sistema i és un servei en període actiu. 
3. No existeix al sistema un camp amb el mateix nom i servei_en_període passat per 
paràmetre. 
Postcondicions: 
1. Es crea c:Camp amb els valors passats per paràmetre. 
2. Es crea cl:Camp_línia amb els valors passats per paràmetre. 
3. Es lliga c:Camp amb servei_en_període a través de l’associació “plantilla_formulari”. 
 
10.4.4.10. Cas d’ús: Crear servei 
 
Nom: nouServei(nom,resum,plec_condicions_base,administració_pública) 
Propòsit: Introduir un nou servei al sistema. 
Precondicions: 
1. El valor de nom i resum no està buit. 
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2. No existeix al sistema un servei amb el mateix nom. 
3. El valor d’ administració_pública correspon a una administració pública existent al sistema. 
Postcondicions: 
1. Es crea s:Servei amb els valors passats per paràmetre. 
2. Es lliga s:Servei  amb administració_pública a través de l’associació “administra”. 
 
 
10.4.4.11. Cas d’ús: Crear servei en període 
 
Nom: nouServeiEnPeríode(servei,data_inici, data_fi, entitat, plec_de_condicions, contracte, 
activar_excel) 
Propòsit: Introduir un nou servei per un període determinat. 
Precondicions: 
1. El servei existeix al sistema. 
2. L’entitat existeix al sistema. 
3. El període és vàlid, la data_inici és inferior a la data_fi. 
4. No existeix un servei en període actiu al sistema el període del qual es solapi amb el període 
(data_inici - data_fi) i servei indicat per paràmetre. 
5. El valor d’activar_excel és “true” o “false”. 
Postcondicions: 
1. Es crea sp:Servei_en_període com a concepte associatiu entre el servei i el període passat 
per paràmetre. 




10.5. Esbossos interfície 




Figura 10.8: Esbós interfície registres  
- Cas d’ús associat:  Enviar confirmació nova informació. 
 
FORMULARI – INTRODUIR NOVA INFORMACIÓ 
 
 
Figura 10.9: Esbós interfície introduir nova informació 
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- En aquesta interfície hi ha diversos casos d’ús associats: 
o Cas d’ús Introduir nova informació pel botó “GUARDAR” i “Importar Excel”. 
o Cas d’ús Enviar confirmació nova informació pel botó “ENVIAR”.  
 









Figura 10.11: Esbós interfície crear entitat 
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Figura 10.12: Esbós interfície crear usuari 
 
- Cas d’ús associat Crear usuari. 
 
CREAR SERVEI EN PERÍODE 
 
 
Figura 10.13: Esbós interfície crear servei en període 
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Figura 10.14: Esbós interfície crear notificacions 
 
- En aquesta interfície hi ha diversos casos d’ús associats: 
o Cas d’ús Crear notificació periòdica pel botó “Activar”. 





11.1. Diagrames de col·laboració 




Figura 11.1: Diagrama de col·laboració generarFormulari 
 
Apareixen un repositori centralitzat: CampLínia. 
El primer pas és comprovar si existeix una Informació pel servei en període actiu i la data passada per 
paràmetre. En cas que existeixi es recupera un objecte cl:CampLínia per cada lin:Línia associada a 
inf:Informació. 
En el cas que no existeixi la informació utilitzem tots els objectes c:Camp associats al 
sp:ServeiEnPeríode. 
Quan hem recuperat totes les dades, ja siguin els Camps quan no existeix una Informació pel servei en 
període actiu i la data indicada, o bé les Línia i CampLínia quan existeix, es crea un document HTML amb 
el contingut d’aquestes dades. 
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El component :Model fa referència a la persistència de les dades de la capa de domini, en cap moment 
fa referència al model del patró MVC de la capa de presentació. El mateix succeeix amb el component 
:GestorServeis, que juga el paper de controlador de la capa de domini. 
A partir d’ara quan utilitzem el paràmetre “sp” farem referència a un servei en període actiu al sistema 
(només els actors Usuari disposen d’un servei en període actiu). 
 
carregarFitxer(fitxer_excel): El diagrama és totalment trivial, l’actor sol·licita al controlador, en aquest 





Figura 11.2: Diagrama de col·laboració gravarFormulari 
 
El paràmetre “dades” conté la informació per un formulari. Cada valor de “dades” està format per 
data+valor. Per tant, quan utilitzem el paràmetre “data” hem de tenir present que prové de “dades”. 
Les notacions (a) i (b) s’utilitzen per diferenciar condicions. Aquells missatges que estiguin precedits per 
(a) s’iniciaran en el cas que estiguem introduint una nova informació, en cas contrari, utilitzem (b) en el 
cas que la informació ja existeixi i, per tant, necessitem realitzar modificacions i no insercions.  
Com a últim apunt per aquest diagrama cal remarcar que no es representa el multiobjecte 
:List<CampLínia>, al qual s’hi accedeix cada vegada que creem una línia. La funcionalitat d’aquesta acció 
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és enllaçar cada línia creada amb camp_línia. S’ha decidit explicar-ho semànticament enlloc de 
gràficament per millorar la netedat del diagrama.  
 
 














Figura 11.3: Diagrama de col·laboració enviarNotificacióFormulari 
 
Com que la Informació està fragmentada per ServeiEnPeríode hem de delegar a aquest la recuperació 
dels objectes necessaris. Recordem que “sp” és un servei en període actiu del qual disposem en tot 
moment.  Un cop que hem recuperat la Informació corresponent al “sp” i la data passada per paràmetre 








Figura 11.4: Diagrama de col·laboració validarInformació 
 
Com hem comentat anteriorment, l’actor Administrador no disposa d’un servei en període actiu, és per 
aquest motiu que hem de recuperar-lo inicialment. S’ha pres, per conveniència, com ha decisió del 
disseny utilitzar un repositori centralitzat pels serveis en període. La propagació de l’objecte “sp” cap al 
controlador no ens suposa incrementar l’acoblament, ja que en altres casos d’ús s’ha utilitzat una 













11.1.4. Cas d’ús: Crear entitat 
 
novaEntitat(nom,direcció,telèfon,persona_contacte,email) 
Figura 11.5: Diagrama de col·laboració novaEntitat 
 
El missatge find(nom) és el mecanisme per garantir la PRE1 del contracte. 
En aquest cas s’utilitza un repositori centralitzat per les entitats. Considerem que no seria útil disposar 
d’entitats fragmentades per serveis en període, és més interessant tenir el conjunt de totes les entitats 
existents al sistema. 
 




Figura 11.6: Diagrama de col·laboració eliminarEntitat 
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El valor “e” passat per paràmetre és un objecte, per tant, no cal realitzar l’encaixada per recuperar un 
objecte a partir del seu identificador. Podem realitzar aquesta consideració perquè es mostrarà a 
l’usuari una llista d’entitats recuperades del sistema, per tant, sabem segur que existeixen10. 
Eliminem l’entitat “e” només en el cas que [sp=null], que significa que no té assignat cap servei en 
període (és a dir, no permetem eliminació en cascada ja que volem mantenir un històric dels serveis en 
període).  
El find(e.id) es realitza per garantir la PRE2 del contracte corresponent. El que realitza aquest missatge 
és la cerca d’un servei en període que tingui assignat l’entitat passada per paràmetre (utilitzem el seu 
identificador: e.id). Si no en troba cap el valor de sp serà nul. 
 




Figura 11.6: Diagrama de col·laboració nouUsuari 
 
El missatge find(nom) s’utilitza per garantir la PRE1 del contracte corresponent. Utilitzem un repositori 
centralitzat pels Usuaris i u:Usuari queda com actiu i accessible des del controlador GestorUsuaris. 
 
 
                     
10







Figura 11.7: Diagrama de col·laboració assignarMòduls 
 















El paràmetre “sp” és un objecte i la llista de multiobjectes “ServeiPeríode” s’inicialitza en el constructor 
d’Usuari. Anteriorment hem comentat que els serveis en període estan emmagatzemats en un 
repositori centralitzat i com veiem en aquest diagrama sembla que disposem d’un repositori fragmentat. 
Bé, doncs les dues afirmacions són correctes ja que disposem dels dos tipus de repositoris, és a dir, 








Figura 11.9: Diagrama de col·laboració fiUsuari 
 
 
La funció d’aquest ES és destruir la variable que conté l’usuari actiu, en aquest cas “u”. Per demostrar-


























Figura 11.10: Diagrama de col·laboració novaNotificacióPeriòdica 
 
 
El repositori de notificacions periòdiques està fragmentat per serveis en període. La creació (o 
inicialització) del multiobjecte List<NotificacióPeriòdica> es realitza en el constructor de 
ServeiEnPeríode. 
 
El valor “sp” passat per paràmetre és un objecte, del qual podem disposar ja que es facilita una llista de 
serveis en període a l’usuari. La generació d’aquesta llista es realitza de la mateixa forma que s’ha vist en 
el cas d’ús d’eliminar entitats (revisar diagrama de col·laboració genèric per la generació de llistes 
d’objectes). 
 
El missatge find(dies_marge) s’utilitza per garantir la PRE4 del contracte corresponent. En el cas que 
existeixi una notificació periòdica (ex == true)  pel servei en període i els dies de marge indicats no es 




















Figura 11.11: Diagrama de col·laboració novaNotificacióManual 
Les notificacions manuals estan emmagatzemades en un repositori centralitzat. Com que una mateixa 
notificació pot estar assignada a diversos usuaris no considerem adient tenir-les fragmentades per 
usuari. 
El missatge novaNotificacióManual retorna un objecte “nm” de NotificacióManual. Aquest objecte 









Figura 11.12: Diagrama de col·laboració assignarUsuarisNotificació 
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El paràmetre “usuari” passat per paràmetre és un objecte i “nm” és la notificació manual activada en 
l’anterior ES. 







Figura 11.13: Diagrama de col·laboració fiNotificacióManual 
 
Si el valor de l’atribut activar_email de la notificació manual activa és “true” es realitza el misastge 1.1.1.  
Aquest missatge és l’encarregat d’enviar un email a cadascun dels usuaris que estan associats a la 
nm:NotificacióManual. 
 
El component email s’ha introduït com a decisió del disseny i, per tant, no apareix en l’especificació com 
a concepte. És la creació d’un objecte software necessari en temps d’execució i no se’n necessita 
persistència.   
 
Amb l’assignació nm = null desactivem la notificació manual activa. 
 
 




Del diagrama que mostrem a continuació podem observar que: 
El paràmetre “sp” passat per paràmetre és un objecte de servei en període existent al sistema. 
El missatge find(nom) s’utilitza per garantir la PRE3 del contracte corresponent. En el cas que ja existeixi 




















Figura 11.14: Diagrama de col·laboració nouCamp 
 






Figura 11.15: Diagrama de col·laboració nouServei 
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Els serveis s’emmagatzemen en un repositori centralitzat. 
El missatge find(nom) serveix per garantir la PRE2 del contracte corresponent. En el cas que ja existeixi 
un servei amb el mateix nom (ex==true) no res realitzarà la creació. 
 
 
11.1.11. Cas d’ús: Crear servei en període 
 





Figura 11.16: Diagrama de col·laboració nouServeiEnPeríode 
 
Els valors “servei” i “entitat” passats per paràmetre són objectes. 
Els valors “di” i “df”, data_inici i data_final respectivament, representen un període. 





































Figura 11.18: Diagrama de components Serveis 
11.2.2. Entitats 
 









































Figura 11.22: Interfície login 
 
- Pantalla d’accés a l’aplicació d’introducció d’informació per part de les entitats. 







Figura 11.23: Interfície notificacions 
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- Mostra les notificacions manuals no llegides i les notificacions periòdiques actives (importants) 
associades a un usuari i un servei en període, respectivament. 
- Per marcar com ha llegida una notificació manual premem el botó “Marcar com a llegida”. 








Figura 11.24: Interfície registres 
 
 
- Mostra una taula amb la informació per un servei en període que tingui l’estat de GUARDAT, 
ENVIAT, VALIDAT o NO VALIDAT. 
- La informació es mostra paginada. Cada 12 línies es crea una nova pàgina. 
- La primera columna indica el MES-ANY de la informació, la segona l’estat, el botó de la tercera 
ens permet modificar aquella informació l’estat de la qual és GUARDAT, ENVIAT o NO VALIDAT o 
consultar-la quan és VALIDAT.  
- El botó de la última columna inicia l’ES enviarNotificacióFormulari(data) del cas d’ús Enviar 












Figura 11.25: Interfície escollir data informació 
 
- Escollim per quin mes i any volem introduir o consultar informació associada a un servei en 
període (només es permet escollir una data segons les limitacions explicades anteriorment). 
- El botó “Processar” inicia l’ES generarFormulari(data) del cas d’ús Introduir nova informació. 
 
 





Figura 11.26: Interfície introduir nova informació  
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- Mostra una taula a on cada columna correspon a un camp associat a un servei en període o a un 
camp línia associat a una línia en el cas que ja existeixi una informació per la data escollida i, per 
tant, estiguem realitzant una modificació. Cada fila correspon a un dia del mes seleccionat (dia-
mes-any), és a dir, es mostraran tantes files com dies tingui el mes escollit. 
- El botó “Grabar” inicia l’ES gravarFormulari(dades) del cas d’ús Introduir nova informació. 
- El botó “Enviar” inicia l’ES enviarNotificacióFormulari(data) del cas d’ús Enviar confirmació 
nova informació. 




- El botó “Descarregar EXCEL” permet descarregar un fitxer excel amb el format de la taula actual. 





11.3.2. Actor: ADMINISTRADOR 
 
PANELL INICIAL DE CONTROL 
 
 
Figura 11.27: Interfície panell inicial de control 
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- Ens mostra una llista amb totes les funcionalitats de les quals disposa un administrador. 
- El bloc USUARIS i AUTH correspon al mòdul d’usuaris. 
- El bloc de NOTIFICACIONS correspon al mòdul de notificacions. 
- El bloc de ENTITATS correspon als mòdul d’entitat i administració pública. 
- El bloc de SERVEIS correspon als mòduls  de servei i registres. 
- El botó “Afegir” permet introduir nova informació al sistema de l’element que porti associat. 
- El botó “Modificar” permet modificar informació al sistema de l’element que porti associat. 
- Si premem qualsevol de les línies dels blocs ens condueix a la gestió detallada. 








Figura 11.28: Interfície validar informació 
 
- Ens mostra una llista amb la informació de tots els serveis en període actius al sistema. 
- L’acció “VALIDAR” i el botó “Anar” realitza la funcionalitat de l’ES validarInformació(informació) 













Figura 11.29: Interfície crear entitat 
 
- Formulari per introduir la informació d’una entitat. 
- El botó “Desar” realitza la funcionalitat de l’ES novaEntitat(nom,direcció,telèfon, 






La introducció de la informació bàsica per un usuari (nom, contrasenya i email) utilitza la mateixa 
interfície que s’ha mostrat per la creació d’entitats, amb la diferència que canvia la informació 
sol·licitada. Per aquest motiu no es torna a mostrar. Quant a l’assignació de mòduls, grup, rol i serveis en 
període, apareixen noves opcions que mostrem a continuació (són fragments de la interfície genèrica 
per introduir usuaris). 
 




Figura 11.30: Interfície escollir grups 
- Ens mostra una llista amb els grups disponibles 
- Seleccionem el grup que desitgem assignar a l’usuari. 








Figura 11.31: Interfície permisos 
- Ens mostra una llista amb els possibles rols. 
- Per assignar el rol USUARI i el grup ENTITAT només seleccionem ACTIU. 
- Per assignar el rol USUARI i el grup ADMINISTRACIÓ_PÚBLICA seleccionem MEMBRE DEL 
PERSONAL i ACTIU. 
- Per assignar el rol ADMINISTRADOR i grup ADMINISTRACIÓ_PÚBLICA seleccionem ESTAT DE 
SUPERUSUARI i ACTIU. 
 
 
- El botó “Desar” de la interfície principal per la creació d’un usuari realitza el funcionament de l’ES 
nouUsuari(nom,contrasenya,repetir_contrasenya,grup,rol,email), assignarMòduls 
(mòdul) i fiUsuari() del cas d’ús Crear usuari. 
 
Serveis en període 
 
Per accedir a la interfície per aquesta funcionalitat hem de prémer el link “Perfil d’usuari” del bloc 
Usuaris. 
 
Figura 11.32: Interfície asignar serveis en període 
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- Ens mostra una llista amb els usuaris existents al sistema. 
- Ens mostra una llista amb els serveis en període actius. 
- Escollim l’usuari i movem els serveis en període de la columna de l’esquerra a la dreta.  
- El botó “Desar” (aquí no es veu perquè només mostrem un fragment de la interfície) enregistra 









Figura 11.32: Interfície crear notificació periòdica 
 
- Formulari per introduir la informació d’una notificació periòdica. 
- Ens mostra una llista amb els serveis en període disponibles 
- El botó “Desar” realitza la funcionalitat de l’ES novaNotificacióPeriòdica(dies_marge, 






















Figura 11.33: Interfície crear notificació manual 
 
- Formulari per introduir la informació d’una notificació periòdica. 
- Ens mostra una llista amb els usuaris disponibles. Movem a la dreta aquells usuaris als quals 
desitgem enviar la notificació. 
- El botó “Desar” realitza la funcionalitat dels ES novaNotificacióManual(missatge, 




CREAR CAMP PLANTILLA 
 
La interfície gràfica és idèntica a les anteriors: ens permet introduir la informació per un camp de 
plantilla i ens mostra una llista de serveis en període pels quals assignarem el camp. El botó “Desar” 















Figura 11.34: Interfície crear servei 
 
- Formulari per introduir la informació d’un servei. 
- El botó “Navega...” ens permet enviar un fitxer al servidor el qual s’associarà al servei creat com 
a plec de condicions base. 
- Ens mostra una llista amb les administracions públiques (recordem que el concepte 
administració pública és un singleton, per tant només es mostrarà una administració). 
- El botó “Desar” realitza la funcionalitat de l’ES 
nouServei(nom,resum,plec_condicions_base,administració_pública) del cas d’ús Crear servei. 
 
 




Figura 11.35: Interfície crear servei en període 
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- Formulari per introduir la informació d’un servei en període. 
- Ens mostra una llista amb els serveis existents. 
- Ens mostra una llista amb les entitats existents. 
- El botó “Navega...” del camp plec de condicions i contracte ens permet enviar un fitxer al 
servidor. 
- El botó del calendari o el link “avui” ens mostra un calendari on podem seleccionar un dia,mes i 
any. 
- El botó “Desar” realitza la funcionalitat de l’ES nouServeiEnPeríode(servei,data_inici, data_fi, 




11.4. Comparativa de les interfícies d’esbós i les definitives 
 
Un cop que tenim les interfícies dissenyades és un bon moment per parar-se a mirar si ens hem desviat 
molt del disseny inicial. Tot i que les interfícies d’esbós són una primera aproximació, ens ajuden molt a 
comprendre l’objectiu i funcionament del programa i, per tant, a realitzar el disseny.  
Tot i que l’estructura és molt semblant, s’ha realitzat un estudi de la usabilitat, com per exemple, escollir 
el color més apropiat, tipografia, seguir la regla dels tercis per l’estructura, etc. La diferència principal es 
troba en la interfície d’administrador, ja que està construïda per Django. La informació que es mostra en 
les diferents pantalles és la mateixa, però estructurada i representada de diferent forma. Per exemple, 
podem observar que no disposem del menú d’opcions a l’esquerra, sinó que es troba estructurat amb 
quadres.  
Quant a la interfície per l’usuari no administrador, podem dir que hem seguit la línia bastant fidelment. 
Hem afegit alguna opció i eliminat d’altres, com per exemple, afegir els controls per paginar la 
informació mostrada, eliminar l’estructura en forma de formulari per introduir la nova informació o 
l’opció per filtrar la informació mostrada (després de realitzar una anàlisi més extensa hem vist que no 




12. Implementació  
12.1. Introducció 
 
En aquest apartat s’explicarà el procés d’implementació de l’aplicació SISMA i com l’hem adaptat al 
disseny. El desenvolupament s’ha dut a terme amb el framework Django i la llibreria de Javascript 
Prototype. Tot i que la majoria del codi és amb Python, també hi ha parts importants, en la capa de 
presentació, desenvolupades amb Javascript. 
La primera decisió que hem pres és decidir com organitzar amb aplicacions de Django els mòduls 
especificats. Així doncs, hem agrupat aquells mòduls amb característiques comunes o molt semblants. El 
resultat ha estat el següent: 
- Aplicació ENTITATS: gestió dels mòduls d’entitats i administracions públiques. 
- Aplicació NOTIFICACIONS: gestió del mòdul de notificacions. 
- Aplicació SERVEIS: gestió dels mòduls de serveis, registres i formularis. 
- Aplicació USUARIS: gestió del mòdul d’usuaris. 
- Aplicació EINES: conté funcions que s’utilitzen per les diferents aplicacions. 
 
Cada aplicació creada conté la implementació pels casos d’ús corresponents en forma de funcions, que 
corresponen als esdeveniments de sistema. Així doncs, el següent pas és explicar com hem adaptat les 
aplicacions als esdeveniments de sistema dissenyats. 
Consideracions generals 
Cada controlador introduït en el disseny (components amb el nom :GestorY) es correspon a una 
aplicació de Django. Per exemple, el controlador :GestorServeis es correspon a l’aplicació serveis, 
:GestorEntitats a l’aplicació entitats, etc.  
El component BD:Model, que recordem que fa referència a la persistència en la capa de domini, es 
correspon en els models de Django. Com ja hem explicat, aquests models realitzen la interacció i 
persistència amb la base de dades i n’existeix un per cada aplicació. 
Per mantenir la visibilitat activa per un servei en període hem utilitzat una variable de sessió. Per 
exemple, quan un usuari d’una entitat accedeix a l’aplicació es guarda en una variable de sessió el servei 
en període pel qual s’ha identificat. D’aquesta forma, totes les operacions que realitzi l’usuari en una 
sessió s’associaran a un servei en període. 
El diagrama de col·laboració genèric que retorna una llista d’objectes existents al sistema s’implementa 
amb Django declarant un atribut com a ForeignKey o ManyToManyField. Quan mostrem aquest atribut a 
la interfície gràfica, el Django crea i mostra una llista amb els objectes existents al sistema corresponents 
a l’atribut.  
Idiomes 
L’aplicació està dissenyada per ser utilitzada per administracions públiques de Catalunya, pel qual hem 
decidit utilitzar únicament l’idioma català. Hem considerat que crear una aplicació multillenguatge per 
aquest àmbit no és una prioritat ni necessitat.   
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12.2. Aplicació ENTITATS  
12.2.1. Cas d’ús: Crear entitat 
 
novaEntitat(nom,direcció,telèfon,persona_contacte,email) 
La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat. Aquest conté la declaració dels mateixos atributs passats per paràmetre. Per garantir les 
precondicions del contracte hem creat una classe al fitxer admin.py que hereta de ModelForm, la qual 
controla que les dades introduïdes per l’usuari des del formulari de creació de noves entitats siguin 
correctes. 
 




Per garantir que no es pugui eliminar una entitat amb serveis en període associats hem creat una classe 
al fitxer admin.py que hereta de ModelAdmin. Aquesta consulta a la base de dades si existeix un servei 
en període amb l’entitat indicada. També hem decidit de treure l’opció d’eliminar que apareix per 
defecte a la pàgina on es llisten totes les entitats. Per realitzar aquesta opció hem afegit una funció a la 
classe creada anteriorment. 
 
Quant a la gestió d’administracions públiques, no en fem referència al disseny ja que el comportament 
no té cap característica especial. L’únic punt a comentar és com Django ens permet crear una classe 
singleton. El primer que hem de fer és crear la classe al model i redefinir-ne la funció de guardat. Així 
doncs, quan s’intenti crear un nou objecte la funció de guardat s’encarregarà de no crear-ne un de nou. 
També hem redefinit la funció d’eliminació, no permeten que es dugui a terme. Per últim, hem tret 
l’opció d’eliminar que apareix a la pantalla de llistats d’administracions públiques.     
 
12.3. Aplicació NOTIFICACIONS 




La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat. Conté la declaració dels mateixos atributs passats per paràmetre. En aquest cas no ens hem 
de preocupar d’implementar noves comprovacions per garantir les precondicions, ja que són 
comprovacions estàndards (que un camp no estigui en blanc i mostrar una llista amb els possibles valors 
a escollir)  que es poden definir en el propi model. En aquest també hem definit que l’atribut 
servei_en_període i dies_marge són claus compostes úniques, el qual permet controlar que no existeixi 
una notificació periòdica per un servei_en_període amb els mateixos dies de marge. 
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12.3.2. Cas d’ús: Crear notificació manual 
 
novaNotificacióManual(missatge,activar_email), assignarUsuarisNotificació(usuari) i 
fiNotificacióManual() 
 
La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat, que conté la declaració dels mateixos atributs passats per paràmetre. Per garantir la 
precondició que l’usuari existeix al sistema, es mostra una llista amb els usuaris existents. Aquesta llista 
es genera quan en el model declarem un atribut com a ManyToManyField.  
Quant a la funcionalitat d’enviar emails, hem creat una classe a admin.py que hereta de ModelAdmin, 
on hem redefinit la funció de guardat. Així doncs, quan l’usuari introdueix una nova notificació manual i 
en sol·licita l’emmagatzematge, s’executa la funció de guardat, que s’encarrega d’emmagatzemar a la 
base de dades la informació, crear els emails i enviar-los. NOTA: quan vam implementar la funcionalitat 
d’enviar emails vam observar que es produïa un retard del guardat de la nova notificació, és a dir, des 
que premíem el botó de guardar fins que obteníem el “OK” passava més temps del normal. L’explicació 
és que l’enviament d’emails necessita més temps de processament, ja que es connecta a servidors 
ubicats a Internet i tot i que el guardat finalitzi abans no es notifica fins que l’enviament ha finalitzat. Per 
solucionar aquesta deficiència es va optar per introduir fils d’execució, o threads. Així doncs, es crea un 
fil d’execució per l’enviament dels emails aconseguint que s’executi en paral·lel amb el guardat. Quan el 
guardat finalitzi, encara que l’enviament s’estigui executant, es mostrarà el “OK” a l’usuari (mentrestant 
l’enviament s’estarà executant independentment).  
  
12.4. Aplicació SERVEIS 




La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat. Conté la declaració dels mateixos atributs passats per paràmetre. Per garantir la precondició 
que no existeixi al sistema un servei amb el mateix nom, es declara l’atribut nom com a únic i per 
mostrar la llista amb l’administració pública existent es declara l’atribut administració_pública com a 
ForeignKey de la classe AdministracióPública del model d’entitats. Finalment, per no permetre eliminar 
una administració pública hem redifinit la funció d’eliminació de la classe servei del model de l’aplicació 
serveis. Com en els altres casos, hem tret l’opció d’eliminar que apareix a la pantalla de llistats de 
serveis. 
 
12.4.2. Cas d’ús: Crear servei en període 
 
nouServeiEnPeríode(servei,data_inici, data_fi, entitat, plec_de_condicions, contracte, activar_excel) 
 
La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat, que conté la declaració dels mateixos atributs passats per paràmetre. Per mostrar la llista 
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amb els serveis i entitats disponibles hem declarat l’atribut servei com a ForeignKey de la classe servei 
del model de l’aplicació serveis, i l’atribut entitat com a ForeignKey de la classe entitat del model de 
l’aplicació entitats. Per garantir que no existeixi un servei en període amb el mateix servei, data d’inici i 
final hem creat una clau composta única per aquests tres atributs. Tampoc es permet que les dates es 
solapin entre els diferents serveis en període pel mateix servei, per aquesta restricció hem creat una 
classe que hereta de ModelForm al fitxer admin.py, la qual recupera de la base de dades tots els serveis 
en període pel servei indicat i en compara les dates.  
 




La implementació d’aquesta funcionalitat està realitzada per Django a partir del model que hem 
dissenyat, que conté la declaració dels mateixos atributs passats per paràmetre. Per mostrar la llista 
amb els serveis en període disponibles hem declarat l’atribut serveiPeriode com a ForeignKey de la 
classe ServeiPeriode del model de l’aplicació serveis. Per garantir la precondició que no existeix un camp 
amb el mateix nom per un servei en període, es crea una clau composta única pels atributs nom i 
serveiPeriode. Hem redefinit la funció de guardar de la classe creada en el model, per la qual hem afegit 
un algoritme per crear un nou camp de línia cada vegada que es creï un camp de plantilla. 
 
12.4.4. Cas d’ús: Introduir nova informació 
 
generarFormulari(data) 
Hem creat una funció a la vista de l’aplicació de serveis que s’encarrega de delegar a un objecte de 
servei en període la responsabilitat de crear un formulari. Recordem que per Django una vista és el que 
nosaltres entenem com a controlador de la capa de domini. L’algoritme per crear el formulari es declara 
com una funció a la classe ServeiPeríode del model de l’aplicació de serveis. Aquest algoritme, un cop 
que ha recuperat tota la informació necessària per construir el formulari, sol·licita la creació d’un 
template amb les dades recuperades. Recordem que un template és un fitxer html que es genera 




Hem creat una funció a la vista de l’aplicació de serveis que s’encarrega de delegar a un objecte de 
servei en període la responsabilitat de guardar les dades d’un formulari. L’algoritme per aquesta tasca 
es declara com una funció a la classe ServeiPeríode del model de l’aplicació de serveis. Aquest és el 
responsable de crear o modificar un objecte informació i delegar-hi l’emmagatzematge de les línies. Així 
doncs, hem creat una funció per aquesta responsabilitat a la classe informació del model de l’aplicació 
de serveis. Com que les dades es reben des de POST aquesta funció és la responsable de recórrer tots 




Per guardar aquestes dades fem ús d’una taula a la base de dades que conté dos camps: camp i valor. 
Aquesta taula contindrà la informació de tots els serveis en període, on els valors de “camp” seran els 
corresponents a les capçaleres de les taules del formulari i els valors de “valor” seran les dades que 
contenen les caselles de les taules (creuament entre una columna i una fila). La utilització d’una taula 
genèrica enlloc d‘una taula a la base de dades per cada servei en període és per disposar d’una 
estructura dinàmica que ens permeti afegir, modificar o eliminar en qualsevol moment els camps 
utilitzats en un formulari. D’altra manera, hauríem de modificar l’estructura física de les taules de la 
base de dades.  
 
Per exemple, imaginem que necessitem afegir un camp “A” al servei en període “SP1” perquè a partir 
d’una data es necessita recollir nova informació per aquest servei. En el cas d’utilitzar una taula a la base 
de dades per cada servei en període hauríem de modificar l’estructura física d’aquesta mitjançant 
sentències SQL (ALTER Table...). Com a resultat, la taula contindria un gran nombre de valors NULL ja 
que els registres anteriors a la modificació no disposarien de dades pel nou camp.  En canvi, amb 
l’estructura dinàmica aquest fet no es produeix ja que en les noves insercions a la taula genèrica 
s’introduiria un registre “A:valor”, de manera que no hauríem de modificar cap taula de la base de 
dades. 
 
En contraposició, l’espai en disc ocupat és més gran, tot i que no representa un problema perquè en 
finalitzar els períodes dels serveis s’eliminen tots els registres que té associats. Recordem que aquests 
registres es copien a la base de dades pel sistema OLAP. 
 
12.4.5. Cas d’ús: Enviar confirmació nova informació 
 
enviarNotificacióFormulari(data) 
Hem creat una funció a la vista de l’aplicació de serveis que s’encarrega de delegar a un objecte de 
servei en període la responsabilitat de canviar l’estat d’una informació a “ENVIAT”. El servei en període 
és conegut ja que està emmagatzemat a una variable de sessió, i la informació per la qual es vol 
modificar l’estat la podem recuperar a partir del mes i any passat per paràmetre (data està format per 
mes-any).  L’algoritme per aquesta tasca es declara com una funció a la classe ServeiPeríode del model 
de l’aplicació de serveis. Com que les informacions estan lligades a serveis en període podem recuperar-
les directament per modificar-ne l’estat. 
 




La validació de la informació es pot realitzar des de dos llocs, o bé des del formulari d’una informació en 
concret o des de la pantalla principal on es mostra una llista amb totes les informacions del sistema. En 
el primer cas, hem creat una classe a admin.py que hereta de ModelForm, a on comprovem que el canvi 
d’estat sigui correcte segons la casuística mostrada a l’especificació del programa. En el segon cas, hem 
creat una funció per la classe InformacioAdmin que hereta de ModelAdmin i realitza la mateixa funció 
que el primer cas. La diferència entre els dos casos és que en el primer podem canviar l’estat d’un en un, 
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mentre que en el segon podem fer-ho per molts registres alhora. Aquest és el motiu pel qual s’ha 
introduït aquesta darrera opció. 
 
 
12.5. Aplicació USUARIS 
12.5.1. Cas d’ús: Crear usuari 
 
nouUsuari(nom,contrasenya,repetir_contrasenya,grup,rol,email), assignarMòduls(mòdul), 
assignarServeisEnPeríode(serveiEnPeríode) i fiUsuari() 
 
Per implementar aquesta funcionalitat hem hagut de realitzar certes modificacions per adaptar-la a 
Django, que ja incorpora una aplicació per administrar els usuaris. Així doncs, la creació dels usuaris amb 
les dades bàsiques, tals com nom, email, contrasenya, etc. està implementada mitjançant la classe User 
que incorpora Django. Però per disposar de dades que no incorpora la classe User hem d’estendre-la, 
per la qual cosa hem creat una classe PerfilUsuari al model de l’aplicació usuaris amb un atribut del tipus 
ForeignKey associat a la classe User. És en la classe PerfilUsuari on hem de crear els atributs que 
s’afegiran als existents de la classe User. Per tant, afegim un atribut serveisPeriode del tipus 
ManyToManyField associat a la classe serveisPeriode de l’aplicació serveis. Així doncs, a la interfície 
gràfica per la creació de perfils d’usuari es mostrarà una llista amb els serveis en període disponibles. 
 
12.6. Aplicació EINES 




Hem creat una funció que rep per paràmetre un fitxer excel, el llegeix i retorna una estructura JSON amb 
les dades recuperades. Per realitzar la lectura de fitxers excel hem utilitzat una llibreria de Python 
anomenada xlrd.  
 
Hem creat una funció que rep per paràmetre una data (mes i any) i una llista de camps que s’utilitzaran 
per crear les capçaleres de les columnes del fitxer excel. Les capçaleres es bloquegen per evitar que es 
pugui modificar l’estructura del fitxer i s’estableix una contrasenya al document. El valor d’aquesta 
contrasenya està establerta al fitxer configuracio.py. Així doncs, un cop generat i descarregat el 
document excel, només es podran modificar el valors de les caselles que no siguin capçaleres i que 
estiguin dintre dels marges. D’aquesta forma ens assegurem que l’estructura és correcta. Per realitzar la 
creació de fitxers excels hem utilitzat una llibreria de Python anomenada xlwt. 
 
Per últim, l’aplicació EINES conté dues funcions que realitzen el paper de decoradors. La primera, 
anomenada pre_required comprova que totes les peticions realitzades per un client per una vista siguin 
mitjançant POST, que estigui inicialitzada la variable de sessió servei i que la capçalera de la petició 
tingui l’estructura d’una sol·licitud asíncrona de Javascript (Ajax). La darrera funció, anomenada 
ajax_required comprova que les peticions del client estiguin realitzades mitjançant una sol·licitud 
asíncrona de Javascript.  
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13. Disseny i implementació d’estructures multidimensionals 
13.1. Introducció 
 
En aquest apartat dissenyarem les estructures multidimensionals per poder dur a terme un sistema 
OLAP. Partirem de l’aplicació especificada anteriorment, de la qual dissenyarem i implementarem el 
mòdul d’informes. Tal com hem comentat en la secció “Mòdul d’Informes” de l’especificació aquesta 
serà la funcionalitat que ens permetrà provar els cubs multidimensionals i els avantatges dels sistemes 
OLAP que s’han explicat al llarg d’aquest projecte. El darrer pas serà la transformació de la informació 
del sistema OLTP (informació recollida en l’aplicació SISMA) al sistema OLAP i la seva posterior anàlisi. 
Per tant, el modelat estarà basat en l’àmbit dels serveis de l’Ajuntament de Sant Sadurní d’Anoia. Cal 
però puntualitzar algunes diferències entre els dos sistemes. En l’aplicació desenvolupada podem crear 
serveis, serveis en període i camps associats a aquests (entre d’altres) de forma dinàmica, és a dir, 
l’usuari administrador de l’Ajuntament té total llibertat per introduir al sistema nous serveis i tots els 
conceptes que porta associats. Aquesta funcionalitat aporta dinamisme i llibertat per l’usuari, però 
alhora comporta perills i dificultats pels desenvolupadors. Tot i les comprovacions i limitacions 
introduïdes sempre existeix la possibilitat de trobar-nos amb usuaris mal intencionats, i això es 
multiplica si el sistema disposa d’un grau de dinamisme.  
Amb aquest punt de vista, s’ha decidit incrementar el nivell de restricció en el sistema OLAP, ja que és 
més complex de gestionar i una mala manipulació pot portar conseqüències molt més greus. Per tant, la 
creació i modificació de les estructures multidimensionals serà responsabilitat d’un administrador amb 
més permisos que l’usuari administrador utilitzat en l’aplicació SISMA. Així doncs, en aquest cas 
l’administrador serem nosaltres, els desenvolupadors del software. 
Com que les estructures dimensionals estaran limitades a les que crearem inicialment, s’ha de tenir 
present que quan des de l’Ajuntament necessitin introduir un nou servei (situació molt poc freqüent) 
hauran de sol·licitar la creació de les estructures dimensionals corresponents per poder utilitzar-les per 
aquest nou servei. D’altra manera, hauríem de dissenyar un software que fos capaç de crear estructures 
multidimensionals a partir d’estructures relacionals de forma automàtica, funcionalitat que està fora de 
l’abast d’aquest projecte. 
Així doncs, en aquest exemple crearem les estructures pels següents serveis gestionats per l’Ajuntament 
de Sant Sadurní d’Anoia (explicats amb anterioritat): 
 
- Gestió de Residus Porta a Porta (PaP). 
- Gestió de la Deixalleria Municipal (dM). 
- Gestió de la Deixalleria Mòbil (dMbl). 
- Gestió del Transport Públic i Mobilitat Sostenible (Tp). 
 
Ara que ja coneixem quins serveis tractarem i quina és la finalitat d’aquest apartat ja podem iniciar el 
procés. El primer que farem serà dissenyar els cubs multidimensionals utilitzant els esquemes en 
estrella. Hem escollit aquest tipus d’esquema per l’alt rendiment que ofereix en les consultes i per la 
facilitat en el disseny i posterior modificació. 
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Com a sistema OLAP hem decidit utilitzar ROLAP pels següents motius: 
 
- La traducció d’un esquema en estrella al sistema ROLAP és directa, és a dir, l’emmagatzematge 
físic de les dades s’estructura utilitzant el mateix esquema. 
- L’estructura del sistema OLTP de l’aplicació SISMA pot variar en el temps, tant en el número de 
dimensions com de fets. És per això que un sistema ROLAP és més adient, ja que són més 
escalables que altres sistemes. 
- És la línia que s’ha seguit en tot el projecte i la finalitat és mostrar-ne un exemple. 
 
 
13.2. Disseny dels cubs multidimensionals 
 
Per dissenyar els cubs multidimensionals utilitzarem inicialment els models conceptuals, que ens 
aporten una idea més pròxima a la percepció real de com seran els cubs. 
 









Figura 13.1: Model conceptual servei Porta a Porta 
 
Ens interessa conèixer la quantitat de residus recollits per una data. Donada una data i un residu només 

















Figura 13.2: Model conceptual servei Transport Públic 
 
Ens interessa conèixer el nombre de passatgers que han utilitzat el transport públic per una data i quin 
bitllet han utilitzat. La recaptació és el resultat de l’operació nombre_passatgers * preu del bitllet.  
Donada una data i un tipus de bitllet només podem tenir una realització del concepte 
“Transport_públic”. 
 
















Ens interessa conèixer el número d’aportacions de residus d’un usuari per una data i zona. Donada una 
data, una zona, un usuari i un residu només podem tenir una realització del concepte “Deixalleria 
municipal”. 
 












Figura 13.4: Model conceptual servei Deixalleria Mòbil 
 
Ens interessa conèixer la quantitat de residus recollits per la deixalleria mòbil per una data i punt de 
recollida de la població. Donada una data, residu i punt de recollida només podem tenir una realització 
del concepte “Deixalleria Mòbil”. 
Aquets són els quatre models conceptuals que modelitzen la realitat dels serveis enumerats en la 
introducció i els cubs multidimensionals. Com podem veure, hi ha conceptes repetits, tals com residus o 
temps.  
Per solucionar aquesta redundància, podem dur a terme diverses modificacions, com pot ser suposar 
que cada dimensió és diferent per cada servei i en modifiquem el nom. És una forma de “maquillar” la 
repetició de dimensions, però no és la millor opció. L’alternativa és utilitzar un esquema en constel·lació 
enlloc de l’esquema en estrella. Recordem que la definició dels esquemes en constel·lació diu que estan 
formats a partir d’esquemes en estrella i/o en floc de neu tals que les taules de fets poden compartir 
taules de dimensions. Així doncs, aquesta és la millor solució pel nostra cas ja que ens ofereix una 





Esquema en constel·lació 
 
 
Figura 13.5: Esquema en constel·lació 
 
Com podem veure, els conceptes TEMPS i RESIDUS estan associats a més d’un concepte que modelitza 
un fet. Aquesta compartició de conceptes (posteriors dimensions) és possible perquè la granularitat 
necessària entre els diferents conceptes que els utilitzen (posteriors taules de fets) és la mateixa. Per 
exemple, en els models conceptuals inicials, el concepte “deixalleria municipal” té associat un concepte 
“temps” amb els atributs dia,mes i any, que anomenarem “granularitat A”. Un altre concepte, com 
“porta a porta”, té associat també un concepte “temps” amb els mateixos atributs i, per tant, amb 
“granularitat A”. Per tant, podem associar-los amb el mateix concepte “temps”.  
En canvi, si el concepte “temps” associat a “porta a porta” tingués els atributs segons,minuts,dia i mes 
no ho podríem fer, ja que la granularitat seria diferent. El mateix succeeix amb el concepte “residus”, 
però en aquest cas encara és més evident, ja que només disposa d’un camp de tipus string i, per tant, no 
hi ha cap mena de jerarquia. 
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13.3. Disseny de l’estructura física pel sistema ROLAP 
 
Aquests models representen l’estructura física de la base de dades relacional que utilitzarà el sistema 
ROLAP. 
Nota: els noms de totes les taules contenen espais i accents. Aquesta característica només s’utilitza per 
facilitar la comprensió dels diagrames, però a nivell físic (creació de les taules a la base de dades) es 
suprimeixen tots els espais i accents.  
 





Figura 13.6: Model físic servei Porta a Porta 
 
 














Figura 13.8: Model físic servei Deixalleria Municipal 
 
13.3.4. Gestió de la Deixalleria Mòbil 
 
 
Figura 13.9: Model físic servei Deixalleria Mòbil 
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Tal com hem comentat inicialment, la traducció d’un esquema en estrella al sistema ROLAP és directa,  
per tant, també tenim el problema de la repetició de conceptes, en aquest cas de taules.  














13.4. Implementació dels cubs multidimensionals 
 
Un cop tenim els cubs dissenyats i les estructures físiques de la base de dades relacional creades ja 
podem realitzar el mapejat entre les dues estructures. Per realitzar aquesta tasca utilitzarem una eina 
gràfica, el Schema workbench, que s’ha introduït en un apartat anterior.  
Així doncs, crearem un cub (per el Schema workbench un cub és un fitxer XML que conté informació de 
com relacionar taules d’una base de dades relacional amb conceptes d’un cub, tals com dimensions o 
fets) per cada un dels models conceptuals que hem dissenyat. 
 
13.4.1. Cub PaP (Gestió Porta a Porta) 
 
 
- Nom: PaP 




 Jerarquia: Any  Mes  Dia 
o Residu 
 Jerarquia: Residu 







Figura 13.11: Cub Porta a Porta 
 
Les línies “Table:” indiquen a quina taula de la base de dades relacional està lligat el cub. Per exemple: 
- Table: porta_porta. La taula de fets del cub PaP està lligada a la taula “Porta a Porta”. 
- Table: dim_temps. La dimensió data està lligada a la taula “Dimensió Temps”. 
- Table: dim_residu. La dimensió residu està lligada a la taula “Dimensió Residu”. 
Recordem que s’ha comentat que els noms de les taules del model físic són representatius i que a nivell 
de base de dades hem suprimit tot accent i espai. Per exemple, la taula del model físic “Dimensió 
Temps” té el nom “dim_temps” a la base de dades. 
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13.4.2. Cub dM (Gestió de la Deixalleria Municipal) 
 
 
- Nom: dM 




 Jerarquia: Any  Mes  Dia 
o Residu 
 Jerarquia: Residu 
o Usuari 
 Jerarquia: Usuari 
o Zona 
 Jerarquia: Zona 




















13.4.3. Cub dMbl (Gestió de la Deixalleria Mòbil) 
 
 
- Nom: dMbl 




 Jerarquia: Any  Mes  Dia 
o Residu 
 Jerarquia: Residu 
o Punt Recollida 
 Jerarquia: Nom  Ubicació  
Dies estacionament 
- Mesures: Quantitat  
 
 


























Figura 13.14: Cub Transport Públic   
- Nom: Tp 




 Jerarquia: Any  Mes  Dia 
o Bitllet 
 Jerarquia: Tipus 
- Mesures: Nombre de passatgers, Recaptació 
 




13.5. Procés ETL 
 
El disseny dels processos d’extracció, transformació i càrrega juguen un paper fonamental, ja que són els 
que introduiran la informació necessària amb el format correcte al sistema OLAP. Un disseny incorrecte 
d’aquests processos pot conduir a obtenir anàlisis poc fiables.  
Per realitzar aquesta tasca utilitzarem una eina especialment creada per aquest propòsit anomenada 
Kettle (introduïda en un apartat anterior). Ens ajuda a dissenyar i crear transformacions 
(extracció,transformació i càrrega) i ens proporciona eines per executar-les des d’un intèrpret de 
comandes. Per realitzar aquesta última tasca, l’execució de transformacions, haurem de crear cronjobs11 
(a nivell de sistema operatiu) per automatitzar-ne l’execució cada cert període de temps.    
A continuació, s’expliquen les decisions de disseny pel procés ETL per cada taula de dimensions i de fets. 
En primer lloc, ens centrarem amb les taules de dimensions i posteriorment amb les de fets. Recordem 
que les taules de fets contenen claus foranes a les taules de dimensions. És per aquest motiu que primer 
s’han d’omplir les taules de dimensions.  
 
13.5.1. Dimensions 
13.5.1.1. Dimensió TEMPS 
 
La població d’aquesta dimensió es realitzarà cada primer dia de l’any mitjançant l’execució d’un cronjob 
que iniciarà una transformació Kettle. També es pot iniciar de forma manual, indicant el fitxer de 
transformació Kettle i l’any pel qual es vol poblar la taula de dimensió. En el cas que ja existeixi la 
informació per l’any indicat no es realitzarà cap acció. Un cop introduïda la informació no es permet ni 
esborrar-la ni modificar-la (recordem que la filosofia dels sistemes OLAP és justament que l’acció 
principal són les consultes i el manteniment d’històrics). 
A continuació, mostrem el diagrama Kettle pel procés ETL i l’explicació de cada pas: 
 
 
Figura 13.15: Procés ETL dimensió temps 
                     
11
 Tasca emmagatzemada al SO que s’executa cada cert interval de temps. 
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- Generar files per un any: indiquem quantes files o registres volem crear. En aquest cas 365. 
- Recuperar paràmetre: creem una variable del tipus DATE amb el valor del paràmetre ANY 
passat en el moment d’iniciar l’execució. El contingut de la variable creada és 01/01/${ANY}. 
- Seqüència DIES: generador d’un bucle amb el número d’iteracions indicat en el primer pas. 
- Generar DATA: a partir de la data rebuda del segon pas i el valor del tercer pas es crea una nova 
data, de la qual separem per dia, mes i any. 
- Filtrar informació: descartem aquella informació creada durant el procés que no és útil per la 
base de dades. 
- Insert / Update: per cada data creada la guardem a la base de dades. En el cas que el valor ja 
existeixi no es realitza cap acció. 
 
Aquest diagrama es guarda amb el format KTR, que és un fitxer XML amb l’estructura dissenyada. 
L’execució d’aquest fitxer realitza totes les funcionalitats que hem explicat.  
 
Execució 
Des d’un terminal de Linux executem la següent comanda: 
Manual 
DIRECTORI_KETTTLE/pan.sh  -file=NOM_FITXER_ETL.ktr  -norep  -param:ANY=INDICAR_ANY  
Automàtica 
crontab –e 
S’obrirà un fitxer a on introduirem la següent línia: 
0 0 1 1 * DIRECTORI_KETTTLE /pan.sh -file=NOM_FITXER_ETL.ktr -norep -param:ANY=`date 
‘+%Y’` 
 
Els valors “0 0 1 1 *” indiquen que s’executarà la comanda el dia 1 de gener a les 00:00 de cada any. La 
comanda `date ‘+%Y’` retorna l’any en curs.  
En resum, el dia 1 de gener a les 00:00 de cada any es poblarà de forma automàtica la taula de la 
dimensió temps amb tots els dies per l’any en curs. 
En tot moment estem suposant que l’usuari que executi aquestes comandes disposa dels permisos 
suficients al sistema operatiu. També enlloc d’indicar la ruta completa de l’aplicació KETTLE i els 
paràmetres podríem crear un script amb aquesta informació i ubicar-lo a un directori més adient. La 
finalitat d’aquesta part és realitzar una demostració al més entenedora i clara possible, sense entrar 






13.5.1.2. Dimensió RESIDU 
 
La població d’aquesta taula es realitzarà el primer dia de cada mes i la informació s’extraurà de la base 
de dades relacional utilitzada per l’aplicació SISMA, concretament de la taula “CAMP”. Es copiarà el 
valor del camp “nom” de la taula “CAMP” al camp “nomResidu” de la taula de dimensió “RESIDU”. En 
aquest cas tampoc es permet realitzar modificacions o eliminacions dels registres de la taula de 
dimensió, i en el cas que el valor a introduir ja existeixi no es realitzarà cap acció.  
Aquest procés té alguna complicació ja que la taula “CAMP” conté informació per tots els serveis en 
període existents. Recordem que per oferir a l’Ajuntament dinamisme amb la creació de serveis en 
període i els camps dels formularis s’ha hagut d’utilitzar aquesta estructura.  
Així doncs, en el moment d’extreure la informació de la taula “CAMP” seleccionarem només aquells 
registres els quals estiguin associats als serveis que utilitzin residus. En aquest cas són els serveis 
“Deixalleria Mòbil”, “Porta a Porta” i “Deixalleria Municipal”. També ho podem veure en el model físic 
en constel·lació mostrat anteriorment; són totes aquelles taules de fets que estan associades a la 
dimensió de residus. 
A continuació, mostrem el diagrama Kettle pel procés ETL i l’explicació de cada pas: 
 
 
Figura 13.16: Procés ETL dimensió residu 
 
- BD OLTP SISMA: connexió a la base de dades relacional de l’aplicació SISMA i selecció dels 
registres de la taula “CAMP” corresponents als serveis indicats anteriorment. 
- Insert / Update OLAP: per cada valor rebut del primer pas s’introdueix a la taula de dimensió 
“RESIDU” un registre amb el camp “nomResidu” = valor rebut. En el cas que “nomResidu” = 
“nom” no es realitza cap acció.  
Quant a l’execució, segueix la mateixa estructura que anteriorment, modificant algun paràmetre. 
 
Execució 
Des d’un terminal de Linux executem la següent comanda: 
Manual 






S’obrirà un fitxer a on introduirem la següent línia: 
0 0 1 * * DIRECTORI_KETTTLE /pan.sh -file=NOM_FITXER_ETL.ktr –norep 
 
Els valors “0 0 1 * *” indiquen que s’executarà la comanda el dia 1 de cada mes a les 00:00. 
 
13.5.1.3. Dimensió TIPUS BITLLET 
 
La població d’aquesta taula es realitzarà el primer dia de cada mes i la informació s’extraurà d’un fitxer 
proporcionat per l’Ajuntament. Contindrà dues columnes, una per al nom comercial del bitllet de 
transport públic i l’altra amb el preu associat. Es copiarà el valor de la primera columna al camp “nom” 
de la taula de dimensió “TIPUS BITLLET” i el valor de la segona al camp “preu”.  
Els registres introduïts en aquesta taula no es permeten eliminar ni modificar. En el cas que el valor del 
nom comercial del bitllet correspongui amb el valor del camp “nom” i el valor del preu no correspongui, 
es crearà un nou registre. D’aquesta manera, mantenim un històric dels preus de cada bitllet. 
A continuació, mostrem el diagrama Kettle pel procés ETL i l’explicació de cada pas: 
 
 
Figura 13.17: Procés ETL dimensió tipus bitllet 
 
- Exportar informació Excel: recorre el contingut d’un fitxer de càlcul extraient els valors del nom 
dels bitllets i els preus associats. 
- Insert / Update OLAP: introdueix un registre a la taula de dimensió “TIPUS BITTLET” per cada 
valor rebut del primer pas (en el cas que el valor del registre no existeixi a la taula). 
 
L’execució manual i automàtica per aquest procés ETL és idèntica a la de l’apartat anterior, només hem 






13.5.1.4. Dimensió USUARI i ZONA 
 
És el mateix funcionament que en el cas de la dimensió de RESIDU amb la diferència que canvia la 
condició de la selecció dels registres de la taula “CAMP”. En aquest cas es seleccionaran els registres 
associats al servei “Deixalleria Municipal”.  
Per diferenciar quins registres són per la taula de dimensió USUARI i quins per ZONA s’introduirà una 
condició LIKE a la sentència SQL. En el cas de les zones, els camps seguiran el patró “ZonaY”, on Y és el 
número de la zona, i pels usuaris seguiran el patró “UsuariY”, on Y és el tipus d’usuari. La resta de 
procediments són iguals. 
 
13.5.1.5. Dimensió PUNT RECOLLIDA 
 
En aquest cas ens tornem a trobar amb la mateixa situació que en el cas de la dimensió de TIPUS DE 
BITTLET. Necessitem més informació de la proporcionada per la base de dades relacional utilitzada per 
l’aplicació SISMA. Per aquest motiu, s’extreu la informació d’un fitxer proporcionat per l’Ajuntament, 
que conté tres columnes: la primera amb el nom del punt de recollida, la segona amb la ubicació i la 
darrera amb el total de dies que estan estacionats els contenidors al punt. La resta de procediments són 
iguals. 
 
13.5.1.6. Resum dimensions 
 
Hem hagut de dissenyar diferents processos ETL segons les necessitats. En aquells casos en què la 
informació és independent de la que conté la font d’origen (base de dades relacional OLTP) es crea un 
procés per la generació automàtica. En el cas contrari, en què la informació de la font d’origen no sigui 
suficient hem d’utilitzar una altra font externa, com per exemple un fitxer. Per últim, trobem la situació 
en què la informació de la font d’origen és suficient i, per tant, només hem de realitzar-ne l’extracció i 
transformació.  
Com a últim apunt, si ens hi fixem hem configurat tots els processos ETL (menys el de la dimensió 
TEMPS) perquè s’executin el primer dia del mes, creant un cronjob per cada un d’ells. Aquesta no és la 
millor opció, ja que estem introduint tasques repetitives al crontab (ubicació dels cronjobs). Per 
solucionar-ho podem utilitzar una eina del Kettle anomenada Jobs, que ens permet realitzar crides a 
transformacions (cada procés ETL creat anteriorment per les dimensions es correspon a una 
transformació de Kettle) entre d’altres comprovacions.   





Figura 13.18: Procés ETL genèric dimensions 
 
- Comprovar connexió BD: comprovem si la connexió a la base de dades OLTP i a l’OLAP estan 
actives i són vàlides. Si el resultat és negatiu no continua l’execució. 
- Existeix fitxer?: en els casos que utilitzem un fitxer com a font de l’origen de les dades 
comprovem si existeix al sistema. 
- Existeix taula ...?: comprovem que existeixin les taules necessàries a la base de dades 
corresponent. 
- dim_X: en el cas que s’hagin superat totes les comprovacions s’executa la transformació Kettle. 
 
Per configurar l’execució automàtica d’aquest Job el procediment és molt semblant a l’explica’t 
anteriorment, però enlloc d’utilitzar l’eina SPAN (que executa transformacions) hem d’utilitzar l’eina 
KITCHEN (que executa jobs). 
 Per tant, hem d’afegir al crontab la següent línia: 
0 0 1 * * DIRECTORI_KETTTLE /kitchen.sh -file=NOM_FITXER_ETL.kjb –norep 
Amb una única línia iniciem cinc transformacions el dia 1 de cada mes, estalviant-nos quatre entrades al 
crontab. A més, si en un futur volguéssim canviar la periodicitat d’execució de les transformacions 
només ho haurem de fer en un lloc. 




13.5.2.1. Fet PORTA A PORTA 
 
La població d’aquesta taula es realitzarà el primer dia de cada mes i la informació s’extraurà de la base 
de dades relacional utilitzada per l’aplicació SISMA, concretament de les taules “LÍNIA”, “CAMP_LÍNIA”, 
“INFORMACIÓ”, “SERVEI_EN_PERÍODE” i “SERVEI”. Així doncs, hem de recuperar els camps necessaris i 
combinar-los per adaptar-los al format de destí.  
Només seleccionarem aquells registres de la taula “LÍNIA” que estiguin associats al servei “Porta a 
Porta” i que l’estat sigui “VALIDAT”. Aquesta última condició ens assegura que la informació que 
introduïm al sistema OLAP es considera vàlida i definitiva. Si es necessités modificar algun valor s’hauria 
de canviar l’estat, acció que només pot realitzar un administrador. 
No es permeten realitzar eliminacions dels registres de la taula de fets i només es permet modificar el 
valor del camp “quantitat”, sense modificar-ne el valor dels camps “idResidu” i “idData”.  
A continuació, mostrem el diagrama Kettle pel procés ETL i l’explicació de cada pas: 
 
 
Figura 13.19: Procés ETL fet Porta a Porta 
 
- BD OLTP SISMA: connexió a la base de dades relacional de l’aplicació SISMA i selecció dels 
registres de la taula “LÍNIA” corresponents al servei “Porta a Porta” i l’estat “VÀLID” de la 
informació associada a la línia. 
- Recuperar ID dimensió Temps: a partir dels camps “dia”,”mes” i ”any” retornats pels registres 
del pas anterior recuperem l’identificador de la taula de dimensió TEMPS que correspongui amb 
aquests camps. Aquest pas és necessari per introduir el valor de la clau forana de la taula de fets 
corresponent a la taula de dimensió TEMPS.  
- Recuperar ID dimensió Residu: a partir del camp “camp” retornat pels registres del pas anterior 
recuperem l’identificador de la taula de dimensió RESIDU que correspongui amb aquest camp. 
Es realitza pel mateix motiu que en el pas anterior, però aquest cop per la taula de dimensió 
RESIDU. 
- Insert / Update OLAP: per cada valor rebut dels passos anteriors s’introdueix un registre a la 
taula de fets “Porta a Porta”. 
Quant a l’execució d’aquest procés ETL, ens trobem amb la mateixa situació que en les taules de 





13.5.2.2. Fet TRANSPORT PÚBLIC 
 
El funcionament d’aquest procés ETL és el mateix que en el cas anterior, amb la diferència que 
seleccionarem aquells registres de la taula “LÍNIA” que estiguin associats al servei “Transport Públic” i 
que l’estat sigui “VALIDAT”. En aquest cas no es permeten ni modificacions ni eliminacions. 
A continuació, mostrem el diagrama Kettle pel procés ETL i l’explicació de cada pas: 
 
Figura 13.20: Procés ETL fet Transport Públic 
 
- BD OLTP SISMA: connexió a la base de dades relacional de l’aplicació SISMA i selecció dels 
registres de la taula “LÍNIA” corresponents al servei “Transport Públic” i l’estat “VÀLID” de la 
informació associada a la línia. 
- Recuperar ID dimensió Temps: idèntic al cas anterior.  
- Recuperar ID i PREU dimensió Tipus Bitllet: a partir del camp “camp” retornat pels registres del 
pas anterior recuperem l’identificador i el camp preu de la taula de dimensió TIPUS BITTLET que 
correspongui a aquest camp.  
- Preu * nombre_passatgers: càlcul de la recaptació econòmica segons el preu del bitllet i el 
nombre de passatgers que l’han utilitzat. 
- Insert / Update OLAP: per cada valor rebut dels passos anteriors s’introdueix un registre a la 
taula de fets “Transport Públic”. 
 
 
13.5.2.3. Fet DEIXALLERIA MÒBIL 
 
La diferència amb aquesta taula de fets és que té tres dimensions enlloc de dues. Per afegir aquesta 
nova dimensió introduirem un nou component de recuperació d’IDS i augmentarem la complexitat de la 




Figura 13.21: Procés ETL fet Deixalleria Mòbil 
 
En el punt BD OLTP SISMA la sentència SQL per recuperar la informació de la base de dades relacional 
juga un paper més important. La nova finalitat és extreure i transformar la informació d’una taula de dos 
dimensions a una de tres. 
La resta de configuracions són iguals que en els casos anteriors. 
 
13.5.2.4. Fet DEIXALLERIA MUNICIPAL 
 
Quan vam dissenyar l’estructura per al cub d’aquest fet ho vam fer pensant amb les opcions que oferien 
el millor resultat. Així doncs, ens permet conèixer les aportacions per una data en concret, un residu, 
una zona i un usuari a la deixalleria municipal. En la realitat, l’Ajuntament no diferencia de quin usuari i 
zona és un residu, és a dir, coneix les aportacions per una data en concret i un residu, i el total 
d’aportacions per un dia i zona o usuari.  
Seguint aquesta forma de recopilar la informació, es va dissenyar l’aplicació SISMA, la qual captura les 
dades amb la mateixa granularitat que ho fa l’Ajuntament, però en el moment de dissenyar les 
estructures dimensionals, com hem comentat, es va decidir augmentar la granularitat per poder dur a la 
pràctica un exemple de cub amb més dimensions. És per aquest motiu que en aquest cas no podem 
crear un procés ETL que extregui la informació del sistema OLTP.  
Com que la finalitat d’aquest exemple és mostrar el funcionament de les estructures multidimensionals, 
s’utilitzarà un fitxer excel que contingui la informació amb el nivell de granularitat adequat. Els 
processos ETL de les dimensions associades es continuaran realitzant com fins ara, ja que no es veuran 
afectades perquè utilitzarem els mateixos valors per crear l’excel. 






Figura 13.22: Procés ETL fet Deixalleria Municipal 
 
- Exporter informació excel: recórrer el contingut d’un fitxer de càlcul extraient els valors de la 
data, residu, zona, usuari i aportacions. 
- Dividir DATA: el format de la data del fitxer excel és DIA-MES-ANY. En aquest pas separem els 
tres camps. 
- Recuperació ID dimensió Y: recuperem l’identificador de la taula de la dimensió Y corresponent 
al valor rebut. 
- Insert / Update OLAP: per cada valor rebut dels passos anteriors s’introdueix un registre a la 
taula de fets “Deixalleria Municipal”. 
 
Per finalitzar la població de les taules de fets, creem un Job per unificar l’execució el primer dia de cada 
mes de totes les transformacions per aquestes taules. És un procés molt semblant al que hem realitzat 
per les taules de dimensions. Per aquest motiu no tornarem a mostrar-lo. 
 
13.6. Manteniment de la base de dades 
 
Tal com hem comentat fins ara, no permetem eliminar cap registre de les taules del sistema OLAP, ja 
que l’objectiu és disposar d’un històric al més complet possible per poder realitzar les anàlisis més 
precises i fiables. En tot cas, si es decidís que els registres amb una certa antiguitat no aporten cap valor 
les anàlisis es podria crear un procés que les exportés a una altra base de dades, per millorar el 
rendiment de la base de dades principal (ens aquests casos podríem crear un Data Warehouse). 
Quant a la base de dades de l’aplicació SISMA, recordem primer un requisit introduït a l’especificació: 
“Quan la data de finalització d’un període corresponent a un servei en període és inferior a la data actual 
significa que aquest servei en període no és vigent (o no actiu). En aquests casos, la informació del servei 
en període actiu es copia a l’històric de serveis en període i s’elimina l’original.” 
El compliment d’aquest requisit es realitza en els processos ETL explicats fins ara. Cada mes, quan 
s’executa el procés de població de les taules de dimensions i fets s’estan copiant els registres a un 
històric, o el que és el mateix, al sistema OLAP.  
Com podem veure, s’ha modificat el comportament del requisit, enlloc de copiar totes les dades en 
finalitzar el període d’un servei es copien paulatinament cada mes. Aquesta modificació s’ha introduït 
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per permetre l’anàlisi de les dades durant el període vigent del servei. En cas contrari només es podria 
fer al finalitzar aquest. 
Quant a l’eliminació de les dades originals, s’utilitza un script que s’executa cada mes, comprovant si 
existeix un servei en període no vigent i executant les sentències necessàries per dur a terme l’esborrat, 
que són: esborrar el registre del servei en període, totes les informacions i línies d’informació associades 
juntament amb els camps i els camps de línia. També s’eliminen les notificacions periòdiques i les 
manuals, sense mantenir-ne cap històric. Per últim, l’entitat i usuaris associats no s’eliminen perquè ens 
poden servir per un futur servei en període. 
    
13.7. Disseny del visor multidimensional 
 
Un cop arribats a aquest punt ja disposem de les estructures multidimensionals poblades, el darrer pas 
és visualitzar-les. Per realitzar-ho, utilitzarem una eina anomenada JPivot, introduïda i utilitzada a la part 
final de la teoria del projecte. Però en aquest cas modificarem i crearem fitxers del propi JPivot. 
El primer que realitzarem és crear un control d’accés a l’aplicació. El JPivot no disposa de cap 
funcionalitat per realitzar aquest control. És per això que programarem un algoritme amb JSP per 
obtenir aquesta funcionalitat. El funcionament ideal seria que des del mòdul d’informes de l’aplicació 
SISMA es pogués accedir directament a l’aplicació JPivot, ja que l’usuari està autentificat per SISMA.  
Però això no és possible, ja que la gestió de les sessions és diferent en els dos casos, en una la realitza el 
servidor de desenvolupament de Django i en l’altre el servidor Tomcat. Una altra opció seria crear una 
nova pantalla d’inici de sessió que validi les dades a la base de dades utilitzada per Django, aconseguint 
així que l’usuari només hagi de recordar un usuari i contrasenya. Però ens trobem amb un altre 
problema; la contrasenya emmagatzemada a la base de dades està xifrada amb un protocol propi de 
Django i utilitzant una eina específica de Python, de la qual no existeix un equivalent amb JSP. 
Per aquests motius, s’ha decidit de realitzar un pas intermedi, és a dir, es crearà una nova pantalla d’inici 
de sessió que consultarà les dades a una nova taula de la base de dades d’OLAP, on es crearan els 
mateixos usuaris introduïts a la base de dades utilitzada per Django (només aquells que tinguin els 
permisos adequats per utilitzar el sistema OLAP).  
El següent pas és configurar els paràmetres de connexió del JPivot a la base de dades pel sistema OLAP 
Per últim creem els fitxers necessaris per realitzar les consultes MDX a la base de dades. S’ha decidit 
crear un fitxer per cada cub, els quals tindran el nom nomserveiAbreviat.JSP i contindran la informació 
per connectar a la base de dades i la sentència MDX. Així doncs, tenim el següent codi per tots els 
fitxers: 
<jp:mondrianQuery id="query01" dataSource="jdbc/olap" catalogUri="/WEB-
INF/queries/sisma.xml">  
SENTÈNCIA MDX 
</jp:mondrianQuery>   
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La variable “dataSource” indica la connexió a la base de dades i catalogUri el fitxer xml amb l’estructura 
dels cubs multidimensionals (és el fitxer creat per el Schema workbench i conté les estructures dels cubs 
que hem mostrat anteriorment). 
 Les sentències MDX segons el cub són les següents: 
pap.jsp 
select NON EMPTY {[Residu]} on columns, NON EMPTY {[Data]} on rows from PaP 
tp.jsp 
select NON EMPTY {[Bitllet]} on columns, NON EMPTY {[Data]} on rows from Tp 
dmbl.jsp 
select NON EMPTY {([PuntRecollida],[Residu])} on columns, NON EMPTY {[Data]} on rows from 
dMbl 
dm.jsp 





13.8.1. Selecció cub 
Figura 13.23: Interfície selecció cub 
 
- Ens mostra una llista amb els cubs disponibles. Si premem qualsevol element de la llista es 
carrega el fitxer jsp del cub escollit (pap.jsp, tp.jsp, dm.jsp o dmbl.jsp). 
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- El link “Tancar sessió” esborra la sessió activa i ens redirigeix a la pantalla de login.  
 
 
13.8.2. Exemple cub: Deixalleria Municipal 
 
 
Figura 13.24: Interfície navegació cub 
 
- Ens mostra les eines disponibles de l’aplicació JPivot. 







14.1. Facilitats d’ús 
 
Tal com hem comentat en l’apartat de tecnologia emprada, l’aplicació s’ha desenvolupat utilitzant AJAX 
(entre d’altres llenguatges) per simular en el màxim possible el funcionament d’una aplicació 
d’escriptori. Dues de les característiques principals que s’han afegit són les següents: 
- Accés ràpid: mitjançant la combinació CONTROL + F o R o N accedim al menú de Formulari, 
Registres o Notificacions, respectivament. Aquesta característica intenta simular els avantatges 
de les aplicacions d’escriptori en aquest àmbit. La finalitat és agilitzar la transició entre menús, 
sense haver de fer ús del ratolí.  
 
- Adreça única: en tot l’entorn web de SISMA l’adreça web sempre és la mateixa, per exemple, en 
el nostre servidor local sempre és http://localhost. Cada vegada que ens movem per l’aplicació 
no es recarrega completament, sinó que només s’actualitza mitjançant AJAX la part necessària, 
pel que no es requereix modificar l’adreça web. Per exemple, sense utilitzar aquesta 
característica quan accedíssim al menú Formularis l’adreça web canviaria a 
http://localhost/formulari, o fins i tot http://localhost/formualri?id=3&m=1&n=2 per un 
formulari i opcions concretes. Realment aquesta darrera adreça no és molt amigable, en canvi, 
si només utilitzem http://localhost ho és molt més. 
 
 
14.2. Disseny. La imatge gràfica de SISMA 
 
Per fer el disseny de l’aplicació hem tingut en compte diversos aspectes relacionats amb les sensacions 
que reben els usuaris.  
El primer pas per la construcció de la imatge gràfica de l’aplicació ha estat la creació de la marca i el 
logotip. Primer havíem de pensar en la finalitat de l’aplicació que es desenvoluparia i la imatge que 
volíem donar. 
Es va optar per una imatge seriosa, clara i natural, ja que els usuaris finals de l’aplicació serien els 
treballadors de diverses empreses i  del departament de medi ambient d’un ajuntament.  Hem utilitzat 
una tipografia de pal, de manera que transmet una imatge moderna i clara, sense ambigüitats, directa i 
simple. El color de la tipografia és el gris, que proporciona certa idea de tecnologia i modernitat, clau en 
el camp que ens movem.  
 
La incorporació de les dues fulles al costat de l’element textual  transmet la idea de natura, ecologia, 
frescor, verd,... i relaciona el logotip amb l’aplicació final que representa. Hem optat per formes simples 
per tal de mantenir la imatge de claredat i minimalisme, donant la idea a l’usuari que no amaguem res, 
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que utilitzar el programa és simple.  Els colors escollits per les fulles ajuden a donar el toc de modernitat 
i frescor que volia transmetre la marca. 
Les dades principals del disseny es resumeixen en la taula següent: 
 
Tipografia utilitzada Walkway Black 
Color gris de la tipografia 0xc3c3c3 
Color verd clar de la primera fulla 0x99c228 
Color verd fosc de la segona fulla 0x637e1c 
 
Taula 14.1: Tipografia de l’aplicació 
 
Tota l’aplicació es regeix per aquesta imatge, tipografia i colors.  
Quant a l’estructura de la pàgina principal, pels usuaris de les entitats, es pot dividir en tres zones 
principals, zona del menú, la capçalera i la zona del contingut. 
Hem optat per la col·locació del menú principal a l’esquerra principalment per 3 motius: 
1. Segons la regla dels tercis és una posició de tensió visual, i tenint en compte la lectura 
occidental, és per on es comença la lectura de la imatge. 
2. L’usuari està acostumat a buscar el menú en aquesta localització ja que la majoria de 
pàgines web també el tenen a l’esquerra. 
3. Per molt gran que es faci l’aplicació, el menú sempre estarà visible, és a dir, per molta 
informació que apareixi a la zona del contingut el menú continuarà apareixent a la part 
superior esquerra.  
 
El color del menú l’hem escollit de manera que destaqui dins de la web per tal de fer-lo més visible a 
primer cop d’ull 
.  
Figura 14.1: Disseny aplicació 
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El logotip l’hem col·locat a la zona de la capçalera, just sobre el menú pels mateixos motius que hem 
comentat anteriorment.  
La zona del contingut és a on es mostrarà tota la informació, i en el cas d’aquesta aplicació concreta, és 
important que sigui extensa, ja que el volum d’informació que manipula l’usuari és important, i incloure 
contínuament barres de desplaçament horitzontals pot ser molt incòmode. El fet que el fons sigui blanc 
és perquè l’usuari pugui llegir clarament la informació, sense elements que molestin i obtenint el major 






15. Anàlisi de costos 
15.1. Anàlisi temporal 
 
El projecte es va iniciar el febrer de l’any en curs i ha tingut una durada de 5 mesos. El primer mes es va 
treballar 8 hores de dilluns a divendres, en el qual es va plantejar i decidir l’objectiu del projecte. Un cop 
obtingudes aquestes dades es va veure que la finalització del projecte en el temps establert amb l’horari 
de treball usat no era possible. Per aquest motiu es va decidir que la resta de mesos es treballarien 8 
hores de dilluns a diumenge. Així doncs, amb aquest calendari de treball s’han empleat al voltant de 
1300 hores per a dur a terme el projecte. 
A continuació, expliquem les diverses tasques que s’han realitzat al llarg del seu desenvolupament:  
- Reunions inicials. Durant el període d’aquesta tasca es realitzen diverses reunions amb el 
responsable del Servei Medi Ambiental de l’Ajuntament de Sant Sadurní d’Anoia. D’aquestes 
reunions s’extreuen els requisits de l’aplicació sol·licitada i ens ajuden a conèixer l’àmbit del 
tema tractat i a posar-nos en situació. 
- Anàlisi requisits. Un cop obtinguda tota la informació necessària s’inicia el procés d’anàlisi. En 
aquest procés s’avalua la viabilitat del projecte, tant en hores com en coneixements. Després 
d’estudiar diverses alternatives observem que els requisits del projecte no s’adeqüen totalment 
al funcionament d’un programa transaccional. En aquest punt es planteja la introducció d’un 
sistema que s’adeqüi més, pel que apareixen els programes analítics i el concepte OLAP. Després 
de fer un breu estudi de les característiques dels sistemes OLAP es decideix reconduir el rumb 
del projecte cap a aquests sistemes. 
- Estudi sistemes OLAP. En aquesta fase es dur a terme l’aprenentatge dels sistemes OLAP i tots 
els conceptes que comporta. És la tasca que ens ocupa més dies ja que és un àmbit que mai hem 
tractat, és totalment nou per nosaltres i sobretot perquè la informació disponible és bastant 
confusa i a vegades contradictòria. A mesura que s’adquireixen nous coneixements es van 
redactant per poder-los afegir en l’última fase del projecte a la memòria. 
- Aprendre tecnologies. Consisteix a aconseguir els coneixements suficients en les tecnologies 
que haurem d’usar. Aquesta fase es realitza en paral·lel amb les altres i de forma repartida 
durant la durada del projecte.  
- Anàlisi OLTP. A partir dels requisits obtinguts de les reunions s’inicia el procés d’anàlisi de 
l’aplicació que realitzarà la tasca que inicialment sol·licita l’Ajuntament. Aquesta anàlisi conté 
l’explicació de la finalitat de l’aplicació, model conceptual, casos d’ús, esdeveniments de sistema 
i esbossos d’interfície. En finalitzar l’anàlisi ens reunim amb el responsable del Servei Medi 
Ambiental per explicar-ne els resultats. 
- Disseny OLTP.  A partir de l’especificació obtinguda de l’anàlisi OLTP s’inicia el disseny de 
l’aplicació. El disseny conté els diagrames de col·laboració, diagrames de components i 
interfícies. En finalitzar el disseny ens reunim amb el responsable del Servei Medi Ambiental per 
mostrar les interfícies perquè es faci una idea aproximada de com serà l’aplicació.  
- Implementació OLTP. En aquesta part es codifica la solució del problema. Tot i que normalment 
és una fase que requereix bastants dies, en el nostre cas no és així per diversos motius, com per 
exemple, la utilització d’un framework d’alt nivell o d’un disseny que s’ha intentat que sigui al 
més senzill i entenedor possible. 
 - Anàlisi i implementació OLAP.
l’aplicació OLTP, però en aquest cas per OLAP. A partir dels coneixements adquirits en l’estudi 
d’aquests sistemes i de l’aplicació dissenyada s’afegeix la funcionalitat analítica. La 
implementació ens ocupa una bona part de l’espai ja que fem ús d’un llenguatge nou
tenim pràctica. D’aquesta frase se 
l’estructura física pel sistema ROLAP,  implementació dels cubs, processos ETL, visor 
multidimensional i interfícies. 
- Proves i correcció software. 
per futures proves, es millora la codificació i es revisa i s’afegeix documentació en el codi.
- Finalitzar documentació. 
documents per la memòria.
aquesta documentació, escriure els apartats que no s’inclouen en cap de les etapes i finalment 
















 En aquesta fase es realitzen les mateixes etapes que en el cas de 
n’extreu el disseny dels cubs multidimensionals, disseny de 
 
Es realitzen simulacions d’ús de l’aplicació, es creen dades fictícies 
Durant el desenvolupament de totes les etapes es re
 Per tant, en aquesta darrera fase la feina que ens queda és revisar 
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Figura 15.2: Diagrama GANTT 
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15.2. Anàlisi econòmic 
 
A partir de l’anàlisi temporal podem iniciar l’anàlisi econòmic, que ens indicarà quin és el cost econòmic 
del desenvolupament de la nostra aplicació. Per obtenir aquest indicador hem tingut les següents 
consideracions: 
- El hardware informàtic no es compatibilitza, ja que suposem que no es requereix una nova 
inversió perquè ja disposem de tot el material necessari. També comptem que tot el material 
disponible ja està amortitzat i, per tant, tampoc l’hem de tenir en compte.   
- El mateix succeeix amb el software privatiu utilitzat per desenvolupar el projecte. Quant al 
software necessari per executar l’aplicació, tampoc suposa un cost econòmic ja que hem 
utilitzat software OpenSource. 
- La despesa de les etapes d’aprenentatge de tecnologies, d’estudi dels sistemes OLAP i 
finalització de la documentació no es tenen en compte com un cost econòmic. El motiu és 
perquè considerem que no és un cost propi del desenvolupament d’una aplicació, ja que en la 
vida real quan sol·licitem el desenvolupament d’una aplicació no se’n cobra les hores d’estudi 
dels seus empleats. 
 
Així doncs, comptabilitzarem com a despesa econòmica els recursos humans, els quals hem classificat 
per categories. Els cost econòmic de cada categoria s’ha calculat a partir de les tendències salarials dels 
darrers anys12: 
- Cap de projecte: encarregat de realitzar l’estimació i planificació inicial del projecte i el seu 
seguiment,control i requalificació. Cost = 14,40 euros / hora 
- Analista: encarregat  de realitzar l’anàlisi funcional, l’especificació i el disseny de l’aplicació i la 
documentació. Cost = 12,80 euros / hora 
- Programador: encarregat de realitzar la implementació i les proves. Cost = 9,40 euros / hora 
 
 
TASCA DURACIÓ RECURS COST TOTAL 
Reunions inicials 12 dies Cap projectes* 345,60 € 
Anàlisi requisits 14 dies Cap projectes* 806,40 € 
Anàlisi OLTP 15 dies Analista 1.536,00 € 
Disseny OLTP 16 dies Analista 1.638,40 € 
Implementació OLTP 14 dies Programador 1.052,80 € 
Anàlisi i implementació OLAP 10 dies Programador, Analista 717,33 € 
Proves i correcció software 4 dies Programador, Analista 300,80 € 
TOTAL (85 dies): 6.396,53 € 
 
Taula 15.1: Cost econòmic del projecte 
* No comptabilitzem el 100% dels dies per aquestes tasques ja que hi ha dies que són únicament 
requerits per temes del projecte de final de carrera. Per exemple, un projectista no realitzaria 12 dies 
seguits de reunions amb un client, per això comptem que un 25% d’aquests dies són realment reunions 
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La realització d’aquest projecte ens ha aportat nous coneixements i metodologies de treball. Per una 
banda, ens hem introduït en un àmbit bastant desconegut en l’àmbit acadèmic, els sistemes OLAP. Les 
sensacions que ens han donat són positives, tant en l’àmbit professional com en l’acadèmic. En l’àmbit 
professional és una bona sortida, ja que hem observat que és un àmbit molt utilitzat per les entitats 
bancàries i les grans empreses, i sempre és positiu tenir coneixements de com treballen aquest tipus 
d’empreses. En l’àmbit acadèmic ens ha servit a part de per adquirir nous coneixements, per adonar-nos 
que una de les finalitats d’una formació universitària és la de preparar-nos per poder solucionar 
qualsevol problema que ens trobem com a professionals, ja sigui utilitzant les eines que ens han 
proporcionat o buscant alternatives.  
 
A part de l’àmbit teòric també ens ha aportat experiència de com encarar un projecte complex i llarg. Ja 
sigui per necessitat o obligació hem hagut de buscar les millors solucions i camins per conduir el 
desenvolupament del projecte per bon camí. També és una forma de realitzar una primera aproximació 
al món laboral, ja que en aquest es necessita tenir disciplina, seguir uns horaris de treball i sobretot, en 
l’àrea dels analistes informàtics, realitzar una tasca amb una data de finalització preestablerta i 
normalment molt ajustada. Així doncs, per finalitzar aquest projecte hem hagut de ser fidels a un horari 
de treball i tenir en tot moment present una data de finalització.   
 
16.1. Diferències entre la forma de treballar  
 
La forma de treballar actual del Servei Medi Ambiental és la sol·licitud, a les empres privades 
encarregades dels serveis, de les dades per fer-ne el seguiment mensualment. Aquesta informació 
s’envia amb un fitxer excel a través d’un correu electrònic.  Posteriorment, el responsable del Servei 
Medi Ambiental realitza les anàlisis pertinents, de forma manual, de les dades. 
 
El nou sistema modifica la forma d’enviar la informació, que s’introdueix a través d’un portal web i el 
responsable del Servei Medi Ambiental la pot consultar en qualsevol moment. Quant als anàlisis, es 
poden realitzar més ràpidament i fàcilment. Per generar-los només s’ha de sol·licitar al sistema que els 
creï, sense preocupar-se per generar-los manualment com en l’antic sistema. També s’afegeixen les 
característiques que aporten els sistemes OLAP en el tractament de la informació. 
 
16.2. Corba d’aprenentatge 
 
El que ens ha costat més d’aprendre han estat tots els conceptes relacionats amb el sistemes OLAP. La 
metodologia i filosofia de treball d’aquests sistemes varia bastant dels que ja coneixíem. També cal 
afegir que la documentació d’aquest àmbit està molt ofuscada, com per exemple, incoherències del 
mateix concepte entre diferents bibliografies, conceptes que no queden clarament definits, etc. La 
major part de culpa d’aquests problemes apareix perquè existeix una forta tendència d’empreses que 






Quant a les eines per treballar amb aquests sistemes, aquelles que hem pogut provar, és a dir, les Open 
Source, ens han ajudat molt per entendre de forma pràctica tots els conceptes teòrics, i gràcies a 
l’àmplia documentació creada per la comunitat hem pogut resoldre problemes i aclarir dubtes. Després 
de més d’un mes estudiant conceptes teòrics dels sistemes OLAP realment vam fer un gran pas 
endavant amb la posada en pràctica. 
 
Per l’altra banda, la decisió de quin llenguatge utilitzar per crear el prototip ens va suposar una gran 
controvèrsia, ja que cada llenguatge que analitzàvem gaudia d’uns avantatges respecte al llenguatge 
anterior però alhora també tenia desavantatges. Al final vam escollir aquell llenguatge que semblava 
més actual i que la corba d’aprenentatge no fos molt àmplia.  
 
L’aprenentatge per utilitzar el framework Django ens va costar menys del que pensàvem ja que passats 
pocs dies ja érem capaços de realitzar una aplicació amb cert grau de complexitat. Vam quedar 
sorpresos de la qualitat de la documentació i del llibre que vam utilitzar, a on no utilitzaven un 
llenguatge molt tècnic sinó que intentaven usar un llenguatge que pogués entendre qualsevol persona, 
fins i tot per aquell que mai hagués programat. En el moment que ens trobàvem amb problemes o ens 
encallàvem, disposàvem d’una àmplia comunitat de suport i fòrums que ens ajudaven a resoldre el 




La utilització d’un framework que utilitza una metodologia molt estructurada de treball facilita 
l’ampliació dels requeriments que es puguin realitzar durant el període de vida d’una aplicació. És més, 
ens vam trobar amb aquesta situació. En finalitzar l’aplicació vam haver d’afegir un nou requeriment i 
no ens va suposar cap modificació important en el codi i la seva estructura. A més, l’existència d’una 
gran quantitat de mòduls Python ens permet ampliar la funcionalitat d’una aplicació de forma molt 
ràpida. Com ja hem comentat, existeix una gran comunitat d’usuaris al darrere de Python i Django, la 
qual cosa afavoreix la contínua evolució i millores d’aquestes eines. 
 
Quant als sistemes OLAP, la dificultat d’introduir un nou requeriment depèn molt de quin sigui aquest 
requeriment i de com estigui implementat el sistema OLAP. Per exemple, en el nostre cas com que hem 
usat un esquema en estrella per modelitzar les estructures multidimensionals podríem ampliar sense 
gaires dificultats el número de dimensions o modificar-les. Tot i que normalment en aquests sistemes la 
introducció de nous requeriments és més escassa, ja que són sistemes bastant grans i complexes que es 
desenvolupen durant un llarg període de temps i la seva modificació acostuma a produir-se quan es 
requereix un canvi gran.    
 
16.4. Diferències disseny i implementació OLTP i OLAP     
        
Extreure una conclusió general i clara de la diferència entre el disseny i implementació d’un sistema 
OLTP i un OLAP és una tasca que és difícil de realitzar amb la nostra experiència actual. Per realitzar una 
anàlisi fiable de les diferències hauríem de realitzat varis dissenys i implementacions OLAP i OLTP per 




          
Els dos sistemes parteixen d’uns requeriments inicials, a partir dels quals s’inicia l’anàlisi i posteriorment 
el disseny. Tot i que en el nostre cas l’anàlisi ens ha servit pels dos sistemes. Quant al disseny del 
sistema OLTP podríem dir que és més extens que el del sistema OLAP. En aquest darrer és requereix 
dissenyar les estructures multidimensionals i els processos ETL, mentre que en l’OLTP es requereixen 
més passos, tals com dissenyar els diagrames de col·laboració, els diagrames de components o les 
interfícies. 
 
En cap moment hem parlat de dificultat, en tot moment hem fet referència a extensió. No és pot afirmar 
que un disseny d’un sistema sigui més difícil que el de l’altre, ja que dependrà totalment dels requisits 
inicials. Com a opinió personal, creiem que el disseny d’un sistema OLTP és més complexa que en un 
sistema OLAP amb requisits similars. En un sistema OLTP hi ha més factors a tenir en compte, apart que 
avarca més àrees. 
 
Quant a la implementació, en un sistema OLTP existeixen moltes eines i possibilitats, els llenguatges de 
programació evolucionen i n’apareixen de nous freqüentment. En un sistema OLAP, un cop escollit el 
tipus (ROLAP, MOLAP, HOLAP, etc.) la implementació és molt semblant, i tot i que existeixen bastantes 
eines el funcionament és molt igual. En canvi, si parlem de suport ens hem de decantar cap als sistemes 
OLTP. Com que són molt més coneguts i usats existeix una gran varietat d’alternatives i més gent 
especialitzada per oferir suport. Els sistemes OLAP no estan tant estesos i la majoria s’utilitzen en grans 




A. Apèndix I: Manual d’instal·lació 
 
L’objectiu d’aquest apartat és instal·lar i configurar l’aplicació desenvolupada en el projecte a partir dels 
fitxers continguts en el suport digital adjuntat. Tot i que no s’entrarà en un nivell molt tècnic 
s’intentaran explicar aquells passos més importants, amb l’objectiu que ho pugui realitzar qualsevol 
tipus d’usuari.   
L’aplicació ha estat desenvolupada utilitzant com a sistema operatiu Linux, concretament amb la 
distribució Ubuntu 10.04, per tant, els procediments que explicarem són per aquest sistema operatiu. 
Tot i això, gràcies a què ens hem decantat per utilitzar llenguatges multiplataforma es podria realitzar 
sobre casi qualsevol sistema operatiu.  
El manual es divideix en dues parts, la primera referent a la instal·lació i configuració del framework 
Django i el gestor de base de dades Mysql, i la segona dedicada al sistema OLAP, és a dir, el servidor 
d’aplicacions Tomcat i el motor OLAP Mondrian. Pel que fa a la instal·lació en el cantó del client no es 





Executem les següents comandes des d’un terminal, amb permisos d’administrador: 
 
1. Instal·lem el servidor: 
 
apt-get install mysql-server 
2. Instal·lem el client: 
 
apt-get install mysql-client 
3. Opcionalment, podem instal·lar una aplicació amb entorn gràfic per gestionar el servidor (mysql 
administrator) i per interactuar amb les bases de dades (mysql query browser). Tot està integrat 
en un únic paquet: 
 
apt-get install mysql-admin 
 
Durant el procés d’instal·lació del servidor Mysql ens demana que creem una contrasenya per l’usuari 
root, en el cas que necessitem canviar-la, posteriorment ho podem fer amb la següent comanda: 
sudo /usr/bin/mysqladmin -u root password novacontrasenya 
 






El primer que hem de fer és comprovar si la distribució de Linux que utilitzem disposa de Python; en el 
nostre cas l’Ubuntu ja ho porta per defecte. Amb aquest únic requeriment complert ja podem començar 
el procés d’instal·lació del framework Django: 
 
1. Descarreguem de la web oficial (http://www.djangoproject.com) els fitxers de Django. També 
els podem trobar al CD adjunt al projecte, concretament a la carpeta INSTAL·LADORS.  
Nota: utilitzarem la versió 1.1 tot i que existeixi una nova versió. El motiu és perquè durant el 
desenvolupament del projecte aquesta darrera versió no existia i es va usar la 1.1. Tot i que 
teòricament no hi haurien d’haver incompatibilitats entre les dues versions, existeix la 
possibilitat que alguna funció s’hagi eliminat o modificat. Per aquest motiu és millor treballar 
amb la versió 1.1. 
2. Descomprimim el contingut del fitxer obtingut: 
 
tar xzvf Django-VERSIO.tar.gz 
3. Accedim al directori on hem descomprimit el fitxer i procedim a la instal·lació: 
 
sudo python setup.py install 
 
Fins aquí el procediment per instal·lar Django. Com podem veure és una tasca molt senzilla. 
 
També hem d’instal·lar les llibreries per generar i llegir fitxers excel. Seguim els següents passos: 
1. Descarreguem de la web oficial (http://pypi.python.org/pypi/xlrd i 
http://pypi.python.org/pypi/xlwt ) les llibreries xlrd i xlwt, respectivament. També les podem 
trobar al CD, concretament a la carpeta INSTAL·LADORS.  
2. Descomprimim els fitxers obtinguts, ens situem a la nova carpeta i executem la següent 
comanda: 
 
python setup.py install 
 
 
A.2.2. Creació i població de la base de dades 
 
Creem la base de dades que utilitzarà l’aplicació i la poblem a partir d’un script que conté totes les 
sentències SQL necessàries. El fitxer s’anomena “sisma.sql” i el podem trobar al CD, a la carpeta BD. El 
nom de la base de dades que es crearà per defecte és “sisma”, en el cas que es necessités canviar 




1. Executem la següent comanda des d’un terminal. Recordem que hem configurat la contrasenya 
“root” per l’usuari root: 
 
mysql –h localhost –u root –p < sisma.sql 
 
Quan finalitzi l’execució d’aquesta comanda disposarem de la base de dades “sisma” creada i totes les 
taules necessàries per executar la nostra aplicació.  
 
A.2.3. Configuració i iniciació 
 
A continuació, mostrem els passos necessaris per iniciar l’aplicació: 
1. Copiem la carpeta “sisma” que trobarem a la carpeta CODIFONT del CD a la ubicació que 
desitgem del nostre sistema. 
2. Accedim a la carpeta “sisma” i revisem les variables que podrien variar: 
 
DATABASE_ENGINE = 'mysql'   Indica el servidor de base de dades utilitzat. 
DATABASE_NAME = 'sisma'   Indica el nom de la base de dades que hem creat.              
DATABASE_USER = 'root'      Usuari per connectar-se al servidor de BD.  
DATABASE_PASSWORD = 'root'  Contrasenya per connectar-se al servidor de BD.          
DATABASE_HOST = ''   Ubicació del servidor. Per defecte és “localhost”.            
DATABASE_PORT = ''   Port de connexió al servidor. Per defecte és el 3306. 
 
3. Instal·lem les llibreries Python necessàries per connectar amb el servidor Mysql. En el cas que 
s’hagi canviat la variable DATABASE_ENGINE s’haurà d’instal·lar el connector corresponent. 
Executem la següent comanda amb un usuari administrador (o bé incloent “sudo” al davant de 
la comanda): 
 
apt-get install python-mysqldb 
4. Ens situem a la carpeta “sisma” des d’un terminal i iniciem l’aplicació executant la següent 
comanda:  
 
sudo python manage.py runserver 80 
Nota: Observem que utilitzem “sudo”, el motiu és que per iniciar un servidor al port 80 es 
necessiten certs permisos. En el cas que no introduíssim el 80 no hauríem d’utilitzar el “sudo”, 
però hauríem de realitzar alguna petita modificació al fitxer settings.py 
 
5. Si l’anterior comanda ens retorna “Validating models... 0 errors found” és que l’aplicació s’ha 
iniciat correctament. Ara ja podem accedir-hi a través de qualsevol navegador web introduint la 
següent adreça: 
http://localhost  pels usuaris*   
http://localhost/admin per l’administrador (usuari: pfc, contrasenya: pfc) 
201 
 
*La població de la base de dades crea dades d’exemple per poder provar l’aplicació. Entre aquestes 
dades es troben els usuaris i contrasenyes necessaris per accedir-hi. La següent taula mostra quins 
serveis en període s’han creat i quins usuaris tenen permís per accedir-hi. 
 
USUARI CONTRASENYA SERVEI EN PERÍODE 
usuari1 123456 Porta a Porta i Transport Públic 






El Tomcat és una aplicació escrita amb Java, per tant, necessita una màquina virtual Java per funcionar. 
Les distribucions Ubuntu no la porten instal·lada, per això és necessari que ho fem manualment. Un 
altre inconvenient apareix en la nova versió d’Ubuntu, la 10.04, que no contempla en els repositoris 
d’instal·lació els paquets Java. Així doncs, hem de realitzar alguns passos extra: 
1. Afegim un nou repositori: 
 
sudo add-apt-repository “deb http://archive.canonical.com/ lucid partner” 
2. Actualitzem la caché del sistema: 
 
sudo apt-get update 
 
3. Instal·lem la versió JDK: 
 





Aquesta és la part necessària per fer funcionar el motor d’OLAP. El primer que necessitem és un servidor 
d’aplicacions per poder utilitzar Mondrian (motor OLAP): 
1. Descarreguem de la web oficial (http://tomcat.apache.org/) la versió 6 de l’aplicació Tomcat. 
També la podem trobar al CD, concretament a la carpeta INSTAL·LADORS.  
2. Descomprimim el contingut del fitxer obtingut: 
tar xzvf apache-tomcat-VERSIÓ.tar.gz 






1. Descarreguem de la web oficial (http://mondrian.pentaho.org/) l’aplicació Mondrian. També la 
podem trobar al CD, concretament a la carpeta INSTAL·LADORS.  




*TOMCAT_HOME correspon al directori a on hem descomprimit el Tomcat. 
3. Per procedir a la instal·lació necessitem iniciar el servidor Tomcat, el qual s’encarregarà 
automàticament d’instal·lar la nova aplicació WAR. Accedim a TOMCAT_HOME/bin i executem 




Ara si revisem el contingut de la carpeta TOMCAT_HOME/webapps veurem que apareix una nova 





1. Descarreguem de la web oficial (http://sourceforge.net/projects/jpivot/) l’aplicació JPivot. 
També la podem trobar al CD, concretament a la carpeta INSTAL·LADORS.  
2. Obrim el fitxer obtingut i copiem el fitxer “jpivot.war” a la següent carpeta: 
 
TOMCAT_HOME/webapps  




Existeixen altres formes per dur a terme la instal·lació d’una aplicació WAR, tals com 









El primer que hem de realitzar és la creació de la base de dades que conté les estructures necessàries 
per utilitzar els cubs multidimensionals. Utilitzarem un script, anomenat “olap.sql”, que conté totes les 
sentències SQL necessàries i el podem trobar al CD, a la carpeta BD. 
 
1. Executem la següent comanda des d’un terminal. Recordem que hem configurat la contrasenya 
“root” per l’usuari root: 
 
mysql –h localhost –u root –p < olap.sql 
 
 En la població de la base de dades es crea un usuari per defecte per accedir al JPivot. Les dades 
són:  usuari = pfc , contrasenya = pfc. 
A continuació, configurem el Tomcat i el JPivot perquè interactuï amb la base de dades que hem creat: 
 
1. Descarreguem de la web oficial (http://dev.mysql.com/downloads/connector/j/) el connector 
JDBC de Java per connectar amb bases de dades Mysql. També el podem trobar al CD adjunt al 
projecte, concretament a la carpeta INSTAL·LADORS. 
2. Copiem el fitxer a la carpeta TOMCAT_HOME/lib/ i a la carpeta 
TOMCAT_HOME/webapps/jpivot/web-inf/lib/ 
3. Obrim el fitxer TOMCAT_HOME/conf/context.xml i afegim les següents línies entre l’etiqueta 
Context: 
 
<Resource name="jdbc/olap" auth="Container" type="javax.sql.DataSource" 
maxActive="100" maxIdle="30" maxWait="10000" username="root" password="root" 
driverClassName="com.mysql.jdbc.Driver" url="jdbc:mysql://localhost:3306/olap"/> 
 
Aquests són els paràmetres de connexió al servidor Mysql i a la base de dades anomenada 
“olap” que hem creat anteriorment.  
4. Obrim el fitxer TOMCAT_HOME/webapps/jpivot/web-inf/web.xml i afegim les següents línies 
abans del tancament de l’etiqueta web-app (</web-app>): 
 
<resource-ref> 
    <description>DB Connection</description> 
    <res-ref-name>jdbc/olap</res-ref-name> 
    <res-type>javax.sql.DataSource</res-type> 
    <res-auth>Container</res-auth> 
  </resource-ref> 
 
Aquestes línies utilitzen la informació del punt 3 per crear un recurs fàcilment accessible per 
qualsevol JSP per accedir a una base de dades. 




6. Copiem la carpeta “sisma” del directori OLAP del CD a la següent ruta: 
 
TOMCAT_HOME/webapps/jpivot/ 
7. Copiem el contingut de la carpeta “jpivot” del directori OLAP del CD a la següent ruta: 
 
TOMCAT_HOME/webapps/jpivot/ 
8. Ara ja podem accedir a l’aplicació través de qualsevol navegador web introduint la següent 
adreça:  









1. Descarreguem de la web oficial (http://kettle.pentaho.org/) l’aplicació Kettle. També el podem 
trobar al CD, concretament a la carpeta INSTAL·LADORS. 
2. Descomprimim el contingut del fitxer obtingut: 
 
tar xzvf pdi-ce-VERSIO.tar.gz 
 
Podem iniciar les aplicacions de Kettle executant les següents comandes des del directori 
KETTLE_HOME: 
 ./spoon.sh o ./pan.sh o /kitchen.sh 
Per configurar els cronjobs pels jobs de Kettle podem seguir els passos explicats a l’apartat ETL del tema 
“Disseny i implementació d’estructures multidimensionals”. Els fitxers necessaris els podem trobar a la 
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