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Práce provádí základní analýzu historických a sou£asných algoritm· pro animaci kou°e.
Dále jsou popsány moderní p°ístupy k zobrazování volumetrických dat. Na základ¥ této
analýzy jsou vybrány algoritmy pouºité p°i implementaci realistické animace kou°e. Tyto
algoritmy jsou podrobn¥ji popsány a jsou zd·razn¥ny jejich d·leºité vlastnosti vzhledem k
zam¥°ení práce. Dále je podrobn¥ popsána implementace t¥chto algoritm· a je provedeno
m¥°ení výkonnosti. V záv¥ru je zhodnocen dosavadní vývoj práce a jsou nastín¥na dal²í
moºná pokra£ování projektu.
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nement,
semi-Lagrangeovské metody, volume rendering, ray tracing, texture mapping, OpenGL,
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Abstract
This work makes basic analysis of historical and current algorithms for smoke animation.
Modern approaches to rendering volumetric data are briey described. We choose algorithms
for implementation on basis of this analysis. These algorithms are described in detail and we
make emphasis on their important properties according to dedication of this work. Detailed
description of implementation follows along with performance measurement. Conclusion
evaluates results of work and proposes possible extensions.
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Zadání:
1. Prostudujte a popi²te existující algoritmy animovaného zobrazování kou°e.
2. Prostudujte algoritmy zobrazování objemových dat vhodné pro zobrazování kou°e.
3. Vyberte, analyzujte a popi²te algoritmus vhodný pro vytvá°ení realistických animací kou°e.
4. Implementujte vybraný algoritmus.
5. Demonstrujte funk£nost implementovaného algoritmu na n¥kolika p°íkladech animace kou°e.
6. Zhodno´te dosaºené výsledky a navrhn¥te moºnosti pokra£ování projektu.
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Kou° pat°í mezi jedny z nejzajímav¥j²ích p°írodních jev·, které m·ºeme sledovat. Existuje
v mnoha formách (oblaka, kou° z ohn¥, mlha atd.), které mohou lidé pozorovat v b¥ºném
ºivot¥.
Z historického hlediska je kou° fenoméném, který byl mnohdy spojován s nadp°irozenými
jevy a postavami (duchové bývají n¥kdy popisování jako ºivý kou°, transformace Dºina
z Aladinovy lampy do jeho lidské podoby je také prezentována pomocí kou°e). V dne²ní
dob¥ je kou° spojován s mnoha (v¥t²inou negativními) jevy, jako je nap°íklad smog nebo
cigaretový kou°.
Kou° jako p°írodní jev podléhá mnoha fyzikálním zákon·m a lze jej povaºovat za velice
komplexní jev.
Z hlediska po£íta£ové graky je tedy pot°eba chápat, ºe tvorba kvalitní simulace kou°e je
vºdy balancováním na hran¥ mezi dostupným po£íta£ovým výkonem a vizuální kvalitou
výsledného obrazu. Kvalita animace je klí£ová, protoºe (jak je uvedeno vý²e) £lov¥k se s
kou°em b¥ºn¥ setkává a dokáºe velice citliv¥ reagovat i na drobné nesrovnalosti ve výsled-
ném obrazu - nicmén¥ úrove¬ kvality, pot°ebnou pro dobrý subjektivní vjem £lov¥ka, lze
povaºovat za konstantní. Naproti tomu se výkon hardwaru (jak CPU, tak GPU) neustále
zvy²uje a nabízí nejen vy²²í rychlost fyzikální simulace (CPU), ale také rychlej²í a snadn¥j²í
cestu k zobrazení výsledk· simulace (GPU). Tímto se nám otevírá cesta k moderním algo-
ritm·m a metodám pro jejich zlep²ení.
Úkolem této diplomové práce bylo prozkoumat historické a moderní metody animace kou°e a
zvolit metodu vhodnou pro implementaci (samoz°ejm¥ dostate£n¥ vizuáln¥ kvalitní). Dal²ím
úkolem bylo prozkoumat sou£asné metody zobrazování volumetrických dat a zvolit metodu
vhodnou pro zobrazení dat získaných p°edchozím algoritmem. Hlavním cílem práce byla
implementace tohoto algoritmu, experimentování s ním a výsledná analýza a prezentace
výsledk·.
V kapitole 2 Animace kou°e budou rozebrány historické metody pro simulaci a zobrazení
kou°e a bude zhodnocen jejich význam a vliv na moderní metody. Ty budou následovat
a budou hodnoceny jejich d·leºité vlastností zvlá²t¥ s ohledem na rychlost simulace a na
výslednou kvalitu obrazu. Popis v této kapitole bude obecný a m¥l by £tená°e intuitivn¥
seznámit s problematikou.
Úkolem kapitoly 3 Zobrazení objemových dat bude zhodnocení sou£asných algoritm· pro
zobrazení objemových dat (nebudeme se zabývat historickými metodami). Zde bude op¥t
kladen d·raz na porovnání z hlediska vizuální kvality a výkonu. D·leºitým faktorem také
bude obtíºnost implementace a moºnost vyuºití schopností moderních akcelera£ních karet.
Budou rozebrány základní pricnipy t¥chto metod (k detail·m dosp¥jeme aº v dal²ích kapi-
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tolách).
V kapitole 4 Analýza dojde k shrnutí poznátk· z obou p°edchozích kapitol a k výb¥ru ne-
jvhodn¥j²í metody animace a zobrazení. Dále bude proveden výb¥r nejvhodn¥j²í gracké
knihovny. V této kapitole se jiº dostaneme k matematickému popisu simulace a nástinu jeho
°e²ení pomocí po£íta£e (které bude podrobn¥ rozebráno v následující kapitole).
V nejobsáhlej²í kapitole 5 Návrh a implementace bude detailn¥ popsán p°echod od matemat-
ického modelu k simula£nímu (výpo£etnímu) modelu a výsledné aplikaci. To bude zahrnovat
UML diagram pouºitých t°íd (a popis rozhraní pro pouºití v jiných aplikacích) a zhodno-
cení jednotlivých t°íd a jejich úloh v simulaci. Zvlá²tní úsilí bude v¥nováno popisu procesu
diskretizace a výpo£tu jednotlivých fyzikálních jev· (jako nap°íklad advekce). Text budou
dopl¬ovat hojn¥ pouºité obrázky (z velké £ásti vytvo°ené pomocí vyvinuté aplikace) a také
£ásti kódu (nebo pseudokódu).
V kapitole 6 Výkon bude prezentována výkonnostní analýza vzniklé aplikace. Zvlá²tní d·raz
bude kladen na analýzu trvání jednotlivých podkrok· simulace. Dojde k porovnání rychlosti
simulace se simulacemi v jiných £láncích.
V kapitole 7 Záv¥r bude práce hodnocena jako celek a dojde k sumarizaci dosaºených
výsledk·. Zhodnotím usílí, které bylo vyvinuto p°i tvorb¥ aplikace a provedu nástin moºných
roz²í°ení £i vylep²ení práce.
V rámci semestrálního projektu byly nastudovány vý²e uvedené metody a byla provedena
jejich analýza. Na základ¥ této analýzy byly vybrány metody a algoritmy pro simulaci a
zobrazení realistických kou°ových efekt·. Diplomová práce na tyto výsledky navazuje imple-
mentací vybraných metod a jejich detailním popisem. Dále byla provedena analýza vyvinuté




V této kapitole blíºe prozkoumáme historické p°ístupy k animaci kou°e, osv¥tlíme jejich
výhody a nevýhody a ujasníme si jejich vliv na moderní metody animace kou°e. V druhé
£ásti se budeme v¥novat sou£asným, nejmodern¥j²ím, metodám simulace kou°e. Popis bude
spí²e obecný a intuitivní - p°esn¥j²ímu popis se budu v¥novat aº v kapitole 4 Analýza.
2.1 Historické metody animace kou°e
Z historického hlediska byla animace kou°e nejpravd¥podobn¥ji pouºita poprvé v po£íta£-
ových hrách. Tyto první pokusy byly animovány £ist¥ rukou animátora a nebyl pouºit ab-
solutn¥ ºádný fyzikální model. Z t¥chto d·vodu m·ºeme tento druh animace povaºovat
za úpln¥ základní. Rychlost animace je v tomto p°ípad¥ závislá na rychlosti zobrazování
jednoduchých textur (která je v dne²ní dob¥ tém¥° zanedbatelná). Kvalita obrazu je siln¥
závislá na zru£nosti graka/animátora, ale dosaºení alespo¬ trochu realistického vzhledu je
touto formou vpodstat¥ nemoºné.
Na obrázku 2.1 si m·ºeme prohlédnout takovéto kou°ové efekty z legendární hry Golden
Axe.
Obrázek 2.1: Ukázky kou°ových efekt· ze hry Golden Axe (1989).
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2.1.1 Procedurální generování kou°e s vyuºitím textur
Pod tuto sekci bych cht¥l zahrnout metody, které sice pouºívají základních princip· £ástic-
ových metod, ale na tak jednoduché úrovni, ºe jsem cítil pot°ebu je odd¥lit od ostatních.
Zde je nosným prvkem animace textura kou°e (vytvo°ená grakem, p°ípadn¥ generovaná),
která je potom v r·zných variacích (roztahování, rotování) umís´ována do scény tak, aby
vznikl dojem kou°e. Z fyzikálního hlediska se v¥t²inou p°edpokládá pouze fakt, ºe se kou° s
postupem rozptyluje - textury se roztahují a zvy²uje se jejich pr·hlednost. Na obrázku 2.2
m·ºeme vid¥t ve st°edu na pravo °adu oblá£k· (vzniklých pr·letem rakety) - jedná se ve
v²ech p°ípadech o stejnou texturu, která rotuje a s £asem se zv¥t²uje a stáva se pr·hled-
n¥j²í aº do úplného zmizení, coº je klasickým p°ípadem, který reprezentuje tyto jednoduché
metody.
Tyto metody p°edpokládají renderování, které podporuje alpha blending (vykreslování
Obrázek 2.2: Ukázky kou°ových efekt· ze hry Quake 3 (1999).
pr·hledných útvar·). Zárove¬ je velice vhodné pokud máme jednoduché prost°edky pro
operace nad texturou (roztaºení, translace, rotace, zm¥na alpha kanálu). Rychlost metody
tedy závisí na tom do jaké míry jsou tyto záleºitosti podporovány grackým HW (v dne²ní
dob¥ standart). Tento zp·sob animace je o dost blíºe k reálnému obrazu kou°e, neº p°ed-
chozí skupina metod. Kvalita je v²ak dostate£ná pouze v po£íta£ových hrách, kde je rychlost




ásticové systémy nabízejí bohaté moºnosti pro simulaci mnoha rozli£ných fyzikálních jev·
mezi které pat°í i kou°.
ásticový systém je tvo°en emitorem, který podle jeho vlastností vysílá (emituje) do pro-
st°edí autonomní £ástice, které potom v systému gurují. Kaºdá £ástice nese informaci o
svých vlastnostech. Ty se mohou li²it podle konkrétní aplikace £ásticového systému, ale v
zásad¥ vºdy musí být známa alespo¬ poloha a rychlost. Dal²í charakteristickou vlastností
£ástic je ºivotnost - £ástice po ur£itém £ase ze systému zmizí. V kaºdém výpo£etním kroku
tedy emitor vytvo°í nové £ástice (p°i°adí jim po£áte£ní sadu vlastností), n¥které £ástice
zaniknou a pro zbytek £ástic se vypo£ítá jejich dal²í stav. V po£íta£ové grace také dojde k
vykreslení (které v²ak není zcela povinné v kaºdém kroku).
Z hlediska simulace kou°e se £ásticím p°idává °ada vlastností, které odpovídají realným
vlastnostem £áste£ek kou°e. Mezi tyto pat°í zejména barva, velikost, pr·hlednost, vznosná
síla (dalo by se °íct hustota). ástice jsou op¥t prezentovány texturami (ale v porovnání s
p°edchozí metodou men²ími). Systém jako takový m·ºe disponovat atmosferickými vlast-
nostmi, které jsou zajímavé z hlediska kou°e, jako je nap°íklad vítr.
P°íklad £ásticového kou°e je na obrázku 2.3. Lze pozorovat, ºe kvalita uº je pom¥rn¥ dobrá.
Nicmén¥ po°ád trpí ur£itými nedostatky, které jsou z°etelné - kou° se jakoby zakusuje do
objekt· a p·sobí podivným jednolitým dojmem.
ásticové metody uº jsou náro£n¥j²í na výpo£etní výkon (jak CPU, tak gracké karty) a
Obrázek 2.3: Ukázka £ásticového kou°e vytvo°eného pomocí systému Orbiter [9].
p°edstavují sou£asné maximum, které se dá pouºít p°i real-timovém pouºití animace kou°e
pro v¥t²í scény. Nejd·leºit¥j²ím faktorem ovliv¬ujícím výkon, ale také kvalitu obraz, je
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po£et £ástic v systému. Kvalita obrazu je výborná (zéjmená statické obrazy), nicmén¥ ob-
sahuje n¥které zásadní nedostatky. Mezi n¥ pat°í zejména absence reakce na pohyb p°edm¥t·
kou°em, kou° nevytvá°í zcela obvyklé turbulentní jevy, a proto zejména p°i animaci kou°e
po n¥kolika okamºicích £lov¥k pozná, ºe se nejedná o reálný kou°.
Za výhodu oproti modern¥j²ím metodám se dá povaºovat rychlost a také fakt, ºe efekt není
teoreticky prostorov¥ omezen (tak jako tomu je u moderních metod, viz vý²e).
2.2 Moderní metody animace kou°e
Pojmem moderní metody budu nazývat metody, které p°ímo simulují dynamické toky v
kou°i. První pokusy s touto problematikou vznikly v roce 1984 (Kajiya [8]), ale po£íta£ový
výkon v té dob¥ neumoº¬oval produkovat prezentovatelné výsledky. Pokra£ování ve vývoji
této metody (co se tý£e hlavn¥ zobrazování) p°i²lo aº v roce 1996 (Foster a Metaxas [6, 7]).
Mezitím do²lo k vývoji v numerické simulaci tok· v tekutinách. Metody po£íta£ové graky
ze studií tok· v tekutinách £erpají, ale z d·vod· rychlosti zobrazení provádí v t¥chto p°ís-
tupech r·zné úpravy.
Obecn¥ se pro tento typ simulace vyuºívá p°ímo rovnic pro popis dynamických tok· v
tekutinách. Analytické °e²ení t¥chto sloºitých integrál· je nemoºné a tak se pouºívá dis-
kretizace prostoru a numerického °e²ení t¥chto rovnic. Po£íta£ová graka (oproti p°esné
simulaci tok·) pouºívá hrub²ího d¥lení prostoru a p°edpokládá jisté vlastnosti tekutiny (v
závislosti na konkrétní aplikace), které pomáhají zjednodu²it rovnice a tím zrychlit jejich
numerické °e²ení.
2.2.1 Fyzikální model
Fyzikální model tedy denuje prostorovou m°íºku, ve které jsou v kaºdé diskrétní jednotce
denovány vlastnosti. V p°ípad¥ kou°e to je tedy zejména hustota a rychlost. Dal²ím velmi
vhodným parametrem je teplota, která nám umoºní p°ímo fyzikáln¥ simulovat s ní spo-
jené jevy. Na obrázku 2.4 vidíme znázorn¥ní diskretizace prostoru a denování vlastností
(rychlost v p°ípad¥ na²í implementace ale není denována na st¥nách voxelu, ale taktéº v
jeho st°edu).
Zm¥na stavu v kaºdém výpo£etním kroku tedy znamená provedení numerického vy-
po£tení rovnic za ú£elem získání nového stavu vlastností v celé m°íºce.
Existuje n¥kolik p°ístup· jak °e²it tyto rovnice. V zásad¥ lze pouºít implicitní nebo explicitní
°e²ení rovnic. Explicitní °e²ení je jednodu²²í, ale mén¥ p°esné. V úvahu je také pot°eba vzít
°ád integrace, kterým se dá zvý²it p°esnost, ale také sníºit rychlost výpo£tu. Dal²í moºnou
alternativou k °e²ení jsou celulární automaty (pouºito nap°íklad v [3]). Hlavním výstupním
parametrem voxelu pro zobrazení bude tedy hustota (ale lze uvaºovat i o teplot¥). Samotné
zobrazování takto generovaných volumetrických dat bude probráno v dal²í kapitole. Pro
ukázku výstupu jsem tentokrát zvolil 2D obraz, protoºe v n¥m lze lépe pozorovat turbu-
lentní jevy, které se takto dají simulovat. Na sekvenci obrázk· 2.5 [10] tedy vidíme, jak
probíhá simulace s pouºitím moderních metod.
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Obrázek 2.4: Ukázka diskretizace prostoru a denice vlastností jednotlivých voxel·.
Obrázek 2.5: Pr·b¥h simulace dynamických tok· ve 2D.
2.2.2 Metody pro vylep²ení vizuální kvality
Kv·li zrychlení výpo£t· existuje v této oblasti logická tendence ke sniºování po£tu voxel· v
m°íºce. Tím ov²em simulace ztrácí na kvalit¥ a roste vliv numerického rozptýlení n¥kterých
lokálních detail·, které jsou velice d·leºité pro kvalitní a realistickou animaci kou°e. Mezi
tyto detaily pat°í zejména malé (lokální) turbulence, které jsou základním kamenem toho,
aby kou° skute£n¥ vypadal jako ºivý.
e²ení se nabízí hned n¥kolik. Asi nejjednodu²²ím je zjemnit m°íºku tak, ºe by se nepro-
jevily negativní vlivy numerického rozptýlení. Toto °e²ení je v rozporu s na²imi rychlostními
poºadavky, a proto se jím nebudeme zabývat. Problém se ztrátou lokálních turbulencí se
v²ak dá vyre²it i na relativn¥ hrubých m°íºkách. Hlavní ideou je vracet energii ztracenou
rozptýlením zpátky do modelu. Jednou cestou je náhodné generování t¥chto turbulencí, coº
v²ak m·ºe mít za následek vizuáln¥ nekorektn¥ vypadající turbulence. Kv·li tomu byl vyv-
inut algoritmus vorticity connement, který je popsán v [13]. Algoritmus dokáºe rozpoznat
místa, kde se vlivem rozptýlení ztratily d·leºité lokální detaily.
Na obrázku 2.6 m·ºeme pozorovat velice výrazný rozdíl v kvalit¥ výsledného obrazu, který
je zp·soben vyuºitím metody Vorticity Connement.
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Zobrazování volumetrických dat je z historického hlediska velice náro£ná (jak výpo£etn¥,
tak implementa£n¥) technika. Hlavním smyslem je projekce trojrozm¥rných dat na dvo-
jrozm¥rnou vykreslovací plochu. Náro£nost spo£ívá p°edev²ím ve velkém objemu dat a v ne
zcela triviální transformaci objemových dat na dvojrozm¥rná výstupní data.
Existuje mnoho r·zných p°ístup· k vykreslování objemových dat, které se li²í náro£ností im-
plementace, výkonem a vizuální kvalitou. Bylo vyvinuto také mnoho metod pro optimalizaci
vykreslování objemových dat, ale vzhledem k faktu, ºe je dnes lehce dostupná hardwarová
podpora a ºe volume rendering není hlavním bodem této práce, se t¥mito technikami nebudu
zabývat.
3.1 Ray-casting
Ray-casting je intuitivní metodou jak zobrazovat volumetrická data. V²echny ostatní metody
fungují vpodstat¥ na stejném principu, ale výsledku dosahují jinou cestou.
Tak jako v b¥ºném ray-castingu se i zde promítají do scény paprsky, které vycházejí z
kamery, procházejí promítací rovinou a protínají zobrazovaný prostor. Na rozdíl od obvyk-
lého ray-castingu se ov²em pravideln¥ vzorkuje (tri-lineární interpolací) procházený objem, u
kaºdého takové vzorku se spo£ítá normála, provede se stínování vzork· (shading) a nakonec
se postupn¥ odzadu vzorky míchají (blending) za pomocí hodnoty alpha aº vznikne barva
jednoho pixelu na promítací rovin¥. V²echny tyto kroky jsou zobrazeny na obrázku 3.1 [1].
Toto zpracování je velice náro£né na výkon (zejména interpolace a shading), a proto je velmi
vhodné pokud jsou alespo¬ n¥které operace podporovány hardwarov¥.
Obrázek 3.1: Postupné kroky Volume Ray castingu.
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3.2 Texture mapping
Texture mapping je metoda, která vyuºívá schopností nových grackých karet. Moderní
gracké karty podporují 3D textury. D·leºitou schopností (z hlediska vykreslování volumet-
rických dat) je provád¥ní °ez· skrze 3D texturu a automatická (a hlavn¥ HW podporovaná
tri-lineární interpolace takto vzniklých 2D textur). Hlavní ideou je roz°ezání 3D textury na
plátky, které svou normálou sm¥°ují ke kame°e a postupné vykreslení t¥chto plátku odzadu
za pomocí alpha blendingu. Oproti ray-castingu tedy odpada výpo£et normály a shading
(coº se projeví hor²í kvalitou), ale za to je tahle metoda rychlej²í a mnohem jednodu²²í
na implementaci. Tato metoda trpí artefakty zp·sobeným nakrájením textury, ale tyto
nep·sobí p°íli² ru²iv¥.
Na obrázku 3.2 je znázorn¥n základní princip Texture mappingu a na obrázku 3.3 lze vid¥t
výsledky této metody (i se zmi¬ovanými artefakty) [2].
Obrázek 3.2: Demonstrace principu Texture mappingu.
3.3 Fotonové mapa
V [4] je pouºit speciální renderer, který vyuºívá techniky fotonové mapy.
Fotonová mapa je technika vyvinutá Henrikem Wann Jensenem (spoluautor [4]), která se
pouºívá pro zobrazení pr·hledných objekt·, jako je nap°íklad voda, sklo, pára (a samoz°ejm¥
také kou°).
Hlavní my²lenkou metody je vyslání ur£itého mnoºství foton· (ze sv¥telného zdroje) do
scény. Pro v²echny tyto fotony se po£ítá jejich interakce s objekty (odraz, lom, pohlcení
apod.) a kaºdá tato interakce se uloºí do struktury, která se nazývá fotonová mapa. V této
struktu°e je uloºeno místo dopadu fotonu, jeho p·vodní sm¥r a energie.
Kaºdý foton m·ºe po n¥kterých interakcích dále pokra£ovat scénou (se zmen²enou energií
a zm¥n¥ným sm¥rem) a p°ispívat tak dal²ími záznamy do fotonové mapy. Tímto zp·sobem
vzniklá struktura je potom pozd¥ji pouºita pro výpo£et odlesk· ve scén¥.
V na²em p°ípad¥ je potom na kou°i patrné odkud na n¥j dopadá sv¥tlo. Je moºné takto také
kontrolovat míru pr·chodu sv¥tla kou°em  nastavením fyzikální veli£iny zvané albedo (v
na²em p°ípad¥ p°edstavuje míru pohlcení fotonu £áste£kou kou°). M·ºeme tedy modelovat
vizuální stránku kou°e jako nap°íklad tmavý, neprusvitný kou° (z prachových £ástic, které
p°íli² neodráºí sv¥tlo) nebo naopak sv¥tlý, pr·svitný kou° (z £ástic vody, které sv¥tlo tém¥°
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Obrázek 3.3: Ukázka vykreslení obejmových dat pomocí Texture mappingu.
úpln¥ odráºejí).
Ukázku kou°e renderovaného pomocí fotonové mapy m·ºeme vid¥t na obrázku 3.4.
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V této kapitole budou na základ¥ shromáºd¥ných informací vybrány anima£ní a zobrazo-
vací algoritmy, které budou pouºity p°i implementaci realistické animace kou°e. Dále bude
proveden výb¥r nástroj· a prost°edk· za jejichº pomocí bude implementován program. U
v²ech rozhodnutí bude vyvinuta snaha zd·vodnit volbu a nastínit hlavní výhody.
4.1 Výb¥r anima£ního algoritmu
Z hlediska zadání a poºadované kvality obrazu je zcela jasné, ºe bude pouºito moderního
p°ístupu, který p°ímo modeluje toky v tekutin¥.
Pro pot°eby simulace kou°e bude p°edpokládáno, ºe simulovaný kou° se chová jako ne-
viskózní a nestla£itelná (je £erpáno z [4]) tekutina. Viskozita je pro na²e pot°eby zcela
zanedbatelným jevem (a navíc absolutn¥ ztrácí smysl p°i hrub²ích diskretizacích prostoru).
Stla£itelnost lze zanedbat pro rychlosti pohybu kou°e men²í neº je rychlost zvuku (coº pro
na²e pot°eby sta£í - jiná situace by nastala u simulací výbuch·, kde se projevují akusticko-
tlakové vlny).
4.1.1 Rovnice proud¥ní v tekutin¥
Za daných p°edpoklad· jiº m·ºeme p°ejít ke konkrétním fyzikálním rovnicím, které modelují
proud¥ní v tekutin¥.
Pro na²e pot°eby se tedy jako nejlep²í jeví Eulerovy rovnice (které jsou speciálním p°ípadem
Navier-Strokeových rovnic - neobsahují popis viskozity) pro nestla£itelnou tekutinu [5] [4]:
∇ · u = 0 (4.1)
∂u
∂t
= −(u · ∇)u−∇p + f (4.2)
Rovnice popisují fakt, ºe rychlost v tekutin¥ by m¥la zachovávat hmotu (rovnice 4.1) a
hybnost (rovnice 4.2). Dále je t°eba popsat chování teploty a hustoty kou°e. Pro na²e ú£ely








= −(u · ∇)ρ (4.4)
Dal²í d·leºitá rovnice popisuje vliv hustoty a teploty kou°e na vznosnou sílu. Ta je
pouºita k modelování jev·, jakými je t¥ºký, hustý, klesající kou° nebo horký, rychle stoupa-
jící, kou°.
fvznos = −αρz + β(T − Tprost)z (4.5)
parametry α a β jsou konstanty, které by m¥ly být nastaveny tak, aby rovnice m¥la fyzikální
smysl.
4.1.2 Numerické °e²ení rovnic a diskretizace
Numerické °e²ení spo£ívá v diskretizaci prostoru na kone£nou m°íºku voxel· v jejichº st°edech
je denována teplota, hustota a vn¥j²í síly. B¥hem implementace jsem dosp¥l k záv¥ru, ºe
bude jednodu²²í ve st°edu voxelu ponechat i rychlostní vektory. Odd¥lení rychlosti do st¥n
voxel· by p°ineslo v¥t²í odolnost numerického °e²ení v·£i chybám a artefakt·m, ale jednodu-
chost a rychlost je z na²eho hlediska d·leºit¥j²í (na obrázku 2.4 jsou znázorn¥ny rychlosti
ve st¥nách).
Vhodným °e²ením je udrºovat tyto m°íºky dv¥. V tomto p°ípad¥ se b¥hem výpo£etního
kroku vypo£te dal²í m°íºka z té aktuální a ob¥ m°íºky se prohodí (podobný princip jako
double buering v po£íta£ové grace).
V kaºdém výpo£etním kroku se nejd°íve vypo£tou nové rychlosti. Tato ne zcela triviální
záleºitost probíhá obvykle ve t°ech krocích. V prvním kroku se k novým rychlostem p°i£tou
externí síly (nap°. uºivatelem denované), vznosná síla (rovnice 4.5) a dal²í síly (v na²em
p°ípad¥ síly dané algoritmem vorticity connement). Toto se d¥je jednodu²e tak, ºe se tyto
síly vynásobí £asovým krokem a p°i£tou se k rychlosti. Dal²ím krokem je advekce stáva-
jících rychlostních vektor·. Pomocí semi-Lagrangeovského schématu a p°edchozího stavu
vypo£teme semi-Langrangeovskou cestu, z které zjistíme jakou hodnotu by m¥l rychlostní
vektor v minulém stavu, ale na aktuální pozici. Tato hodnota se pak lineární interpolací
p°evede zp¥t do st°edu voxelu. Nakonec je pot°eba, aby rychlostní vektory spl¬ovaly pod-
mínku zachování hmoty. Toho dosáhneme °e²ením Poissonovy rovnice tlaku.
Po provedení advekce rychlostních vektor· se provede advekce teploty a hustoty podle t¥chto
vektor·. To se d¥je podobným zp·sobem jako advekce rychlostních vektor·.
4.1.3 Vorticity connement
Tato metoda je jiº zmín¥na vý²e (metoda je popsána Steinhoem [13]). Metoda denuje
vír v proud¥ní tekutiny a vektory, které ukazují sm¥r z men²í koncentrace ví°ení do vy²²í.
Z t¥chto dvou veli£in se pak následn¥ po£ítá síla (která se z hlediska výpo£tu vnímá jako
externí) díky níº se do modelu vrací energie ztracená diskretizací. Tato síla pak oºivuje kou°
a dodává energii pro vznik nových lokálních ví°ení tam, kde do²lo k jejich ztrát¥.
4.1.4 Zhodnocení metody
Výb¥r metody byl proveden hlavn¥ na základ¥ práce Fedkiwa [4]. Mezi hlavní výhody pat°í
jednoduchost a rychlost. Metoda se zam¥°uje zejména na rychlost výpo£tu a následné um¥lé
vylep²ení obrazu. Z tohoto hlediska není p°íli² vhodná pro p°esnou simulaci tok· v kapalin¥,
ale je naopak velmi vhodnou pro po£íta£ovou graku (kde nároky na úplnou realisti£nost
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nejsou). Na obrázku 4.1 si m·ºeme prohlédnout alespo¬ statické vlastnosti této metody (an-
imace je samoz°ejm¥ mnohem více vypovídající a je²t¥ více zd·raz¬uje kvalitu této metody).
Obrázek 4.1: Ukázka vygenerovaného realistického kou°e (ze £lánku [4]).
4.2 Výb¥r zobrazovacího algoritmu
Jako zobrazovací algoritmus byl vybrán texture mapping. Základní a posta£ující popis je jiº
proveden v kapitole 3 Zobrazení. Tato metoda byla vybrána proto, ºe je velice jednoduchá
na implementaci a díky p°ímé hardwarové podpo°e je i pom¥rn¥ rychlá. Tuto metodu se jiº
poda°ilo implementovat v C++ a OpenGL a ukázku grackého výstupu si m·ºete prohléd-
nout na obrázku 4.2.
Metoda má nedostatky v kvalit¥ grackého výstupu. Vytvá°í artefakty, coº v²ak není vý-
razným problémem (zvlá²t¥ u zobrazování kou°e). Závaºn¥j²ím problémem je absence práce
s vrºeným sv¥tlem a jeho odrazem od £ástic kou°e, protoºe tento efekt je velmi d·leºitou
sou£ástí vyvolání iluze skute£ného kou°e.
Nakonec bylo u£in¥no rozhodnutí, ºe dokonalej²í renderer bude vyvíjen pouze p°i dostate£né
£asové rezerv¥ (nap°. v p°ípad¥, ºe se povede rychlá a úsp¥²ná implementace anima£ního
algoritmu). Následn¥ se b¥hem implementace ukázalo, ºe pro demonstraci schopností sim-
ula£ní metody bude posta£ovat Texture Mapping. Volume Ray-Tracing je dle mého názoru
nezbytný pro generování realisticky vypadajících animací, ale jeho implementace je mimo
rozsah této práce.
4.3 Výb¥r gracké knihovny a jazyka
Výb¥r gracké knihovny a jazyka je nejjednodu²²ím krokem. V oblasti po£íta£ové dlouhodob¥
platí za standardy OpenGL a C++ a pouºité prost°edky se v tomto ohledu nebudou odli²o-
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Obrázek 4.2: Ukázka výstupu z jiº implementovaného volume rendereru (zaloºen na texture
mappingu).
vat.
C++ je vybráno zejména z d·vodu jeho velice ²iroké podpory r·znými knihovnami, rychlosti
a v neposlední °ad¥ také podpo°e objektového p°ístupu (který jsem p°i implementaci s
výhodou pouºil).
OpenGL je taktéº ²iroce podporováno knihovnami (zejména nadstavbami typu GLUT) a
nabízí vysoký výkon, multiplatformnost a mnoho dal²ích výhod.
V p°ípad¥, ºe zbudou n¥jaké £asové prost°edky, bude vyvinuta snaha renderer portovat i
pro rozhraní DirectX (které je také velice roz²í°ené a pouºívané) a v návrhu budu s touto
moºností po£ítat.
4.4 Výb¥r knihovny pro GUI
I kdyº to není p°ímou sou£ástí zadání, tak je plánováno pro program ud¥lat gracké uºiva-
telské rozhraní.
K tomuto ú£elu byla vybrána knihovnu wxWidgets [11].
D·vodem je zejména fakt, ºe mám s knihovnou jiº pom¥rn¥ bohaté zku²enosti (jak ve ²kole,
tak v b¥ºné praxi). Knihovna má tyto kladné vlastnosti:
• stabilní knihovna pro tvorbu grackých uºivatelských rozhraní
• multiplatformní  sta£í sestavit s knihovnami pro daný opera£ní systém
• velmi kvalitní dokumentace a uºivatelská podpora
• jednoduché a intuitivní psaní aplikací
• licence umoº¬ující z hlediska uºivatele libovolné (i komer£ní) vyuºití
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4.5 P°edpoklady pro návrh
V návrhu tedy bude z°etelná snaha o jednozna£né odd¥lení anima£ního a zobrazovacího
(renderovacího) algoritmu.
Z hlediska uºivatele bude od za£átku bráno na z°etel, aby implementace poskytovala pro-
st°edky pro snadnou manipulaci parametr· simulace s ohledem na moºný budoucí vývoj




Z hlediska vývoje aplikace je velice d·leºitou etapou jiº samotný návrh. Je vhodné pouºít
objektového paradigmatu kv·li tomu, ºe návrh zp°ehled¬uje a umoº¬uje odhalit mnoho
chyb je²t¥ p°ed vlastní implementací.
Z t¥chto d·vod· bylo pouºito UML pro po£áte£ní objektový návrh, který byl konzultován
s vedoucím a aº po malých úpravách (a validaci) bylo p°ikro£eno k samotné implementaci.
Ke spojení návrhu a implementace bylo p°istoupeno z d·vodu velké provázanosti t¥chto
dvou vývojových fází.
V této kapitole tedy vyrazíme z opa£ného konce, od implementace, a budeme ukazovat jak
se fyzikální modely, popsané v kapitole 4 Analýza, diskretizují a jejich výpo£ty provád¥jí na
po£íta£ích. Tyto ukázky budou dopln¥ny obrázky a kódem.
5.1 UML diagram a pouºité t°ídy
Na obrázku 5.1 m·ºeme vid¥t zjednodu²ený UML diagram vyvinuté aplikace.
Na první pohled je patrné, ºe mnoºství pouºitých t°íd není velké  to je zp·sobeno tím, ºe
v¥t²ina funckcionality se skrývá ve t°íd¥ Smoke, protoºe nebyl nalezen ºádný pádný d·vod
pro dekompozici do men²ích celk·.
Nyní se budeme v¥novat popisu jednotlivých t°íd a za£neme od té nejzákladn¥j²í, kterou je
Voxel.
Obrázek 5.1: Zjednodu²ený UML diagram aplikace.
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5.1.1 T°ída Voxel
Voxel je základním stavebním kamenem celé simulace. Modeluje jednu diskrétní £ást celého
diskretizovaného prostoru a nese informace d·leºité pro výpo£ty spojené se simulací. T°ída
samotná je velice malá a neposkytuje ºádnou sloºitou funkcionalitu. Mnohem d·leºit¥j²í je
sémantika jejích jednotlivých atribut· vzhledem k simulaci. Proto si uvedeme jejich seznam
a roli ve výpo£tech, které provází kaºdý simula£ní krok na²í metody.
Atributy t°ídy Voxel :
occupied (bool) Obsazenost voxelu pevným t¥lesem
density (double) Míra hustoty kou°e (pouºito nap°. v rovnici 4.5)
temperature (double) Teplota vzduchu v daném bod¥ (taktéº pouºito v rovnici 4.5)
divergence (double) Laicky rozdílnost rychlostí v okolí voxelu  pouºito pro výpo£et
tlaku
pressure (double) Tlak zp·sobený proud¥ním vzduchu (spole£n¥ s divergencí sou£ást
°e²ení Poissonovy rovnice)
forces ({double, double , double}) Externí síly  prost°edek jak zasahovat do kou°e
(zde je moºné aplikovat uºivatelem denované síly, ale pouºito i pro aplikaci Vorticity
Connementu (sekce 4.1) nebo rovnice 4.5)
velocities ({double, double , double}) Rychlost proud¥ní vypo£tená advekcí (více sekce
4.1) a korigováná externími silami
5.1.2 T°ída Voxel3DArray
Voxel3DArray ve své podstat¥ pouze zapouzd°uje pole prvk· t°ídy Voxel a implementuje
p°ístup k atribut·m za pomocí sou°adnic v troj-rozm¥rném prostoru. T°ída jako taková je
implementována a odd¥lena od ostatních t°íd proto, aby mohlia být °ádn¥ otestovat a aby
bylo moºné se pozd¥ji bez pochyb spolehnout na její sluºby.
Pouze pro úplnost informace bude uvden p°íklad kódu, s kterým se jednorozm¥rné pole (tak
je fyzicky uloºeno) adresuje jako trojrozm¥rné (za p°edpokladu, ºe známe v²echny 3 rozm¥ry
prostoru).
P°íklad adresace pole (v tomto p°ípad¥ zji²´ujeme, zda je daný voxel obsazen):
bool Voxel3DArray::GetOccupiedAt(tDimension x, tDimension y, tDimension z)
{
return buff[z*xdim*ydim + y*xdim + x].GetOccupied();
}
5.1.3 T°ída Smoke
Smoke je nejd·leºit¥j²í a z hlediska objemu i nejv¥t²í t°ídou celé aplikace. Udrºuje v sob¥
ve²keré atributy i funckcionalitu spojenou se simulací kou°e (ale zcela zám¥rn¥ neobsahuje
nic, co by souviselo s vykreslováním  k tomu slouºí t°ída SmokeOpenGL, která je po-
tomkem t°ídy Smoke).
Podobn¥ jako u t°ídy Voxel za£neme vý£tem, z hlediska simulace, d·leºitých atribut·.
Atributy t°ídy Smoke:
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curr grid (Voxel3DArray) Prostorová m°íºka nesoucí informaci o aktuálním stavu vý-
po£tu
recn grid (Voxel3DArray) Prostorová m°íºka nesoucí informaci o p°edchozím stavu vý-
po£tu
gravitation (double) Míra gravitace p·sobící na kou° (dalo by se také popsat jako teºkost
kou°e)  tento atribut v podstat¥ odpovídá prom¥nné alpha z rovnice 4.5 a tudíº je
spojen s hustotou (density) kou°e.
buoyancy (double) Míra vznosnosti p·sobící na kou°  tento atribut v podstat¥ odpovídá
prom¥nné beta z rovnice 4.5 a tudíº je spojen s teplotou (temperature) kou°e.
timestep (double) Velikost £asového kroku simulace  tento parametr hodn¥ ovliv¬uje
kvalitu a rychlost simulace (viz. níºe)
relaxation steps (int) Po£et krok· pro GaussSeidelovu relaxa£ní metodu  vyuºito k
p°evodu divergence na tlak
vorticity (double) Míra energie vrácené do modelu metodou Vorticity Connement (viz.
sekce 4.1)
V²echny simula£ní kroky provádí metoda Smoke::Step(), která je zárove¬ d·leºitým prvkem
rozhraní mezi simulací a zobrazením. Pseudkód této metody a rozbor jednotlivých simu-
la£ních krok· bude uveden níºe.
5.1.4 T°ída SmokeOpenGL
SmokeOpenGL je p°ímým potomkem t°ídy Smoke a tvo°í rozhraní mezi simulací a ap-
likací vyuºívající OpenGL (v na²em p°ípad¥ Glut). Tato t°ída se stará o správnou inicial-
izaci OpenGL a poskytuje metodu SmokeOpenGL::Draw(), která pomocí texture mappingu
(viz. kapitola 3 Zobrazení) vykresluje aktuální stav simulace do OpenGL. Ukázku takového
vykreslování m·ºete vid¥t na obrázku 5.2. P°i d·kladném prozkoumání lze na prost°edním
obrázku pozorovat prouºkovité artefakty charakteristické pro texture mapping.
Obrázek 5.2: Ukázka kou°e vykresleného texture mappingem.
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5.2 Pseudokód algoritmu a popis implementace jednotlivých
krok·
V této velice d·leºité sekci uvedu pseudokód 1 simula£ního algoritmu, který je srdcem celé
diplomové práce. Hned po tom bude následovat popis jednotlivých krok· simulace (a hlavn¥
zp·sob jejich implementace). Tento výsledný kód byl vytvo°en na základ¥ studia mnoha
prací zabývajících se podobnou tématikou a zde je vhodné £tená°e odkázat minimáln¥ na
[4] a [12].
Normální výpo£et probíhá pro v²echny neokrajové voxely. Pro okrajové voxely se po£ítají









// MOMENTUM CONSERVATION PART
VelocitySelfAdvection();
BoundaryConditions();










5.2.1 Vznosná síla (Buoyancy)
Vznosná síla je jednou z p°irozených sil, která ovliv¬uje chování kou°e a je tudíº velice
vhodné ji modelovat. Z hlediska chování kou°e v realit¥ si kaºdý znás m·ºe p°edstavit dva
1Pseudokód je v angli£tin¥, protoºe bylo rozhodnuto, ºe je to p°ehledn¥j²í a p°irozen¥j²í neº p°i pouºití£e²tiny. Do²lo také z jednodu²ení cykl· p°es voxely na jediný (ve skute£nosti je jich mnohem víc  projednotlivé kroky výpo£tu).
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extrémy  horký a lehký, rychle stoupající kou° (cigaretový kou°), a teºký a studený kou°
klesající k zemi (mlha). Oba tyto jevy lze simulovat díky aplikaci vznosných sil (parametr·
alpha a beta v rovnici 4.5).
Náznaky t¥chto simulací lze pozorovat na obrázcích 5.3 a 5.4;
Obrázek 5.3: Ukázka lehkého, stoupajícího kou°e.
Obrázek 5.4: Ukázka t¥ºkého, klesajícího kou°e
Implementace tohoto jevu je velice snadná  jde pouze o to ur£it oba parametry (zadá
uºivatel), vypo£íst pro n¥ rovnici 4.5 a poté p°idat vypo£tenou sílu (která mí°í vzh·ru) do
modelu.
Kód, který je p°ímo pouºit v simulaci (opakuje se pro kaºdý voxel) vypadá takto:
// computing buoyancy force and adding it to force field
tForce temp_buoyancy = - gravitation*recn_grid->GetDensityAt(x, y, z)
+ buoyancy*(recn_grid->GetTemperatureAt(x, y, z)
- GetAmbientTemperatureAt(x, y, z));
curr_grid->AddYforceAt(x, y, z, temp_buoyancy);
Prom¥nné gravitation a buoyancy jsou atributy t°ídy Smoke (viz. sekce 5.1).
5.2.2 Vorticity Connement
Jak jsme jiº bylo popsáno vý²e, tak Vorticity Connement je metoda p°edstavena Steinhof-
fem v [13]. Základní my²lenkou je vylep²ení (nebo m·ºeme taky napsat opravení) malých
turbulentních jev· v kou°i, které z modelu mizí díky diskretizaci. Algoritmus zpo£átku vy-
padal komplikovan¥, ale nakonec jeho implementace byla pom¥rn¥ jednouduchá a efektivní.
Pro kaºdý voxel je tedy vypo£tena jeho ví°ivost (vorticity)  ta je p°edstavována vektorem.
Tento vektor je kolmý na rovinu ví°ení a jeho velikost nám udává intenzitu ví°ení.
Vektor ví°ení je reprezentován stejn¥ jako vektor síly nebo rychlosti  t°emi sloºkami podél
os dimenzí. Pro získání vektoru ví°ení tedy sta£í provést výpo£et intenzity ví°ení v kaºdé
dimenzionální rovinn¥ a povaºovat jej za jednu ze t°í sloºek vektoru.
Intenzita ví°ení v jedné rovin¥ se po£ítá podle okolních vektor· rychlosti (tyto jsou kolmé
na aktuáln¥ po£ítaný vektor). Na obrázku 5.5 vidíme jak se po£ítá intentzita ví°ení v imple-
mentované aplikaci. B¥hem implementace bylo zji²t¥no, ºe by se daly uplatnit i jiné formy
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Obrázek 5.5: Matice pro výpo£et ví°ivosti pouºitá v aplikaci.
Obrázek 5.6: Ukázka alternativních matic pro výpo£et ví°ivosti.
t¥chto ltra£ních matic (ty jsou nazna£eny na obrázku 5.6).
Získaný vektor je pak násoben prom¥nnou Smoke::vorticity a sílu, která tímto vznikne,
je p°idána do aktuálního pole externích sil  je distribuována zp¥t do okolních silových
sloºek podle pouºitého modelu. Kód pro výpo£et podle nazna£eného modelu vypada takto2:
xvrtc = ( + recn_grid->GetZvelocityAt(x, y - 1, z)
- recn_grid->GetZvelocityAt(x, y + 1, z)
+ recn_grid->GetYvelocityAt(x, y, z + 1)
- recn_grid->GetYvelocityAt(x, y, z - 1))/timestep;
// X vorticity (normal vector)
curr_grid->AddYforceAt(x, y, z + 1, +xvrtc*vorticity);
curr_grid->AddYforceAt(x, y, z - 1, -xvrtc*vorticity);
curr_grid->AddZforceAt(x, y - 1, z, +xvrtc*vorticity);
curr_grid->AddZforceAt(x, y + 1, z, -xvrtc*vorticity);
Jak vidíme, tak implementace Vorticity Connementu není p°íli² náro£ná  ani z hlediska
programátorského usílí, ani z hlediska rychlosti b¥hu programu. Coº je d·leºité, protoºe
tato metoda dokáºe velice výrazn¥ pozvednout vizuální kvalitu výsledného efektu (samoz°e-
jm¥ v závislosti na vhodn¥ zvolené prom¥nné Smoke::vorticity). Na obrázcích 5.8 a 5.7 si
2Zde pouze pro jednu dimenzinální rovinnu kv·li úspo°e místa
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m·ºete prohlédnout dva kou°ové efekty, které se svými parametry li²í pouze v pouºití (resp.
nepouºití) metody Vorticity Connement.
Obrázek 5.7: Ukázka kou°e bez pouºití Vorticity Connementu.
Obrázek 5.8: Ukázka kou°e s pouºitím Vorticity Connementu (jinak má stejné parametry
jako obrázek 5.7).
5.2.3 Aplikace externích sil (External forces)
Aplikace externích sil je triviální záleºitostí. V²echny silové vektory se pouze vynásobí
£asovým krokem a p°idají k aktuálnímu poli rychlostních vektor·.
Kód vypadá následovn¥:
vlct = timestep*curr_grid->GetXforceAt(x, y, z);
curr_grid->AddXvelocityAt(x, y, z, vlct);
vlct = timestep*curr_grid->GetYforceAt(x, y, z);
curr_grid->AddYvelocityAt(x, y, z, vlct);
vlct = timestep*curr_grid->GetZforceAt(x, y, z);
curr_grid->AddZvelocityAt(x, y, z, vlct);
Jak jiº bylo uvedeno, tak se touto formou do modelu p°idávají externí síly. V p°ípad¥ na²eho
modelu to znamená uºivatelské síly, vznosné síly a síly, které vzniknou metodou Vorticity
Connement.
Na obrázku 5.9 m·ºeme pozorovat rozptyl kou°e do stran díky uºivatelské síle p·sobící
sm¥rem dol·.
5.2.4 Sebeadvekce rychlosti (Velocity selfadvection)
Sebeadvekce rychlosti je esenciální sloºkou celého algoritmu. K tomuto kroku lze p°istup-
ovat mnoha zp·soby, ale byl vybrán zp·sob uvedený v [12].
Tato metoda je implicitní a bezpodmíne£n¥ stabilní (narozdíl od jiných metod), coº je pro
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Obrázek 5.9: Ukázka pouºití externí uºivatelské síly (p·sobící uprost°ed prostoru sm¥rem
dolu).
pot°eby simulace nezbytné.
Hlavní my²lenkou je zp¥tné vyhledávání (backtracking) rychlostních sloºek z minulého kroku
simulace (oproti dop°edné distribuci rychlosti v implicitních metodách).
Pro kaºdý voxel je tedy vypo£ítán bod, ze kterého v minulém kroku vy²el a jsou p°eneseny
rychlostní sloºky z tohoto bodu do aktuálního rychlostního pole. Tento sloºitý popis by se
m¥l trochu vyjasnit po shlédnutí obrázku 5.10. Bod získaný zp¥tným vyhledáním ve v¥t²in¥
p°ípad· samoz°ejm¥ nepadne doprost°ed n¥jakého voxelu, a proto je nutné rychlostní sloºky
v tomto bod¥ interpolovat z okolí. Prostorové interpolaci se budeme v¥novat v následující
sekci.
Dal²í osv¥tlení problému m·ºe p°inést tento pseudokód 3:
Obrázek 5.10: Ukázka pouºití externí uºivatelské síly (p·sobící uprost°ed prostoru sm¥rem
dolu). Siln¥j²í ²ipka ukazuje p·vodní sm¥r rychlostního vektoru, ale my pot°ebujeme p°esn¥
opa£ný vektor (ten£í ²ipka) na jehoº konci interpolujeme rychlost s nazna£ených bod·.
// computing distances of backtraced point
3Pseudokód proto, ºe bylo vynecháno o²et°ení p°esaºení simula£ního prostoru.
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xdst = - timestep*recn_grid->GetXvelocityAt(x, y, z);
ydst = - timestep*recn_grid->GetYvelocityAt(x, y, z);
zdst = - timestep*recn_grid->GetZvelocityAt(x, y, z);
// getting coordinates of tracked point
xcrd = x + xdst;
ycrd = y + ydst;
zcrd = z + zdst;
curr_grid->AddXvelocityAt(x, y, z, GetInterpoledXVelocityAt(xcrd, ycrd, zcrd));
curr_grid->AddYvelocityAt(x, y, z, GetInterpoledYVelocityAt(xcrd, ycrd, zcrd));
curr_grid->AddZvelocityAt(x, y, z, GetInterpoledZVelocityAt(xcrd, ycrd, zcrd));
Vpodstat¥ je tedy pouze p°evrácen vektor rychlosti (z minulého kroku) opa£ným sm¥rem
a rychlost, interpolovanou v bod¥ kam tento vektor ukazuje, je p°idána do aktuálního
rychlostního pole. V tomto míst¥ je t°eba zmínit, ºe je pouºit nejjednodu²²í zp·sob in-
tergrace pro získaní interpola£ního bodu  je to z d·vodu úspory jak výpo£etního, tak pro-
gramátorského £asu. Pro realisti£t¥j²í simulaci (která v²ak za cenu rychlosti není pot°eba) by
zde bylo vhodné pouºit n¥jakou sostikovan¥j²í metodu integrace (nap°. Semi-Lagrangevou
metodu  popsáno nap°. v [4]).
5.2.5 Prostorová interpolace
Z d·vod· uvedených v p°edchozí sekci je nutné interpolovat rychlostní vektor v libovolném
bod¥ simula£ního prostoru. Pro tento ú£el byla zvolena nejjednodu²²í lineární interpolac.
Kód interpolace vypadá následovn¥:
tRealValue Smoke::TriLinearInterpolation(tRealValue a, tRealValue b,
tRealValue c, t8values v)
{
return + (1.0 - a)*( (1.0 - b)*( (1.0 - c)*v.v000
+ c*v.v001 ) + b*( (1.0 - c)*v.v010 + c*v.v011 ) )
+ a*( (1.0 - b)*( (1.0 - c)*v.v100 + c*v.v101 )
+ b*( (1.0 - c)*v.v110 + c*v.v111 ) );
}
Parametry a, b a c jsou sou°adnice v interpolovaném prostoru (tedy ne sou°adnice v celém
simula£ním prostoru, ale pouze uº v konkrétním voxelu) a parametr v je struktura osmi
okolních hodnot. Pouºitý výpo£etní vzorec je standardním °e²ením lineární prostorové in-
terpolace.
Zde je op¥t pot°eba zmínit, ºe pouºití lep²ího interpola£ního schématu by vedlo ke zvý²ení
realisti£nosti (£tená° je odkázán nap°íklad na [4], kde je navrºen zajímavý monotonní ku-
bický interpolator).
5.2.6 Okrajové podmínky (Boundary conditions)
Nastavení vhodných okrajových podmínek je d·leºité pro správné chování kou°e p°i okra-
jích simula£ního prostoru (ten je v na²em p°ípad¥ pom¥rn¥ dost omezený, a proto nastavení
t¥chto podmínek nem·ºeme zanedbat). V na²em p°ípad¥ jde o to, aby rychlost (ale i ostatní
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veli£iny) byla u okraj· upravena takovým zp·sobem, aby nemí°ila ven ze simula£ního pros-
toru.
Tato úloha není p°íli² sloºitá pokud je brán v úvahu 2-D prostor. Na obrázku 5.11 jsou zo-
brazeny hrani£ní stavy a k nim vztaºené okrajové podmínky. V p°ípad¥ 2-D prostoru tedy
existuje celkem 8 okrajových podmínek (4 ohrani£ující strany + 4 rohy). Ve v²ech t¥chto
situacích (tedy na t¥chto pozicích v prostoru) je t°eba odli²ným zp·sobem nastavit chování
simula£ních veli£in.
Pro 3-D prostor ov²em po£et t¥chto podmínek výrazn¥ stoupá na kone£nou sumu 26 (8
Obrázek 5.11: O²et°ení okrajových podmínek. ipkami jsou nazna£eny okrajové rychlostní
sloºky, které tla£í rychlostní vektory zp¥t do simula£ního prostoru (resp. nulují jejich sloºky
mí°ící ven). Je také ukázáno pouºití kontinuality pro skalární veli£iny (v tomto p°ípad¥
hustota kou°e).
roh· + 6 okrajových ploch + 12 hran). I p°esto bylo rozhodnuto v²echny tyto podmínky
implementovat, protoºe jsou povaºovány za d·leºitou sou£ást aplikace.
U v²ech veli£in, krom¥ t¥ch vektorových (tedy rychlost a tlak), se p°edpokládá pouze kontin-
ualita. Tedy nap°íklad u hrani£ních ploch se tato veli£ina p°enese (okopíruje) z nejbliºsího
neokrajového voxelu. U vektorových veli£in jde vºdy o to, aby se proti jeho sloºce mí°ící ven
ze simula£ního prostoru postavila sloºka ru²ící tento jev.
Samoz°ejm¥ by bylo moºné vymyslet i jiné okrajové podmínky  nap°íklad rychlost, která
kon£í na jedné stran¥ prostoru by se objevila na protilehlé st¥n¥ (zde je vhodné se inspirovat
nap°. v [12]).
5.2.7 Divergence
Divergence je prvním krokem implementace výpo£tu Poissonovi rovnice. Vpodstat¥ jde
pouze o rozdílnost rychlostních vektor·, která pak vede ke vzniku tlaku v tektuin¥. Pokud
tedy tekutina (v na²em p°ípad¥ vzduch) proudí jedním sm¥rem a nenaraºí na ºadnou
p°ekáºku (a´ jiº pevnou nebo v podob¥ tekutiny s jiným vektorem rychlosti), tak je její
divergence (a tudíº i tlak) nulový. Pokud se srazí dva protich·dné proudy (nebo proud
narazí na pevnou p°ekáºk·), tak divergence v bod¥ sráºky vroste (a s ní následn¥ i tlak v
okolí) a donutí tak tekutinu k tomu, aby se rozptylovala do stran. Na obrázku 5.12 jsou tyto
dv¥ situace nazna£eny.
Kód pro výpo£et divergence vypadá následujícím zp·sobem:
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Obrázek 5.12: Oba extrémní stavy v tekutin¥ a jejich vliv na divergenci. Vpravo je plynulé
proud¥ní v jehoº objemu nevzniká divergence. Vlevo jsou dva protich·dné proudy na jejichº
rozhraní vzniká vysoká divergence. (místa týkající se divergence jsou ozna£ena k°íºkem)
curr_grid->SetDivergenceAt(x, y, z,
-0.5*(1/((tRealValue) xdim))*(curr_grid->GetXvelocityAt(x + 1, y, z)
- curr_grid->GetXvelocityAt(x - 1, y, z))
-0.5*(1/((tRealValue) ydim))*(curr_grid->GetYvelocityAt(x, y + 1, z)
- curr_grid->GetYvelocityAt(x, y - 1, z))
-0.5*(1/((tRealValue) zdim))*(curr_grid->GetZvelocityAt(x, y, z + 1)
- curr_grid->GetZvelocityAt(x, y, z - 1))
);
5.2.8 P°evod divergence na tlak
Jak jiº bylo p°edesláno v minulé sekci, tak je pot°eba p°evést divergenci na tlakové pole.
V tomto ohledu je postup op¥t inspirován £lánkem [4] a zejména [12]. V obou pracech je
pouºita jednoduchá GaussSeidelova relaxa£ní, itera£ní metoda. Její implementace není
p°íli² náro£ná a poskytuje spolehlivé a konvergující výsledky. V kapitole 6 Výkon bude tato
metoda podrobena m¥°ení, které by m¥lo ukázat do jaké míry za´eºuje výpo£et svou £asovou
náro£ností. Implicitn¥ je v implementované aplikaci pouºito 20 iterací pro p°evod divergence
na tlak, ale tuto hodnotu lze m¥nit a experimentovat s ní (i za b¥hu programu).
Následuje pseudokód GaussSeidelovy metody implementovaný v aplikaci:
FOR RELAXATION_STEPS
curr_grid->SetPressureAt(x, y, z,
(curr_grid->GetDivergenceAt(x, y, z) +
curr_grid->GetPressureAt(x + 1, y, z) +
curr_grid->GetPressureAt(x - 1, y, z) +
curr_grid->GetPressureAt(x, y + 1, z) +
curr_grid->GetPressureAt(x, y - 1, z) +
curr_grid->GetPressureAt(x, y, z + 1) +





5.2.9 Aplikace tlaku na rychlostní pole
V tento moment je pot°eba aplikovat vypo£ítaný tlak na rychlostní pole. To se d¥je pr·-
m¥rováním tlakového vektoru. Je je²t¥ pot°eba jej p°evézt zp¥t z normalizované podoby
vynásobením rozm¥rem prostoru.
Kód, který tento krok implementuje, vypadá takto:
curr_grid->AddXvelocityAt(x, y, z,
-0.5*(curr_grid->GetPressureAt(x + 1, y, z)
- curr_grid->GetPressureAt(x - 1, y, z))
*xdim);
curr_grid->AddYvelocityAt(x, y, z,
-0.5*(curr_grid->GetPressureAt(x, y + 1, z)
- curr_grid->GetPressureAt(x, y - 1, z))*ydim);
curr_grid->AddZvelocityAt(x, y, z,
-0.5*(curr_grid->GetPressureAt(x, y, z + 1)
- curr_grid->GetPressureAt(x, y, z - 1))*zdim);
Po tomto kroku je tedy rychlostní pole v kone£né podob¥ a spl¬uje rovnice 4.1 a 4.2.
5.2.10 Advekce teploty a hustoty
V záv¥ru celého výpo£etního kroku uº zbývá pouze posunout teplotu a hustotu kou°e (ta
nás zejména zajímá, protoºe je vykreslována) podle vypo£teného rychlostního pole. Tento
krok je velice analogický k advekci rychlosti, coº je patrné z následujícího kódu 4:
xdst = - timestep*curr_grid->GetXvelocityAt(x, y, z);
ydst = - timestep*curr_grid->GetYvelocityAt(x, y, z);
zdst = - timestep*curr_grid->GetZvelocityAt(x, y, z);
// getting coordinates of tracked point
xcoord = x + xdst;
ycoord = y + ydst;






V této sekci dojde k popisu rozhraní t°íd Smoke a SmokeOpenGL, tak aby bylo moºné bez
problém· vyvinout jinou nadstavbu aplikace (a´ jiº vykreslování objemových dat nebo GUI
rozhraní apod.). P°i tvorb¥ aplikace byla vyvinuta snaha o to ji ud¥lat co nejp°ehledn¥j²í a
p°íznivou pro budoucí úpravy, takºe to nebude t¥ºký úkol.
4Op¥t je vynecháno o²et°ení na p°esaºení okraje
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5.3.1 Rozhraní t°ídy Smoke
Konstruktor t°ídy Smoke existuje pouze v podob¥ bez parametr·. Incializaci dat obstarává
funkce CreateGrids(long, long, long), která vytvo°í simula£ní prostory. Výpo£etní krok sim-
ulace je proveden voláním funkce Step() (jejíº obsah jsme si podrobn¥ popsali v minulé
sekci).
P°íklad pouºití t¥chto metod:






Toto byly tedy úpln¥ základní prvky ovládání pr·b¥hu animace. Te¤ si popí²eme jak
získat informace o simulaci, nebo jak upravit její parametry.
Rozm¥ry inicializovaného prostoru získáme metodami GetXdim, GetYdim a GetZdim.
Gravitaci a vznosnost získáme/nastavíme metodami {Get|Set}Gravitation()
a {Get|Set}Buoyancy().
asový krok získáme/nastavíme metodami {Get|Set}TimeStep().
Míru energie vrácené algoritmem Vorticity Connement získáme/nastavíme metodami
{Get|Set}Vorticity().
Po£et krok· GaussSeidelovy metody získáme/nastavíme metodami
{Get|Set}RelaxationSteps().
Operace s hustotou a teplotou se provád¥jí metodami {Add|Get|Set}DensityAt() a
{Add|Get|Set}TemperatureAt().
Nakonec uº zbývají pouze prost°edky pro p°idávání externích sil. O to se stará celkem 9
metod ve tvaru {Add|Get|Set}{X|Y|Z}forceAt().
U v²ech metody kon£ících suxem At (nap°. SetYforceAt()) první t°i parametry ur£ují
voxel v prostoru.
To je celé rozhraní t°ídy Smoke.
Te¤ je vhodné uvést p°íklad pouºití t¥chto metod:








for (int x = smoke->GetXdim()/2 -1; x <= smoke->GetXdim()/2 +1; x++)
{
for (int z = smoke->GetZdim()/2 -1; z <= smoke->GetZdim()/2 +1; z++)
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{
for (int y = 3; y <= 3; y++)
{
smoke->AddYforceAt(x, y - 1, z, 5.0);
smoke->SetTemperatureAt(x, y, z, 1.0);






Tímto kódem provedeme simulaci lehkého, mírn¥ turbulentního kou°e a v kaºdém kroku
p°idáme na dno doprost°ed simula£ního prostoru £tverec s teplotou, hustotou a silou tla£ící
vzduch vzh·ru.
Z rozhraní je tedy patrné, ºe tato t°ída se absolutn¥ v·bec nestará o vykreslování (pouze
metodou GetDensityAt() umoº¬uje p°ístup k dat·m, která mohou slouºit pro vykreslování).
5.3.2 Rozhraní t°ídy SmokeOpenGL
T°ídá SmokeOpenGL d¥dí z t°ídy Smoke a dopl¬uje ji o funckionalitu, která umoº¬uje
vykreslovat simula£ní (objemová) data do okna OpenGL.
Metodou Init(long, long, long) se t°ída incializuje na daný prostor a také se provedou n¥k-
terá nastavení OpenGL (nap°íklad získání adresy funkce glTexImage3D). Výpo£etní krok se
provádí schodn¥ jako u t°ídy Smoke, tedy metodou Step(), která v sob¥ volá stejnojmenou
metodu svého rodi£e a p°idává k ní manipulaci s daty a ukládání do videa. Pro vykreslení
simula£ního prostoru slouºí funkce Draw(), ve které se tak skrývá v¥t²ina funkcionality.
Pro ukládání videa slouºí funkce StartRecording(), která za své parametry bere název výs-
tupního souboru, rozm¥ry videa a po£et obrázku za sekundu (pouºití bude demonstrováno
v krátkém p°íkladu). Ukládání videa se zastaví metodou StopRecording()  to je d·leºité
vºdy provést, jinak se video neuloºí korektn¥.
Jako parametry pro vykreslovaní lze pouze nastavit po£et °ez· pro renderovací metodu Tex-
ture Mapping (sekce 3.2) a barvu kou°e. To se provede metodami SetSlices() a
Set{R|G|B}Color().
Následuje p°íklad pouºití t°ídy SmokeOpenGL:
SmokeOpenGL * smoke = new SmokeOpenGL();
smoke->Init(60, 60, 60);
// je vhodne nastavit rozmery stejne jako ma okno GLUTu





// pouzita varianta funkce Draw pro rotaci kolem dvou os
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smoke->Draw(((float)xnew), ((float)ynew));
glutSwapBuffers(); /* a prohozeni bufferu */
}






glutPostRedisplay(); \\ vykresleni vysledku simulacniho kroku
}
// provezt na konci funkce main()
smoke->StopRecording();
K implementaci je pot°eba uvést, ºe pro vykreslování si t°ída intern¥ neuchovává buer o
stejných rozm¥rech jako simula£ní prostor. Udrºuje se prostor ve tvaru krychle, jejíº strana
má vºdy rozm¥r o velikosti mocniny dvou (v¥t²í neº nejv¥t²í hrana simula£ního prostoru).
Bylo totiº zji²t¥no, ºe OpenGL krychli o jiných rozm¥rech zobrazuje výrazn¥ pomaleji (ne-
jspí²e z d·vodu n¥jakých optimalizací). P°i vykreslování je tedy pom¥rn¥ komplikovaným
zp·sobem p°evád¥n simula£ní prostor na vykreslovací prostor. Nicmén¥ tento postup funguje
a umoº¬uje uºivateli simulovat prostory o libovolných rozm¥rech (samoz°ejm¥ s ohledem na
výkonost).
5.4 Výsledná aplikace a postupy a nástroje pouºité p°i jejím
vývoji
Výsledná aplikace byla implemetována na platform¥ Windows s p°eklada£em MinGW. Pro
vývoj nebylo pouºito ºádného vývojového prost°edí  byl pouºit pouze uvedený p°eklada£
a editor text· EditPlus. P°i tvorb¥ obsluºné aplikace byla pouºita knihovna GLUT.
Nakonec bylo u£in¥no rozhodnutíz·stat u principu jednoduché konzolové aplikace, u které
je moºné modikovat prom¥nné simulace jak z p°íkazové °ádky (pomocí argument· pro-
gramu)tak stiskem kláves za b¥hu programu.
5.4.1 Platforma Windows
Vývoj aplikace byl zapo£at na Linuxu, na ²kolním serverumerlin. B¥hem prací se ale ukázala
pot°eba pokra£ovat v dal²ím vývoji na Windows. Jediným d·vodem byla moºnost pracovat
na projektu i na cizích po£íta£ích (bez Linuxu a p°ipojení k internetu). Nicmén¥ není sloºité
p°eportovat projekt i do Linuxu. Z hlediska vývoje se se zvolenou platformou nevyskytly
ºádné problémy, ale asi by bylo zajímavé srovnat ostatní platformy z hlediska výkonosti.
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5.4.2 P°eklada£ MinGW
MinGW je sada p°eklada£· a nástroj· pro vývoj program· na platform¥ Windows. Jako
taková není distribuována pod licencí GPL, takºe je moºné vyvinuté aplikace distribuovat
bez poskytnutí zdrojového kódu (je pozitivní, ºe tuto moºnost oproti jiným knihovnám
máme). Rozhodnutí pouºít tuto knihovnu bylo provedeno na základ¥ dobrých zku²eností s
jejím pouºitím na jiných projektech.
5.4.3 Editor text· EditPlus
EditPlus je sharewarovým nástrojem zam¥°eným na editaci zdrojových text· mnoha r·zných
jazyk·. Podporuje zvýrazn¥ní syntaxe a automatickou tvorbu £astých programových kon-
strukcí. Z hlediska vývoje projektu je velice d·leºitý systém vyhledávání a nahrazování
pouºívající regulární výrazy a umoº¬ující pracovat nad více soubory.
5.4.4 GLUT  nadstavba OpenGL
GLUT je nadstavbou OpenGL, která umoº¬uje snadn¥j²í tvorbu program·. Poskytuje
multi-platformní °e²ení pro zobrazování oken, obsluhu uºivatelských vstup· (klávesnice a
my²) a dal²í pom·cky, které výrazn¥ usnad¬ují práci s OpenGL. Funkce GLUTu lze od
b¥ºného OpenGL kódu rozeznat pomocí prexu glut.
5.4.5 Aplikace
Jak jiº bylo zmín¥no, tak aplikace je pojata jako konzolová. Tvorba GUI nebyla sou£ástí
zadání, a proto bylo nakonec rozhodnuto aplikaci ponechat v této podob¥. GUI by sice
zp°ehlednilo a zp°íjemnilo pouºití aplikace, ale na druhou stranu je v sou£asném stavu
moºné aplikaci ovládat skriptem, £ehoº bylo vyuºito nap°íklad p°i testování výkonu (viz.
kaptila 6 Výkon).
V²echny ovládací prvky (a ostatní informace) aplikace vypisuje na standartní výstup s jehoº
pomocí dokáºe program ovládat i nový uºivatel.
Aplikace automaticky ukládá videozáznam pr·b¥hu simulace  název výstupního souboru
lze specikovat jedním z p°epína£· programu. Výstup do videa je nezbytný pro sledování
animací na v¥t²ích simula£ních prostorech, protoºe pot°ebný výpo£etní výkon kubicky roste
se stranou simula£ního prostoru (v kapitole 6 Výkon je tato závislost popsána). Simula£ní
krok pak m·ºe trvat i n¥kolik desítek sekund a zcela se tak potírá vjem dynamických vlast-
ností simulace. Pro výstup do videa je pouºita t°ída AVFile poskytnutá vedoucím práce.
Pro detailn¥j²í popis aplikace a jejího ovládání je doporu£eno prozkoumat p°ílohu AOvládání




Tato kapitola se zam¥°í na prozkoumání výkonu aplikace ze dvou r·zných pohled·.
V první bude provedeno m¥°ení délky jednotlivých simula£ních krok· v závislosti na ve-
likosti simula£ního prostoru a bude potvrzena (intuitivn¥ pomocí grafu) domn¥nka, ºe doba
trvání jednoho kroku je p°ímo úm¥rná velikosti simula£ního prostoru. V této £ásti bude také
provedeno výkonostní srovnání vytvo°ené aplikace s aplikací vytvo°enou v [4].
V druhé £ásti bude provedeno m¥°ení procentuální délky trvání jednotlivých fází krok· (ty
odpovídají sekci 5.2 Pseudokód algoritmu). Na základ¥ zji²t¥ných krok· bude provedena
krátká analýza, ve které budou ozna£ena (z hlediska výkonu) slabá místá implementace
a bude u£in¥n pokus navrhnout alespo¬ £áste£né °e²ení (bu¤ formou pouºití jiné metody
nebo optimalizací stávajícího kódu).
6.1 Absolutní výkon aplikace  délka krok· v závislosti na
velikosti simula£ního prostoru
Pro ú£ely m¥°ení byly do kódu vloºeny podmín¥né výpo£ty a výstupy simula£ních statistik.
Poté byl vytvo°en skript, který pro v²echny m¥°ené prostory (kubické, velikost hrany 10
aº 100 voxel·) provedl m¥°ení (pro kaºdý prostor 10 m¥°ení) a uloºil výstupy do souboru.
Tento soubor byl p°eveden do formátu CSV (comma separated values), tak aby jej bylo
moºno na£íst a zpracovávat v b¥ºných tabulkových procesorech.
Pro kaºdou velikost prostoru byla spo£ítána pr·m¥rná délka trvání jednoho simula£ního
kroku a tyto hodnoty byly vyneseny do grafu závislosti. Ten je moºné si prohlédnout na
obrázku 6.1.
Z grafu se tedy potvrzuje domn¥nka, ºe je tato závislost lineární, coº nám vytvá°í prostor
pro srovnání na²í metody s jinými metodami.
Nap°íklad simulace kubického prostoru (z [4]) o stran¥ 40 voxel· (velikost prostoru 64000
voxel·) trvala na platform¥ dual Pentium-3 800 Mhz necelou jednu sekundu. Vyvinutá
simulace provede odbdobný výpo£et za 1.3 sekundy na platform¥ AMD Athlon 64 3200+.
Pokud srovnáme v¥t²í prostor, nap°íklad 100x100x40 (tedy 400000 voxel·), tak zjistíme, ºe
je ná² simulátor jiº rychlej²í (10 sekund oproti 30-ti). Tato tendence (tedy pom¥r jedna ku
t°em) pro v¥t²í velikosti prostoru pokra£uje (pro ov°ení srovnejte graf 6.1 s [4]).
Ná² algoritmus je tedy srovnateln¥ rychlý s jiº vyvinutými, ale je pot°eba brát v úvahu, ºe
v na²em p°ípad¥ simulujeme na pokro£ilej²ím (jak taktovací frekvencí, tak architekturou)
procesoru. Je také t°eba brát v potaz, ºe na²e implementace je velice jednoduchá  pouºívá
38
Obrázek 6.1: Graf závislosti délky trvání výpo£etního kroku na velikosti simula£ního pros-
toru.
nejjednodu²²í metody integrace a interpolace.
6.2 Relativní rychlost jednotlivých fází výpo£etního kroku
Data pro m¥°ení byla získána obdobným zp·sobem jako u p°edchozí sekce. Výsledný graf
byl vytvo°en pro 4 nejv¥t²í simula£ní prostory, aby se ukázalo, zda má jejich velikost vliv
na procentuální zastoupení jednotlivých fází v kroku.
Na obrázku 6.2 m·ºeme tedy sledovat, ºe velikost prostoru nemá n¥jaký zásadní vliv na
tuto vlastnost.
Z grafu lze tedy ode£íst n¥které d·leºité informace.
Výpo£et okrajových podmínek (celkem 4-krát b¥hem výpo£tu) tvo°í zanedbatelnou sloºku
celkového £asu (asi 4 %) a tudíº se nemusíme zabývat jejich optimalizací.
Aplikace externích sil a tlaku tvo°í dohromady cca. 6 % celkového £asu a jejich optimal-
izace je takéº zbyte£ná (a vpodstat¥ nemoºná  implementace je velice jednoduchá a dal²í
zjednodu²ení nebo zrychlení není tak°ka moºné).
Vpodstat¥ totéº se dá napsat o výpo£tu gravita£ních (a vznosných sil) a divergence (celkem
cca. 4 %).
Asi 10 % £asu zabere výpo£et sil metody Vorticity Connement. Tady by bylo moºné drob-
ných optimalizací dosáhnout s pouºitím jiných matic pro výpo£et síly, ale k ºádné výrazné
úspo°e jiº asi dojít nem·ºe. Je d·leºité si uv¥domit (tak jak jsem to jiº zd·raznil v sekci
5.2), ºe tato metoda výrazným zp·sobem vylep²uje výslednou kvalitu simulace. Vypu²t¥ní
této metody za ú£elem zrychlení tedy nep°ichází v úvahu, protoºe její p°ínos mnohonásobn¥
p°evy²uje vyuºitý výkon.
tvrtinu £asu simula£ního kroku spot°ebují advekce (rychlosti, hustoty a teploty). Tento
údaj je pochopitelný vzhledem k faktu, ºe tyto kroky pouºívají lineární interpolaci. Hlavní
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Obrázek 6.2: Graf procentuálního zastoupení fází ve výpo£etním kroku.
prostor pro ovlivn¥ní rychlosti tedy vidím v experimentování i s jinými druhy interpolace.
Nejv¥t²í £ást výkonu (55 %) spot°ebuje p°evod divergence na tlakové pole. Coº je op¥t
snadno pochopitelné kv·li pouºití relaxa£ní metody (implicitn¥ 20 pr·chod·). Zde se tedy
op¥t nabízí moºnost experimentovat s jinými relaxa£ními metodami a po£tem relaxa£ních
krok·.
Obecn¥ by bylo moºné n¥které výpo£ty dál optimalizovat p°episem násobení a d¥lení na




Hlavním úkolem celé diplomové práce bylo nastudování r·zných p°ístup· k animaci kou°e a
jeho zobrazení na jejichº základ¥ m¥la být vytvo°ena aplikace implementující tyto metody.
V uvedené literatu°e jsou zmín¥ny v²echny hlavní zdroje, z kterých bylo £erpáno (zde bych
rád zmínil zejména [4]).
B¥hem studia materiál· byla vytvo°ena konkrétní p°edstava o sou£asném stavu vývoje al-
goritm· pro realistickou simulaci tekutin. Byly pochopeny pot°ebné matematicko-fyzikální
formulace, o které se tyto metody opírají. Bylo provedeno seznámení se s diskretizací t¥chto
analytických prost°edk· a s r·znými formami optimalizace rychlosti a kvality zobrazení.
Do²lo k prozkoumání sou£asných p°ístup· k zobrazovaní volumetrických dat. Byl kladen
d·raz zejména na moºnost vyuºití moderních grackých akcelerátor· za ú£elem zrychlení
vykreslování a zjednodu²ení implementace.
V obou oblastech (animace a zobrazení) byla provedena analýza dostupných algoritm· a
byly vybrány (z pohledu vyvíjené aplikace) nejlep²í p°ístupy, které byly vyuºity p°i imple-
mentaci. Byly vybrány nástroje (programovací jazyk a gracká knihovna) vhodné pro vývoj.
Algoritmy, které byly zvoleny, jsou jiº popsány a hlavním cílem celé diplomové práce byla
jejich implementace.
Na základ¥ nastudovaných materiálu byla navrºena a vyvinuta aplikace pro realistickou an-
imaci kou°e. P°i implementaci byla projevena snaha, aby byl program co nejvíce otev°en
moºným úpravám a aby se simulace (a zobrazení) daly jednodu²e pouºít i v jiném programu.
Aplikaci se úsp¥²n¥ poda°ilo implementovat a její výstupy byly pouºity a prezentovány v
rámci celé diplomové práce (zejména sekce 5.2).
Práce jako taková má mnoho moºností jak m·ºe být roz²í°ena. Z hlediska techologií po£í-
ta£ové graky se nabízí zejména vývoj rendereru, který by data zobrazoval pomocí Volume
Ray-Castingu (ten je popsán v sekci 3.1 a zajímavé °e²ení je nastín¥no v [4]). Tím by
se dosahlo zlep²ení výsledné vizuální kvality kou°e, ale na druhou stranu je tato metoda
výpo£etn¥ náro£n¥j²í neº pouºitý Texture Mapping (sekce 3.2).
Dal²ím moºným roz²í°ením je zdokonalení numerických metod pouºitých p°i simulace. Zde
jsou my²leny zejména lep²í metody integrace a interpolace p°i výpo£tu advekce fyzikálních
veli£in (sekce 5.2). To by vedlo ke zlep²ení míry realisti£nosti simulace, ale op¥t by do²lo ke
spot°eb¥ v¥t²ího mnoºství výpo£etního výkonu.
Také by bylo vhodné pokud by byla aplikace vybavena grackým uºivatelským rozhraním,
které by u£inilo ovládání aplikace jedodu²²ím a intuitivn¥j²ím.
Tato roz²í°ení nebyla povaºována za sou£ást °e²ení této práce, ale byl brán ohled na to, aby
integrace t¥chto roz²í°ení do stávající aplikace nebyla sloºitá.
Práce p°ímo nenavazuje na ºádnou diplomovou práci v aktuálním ro£níku, ale je moºné si
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p°edstavit, ºe by n¥které implementace Ray-Castingu, které tvo°í mí kolegové, bylo moºné
modikovat tak, aby zobrazovaly objemová data.
Celá práce byla tvo°ena za neustálého studování materiál· (jeº jsou uvedeny v seznamu
literatury). Zejména v období implementace bylo vyuºito £astých konzultací s vedoucím
diplomové práce, které výrazným zp·sobem urychlily vývoj aplikace.
Realistická animace kou°e je jednou z d·leºitých aplikací výpo£etního °e²ení proud¥ní v
kapalinách. V praxi se t¥chto metod v sou£asnosti pouºívá nap°íklad pro animaci kou°e ve
lmech v situacích kdy by tyto efekty byly p°ílí² nákladné nebo dokonce neproveditelné. Od
klasického výpo£etního °e²ení proud¥ní v kapalinách se tyto metody odli²ují hlavn¥ tím, ºe
není poºadována vysoká míra fyzikální realisti£nosti, £ímº se otevírá cesta pro zjednodu²ené
modelování n¥kterých jev· (a tím také pro zrychlení t¥chto algoritm·). Pro zaji²t¥ní max-
imální vizuální kvality zobrazeného kou°e je nutné implementovat specializovaný volumet-
rický renderer, který bere v potaz specické vlastnosti kou°e.
Celkov¥ se b¥hem práce poda°ilo splnit v²echny body zadání a projekt povaºuji za úsp¥²n¥
vy°e²ený. Projekt jako takový m·ºe být také základem pro zadání dal²ích prací, které by
nap°íklad mohly implementovat navrhovaná roz²í°ení. To by bylo velice vhodné, jelikoº se
jedná o velice zajímavou disciplínu, jejíº vývoj neustále pokra£uje.
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Dodatek A
Ovládání aplikace a ukázky výstupu
Jak jiº bylo uvedeno v kapitole 5 Návrh a implementace, tak aplikace je konzolová (její
parametry se dají ovliv¬ovat argumenty z p°íkazové °ádky) s moºností ovliv¬ovat parame-
try za b¥hu programu pomocí klavesnice.
V následujícím seznamu si projdeme argumenty p°íkazové °ádky:
-init (long) (long) (long) povinné nastavení velikosti simula£ního prostoru (pro v¥t²inu
p°íklad· byl pouºit krychlový prostor o stran¥ 29 voxel·)
-slices (long) po£et °ez· prostorem, pouºitých metodou Texture Mapping (viz. kapitola 3
Zobrazení objemových dat)
-grav (double) míra gravitace (nebo také t¥ºkost kou°e), obvyklé nastavení je v intervalu
0.0 aº 1.0
-buoy (double) míra vznosnosti (nebo také teplota vzduchu), obvyklé nastavení je v
intervalu 0.0 aº 1.0
-timestep (double) velikost £asového kroku, obvyklé hodnoty jsou 0.05 aº 0.5
-relsteps (int) po£et krok· GaussSeidelovy relaxa£ní metody, výchozí nastavení je 20
-vorticity (double) míra vý°ivosti vzduchu (více viz. sekce 5.2 nebo kapitola 4), obvyklé
nastavení 0.05 aº 0.5 (v závislosti na velikosti simula£ního prostor)
-force (double) jednotná velikost v²ech externích sil, které jsou pro ovládání simulace
pouºity
-output (string) °et¥zec ur£ující jméno výstupního souboru (výchozí nastavení je out.avi),
je velice vhodné dodrºet koncovku avi
-h tento p°epína£ slouºí pro tisk nápov¥dy do konzole
Dále budeme pokra£ovat vý£tem kláves, které nám umoº¬ují ovliv¬ovat parametry sim-
ulace za jejího b¥hu 1 :
'p' pozastavení a znovu-spu²t¥ní simulace
1V p°ípad¥ dvojic kláves ta první hodnotu zvy²uje a druhá sniºuje
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'1', 'q' zm¥na po£tu °ez· pouºitých metodou Texture Mapping
'2', 'w' zm¥na míry gravitace
'3', 'e' zm¥na míry vznosnosti
'4', 'r' zm¥na velikosti £asového kroku
'5', 't' zm¥na po£tu relaxa£ních krok· GaussSeidelovy relaxa£ní metody
'6', 'y' zm¥na míry ví°ivosti
'space' jednorázové p°idání externí síly, mí°ící vzh·ru, na dno simula£ního prostoru
'b' jednorázové p°idání externí síly, mí°ící dol·, do st°edu simula£ního prostoru
'v' jednorázové p°idání externí síly, mí°ící vlevo, do st°edu simula£ního prostoru
'n' jednorázové p°idání externí síly, mí°ící vpravo, do st°edu simula£ního prostoru
'g' jednorázové p°idání externí síly, mí°ící nahoru, do st°edu simula£ního prostoru
To jak program vypadá za b¥hu je moºné prohlédnout na obrázku A.1.
Obrázek A.1: Ukázka konzolového okna aplikace s parametry programu a nápov¥dou.
Jak je patrné, tak ovládání není v·bec sloºité. V²e bude demonstrováno na krátkém
p°íklad¥.
Nejd°íve spustíme simulaci:
smoke -init 60 60 10 -force 10.0 -timestep 0.2 -buoy 0.7 -grav 0.06
-vorticity 0.005 -output 2D.avi
Z p°íkazové °ádky nap°íklad vidíme, ºe pouºíváme pom¥rn¥ nízkou míru ví°ívosti (coº je
vhodné u v¥t²ích simula£ních prostor·). Dále je z°etelné, ºe chceme modelovat lehký stoupa-
jící vzduch, protoºe parametr vznosnosti je cca. 10x vy²²í neº parametr gravitace.
V tento moment m·ºeme po£kat aº kou° dorazí do poloviny prostoru (vertikáln¥) a p°idat
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Obrázek A.2: Ukázka výstupu podle vý²e uvedeného postupu ovládání program.
externí sílu mí°ící do leva klávesou 'v'. Jak je z°etelné z obrázku A.2, tak kou° je na chvíli
skute£n¥ ovlivn¥n externí silou a je tla£en doleva.
Uºivateli je doporu£eno s programem experimentovat. Výsledky takových experiment·
mohou vypadat podobn¥ jako na obrázku A.3.
Obrázek A.3: Ukázka n¥kterých fází simulace p°i experimentování s programem.
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