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Povzetek
Simuliranje obnasˇanja agentov, ki predstavljajo osebke, je v zadnjih letih razsˇirjeno
na mnogo podrocˇjih. Del takih simulacij predstavljajo simulacije mnozˇic, kjer se
naenkrat giblje in sodeluje vecˇje sˇtevilo agentov. Pri tem je izziv najti ustre-
zno stopnjo kompleksnosti posameznega agenta, da bo mogocˇe hkrati simulirati
vecˇje sˇtevilo agentov in da bo njihovo obnasˇanje zadovoljivo. Dodaten problem
predstavlja potreba po izvajanju simulacije v realnem cˇasu. V svojem delu sem
napisal aplikacijo v pogonu Unity, ki se izvaja v realnem cˇasu in uporablja kombi-
nacijo glavnih pristopov in tehnik za simulacijo mnozˇic heterogenih agentov, kot
so modularna zgradba, zaznavanje okolja, izogibanje oviram, koncˇni avtomat za
modeliranje obnasˇanja, animator za prikaz animacij itd. V delu sem te pristope in
tehnike podrobneje predstavil in komentiral rezultate aplikacije v razlicˇnih scenah,
ki predstavljajo specificˇne situacije iz resnicˇnega sveta.




Behavioural simulation of agents representing humanoid characters has spread to
many areas in recent years. A part of such simulations are crowd simulations,
where large numbers of agents move and interact at the same time. Finding a
suitable level of individual agent complexity so that large simulations are possible
and suitable behaviour is reached, is challenging. In addition, executing such a
simulation in real-time is problematic. In my work I developed a real-time ap-
plication in Unity game engine which makes use of a number of main techniques
and approaches for heterogeneous crowd simulations, such as modular architec-
ture, environment sensing, obstacle avoidance, finite state machines for behaviour
modeling, animator for animation visualisation etc. I thoroughly described and
presented those approaches and techniques and commented on the results obtained
in several different scenes which represent specific real-world situations.





Danes obstaja veliko podrocˇij, kjer je potrebno simulirati raznorazne agente –
virtualne osebke razlicˇnega izgleda in obnasˇanja, ki na take ali drugacˇne nacˇine
ucˇinkujejo na okolje. Podrocˇja segajo od simuliranja primerov evakuacije velikega
sˇtevila ljudi iz zgradb, vizualizacije premikanja velikega sˇtevila vojakov v bitkah
(namesto uporabe velikega sˇtevila statistov za isti namen), simuliranje preostalih
udelezˇencev v virtualnih okoljih v racˇunalniˇskih igrah, navigacija majhnih samo-
voznih robotov itd.
Tem robotom ali virtualnim osebkom v splosˇnem pravimo kar agenti. Agent
je v simulaciji posamezna dinamicˇna enota, sˇibko sklopljena z drugimi in zato
zanjo velja, da v dolocˇeni meri ravna samodejno [5]. Po prostoru se giblje po
lastni iniciativi in ne zgolj zaradi posledic fizikalnih sil nanj. Navadno je majhne
velikosti, ima razne omejitve pri gibanju in mu je lastno posebno notranje stanje,
locˇeno od okolja, a odvisno od njega.
V domeni iz realnega sveta je agent npr. pesˇec, vozilo ali katerikoli drug
objekt, kateremu pripada samostojni odlocˇitveni proces [2]. Vsak agent pripada
svoji fizicˇni predstavitvi v okolju – svojemu telesu. To telo agentu omogocˇa, da
zaznava okolico in nanjo deluje, tako s fizicˇnimi dejanji in komunikacijo kot tudi s
premikanjem po njej, ter seveda omogocˇa njegovo vizualno predstavitev (v kolikor
je ta prikazana na osnovi samega telesa).
1
2 POGLAVJE 1. UVOD
Slika 1.1: Uporaba ne-realnocˇasovne simulacije mnozˇic v filmski industriji.
Vir slike: New Line Cinema
1.1 Heterogenost
Heterogeni agenti so agenti, ki se v dolocˇeni meri razlikujejo med seboj. V [9]
[14] denimo avtorji za heterogene agente smatrajo zˇe samo sposobnost, da vsak
agent poskusˇa priti do cilja, ki ni odvisen od ciljev drugih agentov in na poti do
njega izvaja lastna dejanja. Drugod je definicija bolj stroga in definira razlikovanje
v notranjih stanjih agentov in razlicˇno delovanje na vecˇ nivojih hierarhije; ta je
v obliki motivacija – planiranje – dolocˇitev akcij – izvedba akcij. Taki agenti so
sposobni opravljati vecˇ stvari in se obnasˇati ali prilagajati v vecˇ razlicˇnih situacijah.
Modeli, ki se uporabljajo za izgradnjo takih agentov, so vecˇinoma zasnovani tako,
da je dodatne funkcionalnosti enostavno dodati in ustvariti vecˇ vrst agentov.
Heterogenost agentov najpogosteje vpliva na racˇunsko zahtevnost simulacije
dolocˇenega sˇtevila agentov predvsem zaradi vecˇjega sˇtevila vejitev pri obravnavi
vecˇ razlicˇnih situacij in dodatnega dela, ki ga agenti opravljajo, da delujejo bolj
pametno in se ne premikajo zgolj po prostoru do dolocˇenega cilja. Dobri pri-
stopi zaradi cˇasovnih omejitev realno-cˇasovnega izvajanja zato poskusˇajo sˇtevilo
vejitev zmanjˇsati ter zmanjˇsati ali pohitriti izvajanje dodatnih racˇunskih opera-
cij. Ucˇinkovit sistem heterogenih agentov tako omogocˇa sˇirsˇi nabor vseh mogocˇih
stvari, ki so jih agenti sposobni izvajati. Hkrati taka zasnova omogocˇa, da agenti
1.2. REALNO-CˇASOVNE SIMULACIJE 3
v vsakem cˇasovnem koraku izvajajo le majhen, konstantno velik del teh akcij,
zato dodajanje novih sposobnosti ne bo bistveno vplivalo na celotno racˇunsko zah-
tevnost. En takih modelov so koncˇni avtomati, kjer je agentovo notranje stanje
predstavljeno kot eno izmed stanj v takem avtomatu. Za druge namene se upora-
bljajo tudi celicˇni avtomati, predvsem ko je cilj nenatancˇna predstavitev velikega
sˇtevila agentov z dobro zastavljenim modelom obnasˇanja [7][6].
Simulacija mnozˇic poskusˇa modelirati gibanje velikega sˇtevila ljudi ali drugih
samostojnih enot. Navadno je njen cilj raziskava vplivov, ki jih imata skupinsko
gibanje in psihologija mnozˇic. Fokus takih raziskav je napovedovanje obnasˇanja
mnozˇic in napovedovanje pojavov, ki se v njem dogajajo [10]. Ti pojavi so spe-
cificˇni za realne primere gibanja mnozˇic v odprtih in zaprtih prostorih in jih je
mogocˇe ponoviti v simulacijah in tako ne le napovedovati, v katerih okoliˇscˇinah se
pojavljajo, temvecˇ tudi zasnovati in izboljˇsati te okoliˇscˇine (zasnova hodnikov v
zgradbah, sˇirina prehodov, sˇtevilo prehodov in morebitne vmesne ovire) za namene
vecˇje varnosti v primeru izrednih situacij [8][11][20]. Drugi pristopi dajo manj po-
udarka na gibanje mnozˇic in vecˇ poudarka na individualno obnasˇanje, uporabno v
primerih, kjer ima cˇlovesˇki uporabnik (ali igralec) opravka z njimi [12].
1.2 Realno-cˇasovne simulacije
Vecˇina simulacij obnasˇanja mnozˇic agentov se ne izvaja v realnem cˇasu. Razlog
je v tem, da izvajanje v realnem cˇasu postavi veliko omejitev najvecˇji racˇunski
zahtevnosti vsakega koraka simulacije, ki posledicˇno vpliva na kakovost celotne
simulacije. Cˇe simulacija v navidezni resnicˇnosti traja nekaj minut, imamo za iz-
vedbo vseh cˇasovnih korakov v primeru izvajanja v realnem cˇasu prav toliko cˇasa
(v primeru, da tudi cˇas v simulaciji tecˇe z enako hitrostjo), sicer pa so nam na voljo
ure ali dnevi. Izvajanje v realnem cˇasu v splosˇnem pomeni, da je simulacija vsako
sekundo zmozˇna obdelati vsaj 15-20 cˇasovnih korakov, kar cˇloveku da obcˇutek
tekocˇega izvajanja. Bolj stroga definicija postavlja omejitve na najvecˇji cˇas izvaja-
nja posameznega cˇasovnega koraka, ki tako znasˇa le 50-66 ms, poleg tega pa mora
biti cˇim bolj konstanten. Realno-cˇasovno izvajanje pa ima pomembne prednosti,
ki jih ni mogocˇe nadomestiti. Najprej tak nacˇin izvajanja omogocˇa neposredno
vplivanje na simulacijo med samim izvajanjem; tako lahko med izvajanjem npr.
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agentom spreminjamo cilje, jih dodajamo in odstranjujemo. To omogocˇa uporabo
v aplikacijah kot so racˇunalniˇske igre, poleg tega pa ponuja tudi hiter, sproten pre-
gled nad simulacijo in ne sˇele po tem, ko je izracˇun koncˇan. Tako izvajanje je zaradi
krajˇse dolzˇine mogocˇe tudi vecˇkrat ponoviti kot ne-realno-cˇasovne simulacije.
Da implementacija simulacije mnozˇic tecˇe v realnem cˇasu, mora biti za to pri-
lagojena zˇe od zacˇetka, kar je seveda slabost, saj se simulacijam, katerih cˇasovni
koraki niso cˇasovno omejeni, ni potrebno ubadati s pristopi, prilagojeni cˇim hi-
trejˇsemu izvajanju in se zato lahko osredotocˇijo na samo kvaliteto simulacije.
Najvecˇji vpliv na racˇunsko zahtevnost med posameznimi nalogami enostavne si-
mulacija mnozˇic ima agentovo izmikanje dinamicˇnim oviram oz. povprecˇno sˇtevilo
dinamicˇnih ovir, katerim se mora vsak agent izmikati, zato so bile razvite razne
metode, ki ponujajo ucˇinkovito in hitro resˇitev problema gibanja brez trkov. V
zadnjih letih pa je mogocˇe simulacije mocˇno pohitriti z razdelitvijo racˇunskega
dela na razlicˇne niti izvajanja, s cˇimer je mocˇ izkoristiti vecˇprocesorske naprave in
zadnja leta tudi graficˇne procesne enote [26]. Vecˇnitnemu izvajanju je prilagojenih
tudi vecˇina metod za izmikanje oviram, ki omogocˇajo obravnavo vsakega agenta in
njegovega dela pri izmikanju oviram neodvisno in socˇasno z drugimi, kar pomeni,
da lahko obdelavo agentov porazdelimo na razlicˇne niti izvajanja.
Kljub temu omejitve, ki jih postavi zahteva po realno-cˇasovnem izvajanju,
neposredno vplivajo na kljucˇne lastnosti simulacije. Predvsem vplivajo na sˇtevilo
agentov, ki lahko hkrati delujejo v navideznem svetu, kvaliteto njihove navigacije
po svetu, kvaliteto njihovega notranjega modela oz. kvaliteto obnasˇanja ter sam
izgled simulacije, v primeru da jo hocˇemo vizualno predstaviti, sˇe posebno v cˇe je
predstavljena treh dimenzijah. Pogosto se sicer uporablja tudi dvodimenzionalna
predstavitev, kjer so agenti predstavljeni kot krozˇci, kar praviloma predstavlja
skoraj zanemarljivo malo racˇunskega dela v primerjavi z izvajanjem drugih stvari.
1.3 Vizualizacija in zahtevnost
Cˇe je vizualizacija trodimenzionalna in je vsak agent predstavljen s kompleksnim
modelom (in ne, denimo, zgolj s kroglo ali kvadrom), je izrisovanje mnozˇic agentov
sˇe posebno velik problem pri simulacijah mnozˇic v realnem cˇasu. V primeru ne-
realno cˇasovnega izvajanja se navadno izrisovanje razdeli, tako da se najprej izvede
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simulacijo in ustvari izhodno datoteko, s katero potem izrisovalni pogon naknadno
izriˇse slike. V realnem cˇasu pa dodatno izrisovanje pomeni zasedenost graficˇne
procesne enote, ki bi se sicer lahko uporabljala tudi za namene simulacije mnozˇic,
pa tudi centralne procesne enote, ki mora graficˇni enoti dostavljati podatke za
izrisovanje – problematicˇno je predvsem slednje, saj je dostavljanje ukazov za izri-
sovanje v primerih z vecˇjim sˇtevilom agentov zelo racˇunsko zahtevno in lahko zato
mocˇno omejuje sposobnosti simulacije.
Ena izmed razdelitev pristopov simulacij mnozˇic je v tem, kako se obravnavajo
posamezniki oz. agenti. Makroskopski model obravnava obnasˇanje celotne mnozˇice
kot velik interaktiven sistem, brez podrobnega upravljanja s posameznimi agenti,
temvecˇ z uporabo statisticˇnih in verjetnostnih tehnik. Po drugi strani mikroskopski
model simulira mnozˇice na bolj intuitiven nacˇin – na ravni posameznih agentov, kar
omogocˇa vecˇji nadzor nad obnasˇanjem, vecˇjo raznolikost in kompleksnost agentov
in posledicˇno bolj naravno gibanje v dolocˇenih situacijah, je pa zato tudi bolj
racˇunsko zahteven. [18].
1.4 Uporaba
Simulacija mnozˇic ima mnogo primerov uporabe: uporablja se za nacˇrtovanje ur-
banih projektov kot so velike zgradbe, cone za pesˇce v mestih, prometna infrastruk-
tura (agenti lahko predstavljajo tudi avtomobile in druga vozila), za simuliranje
evakuacij, uporabo v zabavni industriji (filmi, promocijski videi ali reklame, vi-
deoigre), za potrebe vizualizacije vseh vrst itd. S heterogenim modelom agentov
je mogocˇe oponasˇati velik spekter teh primerov uporabe in ustvariti agente, ki so
sposobni hkrati delovati v vecˇ razlicˇnih situacijah.
Simulacija mnozˇic je sˇe posebno pomembna za uporabo pri simuliranju evaku-
acije velikega sˇtevila ljudi iz raznih stavb in prevoznih sredstev (predvsem letal).
Ustrezna simulacija v virtualnem okolju lahko v veliki meri nadomesti resnicˇne
evakuacijske vaje, saj pri tem ponuja vrsto prednosti, med njimi skrajˇsan cˇas izva-
janja, cenejˇso izvedbo ter odsotnost tveganja za posˇkodbe ljudi in objektov. Po-
membno je, da simulacija pravilno oponasˇa razlicˇne tipe obnasˇanja posameznikov
ter da ustrezno zajame individualizem posameznikov na dovolj veliki locˇljivosti.
Cˇlovesˇko obnasˇanje je namrecˇ zelo zapleteno predvsem zaradi nedolocˇenosti pri
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odlocˇanju; pri tem se precej uporablja ti. mehka logika. Navadno se za upo-
rabo simulacije mnozˇic za namene simuliranja evakuacij uporablja zelo preprosta
2-dimenzionalna predstavitev virtualnega prostora. Cilj agentov pri evakuaciji je
najprej uiti neposredni grozˇnji, nato pa kar se da hitro dosecˇi izhod ali drugo lo-
kacijo, ki se smatra kot varna. Pri tem je glavni problem v iskanju optimalne poti
do tega izhoda, saj je pot odvisna od mnozˇice drugih agentov ter tudi od tega, ali
agent sploh ve, kje se izhod nahaja. Ko je ta problem resˇen, pa je velik problem
tudi resˇevanje zgosˇcˇin agentov, ki se pojavljajo v ozkih hodnikih in prehodih, saj
se agenti med seboj prerivajo in pogosto neracionalno silijo v enake smeri in tako
manjˇsajo najvecˇji pretok agentov iz prostora na varno.
1.5 Cilj
Cilj diplomske naloge je raziskati podrocˇje simulacije mnozˇic, opisati razlicˇne pri-
stope in pogosto uporabljene tehnike.
V prakticˇnem delu je cilj simulirati cˇim vecˇje sˇtevilo agentov v realnem cˇasu.
Ti agenti naj bi bili heterogeni, torej naj bi se razlikovali tako v notranjem stanju
kot po obnasˇanju, saj naj bi v okolju delovali samodejno in neodvisno od ostalih,
ki pa bi jih zaznavali in z njimi komunicirali. Agenti bi pri predstavitvi uporabljali
animacije.
Gibanje agentov naj bi bilo realisticˇno tako po izgledu animacij kot po dejan-
skem premikanju. Agenti naj bi se tudi izmikali drug drugemu, s cˇimer bi bilo
mogocˇe ponoviti dolocˇene pojave, ki se dogajajo pri gibanju mnozˇic. Arhitektura
agenta naj bi zadostovala izvajanju razlicˇnih dejavnosti in bi omogocˇala enostavno
dodajanje novih dejavnosti.




Strukturno nalogo sestavlja pet poglavij. Prvo poglavje predstavlja uvod v po-
drocˇje in opiˇse nekaj usmeritev in zahtev, kljucˇnih za to diplomsko nalogo.
Drugo poglavje predstavlja razvijalsko okolje in pogon Unity ter opisuje, kako
je prakticˇni del v tem okolju implementiran.
V tretjem poglavju je predstavljen problem navigacije agentov in opis imple-
mentiranih algoritmov, ki so ta problem resˇevali.
V cˇetrtem poglavju je predstavljen model agenta, njegove komponente stanja
njegovega obnasˇanja.
V petem poglavju je predstavljeno izvajanje aplikacije ter realizirane in mozˇne
pohitritve.
V sˇestem poglavju so predstavljene razlicˇne scene in komentirani rezultati
prakticˇne implementacije.
V sedmem in zadnjem poglavju se nahaja zakljucˇek in sklep naloge, poleg
tega so tu omenjene opazˇene tezˇave ter je predlaganih nekaj mozˇnih izboljˇsav in
nadaljevanj dela.
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Poglavje 2
Unity
Unity je igralni pogon in razvijalsko okolje, namenjeno izdelavi in poganjanju tri-
dimenzionalnih aplikacij in iger na razlicˇnih platformah. Kot vsi sodobni igralni
pogoni ima podprte vse komponente, ki so pri izdelavi in poganjanju takih apli-
kacij potrebni: izdelava in prevajanje skript in njihovo pripenjanje posameznim
objektom, poganjanje APIjev za izrisovanje, podpora predvajanju prostorskega
zvoka, pravilno izvajanje vse kode, ki predstavlja logiko aplikacije skozi posame-
zne cˇasovne korake, sporocˇilne sisteme za komunikacijo med objekti, razne fizikalne
knjizˇnice, vgrajene hitre pogosto uporabljane algoritme, napredno podporo animi-
ranju objektov itd. Nudi tudi dobro podporo uvozu modelov, datotek razlicˇnih
tipov ter uvozu dodatnih vsebin, ki so placˇljive ali brezplacˇne in so na voljo v na-
menski spletni trgovini. Pogon oz. razvijalsko okolje je v osnovni razlicˇici na voljo
brezplacˇno, njegove prednosti pa so poleg delovanja na vecˇ platformah predvsem
v zmogljivosti ter intuitivnem uporabniˇskem vmesniku.
2.1 Igralni objekti
Unity temelji na ti. igralnih objektih, angl. game objects, ki so sestavljeni iz
vecˇ komponent. Edina obvezna komponenta je komponenta Transform, ki vse-
buje objektovo lokacijo, rotacijo in skaliranje. Vse ostale komponente so opcijske,
zato so lahko taki objekti tudi prazni in ni nujno, da sluzˇijo kaksˇnemu na-
menu. Na objekte se pripenjajo skripte, pri cˇemer ima seveda lahko vecˇ objektov
enako skripto, ki pa med izvajanjem navadno tecˇe v vecˇ instancah. Skripte so
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Slika 2.1: Razvojno okolje Unity
programi, napisani v enem izmed treh mozˇnih programskih jezikih: C#, Unity-
Script in Boo. V primeru C# so ti programi kar razredi. Skriptiranje temelji
na odprtokodni implementaciji .NET Framework, imenovani Mono. Skripte med
izvajanjem klicˇejo uporabniˇsko napisane funkcije in dolocˇene funkcije same defi-
nirajo (te med izvajanjem sproti klicˇe sam pogon). Med njimi so recimo Start(),
Update() in LateUpdate(), ki se klicˇejo na zacˇetku programa, v vsakem cˇasovnem
koraku in na koncu cˇasovnih korakov, z njimi pa lahko definiramo logiko aplikacije
tako, da dolocˇimo obnasˇanje objektov skozi posamezne cˇasovne korake.
Med drugimi pomembnimi komponentami so recimo trkalna telesa ali trkalniki
(angl. collider), ki se uporabljajo za detekcijo trkov med objekti, izvori zvoka,
razni animatorji za namene animiranja objektov oz. njihovih delov, pa seveda




Unity sem si za razvoj lastne aplikacije izbral zato, ker ima dobro izdelane vse
podporne komponente za izdelavo simulacije v tridimenzionalnem prostoru. Do-
bro je tudi to, da so te komponente zdruzˇene v enem samem pogonu, da npr. ni
potrebno tezˇavno povezovanje komponente za izvajanje same logike in komponente
za graficˇni izris. Prav tako Unity ponuja razne knjizˇnice za uporabo v tridimenzio-
nalnem prostoru, denimo knjizˇnico za fiziko, s katero je mocˇ delati hitre poizvedbe
po tem, ali se npr. kak objekt prekriva z drugimi, ali kaka daljica seka dolocˇene
trkalnike itd.
Slabost samega pogona je v tem, da trenutno sˇe ni podprto vecˇnitno izvajanje
posameznih skript. V verziji 4.5 namrecˇ izvajanje skript sˇe ni thread-safe, zato ob
hkratnem izvajanju vecˇ skript ni zagotovljeno, da ne bo prihajalo do razlicˇnega
zaporedja branja ali pisanja v dolocˇene spremenljivke, kar seveda lahko pripelje
do napacˇnega izvajanja programa. Pomanjkljivost nameravajo razvijalci odpraviti
z verzijo 5.0, ki pa za cˇasa pisanja sˇe ni na voljo. Kljub temu je pogon sposoben
deloma izkoriˇscˇati vecˇ-jedrne procesorje tako, da na vecˇ niti razporedi druge naloge,
recimo izvajanje ukazov graficˇnega APIja, kar v koncˇni fazi pomeni tudi to, da je
jedro, na katerem se izvaja programska logika, manj obremenjeno.
2.3 Sporocˇanje
Razlicˇni objekti lahko do zunanjih spremenljivk in komponent – spremenljivk v
skriptah in komponentah drugih objektov – dostopajo na razlicˇne nacˇine. Eden iz-
med njih je preprosto branje (in pisanje) javnih spremenljivk, kar se lahko opravlja
tudi preko javnih funkcij, poleg tega pa pogon Unity vkljucˇuje sporocˇilni sistem, s
katerim lahko nek objekt posˇilja sporocˇila enemu ali vecˇ (broadcast) drugim objek-
tom, pri cˇemer pa smo omejeni na hierarhijo sestavljenih objektov, saj lahko tako
komuniciranje poteka samo znotraj enega objekta, ki lahko vsebuje vecˇ drugih.
Tako lahko starsˇ prestreza sporocˇila otrok in jih posreduje naprej dolocˇenim dru-
gim otrokom. V primeru neposrednega dostopanja do tujih objektov pa je na njih
potrebno pridobiti referenco. Cˇe je takih objektov veliko, je to lahko tezˇavno, zato
ima Unity vgrajene knjizˇnice za fiziko, ki izkoriˇscˇajo hitro iskanje objektov po is-
kalnem prostoru pod pogojem, da imajo objekti namesˇcˇene trkalnike. Tako lahko
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Slika 2.2: Stanja animatorja in prehodi med njimi (levo) ter mesˇalno drevo
stanja premikanja (desno)
denimo hitro preverimo, kateri objekti se nahajajo oz. sekajo dolocˇeno daljico, so
znotraj dolocˇene krogle itd. V nasprotnem primeru moramo sami belezˇiti reference
na objekte, ki jih potrebujemo, denimo z drevesi ali mrezˇami (sˇe posebno, ko je
igralna povrsˇina primarno v dveh dimenzijah, kot je tudi v mojem primeru).
2.4 Animiranje
Unity vsebuje lastno tehnologijo za podporo animaciji objektov, imenovano Meca-
nim. Animacija posameznega objekta je v tem nacˇinu sestavljena iz koncˇnega av-
tomata, v katerem vsako stanje predstavlja svojo animacijo, ki je lahko enostavna
ali pa sestavljena iz vecˇ osnovnih animacij. Mecanim omogocˇa intuitivno dodaja-
nje stanj v takem drevesu in definiranje prehodov med njimi. Animacije vecˇinoma
temeljijo na okostjih, ki so lahko za posamezno vrsto animiranih objektov stan-
dardizirani. Za humanoidne osebke, kot so ljudje in ljudem podobna fantazijska
bitja, so tako definirana okostja, ki jih lahko apliciramo na poljuben ustrezen mo-
del in tako omogocˇimo njegovo animacijo. Animacija se izvaja nad enim ali vecˇ
sklepi okostja v drevesni strukturi z inverzno kinematiko, mogocˇe pa je definirati
omejitve pri gibanju posameznih sklepov.
Cˇe je animacija stanja sestavljena iz vecˇ osnovnih animacij, je predstavljena
s ti. mesˇalnim drevesom (angl. blend tree), iz katerega se razveji vecˇ osnovnih
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animacij, v vozliˇscˇih drevesa pa lahko vecˇ osnovnih animacij kombiniramo, da
ustvarimo kombinacijo vecˇ animacij, pri cˇemer Mecanim poskrbi za ustrezno zlitje
iz ene osnovne animacije v drugo, tako da so vizualno prehodi cˇim gladkejˇsi. Tako
lahko npr. izvedemo animacijo teka naprej, ki je sestavljena iz osnovnih animacij
teka naravnost, levo in desno. Mesˇalno drevo bo poskrbelo za gladek prehod med
temi tremi animacijami glede na vrednost spremenljivke, ki dolocˇa vpliv posamezne
animacije. Dodajati je mocˇ nove animacije, cˇe je okostje animiranega lika ustrezno,
nato pa prehodom v in iz stanja nove animacije dolocˇimo zahteve in sprozˇilce ter
sˇe vizualno nastavimo hitrost animacije ter trajanje prehoda, da so mogocˇi gladki
prehodi tudi med dvema sicer nezdruzˇljivima animacijskima stanjema.
V skriptah potem nastavljamo ustrezne spremenljivke, ki najprej dolocˇijo sta-
nje v avtomatu animacijskih stanj, potem pa z drugimi spremenljivkami dolocˇamo
vpliv posameznih vej v mesˇalnem drevesu (cˇe to obstaja), poleg vseh ostalih vre-
dnosti, specificˇnih za posamezno stanje, ter splosˇnih vrednosti animatorja, kot je
npr. njegova hitrost.
Animator ima lahko neposreden vpliv na gibanje objekta, na katerem je namesˇcˇen.
V tem primeru ustvarjalcu ni potrebno skrbeti za natancˇno nastavljanje spremen-
ljivk, ki povezujejo prikazano animacijo s samim gibanjem, kar omogocˇa realisticˇen
prikaz premikanja. Slaba stran tega je, da je potrebno v tem primeru gibanje
objekta izvajati preko animatorja, kar vpelje velik nabor dodatnih omejitev. Zato
se uporablja tudi mozˇnost, ko animator nima vpliva na gibanje objekta in skrbi
zgolj za animacijo modela. Tu je potrebno natancˇno nastavljanje spremenljivk,
ki povezujejo hitrost, usmeritev, nagib in druge spremenljivke objekta s stanjem
animatorja, kar je tezˇavno, cˇe je cilj zelo realisticˇen prikaz gibanja.
2.5 Implementacija v pogonu Unity
Vsak agent v pogonu Unity ima nastavljeno dolocˇeno oznako (angl. tag) in plast
(angl. layer). Vsi navadni objekti privzeto pripadajo oznaki Untagged, z drugimi
oznakami pa dolocˇamo poseben pomen objektov, ki so z njimi oznacˇeni. Pomen
uporabe oznak je v pridobivanju reference na objekte dolocˇenih oznak in defini-
ranju logike okoli njih. Podobno uporabo imajo plasti, kjer privzeto vsi navadni
objekti pripadajo plasti Default, dodajanje drugih plasti pa se uporablja predvsem
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za namene selektivnega izrisovanja in osvetljevanja objektov dolocˇene plasti na
dolocˇeni kameri, za namene uporabe s fizikalnimi funkcijami, kjer lahko dolocˇamo
maske plasti, s katerimi dolocˇene plasti uposˇtevamo, druge pa ne. Poleg tega so
plasti uporabne za namene gradnje navigacijskih mrezˇ, kjer lahko objekt vsake
plasti definira njeno ceno, ki jo bo navigacijska mrezˇa uposˇtevala pri izgradnji. Pri
iskanju poti se bodo zato agenti izogibali plastem z veliko ceno.
Agenti v implementaciji so igralni objekti, izvedeni kot ti. montazˇni objekti.
Z uporabo montazˇnih objektov je mogocˇe enostavno ustvarjati njihove instance,
kar je uporabno zaradi vecˇjega sˇtevila hkrati obstojecˇih enakih objektov. Vsi
agenti so hierarhicˇni nasledniki praznega igralnega objekta, ki predstavlja objekt
z glavno skripto, zaradi katerega je mogocˇa njihova medsebojna komunikacija.
Glavna skripta skrbi za sinhronizacijo komunikacije, vzpostavitev okolja, procesi-
ranje uporabnikovega vnosa, graficˇni uporabniˇski vmesnik, belezˇenje podatkov o
agentih, pomembnih za lokalno navigacijo, in drugo. Vsi objekti so postavljeni
v razlicˇne scene, sestavljene iz raznih tridimenzionalnih objektov, med katerimi
so tudi objekti, ki predstavljajo nepremicˇne ovire in za katere je dolocˇeno, da se
zapiˇsejo v navigacijsko mrezˇo. Spremljanje situacije v sceni poteka preko glavne
kamere, ki jo je mocˇ upravljati s tipkovnico.
V pogled je dodan dvodimenzionalni graficˇni vmesnik, na katerem so gumbi, s
katerimi je mocˇ nastavljati velikost na novo dodanih skupin agentov, barv izbranih
agentov in izbiro razlicˇnih scen. Na njem je tudi prikaz dolocˇenih informacij o sceni
oz. dogajanju v njej.
Agente je mogocˇe na sceno dodajati v razlicˇno velikih skupinah na mesto,
dolocˇeno z miˇskinim kurzorjem. Z miˇsko jih je mogocˇe oznacˇevati s principom
oznacˇevalnega pravokotnika, oznacˇene agente pa je mogocˇe urejati. Nastavljati
jim je mogocˇe ciljno tocˇko, pri cˇemer avtomatsko vstopijo v stanje premikanja, z
gumbi na graficˇnem vmesniku pa je oznacˇenim skupinam mogocˇe spreminjati izgled
(barvo). Z oznacˇevanjem, nastavljanjem ciljnih tocˇk in nastavljanjem izgleda je
zato mogocˇe preprosto nastaviti situacijo, kjer se dve skupini agentov srecˇata med
sabo in opazovati, kako si agenti utirajo pot mimo drugih agentov. Izbrane agente
je mocˇ tudi izbrisati.
Pri tem dodaten problem predstavlja uporaba animacij, saj je potrebno na-
tancˇno zadeti povezavo med fizicˇnim premikanjem agentov, ki je posledica algo-
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ritma lokalne navigacije, ter upravljanjem s stanji animatorja. Problematicˇno je
upravljanje s hitrostjo animacij, saj prehod stanj animatorja iz mirujocˇega preko
hoje v tek ni linearen v smislu hitrosti premikanja. Prav tako je tezˇavno zˇe samo
ugotavljanje smeri premikanja, saj se predvsem v situacijah zgosˇcˇin agentov nji-
hove smeri usmeritve zelo hitro spreminjajo (zaradi delovanja algoritma lokalne
navigacije). Ta problem je resˇen z uporabo nizkoprehodnega filtra, ki z ustrezno
jakostjo gladi usmeritev pri prikazu animacije. Potrebno je tudi nastavljati kolicˇino
nagiba med gibanjem, ki je odvisna od hitrosti spremembe smeri.
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Poglavje 3
Navigacija
Navigacija v primeru virtualnega okolja in samostojnih agentov v njem pomeni
sposobnost agentov, da najdejo ustrezno pot do zˇelenega cilja. V primeru, ko je
agent sam in v okolju ni fizicˇnih ovir, je navigacija trivialna, saj se agentu zgolj do-
deli hitrost v smeri cilja. Vendar pa v splosˇnem temu ni tako – okolje je posejano s
pregradami in preprekami, manjˇsimi nepremicˇnimi ovirami in drugimi dinamicˇnimi
ovirami. Dinamicˇne ovire so navadno drugi agenti ali pa bolj posplosˇene gibajocˇe
ovire. Za prve velja, da se v splosˇnem poskusˇajo izmikati drugim oviram, za druge
pa to vecˇinoma ne velja.
V takih modelih se vecˇinoma problem navigacije razdeli na dva locˇena dela.
Ta sta lokalna navigacija ali izmikanje oviram ter globalna navigacija ali iskanje
poti. Med seboj se precej razlikujeta in omogocˇata hitro in ucˇinkovito izvajanje
celotne navigacije po kompleksnem prostoru.
3.1 Globalna navigacija
Sinonim za globalno navigacijo je iskanje poti po prostoru z nepremicˇnimi ovirami.
Prav nepremicˇnost dolocˇenih ovir je razlog za locˇeno obravnavo globalne navigacije.
Ta poskrbi, da se ustvari pot v obliki povezanih tocˇk v prostoru, ki bo agenta
pripeljala do zˇelenega cilja, brez da bi vmes priˇslo do trka z nepremicˇnimi ovirami.
Rezultat so lahko kompleksne poti, ki so resˇitev problema tudi v primeru raznih
labirintu podobnih koridorjev staticˇnih ovir.
Obicˇajno se iskanje poti v tem primeru izvaja z uporabo algoritmov iskanja poti
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Slika 3.1: Primer navigacijske mrezˇe v sceni
po drevesu, pri cˇemer so vozliˇscˇa drevesa tocˇke na povrsˇini, kamor je premikanje
dovoljeno, povezave med vozliˇscˇi pa pomenijo mozˇnost premikanja med paroma
vozliˇscˇ, pri cˇemer ima vsaka povezava svojo ceno, ki izrazˇa tezˇavnost premika
(hitrost premika, tveganje pri premiku itd.). Najpogosteje uporabljan algoritem
je algoritem A*.
Tu pridejo v posˇtev navigacijske mrezˇe (angl. navigation mesh) [3], ki predsta-
vljajo dvodimenzionalno povrsˇino, po kateri se lahko agenti gibljejo. Navigacijska
mrezˇa je shranjena v obliki grafa ali drevesa, ki se lahko potem uporablja za iska-
nje poti po tem grafu. Implementacije navigacijskih mrezˇ zato pogosto vkljucˇujejo
tudi algoritme preiskovanja poti po grafu oz. iskanja poti do cilja po podrocˇju, kjer
se agenti lahko premikajo. Izgradnja navigacijske mrezˇe je vecˇinoma avtomatska,
saj bi v nasprotnem primeru za to potrebovali zelo veliko dela zˇe ob manj zaplete-
nih situacijah. Pri izgradnji moramo definirati prehodne povrsˇine ter objekte na
njih, ki jih zˇelimo uposˇtevati kot nepremicˇne ovire. Ker imajo premikajocˇi agenti
navadno dolocˇene radije (svojo sˇirino), moramo definirati tudi enoten radij, zaradi
katerega bodo navigacijske mrezˇe kot neprehodno oznacˇile vso povrsˇino, za radij
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Slika 3.2: Agent, ki je pri uporabi zgolj lokalne navigacije nezmozˇen premi-
kanja zaradi postavitve ovire
ali manj oddaljeno od vsake tocˇke vsake staticˇne ovire. V splosˇnem je ta postopek
enak morfolosˇki operaciji dilacije.
3.2 Lokalna navigacija
Algoritmi za iskanje poti v drevesu povezanih vozliˇscˇ bi sicer delovali za celotno
navigacijo, tako da locˇena obravnava lokalne navigacije ni nujno potrebna. Ven-
dar pa bi moral algoritem za iskanje poti zaradi premikajocˇih se ovir vedno znova
izracˇunavati novo resˇitev, saj je dolocˇena resˇitev veljavna samo pri dolocˇeni po-
stavitvi ovir. Ker se dolocˇene ovire premikajo, se torej postavitev spreminja in
pot, ki jo je prej nasˇel algoritem za iskanje po drevesu, morda ni vecˇ veljavna. Ob
velikem sˇtevilu dinamicˇnih ovir bi to pomenilo veliko racˇunsko obremenitev, zato
se v takih primerih uporablja kombinacija locˇene lokalne in globalne navigacije, v
dolocˇenih primerih pa zgolj lokalna navigacija (cˇe so staticˇne ovire dovolj majhne
in jih je dovolj malo).
V kombinaciji z globalno se lokalna navigacija uporablja med gibanjem po
posameznih odsekih med vozliˇscˇi. Pri tem velja, da premikanje v odseku med
dvema vozliˇscˇema poteka zgolj v eni smeri (agent v odseku smeri ne spreminja),
zaradi globalne navigacije pa lahko pricˇakujemo, da pri tem ne bo priˇslo do trkov
s staticˇnimi ovirami, ki jih je globalna navigacija vzela v posˇtev med izracˇunom
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poti (povezanih odsekov med vozliˇscˇi).
Lokalna navigacija poskrbi, da med prehodom med dvema vozliˇscˇema ne pri-
haja do trkov z dinamicˇnimi ovirami in s staticˇnimi ovirami, ki jih globalna na-
vigacija med izracˇunom poti ni uposˇtevala. V splosˇnem zaradi raznih omejitev
poskusˇa vsaj zmanjˇsati sˇtevilo trkov in ustvariti bolj naravno gibanje z vtisom, da
se agenti zavedajo prisotnosti drug drugega. Manjˇse staticˇne ovire namrecˇ zgolj
povecˇujejo zahtevnost izracˇuna poti, zato je pogosto bolje, da se jih obravnava v
okviru lokalne navigacije. Poleg tega lahko dopustimo tudi, da se take ovire lahko
premikajo, vendar ne na lastno iniciativo; denimo v primeru, ko jih drugi agenti
potiskajo ali ko na njih delujejo druge fizikalne sile. Cˇe bi take ovire hoteli zajeti
v globalni navigaciji z iskanjem poti po drevesu, bi morali z vsakim premikom
ovire na novo sestaviti drevo (in ne samo poiskati nove resˇitve poti do cilja), kar
je zahtevna operacija, ki pa se v dolocˇenih primerih sˇe vedno uporablja - posebno
v situacijah, kjer se samo igralno okolje scˇasoma spreminja in se pojavljajo in
izginjajo vecˇje ovire, s tem pa tudi podrocˇje, po katerem je agentom dovoljeno
premikanje.
Lokalni navigaciji pogosto pravimo kar izogibanje trkom, saj deluje tako, da
zagotovi oz. poskusˇa zagotoviti premik v enem cˇasovnem koraku, pri katerem ne bo
priˇslo do trka, v splosˇnem pa nima plana vnaprej, za cˇasovne korake po trenutnem.
Zato je lokalna navigacija sama po sebi v vecˇini izvedb nezmozˇna najti pot preko
vecˇ vecˇjih ovir v dolocˇenih postavitvah. Z algoritmi lokalne navigacije je praviloma,
denimo, nemogocˇe razresˇiti situacije, kjer so na poti do cilja ovire v treh smereh
(glej sliko 3.2) in bi se moral agent za dosego cilja nekaj cˇasa premikati v nasprotni
smeri.
3.2.1 Trki
Trk ali kolizija je dogodek, ko prideta dve povrsˇini (navadno trikotnika) v stik oz.
prekrivanje. V splosˇnem to velja za celotno povrsˇino fizicˇnih objektov v virtualnem
svetu, vendar pa se zaradi velike racˇunske zahtevnosti ugotavljanja prekrivanja v
takem primeru vecˇinoma uporabljajo bolj enostavne predstavitve modela, ki se
uporablja za detekcijo trkov, ti. collider ali trkalno telo. Ta telesa so vecˇinoma
enostavni objekti kot so krogla, kapsula, kvader ali kocka oziroma poljubna kom-
binacija vecˇ teh teles v prostoru.
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V primeru gibanja mnozˇic so trki predvsem problematicˇni v primeru, ko se
dve telesi prekrivata toliko, da je to zaznavno – primer, ko se zgolj rahlo dotikata,
ni problematicˇen, saj je to normalen pojav v gibanju gosto natlacˇenih objektov,
npr. ljudi. Zaznavanje trkov tukaj pomaga tako, da do prekrivanja ne more priti,
saj gibanje kateregakoli telesa v podrocˇje drugega telesa ni dovoljeno; za to lahko
poskrbi sam pogon ali pa dodatni algoritmi. V mojem primeru agenti uporabljajo
trkalna telesa v obliki kapsul, pri katerih je detekcija zelo preprosta in racˇunsko
nezahtevna, tako da njihova uporaba nima vecˇjega vpliva na hitrost izvajanja.
Uporaba algoritmov za lokalno izmikanje trkov v vecˇinski meri odpravi posamezne
trke oz. prekrivanja trkalnih teles, se pa ti obcˇasno sˇe vedno dogajajo, sˇe posebej
v gosto natlacˇenih situacijah.
Razlogov za to je vecˇ:
1. Omejitve pri gibanju, ki dolocˇajo, kaksˇna je lahko nova, popravljena hitrost
v smislu najvecˇjega pospesˇka, velikosti, kota odmika itd.
2. Omejene kolicˇine podatkov oz. omejenega sˇtevila sosednjih agentov, o kate-
rih ima agent podatke (predvsem iz razloga vecˇje zmogljivosti), tudi zaradi
tega, ker agenti predvidevajo vzajemno ravnanje vseh ostalih agentov
3. Zmogljivost - ni potrebno, da vsak agent izvaja izmikanje oviram vsak cˇasovni
korak, kar pomeni nepopolno delovanje (a v praksi sˇe vedno zadovoljivo)
Zaradi omejitev tako v dolocˇenih primerih ni mozˇno izbrati vektorja hitrosti,
za katerega bi bilo zagotovljeno, da ne bo pripeljal do trka. Zaradi omejenih
kolicˇin podatkov sosednjih agentov pa pride do tega, da pri dolocˇenih parih ni vecˇ
vzajemnega izmikanja, kar je predpostavka dolocˇenih algoritmov izmikanja oviram.
3.2.2 Hitrostne ovire
Med nacˇini za izvedbo izogibanja trkom so precej uporabljene ti. hitrostne ovire,
obstajajo pa tudi drugi pristopi, specificˇni za dolocˇene situacije. Ena takih resˇitev
se uporablja pri gosto stisnjenih mnozˇicah, ki jih obravnava kot tok enotnega
sestavljenega sistema. Ker so osnovni gradniki tega sistema agenti, ki zavzemajo
najmanj neko povrsˇino, je narava takega toka taksˇna, da se lahko njegova gostota
prosto sˇiri in krcˇi, vendar se ne more skrcˇiti pod dovoljeno mejo – podoben primer
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Slika 3.3: Hitrostna ovira pri mirovanju
Slika 3.4: Hitrostna ovira pravokotne ovire
v naravi je denimo gibanje zrn peska [9]. Podobni pristopi agente tretirajo kot
fizikalne delce, ki poskusˇajo iz bolj zgosˇcˇenih obmocˇij uiti v manj zgosˇcˇena [1].
Drugi pristopi temeljijo na razdeljevanju agentov v skupine in razlicˇni obravnavi
vsake skupine, kar ob dobrem nacˇinu grupiranja omogocˇa vecˇje sˇtevilo agentov oz.
daljˇsi radij zaznavanja drugih agentov [17] [4] [19].
Pri uporabi hitrostnih ovir agent potrebuje preko senzorjev pridobiti zgolj in-
formacije o lokaciji premikajocˇe se ovire, njeni obliki ter njeni hitrosti. To je dobro
zato, ker ni potrebna nikakrsˇna posebna komunikacija med agenti. Je pa seveda
potrebno uposˇtevati, da pri meritvi teh kolicˇin pride do nenatancˇnosti, sˇe posebno
pri uporabi v resnicˇnosti (v primeru simulacije v virtualnem svetu se nenatancˇnost
pogosto umetno dodaja), ki jo je potrebno opredeliti in izmeriti ter ustrezno izva-
jati izmikanje oviram tudi z uposˇtevanjem le-te.
Hitrostna ovira (angl. velocity obstacle, VO) nastane ob obravnavi ovir med
lokalnim izogibanjem oviram. Eni oviri praviloma pripada ena hitrostna ovira pri
vsakemu locˇenemu agentu, ki uporablja izogibanje trkom, razen v primeru da je
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Slika 3.5: Hitrostna ovira med gibanjem
ovira prevecˇ kompleksna in je zanjo potrebna hkratna obravnava vecˇ hitrostnih
ovir. Hitrostna ovira je podrocˇje na ravnini, v katerem se vektor hitrosti agenta,
ki to hitrostno oviro uposˇteva, ne sme nahajati, cˇe zˇelimo, da vsaj v naslednjem
cˇasovnem koraku ne bo priˇslo do trka med agentom in oviro. Po matematicˇni
definiciji je hitrostna ovira V OτA|B (hitrostna ovira agenta A, povzrocˇena s strani
agenta B v cˇasovnem oknu τ) nabor vseh relativnih hitrosti v agenta A glede na
agenta B, ki privedejo do trka dveh agentov v nekem cˇasu t, manjˇsem od τ .
Zapis hitrostne ovire je potem: V OτA|B = {v|∃t ∈ [0, τ ] :: tv ∈ D(pB − pA, rA +
rB}, kjer je D(p, r) disk s centrom v p in radijem r, v relativna hitrost, t poljuben
cˇas med 0 in τ , pA in pB sta poziciji obeh agentov, rA in rB pa njihova radija.
Z uporabo hitrostnih ovir torej ugotovimo, kateri vektorji hitrosti ne privedejo
do trkov v dolocˇenem cˇasovnem koraku. Cˇe hocˇemo to razsˇiriti na celoten cˇas
izvajanja, moramo v vsakem cˇasovnem koraku hitrostne ovire posodabljati skladno
z novim stanjem; predvsem tu pride v posˇtev oblika in velikost ovire, polozˇaj
agenta, ovire ter trenutne hitrosti agenta in ovire.
Pri tem je trenutna hitrost agenta hitrost, ki je bila dolocˇena na koncu prejˇsnjega
cˇasovnega koraka in s katero se agent giblje v trenutnem cˇasovnem koraku – ob
koncu trenutnega bo spet prejel novo, popravljeno hitrost (cˇe je popravek potre-
ben), s katero se bo gibal v naslednjem cˇasovnem koraku. Vsakemu agentu pripada
tudi zˇelena hitrost, ki kazˇe v smeri naslednjega cilja (ki ga je dolocˇila globalna na-
vigacija in na poti do katerega praviloma ni nepremicˇnih ovir). Velikost vektorja
zˇelene hitrosti je vecˇinoma enaka najviˇsji hitrosti, s katero se agent lahko giblje.
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Za najbolj naravno in optimalno gibanje je najbolje, da je na koncu koraka vektor
popravljene hitrosti cˇim blizˇje vektorju zˇelene hitrosti.
3.2.3 Uporaba
Najpreprostejˇsa oblika hitrostne ovire je, ko obravnavana ovira stoji na mestu,
torej ima nicˇeln vektor hitrosti. Hitrostna ovira v tem primeru je preprosto ne-
skoncˇno dolg enakokrak trikotnik z ogliˇscˇem v sredini agenta in neskoncˇno dolgima
krakoma, ki sta postavljena pod takim kotom glede na srediˇscˇno premico med
srediˇscˇema ovire in agenta, da je razdalja med katerokoli tocˇko na obeh krakih
in srediˇscˇem ovire vedno vecˇja ali enaka vsoti radija agenta in radija ovire. Tako
je zagotovljeno, da v primeru agentovega gibanja s hitrostjo, ki lezˇi na krakih ali
izven njih, do trka ne bo priˇslo. Kot med obema krakoma ne more biti vecˇji od
180◦, saj bi v nasprotnem primeru veljalo, da se agent in ovira zˇe prekrivata; ta-
krat je razdalja med srediˇscˇem agenta in srediˇscˇem ovire manjˇsa od vsote njunih
radijev. Za test, ali tocˇka lezˇi znotraj trikotnika je zato dovolj, da preverimo, ali
lezˇi desno od levega kraka in levo od desnega kraka.
V splosˇnem ovire niso popolnoma okroglih oblik. V praksi se jih zato v glavnem
aproksimira s krogi, v dolocˇenih primerih pa tudi z drugimi oblikami, recimo pra-
vokotniki, ali s kombinacijo oblik. V tem primeru je tezˇavnejˇse iskanje radija ovire,
saj se sˇirina spreminja v odvisnosti od usmeritve ovire glede na agenta. V primeru
pravokotne ovire je potrebno za radij izbrati eno izmed sˇtirih stranic ali eno izmed
dveh diagonal ter srediˇscˇe pomakniti na sredino izbrane daljice. Cˇe je aproksi-
macija ovire kompleksnejˇsa kombinacija vecˇ oblik, je iskanje radija sˇe zahtevnejˇse,
zato se vecˇinoma uporablja vecˇ posameznih hitrostnih ovir, ki se jih potem zdruzˇi
v eno samo. V tem primeru je potrebno pretehtati racˇunsko zahtevnost iskanja
radija ter zdruzˇevanja vecˇ hitrostnih ovir v eno.
Ker se v splosˇnem ovire pogosto tudi gibljejo, pa taka predstavitev hitrostnih
ovir seveda ni vecˇ veljavna, saj bi bilo potrebno v vsakem cˇasovnem koraku po-
novno ugotoviti novo predstavitev, kar pripelje do ukrivljenega gibanja agentov.
Vecˇino cˇasa pa velja, da je hitrost ovire v dolocˇenem cˇasovnem koraku enaka, kot
je bila v prejˇsnjem cˇasovnem koraku (cˇe ne gre drugacˇe, lahko to zagotovimo z
umetnimi omejitvami, ki onemogocˇajo prehitro in prepogosto pospesˇevanje in za-
viranje). Zato zadostuje, da hitrostno oviro zgolj premaknemo v smeri vektorja
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hitrosti ovire. To pomeni premik izhodiˇscˇa trikotnika ter vseh tocˇk na obeh krakih,
tako da kot med krakoma ostane enak. S tem zagotovimo, da vektor hitrosti, ki
lezˇi izven hitrostne ovire, tudi v tem primeru ne bo privedel do trka.
V taki obliki se hitrostne ovire uporabljajo zˇe vecˇ kot stoletje za namen pomor-
ske navigacije v blizˇini pristaniˇscˇ (ko je manevrirnega prostora malo), za namen
robotskega izmikanja oviram pa so bile pod razlicˇnimi imeni izumljene v devet-
desetih letih, medtem ko so v prejˇsnjem desetletju in tudi v trenutnem aktualni
predvsem algoritmi, ki uporabljajo izboljˇsane razlicˇice hitrostnih ovir. Sicer se hi-
trostne ovire v realnosti uporabljajo tudi v avtomobilih za avtomatsko opozarjanje
voznika o blizˇajocˇem se vozilu, planiranje nalog brezpilotnih letal in sˇe posebej za
navigacijo robotov [13].
3.2.4 Tezˇave
Pri uporabi z roboti in sˇe posebej pri uporabi v virtualnih okoljih, torej s samo-
stojnimi agenti, osnoven algoritem za izbiro hitrosti izven navadnih hitrostnih ovir
dobro dela, pomanjkljivost pa se pojavi v primeru, da vecˇ agentov uporablja isti
algoritem za izmikanje drugim – vecˇina premikajocˇih se ovir se v tem zaveda dru-
gih premikajocˇih se ovir in se tudi same poskusˇajo po najboljˇsih mocˇeh izmikati.
To privede do tega, da v nekem trenutku (oz. cˇasovnem koraku v primeru simula-
cije) oba agenta, katerih zˇelene hitrosti bi sicer privedle do trka, popravita svoja
vektorja hitrosti, ki zagotavljata, da do trka ne bo priˇslo. V naslednjem cˇasovnem
koraku, ko bosta agenta popravljena vektorja hitrosti zˇe prevzela, bosta njuni hi-
trosti izven obeh hitrostnih ovir, zato bosta svoja vektorja hitrosti popravila kar
na vektor zˇelene hitrosti. Ta bosta v naslednjem cˇasovnem koraku znova znotraj
hitrostnih ovir, zato bodo potrebni vnovicˇni popravki, situacija pa se ponavlja vse
dokler se agenta gibljeta drug proti drugem. Rezultat tega je tresocˇe gibanje, sˇe
posebno opazno v daljˇsih cˇasovnih korakih (slika 3.6). Optimalno bi seveda bilo, cˇe
bi agenta na zacˇetku srecˇanja privzela svoja popravljena vektorja hitrosti in se jih
drzˇala med celotnim obsegom srecˇanja. To zagotavljajo algoritmi, ki uporabljajo
ti. vzajemne hitrostne ovire [16].
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Slika 3.6: Prikaz tresocˇega gibanja pri uporabi VO (levo) in RVO (desno)
[16]
3.3 ClearPath
Eden takih algoritmov je ClearPath [5], razvit leta 2009 na univerzi v Severni
Karolini. Algoritem uporablja koncept vzajemnih hitrostnih ovir (angl. reciprocal
velocity obstacle, RVO)[16], predstavljenih leta 2008, ki resˇujejo problem tresocˇega
gibanja. Predvideva vzajemno izmikanje vsakega para agentov oz. ovir, zato ta
koncept velja samo pri ovirah, ki se po prostoru ne gibljejo pasivno (brez lastnega
izmikanja drugim). Predpostavka je torej, da bo vsaka druga ovira tudi sama rav-
nala enako, zato agentu in drugemu agentu (oz. oviri) vsakemu pripada polovicˇna
odgovornost za izmikanje. Namesto, da bi vsak agent izbral hitrost, ki lezˇi izven
hitrostne ovire nekega drugega agenta, raje izbere povprecˇje med trenutno hitro-
stjo in neko hitrostjo, ki lezˇi izven hitrostne ovire drugega agenta. Hitrostna ovira
je zato iz srediˇscˇa agenta pomaknjena za vektor va+vb2 .
Ovir je v splosˇnem vecˇ kot le ena, zato mora vsak agent sestaviti RVO trikotnike
za vsako oviro. Zaradi razloga zmogljivosti vsak agent ignorira ovire, ki so prevecˇ
oddaljene ali niso vidne, tako da mora v vsakem cˇasovnem koraku najprej ugotoviti
seznam relevantnih ovir glede na lastno lokacijo. Ugotavljanje najblizˇjih vidnih
agentov ni trivialno, cˇe nocˇemo prevelike racˇunske zahtevnosti, zato se navadno
uporablja iskanje po drevesih, kjer se hitro ugotovijo blizˇnji sosedi, ali pa iskanje
sosedov v dvodimenzionalni mrezˇi, ki ima shranjene lokacije in hitrosti drugih
ovir. Pri tem je potrebno poskrbeti, da bo drevo ali mrezˇa ustrezno posodobljena
ob koncu vsakega cˇasovnega koraka in da bo branje posameznih plosˇcˇic ali listov
potekalo sˇele, ko so vsi agenti svoje lokacije in hitrosti zˇe poslali skripti, ki skrbi
za posodabljanje.
Cˇe imajo ovire svoje trkalnike, pa je za ta namen mocˇ uporabiti tudi fizikalne
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Slika 3.7: Prikaz zaznavanja sosedov v mrezˇi
knjizˇnice pogona Unity. Tako se lahko, denimo, iz agentove lokacije z dolocˇeno
funkcijo ustvari kroglo nekega radija, potem pa pogon poskrbi za hitro iskanje
vseh trkalnikov znotraj te krogle. Preko teh trkalnikov dobimo reference na objekte
ovir. Enako lahko s fizikalnimi funkcijami ugotovimo, ali so ovire vidne, tako da
posˇljemo kroglo v smeri iz agentove lokacije proti lokaciji ovire, katere vidnost
zˇelimo preveriti, potem pa nam pogon vrne vse trkalnike, ki se znajdejo na poti
poslane krogle. Cˇe je ovira vidna, seveda vmesnih trkalnikov na poti ne sme biti.
3.3.1 Implementacija
V svoji implementaciji sem izvedel dva nacˇina iskanja najblizˇjih relevantnih sose-
dov. Prvi koristi fizikalno knjizˇnico in je uporaben v primeru, da imajo vse ovire
lastne trkalnike (nad njimi namrecˇ delujejo funkcije te knjizˇnice), deluje pa z zˇe
omenjenim pregledovanjem notranjosti krogle in posˇiljanjem krogel iz agentove
sredinske tocˇke. Drugi nacˇin deluje tudi v primeru, da trkalnikov ni in koristi za
ta namen ustvarjeno mrezˇo, v kateri so v ustreznih poljih shranjene pozicije in
hitrosti vseh agentov. Mrezˇa je shranjena v glavni skripti, agenti pa na koncu
vsakega koraka (ko je mrezˇa oz. podatki o vseh agentih v celoti posodobljena) do
nje dostopajo z bralnimi dostopi samo do dolocˇenih polj ali plosˇcˇic.
Izbira plosˇcˇic je lahko preprosta, tako da se denimo vzame zgolj plosˇcˇice, ki
obdajajo plosˇcˇico, v katerem se nahaja agent (sredinska plosˇcˇica), ali pa bolj kom-
pleksna. Jemanje sosednjih osem plosˇcˇic je najbolj smiselno v zgosˇcˇinah. Ko
zgosˇcˇin ni, pa lahko jemljemo tudi bolj oddaljene plosˇcˇice, a samo tiste, pred kate-
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Slika 3.8: Prikaz RVO ovire za relevantne sosednje agente
rimi v smeri proti agentu ni drugih plosˇcˇic, kjer bi tudi bile ovire. To dosezˇemo, da
najprej z Bresenhamovim algoritmom za risanje krogov [24] generiramo plosˇcˇice
na dolocˇenem radiju od sredinske, nato pa z Bresenhamovim algoritmom za risa-
nje cˇrt [21] sledimo cˇrti iz sredinske plosˇcˇice proti vsaki izmed generiranih plosˇcˇic
v obliki krozˇnice. Ko dosezˇemo prvo, na kateri se nahaja vsaj ena ovira, ovire
dodamo na seznam sosedov in prenehamo s sledenjem cˇrti.
Ko so trikotniki RVO sestavljeni za vsako relevantno oviro, jih je potrebno
zdruzˇiti v en sam povrsˇinski lik, ki je navadno kompliciranih oblik in nesklenjen.
Tej povrsˇini se pravi kombiniran RVO ali kombinirana vzajemna hitrostna ovira,
predstavljena pa je z naborom robov, ki jo omejujejo. Vektor hitrosti agenta, ki v
naslednjem cˇasovnem koraku ne bo privedel do kolizije, lezˇi izven te povrsˇine ali
na njenih robovih.
Problem predstavitve kombiniranega RVO postane problem iskanja njegovih
robov. Ti vedno lezˇijo na robovih RVO-jev posameznih ovir, je pa potrebno ugo-
toviti, kateri robovi posameznih RVO-jev so v celoti na robu kombiniranega RVO,
kateri le delno in kateri so znotraj. Prvi korak pri tem je, da ugotovimo, katere
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Slika 3.9: Prikaz kombinirane RVO ovire oz. podrocˇja
tocˇke na posameznih krakih RVO trikotnikov se sekajo z kraki drugih RVO-jev.
To je racˇunsko zahteven postopek, saj ima zahtevnost O(n ∗ n) (kjer je n sˇtevilo
relevantnih ovir ali sosedov). Vse tocˇke presecˇiˇscˇ je potrebno shraniti in v nasle-
dnjem koraku ugotoviti, katere lezˇijo znotraj in katere zunaj kombiniranega RVO.
Za vsako tocˇko je potrebno preveriti, ali lezˇi znotraj kateregakoli RVO trikotnika
tako, da pogledamo, ali lezˇi deno od levega kraka in levo od desnega kraka. To je
racˇunsko zahteven postopek, saj ima zahtevnost O(n ∗n ∗P ), kjer je P povprecˇno
sˇtevilo tocˇk vsakega RVO, zato so v tem koraku smiselne razne pohitritve. Tocˇke,
ki lezˇijo znotraj omejene povrsˇine, se odstrani. Za koncˇno dolocˇitev zunanjega
roba povrsˇine kombiniranega RVO se uporabi postopek, ki iz nabora tocˇk vsakega
kraka izmenicˇno jemlje odseke ali daljice. Cˇe krak predstavljajo tocˇke ABCD,
potem bo daljica AB robna daljica kombiniranega RVO, BC bo znotraj, CD pa
spet zunaj kombiniranega RVO. To velja za vse krake vseh RVO-jev, v kolikor so
vse notranje (zakrite) tocˇke zˇe izbrisane.
Popravljen vektor hitrosti je enak zˇelenemu vektorju hitrosti, cˇe le-ta lezˇi izven
te povrsˇine. V nasprotnem primeru lezˇi na enem izmed robov te povrsˇine, cˇe
vzamemo optimalno mozˇnost, ko je razdalja med zˇelenim vektorjem hitrosti in
popravljenim vektorjem hitrosti najmanjˇsa. Katerikoli tocˇki znotraj te omejene
povrsˇine bo vedno blizˇje neka tocˇka na robu povrsˇine kot pa tocˇka izven te povrsˇine.
Zato s hevristicˇnim nacˇinom iskanje popravljenega vektorja izvajamo kar robovih
te povrsˇine.
V svojem delu sem napisal lastno implementacijo, podobno algoritmu Cle-
arPath, ki za vsakega agenta v vsakem cˇasovnem koraku izvede naslednjih sˇest
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korakov:
0. Iskanje najblizˇjih sosedov
1. Izgradnja RVO-jev za vsakega izmed sosedov
2. Iskanje tocˇk presecˇiˇscˇ v kombiniranem RVO
3. Klasificiranje presecˇiˇscˇnih tocˇk po tem, ali so v ali izven kombiniranega RVO
4. Sortiranje presecˇiˇscˇnih tocˇk na vsakem kraku po urejenem vrstnem redu
5. Klasificiranje posameznih odsekov na krakih v zunanje in notranje in iskanje
tocˇke na zunanjih segmentih, ki je najblizˇja zˇelenemu vektor hitrosti
6. Izvajanje dodatnega ravnanja v primeru, da prej dolocˇen popravljen vektor
hitrosti ne zadostuje dolocˇenim omejitvam
Teh sˇest korakov je v osnovi enakih algoritmu ClearPath, vendar pa je izvedba
posameznih precej drugacˇna. Moj algoritem je namrecˇ namenjen preprostemu
razhrosˇcˇevanju, vizualizaciji posameznih korakov in podpori dodajanju novih tipov
ovir (denimo nepremicˇne ovire ali dinamicˇne ovire, ki se ne odzivajo na okolico).
Algoritem ima racˇunsko zahtevnost O(A ∗ N ∗ N ∗ C), kjer je A sˇtevilo vseh
agentov, N povprecˇno sˇtevilo relevantnih sosednjih ovir, C pa ne-konstantni faktor,
odvisen od povprecˇnega sˇtevila segmentov v kombiniranem RVO. Algoritem je zato
mocˇno obcˇutljiv na sˇtevilo relevantnih sosednjih ovir, ki pripadajo vsakemu agentu.
Dobra plat tega je, da lahko z dobrim nacˇinom iskanja teh ovir njihovo sˇtevilo
dovolj zmanjˇsamo (navadno na manj kot 10 sosedov) tako v primerih velike zgo-
stitve kot v primerih, ko so agenti (in ovire) razporejene redkeje po povrsˇini. Tudi
v tem primeru lahko mocˇno zmanjˇsamo sˇtevilo kolizij, saj, vsaj v teoriji, vedno
pravocˇasno med relevantne ovire zajamemo tudi tisto, s katero bi lahko priˇslo do
trka. Cˇe takrat tudi ta ovira ravna enako, torej tudi sama zazna agenta, bo rav-
nanje pravilno in predpostavka pri uporabi RVO-jev – vzajemno ravnanje obeh v
paru – bo izpolnjena.
Dejanski algoritem ClearPath ima seveda vkljucˇenih mnogo dodatnih optimi-
zacij, ki zmanjˇsajo odvisnost od sˇtevila ovir in omogocˇajo viˇsje sˇtevilo simuliranih
agentov pri dolocˇeni racˇunski sposobnosti. Njegova racˇunska zahtevnost za vsa-
kega agenta je O(A∗N(N+M)), kjer je M sˇtevilo vseh odsekov na kombiniranem
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RVO. Ker je sˇtevilo N in M za vsakega agenta praviloma spremenljivo, je pri
fiksnih racˇunskih zmogljivostih najvecˇje sˇtevilo agentov, ki jih je mogocˇe simuli-
rati v realnem cˇasu (torej ob dolocˇenem najvecˇjem cˇasu izvajanja posameznega
cˇasovnega koraka), odvisno prav od razporeditve agentov ter nacˇina iskanja rele-
vantnih sosednjih ovir.
3.4 ORCA
Nato sem uporabil sˇe javno dostopno razlicˇico algoritma, imenovanega Optimal
Reciprocal Collision Avoidance [15], ki tudi uporablja ovire RVO, in ga priredil
za uporabo v svoji aplikaciji. Za uporabo razlicˇnih algoritmov izogibanja oviram
je potrebno poskrbeti za ustrezno iskanje sosedov ali sosednjih ovir ter zagotoviti
pravocˇasno posodabljanje vektorjev hitrosti agentov. ORCA zagotavlja gibanje
vecˇ robotov ali agentov brez trkov. Naloga algoritma je, da vsakemu agentu neod-
visno in vzporedno dodeli hitrost, za katero bo vsaj τ -cˇasa zagotovljeno, da ne bo
privedla do trka. Prisotna je tudi sekundarna zahteva, naj bodo vektorji hitrosti
karseda blizu zˇelenim.
Za hitro izvajanje algoritem uporablja linearno programiranje, da v majhnem
sˇtevilu operacij najde najustreznejˇsi vektor hitrosti na dovoljenem obmocˇju. Naj-
ustreznejˇsa hitrost je tako rezultat maksimizacije spremenljivke v funkcijah, ki jih
dolocˇajo omejitve in zahteve gibanja brez trkov in brez prekomerno tresocˇega gi-
banja. Algoritem omogocˇa dobro izrabo vecˇprocesorskega izvajanja, posebno pri
vecˇjem sˇtevilu agentov, ter zelo hitro izvajanje pri manjˇsem povprecˇnem sˇtevilu
sosednjih ovir. Opaziti je, da pri uporabi tega algoritma v implementaciji vecˇjo
omejitev kot lokalna navigacija predstavlja preobsezˇna komunikacija med agenti
ter prekomerna uporaba fizikalnih testov trkov pri senzorjih. To sˇe posebej trzˇi
pri razmeroma nizkih radijih zaznavanja sosednjih agentov, medtem ko postane al-
goritem zelo zahteven v primeru zgosˇcˇin in vecˇjih, zgosˇcˇinam neprirejenih radijih
zaznavanja.
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V viru [25] avtorji predstavijo splosˇni osnovni model agentov, primernih za uporabo
v razlicˇno zapletenih in visoko spremenljivih situacijah. Okvir vsakega agenta za-
jema vecˇ modularnih delov, ki jih je mogocˇe dodajati, odstranjevati in spreminjati
za potrebe razlicˇnih situacij. Simulacijo v greobem sestavljajo glavni kontrolni
sistem, iz katerega uporabnik dolocˇa agente, okolje in razne spremenljivke v njih,
sistem okolja, ki upravlja z virtualnim svetom (v katerem prebivajo in delujejo
agenti), sistem obnasˇanja, lasten vsakemu agentu, sistem za motoriko, ki skrbi za
premikanje agenta po okolju in morebitne animacije pri premikanju in izvajanju
dejanj, ter izrisovalni sistem, ki skrbi za izris posameznega agenta. Problem tukaj
predstavlja dobro uravnotezˇena izbira spremenljivosti ali heterogenosti agentov ter
cˇasovne kompleksnosti simulacije agentov. Heterogenost agentov omogocˇa, da so
agenti sposobni delovati oz. se obnasˇati v razlicˇnih situacijah, ne le v eni sami,
in da se znajo prilagajati spreminjajocˇi se situaciji. Prilagajanje pomeni spremen-
ljivo notranje stanje in zmozˇnost predvidevanja sprememb, kar za vsakega agenta
dodatno zviˇsa potrebno racˇunsko delo.
Podobno arhitekturo predstavlja [10], kjer je vsak agent z okolico povezan s
senzorji in pogonom – senzorji dovajajo tok podatkov v agenta, pogon pa tok
podatkov iz agenta ter njegovo fizicˇno delovanje na okolico. Agenta sestavlja
motor obnasˇanja, kjer planer s pomocˇjo zunanjega sistema (sama simulacija)
nadzoruje motoricˇni krmilnik, ta pa samo gibanje. Vsi trije deli so z informacij-
skim tokom povezani s predstavitvijo notranjega stanja agenta, ki dolocˇa njegovo
obnasˇanje na najviˇsjem nivoju. V principu taka, na modulih temeljecˇa arhitek-
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tura, omogocˇa definicijo obnasˇanja na nacˇin, ki gre precej globlje od specificˇnih
scenarijev (denimo evakuacije). V tem smislu je zato precej bolj fleksibilna kot
klasicˇne implementacije, ki se uporabljajo primarno za simuliranje evakuacij.
Najpomembnejˇsi je seveda sistem obnasˇanja, ki predstavlja vsakemu agentu
lastno notranje stanje, kjer so shranjene razne spremenljivke, pravila, ki dolocˇajo
kdo in kdaj se mora na kaj odzvati in kako se na to odzvati ter prioriteto akcij
pri odzivanju, spominski modul, v katerem so shranjene pretekle akcije oz. njihovi
rezultati in morebitne akcije, ki se sˇe morajo izvesti, ter gibalni modul, ki skrbi
za globalno iskanje poti do cilja preko nepremicˇnih ovir in lokalno izmikanje di-
namicˇnim oviram. Samo obnasˇanje je v primeru vecˇje kompleksnosti sestavljeno iz
vecˇ preprostejˇsih obnasˇanj v hierarhicˇni strukturi, kjer osnovni nacˇini obnasˇanja
direktno vplivajo na dolocˇena fizicˇna dejanja agentov. Na najnizˇjem nivoju so
razlicˇni nacˇini obnasˇanja izvedeni kot razlicˇna stanja v koncˇnem avtomatu.
4.1 Implementacija agenta
Podoben pristop sem ubral lastni aplikaciji, kjer sem poskusˇal dosecˇi visoko hete-
rogenost in hkrati nizko racˇunsko zahtevnost. V aplikaciji je vsak agent Unity-jev
igralni objekt, na katerega je namesˇcˇenih vecˇ komponent. Med njimi so skripte
– skripta za globalno in lokalno navigacijo, skripta za izvajanje koncˇnega avto-
mata, skripta za senzorje, skripta za animacijo in sˇe nekaj drugih, poleg njih pa sˇe
trkalno telo v obliki kapsule, mrezˇni model s teksturo, model okostja za potrebe
animiranja, ti. rigidbody oz. fizikalno telo za zmozˇnost apliciranja fizikalnih sil, hi-
trosti ipd. in drugo. Kljub povezanosti nekaterih komponent, sˇe posebno skript (v
smislu koriˇscˇenja medsebojnih storitev in vecˇinoma bralnih dostopov do zunanjih
spremenljivk), je komponente enostavno odstranjevati in menjavati.
4.1.1 Komponente
Arhitektura agenta je podobna [10]. Zunanji sistem oz. simulacija, v katero spa-
dajo tudi rocˇni vnosi uporabnika, ima nadzor nad predstavitvijo notranjega stanja
posameznega agenta. Ta sicer vecˇji del cˇasa deluje samostojno, upravlja pa s
planerjem, ki dolocˇa zˇeleno pot agenta in ki koristi zunanjo storitev globalne navi-
gacije (iskanja poti po drevesu staticˇnih ovir). Planer nadzira delovanje krmiljenja,
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Slika 4.1: Predstavitev agenta v okolju Unity, z vsemi skriptami in navzven
vidnimi spremenljivkami
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Slika 4.2: Prikaz implementirane arhitekture agenta
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ki vsebuje izmikanje oviram in uposˇtevanje fizikalnih omejitev pri gibanju, ta pa
direktno dolocˇa agentovo gibanje. Krmiljenje posˇilja vhodne podatke v animator
vsakega agenta, ki sicer nima lastnega vpliva na samo gibanje. Agenti imajo svoje
vizualne predstavitve v obliki tridimenzionalnega modela in tekstur, samo izriso-
vanje pa locˇeno izvaja pogon Unity. Pogon na nizˇjem nivoju izvaja tudi naloge,
ki jih zahtevajo sporocˇilni sistemi (komunikacija med objekti), izvajanje fizikalnih
funkcij in druge.
Agenti so si med seboj podobni v smislu, da si delijo vse komponente oz. mo-
dule, je pa njihovo obnasˇanje najbolj odvisno od spremenljivke, ki dolocˇa tip. V
implementaciji obstajata dva, ki pa bi jih bilo mocˇ enostavno razsˇiriti na vecˇ soro-
dnih tipov. Prvi tip predstavlja klasicˇno osebo ali bitje, ki drugim agentom istega
tipa ne predstavlja grozˇnje, z njimi komunicira in jih obravnava v okviru izmikanja
ovir. Drugi tip predstavi ti. plenilca, ki iˇscˇe agente prvega tipa in jih poskusˇa
ujeti (in onesposobiti), pri tem pa jih agenti prvega tipa zaznavajo in bezˇijo, pri
cˇemer sˇirijo stopnjo panike na druge. Agenti prvega tipa so uporabni tako za
simuliranje gibanja mnozˇic po prostoru v obicˇajnih razmerah kot za simulacijo
evakuacije oz. bezˇanja pred necˇim v splosˇnem. Agenti drugega tipa so uporabni
za bolj specificˇne situacije, kjer se agenti osredotocˇajo zgolj na dolocˇene stvari v
prostoru in se vecˇinoma ne pojavljajo v vecˇjih skupinah. Zaradi nacˇina delovanja
v lokalni navigaciji agenti dolocˇenega tipa obravnavajo samo druge agente enakega
tipa, pri cˇemer lahko agenti drugega tipa, v kolikor ni posebnih dinamicˇnih ovir in
je takih agentov dovolj malo (in se zato ne zaletavajo med sabo), lokalno navigacijo
kar izpustijo.
4.1.2 Obnasˇanje
Na obnasˇanje agenta vpliva vrsta spremenljivk, s katerimi je mocˇ dosecˇi heteroge-
nost agentov. Ena izmed spremenljivk je sam tip agenta, ki dolocˇa, kateri koncˇni
avtomat se bo pri njem izvajal, na kaj bo pozoren pri uporabi senzorjev itd. Ne-
katere spremenljivke dolocˇajo vrednosti v stanjih, denimo najvecˇji cˇas, ki ga agent
prezˇivi v posameznih stanjih in stopnjo panike agenta, druge pa dolocˇajo samo gi-
banje in fizikalno predstavitev agenta: maso, ki ima vpliv predvsem pri kolizijah,
velikost trkalnika, najvecˇjo dolocˇeno hitrost, najvecˇji dovoljeni pospesˇek in kotni
pospesˇek, utrujenost, ki se vecˇa med pospesˇevanjem in ohranjanjem hitrosti ter
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manjˇsa med mirovanjem, in druge.
Vsakemu agentu dolocˇenega tipa pripada stopnja panike, ki jo sestavlja lastna
panika ter panika, pridobljena od drugih agentov preko senzorjev. Obe stopnji
imata spremenljivo stopnjo vpliva na koncˇno vrednost, s cˇimer je mocˇ simulirati
razlicˇno hitrost sˇirjenja panike med sosednjimi agenti. V primeru velike vrednosti
posamezne stopnje panike pa lahko ta prevzame vecˇinski ali tudi celotni vpliv
na koncˇno vrednost celotne stopnje panike. Na lastno stopnjo panike vplivajo le
dogodki, ki jih agent sam zaznava, recimo detekcija grozˇnje. Po drugi strani je
pridobljena stopnja panike odvisna samo od lastne panike sosednjih agentov, in
sicer od povprecˇja vrednosti lastne panike sosednjih agentov, pri katerih je ta vecˇja
od nicˇ, ter najviˇsje zaznane stopnje lastne panike sosednjih agentov.
Vloga stopnje panike je oponasˇanje njenega sˇirjenja v situacijah velike go-
stote agentov, pri posameznemu agentu pa ima vpliv na hitrost prehajanja med
dolocˇenimi stanji, najvecˇjo hitrost premikanja in na druge spremenljivke stanj. V
vsakem cˇasovnem koraku se izracˇuna koncˇna stopnja panike, nato pa se njen vpliv
doda na ustrezne vrednosti.
4.1.3 Senzorji
Vsak agent ima svoje senzorje, ki svojo nalogo izvajajo v njim namenjeni skripti.
Praviloma sicer v simulaciji ne bi potrebovali namenskega, agentu lastnega zazna-
vanja, saj bi lahko vse potrebne informacije agentom priskrboval sam simulator,
ki ima poln dostop do vseh informacij. Vendar pa bi v tem primeru priˇslo do
prevelikega odstopanja s podobnimi situacijami v realnem zˇivljenju, kjer agenti
oz. roboti ali osebki samostojno dojemajo informacije iz okolice preko svojih cˇutil,
ki so omejena, nenatancˇna in zmotljiva. Agenti v simulaciji zato lahko zaznavajo
samo tiste druge agente oz. ovire, ki so vidne in od njih pridobivajo samo tiste
podatke, ki so zaznavni preko zunanjega sveta, denimo hitrost in velikost, pa sˇe
za te obstaja dolocˇena stopnja nedolocˇenosti. V ta namen so denimo prilagojeni
algoritmi lokalne navigacije, ki glede na stopnjo nedolocˇenosti hitrosti prilagajajo
hitrostne ovire. Globalna navigacija oz. iskanje poti po grafu sicer predvideva, da
agent popolnoma pozna celoten teren, kar v dolocˇenih primerih ni res in je zato
nerealisticˇno, da vsak agent takoj najde komplicirano pot do cilja, je pa agentovo
nevednost mogocˇe posnemati z nakljucˇnim gibanjem po terenu ali preiskovanjem
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terena.
S senzorji agent pridobi podatke, ki jih druge komponente potrebujejo iz oko-
lice. Na nizˇjem nivoju je vse skupaj izvedeno s sporocˇilnimi sistemi in uporabo
fizikalnih knjizˇnic okolja Unity. Senzorji tako drugim komponentam dobavljajo
informacije o okoliˇskih dinamicˇnih ovirah, ki so potrebne za lokalno navigacijo, pri
cˇemer morajo ugotavljati najblizˇje relevantne ovire in pri dolocˇenih ne-trivialnih
ovirah ugotoviti pravilno obliko hitrostne ovire. Poleg tega senzorji oskrbujejo sis-
tem stanj, ki potrebuje druge navzven vidne informacije o ostalih agentih, denimo
nivo panike, tip agenta ipd.
S svojim delovanjem agenti vplivajo na okolico in povzrocˇajo druge spremembe
stanja celotnega sistema. Najosnovnejˇse delovanje je preprosto premikanje po pro-
storu. Ker imajo agenti svoje fizicˇne predstavitve in ti. rigidbody (telo za fizikalno
obnasˇanje), jim pripada dolocˇena masa in s hitrostjo tudi kineticˇna energija, zato
delujejo tudi kot fizikalna telesa z gibanjem po lastni iniciativi, ki v primeru trkov
delujejo na druga fizikalna telesa. S tem, da jih drugi agenti zaznavajo, pa tudi
neposredno vplivajo na njih, denimo v sˇirjenju panike ali s komunikacijo, s katero
sˇirijo lastno znanje na druge agente v blizˇini.
4.2 Koncˇni avtomati
Koncˇni avtomat [22] je racˇunski model, ki se uporablja za digitalna vezja ali za
uporabo v racˇunalniˇskih programih. V abstraktnem smislu je to naprava ali sistem,
ki je ob nekem trenutku lahko v enem izmed stanj, ki jih je koncˇno sˇtevilo. Stanje,
v katerem je sistem ob dolocˇenem trenutku, se imenuje trenutno stanje. Veljati
mora, da so med stanjem definirani prehodi; to so dogodki, ko ob izpolnjenih
pogojih sistem preide v drugo stanje.
Koncˇni avtomati se uporabljajo, ker lahko modelirajo sˇirok spekter proble-
mov, med njimi pa so tudi obnasˇanje inteligentnih sistemov, denimo virtualnih
ali fizicˇnih agentov z dolocˇeno umetno inteligenco. Z razlicˇnimi stanji in pogoji,
pri katerih prihaja do prehodov, lahko modeliramo vecˇ razlicˇnih tipov obnasˇanja
razlicˇnih sistemov. S povecˇevanjem sˇtevila stanj in vecˇjo kompleksnostjo preha-
janja med njimi (v smislu, da je prehodov vecˇ) lahko dolocˇen sistem modeliramo
do poljubne natancˇnosti, cˇe je seveda obnasˇanje samih stanj dovolj kvalitetno. Iz
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Slika 4.3: Shema koncˇnega avtomata agenta prvega tipa
vidika uporabe v racˇunalniˇskih aplikacijah za modeliranje agentovega obnasˇanja so
koncˇni avtomati dobra praksa predvsem zaradi tega, ker zapiˇsejo dejanja, odvisna
od konteksta, v koncˇno velik nabor stanj. So tudi enostavna za razvoj, odstranje-
vanje napak in v splosˇnem sama po sebi ne postavljajo velikih racˇunskih zahtev
pri izvajanju. Morda najvecˇja prednost pa je v intuitivnosti pri povezavi koncˇnega
avtomata s sistemom, ki ga modelira ter v fleksibilnosti njegove uporabe [10].
4.3 Implementacija stanj
V implementaciji je vsak agent v vsakem cˇasovnem koraku v tocˇno enem stanju.
Za to, v katerem stanju bo dolocˇen agent v nekem cˇasovnem koraku, odlocˇa sta-
vek switch v funkciji Update(). V primeru prehoda med stanjema bo trenutno
stanje spremenilo spremenljivko identifikatorja trenutnega stanja, agent pa bo v
naslednjem cˇasovnem koraku presˇel v naslednje stanje. Pri prehodu mora trenutno
stanje poskrbeti za to, da so vse spremenljivke stanja, v katerega agent prehaja,
nastavljene na ustrezne vrednosti. To je dosezˇeno kar s klici posebnih funkcij
za prehode, kjer vsakemu stanju pripada ena funkcija, zadolzˇena za ustrezno na-
stavitev stanju lastnih spremenljivk. Locˇene funkcije za prehode omogocˇajo tudi
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Slika 4.4: Shema koncˇnega avtomata agenta drugega tipa
manjˇso sklopljenost posameznih stanj.
Stanja so realizirana v obliki funkcij, kjer se vsaka izvede najvecˇ enkrat na vsak
cˇasovni korak. Vsaki funkciji pripada locˇen nabor spremenljivk, tudi cˇe so dolocˇene
izmed njih take, da bi se lahko uporabljale za vecˇ razlicˇnih funkcij ali stanj. S tem
je dosezˇena modularnost, saj so take funkcije s svojimi spremenljivkami podobne
modulom, ki jih je enostavno dodajati in odstranjevati.
V implementaciji je 6 stanj, ki modelirajo pogoste nacˇine obnasˇanja cˇloveku-
podobnih agentov, ki se znajdejo v razlicˇnih situacijah. Stanja modelirajo razlicˇne
nacˇine premikanja po prostoru, ki se pojavljajo tudi v dolocˇenih resnicˇnih situa-
cijah, ter pojave kot so sˇirjenje panike in informacij med blizˇnjimi agenti. Izdelal
sem dva tipa agentov, ki uporabljata razlicˇno kombinacijo stanj v razlicˇnih koncˇnih
avtomatih, s katerima je dosezˇeno drugacˇno obnasˇanje. Agent prvega tipa pred-
stavlja obicˇajnega osebka, ki se umika grozˇnjam, medtem ko agent drugega tipa
predstavlja osebka, ki je drugim grozˇnja in jih lovi, nekako v smislu fantazijskih
posˇati ali zombijev.
V samih stanjih je poudarek na vejitvah, odvisnih od tega, ali je to prvi vstop
v to stanje po prehodu, zadnji vstop (pred prehodom v naslednje stanje) ali pa
katera izmed vmesnih mozˇnosti, ki jih je treba locˇiti in locˇeno izvajati. Po sami
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Slika 4.5: Razlicˇni tipi obnasˇanja in predstavitve agentov
vejitvi za vsa stanja velja, da je kolicˇina racˇunskih operacij tisti trenutek majhna
ali vsaj konstantno velika, s cˇimer poskrbimo za minimalen vpliv na koncˇno hitrost
izvajanja simulacije. Poleg tega za vecˇ stanj velja, da je cˇasovni korak po prvem
vstopu racˇunsko najbolj zahteven, vecˇina nadaljnjih korakov do izstopa iz stanja
pa zahteva zelo malo dejanskega racˇunanja.
4.3.1 Mirovanje
Mirovanje je osnovno stanje vsakega agenta, v katerem se agent po lastni iniciativi
ne premika. V tem stanju je agent pozoren na spremembe v okolju, ki jih dobi preko
senzorjev oz. na ukaze, ki jih dobi od uporabnika. Med mirovanjem agent nima
neposrednih vplivov na okolje po lastni iniciativi, se pa med tem vseeno izvajajo vsi
drugi postopki, ki tecˇejo vsak cˇasovni korak v drugih komponentah. Cˇe tako agent
zazna premikajocˇo oviro, s katero mu grozi trk, bo tako lokalna navigacija sama
poskrbela za ustrezno reakcijo. V primeru, da ni zaznanih sprememb v okolju, ki
bi privedle do prehoda v drugo stanje, ali ukazov uporabnika, po dolocˇenem cˇasu
agent preide v stanje prostega premikanja, sicer pa se zgodi prehod v stanje, ki
ustreza zaznani spremembi.
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4.3.2 Prosto premikanje
V tem stanju se agent nakljucˇno premika po prostoru. Pri tem sproti generira
malo oddaljene vidne tocˇke v blizˇini v deloma nakljucˇni smeri in se premika proti
njim, ob prispetju do vsake tocˇke pa ponovi postopek. Vsaka generirana tocˇka ima
dolocˇeno stopnjo nakljucˇnosti, v dolocˇeni meri pa sta nov kot odmika in usmeritev
levo/desno odvisna od prej izbranih kotov in usmeritev, da se dosezˇe bolj realisticˇno
nakljucˇno premikanje. Tudi v tem stanju je agent pozoren na spremembe v okolju,
zaznane preko senzorjev, ali na ukaze uporabnika. Po dolocˇenem cˇasu v tem stanju
agent preide v stanje mirovanja, cˇe medtem ni zaznal posebnih sprememb iz okolice.
4.3.3 Premikanje
Agent je v tem stanju, ko mu je bila dodeljena ciljna tocˇka brez posebnosti. To
lahko sprozˇi drugo stanje ali pa uporabnik sam v primeru rocˇne nastavitve ciljne
tocˇke izbranim agentom. Ob prvem vstopu v stanje je poskrbljeno za vse potrebno
v lokalni in globalni navigaciji, pri cˇemer se izkoristi lokalno navigacijo za koncˇno
ciljno tocˇko in zˇelen vektor hitrosti, v primeru da med trenutno agentovo lokacijo
in ciljno tocˇko ni nepremicˇnih ovir, oziroma globalno navigacijo, ki generira set
vmesnih tocˇk na poti do cilja, v primeru da se vmes nahajajo nepremicˇne ovire.
Ko agent dosezˇe ciljno tocˇko, se vrne v stanje mirovanja. Med gibanjem do ciljne
tocˇke oz. vsake vmesne tocˇke lokalna navigacija poskrbi za izmikanje oviram na
poti.
4.3.4 Iskanje
V stanje iskanja agent preide, ko za svoje nadaljnje delovanje potrebuje lokacijo
dolocˇene stvari, saj te agent nima, ali pa je prej znano lokacijo dosegel, ne da bi
se na njej iskana stvar tudi nahajala. V stanju agent precˇesava celotni prostor
in iskano stvar iˇscˇe preko lastnih senzorjev. Iskana stvar je lahko drug agent
dolocˇenega tipa, lokacija varne cone oz. izhoda ali pa drug agent, ki ima o slednjem
lastno informacijo (ki jo pri tem sˇiri na sosednje agente). Po prostoru agent najprej
generira dolocˇeno sˇtevilo ciljnih tocˇk, ki se nahajajo na veljavnih polozˇajih po
prostoru (ne smejo biti izven meja prostora in v preveliki blizˇini nepremicˇnih ovir).
Potem nakljucˇno izbira eno izmed njih in jo poskusˇa dosecˇi z lokalno navigacijo,
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v primeru da vmes ni nepremicˇnih ovir, oziroma z globalno navigacijo, cˇe temu
ni tako. Vmes za oznacˇene oznacˇuje vse tocˇke, ki so med potjo do izbrane tocˇke
vidne z agentovimi senzorji. Cˇe v vmesnem cˇasu iskano stvar najde, preide v drugo
stanje, ki je odvisno od tipa iskane stvari, tipa agenta in drugih spremenljivk v
tem trenutku. Ko so pregledane vse tocˇke in torej celotni prostor, agent preide v
drugo stanje, ki je prav tako odvisno od agentovega tipa in drugih spremenljivk v
tem trenutku.
4.3.5 Bezˇanje
V tem stanju je agent dolocˇenega tipa takrat, ko zazna grozˇnjo. Grozˇnja je za-
znana preko senzorjev in je tocˇkaste oblike, lahko pa je staticˇna (npr. ogenj) ali
premikajocˇa (ko agenta nekaj lovi). Ko je grozˇnja zaznana, agent poskusˇa uiti
tako, da se premika v nasprotni smeri tako, da v tej smeri ponavljajocˇe generira
ciljne tocˇke. V primeru, da je pot v nasprotni smeri ovirana, se agent premika
proti blizˇnji tocˇki, ki je med veljavnimi najbolj oddaljena od grozˇnje. S tem ne
preneha, dokler grozˇnje s senzorji ne zazna vecˇ in ko se je od zadnjega znanega
polozˇaja grozˇnje dovolj oddaljil. Takrat agent preide v stanje premikanja proti
lokaciji varne cone, v primeru da zanjo ve, sicer pa v stanje precˇesavanja, v kate-
rem iˇscˇe lokacijo varne cone ali druge agente, ki imajo informacijo o varnih conah.
Med izvajanjem tega stanja lahko agent naleti na drugega agenta, ki mu sporocˇi
lokacije izhodov in nanj razsˇiri stopnjo panike. V tem stanju se stopnja lastne
panike agenta postavi na ustrezno vrednost, odvisno od vidnosti grozˇnje in njene
oddaljenosti.
4.3.6 Napadanje/lovljenje
V stanju napadanja je agent dolocˇenega tipa takrat, ko preko senzorjev zazna tarcˇo.
Ko je tarcˇa zaznana, jo zasleduje, dokler je ne dosezˇe, pri cˇemer se sprozˇi ustrezna
akcija in agent preide v osnovno stanje za dolocˇen cˇas, ki ga nastavi v funkciji za
prehod. Cˇe je tarcˇa prej bila zaznana, potem pa ne vecˇ, poskusˇa agent dosecˇi njeno
zadnjo znano lokacijo. Cˇe je ta lokacija dosezˇena in tarcˇa sˇe vedno ni zaznana,
agent preide v stanje iskanja, v katerem tarcˇo iˇscˇe po celotnem prostoru. Stanje
modelira obnasˇanje agenta, ki lovi druge agente, denimo divjo zver ali fantazijsko
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posˇast v racˇunalniˇskih igrah.
4.4 Izvajanje stanj in zahtevnost
Stanja koristijo razne pomozˇne funkcije, ki jih vecˇinoma klicˇejo enkrat ali s kon-
stantno pogostostjo na vsak cˇasovni korak, da je znizˇan vpliv na racˇunsko zah-
tevnost. Izmed njih so denimo funkcija, ki generira nakljucˇne veljavne tocˇke po
povrsˇini, nakljucˇne in direktno dostopne (brez uporabe globalne navigacije) tocˇke
za vtis nakljucˇnega premikanja po prostoru ter veljavne tocˇke, cˇim bolj oddaljene
od podane tocˇke, uporabne za situacije bezˇanja.
Omenjene funkcije imajo zgoraj omejeno cˇasovno zahtevnost in se v intervalu
cˇasovnih korakov izvajanja dolocˇenega stanja klicˇejo v majhnem delezˇu korakov –
navadno med klicem vsake take funkcije pretecˇe nekaj deset do nekaj sto cˇasovnih
korakov. Ker so agenti neodvisni in je neodvisno tudi njihovo preklapljanje med
stanji, so taki, racˇunsko bolj intenzivni koraki, razporejeni priblizˇno enakomerno
cˇez celoten cˇas izvajanja stanja, zato ni vecˇjih nihanj v koncˇnem cˇasu trajanja
vsakega cˇasovnega koraka. V primeru nakljucˇnega premikanja je recimo cˇasovnih
korakov, kjer stanje izvaja dejansko racˇunanje, manj kot 2 odstotka. Zato kljub
temu, da lahko modelirajo prilagodljivo in fleksibilno ravnanje, izvajanje racˇunskih
operacij v samih stanj ni zahtevno in je v dolocˇenih primerih tudi zanemarljivo v
primerjavi z racˇunskimi operacijami, ki jih zahtevajo druge komponente.
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Poglavje 5
Izvajanje implementacije
V implementaciji se vzporedno izvajajo skripte vseh objektov, ki skripte imajo.
Najvecˇ izvajanja opravijo skripte posameznih agentov, ostale skripte pa poleg
glavne, ki upravlja z vsemi agenti, dolocˇajo obnasˇanje okoliˇskih objektov in nji-
hovo odzivanje na agente. Objekti sproti posodabljajo svoje lastnosti, kjer je to
potrebno, poleg tega pa izvajajo vejitve glede na trenutno situacijo, komunicirajo
z drugimi objekti in dostopajo do njihovih podatkov ter izvajajo poizvedbe in
storitve izvajalnega pogona. Hkratno s tem se izvaja sam pogon, ki skrbi za vso
podporo izvajanju skript igralnih objektov, izrisovanje objektov v sceni itd.
5.1 Pohitritve
V splosˇnem se v simulacijah izracˇuni izvajajo najpogosteje vsak cˇasovni korak. V
pogonu Unity se cˇasovni korak izvede v funkciji Update(), ki ga ima lahko vsaka
skripta, odvisen pa je od najdaljˇsega izvajanja vseh izracˇunov v tej funkciji in
od cˇasa izrisovanja scene v tem koraku. Ta odvisnost lahko privede do tega, da
je na cˇasovno enoto korakov premalo, da bi lahko dosegli dovolj veliko pogostost
izracˇunov, ali pa prevecˇ in se bo veliko izracˇunov izvedlo prepogosto. Dobro je
ugotoviti, koliko lahko znasˇa najmanjˇsa pogostost izvajanja dolocˇenih izracˇunov,
da bo natancˇnost izvedbe sˇe vedno zadovoljiva, saj s tem vplivamo na dolzˇino
samega cˇasovnega koraka oz. pogostost izrisovanja. V ta namen je na voljo funk-
cija FixedUpdate(), ki se klicˇe s konstantno pogostostjo in je namenjena predvsem
fizicˇni manipulaciji predmetov. Sˇe manjˇso pogostost lahko dosezˇemo z selektiv-
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Slika 5.1: Prikaz nalog, ki jih skripte objektov izvajajo vzporedno
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Slika 5.2: Prikaz nalog, ki jih skripte objektov izvajajo vzporedno (nadalje-
vanje)
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nim klicanjem funkcij zgolj v dolocˇenih klicih FixedUpdate(); tako lahko nekatere
izracˇune izvajamo denimo zgolj 5-10-krat na sekundo. Cˇe poskrbimo, da je vecˇ teh
redkih klicev razporejenih cˇim bolj enakomerno, lahko tako sˇe dodatno zmanjˇsamo
dolzˇino povprecˇnega cˇasovnega koraka.
5.2 Vecˇnitno izvajanje
Izvajanje na vecˇ nitih lahko mocˇno zmanjˇsa potrebno delo vsakega procesorskega
jedra, cˇe je teh vecˇ in cˇe je mozˇna ustrezna razdelitev naloge na vecˇ vzporedno
izvajajocˇih se niti. Zˇal pogon Unity ne omogocˇa izvajanje prevedenih skript na
vecˇ nitih v trenutni verziji, bo pa to mogocˇe v verziji 5.0.
Kljub temu so skripte v simulaciji napisane tako, da delujejo cˇim bolj neodvi-
sno od drugih, saj ima vsak agent svoj nabor skript, ki v skripte drugih agentov
ne dostopajo s pisalnimi dostopi, glavna skripta (ki se ne more izvajati v vecˇ ni-
tih) pa ima v primerjavi z delom vseh skript agentov zanemarljivo malo dela med
samim izvajanjem. Tudi algoritmi za lokalno navigacijo so zasnovani tako, da se
na posameznem agentu izvajajo neodvisno od drugih. Taka zasnova med drugim
omogocˇa tudi to, da posamezne naloge agentov razredcˇimo, da je pogostost izva-
janja nalog pri vsakem agentu manjˇsa od pogostosti cˇasovnih korakov in da so
naloge enakomerno razporejene po cˇasu.
Poglavje 6
Primeri uporabe in rezultati
6.1 Situacije
Izdelal sem vecˇ scen, ki prikazujejo razlicˇne primere uporabe agentov v razlicˇnih
situacijah. Scene je mocˇ izbirati preko glavnega menija, kamor lahko uporabnik
pride preko gumba v uporabniˇskem vmesniku, cˇe se zˇe nahaja v eni izmed scen. V
uporabniˇskem vmesniku je za vsako sceno postavljenih nekaj gumbov, s katerimi
se sprozˇa razne dogodke, poleg tega pa je v locˇenem delu vmesnika mocˇ vplivati
na to, kako velika skupina agentov bo ustvarjena in njen izgled in tip agentov. Vse
agente je mogocˇe oznacˇevati, jim nastavljati cilj in izgled. Pri ustvarjanju novih
agentov ima uporabnik mozˇnost dveh razlicˇnih vizualnih predstavitev agentov, ki
sta sicer po obnasˇanju enakovredni. Razlikujeta se v odsotnosti kompleksnega tro-
dimenzionalnega modela ter odsotnosti animatorskih komponent pri preprostejˇsi
predstavitvi, zaradi cˇesar je mogocˇe simulirati vecˇje sˇtevilo agentov. Po sceni se je
s kamero mogocˇe prosto premikati v vseh treh dimenzijah ali pa zgolj po ravnini
na dolocˇeni viˇsini, kar se izbira z ustreznim gumbom.
6.1.1 Klasicˇna evakuacija
Prva scena prikazuje zgradbo z vecˇ prostori, po katerih se sprva nakljucˇno giblje
srednje veliko sˇtevilo agentov (100-900). Ko se sprozˇi alarm za evakuacijo, agenti
pricˇnejo tecˇi proti dvema zunanjima zavetiˇscˇema. V zgradbi so prostori povezani
z ozkimi prehodi in hodniki, med zgradbo in zunanjima zavetiˇscˇema pa je cesta,
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Slika 6.1: 580 agentov pri evakuaciji iz stavbe
na kateri iz obeh smeri poteka promet. Agenti v tej situaciji vedo za lokacijo
obeh zunanjih zavetiˇscˇ, zato na zacˇetku ni zmede in iskanja zavetiˇscˇ. Promet je
predstavljen z vecˇ tovornjaki, ki so vsi realizirani kot dinamicˇne ovire, ki okoliˇskih
agentov ne uposˇtevajo pri svojem premikanju, zato morajo pri precˇkanju ceste vso
potrebno delo za izmikanje prometu opraviti agenti. Ker algoritmi, ki temeljijo
na konceptu vzajemnih hitrostnih ovir, predpostavljajo vzajemno delovanje ovire,
je potrebno uvesti popravek za take dinamicˇne ovire tako, da se center hitrostnih
ovir premakne za vektor −va−vb2 . Dinamicˇne ovire so sicer pravokotnih oblik in jih
je mogocˇe obravnavati temu primerno glede na orientacijo glede na agenta, mocˇ pa
jih je tudi posplosˇiti kot ovire okroglih oblik, kar ne zahteva posebne obravnave.
V vecˇ zaporednih zagonih simulacije z razlicˇnim sˇtevilom agentom sem za-
belezˇil, da 540 agentov zgradbo skozi dva vhoda zapusti v okoli 120 sekundah, 400
agentov v okoli 90 sekundah, 275 v okoli 60 sekundah, 175 agentov pa v okoli 43
sekundah. Med simulacijo je mogocˇe opaziti vecˇ pojavov, ki so znacˇilni tudi za
resnicˇne situacije gibanja mnozˇic. Prvi je formacija lokov, ki sledi gnetenju pred
ozkimi izhodi, ko je pred njimi dovolj veliko sˇtevilo agentov, katerih cilj je, da
pridejo skozi. Proti zunanjim robovom zgosˇcˇin agentov je mocˇ opaziti vedno viˇsje
hitrosti, saj ima plast agentov na samem robu prosto zunanjo polovico prostora,
plasti agentov proti notranjosti pa se lahko nekoliko pocˇasneje gibljejo vzporedno
z zunanjo, saj v tem primeru ne pride do kolizij. Podobno se obcˇasno v zgosˇcˇinah
formirajo tokovi, cˇe se vecˇje sˇtevilo agentov poskusˇa prebiti proti cilju v isti smeri.
Tokovi se dinamicˇno spreminjajo in izginjajo glede na sˇtevilo in zˇeleno hitrost
drugih agentov.
Z gumbom na uporabniˇskem vmesniku je mocˇ vklopiti ali izklopiti uporabo
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Slika 6.2: Formacija lokov pred zozˇanimi prehodi
izmikanja oviram. Izklop povzrocˇi precej bolj agresivno vedenje agentov, izrivanje
agentov s strani vecˇjih skupin ter obcˇutek gibanja agentov, podobnega gibanju
fizikalnih delcev.
6.1.2 Krizˇanje poti v odprtem prostoru
V tej sceni se srecˇa vecˇ skupin agentov, kjer se vsaka skupina zˇeli pomakniti proti
svojem cilju na drugi strani prostora. Poti do cilja razlicˇnih skupin se krizˇajo, kar
povzrocˇi zgosˇcˇine na mestih krizˇanja. Zgosˇcˇine se izkazˇejo kot zelo omejujocˇe za
gibanje agentov v njih, vendar v njih ne prihaja do kolizij. Poskusˇal sem z vecˇ
nacˇini znizˇanja vpliva takih zgosˇcˇin. Prvi je, da so agenti v skupinah zˇe na zacˇetku
v vecˇjih razmakih, kar omogocˇa, da se velik del dveh skupin seka brez potrebe po
medsebojnem izmikanju. Drugi je ustrezna postavitev skupin, da med precˇkanjem
nastanejo tokovi agentov, ki vodijo v ciljem ustrezne smeri.
V drugem primeru scene se ustvarijo sˇtiri skupine agentov, ki se poskusˇajo
premakniti na drugo stran prostora, pri cˇemer imata po dve skupini vzporedno
pot zˇelenega gibanja. Pri tem se pot gibanja posamezne skupine ukrivlja in na
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Slika 6.3: 400 agentov v sˇtirih skupinah pri precˇkanju v odprtem prostoru
sˇtirih lokacijah srecˇanja dveh skupin nastanejo posebni vzorci.
6.1.3 Krizˇanje poti v krozˇni postavitvi
V tej sceni so agenti postavljeni v krozˇnem vzorcu z nastavljivim radijem in
sˇtevilom agentov. Vsak agent poskusˇa priti na njemu nasproti lezˇecˇo lokacijo
na krozˇnici. Neposredne poti vseh agentov se torej vse krizˇajo v srediˇscˇu krozˇnice.
Izdelal sem vecˇ nacˇinov krizˇanja. V prvem agenti ne uporabljajo algoritma za
izmikanje oviram in uporabljajo zgolj trkalna telesa za preprecˇevanje kolizij. V
srediˇscˇni tocˇki se najprej pojavi okrogla zgosˇcˇina, potem pa se zgosˇcˇina zaradi
skupnega delovanja sil vseh agentov v njej zacˇne sukati. Sukanje nastane zaradi
netocˇnosti pri premikanju in zaznavanju kolizij, sicer bi zgosˇcˇina od nekega tre-
nutka naprej ostala fiksna. Po ustreznem zasuku vsak agent neovirano hitro pride
na svojo ciljno tocˇko. V primeru uporabe izmikanja oviram se podobna stvar
zgodi po nekoliko daljˇsem cˇasu v primeru ne prevelikega sˇtevila agentov, sicer pa
se zgosˇcˇina zelo pocˇasi premika in traja vecˇ minut, da sˇe zadnji agenti dospejo
na ciljne tocˇke. Zadnja dva primera uporabljata zakasnjen zacˇetek premikanja
agentov – najprej nakljucˇno, potem pa sˇe urejeno v parih. Ob ustrezni nastavitvi
zamika do sredinske zgosˇcˇine ne pride in agenti hitro dosezˇejo cilje.
6.1.4 Krizˇanje poti dinamicˇnim oviram
Scena vsebuje vecˇpasovno cesto, na kateri promet poteka v obeh smereh v iz-
menicˇnih pasovih. Iz obeh strani jo skusˇajo precˇkati sˇtiri skupine agentov, ki se
izmikajo tako ostalim agentom kot prometu. Opazno je upocˇasnjevanje agentov v
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Slika 6.4: 480 agentov v razlicˇnih stopnjah pri precˇkanju poti v krozˇni po-
stavitvi
Slika 6.5: 580 agentov v sˇtirih skupinah pri precˇkanju vecˇpasovne ceste
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Slika 6.6: Evakuacija skozi tri izhode in popravljanjem cen plasti
primeru, da v tistem trenutku ne morejo precˇkati trenutnega pasa, in pasovi agen-
tov, ki stecˇejo, ko so ovire njihovo pot zˇe precˇkale ali ko je mogocˇe prometni pas
precˇkati z ukrivljenim premikanjem in se oviri izogniti. Pri tem agenti uposˇtevajo
hitrosti prometa in lastne najvecˇje hitrosti, zato je malo primerov, ko je ovira pre-
hitra in ji agent zaradi omejene hitrosti ne more ubezˇati (se pa zaradi dodatnih
omejitev sˇe vedno dogajajo).
6.1.5 Evakuacija skozi vecˇ vzporednih izhodov
V tej sceni se 300-600 agentov sprva nahaja v pravokotnem prostoru, ki ima na eni
izmed stranic tri izhode, ki vodijo do zunanjega zakloniˇscˇa. Cilj evakuacije vseh
agentov proti temu zakloniˇscˇu je, da ga zapustijo z uporabo vseh treh izhodov, cˇe
je eden izmed njih prevecˇ zaseden (v smislu velikega sˇtevila agentov, ki se skozenj
giblje in ki sˇe cˇaka pred njim). Vecˇina agentov bo ob zacˇetku evakuacije izracˇunala
pot preko enega izmed izhodov, saj je pot skozenj najkrajˇsa. Zaradi postavitve
izhodov bo vecˇina agentov izbrala pot skozi isti izhod.
Smiselno je, da agenti sproti ponovno izracˇunavajo pot in uposˇtevajo popra-
vljene cene plasti v drevesu navigacijske mrezˇe, na kateri obstajajo locˇene plasti
v okolici vsakega izhoda. Cˇe je pred dolocˇenim izhodom dovolj veliko sˇtevilo
agentov, se glede na to sˇtevilo popravi cena plasti okoli izhoda, agenti, ki niso v
njegovi neposredni blizˇini, pa dobijo navodilo za ponoven izracˇun poti. Navodila
za ponovni izracˇun se potem periodicˇno ponavljajo na dolocˇen cˇasovni razmik, pri
cˇemer so razporejena na vse cˇasovne korake, zaradi cˇesar ne pride do velike pre-
obremenjenosti, ko bi vsi agenti morali ponovno izracˇunati pot v istem cˇasovnem
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Slika 6.7: Prikaz panike ob pozˇaru
koraku.
Potrebna je natancˇna nastavitev spremenljivk, da se dosezˇe ustrezno ravnanje
agentov, predvsem nastavljanje cen plasti izhodov v odvisnosti od sˇtevila agentov
v njihovi blizˇini, ugotavljanje izhodom blizˇnjih agentov in pogostost ponovnega
izracˇunavanja poti.
6.1.6 Sˇirjenje panike - ogenj
V tej sceni imajo agenti omejeno znanje o vecˇ razlicˇnih izhodih iz stavbe in se sprva
po njej nakljucˇno premikajo v mirnem stanju. Med tem zaznavajo vidne izhode
in informacijo o njih delijo s sosednjimi agenti, ti pa jo delijo naprej. Med preno-
som informacije med dvema agentoma je prisoten dolocˇen zamik, da se preprecˇi
takojˇsnja razsˇiritev informacij na vse agente (v primeru, ko so vsi v sosedski pove-
zanosti z drugimi). S pritiskom na gumb se na dolocˇenih mestih znotraj zgradbe
zacˇne pozˇar, ki ga blizˇnji agenti zaznajo. S tem se panika iz teh agentov prenese
na druge, agenti pa poskusˇajo stavbo zapustiti, v primeru, da vedo za vsaj en
izhod, sicer pa ga zacˇnejo iskati. Tudi sˇirjenje panike ima dolocˇen zamik med
posameznima agentoma. V tem primeru je opazno, da agenti izberejo pot skozi
tisti izhod, o katerem imajo informacijo, ta pa ni vedno njim najblizˇji – odvisen je
od postavitve in gibanja drugih agentov, od katerih prejmejo informacijo o lokaciji
izhoda.
Z nastavljanjem vrednosti spremenljivk, kot so zamik sˇirjenja panike in infor-
macij, razdalja sˇirjenja panike in informacij ter ucˇinkovanje panike na premika-
nje agentov, je mocˇ spreminjati celoten potek evakuacije. V dolocˇenih primerih
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Slika 6.8: Prikaz panike in lovljenja zombijev v sceni
tako vecˇina agentov uide skozi en ali dva (neoptimalna) izhoda, v drugih primerih
ostajajo v zgradbi agenti, na katere se panika ni razsˇirila in se sˇe naprej po njej
nakljucˇno premikajo, dokler tudi sami ne zaznajo nevarnosti.
6.1.7 Sˇirjenje panike - zombiji
Scena je podobna kot zgornja, le da nevarnosti agentom ne predstavljajo izbruhi
ognja, temvecˇ drugi agenti (zombiji), ki v sceno vstopijo skozi njim namenjene
vhode. Ti agenti zacˇno loviti druge, cˇe jih zaznajo. Medtem jim drugi agenti
skusˇajo ubezˇati, cˇe so v njihovi neposredni blizˇini, ali pa zacˇno iskati izhod iz
stavbe, cˇe niso. Ko zombi ujame agenta, se ta po dolocˇenem cˇasu sam spremeni v
zombija in se zacˇne obnasˇati temu primerno. Z nastavljanjem sposobnosti zombijev
in drugih agentov, hitrostjo spreminjanja ujetega agenta v zombija, radija zazna-
vanja in drugih spremenljivk je mogocˇe spreminjati izid poteka situacije; predvsem
je od tega odvisno sˇtevilo agentov, ki uide v zatocˇiˇscˇa, sˇtevilo ujetih agentov in
sˇtevilo agentov, ki panike ne zaznajo in se sˇe naprej nakljucˇno premikajo po stavbi,
dokler tudi sami ne naletijo na nevarnost.
6.2 Hitrost izvajanja
Hitrost izvajanja aplikacije se meri v sˇtevilu izrisanih slicˇic na sekundo, angl. fra-
mes per second, FPS. Zazˇeleno je, da je to sˇtevilo dovolj veliko, da cˇloveku sˇe
da vtis gladkega gibanja. Ker je sˇtevilo slicˇic na sekundo odvisno od veliko spre-
menljivk, sem meritve izvajal v sceni klasicˇne evakuacije z enakimi parametri in
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Slika 6.9: Odvisnost sˇtevila slicˇic na sekundo od sˇtevila agentov v sceni
klasicˇne evakuacije
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v trenutku, ko je najvecˇ agentov pred dolocˇenim izhodom. Izvedel sem meritve
pri sedmih razlicˇnih vrednostih sˇtevila agentov v sceni, pri vsaki pa sem izmeril
vrednost z uporabo izmikanja oviram in brez nje. Pri uporabi izmikanja oviram so
agenti zaznavali druge v oddaljenosti osmih lastnih radijev, kar je srednje velika
vrednost. Dinamicˇne ovire brez vzajemnega izmikanja so zaznavali na nekajkrat
vecˇji razdalji, vendar se lahko njihov vpliv na racˇunsko zahtevnost zaradi manjˇsega
sˇtevila zanemari. Graficˇne nastavitve so bile nastavljene na najnizˇjo vrednost in
zaradi uporabe sposobne graficˇne procesne enote lahko z gotovostjo trdim, da je
bil vpliv zahtevnosti izrisa samih agentov minimalen in celo zanemarljiv v primer-
javi z zahtevnostjo izvajanja njihovega obnasˇanja; delo centralne procesne enote
je zato predstavljalo ti. ozko grlo.
Uporabljena strojna oprema je bila:
• CPE: Intel i5 4670K, 4.0GHz (4 fizicˇna jedra, 1 nit na jedro)
• GPE: AMD Radeon R9 280X
• RAM: 8GB, DDR3
Kot je razvidno, ima uporaba izmikanja z narasˇcˇajocˇim sˇtevilom agentov v
sceni majhen vpliv na samo hitrost izvajanja. Razlog v tem je narasˇcˇajocˇ vpliv
drugih stvari, ki so tudi odvisne od sˇtevila agentov, denimo izvajanje njihovega
obnasˇanja, komuniciranja, fizikalnih testov in stvari, ki jih v ozadju pocˇne sam
pogon, med njimi tudi posˇiljanje ukazov za izris graficˇni procesni enoti (ki sama
sicer nima veliko dela).
Poglavje 7
Zakljucˇek
Predstavil sem podrocˇje simulacije mnozˇic in heterogenih agentov ter kombina-
cije uporabe teh dveh pristopov. Pri tem sem obravnaval potrebe in omejitve
pri realno-cˇasovnem izvajanju in izrisovanju ter predstavil primere uporabe v
prakticˇne namene. Opisal sem razvojno okolje in pogon Unity, njegove sestavne
dele ter nacˇin izgradnje in izvajanja aplikacij v njem. Podrobneje sem razdelal
podrocˇje globalne in lokalne navigacije agentov, napisal lasten algoritem izmikanja
oviram in predstavil njegovo delovanje ter kot alternativno aplikaciji priredil sˇe
prosto-dostopen isto-namenski algoritem ORCA. V drugem delu sem predstavil
zgradbo oz. arhitekturo heterogenega agenta, ki se v drugih virih pogosto upora-
blja, ter napisal in podrobneje predstavil implementacijo podobne arhitekture v
lastni aplikaciji. Predstavil sem koncˇni avtomat in vsakega izmed stanj obnasˇanja
v njem ter opisal izvajanje aplikacije. Za konec sem komentiral in analiziral rezul-
tate v vsaki izmed scen, ki prikazujejo razlicˇne situacije.
Podrocˇje simulacije mnozˇic agentov, ki so sposobni dolocˇene stopnje lastnega
odlocˇanja, se razvija zelo hitro in za pricˇakovati je vedno vecˇjo uporabo v prakticˇnih
aplikacijah, pa naj bodo to racˇunalniˇske igre, nadomestki za statiste v filmski indu-
striji ali zaradi takih simulacij izboljˇsani javni objekti in infrastruktura za namene
cˇim hitrejˇse evakuacije. Na napredek je racˇunati v algoritmih izmikanja oviram,
ki se bodo sˇe bolj osredotocˇali na ucˇinkovito izvajanje in na inteligentno ravnanje
za izogibanje zgosˇcˇin v povezavi z globalno navigacijo. Prav tako napredek tecˇe
v naprednosti, ”inteligentnosti”posameznega agenta in tako kazˇe na vecˇjo splosˇno
uporabnost takih simulacij.
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Slika 7.1: Unity izrablja vecˇ procesorskih sredic, vendar se skripte izvajajo
zgolj na eni in zato izraba vecˇ CPE ni optimalna
7.1 Nadaljnje delo
Zaradi sˇirine podrocˇja in neprestanega napredka v njem bi bile tudi v moji aplikaciji
mogocˇe izboljˇsave v razlicˇnih smereh. Ena izmed njih je deljeno izvajanje skript
agentov na locˇenih procesnih enotah, kar trenutno ni zvedljivo zaradi omejitev
trenutne razlicˇice pogona Unity, bo pa mogocˇe z njegovo naslednjo verzijo (5.0),
saj je vsa koda napisana s tem v mislih in se vsak agent dejansko izvaja locˇeno in
neodvisno od drugih.
Prav tako obstajajo druge pomanjkljivosti pogona Unity, ki se bolj odrazijo
pri velikem sˇtevilu agentov. Ena izmed njih je sporocˇilni sistem, ki lahko precej
upocˇasni izvajanje, zato sem moral v implementaciji minimizirati kolicˇino podat-
kov, ki se sproti posˇiljajo. Sˇe ena pomanjkljivost je nezmozˇnost dinamicˇnega
prilagajanja navigacijske mrezˇe v primeru spreminjanja polozˇajev nepremicˇnih
ovir. Obe mozˇnosti deloma resˇujejo neuradne, pogosto placˇljive razsˇiritve, ki pa
so vecˇinoma tudi tezˇavnejˇse za implementacijo.
Sˇe en primer bi bilo recimo koristenje informacij o skupinah agentov, kot jih
koristijo dolocˇeni avtorji za potrebe navigacije in obnasˇanja na splosˇno. V svoji
aplikaciji sem spisal algoritem k-means [23], ki ima dobre rezultate za iskanje vecˇ
razlicˇnih skupin agentov. Agentom v skupinah se priredi dolocˇena barva, pri-
padnost skupinam pa se spreminja dinamicˇno v odvisnosti od lokacije agentov.
Identifikator skupine bi se lahko uporabil za potrebe lokalne navigacije na daljˇse
razdalje, kjer se celotna skupina aproksimira kot velika premikajocˇa se ovira. Ven-
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Slika 7.2: Avtomaticˇno razpoznavanje in dodeljevanje skupin (prikazane z
barvami agentov) glede na lokacijo
dar je zahtevna tako koristna uporaba informacije o pripadnosti skupinam kot tudi
ustrezna pridobitev pripadnosti, saj je potrebno dinamicˇno spreminjanje sˇtevila
skupin glede na prostorsko postavitev in gostoto agentov, kriteriji za dolocˇitev
skupin pa morajo uposˇtevati tudi druge lastnosti agentov. Na sliki 7.2 je prikazan
algoritem k-means, ki dinamicˇno dodeljuje skupine in barve agentom v sceni.
7.2 Sklep
Z rezultati sem zadovoljen, saj mi je uspelo izdelati ciljno arhitekturo agenta in
dosecˇi zˇeleno gibanje in obnasˇanje mnozˇic v testnih primerih. Omejitve pogona,
predvsem v smislu vecˇnitnega izvajanja in pocˇasnosti dolocˇenih metod za komu-
niciranje in fizikalne teste, preprecˇujejo realno-cˇasovno izvajanje vecˇjega sˇtevila
(nekaj tisocˇ) agentov, je pa z uporabo enostavnejˇsega vizualnega prikaza agen-
tov vseeno mogocˇe izvajanje okoli 1000 agentov, medtem ko se znacˇilni pojavi pri
gibanju mnozˇic pojavijo zˇe pri dosti manjˇsih sˇtevilih agentov v sceni. Agenti se
obnasˇajo situacijam primerno in se spremembam dobro prilagajajo, izgled animacij
pa je dovolj realisticˇen in skladen z dejanskim premikanjem.
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