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ABSTRAKT
Duke marrë parasysh zhvillimin e teknologjive gjithnjë më të avancuara dhe rritjen e
kërkesave për pamjen, performancën, fleksibilitetin, mirëmbajtjen, zhvillimin për
ndërmarrje të mëdha, zhvillimin për mobil e shumë kërkesa tjera për ueb aplikacionet,
përzgjedhja e teknologjisë së duhur po bëhet gjithnjë e më shumë më e rëndësishme për
zhvillimin e aplikacioneve apo projekteve të synuara.
Ky punim i diplomës bënë krahasimin e tri teknologjive të përhapura për zhvillimin e ueb
faqeve apo ueb aplikacioneve me qëllim që t’iu ndihmoj lexuesve të bëjnë një zgjedhje më
të informuar për të përzgjedhur teknologjinë e duhur dhe me të përshtashme për projektin e
tyre. Hulumtimi është bërë duke krahasuar disa nga karakteristikat më të rëndësishme të
teknologjive siç janë: kodimi, platforma, lidhja e të dhënave, DOM, popullariteti,
performanca etj, përmes burimeve të ndryshme duke përfshirë librat e ekspertëve të këtyre
teknologjive. Ky punim merr shembull për secilën teknologji dhe shpjegon se si janë
koduar nga një CRUD aplikacion i thjesht dhe analizon performancën e secilit për t’i
krahasuar ato.
Rezultatet janë mirë të definuara dhe informuese për të ndihmuar secilin lexues të bëjë
zgjedhjen më të duhur për projektin e tij.

i

PËRMBAJTJA
LISTA E FIGURAVE .................................................................................... iv
LISTA E TABELAVE ................................................................................... iv
LISTA E GRAFIKËVE .................................................................................. iv
FJALORI I TERMAVE .................................................................................. v
1

HYRJE........................................................................................................ 1

2

DEKLARIMI I PROBLEMIT ................................................................. 2

3

SHQYRTIMI I LITERATURËS ............................................................. 3
3.1 Angular .................................................................................................................... 3
3.1.1
Dallimi mes Angular dhe jQuery ..................................................................... 6
3.1.2
Routing ............................................................................................................. 9
3.1.3
Rrugët dhe Shtigjet ......................................................................................... 10
3.1.4
Futja e Shërbimeve dhe Varësive ................................................................... 12
3.2 Ionic ....................................................................................................................... 14
3.2.1
Aplikacionet Mobile Hibride .......................................................................... 15
3.2.2
Kontinuiteti i Platformës ................................................................................ 18
3.2.3
Navigimi ......................................................................................................... 19
3.2.4
Native Access ................................................................................................. 19
3.2.5
Tema ............................................................................................................... 20
3.3 React js ................................................................................................................... 20
3.3.1
Virtual DOM .................................................................................................. 21
3.3.2
Cikli Jetësor i Komponentëve ........................................................................ 21
3.3.3
Cikli Jetësor i Montimit .................................................................................. 22
3.3.4
Komponentët e Rendit më të Lartë ................................................................. 22
3.3.5
Validimi i Vlerës ............................................................................................ 23
3.3.6
Referencat ....................................................................................................... 23
3.3.7
Menaxhimi i Gjendjes React .......................................................................... 24
3.3.8
Elementet Reaktiv........................................................................................... 24
3.3.9
React Router ................................................................................................... 25
3.4 Krahasimi i Vetive Kryesore ................................................................................. 26

4

METODOLOGJIA ................................................................................. 27

5

REZULTATET ........................................................................................ 28
5.1

Popullariteti ............................................................................................................ 28

ii

5.1.1
Angular ........................................................................................................... 28
5.1.2
Ionic ................................................................................................................ 29
5.1.3
React ............................................................................................................... 30
5.1.4
Krahasimi i popullaritetit mes Angular, Ionic dhe React ............................... 31
5.1.5
Statistikat e popullaritetit në npm ................................................................... 33
5.2 Performanca ........................................................................................................... 34
5.2.1
Angular ........................................................................................................... 34
5.2.2
Ionic ................................................................................................................ 35
5.2.3
React ............................................................................................................... 36
5.3 Aplikacionet shembull CRUD ............................................................................... 36
5.3.1
Krijimi i një Angular CRUD .......................................................................... 36
5.3.2
Krijimi i një Ionic CRUD ............................................................................... 39
5.3.3
Krijimi i një React.js CRUD........................................................................... 41

6

DISKUTIME DHE PËRFUNDIME ...................................................... 45

7

REFERENCAT ....................................................................................... 46

iii

LISTA E FIGURAVE
Figura 1. Angular Logo .......................................................................................................... 3
Figura 2. Spektri i llojeve te aplikacioneve ............................................................................ 6
Figura 3. Pamja e përgjithshme e Angular .......................................................................... 14
Figura 4. Ionic Logo............................................................................................................. 14
Figura 5. React Logo ............................................................................................................ 20
Figura 6. Performanca e Angular ........................................................................................ 34
Figura 7. Performanca e Ionic ............................................................................................. 35
Figura 8. Performanca e React ............................................................................................ 36
Figura 9. Pamja e aplikacionit të Angular ........................................................................... 39
Figura 10. Pamja e aplikacionit të Ionic.............................................................................. 41
Figura 11. Pamja e aplikacionit të React ............................................................................. 44

LISTA E TABELAVE
Tabela 1. Karakteristikat e Angular, Ionc dhe React ........................................................... 26
Tabela 2. Statistikat npm të Ionic, Angular dhe React ........................................................ 33

LISTA E GRAFIKËVE
Grafiku 1. Google Trends Angular ....................................................................................... 28
Grafiku 2. Npm shkarkime Angular...................................................................................... 29
Grafiku 3. Google Trends Ionic............................................................................................ 29
Grafiku 4. Npm shkarkime Ionic .......................................................................................... 30
Grafiku 5. Google Trends React ........................................................................................... 30
Grafiku 6. Npm shkarkime React .......................................................................................... 31
Grafiku 7. Google Trends Angular vs React vs Ionic ........................................................... 31
Grafiku 8. Npm shkarkimet Angular vs React vs Ionic ........................................................ 32
Grafiku 9. Npm shkarkimet Angular vs Ionic ....................................................................... 33

iv

FJALORI I TERMAVE
HTML – Hypertext Markup Language
DOM – Dokument Object Model
URL – Uniform Resource Locator
CSS – Cascading Style Sheets
MVC – Model-View-Controller
HOC – High Order Component
API – Application Program Interface
UI – User Interface
JS – JavaScript
DI – Dependecy Injection

v

1

HYRJE

Një “Javascript Framework” modern është një teknologji/softuer/librari që na ofron veglat e
duhura për ndërtimin e një ueb faqe ku gjithashtu definohet se si duhet dizajnuar dhe se si
Kodi duhet të organizohet.
Shumica e JS Framworks modern janë “opinionated”, që do të thotë se kanë filozofinë e
tyre se si duhet ndërtuar një ueb faqe dhe preferohet që së pari të studiohen konceptet bazë
para se të bëjmë përzgjedhjen e teknologjisë për projektin tonë, disa librari më të thjeshta
nuk kanë kësi lloje instruksionesh.
Ndër tri teknologjitë të cilat janë “Javascript Frameworks” dhe të cilat do t’i krahasojmë më
tutje për ndërtimin e ueb faqeve moderne duke përfshirë karakteristika si shpejtësinë,
popullaritetin, dokumentimin, shpejtësinë e adaptimit dhe ripërdorimin e kodit, janë:
Angular, React dhe Ionic.

Angular është një platformë dhe librari për ndërtimin e ueb aplikacioneve ne HTML dhe
Typescript. Ajo është e shkruar në Typescript dhe implementon funksionet kyqe dhe
opsionale si librari Typescript që importohen në aplikacion.
Ionic është një HTML5 SDK e cila ndihmon në ndërtimin e aplikacioneve mobile që
ngjajnë me aplikacione native duke përdorur ueb teknologji të tilla si HTML, CSS dhe
JavaScript. Është e fokusuar kryesisht në pamjen, në ndjenjën si dhe eksperiencën e
përdoruesit të aplikacionit.
React js është një javaScript librari e krijuar nga Facebook Inc për të ndihmuar në zgjidhjen
e disa problemeve që paraqiten në ueb faqe të mëdha ku ka lëvizje të shumta të të dhënave.
React dallon nga librarit tjera javascript pasi që nuk vjen me shumë vegla të gatshme por i
lihet përdoruesit liri e plotë të bëjë zgjedhjen mes veglave të cilat atij i përshtaten më së
shumti.
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DEKLARIMI I PROBLEMIT

Zhvilluesit gjithmonë para se të fillojnë një projekt të ri përballen me një problem fillestar
dhe ai është se me cilën teknologji do të zhvillojnë projektin.
Ky punim i diplomës e ka për qëllim të bëjë lehtësimin e kësaj zgjedhje për zhvilluesit të
cilët vijnë me një përvojë të zhvillimit në ueb. Në këtë temë do të krahasojmë tri teknologji
të cilat do t’i ndihmojnë një zhvilluesi të krijoj projektin apo aplikacionin e tij në mënyrë sa
më të informuar dhe më të shpejt. Krahasimi ynë është fokusuar në 3 veçori të këtyre
frameworkave, ku për te arritur te një rezultat që është i kuptueshëm nga lexuesit kemi
parashtruar pyetjet më poshtë:
•

Cili nga këta framework gëzon me shume popullaritet?

•

Çfarë performance kanë këta framework?

•

Cili nga këta framework ofron kodim më të lehtë për zhvilluesit?
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SHQYRTIMI I LITERATURËS

Në këtë kapitull kemi paraqitur shfletimin e literaturës për Angular, Ionic dhe React JS, ku
kemi tentuar që në detaje të japim informacionin e duhur për lexuesin në mënyrë që të ketë
më të lehtë kuptimin e rezultateve të këtij punimi të diplomës.

3.1 Angular
Angular është një platformë dhe librari për ndërtimin e ueb aplikacioneve në HTML dhe
Typescript. Angular është shkruar në TypeScript dhe implementon funksionet kyqe dhe
opsionale si Typescript librari që importohen në aplikacion [13] [6].

Figura 1. Angular Logo

Angular nuk është zgjidhja për çdo problem, dhe është e rëndësishme të dini kur duhet të
përdorni Angular dhe kur duhet të kërkoni një alternative. Angular jep llojin e
funksionalitetit që dikur ishte në dispozicion vetëm për zhvilluesit e serverit, por plotësisht
në shfletuesin. Kjo do të thotë që Angular ka shumë punë për të bërë sa herë që ngarkohet
një dokument HTML tek i cili është aplikuar Angular — kanë elementët HTML për tu
përpiluar (compiled), lidhjen e të dhënave (Data bindings) për të vlerësuar, komponentat
dhe blloqet tjera duhet te ekzekutohen dhe kështu me radhë [13] [6].
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Kjo metodë e punës kërkon kohë për t’u kryer, dhe kohëzgjatja varet nga kompleksiteti i
Dokumenti HTML, në kodin e shoqëruar JavaScript dhe në mënyrë kritike me cilësinë e
shfletuesit. Ju nuk do të vini re ndonjë vonesë kur përdorni shfletuesit më të fundit në një
kompjuter desktop me performanca të mira, por shfletuesit e vjetër në smartphone të pa
fuqishëm mund të ngadalësojnë vendosjen fillestare të një aplikacion Angular [6].

Qëllimi, pra, është që të kryeni këtë konfigurim (setup) sa më rrallë të jetë e mundur dhe të
paraqesim sa më shumë nga aplikacioni që është e mundur për përdoruesin kur është kryer
konfigurimi (setup)|. Kjo do të thotë të mendojmë me kujdes për llojin e aplikacionit të cilin
po e ndërtojmë. Në terma të gjerë, ekzistojnë dy lloje të aplikacioneve në internet: udhëtim
i rrumbullakët (round-trip) dhe një faqe të vetme (single-page) [6].

Për një kohë të gjatë, aplikacionet në internet u zhvilluan për të ndjekur një model udhëtimi
të rrumbullakët (round-trip). Shfletuesi kërkon një dokument fillestare HTML nga serveri.
Ndërveprimet e përdoruesve - të tilla si klikimi i një lidhjeje ose paraqitja e një formulari e udhëheqën këtë shfletuesi për të kërkuar dhe marrë një dokument plotësisht të ri HTML.
Në këtë lloj aplikacioni, shfletuesi në thelb është një motor dhënës për përmbajtjen HTML,
dhe të gjitha logjikat e aplikacionit dhe të dhënat banojnë në server. Shfletuesi bën një seri
kërkesash pa HTTP që serveri i administron duke gjeneruar HTML dokumentin në mënyrë
dinamike [6].

Shumica e zhvillimit aktual të uebit është akoma për aplikime të udhëtimit të rrumbullakët,
jo vetëm sepse kërkojnë pak nga shfletuesi i cili siguron mbështetjen më të gjerë të
mundshme të klientit. Por ka disa të meta serioze për aplikacione që përdorin metodën e
udhëtimit të rrumbullakët: ata e bëjnë përdoruesin të presë ndërsa dokumenti tjetër HTML
kërkohet dhe ngarkohet, ata kërkojnë një infrastrukturë të madhe nga ana e serverit për të
përpunuar të gjitha kërkesat dhe për të menaxhuar të gjithë gjendjen e aplikacionin dhe
kërkojnë shumë bandwidth sepse çdo dokument HTML duhet të jetë i “self-contained” që
shkakton që e njëjta përmbajtje të përfshihet në çdo përgjigje të serverit [6].
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Aplikacionet me një faqe marrin qasje të ndryshme. Një dokument fillestar HTML i
dërgohet shfletuesit, por ndërveprimet e përdoruesve çojnë në kërkesa të Ajax për
fragmente të vogla HTML ose të dhëna të futura në grup elementesh ekzistues që i shfaqen
përdoruesit. Dokumenti fillestar HTML nuk ngarkohet ose zëvendësohet kurrë, dhe
përdoruesi mund të vazhdojë të bashkëveprojë me HTML ekzistues ndërsa kërkesat e Ajax
janë duke u kryer në mënyrë asinkron, edhe nëse kjo do të thotë vetëm të shohësh një
mesazh "ngarkimi i të dhënave" [6].

Shumica e aplikacioneve aktuale bien diku midis ekstremeve, duke prirë të përdorin
modelin themelor të udhëtimit të rrumbullakët i përmirësuar me JavaScript për të zvogëluar
numrin e ndryshimeve të plota të faqeve, megjithëse theksi është shpesh në uljen e numrit
të gabimeve në formë duke kryer vërtetimin e klientit. Angular jep benefitin më të madh
nga ngarkesa e tij fillestare, pasi një aplikacion i afrohet modelit të faqeve të vetme (singlepage). Kjo nuk do të thotë se nuk mund të përdorni Angular me aplikacione për udhëtime të
rrumbullakëta - natyrisht që mundemi - por janë disa teknologji të tjera të cilat janë më të
thjeshta dhe më të përshtatshme për faqet diskrete HTML, ose që punojnë drejtpërdrejt me
Document Object Model (DOM) API ose duke përdorur një biblotekë për të thjeshtuar
përdorimin e tij, siç është jQuery. Në figurën më poshtë mund të shohim spektrin e llojeve
të aplikacioneve në internet dhe ku Angular jep përfitime [6]:
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Figura 2. Spektri i llojeve te aplikacioneve [6]
Angular shkëlqen në aplikacionet me një faqe dhe veçanërisht në aplikacionet komplekse të
udhëtimit të rrumbullakët. Për projekte më të thjeshta, përdorimi i API DOM direkt ose një
bibliotekë si jQuery është përgjithësisht një zgjedhje më e mirë, megjithëse asgjë nuk ju
pengon të përdorni Angular në të gjitha projektet tuaja. Modeli i aplikimit me një faqe
(single-page) është pikërisht ku shkëlqen Angular, jo vetëm për shkak të procesit të fillimit,
por sepse përfitimet e përdorimit të modelit MVC fillojnë vërtet të manifestohen në
projekte më të mëdha dhe më komplekse, të cilat janë ato që shtyjnë drejt modelit të një
faqeje [6].

3.1.1

Dallimi mes Angular dhe jQuery

Angular dhe jQuery marrin qasje të ndryshme për zhvillimin e aplikacionit në internet.
jQuery ka të bëjë në mënyrë të qartë me manipulimin e Modelit të Objektit të Dokumenteve
të shfletuesit (DOM) për të krijuar një aplikacion. Qasja që e zbaton Angular është që e
merr shfletuesin si themel për zhvillimin e aplikacionit. jQuery është, pa asnjë dyshim, një
mjet i fuqishëm. jQuery është i fortë dhe i besueshëm, dhe mund të merrni rezultate të
menjëhershme. Gjithashtu ka një API Fluid dhe lehtësisht mundeni të zgjeroni bibliotekën
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thelbësore të jQuery. Por, edhe pse një mjet mjaft i fuqishëm, jQuery nuk është mjeti i
duhur për çdo punë. Mund të jetë e vështirë të shkruani dhe menaxhoni aplikacione të
mëdha, dhe testimi i plotë i njësive mund të jetë një sfidë e madhe [6].

Ekzistojnë dy konkurrentë kryesorë të Angular: React dhe Vue.js. Ekzistojnë disa dallime
të nivelit të ulët midis tyre, por, për pjesën më të madhe, të gjitha këto korniza janë të
shkëlqyera, të gjitha punojnë në mënyra të ngjashme, dhe të gjitha ato mund të përdoren për
të krijuar aplikacione të pasura nga ana e klientit. Dallimi kryesor midis këtyre kornizave
është përvoja e zhvilluesit. Angular kërkon përdoruesin të përdorë TypeScript për të qëne
efektive. Për shembull, nëse jeni mësuar të përdorni një gjuhë si C # ose Java, atëherë
TypeScript do të jetë i njohur dhe shmang trajtimin e disa prej çudive të gjuhës JavaScript.
Vue.js dhe React nuk kërkojnë TypeScript por mbështeten drejt përzierjes së përmbajtjes
HTML, JavaScript dhe CSS së bashku në një skedar të vetëm, të cilin jo të gjithë e
pëlqejnë.
Në pjesën e mëposhtme të këtij punimi do të bëjmë një krahasim më të thellë mes React.js
[6].

Kur u prezantua Angular 2, përdorimi i TypeScript ishte opsional, dhe ishte e mundur të
shkruhen aplikacione Angular duke përdorur JavaScript të thjeshtë. Rezultati ishte i
pakëndshëm dhe kërkonte një kod të kontortuar për të rikrijuar efektin e tipareve kryesore
të TypeSkript, por ishte e mundur, dhe Google siguroi një seri të plotë të dokumenteve api
si për zhvilluesit të cilët përdornin JavaScript ashtu edhe për zhvilluesit që përdornin
TypeSkript. Mbështetja për të punuar me zhvillimin e JavaScript të thjeshtë është zvogëluar
me secilin lëshim pasues, me efektin që nuk ka udhëzime për programuesit që nuk kanë
dëshirë të adoptohen me TypeSkript [6].

Këshilla ime është që zhvilluesit të përqafojnë përvojën e plotë të Angular, edhe pse mund
të kërkojë ca kohë dhe përpjekje për të zotëruar TypeScript. Rezultati do të jetë një përvojë
më e mirë zhvillimi, që përmban kod që është më shumë koncizë, më i thjeshtë për t’u
lexuar, dhe më i thjeshtë për t’u mirëmbajtur [6].
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Blloqet kryesore të ndërtimit në Angular janë NgModules të cilat u japin kontekst
komponentëve. Nga modulet mbledhim kodin e ndërlidhur në sete funksionale, një Angular
aplikacion është i definuar nga një set i NgModule-ve. Një Ueb aplikacion ka së paku një
“root module” i cili mundëson ndërtimin e ueb aplikacionit.
Komponentat definojnë pamjet (views) të cilat janë sete të elementeve që shfaqen në ekran,
të cilat Angular mund ti specifikoj dhe modifikoj sipas logjikës së programit tuaj.
Komponentat përdorin shërbime (services) që ofrojnë funksionalitet specifik jo domosdo të
ndërlidhur me pamjet. Shërbimet mund të injektohen në komponentë si varësi
(dependencie) që e bën kodin tuaj modular, të ripërdorshëm dhe efikas. Si komponentat
ashtu edhe shërbimet janë klasa të thjesha me “dekorues” që i markon për llojin e tyre dhe u
bashkangjitë të dhëna shtesë që i tregojnë Angular-it se si ti përdor ato. Komponentët e një
aplikacioni zakonisht definojnë disa pamje të radhitura në mënyrë hirarkiale.
Angular ofron shërbimin Router që ju ndihmon të definoni rrugët e navigimit në mes të
pamjeve. Shërbimi Router ofron aftësi të sofistifikuara për të naviguar në shfletues.
Një template kombinon HTML me Angular kod që mund të modifikoj HTML elementet
para se të shfaqen. Direktivat e template-ave ofrojnë logjikën e programit dhe ndërlidhin te
dhënat me DOM [6].

Ka dy lloje të ndërlidhjes së të dhënave [3]:
•

Event Binding – Ndërlidhja me evente na lejon që aplikacioni të reagoj ndaj ndonjë
inputi të userit në hapësirën e definuar duke përditësuar të dhënat e aplikacionit.
Ndërlidhja e vlerave na mundëson që të dhënat të cilat janë gjeneruar nga
aplikacioni të shfaqen në HTML.
Para se një pamje të shfaqet, Angular e vlerëson kodin dhe bën ndërlidhjen me
shabllonin dhe e modifikon HTML elementen dhe DOM-in sipas logjikës së
programit.

•

Gjithashtu Angular përkrah ndërlidhjen e të dhënave në dy drejtimet që do të thotë
se nëse përdoruesi bën ndonjë ndryshim në vlerë ajo do të reflektohet edhe në të
dhënat e programit.
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3.1.2

Routing

Në Angular moduli i cili vendos shtegun e rrugëtimit në aplikacion është Router që është
bazuar në konventat e navigimit në browser [6][3].

Router-i e interpreton një URL link në bazë të pamjes (view), rregullave të navigimit dhe
gjendjen e të dhënave. Ne mund të navigojm tek një pamje e re kur useri klikon në një
button ose kur e selektojmë ndonjë link që na është shfaqur nga ndonjë shërbim. Router-i i
regjistron këto aktivitete në historinë e browserit kështu që edhe butonat para dhe mbrapa të
browserit punojnë gjithashtu [6][3].

Angular Router është një ruter i fuqishëm i ndërtuar në JavaScript dhe mirëmbajtur nga
ekipi thelbësor Angular që mund të instalohet nga paketa @Angular/router. Ajo siguron një
biblotekë të plotë të rrugëzimit me mundësinë që të ketë priza të shumta të routerit, strategji
të ndryshme që përputhen në rrugë. Shërbimi Router ofron aftësi të sofistifikuara për të
naviguar në shfletues [6][3]..

Ruteri Angular është një pjesë thelbësore e platformës Angular. Ai u mundëson zhvilluesve
të ndërtojnë aplikacione në një faqe (single-page) me pamje të shumëfishtë dhe lejon
lundrimin midis këtyre pamjeve [6][3]..

Router-Outlet është një direktivë që është në dispozicion nga bibloteka e ruterit ku ruteri fut
përbërësin që përputhet bazuar në URL-në e shfletuesit aktual. Ju mund të shtoni dyqane të
shumta në aplikacionin tuaj Angular i cili ju mundëson të implementoni skenarë të
avancuar të rrugëzimit [6][3]..
<router-outlet></router-outlet>

Çdo komponent që përputhet nga Router do të shfaqet një produkt të Router-Outlen [6][3].
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3.1.3

Rrugët dhe Shtigjet

Rrugët janë përkufizime (objekte) që përmbajnë së paku një shteg dhe një komponent (ose
një shteg përcjellës). Rruga i referohet pjesës së URL-së që përcakton një pamje unike që
duhet të shfaqet, dhe përbërësi i referohet komponentës Angular që duhet të shoqërohet me
një shteg. Bazuar në një përcaktim të rrugës që ofrohet, Ruteri është në gjendje të drejtoj
përdoruesin në një pamje specifike [6].

Secila Rrugë harton një shteg URL tek një komponent.
Rruga mund të jetë e zbrazët që tregon rrugën e paracaktuar të një aplikacioni dhe
zakonisht është fillimi i aplikacionit. Ajo mund të marrë një varg të paparashikuar (**).
Ruteri do të zgjedhë këtë rrugë nëse URL e kërkuar nuk përputhet me ndonjë rrugë për
rrugët e përcaktuara. Kjo mund të përdoret për shfaqjen e një pamje "Nuk u gjet" ose
ridrejtimin në një pamje specifike nëse nuk gjendet ndonjë ndeshje (faqe 404) [6].

Ky është një shembull i një rruge:
{ path: 'contacts', component: ContactListComponent}

Nëse ky përkufizim i rrugës i është dhënë konfigurimit të Routerit, ruteri do të jap
komponentin ContactListComponent kur URL-ja e shfletuesit të aplikacionit në internet të
bëhet /contacts [6].

Ruteri Angular ofron strategji të ndryshme të përputhjes së rrugës. Strategjia e paracaktuar
thjeshtë kontrollon nëse URL e shfletuesit aktual është prefiksuar me shtegun [6].

{ path: 'contacts', component: ContactListComponent}

Kjo gjithashtu mund të shkruhet edhe si:

{ path: 'contacts', pathMatch: 'prefix', component: ContactListComponent}
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Atributi patchMath specifikon strategjinë e përputhjes. Në këtë rast, është parashtesa e cila
është parazgjedhur [6].

Strategjia e dytë që përputhet është e plotë. Kur të përcaktohet për një itinerar, ruteri do të
kontrollojë nëse shtegu është saktësisht i barabartë me shtegun e URL-së së shfletuesit
aktual:
{ path: 'contacts', pathMatch: 'full', component: ContactListComponent}

Routeri gjithashtu ka veti të kontrollimit se kush mund të navigoj nëpër pamje të caktuara
të faqeve duke u bazuar në “JSON Web Tokens” përmes AuthGuard [6].

Një roje i rrugës (Route Guards) është një veçori e Ruterit Angular që i lejon zhvilluesit të
ekzekutojë disa logjikë kur kërkohet një rrugë, dhe u bazuar në atë logjikë, ai i lejon ose
mohon përdoruesit qasjen në itinerar. Zakonisht përdoret për të kontrolluar nëse një
përdorues është regjistruar dhe ka autorizimin përpara se të mund të hyjë në një faqe [6].

Ju mund të shtoni një roje të rrugës duke zbatuar ndërfaqen CanActivate të disponueshme
nga paketa @Angular/router dhe zgjat metodën canActivate() e cila mban logjikën për të
lejuar ose mohuar qasjen në itinerar. Për shembull, roja e mëposhtme gjithmonë do të lejojë
hyrjen në një rrugë:

class MyGuard implements CanActivate {
canActivate() {
return true;
}
}

Pastaj mund të mbroni një rrugë me roje duke përdorur atributin canActivate:
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{ path: 'contacts/:id, canActivate:[MyGuard], component: ContactDetailComponent} [6]

3.1.4

Futja e Shërbimeve dhe Varësive

Për të dhënat të cilat nuk janë të lidhura me një pamje specifike dhe ku informacionin
dëshirojmë t’a ndajmë me disa komponentë të ndryshëm, krijojmë një klasë shërbim
(service). Kur definohet klasa e shërbimit ajo është e paraprirë me dekoruesin
@Injectable(), dekoruesit ofrojnë të dhëna shtesë që na lejon “providers” të injektohen si
varësi në klasën tonë [6][3].

Shërbimi është një kategori e gjerë që përfshin çdo vlerë, funksion ose tipar që i nevojitet
një aplikacioni. Një shërbim është zakonisht një klasë me një qëllim të ngushtë, të
përcaktuar mirë. Ajo duhet të bëjë diçka specifike dhe ta bëjë mirë [6].

Angular dallon përbërësit nga shërbimet për të rritur modularitetin dhe ripërdorueshmërinë.
Duke veçuar funksionalitetin që lidhet me pamjen e një komponenti nga llojet e tjera të
përpunimit, ju mund t'i bëni klasat e komponentëve tuaj të ligët dhe të efektshëm [6].

Në mënyrë ideale, detyra e një komponenti është të mundësojë përvojën e përdoruesit dhe
asgjë më shumë. Një komponent duhet të paraqesë vetitë dhe metodat për lidhjen e të
dhënave, në mënyrë që të ndërmjetësojë ndërmjet pamjes (të dhënë nga modeli) dhe
logjikës së aplikimit (i cili shpesh përfshin disa nocione të një modeli). Një komponent
mund të delegojë detyra të caktuara në shërbime, të tilla si: marrja e të dhënave nga serveri,
vërtetimi i hyrjes së përdoruesit ose logimi direkt në tastierë. Duke përcaktuar detyra të tilla
përpunimi në një klasë shërbimi të injektueshëm, ju i bëni ato detyra në dispozicion të çdo
komponenti. Ju gjithashtu mund ta bëni aplikacionin tuaj më të adaptueshëm duke injektuar
ofrues të ndryshëm të të njëjtit lloj shërbimi, siç është e përshtatshme në rrethana të
ndryshme [6].
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Angular nuk i zbaton këto parime. Angular i’u ndihmon të ndiqni këto parime duke e bërë
më të lehtë faktorizimin e logjikës së aplikimit tuaj në shërbime dhe t'i bëni ato shërbime në
dispozicion të komponentëve përmes injektimit të varësisë [6].

DI është ndërlidhur me kornizën e Angular dhe përdoret kudo për të siguruar komponent të
rinj me shërbime ose gjëra të tjera që u duhen. Komponentët konsumojnë shërbime;
domethënë, ju mund të injektoni një shërbim në një komponent, duke i dhënë komponentit
hyrje në atë klasë të shërbimit.
Për të përcaktuar një klasë si një shërbim në Angular, përdorni dekoratorin @Injectable()
për të siguruar metadata që lejojnë Angular të injektojë atë në një komponent si një varësi.
Në mënyrë të ngjashme, përdorni dekoratorin @Injectable() për të treguar që një përbërës
ose klasë tjetër (siç është një shërbim tjetër, tub, ose NgModule) ka një varësi [6].

Injektimi është mekanizmi kryesor. Angular krijon një injektim të gjerë aplikacioni për ju
gjatë procesit të bootstrap, dhe injektime shtesë sipas nevojës. Ju nuk keni nevojë të krijoni
injektime [6].
Një ofrues (provider) është një objekt që i tregon një injektimi se si të marrë ose të krijojë
një varësi [6].

Për çdo varësi që i’u nevojitet në aplikacionin tuaj, duhet të regjistroni një ofrues me
injektorin e aplikacionit, në mënyrë që injektori të mund të përdorë ofruesin për të krijuar
raste të reja. Për një shërbim, ofruesi është zakonisht vetë klasa e shërbimit [6].

Injektimi i varësive (dependency injection DI) na mundëson që t’i mbajmë klasat e
komponentëve të thjeshta dhe efikase. Injektimet e varësive nuk mund të bëjnë transferimin
e të dhënave nga serveri dhe anasjelltas, të vërtetojnë të dhënat e userit apo të shfaqin të
dhënat në konsol, këto detyra i delegojmë tek shërbimet. (angular.io, n.d.) [6]
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Figura 3. Pamja e përgjithshme e Angular [3]
3.2 Ionic
Zhvillimi i aplikacioneve celularë është një temë e rëndësishme si për kompanitë ashtu
edhe për zhvilluesit individual. Ju mund të përdorni lloje të ndryshme të framework-ave
dhe mjeteve për të ndërtuar aplikacione celulare për platforma të ndryshme. Ne do te
përdorim Ionic 4 për të ndërtuar të ashtuquajturat aplikacione celularë hibride [4].

Figura 4. Ionic Logo

Me mbizotërimin e pajisjeve mobile, gjithnjë e më shumë aplikacionet celulare janë krijuar
për të përmbushur të gjitha llojet e kërkesave. Çdo platformë mobile ka ekosistemin e tij.
Zhvilluesit përdorin SDK të siguruar nga platforma mobile për të krijuar aplikacione
celularë dhe për t'i shitur ato në dyqanin e aplikacioneve. Të ardhurat janë të përbashkëta
midis zhvilluesve dhe platformës [4].
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Përhapja e aplikacioneve celulare krijon gjithashtu një mundësi të shkëlqyeshme për
zhvilluesit e aplikacioneve dhe kompanitë e softuerëve. Shumë individë dhe kompani
fitojnë para të mëdha në tregjet e aplikacioneve mobile. Një shembull klasik është loja e
jashtëzakonshme mobile Flappy Bird. Flappy Bird ishte zhvilluar nga zhvilluesi i bazuar në
Vietnam, Dong Nguyen. Zhvilluesi pretendoi se Flappy Bird po fitonte 50,000 dollarë në
ditë nga brenda-aplikacioni reklamat si dhe shitjet. Ato histori të suksesshme inkurajojnë
zhvilluesit për të krijuar më shumë aplikacione me cilësi të lartë celular [4].
3.2.1

Aplikacionet Mobile Hibride

Zhvillimi i aplikacioneve mobile nuk është një detyrë e lehtë. Nëse doni vetëm të synoni
një platformë të vetme mobile, atëherë përpjekja mund të jetë relativisht më e vogël.
Megjithatë, shumicën e kohës ne duam të shpërndajmë aplikacione në shumë dyqane për të
maksimizuar të ardhurat. Për të ndërtuar llojin e aplikacioneve që mund të shpërndahen në
dyqane të ndryshme të aplikacioneve, zhvilluesit duhet të zhvillojnë programe në gjuhë të
ndryshme, SDK dhe me vegla të ndryshme: për shembull, Ojective-C / Swift për iOS dhe
Java për Android. Ne gjithashtu duhet të menaxhojmë baza të ndryshme kodesh me
funksionalitete të ngjashme por të implementuara duke përdorur gjuhë të ndryshme
programimi. Është e vështirë të maksimizohet ripërdorimi i kodit dhe të zvogëlohen
dyfishimet e kodit. Është e vështirë të maksimizohet ripërdorueshmëria e kodit dhe të
zvogëlohen dyfishimet e kodit nëpër baza të ndryshme kodesh, madje edhe për lojtarët më
të mëdhenj në treg. Kjo është arsyeja pse zgjidhjet ndër-platformë të aplikacioneve celularë,
si Xamarin (https://www.xamarin.com/), React Native
(https://facebook.github.io/reactnative/), RubyMotion (http://www.rubymotion.com/), dhe
Flutter (https://flutter.io/) gjithashtu marrin shumë vëmendje. Të gjitha këto zgjidhje
kanë një kurbë të lartë mësimi për gjuhët e tyre programuese dhe SDK-të, gjë që krijon një
barrë për zhvilluesit e zakonshëm [4].

Krahasuar me Objektivin-C / Swift, Java, C #, ose Ruby, zhvillimi i uebit aftësi - për
shembull, HTML, JavaScript dhe CSS janë shumë më të lehtë për t’u mësuar. Ndërtimi i
aplikacioneve celularë me aftësi për zhvillim në internet është bërë i mundur nga HTML5.
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Ky lloj i ri i aplikacioneve mobile quhet aplikacione hibride të lëvizshme. Në Aplikacionet
hibride të lëvizshme, HTML, JavaScript dhe kodi CSS ekzekutohen në një shfletues të
brendshëm (WebView) që është mbështjellë në një aplikacion lokal. Kodi JavaScript mund
të qaset

në lokale API përmes mbështjellësit (wrapper). Apache Cordova (https:

//cordova.apache.org/) është bibloteka më e popullarizuar me burim të hapur për t’u
zhvilluar aplikacione hibride celulare [4].
Në krahasim me aplikacionet “native”, aplikacionet hibride kanë avantazhet dhe të metat e
tyre. Avantazhi kryesor është që zhvilluesit mund të përdorin uebin ekzistues aftësi
zhvillimi për të krijuar aplikacione hibride dhe të përdorin vetëm një bazë kodesh për
platforma të ndryshme. Duke përdorur teknikat e përgjegjshme të projektimit në internet,
aplikacionet hibride mund të përshtaten lehtësisht me rezolucione të ndryshme të ekranit.
Të metat kryesore janë problemet e performancës me aplikacionet hibride. Si aplikacion
hibrid që funksionon brenda një shfletuesi të brendshëm, performanca e aplikacioneve
hibride nuk mund të konkurrojë me aplikacione native. Lloje të caktuara aplikacionesh, siç
janë lojërat ose aplikacionet që mbështeten në funksionalitete të ndërlikuara vendase, nuk
mund të ndërtohen si aplikacione hibride. Por shumë aplikacione të tjera mund të ndërtohen
si të tilla [4].

Para se të merrni vendimin nëse duhet të shkoni me aplikacione vendase ose hibride, ekipi i
zhvillimit duhet të kuptojë natyrën e aplikacioneve për të ndërtuar. Aplikacionet hibride
janë të përshtatshme për aplikacione me qendër përmbajtjen, siç janë: lajmet, forume në
internet ose produkte shfaqëse. Këto aplikacione të bazuara në përmbajtje, veprojnë si
aplikacione tradicionale në internet me ndërveprime të kufizuara të përdoruesve. Një tjetër
faktor i rëndësishëm për t'u marrë parasysh është grupi i aftësive të zhvilluesit apo ekipit të
zhvillimit. Shumica e kompanive të aplikacioneve mund të kenë nevojë të punësojnë si
zhvilluesit iOS ashtu edhe Android. Ato mbështesin këto dy platforma kryesore për
aplikacione vendase, por për aplikacionet hibride, vetëm zhvilluesit e front-end janë të
mjaftueshëm. Në përgjithësi është më e lehtë të punësosh zhvilluesit front-end e jo
zhvilluesit Java ose Swift / Objective-C [4].
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Ionic është një HTML5 SDK e cila ndihmon në ndërtimin e aplikacioneve mobile që
ngjajnë me aplikacione native duke përdorur ueb teknologji të tilla si HTML, CSS dhe
JavaScript. Është e fokusuar kryesisht në pamjen, në ndjenjën si dhe eksperiencën e
përdoruesit të aplikacionit. Momentalisht Ionic mbështetet në Angular JS në mënyrë që të
punojë me potencial të plotë [4].
Aplikacionet Ionic janë ndërtuar me framwork-in Cordova i cili na jep mundësi që t’ju
qasemi resurseve native. Përmes Cordova, Ionic krijon aplikacione të cilat mund të
ekzekutohen në telefona mobile apo në desktop. Si rezultat i kësaj, aplikacionet e ndërtuara
me Ionic e kanë strukturën e fajllave të Cordova-se [4].

Ionic kryesisht përbëhet nga UI komponentët të cilët janë të ripërdorshme dhe shërbejnë si
blloqe të ndërtimit të aplikacion. Komponentat e Ionic janë ndërtuar me ueb standarde
HMTL, CSS dhe JavaScript. Edhe pse komponentët janë të gatshëm, ata janë të dizajnuar
në atë mënyrë që të jenë sa më shumë të ndryshueshëm/përshtatshëm që lejon që çdo
aplikacion t’i ketë komponentët të përshtatur sipas kërkesës që mundëson çdo aplikacion të
ketë pamjen dhe ndjenjën e vet. Për të qenë më specifik, komponentët Ionic lehtësisht mund
të ju ndryshojë tema “theme” në mënyrë globale në mënyrë që të ndryshoj pamja në të
gjithë aplikacionin [4].
Ionic 4 ka IonicCore dhe lidhje të tjera me “frameworks”. Angular Ionic përdor TypeScript
si gjuhë të skriptimit. Kjo ndodh sepse Angular përdor TypeScript ne fillim. Ju jeni akoma
të lirë të përdorni JavaScript nëse nuk doni të mësoni një gjuhë e re programuese. Por
TypeScript rekomandohet fuqimisht për zhvillim të aplikacioneve të ndërmarrjeve. Siç
sygjeron emri, TypeScript shton informacione për llojin në JavaScript. Zhvilluesit me
njohuri të tjera të gjuhëve programuese të shtypura statike, për shembull, Java ose C #,
mund të gjejnë TypeScript shumë të lehtë për t’u kuptuar [4].

Arsyeja pse rekomandohet TypeScript për zhvillimin e aplikacioneve Ionic është për shkak
se TypeScript ofron disa benefite në krahasim me JavaScript standard [4].
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Kodi TypeScript duhet të përpilohet në kodin JavaScript përpara se të mund të bashkohet
brenda shfletuesve sepse shfletuesit nuk e kuptojnë TypeScript. Ky proces quhet
transpiling. Gjatë kompajlimit, kompajlimi bën kontrolle të tipit duke përdorur deklarata të
tipit të shkruar në kodin burimor. Këto kontrolle të tipit statik mund të eliminojnë gabimet e
mundshme në fazën e hershme të zhvillimit. JavaScript nuk ka informacion për shtypjen
statik në kodin burimor [4].

Përveç kontrolleve thelbësore të tipit të përpilimit të kohës, është gjithashtu edhe
TypeScript një gjuhë e fuqishme programimi me grupe të pasura karakteristikash. Shumica
e këtyre karakteristikave vijnë nga versionet aktuale ose të ardhshme të ECMAScript,
përfshirë ES6, ES7 dhe ES8. Përdorimi i këtyre karakteristikave mund të rrisë ndjeshëm
produktivitetin e zhvilluesve të përparme. Do të shihni përdorimet e këtyre veçorive në
kodin e aplikacionit të mostrës [4].

3.2.2

Kontinuiteti i Platformës

Kontinuiteti i Platformës është një veçori e Ionik e cila lejon që zhvilluesi të përdorë të
njëjtin kod për platforma të ndryshme. Çdo komponent i Ionic i përshtatet pamjes për
platformën në të cilën po ekzekutohet, për shembull në produkte të Apple Ionic adaptohet
për IOS design ndërsa në android adaptohet për Material design.
Duke bërë ndryshime të vogla ndërmjet platformave të ndryshme përdoruesit i jepet një
eksperiencë e njohur. Një aplikacion Ionic i shkarkuar nga App store të Apple do të ketë
pamjen si një aplikacion IOS ndërsa një aplikacion Ionic shkarkuar nga Playstore të Google
do të ketë pamjen e një aplikacioni android. Pë aplikacionet të cilat vështrohen nga
browseri si një “Progressive Web App” Ionic në mënyrë të paracaktuar do të përdorë
Material Design [4].
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3.2.3

Navigimi

Tradicionalisht ueb aplikacionet përdorin një histori lineare që do të thotë se përdoruesi kur
navigon drejt një linku ai mund të kthehet mbrapa duke shtypur në browser buttonin për
mbrapa, ndërsa aplikacionet mobile përdorin një histori të navigimit jo linear që do të thotë
se për shembull një aplikacion i cili është e ka një interface me “tabs” secila “tab” e ka
historinë e vet paralel të navigimit. Ionic e përdorin këtë lloj të navigimit në ueb faqe [4].

Ionic e përdor Router-in e Angular ku në versionet e mëhershme ekipi i Ionic e kishte
zhvilluar dhe mirëmbajtur Router-in e vet mirëpo qysh nga versioni Ionic 4, tashmë Ionic e
përdorë router-in e Angular për lehtësim të zhvillimit dhe mirëmbajtjes [4].

3.2.4

Native Access

Një veçori e veçantë e aplikacioneve të zhvilluara me ueb teknologji (ashtu si aplikacionet
Ionic) është që këto aplikacione mund të ekzikutohen në pothuajse çdo platform si: desktop,
mobil, tablet, vetura, smart fridges, e shumë pajisje të tjera. Kjo është e mundur pasi që
Ionic është e bazuar në Ueb standarde dhe librari të zakonshme që janë të përhapura në
shumë platforma [4].

Rasti më i shpeshtë për përdorimin e Ionic është ndërtimi i një aplikacioni i cili mund
shkarkohet si nga App Store ashtu edhe nga Play Store. Si IOS ashtu edhe Android SDK-s
ofrojnë “Web Views” që mundësojnë të shfaqet çdo Ionic App dhe i’u jep qasje të plotë në
Native SDK [4].

Projektet si Capacitor apo Cordova përdoren për t’i dhënë aplikacioneve Ionic qasjen në
Native SDK. Kjo do të thotë se zhvilluesit mund të zhvillojnë një aplikacion shpejt duke
përdorur teknologji të zakonshme të ueb-it dhe prapë se prapë të kenë qasje në veçori lokale
të tilla acelometri, kamera, GPS-i e shumë të tjera [4].
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3.2.5

Tema

Në thelb pamja e Ionic është ndërtuar me CSS që na lejon të përfitojmë nga flexibiliteti që
na ofron CSS. Kjo e bënë shumë të lehtë të dizajnojm një aplikacion që duket mirë duke
ndjekur ueb standardet. Edhe pse libraria e Ionic ofron disa sete të ngjyrave të cilat mund t’i
përdorim, Ionic përkrah dhe ofron të ndryshojmë gjithçka [4].

3.3 React js
React js u lansua për herë të parë në Mars të vitit 2013. Shpeshherë e krahasuar me Angular
dhe Vue. Sidoqoftë, si Angular ashtu edhe Vue janë korniza JS, që do të thotë se ato kanë
shumë më tepër aftësi, duke mbuluar të gjitha aspektet e arkitekturës MVC (Model-ViewController). React js, nga ana tjetër, është një biblotekë e JS e cila përqendrohet vetëm në
pamjen e arkitekturës MVC. Pamja në thelb është ajo që shikon përdoruesi. Kjo në thelb do
të thotë se React mbulon aspektin e Ndërfaqes së Përdoruesit (UI) të një faqe në internet
[2].

Figura 5. React Logo

React js është e krijuar nga Facebook Inc për të ndihmuar në zgjidhjen e disa problemeve
që paraqiten në ueb faqe të mëdha ku ka lëvizje të shumta të të dhënave. React si librari
është e vogël dhe merret kryesisht me “user interface”. React dallon nga librarit tjera
javaScript pasi që nuk vjen me shumë vegla të gatshme por i lejohet përdoruesit liri e plotë
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të bëjë zgjedhjen mes veglave të cilat atij i përshtaten më së shumti. Vegla të reja krijohen
vazhdimisht [2].

Në krahasim me librarit tjera, React nuk krijon komponenta të ndara por funksione të cilat
shërbejnë si komponenta. Një React komponent mund të definohet si klasë, si funksion apo
duke thirrur React.createClass.
Çdo komponent merr një listë të atributeve, ashtu sikur elementët HTML. Në React, kjo
listë quhet props [2].
3.3.1

Virtual DOM

DOM virtual (VDOM) është një koncept programimi ku një përfaqësim ideal ose "virtual" i
një UI mbahet në memorie dhe sinkronizohet me DOM-in "real" nga një bibliotekë siç
është ReactDOM. Ky proces quhet pajtim [2].

Kjo qasje mundëson API-në deklarative të React: Ju i tregoni React në cilën gjendje
dëshironi të jetë UI, dhe sigurohet që DOM përputhet me atë gjendje. Kjo nxjerr në pah
manipulimin e atributeve, trajtimin e ngjarjeve dhe azhurnimin manual të DOM që
përndryshe do të duhet të përdorni për të ndërtuar aplikacionin tuaj [2].

Meqenëse "DOM virtual" është më shumë një model sesa një teknologji specifike, njerëzit
ndonjëherë thonë se do të thotë gjëra të ndryshme. Në botën React, termi "DOM virtual"
zakonisht shoqërohet me elementë React pasi ato janë objektet që përfaqësojnë ndërfaqen e
përdoruesit. React, megjithatë, përdor gjithashtu objekte të brendshme të quajtura "fibra"
për të mbajtur informacione shtesë rreth pemës së përbërësit. Ata poashtu mund të
konsiderohen pjesë e zbatimit të "DOM-it virtual" në React [2].

3.3.2

Cikli Jetësor i Komponentëve

Cikli i jetës së komponentit përbëhet nga metoda që thirren në seri kur një përbërësi i
komponentit është montuar ose azhurnuar. Këto metoda thirren ose para ose pas kësaj
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përbërësi shfaqet UI. Në fakt, vetë metoda e dhënë është pjesë e komponentit te ciklit
jetësor amë. Ekzistojnë dy cikle parësore të jetës: cikli i jetës së montimit dhe
azhurnimi‐cikli i jetës [2].

3.3.3

Cikli Jetësor i Montimit

Cikli i jetës së montimit përbëhet nga metoda që thirren kur një përbërës është i montuar
ose i pamontuar. Me fjalë të tjera, këto metoda ju lejojnë të bëni thirrje në API, të filloni
dhe të ndaloni kohëmatësin, të manipuloni DOM-in e dhënë, inicializoni biblotekat e palëve
të treta, dhe më shumë. Këto metoda ju lejojnë të përfshini JavaScript në fillimin dhe
fshirjen e një komponenti [2].

3.3.4

Komponentët e Rendit më të Lartë

Një komponent i rendit më të lartë, ose HOC, është thjesht një funksion që merr një
kompakt React tjeter si argument dhe kthen një komponent tjetër React. Në mënyrë tipike,
HOCs përfundojnë me një klasë që ruan gjendjen ose ka funksionalitet të tillë.
Komponentët e rendit më të lartë janë mënyra më e mirë për të ripërdorur funksionalitetin
në të gjithë komponentët React.
Një HOC na lejon të mbështjellim një përbërës me një përbërës tjetër. Përbërësi amë mund
të mbajë gjendje ose të përmbajë funksionalitet që mund të kalohet në komponenten
përbërëse. Komponenti i përbërë nuk ka nevojë të dijë çdo gjë në lidhje me zbatimin e një
HOC përveç emrave të duhur, lidhjet dhe metodat që i vë në dispozicion [2].
React kryesisht merret me problemin e matjes së “State”. State i referohet gjendjes së
aplikacionit në këtë kohë. Nëse ne vizitojmë një faqe ajo fillon me një State fillestar por
gjatë vizitës sonë nëse klikojmë ndonjë button apo bëjmë ndonjë “like” ku një element e
ndryshon ngjyrën, atëherë ndryshon state. Në rast se aplikacioni ka ndonjë “counter” se sa
like janë bërë, atëherë edhe ai duhet të ndryshoj, prandaj këto të dyja shumë lehtë mund të
dalin jashtë sinkronizimit.
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React e bën administrimin e “State” më të lehtë duke ruajtur një të vërtetë “Truth” qendrore
dhe duke lënë të vërtetën të zbërthehet në përbërësit që përbëjnë aplikacionin, në krahasim
me aktin e balancimit, ku duhet t'i themi secilës komponent në mënyrë të qartë se si të
veprojë. Ato janë vendosur të jenë një pasqyrim i “State”. [2][12]

3.3.5

Validimi i Vlerës

JavaScript është një gjuhë e shtypur lirshëm, që do të thotë se lloji i të dhënave të një vlere
mund të ndryshojë. Për shembull, fillimisht mund të vendosni një variabël JavaScript si një
varg, atëherë ndryshoni vlerën e saj në një array më vonë, dhe JavaScript nuk do të
ankohet. Menaxhimi

i llojeve të variablave tona në mënyrë jo efikase na cojnë të

shpenzojmë më shumë kohë me debugging. Komponentët React ofrojnë një mënyrë për të
specifikuar dhe vërtetuar llojet e vlerave. Duke përdorur këtë funksion, do të zvogëlohet në
masë të madhe sasia e kohës së shpenzuar për aplikime për debugging. Gabimi në përpilim
(compile error) të llojeve të pasakta të të dhënave\variablave jep një error që mund të na
ndihmojë të gjejmë gabime të cilat mund të na ikin gjatë zhvillimit [2].

React është "deklarativ", në atë mënyrë që qëllimi kryesor i logjikës suaj është t’i tregoj
programit "duhet të duket kështu" në krahasim me "imperativin", që është më shumë si të
thuash "duhet ta bësh këtë".
Në React HTML gjithnjë ritransmetohet kur “State” ndryshohet, kështu që aplikacioni
gjithmonë ka një koncept se cili është "teksti". Në JS të thjeshtë, ju i thoni qartë përbërësit
se cili duhet të jetë teksti i tij [2].

3.3.6

Referencat

Referencat, ose refs, janë një veçori që u lejojnë komponentave të React të bashkëveprojnë
me nën elementet. Rasti më i zakonshëm i përdorimit për refs është bashkëveprimi me
elementët UI që mbledhin të dhëna nga përdoruesi. Konsideroni një element të formës
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HTML. Këto elemente janë shfaqur fillimisht, por përdoruesit mund të bashkëveprojnë me
ta. Kur ata e bëjnë, përbërësi duhet të përgjiegjet në mënyrën e duhur [2].

3.3.7

Menaxhimi i Gjendjes React

Përdoruesit bashkëveprojnë me aplikacionin. Ata shfletojn, kërkojnë, filtrojnë, zgjedhin,
shtojnë, azhurnojnë dhe fshijnë. Kur një përdorues bashkëvepron me një aplikacion, gjendja
e asaj kërkese ndryshon, dhe ato ndryshime reflektohen përsëri tek përdoruesi në UI.
Ekranet dhe menut shfaqen dhe zhduken. Ndryshime të dukshme të përmbajtjes. Kur
treguesit ndizen ose fiken në React, UI është një reflektim i gjendjes së aplikimit. State
mund të shprehet në komponentët React me një objekt të vetëm JavaScript. Kur gjendja e
një komponenti ndryshon, përbërësi jep një UI të ri që pasqyron ato ndryshime. Duke pasur
parasysh disa të dhëna, një kompozim React në të do të përfaqësojë ato të dhëna si UI [2].

3.3.8

Elementet Reaktiv

DOM-i i shfletuesit përbëhet nga elementë DOM. Në mënyrë të ngjashme, React DOM
përbëhet nga React elementet. Elementet DOM dhe elementet React mund të duken njësoj,
por ato në të vërtetë janë krejt të ndryshme. Një element React është një përshkrim se si
duhet të duket një Element DOM aktual. Me fjalë të tjera, elementët React janë udhëzime
për mënyrën sesi duhet të krijohet DOM-i i shfletuesit [2].

Komponentat e React mund të shkruhen vetëm me javascript. Një shembull se si do të
krijojmë një button me javascript do dukej kështu [12]:
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class Button extends React.Component {
render() {
return <button>{this.props.label}</button>;
}
}
Por kjo nuk është shumë intutive dhe për këtë arsye React përdorë JSX. JSX është një
vazhdim i syntakses së javascriptit. Edhe pse i gjithë aplikacioni mund të shkruhet me
javascript, preferohet që ai të shkruhet me JSX. Një shembull se si do të krijojmë një button
me JSX është paraqitur më poshtë [12]:
class Button extends React.Component {
clickCounter = 0;

handleClick = () => {
console.log(`Clicked: ${++this.clickCounter}`);

};
render() {
return (
<button id={this.id} onClick={this.handleClick}>
{this.props.label}
</button>
);
}
}

3.3.9

React Router

Për dallim nga Angular, Ember ose Backbone, React nuk vjen me një ruter standard të
posaçëm por duke njohur rëndësinë e zgjedhjes së shtigjeve, inxhinierët Michael Jackson
dhe Ryan Firence krijuan një Router të thjeshtë të quajtur React Router. React Router është
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pranuar si një Router me popullaritet nga komuniteti. Ai përdoret nga shumë kompani duke
përfshirë Uber, Zendesk, PayPal dhe Vimeo.3 [2].

3.4 Krahasimi i Vetive Kryesore
Tabela 1. Karakteristikat e Angular, Ionc dhe React

Kodimi i UI
Skriptimi

Platforma

Lloji
Lansimi
Kompania Amë
Përdoruesit
Data Binding
DOM

Angular v.8

Ionic v.4

React v.16

HTML, CSS
TypeScript,
JavaScript
Ueb.
Mund të ndërtohet
edhe aplikacioni për
mobil duke përdorur
Cordova apo
NativeScript, por
kërkon ndryshim të
kodit
Framework
2010

HTML, CSS
JavaScript,
TypeScript

HTML, CSS

E dizajnuar të
funksionoj në çdo
platformë që mund të
shfaq aplikacione të
shkruara me ueb
standarde

Ueb.
Mund të ndërtohet
edhe aplikacioni për
mobil duke përdorur
NativeScript por
kërkon ndryshim te
kodit

Framework
2013

JavaScript Librari
2013

Google

Drifty Co

Facebook

JavaScript, JSX

Two-way

IBM,
SAP,
NASA,
Mastercard
Two-way

One-way

Real

Real

Virtual

PayPal Community,
Mastercard,
Grasshopper

GitHub,
Reddit,
Netflix ,
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4

METODOLOGJIA

Për mbledhjen e informacionit dhe kryerjen e studimeve janë përdorur metoda shumë
cilësore. Kërkimi është bazuar në shfletimin e literaturës, hulumtimit dhe në analizën e disa
shembujve konkret me anë të të cilave kemi bërë krahasimin e tri Framework-ave. Në
mënyrë që të arrihet një rezultat sa më i mirë gjatë punimit të temës së diplomës, gjatë
hulumtimit është përzgjedhur literatura më e përshtatshme nga ekspertet e këtyre
Framework-ave.
Hulumtimi. Procesi i hulumtimit ka qenë një proces shumë i ndërlikuar, ku është dashur të
gjendet literatura e fundit pasi që këto Framework janë në kulm të zhvillimeve të reja në
ueb dhe kanë ndryshuar shumë në vitet e fundit.
Analiza e shembujve konkret të aplikacioneve CRUD. Me anë të hulumtimit të bërë si në
literaturë ashtu edhe në ueb, janë krijuar tri CRUD aplikacione të cilave i’u kemi krahasuar
performancat për të ardhur deri te përfundimi.
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5

REZULTATET

Për të arritur rezultatet e kërkuara së pari krijojmë një databazë dhe për këtë test është
përdorur Firebase [5].
Pastaj vendosim disa të dhëna shembull duke përdorur një gjenerues të dhënash për t’i
krijuar ato [7].

Përmes një aplikacioni node.js i vendosim të dhënat në Firebase .

5.1 Popullariteti
5.1.1

Angular

Popullariteti i bazuar në Google Trends [1]:

Grafiku 1. Google Trends Angular
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Popullariteti në npm [11]:

Grafiku 2. Npm shkarkime Angular

5.1.2

Ionic

Popullariteti i bazuar në Google Trends [1]:

Grafiku 3. Google Trends Ionic
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Popullariteti në npm [11]:

Grafiku 4. Npm shkarkime Ionic

5.1.3

React

Popullariteti i bazuar në Google Trends [1]:

Grafiku 5. Google Trends React
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Popullariteti në npm [11]:

Grafiku 6. Npm shkarkime React

5.1.4

Krahasimi i popullaritetit mes Angular, Ionic dhe React

Grafiku 7. Google Trends Angular vs React vs Ionic [1]
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Nga grafiku lartë mund të shihet se për periudhën 1 vjecare (2018-2019) duke u bazuar në
vlerat e “Google Trends”, React është teknologjia më e kërkuar duke lënë mbrapa Angular,
përderisa me më së paku kërkime është Ionic. Por duhet marrë parasysh që React është
vetëm librari dhe mund të integrohet në projekte ekzistuese, ndërsa Ionic dhe Angular janë
Framework të plota [1].

Grafiku 8. Npm shkarkime Angular vs React vs Ionic [11]
Ndërsa duke u bazuar në vlerat e “NPM Trends” për periudhën 1 vjeçare (2018-2019), nga
grafiku lartë mund të shihet se React prapë qëndron e para me shkarkime por me një
diferencë shumë më të theksuar ndaj dy teknologjive tjera, Angular dhe Ionic.
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Grafiku 9. Npm shkarkimet Angular vs Ionic [11].
Në këtë grafik shihen shkarkimet në mpm ndërmjet dy Frameworks: Angular the Ionic, ku
shihet se Angular është më i popullarizuar se Ionic.

5.1.5

Statistikat e popullaritetit në npm

Tabela 2. Statistikat npm të Ionic, Angular dhe React

Në tabelën sipër shohim disa nga statistikat që i përkasin të tri teknologjive, nga ku vërejmë
se React ka më së shumti çështje të pazgjidhura ndërsa Ionic më së paku [11].
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5.2 Performanca
5.2.1

Angular

Performanca e Angular nga ngarkimi i faqes tregohet në figurën më poshtë:

Figura 6. Performanca e Angular
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5.2.2

Ionic

Performanca e Ionic nga ngarkimi i faqes tregohet në figurën më poshtë:

Figura 7. Performanca e Ionic

35

5.2.3

React

Performanca e Ionic nga ngarkimi i faqes tregohet në figurën më poshtë:

Figura 8. Performanca e React

5.3 Aplikacionet shembull CRUD
5.3.1

Krijimi i një Angular CRUD

Duke përdorur Angular-CLI lehtësisht me një komand e krijojmë aplikacionin tonë të
zbrazët ng new angular-crud.(angular.io)

Pastaj bëhet integrimi i moduleve të cilat i kam përdorur për projektin tonë, në këtë rast,
Firebase. Kjo është arritur duke përdorur një komand npm: npm install firebase
@angular/fire –save (GitHup) [8].
Para se të përdorim Firebase duhet të importojmë në app.module.ts

36

Tek importimi i modulit AngularFireModule.initializeApp(environment.firebase), shihet se
kam dhënë si vlerë environment.firebase

Tani jemi të lidhur me Firebase.

Për të lehtësuar krahasimin e tri aplikacioneve CRUD të bazuar në sisteme të ndryshme nuk
është bërë ndarja e projektit në komponenta, gjithashtu nuk është përdorur CSS, por në
raste të zakonshme do të krijonim komponenta me komandën ng g component
componentName,
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Për të krijuar forma në Angular pa përdorim të ndonjë librarie të jashtme, preferohet të
përdorim reactive forms të cilat i importojmë në modulin tonë:
import { ReactiveFormsModule } from '@angular/forms';
Forma për të shtuar një të dhëne duket kështu:

Funksioni i thirrur për të shtuar të dhënat në databazë është ky:
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Dhe si përfundim kemi pamjen e aplikacionit te plotë më poshtë:

Figura 9. Pamja e aplikacionit të Angular

5.3.2

Krijimi i një Ionic CRUD

Së pari instalojmë Ionic CLI me npm komandën npm install -g ionic dhe pastaj me
komandën ionic start ionic-crud blank krijojmë një aplikacion të zbrazët [9].
Pastaj bëhet integrimi e moduleve të cilat i kam përdorur për projektin tonë, në këtë rast,
Firebase.
Kjo është arritur duke përdorur një npm komand: npm install firebase @angular/fire
Pasi që Ionic v4 është ndërtuar në bazë të Angular, integrimi i modulit të Firebase është i
njëjtë, vetëm e importojmë në app.module.ts.
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Sikurse në Angular, ashtu edhe në Ionic kur e importojm modulin e Firebase
AngularFireModule.initializeApp(environment.firebase),

i’a

japim

një

vlerë

environment.firebase e cila duket kështu:
Për të krijuar aplikacionin tonë, Ionic ka disa element UI të gatshëm për forma.
(techiediaries)
HTML i aplikacionit për të shtuar të dhëna në databazë duket kështu [14]:

Skripti për të shtuar të dhënat duket kështu:
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Dhe pamja e aplikacionit duket si më poshtë:

Figura 10. Pamja e aplikacionit të Ionic

5.3.3

Krijimi i një React.js CRUD

Së pari fillojmë me një Projekt të zbrazët. Këtë mund ta bëjmë lehtësisht me një npm
komand npx create-react-app react-crud [13].

Për të integruar Firebase me aplikacionin tonë është përdorur npm komanda: npm install
firebase. Pasi që pothuajse gjithcka në React është një script, është krijuar një skript file i
emëruar Firebase, të cilin e vendosim në folderin src ku kodi duket:
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Pastaj duhet ta importojmë në komponent/skript në të cilën do e përdorim me kodin: import
firebase from './Firebase' [10];
Në hapim tjetër është krijuar forma për shkruar, lexuar, fshirë dhe ndryshuar të dhënat.
(reactjs)
Forma për të shtuar të dhëna në databazë duket kështu:
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Dhe skripta për të shtuar të dhëna duket kështu:

Për të shfaqur të dhënat në mënyrë dinamike është dashur të krijohet një skript të cilën e
kam emëruar listOfElements, në të cilën është bërë lidhja (maping) e të dhënave duke
përdorur dy react hooks: useState, useEffect
Kodi i kësaj skripte duket kështu:
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Për të shfaqur këtë list vetëm e importojmë në App.js: import ListOfElements from
'./listOfElements'; dhe vetëm e e vendosim aty ku na nevojitet me tagun:
<ListOfElements />
Aplikacioni duket kështu:

Figura 11. Pamja e aplikacionit të React
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6

DISKUTIME DHE PËRFUNDIME

Nga hulumtimi që është bërë rrjedh se tri teknologjitë e krahasuara ngjajnë me veglat, ku
nuk do të thotë se njëra është domosdo më e mira, por për qëllim të caktuar ka një
framework që mund të ju ndihmojë më shumë se të tjerat. Nga matjet e performancës shihet
se React.js është më e shpejta në ngarkimin e faqes por kjo nuk do të thotë se është më e
mira për kërkesat specifike të zhvilluesit. Do marrë 3 raste ku do tregoj se cila është vegël
më e përshtatshme:
•

Rasti i parë
Klienti kërkon një aplikacion të plotë me support afatgjatë për një projekt "Single
Page Aplication" apo ndonjë projekt më të madh për ndërmarrje dhe puna fillon nga
zero.
Framework më i përshtatshëm: Angular.

•

Rasti i dytë
Klienti kërkon që në një projekt t’i bëhen ndryshime të mëdha por duhet pasur
parasysh performanca dhe duhet gjithashtu funksionaliteti i projektit varet nga kod i
vjeter "Legacy code".
Framework më i përshtatshëm: React.

•

Rasti i tretë
Klienti kërkon të zhvillohet një aplikacion për mobil njëkohësisht për Android dhe
iOS dhe koha e zhvillimit është e limituar.
Framework më i përshtatshëm: Ionic.
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