Introduction
Batch processes take an important place in process industries. A batch process involves a sequence of operations that are carried out on a discrete quantity of material within a piece of operating equipment. A recipe specifies the sequence of operations to be executed and all possible ways the plant can by utilized in order to produce the desired product. A discrete supervisor can be used to coordinate the simultaneous execution of a number of recipes within the same plant. Its task is to ensure that all recipes can be terminated correctly, i.e. it prevents actions that will lead the system into a deadlock. This is done by allowing/disallowing the recipes access to the plant's different resources. An earlier approach to this problem [4] resulted in a maximally permissive supervisor but the synthesis suffered from the combinatorial explosion of the state space.
In this paper we divide the plant into two sub-systems: processors (units) and transporting system. A hierarchical supervisor is then constructed that solves the deadlock problem for each of these subsystems separately. Deadlock that can arise as a consequence of the combination of these two subsystems is taken care of by the way recipes are modeled. It is shown that the resulting hierarchical supervisor suffers far less from the combinatorial explosion of the state space than the non-hierarchical.
We start by briefly reviewing the plant and recipe models used. Next, we show the construction of a sub-supervisor for the transporting system and a plant supervisor.
Resource Models
Processors are typically tanks, reactors, and other container-like units, fully equipped with control modules and other devices to manipulate a batch. We use Petri nets as our modeling tool. Processors consist of two places (booked and unbooked) while transporting devices also include two places "blocked". This is to indicate that a recipe only needs to ensure that the device is kept closed. Each transition is labeled with a unique event indicating the (un)booking/(un)blocking of a resource.
When moving material from one processor to the next a number of valves have to cooperate to open and close certain connections. Thus, a higher-level class of transporters, called connection line or just line, is created for each needed connection. A line has purely supervisory functions, booking and coordinating the different valves needed for a connection. A line model is given in Fig. 1 . For a more extensive discussion of models see [3] . 
Modeling of Recipes
A master recipe describes the operations to be applied to a batch with reference to specific plant resources. We use Petri nets as a modeling tool.
These models then can be used together with the previously introduced plant models to synthesize discrete supervisors that coordinate the execution of different recipes. We will here model the following basic functions: operation (different phases applied to a part of the batch), move (moving the batch from one unit to another), add (adding material into a unit that already contains part of the batch, e.g. as part of an operation), join (merging of two parts of a batch from two source units into a third target unit), and split (separation of a batch into two disjunct parts).
All resources have to be booked by a recipe before they can be utilized by that particular recipe. For the representation of an operation this has no consequence since we already assume the batch to be contained in the unit. All other basic PN building blocks, however, are concerned with transferring material from one unit (source) to another (target).
Each material transfer requires at least three resources: at least one target unit, one source unit and connection line(s). As soon as all involved source units are ready for material transfer, the system goes through the following steps: (1) Booking of target unit(s) and corresponding lines (in that order), (2) preparation of the target unit (preprocessing) (3) the actual material transfer, and (4) the post-processing (e.g. cleaning) and unbooking of all source units and lines. From the resource allocation point of view we are only interested when to book and when to release (unbook) the different resources, i.e. the beginning and the end of these four steps.
By requiring that the target unit has to be booked before the corresponding connection line, we prevent the occurence of deadlock situations where for example two recipes have booked a processor and a line, respectively and are waiting for each other to unbook the booked resource.
In [3] we introduced generic Petri net building blocks that illustrate booking and synchronization aspects of the different kinds of material transfer. These building blocks have transitions labeled only with events from the plant resources.
Hierarchical Supervisor
The purpose of a supervisor is to coordinate the simultaneous execution of a number of recipes within the plant and to prevent the system from deadlocking. There are two sources for deadlock situations when allocating resources to recipes. Deadlock in the transporting system is caused by cyclic wait for valves if a number of lines wait on each other to release already booked valves. Cyclic wait can also occur when allocating processors to the different recipes.
We propose here a hierarchical supervisor that solves both deadlock problems separately. Its structure is shown in Fig. 2 . The first step in the hierarchy, the connection lines, have already been introduced. Their task is to book/block the valves necessary to open a connection. A supervisor T is constructed that restricts the booking of lines so as to avoid the occurrence of deadlock in the transporting system. From the supervisor point of view all valve-booking events are assumed to be uncontrollable, i.e., they cannot be prevented from happening. Hence, a line can only be booked by a recipe if the subsequent valve bookings cannot deadlock the system. Below we shall give the idea of an algorithm for the development of deadlock avoidance policies.
Finally, the plant supervisor S is constructed to coordinate the simultaneous execution of all applicable recipes. Its main task is to avoid deadlock situations when allocating processors to the different recipes. Different synthesis methods can be used, depending on whether optimality cri- Construction of Supervisor T . The basic idea is to express the necessary booking restrictions as mutual exclusion constraints (MEC) and then synthesize monitors [1] to enforce these constraints. The crucial problem encountered here is to formulate these MECs. This problem can be related to finding minimal loops, that is, loops that do not contain nodes of another loop, in an undirected graph [5] . Each node in the graph represents a line and for each valve that needs to be accessed by more than one line, say by L 1 and L 2 , an edge is placed between the nodes representing L 1 and L 2 . Each minimal loop then defines a MEC on the lines and a monitor can be placed to restrict the booking of lines correspondigly.
Conclusion
The hierarchical approach has been compared to a nonhierarchical supervisor for a simple batch plant with two recipes [5] . In both cases a maximally permissive supervisor has been constructed under the assumption of uncontrollable valve booking events. By using hierarchy the size of the resulting supervisor has been reduced by a factor 100.
