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Abstract
Mappings between models and languages are essential to support model driven
approaches to software development. Those mappings need to be supported by
tools. There are dierent kinds of mapping appropriate for dierent stages in the
development process. This paper focuses on bidirectional mappings between models
used to capture software requirements and models used to capture software designs.
The properties of such mappings are illustrated using a mapping between models
used in the development of web-based, business systems. This motivates and helps
identify a set of benchmarks against which approaches to the denition and tooling
of such mappings can be judged. The paper concludes with pointers to one approach
at addressing the bidirectional mapping problem.
1 Introduction
The model driven approach to software development is an approach which
advocates the development and maintenance of multiple models of both the
problem or requirements space and the developed software solution. It is il-
lustrated by a recent initiative from the Object Management Group (OMG
[8]): \Model Driven Architecture" (MDA) [13]. The main challenge for model
driven software development is to deliver modelling and mapping tools that
turn working with multiple models from a disabling activity to an enabling
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activity. The use of multiple models can help tame complexity through sepa-
ration of concerns and abstraction. However, the use of multiple models means
that the same or related information is repeated in many places and in dier-
ent forms; maintaining multiple models brings with it a potential traceability
and consistency nightmare, and this can far outweigh the perceived benets.
Tools are needed which eradicate or considerably reduce the traceability and
consistency problems.
There are many kinds of models that one could dene. Three are identied
here. Mappings between the dierent kinds of model have dierent character-
istics.
(i) Hi-delity (hi), platform specic models
(ii) Business models
(iii) Design and specication models
A hi model contains all the detail required for 100% generation artefacts
of the deployment technologies. The level of abstraction of a hi model is
limited to unifying the concepts across a heterogenous technology base. A
hi model might be, for example, one that unies the concepts underpinning
.NET and J2EE, or J2EE, WSDL and BPEL, but does not try to abstract
away from these in any signicant way. Mappings between hi models and
deployment technologies need to be completely automated. If the mapping is
bidirectional that has some benet (enables reuse of existing artifacts written
using the deployment technologies), but is not essential.
A business model is aimed at understanding and reecting the rules and
processes of the business or businesses that the model is intended to support.
This model is likely to be structured very dierently to the models of the
software (e.g. a hi or software specication model), as, for example, it will
take no account of existing software components that need to be integrated.
Design and specication models occupy the space between business models
and hi models. There may one, many or none. Whether or not there is a
design or specication model depends on the gap between the business model
and hi model, and the way in which the hi model is described. It may be
that the language used to describe the hi model has suitable information
hiding mechanisms (e.g. composite components, whose insides can be hidden)
that complexity can be tamed suÆciently without having to dene a new,
intermediate model.
The mappings between business, design and hi models need to be less
automated, and more under the modeler's control than mappings from hi
models to deployment technologies. Nevertheless, they should still be fully-
specied and tool support is required to trace information between the models
and keep track of consistency. Using a concrete example to illustrate, this
paper focuses on this kind of mapping, trying to draw out a set of benchmarks
against which the success of an approach in dening and, crucially, providing
tool support for these mappings, can be measured.
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The paper begins, in Section 2 with a concrete example of the kind of
mapping we are interested in dening and supporting. Section 3 lists the set
of benchmarks, mentioned above. Section 4 concludes the paper, and gives
some pointers to one approach that has started to address this problem.
2 Example
The example is drawn from the domain of development of systems to support
business processes and business integration. A detailed description of an early
form of this example is provided in [15]. The goal is to develop a model-driven
approach to the development of such systems. This involves identifying and
dening the following modelling languages:

A language for the specication of such systems, with the goal of pro-
viding models which allow the (functional) requirements of the system to
be explored and understood, independently of design and implementation
choices. Ideally, this would be a language in which the (desired) business
processes and rules can be modelled, and which enables one to identify those
parts which are, eectively, specications of the software to be developed.

One or more languages for modelling design choices in the implementation
of the system, in a way that facilitates code generation onto one or more sets
of deployment technologies (platforms). Ideally, this would be a language
that enables the development of hi models, as well as providing suitable
information hiding mechanisms to allow key design choices to be easily
examined. However, it is recognized that this ideal might not be achievable
and that multiple design languages may be required. And further, that a
dierent language for capturing hi models may also be required.
To make this goal more tractable initially, we have chosen to focus on
the specication of the software only, ignoring those aspects of the business
which are not due explicit software support; and then on the development
of web-based systems from such models, where most attention is paid to the
development of the web-based front ends, simplifying the back-end implemen-
tation for the time being.
2.1 Modelling language
By reducing our ambitions, we have been able to dene a UML-like language
which can be used for both specication and design, recognizing that some
features of the language are more useful in one context than another.
The main part of the language is given by the metamodel represented by
the class diagrams in Figures 1 and 2.
None of this should be particularly surprising. It describes a language
comprising packages and various types { classes, primitive types and collec-
tion types. Classes have a generalization relationship between them, and have
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Package PackageableElement
Class
+name : String
PrimitiveType
+name : String
0..*0..1
+package +element
+conformsTo
0..*
Type
+conformsTo(type:Type) : Boolean
CollectionType
+isUnique : Boolean
+isOrdered : Boolean
4+collection Type
+elementType
Fig. 1. Metamodel for packages and types
properties and operations. Properties have a type and may have a multi-
plicity. A property may also have an opposite, providing a simplied model
of bidirectional association, and a denition, in the case that it is derived.
Operations may have arguments, a return type, a body and/or a pre/post
condition. Classes may also reference constraints.
The language is supplemented by a notion of state and transition between
states (i.e. state diagrams). The metamodel for this fragment is summarized
by Figure 3. This is state charts with a twist: states are also classes. Gen-
eralization of states is equivalent to nesting of states in a state diagram. A
state may specialize a class or another state. A class may only specialize an-
other class. As they are classes, states can reference properties and operations.
This permits dynamic and multiple classication: an object may be in mul-
tiple states, and may move from one state to another (hence generalizations
can be disjoint and/or unions). When an object is in a state it has access to
the properties and operations dened for that state. The use of states in this
way is illustrated by the specication and design models given in Figure 4 and
Figure 6, respectively.
2.2 Specication model
Figure 4 shows the use of the language for the specication of an on-line auc-
tion system. It uses standard UML notation, with the stereotype <<state>>
to indicate classes which are states. Visibilities on operations and properties
(attributes and association ends) should be ignored.
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Class
+name : String
Type
+conformsTo(type:Type) : Boolean
Argument
+name : String
Multiplicity
+upper : Integer
+lower : Integer
+isUnbounded() : Boolean
Operation
+name : String
0..*+argument
+operation
+type
+class
0..*
+operation
0..1 +type
Property
+isQuery : Boolean
+isCollection : Boolean
+name : String
+isDerived() : Boolean
+hasMultiplicity() : Boolean
+isAttribute() : Boolean
0..1 +multiplicity +type
0..1
+opposite
+class
0..*
+property
Constraint
+name : String
+context
0..*+constraint
Expression
+stringRepresentation : String
+isBoolean() : Boolean
0..1
+type
0..1
+definition
0..1+body 0..1+body
0..1
+pre
0..1+post
Fig. 2. Metamodel for classes
State
+isInitial : Boolean
Transition
Class
+name : String
Expression
+stringRepresentation : String
+isBoolean() : Boolean
Operation
+source
+target
+guard0..1
+operation
Fig. 3. Metamodel for states
This is divided into two packages (classes from both packages are shown on
the diagram for conciseness). There is a package, IM, with classes dening the
information model. No distinction is made between specication and design,
as this model suits both purposes, given our focus on the interface aspects.
The other package, CM.Spec, is the specication of the computational model.
This latter term is used in the spirit of the Open Distributed Processing (ODP)
framework [5].
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ClientInterface
User
 (from IM) 
-realName : String
-address : String
-e_mail : String
-username : String
-password : String
AuctionIM
 (from IM) 
Lot
 (from IM) 
-catagory : String
-heading : String
-description : String
-reserve : Integer
-timePosted : Integer
-auctionDuration : Integer
Bid
 (from IM) 
-amount : Integer
<<state>>
LoggedIn
+logout()
+postLot(catagory:String, heading:String, description:String, reserve:Integer, timePosted:Integer, auctionDuration:Integer)
+bid(lot:Lot, amount:Integer)
<<state>>
LoggedOut
+login(username:String, password:String)
+registerUser(realName:String, address:String, e_mail:String, username:String, password:String)
+loggedIn
+im
0..*
+postedLots
+highestBid
+bidsLot
+bidsMade0..*
+bidder
0..*
+lot
0..*
+user
0..*
+bid
Fig. 4. Specication model
In the complete specication there are two interfaces, a client interface
and an administrative interface. Only the specication of the client interface
is given here. This allows clients to perform tasks typically associated with an
on-line auction: register with the system, log in, log out, post lots and make
bids. The tasks they are able to perform (and the data they have access to)
depends on whether they are logged in or not. This illustrates the use of the
facility provided by the language to recognize states as a kind of class.
The class diagram is accompanied by the state diagram in Figure 5, which
serves to further constrain the behaviour of the operations. In the style of
Catalysis [3], the diagrams would be accompanied by invariant constraints
over the information model, and pre and post conditions for the operations,
written in e.g. the object constraint language [9].
The business modelling community is yet to converge on a standard lan-
guage, in the same way as the OO software design community has converged on
UML [12]. To extend our specication model to a business model, one could,
for example, introduce concepts such as actors communicating with each other
through well-dened channels, possibly sharing a common information model,
possibly not. One approach might be to adopt the component/port/connector
style of modelling currently being introduced into UML2 [16,1] and already
proposed in existing UML proles [10,11], where actors would be treated as
components and their communication would be through connected ports. Ac-
tivity diagrams, state diagrams and OCL could be used to specify the chore-
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LoggedOut
LoggedIn
login logout
registerUser
bid
postLot
Fig. 5. Specication model state diagram
ography of these communications (specically how a component or actor deals
with incoming messages to produce outgoing messages and to update informa-
tion). The specication model described here would be adapted so that each
interface was represented as a component, and the various operations would
have to be recast in terms of ports and the services provided through a port.
One could further identify certain components as ones to be implemented in
software rather than by a person.
2.3 Design model
The pattern used in dening the specication model lends itself to a software
architecture typical of web-based business systems. Each interface naturally
maps down onto a set of web pages that realize that interface. In our case,
these web pages will actually be generated dynamically by a Java servlet,
but conceptually we still have to decide on the order in which web pages
appear, their content and what links we want to have between web pages.
The information model maps down into some back-end system which may
simply be a set of Java enterprise beans, or might involve an interface to
some relational database, or could be realized through a set of components or
software services that provide access to the data and may perform some of the
required processing. For the time being, we have opted for the rst solution,
which, experiments suggest, requires no further renement of the information
model to enable code generation.
Thus our design model focuses on the derivation of a model which captures
information about the architecture and content (though not the formatting)
of web pages that will realize a particular interface to the system. The essence
of the model is illustrated by Figure 6.
The main dierence between this design model and the specication model,
is the expansion of the state hierarchy for ClientInterface. There are two
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Lot
 (from IM) 
-catagory : String
-heading : String
-description : String
-reserve : Integer
-timePosted : Integer
-auctionDuration : Integer
User
 (from IM) 
-realName : String
-address : String
-e_mail : String
-username : String
-password : String
ClientInterface
-timeStamp : Integer
<<state>>
RegisterUserHolder
-realName : String
-address : String
-e_mail : String
-username : String
-password : String
-repassword : String
+registerUser()
<<state>>
RegisterUserResponse
<<state>>
PostLotHolder
-catagory : String
-heading : String
-description : String
-reserve : Integer
-timePosted : Integer
-auctionDuration : Integer
+postLot()
<<state>>
PostLotResponse
<<state>>
BrowseHolder
-catagory : String
+browse()
<<state>>
BrowseReply
+viewLot()
+link_browse()
<<state>>
ViewLotReply
-bidAmount : Integer
+bid()
+link_browse()
<<state>>
BidReply
<<state>>
ContentPage
+link_main()
<<state>>
LoggedOut
<<state>>
LoggedIn
<<state>>
Main
-username : String
-password : String
+login()
+logout()
+link_registerUser()
+link_browse()
+link_postLot()
AuctionIM
 (from IM) 
+auctionIM
+loggedIn
+viewedLot
+browsedLots0..*
0..1
+chosenLot
Fig. 6. Design model
separate distributed unions of states, the LoggedIn|LoggedOut partition, and
the Main|ContentPage partition, giving rise to two orthogonal state machines,
whose behaviour is given by Figures 7 and 8, respectively. The ContentPage
state is further partitioned into sub-states.
In this model, states correspond to web pages. The operations associated
with each state indicate the operations that can be performed from the cor-
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LoggedIn
LoggedOut
login [LoggedOut and Main] logout [LoggedIn and Main]
Fig. 7. State diagram for login pages
Main
ContentPage
BrowseHolder
BrowseReply
BidResponse
RegisterUserHolder
RegisterUserResponse
PostLotHolder
PostLotResponse
ViewReply
link_browse
browse link_browse registerUser [LoggedOut]
link_registerUser [LoggedOut] postLot [LoggedIn]
postLot [LoggedIn]
link_main
link_browse
bid [LoggedIn]
view
Fig. 8. State diagram for content pages
responding web page. The properties associated with each state indicate the
information that is either provided by the user through form elds, or infor-
mation that is set through the result of a transition into that state, and so
must be displayed on the web page.
For this model to constitute a hi model, we would need to provide bodies
for all the operations in terms of some well-dened action language, which
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could be visualized through activity diagrams and/or interaction diagrams.
Without this, we would have to hand implement some methods in code gen-
erated from this model; although, experiments reveal that we should be able
to generate code that eectively implements the state machines, which should
greatly reduce the hand-coding eort.
So far, design has focussed on the realization of an interface specication,
assuming a rather direct mapping of the information model into deployment
artefacts. Of future interest is the design of information models into service-
oriented architectures, comprising networks of software components (some
wrapping legacy systems), where components, respectively, provide and re-
quire services to and from other components. To support this we will likely
have to extend the design language with similar constructs proposed for busi-
ness modelling, to encompass the component/port/connector paradigm.
2.4 The mapping
We have not yet attempted to formalize the mapping between specication
and design models. However, the essence of the mapping should be clear from
the description of the design model. Essentially, an operation in the speci-
cation model gets broken down into a series of steps (represented by states)
in the design model. So, for example, bidding for a lot gets broken down into
browsing all the lots, with the option of selecting one of them to be viewed, af-
ter which a bid may be placed against the selected one. These steps are clearly
shown on the state diagram in Figure 8. The arguments of the operation get
mapped to properties (attributes or association ends) of states. For example,
the bid() operation can be performed from the ViewLotReply state, which
has viewedLot and bidAmount properties associated with it. The correspond-
ing operation in the specication model is bid(lot:Lot,amount:Integer).
Of course, the post-condition of the original operation must have been
satised, once all the steps have been completed. One way to do this is to
provide pre and post conditions for the operations in the design model, and
show that together they meet the specication of the operation in the speci-
cation model; and then show that the bodies of operations in the design model
satisfy their local contracts. We imagine proof techniques like those found in
the renement calculus [6] to be applicable in establishing the consistency of
this mapping, though note that there are still aspects of the well-formedness of
the mapping (for example the mapping of operation arguments to properties
of states) that it would still be extremely valuable to check, and would not
require such sophisticated techniques.
3 Benchmarks for mapping approaches
The benchmarks in this section can be used to facilitate the objective evalu-
ation and comparison of approaches to dening and tooling mappings. They
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are only focused on mappings between business, specication and design mod-
els in a model driven development process. We do not claim that they form
a complete set. The term mapping instance is used to refer to a particular
pairing of elements from the collections being mapped. In our case the map-
ping is dened to be between the set of possible specication models and the
set of possible design models; a mapping instance is a particular pairing of
specication and design model.
3.1 Concerning mapping denition
Bidirectional mappings should be supported.
Mappings should be bidirectional. In the example given, a design model can
not be generated from the specication model { design is required. This means
that the developer will manipulate the design model by hand. Similarly the
requirements model can not be generated from the design model. Changes in
one model need to be reected in the other model. The mapping needs to be
bidirectional.
Preferably, both directions of the mapping are captured in one denition.
It is possible to dene a bidirectional mapping, by dening each direction sep-
arately. However, if this is done then one faces the problem of having to ensure
that the separate denitions are consistent. That is, if a model M maps to
model P according to the rules specied for one direction, then model P must
map to M in the other direction. Note that it is quite legitimate for a model
to legally map to more than one model in one or both directions. Generally,
it would be more desirable if there was just one denition of the mapping that
dealt with both directions. Any potential instance of this mapping can be
checked against the denition to discover whether or not it is valid.
It should be possible to dene rich well-formedness conditions on mappings.
Well-formedness conditions specify what it means for a mapping to be consis-
tent. A simple well-formedness condition might be a constraint that one kind
of element on one side must map to a particular kind of element on another
side. A richer well-formedness condition would, for example, state that an
operation in the specication model must map to a sequence of states in the
design model, which are connected together by transitions in an appropriate
sequence, and that the arguments of the operation are mapped down to suit-
able properties on those states. A richer condition, still, would be one that,
in addition, requires the post condition of the specication operation to be
achieved by the corresponding sequence of steps in the design.
Mapping denitions should facilitate the construction of tools.
Ideally it should be possible to generate tools to support mappings from def-
initions of those mappings, or have tools that directly interpret the mapping
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denitions. That is, we adopt a model driven approach to the development
of such tools. In any case, the path from mapping denition to tools should
be systematic and clear, so that the mapping can be captured faithfully in
the tool. It is also much more likely for mappings to change than for the
modelling languages to change, although change to the latter is not ruled out.
Thus the case for automatic generation of mapping tools from mapping def-
initions, or interpretation of those denitions by tools, is stronger than the
case for generation of modelling tools from denitions of modelling languages.
Mappings should be easy to understand and to write.
This is easier said than done. There are many questions concerning visual ver-
sus textual approaches, specication and rule-based approaches. One aspect
that is often overlooked (rule-based approaches are particularly susceptible)
is that complex mappings should be structured so that one is able to view
the mapping at various levels of detail, as well as get some handle on the
completeness of the denition.
3.2 Concerning mapping tools
Tools must support the checking of a potential instance of the mapping for
consistency against the denition.
Given two instances of either side of the mapping denition (e.g. a specic
specication model and a specic design model) tools must be able to ascertain
if that pairing is a valid instance of the mapping. Furthermore, feedback on
the check must be presented to the user in such a way that the modeler is able
to quickly identify, and if necessary, correct the causes of the inconsistencies.
Tools should provide automated support for reconciliation of inconsistencies,
wherever this is feasible.
In general, it will not be possible to automatically reconcile inconsistencies.
For example, if changes are made to the specication model (e.g. an new
operation is created in the interface) then there will likely be many designs
that could be developed to take account of that change. This is common where
mappings are one to many in at least one direction.
4
However, there are likely
to be opportunities for the automatic reconciliation of some inconsistencies.
Tools should support this wherever possible, in particular giving developers
the freedom to choose between dierent reconciliation options, and allowing
reconciliation to be applied selectively over the substructure of any mapping
instance. For example, one may wish to invoke some automated reconciliation
4
Even if they are functional in one direction, this does not guarantee that automatic
reconciliation is possible in that direction. One could make conicting changes to two
elements that map to the same element, and this can lead to many choices on the path to
reconciliation.
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to update a specication model to take account of changes to one part of a
design model, but not others.
Tools should support the (partial) generation of one side of the mapping from
another, wherever this is feasible.
Even if 100% generation of one model from another is not possible there
may be opportunities for partial generation of models. For example, when
constructing the design model, and having made the decision to introduce
the PostLotHolder state with the postLot() operation, the attributes of the
PostLotHolder could be automatically generated from the arguments of the
postLot(...) operation in the specication model.
Mapping tools should inter-operate with modelling tools.
At the very least, it should be possible to import models built by modelling
tools into the mapping tool, where mappings can be established, checked for
consistency and reconciled if necessary. It must then be possible to export the
reconciled models back to the original modelling tools. However, ideally one
would like the mapping tools to inter-operate more closely with the modelling
tools so that they can work on the models 'in situ' as well as provide feedback
on consistency of mappings through the interface of the modelling tools (e.g.
by highlighting parts of a model that give rise to the inconsistency).
4 Conclusions
A particular style of mapping has been identied to support one aspect of
model driven software development: mappings between business, software
specication, software design and so-called hi-delity models. This has been
illustrated by a concrete example, which species a language and patterns of
using that language to dene specication and design models for the devel-
opment of web-based business systems systems. Motivated by this example,
a series of benchmarks have been described which can be used to judge ap-
proaches to dening and tooling mappings of this nature.
We have already begun to develop one such approach, based on metamod-
eling [2,4]. Bidirectional mappings are supported, and both directions are
captured in the same denition. [4] proposes a visual notation for the ap-
proach, which attempts to make the mapping easier to understand and write.
Mappings have structure, which allows them to be viewed at varying levels of
detail. Rich well-formedness conditions can be expressed using OCL, though
we have not attempted to express conditions that require some form of proof
to discharge them.
5
Tools can be partially generated from the denition, and
5
It would be interesting to see whether our approach could be used to generate proof
obligations as part of the construction of a mapping instance; there is no immediately
obvious impediment.
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consistency checking is performed by directly interpreting aspects of the def-
inition (OCL constraints on the metamodel), though some hand coding is
required to allow the tool to construct a potential mapping instance in the
rst place. Feedback to the user on the results of consistency checking is not
user friendly (a text log le). Further hand coding is required to support au-
tomatic generation and reconciliation of models, though the generated code
does provide plug-points to make this easier. Interoperability with modelling
tools is restricted to using XML to transfer models.
Future work on this approach includes the use of graph transformation
rules [14] in the denition of the mapping, which will avoid having to develop
code by hand, but will make the mapping denition more sophisticated. We
need to try out the approach on more sophisticated examples (indeed it has
not yet been tested on the example used in this paper), in particular to see if
it scales up to the complex mappings that will be required to support model
driven development. Considerable work needs to go into the useability of the
mapping tools, in providing feedback from consistency checks and using that
feedback to guide the developer in the reconciliation of inconsistencies.
Finally, we are keen to make the example more sophisticated by moving
into the realms of business modelling and software architected around software
(web) services. We expect the component/port/connector modelling paradigm
to be important for both these applications.
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