ABSTRACT
INTRODUCTION
Engineering design is becoming increasingly collaborative. Companies are continually aiming to reduce time-to-market and costs while at the same time products are becoming more complex to satisfy the evolving needs of the consumer. The complexity of such products has grown to the point that a single designer, design team, or company may not have sufficient expertise to develop the entire product [1, 2] . As a result companies must focus on their core in-house competences while increasing their reliance on partners, suppliers, and other firms for complementary design knowledge to design and manufacture high quality products [1] .
This shift in product development paradigm has led to the collaborative design environment through which everyday products are now being realized. In addition, the specialization of product development domains has also led to a knowledge-intensive development process. Designers must be able to access, retrieve and manipulate large quantities of knowledge distributed amongst multiple partners. Poorly communicated design information can lead to designers spending 20% to 30% of their time searching for and absorbing information and can translate into increased development times and lost profits [3] [4] [5] .
This research focuses on improving the communication of design decisions. Communication is not simply the exchange of data. Communication implies not only conveying to others 'what' was done, but also 'how' and 'why' [1] . The need for a computational design framework to support communication among distributed designers is critical to improving collaborative design. Design decision knowledge needs to be structured and represented in a manner to improve the capture, retrieval and reuse of design knowledge.
Ontology-based knowledge frameworks potentially offer these capabilities. We propose a Decision Support Ontology (DSO) structured to capture decision-making knowledge. An ontology is an explicit specification of a conceptualization [6] [7] . Ontologies provide a semantic based approach to explicitly represent information in a computable manner so that information can be automatically processed and integrated. A common ontology language is the Web Ontology Language (OWL) [8] . OWL is a developing information technology of the Semantic Web and is based in Description Logic (DL). Description logic is a family of knowledge representation languages used to formally represent knowledge of a domain in a structured manner.
The layout of this paper is as follows: Section 2 discusses OWL, related research is presented in Section 3, and Section 4 details the proposed DSO.
THE WEB ONTOLOGY LANGUAGE
The Semantic Web aims at making all the content on the Web "understandable" by computers. Technologies that make up the Semantic Web include XML [11] , the Resource Description Framework (RDF) [12] , and OWL. XML was the first attempt to make Web information computer interpretable by formalizing a structure and syntax. Written in XML, RDF is a framework for describing entities through relationships. OWL extends RDF to add logical expressions. Simple logic expressions give computers the ability to infer implicit relationships to gain an understanding of Web content. OWL is an object-oriented representations that consists of classes (concepts), properties (relationships), and individuals. The concepts and relationships, together with knowledge specific mechanisms, form a knowledge base [13] .
The development of a domain specific classification hierarchy and properties is based on a priori knowledge of a domain. An ontology-based knowledge structure should not attempt to completely describe all concepts and properties within a given domain but instead focus on capturing the essential information. This reduces the amount of time spent by designers documenting information by guiding the designer to document only relevant information. The tradeoff between the amount of information documented and time spent documenting is always a practical constraint that needs to be considered in the development of any knowledge-base.
Some benefits of representing knowledge in OWL include the following: 1) OWL is easy to share via the Web, 2) OWL is easily extendable [14] , 3) OWL is intrinsically set up to evolve with the Semantic Web, 4) OWL facilitates the integration of information via DL.
RELATED WORK
As engineering design has become distributed there has been an increased need for methods to facilitate the collaboration of distributed designers. To help capture and communicate information beyond geometrical information the National Institute of Standards and Technology (NIST) has developed, and continues to refine, a design repository [1, 15] . Continuing research on the design repository focuses largely on developing the repository to be Web compatible through the additions of Web user interfaces and adoption of XML to exchange data [16] . Similarly, researchers at the Missouri University for Science and Technology (MUST) have also developed a design repository [18] [19] .
Knowledge bases and design repositories in engineering design are evolving towards a distributed design environment in which engineers communicate via the Web [17] . The next step in knowledge management is to use a semantic based approach to facilitate the communication of distributed design knowledge. A semantic approach that is receiving great attention is based on ontological knowledge-bases. Recent works with ontologies in engineering design can be roughly divided into three groups: 1) product knowledge support [20, 24] , 2) design activities [21] [22] [23] [25] [26] [27] , and 3) knowledge retrieval [3, 28] . A fundamental limitation of current design support tools is the primary focus on product information and not on the decision process [29] . Decisions need to be explicitly documented so that rationale is easily understood and the proper reuse of design knowledge can be facilitated.
Commercially available software packages that offer some decision support include [30] [31] [32] [33] [34] [35] [36] . Most of these software solutions use wrappers to facilitate the exchange of information. Overall, these commercial solutions offer significant advancements in the exchange and use of model information across various modeling tools that otherwise is not possible. However, decision models are generally only indirectly supported and information is not captured and stored in a structured representation that is easily shared. Thus, the retrieval and reuse of design decisions is limited.
Mocko et al. [29] have developed a framework for representing the knowledge associated with design decision models to enable storage, retrieval, and reuse. Using ontologies, a formal "base" vocabulary for developing models of design decisions and analysis models is presented. However, concepts are described at a high level requiring significant time and effort to extend the base vocabulary to become detailed enough to be applied. Overall the research in [29] provides the first attempt at documenting, storing, and retrieving engineering design decisions using ontologies and provides the foundation for the development of a more comprehensive decision support framework.
DECISION SUPPORT ONTOLOGY
The idea of structuring design information based on the decisions made during the design process originates from observations studies done by Stauffer and Ullman [37] in an effort to understand human information processing during design tasks, and from studies by Ullman [38] and Chen et al. [39] to develop a computer based design history tool. Some significant outcomes of these experiments and studies are summarized by Ullman in [40] . The current research takes a similar view-point as [40] and focuses on the decisions made to address issues.
Key concepts and relationships in the decision support ontology (DSO) are presented in Figure 1 . The Component Model module in Figure 1 references information about a component's function, form, behavior, optimization, etc. A framework for capturing Component Model information was developed in [41] . Capturing Component Model information within the framework presented in [41] facilitates the integration of distributed information.
Based on various decision techniques and decision making literature, the following basic types of information were identified as key decision making concepts in engineering design (independent of the decision method): design issue, alternatives, criteria, and evaluation information [9, 42] . Simply stated a decision is made to address a specific design issue. Typically a choice must be made between two or more different alternatives, each of which provides a solution to the issue. These alternatives are evaluated based on a set of criteria and the known information for each alternative.
The preferred alternative is chosen as the alternative that satisfies the criteria most closely. The DSO has been developed to allow documentation of this generic decision information. This section provides details of the development of the class structure and properties of the DSO that has been derived based on decision making literature [9, 21, [42] [43] [44] [45] [46] [47] [48] .
Design Issue
A design issue is a call for action to resolve some question or a problem [9] . The issue may have to do with any component of the product or aspect of the production. The DSO was created with a class structure to represent this. To facilitate the documentation of design issues the properties presented in Table 1 were developed. A description of the issue should provide a clear, concise articulation of the issue. An issue may initiate a design or redesign of either a component or some aspect of the production. Within the DSO this information is captured as each issue is either with component or with production. Other properties within the Issue class allow for specification of the evaluation criteria, the alternatives to consider, and the eventual decision made to resolve the issue. 
Alternatives
The DSO documents design alternatives in a manner that clearly explains how the alternative solves the defined issue. This is achieved through a combination of a written description, functions performed, and geometrical form models. Since it is likely that the alternatives may be performing the same functions, documentation of the physical phenomena, or working solution [44] , distinguishes how each alternative achieves functionality. Additionally, the abstraction level of each alternative is introduced to specify the design information as quantitative, qualitative, or mixed (both quantitative and qualitative) [43] . Table 2 details some of the more important properties that are used to model each alternative. 
Criteria
The evaluation criteria greatly influence the outcome of any decision method. Consequently, it is important to understand why each criterion is present and how each criterion is measured. Each criterion is based on a design constraint. Constraints arise from requirements, specifications, goals, a designer's domain knowledge, or previously made decisions. The DSO defines a relationship between each criterion and a corresponding constraint, thus making it transparent why a criterion is included. Maintaining the association of each criterion with a constraint is important for two reasons: 1) to document why and what a criterion is supposed to be measuring; and 2) to clarify if all the essential criteria were identified and if additional criteria are needed [45] .
To understand how each criterion is measured a preference model is identified for all criteria. Also associated with each criterion is an importance scaling factor (weight) that provides a relative measure of importance of each criterion. Table 3 details some of the more important properties that are used to model each criterion. Criteria can be classified as given or evolved [42] . Given criteria are those that are transformed directly from design specifications or requirements, which are known at the onset of the design. Evolved criteria are developed during the design process as new knowledge is gained and decisions are made. Given and evolved criteria can be classified into the following headings [42] :1) Organizational factors: management policy, availability of resources and existing products, 2) Product characteristics: aesthetics, availability of standard components and raw materials, complexity, interface with other elements and environment, mechanical and physical aspects, cost, shape and size, test results, 3) Production: production quality, manufacture, including assembly and finishing operations, 4) Transport: transportation, including installation, 5) Use: functioning, including kinematics, flow and precision, environment and ergonomics of use, maintenance, legislation, market, operational costs, safety, 6) Disposal and Recyclability, 7) Other: personal experience and preference. This classification scheme is used as the class structure for the Criteria class.
The documentation of constraints plays an important part in understanding the criteria. As such, a class structure for the documentation of constraints has been developed. The classification used is a slightly modified version of classification scheme developed by McGinnis and Ullman [46] . Constraints can constrain the form, function or behavior of the artifact. Form refers to geometrical, topological, manufacturing, and tolerance features along with any other feature to describe the physical structure of the artifact. Function refers to the intended purpose of the artifact [44] . Behavior is based upon all physical relations, whether intended or not. Form, function, and behavior constraints can be of the type: given, introduced, or derived. Similar to a given criteria, given constraints are those based on design requirements or specifications and are known at the beginning of the design. An introduced constraint is one which is brought into the design from "domain knowledge" sources (e.g., designer's own knowledge, handbooks, etc.) and has not been derived from any other constraint [46] . Derived constraints result from and can be changed by the outcome of design decisions. "The result of a decision is always a change or initialization of a derived constraint [46] ." It was found in [46] that in general during the conceptual design phase the majority of constraints are given constraints while during detailed design phases the majority of constraints are derived constraints. Accordingly, given constraints are typically abstract (i.e. qualitative) and derived constraints become more concrete (i.e. quantitative) as the design proceeds.
Future decisions are quite often made based on derived criteria that have been created based on previous decisions. The DSO attempts to trace this type of influence by mapping constraints to criteria.
Preference
The preference model specifies the objective function and the desired value of the objective function (e.g. maximize, minimize, target). Parameters that can be used to measure the extent to which the objective has been achieved are also identified. If the preference model represents a single viewpoint then the resulting preference model is consistent. Otherwise the preference model is inconsistent, representing conflicting viewpoints [43] . Table 4 presents the properties used to capture preference information. Object Specifies an instances from the issue class that this evaluation is for for alternative Object Specifies the alternative being evaluated has criteria Object Specifies the set of criteria used to evaluate the alternative. The criteria used to evaluate the alternative may be a sub-set of all the criteria for the design. It is important to document the criteria that actually influenced the evaluation. rank Data The rank of the alternative with respect to other alternatives rating Data The rating of the alternative based on a set of criteria has confidence level Object Specifies the confidence the designer(s) has that the alternative will satisfy the criteria being used for evaluation
Evaluation
The evaluation of how well each alternative satisfies the criteria must also be documented. This evaluation is typically quantified through an objective, utility, or cost function based on preferences. The evaluation typically provides a measure of preference of one alternative relative to others. However, it has been observed that decisions may be made through a strongly coupled process of generation and evaluation of alternatives one by one [46] . Alternatives are evaluated as they are generated and are then either modified or a new alternative is generated. Regardless, the same information is relevant to the evaluation process. Evaluation may be done quantitatively based on the identified desire to maximize, minimize, or achieve an optimum value for each objective parameter. Alternatively, it can also be done qualitatively based on experience and judgment. The evaluation of each criterion may be compared absolutely to a target value or relatively to other alternatives [9] . The DSO captures all these aspects of evaluation. Table 5 presents the properties used to capture evaluation information.
The property has argument specifies the argument for or against the alternative being evaluated. An argument is the rationale for either supporting or opposing a particular alternative [9] . Arguments are supported by prior knowledge and references to artifact models (e.g. function, form, behavior). The class Argument exists within the DSO and has two subclasses (Product and Production). The properties for an argument are based ideas described in [46] and are presented in Table 6 .
Decision
A decision is the agreement to adopt an alternative(s) to resolve the issue [9] . In engineering design a decision is either related to a product or production of a product. A product decision is a decision about the artifact. A production decision is a decision about the processes involved in the creation and distribution of an artifact (e.g. manufacturing, transportation). Within the DSO an instance of the class Decision identifies all related decision information and hence documents the decision that was made. This includes documenting the decision rationale and tradeoffs. The specific evaluation method used in making the decision is also captured. As the DSO is independent of any specific evaluation method the details of the implemented evaluation method is captured in a supplementary ontology that extends the DSO. The property has evaluation method specifies the evaluation method used by creating a relationship between the decision and the supplementary ontology. Properties of the decision class are presented in Table 7 .
The decision support ontology just presented was implemented using Protégé Ontology Editor [47] . This allowed the classes and properties to be easily created in an OWL-DL representation. A partial DSO class hierarchy as viewed with Protégé is presented online at http://edesign.ecs.umass.edu/index.php?n=OntologyDow nloads.DecisionSupportOntology. Additionally, the DSO as it is currently implemented can be downloaded through the same Web site. 
DISCUSSION
In this research the DSO is structured to support the documentation of information independent of the decision method. The DSO can be extended through a supplementary ontology to capture information specific to a particular decision method. Such an approach is appropriate due to the lack of consensus within the decision-based design community in the choice of a decision method or in how decision-based design should be implemented [48] . Furthermore, in practice a variety of different selection and evaluation methods may be needed during the design process to go from customer requirements to a set of manufacturing specifications. The DSO is adaptable to support as many decision methods as needed.
As many decisions, varying in overall importance, are made during the design process it is unlikely that all decisions can be explicitly documented. The aim of the DSO is to document the decisions that most impact the design so that the knowledge gained from these previous decisions can be reused in future designs. Currently the DSO is being further developed to include such concepts as risk and uncertainty. Also an improved method for retrieving and reusing previously captured knowledge is being researched. A preliminary case study involving the re-design of a transfer plate for an aircraft circuit breaker is underway and is being used to evaluate how well decision information can be captured and integrated via the DSO.
In summary, the DSO provides a framework for communicating decisions and associated information. In collaborative design, documenting decisions allows partners to communicate the underlying rationale for design decisions. Providing an information model for capturing decisions in an OWL representation facilitates the sharing of design knowledge via the Web. The concepts and relationships of the DSO reflect a priori knowledge of what information is important when making a decision, independent of decision method. Providing designers with these predefined information fields guides the designer in documenting important decision information and avoids spending excessive time documenting less valuable information. Although not discussed in this paper, ontology reasoning approaches using DL and SWRL offer potential improvements in information retrieval based on semantics. While the classes and properties for the DSO were developed based on engineering design literature, due to its generality it is reasonable to believe that the usefulness of the DSO could extend well beyond the engineering design domain.
