Oktatási célú keretrendszer interpolációs feladatok megoldásához by Bárczay, Kristóf
 
 
 
  
Eötvös Loránd Tudomány Egyetem 
Informatikai kar 
  Numerikus Analízis Tanszék 
 
 
 
 
 
Oktatási célú keretrendszer 
 interpolációs feladatok megoldásához 
 
 
 
 
Témavezető:    Szerző: 
Fábián Gábor   Bárczay Kristóf 
 Tanársegéd     Programtervező Informatikus Bsc.  
 
 
 
Budapest, 2018. 
 
 
 
 
 Tartalom 
1. Bevezető ............................................................................................................... 2 
2. Elméleti háttér ..................................................................................................... 3 
2.1. Függvények közelítése ............................................................................................ 3 
2.2. Polinom interpoláció ............................................................................................... 3 
2.3. Interpolációs polinom Lagrange-alakja ................................................................... 4 
2.4. Osztott differenciák ................................................................................................. 4 
2.5. Interpolációs polinom Newton-alakja ..................................................................... 5 
2.6. Inverz interpoláció ................................................................................................... 5 
2.7. Hermite interpoláció ................................................................................................ 5 
2.8. Spline interpoláció ................................................................................................... 6 
3. Felhasználói dokumentáció ................................................................................ 8 
3.1. Feladat ..................................................................................................................... 8 
3.2. Telepítési útmutató .................................................................................................. 8 
3.3. Használati útmutató ................................................................................................. 8 
3.3.1. Elŵélet aďlak ................................................................................................................... 9 
3.3.2. Gyakorlat ablak ............................................................................................................... 9 
3.4. Példák .................................................................................................................... 15 
4. Fejlesztői dokumentáció ................................................................................... 16 
4.1. A feladat és a hozzá választott programozási nyelv .............................................. 16 
4.1.1. A prograŵozási Ŷyelv .................................................................................................... 16 
4.2. A fejlesztés során használt eszközök ..................................................................... 17 
4.3. Könyvtárszerkezet ................................................................................................. 18 
4.4. Működési szerkezet ............................................................................................... 19 
4.5. Logikai réteg ......................................................................................................... 20 
4.5.1. IŶterpoláĐiós algoritŵusok ............................................................................................ 20 
4.6. Vezérlő réteg ......................................................................................................... 26 
4.6.1. Gyakorlati aďlak ŵűködése ........................................................................................... 27 
4.7. Megjelenítő réteg ................................................................................................... 30 
4.8. Tesztelés ................................................................................................................ 32 
4.9. Fejlesztési lehetőségek .......................................................................................... 35 
5. Összegzés ............................................................................................................ 37 
6. Irodalomjegyzék ................................................................................................ 38
2 
 
 
1. Bevezető 
 
 Szakdolgozatom témája egy házi feladat ellenőrző, tanulást segítő program 
implementálása, amely elsősorban az Eötvös Loránd Tudomány Egyetem 
(továbbiakban: ELTE) Informatika karán meghirdetett Numerikus módszerek 2. 
tárgyhoz nyújt támogatást a hallgatóknak, de természetesen mindenkinek hasznos lehet, 
aki érdeklődik a matematika ezen területe iránt. 
Az egyetemen tanár szakon is tanulmányokat folytatok, az ott szerzett pedagógiai és a 
programtervező informatikus szakon szerzett matematikai ismereteim, tapasztalataim 
integrálása motivált egy olyan oktató program elkészítésére, amellyel a tárgyat végző 
hallgatók munkáját tudom segíteni. Ezen túl, úgy ítéltem meg, hogy nekem magamnak 
is jó tapasztalatot nyújt a program elkészítése, ha esetleg később, a saját óráimra 
szeretnék majd készíteni ugyan valamivel könnyedebb, középiskolás szintű feladatokat 
megoldó, matematikai alkalmazást. 
 Oktató programról lévén szó a hangsúlyt a segítségre, támogatásra helyeztem, nem 
arra, hogy képes legyen megoldani a hallgatók helyett a házi feladatokat.  
A program segítségével, a fentiekben említett tárgy (Numerikus módszerek 2. ) első 
felében tanult módszerekkel megoldható feladatokat tudja ellenőrizni a felhasználó. 
További célként fogalmaztam meg, hogy a feladatok ellenőrzéséhez ne kelljen egy új 
programozási nyelvet megtanulni, hiszen ezek a feladatok matlab-ban is 
ellenőrizhetőek, de az ottani ellenőrzéshez a nyelv viszonylag magas ismerete 
szükséges. A program csupán matematikai ismereteket igényel, és a kevésbé járatos 
felhasználók számára is támogatást nyújt. 
A program, jó segítség lehet azoknak is, akik komolyabban kívánnak foglalkozni az 
interpolációs polinomok témakörével, ami önmagában is rendkívül érdekes és még igen 
nagy gyakorlati haszna is van, például a digitális hang, kép illetve audiovizuális 
tartalmak szerkesztésében hogy néhány példát említsek a sok közül.  
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2. Elméleti háttér 
 
A dokumentáció és a program megértéséhez elengedhetetlennek tartom, hogy 
megvizsgáljuk a probléma matematikai hátterét, mert így sokkal könnyebben átlátható 
lesz, hogy miért használtam az adott eszközöket, adatszerkezeteket, algoritmusokat. A 
dokumentáció jelen részében szeretném a program matematikáját bemutatni. A 
megfogalmazások során, lévén szakdolgozatom elsősorban programozói a megértésre 
helyeztem a hangsúlyt. A leírt állítások és az azokhoz tartozó bizonyítások 
megtalálhatóak egész pontosan a forrásként megjelölt Gergó Lajos Numerikus 
módszerek könyvében.(Gergó, 2010) 
2.1. Függvények közelítése 
A gyakorlatban gyakran előfordul, hogy olyan függvényekkel kell számolnunk, 
amelyekkel nehéz és nem költséghatékony. Ilyenkor jó megoldás lehet, ha veszünk a 
függvény értelmezési tartományából néhány pontot és hozzájuk tartozó 
függvényértékeket, és ezekre próbálunk könnyedebben számolható függvényeket 
illeszteni, például polinomokat. A választott pontok a függvény értelmezési tartományát 
egy kisebb halmazra szűkítik, és ezek után a szűkebb halmaz által kifeszített 
intervallumon tudunk a közelítő függvény értékeivel számolni. Ez az úgynevezett 
polinom interpoláció. (Gergó, 2010, 180. oldal) 
 
2.2. Polinom interpoláció 
A probléma tulajdonképpen a következő: Vegyünk ݊ ∈ ℕ különböző számot legyenek 
ezek az interpolációs alappontok, jelöljük ezeket a következőképpen: 
 ݔ௞ ∈ ℝ ሺ݇ = Ͳ,ͳ … ݊ሻ. Valamint legyenek adva a hozzájuk tartozó függvényértékek: ݂ሺݔ௞ሻ ሺ݇ = Ͳ,ͳ … ݊ሻ. Keressük meg azt a legfeljebb ݊-ed fokú polinomot melyre 
teljesül,  ݌௡ሺݔ௞ሻ = ݂ሺݔ௞ሻ , ሺ݌௡ ∈ �௡ሻ, ሺ ݇ = Ͳ,ͳ … ݊ሻ 
A polinom egyértelmű kell hogy legyen, ezért szükséges, hogy a polinom ݊-ed fokú. 
Annak belátását, hogy magasabb fokú polinom több is van, az olvasóra bízom. 
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Tételként megfogalmazható, hogy a fenti problémának mindig van egyértelmű 
megoldása. (Gergó, 2010, 181. oldal)  
2.3. Interpolációs polinom Lagrange-alakja 
A fentebb említett interpolációs feladat egyik megoldása, ha a függvényt az 
interpolációs polinom Lagrange-alakjával közelítjük, amely a következőképpen írható 
fel: 
�ሺݔሻ = �௡ሺݔሻ = ∑ ݂ሺݔ௞ሻ݈௞ሺݔሻ, ܽℎ݋݈௡௞=଴ ݈௞ ≔  ∏ ݔ − ݔ௜ݔ௞ − ݔ௜௡௜=଴,௜≠௞  
Az ݈௞ az úgynevezett ݇-adik Lagrange-alappolinom. (Gergó, 2010, 183.o)  
2.4. Osztott differenciák 
Felmerül a kérdés, hogy mi történik akkor, ha egy újabb alappontot veszünk fel a 
ponthalmazba. Ekkor, ha az előző módszert alkalmazzuk, akkor újra kell számolni az 
összes Lagrange-alappolinomot. Ennek kiszámítása ismét csak számítás igényes és 
nehéz. Ennek kiküszöbölésére vezetjük be az interpolációs polinom Newton-alakját, de 
ehhez először az osztott differenciák fogalmát kell megérteni.  
Ismét csak legyenek ݔ௞ ∈ [ܽ, ܾ] ሺ݇ = Ͳ,ͳ … ݊ሻ alappontok. Az ݂: [ܽ, ܾ] →  ℝ 
függvénynek a megadott alappontrendszerre vonatkozó, elsőrendű osztott differenciái. 
݂[ݔ௜ , ݔ௜+ଵ] = ݂ሺݔ௜+ଵሻ − ݂ሺݔ௜ሻݔ௜+ଵ − ݔ௜  
A magasabb rendű osztott differenciákat hasonlóképpen lehet rekurzívan definiálni. 
Ennek felírását az olvasóra bíznám. Miután rekurzívan felírtuk belátható, hogy a ݇-ad 
rendű osztott differencia a következő alakban is felírható. (Gergó,2010)  
݂[ݔ௜ , ݔ௜+ଵ … ݔ௜+௞] = ∑ ݂ሺݔ௝ሻ∏ ሺݔ௝ − ݔ௟ሻ௜+௞௟=௜,௟≠௝௜+௞௝=௜  
 
Az osztott differenciákhoz felírható az úgynevezett osztott differencia táblázat, melynek 
segítségével a későbbiekben egyszerűen tudjuk felírni az interpolációs polinom 
Newton-alakját. (Gergó, 2010, 187. oldal)  
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 ݔ଴ �ሺ�૙ሻ      ݔଵ ݂ሺݔଵሻ �[�૙, �૚]     ݔଶ ݂ሺݔଶሻ ݂[ݔଵ, ݔଶ]     ڭ ڭ ڭ  ⋱   ݔ௞ ݂ሺݔ௞ሻ ݂[ݔ௞−ଵ, ݔ௞] … �[�૙, �૚, … ��]   ڭ ڭ ڭ    ڭ  ⋱ ݔ௡ ݂ሺݔ௡ሻ ݂[ݔ௡−ଵ, ݔ௡] … ݂[ݔ௡−௞, … , ݔ௡] … �[�૙, �૚, … ��] 
 
2.5. Interpolációs polinom Newton-alakja 
Nem túl bonyolult algebrai műveleteket elvégezve, és a fent leírtakat átgondolva, 
megkaphatjuk az interpolációs polinom Newton-alakját, amellyel könnyedén tudunk 
számolni, ha új alappont-érték pár kerül az alappontrendszerbe. 
�௡ሺݔሻ = ݂ሺݔ଴ሻ + ∑ ݂[ݔ଴, ݔଵ, … ݔ௞]�௞−ଵሺݔሻ௡௞=ଵ  
ahol �௞ሺݔሻ = ሺݔ − ݔ଴ሻሺݔ − ݔଵሻ … ሺݔ − ݔ௞ሻ. (Gergó, 2010, 189.oldal)  
2.6. Inverz interpoláció 
Az inverz interpolációt elsősorban az ݂ሺݔሻ = Ͳ típusú nemlineáris egyenletek 
megoldására használjuk. A program az inverz interpolációs algoritmus egy lépését 
hajtja végre.  Ehhez vegyük a megadott alappont-érték párokat és fordítva írjuk fel rájuk 
az interpolációs polinom Newton-alakját. Azaz nem alappont-érték párokra, hanem 
érték-alappont párokra írjuk fel, így a függvény inverzének egy közelítését. Tegyük fel, 
hogy ݂ሺݔሻ folytonos valamilyen [ܽ, ܾ] intervallumon, mivel itt invertálható ezért 
szükségképpen monoton. Miután felírtuk �ሺݔሻ polinomot, ami közelíti az ݂−ଵሺݔሻ 
függvényt, megvizsgáljuk �ሺͲሻ-t, ami az ݔ-t közelíti, így megkapjuk az eredeti 
egyenletünk megoldását.  
2.7. Hermite interpoláció 
A korábbi interpolációs feladatot általánosítva most ne csak az alappont-érték párokat 
adjuk meg, hanem az egyes alappontban a függvény derivált értékeit is valamely rendig 
bezárólag. Próbáljunk olyan polinomot illeszteni a pontokra, mely a derivált értéket is 
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helyesen veszi fel. Ehhez vennünk, kell az ݉଴, ݉ଵ … ݉௡ ∈ ℕ multiplicitásokat. Az ݉௜ jelölje azt a természetes számot, amely megadja, hogy az egyes alapponthoz hány 
értéket adtunk meg, beleértve a függvényértéket és a derivált-értékeket. 
 Legyen ݉ = ∑ ௝݉௡௝=଴  és keressük azt a legfeljebb  ሺ݉ − ͳሻ-edfokú polinomot, amely megfelel a fent leírt feltételeknek. A programban 
csak az első, illetve második deriváltat lehet megadni, mert a tanulás folyamatában 
magasabb multiplicitások nem igazán fordulnak elő. Tételként megfogalmazható, hogy 
az Hermite-féle interpolációs polinom egyértelműen létezik és a következő alakban 
írható fel: �௠ሺݔሻ = ݂ሺݔ଴ሻ + ݂[ݔ଴, ݔ଴]ሺݔ − ݔ଴ሻ + ݂[ݔ଴, ݔ଴, ݔ଴]ሺݔ − ݔ଴ሻଶ + ڮ + +݂[ݔ଴, … , ݔ଴]ሺݔ − ݔ଴ሻ௠బ−ଵ + ݂[ݔ଴, … . , ݔ଴, ݔଵ]ሺݔ − ݔ଴ሻ௠బ + ڮ + +݂[ݔ଴, … , ݔ଴, … , ݔ௡, … ݔ௡]ሺݔ − ݔ଴ሻ௠బሺݔ − ݔଵሻ௠భ … ሺݔ − ݔ௡ሻ௠�−ଵ 
Ez így elsőre bonyolultnak tűnik, de hasonlóan írjuk fel az osztott differencia táblázatot 
akár csak Newton-alaknál, csak ahol nullával osztanánk, helyette a megfelelő deriváltat 
írjuk be a táblázatba. (Gergó, 2010, 191.oldal)  
2.8. Spline interpoláció 
Az eddig felsorolt interpolációs módszerekben, polinomokkal dolgoztunk, de mint 
említettem, nem csak ezzel a módszerrel lehet függvényeket közelíteni. Ilyen módszer 
lehet a bizonyos folytonossági feltételeknek megfelelő, szakaszonkénti polinom 
függvények illesztése az alappontokra. Ezek az úgynevezett spline függvények. Az 
ilyen polinom függvények lényege, hogy az alappontokat felosztjuk ݊ intervallumra és 
ezeken az intervallumokon illesztünk külön-külön polinomokat a megadott 
alappontokra úgy, hogy a csatlakozási pontban a két szomszédos polinom deriváltjai a 
kívánt rendig folytonosak. Ezen polinomok különböző fokszámúak lehetnek. Lineáris 
spline esetén az eredmény triviális, hiszen a pontokat összekötő egyeneseket kapjuk 
eredményül. Másodfokú spline esetén, már meg kell adnunk a folytonossági feltételt 
mely jelen esetben az egyik pontban megadott derivált lesz. Nézzük egy kicsit 
precízebben a definíciót. 
Legyen adott Ω௡ = {ݔ଴, ݔଵ,…, ݔ௡} az [ܽ, ܾ] intervallum egy felosztása, ahol  ሺݔ଴ = ܽ, ݔ௡ = ܾሻ és ݈ ∈ ℕ. Az �: [ܽ, ܾ] → ℝ, ݈-edfokú spline Ω௡-re vonatkozóan, ha 
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1. �|[��−భ,��] ∈ �௟ (݇ = ͳ … ݊ሻ, azaz két szomszédos osztópont közötti 
intervallumon 
 ݈-edfokú polinom 
2. � ∈ ∁ሺ௟−ଵሻ[ܽ, ܾ], tehát a teljes intervallumon ሺ݈ − ͳሻ-szer folytonosan 
differenciálható. 
És most nézzük meg a másodfokú spline előállításának algoritmusát. Ismét adottak az 
alappont-érték párok és ezekhez keressük az � ∈ �ଶሺΩ௡ሻ spline függvényt. Mint már 
említettem szükséges egy peremfeltétel a folytonossághoz, mely most legyen:  �′ሺܽሻ = ��. Az [ݔ଴, ݔଵ] szakaszon Hermite-interpolációval előállíthatjuk a �ଶሺݔሻ 
másodfokú polinomot, amely megfelel a feltételeinknek. Az így megadott polinomnak 
kiszámoljuk az ݔଵ pontbeli deriváltját, és így a következő [ݔଵ, ݔଶ] intervallumon is fel 
tudjuk írni a Hermite-interpolációs polinomot, majd ezt a módszert rekurzívan 
alkalmazva az egész spline függvényt. (Gergó, 2010, 194.oldal) 
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3. Felhasználói dokumentáció 
 
A dolgozat 3. részében, felhasználói dokumentáció keretében igyekszem részletesen 
bemutatni a felhasználók számára a program által nyújtott lehetőségeket, valamint a 
program szakszerű használatát.  
3.1. Feladat 
A megoldani kívánt probléma, egy olyan alkalmazás elkészítése, amelyben könnyedén 
eligazodva tudják a felhasználók ellenőrizni a kívánt interpolációs feladatok 
megoldását.  
A program alapvetően két nagy egységre bontható, egy elméleti, valamint egy 
gyakorlati egységre.  
Az elméleti részben a témához kapcsolódó, rövid áttekintés olvasható vázlatos 
formában, a saját jegyzeteim alapján. A gyakorlati blokk már komplexebb felület, 
melynek használatára részletesebben a későbbiekben külön kitérek, de alapvetően itt 
alappont-érték párokra és alappontok, illetve a közelíteni kívánt függvény értékekre 
lehet Lagrange, Newton, Inverz, Hermite és Spline interpolációkkal polinomokat 
illeszteni, valamint a kiszámolt polinomokat koordináta rendszerben is megtekinteni. A 
két rész jól elkülöníthetően külön ablakban jelenik meg, így akár párhuzamosan is lehet 
tanulni valamint ellenőrizni a megoldásokat. 
3.2. Telepítési útmutató 
A program futtatásához szükséges a Java Runtime Environment telepítése a 
számítógépre, melyet az irodalomjegyzékben található linken [3] keresztül lehet 
letölteni. Miután ez megtörtént a programot egyszerűen el tudjuk indítani. A futtatható 
állomány megtalálható az InterpolationApplication/target könyvtárban. Itt egy dupla 
kattintással indítsuk el az InterpolationApplication-1.0.jar fájlt. 
3.3. Használati útmutató 
A program indításakor egy ablak jelenik meg (3.3.-1. ábra), melyen egyből 
kiválasztható, hogy elméleti vagy gyakorlati tudásunkat szeretnénk-e bővíteni. A 
gombokat értelemszerűen lehet használni, megfelelő gombra kattintva a megfelelő 
ablak jelenik meg.  
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3.3-1. ábra 
3.3-2. ábra 
 
 
 
 
3.3.1. Elmélet ablak 
Nézzük először, mi történik, ha az elmélet gombot választjuk. A gombra való kattintás 
után, egy új ablak jelenik meg (3.3-2. ábra), az ablak két részből áll. Bal oldalán látható 
egy legördülő menü gomb, amelynek segítségével kiválasztható az éppen tanulni kívánt 
részt.   
A jobb oldalon pedig megjelenik a kiválasztott anyagrész, rövid összefoglalója. Az 
elméleti leírások olykor nehezebb matematikai levezetéseket, tételeket és bizonyításokat 
tartalmaznak, ezért ahol lehet, az oldal végén rövid összefoglalás segíti a felhasználót 
abban, hogy miről is szól az adott elméleti anyagrész. Természetesen a közérthetőség 
volt a cél, de olyan mélységekbe nem merültem, hogy minden egyes matematikai 
jelölés illetve művelet magyarázata külön megjelenítésre kerüljön. Jelenleg a program 
azokat az elméleti anyagrészeket tartalmazza, amelyek a gyakorlati részben is 
szerepelnek, de idővel igyekszem bővíteni és akár az egész tárgy elméleti ismeretanyaga 
belekerülhet. 
 
Menü  Elméleti anyag 
 
 
 
  
3.3.2. Gyakorlat ablak 
A gyakorlat gomb megnyit egy új ablakot. A megjelenés kicsit összetettebb, mint az 
elmélet résznél, de megítélésem szerint a használata nem túl bonyolult. A fejlécben 
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3.3-4. ábra 
3.3-5. ábra 
3.3-3. ábra 
szerepel öt rádiógomb, illetve egy szöveges mező ahova az alappontok számát kell 
beírni (3.3-3.ábra). 
 
 
            A választható interpolációk      Alappontok száma 
  
Ahogy a fenti ábrán látható (3.3-3. ábra), az alappontok száma legfeljebb hat és 
legalább kettő kell hogy legyen. A program az elején nem jelzi a minimum kettőt, 
feltételezve azt, hogy a felhasználó tudja, hogy egy alappontra nincs értelme 
interpolációs polinomot illeszteni. Ellenben, ha mégis túl kicsi vagy túl nagy számot ír 
be, vagy esetleg nem is egész szám amit megadott, akkor egy felugró ablak 
figyelmeztetni fogja, a helytelen bevitelre. Fontos, hogy miután bekerült a szám a 
mezőbe, ezután kötelezően entert nyomva megjelennek további mezők, a kiválasztott 
interpoláció függvényében.  
 
 
 
 
 
 
 
 
 
 
A 3.3-4. ábra illetve a 3.3.-5. ábra csak két példát mutat a sok közül. Elsőként az látható, 
hogy mi történik, ha nem választjuk ki az interpoláció fajtáját. Ebben az esetben a 
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program automatikusan csak az alappont-érték párok beírására lehetőséget adó 
szövegdobozokat jeleníti meg, és a későbbiekben figyelmeztet az interpoláció fajtájának 
kiválasztására.  
A második ábrán az Hermite interpoláció van kiválasztva, ehhez az interpolációhoz 
pontonként négy érték adható meg. A képernyő bal oldalán látható + illetve – gombok 
segítségével további alappontok vehetőek fel, illetve törölhetőek továbbra is csak kettő 
és hat között maradva.  
Nézzük most az egyes rádiógombok funkcióit. 
 Lagrange: Értelemszerűen az interpolációs polinom Lagrange- alakját számolja 
ki. Ekkor csak az alappont-érték párokat lehet megadni és minden mező 
kitöltése kötelező. 
 Newton: Az interpolációs polinom Newton-alakját számolja ki. A pontok 
kitöltésében hasonlóan kell eljárni, mint az előző esetben. 
 Inverz: Az alappont-érték párokon végrehajtja az inverz interpoláció egy 
lépését, valamint kiszámolja a helyettesítési értéket az ݔ = Ͳ helyen. Figyelnünk 
kell arra, hogy a megadott függvény szigorúan monoton legyen különben nem 
invertálható. 
 Hermite: Ezt a gombot kiválasztva négy sor jelenik meg. Az alappont-érték 
párokon kívül megadható az egyes pontokhoz tartozó első illetve második 
derivált. Ezen mezők kitöltése nem kötelező, de ha sehol nem adjuk meg, a 
program figyelmeztet, hogy így a Newton interpolációt is használhatnánk. 
 Másodfokú Spline: Három sor jelenik meg a képernyőn, ahol a harmadik 
sorban a másodfokú lokális bázisú spline peremfeltételét lehet megadni 
valamelyik ponthoz. Csak egyetlen peremfeltétel megadása lehetséges. 
A műveletek mögötti matematikai eljárások megvalósítása a dolgozat elején olvasható. 
A fejlécen kívül még egy rádiógomb található „Függvény” felirattal. Ezt az opciót 
választva alappont-érték párok helyett alappontokat és a közelíteni kívánt függvényt 
adhatjuk meg. A program a háttérben automatikusan kiszámolja a pontokhoz tartozó 
függvényértékeket behelyettesítéssel (3.3-6. ábra). Mint látható, bármely mezőbe 
beírhatunk összetettebb matematikai kifejezéseket a számítógépes matematika 
12 
 
3.3-7. ábra 
3.3-6. ábra 
szintaktikájának megfelelően, ha valamit nem megfelelően adunk meg a program 
jelezni fogja. 
      Függvény opció kiválasztása 
    Alappontok felvétele-törlése 
 
 
 
 
                  
                      Mezők kiürítése   Számolás indítása 
 
Az eddig említett gombok és mezők mellett látható egy „Tisztáz” és egy „Mehet” 
feliratú gomb is. Előbbi azt a célt szolgálja, hogy a szövegdobozok tartalmát eltávolítja. 
Ez úgy is elérhető, ha az elején látott „Alappontok száma” mezőbe új értéket adunk 
meg. A +, illetve a – gombok használatával minden érték marad a helyén csak az 
újabban felvett mezőket szükséges kitölteni. A „Mehet” gombbal tudjuk elindítani a 
számolást. Amikor rákattintunk, megtörténnek az ellenőrzések. Mindent helyesen 
töltöttünk-e ki és, hogy kiválasztottuk-e az interpoláció fajtáját. Ellenkező esetben egy a 
3.3-7. ábrán látható ablak fog megjelenni a megfelelő üzenettel. Ha nem növekvő 
sorrendben adtuk meg a pontokat, akkor a program automatikusan növekvő sorrendbe 
teszi. 
 
 
 
 
 
 
13 
 
3.3-8. ábra 
Nézzük a gyakorlati felület harmadik részét, ahol a kiszámolt polinom, spline 
megtalálható, illetve koordináta rendszerben megtekinthető.  
 
 A kiszámított polinom helye    Inverz esetén a 0-ban vett érték 
 
 
 
 
Az ábrázolni kívánt intervallum   Koordináta rendszer megnyitása 
 
 
A 3.3-8. ábrán látható a mezők illetve a gombok funkciói. A felhasználói dokumentáció 
végén meg lehet tekinteni egy teljesen kitöltött felületet is, egyelőre itt nézzük mi mire 
való. Értelemszerűen „A keresett polinom:” részbe kerül az általunk megadott 
feltételeknek megfelelő interpolációs polinom illetve spline. A pontok megadása után az 
„Intervallum” mező automatikusan kitöltődik a „Mehet” gombra való kattintáskor. Az 
intervallum bal végpontja a legkisebb, míg jobb végpontja a legnagyobb alappont lesz. 
Ha tágabb intervallumon szeretnénk megtekinteni a kiszámolt függvényt, természetesen 
megtehetjük, az intervallum helyes megadásával. Inverz interpoláció kiválasztása esetén 
a polinom nullában vett helyettesítési értékét is kiszámolja. Ez az érték jelenik meg az 
„N(0)=” mezőben. A „Grafikus nézet” gombra kattintva megjelenik egy újabb ablak 
egy koordináta rendszerrel és az ábrázolt polinommal, illetve spline-nal (3.3.-9. és 3.3-
10. ábra). A koordináta rendszer tízszer tízes, mivel ennél nagyobb, illetve kisebb 
pontok nem igazán fordulnak elő a tanulás során. A 3.3.-10. ábrán két függvény látható. 
Ilyen eset akkor fordulhat elő, ha korábban a függvény rádió gombot bejelöltük. Ebben 
az esetben megjelenik az eredetileg megadott függvény piros színnel, és megjelenik a 
kiszámolt interpolációs polinom narancssárga színnel. A program a hibabecsléseket 
nem számolja, lévén ahhoz olyan sokat kell deriválni, hogy annak programozása egy 
újabb diplomamunka feladatát jelentené. Ebből kiindulva úgy gondoltam, hogy 
látványosabb, ha megjelenítem az eredeti függvényt is, és így szabad szemmel is látható 
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3.3-9. ábra 3.3-10. ábra  
(sin(x)  ݔ ∈ [Ͳ, �]) 
lesz az eltérés, nem kell hozzá képletek sokaságát kiszámolni. Természetesen a hiba 
pontos értékének kiszámítása nagyon fontos, de ezen számítások elvégzését a 
felhasználóra bízzuk.  
A koordináta rendszerben lehet közelíteni az egér görgőjének segítségével, valamint 
rákattintva az ablakra arrébb is tudjuk húzni azt, így igazán közelről meg tudjuk 
tekinteni a kiszámolt függvényeket. 
 
 
A fentiekben már jeleztem, hogy a program figyeli a hibásan bevitt adatokat. Most 
szeretném egyben összegyűjteni ezek közül a legfontosabbakat, megkímélve a 
felhasználót a hibaüzenetektől: 
 Figyeljünk oda, hogy szintaktikailag helyesen adjuk meg a matematikai 
kifejezéseket, az intervallumot, illetve a számokat! 
 Az alappont-érték párokat minden mezőben adjuk meg! 
 Mindig válasszuk ki az interpoláció fajtáját! 
 Figyeljünk arra, hogy a kiválasztott interpolációnak megfelelően töltsük ki a 
mezőket, ha valamiben nem vagyunk biztosak, tekintsük át az elméleti részben! 
 A program a derivált értékeket függvény esetén nem ellenőrzi, ezért ezeket 
gondosan számoljuk ki! 
 Figyeljünk az alappontok sorrendjére, illetve inverz interpoláció esetén a 
monotonitásra! 
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3.4-1. ábra 
3.4-2. ábra 
 Ügyeljünk arra, hogy az Hermite interpolációnál sorban adjuk meg a 
deriváltakat, csak akkor adjuk meg a második deriváltat, ha az elsőt is 
megadtuk! 
 
3.4. Példák 
Végül nézzük meg a program néhány lehetséges kimenetelét: 
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4.  Fejlesztői dokumentáció 
A fejlesztői dokumentációban, a feladat megvalósításának menetét szeretném 
bemutatni. A programozási nyelvet, a használt eszközöket, a program felépítését, 
valamint az általam megírt algoritmusokat.  
4.1. A feladat és a hozzá választott programozási nyelv 
A feladat megoldásához mindenképpen egy olyan programozási nyelvet kellett 
választanom, ami lehetőséget biztosít grafikus felületű alkalmazások fejlesztésére. A 
program hátterében komplex matematikai algoritmusok vannak, ezért szükséges volt 
hogy a nyelv tudjon kezelni függvényeket, valamint összetett matematikai kifejezéseket. 
A feladat egy többrétegű alkalmazás implementálását igényelte, külön választva a 
grafikus felületet, a felület irányítását, valamint az egészhez tartozó logikát. Igyekeztem 
ezeket a részeket jól elkülönítve, átlátható módon kezelni, ügyelve arra, hogy a program 
a későbbiekben könnyen karbantartható, illetve továbbfejleszthető legyen. Az itt 
felsoroltakat figyelembe véve esett a választásom a JavaFX nyelvre. 
4.1.1. A programozási nyelv 
Mivel a JavaFX még nem igazán nevezhető elterjedtnek, ezért fontosnak tartom röviden 
bemutatni a sajátosságait. A JavaFX tulajdonképpen grafikus és média csomagok 
halmaza, amellyel könnyedén lehet kliens alkalmazásokat fejleszteni. A dokumentáció 
az irodalomjegyzékben megjelölt linken elérhető.[1] 
A megközelítés tulajdonképpen nevezhető az általam az egyetemen is tanult Java Swing 
utódjának, csak korszerűbb és a lehetőségek tárháza is nagyobb. Az egésznek az alapja 
az egyes ablakokhoz tárolt fxml kiterjesztésű állományok, melyekben megtalálható a 
felhasználói felület formális leírása. A leírás tulajdonképpen egy xml állomány fa-szerű 
szerkezettel. Itt található meg minden gomb, szövegdoboz, valamint a felület leírása, 
mérete, színe, elhelyezkedése stb. A program az adatokat innen kiolvasva állítja fel a 
felhasználói felületet. A programkönyvtár, akárcsak a Java, az Oracle céghez köthető és 
Java nyelvi alapokon fekszik. A legfrissebb kiadás a JavaFX 2, jómagam is ezt 
használtam, de a számból látszik, hogy a technológia még igencsak gyerekcipőben jár 
és vannak is hiányosságai, például nehezen unit tesztelhető, de a feladatom 
megvalósításához tökéletesen megfelelőnek találtam.  
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4.2. A fejlesztés során használt eszközök 
A program fejlesztése során a NetBeans fejlesztő környezetet használtam. Úgy 
gondolom, hogy a fejlesztő környezetek nagyon jól könnyítik és segítik az ember 
munkáját, ezért elszakadtam a parancssori fordító használatától. Több fejlesztő 
környezetet kipróbáltam már (Eclipse, IntelliJ Idea), de NetBeans-ben tudok leginkább 
otthonosan mozogni ezért esett erre a választásom.  
A program mögött egy build rendszer is található, amit az Apache Maven valósít meg. 
A szoftver a build folyamat automatizálására használható. Lefordítja az állományokat, 
futtatja a teszteket és a végén az egész alkalmazást egy jar fájlba tömöríti, aminek a 
segítségével azonnal indítható a program, csupán egy Java Runtime Environment 
szükséges hozzá. Minden projekthez tartozik egy a projektet leíró fájl, amely 
egységesen a pom.xml. Nagyon hasznos még, hogy a mások által készített 
programcsomagokat nagyon egyszerűen lehet a saját projektünkhöz adni. Elegendő a 
Maven projekthez tartozó pom.xml állományban függőségként beállítani és már 
használhatjuk is a kívánt osztályokat.  
A fejlesztés során verzió kezelő rendszert is használtam, mégpedig a GitHub-ot. 
Fontosnak tartottam, hogy ha bármi történik, a programom mindig a legfrissebb 
állapotában legyen könnyen elérhető és erre a legalkalmasabbnak ezt a rendszert 
találtam. 
A grafikus felület szerkesztéséhez használtam továbbá egy JavaFX SceneBuilder 2.0 
nevű szoftvert (4.2-1. ábra). Ez segítséget nyújt a grafikus felület megtervezésében és 
az itt megtervezett ablakokhoz automatikusan legenerálja a hozzájuk tartozó fxml 
kiterjesztésű állományokat.  
4.2-1. ábra 
JavaFX SceneBuilder 2.0 
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4.3. Könyvtárszerkezet 
Mint korábban említettem, a fejlesztés során használtam a Maven build rendszert. 
Ebben a szoftverben a projektek könyvtárszerkezete kötött, ettől nem igazán lehet 
eltérni, mert akkor az automatizált build folyamat nem fut le tökéletesen (4.3-1. ábra).  
A főkönyvtár maga a projekt könyvtár, itt található a projektet leíró pom.xml állomány. 
Ezen belül két alkönyvtár van az „src” illetve a „target”. Ahogy a neve is mutatja, a cél 
mappába kerül a lefordított kód, az osztályok, illetve a jar kiterjesztésű, tömörített, 
futtatható fájl. Az src könyvtárban található a „main” illetve a „test” mappa és ezen 
belül mindegyikhez tartozik egy „java” könyvtár. A név megint csak beszédes. A 
src/test/java mappába kerülnek az egyes fájlokhoz tartozó unit tesztek, mégpedig 
ugyanolyan szerkezetben, mint ahogy a forrás állományok is megtalálhatóak. Értem ez 
alatt azt, hogy ugyanúgy kell elnevezni a csomagokat és ugyanoda kell elhelyezni őket, 
így tudja a Maven automatikusan a teszteket is futtatni a build folyamat során. Most már 
sejthető, hogy a src/main/java mappában található a forráskód, a csomagok illetve a 
java fájlok.  
Az src/main és az src/test könyvtárban a java könyvtár mellett opcionálisan megadható 
még egy „resources” mappa is. Ide lehet berakni az egyes forrásokat, szövegeket, 
képeket, stb. Jómagam is használom, az src/main/resources mappában találhatóak az 
egyes anyagrészek szöveges leírásai melyeket innen töltök be az alkalmazásba, valamint 
ne feledkezzünk meg az fxml állományokról, amik szintén itt találhatóak. 
 
 
 
 
 
 
 
4.3-1. ábra 
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Az általam készített program forráskódja tehát megtalálható az 
InterpolationApplication/src/main/java könyvtárban. Java nyelvben szokás a csomagok 
használata. Ezek is tulajdonképpen mappák, de a Java így segít nekünk, hogy az egyes 
logikailag elkülönülő részeket külön csomagba rakhatjuk. Ez nem kötelező, de erősen 
javasolt. Ha nem rakjuk külön, akkor az összes forrás állomány egy úgynevezett 
„default package” csomagba kerül, tehát a csomagolást nem tudjuk megkerülni. Az 
általam készített programban két fő csomag található. A controllers illetve az 
interpolationapplication. Utobbi az egyes ablakok elindításához szükséges forráskódot 
tárolja. Előbbiben még két csomag található, az exceptions és a logic. A controllers 
mappában található az egyes felületeket vezérlő osztályok. A két almappában pedig a 
matematikai logika illetve az általam írt kivételek találhatóak.   
 
4.4. Működési szerkezet 
 
 
net.objecthunter.exp4j csomag 
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4.5-1. ábra 
4.5. Logikai réteg 
A logikai réteghez tartoznak az interpolációs algoritmusok, azaz az egész alkalmazás 
háttere.  Ez a rész a controllers.logic csomagban található. Három osztály került a 
csomagba az InterpolationAlgorithms, Point, és a TextFields. Az első az algoritmusokat 
végző metódusokat tartalmazza, míg az utóbbi kettő adatszerkezetként funkcionál. 
 A Point osztálynak 4 adattagja van, de konstruktorban csak kettőt kötelező megadni. Ez 
a kettő tárolja az alappont-érték párokat. A másik két adattag az egyes interpolációknál 
szükséges derivált értékeket tárolja ezeket setter-en keresztül lehet beállítani. Továbbá 
minden adattaghoz tartozik egy getter is. Ezt az osztályt használom az intervallum 
végpontok tárolására is, hiszen ott is két pont tárolása a cél.  
A TextFields osztály az ExerciseController osztályhoz egy segéd osztály. Itt a négy 
TextField-et, azaz szövegmezőt tárolom egyben. Azért nagy segítség, mert így később 
tudom egy listában tárolni az értékek bevitelére szánt oszlopokat és nem kell 
indexeléssel bajlódva keresgetnem az egymáshoz tartozó pont-érték párokat. 
Részletesebben a vezérlő osztályok bemutatásánál kerül elő a használata. 
4.5.1. Interpolációs algoritmusok 
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Nézzük az egész alkalmazás motorját, azt az osztályt, amely az interpolációs 
algoritmusokat végzi, azaz az InterpolationAlgorithms-t (4.5-1.ábra). Mivel az értékek 
string formában érkeznek és string-ként is íródnak ki, ezért a számolások mellett még 
szövegkezelő metódusokat is írnom kellett. Nézzük őket sorban: 
Az InterpolationAlgorithms(List<Point> points) egy konstruktor mely egy pont listát 
vár bemenő paraméterül. Ennek a pontlistának a segítségével feltölt két adattagot, 
melyek a következők: xPoints, yPoints. Mindkettő egy lista mely a pontok valós x 
illetve y értékét tárolja.  
A Function functionInterpolation(String s) metódus számolja ki az ábrázolni kívánt 
függvényt és egy Function típusú változóval tér vissza. Ez az osztály 
net.objecthunter.exp4j csomagban található [2], de tulajdonképpen a java.util.Function 
osztálynak felel meg, ami egy funkcionális interfész. Kötelezően felül kell definiálni az 
apply metódusát, ami a függvényt kiszámolja. Az apply metódus paraméter listájában 
varargs-ként vár double típusú változókat mely a függvény változószámának felel meg. 
Mivel végig egy változós függvényekkel számolunk ezért elegendő annyit tenni, hogy a 
paraméterül kapott szövegben az „x” literált kicsréljük a doubles tömb nulladik elemére, 
azaz a fügyvény első változójára és így már a metódus ki tudja nekünk számolni a 
kívánt függvényt.  
Amire még szükségünk van az úgynevezett Expression és ExpressionBuilder. Ezek az 
osztályok ugyanazon csomagban találhatóak, mint a Function osztály. Ezt a csomagot 
én függőségként adtam meg a projektben.[2] Hogy a függvényt vissza tudjuk adni, a 
paraméterül kapott szöveget matematikai kifejezéssé kell alakítani és ki kell számolni. 
Ez a két osztály minden matematikai műveletet ismer, továbbá a Java beépített Math 
osztályának függvényeit és konstansait is (݁, �). Erre a metódusra a függvények 
kirajzolásánál van szükség, amit a későbbiekben láthatunk.  
A String lagrangeStringInterpolation() metódus építi fel a Lagrange interpolációs 
polinomot. Két ciklus fut nullától az x pontokat tartalmazó lista méretéig. Ha a két 
ciklus ciklusváltozója nem egyenlő, akkor felépíthetőek az egyes Lagrange-
alappolinomok. Egy hányados képezhető, melyet egy string literálhoz fűzünk hozzá. 
Tulajdonképpen egy stringet kell felépíteni a következő alakban: „ሺݔ − ݔ௜ሻ/ሺݔ௞ − ݔ௜ሻ”. 
A két ciklus változó adott, az x, a zárójelek és a perjelet egyszerű szövegként fűzzük 
hozzá, már csak a megfelelő ݔ௜ illetve ݔ௞ pontokat kell a listából az eredményhez fűzni. 
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Ne feledjük, hogy ezek a hányadosok még meg vannak szorozva a megfelelő 
függvényértékkel, ezért még ezt is hozzá kell fűzni az eredményhez és az így kapott 
szorzatoknak venni az összegét. Az algoritmus nem túl bonyolult, csupán ki kell 
gondolnunk, hogy a két ciklus melyik lépésében mit fűzünk hozzá az eredményhez. 
A String newtonStyleStringInterpolation(List<Double> xs, List<Double> ys) metódus 
felelős azon interpolációk szöveges felépítésért, melyeket Newton-alakban tudunk 
megadni. Ezek a Newton, az Inverz, valamint az Hermite interpoláció. E három 
interpolációs folyamat megegyezik, csak mindegyiknél más lesz a kiszámított osztott 
differencia táblázat, ezért a két bemenő paraméter. Az első az alappontok listája a 
második a már kiszámolt osztott differenciákat tartalmazza, azaz az osztott differencia 
táblázat „átlóbeli” elemeit. A szöveg felépítése innen már hasonlóan zajlik, mint a 
Lagrange interpoláció esetében, ugyanúgy két ciklussal részletenként rakjuk össze a 
literált. Itt már nem hányadosok, hanem az Hermite interpoláció esetében hatványok 
szerepelnek, így számolva, hogy az egyes különbségek hányszor szerepelnek, 
könnyedén meghatározható a hatvány. 
Most nézzük, hogy hogyan számolható ki az osztott differencia táblázat átlója a Newton 
és Hermite-féle interpoláció esetében. 
A  calculateDividedDifferenceTable (List<Double> xPoints,List<Double> yPoints) 
metódus, melynek visszatérési értéke List<Double> típusú, felelős a Newton és Inverz 
interpolációs algoritmusok esetén az osztott differencia táblázat felépítéséért. Kezdetben 
a visszatérő lista nem más, mint a paraméterül kapott yPoints. Triviálisnak mondható, 
hogy az eredményül kapott lista mérete megegyezik az eredmény méretével. Ezután 
nincs is más dolgunk, mint a kapott lista megfelelő elemeit kicserélgetni. Ahogy 
haladunk előre a táblázatban úgy egyre kevesebb osztott differenciát számolunk, így a 
listában is két alkalmas ciklussal ki tudjuk cserélni az elemeket a definícióban megadott 
hányadosra. Itt nem kell figyelünk még a nullával való osztásra, mivel az alappontok 
különbözőek és ez az alappontok megadásánál le is van ellenőrizve.  
A calculateHermiteDividedDifferenceTable(List<Double> hermiteDividedDifferncesX, 
List<Double> hermiteDividedDifferencesY, List<Point> points) metódus visszatérési 
érték nélküli. Mivel itt más lesz a bemenő alappont és a hozzá tartozó érték lista ezért 
ezeket külön adattagban tároltam a hermiteDividedDifferencesX és a 
hermiteDividedDifferencesY listában. A harmadik paraméternek igazán a spline 
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interpolációnál lesz szerepe, ezért arra majd ott térnék ki részletesebben, most egyelőre 
ez a paraméter csak simán a konstruktorban megkapott pontok listája. A metódus 
meghívja az uploadHermiteLists metódust (lásd később) majd ennek segítségével 
kiszámolja az osztott differencia táblázatot. Mivel itt egy érték többször is szerepelhet 
az új alappont listában, ezért amikor nullával osztanánk helyette a megfelelő derivált 
értéket helyettesítjük be a hermiteDividedDifferencesY-ba, így ez a lista fogja 
tartalmazni a megfelelő osztott differenciákat. Könnyebbséget jelent, hogy maximum 
csak két derivált értéket lehet megadni a programban, így a megfelelő derivált érték 
helyettesítéséhez elég egy ciklusváltozót vizsgálni, valamint azt, hogy hol nem értelmes 
a hányados, és így meg is kaphatjuk a listát. 
A korábban említett uploadHermiteLists(List<Double> hermiteDividedDifferncesX, 
List<Double> hermiteDividedDifferencesY, List<Point> points) ugyanazon 
paramétereket kapja meg, mint az előző függvény azonban ennek feladta jóval 
egyszerűbb. A két korábban említett listát tölti fel úgy, hogy a megfelelő alappont-érték 
párokat illeszti ezekbe, a megfelelő multiplicitásokkal. Megvizsgálja, hogy az egyes 
alappontoknál, hány derivált érték van megadva és ennek megfelelően tölti fel a listákat. 
Ezen művelet elvégzése után tud az előző függvény megfelelően működni. A hívás 
konstruktorban is elvégezhető lenne, de a spline interpoláció miatt célszerűbbnek láttam 
ide helyezni. Ez a két metódus mindig egymás után kerül meghívásra, az olvashatóság 
miatt éreztem fontosnak, hogy egy külön privát metódusba szervezzem ki a 
kódrészletet.  
Minden interpolációhoz tartozik egy metódus, amely mint stringet felépíti a 
polinomokat. A Lagrange-nál már láttuk ezt, most nézzük a Newton „szerű” 
interpolációk esetében. Mindegyik ugyanarra az alapra épül, csak máshogy kell 
kiszámolni az osztott differencia táblázatot. Ezek a metódusok rendre String visszatérési 
értékkel a következők: 
1. newtonStringInterpolation() 
2. inverseStringInterpolation() 
3. hermiteStringInterpolation() 
Az 1. esetben a calculateDividedDifferenceTable metódus van meghívva az xPoints és 
yPoints adattagokon. A visszatérési érték pedig a newtonStyleStringInterpolation 
visszatérési értéke lesz az xPoints és a kiszámolt osztott differencia listával meghívva. 
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A 2. esetben annyi változik, hogy az első metódushívásnál felcseréljük a paraméterként 
átadott listákat, valamint a visszatérési értékben a metódus első paraméter az yPoints 
lesz. A 3.-nál pedig a calculateHermiteDividedDifferenceTable-t hívjuk meg a már 
említett hermiteDividedDifferencesX, hermiteDividedDifferencesY és a points listával. 
A visszatérési érték pedig a már feltöltött, kiszámolt listán meghívott 
newtonStyleStringInterpolation lesz. 
A spline-nál kicsit máshogy közelíthető meg a dolog. Nem egy függvényt, hanem egy 
függvény sorozatot kell visszaadni, tehát a függvényeket számoló eljárást is egy kicsit 
máshogy szükséges megírni. Megoldható lenne egyben, ugyanis visszaadhatnánk 
egyelemű függvény listákat, de így jobban átlátható matematikailag.  
Kezdjük először a String splineStringInterPolation() metódussal, ami a spline szöveg 
felépítésért felelős. Először is meg kell keresni, hogy melyik alapponthoz tartozik 
peremfeltétel, ugyanis innen kell indítanunk az eljárást. Miután ez megvan, innentől kell 
az alappontokon kettesével haladva (balra illetve jobbra) összerakni az egyes 
intervallumokhoz tartozó polinomokat. A metódusban segéd listákkal érhetjük el, hogy 
az eredeti pontlista ne kavarodjon össze és ne bővüljön. A 4.5.-1. ábrán látható, hogy, 
két ciklusra lesz szükség az első balra, a második jobbra haladva megy végig a 
pontlistán (illetve a segéd listán). Miután megvan a peremfeltételhez tartozó pont, 
elvégezhető a Hermite interpoláció a fent leírtak szerint a kijelölt, illetve a tőle balra eső 
ponton. Majd a kapott stringet deriváljuk a calculateDerivativeSb metódus segítségével 
az Expression és ExpresionBuilder osztályok segítségével pedig kiszámoljuk az értéket 
a bal pontban és ez a folyamat folytatódik egészen a lista végéig. Ezután figyelni kell 
arra, hogy az egyes polinomok fordított sorrendben fognak szerepelni az épülő 
szövegben tehát mielőtt a második ciklust elindítjuk szükséges megfordítani a sorrendet. 
A második ciklus hasonlóan működik csak ott a calculateDerivativeSa metódussal 
számolunk deriváltat. 
Mint már a felhasználói dokumentációban említettem, a derivált számolása bonyolult 
azonban másodfokú spline esetében, amikor a deriválásra kerül a sor, csupán két eset 
fordulhat elő a deriválni kívánt függvény felépítésére vonatkozóan. Ez a két eset pedig a 
peremfeltétel elhelyezkedésére vonatkozik. 
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Tekintsük a 4.5-2.ábrát. Ha először balra indulunk és elvégezzük az ݔଵ és ݔଶ ponton az 
Hermite interpolációt akkor a következő alakú polinomot kapjuk: ݕଵ + ܿଵሺݔ − ݔଵሻ + ܿଶሺݔ − ݔଵሻሺݔ − ݔଶሻ 
 ahol ܿଵ,ଶ konstans. Innen a derivált viszonylag egyserűen meghatározható és stringként 
is könnyen kezelhető és a következő lesz: ܿଵ + ܿଶሺሺݔ − ݔଵሻ + ሺݔ − ݔଶሻሻ. Ennek 
meggondolását az olvasóra bízom. Ha jobbra indulunk el, akkor a függvény az Hermite 
interpolációt elvégzése után a következő lesz: ݕଵ + ܿଵሺݔ − ݔଶሻ + ܿଶሺݔ − ݔଷሻଶ 
Innen a deriváltat az összetett függvények deriválására vonatkozó szabályt alkalmazva 
kapjuk: ܿଵ + ʹ ∙ ሺݔ − ݔ ଷሻ. Innentől kezdve akár balra akár jobbra haladunk tovább 
mindig ez a két alak fordulhat elő a derivált függvény meghatározásánál.  
A String calculateDerivativeSa(String s) illetve a String calculateDerivativeSb(String s) 
metódusok pontosan az ilyen típusú deriváltakat adják vissza az s szövegliterál 
átdarabolásának segítségével. 
Most nézzük a kirajzolandó spline kiszámolására szánt splineInterpolation() metódust 
melynek egy List<Function> a visszatérési értéke. Még a spline szövegszerű 
összeállításakor az egyes polinom végére hozzáfűztem az intervallumot is így ezeket 
először le kell vágni egy segéd eljárás segítségével. Az így szétdarabolt spline egy 
tömbben tárolható és ezen a tömbön végighaladva, mindig új függvényeket 
meghatározva a Function osztály segítségével és ezeket egy listába szedve már meg is 
kapjuk a függvénysorozatot. 
Az osztályban találhatóak továbbá segéd metódusok, amelyek az egyes metódusokban 
használhatóak. A double round(doble value, int places)  egy valós számot kerekít a 
paraméterként megadott tizedes jegy pontosságúra. A String sortSpline(String spline) a 
ݔ଴ ݔଵ ݔଶ ݔଷ … ݔ௡−ଵ ݔ௡ ݕ଴ ݕଵ ݕଶ ݕଷ … ݕ௡−ଵ ݕ௡ 
  �′ሺݔଶሻ     
4.5-2. ábra 
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spline létrehozásánál segít az intervallumonkénti polinomokat helyes sorrendbe 
rendezni. A String[] splineForFunction(String s) visszaadja a spline-t polinookra 
darabolva, az egyes polinomok végéről levágva az intervallumot.  
 
4.6. Vezérlő réteg 
A program e része az egyes ablakok háttér műveleteiért felelős osztályokat tartalmazza. 
A controllers csomagban három osztály található az ExerciseController, 
TheoryController és az InterpolationApplicationController. Értelemszerűen három 
ablak van és mindegyikhez tartozik egy vezérlő. Az egyes osztályokban gyakran 
előfordulnak adattagok és metódusok megjelölve a @FXML annotációval. Ez annyit 
takar csupán, hogy a metódus vagy adattag egy olyan elemhez tartozik, ami az ablakhoz 
tartozó fxml állományban található. Ezek leggyakrabban gombok, szövegmezők 
szövegek illetve az ezekhez tarozó akció kezelő metódusok. 
Az InterpolationApplicationController a legegyszerűbb. Ebben csupán két metódus 
található mind a kettő egy akció kezelő. Ez a kontroller a „nyitó” felülethez tartozik, 
melyen két gomb helyezkedik el. A két metódus az egyes gombokra való kattintásra egy 
új, a gomb feliratának megfelelő ablakot nyit meg. 
A TheoryController egy fokkal bonyolultabb. Itt már két különböző objektum található. 
Egy menü gomb illetve egy szöveget tartalmazó panel. A menü gomb egyes elemeihez 
tartoznak különböző metódusok, melyek kattintásra meghívják a 
readTextFromFile(String fileName) eljárást, ami az src/main/resources könyvtárból 
betölti a paraméterként megadott fájlt. Mindezek után pedig a WebView-ba belekerül a 
beolvasott file tartalma. 
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4.6-1. ábra 
4.6.1. Gyakorlati ablak működése 
 
 
 
 
 
 
 
 
 
Az ExerciseController osztályban (4.6-1) már sokkal több mindenre kellett figyelni. 
Mivel itt már a felhasználók visznek fel adatokat és ők irányítják az ablak működését 
ezért a hibalehetőségek száma rengeteg, amit minden egyes beolvasásnál, kattintásnál, 
és más osztályokból vett metódushívásoknál ellenőrizni kell és figyelmeztetni a 
felhasználót, ha hibásan adta meg az adatokat. 
Nézzük részletesen az osztály felépítését. Az osztály implementálja az Initializable 
interfészt melynek egyetlen kötelezően felüldefiniálandó metódusa az initialize. Ez arra 
szolgál, hogy konstruktor helyett a kezdéskor fontos beállításokat itt végezzük el. Mivel 
az osztálynak nincsen konstruktora viszont szükségesek kezdeti beállítások ezért ez a 
legcélszerűbb ennek megoldására. Ebben a részben első sorban az egyes objektumok 
láthatóságára vonatkozó feltételeket állítjuk be. Például az ablak megjelenésénél nem 
láthatóak a derivált értékek bevitelét jelző szövegek, ezek csak az Hermite vagy a Spline 
interpoláció kiválasztása után kerülnek megjelenítésre, ezért az ilyen elemek láthatósága 
kezdetben false értékű. Itt kerülnek még egy csoportba az egyes interpolációkat 
megjelölő rádiógombok. Ez azt a célt, szolgálja, hogy miután a felhasználó egyszer 
kiválasztotta az interpoláció fajtáját utána ezen gombokat ne tudja jelöletlenné tenni 
csak váltani közöttük. Az inicializáló részben található még egy 
addListenersToButtons() metódus melyet most nézzünk meg részletesen. 
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Az addListenersToButtons() metódus néhány gombhoz állít be úgynevezett 
ChangeListener-eket. Erre azért van szükség, mert az egyes gombok közötti 
kapcsolgatás során új dolgok tűnhetnek fel illetve tűnhetnek el az ablakban. A 
ChangeListener egy funkcionális interfész melynek felüldefiniálandó metódusa a 
change. Ezen metódusban be tudjuk állítani, hogy mi történjék, ha a gomb kijelölésre 
kerül, illetve ha megszüntetjük a kijelölést. Kicsit általánosabban, azt tudjuk beállítani, 
hogy mi történjék a gomb előző, illetve új értékénél. 
A getPointNumber(ActionEvent event) metódus felelős az alappontok számának 
beolvasásáért. Mivel ez egy szövegmező ezért az esemény kiváltó oka az enter billentyű 
leütése. Ezek után próbáljuk kiolvasni a számot a szövegmezőből. Itt kaphatunk 
NumberFormatException-t ami egyből jelzésre kerül a felhasználó felé. Ha a megadott 
szám helyes és a két határérték közé esik, akkor egy úgynevezett GridPane-t feltöltünk 
szövegmezőkkel. A GridPane tulajdonképpen egy rácsszerkezetű panel. Majd 
megjelenítünk annyit a mezők közül amennyi meg volt adva, az interpoláció fajtájának 
megfelelően. A plusz illetve mínusz gombok is ezt a GridPane-t változtatják, 
hozzáadnak, illetve elvesznek szövegdobozokat a megfelelő ellenőrzések után. 
A goInterpolation(ActionEvent event) a „Mehet” gombhoz tartozó eseménykezelő 
eljárás. Ez a gomb rengeteg műveletért felelős, de próbáltam kisebb egységekre bontani 
a metódust. Először is meg kell vizsgálni, hogy minden helyesen van-e kitöltve, és ki 
van-e jelölve az interpoláció fajtája. Ezek után két beolvasó eljárás van a readTextFields 
és a readWithFunctionField annak függvényében, hogy a függvény gomb ki van-e 
választva hívjuk egyiket illetve másikat. Ezután példányosítunk egy 
InterpolationAlgorithms objektumot és a kiválasztott interpolációnak megfelelően 
meghívjuk az objektum megfelelő metódusát, amivel feltöltjük az eredmény mezőt. 
Továbbá az ExerciseController osztályban definiált Function típusú adattagnak értékül 
adjuk a kiszámolt függvényt.  
A List<Point> readTextFields() metódus segítségével tudjuk beolvasni a megadott 
pontokat. A korábban említett TextFields osztály, ezen a ponton kap jelentőséget, 
ugyanis az oszlopok egy TextFields objektumnak tekinthető és így az oszlopokat 
tartalmazó lista egy foreach ciklussal bejárható. Meg kell vizsgálni, hogy mindent 
megadott-e a felhasználó, ami az interpoláció elvégzéséhez szükséges, ha nem akkor 
kivételt dobunk még pedig InputException-t ami egy saját kivétel osztály. A 
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szövegdobozokba bármilyen matematikai kifejezés megadható ezért ismét segítségül 
hívható az Expression és az ExpressionBuilder osztály, amik kiszámolják a megadott 
matematikai kifejezéseket. Ezek megvalósítására való a makeExperssion metódus. Mint 
ahogy látható a metódus egy Point listával tér vissza. Ebben ugye már valós értékek 
vannak. Ez kerül átadásra az InterpolationAlgorithms példányosításakor. Ezek után még 
sorba kell rendeznünk az alappontokat. Itt már nem hibát dobunk a felhasználónak 
csupán önkényesen rendezünk, viszont a felületen a megfelelő mezők tartalmát 
kicseréljük, visszajelezvén ezzel a felhasználónak. Mindezekért a sortNumbers metódus 
a felelős.  
A List<Point> readWithFunctionField() metódus akkor kerül meghívásra, ha a 
felhasználó függvényt adott meg és nem függvényértékeket. Ebben az esetben a 
függvényértékeket nekünk kell kiszámolni ismét csak, segítségül hívva a 
makeExpression metódust. A függvénnyel csupán annyit kell csinálni, hogy az „x” 
stringliterált, ami a függvény változója kicseréljük az alappontként megadott értékre és 
az így kiszámolt eredménnyel töltjük fel a számlistánk megfelelő mezőit.  
Egy harmadik beolvasó eljárás a Point readInterval(String intervalString). A nevéből is 
kitalálható, hogy ez az eljárás az intervallum beolvasásért felelős melynek később, a 
megjelenítésnél, vesszük hasznát. Az intervallum megadott szerkezetű. Nyílt és zárt 
intervallumot egyaránt megadhatunk csak a zárójel „iránya” változik, ezért a beolvasott 
string átdarabolásával megkaphatjuk az intervallum két végpontját, melyet egy Point 
típusú változóban adunk vissza.  
A Point makeExpression(String first, String second, String... s) metódus első két 
paramétere kötelező a maradék paraméterek száma opcionális. Ezt a Java nyelvben 
található varargs kifejezés teszi lehetővé. Azért van erre szükség, mert nem lenne 
célszerű külön eljárást írni akkor, ha csak két pontunk van, ha három, illetve ha négy. 
Mivel az alappont-érték párok megadása minden esetben kötelező, ezért ezeket itt is 
kötelező paraméterként várhatjuk el. A paraméter lista hosszának függvényében ez az 
eljárás végzi el a string-szám konvertálást és a kapott paramétereket egy pontként adja 
vissza melyet a beolvasó függvények hozzáadhatnak a pontlistához.  
A már említett sortNumbers() metódus a már összeállított pontlistát rendezi sorba, 
valamint a megfelelő szövegdobozok tartalmát is kicseréli ennek függvényében.  
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Található még az osztályban egy List<Point> readIntervalForSpline(String s) metódus 
is. Ennek funkciója, hogy a kiszámolt spline függvényt felbontja polinomokra és egy 
Point listaként visszaadja az egyes polinomokhoz tartozó intervallumok bal illetve jobb 
végpontjait. Ennek ismét csak az ábrázolásnál lesz majd jelentősége és ott részletesen 
kitérek erre is.  
Az osztály tartalmaz további segéd eljárásokat, különböző feltételek ellenőrzésére. Ezek 
általában egyszerű boolean metódusok és a könnyebb olvashatóságot és átláthatóságot 
szolgálják. Található még benne egy somethingWrong(String msg) nevű eljárás, ami a 
hiba esetén megjelenő ablakért felelős. Bemenő paramétere az ablak üzenete.  
4.7. Megjelenítő réteg 
A megjelenő réteg, azaz az ablakok elindítására szolgáló réteg az 
interpolationapplication csomagban található. Itt összesen hat osztály szerepel, ebből 
három az interpolationapplication.coordinatesystem csomagban van. Az első három 
osztály az InterpolationApplication, az Exercise illetve a Theory. Ezek mind az 
Application osztályból származnak melynek egy absztrakt metódusa a start metódus, ezt 
kell felüldefiniálnunk az osztályokban. Először mindegyiknél beállítható, a hozzá 
tartozó fxml állommány. Innentől kezdve más dolgunk nincs is csupán láthatóvá tenni 
az ablakokat. Még kis apróságként be lehet állítani az alkalmazásunk ikonját.  
Logikailag ehhez a réteghez tartozik a koordinátarendszer megjelenítésére szolgáló 
három osztály: Axis, Plot, CoordinateSystem. Mind az három a 
interpolationapplication.coordinatesystem package-ben található. Az Axes felel a 
koordináta rendszer megjelenítésért, a Plot a függvénykirajzolásért és a 
CoordinateSystem osztály illeszti egybe ezeket és helyezi rá egy felületre.  
Kezdjük az Axis osztállyal. A Pane osztály leszármazottja. Konstruktorának nyolc 
paramétere van. Az első két paraméter a panel méreteit adja meg. A maradék hat pedig 
rendre először az x tengely minimum, maximum értékét valamint az egységet, majd 
ugyanezen paraméterek következnek az y tengelyre vonatkozóan is. A JavaFX-ben 
található egy NumberAxis nevű osztály. Ebből kettőre lesz szükségünk, hiszen két 
tengelyünk van. Az egyes tengelyekre vonatkozó feltételekkel példányosíthatunk kettőt 
az osztályból melynek konstruktor paraméterei pontosan azok, mint amiket mi is 
elvárunk az Axis példányosításakor. Ezek után már csak beállítjuk a NumberAxis 
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4.7-1. ábra 
metódusain keresztül a feltételeket. A konstruktoron kívül még a tengelyekre találunk 
egy-egy gettert. 
A Plot osztály felel a függvény kirajzolásáért. Akárcsak az előző ez is a Pane osztályból 
származik. Az osztály konstruktorban kapja meg a kirajzolni kívánt Function típusú 
függvényt. A függvényünk kirajzolásához segítségül hívjuk a Path osztályt amely az 
alakzatok kirajzolását segíti. Példányosítunk belőle egy objektumot és az x tengely 
mentén haladva a függvényértékeket folyamatosan számolva rajzoljuk ki az 
alakzatunkat. Két segédeljárás a mapX illetve a mapY mely abban segít, hogy a 
koordinátarendszer elhelyezkedésének megfelelően jelenjen meg a függvény.  
 
 
 
 
 
Most nézzük azt az osztályt, ami a kettőt egybeolvasztva kirajzolja a kívánt 
függvényeket. A CoordinateSystem,(4.7-1.ábra) akárcsak az előző kettő megjelenítésért 
felelős osztály, az Application osztályból származik. Két konstruktora van az egyik csak 
az interplációs polinomot, spline esetén polinomokat inicializálja, a másiknak még van 
egy plusz függvény paramétere, amiben a közelíteni kívánt függvényt lehet megadni. 
Ezek a következőképpen néznek ki:  
 public CoordinateSystem(List<Function> functions, List<Point> intervals) 
 public CoordinateSystem(List<Function> functions, Function f2, List<Point> 
intervals) 
Mint látható a függvényeket és az intervallumokat is listában kapja meg, erre a spline-
ok miatt van szükség, hiszen ott több polinomot kell ábrázolni különböző 
intervallumokon. A konstruktorok után jön a felüldefiniált start metódus. Itt beállítjuk a 
gyökér panelt, valamint koordináta tengelyeket, majd feltöltünk egy listát amelynek 
Plot típusú elemei vannak. Egy ciklusváltozó segítségével tudjuk követni, hogy éppen 
az adott függvényt melyik intervallumon kell kirajzolni. Nyilvánvaló, hogy ha nem 
spline interpolációt használunk, akkor ez a listánk egy elemű lesz és az intervallum 
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listában is csak a felhasználó által megadott, vagy default intervallum fog szerepelni. Ha 
a függvény értékeit nem függvényként adtuk meg akkor a közelíteni kívánt függvényt 
nem tudjuk kirajzolni. Az elkészült Plot lista ezek után átrakható egy StackPane listába 
és a lista minden elemét hozzáadjuk a gyökér panelhez. Ezek után a megjelenítés már 
megtörténik, csupán néhány felhasználó barát opciót szükséges még beállítani. Egyrészt 
nagyon fontos, hogy rá lehessen közelíteni a függvényre, hiszen ekkor látható igazán, 
hogy valóban illeszkedik-e az alappont-érték párokra, valamint hogy mennyire közelíti 
az eredeti függvényt. Az eredeti függvény sokkal halványabban jelenik meg, valamint 
az általunk készített függvénynek is van egy kis áttetszősége azért, hogy spline esetén 
láthatóak legyenek a csatlakozási pontok, és pontosan ezek miatt elengedhetetlen a 
közelítés. Azt szerettem volna, hogy ez az egér görgőjének mozgatásával valósuljon 
meg ide már gombokat nem akartam elhelyezni.  Ennek megvalósítására EventHandler 
funkcionális interfész lehet a segítségünkre. Csupán annyit kell tenni, hogy az egér 
görgőjének mozgását érzékelve egy konstans értékkel növeljük illetve csökkentjük a 
gyökérpanel méretét. Fontos volt, még, hogy ekkor a képernyő közepére közelítünk rá 
ezért a képernyő mozgatását is szükséges megoldani. Ez úgynevezett „drag” szerűen 
oldható meg egyszerűen. Csupán az egérrel rákattintunk a panelra és az arrébb húzható. 
Szintén egy konstans értékkel változik a panel pozíciója. 
 
4.8. Tesztelés 
Mint már korábban említettem, a JavaFX alakalmázások nem igazán unit tesztelhetőek, 
ezért ilyen teszteket csak az interpolációs algoritmusokra írtam és ezek megtalálhatóak 
az src/test/java/controllers.logic mappában. Ezen belül is a string kimenetelű 
algoritmusokat a legegyszerűbb tesztelni, ezért összesen öt teszt található a megfelelő 
könyvtárban.  
Nézzünk néhányat a felhasználói hibákra vonatkozóan.  
 4.8-1. ábra: Az alappontok száma mező üresen maradt. 
 4.8-2.ábra: Nem számok vagy matematikai kifejezések vannak megadva egyes 
mezőkben. 
 4.8-3 ábra: Rosszul lett megadva az intervallum nem a megfelelő formátumban.  
 4.8-4 ábra: Nem lett kijelölve az interpoláció fajtája. 
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4.8-1. ábra 
4.8-4. ábra 
Természetesen, a szövegekre való tesztelés minden beviteli mezőn érvényes és hasonló 
hibaüzeneteket kapunk, mint ahogy az ábrákon (4.8-1., 4.8-2., 4.8-3., 4.8-4. ábra) is 
látható. Természetesen a Math osztályban található kifejezések megfelelő használatát 
megengedi a program. 
 
Most nézzük, hogy a kiszámolt polinomok matematikailag helyesek-e. A Numerikus 
Módszerek példatár [5] feladati közül néhányat kiszámolhatunk a programmal majd a 
WolframAlpha [6] segítségével megnézhetjük, hogy az informatikai matematika 
szintaxisának megfelelőn működik-e a program. A WolframAlpha elvégzi az 
egyszerűsítéseket és innen tudhatjuk, hogy helyes a működés. 
 
 
 
 
4.8-2. ábra 
4.8-3. ábra 
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1.  
Feladat és a 
megoldás 
 
 
 
Program által 
kiszámolt 
megoldás 
 
-15.0+((x-(-2.0)))*11.0+((x-(-2.0)))*((x-(-1.0)))*-4.0+((x-(-
2.0)))*((x-(-1.0)))*((x-0.0))*1.0+((x-(-2.0)))*((x-(-1.0)))*((x-
0.0))*((x-1.0))*0.0 
 
WolframAlpha 
által kiszámolt 
megoldás  
2.  
Feladat és a 
megoldás 
 
 
 
Program által 
kiszámolt 
megoldás 
 
=0.0+((x-0.0))*0.0+((x-0.0)^2)*0.0+((x-0.0)^2)*((x-1.0))*0.0+((x-
0.0)^2)*((x-1.0)^2)*0.5 
 
WolframAlpha 
által kiszámolt 
megoldás 
 
35 
 
 
3. 
Feladat és a 
megoldás 
 
 
 
Program által 
kiszámolt 
megoldás 
 
((x-4.0)/(-3.0))*((x-9.0)/(-8.0))*1.0+((x-1.0)/(3.0))*((x-9.0)/(-
5.0))*2.0+((x-1.0)/(8.0))*((x-4.0)/(5.0))*3.0 
 
WolframAlpha 
által kiszámolt 
megoldás 
 
 
A kiszámított interpoláció szöveges formátuma unit tesztelve van, és az elvárt módon 
működik, míg a kirajzolásnál ezeket a szöveg formátumú eredményeket használjuk, így 
azoknak elvi alapon jól kell működnie. További példák találhatóak még a felhasználói 
dokumentáció példák fejezeténél.  
4.9. Fejlesztési lehetőségek 
Mivel az interpolációs polinomok témaköre igen széleskörű ezért rengeteg új funkciót 
lehet a programba beépíteni. Igyekeztem olyan kódot írni, hogy könnyen fejleszthető és 
karbantartható legyen. A matematika elkülönül a megjelenítéstől, az egyes algoritmusok 
is elemekre vannak szétszedve így az elemekből a későbbiekben könnyebben lehet 
építkezni. Néhány konkrét fejlesztési lehetőség: 
 A JavaFX alkalmazások viszonylag könnyen alkalmazhatóak a webes felületen, 
így egy fejlesztési lehetőségnek mindenképp el tudom képzelni, hogy elmélet 
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ablak helyett egy weboldalon találhatóak a leírások és ott érhető el a gyakorlati 
felület is. 
 A deriválás általánosítása, nagyon hasznos lehet így megkímélhetjük a 
felhasználót az esetleges függvény első illetve második deriváltjának 
kiszámításától, csupán az alappontok a függvény és a multiplicitások 
megadásából már lehetne is Hermite-féle interpolációs polinomot számolni. 
 A splineok közül csak a másodfokú spline található meg a programban, lokális 
bázisban, érdemes lehet esetleg még egy-két spline típust beleépíteni. 
 A koordinátarendszer mérethez igazítása is segítheti a felhasználót, hogy ne csak 
[-10,10] intervallumon jelenjen meg a függvény, hanem ahogy távolodunk egyre 
nagyobb intervallumon.   
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5. Összegzés 
 
Dolgozatom célja, egy oktatási célú keretrendszer megvalósítása volt. A program 
segítség lehet a Numerikus módszerek 2. tárgyon tanult matematikai algoritmusok 
mélyebb megértéséhez. Úgy gondolom, hogy a program jó segítség, támogatás, de 
semmiképpen nem menti fel a felhasználót a tanulás alól. Egyes feladatok 
ellenőrzéséhez használható, de feltétlenül szükséges megoldani a feladatokat önállóan 
is, az algoritmusok elsajátításához. 
 A program az önálló tanulásban is támogatás nyújt azoknak a felhasználóknak, akik 
esetleg nem a fent említett tárgyat végzik. Igyekeztem érthetően megfogalmazni az 
egyes tételeket, definíciókat, de viszonylag magas matematikai előismeretek 
szükségesek a program használatához.  
Remélem, a későbbiekben még tudom fejleszteni a programot, és így még több 
tananyagot és feladattípust lesz lehetőségük ellenőrizni a felhasználóknak.  
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