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In questo lavoro di tesi e` stato effettuato lo sviluppo, la progettazione ed il collaudo di un
sistema per alzacristallo con Anti-Pinch con struttura di feedback innovativa ad un solo
sensore di hall.
L’innovativita` del sistema sviluppato risiede principalmente nell’utilizzo di un solo sensore
di hall anziche´ di due come nella maggior parte dei sistemi in commercio; l’eliminazione di
un sensore comporta una riduzione dei costi e dell’ingombro della scheda rendendola piu`
compatta.
In questo capitolo di introduzione si riporta una panoramica dell’evoluzione delle tipologie
dalla nascita dei primi alzacristalli automatici fino ad arrivare allo stato dell’arte con la
descrizione degli ultimi sistemi in commercio e concludendo con l’introduzione del nuovo
sistema.
Nel capitolo 2 si descrive l’implementazione di un sistema Anti-Pinch con controllo basato
sull’utilizzo di due sensori di Hall facendo una panoramica sul funzionamento in generale e
nello specifico del chip utilizzato.
Nel capitolo 3 viene illustrato il principio di funzionamento del nuovo algoritmo e lo
sviluppo di un sistema di acquisizione per raccogliere tutte le informazioni necessarie per
la modellizzazione dell’algoritmo stesso.
Nel capitolo 4 viene mostrato lo sviluppo del modello matematico utilizzato per caratteriz-
zare il nuovo algoritmo e l’integrazione dello stesso nell’applicazione Anti-Pinch descritta
nel capitolo 3. L’algoritmo MATLAB ad un sensore successivamente verra` implementato




La prima casa automobilistica ad introdurre automatismi per alzacristalli fu la Packard
nel 1940, con la serie 180. Tale automatismo era costituito da un sistema idroelettrico in
grado tramite un pistone idraulico ed una pompa di far muovere il vetro (figura: 1.1) [1].
Figura 1.1: Alzacristalli idro-elettrico
Un anno dopo la Ford introdusse il primo alzacristallo elettrico con il modello Lincoln
Custom.
Da qui in avanti c’e` stata una continua evoluzione prima con sistemi elettrici basati su rele`
e doppi deviatori a bilanciere fino ad arrivare ad oggi in cui e` l’elettronica a gestire tutte le
funzionalita` dell’alzacristallo.
Il controllo automatico di questi sistemi ha permesso l’introduzione di nuovi target di
sicurezza come per esempio il sistema di anti-pizzicamento (Anti-Pinch) ed il controllo di
temperatura e tensione del motore.
1.2 Stato dell’arte
I moderni sistemi di pilotaggio per alzacristalli utilizzano un microcontrollore per la gestione
ed il controllo del vetro, vicino al quale sono presenti le interfacce di controllo come driver
per i sensori e driver per gli attuatori che azionano il motore. In figura1.2 Viene riportato
uno schema ad alto livello dei componenti principali che compongono un sistema di controllo













Figura 1.2: Schema a blocchi di un alzacristallo elettrico
I sistemi di controllo di un alzacristalli si possono classificare in base a:
• architettura
• driver di potenza




Una prima distinzione tra questi sistemi e` la collocazione del microcontrollore, vi sono
infatti due architetture adottabili:
• Distribuited Door System (DDS)
un microcontrollore embedded in ogni portiera
Figura 1.3: Architettura DDS
• Centralized Door System (CDS)
un microcontrollore centralizzato per tutte le portiere
Figura 1.4: Architettura CDS
Come e` ben possibile capire queste due soluzioni si sviluppano in direzioni diverse, per la
DDS e` infatti necessario minimizzare le dimensioni della board poiche´ da inserire nella
portiera, deve inoltre essere piu` robusta poiche´ sicuramente sottoposta a maggiori stress
meccanici ed inoltre essendo un sistema distribuito necessita di un bus di comunicazione
per interagire con i sistemi circostanti.
La CDS invece avendo un’unica scheda di gestione centralizzata necessita di una riduzione
del numero di fili di connessione tra scheda e portiera per diminuire il costo e l’ingombro, pa-
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rametro oggi molto importante considerando l’elevata quantita` di sensori presenti in un auto.
1.2.2 Driver motore DC
Il driver del motore DC e` spesso implementato con un doppio rele` a doppio scambio (figura:
1.5), questa soluzione non e` comunque molto affidabile in quanto i rele` funzionano grazie
allo switch meccanico di lamelle che in questo caso sono sottoposte a continue vibrazioni.
Figura 1.5: rele` doppio a doppio scambio
Stanno pero` pian piano prendendo piede nuove tecnologie elettroniche, ultimamente
vengono utilizzati dei MOSFET con i relativi diodi di ricircolo in configurazione a ponte H,
questo permette di aumentare la robustezza non essendoci elementi meccanici in movimento.
Figura 1.6: controller motore a ponte H
Questa soluzione per il momento non e` molto utilizzata a causa di problemi legati alla
dissipazione di potenza (costi piu` elevati per area occupata, package, montaggio). Sono
attualmente in fase di sviluppo nuovi sistemi di alimentazione che innalzano la tensione
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di batteria da 12V a 42V in modo da diminuire la corrente che attraversa gli elementi
elettronici attivi dunque con una minor potenza da dissipare sul chip. [2]
1.3 Sistema di tracking della posizione
I sistemi di tracking della posizione del vetro possono essere suddivisi principalmente in
due categorie:
• 2 Hall Sensor
• Sensor-Less
1.3.1 2 Hall Sensor
Ad oggi e` il sistema piu` utilizzato, sull’asse del motore DC e` presente un magnete




Figura 1.7: sistema 2 sensori
Quando il motore e` in rotazione in uscita dai due sensori di hall si hanno 2 segnali in
quadratura e quindi una sequenza asimmetrica per poter determinare oltre al numero di
giri, da cui si ricava la posizione, anche la direzione di rotazione come si puo` vedere in
figura 1.8.
Figura 1.8: Segnali sensori di HAll
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In precedenza questo sistema veniva utilizzato con l’aggiunta di una resistenza di shunt
per misurare l’assorbimento di corrente del motore per riconoscere stalli od ostacoli ma
oggi questo doppio controllo risulta ridondante poiche´ si ha una risposta piu` affidabile dei
sensori, infatti il riconoscimento dello stallo o la presenza di ostacoli si basa adesso sulla
lunghezza del periodo dei segnali di hall.
Uno sviluppo di questo sistema e` costituito dall’uso di un singolo chip a sensori integrati,
anziche´ 2 sensori singoli, che fornisce in uscita direttamente il segnale del contatore ed il
segnale di direzione [7].
1.3.2 Sensor-Less
E` il sistema piu` innovativo dei due, utilizza i disturbi generati dal motore DC in rotazione
per conteggiare la posizione e rilevare ostacoli e stalli.




Il principio di funzionamento si basa sulla legge di Lenz ovvero: la variazione temporale di
campo magnetico genera una forza elettromotrice che si oppone alla variazione.
In pratica la F.E.M. indotta in ogni avvolgimento del motore e` visibile nelle fluttuazioni
della sua corrente. Ovviamente, non essendo direttamente accessibili i singoli avvolgimenti,
il metodo si limita alla misura delle fluttuazioni della corrente ai terminali di alimentazione
tramite una resistenza posta in serie. In figura 1.9 e` illustrato il ripple di corrente di un
motore DC ai terminali di alimentazione.
Figura 1.9: Ripple di corrente motore DC
Il problema di questo metodo e` essenzialmente la forte dipendenza del ripple da tensione
di alimentazione, carico, temperatura del motore, velocita` e direzione, che rende difficoltosa
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la rilevazione del numero di commutazioni durante la rotazione e dunque il tracking della
posizione, percio` e` stato ideato il metodo Transient counting meno sensibile a tali variazioni.
Transient counting
Il metodo transient counting si basa sulla legge di Ohm e sul comportamento di un flusso
magnetico con variazione istantanea durante il transitorio di spegnimento.
Ad ogni commutazione della spazzola tra un avvolgimento e l’altro, l’energia contenuta
nell’avvolgimento provoca un overshoot di tensione ai terminali di alimentazione.
Cio` accade quando le spazzole passano da un commutatore del collettore ad un altro
dunque, se il motore ha N avvolgimenti si ha N overshoot di tensione sui terminali di
alimentazione per un giro completo del motore ( figura:1.10).
Figura 1.10: Tensione motore 4 poli in rotazione
Poiche´ la sola posizione dell’overshoot non e` temporalmente affidabile in quanto varia da




Figura 1.11: Transitorio di impedenza
Il transitorio di impedenza e` causato dalla variazione istantanea di impedenza quando
una spazzola si attacca/stacca da un commutatore del collettore, solitamente ha un ampiezza
inferiore rispetto all’overshoot di tensione e segno opposto (vedi figura:1.11), ma combinato
a questo rende piu` semplice la rilevazione della commutazione ed il calcolo dei parametri
di rotazione.
Si puo` dunque concludere che il Transient counting e` piu` affidabile essendo piu` indipendente
da fattori esterni del Ripple counting ma entrambi i metodi sono comunque piu` dispendiosi
rispetto ai classici a sensori di hall in quanto necessitano di:
• un sistema di acquisizione analogico
• un motore realizzato ad hoc
• un algoritmo di calcolo computazionalmente piu` complesso
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1.4 Un nuovo sistema per il tracking della posizione
L’idea e` quella di controllare il contatore di posizione utilizzando un solo sensore di hall ed
i segnali di comando del driver motore.
Figura 1.12: Nuovo sistema di tracking della posizione
Il sensore di hall viene utilizzato per avere un feedback sul numero di giri compiuti
dal motore e dunque sull’incremento o decremento della posizione, la direzione e` invece
determinabile dai comandi forniti al driver rele`.
Per far si che questo algoritmo risulti affidabile, e` necessario caratterizzare i movimenti
del motore in tutte le condizioni possibili, in modo da poter determinare sempre nel modo
corretto gli impulsi provenienti dal sensore.
In particolare, come sara` descritto piu` avanti, e` stato osservato il comportamento del
motore subito dopo che vengono disabilitati i rele`, sia dopo aver riconosciuto una condizione
di stallo che dopo un normale comando di stop in posizione intermedia.
Facendo un analisi preliminare del nuovo sistema i fattori di merito da mettere in
evidenza rispetto alle soluzioni precedenti sono principalmente:
• riduzione ingombro
• riduzione del costo
Rispetto al sistema a 2 sensori con il nuovo sistema e` stato eliminato un sensore di Hall e
se l’architettura e` di tipo CDS un filo di collegamento per ogni alzacristallo, cio` implica
una riduzione dei costi del sistema e dell’ingombro della scheda.
Il sistema sensor-less e` sicuramente piu` compatto per quanto riguarda le dimensioni ma fra
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i tre e` quello che comporta un costo piu` elevato, in quanto il motore deve essere progettato
in modo da ottenere un ripple di corrente preciso e affidabile ed inoltre l’algoritmo di






un’applicazione basata su due
sensori di Hall
Per poter sviluppare un algoritmo di tracking che sfrutta un solo sensore e` stata sviluppata
e implementata un applicazione completa basata su due sensori di Hall, da utilizzare come
riferimento.
Tale applicazione e` stata inoltre testata su una portiera di un’ Alfa Mito.
Figura 2.1: Portiera Alfa Mito utilizzata
Per prima cosa verranno illustrate le caratteristiche di funzionamento del sistema,




2.1 Principali caratteristiche software
Le funzionalita` principali che il sistema offre sono:
• Comandi di azionamento
• Modulo Anti-Pinch
• Controlli di sicurezza
• Procedura di inizializzazione
2.1.1 Comandi di azionamento
Sono 4 i comandi di azionamento possibili, UP, DOWN, AUTO UP ed AUTO DOWN.
Per un movimento manuale del vetro sono implementate le funzioni UP e DOWN che
vengono attivate premendo il tasto direzione per piu` di 250ms.
I comandi AUTO consentono invece di muover il vetro fino al fine corsa nella direzione
desiderata e vengono attivati premendo per un tempo minore di 250ms il tasto di direzione.
Nel diagramma di flusso di figura 2.2 e` illustrato il funzionamento del vetro per il tasto
DOWN, il diagramma di flusso che descrive la gestione del tasto UP e` similare.




Il modulo anti pizzicamento od Anti-Pinch consente durante la chiusura del vetro (UP ed
AUTO UP) di identificare la presenza di un ostacolo ed attivare la procedura di Anti-Pinch
e procedere con il reverse del vetro.
Il funzionamento e la routine di Pinch detection saranno discusse nel paragrafo Anti-Pinch
Signal Processing 3.2.3.
2.1.3 controlli di sicurezza
Sono previsti controlli di sicurezza per quanto riguarda:
• tensione di alimentazione
Se la tensione di alimentazione non appartiene al range di 9-16 Volt viene bloccato
ogni comando e l’alzacristallo rimane fermo. Non appena la tensione rientra nel range
di lavoro l’alzacristallo si riattiva automaticamente.
• temperatura del motore
La temperatura del motore viene ricavata in modo indiretto basandosi sulla misura
della temperatura ambiente e sul conteggio del tempo di utilizzo effettivo del motore.
Se la temperatura del motore sale sopra una soglia massima consentita, come per la
tensione di alimentazione viene bloccato ogni comando e l’alzacristallo rimane fermo
finche´ la temperatura non scende al di sotto di un valore prefissato.
• perdita di posizione
Se per qualunque motivo, come per esempio lo spegnimento durante il movimento,
l’alzacristallo perde il riferimento di posizione, disabilita automaticamente le funzioni
di Anti-Pinch ed AUTO UP.
Per il ripristino di queste funzionalita` e` sufficiente posizionare il vetro in una delle 2
posizioni note ovvero i 2 fine corsa.
2.1.4 Procedura di inizializzazione
Durante la fase di inizializzazione vengono acquisiti i parametri che consentono la mappatura
dell’alzacristallo per ogni posizione in modo da modellizzarlo, questo set di parametri di
mappatura prende il nome di profilo, sono inoltre acquisiti tutti i parametri del sistema
gnerale, come per esempio la massima posizione, indispensabili per l’esecuzione del comando
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AUTO UP, le funzioni di Soft Stop ed il modulo Anti-Pinch.
Ad inizializzazione non effettuata tali funzionalita` sono infatti disabilitate.
La routine di gestione dell’Anti-Pinch per funzionare ha bisogno di una posizione valida
in quanto a 5mm dalla chiusura completa ed a 200mm dall’apertura completa richiede
la disabilitazione del modulo, se dunque la posizione non risulta valida il modulo viene
disabilitato a priori.
Per quanto riguarda il comando di AUTO UP rimane disabilitato finche´ non e` attivo il
modulo Anti-Pinch poiche` potrebbe risultare potenzialmente pericoloso, anche le funzioni
di Soft Stop, in grado di riconoscere uno stallo utilizzando il tracking della posizione sono
ovviamente disabilitate se la posizione non e` valida.
La routine di inizializzazione si avvia mantenendo premuto per 15 secondi il pulsante di
UP.
Come misura di sicurezza, il pulsante deve essere mantenuto premuto per tutta la fase
di inizializzazione del vetro, cio` e` stato ritenuto opportuno poiche´ durante tale fase il




Figura 2.3: Procedura inizializzazione
In figura 2.3 e` mostrato qualitativamente il flusso di esecuzione della procedura di
inizializzazione, e` stato omesso per semplicita` che durante l’intera routine e` necessario
tenere premuto il tasto UP.
Nei i primi 15 secondi il vetro si sposta in posizione di fine corsa alta, successivamente per
2 volte consecutive procede con un apertura completa ed una chiusura completa ed infine
salva i dati elaborati in memoria non volatile e ritorna alla routine principale.
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2.2 Principali caratteristiche hardware
Il cuore del sistema e` costituito dal single-chip MM912F634 di FreeScale (figura: 2.4) al
cui interno vi e` un microcontrollore (HCS12 FreeScale family) collegato ai vari dispositivi
analogici necessari per l’interfacciamento con sensori ed attuatori [4].
Figura 2.4: Chip
Il chip e` realizzato ad hoc per questa tipologia di applicazioni, integra 2 die in un unico
package, il Microontroller Die dove risiede il micorontrollore e l’Analog Die al cui interno
vi sono driver per carichi induttivi, ingressi digitali per i sensori di hall, ingressi analogici
per la misura di tensione di alimentazione e di motore, un interfaccia per il collegamento
al bus Lin ed inoltre un sensore di temperatura.
La scelta di utilizzare un system on a chip (SOC) porta dei vantaggi rilevanti per
quanto riguarda [6]:
• Affidabilita`




in quanto sono richiesti meno dispositivi discreti per la realizzazione del sistema.
• Costo
essendo il tutto integrato in un singolo chip, i costi di package, pin ed interconnessioni
si riducono drasticamente.
• EMC
minor sensibilita` ad interferenze elettromagnetiche (EMI)
Vediamo in dettaglio il SOC utilizzato, possiamo individuare all’interno 2 sistemi principa-
li, l’Analog Die ed il Microcontroller Die interconnessi grazie all’interfaccia Die to Die (D2D).
Figura 2.5: Sistema a 2 Hall Sensor
2.3 Microcontroller Die
Il microcontroller Die e` implementato con il MC9S12I32 della FreeScale realizzato esclusi-
vamente per system on a chip. All’interno di questo microcontrollore troviamo la CPU
HCS12 a 16 bit, 32Kbyte di Flash memory e 2kbyte di SRAM, 6 pin general purpose, un
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oscillatore on chip con relativo moltiplicatore di clock, un’interfaccia SPI ed un modulo di
gestione delle interrupt.
Figura 2.6: Schema a blocchi MCU Die
L’MC9S12I32 ha inoltre un’interfaccia di comunicazione con il die analogico, il D2D
Initiator, che collega le periferiche del die analogico e crea un livello di astrazione tale da
renderle indirizzabili come facenti parte del sistema on-die.
Faremo adesso una breve descrizione delle periferiche utilizzate del Microcontroller Die per
lo sviluppo di questo lavoro di tesi.
2.3.1 Watchdog
Per una maggior stabilita` del sistema e per evitare deadlock e` stato attivato il Watchdog
timer con finestra configurabile interno al Microcontroller Die.
Il principio di funzionamento e` semplice, e` essenzialmente un contatore down inizializzato
ad un valore noto (watchdog interval) che viene decrementato ad ogni ciclo di clock.
Tramite un impulso di reset, attivabile durante una finestra temporale prefissata con la
scrittura del comando sul registro dedicato, il contatore riparte dal suo valore iniziale.
30
CAPITOLO 2
Se nessun impulso di reset viene inviato ed il contatore raggiunge il valore 0 il sistema
viene riavviato automaticamente.
Figura 2.7: Funzionamento WatchDog
2.3.2 Memoria Flash
Dispone di 32kbyte di memoria flash dedicata all’archiviazione del firmware e dei dati
relativi allo stato del vetro. Tramite il setting dei registri della periferica e` stata attivata
la protezione da scrittura per la porzione di memoria utilizzata per l’archiviazione del
firmware.
2.3.3 Interrupt Module
Il modulo relativo alla gestione delle interruzioni ha il compito di decodificare la priorita`
delle richieste, mascherabili e non, e di inserirle in coda per l’esecuzione nella CPU.
Per quanto riguarda le interruzioni provenienti da una qualsiasi periferica dell’Analog
Die, viene settato il D2D interrupt flag, e` necessario dunque leggere il registro Interrupt
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Source, contenente tutti i flag di stato di interruzione delle periferiche, per scoprire da
quale periferica e` partita la richiesta ed attivare dunque la specifica routine.
2.3.4 Real Time Interrupt RTI
Il modulo RTI permette di generare delle interruzioni hardware ad intervalli di tempo
selezionabili tramite il setting dei relativi registri.
In questo lavoro di tesi e` stato utilizzato per implementare un semplice schedulatore in
modo da chiamare periodicamente i vari task dell’applicazione sviluppata. In figura 2.8 e`
mostrato qualitativamente l’utilizzo dell’RTI nel progetto svolto.
Figura 2.8: Funzionamento RTI
2.4 D2D Interface & Initiator
Per la comunicazione del microcontrollore con tutte le periferiche on-chip, nei due Die sono
state implementate due periferiche ad hoc:
• D2D interface lato MCU
• D2D initiator lato Analog
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Figura 2.9: sistema comunicazione D2D
2.4.1 D2D interface
La D2D interface ha le seguenti caratteristiche:
• risulta trasparente ad accesso software ai registri delle periferiche
• supporta lettura e scrittura di tipo bloccante ma anche la scrittura di tipo non
bloccante
• ha un bus dati a 4-8 bit configurabile verso il D2D initiator
• si sincronizza automaticamente quando il D2D initiator inizia a pilotare il clock
• prevede un’interfaccia di interrupt singola con il D2D initiator.
2.4.2 D2D initiator
Il D2D initiator e` connesso direttamente al microcontrollore tramite bus interno ed imple-
menta la connessione a basso costo tra il microcontrollore ed il die analogico.
In figura 2.10 e` riportato lo schema a blocchi del D2D Initiator.
Figura 2.10: blocco D2D Initiator
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Il D2D Initiator ha il compito di:
• Inizializzare la D2D interface e generare il clock con prescaler interno
• Supervisionare la D2D interface e generare le interrupt al sorgere di errori
• Fermare il clock a sistema fermo e gestire l’intervallo di timeout
• Abilitare/disabilitare le interrupt generate dalla D2D interface
• Gestire il trasferimento dati da e verso il die analogico tramite un bus a 4-8 bit
configurabile ed un set di registri di configurazione divisi in due blocchi di 256 byte
di indirizzi memory mapped uno con accesso bloccante ed uno non bloccante.
2.5 Analog Die
L’Analog Die include al suo interno tutte le periferiche on-chip connesse con il mondo
esterno, in figura 2.11 ne e` riportato lo schema a blocchi.
Faremo adesso una breve descrizione delle periferiche utilizzate dell’ Analog Die per lo
sviluppo di questo lavoro di tesi.
34
CAPITOLO 2
Figura 2.11: Schema a Blocchi Analog Die
2.5.1 Ingressi ad Alta Tensione
Sono presenti 6 ingressi ad alta tensione con divisore di tensione di ingresso, che possono
comunque essere utilizzati come ingressi digitali.
Per i pulsanti di comando UP/DOWN dell’alzacristallo sono stati utilizzati 2 di questi
ingressi in modalita` digitale con resistenze di pull up esterne.
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2.5.2 Driver per carichi induttivi
Il chip utilizzato integra al suo interno il driver per il pilotaggio di carichi induttivi (rele`)
con queste caratteristiche:
• detect presenza del carico
• limitatore di corrente
• disabilitazione ad alte temperature
• diodo di clamp attivo per limitazione di over-voltage
In figura 2.12 e` illustrato il circuito elettrico del driver rele` interno al chip.
Figura 2.12: Driver carichi induttivi
2.5.3 Interfaccia Bus LIN
Ideato e nato negli anni ’90, il LIN, Local Interconnect Network, e` un protocollo di comu-




Figura 2.13: Controllo dispositivi con reti LIN e CAN
In figura 2.13 e` riportato l’utilizzo dei protocolli LIN e CAN allo stato dell’arte nel
settore automotive. Le principali caratteristiche di questo protocollo sono [10]:
• configurazione a single-master/multiple-slave, non necessita quindi di un sistema di
arbitraggio.
• basso costo, poiche´ puo` essere implementato con una semplice UART.
• la banda di trasmissione ridotta riduce i problemi di EMI.
• semplicita` e flessibilita`, soltanto il nodo Master ha informazioni sulla composizione
della rete dunque per l’inserimento di un nuovo nodo sara` sufficiente modificare il
software del master.
Nel chip utilizzato e` presente un’interfaccia al livello del layer fisico del protocollo LIN.
Figura 2.14: Struttura a strati protocollo LIN
Il driver LIN e` costituito da un Mosfet con limitazione di corrente e da una resistenza




Inoltre il pin LIN ha un alto livello di immunita` ai disturbi esterni che garantisce una
comunicazione affidabile.
Anche per questo dispositivo e` prevista la disattivazione automatica in caso di Temperatura
elevata con ripristino al rientro nel range di lavoro ed un controllo sulla tensione di
alimentazione per rendere conforme il dispositivo con le specifiche SAE J2602 [11].
Quando la tensione scende sotto un determinato valore se il LIN si trova in stato recessivo
(range di tensione 100% - 60% di Vsupply) ci rimane, altrimenti se si trova in stato
dominante(range di tensione 40% - 0% di Vsupply) attende in stato recessivo la prossima
transizione recessivo dominante.
Quando la tensione torna sopra la soglia il LIN iniziera` a funzionare quando il TX e` in
stato recessivo o alla prima transizione da dominante a recessivo.
Internamente al chip il driver LIN e` connesso all’interfaccia di comunicazione seriale (SCI)
che provvede all’implementazione del livello superiore del protocollo generando i segnali
stabiliti dallo standard.
2.5.4 Convertitore analogico digitale
La maggior parte delle periferiche presenti nell’Analog Die fornisce una risposta di tipo
analogico dunque non gestibile direttamente dal microcontrollore, e` stato quindi inserito al
suo interno un convertitore analogico digitale ad approssimazioni successive a 10 bit di
risoluzione e con compensazione dell’offset configurabile.
Canali




Figura 2.15: Schema a Blocchi ADC
L’ADC ha 9 canali connessi ad ingressi analogici esterni, 5 direttamente collegati
ai sensori analogici on chip ed 1, il quindicesimo, utilizzato dal sistema di calibrazione
dell’offset.
L’offset viene calcolato come la differenza della conversione effettuata sul canale di calibra-
zione,impostato al valore di tensione pari a 8 LSB da trimming di fabbrica, ed 8 LSB.
Visto che il calcolo dell’offset richiede comunque un tempo comparabile con quello di una
conversione utile, il costruttore assicura un errore totale compreso tra +/- 5 LSB senza
l’utilizzo di compensazione dell’offset.
flusso di esecuzione
Figura 2.16: flusso di esecuzione
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In figura 2.16 e` riportato il flusso di esecuzione di una conversione, in pratica dopo aver
selezionato il canale, l’ADC procede con il calcolo dell’offset (se la compensazione e` attiva),
la conversione del canale e successivamente con la rimozione dell’offset rilevato.
Tempo di Conversione
Il tempo di conversione, dipende dal canale selezionato, e` infatti suddiviso in:
• 9 cicli necessari al campionamento
• 18 cicli utilizzati per la conversione
• 1-14 cicli per selezionare il canale.
Per maggior versatilita` l’ADC permette l’utilizzo sequenziale dei canali con flag di interrupt
a conversione completata, in questa modalita` il tempo di conversione diminuisce poiche´
la commutazione da un canale all’altro avviene contemporaneamente alla conversione del
canale precedente.
2.5.5 Sensore di Tensione
Per non danneggiare il motore, la sua attivazione avviene soltanto se la tensione di
alimentazione appartiene ad un determinato range (9-16v in questo caso), dunque e`
indispensabile poter monitorare la tensione di batteria. Il pin VSENSE e` stato introdotto
per consentire la misura diretta del livello di tensione di batteria, il risultato analogico
di tale misura e` connesso direttamente con un canale dedicato del convertitore analogico
digitale.
2.5.6 Sensore di temperatura
La misura di temperatura e` essenziale per quanto riguarda la sicurezza del sistema, sono
infatti previste via hardware interruzioni di alimentazione selettive e controlli nelle routine
via software.
Il sensore di temperatura interno al chip ha una caratteristica T/V lineare.
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Figura 2.17: Caratteristica Temperatura Tensione
Il pin di uscita e` collegato direttamente al canale TSENSE del convertitore analogico
digitale.
2.5.7 Pin general purpose
Il chip dispone di 3 pin general purpose, in base al tipo di programmazione possono essere
utilizzati in modi diversi, nel progetto di tesi sono stati configurati per essere utilizzati
come ingressi digitali per acquisire i segnali provenienti dai due sensori di hall.
2.5.8 Basic Timer Module
E` un contatore a 16 bit programmabile via software, pilotato dal prescaler interno, ed ha
quattro canali di input capture/output compare. Puo` essere utilizzato per:
• misure di larghezza di impulso
• contatore di impulsi
• prescaler per clock
Prevede il setting del prescaler via software tramite opportuni registri, e con un range da 1
a 128.
Per lo sviluppo di questo lavoro di tesi e` stato utilizzato in modalita` input capture, per
misurare la larghezza degli impulsi di hall.
In modalita` input capture, il contatore gira free running ed al verificarsi di eventi esterni,
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quali per esempio fronti attivi su canali presettati, salva il valore in un registro e contem-
poraneamente alza il flag di interrupt dedicato a quel canale per evidenziare la presenza
del fronte ed eventualmente far partire la relativa routine.
2.5.9 Sistema alimentazione sensori di Hall
Prevede un sistema di pilotaggi per sensori di hall, per ridurre la potenza dissipata
internamente al chip l’uscita e` implementata come un regolatore di tensione.
Per quanto riguarda il sistema di protezione, e` prevista una limitazione in corrente ed
un arresto dell’alimentazione a temperatura eccessiva che verra` ripristinata non appena
rientrera` nel range di lavoro.
2.6 Organizzazione della memoria
Per quanto riguarda l’organizzazione della memoria e` stato modificato la spazio di indiriz-
zamento di default e creata una nuova partizione dedicata ai dati nella ROM di programma
(maggiori informazioni in appendice: [A.1]).
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Figura 2.18: organizzazione della memoria
Lo spazio degli indirizzi e` suddiviso in zone (figura 2.18). Ad ogni zona e` associato uno
spazio di memoria anche di natura diversa, per esempio i registri, indirizzati da 0x0000 a
0x03FF, sono all’interno del microcontrollore mentre la ram dati indirizzata da 0x0800 a
0x0fff risiede on chip ma esterna al microprocessore.
Il MMC 1 ha il compito di interfacciare la memoria fisica con il processore, in pratica crea
un livello di astrazione che rende unico lo spazio di indirizzamento delle memorie ROM,
RAM ed i dispositivi memory mapped. [4]
2.7 Software
Per facilitare la programmazione il software e` organizzato in layer (figura: 2.19). Lo strato
piu` basso ha il compito di interfacciarsi con l’hardware del sistema, e` costituito da funzioni
semplici che comunicano con le periferiche esterne tramite il setting dei registri e prende il
1MMC:Memory Mapping Control Module
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nome di device driver.
Figura 2.19: layer software
L’hardware abstraction layer rappresenta lo strato intermedio ed e` costituito da un
insieme di funzioni utilizzanti i device driver. Viene essenzialmente utilizzato per dare
un livello di astrazione maggiore al programmatore in fase di sviluppo dell’applicazione
principale.
Con questi accorgimenti e` molto piu` semplice lo sviluppo dell’applicazione principale, che
richiede soltanto semplici ed intuitive chiamate a funzioni.
Questo tipo di sistema e` classificato come hard real time, per la programmazione e` dunque
richiesto l’uso dello standard MISRA C2, si tratta di un linguaggio C con l’aggiunta di
restrizioni che rendono il software piu` affidabile, stabile ed a maggior portabilita`.
Per quanto riguarda il software, per sviluppare l’applicazione del sistema a 2 sensori ci
e` stato fornito dall’azienda MAGNA CLOSURES un codice utilizzato come driver per un
sistema operativo di gestione task da una centralina diversa.
E` stato dunque necessario riadattare il codice creando la routine principale, ed utilizzando
il real time interrupt (RTI) come generatore di interruzioni, le funzioni di interrupt (task)
chiamate periodicamente ogni 2, 5, 10, 100 ms in base alle funzioni da svolgere.
Sono inoltre state sviluppate le routine di scrittura in memoria non volatile e la procedura
di inizializzazione.
2.8 Flusso di esecuzione
La routine principale si compone essenzialmente di 2 fasi:
2MISRA: Motor Industry Software Reliability Association. info: http://www.misra.org.uk/
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• Inizializzazione, in cui tutte le periferiche vengono settate ed attivate
• Il ciclo principale, organizzato con uno schedulatore a task periodici
La scelta di utilizzare lo schedulatore a task periodici per la gestione delle periferiche ricalca
il modello di sistemi embedded hard real time in cui gli intervalli temporali per ogni task
sono stabiliti a priori senza l’utilizzo di alcun algoritmo di schedulazione.
I Task periodici da gestire sono 4 a 2, 5, 10, 100 ms.
La macchina a stati del flusso di esecuzione e` riportata in figura: 2.20.
Figura 2.20: Macchina a stati di esecuzione dei task
2.8.1 2ms Task
Il task a 2 ms contiene le funzioni:
• Lettura della coda di impulsi di hall
Controlla se nell’intervallo di tempo dalla precedente chiamata sono stati acquisiti
nuovi fronti dai sensori di hall e ne verifica la validita` tramite controlli sulla sequenza




Verifica lo stato del Watch-Dog, se la finestra di scrittura e` aperta resetta il counter
scrivendo nel registro dedicato.
2.8.2 5ms Task
All’interno del task a 5 ms troviamo:
• il task analogico, acquisisce tensione e temperatura, controlla che la tensione e la
temperatura appartengono ai range di lavoro ed in caso attiva i relativi flag. Calcola
inoltre i fattori di correzione per la soglia richiesta dal modulo Anti-Pinch.
• il task di filtraggio rough-road (manto stradale dissestato, per maggiori informazioni:
3.2.4)
2.8.3 10ms Task
Il task a 10ms contiene le funzioni:
• protezione termica del motore
Il controllo di temperatura e` effettuato in maniera indiretta valutando il tempo in
cui il motore viene effettivamente azionato, la temperatura ambiente e da una serie
di parametri che modellizzano la dissipazione di calore del motore all’interno della
portiera.
In verita` questi controlli vengono effettuati ogni 50ms, sono stati inclusi nel task a
10ms ed utilizzata una variabile contatore per non implementare un ulteriore task.
• avanzamento della macchina a stati dell’alzacristallo (ved pargarafo: 2.8.5)
• gestione dei tasti di comando
Si occupa di gestire i comandi, in pratica acquisisce lo stato dei tasti di comando e
verifica la presenza di comandi provenienti dal bus LIN ed attiva i rispettivi flag per
avviare le procedure di movimento.
Per la lettura dei tasti fisici e` implementata via software la funzione di filtraggio
per antirimbalzo che consiste nell’acquisizione real time dello stato del tasto su un
array in configurazione FIFO, viene decretata la pressione del tasto quando tutti gli




All’interno del task a 100 ms troviamo le routine di Functional Safety (FuSi), in pratica
si tratta di funzioni che controllano lo stato delle periferiche ad alta e bassa potenza,
confrontandone il valore con il negato ed in caso di mismatching attivano i flag di limitazione
delle funzionalita` od il blocco del sistema in funzione dell’errore riscontrato.
2.8.5 Macchina a stati Alzacristallo
La macchina a stati che gestisce l’intero sistema e` aggiornata dal task a 10 ms. Possiamo
individuare 2 macchine a stati diverse in funzione del flag Valid Profile.
Il flag Valid Profile viene settato se e` stata effettuata la procedura di inizializzazione.
Figura 2.21: macchina stati sistema non inizializzato
In figura 2.21 e` illustrata qualitativamente la macchina a stati del sistema non inizializ-
zato, mentre in figura 2.22 quella relativa al sistema inizializzato.
Per il sistema non inizializzato si puo` notare facilmente il minor numero di stati che
corrisponde ovviamente ad un minor numero di funzioni attive, poiche´ lo sono soltanto
quelle essenziali per il movimento.
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Figura 2.22: macchina stati sistema inizializzato
2.9 Le Strutture Dati ed il ROM Mirroring
Le strutture dei dati principali, contenenti le informazioni relative allo stato del sistema
sono 4:
• A Block
Contiene informazioni sulla posizione corrente del vetro ed un flag di posizione valida
• B Block
Ci sono dati real-timer relativi all’ultima direzione e lo stato del sistema
• C Block





Contiene dati di stato dell’alzacristallo come posizione massima e minima, tensione
di batteria e temperatura motore
Queste 4 strutture sono alloggiate a specchio nella memoria RAM e nella memoria ROM.
Le strutture allocate in RAM vengono continuamente utilizzate durante l’esecuzione del
programma.
La modifica di una struttura in RAM, comporta il settaggio di un flag in modo da notificarla
al task di controllo che provvede ad effettuare l’aggiornamento della struttura specchio
presente in ROM. Il motivo per cui e` necessario il salvataggio di tali strutture in memoria
non volatile e` la necessita` all’avvio del sistema di avere delle informazioni consistenti sullo
stato dell’alzacristallo.
In pratica all’accensione del sistema durante la fase di inizializzazione vengono caricate in
RAM le ultime strutture aggiornate in memoria ROM.
Per quanto riguarda le routine di lettura e di scrittura dei blocchi in memoria non volatile
sara` affrontata nell’appendice A.
2.10 Tool di sviluppo
Per lo sviluppo dell’applicazione e` stato utilizzato l’ambiente di sviluppo integrato Co-
deWarrior di FreeScale che include l’editor, il tool di programmazione e di debug.
Per la connessione del microcontrollore al PC e` stato utilizzato il P&E USB Multilink
Universal (Figura 2.23), una interfaccia di sviluppo all-in-one che permette di connettere il
PC al Background Debug Mode (BDM).
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Figura 2.23: P&E Multilink interface
Durante le operazioni di debug si e` ritenuto opportuno sviluppare degli script per
la visualizzazione completa delle strutture dati su consolle visto che i comandi messi a
disposizione dal tool di debug non permettevano la stampa di intere strutture bens`ı soltanto
di singoli dati.




Setup e Acquisizione dei Segnali
Per poter sviluppare un sistema in grado di gestire l’alzacristallo con un solo sensore e` stato
necessario creare un modello affidabile del tracking della posizione dal sistema a due sensori.
3.1 Strutture dati dei segnali di hall
Nella versione iniziale del codice l’acquisizione dei segnali di hall real-time e` gestita da
funzioni di interrupt.
Le funzioni di interrupt, attivate dai fronti dei sensori di hall, salvano i dati acquisiti in un
array di 10 strutture in configurazione FIFO che verranno lette dalla funzione di calcolo
della posizione.
La struttura base dell’array e` mostrata in figura 3.1.
Figura 3.1: Struttura dati
I campi interni alla struttura contengono:
• Sensor: indica il sensore che ha registrato il fronte.
• A,B value: sono i livelli dei sensori di hall catturati al fronte.
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• Counter: il valore del semiperiodo del sensore che ha provocato l’interrupt.
Per il calcolo del semiperiodo e` stato utilizzato il Basic Timer Module in modalita` Edge
Capture.
Ad ogni fronte individuato sia esso proveniente dal sensore A o B, viene chiamata la
routine di interrupt relativa al sensore che provvede a salvare i dati nella struttura.
Figura 3.2: Calcolo del semiperiodo
Nella figura 3.2 e` illustrato il calcolo del semiperiodo relativo ad un fronte del sensore
A.
Figura 3.3: A Hall Signal Edge Capture
Counter e` dato dalla differenza del valore attuale del contatore con quello al fronte
precedente dello stesso sensore (vedi figura 3.3).
Due porzioni di array acquisite real-time durante il movimento del vetro in direzione UP e
DOWN sono mostrate in figura 3.4.
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Figura 3.4: Esempio Array Strutture Nelle due Direzioni
3.2 Algoritmo 2 Hall Sensor
L’algoritmo di feedback deve essere in grado di:
• Calcolare in modo affidabile la posizione
• Riconoscere stalli dell’alzacristallo sia verso l’alto che verso il basso
• Rilevare la presenza di ostacoli ed attivare la procedura di Anti-Pinch
• Filtrare i segnali acquisiti eliminando i valori spuri dovuti a rumore elettrico e
Rough-Road
3.2.1 Calcolo della posizione
L’algoritmo per il calcolo della posizione consiste nell’analisi dei valori dei 2 sensori,
campionati ai fronti di un solo sensore.
L’array acquisito viene dunque diviso in 2 utilizzando come parametro di separazione il
contenuto di Sensor ovvero il sensore da cui e` arrivato il fronte.
Le possibili sequenze per i 2 sensori in entrambe le direzioni sono mostrati in figura 3.5.
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Figura 3.5: Array di strutture
Dall’analisi dei 2 array divisi per fronti si nota immediatamente che i valori dei sensori
sono:
• Per il sensore A in direzione
UP diversi
DOWN uguali
• Per il sensore B in direzione
UP uguali
DOWN diversi
Basta dunque verificare se i valori dei due sensori sono uguali o diversi al verificarsi del
fronte per risalire alla direzione ed aggiornare la posizione.
Assegnando il valore 1 alla direzione UP e 0 a DOWN ottengo le seguenti tabella di verita` :
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Dunque si puo` esprimere la direzione con:
Direction = (A Sensor V alue) ⊕ (B Sensor V alue) (3.1)
per la sequenza acquisita con il sensore A mentre con:
Direction = ((A Sensor V alue) ⊕ (B Sensor V alue)) (3.2)
per quella acquisita con il sensore B.
Con i dati a disposizione e` possibile dunque applicare l’algoritmo sia ai valori campionati
ai fronti del sensore A che a quelli del sensore B, avendo cos`ı un doppio tracking della
posizione.
Nella versione iniziale del sistema la posizione finale e` calcolata mediando le posizioni
tracciate dai 2 sensori.
3.2.2 Riconoscimento Stalli
Quando il motore e` attivo, viene riconosciuta la condizione di stallo se non vengono
registrati fronti dai sensori di hall per il timeout di 200ms .
Per evitare il danneggiamento del motore da picchi di corrente, dovuti allo stop forzato
in condizioni di stallo, sono state implementate 2 funzioni di Soft-Stop attive soltanto a
fase di inizializzazione effettuata. In pratica queste routine consentono di riconoscere la
posizione di stallo prima che il vetro vi ci arrivi analizzando semplicemente il contatore di
posizione.
3.2.3 Anti-Pinch Signal Processing
L’Anti-Pinch Signal Processing e` il modulo responsabile del processo decisionale per quanto
riguarda la presenza di un ostacolo.
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Viene decretato un Pinch se il modulo rileva la presenza di un ostacolo, ovvero se la forza
del Pinch sul vetro e` maggiore di una determinata soglia.
L’algoritmo di Anti-Pinch e` basato sulla decelerazione del vetro, per calcolarla vengono
utilizzate le differenze delle larghezze di impulso dei sensori di hall, in figura 3.6 e` illustrato
il flusso seguito dall’algoritmo di Anti-Pinch.
Figura 3.6: Algoritmo per il riconoscimento di un Pinch
Se 3 (Counter MAX) differenze di impulso consecutive risultano di ampiezza crescente
e maggiore della soglia Pinch Threshold allora il pinch per quel sensore viene decretato.
Per attivare la procedura di Anti-Pinch e` necessario che entrambi i sensori abbiano decretato
un pinch nello stesso intervallo di tempo altrimenti la procedura viene abortita.
Dopo aver decretato il pinch viene attivata la procedura di reverse che procede istantanea-
mente con l’apertura del vetro.
Per questioni di sicurezza il modulo Anti-Pinch viene disabilitato in funzione della posizione




Il parametro Pinch-threshold rappresenta la differenza di tempo minima tra 2 fronti
consecutivi dello stesso sensore necessaria per decretare il pinch.
Durante la fase di acquisizione Pinch-threshold viene calcolato a diverse posizioni del vetro
ed inoltre viene attuato un meccanismo di compensazione per la variazione di tensione di
alimentazione e di temperatura.
3.2.4 Filtraggio
Isegnali acquisiti vengono filtrati allo scopo di ridurre principalmente 2 tipi di rumore,
il rumore elettrico che potrebbe essere causa di acquisizione di falsi impulsi di hall ed il
rumore Rough-Road influente nella valutazione del pinch dovuto alle irregolarita` del manto
stradale.
Rumore elettrico
Un impulso viene considerato valido se la lunghezza del semiperiodo e` maggiore di un
intervallo di tempo minimo prestabilito (400 us ). L’intervallo minimo e` calcolato come
frazione del periodo del motore alla massima velocita` di rotazione. Se sono presenti intervalli
di ampiezza piu` piccola della soglia sono dunque considerati disturbi e vengono eliminati.
Rough-Road Filter
Le irregolarita` del manto stradale causano un’oscillazione e un’accelerazione del vetro.
L’accelerazione del vetro produce una forza sul motore, che oscilla alla frequenza della
banda passante delle sospensioni del veicolo e che potrebbe essere fraintesa come forza
dovuta ad un pinch.
Questa oscillazione puo` essere caratterizzata e dunque annullata mappando la risposta
attesa dell’accelerazione del motore su strada dissestata per poi, durante l’analisi real time,
ricondurre il profilo di accelerazione a questo evitando cos`ı di rilevare false pinch.
3.3 Analisi Algoritmo
Per un analisi piu` accurata e dettagliata del sistema a 2 sensori e` stato realizzato un sistema




Per avere un quadro piu` generale possibile del comportamento dell’alzacristallo ogni tipo
di acquisizione e` stato effettuato a 3 diverse tensioni di alimentazione 10, 13.5 e 15 Volt
appartenenti al range di lavoro consentito 9-16 Volt.
Figura 3.7: Dati acquisiti
Il set di segnali acquisiti ricalca la struttura dati utilizzata internamente dal micro-
controllore, ma dovendo analizzare i dati staticamente ed in vista dell’implementazione
dell’algoritmo ad un sensore e` stato necessario aggiungere:
• Channel che identifica il canale da cui proviene il fronte,ed a cui sono stati aggiunti i
canali dei rele`
• Relay A e B, sono i segnali di controllo dei rele`, utili in vista dell’implementazione
dell’algoritmo ad un sensore
• Global Timer 1-2, e` il tempo assoluto necessario per la rappresentazione su MATLAB
non potendo effettuare l’analisi real-time.
• 2 Sensor Edge Counter & Relay Edge Counter, contatori di fronti, uno relativo ai
sensori di hall ed uno per i rele`, necessari per verificare il corretto funzionamento
della scheda di acquisizione.
Figura 3.8: Sistema di acquisizione
Il sistema di acquisizione (in figura 3.8) e` essenzialmente composto da 3 blocchi:





3.4 Condizionamento del segnale
Per rendere idonei i segnali prelevati dalla scheda prototipo per la scheda di acquisizione,
eliminare possibili disturbi derivanti da accoppiamento EM ed infine non caricare i pin di
connessione al prototipo e` stata realizzata una scheda di condizionamento del segnale.
Per i segnali di hall, dopo un analisi dei segnali con l’utilizzo dell’oscilloscopio, e verificato
la presenza di rumore ed inoltre di un livello basso non nullo e` stato utilizzato un Trigger di
Schmitt invertente a soglie non simmetriche (caratteristica di trasferimento in figura 3.9).
ȁȀ
Figura 3.9: Caratteristica trasferimento
In figura 3.10 e` riportato il circuito utilizzato, per la realizzazione del trigger e del riferi-
mento di tensione per realizzare le soglie non simmetriche e` stato utilizzato l’amplificatore
operazionale LM358N.
Ve
Figura 3.10: Trigger di Schmitt
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I valori delle resistenze del trigger, sono stati calcolati in base alle 2 tensioni di soglia
desiderate, la minima (V1) sopra 1,5 V con un delta di almeno 1V, in funzione delle 3
tensioni (10, 13.5 e 15 volt) di alimentazione utilizzate per le acquisizioni.
Teorico Simulazione
Vs(V) 10 13.5 15
Ve(V) 1.754 2.3684 2.6316
V1(V) 1.438 1.9413 2.157
V2(V) 2.97 4.1052 4.592
Vs(V) 10 13.5 15
Ve(V) 1.758 2.372 2.635
V1(V) 1.533 2.045 2.264
V2(V) 2.912 4.007 4.476
Misurato
Vs(V) 10 13.5 15
Ve(V) 1.72 2.32 2.57
V1(V) 1.4 1.89 2.12
V2(V) 2.38 4.12 4.58
Tabella 3.1: Trigger Threshold
Una volta scelte le resistenze commerciali vicine ai valori ottenuti, sono state calcolate
le soglie di tensione per le varie alimentazioni, successivamente sono state ricavate tramite
simulazione ed infine misurate sperimentalmente sul circuito montato (tabelle 3.1).
In cascata al trigger di Schmitt e` stato inserito un buffer per adattare la tensione di uscita
a quella accettata in ingresso dalla scheda di sviluppo (5 volt).
Per acquisire invece i segnali di comando dei rele`, non essendo presenti i segnali digitali sui
pin di uscita del prototipo e` stato necessario prelevarli dai driver rele` connessi direttamente
alla bobina, analizzando tali segnali non sono stati riscontrati particolari comportamenti
per cui il circuito di condizionamento e` stato realizzato semplicemente con un comparatore
a singola soglia ed buffer per adattare la tensione al range di ingresso.
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3.5 Acquisizione & PC Interface con scheda di sviluppo
XMEGA
Figura 3.11: Sistema di acquisizione XMEGA
Per acquisire dall’esterno i segnali dei sensori di hall e dei rele` e trasmetterli tramite
interfaccia USB al PC e` stata utilizzata la scheda di sviluppo Atmel XMEGA-A3BU [12].
Figura 3.12: Scheda di sviluppo XMEGA A3BU
Si tratta di una scheda di sviluppo Atmel con all’interno il microcontrollore ATXme-
ga256A3BU ed un set di periferiche esterne tra cui:
• l’interfaccia USB che permette di utilizzare la board come USB Device
• 3 push button meccanici e 3 Led connessi ai pin general purpose del microcontrollore
• 4 Header esterni con connessione configurabile alle periferiche del microcontrollore tra
cui gli 8 canali di ingresso del convertitore analogico digitale, i pin general purpose e




Il collegamento tra le varie periferiche interne e` gestito dall’Event System Network anziche´
il classico bus di comunicazione.
L’Event System Network e` un sistema di collegamento a multiplexer che abilita, tramite
il setting di registri interni, una connessione diretta tra due periferiche, non richiedendo
dunque l’utilizzo di CPU ed interrupt per la comunicazione.
Figura 3.13: Event System Controller and Routing Network
3.5.2 Timer/Conuter
Per acquisire i segnali sono stati collegati i fili provenienti dal sistema di condizionamento
ai pin general purpose tramite l’header esterno.
Figura 3.14: Connessione tra i pin esterni ed il timer/counter
Per campionare i fronti e` stato quindi attivato il timer/counter interno a 16 bit e





La frequenza del timer e` stata settata in modo da avere:
• una risoluzione accettabile in funzione della lunghezza degli intervalli da acquisire
• un range sufficientemente grande per contenere l’intero profilo da acquisire.
La risoluzione e` stata scelta piu` vicina possibile a quella utilizzata nel microcontrollore
FreeScale utilizzato nella scheda prototipo pari ad un 1µs.
Per quanto riguarda il range invece e` stato scelto in modo da ottenere un tempo di
acquisizione massimo sufficientemente grande per contenere l’acquisizione piu` lunga ed in
vista dell’acquisizione mixed per il confronto dei due algoritmi della durata dell’ordine del
minuto e` stato stabilito il range di 10 minuti.
Con queste specifiche siamo andati a stabilire il valore del prescaler interno, sapendo la
frequenza del system clock pari a 48 MHz, il valore disponibile che consentiva di avere una
risoluzione piu` vicina ad 1µs e` 8 con una frequenza di conteggio finale di 6 MHz e dunque
una risoluzione pari a 0.166 µs ma ha un range troppo ristretto e pari a 10 ms.
Per aumentare il range di conteggio e` stato utilizzata la chiamata all’interrupt di overflow
del timer ed una variabile a 16 bit inizializzata a 0. Ad ogni overflow la funzione chiamata
non fa altro che incrementare il valore della variabile.
Con questo piccolo trucchetto e` stato ottenuto un contatore a 32 bit con risoluzione di
0.166 µs e range di 11 minuti e 56 secondi.
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Per salvare nella struttura il tempo assoluto avremo dunque bisogno di 2 registri a 16 bit
(Global Timer 1-2).
I canali di Edge Capture del timer sono assegnati: 2 ai sensori di hall e 2 ai rele` e settati
per rivelare entrambi i fronti dei segnali.
Per ogni canale e` stata implementata una routine di interrupt che ha il compito di acquisire
i dati e riempire la struttura dell’array, ed inoltre, solo per ogni canale di hall, una variabile
Old-timer# utilizzata per mantenere il valore del timer precedente al fine del calcolo del
periodo.
3.5.3 Routine di interrupt di acquisizione
A tutte le routine di interrupt assegnate ai canali e` stato settato lo stesso livello di priorita`
in modo da non consentire l’accesso contemporaneo all’array delle strutture ed evitare cos`ı
problemi di sincronizzazione.
Per esempio se viene attivata una routine dal campionamento di un fronte sul canale A
durante l’elaborazione dell’interrupt relativa al canale B, la funzione di interrupt di A verra`
eseguita soltanto dopo che quella di B e` stata terminata.
Figura 3.16: Interrupt Scrittura su Array
Prendiamo per esempio in esame l’interrupt generata da un fronte dal sensore di hall
A. Appena rivelato il fronte il contenuto del contatore viene salvato nel buffer interno
al contatore stesso (uno per ogni canale) e chiamata l’interrupt relativa al sensore A.
L’interrupt acquisisce i valori dei 4 canali direttamente dai pin esterni, calcola il periodo
facendo la differenza tra il valore contenuto nel buffer e quello della variabile old-timer
A, successivamente scrive il valore del timer nella variabile old-timer A e riempie i campi
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della struttura dell’array puntata da Write-pointer ed infine incrementa il puntatore
Write-pointer.
3.5.4 Array di strutture
L’array e` di tipo circolare e l’accesso alle strutture viene effettuato tramite 2 puntatori, write
pointer, utilizzato dalle routine di interruzione dei canali, e read pointer dall’interfaccia
seriale USB.
Figura 3.17: Puntatori di scrittura e lettura
La dimensione dell’array DIM e` di 200 strutture , e` stata scelta una dimensione abba-
stanza grande in maniera tale da avere un margine di sicurezza durante l’acquisizione in
caso di trasmissione lenta dei dati.
Per sicurezza e` stato comunque implementato via software un controllo di stato del buffer,
se dunque :
read pointer = ((write pointer + 1) %DIM) (3.3)
viene attivato un led sulla scheda e disattivati i canali di acquisizione poiche´ il buffer risulta
pieno e di conseguenza l’acquisizione invalidata.
3.5.5 Interfaccia PC
Per quanto riguarda la trasmissione dei dati al PC e` stata utilizzata la periferica USB
UART e per la gestione ed il controllo sono state utilizzate le librerie fornite da Atmel. In
pratica e` stata stabilita una connessione seriale tra la scheda di sviluppo e PC tramite una
porta di comunicazione COM.
L’USB-UART controlla ciclicamente la presenza di dati da inviare tramite il confronto tra
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i due puntatori, se sono diversi e non e` verificata la condizione di buffer pieno significa che
sono presenti dati da inviare e dunque accede all’array legge ed invia altrimenti rimane in
attesa.
Figura 3.18: Lettura array USB-UART
Lato PC, dopo aver stabilito la connessione tramite porta COM e` stato utilizzato un
Serial Data Logger per salvare i dati ricevuti sottoforma di file di testo in modo da essere
gia` utilizzabili per l’elaborazione MATLAB.
3.6 Software utilizzato per acquisizioni
Per quanto riguarda il software caricato nel prototipo per effettuare le acquisizioni e` stata
utilizzata una versione semplificata del sorgente originale a 2 sensori.
In particolare, per profili con testing di stallo poiche´ richiedono stalli prolungati sono stati
disabilitati: il riconoscimento di stallo, il modulo Anti-Pinch, il salvataggio in EEPROM
ed il Soft-Stop.
Mentre per acquisizioni con utilizzo di procedura di reverse, attivata dal modulo Anti-Pinch,




E` stato fatto uno studio preliminare sul comportamento del vetro al fine di identificare le
possibili problematiche e dunque scegliere in maniera acconcia il set di profili di testing.
Per prima cosa e` stato scelto di eseguire le acquisizioni a 3 tensioni di alimentazione diverse
(10, 13.5, 15 Volt) all’interno del range consentito per evidenziare la variazione di velocita`
del motore e dunque il diverso comportamento del vetro subito dopo lo spegnimento.
La scelta dei profili di testing invece e` mirata all’evidenziare le possibili casistiche di
comportamento, per esempio l’andamento del vetro successivo allo spegnimento del motore
sia in posizione di fine corsa che intermedia.
I modelli di alzacristallo su cui sono stati eseguiti i test sono volutamente scelti con gran-
dezze del vetro diverse, il primo dell’Alfa Mito con vetro di grande dimensione, che utilizza
una scheda con architettura distribuita ed il secondo della BMW Mini con vetro di piccole
dimensioni che ha invece architettura CDS.
Per quanto riguarda l’alzacristallo BMW Mini non avendo a disposizione la scheda centraliz-
zata originale e` stato utilizzato una board di comando esterna, inoltre non e` stato possibile
acquisire profili di testing alla tensione di 10 V poiche´ inferiore al range di funzionamento.
Un altro problema riscontrato su questo tipo di alzacristallo e` il comportamento dei segnali
provenienti dai rele`, in pratica subito dopo l’attivazione del driver la tensione sulla bobina
non scende istantaneamente ma con un andamento sinusoidale smorzato che comporta
un campionamento errato del segnale. Per eliminare questo tipo di problema e` stato
implementato un filtraggio software preliminare su MATLAB.





TOP TO BOTTOM Partendo dal fine corsa superiore fino ad ar-
rivare allo stallo verso il basso, con stallo
prolungato per qualche secondo
TOP TO MIDDLE TO BOTTOM Partendo dalla posizione superiore con stop in
posizione intermedia e ripartenza nella stessa
direzione con stop precedente allo stallo verso
il basso
TOP TO MIDDLE TO TOP Partendo dalla posizione superiore con stop in
posizione intermedia e ripartenza in direzione
opposta con stop precedente allo stallo verso
l’alto.
BOTTOM TO TOP Partendo dal fine corsa inferiore fino ad arriva-
re allo stallo verso l’alto, con stallo prolungato
per qualche secondo.
BOTTOM TO MIDDLE TO TOP Partendo dalla posizione inferiore con stop in
posizione intermedia e ripartenza nella stessa
direzione con stop precedente allo stallo verso
l’alto.
BOTTOM TO MIDDLE TO BOTTOM Partendo dalla posizione inferiore con stop in
posizione intermedia e ripartenza nella dire-
zione opposta con stop precedente allo stallo
verso il basso.
3.8 Matlab
Tutti i profili acquisiti sono stati analizzati con il programma MATLAB.
Per iniziare sono stati estratti i parametri dei segnali dei sensori ed implementata una
funzione per verificare la presenza di intervalli di ampiezza inconsistente.
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Figura 3.19: Ampiezza Intervalli Acquisiti
In figura 3.19 sono mostrate le ampiezze degli intervalli acquisite per il profilo BOTTOM
UP, e` presente un po di rumore dovuto alla forma dell’onda non perfettamente simmetrica
(duty cycle diverso dal 50%) ed inoltre si puo` evidenziare la crescita degli intervalli in
posizione di fine corsa (stallo verso il basso).
Successivamente e` stata implementata la funzione di ricostruzione, ed utilizzando i marker
sono stati evidenziati i valori dei 2 sensori di hall ai fronti registrati per verificare la
correttezza dell’acquisizione (figura: 3.20).
Figura 3.20: Segnali Sensori Elaborati Su MATLAB
A questo punto e` stato implementato l’algoritmo a 2 sensori utilizzato nel microcon-
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trollore per il conteggio della posizione.
In figura: 3.21 e` stato riportato l’andamento della posizione per l’acquisizione BOTTOM
UP.
Figura 3.21: Tracking Posizione per i 2 sensori
Anche in questo caso sono stati utilizzati i marker per evidenziare i fronti dei sensori di
hall, in modo da verificare il corretto funzionamento dell’algoritmo (figura:3.22).
Figura 3.22: Tracking posizione
Sono state inoltre implementate funzioni per il calcolo della velocita` e dell’accelerazione.
Analizzando i profili acquisiti con l’aggiunta dei segnali di attivazione dei rele` si e` ricercato
il comportamento del vetro agli istanti successivi alla disattivazione del motore.
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In caso di stallo verso il basso, mostrato in figura3.23, possiamo concludere che i
successivi impulsi ricevuti dopo la disattivazione del motore rappresentano un movimento
del vetro in direzione opposta.
Figura 3.23: Comportamento Stallo in Basso
In caso di stallo verso l’alto invece, in nessuna acquisizione sono stati registrati impulsi
dopo lo spegnimento del motore, cio` e` giustificabile dal maggior attrito del vetro con le
guarnizioni di chiusura.
Vediamo adesso il comportamento con stop del motore in posizione intermedia del vetro.
Partendo da un movimento del vetro verso il basso, gli impulsi successivi all’istante di




Figura 3.24: Movimento Down Stop in Posizione Intermedia
Partendo da un movimento del vetro verso l’alto, gli impulsi successivi all’istante
di disattivazione del motore anche in questo caso codificano un movimento nella stessa
direzione come mostrato in figura 3.25.
Figura 3.25: Movimento Up Stop in Posizione Intermedia
Ricapitolando, da un’analisi complessiva dei profili acquisiti per tutte le casistiche di
tensione e modelli sono stati riscontrati questi comportamenti particolari:
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Analisi Comportamento successivo alla disattivazione del motore
Stallo verso il basso movimento del vetro in direzione opposta
Stallo verso alto nessun impulso registrato dopo la disattivazione





Il Sistema ad un Sensore
L’idea iniziale e` quella di utilizzare un solo sensore di hall per l’implementazione dell’algo-
ritmo di feedback.
La direzione, prima stabilita dalla sequenza dei due sensori, viene in questo caso rilevata
con i segnali di stato dei rele`, mentre l’unico sensore di hall rimasto viene utilizzato per il
conteggio della posizione.
4.1 Sviluppo algoritmo MATLAB
Lo sviluppo dell’algoritmo e` partito dall’analisi precedentemente descritta.
Per prima cosa, nello sviluppo del modello matematico, si e` cercato di definire un algoritmo
in grado di calcolare il profilo tenendo conto soltanto degli impulsi ricevuti con uno dei
due rele` attivo, successivamente sono stati presi in considerazione anche gli impulsi di hall
ricevuti oltre lo stop del motore.
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4.1.1 Algoritmo con rele` attivo
Figura 4.1: Algoritmo One Sensor Preliminare
All’arrivo di un fronte dal sensore di hall, viene controllato lo stato dei rele`, in particolare
si possono avere i seguenti casi:
• Condizione di chiusura: Rele` UP e` attivo e Rele` DOWN disattivato, se la lunghezza
dell’impulso acquisito e` maggiore della minima consentita incremento la posizione.
• Condizione di apertura: Rele` DOWN e` attivo e Rele` UP disattivato, se la lunghezza
dell’impulso acquisito e` maggiore della minima consentita decremento la posizione.
• Se entrambi i rele` sono disattivati oppure l’impulso acquisito ha una lunghezza
inferiore alla minima la posizione rimane invariata.
4.1.2 Algoritmo a rele` disattivati




Precedentemente avevamo individuato che in condizione di stallo verso il basso dopo la
disattivazione del motore il vetro si muoveva in direzione opposta a quella di comando, per
lo stallo verso l’alto non era stato registrato alcun movimento e per lo stop in posizione
intermedia i successivi impulsi codificavano un avanzamento del vetro nella stessa direzione.
Per quanto riguarda la valutazione dello stallo alto, anche se per nessuna acquisizione sono
stati riscontrati movimenti successivi alla disattivazione del motore, qualora ci fossero e`
stato deciso di considerarli in direzione opposta al comando come per lo stallo basso poiche´
il vetro e` in posizione di fine corsa e dunque non potrebbe andare oltre di essa.
Non avendo piu` una sequenza che individua la direzione ed una volta disattivati i rele` si e`
deciso di riconoscere le condizioni del vetro utilizzando l’intervallo di tempo tra l’ultimo
impulso con rele` attivo e la disattivazione del rele`.
Figura 4.2: Intervallo di Valutazione Stallo
Se l’intervallo in esame (figura 4.2) e` maggiore di una soglia prestabilita siamo in
condizioni di stallo mentre se inferiore in stop intermedio.
E` stato possibile attuare questa soluzione poiche´ lo stallo viene riconosciuto attendendo un
timeout di lunghezza 200ms dal rilevamento dell’ultimo impulso.
Per il riconoscimento della direzione viene settato una variabile DIR che prende il valore
+1 se la direzione precedente allo stallo era UP mentre -1 se invece era DOWN.
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Figura 4.3: Algoritmo One Sensor Completo
4.1.3 Confronto dei 2 Algoritmi
L’algoritmo e` stato interamente implementato in MATLAB, verificato il corretto funzio-
namento e settato i parametri temporali. Per verificare la funzionalita` dell’algoritmo, e`




Figura 4.4: Confronto Algoritmi Profilo Top Down
In figura 4.4 e` riportato il risultato del confronto per il profilo TOP DOWN tra i 2
algoritmi.
In particolare in figura 4.5 e` riportato una parte del profilo TOP DOWN dove si puo`
chiaramente vedere lo stesso andamento per i 2 algoritmi.
Figura 4.5: Confronto Algoritmi Rele` Attivo
Infine in figura 4.6 possiamo vedere la risposta dei due algoritmi a rele` disattivati ed
anche in questo caso sono uguali.
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Figura 4.6: Confronto Algoritmi Rele` OFF
Il confronto non e` stato solo visivo, ma e` stato implementato in MATLAB un controllo
di verifica automatico che esegue un confronto tra gli output di entrambi gli algoritmi e
fornisce sulla consolle del programma eventuali errori.
Il microcontrollore in uso utilizza un contatore a 16 bit per salvare la durata degli impulsi
dei sensori di hall che ha un range comparabile con Hall Pulse Timer della struttura
acquisita, in alcuni casi il valore di tale registro puo` essere errato percio` sono stati tenuti
in considerazione diversi casi che possono generare un mismatch per quanto riguarda il
calcolo del periodo di tempo tra un interrupt e l’altro.
Per verificare la presenza di mismatch sugli intervalli acquisiti viene effettuato un confronto
tra Hall Pulse Timer e la differenza tra i tempi assoluti (Global Timer) relativi all’intervallo
considerato, eventuali mismatch verranno segnalati sulla consolle di programma.
Le possibili discrepanze si possono verificare in caso di acquisizione errata oppure per wrap
around del contatore dovuto per esempio al movimento lento del motore come nel caso di
stallo o se alimentato a bassa tensione oppure alla successiva attivazione del motore dopo
uno stop.
4.1.4 Profilo mixed
Dopo aver caricato il codice completo dell’algoritmo a 2 sensori nel microcontrollore per
effettuare un testing generale dell’algoritmo e` stata acquisito un profilo misto con all’interno
tutte le casistiche possibili compreso il testing del modulo Anti-Pinch e l’attivazione della
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procedura di Reverse. Confrontando i due algoritmi con questo profilo e` stato possibile
verificare il corretto funzionamento.
Figura 4.7: Acquisizione Mixed
Dalla consolle di MATLAB abbiamo verificato la presenza di discrepanze nel calcolo
della posizione tra i 2 algoritmi tramite la funzione di controllo con un risultato finale nullo.
Vediamo alcuni dettagli dei profili in situazioni particolari:
Figura 4.8: Riconoscimento di un pinch ed attivazione procedura di reverse
In figura 4.8 e` illustrato il detect del pinch e l’attivazione della procedura di reverse.
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Figura 4.9: Stallo verso il basso
In figura 4.9 e` illustrato il rilevamento della condizione di stallo verso il basso e la
disattivazione automatica del rele`.
Figura 4.10: Stallo verso l’alto
In figura 4.10 e` illustrato il rilevamento della condizione di stallo verso l’alto e la
disattivazione automatica del rele`.
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Figura 4.11: Stop in posizione intermedia durante la chiusura
In figura 4.11 e` illustrato il comportamento allo stop in posizione intermedia durante
l’operazione di chiusura del vetro.
Figura 4.12: Stop in posizione intermedia durante l’apertura
In figura 4.12 e` illustrato il comportamento allo stop in posizione intermedia durante
l’operazione di apertura del vetro.
Dall’analisi ed il confronto dell’algoritmo con il modello a 2 sensori possiamo vedere
che, almeno per quanto riguarda l’implementazione in MATLAB, riesce sempre a seguire
fedelmente il tracciamento della posizione anche in condizioni particolari.
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4.2 Sviluppo algoritmo in C
Dopo aver sviluppato il modello matematico con il programma MATLAB, l’algoritmo ad
un sensore e` stato implementato in linguaggio C.
Per l’implementazione dell’algoritmo in C sono state modificate le seguenti funzioni:
• acquisizione fronti sensori
e` stata eliminata l’interrupt relativa all’acquisizione dei fronti di un sensore, ed inoltre
i vari controlli sulla validita` del fronte in funzione del precedente essendo riferiti al
sensore disattivato
• tracking della posizione
per il tracking della posizione e` stato sostituito il vecchio algoritmo con il nuovo, sono
stati inseriti nella struttura i segnali di stato dei rele` ed una variabile che indica la
condizione di stallo / non stallo
• rilevamento del pinch
La precedente routine di rilevamento del pinch per ogni sensore verificava la presenza
dell’ostacolo e ne decretava il pinch, solo se entrambe le routine avevano decretato il
pinch la procedura di reverse veniva attivata.
In questo caso, non essendo piu` presente il secondo sensore, la routine e` stata ridotta
alla singola verifica per attivare la procedura di Anti-Pinch.
• controlli di sicurezza
sono stati sostituiti tutti i controlli relativi alla presenza di entrambi i sensori con
controlli relativi ad uno soltanto.
Il flusso dell’algoritmo tradotto in C risulta quello in figura 4.13.
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Figura 4.13: Algoritmo Tracking C
Per il tracking della posizione in condizioni di stallo anziche´ utilizzare l’intervallo tra
l’ultimo fronte rilevato e la disattivazione del rele` come nel modello matematico, avendo
a disposizione direttamente il riconoscimento di stallo, e` stata creata una variabile Stall
ad indicare la presenza di uno stallo verso il basso, verso l’alto o lo stop in posizione
intermedia.
Per verificare il corretto funzionamento del nuovo sistema e` stata attivata per il sensore
attivo anche la routine di tracking a 2 sensori ed alimentato l’altro in modo da poterne
leggere il valore.
Tramite dunque il confronto con le posizioni calcolate dai 2 algoritmi e` stato possibile





Conclusione e Sviluppi Futuri
L’obiettivo di questo lavoro di tesi e` lo sviluppo, la progettazione ed infine il collaudo di
un sistema di feedback innovativo per alzacristallo auto utilizzando un solo sensore di hall.
Il punto di forza di questo nuovo sistema, a confronto con lo stato dell’arte, e` il trade off
tra costo ed ingombro; i sistemi attualmente utilizzati sono il 2 hall sensors che utilizza 2
sensori di hall collocati vicino all’asse del motore su cui e` inserito un magnete quadripolare,
ed il sensor less che non fa uso di sensori ma basa il funzionamento sui disturbi introdotti
dal motore DC sulla linea di alimentazione.
Il primo, attualmente piu` utilizzato per il basso costo, richiede il collegamento con la board
di gestione dei 2 sensori di hall e del motore stesso. Il secondo invece piu` innovativo non
richiede nessun collegamento con il sistema se non l’alimentazione del motore; cio` lo rende
piuttosto compatto, ma anche particolarmente costoso poiche´ richiede un motore realizzato
ad hoc in modo da ottenere un ripple di corrente preciso e affidabile ed una maggiore
potenza di calcolo per l’algoritmo di elaborazione computazionalmente piu` complesso.
Il nuovo sistema e` collocato in posizione intermedia per quanto riguarda l’ingombro
poiche´ i collegamenti per il sistema di feedback sono dimezzati rispetto al 2 hall sensors
ma non nulli come nel caso del sensor less. Per quanto riguarda il costo risulta la soluzione
vincente in quanto utilizza un sensore in meno del sistema attualmente piu` economico.
Anche la facilita` di aggiornamento a partire da un sistema a 2 sensori rende il nuovo sistema
un’ottima alternativa allo stato dell’arte attuale sia in termini di modifiche hardware, che
consistono essenzialmente nella rimozione di un collegamento e di un sensore, sia software,
che riguardano la sola modifica di funzioni di calcolo.
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Per lo sviluppo e` stato preso in analisi il sistema di tracking a 2 sensori da cui si e`
estratto un modello MATLAB di riferimento affidabile per il calcolo della posizione e sono
stati acquisiti i segnali provenienti dai sensori di hall e dal driver dei rele`.
Successivamente si e` analizzato il comportamento dell’alzacristallo e si sono individuati i
punti in cui presentava dei comportamenti particolari, come per esempio nell’intervallo
successivo alla disattivazione del motore in condizioni di stallo ed in posizione intermedia.
Tenendo conto del comportamento del vetro in ogni situazione e` stato sviluppato un
modello matematico in linguaggio MATLAB per l’algoritmo di calcolo ad un sensore.
Successivamente e` stato effettuato il confronto con il modello equivalente del sistema a 2
sensori e, dopo alcuni tentativi necessari per la calibrazione delle variabili, e` stato ottenuto
un algoritmo in grado di seguire perfettamente il tracking della posizione.
Infine l’algoritmo e` stato tradotto dal MATLAB in linguaggio C, modificato in maniera
opportuna, e dunque collaudato verificando il tracking con quello a 2 sensori ottenendo
come risultato finale il matching totale dei 2 algoritmi.
Vista la struttura di tipo distribuito del sistema, uno sviluppo futuro potrebbe consistere
nell’implementazione del driver LIN e del protocollo di comunicazione per il collegamento in
rete tra le schede del sistema, utilizzabile per esempio per la gestione di tutti gli alzacristalli
della vettura dal lato conducente.
Per avere un tracking della posizione piu` affidabile potrebbe essere implementata una
routine di controllo della corrente assorbita dal motore al fine di rilevare la presenza di
stalli ed ostacoli, utilizzando il modulo Current Sense gia` presente nell’Analog Die del chip.
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R/W Memoria di programma
Le funzioni di salvataggio dei dati in memoria non volatile presenti nel driver che ci e`
stato fornito prevedevano l’utilizzo di una memoria esterna ma nel nostro caso non essendo
presente e` stato necessario sviluppare nuove funzioni di salvataggio in grado di utilizzare
l’unica memoria disponibile ovvero quella di programma.
A.1 Partizionamento
Per prima cosa e` stata partizionata in due blocchi, uno relativo al codice opportunamente
protetta da scrittura e l’altra dedicata al salvataggio dei dati.
Figura A.1: Partizionamento EEPROM
Questa operazione e` stata effettuata direttamente sul file Project.prm in cui si e`




Figura A.2: Creazione Data Rom
Lo spazio di memoria identificato con il nome DATA ROM (figuraA.2) e` stato utilizzato
per il salvataggio delle varie strutture dati mentre il blocco ROM C000 e` stato assegnato
al firmware.
Come si puo` notare dallo spezzone di codice riportato in figura A.2, non c’e` nessun
riferimento alla memoria dati per quanto riguarda il suo accesso ad alto livello poiche´ sono
state realizzate funzioni dedicate che agiscono direttamente sull’indirizzo fisico. Questo
particolare accorgimento permette di sapere con sicurezza quale cella di memoria verra`
letta ma sopratutto scritta, non andando cos`ı a sovrascrivere il codice dell’applicazione.
A.2 Device Driver
I Device Driver per l’accesso in Program/Erase nella EEPROM di programma sono stati
sviluppati secondo le direttive fornite nel datasheet del dispositivo [4].
Le routine di esecuzione dei comandi program ed erase provvedono a copiare il codice da
eseguire dalla memoria ROM alla memoria RAM per poi essere eseguito dalla RAM.
Questo e` necessario poiche´ i cicli di program ed erase richiedono accessi ripetuti e continui
alla stessa locazione per eseguire l’operazione, cio` e` possibile solo se il codice da eseguire
non e` ovviamente contenuto nella stessa memoria.
A.2.1 Registri memoria Flash
Prima di descrivere le procedure di Program/Erase saranno esposti i registri piu` significativi
della memoria Flash.
• FSTAT: Flash Status Register
CBEIF: flag buffer comandi vuoto, se 1 indica che il buffer dei comandi e` vuoto e
puo` essere eseguito un nuovo ciclo di comandi, scrivere 0 in CBEIF durante un ciclo
di programmazione lo termina e setta il flag di ACCERR altrimenti non ha nessun
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effetto. Per pulire il flag basta scriverci 1.
CCIF: flag comando completo, se 1 indica che non ci sono richieste di comandi
pendenti. Viene pulito automaticamente con la pulizia di CBEIF.
PVIOL: Protection Violation, se 1 indica che e` stato eseguito un tentativo di
scrittura su una porzione di memoria protetta. Finche´ PIVIOL e` settato non e`
possibile lanciare comandi o cicli di comandi. Il flag viene resettato scrivendoci 1.
ACCERR: Access Error, il flag indica un accesso illegale, e` 1 se viene settato
PVIOL o se la CPU si ferma durante l’esecuzione di un comando. Viene automatica-
mente resettato quando pulisco PVIOL.
BLANK: Erase Verify Operation Status, quando il flag CCIF e` settato,dopo aver
effettuato una verifica di erase, BLANK indica se il blocco in esame e` cancellato (1)
oppure no (0).Viene resettato automaticamente con la pulizia di CBEIF.
FAIL: Failed Flash Operation, indica che l’operazione di erase non e` andata a
buon fine (1).Il flag viene resettato scrivendoci 1.
• FCMD: Flash Command Register
I possibili comandi sono: verifica di erase, programmazione, programmazione sequen-
ziale, erase di un settore ed erase di massa. Scrivere un comando diverso da quelli
elencati comporta il setting del flag ACCERR nel registro di stato.
• FADDR: Flash Address Registers
• FDATA: Flash Data Registers
A.2.2 Ciclo di programmazione
Affinche` la programmazione della cella di memoria vada a buon fine e` necessario che sia
stata precedentemente cancellata da un ciclo di erase.
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Figura A.3: Ciclo di programmazione
Un operazione preliminare consiste nel setting del clock tramite gli opportuni registri,
verra` poi letto il registro di stato e controllato l’assenza di comandi pendenti (CBEIF=1),
successivamente si verifichera` la presenza di violazioni od illegal access ed in caso si resettera`
i flag.
A questo punto si potra` iniziare con la programmazione, verra` scritto l’indirizzo ed il dato
negli opportuni registri, inviato il comando di programmazione ed infine resettato il flag
CBEIF per far partire l’operazione.
Lo stato del flag CCIF indichera` la fine dell’operazione, dunque e` stato implementato un
controllo ciclico sul tale flag per decretare l’uscita dal ciclo di programmazione.
A.2.3 Erase di un Settore
L’operazione di Sector Erase cancella l’intero settore di cui l’indirizzo impiegato fa parte.
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Figura A.4: Erase di un Settore
La procedura iniziale e` uguale a quella per la programmazione, verra` dunque descritta
soltanto la fase di comando.
Nel registro degli indirizzi viene scritto l’indirizzo di una locazione di memoria appartenente
al settore da cancellare e nel campo dati un dato fittizio, successivamente viene inserito
nell’apposito registro il comando di erase sector e per far partire l’operazione viene resettato
il flag CBEIF del registro di stato. Viene atteso in loop attivo, controllando il flag CCIF,
la conclusione dell’operazione per poi ripeterla 16 volte.
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A.3 Hardware Abstraction Layer
Essendo la EEPROM di programma non prettamente realizzata per continui accessi in
scrittura/lettura, per aumentare l’endurance almeno di un ordine di grandezza e` stato
implementato un algoritmo di accesso alla memoria dati.
A determinare l’endurance e` il numero di cicli di erase [4], che puo` essere eseguito solo
su un intero settore di dimensione 256 word (512 byte) e che fornisce come risultato celle
contenenti il valore 0xFFFF.
Le strutture da trasferire in ROM sono divise in blocchi, A B C ed E. Ogni blocco viene
scritto e/o letto indipendentemente dagli altri dunque e` necessario salvare i vari blocchi in
settori separati.
A.3.1 DATA ROM
Come gia` detto vogliamo aumentare l’endurance di almeno un fattore 10 dunque dobbiamo
riservare ad ogni blocco il numero di settori per raggiungere una dimensione tale da
contenere un array di almeno 10 blocchi.
(dimensione settore) ∗ (numero settori)/(dimensione blocco) ≥ 10 (A.1)
Ogni blocco ha dimensione diversa, prendiamo in esame il blocco A ed il blocco C di
dimensione 8 byte e 256 bytes.
(512) ∗ (1)/(8) = 64 ≥ 10 (A.2)
(512) ∗ (5)/(256) = 10 ≥ 10 (A.3)
Possiamo dunque concludere che per il blocco A e` sufficiente un settore per soddisfare la
nostra ipotesi, mentre per il blocco C ne sono necessari 5.
Siccome il ciclo di erase e` forzato a tutto il settore, l’array di blocchi viene esteso alla
dimensione massima che si puo` avere con il numero minimo di settori necessari.
Per esempio, per il blocco A di dimensioni 8 byte e` sufficiente un settore per contenere un
array di 10 blocchi pero`, visto che un settore e` grande 512 byte, per sfruttarlo al meglio e
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ridurre il numero di erase le dimensioni dell’array vengono estese a 64.
La memoria DATA ROM viene a sua volta suddivisa in 4 spazi, ognuno dedicato ad un
array di blocchi di dati come illustrato in figura A.5.
Figura A.5: Suddivisione DATA ROM
Si fornisce alle funzioni di accesso i parametri dell’array di blocchi:
• 1ST ADDRESS BLOCK SPACE
puntatore al primo blocco dell’array.
• BLOCK SIZE
dimensione del blocco, viene utilizzato per incrementare il puntatore al blocco
successivo dell’array.
• BUFFER SIZE
numero di blocchi contenuti nell’array, utile in scrittura per riconoscere se l’array
e` pieno e procedere con l’erase ed in lettura per capire se l’ultimo dato scritto e`
l’ultimo blocco dell’array (figura: A.6).
Figura A.6: Array pieno
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Prima di procedere con la descrizione delle funzioni e` necessario sapere che il dato utile
contenuto nella prima cella di memoria di ogni blocco non contiene mai il valore 0xFFFF.
Posso dunque utilizzare il valore della prima cella come flag durante la fase di verifica di
blocco occupato.
A.3.2 Funzione di Accesso in Scrittura
Figura A.7: Algoritmo Scrittura
Il funzionamento e` molto semplice, partiamo con la scansione dell’array dal primo blocco,
controllando lo stato del flag:
• 0xFFFF : Blocco vuoto
• 0x#### : Blocco occupato




Figura A.8: Scrittura blocco intermedio
Se, finita la scansione, non e` stato trovato nessun blocco libero allora si procede con
l’erase dell’array e dunque con la scrittura sul primo blocco(figura: A.9).
Figura A.9: Array pieno ed erase
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A.3.3 Funzione di Accesso in Lettura
Figura A.10: Algoritmo lettura
Anche in questo caso si inizia con la scansione dell’array controllando lo stato del flag.
La scansione viene arrestata al primo blocco libero trovato, si decrementa l’indice del
puntatore e si legge il blocco (figura: A.11).
Figura A.11: Lettura blocco
Se il primo blocco e` libero l’array e` vuoto, si procede dunque con il caricare i valori di
default per quel blocco.
Se invece, finita la scansione non si e` trovato nessun blocco libero vuol dire che l’ultimo
blocco scritto e` quello in fondo all’array dunque si procede con la lettura di questo (figura:
A.6).
Grazie a queste funzioni, l’endurance della memoria ROM e` aumentato di un ordine di
grandezza raggiungendo 100.000 rispetto il 10.000 iniziale garantito dal costruttore.
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Interfaccia utente per acquisizione
con scheda di sviluppo XMEGA
Per rendere piu` user friendly l’applicazione sono state implementate alcune funzionalita`
utili in fase di acquisizione.
Figura B.1: Push Button, Led e Connettori Utilizzati
1 Push Button 3 5 From Window Regulator
2 Staus Led 1 6 Push Button 1
3 Staus Led 3 7 Staus Led 2




Le funzionalita` implementate sono:
• Avvio
Dopo aver collegato la scheda al PC ed aver stabilito la connessione con la porta
COM la routine principale si ferma in attesa. Alla pressione del pulsante di avvio
(Push Button 1) lo Staus Led 2 passera` da OFF ad ON e la scheda verra` attivata.
• Start/Stop acquisizione
Tramite la pressione del Push Button 2 vengono attivati/disattivati i canali di
acquisizione, questa funzione permette di muovere il vetro nella posizione desiderata
per effettuare un’acquisizione senza bisogno di chiudere la connessione con la porta
COM. Lo stato dei canali di acquisizione e` verificabile dallo Staus Led 1 che sara` ON
a canali attivi ed OFF altrimenti.
• Reset
Con la pressione del Push Button 3 la scheda verra` resettata, in pratica sara` azzerato
il timer ed inizializzati l’array di strutture ed i due puntatori. Durante l’operazione
di RESET Staus Led 3 sara` di colore rosso anziche´ verde.
B.2 Routine Acquisizione di un profilo
Supponiamo di voler acquisire un profilo, per prima cosa collegare la scheda al PC.
Tramite un programma di data logger stabilire la connessione con la porta COM relativa
alla periferica, impostare il Baud rate a 115200 e selezionare il file di destinazione dove
verranno salvati i dati acquisiti.
A questo punto premere il Push Button 1 per attivare la scheda e verificare che lo stato di
Status Led 2 passi da OFF ad ON.
Posizionare il vetro all’altezza desiderata per iniziare l’acquisizione e successivamente
attivare i canali di acquisizione con Push Button 2 e verificare che lo stato di Status Led 1
passi da OFF ad ON.
Procedere con l’acquisizione del profilo.
Ad acquisizione ultimata disattivare i canali ed interrompere l’ascolto del data logger. A
questo punto e` possibile muovere il vetro e procedere con una nuova acquisizione semplice-
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mente riattivando i canali ed il data logger.
B.3 Timer Overflow & Buffer Full
Sono previsti segnali di warning per le condizioni di:
• Timer Overflow
Se il timer interno raggiunge la condizione di overflow i canali di acquisizione vengono
disattivati e Staus Led 2 iniziera` a lampeggiare.
• Buffer Full
Se l’array delle strutture e` pieno, i canali di acquisizione vengono disattivati e Staus
Led 1 iniziera` a lampeggiare.








Durante l’analisi del sistema a 2 sensori e` stato necessario implementare un debugger
real-time esterno poiche´ la struttura del codice essendo ad interrupt programmati non
segue un flusso di esecuzione lineare.
Il fatto che il codice non segua un flusso di esecuzione lineare rende la ripartenza da uno
stop, per esempio dovuto ad un break point del tool di debug, random poiche´ il real time
interrupt nell’intervallo di stop continua a generare interruzioni e dunque non sapremo mai
a priori quale task successivo impegnera` la CPU, e sicuramente non continuera` l’esecuzione
da dove e` stata fermata.
C.1 Il sistema
Per la realizzazione e` stata utilizzata l’interfaccia LIN presente sulla board da un lato e
l’interfaccia seriale UART presente nella scheda di sviluppo Atmel dall’altro.
Figura C.1: Schema a blocchi
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Per interfacciarsi con il PC, e` stata utilizzata la periferica USB come nel caso delle
acquisizioni.
C.2 Setting della periferica LIN
Per cominciare e` stata attivata e settata la periferica LIN che implementa soltanto a livello
fisico la comunicazione, e` stata dunque collegata, tramite il setting di registri interni al
D2D, alla periferica seriale SCI settata a sua volta con un baud rate di 4800 ed in modo
da ottenere una semplice trasmissione seriale senza l’utilizzo di preamboli e bit di parita`.
Figura C.2: Connessione SCI-LIN
C.3 Modifiche nel codice di esecuzione
Nei punti di interesse all’interno del codice e` stata inserita una funzione di stampa seriale
in modo da avere un feedback sul percorso seguito dal codice.
La funzione di stampa seriale non fa altro che inviare sul bus LIN un codice ad 8 bit che
identifica un determinato checkpoint.
Per il checkpoint identificativo dello stop motore e` stato necessario utilizzare 2 stampe
seriali, la prima che indica lo stop motore e la seconda che indica la motivazione dello stop.
C.4 Visualizzazione
Per la visualizzazione su PC e` stata sviluppata una tabella di conversione all’interno
della development board Atmel. Grazie all’utilizzo della tabella di conversione e` possibile
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