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Abstrakt
Tato bakalářská práce se zabývá zobrazením geometrických ploch na počítači v rovnoběž-
ném a středovém promítání. Práce obsahuje část matematické teorie potřebnou pro zave-
dení daných zobrazení. Jsou zde definovány důležité pojmy jako euklidovský a projektivní
prostor, plochy a základní operace. Dále práce obsahuje popis tvorby aplikace pro zobra-
zení geometrických ploch za použití vlastních procedur a funkcí (tzv. knihovny) v Delphi 7
a za použití knihovny OpenGL. Výsledkem práce je vlastní realizace popsaných postupů
formou vytvoření aplikačního softwaru.
Summary
The Bachelor thesis deals with display geometric surfaces on a computer in parallel pro-
jection and central projection. It includes part of mathematical theory which is necessary
for definition of given projection. There are couple of important terms defined such as euc-
lidean space, projective space, surfaces and elementary operations. The thesis also includes
description of applications development for display geometric surfaces by using the au-
thor’s own procedures and functions (so-called library) in Delphi 7 and by using OpenGL
library. This Bachelor thesis result is the writer’s own implementation of described pro-
cesses by application development.
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Bakalářská práce se zabývá modelováním geometrických ploch na počítači využitím
knihovny OpenGL.
Vizualizace 3D ploch má v současné době velký význam. S 3D modely se můžeme
setkat ve strojírenství, stavebnictví, designu, při 3D skenování, při pozorování preparátů
za pomocí konfokálního mikroskopu, v počítačových hrách a dokonce si můžeme snadno
sami navrhnout 3D model kuchyně firmy Ikea. K 3D modelování byla vytvořena řada
softwarů, mezi nejznámější patří např. Autodesk Inventor, Solidworks a AutoCAD.
Pro mou vlastní vizualizaci ploch jsem si vybrala program Delphi s programovacím
jazykem Pascal. Pascal je s programem Delphi úzce spjat již od roku 1995, kdy byl poprvé
vytvořen firmou Borland. Delphi mělo pro Borland zásadní význam až do verze Delphi 5
(rok vydání 1999), kdy ho Borland začal chápat spíše jako vedlejší zdroj příjmů. Verze
Delphi nepřinášely žádné zásadní změny, a proto se zdálo, že Delphi i Pascal padnou
v zapomnění. Naštěstí se, tak nestalo. Borland se v roce 2006 rozhodl vytvořit dceřinou
společnost, která bude dále Delphi vytvářet. Do této společnosti přešlo mnoho vývojářů
a vedoucích pracovníků z Borlandu, kteří by se však rádi osamostatnili. Jeden z těchto
vývojářů se dostal do firmy Embarcadero, která hledala možnost posílení pozice a zisku
v Evropě. Tento vývojář, tedy navrhl odkoupení firmy, která vytvářela Delphi. Tento
odkup se roku 2008 uskutečnil. Dalším vývojem Delphi se tedy zabývá firma Embarcadero,
která ho považuje za strategický produkt. Delphi je tedy v dobrých rukou. Nejnovější verze
již mají kompilátory pro Android, iOS i pro jazyk C++.[1],[2]
Pro vlastní aplikaci jsem vybrala Delphi 7, protože jsem se s ním setkávala již od prv-
ního semestru na vysoké škole. Prostředí je pro mě známé a vcelku příjemné.
Knihovna OpenGL (=Open Graphics Library) je grafická knihovna používaná na většině
platforem pro tvorbu 2D a především 3D grafiky. Její vlastnosti a příkazy lze použít
v téměř jakémkoliv programovacím jazyce. OpenGL dokáže vytvořit pouze základní ro-
vinné útvary jako je např. trojúhelník, polygon, avšak již v prostoru. Z těchto útvarů pak
můžeme vytvořit jakýkoliv námi požadovaný útvar, ať už rovinný nebo prostorový.
Pro pochopení správného fungování všech principů zobrazování jsem si nejdříve vy-
tvořila vlastní knihovnu a až poté vytvářela samotný model s využitím knihovny OpenGL.
Postup tvorby obou těchto modelů je popsán v kapitole 3.
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2. Matematický základ
Pro řešení dané problematiky je nutné si zavést následující pojmy.
2.1. Euklidovský prostor
V této kapitole si budeme definovat základní pojmy euklidovského prostoru. Tyto pojmy
jsem čerpala z [5].
2.1.1. Základní pojmy a vztahy v rovině
Již na základní škole se každý z nás setkal se základními geometrickými pojmy jako je
bod, přímka a rovina, a také se spojeními
”





bod leží v rovině”,
”
přímka leží v rovině”. Těmito spojeními se opisuje základní
geometrický vztah, kterému říkáme vztah incidence 1. Intuitivně bereme bod jako
”
bez-
rozměrný objekt”, přímku jako
”
nekonečně tenkou rovnou čáru”, atd. Pokud však bychom
tyto popisy chtěli brát jako matematické definice, museli bychom si definovat bezrozměrný
objekt, nekonečně tenkou rovnou čáru, atd., což by vedlo jen k dalším a dalším definicím
a nikdy bychom se nedobrali konce. V moderní geometrie je tento problém řešen tak, že
geometrie stanoví základní tvrzení o výše uvedených pojmech a vztazích, která přijme
bez důkazu jako tzv. axiomy.
Základy rovinné geometrie (planimetrie) jsou tvořeny soustavou axiomů německého
matematika Davida Hilberta (1862 - 1943):
Axiomy incidence - zavádějí vzájemnou polohu bodů a přímek
I1: Dvěma různými body prochází právě jedna přímka.
I2: Na každé přímce leží alespoň dva různé body.
I3: Existují alespoň tři body, které neleží na téže přímce.
Axiomy uspořádání - zajišťují, aby přímka byla
”
dostatečně hustě pokryta body“.
Tento požadavek je zajištěn vztahem
”
bod C leží mezi body A,B “, který zapi-
sujeme CµAB a následujícími axiomy:
U1: Jestliže CµAB, pak A,B,C jsou tři navzájem různé body téže přímky a platí
také CµAB.
U2: Ke každým dvěma různým bodům A,B existuje alespoň jeden bod C tak, že
CµBA.
U3: Pro každé tři různé body téže přímky platí, že právě jeden z nich leží mezi zby-
lými dvěma.
U4 (Paschův): Jsou-li E,F,G nekolineární body (tj. neleží na jedné přímce) a p
je přímka, na které leží bod MµEF , pak existuje bod N , který leží na p a
platí buď N = G, anebo NµFG. (jinak řečeno: přímka, která neprotíná žádný
vrchol trojúhelníka a protíná jeho stranu, protíná právě jednu další stranu)
1incidence = (matematicky) vzájemná poloha dvou geometrických útvarů majících společnou část
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Axiomy shodnosti - zavádějí shodnost úseček a úhlů a umožňují definovat další důležité
útvary.
S1: Pro každou úsečku AB je AB ∼= AB (říkáme, že shodnost úseček je refle-
xivní). Pro každé dvě úsečky AB,CD platí: je-li AB ∼= CD, pak je CD ∼= AB
(shodnost úseček je symetrická). Pro každé tři úsečky AB,CD,EF platí: je-li
AB ∼= CD a CD ∼= EF , pak AB ∼= EF (shodnost úseček je tranzitivní).
S2: Nechť AB je úsečka, CD polopřímka. Pak na CD leží právě jeden bod E tak,
že AB ∼= CE.
S3: Nechť CµAB, C ′µA′B′, AC ∼= A′C ′, CB ∼= C ′B′. Pak AB ∼= A′B′.
S4: Shodnost úhlů je reflexivní, symetrická a tranzitivní (viz S1).
S5: Pro každý ^AV B a každou polorovinu A′V ′M ′ existuje jediná polopřímka V ′B′
tak, že ^AV B ∼= ^A′V ′B′.
S6:
”
Věta”sus o shodnosti trojúhelníků.
Axiomy spojitosti - umožní zjišťovat délky úseček.
A (Archimédův): Nechť A0B0, AB jsou libovolné úsečky. Na polopřímce AB se-
strojme posloupnost P0, P1, ..., Pk = {Pk}k∈N tak, že P0 = A, PkPk+1 ∼= A0B0.
Pak existuje n ∈ N tak, že BµAPn.
C (Cantorův): Nechť {AnBn}n∈N je posloupnost úseček přímky p taková, že pro
každé n je An+1Bn+1 ⊆ AnBn. Pak existuje bod M ∈ p takový, že pro každé n
je MµAnBn.
Axiom rovnoběžnosti
E (Euklidův): Bodem A neležícím na přímce p prochází právě jedna přímka a,
která s přímkou p nemá společný žádný bod.
Tímto axiomem je dovršeno budování euklidovské geometrie v rovině.
2.1.2. Základní pojmy a vztahy v prostoru
Jestliže rozšíříme pojmy a vztahy rovinné geometrie o pojem roviny a axiomy popisující
vzájemnou polohu bodu a roviny, přímky a roviny a vzájemnou polohu dvou rovin, získáme
prostorovou geometrii (stereometrii). Tyto axiomy rozšiřují výčet dříve uvedených axiomů
incidence:
I4: Každými třemi body, které neleží na jedné přímce, prochází právě jedna rovina.
I5: V každé rovině leží alespoň jeden bod.
I6: Jestliže v rovině leží dva různé body téže přímky, pak v této rovině leží celá přímka.
I7: Jestliže bod leží na přímce a tato přímka v rovině, pak bod leží v této rovině.
I8: Existují alespoň čtyři body, které neleží v jedné rovině.
I9: Jestliže dvě roviny mají společný bod, mají společnou přímku, která tímto bodem
prochází.




Pomocí analytické geometrie jsou body v rovině modelovány jako uspořádané dvojice
reálných čísel, v prostoru pak jako uspořádané trojice reálných čísel. Tato čísla nazýváme
souřadnice bodu.
Rovinu, která splňuje axiomy I1-I3, U1-U4, S1-S6, A, C, E nazýváme euklidovskou
rovinou. Prostor, který kromě axiomů euklidovské roviny navíc splňuje axiomy I4-I9,
nazýváme euklidovským prostorem.
Geometrie, která zavádí jakési pojmy splňující jisté axiomy bez jakýchkoli představ
o tom, co tyto pojmy a axiomy znamenají, je matematickou abstrakcí. Jestliže tyto pojmy
a axiomy
”
objevíme“ v konkrétních situacích, říkáme, že jsme našli model (nebo realizaci)
této geometrie.
Do 17. století byla geometrie ztotožňována pouze s jejím syntetickým modelem. Geo-
metři pracovali s rýsovacími pomůckami. Algebru využívali pouze k výpočtům povrchů,
délek a objemů, přičemž k zjištění potřebných údajů využívali pouze měření pomocí Ar-
chimedova axiomu. Hlubší souvislosti mezi geometrií a algebrou objevil až René Descartes
(1596-1650), čímž dal základ analytickému modelu geometrie. Objevil pravoúhlou souřad-
nou soustavu, tzv. kartézskou soustavu (latinsky Descartes = Cartesius).
V kartézské soustavě chápeme body v rovině jako uspořádané dvojice reálných čísel,
v prostoru jako trojice, přímku jako lineární rovnici (tzv. obecnou rovnici přímky) o dvou
neznámých v případě roviny, třech v případě prostoru. Kromě těchto obecných rovnic
přímky používáme také tzv. parametrické rovnice, které jsou založeny na tom, že přímka
je v rovině určena bodem A = [a1, a2] a směrovým vektorem ~u = (u1, u2), v prostoru
bodem A = [a1, a2, a3] a směrovým vektorem ~u = (u1, u2, u3).
Před samotným analytickým popisem euklidovského prostoru si musíme ještě uvést
další pojmy:
Vektorový prostor: Jak již název napovídá, vektorový prostor je prostor složený z vek-
torů. Avšak naskytne se otázka, z jakých vektorů? Dříve než si na tuto otázku odpovíme,
představíme si pojem vektor: Vektory si lze představit jako orientované úsečky se společ-
ným počátečním bodem, nebo jako uspořádané dvojice příp. trojice reálných čísel, které
představují souřadnice vektoru. Onen společný počáteční bod je počátkem souřadné sou-
stavy. Vektory lze sčítat a násobit reálným číslem. Máme-li vektor −→v splňující:
−→v = c0−→u0 + c1−→u1 + ...+ cn−→un,
kde ci ∈ R, i = 0, 1, ..., n, pak tento vektor nazýváme lineární kombinace vektorů
u0,u1, ...,un.
Pokud žádný z vektorů u0,u1, ...,un nelze zapsat jako lineární kombinaci ostatních,
pak tyto vektory nazýváme bázové (nebo také lineárně nezávislé) vektory.
Vezmeme-li bázové vektory u0,u1, ...,un a uděláme z nich lineární kombinace
−→v =
c0
−→u0+c1−→u1+...+cn−→un, pak množinu všech těchto kombinací nazveme vektorový prostor
vytvořený těmito bázovými vektory.
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Afinní prostor: Uvažujeme vektorový prostor, který doplníme množinou prvků, tzv. bodů
značených A,B,C, ..., operací sčítání bodu a vektoru, jejímž výsledkem je bod:
B = A+−→u ,
kde vektor −→u značíme −→u = −→AB, a dále podmínkou:
pro ∀ bod A,B,C platí −→AC = −→AB +−−→BC.
Takto vzniklou množinu bodů nazýváme afinní prostor a příslušný vektorový prostor
zaměřením afinního prostoru.
Analytický model euklidovského prostoru: Jak jsme si uvedli na začátku této pod-
kapitoly: euklidovský prostor je prostor, který splňuje výše uvedené axiomy. Chceme-li
však stavět na dříve uvedených prostorech (afinním a vektorovém), musíme si uvědomit,
že tyto prostory všechny axiomy nesplňují. Tak jak je nyní známe, je tedy nemůžeme
nazývat euklidovským prostorem. Proto si je následujícím postupem rozšíříme:
V zaměření afinního prostoru si definujeme skalární součin vektorů−→u = (u1, u2),−→v =
(v1, v2) v rovině,
−→u = (u1, u2, u3),−→v = (v1, v2, v3) v prostoru jako číslo:
−→u · −→v = u1v1 + u2v2 v rovině−→u · −→v = u1v1 + u2v2 + u3v3 v prostoru
V prostoru se skalárním součinem můžeme tedy definovat velikost (= normu) vektoru:
‖−→u ‖ =













Poslední potřebnou definicí je pak tato definice: Dvě úsečky AB, CD jsou shodné právě
tehdy, když jsou reprezentanty stejných velikostí. Nyní již stačí pouze stanovit jednotkovou
úsečku (příp. jednotkový vektor) a k dispozici máme i velikost úhlů mezi vektory:
cosϕ =
−→u ·−→v
‖−→u ‖·‖−→v ‖ .
Takto doplněný afinní prostor splňuje všechny axiomy a je tedy euklidovským prosto-
rem.
Jak bylo uvedeno výše vektory lze sčítat a násobit reálným číslem, lze udělat skalární
součin dvou vektorů, jehož výsledkem je číslo, zjistit jejich velikosti a úhel, který mezi
sebou svírají. Vektory však lze násobit i tak, že vznikne jiný vektor, ale pouze v prostoru.
Tento součin nazýváme vektorový součin a je definován takto:
−→u ×−→v = (u2v3 − u3v2, u3v1 − u1v3, u1v2 − u2v1).
Výsledný vektor vektorového součinu je kolmý k oběma vstupním vektorům.




V následující kapitole budou zavedeny pojmy projektivního prostoru, které jsou podrob-
něji řešeny v [6].
2.2.1. Základní pojmy
Jedním z důležitých pojmů počítačové geometrie je promítání. Promítání chápeme jako
zobrazení euklidovského prostoru do euklidovského prostoru, které každou přímku zobrazí
opět na přímku, nebo na bod. Toto zobrazení je v euklidovském prostoru dosti kompliko-
vané.
Nyní si popíšeme syntetický model takovéhoto zobrazení mezi dvěma euklidovskými
rovinami, které si označíme ρ, ρ′:
Představíme si, že rovina ρ je průhledná fólie, na které je neprůhlednou barvou sestrojen
geometrický útvar. Tuto fólii osvítíme bodovým zdrojem (v obrázcích označeným jako
S), nebo plošným. Paprsky tohoto zdroje po průchodu fólií dopadají na rovinné stínítko
ρ′. Fólii můžeme různě natáčet, takže je buď rovnoběžná se stínítkem, anebo různoběžná.
































Obrázek 2.1: Promítání [6]
Jak je vidět, v každé situaci dostaneme jiný 4A′B′C ′, přestože všechny 4ABC jsou




Tyto situace se liší polohou promítacích přímek, které jsou buď různoběžky a mají
tedy společný bod, anebo rovnoběžky a nemají společný bod, a také polohou rovin, které
mají společnou přímku, anebo nemají. Zajistíme-li, aby i rovnoběžné přímky měly spo-
lečný bod a rovnoběžné roviny společnou přímku, budeme moci popsat tyto situace jako
jediný případ. To docílíme tak, že euklidovský prostor rozšíříme o další axiom, a to axiom
projektivní:
P: Každé dvě přímky, které leží v téže rovině, mají společný bod.
Tento axiom je však v rozporu s axiomem rovnoběžnosti E. To napravíme tak, že začneme
rozlišovat dva druhy bodů: body vlastní (dosud uvažované) a body nevlastní. Axiom
rovnoběžnosti E tedy není třeba rušit, stačí ho pouze upřesnit:
Ep: Bodem A neležícím na přímce p prochází právě jedna přímka a, která s přímkou p
nemá společný žádný vlastní bod.
Zmiňovanou přímku a nazýváme rovnoběžkou k přímce p. Tzn. že z axiomu Ep vyplývá,
že rovnoběžky nemají společný žádný vlastní bod. Protože však podle axiomu P musí mít
společný bod, tento společný bod nazýváme nevlastní bod.
Rovinu, ve které místo axiomu E platí axiomy P a Ep nazýváme projektivní rovina,
prostor pak projektivní prostor.
Syntetický model projektivní roviny:
Tímto syntetickým modelem může být trojrozměrný euklidovský prostor. Projektivními
















Obrázek 2.2: Syntetický model projektivní roviny [6]
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Na obrázku 2.2 můžeme vidět dvě přímky p, q ve dvou různých situacích a dále přímku
n. Je zde také sestrojena rovina, která neprochází společným bodem útvarů n, p, q, A, které
modelují přímky, resp. bod v rozšířené rovině. Tato rovina není objektem našeho modelu,
ale v případě p ∦ q modeluje euklidovskou rovinu, takže v ní vidíme „klasické”modely
různoběžek p, q a jejich průsečíku A. V případě p ‖ q, je společný bod A modelován
euklidovskou přímkou ∞A. Ta však neprotíná model euklidovské roviny a proto pro tento
bod nelze v euklidovské rovině použít „klasický”model („bezrozměrnou”tečku), ale lze ho
vyznačit, jako směrový vektor ∞ ~A. Nevlastní bod ∞A leží na přímce n, která také nelze
„klasicky”modelovat. Je to nevlastní přímka naší projektivní roviny. Změníme-li směr
rovnoběžných přímek p, q, změní se i jejich nevlastní společný bod. Vždy však bude ležet
na nevlastní přímce n.
Analytický model projektivní roviny:
Tento analytický model vytvoříme tak, že předchozí syntetický model opatříme kartézskou
souřadnou soustavou 〈0,~i,~j,~k〉, kde osy označíme x = 〈0,~i〉, y = 〈0,~j〉, ω = 〈0,~i〉.









Obrázek 2.3: Analytický model projektivní roviny [6]
Tyto přímky lze zapsat jako nenulové násobky směrového vektoru ~p = (a1, a2, ωP ), bod
v tomto projektivním protstoru je tedy množina vektorů tvaru:
P = k · ~p = k · (p1, p2, ωP ) = (kp1, kp2, kωP ) 6= ~o.
Jednotlivé vektory z této množiny nazýváme reprezentanty projektivního prostoru P .
Rovinu n s nevlastními body ze syntetického modelu bude v analytickém modelu repre-
zentovat rovina ω = 0, euklidovskou rovinu pak ω = 1.
Vlastní bod A = k · (a∗1, a∗2, ωA) = (ka∗1, ka∗1, kωA):
Přímka určená počátkem a některým reprezentantem bodu A protíná rovinu ω = 1, tzn.















, 1) = (a1, a2, 1).
„Koncový bod”A každého takového vektoru leží v rovině ω = 1 a má kartézské souřadnice







Obrázek 2.4: Syntetický model s označenou euklidovskou rovinou ω = 1 [6]
Nevlastní bod ∞S = (ks1, ks2, kωS):
V synetickém modelu ho předstatovala přímka ležící v rovině ω = 0, tzn. ωS = 0. Takže
nevlastní bod je možné reprezentovat vektorem:
∞~S = ~s = (s1, s2, 0).
Nevlastní body interpretujeme jako směry a jejich reprezentanty jako vektory daného
směru.
Analytický model projektivního prostoru:
Tento model je analogický analytickému modelu projektivní roviny. Projektivní body P
představují uspořádané čtveřice tvaru P = (kp1, kp2, kp3, kωP ) a volbou konkrétní hodnot
k dostaneme jednotlivé reprezentanty.
Vlastní bod A = k · (a∗1, a∗2, a∗3, ωA) = (ka∗1, ka∗1, ka∗3, kωA):





















, 1) = (a1, a2, a3, 1).
Nevlastní bod ∞S = (ks1, ks2, ks3, kωS):
Nevlastní bod v projektivním prostoru lze reprezentovat vektorem:
∞~S = ~s = (s1, s2, s3, 0).
Shrnutí:
Projektivní rovinu (prostor) můžeme chápat jako euklidovskou rovinu (prostor) rozšířenou
(rozšířený) o nevlastní body.. . Vlastní body projektivního prostoru lze chápat jako eukli-
dovské.. ., nevlastní body chápeme jako směry, jejich reprezentanty jako vektory daného
směru.([6], s. 38)
2.2.2. Zobrazení v projektivní rovině











Libovolný bodX = (kx1, kx2, kωX) se v projektivní rovině zobrazí na bodX ′ = (k′x′1, k
′x′2,
k′ωX′), k 6= 0, k′ 6= 0 volíme libovolně (většinou tedy k′ = k = 1). Dostaneme tedy sou-
stavu rovnic ve tvaru:  x′1x′2
ωX′
 =





kde ωX , ωX′ je rovno jedné v případě vlastního bodu, nebo nule v případě nevlastního
bodu.
Tuto soustavu rovnic lze zapsat maticově ve tvaru:
X′T = A ·XT
Matice A je matice určující zobrazení. Každé zobrazení lze takovouto maticí typu 3×3
zcela určit.
V tabulce 2.1 můžete vidět vybraná základní zobrazení v euklidovské rovině.
Tabulka 2.1: Základní zobrazení v projektivní rovině [6]
Označení Název Matice
Ox Souměrnost podle osy x Ox =
 1 0 00 −1 0
0 0 1

Oy Souměrnost podle osy y Oy =
 −1 0 00 1 0
0 0 1

S0 Souměrnost podle počátku S0 =
 −1 0 00 −1 0
0 0 1

Rα Otočení kolem počátku o úhel α Rα =
 cosα − sinα 0sinα cosα 0
0 0 1

T~v Posunutí o vektor ~v T~v =
 1 0 v10 1 v2
0 0 1

Výhodou této reprezentace zobrazení je jednoduché skládání: Stačí pouze všechny
matice zobrazení postupně vynásobit a výslednou matici použít v maticové rovnici:
X′T = A ·XT
2.2.3. Zobrazení v projektivním prostoru
Podobně jako v projektivním prostoru můžeme každé projektivní zobrazení bodu X =











a11 a12 a13 a14
a21 a22 a23 a24
a31 a32 a33 a34










kde ωX , ωX′ je rovno jedné v případě vlastního bodu, nebo nule v případě nevlastního
bodu.
Tuto soustavu rovnic lze opět zapsat maticově v tvaru:
X′T = A ·XT
Matice A je opět matice určující zobrazení. Změna je pouze v typu matice, který je 4×4.
V tabulce 2.2 můžete vidět vybraná základních zobrazení v projektivním prostoru.
Tabulka 2.2: Základní zobrazení v projektivním prostoru [6]
Označení Název Matice
Sxz Souměrnost podle roviny y = 0 Sxz =

1 0 0 0
0 −1 0 0
0 0 1 0
0 0 0 1

Sx Souměrnost podle osy x Sx =

1 0 0 0
0 −1 0 0
0 0 −1 0
0 0 0 1

S Souměrnost podle počátku S =

−1 0 0 0
0 −1 0 0
0 0 −1 0
0 0 0 1

T~v Posunutí o vektor ~v Tv˜ =

1 0 0 v1
0 1 0 v2
0 0 1 v3
0 0 0 1

Rx,α Otáčení kolem osy x Rx,α =

1 0 0 0
0 cosα − sinα 0
0 sinα cosα 0
0 0 0 1

Ry,α Otáčení kolem osy y Ry,α =

cosα 0 sinα 0
0 1 0 0
− sinα 0 cosα 0
0 0 0 1

Rz,α Otáčení kolem osy z Rz,α =

cosα − sinα 0 0
sinα cosα 0 0
0 0 1 0
0 0 0 1

Skládání těchto zobrazení je stejné jako v projektivní rovině.
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2.2.4. Promítání prostoru na rovinu
Je dána rovina pi a bod S /∈ pi. Zobrazení z projektivního prostoru bez bodu S do projektivní
roviny, které každému bodu A 6= S přiřadí bod A′ ∈ SA∩pi, se nazývá promítání z bodu
S na rovinu pi. Bod S nazýváme střed promítání, rovinu pi průmětna. Přímku SA
nazýváme promítací přímka bodu A. Rovinu, která je určena dvěma různými promíta-
cími přímkami, nazýváme promítací rovina. Promítání, jehož střed je vlastní, nazýváme
středové, promítání s nevlastním středem nazýváme rovnoběžné. Rovnoběžné promí-
tání, jehož promítací přímky jsou kolmé na průmětnu, nazýváme pravoúhlé (nebo též






































Obrázek 2.5: Promítání prostoru na rovinu [6]
Středové promítání
Základní vlastnosti
1. Středovým průmětem bodu A je bod A′.
2. Středovým průmětem přímky a, která není promítací (tj. S /∈ a) je přímka a′.
3. Středovým průmětem promítací přímky a (tj. S ∈ a) je bod a′.
4. Středové promítání zachovává incidenci, tj. průmětem bodu A a přímky p takové, že
A ∈ p je bod A′ a přímka p′ takové,že A′ ∈ p′, popř. body A′, p′ takové, že A′ = p′
v případě, že je p promítací přímka.
Rovnoběžné promítání
Základní vlastnosti
1. Rovnoběžným průmětem bodu A je bod A′.
2. Rovnoběžným průmětem přímky a, která není promítací (tj. a ∦ s) je přímka a′.








Obrázek 2.6: Rovnoběžné promítání [6]
4. Rovnoběžným průmětem dvou různých přímek a ‖ b, kde s 6⊂ α = a′b′, jsou dvě
různé přímky a′ ‖ b′.
5. Rovnoběžným průmětem dvou různých přímek a ‖ b, kde s ⊂ α = a′b′, je jediná
přímka a′ = b′.
6. Rovnoběžným průmětem dvou různých promítacích přímek (tj. a ‖ b ‖ s) jsou dva
různé body a′, b′.
7. Rovnoběžným průmětem roviny α, kde s 6⊂ α, je průmětna pi.
8. Rovnoběžným průmětem roviny α, kde s ⊂ α, je přímka α.
9. Rovnoběžné promítání zachovává incidenci (viz. výše).













Obrázek 2.7: Promítání prostoru na rovinu [7]
Mějme vektory ~i = (i1, i2), ~j = (j1, j2), ~k = (k1, k2). Pak zobrazení, které zobrazí
libovolný bod X = [x1, x2, x3] na bod X ′ = [x′1, x
′
2] je dáno rovnicemi:
x′1 = i1x1 + j1x2 + k1x3
x′2 = i2x1 + j2x2 + k2x3
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i1 j1 k1 0
i2 j2 k2 0
0 0 0 0








Pro analytické zpracování je nejjednodušší promítání pravoúhlé do některé ze sou-
řadnicových rovin, při čemž pouze nulujeme příslušnou souřadnici. Například promítání
do roviny z = 0 je určeno soustavou rovnic:
x′1 = x1
x′2 = x2 x
′
3 = 0,







1 0 0 0
0 1 0 0
0 0 0 0












1 0 0 0
0 1 0 0
0 0 0 0
0 0 0 1

je matice kolmého promítání na rovinu z = 0.
Pokud bychom chtěli promítat kolmo na obecnou rovinu, musíme buď zadat rovnici







Obrázek 2.8: Směr pohledu [7]
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Směrový vektor pohledu ~s = (s1, s2, s3) je jednotkový vektor, jehož souřadnice lze
vypočítat jako:
s1 = cosα cos β
s2 = sinα cos β
s3 = sin β.
Pozici pozorovatele, pak určíme jako bod S = [s¯1, s¯2, s¯3], který je k-tým násobkem vek-
toru ~s, kde k je vzdálenost pozorovatele od počátku souřadné soustavy.
Pomocí dvou rotací nejdříve tento směr ztotožníme s některou souřadnou osou, poté
provedeme kolmý průmět do příslušné průmětny a následně „vrátíme” objekt do výchozí
pozice. To provedeme takto:
Otočíme kameru kolem osy z o úhel ω1 = −α− pi2 za použití matice:
Rz,ω1 =

cosω1 − sinω1 0 0
sinω1 cosω1 0 0
0 0 1 0
0 0 0 1

Otočíme kameru kolem osy x o úhel ω2 = β − pi2 za použití matice:
Rx,ω2 =

1 0 0 0
0 cosω2 − sinω2 0
0 sinω2 cosω2 0
0 0 0 1

Promítneme kolmo na rovinu z = 0 za použití matice:
Kxy =

1 0 0 0
0 1 0 0
0 0 0 0
0 0 0 1

Pomocí matic Rz,−ω1 , Rx,−ω2 objekt „vrátíme” na původní pozici.
Tyto matice násobíme v obráceném pořadí, takže matice P našeho promítání je tvaru:
P = Rz,−ω1 ·Rx,−ω2 ·Kxy ·Rx,ω2 ·Rz,ω1
P =

cos2 ω1 + sin
2 ω1 cos
2 ω2 −12 sin2 ω2 sin(2ω1) −12 sinω1 sin(2ω2) 0−1
2
sin2 ω2 sin(2ω1) sin
2 ω1 + cos
2 ω1 cos
2 ω2 −12 cosω1 sin(2ω2) 0−1
2
sinω1 sin(2ω2) −12 cosω1 sin(2ω2) sin2 ω2 0




Matice středového promítání lze sestrojit podobným způsobem, její odvození je
však složité a proto si uvedeme pouze výsledek.
Matice středového promítání se středem S = [s1, s2, s3] do roviny z = 0 má tedy tvar:
PS,x,y =

1 0 0 0
0 1 0 0
0 0 0 0









Dosud jsme se zabývali prostory, ve kterých budeme provádět projekci výše popsanými
metodami. V této kapitole se nyní budeme zabývat objekty našeho zobrazování a to
plochami. Podrobnější popis ploch můžete najít v [9] a [3].
K určení polohy bodu plochy je třeba dvou parametrů. Plochu definujeme takto:
Definice: Nechť D ⊂ R je interval, Ω ⊂ R2 je souvislá otevřená množina, dále nechť
p : Ω → E3, ϕ : D → Ω; ϕ(t) = (u(t), v(t)) ∈ Ω jsou spojitá zobrazení. Pak obor hodnot
H(p) zobrazení p : Ω → E3 nazýváme (neorientovanou) plochou, zobrazení p : Ω → E3
její parametrizací.
Platí-li navíc pro každé (u, v) ∈ Ω












Obrázek 2.9: Parametrizace plochy [3]
Ve většině literatury se uvádí, že regulární plocha je plocha, jejíž parametrizace je
navíc injektivní (tj. plocha sama sebe neprotíná). Pro naše potřeby není třeba tyto body
vylučovat, proto tento požadavek můžeme vynechat. Plochy jako např. povrch krychle,
válce, kužele, apod. nejsou regulární z důvodu existence bodů, ve kterých není definována
derivace, tj. vrcholy, hrany.
Plochy můžeme vyjádřit několika způsoby:
Dle definice pomocí parametrických rovnic plochy:
x = ϕ(u, v)
y = ψ(u, v)
z = τ(u, v), [u, v] ∈ Ω.
Dále pomocí obecné rovnice plochy (tzv. implicitní vyjádření):
F (x, y, z) = 0.
A jelikož jsou plochy zobrazeny bodově, pak také jako graf funkce dvou proměnných.
K tomu budeme potřebovat definovat graf pro funkci více proměnných:
Definice: Nechť je dána funkce f : Rn → R. Grafem G funkce nazveme množinu všech
uspořádaných n+ 1-tic tvaru:
G = (x0, . . . , xn, f(x0, . . . , xn)) .
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V našem případě máme tedy funkci f : R2 → R : [x, y] → z = f(x, y). Grafem G
funkce f je tedy množina:
G = (x, y, f(x, y)).
Grafem každé funkce dvou proměnných je plocha.
Každou geometrickou plochu lze rozdělit na části, které jsou buď grafem funkce f(x, y)
nebo je lze vyjádřit parametricky. Proto se dále budeme zabývat pouze plochami zadanými
funkcí dvou proměnných s určitým rozsahem těchto proměnných, tzv. definičním oborem,




Realizaci modelu jsem provedla za použití objektově orientovaného programování
v Delphi 7, nejdříve za použití vlastních procedur a funkcí (dále jen ”knihovna”), později
využitím knihovny OpenGL (= Open Graphics Library).
3.1. Pomocí vlastní knihovny
K vytvoření vlastní knihovny jsem využila návodů doc. Martiška v [7] a části jeho algo-
ritmů.
3.1.1. Procedury a funkce potřebné k vizualizaci
Procedura KresliciPlocha(x1,x2,y1,y2:Double)
Tato procedura nastavuje počátek souřadné soustavy O do středu kreslící plochy:
O = [−x1 · SvetX, y2 · SvetY ] = [a, b]
a nastavuje jednotku SvetX a SvetY x-ové a y-ové souřadnice, protože ve skutečnosti je
plocha v pixelech s rozsahem 〈0, sirka− 1〉 × 〈0, vyska− 1〉 a my požadujeme zobrazovat







kde W je šířka plochy a H je výška plochy, x1, x2 je rozsah x-ové souřadnice a y1, y2 y-ové
souřadnice, který na zobrazovací ploše uvidíme.
Tzn. že z os zobrazovací plochy orientovaných jako na obrázku 3.1a) vytvoříme osy







Obrázek 3.1: Orientace os
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Funkce PrevodX (x:Double):Integer a PrevodY (y:Double):Integer
Tyto funkce nám zaručí přepočet každého bodu za použití výše nastavených parametrů.
Takže bod X = [x, y] převedeme na bod X¯ = [x¯, y¯] zobrazovací plochy. Body zobrazovací
plochy jsou pixely a mají tedy celočíselné souřadnice a musí se tedy proto zaokrouhlit:
x¯
.
= a+ x · SvetX
y¯
.
= b− y · SvetY.
Po vytvoření těchto funkcí a procedury bychom měli bez problému zvládnout vykreslit
rovinné body.
Procedura Prumet(X:T3DBod; var pX:T2DBod)
Další procedurou budeme provádět promítání prostorových bodů na rovinu za pomocí
rovnic uvedených v kapitole 2.2.4.
Procedura Promitani(Pozorovatel:Double)
Nyní si nastavíme parametry pro pravoúhlé promítání prostoru na rovinu. Tyto para-
metry jsme si odvodili v kapitole 2.2.4, zde si však vystačíme s parametry z matice
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Dále si nyní ještě nastavíme místo pozorovatele, včetně směru pohledu.
Tuto proceduru budeme využívat i při středovém promítání.
Procedura PrevodSP(X:T3DBod; var pX:T3DBod)
V této proceduře řešíme středové promítání. Provádíme přepočet středově promítaného
bodu X = [x1, x2, x3] na bod pX = [px1, px2, px3] za použití parametru:
t =
1− s1c1 − s2c2 − s3c3
s1(x1 − c1) + s2(x2 − c2) + s3(x3 − c3) ,
kde C = [c1, c2, c3] je pozice pozorovatele (a taky střed promítání) a (s1, s2, s3) je směrový
vektor pohledu.
Bod pX = [px1, px2, px3] dostaneme takto:
px1 = c1 + (x1 − c1) · t
px2 = c2 + (x2 − c2) · t




Pro zjištění správného fungování předchozích procedur a funkcí je vhodné provést tzv.
hranovou konstrukci plochy. Jedná se o systém křivek, které tvoříme tak, že si volíme
konstantní x z intervalu 〈x1, x2〉 a y probíhá celý interval 〈y1, y2〉. Jako první x si zvolíme
x1 a dále pak si volíme po nějakém malém kroku hx. Aby vznikla celá síť, provedeme to
stejné i pro konstantní y.
K vykreslení takovýchto křivek se využije cyklus Repeat...until a samotné vykreslo-
vání křivek za pomoci dvou procedur: MoveTo(X:Integer,Y:Integer) (přesun ukazatele
aktuální pozice do bodu (X,Y)) a LineTo(X:Integer,Y:Integer) (nakreslení čáry z ak-
tuální pozice do bodu (X,Y)).
Procedura HranovkaParametricky(r1,r2,s1,s2:Double)
Tato procedura také provádí tzv. hranovou konstrukci plochy. V tomto případě však s pa-
rametrickým zadáním geometrické plochy. Postup je analogický s předchozím, nyní pouze
nejdříve procházíme parametr r = 〈r1, r2〉 a poté parametr s = 〈s1, s2〉.
Po ověření správného fungování se již můžeme zabývat realistickou vizualizací geometric-
kých ploch a to pomocí tzv. segmentace plochy. Segmentace plochy znamená rozdělení
plochy na jednotlivé části a jejich následné vykreslení.
Procedura Segmentace(x1,x2,y1,y2:Integer)
V této proceduře bereme plochu jako spojitou funkci z = f(x, y) definovanou na obdél-
níku 〈x1, x2〉 × 〈y1, y2〉. Tuto plochu tedy rozdělíme na jednotlivé rovinné segmenty a to
tak, že na osách zvolíme dělení pomocí kroků hx, hy a těmito kroky projdeme celými in-
tervaly 〈x1, x2〉 a 〈y1, y2〉. Segmenty představují čtyřúhelníky s vrcholy ABCD, které mají
souřadnice:
A = [a1, a2, a3], a1 = x, a2 = y, a3 = f(x, y)
B = [b1, b2, b3], b1 = x+ hx, b2 = y, b3 = f(x+ hx, y)
C = [c1, c2, c3], c1 = x+ hx, c2 = y + hy, c3 = f(x+ hx, y + hy)
D = [d1, d2, d3], d1 = x, d2 = y + hy, d3 = f(x, y + hy)
Segmenty nejsou obecně rovinné, a proto je třeba je sestrojovat jako dva trojúhelníky
4ABC a 4CDA pomocí procedury Polygon(const Points:array of TPoint).
Jelikož bychom rádi rozeznávali rub a líc plochy, musíme každou stranu vykreslit jinou
barvou. K rozeznávání stran budeme potřebovat procedury a funkce založené na výpoč-
tech v kapitole 2.1.3:
procedury DejVektor(X,Y:T3DBod; var v:TVektor) a VektorovySoucin(r,s:TVektor;
var t:TVektor) a funkci KosinusUhlu(u,v:TVektor):Double.
Pro realističtější zobrazení přidáme navíc stínování.
Při postupném vykreslování se nám může snadno stát, že plocha se nevykreslí přesně
tak jak ve skutečnosti vypadá. Je to z důvodu překreslování. Proto si musíme dát pozor
odkud vykreslujeme. Vykreslení musí vždy probíhat od nejvzdálenějšího bodu od pozo-
rovatele. Tento problém bychom nemuseli řešit, pokud bychom měli pozici pozorovatele
napevno zvolenou.
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3.1. POMOCÍ VLASTNÍ KNIHOVNY
Pro velkou složitost vykreslování jsem byla nucena dovolit nastavení pouze čtvercové
oblasti symetrické přes počátek, tj. x i y stejného rozsahu a to rozsahu 〈−n, n〉, kde
n ∈ (0, 20〉.
Procedura SegmentaceParametricky(r1,r2,s1,s2:Integer)
V tomto případě máme geometrickou plochu zadanou parametricky. Algoritmus této pro-
cedury spočívá v tom, že se k pozorovateli blížíme ve vrstvách a v každé vrstvě vykres-
lujeme segmenty, které v ní leží. Nejdříve si tedy zjistíme vzdálenost pozorovatele od
nejvzdálenějšího bodu a od nejbližšího bodu. A následně již postupujeme po zmíněných
vrstvách a vykreslujeme segmenty.
3.1.2. Vizualizace
Samotnou vizualizaci provedeme pomocí tlačítka Vykresli.
Procedura na kliknutí tohoto tlačítka bude vypadat takto:
procedure VykresliClick(Sender: TObject);
begin




...{typ vykreslení - Hranovka nebo Segmentace,
případně HranovkaParametricky nebo SegmentaceParametricky}
end;
Výsledky vizualizací můžete vidět na obrázcích 3.2, 3.3, 3.4 a 3.5.
Zdrojový kód a spustitelnou aplikaci můžete nalézt na přiloženém CD ve složce Muj_Model.
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.2: Hranová konstrukce geometrické plochy zadané jako z = f(x, y)
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3. VIZUALIZACE PLOCHY
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.3: Hranová konstrukce geometrické plochy zadané parametricky
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.4: Geometrická plocha zadaná jako z = f(x, y) a modelovaná segmentací
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.5: Geometrická plocha zadaná parametricky a modelovaná segmentací
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3.2. POMOCÍ KNIHOVNY OPENGL
3.2. Pomocí knihovny OpenGL
Pro vytvoření vizualizace za použití knihovny OpenGL jsem využila knihy [10] a skript
[4].
3.2.1. Vytvoření OpenGL okna
Na počátku celého tohoto programování si musíme inicializovat1 OpenGL proměnné, což
jsem provedla pomocí návodu z [8].
K inicializaci budeme potřebovat dvě vlastní procedury: proceduru InitGL a pro-
ceduru FormCreate pracující při vytváření formuláře.
Procedura InitGL





glClearColor(255, 255, 255,0); // barva pozadí
glClearDepth(1.0); //nastavení hloubkového bufferu
glEnable(GL_DEPTH_TEST); //povolí hloubkové testování
glDepthFunc(GL_LESS); //typ hloubkového testování






























PFD_SUPPORT_OPENGL or PFD_DOUBLEBUFFER or 0;
pfd.iPixelType:=PFD_TYPE_RGBA; //RGBA formát
pfd.cColorBits:=32;
pf:=ChoosePixelFormat(dc,@pfd); //zkusí najít pixel
SetPixelFormat(dc,pf, @pfd); //Nastavení pixelformátu
rc:=wglCreateContext(dc); //renderovací kontext = okno-glCreateContext








Do takto připraveného OpenGL okna můžeme bez problému vykreslovat.
Procedura FormDestroy
Ještě než se však pustíme do vykreslování, vytvoříme si proceduru FormDestroy, abychom
zajistily ukončení OpenGL při zavření formuláře:






3.2.2. Procedury OpenGL potřebné k vizualizaci
glOrtho() a glFrustum()
Výběrem jedné z těchto procedur zvolíme způsob promítání: pro pravoúhlé - glOrtho()
a pro středové glFrustum(). Obě tyto procedury mají parametry (GLdouble left,
GLdouble right, GLdouble bottom, GLdouble top, GLdouble near, GLdouble far ).
Význam těchto parametrů je zřejmý z obrázků 3.6.
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Obrázek 3.6: Zobrazovací prostor
gluLookAt()
Tato procedura slouží k určení pohledu na objekt. Má parametry (GLdouble eyex,
GLdouble eyey, GLdouble eyez, GLdouble centerx, GLdouble centery, GLdouble
centerz, GLdouble upx, GLdouble upy, GLdouble upz ). Parametry eyex , eyey a
eyez určují pozici pozorovatele, parametry centerx, centery, centerz určují libo-
volný bod ve směru pohledu, nejčastěji některý bod v centru prohlížené scény a upx,
upy, upz udávají vektor směru pohledu. Takže např. pokud bychom se chtěli dívat na
obraz, jako bychom měli hlavu nahnutou doprava, budou hodnoty upx = 1, upy = 0,
upz = 0.
glBegin(GLenum mode ), glEnd() a glVertex(x,y,z,w )
Procedury glBegin(GLenum mode ) a glEnd() slouží k určení geometrických objektů,
které budeme chtít vykreslit. Tyto geometrické objekty určíme výběrem parametru mode
z tabulky 3.1. Mezi příkazy glBegin() a glEnd() vypíšeme vrcholy vybraného geome-
trického objektu pomocí procedury glVertex(x,y,z,w ). Tato procedura má více verzí,
které závisí na počtu proměnných, které zadáváme a na datovém typu těchto proměnných.
Např. pokud budeme vytvářet jen rovinné útvary (stačí pouze dvě proměnné) s celočísel-
nými souřadnicemi zvolíme si příkaz pro zadávání vrcholů takto: glVertex2i(x,y).
Tabulka 3.1: Jména základních geometrických tvarů a jejich význam [10]
Hodnota Význam
GL_POINTS samostatné body
GL_LINES dvojice bodů interpretované jako úsečky
GL_LINE_STRIP množina spojených úseček
GL_LINE_LOOP totéž co GL_LINE_STRIP, ovšem prvním a posledním bodem
jsou spojeny
GL_TRIANGLES trojice vrcholů jsou chápány jako trojúhelníky
GL_TRIANGLE_STRIP spojený pás trojúhelníků
GL_TRIANGLE_FAN spojený list (vějíř) trojúhelníků
GL_QUADS čtveřice vrcholů je chápána jako polygon se čtyřmi stranami
GL_QUAD_STRIP spojený pás čtyřúhelníků
GL_POLYGON hranice jednoduchého, konvexního polygonu
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3. VIZUALIZACE PLOCHY
Nyní tedy již můžeme přistoupit k samotnému určení vykreslovaných objektů. Stejně
jako v případě vizualizace pomocí vlastní knihovny, budeme chtít plochy zobrazit segmen-
tově.
Podle toho co již víme o segmentaci bychom mohli vybrat parametr GL_TRIANGLES.
Jelikož však chceme rozlišovat rub a líc zvolíme si parametr GL_POLYGON, který má tu vý-
hodu, že můžeme nastavit možnost zobrazení jedné strany vyplněné a jedné strany např.
pouze v obrysu. Toto nastavení se provádí přes příkaz glPolygonMode(GLenum face,
GLenum mode ), kde parametr face může být GL_FRONT_AND_BACK (=přední a zadní),
GL_FRONT (=přední) nebo GL_BACK (=zadní), mode GL_POINT (=bodově), GL_LINE (=ob-
rys) nebo GL_FILL (=vyplněné). Pokud bychom chtěli jednou barvou vykreslit rub a
druhou líc, musíme vykreslit polygon dvakrát: poprvé zadáváme vrcholy v jednom směru
a podruhé v opačném směru. Např. pokud budeme chtít takto vykreslit 4ABC zadáme
nejdříve body v pořadí ABC a potom v pořadí ACB.
Jelikož budeme opět chtít realistické znázornění geometrických ploch, přidáme si ještě
stínování. Budeme tedy potřebovat navíc procedury založené na výpočtech v kapitole
2.1.3:
procedury DejVektor(X,Y:T3DBod; var v:TVektor) a VektorovySoucin(r,s:TVektor;
var t:TVektor) a funkci KosinusUhlu(u,v:TVektor):Double.
SwapBuffers(DC)
Tato procedura slouží k samotnému vykreslení určených objektů do OpenGL okna.
3.2.3. Vizualizace
Samotnou vizualizaci plochy nám bude provádět vlastní procedura glDraw().Tato pro-
cedura bude vypadat takto:
procedure glDraw();
begin














Výsledky vizualizací můžete vidět na obrázcích 3.7 a 3.8.
Zdrojový kód a spustitelnou aplikaci můžete nalézt na přiloženém CD ve složce OpenGL_Model.
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3.2. POMOCÍ KNIHOVNY OPENGL
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.7: Geometrická plocha zadaná jako z = f(x, y) a modelovaná segmentací
(a) V pravoúhlém promítání (b) Ve středovém promítání
Obrázek 3.8: Geometrická plocha zadaná parametricky a modelovaná segmentací
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3. VIZUALIZACE PLOCHY
3.3. Realizace a porovnání metod
3.3.1. Realizace
Ve všech modelech jsem jako výchozí plochu použila plochu zadanou rovnicí f(x, y) =
exp(−x2 − y2) · cos(4 · x2 + 2 · y2) a plochu zadanou parametricky s rovnicemi x =
2 cos(r)os(s), y = 2 cos(r) sin(s), z = 2 sin(r) jako počáteční hodnoty: horizontální úhel





a vzdálenost pozorovatele od středu 5.
Nejdříve jsem si vytvořila formulář jako na obrázku 3.9 s komponenty:
• Image - pro vykreslování pomocí vlastní knihovny
Panel - pro vykreslování pomocí knihovny OpenGL
• 2x RadioButton - pro zvolení typu promítání
• 2x RadioButton - pro zvolení možnosti zadání geometrické plochy
• Button - tlačítko pro vykreslení
• 4x SpinEdit - pro nastavení rozsahů proměnných x a y
• 4x Edit - pro nastavení rozsahů parametrů r a s
Obrázek 3.9: Formulář programu
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3.3. REALIZACE A POROVNÁNÍ METOD
Oba modely jsem navíc opatřila komponenty Edit, do kterých lze zadávat funkce
geometrických ploch pohodlně za chodu programu. K tomu jsem využila procedur a funkcí
knihovny doc. Martiška Graph3D [7]. A dále jsem přidala možnost změny směru pohledu
stiskem levého tlačítka myši a jejím následným posunem do jakéhokoliv směru, a možnost
změny vzdálenosti pozorovatele od středu souřadné soustavy stiskem pravého tlačítka
myši a jejím posunem nahoru nebo dolů.
Jelikož vykreslování parametricky zadaných ploch je značně pomalé je lepší, pokud ta
možnost je, zadávat plochu jako funkci dvou proměnných z = f(x, y).
3.3.2. Porovnání metod
Při programování za použití knihovny OpenGL nemusíme řešit jaké souřadnice má zobra-
zovací plocha, zobrazování prostoru na rovinu a ani z kterého bodu danou geometrickou
plochu vykreslujeme. Všechny tyto problémy si totiž tato knihovna řeší sama. To považuji
za jednu z největších výhod.
Již po změně směru pohledu pomocí myši je patrná další výhoda knihovny OpenGL a
tou je rychlost vykreslování. Tuto výhodu bych však ráda vyzdvihla a taky otestovala, o
kolik je OpenGL oproti mé vlastní knihovně rychlejší. Proto jsem vytvořila aplikaci, která
vykresluje danou geometrickou plochu zadanou jako funkci z = f(x, y) vždy ze stejného
pohledu tisíckrát, tzn. proceduru, která má za následek vykreslení plochy, tisíckrát za
sebou vyvolám. V této aplikaci využívám postupně obě metody a sleduji dobu vykreslení
plochy. Výsledkem tohoto testu je, že knihovna OpenGL je přibližně devětkrát rychlejší.





Cílem práce bylo popsat problematiku zobrazování geometrických ploch a vytvořit
aplikaci využívající knihovnu OpenGL.
Před samotným programováním jsem se seznámila s euklidovským a projektivním pro-
storem a s teorií ploch. Pro pochopení veškerých principů počítačového modelování jsem
nejdříve vytvořila aplikaci využívající vlastní procedury a funkce. Tato aplikace nabízí
plnohodnotnou vizualizaci geometrické plochy a mohlo by se zdát, že další programování
je již zbytečné. Avšak po nastudování knihovny OpenGL a vytvoření aplikace, která tuto
knihovnu využívá, jsem pochopila veškeré její výhody. Knihovna OpenGL je přínosem
z hlediska rychlosti a z hlediska implementace do softwaru a pro praktické aplikace je
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Seznam použitých zkratek a symbolů
CµAB Bod C leží mezi body A a B
∼= Je shodný (shodná)
^ Úhel AV B
{Pk}k∈N Posloupnost bodů
∈ náleží
N Množina přirozených čísel
⊆ Je rovno nebo náleží
A = [a1, a2, a3] Bod v prostoru
A = [a1, a2] Bod v rovině
~u = (u1, u2, u3) Vektor v prostoru
~u = (u1, u2) Vektor v rovině
−→
AB Vektor určený počátečním bodem A a koncovým bodem B
∀ Každý
−→u · −→v skalární součin dvou vektorů
‖−→u ‖ Norma vektoru




∞A Nevlastní bod A
~A Vektor reprezentující vlastní bod A
∞~S Vektor reprezentující nevlastní bod ∞S
/∈ nenáleží/neleží
6= nerovná se





A Zdrojové kódy v Delphi 7
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A. ZDROJOVÉ KÓDY V DELPHI 7
A. Zdrojové kódy v Delphi 7
Zdrojové kódy jsou uloženy ve třech složkách na přiloženém CD.
\Muj_Model
• BP.exe












Testovací aplikace - spustitelné i v počítačích bez nainstalovaného Delphi 7
• Testovaci.dpr
Delphi projekt
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