We propose a new approach to generating the motion of humanoid robots intuitively by means of Interactive Evolutionary Computation (IEC). In our system, novice users are able to design effective motions through the subjective evaluation of displayed individuals, even if they do not have any technical knowledge. The motions evolved by the IEC system are not necessarily stable nor feasible in real environments. Thus, appropriate adjustments are required to revise the motions. For this purpose, we use a real-valued GA in a dynamic simulator. We empirically show the effectiveness of our approach by designing a kick motion for a humanoid robot.
INTRODUCTION
The purpose of our research is to achieve a method of intuitive motion design that could be used by people who have no specialized knowledge of robotics in order to operate humanoid robots. Currently, as a result of the research conducted by Nishiwaki et al., stable walking of humanoid robots can be generated in real time [1] . This method focuses primarily on walking, but it can easily be expanded to include any type of motion which is conducted on the same plane and with a level center of mass. Nakaoka et al., using the method of walking motion generation devised by Nishiwaki, succeeded in capturing the motions of people dancing and enabling humanoid robots to mimic them [2] . In order to convert the motion expression obtained by capturing those motions into movement that could be realized by humanoid robots, they analyzed the primitive aspects of the leg motions. This made it possible to specify the primitive elements and the parameters, and to dynamically reproduce the leg movements performed in dancing in a stable manner. However, designing motion using the method devised by Nakaoka et al. requires a motion capturing system. It also requires people who can express the motions to be captured. Because of that, motion generation becomes a large-scale undertaking.
On the other hand, various methods have been proposed as intuitive methods for generating movements to be executed by humanoid figures in 3D-CG (3D computer graphics). These include the UTPoser method proposed by Yamane et al. [3] , which uses pins to fix links and drags movable links, making it possible to generate any desired pose. There is also the Interactive Evolutionary Computation (IEC) [4] method by Wakaki et al. [5] , in which any desired motion can be created simply by selecting a motion displayed on the screen. In motion design for humanoid robots, however, unlike in computer graphics, movements need to be generated that are actually feasible under the physical limitations imposed by the real world. For example, there are limits to the joint angles that can be expressed by humanoid robots, and when the robots come in contact with the ground, the soles of their feet have to be horizontal (we will explain the difficulties by examples in section 2.2). In order to apply motion generated using computer graphics with humanoid robots, this method has to be modified.
In our paper, the desired motion is designed using IEC as an intuitive method of motion design for humanoid robots and is aimed at people with no specialized knowledge of robotics and with no large-scale equipment. The aim is to achieve stable motions by following the desired ZMP (i.e., zero moment point, see Appendix A for the details). Because the motion generated via IEC is not necessarily the optimum motion, some form of optimization is necessary. Particularly in cases where the motion involves contact with an object that produces a reaction force, such as kicking a ball, optimization is necessary because of the reciprocity that occurs between the distance the ball travels and the stability of the robot. For instance, Wolff and Nordin proposed an EC-based learning method in order to acquire stable biped walking for a simulated humanoid robot [6] . However, this method requires a specialized gait controller manually developed to produce the initial population. On the other hand, in our approach, we can create the initial population from the motions generated via IEC.
In our research, we have used a dynamics simulator and carried out optimization using a genetic algorithm (GA) of the motions designed using IEC. Figure 1 shows an overview of the experiment, which consists of two phases. In the first, IEC is used to evolve robot behaviors: users evaluate visually displayed robot motions that are generated with kinematic and stability constraints. In the second phase, GA is used to optimize the behavior obtained from phase 1, by using the dynamic simulator. • IEC is effectively applied to designing the intuitive motions of a humanoid or a group of humanoids, e.g., kicking behavior and cooperative dance.
• GA can be used to stabilize the motions generated by the above IEC-based method.
• The effectiveness of our approach is demonstrated by testing the generated motions with a real robot, i.e., HOAP-1. The rest of this paper is organized as follows. In Section 2, we describe the experimental environment and the difficulties of generating humanoid's motions. IEC-based method is proposed to avoid these difficulties. Their experimental results are shown in Section 3. Then, we explain how generated motions are optimized by means of GA in section 4. Thereafter, we discuss the results in Section 5 and give conclusion in Section 6.
MOTION DESIGN FOR HUMANOID ROBOT

Humanoid Robot and its Simulator
In our research, we have used the HOAP-1 (Humanoid for Open Architecture Platform) robot manufactured by Fujitsu Automation, as shown in Figure 2 (4) The robot had the following functionalities:: a joint angle sensor, a 3-axis acceleration sensor, a 3-axis gyro sensor and a foot load sensor.
OpenHRP [7] is used as the dynamics simulator. It is a software platform for humanoid robotics, and consists of a dynamics simulator, view (camera) simulator, motion controllers and motion planners of humanoid robots.
Difficulties of generating motions by using 3D-CG
When designing motions for a humanoid, it is essential to consider the contact with other objects and the external forces such as gravity so that the robots can move in a real environment. On the other hand, in case of 3D-CG humanoid figure, the motion design is more highly flexible, because the real-world constraints do not necessarily apply. Figure 3 shows the typical design result of a kicking motion by means of 3D-CG, in which IEC was applied to generating keyframes of humanoid animations according to [5] . We determined the motion of an avatar used in H-Anim in such a way that the amount of rotation of the joints could be obtained from the genes from IEC. In this design example, we ignored gravity or forces of floor repulsion and fixed the position of the waist links. In the figures, (a) shows the keyframes of the designed kick motion. (b) gives the motion sequence between the first and second key frames, whereas (c) is the same motion sequence simulated considering the gravities and the repulsion force. As can be seen from the figures, the robot fell down when he raised his foot. This is because of the ignorance of external forces such as gravity or repulsion forces when designing motion by simulation. However, it is usually very difficult to include all the influences of these external forces beforehand for simple simulation. Therefore, the traditional 3D-CG technique has serious limitation to the application of designing robot motions in a real environment. The next section describes how IEC can generate stable motions by using ZMP calculation. Figure 4 shows an overview of the motion design using IEC. The system provides the user with the motions generated using IEC. The design is created by the user look-ing at these motions and evaluating them. Everything that requires any specialized knowledge about humanoid robots, such as kinematics calculation, is done internally by the system, so the motions can be designed simply by having the user look at the screen and evaluate the motions. 
Expressing motion
In our experiment, we have used the keyframe animation technique, which is often used with 3D-CG as a method of expressing motion. With keyframe animation, motion is expressed as the combination of a pose and a timeframe, and interpolation of the time between the poses is carried out to produce the animation. In [5] , Wakaki et al. created the animation by creating the joint angle values for the entire body of the humanoid figure using interactive GA or interactive GP. With humanoid robots, if the joint angle values are set without taking the conditions of the support leg into consideration, there is very little possibility of generating an individual robot that will not fall down. With that in mind, we propose a method for specifying poses and an interpolation method, which together satisfy the conditions such that the humanoid robot will not fall down.
Pose Definition
Let us consider the process of assigning numeric values to poses in terms of keyframes. The weight of the robot has to be supported, and also important is the question of how to express the positions and attitudes of legs, because they might bump into or interfere with each other. If the poses likely to be taken by the humanoid robot are grouped based on the relationship of the feet to the floor, there are three cases to be considered: when both feet are in contact with the floor, and when one foot (right or left) is on the floor. If the position of the ankle of the support leg is determined, the state positions and attitudes that will keep the humanoid robot from falling over are limited, so the position and orientation of the ankle of the support leg should be set as the reference for poses of the entire body.
The position for the landing point of the support leg, as shown in Figure 5 , is decided based on the polar coordinates (r, θ) that use the support leg ankle position from the prior keyframe as a reference. The orientation is determined by the parameter φ. In order to prevent interference between the feet, the origin of the coordinates is offset from the ankle position of the support leg by the amount of the waist link, perpendicular to the orientation of the ankle. However, because the size of r that can be realized by means of θ is different, r is defined within a range solved by inverse kinematics. The ankle attitude is specified such that the sole of the foot is horizontal. This parameter is effective in cases when the support leg is changing, such as when shifting from one leg on the ground to both feet on the ground, or from the right foot on the ground to the left foot on the ground. The ankle of the swing leg is specified as shown in Figure  6 . The position of the ankle is specified using a cylindrical coordinate system (r, θ, h). In this coordinate system, the origin is the position offset from the support leg ankle position by the amount of the waist link, perpendicular to the orientation of the ankle. Additionally, the ankle attitude is specified based on the roll angle, pitch angle and yaw angle. If the two feet are close together, or if the position of the swing leg ankle is near the floor, the feet may bump into each other in some cases, depending on the attitude of the ankle. In a case such as this, we restricted the attitude of the ankle to avoid collision. If both feet are in contact with the ground, this parameter is invalid. For the arms, which do not have to support the weight of the humanoid robot, we specified an arm joint angle with a total of eight degrees of freedom for the left and right arms together. For the waist link, we specified the height, horizontal position and attitude.
The horizontal position is designated as the point on the segment between both feet when a robot stands on both feet. The attitude was provided by the roll angle, pitch angle and yaw angle, using the support leg ankle link as a reference. When both feet were in contact with the ground, the ankle link of the right foot was used as a reference. Table 1 shows a summary of the parameters used to decide the poses. Maximum and minimum values were determined for each parameter in advance, and these were handled by being normalized at [0, 1]. Because stabilization was the highest priority, the maximum and minimum values of the elements were set lower than the limit values. 
Converting from a pose to motion
For the arms, which do not need to support the weight of the robot, the joint angles were smoothly interpolated using the natural cubic spline method. In converting the poses to motion, the interpolation has to be carried out under the condition that the calculation ZMP is not outside the actual support polygon, as explained below.
The center of pressure of the floor reaction force in that state is called the ZMP [8] . A "support polygon", as shown in Figure 7 , can be defined as a convex closure that is the convex hull formed by the set of contact points of the robot and the floor. The left part of Figure 7 shows the case in which both feet are on the floor, and the right part shows one foot in contact with the floor. When both feet are in contact with the floor (Figure 9 ), the desired ZMP is decided based on (f) Waist-link height and (g) Waist-link horizontal position. Next, the waist-link attitude is derived from (h) Waist-link attitude. How to decide the center of mass position and the support leg joint angles from the desired ZMP is explained in more details in the Appendix. 
Setting the evolution calculation
When carrying out motion design using IEC, it is conceivable that the poses and times for all of the keyframes could be searched for at one time, but the large number of degrees of freedom in the joints of humanoid robots may make the search range too huge. For this reason, we progressively generate each pose and time by IEC, according to the following method.
The real-valued GA is used to optimize the 23 parameters (shown in Table 1 ) of the pose of the final time. Thus, GTYPE consists of 23 real values.
The motion calculation is carried out as follows: 1. A new keyframe is added to the motion, and the pose is randomly generated. 2. The poses are converted to the motion. 3. The motion is shown to the user. 4. The user evaluates the individuals. The design is terminated, if a sufficient pose is obtained. 5. The next-generation is created. Then, return to step 2. Figure 10 shows a snapshot of our IEC-based motion design system. The user looks at the motions displayed on the screen and uses the slider under each pose to provide an evaluation value. In the displayed motions, the calculated joint angles have been played back using forward kinematics, and are not the result of a dynamics simulation. Figure 11 shows the simulation result for a kicking motion. The elements that were searched for were only the types of poses and the position of the right ankle, which was the swing leg. All the other parameters were fixed. Moving slowly, the robot was able to achieve a kicking motion without falling down, although the ball traveled only a short distance. With the kicking motion, the robot came in contact with the ball as well as with the floor, so there was offset between the ZMP that was obtained through the calculation using IEC and the actual ZMP. The stronger the reaction force from the ball, the larger the offset became.
Evolved behaviors of a humanoid robot
Figure 12: Example of motion design: A single dance
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Figure 13: Example of motion design: Cooperative dance
Another example is the cooperation dance of multiple robots. The dance of each robot was created with the abovementioned method (see Figure 12) . Although the robot moved slowly, the dance, which included the elements of a shift in the center of mass and a tilting of the upper body, was carried out by the actual robots. With the simulator, the generated motion was stable without adding any particular changes. With the actual robots, however, when the dance was executed by the three HOAP-1 robots, one of the robots was unstable when lifting its feet. When the motions were modified so that the feet were not lifted as high, all three robots demonstrated the stable motion shown in Figure 13 . The learning process of cooperative behaviors among humanoid robots is described in details in [9] .
MOTION OPTIMIZATION USING A GA
In the previous section, motions were generated through IEC according to the relation between the support foot and ZMP. However, generated motions were not necessarily stable. This is because the precondition for the stability, i.e., supporting polygon or external forces, is dynamically changing, especially when a robot is in contact with some object which is not a floor. In order to solve this difficulty, we employ real-valued GA for the sake of optimizing the generated motions in terms of the stability. This section describes two successful examples, i.e., optimizing a kicking motion and a sitting motion.
Optimizing a sitting motion
In order for a humanoid robot to sit on a box from a standing position, he has to move his gravity center from his foot back to the contact place of the box and his waist link. Thus, it is very difficult to design by using only IEC. (1) where θmax, Vmax, r are defined as follows:
• Maximum lean of chest link during the motion (θmax) • Maximum velocity of chest link during the motion (Vmax) • Distance between waist link and surface of box (r) The terms of exp(− sin(θmax)) and exp(−Vmax) are expression for evaluating the stability, whereas exp(−r) represents how successfully the task is achieved. In the above definition, exp(−r) is multiplied by two for the purpose of equalizing the two evaluation criteria. Figure 15 shows the evolved motion in a typical run. As can be seen from the third and fourth snapshots, the robot turns his angle joint and bends his body so that he can sit while keeping his gravity center within the support polygon. The fourth and fifth snapshots show the contact of the corner of the waist parts with the box. In the fifth and sixth snapshots, the robot moves its gravity center to the box while turning round the corner of the waist parts, as a result of which the robot can successfully achieve the sitting task. Figure 16 plots the waist position in x and z coordinates for the best evolved individual and the linear interpolation method. The linear interpolation is commonly used in robotics for the sake of interpolating poses, e.g., Sony SDR-4X [10] . Initial position corresponds to the upper right corner, whereas final position is on the lower left corner. Dots are plotted every 0.2 second so that the slower the moving velocity, the narrower the interval between the two dots.
Figure 15: Sitting motion: best individual
Note that the slope of the best individual's curve is decreasing, which means that robot motions are changing gradually from vertically to horizontally. In the left corner, the slope is suddenly changed. This is the branching point when the robot moves its weight from the support polygon of its foot back to the box surface. The vertical distance of the waist link at that time was less than 5mm for the best individual, whereas it was about 20mm for the linear interpolation. The intervals between two dots is relatively wider for the linear interpolation, which means the motion velocity is faster. On the other hand, the narrow intervals of the best individual reflect the slow motions, which can be observed in the fifth and sixth snapshots in Figure 15. 
Optimizing a kicking motion
The kicking motion created using IEC in the previous section was carried out slowly, so that the ball did not travel a great distance.
In order to increase the distance traveled by the ball, the speed at which the tip of the foot is moving at the instant it contacts the ball has to be increased. However, the following elements, which reduce the stability, also increase as the speed of the tip of the foot increases:
• The reaction force from the ball • The raising moment of the foot Thus, we try to increase the distance traveled by the ball by using the real-valued GA to search for the poses in a keyframe and the pose times as explained below. The four keyframes of the kicking motion created using IEC, shown in Figure 11 , were provided as the initial conditions. Three new keyframes were also added, in which the right foot was in the intermediate position of each pose, so searching was done with a total of seven keyframes. In this experiment, in order to obtain smooth motions, we have interpolated the intervals between keyframes using the natural cubic spline method.
Using real-valued GA, we searched for swinging of the arms in the forward and backward directions, raising of the right foot, and swinging of the upper body in the forward and backward directions. The GTYPE used in our experiment has the eight real elements shown in Table 2 for each keyframe. Because the operation targeted five keyframes, excluding the first and last keyframes, and the time of the last keyframe, a total of 41 real-value parameters were optimized.
For the position of the ankle link, global coordinates (x, y, z) were used as the GTYPE elements. Because of the usage of global coordinates, the positions specified for the ankle link are sometimes unlikely to be feasible, but in those cases a lethal gene results. For each individual, a dynamics simulation was carried out using OpenHRP, and the results were used to evaluate the robot. The fitness value was provided using the following equation:
where the maximum value for the chest-link velocity (Vmax) and the ball travel distance (r) were used as the evaluation.
Vmax is the penalty in relation to the instability of the motion, and should be as small as possible. The fitness value for any robot that fell down was set to be 0. Figure 17 shows the fitness transition for the best individual with generations. A significant increase is observed in the distance traveled by the ball from the 10th to the 20th generation, with an accompanying increase in the fitness value. The stability decreased soon after that. Then, the stability subsequently recovered. Figure 19 shows the best individual after 120 generations (ball travel distance = 2.91 m). The numbers of Figure 18 and Figure 19 show the times (sec.) of keyframes.
The initial generation largely comprised motions without much variety that were performed at the same overall pace. The 120th generation, on the other hand, included varied motions that had the best individual slowly raising its foot upward from 0 seconds to 2.5 seconds and then slowly returning its foot to the floor from 3.0 seconds to 4.4 seconds, followed by rapid motions such as swinging its foot from 2.5 to 3.0 seconds. Because of this, the travel distance expanded from 0.19 m to 2.91 m, or by approximately 17 times. Figure 20 shows the chest-link velocity of x-axis. After the 120th generation, the robot learned to swing his leg so fast that the chest-link velocity was increased after the contact with the ball.Especially, the increase became large when the robot landed his foot on the floor. This is considered as a side effect of the fast swing. However, the robot never fell down because of the obtained motion that canceled the moment by having the right hand swing down as the right foot swung forward, which is something that humans do(from 1.2 to 3.5 seconds in Figure 19 ).
DISCUSSION
Optimization using Multi-objective GA
In Section4, GA was successfully applied to optimizing the humanoid motions. However, the task is essentially multiobjective optimization. For instance, in case of kicking, we have to consider the trade-off between the stability of the robot and the ball distance. Therefore, we have apply Multiobjective GA (MOGA) [11] with two fitness, i.e., the chestlink velocity (Vmax) and the ball travel distance (r). We empirically derive the velocity when the robot falls down and set the value as the velocity limitation of the chest link (V limit ). Rank-based fitness assignment method and nicheformation method are employed to determine the fitness for maximizing V limit − Vmax and r. Roulette selection is also used according to the fitness values. Figure 21 shows the performance difference between simple GA and MOGA, in which 30 individuals were evolved for 50 generations.Best individuals at every generation are shown as the "×" dots for simple GA, whereas Paretooptimal individuals are plotted as "+" dots for MOGA. As can be seen from the figure, the chest-link velocity is smaller for MOGA when the robot tries to kick a ball at the same travel distance. This shows that MOGA, if applied effectively, is more suitable for designing humanoid motions. We will work on this topic, i.e., the extension of MOGA to a more complex task, for future research.
Future research
Currently, because the stability is not compensated using the controller of the actual robots, the motion range is restricted by the instability of the motion caused by the differences between the individuals. A future issue will be to compensate the stability using the actual robots, and thus to expand the range of motions that are feasible for the actual robots. In optimizing the kicks, the torque was not limited in the present experiment, so the results could not be applied to the actual robots without modification. In the future, our goal will be to apply these results to the actual robots, taking elements such as torque limits and angular velocity limits into consideration.
CONCLUSION
Through IEC, we proposed a motion design method for humanoid robots which does not need any specialized robotics knowledge, such as kinematics or dynamics. As an example, the designed dance motions were confirmed using the actual robots, and kicking motions were confirmed using a dynamics simulator. At the same time, however, in order to realize motions that deviate from the presuppositions of the physical model, the motions used with IEC were evolved using a GA.
In case of designing a sitting motion, it was possible to find the stable behavior by searching for a space of joint angle trajectories. A kicking motion was set as a task, and the distance traveled by the ball was improved on a dynamics simulator. In addition, since the task is a multi-objective optimization, we empirically found MOGA successfully applicable to designing the motion.
Also, the ball travel distance and the stability, which we used as standards for evaluation, have a tradeoff relationship with each other. In order to determine the optimum solution based on these two competing target functions, we would like to carry out optimization using a somewhat larger realvalued GA. Our future works include the application to more complicated tasks in consideration of physical constraints.
