Abstract. We propose an incremental algorithm for the problem of maintaining systems of difference constraints. As a difference from the unidirectional approach of Ramalingam et al. [16], it employs bidirectional search, which is similar to that of Alpern et al. [1] , and has a bounded runtime complexity in the worst case in terms of the size of changes. The major challenge is how to update the solution efficiently after the bidirectional search discovers a region that needs changes. Experimental results show that our approach is much faster in runtime and generates much smaller changes than the algorithm in [16] . We also perform an experimental study on the edge value heuristic [1] and results show that a simpler method may be faster in practice.
Introduction. A system of difference constraints (SDC) is a set of inequalities of the form x i − x j ≤ b i j
. Problems involving difference constraints arise in various areas of computer science such as scheduling, planning, multimedia, and parallel computation [5] , [16] , [11] . A simple temporal problem defined in [5] represents constraints in the form a i j ≤ x j − x i ≤ b i j . Alternatively, such constraints can also be expressed as a pair of linear inequalities:
As discussed in [16] , the problem of computing a solution to an SDC can be reduced to that of solving the single-source shortest-path (SSoSP) problem on a weighted graph. By using the Bellman-Ford algorithm, we can compute a solution to an SDC in O(nm) time, where m is the number of constraints and n is the number of variables [4] . However, many applications involve adding, deleting, and modifying constraints in a difference constraints system. In such a case, incrementally maintaining a solution is often much cheaper than recomputing everything. For example, Ramalingam et al. give an algorithm processing the addition of a constraint in time O(|C | + | | log | |), where | | is the number of variables whose values are changed to compute the new solution, and |C | is the number of constraints involving the variables whose values are changed [16] .
Because deleting a constraint can be done directly without violating any other constraint, and modifying a constraint can be trivially reduced to the problem of adding constraints, in this paper we only discuss adding constraints. This paper is organized in the following manner: we discuss systems of difference constraints and previous work on this topic in Section 2. We describe our algorithm in Section 3. Thereafter we present the experimental results in Section 4. Finally, in Section 5 we discuss possible extensions.
Preliminaries and Related Work
2.1. System of Difference Constraints (SDC). An SDC [16] V, C consists of a set V of variables and a set C of linear inequalities of the form x i − x j ≤ b i j , where x i , x j ∈ V and b i j is a constant. Such a system can be represented by a constraint graph. DEFINITION 1 (Constraint Graph [13] , [16] ). The constraint graph of a system of difference constraints V, C is a directed, weighted graph G = V, E, length where
length(x j → x i ) = a i j ⇔ x i − x j ≤ a i j ∈ C.
For any given graph, let x * −→ y denote a (possibly empty) path from x to y and let x + −→ y denote a nonnull path from x to y. In a constraint graph, any nonnull path corresponds to a constraint between the endpoints of the path. An SDC is called feasible if there exists a solution to the system of inequalities. In order to compute a feasible solution, we can augment the graph with an extra source vertex and extra edges from this vertex to every vertex in the original graph. DEFINITION 3 (Augmented Constraint Graph [16] ). The augmented constraint graph of an SDC V, C is a directed, weighted graph G = V , E , length where
THEOREM 1. Given a constraint graph G = V, E, length , ∀s, t ∈ V , if there is a nonnull path s
We have the following theorems.
THEOREM 3 [13] , [16] . A system of difference constraints is feasible if and only if there are no negative cycles in its corresponding constraint graph.
THEOREM 4 [13] , [16] . Let G be the augmented constraint graph of an SDC V, C , and let dist G (src, u) be the distance between the vertices src and u in G . Then D is a feasible solution for V, C , where
By Theorem 4, the problem of generating a solution to the system is reduced to solving an SSoSP problem, and we can apply Dijkstra's algorithm. In general, Dijkstra's algorithm requires the length of the edges to be nonnegative. In order to handle negative length edges, Edmonds and Karp proposed the technique of scaling the length of every edge to be nonnegative, without changing the shortest paths of the graph. THEOREM 5 [7] , [16] . Let G = V, E, length be a directed, weighted graph. Let f be a real-valued function on V , the set of vertices. Define a new weighted graph G f , the graph G scaled by f , as follows: G f = V, E, length f , where length f is defined by
A path from x to y is a shortest path in G if and only if it is a shortest path in G f . Further, the lengths of the shortest paths under the two weight functions are related by 
COROLLARY 7. Let C be a cycle in G. Then length(C) < 0 if and only if length
Hence the problem of finding paths violating constraints in a constraint graph G can be reduced to finding paths of negative length in G D .
Measures of Runtime Complexity in Incremental
Algorithms. Incremental problem solving can be explained as follows: given an original problem, its valid solution, and some changes to the original problem, change the original solution to obtain a solution to the modified problem. Incremental algorithms focus on making changes to the existing solution, rather than computing a whole solution from scratch. The methods they use and the measurement of such methods can be completely different from nonincremental algorithms.
The traditional way of evaluating the computational complexity of an algorithm is to express the cost of the computation as a function of the size of the input and use asymptotic worst-case analysis. However, for incremental algorithms, as pointed out in [1] and [15] , such analysis is not as informative as using the size of the changes in the input and output. For example, for some problems no incremental algorithms exist that have asymptotically better worst-case runtime than performing the computation from scratch [2] , [15] .
A further issue, discussed by Alpern et al., is that the number of changed nodes is not enough to measure the actual cost of an incremental algorithm, because the number of edges incident with nodes in the changes can significantly influence the speed of processing. They propose a better measure, the extended size [1] . DEFINITION 4 (Extended Size [1] ). Given a graph G = V, E and a set of nodes K ⊆ V , the extended size of K, denoted as K , is defined by
where Touch(K) is the set of edges in E that are incident with nodes in K.
In this paper we follow the approach of [1] , [15] , and [16] and use K to analyze the performance of our algorithm.
Bounded Incremental Algorithms.
A standard approach in algorithm analysis is to compare the performance of a concrete algorithm with that of the hypothetical optimal algorithm. For incremental algorithms, this knowledge is especially important, as such algorithms are frequently applied in online updating systems that need to respond to input changes in time. An incremental algorithm for a particular problem is said to be bounded if, for any changes to the input of the problem, its runtime R depends on the optimal changes of the output only. In another word, there exists a function f , such that R ≤ f (min(the size of possible changes to the output)).
If a problem has bounded incremental algorithms, it is said to be bounded. Otherwise, it is unbounded. An example of an unbounded problem is the problem of incrementally maintaining an SSoSP solution. The unboundedness is due to the issue of zero length cycles [15] , [16] . However, maintaining an SDC incrementally does not have this problem. In contrast to the algorithm in [16] , which is not bounded, we prove in Section 3 that our new algorithm is bounded.
2.3.
Unidirectional and Bidirectional Search. Unidirectional graph search proceeds from a start node s towards some goal node t, while bidirectional search proceeds both in the forward direction from s and in the backward direction from t [8] , [12] , [17] . In this paper we use the term bidirectional search more loosely, and refer to any search that proceeds in two directions as bidirectional search.
The basic idea of [16] is to apply Dijkstra's algorithm, a typical unidirectional search, with the scaling technique to update the shortest path values when the inserted edge violates the constraints. If deletions are allowed, the solution is not guaranteed to be an SSoSP solution [16] . The process begins from the destination of the inserted edge, v. Only v and the nodes reachable from v will be affected. While searching forward, the algorithm also performs negative cycle detection since negative cycles will lead to an infeasible system. Whenever the search frontier meets the source of the inserted edge, u, a cycle is found and its length is checked. Because the original system is feasible, if the insertion generates any negative cycles, they must include the inserted edge [16] . Thus by checking v and its descendants, the algorithm returns an updated solution if the system is still feasible, or otherwise stops when a negative cycle is detected.
The major drawback of this approach is that the algorithm is not bounded, because it is possible that the algorithm updates a large number of vertices in the forward direction, while the smallest solution would only require a few changes in the backward direction [16] .
An alternative approach is to use bidirectional search, which may work better as demonstrated by Alpern et al. in their incremental algorithm for maintaining topological ordering [1] . After an edge is inserted into a graph, this algorithm performs two best-first searches, from the source node and the target node of the inserted edge, respectively, to form two search frontiers. Comparing properties of the search frontier nodes yields the criteria for when to stop the search. Furthermore, that algorithm uses an edge value heuristic to decide which of the two search frontiers to expand at each step. This leads to a runtime complexity that is polynomially bounded in terms of the size of changes, and this size is guaranteed to be no greater than a factor of 3 times the optimum.
Ramalingam et al. [16] propose to investigate whether an approach similar to [1] can be used to solve the problem of difference constraints incrementally. Our answer is affirmative. Theorems 1 and 2 show that constraints on the paths between the two search frontiers can be used to decide the scope of the constraints violation caused by inserted edges. The major challenge then is how to use the information of the frontiers to update the solution efficiently.
In a classical nonincremental setting, bidirectional search has been shown to provide substantial computational savings in the two-node shortest-path problem [12] , [6] . Although a bidirectional search has more overhead than a unidirectional one, it can be much faster when the changes only affect a small portion of the graph, and the branching factor, or the average degree, is large. Let the branching factor be b and let the distance between the start node s and the target node t be d. 3. Algorithm. When using bidirectional search as in [1] for our problem, the major challenge is how to make efficient use of the frontier information to update the solution. Similar to [1] , our algorithm also contains two parts, the Discovery Algorithm (DA) and the Reassignment Algorithm (RA). First, DA computes a cover, a set of nodes within which a solution to the modified problem can be found. Second, RA reassigns the solution values for the nodes in the cover.
3.1. The Discovery Algorithm (DA). DA ( Figure 1 ) has two purposes: if the constraint graph is still feasible after a constraint is added, it computes a cover, the set of nodes for which to apply changes. Otherwise, if the graph is not feasible, it detects a negative cycle. We apply Dijkstra's algorithm with the scaling technique in the forward and backward direction, performing two separate but related frontier searches. By Theorems 2 and 6, if all scaled shortest paths between the two frontiers have a nonnegative length, then no path outside the region between the forward and backward frontier is violating the corresponding constraint, so that the algorithm stops.
Similar to [1] , we define a cover as a region in which to apply corresponding changes when a new edge is inserted. DEFINITION 5 (Cover). Given a constraint graph G = V, E, length , a set of nodes, K, is a cover if, ∀x, y ∈ V , For each direction, a min-priority queue maintains the scaled shortest-path estimates of the frontier nodes. Scaled shortest-path estimates are defined by the corresponding concept in Dijkstra's algorithm [4] . Note that in the backward direction, we apply Dijkstra's algorithm in a reverse way, using u as the source. DEFINITION 6 (Scaled Shortest-Path Estimate). Given a graph G = V, E, length and two nodes s, t ∈ V , let D be a real-valued function on V and let the shortest-path estimate from s to t be SPE, then the scaled shortest-path estimate, denoted as SSPE(s, t), is defined as
SSPE(s, t) = D(s) + SPE(s, t) − D(t).
In our incremental algorithm, D is the previous solution. In every iteration, a node with minimal SSPE value is extracted from each frontier. We call b and f the nodes for the backward frontier and forward frontier, respectively. These two nodes form the shortest path between the two frontiers. If its length is negative, then at least one of the nodes should be marked as part of the cover, and the frontier will be extended from this node. Otherwise, any scaled path between the two frontiers has a nonnegative length, and DA stops. Since choosing which of the two nodes to mark might influence the resulting size of the cover, we apply the edge value heuristic of [1] as follows: When a node is pushed to the priority queue, its edge value is initialized by its degree. Every time two nodes are extracted, the one with a smaller edge value is chosen to mark and both edge values are decreased by this smaller edge value. If the two edge values are equal, then both nodes are chosen. This heuristic gives our algorithm a bounded cover and bounded runtime complexity, as in [1] . 
Hence the supposition is false and K is a cover.
(b) Let K min be any minimal cover, and
∀x ∈ M, when the algorithm is marking K and x is on top of a frontier priority queue, then the node on top of the other priority queue, denoted as y, must satisfy y = nil (the queue is empty) or y ∈ K min or the x, y pair is in order, because for any path that violates the constraint at least one of its endpoints must be in K min . So every time the edge value of x decreases, the edge value of some node in K min decreases by the same value. In the end x is marked and its edge value reaches zero. Hence x∈M degree(x) ≤ y∈K min degree(y).
So 
So every node in M is connected by a unique edge in E M or a border edge of K min . Hence
Therefore,
(c) No node in the cover will be put into a frontier twice, and the algorithm is performing two searches of Dijkstra's algorithm, so the worst-case runtime complexity is O(k log k).
Our algorithm can better handle cases that are difficult for the algorithm of Ramalingam et al. Figure 2 shows an example.
If at least one of the frontiers becomes empty, the algorithm can stop as well, since there can be no more conflicts between nodes in different frontiers. As any node is extended if and only if it is in the cover, the cover that DA returns includes all the nonleaf nodes in the two shortest-path trees only. Figure 1 shows the pseudocode for Figure 1, then SSPE(v, x) 
3.2.
The Reassignment Algorithm (RA). After the new edge is inserted in the constraint graph, if it is still feasible, DA will return with two sets that include all the nonleaf nodes in the two shortest-path trees, and two frontier nodes, b and f , which are the nodes with the smallest SSPE value in the two frontiers, respectively. If one of the frontiers is empty when DA stops, the corresponding node is set to nil. For instance, if the backward frontier is empty, then b is equal to nil. This time, we can simply reassign nodes in the backward direction with the shortest-path values and the extended size of actual changes will be smaller than that of the cover because the cover already includes all nodes in the backward direction. In the case where both frontiers are nonempty, b and f provide two bounds for the reassignment, since the path between them represents the tightest constraint between the frontiers.
These two bounds are only two necessary limits, but the reassignment is also restricted by other edges incident with the cover, which complicates things. In order to make better use of the original feasible solution so that the reassignment can be simpler, our reassignment algorithm imposes further restrictions: any node reassigned in the backward direction must be assigned a new value not less than the previous one, any node reassigned in the forward direction must be assigned a new value not greater than the previous one, and for the new constraint between nodes u and v, we enforce 
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dist(u, y)).
Although some nodes are in both shortest-path trees, every node value is changed at most once. We have the following theorems:
PROOF. (a) x is visited forward. 
Case 1: x = v and f = nil. By the algorithm,
Case 2:
−→ f does not contain any edge that violates the constraint so that
Case 3: x = v. By the function ReassignForw (line 19),
(b) x was visited backward.
Otherwise, by lines 10, 11, and 14 of RA,
and by RA (line 16)
Case 3: x = u. By the function ReassignBack (line 24),
If the output from DA is used as input for RA, then RA correctly reassigns the nodes in the cover. 
PROOF. For any edge s
since D is a feasible solution to G. Now, we consider the cases where s = u or t = v, and at least one of s and t has been reassigned with a new value.
Case 1: Only one of s and t is reassigned with a new value. Let this node be reassigned in the forward direction. If this node is t, then by Theorem 10,
where v * −→ t is the shortest path from v to t through marked nodes. The reason is that if t is in the forward frontier, then because
Otherwise t is in the cover but 
. If s and t are reassigned in the backward and forward reassignment, respectively, then by Theorem 10,
If s is reassigned in the forward and t is reassigned in the backward reassignment, forming a cycle, then by the fact that no negative cycle exists in
As a final remark, it is important to note that replacing
does not lead to a correct algorithm. The equality is important for checking the cycle constraints, as shown in case 2 of the proof above.
Experimental Results.
We compare our algorithm and the algorithm of Ramalingam et al. [16] on random graphs. In addition, we implemented a slight variation of our algorithm, which does not use the edge value heuristic but simply extends the forward and backward frontiers in turn. The unidirectional algorithm of Ramalingam et al. is denoted by UD, our bidirectional algorithm using the edge value heuristic by BDE, and its simple turn-based variation by BDT. For uniformity, all the algorithms were implemented under the LEDA [10] framework and use Fibonacci heaps [4] as min-priority queues.
Our test graphs were generated using the random graph generator in the LEDA library. First, we used the potential technique in SPRAND [3] to generate random graphs with negative arc lengths but no negative cycles. We generated an initial feasible solution by an SSoSP algorithm, then one edge of every graph was randomly chosen as the edge to be inserted with a new, smaller length. Let the graph be G, let the feasible solution be D, and let the inserted edge be u → v. The new length of u → v was set to a random number in the interval
This choice guarantees that the new constraint on u → v violates the old solution D. All the experiments were performed on a Pentium III 700 MHz workstation with 512 MB of memory. Figure 5 shows the performance of the three algorithms. At each data point, 10,000 feasible graphs were randomly generated. The number of nodes was set to 1000 and the number of edges varies from 2000 to 10,000. On each graph, a batch of 20 experiments with randomly created single edge insertions was run. After an insertion, some graphs contained negative cycles while others were still feasible. For graphs with negative cycles, the algorithm detects the cycle and stops. For feasible graphs, the algorithm computes a new feasible solution. We measure the performance of these two cases separately. The number of graphs that contain negative cycles after an insertion is shown in Table 1 . The percentage of such graphs increases with the number of edges.
We also compare the runtime of incremental algorithms with that of a nonincremental approach using the Bellman-Ford algorithm on augmented constraint graphs. Figure 6 shows the results. The speed-up factor is defined as runtime(nonincremental algorithm) runtime(incremental algorithm) . Figure 5 , speed-up factors on G with and without negative cycles are measured separately. While both parts indicate that the speed-up factor of UD has a trend of declining in dense graphs, Figure 6 (a) shows that both versions of bidirectional search can maintain their speed-up factors if there are negative cycles and Figure 6 (b) even indicates an improvement in the remaining majority cases without negative cycles. Between BDE and BDT, BDT performs better. Figure 7 shows the cover size |K| and extended size K of the computed covers. UD reassigns all nodes in the cover that it marks. For BDE and BDT, our reassignment algorithm, the number of actual changes can be smaller than the cover size, as shown in the discussion of RA. In all experiments, UD marked much larger covers than BDE and BDT. The difference of cover sizes between BDE and BDT is slight in our tests. In an application, if changes of node values are associated with some expensive operations, the number of actual changes necessary is of vital importance. Figure 8 plots the performance when the batch size varies. In Figure 8 (a), at each data point, we generate 10,000 random graphs with 5000 edges while the batch size varies from 1 to 19. Each incremental change in the batch adds a single edge to the same original graph G. The result illustrates the tradeoff between one-time costs, such as initializing data structures in LEDA, and performing the actual incremental algorithm. As the size of the batch increases, the performance of BDE and BDT increases faster than that of UD, due to larger initial overheads in BDE and BDT. In Figure 8 (b), in order to show the performance over a sequence of updates to a given system, we change the definition of batch a little while keeping the other settings of the experiment. Here, a batch is a sequence of edges to be inserted to a given random graph, and every time a new edge is inserted, we apply the incremental algorithms to update the solution. If negative cycles are detected, we delete the newly inserted edge and perform the next insertion; otherwise we go directly to the next insertion. Compared with Figure 8 (a), the result of (b) indicates that when insertions are applied consecutively to a system of difference constraints, incremental updates seem to become more difficult, as we can see that the declining trend of the runtime in Figure 8 (a) has gone. For UD, the situation is especially bad, as is reflected by the increasing average runtime in Figure 8 (b). BDE and BDT are doing much better. Their average runtime stays constant, or even improves slightly as the batch size gets bigger. This indicates that the performance gain from amortizing the one-time costs seems to be about the same as the performance loss caused by an increase in difficulty of solving the evolving systems with BDE and BDT. Figure 9 shows the speed-up over the nonincremental Bellman-Ford algorithm with the new definition of batches (the speed-up being less than that of Figure 6 is due to the effect mentioned above that incremental algorithms are making the system harder to update). Again, this result confirms the outstanding performance of BDE and BDT in our tests. Overall, BDE and BDT outperform UD by a large margin. Further, the results show that although the edge value heuristic is desirable in theory, since it leads to a bounded extended size of the cover and bounded runtime complexity in the worst case, in practice the simple strategy of alternating the search in the two directions can compute covers of almost the same size, and can execute faster due to smaller overhead. Our results show that bidirectional search can outperform unidirectional search for incremental difference constraint problems.
Similar to

Extensions.
Bidirectional search has regained the attention of researchers in recent years [8] , [9] . However, much of the work has focused on single-agent search on large graphs, and deals with the problem of reducing the memory requirements of such algorithms. Our result shows that another interesting application of bidirectional search algorithms lies in relatively smaller search spaces such as incremental updates of graphs, where the average overheads decrease as batch sizes increase and other criteria such as cover size are important.
As discussed in [16] and Section 2, the requirement of SDC is weaker than that of SSoSP. Hence incrementally maintaining an SDC may serve as a better underlying system than maintaining SSoSP solutions in some graph update problems, such as incremental negative cycle detection. Our results indicate that for such kinds of problems, an approach using incremental SDC with bidirectional search can outperform incremental SSoSP with its unidirectional forward search.
Other possible extensions include more elaborate versions of the algorithm. In our algorithm we allow the overlapping of the frontier searches in the forward and backward direction which can lead to marking some nodes twice. It is an interesting question whether this can actually happen. More importantly, it is an open question how to handle the interactions between all the searches when multiple insertions are introduced simultaneously. In addition, considering the size of the forward and backward SP-trees in RA may further reduce the number of actual changes.
