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Abstrakt 
Hlavním cílem této práce je vytvoření knihovny v TwinCAT PLC pro řízení 
Beckhoff pohonů bez NC úlohy. Použití této knihovny je cíleno na méně výpočetně 
výkonné řídící jednotky. Dalším úkolem je vytvoření PLC aplikace, která bude řídit 
pohony pomocí digitálních I/O proměnných či sériovou linkou. Pro tuto PLC aplikaci 
bude vytvořena konfigurační aplikace ve Windows.  
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Abstract 
The main aim of  this thesis is to create a library in TwinCAT PLC for Beckhoff 
motion control without NC task. This library is targeted for less performance 
controllers. The next part deals with creating a PLC application for motion control with 
digital I/O variables or with serial line. A Windows application will be created to 
configure the main parameters of motion control in the PLC Application. 
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1 ÚVOD 
 
Hlavním cílem této práce je vytvoření knihovny pro TwinCAT PLC Control, která 
bude sloužit pro řízení pohonů na jednodušších strojích přímo z PLC programu bez 
nutnosti zakoupení licence pro NC úlohu v TwinCATu, díky čemuž bude možné 
ovládat pohony i na méně výkonných systémech, na kterých ani nelze NC úlohu 
zakoupit. Z důvodu co nejjednoduššího přechodu na tuto knihovnu by mělo chování 
jednotlivých funkčních bloků knihovny odpovídat otevřenému standardu PLCOpen, tak 
jak je to v knihovně „MC2.lib“ dodávané NC úloze. K řízení pohonů budou využity 
Beckhoff EtherCAT terminály, které nesou označení EL7xxxx a mají integrovaný 
poziční kontrolér, díky čemuž není vyžadován vysoký výpočetní výkon řídící jednotky.  
Dalším úkolem je použití knihoven vytvořených v předchozím bodě a vytvoření 
aplikace, která bude pohony řídit pomocí digitálních I/O vstupů nebo sériovou linkou, 
nebude tedy nutná žádná znalost systému TwinCAT. Tato aplikace bude 
s požadovaným hardwarem tvořit modul pro řízení zvoleného počtu os. Pro tuto PLC 
aplikaci bude vytvořena ve Visual Studiu konfigurační aplikace pro OS Windows, která 
bude sloužit k nastavení parametrů pro řízení pohonů touto sestavou.  
 PLC knihovny i aplikace budou vytvořeny ve TwinCATu 2, ze kterého můžou 
být následně převedeny do TwinCATu 3.  
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2 TEORETICKÁ ČÁST 
2.1 O společnosti Beckhoff 
 Společnost Beckhoff (celým názvem Beckhoff Automation) byla založena roku 
1980. Vedení společnosti se nachází ve městě Verl v Německu. Již od svého vzniku se 
zabývá průmyslovým řízením založeným na PC technologii. Mezi její hlavní produkty 
tedy patří průmyslové PC, I/O a fieldbus komponenty, řízení pohonů a software pro 
automatizaci. Filozofií firmy je nabídnout univerzální a otevřené řízení pro aplikace 
řešené v automatizaci po celém světě, rozsahem od CNC řízení až po automatizaci 
budov. Zastoupení společnosti lze také díky partnerským firmám nalézt ve více než 
šedesáti zemích po celém světě (viz obr. 2.1). [1] 
 
 
 
 
Obrázek 2.1: Mapa zastupitelství společnosti Beckhoff [1] 
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2.2 TwinCAT 
 
 TwinCAT (The Windows and Control Automation Technology) je software 
vyvinutý společností Beckhoff, který promění téměř každé kompatibilní PC v real-time 
controller s multi PLC systémem a NC řízením os. 
 
TwinCAT tedy nahrazuje tradiční PLC a NC/CNC řízení pomocí: 
- otevřeného, kompatibilního PC hardware  
- vestavěného IEC 61131-3 software PLC, software NC a software CNC ve 
Windows NT/2000/XP/Vista, Windows 7 , NT/XP Embedded, CE 
- programovacího a run-time systémů, které mohou být na jednom PC 
- připojení ke všem běžným sběrnicím 
- podpory všech PC rozhraní 
- datové komunikace s uživatelským rozhraním a dalšími programy 
prostřednictvím otevřených Microsoft standardů (OPC, OCX, DLL, …) [2] 
 
2.2.1 Porovnání s tradičním PLC 
 Na obrázku č. 2.2 lze vidět porovnání klasického PLC řízení s řízením pomocí 
software PLC. V levé polovině obrázku se o řízení procesu v reálném čase stará PLC, 
IPC je zde použit pro uživatelské rozhraní.  V pravé polovině obrázku je zobrazeno 
řízení pomocí software PLC, které je implementováno přímo v IPC, odpadá tedy 
komunikace mezi PLC a IPC.  
 
 
 
Obrázek 2.2: Porovnání HW a SW PLC [3] 
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 Při použití klasického PLC je vykonávání PLC programu a HMI rozděleno  na 
dva různé hardware prvky, PLC program tedy běží cyklicky, ale doba cyklu záleží na 
vykonávaném programu, viz obr. 2.3. 
 
 
 
 
Obrázek 2.3: Cyklus hardware PLC [3] 
 
 
 Při použití software PLC je jeho program vykonáván na stejném hardware jako 
HMI, dochází tedy k dělbě výpočetního času procesoru, PLC cyklus je však již spouštěn 
deterministicky, viz obr. 2.4. 
 
 
 
Obrázek 2.4: Cyklus software PLC [3] 
 
2.2.2 Real-time extension pro Windows 
Jelikož Windows NT nejsou real- time kompatibilní, vyvinul Beckhoff pro 
automatizační úlohy real-time rozšíření pro Windows, které tvoří základ TwinCATu. 
S tímto rozšířením má TwinCAT přesnou časovou základnu pro spouštění programů 
s maximální prioritou. Na obrázku 2.5 je zobrazen příklad, kdy TwinCAT úloha byla 
spuštěna milionkrát s kolísáním +-15us. [4] 
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Obrázek 2.5: Jitter 15us při milionkrát spuštěné TwinCAT úloze  [4] 
 
2.2.3 Architektura 
 TwinCAT se skládá z několika run-time systémů, který vykonávají přiřazené 
řídící programy v reálném čase, a vývojového prostředí pro programování, diagnostiku 
a nastavování. Všechny Windows programy, např. vizualizace, mohou k datům 
v TwinCATu přistupovat pomocí Microsoft rozhraní, např. dll knihoven.  
 
 
 
Obrázek 2.6: Struktura TwinCAT [5] 
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 Na obrázku 2.6 vidíme, že TwinCAT je rozdělen do několika modulů, které 
mezi sebou komunikují pomocí ADS (Automation Device Specification) rozhraní. 
Komunikace mezi jednotlivými moduly je řízena Message routerem, pod kterým je 
zobrazena část běžící v reálném čase. K Message routeru se lze připojit z uživatelské 
aplikace buď lokálně, nebo vzdáleně pomocí TCP/IP protokolu, a poté vyčítat 
jednotlivé proměnné modulů pomocí ADS adres.  
 Vývojové prostředí TwinCAT se dělí na dvě části, a to na Systém Manager, kde 
se provádí hardwarová konfigurace, a PLC Control, kde se vytváří řídící program pro 
PLC. [5] 
 
2.2.3.1 TwinCAT System Manager 
 TwinCAT System Manager je centrální konfigurační nástroj celého systému, 
provádí se zde tzv. „hardware konfigurace“, tj. konfigurace vstupů a výstupů 
jednotlivých software úloh (např. PLC tasku) a konfigurace fyzických vstupů a výstupů 
připojených pomocí různých typů sběrnic (EtherCAT, Profibus, Profinet,…). Každý 
SW task pracuje pouze ve svém soukromém „process image“, tedy adresy proměnných 
namapovaných v tomto „process image“ jsou platné pouze v rámci daného tasku. I/O 
informace jednotlivých tasků jsou z nich vyčteny a poté zobrazeny v System Manageru. 
Logické a fyzické vstupy a výstupy jsou pak přiřazeny jeden k druhému pomocí 
slinkování SW proměnných s reálnými vstupy a výstupy. [6] 
 
 
Obrázek 2.7: TwinCAT System Manager [6] 
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2.2.3.2 TwinCAT PLC Control 
 TwinCAT PLC Control je kompletní vývojové prostředí pro vytvoření PLC 
programu, který může být vytvořen v následujících jazycích: [13] 
 
- Instruction List (IL) 
- Structured Text (ST) 
- Function Block Diagram (FBD) 
- Ladder Diagram (LD) 
- Continous Function Chart (CFC) 
- Sequential Function Chart (SFC) 
 
 Tyto jazyky odpovídají standardu IEC 61131-3, který také určuje, že  celý PLC 
program se skládá z: [14] 
 
- POUs (Program Object Units) 
- struktur 
- globálních proměnných 
 
 Mezi POUs patří objekty nazvané programy, funkce a funkční bloky. PLC 
Control umožňuje také vytvoření knihoven, kdy se z vybraných funkcí či funkčních 
bloků vytvoří knihovna „*.lib“, díky čemuž se taký skryje jejich vnitřní implementace. 
Tyto knihovny se k danému PLC projektu přiřadí pomocí Library Manageru 
integrovaného v PLC Control. 
 
 
Obrázek 2.8: TwinCAT PLC Control [7] 
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Na jednom IPC může běžet několik PLC a na každém PLC může běžet několik 
tasků. Přidělení programů k taskům se provádí v daném projektu v PLC Control. Každé 
PLC má svůj process image, viz obr.2.9. 
 
 
 
Obrázek 2.9: TwinCAT multi PLC [15] 
 
2.2.4 Licence  
 
 Na následujícím obrázku jsou zobrazeny všechny dostupné licence TwinCAT 2. 
Tak jak je zobrazeno, daná licence obsahuje všechny licence obsažené nad sebou.  
 
 
 
Obrázek 2.10: TwinCAT licence [8] 
 
TwinCAT CP – driver pro Windows pro CP panely Beckhoff 
TwinCAT I/O – víceúčelové I/O rozhraní pro všechny běžné sběrnice, PC karty a  
   rozhraní s real-time řízením 
TwinCAT PLC – umožňuje běh vytvořeného PLC programu 
TwinCAT NC PTP – point to point řízení pomocí NC úlohy 
TwinCAT NC I – interpolační řízení pomocí NC úlohy 
TwinCAT CNC – CNC řízení pomocí NC úlohy 
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2.3 EtherCAT 
 
 EtherCAT je otevřená real-time sběrnice založená na Ethernetu, která byla 
původně vyvinuta firmou Beckhoff. EtherCAT technologie překonává systémové limity 
ostatních řešení založených na Ethernetu tím, že datový paket již není nejprve přijat, 
poté interpretován a zkopírován na každé další připojení, místo toho je Ethernet rámec 
zpracováván „za letu“. Každé slave zařízení v síti má svou FMMU (fieldbus memory 
management unit), která vyčítá sobě adresovaná data, přičemž je telegram již předáván 
dalšímu zařízení. Stejně tak vstupní data jsou vkládána při průchodu telegramu FMMU. 
Doba zpoždění telegramu je jen několik nanosekund. Na straně EtherCAT Master může 
být jako síťové rozhraní použita klasická síťová karta či vestavěný Ethernet controller. 
Společným znakem těchto rozhraní je, že pro přenos souborů do PC používají DMA, 
což znamená, že není zatěžován procesor při přístupu k síti. [9] 
 
 
2.3.1 Topologie 
 EtherCAT podporuje téměř každou topologii, např. linii, strom nebo hvězdu. 
Požadované rozhraní je realizováno pomocí couplerů, nejsou tedy vyžadovány žádné 
další switche, které však mohou být použity např. pro vytvoření topologie hvězda. 
Obvyklá EtherCAT topologie je zobrazena na obr. 2.11. [10] 
 
 
 
 
Obrázek 2.11: EtherCAT topologie [10] 
 
  
 18 
Na dalším obrázku je zobrazeno porovnání EtherCAT architektury zařízení 
s konvenční architekturou. EtherCAT Slave Controller zde přímo zpracovává digitální 
vstupy a výstupy, čímž dosahuje vyšší rychlosti a není závislý na žádném dalším 
kontroléru. [11] 
 
 
Obrázek 2.12: Architektura slave zařízení  [11] 
 
2.3.2 Protokol 
 EtherCAT protokol využívá oficiálně přiřazeného Ethernet typu uvnitř Ethernet 
rámce, což umožňuje přenos řídících dat přímo v tomto rámci bez nutnosti 
předefinování standardu pro Ethernet rámec. Rámec se může skládat z několika sub-
telegramů obsluhujících vždy určitou paměťovou oblast logického obrazu procesu. 
Adresování Ethernet terminálů může být v jakémkoliv pořadí, protože sekvence dat je 
nezávislá na fyzické struktuře zapojení. Broadcast, Multicast i komunikace mezi slave 
uzly je podporována. [11] 
 
 
Obrázek 2.13: Struktura EtherCAT protokolu [11] 
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Ze strany pohledu Ethernetu je jeden EtherCAT segment jednoduše řečeno jedno 
velké Ethernet zařízení, které přijímá a odesílá Ethernet rámce. Nicméně toto zařízení se 
neskládá pouze z jednoho Ethernet controlleru, ale z velkého počtu EtherCAT slave 
zařízení. Vnitřní komunikace v tomto segmentu je zobrazena na obr. 2.14. 
 
 
Obrázek 2.14: Komunikace v jednom EtherCAT segmentu [16] 
 
 V Coupleru je EtherCAT převeden na E-bus, na kterém jsou připojeny 
jednotlivé slave zařízení. Uvnitř těchto zařízení je použit EtherCAT controller ET1200 
ASIC, který zprostředkovává svá vstupní a výstupní data do EtherCATu. [11] 
 
2.3.3 Vlastnosti 
- až 65 535 zařízení 
- téměř neomezená velikost sítě (>500km)  
- přesné časování a synchronizace  
 
Výkon: 
- 256 digitálních I/O ve 12us 
- 1000 digitálních I/O ve 30us 
- 200 analogových I/O (16bit) v 50us 
- 100 servo os každých 100us 
- 12 000 digitálních I/O ve 350us   [16] 
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2.3.4 Protokoly implementované v EtherCATu 
 
 EtherCAT podporuje několik vnořených protokolů. Výčet některých z nich je 
uveden v následujících podkapitolách.  
 
 
 
Obrázek 2.15: Protokoly implementované v EtherCATu [12] 
 
2.3.4.1 CoE (CAN application protokol over EtherCAT) 
 CANopen profily zařízení a aplikací jsou dostupné pro širokou škálu aplikací a 
zařízení, od I/O komponent, pohonů, enkodérů až po aplikační profily strojů 
v plastovém či textilním průmyslu. EtherCAT může nabídnout stejný komunikační 
mechanismus jako CANopen, tedy slovník objektů a PDO (process data objects) a SDO 
(service data objects). [12] 
 
2.3.4.2 SoE (Servo drive profil according to IEC 61491 over EtherCAT)  
 SERCOS interface je světově uznávané a oceňované real-time komunikační 
rozhraní, určené zejména pro aplikace s řízením pohonů. SERCOS profil pro servo 
měniče a komunikační technologie jsou dané standardem IEC 61800-7. [12] 
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2.3.4.3 EoE (Ethernet over EtherCAT) 
EtherCAT není pouze plně Ethernet kompatibilní, ale je charakterizován 
otevřeností designu, protokol toleruje ostatní Ethernet služby a protokoly na stejné 
fyzické síti. Ethernet rámce jsou tunelovány skrz EtherCAT protokol, což je také 
standardní přístup u internetových aplikací (např. VPN, PPPoE (DSL) atd). EtherCAT 
síť je zcela průhledná pro Ethernet zařízení, přičemž nedochází k ovlivnění real-time 
charakteristik EtherCATu. [12] 
 
 
2.3.4.4 FoE (File Access over EtherCAT) 
Tento velice jednoduchý protokol podobný TFTP umožňuje přístup k datům 
v zařízení. Lze toho také využít při nahrávání nového firmware. [12] 
 
 
 
 
 
2.3.5 EtherCAT Technology Group 
 EtherCAT Technology Group (ETG) je skupina, kterou tvoří klíčové zákaznické 
podniky z různých průmyslových odvětví s předními dodavateli v automatizaci, a 
společně se snaží o rozvoj a podporu EtherCATu. [17] 
 
 
 
 
 
Obrázek 2.16: Logo ETG [17] 
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2.4 ADS komunikace 
 ADS (Automation Device Specification) specifikuje rozhraní nezávislé na typu 
zařízení a použité sběrnici. Objekty, které mají implementováno ADS rozhraní, jsou 
tedy přístupné pomocí ADS komunikace a nabízí tzv „server services“, jsou nazývány 
ADS zařízeními.  
 
 
 
 
Obrázek2.17: ADS komunikace [18] 
 
 
 Systémová architektura TwinCATu umožňuje individuálním modulům softwaru 
(např. TwinCAT PLC, TwinCAT NC, …) být rozděleny na nezávislé objekty. Tyto 
objekty mezi sebou vyměňují zprávy pomocí „message routeru“, který řídí celou ADS 
komunikaci v systému a i po TCP/IP připojení. Vnitřní struktura TwinCATu byla již 
zmíněna dříve a je zobrazena na obr.x. TwinCAT message router existuje na každém 
TwinCAT PC a na každém Beckhoff BCxxxx Bus Controlleru.[19] 
 
 
 
2.4.1 Identifikace ADS zařízení 
Jednoznačná identifikace ADS zařízení je realizována pomocí dvou identifikátorů: 
 
- AdsPortNr 
- AdsAmsNetID 
 
2.4.1.1 ADS-Port 
 ADS zařízení je v TwinCAT message routeru unikátně identifikováno číslem 
nazývaným ADS-PortNr. Pro ADS zařízení je tento parametr fixně specifikován, 
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zatímco pro aplikaci fungující jako ADS klient (např. vizualizaci) je tento parametr 
alokován při prvním přístupu do message routeru. V následující tabulce jsou zobrazeny 
ADS porty použité v TwinCATu. [20] 
 
 
Tabulka 2-1: ADS porty TwinCATu [20] 
 
2.4.1.2 ADS-AmsNetId 
 ADS komunikace neprobíhá pouze mezi TwinCAT moduly na jednom PC, je 
také možné vyměňovat data mezi několika počítači propojených v síti. K adresování 
těchto počítačů je použita ADS/AMS adresa, která je opět unikátní pro každé zařízení a 
je pravidlem ji vytvářet z IP adresy, tedy pokud má počítač IP adresu „172.1.2.16“, jeho 
ADS/AMS adresa bude „172.1.2.16.1.1“. [20] 
 
 
Obrázek 2.18: ADS komunikace po síti  [20] 
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2.4.2 ADS protokol 
 ADS protokol běží na vrcholu TCP/IP či UDP/IP protokolu, čímž umožňuje 
uživateli bez Beckhoff systému využít téměř každou komunikační cestu pro komunikaci 
se všemi připojenými zařízeními a jejich parametrizaci.  
 
 
 
Obrázek 2.19: ADS protokol [21] 
 
 
 Jak je vidět na obrázku č.2.19, ADS protokol se skládá z AMS adresy a portu, 
které určují cílové ADS zařízení, a z Index Group a Offsetu, které adresují přímo danou 
proměnnou.  
 
 
 
 
 
 Mimo Beckhoff systém existuje několik metod k výměně dat pomocí jiných 
softwarových nástrojů. [19] 
 
ADS-OCX: Active-X komponenta 
 
ADS-DLL: DLL knihovna pro integraci do vývojových nástrojů C++  
 
OPC: Standardizované rozhraní pro komunikaci v automatizaci, Beckhoff nabízí pro 
tento účel OPC server.  
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2.5 Popis karet pro řízení pohonů 
 Beckhoff ve svém portfoliu produktů nabízí i EtherCAT terminály pro řízení DC 
motorů, krokových motorů a servo motorů. V následujících podkapitolách je jejich 
stručný popis. 
 
2.5.1 EL7031/EL7041/EL7051  
Karty EL70x1 slouží k řízení krokových motorů. Rozdíl mezi těmito kartami je 
hlavně v dodaném výkonu a možnosti připojení enkodéru u karet EL7041/EL7051. 
Karta EL7051 je zatím ještě ve vývoji, ale její hlavní výhodou je možnost použití 
krokového motoru jako levné servo osy, jelikož při použití enkodéru nedochází k e ztrátě 
kroku, má tedy stálý moment. Všechny tyto karty mají implementovaný poziční 
kontrolér. 
 
 
Obrázek 2.20: Karty pro řízení krokových motorů [22] 
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2.5.2 EL7201 
 Karta EL7201 je určena k řízení servo motoru. Zatím je pouze ve verzi pro 
připojení resolveru, v budoucnu bude také možné připojení enkodéru. Na rozdíl od 
krokových karet však již nemá zabudovaný poziční kontrolér.  
 
 
Obrázek 2.21: Karta pro řízení servo pohonu [22] 
2.5.3 EL7332/EL7342 
 Karty EL73x2 jsou určeny k řízení DC motorů. Rozdíl je opět ve výkonu a 
v možnosti připojení enkodéru u karty EL7342, díky čemuž má také integrovaný stejný 
poziční kontrolér, tak jak tomu bylo u karet pro řízení krokových motorů.  
 
 
Obrázek 2.22: Karty pro řízení DC motorů [22] 
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2.6 PLCopen 
 PLCopen je nezávislá celosvětová organizace, která se snaží být vedoucí 
asociací v řešení témat ohledně řízeného programování, k čemuž také využívá 
mezinárodních standardů. Jedna z hlavních činností PLCopen je soustředěna na normu 
IEC61131-3, která je jediným globálním standardem v programování průmyslového 
řízení. Tuto normu využívá také TwinCAT PLC Control.  
 Dále se tato organizace zabývá také standardem „Motion Control“, který 
definuje řízení pohonů pomocí funkčních bloků se standardizovaným rozhraním a 
vnějším chováním. Další podrobnosti o této normě jsou popsány v [23]. 
 
 
 
 
 
Obrázek 2.23: PLCopen Motion Control [23] 
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3 PRAKTICKÁ ČÁST 
 Hlavním cílem praktické části je vytvoření knihovny pro řízení pohonů bez NC 
úlohy v TwinCATu. Jelikož je použití této knihovny směrováno hlavně na jednodušší 
aplikace s méně výpočetně výkonnými systémy, bude pro řízení pohonů použit interní 
poziční regulátor v řídících terminálech, díky čemuž nebude zatěžován procesor 
hlavního řídícího systému. Servo karta EL7201 a karta EL7332 pro řízení DC motorů 
tento poziční regulátor však neobsahuje, knihovna tedy pro ně nebude vytvořena a 
zůstává u nich nutnost použití NC úlohy ve TwinCATu. Hlavní pozornost je tedy 
soustředěna na řízení karet pro krokové motory, které obsahují stejný poziční kontrolér 
jako karta EL7342, rozdílem je pouze jiná adresace řídících a diagnostikačních 
proměnných.   
 Druhý a třetí bod praktické části se zabývá vytvořením aplikace pro řízení 
krokových motorů pomocí digitálních I/O vstupů a sériovou linkou. Jelikož cílem těchto 
bodů je vytvoření řídícího modulu pro krokové motory, pro jehož použití nebude 
zapotřebí žádná znalost TwinCATu, bude v třetím bodě vytvořena Windows aplikace 
pro nastavování parametrů řídícího modulu krokových motorů.     
 
 
 
 
3.1 Knihovna pro řízení krokových motorů 
 Knihovna pro řízení krokových pohonů je určena pro vývojové prostředí 
TwinCAT PLC Control. Toto prostředí také umožňuje samotné vytváření knihoven, a to 
pouze změnou typu uloženého souboru při ukládání vytvořeného projektu. Chování 
jednotlivých funkčních bloků implementovaných v knihovně se řídí normou PLCopen 
Motion Control [23]. Pro správnou funkčnost aplikace využívající tuto knihovnu je také 
zapotřebí správně nastavit vybrané parametry řídící karty v TwinCAT System 
Manageru, viz následující kapitola. 
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3.1.1 Hardware konfigurace 
 Konfigurace použitého hardware se v TwinCATu vytváří v nástroji nazvaném 
System Manager. Velkou výhodou tohoto nástroje je, že umožňuje automatickou 
detekci připojených I/O modulů a zařízení. Na následujícím obrázku je zobrazena 
použitá HW konfigurace.  
 
 
 
Obrázek 3.1: Hardware konfigurace 
 
 
 Jako řídící jednotka byl použit průmyslový počítač CX1020, pro řízení 
krokových motorů byla zvolena karta EL7041. Krokový motor byl použit od firmy 
Microcon s označením SX23-2727.  
 Pro správnou funkčnost knihovny je zapotřebí provést základní nastavení řídící 
karty. Na následujícím obrázku je zobrazena záložka „PDO Settings“ karty EL7041. Na 
této záložce je zapotřebí přepnout předdefinované PDO rozhraní na „Positioning 
interface“. Tím se v levém okně pod kartou EL7041 zobrazí požadované proměnné, 
které jsou nutné pro komunikaci s knihovnou. Další úprava PDO již není možná, 
výměnu dalších parametrů karty je tedy zapotřebí řešit pomocí SDO komunikace přímo 
v PLC programu. 
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Obrázek 3.2: Nastavení PDO 
 
 Nastavením předdefinovaných PDO na „Positioning Interface“ se automaticky 
upraví proměnné pro komunikaci s kartou zobrazené v levém okně ve větvi EL7041. 
Struktura těchto proměnných je zobrazena na obrázku 3.3 a je zcela shodná se 
strukturou proměnných pro řízení osy použitou ve vytvořené knihovně. Následné 
slinkování s osou z PLC programu využívajícího knihovnu je tedy 1:1.  
 
Obrázek 3.3: Komunikační proměnné EL7041  
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 Pro správnou funkčnost interního pozičního kontroléru je také nutné nastavit 
několik parametrů týkajících se připojeného motoru a napájení. Toto nastavení se 
provádí pomocí záložky „CoE“, kde jsou zobrazeny všechny CoE objekty karty a jejich 
aktuální hodnoty. V této záložce lze rovnou provádět online změny parametrů, které 
zůstanou následně uloženy v kartě. Při výměně karty by ji však bylo nutné opět 
konfigurovat, proto lepším způsobem uložení parametrů je použití záložky „Startup 
list“, ve které se definují vybrané objekty a jejich inicializační hodnoty, které se pak při 
každém spuštění systému přesunou do karty, takže po výměně karty již není zapotřebí 
žádná konfigurace.  
 
 
 
Obrázek 3.4: Startup list 
 
 
 Po těchto krocích je už jen zapotřebí slinkovat komunikační proměnné karty 
s proměnnými pro řízení osy v PLC projektu.  
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3.1.2 Popis knihovny 
Knihovna pro řízení krokových motorů se skládá ze dvou důležitých částí, a to 
z datového typu AXIS_REF, který se ve skutečnosti skládá z funkčního bloku 
_FBAXIS_REF, a funkčních bloků, které slouží pro řízení dané osy dle PLCopen. 
Pomocné funkční bloky, které slouží pouze pro interní použití, jsou umístěny ve složce 
„Internal“. 
 
 
 
Obrázek 3.5: Vnitřní struktura knihovny 
 
 
 Funkční blok _FB_MoveUniversalGeneric obsahuje hlavní řídící algoritmus pro 
komunikaci s kartou, je volán téměř ve všech funkčních blocích z uživatelské části. 
Funkční blok _FBAXIS_REF má v PLC programu úkol reprezentovat hardwarovou 
osu. Jeho akce slouží pro nastavování či diagnostiku dané osy. Jsou volány opět 
v příslušných funkčních blocích.  
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3.1.2.1 Základní pravidla chování MC funkčních bloků 
Pro všechny MC funkční bloky platí následující pravidla, které zajišťují jejich 
definované zpracování v PLC programu. 
 
Exkluzivita výstupů 
 Výstupy Busy, Done, Error a CommandAborted jsou vzájemně exkluzivní, tzn., 
že pouze jeden z těchto výstupů může v daném čase nabývat hodnoty TRUE. Zároveň 
při detekci náběžné hrany Execute musí být ihned jeden z těchto výstupů nastaven. 
Obdobně pouze jeden z výstupů Active, Error, Done, CommandAborted může být 
v daném čase aktivní.  
Jedinou výjimkou tohoto pravidla je funkční blok MC_Stop, kdy Done je 
nastaven po zastavení osy, přičemž Busy zůstává TRUE dokud Execute=TRUE.  
 
Počáteční stav 
Všechny výstupy funkčních bloků jsou resetovány při sestupné hraně Execute, 
pokud FB není vykonáván (Busy = FALSE). Sestupná hrana Execute však nemá vliv na 
vykonávání funkčního bloku při Busy = TRUE, příkaz je dále vykonáván a na jeho 
konci je nastaven jeden z výstupů Done, Error nebo CommandAborted na jeden PLC 
cyklus, poté jsou všechny výstupy resetovány. 
 
Vstupní parametry  
Vstupní parametry jsou načteny při detekci náběžné hrany Execute, jejich další 
změna je možná až po dokončení příkazu resetováním a opětovným nastavením 
Execute.   
 
Error handling 
Všechny funkční bloky mají výstupy Error a ErrorID. Pokud je nastaven výstup 
Error, identifikace detekované chyby je možná pomocí ErrorID. Reset Erroru funkčních 
bloků se provede sestupnou hranou Execute.  
Pokud je detekován error osy, je nutné pro jeho reset spustit FB MC_Reset, 
který provede kompletní reset osy. 
 
 
  
 34 
3.1.2.2 Popis datového typu AXIS_REF 
 Instance datového typu AXIS_REF slouží v PLC programu jako zástupci 
reálných os. Předáním jedné této instance funkčnímu bloku z knihovny vlastně 
adresujeme konkrétní hardware, který má daný funkční blok ovlivňovat. Tento datový 
typ je zcela odvozen od funkčního bloku _FBAXIS_REF.  
 
 TYPE AXIS_REF : _FBAXIS_REF; 
 END_TYPE  
 
Funkční blok _FBAXIS_REF má definovány následující vstupní a výstupní proměnné: 
 
 
Obrázek 3.6: I/O proměnné AXIS_REF  
stPlcIn, stPlcOut: Datové struktury, které se v System Manageru slinkují s řídící kartou. 
fScalingFactor: Parametr, určující s jakými jednotkami se u dané osy pracuje.  
nSlaveAddr: Ethercat adresa řídící karty.  
Status: Informační struktura osy.  
 
 
Obrázek 3.7: Struktura statusu osy 
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Proměnná MotionState nese informaci o aktuálním stavu osy. Obnovována je 
pomocí akce StatusRefresh, která je volána v bloku MC_Power, u kterého je povolena  
pouze jedna instance a musí být volán v každém cyklu PLC. Jednotlivé stavy osy a 
přechody mezi nimi jsou zobrazeny na následujícím obrázku.  
 
Obrázek 3.8: Stavový diagram statusu AXIS_REF (Převzato a upraveno z [24])  
 
Note 1 Z jakéhokoliv stavu, pokud nastal error. 
Note 2 Z jakéhokoliv stavu při zrušení povolení osy bez erroru. 
Note3 MC_Reset AND MC_Power.Status = FALSE 
Note 4 MC_Reset AND MC_Power.Status = TRUE AND MC_Power.Enabl = TRUE 
Note 5  MC_Power.Enable = TRUE AND MC_Power.Status = TRUE 
Note 6 MC_Stop.Done  AND MC_Stop.Execute = FALSE 
Tabulka 3-1: Poznámky k vývojovému diagramu na obr. 3.8  
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3.1.2.3 Popis jednotlivých funkčních bloků uživatelského rozhraní 
 
 V této podkapitole jsou zobrazeny základní funkční bloky pro řízení krokových 
motorů. Podrobnější popis vstupů a výstupů lze nalézt v příloze této práce.  
 
 
MC_MoveAbsolute 
 
 Funkční blok MC_MoveAbsolute slouží k pozičnímu řízení krokového motoru. 
Pozice je určena absolutní polohou. Po dosažení cílové pozice je nastaven výstup Done. 
V ostatních případech je nastaven výstup CommandAborted nebo Error. Vnitřní 
funkcionalita tohoto bloku je zajištěna pouze funkčním blokem 
_FB_MoveUniversalGeneric.  
 
Obrázek 3.9: MC_MoveAbsolut 
MC_MoveRelative 
 
 Funkční blok MC_MoveRelative slouží k pozičnímu řízení krokového motoru. 
Pozice je určena relativní polohou. Po dosažení cílové pozice je nastaven výstup Done. 
V ostatních případech je nastaven výstup CommandAborted nebo Error. Vnitřní 
funkcionalita tohoto bloku je zajištěna pouze funkčním blokem 
_FB_MoveUniversalGeneric. 
 
 
Obrázek 3.10: MC_MoveRelative 
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MC_MoveAdditive  
 
 Funkční blok MC_MoveAdditive slouží k pozičnímu řízení krokového motoru. 
Pozice je určena relativní polohou od poslední cílové pozice, ať už byla dosažena nebo 
nebyla. Po dosažení cílové pozice je nastaven výstup Done. V ostatních případech je 
nastaven výstup CommandAborted nebo Error. Vnitřní funkcionalita tohoto bloku je 
zajištěna pouze funkčním blokem _FB_MoveUniversalGeneric.  
 
 
 
Obrázek 3.11: MC_MoveAdditive 
 
MC_MoveModulo 
 
 Funkční blok MC_MoveModulo slouží k řízení krokového motoru pomocí 
modulo pozic. Směr otáčení je definován pomocí datového typu MC_Direction. Po 
dosažení cílové pozice je nastaven výstup Done. V ostatních případech je nastaven 
výstup CommandAborted nebo Error.  Vnitřní funkcionalita tohoto bloku se skládá 
z výběru korektního StartTypu, který je dále předán funkčnímu bloku 
_FB_MoveUniversalGeneric. 
 
 
 
Obrázek 3.12: MC_MoveModulo 
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MC_MoveVelocity 
 
 Funkční blok MC_MoveVelocity slouží k rychlostnímu řízení krokového 
motoru. Směr otáčení je definován pomocí datového typu MC_Direction (pouze kladný 
či záporný). Po dosažení cílové rychlosti je nastaven výstup InVelocity. V ostatních 
případech je nastaven výstup CommandAborted nebo Error. Vnitřní funkcionalita 
tohoto bloku se skládá z ovládání výstupu InVelocity a výběru korektního StartTypu, 
který je dále předán funkčnímu bloku _FB_MoveUniversalGeneric. 
 
 
Obrázek 3.13: MC_MoveVelocity 
 
MC_Stop 
 
Funkční blok MC_Stop zastaví osu s definovanou decelerací a zablokuje ji pro 
jakýkoliv další pohyb, dokud Execute=TRUE. Pokud je osa zastavena, nastaví se výstup 
Done, přičemž zůstává i nadále nastaven flag Busy, dokud uživatel neshodí Execute. 
Pro svou funkci využívá přímo vstupní proměnné řídící karty pro nouzové zastavení.  
 
 
Obrázek 3.14: MC_Stop 
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MC_Home 
 
Funkční blok MC_Home slouží pro kalibraci osy. Typ kalibrace je zvolen pomocí 
datového typu MC_HomingMode. Po úspěšné kalibraci je nastaven výstup Done. 
V ostatních případech je nastaven výstup CommandAborted nebo Error. Funkcionalita 
tohoto bloku je opět zajištěna blokem _FB_MoveUniversalGeneric a další SDO 
komunikací s řídící kartou. 
 
 
Obrázek 3.15: MC_Home 
 
 
MC_Jog 
 
 Funkční blok MC_Jog umožňuje manuální pozicování osy např. pomocí tlačítek.  
Z obou řídících vstupů směru pohybu by měl být aktivní vždy jen jeden. Jsou 
podporovány dva módy polohování. V prvním z nich je osa řízena na konstantní 
rychlost tak dlouho, dokud je signál na konkrétním vstupu. V druhém módu jsou vstupy 
citlivé na náběžnou hranu, při jejíž detekci je osa polohována relativně o vzdálenost 
udanou proměnnou Position.  Výstup Done je nastaven pouze na jeden cyklus PLC při 
dokončení pohybu. Pro polohování osy je opět využito bloku 
_FB_MoveUniversalGeneric. 
 
 
 
Obrázek 3.16: MC_Jog 
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MC_Power 
 
 MC_Power aktivuje hardware povolení osy. Povolení směru pohybu je software 
povolení, aktivní mohou být obě najednou, nebo pouze jedno z nich. Informaci o tom, 
že je osa povolena a připravena, indikuje výstup Status.  V prvním cyklu běhu 
MC_Power je volán Init osy, který z řídící karty vyčte inicializační parametry.  
 
Obrázek 3.17: MC_Power 
MC_Reset 
 
 Pokud má osa error, musí být tento error smazán pomocí funkčního bloku 
MC_RESET. MC_RESET zároveň vyvolává také SW reset karty EL70x1. Po úspěšně 
dokončeném resetu je nastaven výstup Done.  
 
Obrázek 3.18: MC_Reset 
MC_SetPosition 
 
MC_SetPosition slouží pro nastavení aktuální pozice osy, která je udána 
absolutně. Tento blok přistupuje přímo k proměnným řídící karty. Po úspěšném 
nastavení polohy je vystaven flag Done.  
 
 
Obrázek 3.19: MC_SetPosition 
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3.1.2.4 Ukázka chování funkčního bloku MC_MoveAbsolute  
 
Na následujícím obrázku je zachyceno chování funkčního bloku 
MC_MoveAbsolute. Hned při náběžné hraně Execute je nastaven výstup Busy. Při 
aktivním převzetí kontroly nad osou je nastaven výstup Active. Růžovou barvou je 
zobrazena aktuální pozice osy. Po dosažení cílové pozice dochází k poklesu aktuální 
rychlosti na nulu. Poté je nastaven flag Done, přičemž ve stejný okamžik je flag Busy 
vrácen do nuly. Po návratu Execute do nuly je resetován také flag Done a funkční blok 
je připraven pro další spuštění.  
 
 
 
Obrázek 3.20: Graf chování MC_MoveAbsolute 
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3.2 Aplikace pro řízení krokových motorů pomocí I/O vstupů 
 V tomto bodě je vytvořena PLC aplikace využívající knihovny z předchozí 
kapitoly, která bude sloužit k ovládání krokových motorů pomocí I/O signálů či příkazy 
zaslanými po sériové lince.  
 
3.2.1 Princip funkčnosti 
 Aplikace obsahuje tabulku 64 pozic. U každé pozice jsou dvě sady parametrů 
pohybu (rychlost, akcelerace, decelerace). Pomocí I/O signálů je uživatel schopen 
adresovat jednotlivé pozice s parametry pohybu a díky tomu řídit pohyb osy.  
 
Pro ovládání aplikace jsou definovány následující digitální vstupy a výstupy: 
 
Obrázek 3.21: Vstupní a výstupní proměnné aplikace 
 
 
 Proměnná Position je struktura o šesti bitech, pomocí kterých se udává pozice 
v tabulce. U vstupních proměnných je pro zmenšení počtu digitálních vstupů zavedena 
vstupní proměnná Mode, která přepíná význam některých vstupních proměnných.  
 
 
Mode                 
0 Execute Home STOP Enable Reset Calibrate ParametrSwitch EnableSWLimit 
1 JOG+ JOG- STOP Enable Reset Save ParametrSwitch JOGmode 
 
Tabulka 3-2: Význam vstupních proměnných aplikace 
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Popis vstupních proměnných 
 
Execute: Spouští absolutní pozicování na polohu definovanou polohou v tabulce. 
Home: Spustí absolutní pozicování na výchozí polohu. 
Stop: Zastaví jakýkoliv pohyb osy.  
Enable: Povolení osy.  
Reset: Reset chyb pohybu a osy. 
Calibrate: Spustí vyhledávání referenčního bodu.  
ParametrSwitch: Přepínání mezi dvěmi sadami parametrů pohybů.  
EnableSWLimit: Zapnutí SW limitů.  
Mode: Přepínání významu některých vstupních proměnných.  
JOG+, JOG- : Řídící vstupy pro manuální pozicování.  
Save: Uložení aktuální polohy do zvolené pozice v tabulce. 
JOGmode: Výběr módu pro MC_Jog.  
 
Popis výstupních proměnných  
 
 Popis výstupních proměnných je zobrazen na obrázku č. 3.21. Chování 
proměnných Done, Busy, Aborted, Error je stejné, tak jak definuje norma PLCopen.  
 
 
3.2.2 Struktura aplikace 
 Řízení osy pomocí I/O vstupů je implementováno ve funkčním bloku 
AxisControl. Při zavolání instance tohoto bloku v programu MAIN je mu předána jako 
vstupně/výstupní proměnná datová struktura AXIS_REF. Stejně tak je tomu u 
funkčního bloku AxisSettings, který slouží pro nastavování parametrů motoru přes 
Windows aplikaci vytvořenou v posledním bodě této práce. Program FastTask běží na 
svém tasku a obsahuje pouze funkční blok pro obsluhu sériové linky.  
 
 
 
 
Obrázek 3.22: Struktura I/O řídící aplikace 
 44 
3.2.3 Ovládání pomocí sériové linky 
 Aplikace pro řízení krokových motorů umožňuje také řízení pomocí sériové 
linky RS232. Pro její obsluhu byla použita knihovna „COMlibV2.lib“. Tato knihovna je 
univerzální, lze ji tedy použít na klasické PC COM porty, ale i na porty vytvořené 
terminály (např. EL6001).  
 Obsluha sériové linky je implementována přímo ve funkčním bloku 
AxisControl. Funkční blok obhospodařující řízení portu je spouštěn pomocí programu 
FastTask. Na začátku blok AxisControl je vždy rozhodnuto, jakým způsobem se bude 
aplikace řídit. Proto jsou zavedeny následující dvě globální proměnné.  
 
 
 
 Pokud je nastavena VisuControl na jedničku, je celá aplikace ovládána 
proměnnými z vizualizace vytvořené v posledním bodě. Tato proměnná má nejvyšší 
prioritu. Pokud je nastavena RS232Control na jedničku, je aplikace ovládána sériovou 
linkou. V případě, že jsou obě tyto proměnné nulové, je aplikace řízena klasicky I/O 
proměnnými.  
 
3.2.3.1 Struktura řídícího slova  
 Pro identifikaci osy, která je dané řídící slovo adresováno, jsou zavedeny prefixy 
a sufixy při komunikaci po RS232.  
 
 
 
 Pokud má být správně přijat, musí začínat a končit těmito hodnotami, mezi 
nimiž je vlastní řídící slovo.  
 
0 1 2 3 4 5 6 7 
RS232Control Execute Mode Stop Enable Reset Home EnableSWLimit 
8 9 10 11 12 13 14 15 
Calibrate ParametrSwitch Pos.bit5 Pos.bit4 Pos.bit3 Pos.bit2 Pos.bit1 Pos.bit0 
Tabulka 3-3: Struktura řídícího slova 
 45 
 Příklad pro povolení první osy (binárně): 
 
11100001 10001000 00000000 11000001 
 
 
3.2.3.2 Struktura informativního slova 
 Pro rozlišení, pro kterou osu je dané informativní slovo platné, je opět zaveden 
systém prefixů a suffixů, stejně jako v předchozím bodě. Celková informace se skládá 
ze tří dvou bytových wordů. První word nese následující informace.  
 
0 1 2 3 4 5 6 7 
x Moving Mode Done Busy Aborted Error EnStatus 
8 9 10 11 12 13 14 15 
x x Pos.bit5 Pos.bit4 Pos.bit3 Pos.bit2 Pos.bit1 Pos.bit0 
Tabulka 3-4: Struktura bitových informací o pohybu  
 
 V dalším wordu je obsažena informace o aktuální pozici (INT) a v posledním 
wordu je informace o aktuální rychlosti (INT). Celá přijatá informace má tedy 
následující strukturu.  
 
Prefix InfoL InfoH PosL PosH VeloL VeloH Suffix 
Tabulka 3-5: Struktura celkové informace 
 
 
Přijatá informace v případě povolení první osy, nulové rychlosti a aktuální 
poloze 16#AABB bude vypadat následovně.  
 
11100001 00000000 00000001 10111011 10101010 00000000 00000000 11000001 
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3.3 Konfigurační aplikace 
 Cílem tohoto bodu je vytvoření aplikace pro Windows, která bude konfigurovat 
PLC aplikaci vytvořenou v předchozím bodě. Aplikace je vytvořená ve Visual Studiu 
2010 v jazyku C#. 
 
3.3.1 Požadavky 
 Pro správnou funkčnost aplikace je zapotřebí mít nainstalovaný TwinCAT nebo 
alespoň knihovnu „Twincat ADS Communication Library“. To je nutné z důvodu 
vytvoření „AMS Route“ tabulky, bez které není ADS komunikace možná. Tuto tabulku 
vytvoří již knihovna ADS komunikace nebo TwinCAT CP, které jsou zdarma k použití. 
Výhodou použití TwinCATu je automatické oskenování připojených zařízení, při 
použití knihovny je zapotřebí nastavit IP adresu připojeného zařízení ručně.  
 Součástí těchto instalací jsou také dll knihovny, které jsou aplikací využívány ke 
komunikaci s konfigurovaným zařízením.  
 
3.3.2 Struktura aplikace 
 Funkcí aplikace je umožnit jednoduché nastaveni parametrů pro řízení 
krokových motorů. Je tedy umožněno načítat, editovat a ukládat tabulku pohybů, 
ovládat osy stejně jako pomocí I/O či RS232 a zároveň provádět nastavení jejich 
hlavních parametrů. Princip funkcionality aplikace lze vyčíst z následujícího obrázku.  
 
 
 
Obrázek 3.23: Hlavní okno aplikace 
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Po spuštění aplikace je ihned načtena AMS tabulka. Po výběru konkrétního 
zařízení ze seznamu a stisknutí tlačítka Connect je vytvořeno spojení funkcí 
„tcClient.Connect“ a zároveň jsou vytvořeny handly na komunikační proměnné pomocí 
metod tcClient.CreateVariableHandle a tcClient.AddDeviceNotification, která je 
použita pro změnami řízené čtení dat z PLC (Done, Busy, Velocity, …). Načítání dat 
z PLC, např. tabulky pohybů, je realizováno metodou tcClient.Read, pro zápis  
tcClient.Write.  
Pro nastavení parametrů osy je určeno tlačítko Axis Settings, které otevře nové 
okno aplikace a rovnou proběhne načtení parametrů z PLC. 
 
 
Obrázek 3.24: Nastavení parametrů osy 
 
V tomto okně lze parametry změnit a tlačítkem Save je uložit zpět do PLC.  
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4 ZÁVĚR 
 
 Hlavním cílem této diplomové práce bylo vytvoření knihovny v TwinCATu pro 
řízení pohonů Beckhoff EtherCAT terminály přímo z PLC bez NC úlohy. To bylo 
požadováno z důvodu použití méně výkonných řídících jednotek, které nelze zakoupit 
s NC úlohou. 
 V prvním bodě byla vytvořena knihovna pro řízení krokových motorů kartami 
EL7031 a EL7041. Jelikož poziční kontrolér integrován v těchto kartách je 
standardizován firmou Beckhoff, lze tyto knihovny po úpravě adres registrů použít i na 
řízení karet EL7051 (karta pro řízení krokových motorů, která je prozatím ve vývoji) a 
EL7342 (karta pro řízení DC motorů s enkodérem). Karty EL7332 (řízení DC motorů 
bez enkodéru) a EL7201 (servo řízení) nemají integrován tento poziční kontrolér, je 
tedy nutností pro jejich poziční řízení používat NC úlohu v TwinCATu. Funkční bloky 
ve vytvořené knihovně se řídí standardem PLCopen: Motion Control. Při znalosti 
knihovny MC2.lib pro řízení pohonů NC úlohou je tedy použití této knihovny velice 
podobné. 
 V druhé části diplomové práce byla vytvořena PLC aplikace, která využívá 
knihoven vytvořených v předešlém bodě k řízení krokových motorů pomocí digitálních 
vstupů a výstupů nebo sériovou linkou. Díky modularitě Beckhoff systému je možno 
vytvořit hardware konfiguraci podle zvoleného počtu řízených os. Pro uživatele je pak 
tento systém jako „BlackBox“, který ovládá svou řídící aplikací definovaným 
protokolem. Není tedy nutná žádná znalost TwinCATu, což bylo hlavním požadavkem 
pro vytvoření této aplikace.  
 V posledním bodě byla vytvořena aplikace pro operační systém Windows (XP, 
Vista, 7), která slouží pro konfiguraci PLC aplikace vytvořené v předchozím bodě. 
Aplikace je vytvořena ve Visual studiu 2010 v jazyce C# a využívá „dll“ knihoven pro 
ADS komunikaci. Touto aplikací je možno řídit krokové motory automaticky i 
manuálně. Při manuálním řízení je možno ukládat aktuální pozici do tabulky pohybů, 
která je uložena v PLC. Její správnost lze ověřit automatickým řízením z vizualizace. 
Aplikace také umožňuje nastavení základní parametrů osy, které jsou využity při jejím 
řízení.    
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Seznam použitých zkratek a symbolů 
 
ADS – Automation Device Specification 
AMS – Access Method Services 
CD – Compact Disc 
CFC – Continous Function Chart 
CNC – Computer Numeric Control 
CoE – CAN over EtherCAT 
COM – Component Object Model 
DC – Direct Current 
DLL – Dynamic Link Library 
DMA - Direct Memory Access 
EoE – Ethernet over EtherCAT 
FBD – Function Block Diagram 
FMMU – Fieldbus Memory Management Unit 
FoE – File over EtherCAT 
EtherCAT – Ethernet for Control Automation Technology 
HMI – Human Interface 
HW - Hardware 
I/O – Input/Output 
IL – Instruction List  
IP – Internet Protocol 
IPC – Industrial Personal Computer 
LD – Ladder Diagram 
MC – Motion Control 
NC – Numerical Control 
OPC – OLE for Process Control 
PC – Personal Computer 
PDO – Process Data Objects 
PLC – Programmable Logic Controller 
POU – Program Object Unit 
SDO – Service Data Objects 
SFC – Sequential Function Chart 
SoE – Sercos over EtherCAT 
ST – Structured Text 
SW - Software 
UDP – User Datagram Protocol 
TCP – Transmission Control Protocol  
TFTP – Trivial File Transport Protocol 
TwinCAT – The Windows Control and Automation Technology 
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Příloha 2. DVD 
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Příloha 1 
 
 
Manuál ke knihovně pro řízení krokových 
motorů 
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Přehled 
 
Knihovna Stepper_EL70x1.lib slouží k řízení krokových motorů kartami 
EL7031 a EL7041 bez NC úlohy. K řízení motorů jsou použity funkční bloky 
definované standardem PLCOpen specifikující funkční bloky pro řízení pohonů V2.0. 
(http://www.plcopen.org/) 
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Stavový diagram osy: 
Na následujícím obrázku je znázorněn stavový diagram osy s popisem přechodů 
mezi jednotlivými stavy.  
 
Note 1 Z jakéhokoliv stavu, pokud nastal error. 
Note 2 Z jakéhokoliv stavu při zrušení povolení osy bez erroru. 
Note3 MC_Reset AND MC_Power.Status = FALSE 
Note 4 MC_Reset AND MC_Power.Status = TRUE AND MC_Power.Enable = 
TRUE 
Note 5  MC_Power.Enable = TRUE AND MC_Power.Status = TRUE 
Note 6 MC_Stop.Done  AND MC_Stop.Execute = FALSE 
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Hardware konfigurace EL70x1 
Základním předpokladem pro správnou funkčnost karty jsou následující 
nastavení. Nejprve se musí karta přepnout do „Positioning interface“, viz obrázek níže.  
 
 
 
Další nastavení karty se provádí přes „Startup list“, kde si definujeme hodnoty 
vybraných parametrů karty. Parametry jsou všechny CoE objekty, které karta obsahuje. 
Popis CoE objektů lze nalézt v infosysu. 
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Slinkování proměnných 
V knihovně Stepper_EL70x1.lib je pro řízení osy definována struktura 
AXIS_REF, která obsahuje pro komunikaci s kartou následující proměnné: 
 
stPlcIn AT %I*:  ST_PlcIn; (*Struktura pro slinkovani s kartou*) 
stPlcOut AT %Q*:  ST_PlcOut; (*Struktura pro slinkovani s kartou*) 
 
Tyto proměnné jsou také struktury a jejich hierarchie je totožná s hierarchií 
proměnných karet EL70x1, slinkování je tedy jedna k jedné. 
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Inicializace knihovny 
Před prvním použitím funkčních bloků z knihovny je nutná inicializace 
některých proměnných struktury AXIS_REF. Hlavním parametrem je přepočetní faktor 
„fScalingFactor: LREAL:=0.028125;“, který je inicializován na přepočet na stupně při 
použití motoru s 200 kroky a 64 mikro kroky se simulovaným enkodérem.  
 
Výpočet Scaling faktoru: 
 
S enkodérem (4- fold evaluation): 
SF = distance per revolution / (increments  x  4) = 360° / (1024  x  4) =    
     = 0.087890625 ° / INC 
 
Bez enkodéru 
SF = distance per revolution / (full steps  x  micro steps) = 360° / 200 x  64 =    
     = 0.028125  ° / INC 
 
 
 
Základní pravidla chování MC funkčních bloků 
 
Pro všechny MC funkční bloky platí následující pravidla, které zajišťují jejich 
definované zpracování v PLC programu. 
 
Exkluzivita výstupů 
Výstupy Busy, Done, Error a CommandAborted jsou vzájemně exkluzivní, tzn. 
že pouze jeden z těchto výstupů může v daném čase nabývat hodnoty TRUE. Zároveň 
při detekci náběžné hrany Execute musí být ihned jeden z těchto výstupů nastaven. 
Obdobně pouze jeden z výstupů Active, Error, Done, CommandAborted může být 
v daném čase aktivní.  
Jedinou výjimkou tohoto pravidla je funkční blok MC_Stop, kdy Done je 
nastaven po zastavení osy, přičemž Busy zůstává TRUE dokud Execute=TRUE.  
 
Počáteční stav 
Všechny výstupy funkčních bloků jsou resetovány při sestupné hraně Execute, 
pokud FB není vykonáván (Busy = FALSE). Sestupná hrana Execute však nemá vliv na 
vykonávání funkčního bloku při Busy = TRUE, příkaz je dále vykonáván a na jeho 
konci je nastaven jeden z výstupů Done, Error nebo CommandAborted na jeden PLC 
cyklus, poté jsou všechny výstupy resetovány.  
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Vstupní parametry 
Vstupní parametry jsou načteny při detekci náběžné hrany Execute, jejich další 
změna je možná až po dokončení příkazu resetováním a opětovným nastavením 
Execute.   
 
Error handling 
Všechny funkční bloky mají výstupy Error a ErrorID. Pokud je nastaven výstup  
Error, identifikace detekované chyby je možná pomocí ErrorID. Reset Erroru funkčních 
bloků se provede sestupnou hranou Execute.  
Pokud je detekován error osy, je nutné pro jeho reset spustit FB MC_Reset, 
který provede kompletní reset osy.  
 
 
 
Popis ErrorID 
 
0-9bit: Diag data načtené z karty (index A010) 
Status.ErrorID.0 := stIndexA010.Saturated; 
 Status.ErrorID.1 := stIndexA010.OverTemperature; 
 Status.ErrorID.2 := stIndexA010.TorqueOverload; 
 Status.ErrorID.3 := stIndexA010.UnderVoltage; 
 Status.ErrorID.4 := stIndexA010.OverVoltage; 
 Status.ErrorID.5 := stIndexA010.ShortCircuitA; 
 Status.ErrorID.6 := stIndexA010.ShortCircuitB; 
 Status.ErrorID.7 := stIndexA010.NoControlPower; 
 Status.ErrorID.8 := stIndexA010.MiscError; 
 Status.ErrorID.9 := stIndexA010.Configuration; 
11-13bit: Základní errory karty 
11:stPlcIn.stENC_Status.stStatus.SyncError OR   
stPlcIn.stSTM_Status.stStatus.SyncError  
12:stPlcIn.stPOS_Status.stStatus.Error  
13:stPlcIn.stSTM_Status.stStatus.Error  
14,15bit: Informační bity, popisující význam bitů 16-31 
 
Hodnota 
 bit 15 14 
 
 
0 0 Error pohybu 
 
0 1 CoE Error bloku 
 
1 0 CoE Error osy 
 
1 1 Error HW resetu karty 
 
16-31bit: Identifikace chyby  
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Errory pohybu: 
1 – špatná rychlost 
2 – nepovolená osa při pohybu 
3 – nepovolený směr pohybu 
5 – chyba nastavení pozice 
6 – chyba při zastavení  
 
 
Datový typ AXIS_REF 
VAR_INPUT 
 stPlcOut AT %Q*: ST_PlcOut;  
 fScalingFactor:   LREAL:=0.028125;  
 bEnableSWLimit: BOOL:=TRUE;  
 fSWLimitMin:  LREAL := -10000;  
 fSWLimitMax:  LREAL:=10000;  
 nSlaveAddr:  UINT:=1002;   
(*Informativni flagy*) 
 bEnable_Positive: BOOL;  
 bEnable_Negative: BOOL;  
 bReset:BOOL;   
END_VAR 
 
stPlcOut Datová struktura pro cyklickou výměnu dat mezi PLC programem 
a kartou EL70x1. Pomocí této struktury provádí MC funkční 
bloky řízení dané osy. 
fScalingFactor Faktor určující převod počtu inkrementů enkodéru na uživatelem 
definované jednotky.  
bEnableSWLimit Přepínač povolení software limitů osy.  
fSWLimitMin Hodnota pro dolní SW limit.  
fSWLimitMax Hodnota pro horní SW limit.  
nSlaveAddr EtherCAT adresa EL70x1 karty. Tato hodnota musí být 
inicializována před použitím funkčních bloků knihovny.  
bEnable_Positive Tato proměnná by měla sloužit pouze jako informativní flag, je 
využívána funkčními bloky pro řízení pohybu osy, signalizuje 
povolení kladného pohybu osy.  
bEnable_Negative Tato proměnná by měla sloužit pouze jako informativní flag, je 
využívána funkčními bloky pro řízení pohybu osy, signalizuje 
povolení záporného pohybu osy.  
bReset Tato proměnná by měla sloužit pouze jako informativní flag, je 
využívána funkčními bloky pro řízení pohybu osy, signalizuje 
interní reset osy.  
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VAR_OUTPUT 
 stPlcIn AT %I*:  ST_PlcIn; (*Struktura pro slinkovani s 
kartou*) 
 Status:ST_AxisStatus; (*Status struktura osy*) 
END_VAR 
 
stPlcIn Datová struktura pro cyklickou výměnu dat mezi PLC programem a 
kartou EL70x1. Pomocí této struktury předává karta EL70x1 data PLC 
programu. 
Status Datová struktura obsahující informace o stavu dané osy. Data této 
struktury nejsou obnovovány cyklicky, pro jejich obnovu slouží akce 
ReadStatus. 
 
Ukázka: 
VAR 
    Axis1 : AXIS_REF 
END_VAR 
 
(*kod na zacatku PLC cyklu*) 
Axis1.ReadStatus; 
 
 
Datová struktura ST_AxisStatus 
 
TYPE ST_AxisStatus : 
STRUCT 
 MotionState: MC_AxisStates:=MC_AXISSTATE_DISABLED; 
 ActualPosition: LREAL; 
 ActualVelocity: LREAL; 
 Accelerating   : BOOL; 
 Decelerating   : BOOL; 
 Moving    : BOOL; 
 PositiveDirection   : BOOL; 
 NegativeDirection   : BOOL; 
 
 Error:BOOL; 
 ErrorID:UDINT; 
END_STRUCT 
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END_TYPE 
MotionState Stav osy odpovídající stavovému diagramu osy. 
ActualPosition Aktuální pozice osy.  
ActualVelocity Aktuální rychlost osy.  
Accelerating Flag indikující akcelerační fázi pohybu osy.  
Decelerating Flag indikující decelerační fázi pohybu osy.  
Moving Flag indikující pohyb osy.  
PositiveDirection Flag indikující pohyb kladným směrem.  
NegativeDirection Flag indikující pohyb záporným směrem.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
 
 
Popis jednotlivých funkčních bloků 
 
MC_MoveAbsolute slouží k pozičnímu řízení krokového motoru. Pozice je 
určena absolutní polohou. Po dosažení cílové pozice je nastaven výstup Done. 
V ostatních případech je nastaven výstup CommandAborted nebo Error.  
 
VAR_INPUT 
 Execute  : BOOL;  
 Position  : LREAL;   
 Velocity  : LREAL;  
 Acceleration  : LREAL;  
 Deceleration  : LREAL; 
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Position Cílová pozice zadána absolutně.  
Velocity Maximální rychlost pohybu (>0).  
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
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VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL;  
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud je dosažena cílová pozice.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
 
 
MC_MoveRelative slouží k pozičnímu řízení krokového motoru. Pozice je 
určena relativní polohou. Po dosažení cílové pozice je nastaven výstup Done. 
V ostatních případech je nastaven výstup CommandAborted nebo Error.  
VAR_INPUT 
 Execute  : BOOL;  
 Distance  : LREAL;  
 Velocity  : LREAL;  
 Acceleration  : LREAL;  
 Deceleration  : LREAL;  
 64 
END_VAR 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Distance Cílová pozice zadána relativně.  
Velocity Maximální rychlost pohybu (>0).  
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
 
VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL;  
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud je dosažena cílová pozice.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
 
 
MC_MoveAdditive slouží k pozičnímu řízení krokového motoru. Pozice je 
určena relativní polohou od poslední cílové pozice, ať už byla dosažena nebo nebyla. Po 
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dosažení cílové pozice je nastaven výstup Done. V ostatních případech je nastaven 
výstup CommandAborted nebo Error. 
VAR_INPUT 
 Execute  : BOOL;  
 Distance  : LREAL;  
 Velocity  : LREAL;  
 Acceleration  : LREAL;  
 Deceleration  : LREAL;  
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Distance Cílová pozice zadána relativně.  
Velocity Maximální rychlost pohybu (>0).  
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
 
VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL; 
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud je dosažena cílová pozice.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error. 
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
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MC_MoveModulo slouží k řízení krokového motoru pomocí modulo pozic. 
Směr otáčení je definován pomocí datového typu MC_Direction. Po dosažení cílové 
pozice je nastaven výstup Done. V ostatních případech je nastaven výstup 
CommandAborted nebo Error.  
 
VAR_INPUT 
 Execute   : BOOL;  
 Position   : LREAL;  
 Velocity   : LREAL;   
 Acceleration  : LREAL;   
 Deceleration  : LREAL;  
 Direction  : MC_Direction; 
 ToleranceWindow: BOOL:=FALSE;  
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Position Cílová pozice zadána modulo.  
Velocity Maximální rychlost pohybu (>0).  
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
Direction Směr pohybu. 
ToleranceWindow Zapnutí/vypnutí tolerančního okna.  
 
VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL; 
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
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Done Nabývá hodnoty TRUE, pokud je dosažena cílová pozice.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
 
Axis Datová struktura osy.  
 
 
 
 
Datový typ  MC_Direction 
 
TYPE MC_Direction : 
( 
    MC_Positive_Direction := 1, 
    MC_Shortest_Way , 
    MC_Negative_Direction, 
    MC_Current_Direction 
); 
 
MC_Positive_Direction Kladný směr pohybu.  
MC_Shortest_Way Směr pohybu vyhodnocen podle nejkratší vzdálenosti 
cílové pozice. 
MC_Negative_Direction Záporný směr pohybu.  
MC_Current_Direction Směr pohybu shodný s předchozím. 
 
 68 
 
MC_MoveVelocity slouží k rychlostnímu řízení krokového motoru. Směr 
otáčení je definován pomocí datového typu MC_Direction (pouze kladný či záporný). 
Po dosažení cílové rychlosti je nastaven výstup InVelocity. V ostatních případech je 
nastaven výstup CommandAborted nebo Error. 
 
VAR_INPUT 
 Execute   : BOOL;  
 Velocity   : LREAL;  
 Acceleration  : LREAL;  
 Deceleration  : LREAL;  
 Direction  : MC_Direction := MC_Positive_Direction;  
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Velocity Maximální rychlost pohybu (>0).  
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
Direction Směr pohybu určen datovým typem MC_Direction. Povolen pouze 
kladný či záporný. 
 
VAR_OUTPUT 
 InVelocity  : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL;  
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
InVelocity Nabývá hodnoty TRUE, pokud je dosažena cílová rychlost.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
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Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
 
 
Funkční blok MC_Stop zastaví osu s definovanou decelerací a zablokuje ji pro 
jakýkoliv další pohyb, dokud Execute=TRUE. Pokud je osa zastavena tak se nastaví 
výstup Done, přičemž zůstává i nadále nastaven flag Busy, dokud uživatel neshodí 
Execute. 
 
VAR_INPUT 
 Execute   : BOOL; 
 Deceleration  : LREAL; 
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Deceleration Hodnota decelerace zpomaleni.  
 
VAR_OUTPUT 
 Done   : BOOL; 
 Busy   : BOOL; 
 CommandAborted  : BOOL; 
 Error   : BOOL; 
 ErrorID   : UDINT; 
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud osa zastavena.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute.  
CommandAborted Příkaz přerušen.  
 70 
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
 
 
Funkční blok MC_Home slouží pro kalibraci osy. Typ kalibrace je zvolen 
pomocí datového typu MC_HomingMode. Po úspěšné kalibraci je nastaven výstup 
Done. V ostatních případech je nastaven výstup CommandAborted nebo Error.  
 
VAR_INPUT 
 Execute   : BOOL;    
 Position   : LREAL;    
 HomingMode  : MC_HomingMode;  
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou 
Execute. 
Position Hodnota Home pozice. 
HomingMode Druh kalibrace. 
 
VAR_OUTPUT 
 Done  : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL;  
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
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Done Nabývá hodnoty TRUE, pokud je kalibrace úspěšně dokončena.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy. 
 
TYPE MC_HomingMode : 
( 
 MC_DefaultHoming,   
 MC_Direct,    
 MC_ForceCalibration,   
 MC_ResetCalibration    
); 
END_TYPE 
 
MC_DefaultHoming Kalibrace na sestupnou hranu referenčního spínače.  
MC_Direct Kalibrace pomocí zadání aktuální pozice.  
MC_ForceCalibration Pouze vynucení flagu Calibrated u karet EL70x1  
MC_ResetCalibration   Zrušení kalibrace u karet EL70x1  
 
 
Funkční blok MC_Jog umožňuje manuální pozicování osy např. pomocí tlačítek. 
Z obou řídících vstupů směru pohybu by měl být aktivní vždy jen jeden. Jsou 
podporovány dva módy polohování. V prvním z nich je osa řízena na konstantní 
rychlost tak dlouho, dokud je signál na konkrétním vstupu. V druhém módu jsou vstupy 
citlivé na náběžnou hranu, při jejíž detekci je osa polohována relativně o vzdálenost 
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udanou proměnnou Position.  Výstup Done je nastaven pouze na jeden cyklus PLC při 
dokončení pohybu.  
 
VAR_INPUT 
 JogForward  : BOOL;  
 JogBackwards  : BOOL; 
 Mode : E_JogMode;  
 Velocity  : LREAL;  
 Acceleration  :LREAL;  
 Deceleration  : LREAL;  
END_VAR 
 
JogForward Příkaz je vykonán s náběžnou hranou a osa je polohována kladným 
směrem. 
JogBackwards Příkaz je vykonán s náběžnou hranou a osa je polohována záporným 
směrem. 
Velocity Maximální rychlost pohybu (>0). 
Acceleration Akcelerace >=0. Při nule je použita hodnota z karty EL70x1. 
Deceleration Decelerace >=0. Při nule je použita hodnota z karty EL70x1 
 
VAR_OUTPUT 
 Done  : BOOL;  
 Busy   : BOOL;  
 Active  : BOOL;  
 CommandAborted  : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
Done Nabývá hodnoty TRUE, pokud je pohyb úspěšně dokončen.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při 
změně na Busy = FALSE musí být nastaven Done, 
CommandAborted nebo Error.  
Active Osa je pod kontrolou tohoto bloku. 
CommandAborted Příkaz přerušen.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
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MC_Power aktivuje hardware povolení osy. Povolení směru pohybu je software 
povolení, aktivní mohou být obě najednou, nebo pouze jedno z nich. Informaci o tom, 
že je osa povolena a připravena, indikuje výstup Status.  V prvním cyklu běhu 
MC_Power je volán Init osy, který z řídící karty vyčte inicializační parametry.  
 
VAR_INPUT 
 Enable   : BOOL;  
 Enable_Positive  : BOOL;  
 Enable_Negative  : BOOL;  
END_VAR 
 
Enable Základní povolení osy 
Enable_Positive Povolení kladného pohybu osy. Má vliv pouze při Enable = TRUE.  
Enable_Negative Povolení záporného pohybu osy. Má vliv pouze při Enable = TRUE.  
  
VAR_OUTPUT 
 Status   : BOOL; 
 Busy   : BOOL; 
 Active  : BOOL; 
 Error   : BOOL; 
 ErrorID   : UDINT;  
END_VAR 
 
Status Status = TRUE indikuje, že je osa ready.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute.  
Active Příkaz je vykonáván, tzn. probíhá aktivní povolování osy.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
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Pokud má osa error, musí být tento error smazán pomocí funkčního bloku 
MC_RESET. MC_RESET zároveň vyvolává také SW reset karty EL70x1. Po úspěšně 
dokončeném resetu je nastaven výstup Done.  
 
VAR_INPUT 
 Execute   : BOOL;  
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
 
VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL;  
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud je reset úspěšně dokončen.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při změně na Busy 
= FALSE musí být nastaven Done nebo Error.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
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MC_SetPosition slouží pro nastavení aktuální pozice osy, která je udána 
absolutně. Tento blok přistupuje přímo k proměnným řídící karty. Po úspěšném 
nastavení polohy je vystaven flag Done.  
 
VAR_INPUT 
 Execute   : BOOL;  
 Position   : LREAL; 
END_VAR 
 
Execute Příkaz je vykonán s náběžnou hranou Execute.  
Position Absolutní pozice osy, která bude nastavena.  
 
VAR_OUTPUT 
 Done   : BOOL;  
 Busy   : BOOL; 
 Error   : BOOL;  
 ErrorID   : UDINT;  
END_VAR 
 
Done Nabývá hodnoty TRUE, pokud pozice úspěšně nastavena.  
Busy Indikace, že příkaz je spuštěn při náběžné hraně Execute. Při změně na Busy 
= FALSE musí být nastaven Done nebo Error.  
Error Nastaven při detekci chyby.  
ErrorID Při Error = TRUE obsahuje popis detekované chyby.  
 
VAR_IN_OUT 
 Axis   : AXIS_REF;  
END_VAR 
Axis Datová struktura osy.  
 
 
