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Informacijska varnost v sodobnih sistemih je ključnega pomena, saj se vitalne 
informacije izmenjujejo preko javnih ali privatnih komunikacijskih omrežij. Med te 
sisteme spadajo tudi rešitve napredne merilne infrastrukture. Ponudniki sistemov za 
izmenjavo podatkov z merilnimi napravami, med katere spada podjetje Enerdat-S, 
d.o.o., Šenčur, za katerega je bil razvit sistem, ki ga obravnava pričujoče diplomsko 
delo, morajo zagotoviti ustrezno stopnjo informacijske varnosti. V diplomski nalogi 
so opisani varnostni mehanizmi sistema AdvanceHES, produkta podjetja Enerdat-S. 
Pri tem se omejimo na števce električne energije, ki so skladni s specifikacijo 
DLMS/COSEM, katera je tudi opisana v tej diplomski nalogi. 
Števec, ki je predmet te diplomske naloge, uporablja za šifriranje informacij 
simetrične šifrirne algoritme. Enega večjih problemov pri simetričnem šifriranju 
predstavlja varna distribucija ključev do sprejemnika in oddajnika informacij. 
Nobena rešitev tega problema ni popolnoma ustrezna (npr. ni varna ali ni smiselna), 
zato je nastala potreba po menjavi kriptografskih ključev števca. 
Glavni del diplomske naloge zajema opis razvoja menjave kriptografskih 
ključev števca Landis+Gyr E350 od načrtovanja in analize ter do implementacije. 
Opisani so tudi ponovitveni mehanizmi za preprečevanje kritičnih napak v procesu. 
 
 





Information security is a crucial part of modern systems where vital 
information is carried through public or private communication networks. One such 
system is that of advanced metering infrastructure. Companies that design head-end 
systems, such as the company Enerdat-S Ltd., Šenčur, whose head-end system we 
are developing, must ensure that there is an appropriate level of information security 
in their system. This thesis describes the security mechanisms implemented in 
AdvanceHES, a product of Enerdat-S, and is limited to electricity meters which 
comply with DLMS/COSEM specification. 
The meter which is used in this thesis uses only symmetric cryptograpthic 
operations. The main problem with symmetric cryptography is ensuring secure 
private key distribution to an information transmitter and receiver. The existing 
solutions to this problem are not fully adequate (e.g. not secure enough), so there was 
a need to implement functionality for meter key exchange. 
The main part of this thesis describes the design and implementation of meter 
key exchange functionality for a Landis+Gyr E350 electricity meter. For the 
prevention of critical errors, we implemented retry mechanisms, which are also 
described in this thesis. 
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Seznam uporabljenih simbolov 
AES 
napredni šifrirni standard (angl. advanced encryption 
standard) 
AMI 
napredna merilna infrastruktura (angl. advanced 
metering infrastructure) 
AMR 
avtomatsko odčitavanje števcev (angl. automatic meter 
reading) 
APDU 
podatkovna enota aplikacijskega protokola (angl. 
application protocol data unit) 
API 
aplikacijski programski vmesnik (angl. application 
programming interface) 
COSEM 
dopolnilni standard za merjenje energije (angl. 
companion specification for energy metering) 
DLMS 
sistem sporočil za izmenjavo podatkov in kontrolnih 
informacij med napravami (angl. device language 
message specification) 
GCM 
blokovni način simetričnega šifriranja po Galoisovi 
metodi štetja (angl. Galois/Counter mode) 
GULF 
datoteka za uvoz merilnih naprav v sistem (angl. 
generic unit loader file) 
HES 
sistem za izmenjavo podatkov z merilnimi napravami 
(angl. head end system) 
HSM 
strojni varnostni modul (angl. hardware security 
module) 
HTTP  
protokol za prenos hiperteksta (angl. hyper text transfer 
protocol) 
HTTPS 
protokol za šifriran prenos hiperteksta (angl. hyper text 
transfer protocol secure) 
KMS 
sistem za upravljanje s ključi (angl. key management 
system) 
KPI ključni kazalniki uspešnosti (angl. key performance 
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indicators) 
TDD testno voden razvoj (angl. test driven development) 
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1  Uvod 
 
V času ko se energetske rešitve vse bolj selijo v pametna področja, je nastala 
potreba po programskih orodjih, ki bi v čim večji meri podpirala funkcionalnost 
pametnih števcev različnih energentov, pri čemer se v tej diplomski nalogi omejimo 
le na števce električne energije. Razvoj energetskih rešitev diktirajo vodilni 
proizvajalci pametnih števcev, ki neprestano izdelujejo števce z naprednejšo 
programsko opremo in vedno več funkcijami. 
Čeprav začetki daljinskega odčitavanja števcev segajo v konec 80-ih let 
prejšnega stoletja [1], je imelo konec leta 2018, pameten števec nameščena le slaba 
polovica (44 %) vseh gospodinjskih odjemalcev električne energije v državah 
članicah Evropske Unije. Ta številka naj bi do leta 2023 zrasla do približno treh 
četrtin (71 %) [2]. 
1.1  Avtomatsko odčitavanje števcev 
Avtomatsko odčitavanje števcev oziroma AMR (angl. automatic meter 
reading) je tehnologija, ki združuje avtomatsko zajemanje različnih podatkov iz 
števcev ter njihovo shranjevanje in obdelavo. Primarna naloga je zajem podatkov o 
porabljeni energiji za končno izstavitev računa, vendar AMR opisuje tudi zajem 
drugih podatkov (npr. obremenitvene krivulje, dogodke, podatke o nastavitvah števca 
in kvaliteta omrežja). 
Pred začetkom avtomatskega odčitavanja števcev so se podatki o porabljeni 
energiji zajemali ročno. To je bilo mogoče storiti le na mestu, kjer je števec 
nameščen. Ker je teh mest veliko, so bili temu primerno visoki tudi stroški ročnega 
odčitavanja. Zanimivo je, da primarni namen avtomatskega odčitavanja ni bil 
zmanjšanje stroškov, pač pa omogočanje nemotenega odčitavanja. Nekateri števci, 
predvsem števci vodnega pretoka, so nameščeni na mestih, kjer je za odčitavanje 




Prve rešitve tega problema so uporabljale radijsko komunikacijo, pri čemer je 
odčitovalec, za zajem podatkov, zgolj dostopil v doseg radijskega oddajanja števca. 
To je reševalo problem navzočnosti odjemalca, še vedno pa je bil odčitek opravljen 
na licu mesta. Razvoj tehnologije je omogočil odpravo tega problema, saj 
odčitavanje sedaj poteka preko drugih komunikacijskih kanalov (npr. preko 
električnega omrežja, optičnega vlakna ali mobilnega omrežja). 
Čeprav je zajem podatkov še vedno primarna in najpomembnejša naloga 
pametnih rešitev merilnih infrastruktur, to ne zadostuje današnjim potrebam trga. S 
tehnološkim napredkom števcev, se je spremenil tudi nabor funkcij, ki jih le ti 
ponujajo. Sodobni števci ne omogočajo le zajema podatkov, temveč tudi njihovo 
hranjenje v samem števcu ter izvajanje različnih akcij. Seveda pa razvoj strojne 
opreme števca ne prinaša dodane vrednosti, če programska oprema sistemov za 
izmenjavo podatkov s števci ne izkorišča teh naprednih funkcij. Med funkcije, ki jih 
zahtevajo distributerji električne energije oziroma naročniki namenskih programskih 
orodij spadajo: 
• avtomatsko odčitavanje števcev, 
• daljinski odklop in priklop odjemalca, 
• spreminjanje tarifnih programov, 
• sinhronizacija ure, 
• omejevanje tokov ali moči, 
• nadgradnja programske opreme števca in 
• spreminjanje nastavitev števca. 
 
AMR je dovolj dobra rešitev za odčitavanje števcev, vendar to predstavlja le 
majhen delež zgoraj naštetih funkcionalnosti, ki se jih ne da več opisati z izrazom 
avtomatsko odčitavanje števcev. Posledično se je vpeljal pojem napredna merilna 
infrastruktura oziroma AMI (angl. advanced metering infrastructure), ki opisuje tako 
daljinsko odčitavanje števcev, kot tudi upravljanje, nadzor ter izvajanje akcij na 
števcih. 
1.2  Napredna merilna infrastruktura 
 
Napredna merilna infrastruktura je naslednik AMR sistemov. Za zagotavljanje 
AMI rešitev so potrebne napredne tehnologije na vseh točkah sistema – od števcev, 
preko telekomunikacijskih medijev, pa do končnih sistemov za izmenjavo podatkov s 
števci. Kot ponudniki slednjih, se moramo tempu razvoja prilagajati. 
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Sodobni števci podpirajo branje obširnega nabora podatkov. Vseskozi se 
povečuje tudi število nameščenih pametnih števcev na terenu, ki nadomeščajo 
starejše števce brez komunikacijskega modula. To prinaša večjo obremenjenost 
komunikacijskih kanalov, saj večje število števcev z več funkcijami pomeni večjo 
količino prenešenih podatkov. V preteklosti so največjo oviro pri prenašanju velike 
količine podatkov predstavljala telekomunikacijska omrežja (npr. slab GSM signal). 
Sodobna telekomunikacijska omrežja to omogočajo, tako da velik izziv za polno 
AMI podporo predstavljajo programske rešitve, ki so namenjene izmenjavanju 
podatkov s števci. 
Najosnovnejši pogoj AMI sistemov je zmožnost dvosmerne komunikacije s 
pametnimi števci, nabor potrebnih funkcij, ki naj jih vsebuje napredna merilna 
infrastruktura, pa ni točno določen, saj se le-ta razlikuje glede na potrebe posameznih 
strank. 
Napredna merilna infrastruktura prinaša veliko koristi, ob tem pa izkazuje tudi 
pomanjkljivosti. Kot je značilno za telekomunikacijske sisteme, je tudi AMI 
podvržen varnostnemu tveganju. Posledično je potrebna uporaba ustreznih 
varnostnih mehanizmov na vseh točkah napredne merilne infrastrukture, skladno s 
sodobnimi smernicami informacijske varnosti. 
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2  Informacijska varnost sistemov za izmenjavo podatkov z 
merilnimi  napravami 
Informacijska varnost opisuje varovanje informacij pred nepooblaščenim 
dostopanjem, razkritjem, manipuliranjem, uničenjem... Stopnja potrebne varnosti je 
odvisna od občutljivosti informacij, ki jih želimo zaščititi. Uporabljeni morajo biti 
ustrezni varnostni mehanizmi, s smiselnim razmerjem med varnostjo in uporabnostjo 
oz. učinkovitostjo rešitev. 
Za zagotovitev informacijske varnosti moramo izpolniti pogoje glavnih treh 
gradnikov, ki opisujejo osnovni model informacijske varnosti [3]: 
 tajnost (angl. confidentiality) pomeni preprečevanje dostopa do 
zaščitenih informacij nepooblaščenim osebam, 
 verodostojnost (angl. integrity) zagotavlja identičnost poslanih ter 
prejetih informacij, s katero preprečujemo spreminjanje, brisanje ter 
katerokoli drugo manipulacijo zaščitenih informacij, 
 razpoložljivost (angl. availability) pooblaščenim uporabnikom omogoča 
nemoten dostop do zaščitenih informacij, kadarkoli jih potrebujejo. 
 
Pametni števci pri zagotavljanju varne komunikacije uporabljajo simetrične 
šifrirne algoritme, nekateri novejši pa tudi asimetrične. Namen slednjih je 
avtentikacija komunikacijskih partnerjev, digitalno podpisovanje podatkovnih  enot, 
menjava ključev, ter začetni dogovor o veljavnosti ključev. Števec, ki je predmet te 
diplomske naloge, ne podpira asimetričnega šifriranja, zato se v nadaljevanju 
omejimo le na simetrično šifriranje. 
2.1  Simetrično šifriranje 
Simetrični šifrirni algoritmi uporabljajo enak ključ za šifriranje in dešifriranje 
sporočil (Slika 1: Simetrično šifriranje, vir: predavanje Varne komunikacije). Je 
najstarejša in najenostavnejša oblika šifriranja, kjer morata tako oddajnik, kot 
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sprejemnik informacij poznati šifrirni ključ (in nihče drug). Informacije, ki jih 
pošljemo skozi šifrirni algoritem, imenujemo čistopis (angl. plain text), rezultat 
algoritma pa nam predstavlja šifropis (angl. ciphertext). Z uporabo enakega 
algoritma in šifrirnega ključa kot rezultat dešifriranja šifropisa dobimo čistopis. 
Šifriranje informacij nam zagotovi, da podatke lahko dešifrira samo tisti, ki pozna 
šifrirni ključ.  
 
Slika 1: Simetrično šifriranje 
 
Šifrirni algoritem, ki se uporablja v števcih, kateri implementirajo specifikacijo 
DLMS/COSEM (angl. device language message specification, companion 
specification for energy metering), je AES (angl. advanced encryption standard). 
AES spada med blokovne šifrirne algoritme, saj operacije šifriranja in dešifriranja 
izvaja na 128 bitnih blokih z uporabo 128, 192 ali 256 bitnih ključev. Ponuja nam 
kombinacijo varnosti in hitrega izvajanja operacij. Največja prednost je nizka poraba 
pomnilnika, kar ga naredi idealnega za okolja, ki so s količino pomnilnika omejena. 
Med ta okolja spadajo tudi števci električne energije. 
Če predpostavimo, da smo zagotovili varen prenos kriptografskih ključev do 
prejemnika in oddajnika, je varnost prenosa šifriranih informacij določena z 
varnostjo šifrirnega algoritma. AES z uporabo 128 bitnih ključev je preverjeno varen 
šifrirni algoritem, za prelom katerega bi napad s poskušanjem vseh možnih 
kombinacij (angl. brute force attack) z uporabo super-računalnika trajal približno 
trilijon let (t.j. 10
18
 let) [4]. Čeprav dolžina prelomnega časa nakazuje na varnost, le-
ta postane nična, če ne zagotovimo varnega prenosa ključev do sprejemnika in 
oddajnika informacij. 
Pri uporabi omenjenega šifrirnega algoritma, varnostnega tveganja torej ne 
predstavlja sama varnost šifrirnega algoritma, ampak prenos ključev na način, ki ne 
omogoča njihovega razkritja. V našem primeru moramo opraviti prenos 
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kriptografskih ključev od tovarne, ki izdeluje števce, do sistema za upravljanje s 
ključi. Varen prenos ključev ostaja eden največjih problemov simetričnega šifriranja.  
2.2  Problem distribucije ključev 
Pri uporabi simetričnega šifriranja, morata tajni ključ posedovati le oddajnik in 
sprejemnik informacij, problem prenosa ključev do oddajnika in sprejemnika pa 
imenujemo problem distribucije ključev. Spodaj naštete rešitve delno rešujejo 
omenjen problem, vendar nobena od rešitev ni popolnoma varna ali pa je zagotovitev 
varnosti preveč kompleksna, nesmiselna ali se ne izplača. Rešitve: 
 prenos ključev s srečanjem ali z uporabo kurirja ni praktičen in ni 
varen, saj varnost temelji na zaupanju. Ta način se v sistemih za 
izmenjavo podatkov s števci ne uporablja, 
 prenos ključev po varnem komunikacijskem kanalu sloni na varnosti 
izmenjave ključev pri zavarovanju tega kanala, 
 prenos ključev v šifrirani obliki ne zagotavlja verodostojnosti, 
 prenos ključev z digitalnim podpisom zagotavlja verodostojnost, vendar 
je rešitev preveč kompleksna za distribucijo ključev v energetskih 
rešitvah.   
 
Med bolj razširjenimi načini distribucije ključev v napredni merilni 
infrastrukturi se uporablja prenos ključev v šifrirani obliki GULF (angl. generic unit 
loader file). Namenjen je uvozu novih števcev v sistem za izmenjavo podatkov s 
števci in vsebuje tudi ključe števca, ki so simetrično šifrirani z naključno generiranim 
ključem. Prenos naključno generiranega ključa stranki se izvede z uporabo 
asimetričnega šifriranja. Omenjen ključ se šifrira z javnim ključem stranke, kateri je 
nato omogočen uvoz novih števcev s ključi v sistem. 
Kriptografskih ključev ne sme poznati niti tovarna, ki je števec izdala, niti 
distribucijsko podjetje, ki bo števec uporabljalo. Ključi se po prenosu hranijo v 
namenskih sistemih, ki s strojno in programsko opremo jamčijo za varnost le-teh. 
Takim sistemom pravimo sistemi za upravljanje s ključi (angl. key management 
system, KMS). 
 Varna distribucija ključev števca od tovarne do distribucijskega podjetja 
predstavlja torej velik izziv v napredni merilni infrastrukturi. Nekateri proizvajalci 
pametnih števcev se s tem razlogom izognejo odgovornosti ravnanja s ključi in to 
odgovornost preložijo na stranke. To storijo tako, da izdajajo števce z enakimi ključi 
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(npr. same ničle). Ohranitev privzetih ključev je v tem primeru nesmiselna in 
predstavlja varnostno tveganje, zato je potrebno te ključe zamenjati. 
Tudi ob predpostavki, da smo ključe varno spravili na števec ter sistem za 
upravljanje s ključi, je redna menjava ključev priporočljiva. Vsak kriptografski ključ 
ima življenjsko dobo, ki je določena z občutljivostjo in količino podatkov ali ključev, 
ki jih želimo zavarovati [5]. Iz teh parametrov se določi tudi dolžina kriptografskega 
ključa. Čeprav je življenjska doba ključa določena, je priporočljivo ključe menjati še 
pred njenim iztekom. Menjava ključev je potrebna tudi ob najmanjšem sumu, da so 
bili ključi ogroženi.  
2.3  Informacijska varnost sistemov za izmenjavo podatkov z 
merilnimi napravami 
V času ko je vedno več raznovrstnih naprav povezanih v javna ali privatna 
komunikacijska omrežja, po katerih se prenašajo velike količine podatkov, moramo 
poskrbeti, da so ti podatki ustrezno zaščiteni v skladu s splošnimi smernicami 
informacijske varnosti. Zagotovljena morata biti tajnost in verodostojnost informacij.  
Enako velja za naprave v napredni merilni infrastrukturi. Informacije, ki se 
prenašajo, ne smejo biti vidne nepooblaščenim osebam, saj ne smemo dovoliti, da bi 
nekdo skozi interpretacijo teh informacij spoznal navade odjemalcev, niti da bi na 
daljavo upravljal z merilnimi napravami. S tem razlogom moramo zagotoviti 
določeno stopnjo informacijske varnosti.  
Slika 2: Model sistema za izmenjavo podatkov z merilnimi napravami, 
prikazuje varnostne mehanizme modela, osnovanega na produktu AdvanceHES 
(poglavje 3.1  AdvanceHES), sistema za izmenjavo podatkov z merilnimi napravami.  
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Glavni gradniki modela so: 
 sistem za izmenjavo podatkov z merilnimi napravami oziroma HES 
(angl. head end system), 
 sistem za upravljanje s ključi (na sliki označen s KMS), 
 števci (na sliki označeni z Meter). 
 
Sistem za upravljanje s ključi skrbi za varno hrambo in uporabo kriptografskih 
ključev števca. Vse kriptografske operacije potekajo v strojnem varnostnem modulu 
oz. HSM-ju (angl. hardware security module) tega sistema. Sistem za upravljanje s 
ključi je zunanjim uporabnikom (v tem primeru je to sistem za izmenjavo podatkov z 
merilnimi napravami) na voljo preko spletnega aplikacijskega vmesnika oziroma 
Web API-ja (angl. application programming interface). Komunikacija med njima 
poteka preko protokola HTTPS (angl. hypertext transfer protocol secure). Dostop do 
spletnega mesta je dovoljen le sistemu za izmenjavo podatkov z merilnimi 
napravami, kar je omogočeno s certifikati. Nekaj pomembnejših funkcij sistema za 
upravljanje s ključi, ki so na voljo zunanjim uporabnikom, je naštetih spodaj: 
 šifriranje zahtev za števec, 
 dešifriranje odgovorov števca, 
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 generiranje in potrjevanje novih ključev. 
 
Sistem za izmenjavo podatkov s števci skrbi za sprejemanje različnih 
uporabniških zahtev, katere pošlje v šifriranje na sistem za upravljanje s ključi ter 
šifrirane zahteve pošlje na števec. Šifriran odgovor števca preda sistemu za 
upravljanje s ključi, ki odgovor dešifrira. Sistem za izmenjavo podatkov s števci 
preveri, če je izvedba zahteve uspela, ter po potrebi shrani podatke v podatkovno 
bazo, ki so preko uporabniškega vmesnika na voljo uporabniku. Komunikacija s 
števci uporablja varnostne mehanizme, specifikacije DLMS/COSEM, ki je opisana v 
naslednjem poglavju. 
 
Slika 3: Potek zahteve skozi model 
2.4  Specifikacija DLMS/COSEM in informacijska varnost 
 
Združenje uporabnikov DLMS je organizacija, ki razvija ter promovira 
specifikacijo DLMS/COSEM. Del specifikacije je standardiziran (IEC 62056) in 
opisuje pametne merilne sisteme različnih energentov ter njihov nadzor in 
upravljanje [6]. Organizacijo so leta 1997 zaradi potrebe po standardizaciji ustanovili 
vodilni proizvajalci pametnih števcev. Danes združenje uporabnikov DLMS vsebuje 
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več kot 300 članov, več kot 1000 tipov števcev pa je skladnih s specifikacijo 
DLMS/COSEM [7]. 
Specifikacija DLMS/COSEM prinaša interoperabilnost ter poenoten model 
merilnega sistema, saj je namenjena različnim potrebam, njena implementacija pa je 
mogoča na merilnih napravah različnih energentov z uporabo katerega koli 
komunikacijskega kanala.  
V specifikacijo so zajeta pravila in postopki za doseganje informacijske 
varnosti. V tem sklopu sta opisana dva varnostna mehanizma - varnost pri dostopanju 
do podatkov in varnost pri prenosu podatkov, uporaba katerih nam zagotavlja tajnost 
in verodostojnost prenešenih informacij [8]. S tem nepooblaščenim osebam 
preprečujemo vpogled v čistopis zaščitenih informacij, kot tudi kakršnokoli 
manipulacijo z njimi. Zagotovljena nam je tudi identičnost poslanih in prejetih 
informacij. 
 Tajnost v informacijskih tehnologijah pomeni preprečevanje vpogleda v 
občutljive podatke, kot tudi preprečevanje njihove manipulacije nepooblaščenim 
osebam. Verodostojnost pa zagotavlja identičnost poslanih ter prejetih podatkov, s 
katero se preprečuje spreminjanje podatkov nepooblaščenim osebam.  
2.4.1  Varnost pri dostopanju do podatkov 
Nivo varnosti pri dostopanju do podatkov v števcu se določi ob vzpostavitvi 
povezave med števcem in sistemom za izmenjavo informacij s števcem. Z dostopnim 
nivojem varnosti je, glede na nastavitve števca, določen tudi obseg podatkov, do 
katerih lahko dostopamo. DLMS/COSEM specifikacija opisuje tri nivoje varnosti pri 
dostopanju do podatkov, hranjenih v števcu. 
1. Najnižji nivo varnosti dostopanja, oziroma nivo brez varnostnih 
mehanizmov. Z uporabo tega nivoja, do števca lahko dostopa kdorkoli, 
brez poznavanja njegovega gesla ali njegovih ključev. Namenjen je 
pridobivanju najosnovnejših podatkov števca (npr. sistemsko ime 
naprave, katerega potrebujemo za vzpostavitev povezave z uporabo 
visoke stopnje varnosti). 
2. Nizek nivo varnosti dostopanja, pri katerem odjemalec, za 
vzpostavitev povezave, uporabi geslo. V primeru ujemanja gesla števec 
dovoli vzpostavitev povezave in odjemalec lahko dostopa do podatkov, 
ki so v tem kontekstu dovoljeni. 
3. Visok nivo varnosti dostopanja, pri katerem se morata, za uspešno 
vzpostavitev povezave, avtenticirati tako odjemalec, kot tudi strežnik. 
Avtentikacija ob vzpostavljanju povezave poteka v štirih korakih, kjer 
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najprej odjemalec števcu pošlje izziv (angl. challenge), katerega oblika 
in vsebina je določena z varnostnimi nastavitvami števca. Števec nato 
odgovori odjemalcu z drugim izzivom (če sta izziva enaka, se proces 
vzpostavitve povezave prekine). Odjemalec nato, po prej določenem 
procesu, preveri veljavnost izziva strežnika. Če je rezultat ustrezen, je 
avtentikacija števca uspela. Podobno tudi števec preveri veljavnost 
izziva odjemalca in če je rezultat ustrezen, je avtentikacija odjemalca 
uspela. Če sta obe avtentikaciji uspešni, je uspešna tudi vzpostavitev 
povezave. 
 
2.4.2  Varnost pri prenašanju podatkov 
Varnost pri prenašanju podatkov nam omogočajo šifrirni algoritmi. Po 
specifikaciji DLMS/COSEM se uporablja šifrirni algoritem AES v kombinaciji z 
algoritmom GCM (angl. Galois counter mode). Za delovanje šifrirnega postopka 
potrebujemo informacije o števcu in njegovih varnostnih mehanizmih (npr. 
sistemsko ime števca, njegovi kriptografski ključi ter način šifriranja). Vstopna 
informacija, ki jo želimo zaščititi, se imenuje podatkovna enota aplikacijskega 
protokola DLMS, oziroma DLMS APDU (angl. application protocol data unit).  
Predpogoj za varno prenašanje podatkov je poznavanje ključev števca. V 
števcu je shranjenih nekaj ključev, ki so pomembni za omogočanje varne 
komunikacije. Glavni del diplomske naloge se osredotoča na naslednje tri ključe:  
 glavni ključ (angl. master key) oziroma ključ za šifriranje ključev, 
(angl. key-encrypting key) je namenjen za šifriranje ostalih ključev pri 
zahtevah za menjavo ključev. Ko na števec pošljemo zahtevo za 
menjavo ključev z želenim ključem, šifriranim z glavnim ključem, jo 
števec dešifrira s svojim glavnim ključem, rezultat operacije pa 
predstavlja želen ključ v čistopisu, 
 avtentikacijski ključ (angl authentication key) je uporabljen kot del 
avtentikacijskega vhoda v algoritmu AES-GCM, 
 šifrirni ključ (angl. encryption key) je namenjen šifriranju in 
dešifriranju informacij, ki se pretakajo med števcem in sistemom za 
izmenjavo podatkov s števci. 
 
Opisani varnostni mehanizmi specifikacije DLMS/COSEM nam, ob pravilni 
implementaciji, prinašajo ustrezno stopnjo varnosti, vendar samo to ni dovolj. 
Ponudniki celovitih programskih rešitev morajo zagotavljati ustrezen nivo 
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informacijske varnosti na vseh točkah sistema – od sistema za upravljanje s ključi, do 
števca, ter do končnega poslovnega sistema stranke. 
 
15 
3  Implementacija rešitve v sistemu AdvanceHES 
Z implementacijo menjave ključev v sistemu AdvanceHES je potrebno 
izpolniti tako zahteve končnih strank kot tudi notranje zahteve razvojne ekipe 
podjetja. Stranke zahtevajo varno menjavo ključev, razvojna ekipa pa pri 
implementaciji zahteva tehnično odličnost ter upoštevanje dobrih inženirskih praks. 
Z upoštevanjem slednjih se poveča kvaliteta programske kode, kar pomeni manj 
programskih napak končnega produkta. S tem notranje zahteve pripomorejo k 
izpolnjevanju zahtev strank.  
Programsko opremo, ki implementira menjavo ključev, smo razvili v 
razvojnem okolju Microsoft Visual Studio 2017 [9]. To je integrirano razvojno 
okolje, namenjeno razvoju programov za operacijske sisteme Windows, spletnih 
strani, aplikacij itd. (tudi) na osnovi ogrodja .NET. Vsebuje urejevalnik kode, 
razhroščevalnik, oblikovalnik razredov, oblikovalnik podatkovnih baz... Podpira 
veliko programskih jezikov, vključno z objektno-orientiranim programskim jezikom 
C#, kateri je uporabljen pri implementaciji rešitve. 
Razvita koda je v celoti pokrita s testnimi enotami (angl. unit test). Ti 
predstavljajo testno kodo, katera testira majhen del produkcijske kode brez zunanjih 
vplivov (npr. eno metodo ali en razred). S testiranjem kode postane lažje tudi 
vzdrževanje, popravljanje ter dodajanje novih funkcij, saj imamo na voljo teste, s 
katerimi lažje odkrivamo novo nastale težave in napake predhodno korektno 
delujočih delov kode. 
Obstaja več načinov pisanja testov oz. testnih enot. Med bolj razširjenemi je 
testno voden razvoj oziroma TDD (angl. test driven development) [10], kateri je 
uporabljen pri implementaciji menjave ključev. Testno voden razvoj je proces 
razvijanja programske opreme, ki sloni na ponavljanju kratkega razvojnega cikla, 
katerega koraki so opisani spodaj. Zahteve po delovanju se najprej spremenijo v 
testne enote, ki preverjajo točno določeno funkcionalnost. Za razliko od klasičnega 
pristopa k programiranju se pri testno vodenem razvoju najprej napiše teste. Če tega 
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nismo sposobni narediti, pomeni, da nimamo dovolj dobrih specifikacij o želenem 
delovanju sistema. 
Cikel testno vodenega razvoja sestavlja pet korakov, ki se jih striktno držimo, 
da testno voden razvoj čim bolj pozitivno učinkuje na kakovost končnega izdelka. 
Koraki: 
1. Dodajanje novega testa. Vsaka nova funkcionalnost se začne s 
pisanjem testa. Test definira novo delovanje ali pa izboljšavo obstoječe 
funkcionalnosti. 
2. Zaganjanje vseh testov, nov test mora odkriti napako, ker nova 
funkcionalnost še ne obstaja. To nam predstavlja potreben, ne pa 
zadosten pogoj, da nismo pokvarili nobene, predhodno že delujoče 
funkcionalnosti. Nov test mora pasti zaradi pričakovanega razloga, kar 
nam daje določeno stopnjo zaupanja v pravilno delovanje testa. 
3. Pisanje kode. V tem koraku napišemo kodo, na podlagi katere test iz 
prejšnjega koraka deluje. Novo napisana koda v tem koraku še ni 
idealna. Njena edina naloga je, da ustreza testu. Razvijalec ne sme 
pisati kode, ki presega testirano funkcionalnost. 
4. Poganjanje testov. Tukaj morajo vsi testi delovati in razvijalec je 
lahko prepričan, da deluje tudi novo napisana koda ter, da ni pokvaril že 
prej napisanih delujočih delov kode.  
5. Preoblikovanje. V tem koraku spreminjamo obliko oziroma strukturo 
kode, ne pa tudi samega delovanja. Namen je narediti kodo bolj 
berljivo. Kodo po potrebi prestavimo na bolj logično mesto, poskušamo 
odpraviti ponavljanje kode, spremenljivkam izberemo čim bolj opisna 
imena... 
 
  Opisan cikel nato ponavljamo s ciljem nadgradnje funkcionalnosti. Stremimo 
k čim manj spremembam v posameznem ciklu, pri čemer se držimo naslednjih 
izhodišč: 
 ne razvijamo produkcijske kode, dokler nimamo testa, ki brez nje pade, 
 obsežnost testa je ravno tolikšna, da je v tem koraku neuspešen, 
 ne razvijamo več produkcijske kode, kot je je potrebno, da je test 
uspešen. 
 
Z uporabo omenjenih orodij ter ob upoštevanju nakazanih izhodišč smo za 
produkt AdvanceHES podjetja Enerdat-S, d.o.o., Poslovna cona A2, 4208 Šenčur 
[11], razvili funkcionalnost menjave ključev števca.  
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3.1  AdvanceHES 
Produkt podjetja Enerdat-S, del katerega obravnava pričujoča diplomska 
naloga, se imenuje AdvanceHES. Definicija HES-a pravi, da je to programsko 
orodje, namenjeno zajemanju podatkov iz pametnih števcev ter izvajanju akcij preko 
napredne merilne infrastrukture. AdvanceHES je torej sistem, namenjen izmenjavi 
podatkov s pametnimi merilnimi napravami.  
Produkt trenutno podpira branje različnih števcev DLMS/COSEM, tako ročno 
kot tudi po urniku, ter izvajanje različnih akcij na teh števcih. Nekaj pomembnejših 
funkcij, ki jih podpira AdvanceHES: 
 branje krivulj obremenitve (angl. profiles reading), 
 branje dogodkov (angl. events reading), 
 branje trenutnih vrednosti (angl. instantaneous values reading), 
 komunikacija z visoko stopnjo varnosti (angl. high level security), 
 nadgradnja programske opreme števca (angl. firmware upgrade), 
 oddaljen priklop (angl. remote reconnect), 
 oddaljen odklop (angl. remote disconnect), 
 sinhronizacija časa (angl. clock synchronization) in 
 prepisovanje tarifnega pravilnika (angl. time of use). 
Vstopno točko v sistem predstavlja spletni aplikacijski vmesnik, preko katerega 
sistemu pošiljamo zahteve različnih tipov. Prejete zahteve se kasneje pretvorijo v 
uniformno obliko. To uniformno obliko imenujemo opravilo in je osnovna enota 
sistema AdvanceHES. Opravilo potuje skozi različne komponente sistema, dokler ni 
dosežen želen rezultat. Zaradi lažjega pregleda nad izvajanjem opravila se njegov 
potek beleži s stanji. 
AdvanceHES je osnovan na servisno orientirani arhitekturi in se postopoma 
premika k mikroservisni arhitekturi. Sistem sestavljajo različne storitve (angl. 
services), ki avtonomno opravljajo svoje naloge. V grobem jih delimo na tri dele: 
infrastrukturne storitve, nadzorne storitve in samostojne storitve (Slika 4: Model 
produkta AdvanceHES, vir: interna dokumentacija podjetja Enerdat-S, izdelava: Vid 
Pleterski). 
Infrastrukturne storitve usmerjajo pot opravil skozi sistem, nadzorne storitve 
različne tipe opravil preoblikujejo v enoten format in jih v takšnem formatu podajo 
infrastrukturnim storitvam, samostojne storitve pa omogočajo ostalim storitvam 
pridobivanje in shranjevanje ključnih podatkov za delovanje sistema. Storitve, ki so 
trenutno na voljo v sistemu AdvanceHES, so: 
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 storitev procesor (angl. processor service) vsebuje mehanizme za 
izvajanje opravil. Od storitve dispečer prejema opravila, opremljena z 
vsemi podatki, ki jih potrebuje za izvajanje. Je samostojna enota, ki 
avtonomno obdeluje opravila, 
 storitev dispečer (angl. dispatcher service) skrbi za opravilno vrsto in 
vrsto komunikacijskih povezav. Sprejema opravila od nadzornih 
storitev in jih, glede na njihove prioritete in razpoložljivost 
komunikacijskih povezav, razporeja med procesorje v izvajanje, 
 storitev izdajatelj – naročnik (angl. pub/sub service) vsebuje 
implementacijo vodila za sporočanje izdajatelj – naročnik. Namenjeno 
je komunikaciji med posameznimi komponentami sistema, 
 storitev ključnih kazalnikov uspešnosti oziroma storitev KPI (angl. key 
performance indicators service) omogoča shranjevanje in dostop do 
podatkov o stanjih opravil v sistemu, uspešnost izvedenih opravil ter o 
stanju in obremenjenosti sistema, 
 storitev obdelave podatkov (angl. data processing service) je namenjena 
obedelavi in shranjevanju podatkov v podatkovno bazo. Podatke 
prejema od storitve procesor, 
 storitev urnik (angl. scheduler service) je namenjena avtomatskemu 
proženju opravil na vnaprej določen interval, 
 storitev inventar (angl inventory service) omogoča dostop do vseh 
komunikacijskih parametrov števca, parametrov protokola števca, stanj 
prebranosti števca..., 
 storitev dlms (angl. dlms service) sprejema uporabniške zahteve za 
števce, ki implementirajo specifikacijo DLMS/COSEM. 
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Slika 4: Model produkta AdvanceHES 
 
Zunanji sistemi komunicirajo s sistemom AdvanceHES preko spletnega 
vmesnika, glavno vodilo notranje komunikacije med posameznimi storitvami pa je 
izvedeno po vzorcu izdajatelj – naročnik (angl. publisher/subscriber pattern, pub/sub 
pattern). Pri tem vzorcu pošiljatelji (izdajatelji) sporočil ne pošiljajo direktno 
naročnikom, ampak jih kategorizirajo po temah (angl. topic) ter jih objavijo (angl. 
publish). Izdajatelji ne sodelujejo pri dostavljanju sporočila in tudi ne vedo, kaj se s 
sporočilom zgodi (ali ga kdo sprejme). O naročnikih ne vedo nič. Podobno se 
naročniki naročijo na določeno kategorijo sporočil (temo), in ne vedo kdo ta 
sporočila objavlja. Delovanje takega sistema temelji na obstoju posrednika (angl. 
message broker), ki sprejema sporočila in jih posreduje naročnikom. Struktura vodila 
20 3  Implementacija rešitve v sistemu AdvanceHES 
 
izdajatelj – naročnik je prikazana na spodnji sliki (vir: 
https://hackernoon.com/observer-vs-p ub-sub-pattern-50d3b27f838c). 
 
Slika 5: Struktura vodila izdajatelj – naročnik 
 
3.2  Zasnova rešitve 
Zasnova rešitve je pomemben uvod v izdelavo nove funkcionalnosti, zato v 
tem delu sodeluje celotna razvojna ekipa. Deli se na dva dela: načrtovanje in analizo. 
Pri načrtovanju določimo okviren potek implementacije, pri analizi pa opazujemo 
obnašanje števca, glede na različne vhodne parametre ter preverjamo skladnost 
števca s specifikacijo DLMS/COSEM. 
3.2.1  Načrtovanje 
V podjetju Enerdat-S se razvoj novih funkcionalnosti začne z načrtom, kjer 
razvojna ekipa določi okviren potek implementacije. Tako že v začetni fazi razvoja 
odkrijemo možne omejitve in probleme ter poskušamo najti ustrezne rešitve. 
Prednost takega načrtovanja je tudi boljša ocena časa za razvoj, kar je pomembno iz 
ekonomskega vidika.  
Pri načrtovanju izvedbe menjave ključev je bil glavni cilj odkrivanje 
potencialno kritičnih napak, ki bi vodile v nesinhronizirane vrednosti ključev v 
števcu ter v sistemu za upravljanje s ključi. V primeru teh napak v produkciji, 
pridobitev pravih ključev števca ni več mogoča, zato je potrebno števec ponastaviti, 
kar lahko naredi le proizvajalec. Menjavo ključev bo mogoče izvajati vzporedno na 
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velikem številu števcev, kjer bi kritične napake prinesle izdatne stroške. Zato mora 
biti končno delovanje sistema robustno in imuno na napake. Načrtovanju izvedbe 
menjave ključev smo posvetili veliko pozornosti, saj ta korak predstavlja varnostno 
kritično operacijo.  
Načrtovanje smo začeli z zasnovo osnovnega diagrama poteka menjave 
ključev, ki prikazuje celoten potek zahteve za menjavo ključev od AdvanceHES-a, 
do sistema za upravljanje s ključi pa do števca. Pri vsaki točki diagrama smo nakazali 
potencialne napake ter predlagali ustrezne rešitve. Vseh potencialnih napak v tej fazi 
ni možno odkriti, zato se je diagram med razvojem spreminjal. 
Po  izdelavi okvirnega diagrama poteka, smo potek implementacije razdelili na 
manjše logične celote, kar pripomore k večjemu poudarku na kvaliteti kode 
posameznega dela. Za vsako logično celoto smo ocenili potreben čas za izdelavo, 
seštevek ocenjenih časov pa skupaj s kompleksnostjo problema predstavlja oceno 
težavnosti celotne implementacije. Skupen čas izdelave je bil ocenjen na 114 ur, 
dejansko porabljen čas pa je bil 139 ur. 
Po končanem načrtovanju sledi analiziranje odzivov števca v različnih primerih 
ter preverjanje skladnosti števca s specifikacijo DLMS/COSEM. 
 
3.2.2  Analiza  
Pred začetkom implementacije moramo na testnem števcu poizkusiti različne 
primere ter robne pogoje pri menjavi ključev. Za namen testiranja imamo narejeno 
testno aplikacijo, uporaba katere nam omogoča hitro preizkušanje različnih funkcij 
števca. Testno aplikacijo dopolnjujemo tako, da za določen števec vprogramiramo 
(angl. hardcode) njegove komunikacijske parametre, ter ostale parametre, ki so 
odvisni od želene testirane funkcionlanosti. V tem primeru so to novi ključi števca. 
Ključi števca navadno niso vidni ne razvijalcem ne strankam, vendar imamo v 
namen razvoja prilagojen sistem za upravljanje s ključi, kateri nam omogoča ročno 
manipulacijo s ključi števcev (npr. prepis obstoječega ključa z želenim ali 
pridobivanje ključev v čistopisu). To nam v začetni fazi analize prihrani veliko časa. 
Z uporabo omenjenega testnega produkta ter prilagojenega sistema za 
upravljanje s ključi, je potrebno preveriti različne primere izvedbe menjave ključev, 
ter ob tem spremljati odzive števca ter sistema za upravljanje s ključi. Nekaj 
pomembnejših testnih primerov ter vprašanj je naštetih spodaj: 
 Kdaj začne veljati nov ključ? 
 Kaj če je ključ, ki ga želimo zamenjati, šifriran z napačnim glavnim 
ključem? 
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 Kaj če števec zamenja ključ, pa ne dobimo odgovora zaradi napake na 
komunikacijski povezavi? 
 Kaj če števcu pošljemo nepravilen ključ (npr. neprava dolžina)?  
Kdaj začne veljati nov ključ? 
Odgovor na to vprašanje poiščemo v specifikaciji DLMS/COSEM [12], kjer je 
napisano, da nov ključ začne veljati takoj po odgovoru števca na prošnjo za 
zamenjavo ključa. To je potrebno preveriti, saj nekatere implementacije odstopajo od 
omenjene specifikacije, ali pa se le-ta spremeni, zato starejši števci ne delujejo enako 
kot novejši. 
Ker je začetna iteracija implementacije menjave ključev opisana le za en števec 
- Landis+Gyr E350 [13], moramo to preizkusiti le na tem števcu. Za ostale števce, ki 
jih podpira produkt AdvanceHES, pa bo analiza potrebna v prihodnjih iteracijah. 
Eden od načinov preverbe začetka veljavnosti novega ključa je, da števcu 
pošljemo prošnjo za menjavo ključev, takoj za tem - v isti komunikacijski povezavi, 
pa sprožimo še branje ure. Ker so odgovori števca šifrirani, si pomagamo z orodjem 
Landis+Gyr Map105. Vanj vnesemo prejet odgovor števca, ter ga poizkusimo 
dešifrirati z uporabo starih in novih ključev. To naredimo tako za odgovor na prošnjo 
menjave ključa, kot tudi za odgovor prebrane ure števca. Rezultat nam pove, ali se 
števec drži specifikacije DLMS/COSEM. Prvi odgovor je namreč šifriran s starimi 
ključi, drugi odgovor pa z novimi. 
 
Kaj če je ključ, ki ga želimo zamenjati šifriran z napačnim glavnim ključem? 
To preizkusimo tako, da v sistemu za upravljanje s ključi pokvarimo glavni 
ključ števca, nato pa števcu pošljemo prošnjo za menjavo ključev. Ko prošnjo za 
menjavo ključev predamo sistemu za upravljanje s ključi, nam te generira nov ključ, 
katerega šifrira z uporabo glavnega ključa ter nam ga v šifrirani obliki vrne. Ko 
števec prejme ključ, šifriran z napačnim glavnim ključem, nam pošlje odgovor, da 
menjava ključev ni dovoljena. 
 
Kaj če števec zamenja ključ, a ne dobimo odgovora zaradi napake na 
komunikacijski povezavi? 
V primeru, ko števcu pošljemo prošnjo za menjavo ključa in ne dobimo 
odgovora, moramo s števcem ponovno poizkusiti vzpostaviti povezavo z uporabo 
starih in nato novih ključev. Če vzpostavitev povezave uspe z uporabo starih ključev, 
pomeni da števec ključev ni zamenjal in celoten postopek menjave ključev lahko 
ponovimo. Če pa vzpostavitev povezave uspe z uporabo novih ključev, pa postopek 
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lahko nadaljujemo z naslednjim korakom, kot je opisano v poglavju 3.6  Izvedba 
menjave ključev. 
Ob analiziranju problema, ko ne vemo ali je števec zamenjal ključ ali ne, je 
potrebno pomisliti tudi na možnost nepredvidenega izpada sistema AdvanceHES. 
Tukaj vpeljemo varne točke (poglavje 3.3  Varne točke), kar pomeni, da preden 
števcu pošljemo prošnjo za menjavo ključa, v podatkovno bazo ta dogodek shranimo. 
Tako bi ob ponovnem zagonu sistema iz podatkovne baze dobili podatek, da smo 
števcu poslali prošnjo za menjavo ključev, postopek pa bi ponovno lahko nadaljevali 
s poskušanjem vzpostavitve povezave s starimi ali novimi ključi. 
 
Kaj če števcu pošljemo nepravilen ključ (npr. nepravilna dolžina)? 
Odgovor na to vprašanje je podoben odgovoru na vprašanje ključa šifriranega z 
napačnim glavnim ključem. Če števec prejme zahtevo za menjavo ključa s ključem 
nepravilne oblike, to zahtevo zavrne. 
3.3  Varne točke  
Menjava ključev v števcu je kočljiv proces, saj neuspešna izvedba lahko naredi 
števec neuporaben, zato je potrebno ustrezno poskrbeti za vse potencialne napake ter 
robne primere. S tem razlogom vpeljemo varne točke, s pomočjo katerih 
preprečujemo neželena končna stanja in nam služijo kot varovalni mehanizem. Z 
varnimi točkami omogočimo nadaljevanje procesa po nepredvidenih izpadih sistema, 
ali po ostalih napakah. 
Varne točke predstavljajo izhodišče za izvajanje menjave ključev, saj se glede 
na vstopno varno točko določa zaporedje korakov izvajanja programa. Začetna mesta 
izvajanja glede na varno točko ter mesta shranjevanja varnih točk se nahajajo na 
različnih delih procesa. Njihovo shranjevanje poteka pred ključnimi, potencialno 
kritičnimi, koraki procesa. 
Kot prikazuje diagram poteka v poglavju 3.6.1  Diagram poteka, poznamo tri 
varne točke. Prva varna točka predstavlja začetno stanje ter zagotavlja, da je 
postopek menjave ključev lahko varno začeti s prvim korakom, medtem ko je namen 
ostalih dveh predvsem preprečevanje kritičnih napak. 
 
Izhodiščna varna točka 
Izhodiščna varna točka se nastavi na dveh delih programa ter predstavlja 
izhodišče celotnega procesa. To točko nastavimo ob prvem poizkusu izvajanja, ali v 
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primeru neuspešne vzpostavitve povezave z uporabo starih ključev (poglavje 
3.6.7  Poizkus vzpostavitve povezave z uporabo starih ključev). 
 
Varna točka pošiljanja novih ključev števcu 
Nastavitev varne točke pošiljanja novega ključa števcu nam predstavlja 
varovalni mehanizem, s katerim si zagotovimo varno okrevanje pri potencialnih 
izpadih programa ter ostalih napakah v procesu. Nastavitev le-te se zgodi pred 
pošiljanjem novega ključa na števec, da lahko ob morebitnih napakah v tem delu 
programa, izvajanje procesa nadaljujemo s preverjanjem ali je števec zamenjal ključ, 
ali ne. 
 
Varna točka uspešne menjave ključev v števcu 
Varna točka uspešne menjave ključa v števcu predstavlja stanje, kjer smo lahko 
prepričani, da je števec zamenjal ključe in imamo v sistemu za upravljanje s ključi 
shranjene te identične ključe. Shrani se v koraku prenosa novega ključa na števec 
(poglavje 3.6.5  Prenos novega ključa na števec), ko prejmemo odgovor od števca, da 
je menjava ključev uspešna, ali pa v koraku poizkusa vzpostavitve povezave z 
novimi ključi (poglavje 3.6.8  Poizkus vzpostavitve povezave z uporabo novih 
ključev), ko je le-ta uspešna. Če je varna točka uspešne menjave ključev vstopna 
točka v program, se program začne izvajati z vzpostavitvijo povezave z uporabo 
novih ključev. 
 
S shranjevanjem varnih točk pred kritičnimi deli programa si zagotovimo 
poznavanje vira napake, da v naslednjem poizkusu vemo, kje nadaljevati proces. Ker 
izdelujemo naprednejši sistem, moramo za ponovne poizkuse izvajanja opravila 
poskrbeti tako avtomatsko, kot tudi ročno. To nam predstavljajo ponovitveni 
mehanizmi sistema AdvanceHES.  
3.4  Ponovitveni mehanizmi 
V primeru nesupešne izvedbe opravila menjave ključev so potrebne primerne 
ponovitve le-tega. Potrebno je poskrbeti za smiselne ponovitve opravila v primeru 
različnih napak.  
Ponovitvene mehanizme delimo na dva dela. Prvi skrbi za avtomatske 
ponovitve, znotraj enega izvajanja opravila, drugi pa omogoča ročno ponovitev, če je 
le-to potrebno oziroma omogočeno. Ročna ponovitev opravila je potrebna, ko se 
izvajanje opravila menjave ključev po vseh avtomatskih ponovitvah zaključi v 
3.4  Ponovitveni mehanizmi 25 
 
neželenem stanju. Ročni ponovitveni mehanizem je implementiran kot samostojna 
zahteva, zato je opisan v poglavju 3.5.2  Sprejemanje zahtev za ponovitev izvedbe 
menjave ključev. 
Avtomatski ponovitveni mehanizmi so implementirani na storitvi dispečer, 
katera spada med infrastruktrune storitve. Kot je opisano v poglavju 
3.1  AdvanceHES, so v  infrastrukturnih storitvah vsa opravila sprejeta v uniformni 
obliki in obravnavana na enoten način. Uniformna oblika opravil nam omogoča lažje 
dodajanje novih funkcij, saj ni potrebno spreminjati oziroma prilagajati 
infrastrukturnih storitev. Avtomatski ponovitveni mehanizmi so že implementirani, 
zato nam jih, zaradi uniformne oblike opravil, ni potrebno spreminjati. Vseeno pa so 
pomembni za opravilo menjave ključev, zato so spodaj opisani.  
Avtomatski ponovitveni mehanizmi so ločeni na dva sklopa. Prvi se navezuje 
na opravila, drugi pa na komunikacijske povezave. Število ponovitev in čas med 
njimi so nastavljivi pri obeh sklopih. Pri obeh sklopih se upoštevajo tudi prioritete 
posameznih opravil. 
3.4.1  Ponavljanje opravil 
V primeru neuspešne izvedbe opravila, se bo le-to ponovno izvajalo, dokler se 
ne bo uspešno izvedlo oziroma ne bo doseženo največje število dovoljenih 
ponovitev. Čas med ponovitvami je nastavljiv.  
Če se za isto komunikacijsko povezavo zaporedno neuspešno izvede določeno 
število opravil, se v ponovno izvajanje pošlje celotna komunikacijska povezava 
oziroma vsa njena opravila. Spodnji slika prikazuje poenostavljen diagram 
ponavljanja opravil (diagram je bil narejen na spletni strani https://www.draw.io/) . 
26 3  Implementacija rešitve v sistemu AdvanceHES 
 
 
Slika 6: Poenostavljen diagram ponavljanja opravil 
 
3.4.2  Ponavljanje vseh opravil za komunikacijsko povezavo 
V primeru da se za eno komunikacijsko povezavo zaporedno neuspešno izvede 
določeno število opravil, se bodo ponovila vsa, še ne uspešno izvedena opravila za to 
povezavo. Prav tako se bodo ponovila vsa neizvedena opravila, če se opravilo izvede 
neuspešno zaradi napake na komunikacijski povezavi.  
Opravila za določeno komunikacijsko povezavo se bodo po zgornjem pravilu 
ponovila tolikokrat, kot je določeno s parametrom, s parametrom pa je določen tudi 
čas med ponovitvami. 
3.5  Sprejemanje zahtev za menjavo ključev 
Sprejemanje zahtev za menjavo ključev se nahaja v storitvi dlms, preko 
spletnega aplikacijskega vmesnika. Implementirani sta dve ločeni metodi, ki preko 
spletnega vmesnika sprejemajo POST HTTP klice [14]. Prva metoda sprejema 
zahteve za menjavo ključev, druga pa zahteve za ponovitve menjave ključev. 
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3.5.1  Sprejemanje zahtev za izvedbo menjave ključev 
Vstopna točka v proces menjave ključev je dostopna preko spletnega vmesnika 
na končnem naslovu (angl. endpoint) /key-exchange in sprejema POST HTTP klice. 
Struktura telesa (angl. body) je sledeča: 
 
{ 
 "DeviceId": "53414767200F84D8", 
 "KeyType": "Authentication", 
 "Priority": 6 
} 
 
V polje DeviceId vnesemo naziv števca, ki je znan sistemu AdvanceHES. Polje 
KeyType nam pove tip ključa, katerega želimo zamenjati (možni vnosi: 
Authentication ali Unicast). Priority polje pa nam predstavlja želeno prioriteto 
opravila (od 1 do 10, kjer je 1 najvišja prioriteta). 
Če je prejeta zahteva v napačni obliki, ali če vnesemo neznan naziv števca oz. 
nepodprt tip ključa, vrnemo HTTP rezultat 400 Bad Request in se menjava ključev 
zavrne. To je omogočeno s pomočjo validiranja zahteve, katera se nahaja takoj za 
prejetjem zahteve za menjavo ključev. Validacija nam preverja strukturo zahteve, 
navzočnost polj, ter pravilnost vsebine posameznih polj. 
V primeru pravilne zahteve se program nadaljuje s klicem na storitev inventar, 
v kateri so shranjeni vsi potrebni podatki za komuniciranje z danim števcem. Ti 
podatki so odvisni od tipa števca ter njegove komunikacijske povezave. V primeru 
neuspešne pridobitve potrebnih podatkov, menjavo ključev zavrnemo. Glede na 
razlog neuspešne pridobitve podatkov vračamo ustrezen  odziv HTTP. Če gre za 
uporabniško napako (npr. v storitvi inventar ni vseh potrebnih podatkov za 
komunikacijo s števcem), je ta odziv 400 BadRequest, če pa gre za interno napako 
sistema, vračamo 500 Internal Server Error ali 503 Service Unavailable Error.  
Če je pridobitev podatkov s storitve inventar uspela, sledi shranjevanje zahteve 
v podatkovno bazo. V tem trenutku se zahtevi priredi tudi unikaten identifikator, 
preko katerega dostopamo do stanj izvajanja procesa menjave ključev, z danim 
identifikatorjem pa po potrebi sprožimo tudi ročno ponovitev postopka. Celotno 
zahtevo, vključno s prirejenim identifikatorjem, shranimo v podatkovno bazo v 
tabelo KeyExchangeCommands, prvi poizkus menjave ključev pa v tabelo 
KeyExchangeAttempts, kamor se shranjujejo tudi stanja izvajanja procesa. 
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Ker menjava ključev za določen števec ni vedno mogoča (npr. ko je menjava 
za ta števec že v poteku), je potrebno določiti tudi omejitve. Če trenutne omejitve 
dopuščajo menjavo ključev, v tem trenutku to spremenimo, da preprečimo ponovna 
izvajanja, dokler se prvotna izvedba ne zaključi. To naredimo tako, da polji 
IsAllowed in IsRetryAllowed v tabeli KeyExchangeConstraints postavimo na false. Ti 
dve polji nam sporočata, ali je izvedba menjave ključev oz. njena ponovitev 
dovoljena. V primeru, ko je polje IsAllowed postavljeno na false, ter pošljemo 
zahtevo za menjavo ključev, je le-ta zavrnjena z rezultatom 409 Conflict. Podobno se 
zgodi ob poizkusu izvajanja ponovitve menjave ključev, ko je polje IsRetryAllowed 
postavljeno na false. 
 
Slika 7: Podatkovni model menjave ključev 
 
Ob uspešni shranitvi podatkov v podatkovno bazo sledi generiranje opravila. 
Ker infrastrukturne storitve ne poznajo posameznih tipov opravil, so vsa opravila 
obravnavana enako. Iz tega razloga je potrebno zahtevo za menjavo ključev 
preoblikovati v uniformno obliko. Po generiranju uniformnega opravila, se le-to 
preko storitve izdajatelj – naročnik pošlje do storitve dispečer. Ker se menjava 
ključev izvaja asinhrono, se po pošiljanju opravila na dispečer vrne rezultat HTTP 
klica 201 Created (telo rezultata vsebuje prejeto zahtevo ter prirejen unikaten 
identifikator), izvajanje menjave ključev pa se nadaljuje v ozadju. 
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3.5.2  Sprejemanje zahtev za ponovitev izvedbe menjave ključev 
Za opravila vseh tipov so v sistemu AdvanceHES implementirani avtomatski 
ponovitveni mehanizmi, ki so podrobneje opisani v poglavju 3.4  Ponovitveni 
mehanizmi. Pri večini opravil, avtomatski ponovitveni mehanizmi zadoščajo 
zahtevam strank, saj končne napake ne predstavljajo prevelikih problemov. Ob 
neuspešni izvedbi uporabnik še enkrat pošlje enako opravilo v izvajanje brez 
negativnih posledic (npr. neuspešno branje števca – preberi še enkrat). V primeru 
opravila menjave ključev pa temu ni tako. Izvajanje opravila se namreč lahko, po 
vseh avtomatskih ponovitvah, zaključi na mestu, kjer ne poznamo stanja ključev v 
števcu. Iz tega razloga so potrebni ročni ponovitveni mehanizmi, kjer lahko postopek 
menjave ključev nadaljujemo z ustreznim korakom. 
Vstopna točka v proces ponovitve menjave ključev je dostopna preko POST 
HTTP metode spletnega aplikacijskega vmesnika na končnem naslovu /key-
exchange/<id>/retries, kjer id predstavlja unikaten identifikator prvotnega procesa 
menjave ključev (poglavje 3.5.1  Sprejemanje zahtev za izvedbo menjave ključev).  
Če v podatkovni bazi ne obstaja zahteva za menjavo ključev z danim unikatnim 
identifikatorjem, se zahteva zavrne z napako 400 Bad Request. Enak rezultat 
predstavljajo tudi manjkajoči komunikacijski parametri števca v storitvi inventar. V 
primeru nepričakovane napake sistema AdvanceHES, je odgovor na HTTP klic 500 
Internal Server Error.  
Ročna ponovitev izvajanja menjave ključev ni vedno omogočena, kar nam 
predstavlja polje IsRetryAllowed v podatkovni tabeli KexExchangeConstraints. V 
primeru, ko je to polje postavljeno na false, je namreč ponovitev onemogočena in 
moramo ob prejeti zahtevi za ponovitev ustrezno ukrepati, zato prejeto zahtevo 
zavrnemo z rezultatom 409 Conflict. 
Če so vsi zgoraj opisani pogoji izpolnjeni, lahko nadaljujemo proces s 
shranjevanjem novega poizkusa menjave ključev za podan unikaten identifikator. 
Generiran nov poizkus shranimo v tabelo KeyExchangeAttempts, s pomočjo katere 
lahko nato spremljamo potek izvajanja. V tej tabeli se z zadnjim neuspešnim 
poizkusom prvotnega izvajanja shrani tudi varna točka (poglavje 3.3  Varne točke), 
katero naložimo iz podatkovne baze in dodamo generiranemu opravilu. To opravilo 
preko storitve izdajatelj – naročnik pošljemo storitvi dispečer. Tudi ponovitev 
menjave ključev deluje asinhrono, zato po pošiljanju opravila na Web API vrnemo 
rezultat 200 Ok, katerega telo vsebuje prvotno zahtevo izvajanja menjave ključev 
(vključno z unikatnim identifikatorjem). Izvajanje procesa se nato nadaljuje v ozadju. 
30 3  Implementacija rešitve v sistemu AdvanceHES 
 
3.6  Izvedba menjave ključev 
Ko storitev procesor prejme opravilo od storitve dispečer, se najprej izvede 
validiranje prejetega opravila. Ponovna validacija je potrebna, ker spletni aplikacijski 
vmesnik ne bo vedno edina vstopna točka za izvajanje menjave ključev. V 
prihodnosti bo menjava ključev možna tudi preko urnika – periodično izvajanje, kjer 
pa se izognemo spletnemu aplikacijskemu vmesniku in s tem posledično tudi prvi 
validaciji. 
Pri validaciji na storitvi procesor, se preverjajo tako osnovni podatki (ime 
števca, tip ključa...), kot tudi vsi komunikacijski podatki, ki smo jih prejeli iz storitve 
inventar (npr. IP naslov, port...). V primeru napačnih oziroma manjkajočih podatkov, 
se proces prekine in zaključi neuspešno. Takrat so onemogočene tudi avtomatske 
ponovitve, saj le-te niso smiselne, kajti tudi ob naslednjem poizkusu bi dobili enak 
rezultat. 
Če so vsi potrebni parametri opravila prisotni ter njihove vrednosti ustrezne, 
sledi izvajanje menjave ključev. Glede na vstopno varno točko, se najprej določi 
zaporedje korakov izvajanja, nato pa se le-ti pričnejo izvajati. Izvajanje predstavlja 6 
korakov, od tega se 2 uporabita le v primeru napak. 
 
3.6.1  Diagram poteka  
Diagram poteka (Slika 8: Prvi del diagrama poteka in Slika 9: Drugi del 
diagrama poteka, narejeno na spletni strani https://www.draw.io/) prikazuje procesno 
logiko izvajanja menjave kriptografskih ključev števca. Iz diagrama razberemo potek 
izvajanja korakov glede na vstopno varno točko. Pri vsakem koraku diagrama, je 
prikazana logika določanja stanj za različne primere napak. Poznamo naslednjih 6 
korakov, ki so opisani v kasnejših poglavjih: 
 vzpostavitev povezave s starimi ključi, 
 vzpostavitev povezave z novimi ključi, 
 branje sistemskega imena naprave, 
 generiranje novega ključa, 
 pošiljanje novega ključa števcu, 
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Varne točke 
V prvem odločitvenem bloku diagrama, se določi potek izvajanja procesa, 
glede na vstopno varno točko. V diagramu so označena tudi mesta, na katerih se 
varne točke nastavijo. Spodnja tabela prikazuje pomen varnih točk v diagramu: 
 
Označba v diagramu Pomen 
Varna točka 0 Izhodiščna varna točka 
Varna točka 1 Varna točka pošiljanja novega ključa števcu 
Varna točka 2 Varna točka uspešne menjave ključa v števcu 
Tabela 1: Pomen varnih točk v diagramu poteka 
 
Končna stanja 
Končna stanja napak se določajo glede na tip napake. Če se izvajanje procesa 
zaključi s katerim od končnih stanj 1, 2 in 3, se bo proces ponovil avtomatsko, če še 
nismo dosegli največjega dovoljenega števila ponovitev. V primeru, ko pa se proces 
zaključi s stanjem 4 ali 5, pa so avtomatske ponovitve onemogočene. Spodnja tabela 
prikazuje pomen posameznih stanj v diagramu poteka:  
 
Označba v diagram Pomen 
Stanje 1 Napaka na komunikacijski povezavi med HES-om in KMS-jem 
Stanje 2 Napaka na komunikacijski povezavi med HES-om in števcem 
Stanje 3 Napaka pri izvajanju procesa 
Stanje 4 Končna napaka pri izvajanju procesa 
Stanje 5 Kritična napaka pri izvajanju procesa 
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Slika 8: Prvi del diagrama poteka 
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Slika 9: Drugi del diagrama poteka 
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3.6.2  Določanje zaporedja korakov izvedbe menjave ključev 
Potek menjave ključa je odvisen od varne točke, s katero vstopamo v začetek 
izvajanja procesa. Ta je ob prvem poizkusu menjave ključev postavljena na 
izhodiščno varno točko, spremeni pa se lahko na treh mestih v programu: 
• pred pošiljanjem novega ključa na števec, 
• po uspešnem pošiljanju novega ključa na števec in 
• ob ugotovitvi, da števec ni zamenjal ključa. 
 
Varne točke v največji meri predstavljajo preprečevanje kritičnih napak pri 
izvedbi postopka. Primer kritične napake je, da v trenutku, ko pošljemo nov ključ na 
števec, doživimo izpad sistema in ne vemo ali je števec zamenjal ključ ali ne. Zato je 
pred pošiljanjem novega ključa števcu potrebno to stanje shraniti (varna točka 
pošiljanja novega ključa na števec) in v primeru izpada sistema postopek lahko 
nadaljujemo od te varne točke, kot prikazuje diagram poteka. 
V pričujočem koraku se, glede na varno točko, določi zaporedje izvajana 
korakov menjave ključev. Ker poznamo tri varne točke, je toliko tudi možnih 
zaporedij.  
 
3.6.3  Branje sistemskega imena naprave z uporabo starih/novih ključev 
Sistemsko ime naprave (angl. system title) predstavlja unikaten identifikator 
števca. Sestavljen je iz osmih bajtov, kjer prvi trije bajti predstavljajo identifikator 
proizvajalca, ostalih pet pa serijsko številko števca.  
Sistem AdvanceHES števcev ne pozna pod sistemskim imenom naprave, 
temveč po poljubnem uporabniškem vnosu. Posedovanje sistemskega imena naprave 
je ključno za postopek menjave ključev, saj ima KMS ključe števcev shranjene pod 
tem imenom. Za varno komuniciranje s števcem ali za manipuliranje s ključi v 
KMS-ju, moramo torej poznati sistemsko ime naprave. Iz tega razloga moramo 
sistemsko ime naprave najprej prebrati iz števca. 
Glede na vstopno varno točko nam korak določanja zaporedja izvajanja že 
pripravi, katere ključe bomo uporabili. Sistemsko ime naprave se namreč lahko 
prebere v dveh različnih korakih – pred ali po pošiljanju novega ključa na števec. Če 
se korak izvede pred pošiljanjem novega ključa na števec, uporabimo stare ključe, 
drugače pa uporabimo nove. 
Korak branja sistemskega imena naprave z uporabo starih ključev je podoben 
koraku branja sistemskega imena naprave z uporabo novih ključev. Uporabljena je 
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ista koda, saj je odločanje o uporabi ključev implementirano v ozadju. Ob začetku 
izvajanja poizkusa menjave ključev se naredi instanca razreda, ki je namenjen branju 
sistemskega imena naprave, v katerega preko vstavljanja odvisnosti (angl. 
dependency injection) pripeljemo razred, ki je namenjen komuniciranju s KMS-jem. 
Glede na vstopno varno točko se odločimo ali bomo v ta objekt pripeljali KMS 
objekt, ki bo uporabljal stare ključe ali pa KMS objekt, ki bo uporabljal nove  ključe. 
V primeru napak v tem koraku prekinemo nadaljni proces, ter nadaljevanje 
prepustimo avtomatskim ponovitvam. Glede na tip napake se določi stanje, s katerim 
zaključimo poizkus menjave ključev. Če se zadnja avtomatska ponovitev zaključi 
neuspešno, moramo ustrezno spremeniti tudi omejitve izvajanja (poglavje 
3.5  Sprejemanje zahtev za menjavo ključev): 
 omogočimo ponovitev iste zahteve in 
 onemogočimo novo izvajanje za ta števec, če se je trenutni korak 
izvedel po pošiljanju novega ključa na števec. 
 
Če je branje sistemskega imena naprave uspešno, si rezultat zapomnimo in 
nadaljujemo z naslednjim korakom, ki je bil določen ob generiranju zaporedja 
korakov. Če smo v tem koraku uporabili stare ključe, nadaljujemo s korakom 
generiranja novega ključa, če pa smo uporabili nove ključe, pa sledi korak potrditve 
novega ključa. 
3.6.4  Generiranje novega ključa 
Za generiranje novega ključa uporabljamo spletni vmesnik sistema za 
upravljanje s ključi. Predpogoj uporabe le-tega predstavljajo parametri sistemsko ime 
naprave, ki smo ga prebrali v koraku 3.6.3  Branje sistemskega imena naprave z 
uporabo starih/novih ključev, tip ključa ter identifikator odjemalca (t.j. sistem 
AdvanceHES). Sistemsko ime naprave smo prebrali v prejšnem koraku, tip ključa 
smo prejeli v uporabniški zahtevi, identifikator odjemalca pa je enak identifikatorju 
zahteve, kakršnega smo shranili v podatkovno bazo (poglavje 3.5.1  Sprejemanje 
zahtev za izvedbo menjave ključev). Identifikator odjemalca je potreben, da 
preprečujemo potrjevanje napačnih ključev v primeru, ko do KMS-ja dostopa več kot 
le en sistem. S tem identifikatorjem kasneje tudi potrdimo nov ključ. 
S POST klicem na končno točko keys/<sistemsko ime naprave>/<tip 
ključa>/<identifikator odjemalca> sistem za upravljanje s ključi generira nov ključ, 
ga lokalno shrani, ter ga v šifrirani obliki (šifriranje se opravi z glavnim ključem 
števca) vrača. 
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Napake v tem delu niso kritične, zato v teh primerih poizkus izvajanja 
zaključimo s primernim stanjem, ki ga določimo glede na tip napake. Avtomatski 
ponovitveni mehanizmi nato ponovno sprožijo izvajanje, če še nismo dosegli 
največjega možnega števila avtomatskih ponovitev. V primeru napake v zadnji 
avtomatski ponovitvi moramo ustrezno poskrbeti za omejitve izvajanja: 
 omogočimo ponovitev iste zahteve in 
 omogočimo novo izvajanje za ta števec. 
 
Rezultat uspešno zaključenega koraka (nov ključ šifriran z glavnim ključem 
števca) si zapomnimo, ter ga v naslednjem koraku pošljemo na števec. 
3.6.5  Prenos novega ključa na števec 
Pri prenosu novega ključa na števec uporabimo razred 64 – nastavitev varnosti 
(angl. security setup) po specifikaciji DLMS/COSEM. Specifikacija nam določa 
metodo prenosa ključa, katero pokličemo z novim ključem, ki smo ga prejeli iz 
KMS-ja. Števec prejet ključ dešifrira s svojim glavnim ključem, ter s tem zamenja 
želen ključ. Števec začne uporabljati nov ključ takoj za tem, ko odgovori, da je bila 
menjava ključa uspešna.  
Pred izvedbo tega koraka moramo shraniti varno točko pošiljanja novega 
ključa na števec, s čimer preprečimo kritične napake. Če števec zavrača menjavo 
ključa, zaključimo izvajanje opravila ter preprečimo avtomatske ponovitve, saj le-te 
niso smiselne. V primeru ostalih napak se korak zaključi z ustreznim stanjem in se, z 
uporabo avtomatskih ponovitvenih mehanizmov, ponavlja do nastavljene meje. V 
primeru napake v zadnji avtomatski ponovitvi (razen napake, ko števec zavrne 
menjavo ključa) moramo ustrezno poskrbeti za omejitve izvajanja: 
 omogočimo ponovitev iste zahteve in 
 onemogočimo novo izvajanje za ta števec. 
 
Uspešen prenos nam zagotavlja uspešno menjavo ključa v števcu, a se izvedba 
ne konča s tem korakom. V sistemu za upravljanje s ključi imamo trenutno še vedno 
shranjene stare in nove ključe, postopek šifriranja ter dešifriranja pa uporablja stare 
ključe, dokler ne potrdimo uspešne menjave ključev.  
3.6.6  Potrditev novega ključa 
Po uspešnem generiranju novega ključa, sistem za upravljanje s ključi hrani 
tako star kot tudi nov ključ, kar nam omogoča uporabo ključev v primeru napak v 
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procesu menjave ključev. Šifriranje in dešifriranje DLMS podatkovnih enot je 
dostopno z uporabo obeh ključev, dokler novega ključa ne potrdimo. 
V tem koraku smo z gotovostjo prepričani, da je števec uspešno zamenjal ključ. 
Za omogočanje nadaljnih branj števca in izvajanja akcij na njem je potrebno izvesti 
potrditev ključa sistemu za upravljanje s ključi. Ko to storimo, se stari ključ izbriše, 
na njegovo mesto pa se zapiše nov ključ, s katerim se bodo ob naslednjih klicih na 
KMS izvajale kriptografske operacije. Potrditev izvršimo s PUT HTTP klicem na 
končno točko keys/<sistemsko ime naprave>/<tip ključa>/<identifikator 
odjemalca>, kjer je identifikator odjemalca isti, kot pri klicu za generiranje novega 
ključa. 
Napake v tem koraku so lahko kritične, zato moramo, ne glede na tip napake, 
korak ponavljati dokler se ne izvede uspešno. Če nam to ne uspe z avtomatskimi 
ponovitvenimi mehanizmi, je potrebno preprečiti nova izvajanja zahtev za menjavo 
ključev, dokler z ročnimi ponovitvami ne dosežemo želenega rezultata. 
Ko se korak uspešno zaključi, je celoten proces menjave ključev končan. Od 
potrditve dalje se bodo kriptografske akcije za ta števec izvajale z uporabo novih 
ključev. 
 
3.6.7  Poizkus vzpostavitve povezave z uporabo starih ključev 
Poizkus vzpostavitve povezave z uporabo starih ključev ter poizkus 
vzpostavitve povezave z uporabo novih ključev sta koraka, ki se ne izvedeta ob 
uspešni menjavi ključa v prvem poizkusu. Gre za koraka, ki ju uporabimo v primeru, 
ko poizkus menjave ključev zaključimo v neznanem stanju, t.j. ne poznamo vrednosti 
ključev v števcu. Korak poizkusa vzpostavitve povezave z uporabo starih ključev se 
izvede, ko izvajanje začnemo z varno točko pošiljanja novega ključa števcu. Ker ne 
poznamo stanja ključev v števcu, moramo poizkusiti z uporabo katerih ključev nam 
uspe vzpostaviti povezavo s števcem.  
V vseh primerih, razen ko nam uspe vzpostaviti povezavo s starimi ključi ali pa 
nam števec stare ključe zavrača, moramo preprečiti ponovno izvajanje postopka 
menjave ključev od začetka. Med te primere sodijo napaka na komunikacijski 
povezavi med AdvanceHES-om in sistemom za upravljanje s ključi, napaka na 
komunikacijski povezavi med AdvanceHES-om in števcem itd. Avtomatski 
ponovitveni mehanizmi bodo, po izteku nastavljene zakasnitve, ponovno sprožili 
izvajanje, kjer se ponovno najprej izvede ta korak. Če z avtomatskimi ponovitvami 
ne uspemo pridobiti končnega rezultata koraka, omogočimo izvajanje ročnih 
ponovitev. Zagon celotnega postopka od začetka onemogočimo. 
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Če nam vzpostavitev povezave uspe z uporabo starih ključev, pomeni da je bila 
izvedba menjave ključev neuspešna in njen poizkus zaključimo. V tem primeru bodo 
avtomatski ponovitveni mehanizmi po preteku nastavljenega intervala ponovno 
zagnali izvajanje, če še nismo dosegli največjega možnega števila ponovitev. Če smo 
ga dosegli, nam je ročna ponovitev onemogočena, lahko pa ponovno sprožimo 
celoten postopek. V obeh primerih, torej ob avtomatskih ponovitvah ter ponovnem 
proženju celotnega postopka, se bo menjava ključev začela izvajati s prvim korakom, 
zato varno točko ponastavimo na izhodiščno varno točko. 
V primeru, ko števec zavrne prošnjo za vzpostavitev povezave zaradi napačnih 
ključev, se korak poizkusa vzpostavitve povezave z uporabo starih ključev označi 
uspešno zaključen. Na tem mestu smo lahko prepričani, da je števec zamenjal ključe, 
vendar moramo vseeno poizkusiti vzpostaviti povezavo s števcem z uporabo novih 
ključev, kajti le tako smo lahko prepričani, da so v KMS-ju še shranjeni enaki ključi, 
kot smo jih poslali na števec. 
3.6.8  Poizkus vzpostavitve povezave z uporabo novih ključev 
Poizkus vzpostavitve povezave z uporabo novih ključev se ne izvede, če je bila 
menjava ključev uspešna v prvem poizkusu. Izvede se, ko se poizkus menjave 
ključev zaključi neuspešno z varno točko pošiljanja novega ključa na števec ali pa z 
varno točko uspešnega pošiljanja novega ključa na števec. Pri varni točki pošiljanja 
novega ključa na števec, je korak namenjen preverjanju enakosti novih ključev v 
števcu z novimi ključi v sistemu za upravljanje s ključi. Pri varni točki uspešnega 
pošiljanja novega ključa na števec pa smo prepričani v identičnost ključev na števcu 
in ključev v sistemu za upravljanje s ključi, zato je korak namenjen vzpostavitvi 
povezave s števcem, katero potrebujemo za nadaljne korake.  
Možni so štirje rezultati tega koraka – uspešna vzpostavitev povezave ter tri 
različne napake. Vstopna varna točka ne vpliva na končni rezultat koraka.  
Ob neodzivnem števcu oziroma neodzivnem sistemu za upravljanje s ključi, 
poizkus menjave ključev zaključimo z neuspešnim stanjem, ter nadaljnje izvajanje 
prepustimo ponovitvenim mehanizmom.  
Primer zavračanja vzpostavitve povezave s števcem zaradi napačnih ključev 
predstavlja najbolj kritično stanje celotnega procesa. V tem primeru sistem za 
upravljanje s ključi ne pozna ključev števca in tako je števec neuporaben ali pa je 
potrebno števcu ponastaviti ključe. Ponastavitev ključev je navadno mogoča le s 
strani proizvajalca, kar včasih predstavlja večji strošek, kot nakup novega števca. S 
tem razlogom je potrebno zagotoviti, da postopek menjave ključev ne zaključimo v 
tem stanju.  
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Četrti možen rezultat koraka je uspešna vzpostavitev povezave s števcem z 
uporabo novih ključev. V tem primeru vemo, da so novi ključi v števcu identični 
novim ključem v sistemu za upravljanje s ključi. Za potencialne ponovitve 
trenutnega izvajanja shranimo varno točko uspešnega pošiljanja ključa na števec. Ker 
je bila vzpostavitev povezave uspešna, postopek lahko nadaljujemo z naslednjim 
korakom branja sistemskega imena naprave z uporabo novih ključev.  
 
41 
4  Zaključek 
Za doseganje informacijske varnosti, potrebujemo ustrezne varnostne 
mehanizme na vseh točkah sistema. Ena od funkcij, ki je potrebna za zagotavljanje 
informacijske varnosti, pa je menjava kriptografskih ključev števca. Ta je 
implementirana tako, da zadostuje varnostnim pogojem in je robustna, kar je bilo 
izvedeno preko več iteracij ročnega testiranja in prilagajanja programske kode. 
Ker se števci različnih proizvajalcev razlikujejo, čeprav so skladni s 
specifikacijo DLMS/COSEM, bo potrebno, preden bo funkcionalnost menjave 
ključev izdana strankam, podpreti menjavo ključev tudi za ostale števce, ki jih 
podpira AdvanceHES. V prihodnosti bo potrebno menjavo ključev implementirati 
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A  Programska koda 
V tem poglavju je zapisana programska koda ključnih korakov izvedbe 
menjave ključev na števcu. 
A.1  Določanje zaporedja izvajanja korakov 
Spodnja programska koda predstavlja uvod v procesno logiko menjave ključev. 
Glede na vhodno varno točko se določi zaporedje korakov izvajanja procesa. 
 
public class KeyExchangeStepTransitionFactory : IKeyExchangeStepTransitionFactory 
{ 
     private readonly IDictionary<KeyExchangeCheckpointEnum,  
          IList<KeyExchangeStepsEnum>> _keyExchangeSequences; 
  
     public KeyExchangeStepTransitionFactory() 
     { 
          IList<KeyExchangeStepsEnum> initiateSequence = new List<KeyExchangeStepsEnum> 
          { 
               KeyExchangeStepsEnum.ReadSysTitle, 
               KeyExchangeStepsEnum.GenerateNewKey, 
               KeyExchangeStepsEnum.SendNewKeyToMeter, 
               KeyExchangeStepsEnum.ConfirmNewKey, 
               KeyExchangeStepsEnum.CloseSession 
          }; 
  
          IList<KeyExchangeStepsEnum> sendingNewKeySequence = new List<KeyExchangeStepsEnum> 
          { 
               KeyExchangeStepsEnum.TryOpenSessionWithOldKey, 
               KeyExchangeStepsEnum.TryOpenSessionWithNewKey, 
               KeyExchangeStepsEnum.ReadSysTitle, 
               KeyExchangeStepsEnum.ConfirmNewKey, 
               KeyExchangeStepsEnum.CloseSession 
          }; 
  
          IList<KeyExchangeStepsEnum> confirmKeySequence = new List<KeyExchangeStepsEnum> 
          { 
               KeyExchangeStepsEnum.ReadSysTitle, 
               KeyExchangeStepsEnum.ConfirmNewKey, 
               KeyExchangeStepsEnum.CloseSession 
          }; 
  
          _keyExchangeSequences = new Dictionary<KeyExchangeCheckpointEnum,  
               IList<KeyExchangeStepsEnum>> 
          { 
               [KeyExchangeCheckpointEnum.InitiateKeyExchange] = initiateSequence, 
               [KeyExchangeCheckpointEnum.SendingNewKeyToMeter] = sendingNewKeySequence, 
               [KeyExchangeCheckpointEnum.ConfirmingNewKey] = confirmKeySequence 
          }; 
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     } 
  
     public IList<KeyExchangeStepsEnum> Create(KeyExchangeCheckpointEnum lastCheckpoint) 
     { 
          return _keyExchangeSequences[lastCheckpoint]; 
     } 
} 
A.2  Izvajanje korakov  
Spodnja programska koda predstavlja izvajanje posameznih korakov. Od kode 
iz prejšnjega poglavja prejme zaporedje izvajanja, nato pa v izvedbo pošlje korake v 
prejetem zaporedju. 
 
public class KeyExchangeControl : IKeyExchangeControl 
{ 
     private readonly IKeyExchangeStepFactory _stepFactory; 
     private readonly IKeyExchangeStepTransitionFactory _stepTransitionFactory; 
  
     public KeyExchangeControl(IKeyExchangeStepTransitionFactory stepTransitionFactory,  
          IKeyExchangeStepFactory stepFactory) 
     { 
          _stepTransitionFactory = stepTransitionFactory; 
          _stepFactory = stepFactory; 
     } 
  
     public async Task<IKeyExchangeFinalResult> ChangeMeterKey( 
          KeyExchangeCheckpointEnum lastCheckpoint) 
     { 
          IList<KeyExchangeStepsEnum> steps = _stepTransitionFactory.Create(lastCheckpoint); 
  
          IKeyExchangeStepResult keyExchangeStepResult = null; 
  
          foreach (KeyExchangeStepsEnum step in steps) 
          { 
               IKeyExchangeStep keyExchangeStep =  
                    _stepFactory.GetNextStepForProcessing(step); 
  
               keyExchangeStepResult = await keyExchangeStep.Run(keyExchangeStepResult); 
               if (!keyExchangeStepResult.Success || keyExchangeStepResult.IsFinished) 
               { 
                    break; 
               } 
          } 
  
          return new KeyExchangeFinalResult(keyExchangeStepResult.FinalState,  
               keyExchangeStepResult.ErrorMessage,  
               keyExchangeStepResult.Checkpoint); 
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A.3  Korak branja sistemskega imena naprave  
Spodnja programska koda je namenjena pridobitvi sistemskega imena naprave, 
ker le-to potrebujemo za izvajanje naslednjih korakov.   
 
public class ReadSysTitle : IKeyExchangeStep 
{ 
     private readonly ILogger _logger; 
     private readonly ISysTitleReader _sysTitleReader; 
     private readonly IKeyExchangeKmsClientLogic _kmsClientLogic; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
  
     private const ushort NO_SHORT_NAME_SUPPORT = 0; 
 
     public ReadSysTitle(ISysTitleReader sysTitleReader,  
          IKeyExchangePublisher publiser, IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeKmsClientLogic kmsClientLogic, ILogger logger) 
     { 
          _sysTitleReader = sysTitleReader; 
          _publisher = publiser; 
          _resultFactory = resultFactory; 
          _kmsClientLogic = kmsClientLogic; 
          _logger = logger; 
     } 
  
     public async Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          KeyExchangeCheckpointEnum checkpoint = previousStepResult == null ?  
               KeyExchangeCheckpointEnum.InitiateKeyExchange :  
               KeyExchangeCheckpointEnum.ConfirmingNewKey; 
           
          string status = KeyExchangeStates.READING_SYS_TITLE_FAILURE; 
          ErrorType errorType = ErrorType.NoError; 
  
          _publisher.PublishStatus(KeyExchangeStates.READING_SYS_TITLE, checkpoint); 
  
          ISysTitleReadingResult sysTitleResult = null; 
          try 
          { 
               sysTitleResult = await _sysTitleReader.ReadSysTitle(); 
  
               if (sysTitleResult.Success) 
               { 
                    status = KeyExchangeStates.READING_SYS_TITLE_SUCCESS; 
  
                    _kmsClientLogic.Initialize(sysTitleResult.SysTitle); 
               } 
               else 
               { 
                    errorType = sysTitleResult.ErrorType; 
               } 
          } 
          catch (Exception ex) 
          { 
               _logger.ErrorException("Error occured while reading system title", ex); 
               errorType = ErrorType.CommunicationError; 
          } 
  
          IKeyExchangeStepResult sysTitleStepResult =  
               _resultFactory.CreateReadSysTitleResult(checkpoint, errorType); 
  
          _publisher.PublishStatus(status, checkpoint); 
  
          return sysTitleStepResult; 
     } 
} 
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A.4  Korak generiranja novega ključa  
Spodnja programska koda je namenjena generiranju novega ključa. Na KMS 
pošlje zahtevo za generiranje ključa, rezultat pa nam predstavlja nov ključ, šifriran z 
glavnim ključem števca. 
 
public class GenerateNewKey : IKeyExchangeStep 
{ 
     private readonly IKeyExchangeKmsClientLogic _kmsClientLogic; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
     private readonly IKeyExchangeTaskProperties _taskProperties; 
  
     public GenerateNewKey(IKeyExchangeKmsClientLogic kmsClientLogic,  
          IKeyExchangePublisher publisher,  
          IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeTaskProperties taskProperties) 
     { 
          _kmsClientLogic = kmsClientLogic; 
          _publisher = publisher; 
          _resultFactory = resultFactory; 
          _taskProperties = taskProperties; 
     } 
  
     public Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          _publisher.PublishStatus(KeyExchangeStates.GENERATING_NEW_KEY,  
               KeyExchangeCheckpointEnum.InitiateKeyExchange); 
  
          IKmsResponse kmsResponse = _kmsClientLogic.CreateNewKey(_taskProperties.KeyType); 
  
          IKeyExchangeStepResult keyGenerationResult =  
               _resultFactory.CreateGenerateNewKeyResult( 
               kmsResponse.Result, kmsResponse.Data, kmsResponse.ErrorMsg); 
  
          string status = kmsResponse.Result ? KeyExchangeStates.GENERATING_NEW_KEY_SUCCESS :
               KeyExchangeStates.GENERATING_NEW_KEY_FAILURE; 
           
          _publisher.PublishStatus(status, KeyExchangeCheckpointEnum.InitiateKeyExchange); 
  
          return Task.FromResult(keyGenerationResult); 
     } 
} 
 
A.5  Korak prenosa novega ključa na števec  
Spodnja programska koda na števec pošlje zahtevo za menjavo ključev. V to 
zahtevo vnesemo rezultat kode prejšnjega poglavja, t.j. nov ključ, šifriran z glavnim 
ključem števca. 
 
public class SendNewKeyToMeter : IKeyExchangeStep 
{ 
     private readonly ILogger _logger; 
     private readonly IDlmsSessionHandler _sessionHandler; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
     private readonly IKeyExchangeTaskProperties _taskProperties; 
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     private const string KEY_TRANSFER_EXCEPTION_MESSAGE = "Exception occured while  
          sending key to meter"; 
  
     public SendNewKeyToMeter(IDlmsSessionHandler sessionHandler,  
          IKeyExchangePublisher publisher,  
          IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeTaskProperties taskProperties,  
          ILogger logger) 
     { 
          _sessionHandler = sessionHandler; 
          _publisher = publisher; 
          _resultFactory = resultFactory; 
          _taskProperties = taskProperties; 
          _logger = logger; 
     } 
  
     public async Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          KeyExchangeCheckpointEnum checkpoint =  
               KeyExchangeCheckpointEnum.SendingNewKeyToMeter; 
             
          string status = KeyExchangeStates.SENDING_NEW_KEY_TO_METER_FAILURE; 
          string errorMsg = KEY_TRANSFER_EXCEPTION_MESSAGE; 
          ErrorType errorType = ErrorType.NoError; 
  
          _publisher.PublishStatus(KeyExchangeStates.SENDING_NEW_KEY_TO_METER, checkpoint); 
  
          IResult guruxResponse = null; 
          try 
          { 
               guruxResponse = await _sessionHandler.RunCommand(async () => await  
                    _sessionHandler.Communicator.GlobalKeyTransfer( 
                    _taskProperties.KeyType, previousStepResult.Data)); 
 
               if (guruxResponse.Success) 
               { 
                    checkpoint = KeyExchangeCheckpointEnum.ConfirmingNewKey; 
                    status = KeyExchangeStates.SENDING_NEW_KEY_TO_METER_SUCCESS; 
                    errorMsg = null; 
               } 
               else 
               { 
                    errorMsg = guruxResponse.ErrorMsg; 
                    errorType = guruxResponse.ErrorType; 
               } 
          } 
          catch (Exception ex) 
          { 
               _logger.ErrorException(KEY_TRANSFER_EXCEPTION_MESSAGE, ex); 
  
               errorType = ErrorType.CommunicationError; 
          } 
  
          IKeyExchangeStepResult keyTransferResult =  
               _resultFactory.CreateSendNewKeyToMeterResult(errorType, errorMsg); 
  
          _publisher.PublishStatus(status, checkpoint); 
  
          return keyTransferResult; 
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A.6  Korak potrdive novega ključa  
Spodnja programska koda je namenjena potrditvi novega ključa na KMS in 
predstavlja zadnji korak uspešne izvedbe menjave ključev. 
 
public class ConfirmNewKey : IKeyExchangeStep 
{ 
     private readonly ILogger _logger; 
     private readonly IKeyExchangeKmsClientLogic _keyExchangeKmsClientLogic; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
     private readonly IKeyExchangeTaskProperties _taskProperties; 
  
     private const string KMS_EXCEPTION_MESSAGE = "Exception occured while  
          confirming new key"; 
  
     public ConfirmNewKey(IKeyExchangeKmsClientLogic keyExchangeClientLogic,  
          IKeyExchangePublisher publisher,  
          IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeTaskProperties taskProperties,  
          ILogger logger) 
     { 
          _keyExchangeKmsClientLogic = keyExchangeClientLogic; 
          _publisher = publisher; 
          _resultFactory = resultFactory; 
          _taskProperties = taskProperties; 
          _logger = logger; 
     } 
  
     public Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          string status = KeyExchangeStates.CONFIRMING_NEW_KEY_FAILURE; 
  
          _publisher.PublishStatus(KeyExchangeStates.CONFIRMING_NEW_KEY,  
               KeyExchangeCheckpointEnum.ConfirmingNewKey); 
  
          IKeyExchangeStepResult keyConfirmingResult = null; 
          try 
          { 
               IKmsResponse kmsResponse =  
                    _keyExchangeKmsClientLogic.ConfirmNewKey(_taskProperties.KeyType); 
                
               if (kmsResponse.Result) 
               { 
                    status = KeyExchangeStates.CONFIRMING_NEW_KEY_SUCCESS; 
               } 
  
               keyConfirmingResult = _resultFactory.CreateConfirmNewKeyResult( 
                    kmsResponse.Result, kmsResponse.ErrorMsg); 
  
               _publisher.PublishStatus(status, KeyExchangeCheckpointEnum.ConfirmingNewKey); 
  
               return Task.FromResult(keyConfirmingResult); 
          } 
          catch (Exception ex) 
          { 
               _logger.ErrorException(KMS_EXCEPTION_MESSAGE, ex); 
          } 
  
          keyConfirmingResult =  
               _resultFactory.CreateConfirmNewKeyResult(false, KMS_EXCEPTION_MESSAGE); 
  
          _publisher.PublishStatus(status, KeyExchangeCheckpointEnum.ConfirmingNewKey); 
  
          return Task.FromResult(keyConfirmingResult); 
     } 
} 
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A.7  Korak poizkusa vzpostavitve povezave z uporabo starih ključev  
S spodnjo programsko kodo poizkusimo vzpostaviti povezavo s števcem z 
uporabo starih ključev. Izvede se le ob napakah, kjer ne vemo ali je števec zamenjal 
ključ ali ne, zato moramo to preveriti s poizkušanjem. 
 
public class TryOpenSessionWithOldKey : IKeyExchangeStep 
{ 
     private readonly IDlmsSessionHandler _sessionHandler; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
     private readonly IKeyExchangeTaskProperties _taskProperties; 
  
     public TryOpenSessionWithOldKey(IDlmsSessionHandler sessionHandler,  
          IKeyExchangePublisher publisher,  
          IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeTaskProperties taskProperties) 
     { 
          _taskProperties = taskProperties; 
          _publisher = publisher; 
          _resultFactory = resultFactory; 
          _sessionHandler = sessionHandler; 
     } 
  
     public async Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          KeyExchangeCheckpointEnum checkpoint =  
               KeyExchangeCheckpointEnum.SendingNewKeyToMeter; 
         
          bool success = false; 
          string status = KeyExchangeStates.TRY_READ_WITH_OLD_KEY_FAILURE; 
  
          _publisher.PublishStatus(KeyExchangeStates.TRY_READ_WITH_OLD_KEY, checkpoint); 
  
          try 
          { 
               SessionResult openSessionResult = await _sessionHandler.OpenSession(); 
  
               if (openSessionResult == SessionResult.Success) 
               { 
                    checkpoint = KeyExchangeCheckpointEnum.InitiateKeyExchange; 
  
                    await _sessionHandler.CloseSession(); 
               } 
          } 
          catch (Exception) 
          { 
               success = true; 
               status = KeyExchangeStates.TRY_READ_WITH_OLD_KEY_SUCCESS; 
          } 
  
          IKeyExchangeStepResult tryOpenWithOldKeyResult =  
               _resultFactory.CreateTryReadWithOldKeyResult(success); 
           
          _publisher.PublishStatus(status, checkpoint); 
  
          return tryOpenWithOldKeyResult; 
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A.8  Korak poizkusa vzpostavitve povezave z uporabo novih ključev  
S spodnjo programsko kodo poizkusimo vzpostaviti povezavo s števcem z 
uporabo novih ključev. Izvede se za korakom iz prejšnjega poglavja, če se izkaže, da 
števec ne uporablja več starih ključev. 
 
public class TryOpenSessionWithNewKey : IKeyExchangeStep 
{ 
     private readonly IDlmsSessionHandler _sessionHandler; 
     private readonly IKeyExchangePublisher _publisher; 
     private readonly IKeyExchangeStepResultFactory _resultFactory; 
     private readonly IKeyExchangeTaskProperties _taskProperties; 
  
     public TryOpenSessionWithNewKey(IDlmsSessionHandler sessionHandler,  
          IKeyExchangePublisher publisher,  
          IKeyExchangeStepResultFactory resultFactory,  
          IKeyExchangeTaskProperties taskProperties) 
     { 
          _taskProperties = taskProperties; 
          _publisher = publisher; 
          _resultFactory = resultFactory; 
          _sessionHandler = sessionHandler; 
     } 
  
     public async Task<IKeyExchangeStepResult> Run(IKeyExchangeStepResult previousStepResult) 
     { 
          KeyExchangeCheckpointEnum checkpoint =  
               KeyExchangeCheckpointEnum.SendingNewKeyToMeter; 
         
          bool success = false; 
          string status = KeyExchangeStates.TRY_READ_WITH_NEW_KEY_FAILURE; 
  
          _publisher.PublishStatus(KeyExchangeStates.TRY_READ_WITH_NEW_KEY, checkpoint); 
  
          try 
          { 
               SessionResult openSessionResult = await _sessionHandler.OpenSession(); 
               if (openSessionResult == SessionResult.Success) 
               { 
                    success = true; 
                    checkpoint = KeyExchangeCheckpointEnum.ConfirmingNewKey; 
                    status = KeyExchangeStates.TRY_READ_WITH_NEW_KEY_SUCCESS; 
               } 
          } 
          catch (Exception) 
          { 
               status = KeyExchangeStates.KEY_EXCHANGE_CRITICAL_ERROR; 
          } 
  
          IKeyExchangeStepResult tryOpenWithNewKeyResult =  
               _resultFactory.CreateTryReadWithNewKeyResult(success); 
 
          _publisher.PublishStatus(status, checkpoint); 
  
          return tryOpenWithNewKeyResult; 
     } 
} 
 
 
