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Durant l'últim lustre s'ha produït un gran avenç en l'ús de missatgeria instantània i xarxes 
socials. Milions d'imatges es comparteixen diàriament a través d'aquestes aplicacions i gran 
part dels usuaris, sense ser-ne conscients, es troben amb un alt grau de pèrdua de privacitat. 
Per exemple, gran part de les aplicacions de missatgeria instantània envien les imatges sense 
xifrar a través de la xarxa i moltes xarxes socials es fan amb els drets de les imatges.  
Aquest treball presenta una solució al problema per a les imatges de tipus JPEG mitjançant l'ús 
de JPSearch, un nou format de normes internacionals. S’ha desenvolupat un entorn basat en 
aquest estàndard amb dos objectius: afegir polítiques de privacitat a nivell d'imatge utilitzant 
XACML, un llenguatge declaratiu de polítiques de control d’accés, i xifrar la part de dades de 
les imatges per a que el seu transport sigui més segur. Mitjançant aquest entorn s'ha dut 






Durante el último lustro se ha producido un gran avance en el uso de mensajería instantánea y 
redes sociales. Millones de imágenes se comparten a diario a través de estas aplicaciones y 
gran parte de los usuarios, sin ser conscientes de ello, se encuentran con un alto grado de 
pérdida de privacidad. Por ejemplo, gran parte de las aplicaciones de mensajería instantánea 
envían imágenes sin cifrar a través de la red y muchas redes sociales se hacen con los derechos 
de las imágenes.  
Este trabajo presenta una solución al problema para las imágenes de tipo JPEG mediante el 
uso de JPSearch, un nuevo formato de normas internacionales. Se ha desarrollado un entorno 
basado en este estándar con dos objetivos: añadir políticas de privacidad a nivel de imagen 
utilizando XACML, un lenguaje declarativo de políticas de control de acceso, y cifrar la parte de 
datos de las imágenes para que su transporte sea más seguro. Mediante este entorno se ha 





In the last five years there has been a breakthrough in the use of instant messaging and social 
networks. Millions of images are shared daily through these applications and most users 
unwittingly find themselves with a high degree of loss of privacy. For example, a large portion 
of the instant messaging send images unencrypted across the network and lots of social 
networks get the rights of those images.  
This paper presents a solution to the problem of JPEG type images using JPSearch, a new 
format of international standards. It is developed an environment based on this standard 
documentation with two well-defined goals: adding privacy policies and terms of image using 
XACML, a declarative access control policy language, and encrypting the data portion of the 







JPEG: Joint Photographic Experts Group, grupo de trabajo conjunto de la Organización 
Internacional de Normalización (ISO) y la Comisión Electrotécnica Internacional (IEC) que creó 
un estándar de codificación y compresión de imágenes fijas. Además de ser un método de 
compresión, es considerado un formato de archivo. 
JPSearch: estándar, propiedad de JPEG, que proporciona un conjunto de interfaces 
estandarizadas para los sistemas de gestión y recuperación de imágenes digitales. 
XACML: eXtensible Access Control Markup Language. Estándar que define un lenguaje 
declarativo de políticas de control de acceso implementado en XML y un modelo de 
procesamiento que describe cómo evaluar peticiones de acceso según las reglas definidas en 
las políticas. 
Balana: aplicación de código abierto que soporta XACML en las versiones 1.0, 1.1, 2.0 y 3.0, 
que evalúa las peticiones de acceso contra de las políticas de privacidad. 
JAVA: es un lenguaje de programación pensado como un lenguaje orientado a objetos. Es uno 
de los lenguajes de programación más utilizados, y se utiliza tanto para aplicaciones web como 
para aplicaciones de escritorio. 
Criptografía simétrica: Los sistemas de cifrado simétrico son aquellos que utilizan la misma 
clave para cifrar y descifrar un mensaje. Las dos partes que se comunican han de ponerse de 
acuerdo de antemano sobre la clave a usar. Una vez que ambas partes tienen acceso a esta 
clave, el remitente cifra un mensaje usando la clave, lo envía al destinatario, y éste lo descifra 
con la misma clave. 
Criptografía asimétrica: Los sistemas de cifrado asimétrico son aquellos que utilizan dos claves 
para cifrar y descifrar un mensaje. Una de ellas es la clave pública que puede conocer cualquier 
persona y la otra es la clave privada que es personal e intransferible. Para enviar un mensaje, 
el remitente usa la clave pública del destinatario para cifrar el mensaje. El resultado es un 
mensaje cifrado que puede enviar al receptor por cualquier canal. Cuando el mensaje cifrado 
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1.1 Descripción del proyecto 
Este proyecto se realiza como Trabajo Final de Grado (TFG) de Ingeniería Informática, 
especialidad en Tecnologías de la Información, en la Facultad de Informática de Barcelona, 
Universidad Politécnica de Cataluña (UPC). 
La privacidad de los usuarios está comprometida a diario en Internet. Más allá de 
datos personales, hay miles de imágenes que son visualizadas por usuarios no deseados en 
lugares que se desconocen y por un tiempo ilimitado. Es evidente que existe una falta de 
confidencialidad. Este trabajo pretende garantizar que el contenido de las imágenes sea 
accesible sólo para aquellos usuarios autorizados a tener acceso. 
 
1.2 Formulación del problema 
En la actualidad, nos encontramos con millones de imágenes creadas al instante en 
cualquier parte del mundo y compartidas a través de mensajería instantánea o redes sociales 
con familiares, amigos, conocidos y con Internet en general [1]. Aunque existen muchos 
formatos de imagen como TIFF (Tagged Image File Format), PNG (Portable Network Graphics) 
o GIF (Graphics Interchange Format) las imágenes tomadas con la mayoría de los dispositivos 
se almacenan en formato jpg o también conocido como JPEG. 
Fruto de esta creciente tendencia, los usuarios se encuentran con un grado muy alto 
de pérdida de confidencialidad. Debido a esta problemática nos preguntamos, ¿cuál es el nivel 
necesario de privacidad que deben tener las imágenes? Para responder a esta pregunta este 
proyecto se ha centrado en estudiar la forma en la que se deben introducir políticas de 
privacidad en las imágenes contando con la máxima seguridad posible y así proponer una 
solución a este problema. 
 
1.3 Objetivos del proyecto 
El objetivo de este proyecto es introducir una política de privacidad ligada a la imagen 
en formato jpg, es decir, una serie de reglas a cumplir o un contrato entre el usuario que 
genera el recurso y el usuario que lo consume. A pesar de que añadir privacidad a imágenes 
JPEG todavía se encuentra en proceso de estandarización, este proyecto propone una solución 
basada en cómo se podría conseguir utilizando el estándar JPSearch, propiedad de JPEG. 
JPSearch proporciona un conjunto de interfaces estandarizadas para los sistemas de gestión y 
recuperación de imágenes digitales [2] [3]. Para ello, se utilizará un campo de contenido 
abierto existente en los metadatos JPSearch llamado Rights Description que nos permite 
referenciar cualquier lenguaje de expresión de derechos. Así pues, se modificarán los 




Este trabajo propone el uso del lenguaje XACML, que define un lenguaje declarativo de 
políticas de control de acceso implementado en XML (eXtensible Markup Language) y un 
modelo de procesamiento que describe cómo evaluar peticiones de acceso según las reglas 
definidas en las políticas [15] [4]. Con el objetivo de definir políticas de privacidad que deberán 
ser incrustadas en los metadatos de las imágenes. Posteriormente, el usuario que necesite 
visualizar una imagen genera una petición de acceso, también en XACML, y juntas (política de 
privacidad y petición de acceso) se envían contra el autorizador Balana, aplicación de código 
abierto que soporta XACML en las versiones 1.0, 1.1, 2.0 y 3.0, que evalúa las peticiones de 
acceso contra de las políticas de privacidad. Balana decide si el usuario es capaz de visualizar o 
no el contenido. Además para dotar de cierta seguridad a este proyecto, tal y como se 
explicará más adelante, es necesario aplicar encriptación en dos ocasiones. La primera es para 
encriptar la política de acceso y la segunda para encriptar la imagen completamente. En la 
figura 1 se observan los objetivos a conseguir durante la realización de este proyecto: 
Figura 1: Esquema descriptivo de los objetivos del proyecto 
1.4 Alcance 
El alcance de este proyecto puede ser muy amplio. Todo depende del enfoque que se 
le quiera dar. En concreto, el alcance de este proyecto se ha centrado en una meta: conseguir 
los objetivos explicados en el apartado anterior aplicándolos a las imágenes JPEG. Para que 
este proyecto tenga un efecto real, inicialmente se deberá estandarizar cómo añadir 
privacidad a imágenes JPEG. Una vez superado ese obstáculo, el siguiente paso será adaptar 
las aplicaciones JAVA a otras plataformas; ya que actualmente su alcance, en este sentido, es 
limitado. A continuación se deberán adaptar los dispositivos que crean y editan imágenes. En 
último lugar será necesario modificar los visualizadores de imágenes de los diferentes sistemas 




    2. Estado del arte 
2.1 Estado del arte 
Las imágenes digitales se clasifican en muchos formatos propietarios, cada uno con su 
propio formato de metadatos incrustados dentro de la imagen o relacionados de forma 
externa. Algunos ejemplos que contienen metadatos dentro de la imagen son PNG y JPEG que 
pertenecen a la categoría de archivos JFIF (JPEG Interchange Format), que contiene el conjunto 
de metadatos estandarizado como EXIF (Formato Intercambiable de Archivos de Imagen). Este 
es un ejemplo de metadatos que se colocan de forma nativa dentro de las imágenes en ciertas 
posiciones, llamadas marcadores de aplicación. 
El formato propietario objeto de estudio JPEG es un grupo de trabajo conjunto de la 
Organización Internacional de Normalización (ISO) y la Comisión Electrotécnica Internacional 
(IEC) que creó un estándar de codificación y compresión de imágenes fijas. Además de ser un 
método de compresión, es a menudo considerado como un formato de archivo. JPEG/EXIF es 
el formato de imagen más común, junto con JPG/JFIF, que también es otro formato para el 
almacenamiento y la transmisión de imágenes fotográficas a través de Internet. Estas 
variaciones de formatos a menudo no se distinguen y se llaman JPEG. Los archivos de este tipo 
se suelen nombrar con la extensión .jpg. 
En abril de 2004 [5], JPEG lanzó el estándar JPSearch (también bajo la norma ISO / IEC 
24800 [6]) debido a la necesidad de búsqueda y recuperación de metadatos, con el fin de 
ayudar a los diferentes sistemas de gestión de imagen digital a interoperar.  
JPSearch Core Schema Metadata define la estructura y las reglas que cada metadato 
debe seguir para que la imagen pueda ser interpretada correctamente por los sistemas de 
gestión de imagen. Sólo los metadatos descritos por el esquema básico garantizan que su 
semántica sea reconocida por los sistemas compatibles JPSearch [7]. Existen multitud de 
aplicaciones que permiten visualizar y modificar metadatos de imágenes JPEG. 
 Algunas son de licencia “Freeware” como Exif Pilot o ExifTool GUI. Otras son de 
licencia “Shareware” como Daminion o DBGallery y algunas son de licencia “GPL/Propietaria” 
como Exiv2 o las conocidas Adobe Photoshop y Adobe illustrator [8].  
El estándar JPSearch incluye en sus metadatos un campo llamado Rights Description 
que a día de hoy no tiene definida una estructura estándar para ser reconocida por los 
sistemas de gestión de imagen. El proyecto pretende definir esta estructura básica utilizando 
el lenguaje XACML para incluir políticas de privacidad en el campo Rights Description. Aunque  
contamos con diversas aplicaciones que utilizan lenguaje XACML como SunXACML, SICSACML, 
Enterprise XACML o IBM Tivoli Security Policy Manager sólo utilizan este lenguaje para realizar 
control de acceso [9]; en cambio, sólo existe una aplicación que, en la actualidad, permita 





El estándar XACML, además de definir un lenguaje, describe la forma en la que las 
reglas definidas en las políticas se evalúan verso a peticiones de acceso generadas por usuarios 
para obtener autorización. Con el fin de obtener esta autorización es necesaria una aplicación 
que verifique si la política y la petición de acceso tienen relación y en caso afirmativo 
determinar si permite el acceso. En la actualidad tan sólo existen dos autorizadores Balana y 
Sun’s XACML Implementation que permitan validar políticas contra peticiones de manera 
satisfactoria. Balana es una implementación de código abierto que soporta XACML 3.0 y que 
permite la integración en otros componentes como WSO2 Identity Server.  
Sun’s XACML Implementation es otra implementación que soporta XACML hasta la versión 2.0 
que determina la aplicabilidad de las políticas y la evalúa las peticiones contra las políticas, 
cuya última actualización data de julio de 2004 [11]. 
 
2.2 Algoritmos criptográficos 
Con el objetivo de incrementar la seguridad de los datos del usuario y de hacer frente 
a posibles intentos de adquisición de información privada por parte de agentes externos se 
han barajado diferentes posibilidades de encriptación simétrica (utilizan la misma clave para 
cifrar y descifrar): DES, TripleDES y AES. Los tres algoritmos de encriptación siguen un esquema 
de cifrado por bloques. Esto quiere decir que el cifrado se realiza bloque a bloque. Inicialmente 
se divide el mensaje en bloques del mismo tamaño. Acto seguido, cada bloque se va 
convirtiendo en un bloque del mensaje de cifrado a través un conjunto de operaciones. Las 
similitudes y diferencias entre algoritmos se detallan a continuación: 
 
 DES (Data decryption Standard): DES es un sistema de cifrado de datos antiguo, data 
de la década de 1970 [27]. El tamaño de clave que utiliza es demasiado corto (56 bits) 
para proporcionar una seguridad adecuada. A causa de la forma en que está diseñado, 
se considera un algoritmo lento. 
 
 TripleDES (Triple Data decryption Standard): TripleDES utiliza el mismo sistema de 
cifrado que DES [27] [28]. La diferencia entre ellos reside en que TripleDES hace un 
triple cifrado de DES con la intención de evitar los ataques por fuerza bruta se triplica 
la longitud de la clave a 168 bits, a pesar de que la eficacia es de 112 bits, y se triplica 
el número de operaciones a realizar con lo que es mucho más seguro que DES pero 
ralentiza mucho su ejecución en tiempo real.  
 
 AES (Advanced Encryption Standard): AES es el sistema de cifrado posterior a DES. 
Admite claves de 128, 192 y 256 bits [29]. AES trabaja una matriz de 4x4 bytes, llamada 
state y su modo de encriptación consiste en: 
1. Expansión de la clave usando el esquema de claves de Rijndael [30]. 
2. AddRoundKey, cada byte de la matriz state se combina con un byte de la 





3.1 SubBytes: en este paso se realiza una sustitución no lineal donde cada byte 
es reemplazado con otro de acuerdo a una tabla de búsqueda. 
3.2 ShiftRows: en este paso se realiza una transposición donde cada fila de la 
matriz state es rotada de manera cíclica un número determinado de veces 
hacia la izquierda. 
3.3 MixColumns: operación de mezclado que opera en las columnas de la 
matriz state, combinando los cuatro bytes en cada columna usando una 
transformación lineal. 
3.4 AddRoundKey 





 Para mejorar un poco más la fiabilidad muchos algoritmos después de generar una 
clave AES también la codifican mediante una función de hash, llamada SHA. SHA (Secure Hash 
Algorithm) es una familia de funciones hash de cifrado que transforma un conjunto de datos 
en un único valor de longitud fija [31]. La primera versión del algoritmo, SHA-0, data a 
principios de la década de los noventa y la más actual, SHA-3, es del año 2012. 
 
2.3 Punto de partida 
En el año 2013, Nicos Demetriou, estudiante de máster de la UPC, realiza su máster 
tesis titulada “Metadata Interoperability with JPSearch” [3] en la que, entre otros, trata la 
edición de metadatos en imágenes JPEG y crea una aplicación en lenguaje JAVA para poder 
editar metadatos llamada JPSearch Editor. A raíz de estos acontecimientos, se propone este 
proyecto en el que aprovechando el trabajo de investigación de Nicos y rediseñando su 
aplicación, con el objetivo de continuar la investigación enfocada hacia la inclusión de 




Esta aplicación proporciona una interfície amigable que permite insertar, modificar y 
eliminar cualquier metadato, definido en el estándar JPSearch de las imágenes jpg. Existen 
más opciones dentro de la aplicación como permitir el etiquetado de distintas partes de la 
imagen especificada y facilitar la creación de reglas para adaptar otros tipos de metadatos 
como EBUcore, DublinCore, MPEG-7, etc. a metadatos que cumplan el esquema JPSearch. 
Estas opciones no se detallan en profundidad ya que no son de interés en este proyecto. 
A continuación se muestra un conjunto de imágenes de la aplicación JPSearch Editor 
con las diferentes interfaces que podemos editar para incrustar metadatos en una imagen 
JPEG: 
 
Figura 2: Diseño inicial de la pestaña Additional Info 
En primer lugar, la aplicación JPSearch Editor permite editar la información de los 
metadatos básicos asociados a la imagen mediante la pestaña Additional Info. Se puede 
modificar el identificador, la fecha de creación, la fecha de modificación, la longitud, la latitud, 





Figura 3: Diseño inicial de la pestaña Creators/Modifiers 
En segundo lugar proporciona una interfície en la pestaña Creators/Modifiers que 
permite editar el esquema de metadatos PersonNameType perteneciente al core de JPSearch. 
Aquí se permite la adición y eliminación de creadores y modificadores de la imagen y una 
pequeña información de perfil asociada. 
 
 
Figura 4: Diseño inicial de la pestaña Publishers 
En tercer lugar se encuentra la pestaña Publishers que permite editar el esquema 
PublisherType de JPSearch. Aquí tenemos el formulario necesario para añadir un nuevo 
publicador a la imagen y un listado de los publicadores actuales; del que también podemos 





Figura 5: Diseño inicial de la pestaña Sources 
En penúltimo lugar tenemos la pestaña Sources que permite editar el esquema 
SourceType de JPSearch. Aquí podemos añadir una nueva fuente que indique el tipo de imagen 
que es, con qué método ha sido creada esta imagen y una descripción del dispositivo que ha 
creado la imagen. Una vez indicado el tipo de imagen podemos indicar el título de esta imagen, 




<SourceElementTitle>El grito <SourceElementTitle> 
<SourceElementDescription> 










Figura 6: Diseño inicial de la pestaña Regions of Interest 
Finalmente encontramos la pestaña Regions of Interest que permite editar el esquema 
JPSearchCoreType de JPSearch. Aquí se puede etiquetar partes de la imagen, marcando un 
trozo de imagen como región de interés, a la cual podemos asociar información como las 
personas que aparecen en esa parte de la imagen, los objetos, el lugar, el tipo de evento o 




3. Tecnologías utilizadas 
3.1 JPSearch 
El motivo de investigación de este proyecto es evaluar el efecto de incluir una política 
de privacidad en una imagen. De entre todos los formatos de imagen, propietarios o libres, se 
ha escogido JPEG por ser un estándar que ofrece interacción de forma estructurada a los 
metadatos de las imágenes mediante su Schema. Para ello, JPEG lanzó el estándar JPSearch 
que nació de la necesidad de búsqueda y recuperación de metadatos, que también se puede 
encontrar bajo la norma ISO/IEC 24800, con el fin de ayudar a los diferentes sistemas de 
gestión de imágenes a interoperar. Básicamente proporciona un framework abstracto, así 
como una arquitectura de búsqueda modular y flexible. Además de facilitar el uso y la 
reutilización de los metadatos. 
 En otras palabras, JPSearch es un conjunto de especificaciones que apoya el 
enriquecimiento de las imágenes JPEG o JPEG 2000 con el almacenamiento de metadatos en 
las imágenes. JPSearch consta de un esquema y de la construcción de ontologías, de un 
formato de consulta, de un formato de archivo para metadatos incrustados en los datos de 
imagen y de un formato de intercambio de datos para los repositorios de imágenes. 
JPSearch es una especificación compuesta de varias partes, en concreto se divide en 
seis partes. Cada una de ellas cubre diferentes aspectos del estándar, en total cooperación 
para completar la especificación: 
1. La Parte 1 proporciona una visión global de JPSearch, explicando los componentes del 
framework y del sistema.  
2. La Parte 2 es la base, proporcionando la estandarización de un formato independiente 
de la plataforma para la importación, exportación y el intercambio de ontologías. 
Además del registro de ontologías que podrían ser importados a un sistema 
compatible JPSearch, también incluye las funciones estándar básicas para manipular y 
consultar una o más ontologías en un repositorio.  
3. La Parte 3 se centra en la funcionalidad de recuperación de imágenes entre los 
usuarios y los repositorios de imágenes. Más específicamente permite la expresión de 
criterios de búsqueda, la descripción del conjunto de resultados para la presentación 
preferida y finalmente define los procesos de gestión de consulta. El formato JPSearch 
de consulta (JPQF, JPSearch Query Format) es el lenguaje de consulta basado en XML 
que define la sintaxis de consultas intercambiada entre las aplicaciones cliente y los 
repositorios.  
4. La Parte 4 especifica el formato de intercambio de metadatos de la imagen que están 
incrustados en JPEG y JPEG-2000.  
5. La Parte 5 cubre el formato de intercambio de datos entre repositorios de imágenes, lo 






6. Finalmente, la Parte 6 proporciona el software de referencia que instancia la 
funcionalidad definida en las partes anteriores. Este software consta de cuatro Java-
basedmodules: el módulo de traducción de metadatos que ingiere los metadatos XML 
traducidos en el JPSearch Core Description y viceversa, la validación sintáctica y 
semántica de una consulta de entrada JPQF y salida igual al módulo de códec de 
metadatos incrustados que incorpora la descripción XML en formato de archivo 
JPSearch y finalmente el módulo repositorio de importación y exportación que permite 
el intercambio de metadatos JPSearch entre repositorios de imágenes. La figura 7 
muestra el esquema de diagrama de las partes JPSearch. 
 
 
Figura 7:Esquema de la relación entre las partes de JPSearch [19] 
 
Este proyecto se centra en la Parte 2 y en la Parte 4 de la especificación de JPSearch. La 
Parte 2 se utiliza para manipular los elementos definidos en los metadatos con el objetivo de 




La tabla 1 muestra los elementos de metadatos definidos en el esquema JPSearch Core: 
Identifier Title Description 
Width Height CreationDate 
ModifiedDate RightsDescription GPSPositioning 
Keyword Source RegionOfInterest 
PreferenceValue Rating OriginalImageIdentifier 
Creators Modifiers Publisher 
CollectionLabel   
Tabla 1: Elementos del esquema JPSearch Core 
En concreto, para resolver el problema de la inserción de información de privacidad en 
el interior una imagen JPEG, se propone el uso del elemento RightsDescription definido en el 
estándar JPSearch. En el siguiente fragmento se muestra un ejemplo del contenido y la 
estructura de este elemento: 
<RightsDescription> 
 <RightsDescriptionInformation> 
  Ubicación del estándar RightsDescription 
 </RightsDescriptionInformation> 
 <Description> 
  Descripción textual del estándar referenciado 
 </Description> 
 <ActualRightsDescriptionReference> 
RightsDescription actual. (Política de privacidad 




A su vez, la Parte 4 define cómo incluir los metadatos JPSearch en un fichero de 
imagen JPEG. Al ya existente marcador de aplicación llamado APP1 que contiene los 
metadatos de la imagen y a los datos de la propia imagen; se añade un nuevo marcador de 
aplicación llamado APP3 que se utiliza para contener la información de privacidad de los 
metadatos. 
 





Por otro lado, una vez se ha definido la estructura a seguir para trabajar con 
metadatos y se ha identificado el elemento RightsDescription que forma parte del estándar 
JPSearch es necesario proponer un lenguaje que permita definir políticas de privacidad 
basadas en XML que se puedan aplicar a la imagen. Con este objetivo se ha escogido el 
lenguaje XACML.  
Este estándar define un lenguaje declarativo de políticas de control de acceso 
implementado en XML y un modelo de procesamiento que describe cómo evaluar peticiones 
de acceso según unas reglas que previamente se han definido en políticas. La última versión, 
XACML 3.0, data de enero de 2013. La anterior versión, XACML 2.0, que también se emplea en 
este proyecto, data de febrero de 2005. 
XACML es un sistema de control de acceso basado en atributos (ABAC, Attribute Based 
Access Control) [15], donde los atributos asociados con un sujeto o una acción o un recurso se 
utilizan para decidir si otorgar o denegar el acceso a un usuario a un recurso de un modo 
concreto. 
El modelo XACML está preparado para gestionar las decisiones de acceso tanto de 
forma local, como de forma remota. En general, se recomienda una separación entre el punto 
de uso (cliente) y el punto donde se decide el acceso (servidor) ya que de este modo es más 
fácil actualizar un criterio de decisión cuando en la política se producen cambios. Al separar el 
cliente del servidor, la autorización de políticas puede ser actualizada en tiempo real y afectar 
a todos los clientes con efecto inmediato. La arquitectura XACML se describe en la figura 9: 
 




 PEP (Policy Enforcement Point): Intercepta la petición de acceso y la deriva al PDP. Más 
adelante cuando éste recibe una respuesta del PDP, genera una respuesta específica 
para el sistema que hizo la solicitud de acceso. 
 PAP (Policy Administration Point): Crea y administra las políticas de control. Envía al 
PDP la política que demanda. 
 PIP (Policy Information Point): Envía al PDP información acerca de los recursos, el 
entorno y los sujetos que precisan información de los valores de determinados 
atributos. PIP se encarga de buscar estos valores y añadirlos a la solicitud. Por ejemplo, 
la fecha actual. 
 PDP (Policy Decision Point): Evalúa las peticiones de acceso recibidas del PEP. Para ello 
solicita al PAP la política a la cual se quiere acceder y al PIP los valores de los atributos 
relacionados con el sujeto, el recurso y el entorno. Una vez obtiene todos estos datos 
toma una decisión y la envía al PEP. 
 
XACML se estructura en 3 niveles de elementos: 
 PolicySet: puede contener cualquier número de elementos tipo Policy y PolicySet. 
 Policy: puede contener cualquier número de elementos de tipo Rule. 
 Rule: contiene la unidad básica de etiquetas que conforman una política de acceso. 
 
Todos los elementos de tipo PolicySets, Policies, Rules y Requests utilizan los atributos 
Subject, Resource, Environment y Action. 
 El elemento Subject representa a la entidad que realiza la petición de acceso. Un 
sujeto puede tener uno o más atributos. 
 El elemento Resource representa los datos, el servicio o el sistema al que se quiere 
acceder. Un recurso puede tener uno o más atributos. 
 El elemento Action define qué tipo de acceso se va a realizar sobre el recurso. Una 
acción puede tener uno o más atributos. 
 El elemento Environment puede proporcionar información adicional de manera 
opcional. 
Todos los elementos deben utilizar el atributo Target que indica el conjunto de 
condiciones (Subject, Resource y Action) que van a ir incluidos en la política de acceso y que 
aplican en caso de recibir peticiones de acceso. 
El atributo Condition sólo puede ser usado por los elementos de tipo Rule. Este 
atributo puede utilizar una amplia gama de funciones para proporcionar al PDP la capacidad de 
comparación. Además puede ser utilizado para comparar dos o más atributos juntos, por 





XACML define una serie de algoritmos llamados Combining Algorithms que ayudan a 
resolver conflictos en caso de haya más de un elemento de tipo Rule dentro de una política de 
acceso y que lo que indican estos Rules se contradigan.  Estos algoritmos se identifican por los 
elementos RuleCombiningAlgId o PolicyCombiningAlgId y definen un procedimiento para llegar 
a una decisión de acceso dado los resultados individuales de evaluación de un conjunto de 
reglas o de políticas. 
La directiva Obligation actúa desde el punto de decisión de políticas (PDP) hacia el 
punto de aplicación de políticas (PEP) e indica el comportamiento que se debe ejecutar antes o 
después de que se apruebe un acceso. Un acceso aprobado por el PDP puede llegar a ser 
realizado o no dependiendo de si el PEP es capaz de cumplir con lo establecido en la directiva. 
Un ejemplo de una obligación podría tener este aspecto: 
 
Permitir acceso al recurso Noche Estrellada con atributo IDvisitante=x  
        if Subject match VisitanteHaPagadoEntrada 
        and action is view 
        with obligation 
           on Permit: do_Authorized_NocheEstrellada(IDvisitante, Subject, time) 
           on Deny: do_Unauthorized_NocheEstrellada(IDvisitante, Subject, time) 
En el anexo podemos encontrar ejemplos de políticas de acceso para las versiones 
XACML 2.0 y XACML 3.0. 
3.2.1. Diferencias entre XACML2.0 y XACML3.0 [20] 
 Obligaciones en reglas: En XACML 2.0, las obligaciones sólo pueden añadirse a los 
elementos tipo Policy y PolicySet. En XACML 3.0, los elementos tipo Rule también 
pueden contener obligaciones. 
 El elemento Content: en una solicitud XACML 2.0, sólo puede haber contenido XML 
dentro de la categoría de recurso como parte del elemento ResourceContent. En 
XACML 3.0, el elemento ResourceContent se generaliza en un elemento de contenido 
que se puede encontrar en cualquier categoría. 
 Alcance de expresiones XPath: En XACML 2.0, expresiones XPath se aplica a la raíz de 
la solicitud XACML. En XACML 3.0, expresiones XPath se aplican a la raíz del elemento 
de Content. 
 El elemento Target: En XACML 3.0 se permite realizar expresiones del tipo: “el sujeto X 
puede visualizar el recurso R o el sujeto S puede editar el recurso R” dentro de un 
mismo elemento Target. Mientras que en XACML 2.0 el máximo nivel de especificación 
de un Target era: “el sujeto X o el sujeto S pueden visualizar o editar el recurso R”. 
XACML 3.0 elimina la función disyuntiva y conjuntiva de los elementos Resources de 







El lenguaje de programación JAVA es el que se utiliza para realizar toda la 
implementación del código de este proyecto. JAVA es un lenguaje de programación de 
propósito general, concurrente y orientado a objetos. 
3.4 XML 
El lenguaje XML es el lenguaje en el que se basa XACML y que se utiliza para la 
generación tanto de las políticas de privacidad como de las peticiones de acceso. XML es un 
lenguaje de marcas utilizado para almacenar datos de forma legible. En la actualidad tiene un 
papel muy importante porque permite la compatibilidad entre sistemas para compartir 
información de manera segura, fiable y fácil ya que casi todos los lenguajes de programación 
poseen una librería especializada en “parsear” XML. 
3.5 AES y SHA-256 
Para proporcionar seguridad a los metadatos de la imagen y a la propia imagen y 
después de investigar los pros y los contras, se va a utilizar un cifrado hash SHA-256 y un 
algoritmo de clave simétrica como AES de 128 bits tanto para encriptar la política de acceso 
como para encriptar la imagen. El motivo por el que se ha escogido AES se atribuye a que 
dentro de los algoritmos de clave simétrica existentes, AES se considera más seguro y más 
rápido que DES y aunque no es más seguro, sí que es más rápido que TripleDES. Las librerías de 





4. Desarrollo del proyecto 
4.1 Arquitectura de la aplicación 
El proyecto propone dos aplicaciones para implementar el flujo que siguen las 
imágenes: La primera aplicación JPSearch Editor está destinada al creador de la imagen y es la 
encargada de introducir una política de privacidad. La segunda aplicación XACML Request 
Generator está pensada para el usuario que desee acceder a la imagen y básicamente 
comprueba que el usuario que solicita visualizar la imagen tiene permiso, comparando los 
datos personales del usuario con la política de privacidad de la imagen. 
 En primera instancia se partía de la aplicación JPSearch Editor que estaba desarrollada 
en lenguaje JAVA y contaba con el siguiente grupo de paquetes:  
 exif: Contiene las clases necesarias para almacenar los metadatos de tipo exif. 
 gui: Contiene las clases relacionadas con la interfície de usuario y la definición de cada 
pantalla. 
 jpsearch: Contiene las clases que definen, almacenan e interactúan con los metadatos 
JPEG. 
 jpsearchcore: Contiene una clase por cada uno de los tipos de metadatos definidos en 
el estándar JPSearch. 
 translation: Contiene las clases necesarias para la traducción de metadatos. 
 
A estas clases y paquetes se ha añadido otro paquete llamado criptography que 
contiene las clases implementadas para la encriptación. Además de modificar las clases ya 
existentes en los paquetes gui y jpsearchcore para conseguir la aceptación de la inclusión de la 
política de privacidad. 
En los anexos 3, 4, 5 y 6 se muestran los diagramas de paquetes y clases de este 
proyecto. En concreto, para los diagramas de clases, se ha hecho una selección de las más 
representativas y que facilitan la comprensión del funcionamiento de las aplicaciones. 
La creación de la aplicación XACML Request Generator se ha basado en la estructura 
de la anterior aplicación y también posee los paquetes jpsearch, jpsearchcore, translation y 
criptography. La lógica principal de esta aplicación se encuentra en el default package. 
En los anexos 7, 8, 9 y 10 se adjuntan ejemplos de políticas de acceso y peticiones de 
acceso en versiones XACML 2.0 y XACML 3.0. 
 
 4.2 Conexión entre aplicaciones 
La comunicación que se establece entre la aplicación JPSearch Editor y la aplicación 
XACML Request Generator es el método a seguir para llegar a la solución del problema 
planteado. Esta comunicación representa el flujo que sigue la imagen desde que se le 




1. El primer paso para conseguir la comunicación es facilitar al usuario la aplicación 
JPSearch Editor, capaz de editar los metadatos de las imágenes JPEG para añadir una 
política de privacidad en lenguaje XACML. 
2.  El segundo paso es salvar los metadatos y encriptar la información correspondiente 
a los metadatos Rights Description mediante criptografía simétrica (o criptografía de 
clave privada). 
3.  El tercer paso es encriptar la imagen completa utilizando criptografía simétrica. 
4. El cuarto paso consiste en proporcionar una segunda aplicación JAVA, necesaria 
para aquellos usuarios que deseen visualizar una imagen. Esta aplicación, llamada 
XACML Request Generator, es capaz de generar una petición de acceso en lenguaje 
XACML.  
5. El quinto paso es que XACML Request Generator desencripte la imagen. 
6. El sexto que desencripte la política. 
7. El séptimo paso es extraer la política integrada en la imagen y enviar la política junto 
a la petición de acceso al autorizador Balana y éste proporciona una respuesta al 
usuario (Cierto, Falso, No aplica). 
8. Finalmente, el octavo paso consiste en mostrar o no la imagen en función de la 
respuesta. En caso de no ser mostrada, se notifica al usuario con un mensaje. 





4.3. JPSearch Editor 
Tal y como se indica en el apartado punto de partida, se han realizado distintas 
modificaciones en la aplicación JPSearch Editor para adaptarla a las nuevas necesidades. Los 
cambios que se han producido son los siguientes: 
 Se ha adaptado la aplicación para que funcione con JAVA 8. Se han tenido que modificar 
todos los diálogos que aparecen en la aplicación. 
 Se ha añadido una nueva pestaña llamada Privacy en la que podemos editar los valores de 
las propiedades de los metadatos Actual Rights Description Reference y Actual Rights 
Description. El primero continúa siendo un campo de texto donde se puede incluir un 
enlace a una web donde se encuentre definida una política de privacidad a utilizar por la 
imagen. El segundo se convierte en un área de texto donde incluiremos una política 
definida en lenguaje XACML. Ambos son excluyentes, es decir, no podrán estar definidos a 
la vez. 
 El campo de texto Rights Description Information de la pestaña Additional Info se ha 
convertido en un Select Button, donde se le proporcionan al usuario las opciones que 
puede escoger para su política de privacidad: XACML 2, XACML 3 o vacío. 
 En la pestaña Additional Info se han redistribuido los objetos que componen la interfície 
con la intención de mostrar la pre visualización de la imagen a un tamaño superior. 
 Se ha añadido un botón titulado Update Metadata que permite salvar la información de 
forma rápida en cualquiera de las pestañas. 
 Se ha añadido control de errores para informar al usuario en caso de que alguna cosa no 
funcione bien. 
 Se ha añadido un icono de ayuda para que el usuario pueda consultarla en caso de 
necesidad. Este botón aparece en cada una de las diferentes pestañas; siempre ubicado en 
la misma posición para mantener la usabilidad de la aplicación. 
 






Figura 12: Composición de la interfície gráfica de la aplicación JPSearch Editor actual 
 
4.3.1 Implementación 
A continuación se detallan las dos funciones principales que se han desarrollado para 
esta aplicación. En primer lugar encontramos handleOpen(); Esta función se ejecuta al iniciar la 
aplicación cuando se quiere cargar una imagen o durante la edición de una imagen y se quiere 





Figura 13: La función handleOpen()se ejecuta abrir una imagen 
Para tener en cuenta todas las casuísticas, en primer lugar se comprueba que no haya 
ninguna imagen cargada o con datos sin guardar y envía un mensaje al usuario para que éste 
tenga en cuenta las consecuencias de la acción que está realizando. A continuación comprueba 
si la imagen que se quiere descartar no está encriptada y en ese caso realiza la encriptación de 
la imagen. Acto seguido se le permite al usuario escoger la imagen que quiere editar y se 
procede a su desencriptación. Seguidamente se leen todos los metadatos incrustados en la 
imagen y se cargan en los respectivos campos de la aplicación; en caso de que la imagen esté 
libre de metadatos se informa al usuario si quiere añadirlos. Finalmente se informa al usuario 
en caso de que se produzca un error al cargar los metadatos o si por el contrario todo ha 




En segundo lugar tenemos la función handleUpdate(). Esta función se ejecuta cuando 
el usuario desea salvar los cambios que ha realizado en los metadatos de la imagen. 
Figura 14: La función handleUpdate()se ejecuta cada vez que se guarda una imagen 
Primero comprueba que los campos ActualRightsDescriptionReference y 
ActualRightsDescription no estén rellenados con información a la vez, ya que sólo se permite 
tener una política de privacidad incluida en una imagen ya sea mediante un enlace a un sitio 
web donde aparezca la política que aplica para esa imagen o mediante una política escrita en 
el propio JPSearch Editor. Una vez realizada esta comprobación, se actualizan todos los 
metadatos de la imagen, se llama a cada uno de los “wrappers” encargados de facilitar la 
comunicación entre los metadatos en alto nivel y bajo nivel. Finalmente se guardan la nueva 





4.4 XACML Request Generator 
Esta aplicación se ha diseñado completamente desde cero. Su función es crear una 
petición de acceso a la imagen que el usuario introduce, extraer la política de acceso de la 
imagen que el usuario adjunta y enviar política y petición al autorizador para que este evalúe 
la petición contra la política y proporcione o no acceso a visualizar el contenido de la imagen.  
 
 
Figura 15: Diseño del login de la aplicación XACML Request Generator 
 
La pantalla inicial de la aplicación proporciona una autentificación básica de usuario 
con el objetivo de obtener un Subject que haga la petición de acceso a la imagen. Para 
proporcionar unos usuarios durante el entorno de desarrollo se ha creado en la aplicación un 
pequeño fichero llamado users.db que contiene los usuarios alberto:12345 y Silvia:67890, para 





Figura 16: Diseño del formulario de la aplicación XACML Request Generator 
 
Una vez el usuario se ha validado, aparece un formulario que el usuario debe rellenar 
con su información personal y adjuntar el recurso, imagen, que desea visualizar. A 
continuación, clicando en el botón Send Request, se realiza toda la lógica de la aplicación y en 
caso de que el autorizador responda afirmativamente se muestra la imagen que el usuario 
quiere visualizar; en caso de que responda negativamente se muestra al usuario un mensaje 
informativo y si se puede, un motivo, de porque no consigue visualizar la imagen. 
 
4.4.1 Implementación 
A continuación se detalla la función principal que se ha desarrollado para esta 
aplicación. La función bsend.addActionListener(new ActionListener()) responde al evento 











Una vez el usuario se dispone a enviar la petición, el programa se encarga de 
desencriptar la imagen de la cual se quiere extraer la política. El siguiente paso es desencriptar 
la política incluida en la imagen e incluirla en una variable de tipo String. A continuación, se 
genera una petición de acceso que también se almacena en un String. Esta petición se genera 
en versión XACML 2.0 o XACML 3.0, según lo que el creador de la política haya especificado en 
el campo RightsDescriptionInformation. Seguidamente, se convierten ambos strings en 
ficheros XML que son enviados al autorizador. La lógica que sigue el autorizador es la descrita 
en el apartado Estado del arte donde se describe el funcionamiento de XACML (PEP, PAP, 
PIP,...). Finalmente se evalúa la respuesta y se muestra la imagen en caso afirmativo y en caso 
contrario, aparece un mensaje de error. 
4.5 Algoritmos de encriptación implementados  
La parte algorítmica de este proyecto tiene un peso muy importante en su desarrollo 
global. Este proyecto precisa de 2 partes en las que aplicar encriptación. Por un lado, la política 
de acceso de la imagen que se incrusta en los metadatos se debe guardar de forma encriptada 
para añadir seguridad a la privacidad del usuario que genera el contenido. Por otro lado, es 
necesario que la imagen esté completamente cifrada para evitar que pueda ser visualizada en 
caso de que el visualizador de imágenes que utilice el usuario no esté preparado para tratar 
con metadatos JPEG. 
 
Proceso de encriptación AES para la política: 
 Se genera una clave AES aleatoriamente codificada en base64 [14]. 
 Se descodifica la clave. 
 Se cifra la política con un hash SHA-256. 
 Se encripta con AES [16].  
 
Figura 18: Encriptación de política de privacidad mediante el método AES, este código forma parte de la 




La función getCipher() es la que se encarga de inicializar el cifrador, con las variables 
de entorno que necesita y especifica el modo en que se inicializa el cifrador en función de un 
parámetro que indica modo encriptar o modo desencriptar. 
Finalmente, las funciones encrypt()/decrypt() se encargan de instanciar el cifrador y 
realizar la encriptación/desencriptación con el método doFinal. 
Proceso de encriptación para la imagen: 
 Se genera una clave AES aleatoriamente codificada en base64 [14]. 
 Se descodifica la clave. 
 Se encripta todo el contenido de la imagen, metadatos incluidos, en bloques de 1024 
bytes en 1024 bytes con AES [16]. 
Figura 19: Instanciación del método encriptador 
 
La función EncryptFile() es la que se encarga de configurar el cifrador con las variables 





Figura 20: Código del método que encripta la imagen 
La función encrypt() crea un nuevo fichero donde se almacenará la imagen encriptada. 
A continuación, se encarga de inicializar el cifrador, especificando el modo: modo encriptación 
o modo desencriptación. El siguiente paso es leer bloques de 1024Bytes de la imagen sin 
encriptar y aplicar el método de cifrado. Este paso se repite hasta que se ha procesado la 
imagen completamente y se almacena el nuevo fichero de imagen encriptado. 
La función decrypt(), es una analogía de la función encrypt(). La única diferencia es el 





5.1 Fases del proyecto 
Para realizar la planificación del proyecto hemos contado con 3 factores 
fundamentales:  
 recursos (materiales y humanos) 
 actividades (divididas en fases) 
 tiempo (cuánto tiempo se ha dedicado a cada actividad) 
 
Como recursos materiales se ha contado con un ordenador portátil con los programas 
necesarios para desarrollar el proyecto que han sido Eclipse y jdk1.8. Además, la aplicación que 
se rediseña y se programa llamada JPSearch Editor, también con documentación específica de 
JPSearch facilitada por el jefe de proyecto que se adjunta en la bibliografía. En relación a los 
recursos humanos utilizados se ha contar con los siguientes roles: programador, analista, jefe 
de proyecto y tester.  
Este proyecto se ha dividido en 3 fases para completar su ejecución: 
 Fase 1: Investigación y búsqueda de información. 
 Fase 2: Diseño de interfícies, implementación de código y desarrollo de 
documentación genérica. 
 Fase 3: Revisión del proyecto, desarrollo de documentación técnica y generación de 
memoria final. 
 
A continuación se describe a nivel de actividad si se ha realizado o no, si ha sido en el 
tiempo estimado o no y si ha llevado problemas o no. 
5.1.1 Fase 1: Investigación 
La fase 1 contiene las siguientes actividades: 
1. Definición del proyecto y su alcance. 
2. Búsqueda de información e investigación acerca del estándar JPSearch. 
3. Búsqueda de información e investigación acerca del estándar XACML. 
4. Investigar qué aplicaciones en la actualidad utilizan el estándar JPSearch y 
metadatos y con qué finalidad. 
5. Investigar qué aplicaciones en la actualidad utilizan el estándar XACML y con 
qué finalidad. 
6. Búsqueda de información e investigación acerca de cómo implementar 
criptografía simétrica y asimétrica en lenguaje JAVA. 
 
Esta fase se completó en el tiempo esperado, compaginada con la elaboración de la 




5.1.2 Fase 2: Diseño 
La fase 2 contiene las siguientes actividades: 
 7. Realizar cada uno de los entregables correspondientes a la documentación de GEP: 
Esta fue la primera tarea de la segunda fase, antes de empezar a desarrollar las 
aplicaciones. 
 
 8. Adaptar la aplicación JPSearch Editor de una versión de JAVA anterior y no 
compatible a una versión compatible y actual: Esta actividad llevó menos tiempo del 
esperado y se corrigieron los problemas que la aplicación tenía con la nueva versión de 
Java. El tiempo restante se aprovechó en realizar la comprensión del código heredado 
que era una actividad que no se había tenido en cuenta, en la planificación inicial. 
 
 9. Rediseño de la interfície de usuario de la aplicación JPSearch Editor para facilitar la 
accesibilidad e incluir nuevas pestañas a la aplicación: Esta actividad se cerró acorde a 
la planificación, aunque espaciada en el tiempo ya que se tuvo que llegar a un 
compromiso entre las propuestas que realizaba el programador y las enmiendas que 
realizaba el jefe del proyecto con el fin de obtener una aplicación usable y accesible. 
 
 10. Desarrollar funcionalidades asociadas a los cambios realizados en la interfície de 
usuario de JPSearch Editor: Esta actividad empezó más tarde de lo esperado, aunque 
se consiguió cumplir con la planificación. Una vez cerrada la propuesta final de 
interfície. Se trabajó en: 
1 El desarrollo de una nueva pestaña llamada “Privacy”. 
2 El rediseño del resto de pestañas con el objetivo de organizar mejor la 
información. 
3 La adición de un nuevo botón de ayuda. 
4 El cambio del flujo que seguía la información al guardar y al abrir para que se 
tuviese en cuenta si se querían modificar o no los metadatos de la imagen. 
 
 11. Implementar encriptación en las partes especificadas en el apartado 
“formulación del problema” de JPSearch Editor: Esta actividad ha llevado más tiempo 
del esperado ya que ha sido difícil encontrar la manera de encriptar sólo una parte de 
los metadatos. Una vez encontrada la forma, me encontré con el problema de que no 
era capaz de interpretar la política XACML encriptada e incluirla en la imagen. 
Finalmente se ha decidido cambiar la forma de encriptar la política y ahora, ésta, se 
almacena en forma de String encriptado. Como era de esperar, esta es una de las 





 12. Diseño de la interfície de usuario de la aplicación XACML Request Generator: Esta 
actividad se ha llevado a cabo de la misma forma que la actividad 8 dónde se diseñó la 
interfície de usuario de la aplicación JPSearch Editor. También ha tardado un poco más 
de la cuenta, pero ha finalizado de forma satisfactoria. 
 13. Desarrollar funcionalidades asociadas a la interfície de usuario de XACML 
Request Generator: Esta actividad finalizó en el tiempo esperado a pesar de que se 
han tenido que programar funcionalidades complejas, como la generación de una 
petición de acceso en tiempo real o la extracción de la política de la imagen o el envío 
de la información al autorizador o el tratamiento de la respuesta; con la experiencia 
adquirida en las actividades anteriores, la realización de ésta se aceleró. 
 
 14. Implementar desencriptación en las partes especificadas en el apartado 
“formulación del problema” de XACML Request Generator: Esta actividad se ha 
realizado en menos tiempo del esperado porque trata la parte opuesta a la actividad 
11, dónde se encripta la política.  
 
 15. Desarrollar el comportamiento de la aplicación XACML Request Generator al 
tratar la respuesta del autorizador: Esta tarea se ha añadido como una nueva tarea de 
fase 2. Inicialmente no pensaba que esta parte pudiese llegar a tener entidad propia, 
pero una vez iniciado el desarrollo he observado que debe separarse del resto y 
tratarse específicamente. El motivo es que el autorizador puede enviar distintos 
mensajes de respuesta y solo se contemplaban dos escenarios Permit o Deny. Esta 
actividad ha finalizado sin problemas aunque ha provocado una pequeña 
reestructuración de las tareas. 
  
 16. Encriptación completa de la imagen: Esta tarea como la anterior se ha añadido a la 
fase 2. En ella se ha invalidado el visionado de la imagen a menos que el usuario que 
quiera visualizar la imagen sea el destinatario que cumple las condiciones descritas en 
la política de acceso. En la aplicación JPSearch Editor se desencripta la imagen al 
abrirla con el editor y se encripta cuando se cierra el editor o se cambia de imagen. En 
la aplicación XACML Request Generator se desencripta la imagen para extraer la 
política de acceso y se encripta en caso de que el autorizador no aprueba la petición 
de acceso o se cierre la aplicación. Esta tarea se ha completado satisfactoriamente 
aunque se han dedicado más horas de las esperadas debido a que se ha intentado 
encriptar solo la parte correspondientes a los datos de imagen pero este objetivo no se 




5.1.3 Fase 3: Revisión 
La fase 3 se desglosa en las siguientes actividades: 
 17. Redactar la documentación correspondiente a la parte técnica del proyecto. 
 18. Componer la memoria final a partir de la documentación generada. 
 19. Realizar las comprobaciones necesarias para validar que el producto se ajusta a 
los objetivos planteados. 
 
Esta fase se ha completado de forma correcta. Se ha redactado la memoria técnica y se 
ha generado la documentación final. La aplicación se ha testeado en diversas ocasiones y se 
comprueba que responde de manera afirmativa y no produce errores. Seguidamente se 
muestra un cronograma de la realización de este proyecto: 
 
 Nombre de la tarea Septiembre Octubre Noviembre Diciembre Enero       
1 Definición del proyecto      
2 Investigación JPSearch      
3 Investigación XACML      
4 Aplicaciones que usan 
JPSearch , estado del arte 
     
5 Aplicaciones que usan XACML, 
estado del arte 
     
6 Criptografía simétrica y 
asimétrica en JAVA 
     
7 GEP      
8 Adaptar JPSearch Editor a 
versión actual 
     
9 Rediseño de la interfície de 
JPSearch Editor 
     
10 Desarrollar nuevas 
funcionalidades y cambios 
asociados a JPSearch Editor 
     
11 Implementar encriptación 
JPSearch Editor 
     
12 Diseño de la interfície de 
XACML Request Generator 
     
13 Desarrollar funcionalidades de 
XACML Request Generator 
     
14 Implementar desencriptación 
XACML Request Generator. 
     
15 Particularidades XACML 
Request Generator 
     
16 Encriptación completa de la 
imagen 
     
17 Redactar documentación parte 
técnica del proyecto 
     
18 Componer memoria final      






En conclusión podemos observar que la adición de las tareas nº15 y nº16 han 
producido una severa desviación sobre la planificación inicial del proyecto ya que se han 
añadido 100 horas más al proyecto. Aunque, gracias a que algunas tareas de la fase 2 
finalizaron antes de lo previsto; al finalizar el proyecto la huella real, de estas 2 nuevas tareas, 
es de tan sólo de 20 horas. Esta diferencia se puede apreciar en las Tablas 2 y 3: 
 
  Septiembre Octubre Noviembre Diciembre Enero 
Fase 1 120 horas          
Fase 2   588  horas      
Fase 3         88 horas  
Tabla 2: Planificación temporal de las tareas 
 
  Septiembre Octubre Noviembre Diciembre Enero 
Fase 1 120 horas          
Fase 2   608  horas      
Fase 3         88 horas  
Tabla 3: Planificación final de las tareas 
 
En el anexo 1 se adjunta el diagrama de Gantt donde podemos encontrar la 
planificación de las tareas que se especificaron al inicio del proyecto. Seguidamente, en el 
anexo 2, se encuentra el diagrama de Gantt actualizado con los ajustes correspondientes a las 
nuevas necesidades del proyecto. La fase 1 se ha mantenido intacta y se ha cumplido a la 
perfección. La fase 2 ha cambiado en la parte final mediante la adición de dos nuevas tareas y 





6. Gestión económica  
6.1 Presupuesto inicial 
6.1.1 Identificación de los costes 
Teniendo en cuenta que este proyecto se ha realizado en casa del autor, se ha 
desarrollado un presupuesto en el que se han considerado los siguientes elementos:  
 Costes directos por actividad 
o Mano de obra del programador 
o Mano de obra del analista 
o Mano de obra del jefe de proyecto 
o Mano de obra del tester  
o Equipo personal (portátil) 
o Software: Eclipse, Java y jdk 1.8. 
 Costes indirectos 
o Consumo eléctrico del equipo personal 
o Conexión a Internet 
o Tarifas de transporte público 
o Alquiler del local 
 Amortizaciones 
o Hardware 
o Software amortizado por ser Software Libre 
 Contingencias 
o Desviaciones de las actividades 9, 10 y 12 
 Imprevistos 
o Modificación tecnológica de la versión de jdk de 1.6 a 1.8 
6.1.2 Estimación de los costes 
En la figura siguiente se muestran los salarios pertenecientes a cada rol. Estos salarios 




Jefe de Proyecto (J) y Analista (A) 20€/h 
Programador (P) y Tester (T) 10€/h 






6.1.2.1 Costes directos 
 Costes recursos humanos: 
 
Tabla 5: Costes de recursos humanos Inicial 
 
 Costes recursos materiales: 
El coste de los recursos materiales se obtiene de realizar el cálculo de amortización del 
equipo personal, el hardware:  
(Precio de compra del equipo personal / (años de amortización * días laborables al año * horas 
de uso diario)) * Horas de uso del equipo durante el proyecto =  
(380 / (4 * 230 * 8)) * 768 = 39,65€ 
 
6.1.2.2 Costes indirectos 
 Consumo eléctrico del equipo personal: 
A partir de la factura eléctrica del hogar se ha calculado un coste fijo de 0,026€/h y un 
coste por energía consumida de 0,14€/KWh. Teniendo en cuenta que el equipo 
personal tiene un consumo de 120W/h y que las horas totales de uso son 768h, el 
coste del consumo de electricidad derivado por el equipo personal es:  
(Coste fijo + (Coste energía consumida * consumo equipo))* Horas de consumo =  
(0,026 + (0,14 * 0,120)) * 768 = 32,87€  
 Conexión a Internet: 
La cuota de acceso a Internet es de 55 €/mes, por tanto, el coste de conexión a 
Internet es: (cuota acceso Internet / días mes / horas día) * horas de consumo =  




 Tarifas de transporte público: 
Una T-10 tiene un precio de 9,95 euros por 10 viajes. Se considera que 
aproximadamente van a tener lugar unas 10 reuniones con la directora y los viajes son 
de ida y vuelta, por tanto, el coste en transporte público es:  
Precio T-10 * (20 viajes/10 viajes T10) = 9,95 * 2 = 19,9€  
 
 Alquiler del local: 
 El coste del local se considera 0€ debido a que la casa del autor está amortizada. 
 
 Contingencias e imprevistos: 
Se ha asignado un período de 4 días laborables, es decir 32 horas del proyecto para 
imprevistos y desviaciones de las tareas. Estas horas se han contabilizado como una 
tarea en la asignación de recursos humanos, en concreto la última tarea de “Revisión 
del producto”. El coste para el cálculo del presupuesto es de 1.600 €. 
 
 Amortizaciones: 
En este trabajo se ha considerado una amortización del hardware de 4 años, ya 
incluida en el cálculo de costes de recursos materiales. 
Así mismo también el software queda amortizado, ya que se trata de software libre y 
por tanto su coste es 0€. 
 
6.1.3 Coste total 
 





6.2 Presupuesto final 
El presupuesto se ha visto modificado a causa de un incremento de las horas 
necesarias en la producción de los recursos humanos. A continuación se detalla la tabla 7 de 
costes de recursos humanos final donde se muestran las tareas, con su duración estimada y su 
parte proporcional de recursos destinados. En la última columna se muestran los costes de las 
tareas y el coste final, basado los salarios mostrados en la tabla 4. 
 
 
Tabla 7: Costes de recursos humanos Final 
 
Seguidamente se detalla la tabla 8 de Coste Total Final del proyecto: 
 
 






La metodología de trabajo utilizada es el desarrollo ágil de software. En el cuál se han 
utilizado iteraciones (una iteración se considera el software desarrollado en una unidad de 
tiempo [12]) de aproximadamente 2 semanas en las que se han planificado pequeños 
objetivos a conseguir durante la iteración, se han añadido nuevas funcionalidades, se ha 
realizado corrección de errores de iteraciones pasadas y se ha generado la documentación 
necesaria para completar la memoria final del proyecto.  
Para gestionar el proyecto de una forma eficiente y facilitar el feedback entre el 
alumno y la directora del proyecto se ha utilizado una herramienta web para planificar tareas, 
llamada Trello [21]. De esta forma el alumno ha tenido una guía de cuál es el siguiente paso a 
seguir, ya que durante las reuniones con la directora se han definido cada una de las tareas a 
realizar durante esa iteración. Gracias a esta herramienta, la directora ha sido conocedora en 
cada momento de que trabajo estaba realizando el alumno, además de las reuniones 
presenciales que se han realizado durante el desarrollo del producto. También ha sido una 
herramienta muy potente porque en el contexto del proyecto, ha establecido un canal de 
comunicación bidireccional entre los integrantes del proyecto y cualquiera de los integrantes 
ha podido hacer una aportación directa al planificador para que el resto de miembros hayan 
podido observar los cambios en tiempo real. Esto ha sido de gran importancia durante el 
desarrollo ya que, en momentos puntuales, ha evitado posibles errores por falta de 
comunicación.  
La directora se ha encargado de validar que las tareas planificadas para cada iteración 





8. Identificación de leyes y regulaciones 
Como se ha introducido con anterioridad, es difícil establecer los límites de privacidad 
de las imágenes que los usuarios publican en Internet. No obstante, existen leyes sobre la 
privacidad del individuo y la propiedad intelectual de las obras que se crean que respaldan 
este proyecto y darían una legislación de base para aplicarla en caso que el proyecto 
evolucionará para ser consumido por el gran público. 
Se observa que existen leyes a todos los niveles y que empezaré describiendo desde 
las más globales a las más particulares.  
 
A nivel internacional encontramos el artículo 12 de la Declaración de los derechos 
humanos (DUDH), sobre el derecho a la privacidad: 
 
“Nadie será objeto de injerencias arbitrarias en su vida privada, su familia, su domicilio 
o su correspondencia, ni de ataques a su honra y su reputación. Toda persona tiene derecho a 
la protección de la ley contra tales injerencias o ataques.” 
 
El artículo 12 se refiere al derecho a la intimidad y defiende que nadie tiene derecho a 
la intromisión en la vida privada, en domicilio, correspondencia, honra o reputación. Por tanto 
si lo aplicamos a este proyecto, ya hemos visto ejemplos en los que se han publicado imágenes 
de la vida privada de los individuos sin consentimiento de estos. 
 
El mismo texto se incluye en el artículo 17 del Pacto internacional de los derechos 
civiles y políticos (PIDCP). 
 
A nivel europeo se encuentra el artículo 8 del Convenio para la protección de los 
derechos humanos y libertades fundamentales (CEDH), sobre el derecho a la vida privada y 
familiar: 
1. Toda persona tiene derecho al respeto de su vida privada y familiar, de su domicilio y 
de su correspondencia. 
2. No podrá haber injerencia de la autoridad pública en el ejercicio de este derecho, 
sino en tanto en cuanto esta injerencia esté prevista por la ley y constituya una medida que, en 
una sociedad democrática, sea necesaria para la seguridad nacional, la seguridad pública, el 
bienestar económico del país, la defensa del orden y la prevención del delito, la protección de la 
salud o de la moral, o la protección de los derechos y las libertades de los demás.” 
 
Este artículo es casi una extensión del artículo 12 de los Derechos humanos, 
incluyendo además a la administración pública, la cual tampoco podrá atentar contra el 






También a nivel europeo encontramos los artículos 7 y 8 de la Carta de los derechos 
fundamentales de la unión europea (CDFUE): 
 
Artículo 7: Respeto a la vida privada y familiar 
Toda persona tiene derecho al respeto de su vida privada y familiar, de su domicilio y 
de sus comunicaciones. 
 
Artículo 8: Protección de datos de carácter personal 
1. Toda persona tiene derecho a la protección de los datos de carácter personal que la 
conciernan. 
2. Estos datos se tratarán de modo leal, para fines concretos y sobre la base del 
consentimiento de la persona afectada o en virtud de otro fundamento legítimo previsto por la 
ley. Toda persona tiene derecho a acceder a los datos recogidos que la conciernan y a obtener 
su rectificación. 
3. El respeto de estas normas estará sujeto al control de una autoridad independiente. 
 
En estos artículos que son más recientes se empiezan a intuir cambios en la legislación 
para incluir todo tipo de comunicaciones y no sólo la correspondencia escrita. De este modo se 
pueden incluir también las nuevas tecnologías. 
 
Por último nos encontramos dentro del marco nacional con el artículo 18 de la 
constitución española (CE): 
  1. Se garantiza el derecho al honor, a la intimidad personal y familiar y a la propia 
imagen. 
 2. El domicilio es inviolable. Ninguna entrada o registro podrá hacerse en él sin 
consentimiento del titular o resolución judicial, salvo en caso de flagrante delito. 
 3. Se garantiza el secreto de las comunicaciones y, en especial, de las postales, 
telegráficas y telefónicas, salvo resolución judicial. 
 4. La ley limitará el uso de la informática para garantizar el honor y la intimidad 
personal y familiar de los ciudadanos y el pleno ejercicio de sus derechos. 
 
En especial dentro de este artículo se encuentra el punto 4 en el que se aclara que se 
limitará el uso de la informática para proteger el derecho a la privacidad.  
 
También dentro del marco nacional, la Ley Orgánica de 1982 establece diversos 
artículos que extienden lo ya garantizado en el artículo 18 de la CE: 
 
Artículo 1:  
1. El derecho fundamental al honor, a la intimidad personal y familiar y a la propia 
imagen, garantizado en el artículo 18 de la Constitución, será protegido civilmente frente a 





2. Cuando la intromisión sea constitutiva de delito, se estará a lo dispuesto en el Código 
penal. No obstante, serán aplicables los criterios de esta ley para la determinación de la 
responsabilidad civil derivada del delito. 
3. El derecho al honor, a la intimidad personal y familiar y a la propia imagen es 
irrenunciable, inalienable e imprescriptible. La renuncia a la protección prevista en esta ley será 
nula, sin perjuicio de los supuestos de autorización o consentimiento a que se refiere el artículo 
segundo de la esta ley. 
 
Artículo 2:   
1. La protección civil del honor, la intimidad y de la propia imagen quedará delimitada 
por las leyes y por los usos sociales atendiendo al ámbito que, por sus propios actos, mantenga 
cada persona reservado para sí misma o su familia. 
2. No se apreciará la existencia de intromisión ilegítima en el ámbito protegido cuando 
estuviere expresamente autorizado por ley o cuando el titular del derecho hubiese otorgado al 
efecto su consentimiento expreso. 
3. El consentimiento a que se refiere el párrafo anterior será revocable en cualquier 
momento, pero habrán de indemnizarse, en su caso, los daños y perjuicios causados, 
incluyendo en ello expectativas justificadas. 
 
Artículo 7: Tendrán consideración de intromisiones ilegítimas en el ámbito de la 
protección delimitado por el artículo segundo de esta ley: 
1. El emplazamiento en cualquier lugar de aparatos de escucha, de filmación, de 
dispositivos ópticos o de cualquier otro medio apto para grabar o reproducir la vida íntima de 
las personas. 
2. La utilización de aparatos de escucha, dispositivos ópticos o de cualquier otro medio 
para el conocimiento de la vida íntima de las personas o de manifestaciones o cartas privadas 
no destinadas a quien haga uso de tales medios, así como su grabación, registro o 
reproducción. 
3. La divulgación de hechos relativos a la vida privada de una persona o familia que 
afecten a su reputación y buen nombre, así como la revelación o publicación del contenido de 
cartas, memorias u otros escritos personales de carácter íntimo. 
4. La revelación de datos privados de una persona o familia conocidos a través de la 
actividad profesional u oficial de quien los revela. 
5. La captación, reproducción o publicación por fotografía, filme, o cualquier otro 
procedimiento, de la imagen de una persona en lugares o momentos de su vida privada o fuera 
de ellos, salvo los casos previstos en el artículo octavo, dos. 
6. La utilización del nombre, de la voz o de la imagen de una persona para fines 
publicitarios, comerciales o de naturaleza análoga. 
7. La divulgación de expresiones o hechos concernientes a una persona cuando la 





Artículo 8:   
1. No se reputarán, con carácter general, intromisiones ilegítimas las actuaciones 
autorizadas o acordadas por la Autoridad competente de acuerdo con la ley, ni cuando 
predomine un interés histórico, científico o cultural relevante. 
2.  En particular, el derecho a la propia imagen no impedirá: 
a) Su captación, reproducción o publicación por cualquier medio, cuando se 
trate de personas que ejerzan un cargo público o una profesión de notoriedad o 
proyección pública y la imagen se capte durante un acto público o en lugares 
abiertos al público. 
b) La utilización de la caricatura de dichas personas, de acuerdo con el uso 
social 
c) La información gráfica sobre un suceso o acaecimiento público cuando la 
imagen de una persona determinada aparezca meramente accesoria. 
 
En caso del no cumplimiento de estos artículos las penas se regulan a través del código 
penal en los siguientes artículos: el artículo 197.1 del Código Penal [23] que trata sobre el 
descubrimiento y revelación de secretos y que castiga con penas de prisión de 1 a 4 años y 
multa, “el apoderamiento de documentos o efectos personales y la interceptación de 
comunicaciones”. El delito se produce cuando un tercero se hace con documentos o efectos 
personales de alguien. Por otro lado, también podría aplicarse el artículo 197.2 del Código 
Penal que trata sobre el delito contra los secretos informáticos, que castiga con entre 2 y 5 
años de cárcel por apoderarse, utilizar o modificar, sin autorización y en perjuicio de un 
tercero, datos de carácter personal o familiar con el propósito de vulnerar y descubrir la 
intimidad de otro, o el artículo 197.3 del Código Penal con prisión de 2 a 5 años la “difusión, 
revelación o cesión de datos, hechos o imágenes” obtenidos en las conductas del artículo 
197.1 y 197.2 citados. 
 
Por último, y refiriéndome a la parte más técnica del proyecto también se ha de 
valorar que este proyecto también está regulado por el estándar JPSearch, ya que los 
metadatos de las imágenes deben seguir la estructura que marca el esquema de JPSearch para 
que la imagen se considere parte de JPEG. 
 
En general podemos observar como desde la legislación internacional a la nacional 
este proyecto que se centra en la privacidad ayudaría en el cumplimiento de las leyes citadas 
anteriormente, por tanto considero que mi proyecto contribuye a un beneficio social, ya que 





9. Conclusiones y trabajo futuro 
9.1 Dificultades 
 La realización de este proyecto ha sufrido dificultades y algún que otro problema 
aunque se han conseguido solventar también es relevante que aparezcan ya que han influido 
en el desarrollo global del proyecto. Inicialmente se partía de una aplicación ya desarrollada y 
esto acabando convirtiéndose en un arma de doble filo. Por un lado, es una aplicación que ya 
estaba acabada y que era capaz de acceder a los metadatos. Por el otro, y no tan bueno, 
estaba hecha en una versión de JAVA antigua, jdk1.6, y hubo que adaptarla a una versión 
actual como, jdk1.8. Además de que era un proyecto que partía con un conjunto de paquetes y 
clases de las que se desconocía su funcionalidad y se invirtió una cantidad de tiempo 
considerable en su estudio.  
Durante el desarrollo sufrí un pequeño problema de corrupción de una clase e 
interfície de la aplicación JPSearch Editor y perdí varios días en volver a rehacer esa parte del 
código. 
Finalmente, la ocurrencia de algunos imprevistos, sumados a las pequeñas dificultades 
sufridas ha provocado que la encriptación de la imagen se haya tenido que hacer 
completamente. En primera instancia el objetivo era encriptar solo la parte de la imagen 
correspondiente a los datos de imagen y de añadir el marcador de aplicación APP11 a la 
organización de la imagen para que cumpla con el estándar JPSearch, tal y cómo se puede 




Inicialmente, imaginaba que este proyecto sería una aplicación habitual que ofrecería 
al usuario una funcionalidad similar a algún producto ya existente, pero me equivocaba 
completamente. A medida que avanzaba la investigación y el desarrollo de las aplicaciones me 
daba cuenta de que el campo que he estado tratando es muy amplio e intervienen muchas 
variables: desde el formato de la imagen, pasando por la forma en que se introduce la política 
de acceso, hasta determinar cómo se evalúan. Todas estas variables han representado 
circunstancias complejas que solventar además de comprender cómo actuaban en conjunto 




La realización de este trabajo me ha hecho reflexionar y ver que tan sólo estoy 
evaluando “la punta de un iceberg” y que desde el punto actual hasta una futura 
implementación global, existe todavía una distancia muy grande por recorrer. También me ha 
hecho ver la dificultad que existe en el campo de la investigación. Al investigar debes sortear 
una gran cantidad de dificultades a diario, no hay nada hecho, y debes usar el ingenio para 
poder avanzar en la realización del proyecto. 
En líneas, generales se puede comprobar que este proyecto cumple con su cometido, 
es decir, podemos aplicar privacidad a las imágenes JPEG y éstas sólo pueden ser visualizadas 
por usuarios autorizados. Además, la realización de este proyecto refuerza la aplicabilidad de 
la legislación vigente en lo relacionado a la privacidad y protección de datos de los usuarios. 
 
9.3 Trabajo futuro 
Cabe destacar que en el desarrollo de este proyecto se cuenta con un pequeño 
hándicap, ya que en el entorno de desarrollo, las aplicaciones no se conectan en ningún 
momento a Internet, con lo cual no se ha podido implementar un sistema RSA de clave 
pública/clave privada para cifrar/descifrar la imagen que sería el método criptográfico más 
conveniente para trabajar entre las dos aplicaciones [29]. 
Tampoco se ha podido generar una clave AES aleatoria diferente para cada imagen ya 
que no había forma de compartir esta clave entre aplicaciones. De todas formas, el hecho de 
no disponer de Internet es un hecho aislado ya que en un entorno real no existirían estos 
problemas y se podría implementar una infraestructura de claves públicas (PKI, Public Key 
Infraestructure) que permitiría la ejecución de operaciones con garantías durante las 
transacciones entre aplicaciones. 
Por un lado, esta aplicación está destinada a un público muy concreto: usuarios 
expertos que conozcan JPSearch, su estructura y el manejo de metadatos. Es de esperar que, 
con el tiempo, este hándicap deje de ser un obstáculo y sea usable por público procedente de 
cualquier ámbito. Por otro, este proyecto es una primera toma de contacto con el mundo real. 
Hay muchas mejoras por aplicar y mucho trabajo que hacer en caso de que este proyecto se 
implementara a nivel global. Las mejoras que se proponen son las siguientes: 
 La aplicación JPSearch Editor permita añadir políticas de privacidad a la imagen desde 
un fichero. 
 Permitir la inclusión de nuevos estándares para definir políticas de privacidad, distintos 
de XACML 2.0 y XACML 3.0. 
 Permitir nuevas acciones sobre las imágenes. Por ejemplo la descarga. 





 Conectar ambas aplicaciones a un servicio que proporcione las claves públicas de las 
imágenes a las que queremos acceder, en función del usuario. De este modo se podría 
cambiar el método de encriptación a un algoritmo de clave pública, como RSA y los 
usuarios podrían acceder a un lugar seguro para intercambiar claves. 
 Crear un webservice que realice las operaciones del autorizador, para que sea 
accesible desde cualquier parte del mundo. 
 Hacer ambas aplicaciones multiplataforma. 
 Incluir un configurador de políticas en los dispositivos que tomen imágenes. 
 Cambiar la configuración de los visualizadores de imágenes de los diferentes sistemas 
operativos para que incluyeran el acceso a metadatos y realizaran las comprobaciones 
correspondientes antes de dar acceso. 
 Recoger los datos de perfil del usuario del equipo donde tenga sesión iniciada para 
realizar las peticiones de acceso, en lugar de mantener una base de datos de usuarios 
que no permite el acceso a cualquier usuario. 
 Se pueden definir políticas de acceso mucho más complicadas. 
 Comprobar si se puede extender esta idea a otros formatos de imagen como 
JPEG2000, PNG, GIF, TIFF... 
 Comprobar si se puede extender esta idea a formatos de vídeo, tanto MPEG (Moving 
Picture Experts Group) cómo de otros formatos. 
 
La realización de todos estos puntos cambiaría el concepto de visualización de imagen 
que tenemos actualmente. Ya que, antes de crear nuevas imágenes deberíamos configurar 
nuestros dispositivos con una política de acceso. Por otro lado, el hecho de “abrir” una imagen 
no sería tan sencillo como hasta ahora. En un futuro un usuario podría no visualizar la imagen 
que otro le ha enviado si no cumple con una serie de requisitos. Estas pequeñas acciones 
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Anexo 1: Diagrama de Gantt Inicial 
  Nombre Duración Inicio Fin Predecesoras 
1 Definición del proyecto 8h 01/09/2015 01/09/2015  
2 Investigación JPSearch 24h 02/09/2015 04/09/2015 1 
3 Investigación XACML 40h 07/09/2015 11/09/2015 1 
4 
Aplicaciones que usan 
JPSearch , estado del arte 20h 14/09/2015 17/09/2015 1 
5 
Aplicaciones que usan 
XACML, estado del arte 16h 18/09/2015 23/09/2015 1 
6 
Criptografía simétrica y 
asimétrica en JAVA 12h 25/09/2015 29/09/2015 1 
7 GEP 140h 15/09/2015 16/10/2015 1,2,3,4FF,5FF 
8 
Adaptar JPSearch Editor a 
versión actual 40h 19/10/2015 23/10/2015  
9 Rediseño de la interfície 
de JPSearch Editor 40h 26/10/2015 30/10/2015 2,3,8 
10 
Desarrollar nuevas 
funcionalidades y cambios 
asociados a JPSearch 
Editor 104h 02/11/2015 18/11/2015 9 
11 
Implementar encriptación 
JPSearch Editor 40h 19/11/2015 25/11/2015 6,7,10 
12 
Diseño de la interfície de 
XACML Request Generator 40h 26/11/2015 02/12/2015 2,3 
13 
Desarrollar 
funcionalidades de XACML 




Request Generator. 64h 21/12/2015 31/12/2015 6,7,13 
15 
Redactar documentación 
parte técnica del proyecto 32h 04/01/2016 08/01/2016 8,9,10,11,12,13,14 
16 Componer memoria final 24h 11/01/2016 13/01/2016 7,15 












Anexo 2: Diagrama de Gantt actualizado 
  Nombre Duración Inicio Fin Predecesoras 
1 Definición del proyecto 8h 01/09/2015 01/09/2015   
2 Investigación JPSearch 24h 02/09/2015 04/09/2015 1 
3 Investigación XACML 40h 07/09/2015 11/09/2015 1 
4 Aplicaciones que usan 
JPSearch , estado del arte 20h 14/09/2015 17/09/2015 1 
5 
Aplicaciones que usan 
XACML, estado del arte 16h 18/09/2015 23/09/2015 1 
6 Criptografía simétrica y 
asimétrica en JAVA 12h 25/09/2015 29/09/2015 1 
7 GEP 144h 15/09/2015 16/10/2015 1,2,3,4FF,5FF 
8 
Adaptar JPSearch Editor a 
versión actual 40h 19/10/2015 23/10/2015   
9 
Rediseño de la interfície de 
JPSearch Editor 40h 26/10/2015 30/10/2015 2,3,8 
10 
Desarrollar nuevas 
funcionalidades y cambios 
asociados a JPSearch Editor 96h 02/11/2015 18/11/2015 9 
11 Implementar encriptación 
JPSearch Editor 48h 19/11/2015 25/11/2015 6,7,10 
12 
Diseño de la interfície de 
XACML Request Generator 48h 26/11/2015 03/12/2015 2,3 
13 Desarrollar funcionalidades 
de XACML Request Generator 48h 04/12/2015 11/12/2015 12 
14 
Implementar desencriptación 
XACML Request Generator. 44h 12/12/2015 17/12/2015 6,7,13 
15 
Particularidades XACML 
Request Generator 40h 18/12/2015 23/12/2015 12,13,14 
16 
Encriptación completa de la 
imagen 40h 24/12/2015 31/12/2015   
17 
Redactar documentación 
parte técnica del proyecto 32h 04/01/2016 08/01/2016 8,9,10,11,12,13,14 
18 Componer memoria final 24h 11/01/2016 13/01/2016 7,15 
19 

































Anexo 7: Ejemplo de política de privacidad XACML 2.0 
La política de privacidad incluida a continuación describe en lenguaje XACML 2.0 que la imagen titulada Desert.jpg puede ser visualizada por 
cualquier usuario antes de final de año, en concreto, antes del 01/01/2017. 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<Policy PolicyId="urn:isdcm:policyid:1" RuleCombiningAlgId="urn:oasis:names:tc:XACML:1.0:rule-combining-algorithm:first-
applicable"> 
 <Description> Desert.jpg </Description> 
 <Rule Effect="Permit" RuleId="urn:oasis:names:tc:XACML:2.0:ejemplo:Desert">  
<Description> Cualquier usuario puede visualizar la imagen urn:mimage:Desert.jpg antes de final de año 
</Description> 
  <Target> 
   <Subjects> 
          <AnySubject/> 
       </Subjects> 
   <Resources>  
    <Resource>  






     </ResourceMatch>  
    </Resource>  
   </Resources>  
   <Actions>  
    <Action>  
     <ActionMatch MatchId="urn:oasis:names:tc:XACML:1.0:function:string-equal">  








    </Action>  
   </Actions>  
  </Target>  
  <Condition FunctionId="urn:oasis:names:tc:XACML:1.0:function:and"> 
   <Apply FunctionId="urn:oasis:names:tc:XACML:1.0:function:date-less-than-or-equal"> 
    <Apply FunctionId="urn:oasis:names:tc:XACML:1.0:function:date-one-and-only"> 
<SubjectAttributeDesignator AttributeId="date" 
DataType="http://www.w3.org/2001/XMLSchema#date"/> 
    </Apply> 
    <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#date">2017-01-01</AttributeValue> 
   </Apply> 
  </Condition> 
 </Rule> 







Anexo 8: Ejemplo de política de privacidad XACML 3.0 
La política de privacidad incluida a continuación describe en lenguaje XACML 3.0 que la imagen titulada Desert.jpg puede ser visualizada por 
cualquier usuario antes de final de año, en concreto, antes del 01/01/2017. 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 





 <Rule Effect="Permit" RuleId="urn:oasis:names:tc:XACML:2.0:ejemplo:Desert"> 
<Description> Cualquier usuario puede visualizar la imagen urn:mimage:Desert.jpg antes de final de año 
</Description> 
  <Target> 
   <AnyOf> 
    <AllOf> 
     <!-- Which resource --> 






     </Match> 
     <!-- Which action  --> 
     <Match MatchId="urn:oasis:names:tc:XACML:1.0:function:string-equal"> 




     </Match> 
    </AllOf> 
   </AnyOf> 




  <Condition> 
   <Apply FunctionId="urn:oasis:names:tc:XACML:1.0:function:date-less-than-or-equal"> 
    <Apply FunctionId="urn:oasis:names:tc:XACML:1.0:function:date-one-and-only"> 
<AttributeDesignator AttributeId="accessDate" Category="urn:oasis:names:tc:XACML:3.0:date" 
DataType="http://www.w3.org/2001/XMLSchema#date" MustBePresent="false"/> 
    </Apply> 
    <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#date">2017-01-01</AttributeValue> 
   </Apply> 
  </Condition> 
 </Rule> 






Anexo 9: Ejemplo de petición de acceso XACML 2.0 
La petición de acceso incluida a continuación describe en lenguaje XACML 2.0 que el usuario Alberto, en fecha 29/12/2015, siendo un usuario de 
perfil normal (no Premium), ubicado en España, desea visualizar la imagen titulada Desert.jpg. 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 




              <AttributeValue>alberto</AttributeValue> 
         </Attribute> 
        <Attribute AttributeId="date" DataType="http://www.w3.org/2001/XMLSchema#date"> 
              <AttributeValue>2015-12-29</AttributeValue> 
         </Attribute> 
         <Attribute AttributeId="profile" DataType="http://www.w3.org/2001/XMLSchema#string"> 
              <AttributeValue>Normal User</AttributeValue> 
         </Attribute> 
<Attribute AttributeId="urn:oasis:names:tc:XACML:2.0:subject:country" 
DataType="http://www.w3.org/2001/XMLSchema#string"> 
              <AttributeValue>Spain</AttributeValue> 
        </Attribute> 
    </Subject> 
     <Resource> 
<Attribute AttributeId="urn:oasis:names:tc:XACML:1.0:resource:resource-id" 
DataType="http://www.w3.org/2001/XMLSchema#string"> 
              <AttributeValue>urn:mimage:Desert.jpg</AttributeValue> 
         </Attribute> 
     </Resource> 
    <Action> 
<Attribute AttributeId="urn:oasis:names:tc:XACML:1.0:action:action-id" 
DataType="http://www.w3.org/2001/XMLSchema#string"> 
              <AttributeValue>view</AttributeValue> 
         </Attribute> 








Anexo 10: Ejemplo de petición de acceso XACML 3.0 
La petición de acceso incluida a continuación describe en lenguaje XACML 3.0 que el usuario alberto, en fecha 14/01/2016, siendo un usuario de 
perfil normal (no Premium), ubicado en España, desea visualizar la imagen titulada Desert.jpg. 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<Request xmlns="urn:oasis:names:tc:XACML:3.0:core:schema:wd-17" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
CombinedDecision="true" ReturnPolicyIdList="true" xsi:schemaLocation="urn:oasis:names:tc:XACML:3.0:core:schema:wd-17 
http://docs.oasis-open.org/XACML/3.0/XACML-core-v3-schema-wd-17.xsd"> 
<Attributes Category="urn:oasis:names:tc:XACML:1.0:subject-category:access-subject"> 
        <Attribute AttributeId="urn:oasis:names:tc:XACML:1.0:subject:subject-id" IncludeInResult="false"> 
              <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">alberto</AttributeValue> 
         </Attribute> 
     </Attributes> 
    <Attributes Category="urn:oasis:names:tc:XACML:3.0:date"> 
        <Attribute AttributeId="accessDate" IncludeInResult="false"> 
<AttributeValue DataType="http://www.w3.org/2001/XMLSchema#date">2016-1-14</AttributeValue> 
         </Attribute> 
     </Attributes> 
     <Attributes Category="urn:oasis:names:tc:XACML:3.0:role"> 
         <Attribute AttributeId="role" IncludeInResult="false"> 
              <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">Normal User</AttributeValue> 
         </Attribute> 
     </Attributes> 
     <Attributes Category="urn:oasis:names:tc:XACML:3.0:country"> 
         <Attribute AttributeId="country" IncludeInResult="false"> 
              <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">Spain</AttributeValue> 
         </Attribute> 
     </Attributes> 
     <Attributes Category="urn:oasis:names:tc:XACML:3.0:attribute-category:resource"> 
         <Attribute AttributeId="urn:oasis:names:tc:XACML:1.0:resource:resource-id" IncludeInResult="false"> 
             <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">urn:mimage:Desert.jpg</AttributeValue> 
         </Attribute> 
     </Attributes> 




         <Attribute AttributeId="urn:oasis:names:tc:XACML:1.0:action:action-id" IncludeInResult="false"> 
              <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">view</AttributeValue> 
         </Attribute> 
     </Attributes> 
</Request> 
 
 
 
