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I. Introduction 
Les notions de pile (LIFO) et de file (FIFO) sont deux structures fondamentales 
dans l’ecriture d’algorithme. 
Or, en theorie des langages formels, si les automates a pile occupent unr: place 
fondamentale [6], il n’en est pas de meme des automates obtenus intuitivement en 
remplacant la pile par une file que l’on peut appeler automates B file. 
Une raison de cette absence d’interet reside vraisemblablement dans le fait que les 
automates a file ont la puissance d’une machine de Turing. 
Cependant, l’etude de ces automates, qui est l’objet de cette note, permet 
d’exhiber un generateur de la famille des langages recursivement enumerables. 
Nous appelons anti-Dyck Ie generateur (note Q;*) en raison de ses similitudes avec 
le langage de Dyck (D$*) g&Grant la famille des langages algebriques [3]. 
On montre, d’autre part, que la famille des langages reconnus par un automate i
file a delai borne (Quasi-Real-Time) est un AFL [4] inclus dans la famille des 
langages d&pendant du ccntexte (context-sensitive). 
2. DCfinition des Automates 1 file 
Un automate B file A est defini par: 
_ un ensemble fini d’e’tnts Q, 
- un &tat initial qo E Q, 
- un ensemble d’e’tats finals Q1 c Q, 
- un alphabet d’entrke X, 
- un alphabet de file Y, 
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- et un ensemble de transitions: 
TcQx(Xu{e})x(Yu i;u{~})xQ 
oti p est une copie de Y telle que Y o Y = 0. 
On definit la relation t-A dans l’ensemble Q x X* x Y* des configurations de 
l’automate par: 
(9, u, v) y (4, u’9 v’) 
si et seulement si: 
(1) u=xdetx~Xu{~}et 
(2) (q, x, E, q’) E T et v’ = v, 
(q,x,y,q’)ETetv’=vy,yEY, 
(q, x, y, q’) E T et yv’ = v, y E Y. 
Le langage accept6 par A est alors: 
LA ={u EX*t(qo, u, E)+ql. e, E) 4, E Qd 
air 1-2 est la fermeture rkflexive et transitive de t-A . 
Example. Les langages {f*lf~ X*} et (fk if6 X*, k >O} sont acceptis par des 
automates a file. 
3. L’anti-Dyck $Mrateur de la famille 
3.1. Definition et propriSs de 1 ‘anti-Dyck 
On note: 
QZ ={vE(Yuiq*Iv L} 
otin=lYI t e 2 est la fermeture transitive de + definie dans (Y u F)” par: 
VyE Y yvlj&+vlv2 ssi vlE Y*. 
En remarquant que comme Dk* (Dyck restreint g n paires de lettres) le langage QL* 
permet de coder des arbres etiquetk, on a la propri& suivante: 
P,wopri&C I, I1 existe une bijection (P,, entre Ok* et QL* quipr&erve le passage ci l’image 
55wmutative. 
En notant cl; le langage 0; sur l’alphabet {y, jj} on obtient 
topriM 2. DL* et QL* &ant dt$nis sur le me^me alphabet (~1, ~2, . . . 9 yn) u 
bw*,.**r jj,-) on a: DL* n Qk* = (DL, uDb2 u 9 l - u OS,)*. 
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3.2. L’artti-Dyck g&a&ateur des rhrsivement &umt!rables 
On remarque que dans la definition d’un automate Zt file, l’ensemble T des 
transitions definit un transducteur fini, rkalisani une transduction T telle que: 
LA = (U E x* [ T(U) n Q;* + B} = r’- ‘(Q;*). 
On obtient done le r&ultat suivant 
Lemmek La famille des langages accepte’s par un automate d file forme un c&e 
rationnel [I ] engendre’ par Q k*. 
D’autre part on a 
Lemme 2. Qb* est rationnellement iquivalent 6 QL* pour tout n. 
I1 suffit d’appliquer le morphisme A,, defini de {y,, y2, . . . , yn, j&, p2, . . . , yn}* &ns 
(a, 6, a, 61” par 
A,(yi) = a ‘b, b&,(yi)= a”& 
En vertu des lemlmes prWdents et en utilisant le fait que l’on peut simuler une 
machine de Turing par un automate Q file, on dkmontre: 
Th6orime 1. Q&* est g&n&ateur du c&e rationnel des langages r&cursivement 
e’num&ables. 
4. Les automates born& en temps 
4.1. L’AFL des langages accepte’s par un automate h delai borne’ 
Un automate a file est B de’lai borne’ (‘Quasi-Real-Time’) s’il existe un entk,r- k tel 
que l’automate utilise au plus k transitions consecutives par E. 
On note QRTF la famille des langages accept&s par un automate ci d6iai lborn& 
I1 est clair que QRTF est le cone fiddle engendre par Q$* et de plus: 
ThCori$me 2. QRTF est un AFL. 
Po;ir obtenir ce resultat on utilise le fait que (Q$*ysy3)* est rationnellement 
equivalent a Qi* [S]. 
4.2. Langages accept&s par un automate ti file polynomialement borne’ 
On definit de m6me les automates B file born&s en temps par une fonction 
polynomiale P(1) de la longueur du mot d’entree. 
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On note LTF la famille des langages accept& dans le cas d’une fonction P lineaire. 
On montre alors que: 
QRTF c L’TF c CS (‘context sensitive’). 
4.3. Exemples de hngages 
Les exemplea suivants permettent de se faire une idie de la puissance des 
automates ment ionnes plus haut :
- Les langages {f” !f e (a, b)*, k > 0) et (f”’ Ife (a, b)*} appartiennent B QRTF; 
- Les langages *COPY, COPY*, SHIFT definis par Book et al. [2] appartiennent a 
QRTF: 
- En utilisant le fait que les langages {a”ba”*ln > 0) et {a”*ba”ln > 0) sent dans 
QRTF, on montre que; 
- Le langage Lr : (a”g2b”(g E (c, d)*, n > 0) appartient aussi a QRTF; 
- Le langage La:{fg”fJfe (a, b)*, gE (c, d)*}~ LTF; 
- D$* et done tout langage algebrique est accept6 par un automate a file borne par 
une fonction a(Z) de degre 2. 
5, Problimes ouverts 
ijne question importante reste sans reponse, celle de savoir si les inclusions de 
Section 4.2 soni sii+teS ou non. 
Conjectures. (1) Le langage LZ & QRTF; 
(2) Le langage {ff)fc (a, b)*}eRTF. 
@e&on. Quelles sont les familles acceptees par les diff erentes classes d’automates 
definies plus haut quand ils sont deterministes’! 
En particulier, nous conjecturons que L 1 n’est pas accept6 par un automate a delai 
borne deterministe. 
Bibliographic 
[ l] L. Boasson and M. Nivat, Sur diverses families de langages fermees par transduction rationnelle, Acta 
informat. 2 (1973) 180-188. 
[2] R. Book, S. Greibach and C. Wrathal!, Comparisons and reset machines in automata, languages and 
Programming Lectures Notes in Computer Science 62 (Springer, Berlin, 1978) 113-124. 
[3] N. Chomsky ard M.P. Schutzenberger, The algebraic theory of context-free languages, in: Computer 
Programming and Formal Systems (North-Holland, Amsterdam, 1963) 118-161. 
Automates ci file 225 
[4] S. Ginsburg and S. G.reibach, Abstract families of languages, in: Studies in Abstract Families of 
Languages, Memoir 87 (Amer. Math. Sot., Providence, RI, 1969) l-32. 
[5] S. Ginsburg and S. Greibach, Principal AFL, J. Comput. System Sci. 4 (1970) 308-338. 
[6] M.P. Schutzenberger, On context-free languages and pushdownautomata, Information and Control 
6( 3) (1963) 246-264. 
