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In this chapter we present an object-oriented strategy to support the creation of geometric 
models. These models are represented as part-whole hierarchies of objects. Creation of 
new models is done by copying and modifying previously existing models or parts of them. 
Past models are stored in the system's database and serve as prototypes for the new 
models. To support the selection of an appropriate prototype the system provides a view 
on its database presenting an is-a hierarchy of object type definitions that depends on: 
• the currently available models in the system's database, 
• a functional specification that represents the designer's intentions, and 
• a set of definitions that are used by the system to interpret a functional specification. 
From the hierarchy the user can either select an object type definition that might serve as 
a template for a new part or select one of the past models from which an object type 
definition originates. Since the 'is-a' hierarchy of object type definitions only exists virtu-
ally, is moreover directly controlled by the user and is highly flexible, as well as providing 
alternative hierarchies presenting alternative views on the system's database, we call our 
approach 'retrospective creation of virtual alternative hierarchies'. 
CR Categories and Subject Descriptors: 
0.1 [Programming Techniques) 
J.6 [Computer Aided Engineering] - Computer Design (CAD) 
Key Words & Phrases: 
Computer Aided Design, Object Oriented, Generalization I Specialization, Aggrega-
tion I Decomposition, Prototypes 
1. Introduction 
We are currently developing a design system as part of a research project on intelligent CAD 
[Veth87a]. The feature that will be discussed in this chapter concerns the structure and use of the 
database of our design system for the reuse of existing models. Toe system's database has a two-
fold purpose. Firstly, it is used to make models persistent, i.e., to store models and their relations 
which last beyond a program session. Secondly, it provides a mechanism to browse through the 
models in the database. Selected models can be used to create new models. The basis of our 
design system is a strategy called extensional decomposition [Rogier91a] and the use of standard 
vocabularies and standard components. Essentially, extensional decomposition is a design 
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strategy that views every object as a set of components which are also objects in themselves. This 
is elaborated in Section 3.1. As regards the first purpose of our database, the system's database 
stores and maintains models as part-whole structures that result from the use of extensional 
decomposition. For the second purpose of the database, selected models from the database are 
organized in an 'is-a' hierarchy of object type definitions. From this hierarchy the user can select 
a single definition, modify it and use it as template [Lieberman86a] for creating or detailing the 
new model. Comparison of models is based on their extensional decomposition structure and the 
use of standard vocabularies and standard components. 
The creation of an 'is-a' hierarchy of object type definitions is based on i) the models in the data-
base, ii) a description of what the user wants concerning the object to be designed (called a func-
tional specification), and iii) a set of definitions that are stored in the system and are used for the 
interpretation of a functional specification. The user has three means to influence the organization 
of object type definitions in a hierarchy: 
a. Modification of the functional specification. Based on the functional specification the sys-
tem selects a set of models that minimally meet the specification. All extra data with each 
model can be considered to be the specialization of the functional specification and is used 
to form the hierarchy of object type definitions. 
b. Manipulation of the set of definitions used by the system to interpret both functional 
specification and past models. We make a distinction between two types of definitions: i) 
categories, being sets of standard components, and ii) scenarios, being sets of requirements 
for object types. The total set of definitions that is applied by the system is manually con-
trolled by the user by declaring which definitions are 'active'. The current set of definitions 
will influence the interpretation of the functional specification and therefore influence the 
order of the hierarchy. 
c. Controlling the effect of the constraints over properties. Scenarios also include constraints 
on physical properties of objects. These properties are organized in so-called aspects. Con-
trolling the effect of constraints by making it possible to ignore, that is, deactivate, aspects 
will influence the contents of the selected set of past components. In turn this will influence 
the hierarchical order in the object type definitions. 
The chapter is organized as follows. Section 2 describes the background to our system and gives a 
short description of the design strategies of the group of designers we are aiming at. In Section 3, 
the basis of our system, viz. extensional decomposition, standard vocabularies and standard com-
ponents, is elaborated. Section 4 describes the architecture and the basis elements of our system. 
In Section 5, the way the system works is explained. It describes the selection of prototypes and 
the creation of the virtual hierarchy and template. In Section 6, a comparison with class-based 
object-oriented systems is made. Section 7 contains a summary and conclusions. 
2. Background 
The current generation of design systems take generic characteristics of specific classes of design 
objects as a basis for the structure of the system. They use a fixed reference model for a certain 
type of design object. This reference model is created by the designer of the system instead of by 
the user. Apart from the fact that it introduces a problem of miscommunication between system 
designer and user, this approach ignores the fact that i) generalization of characteristics is based 
on concrete examples and ii) reference models evolve in time. The limitations of such a system 
can only be removed by changing it fundamentally. The main reason is that the reference model 
forms an integral part of the system's structure. Instead of being of use as a supporting tool, sys-
tems that use a fixed reference model as an integral part of their structure dictates their view on a 
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class of objects to a user. As a result a user can only work within the boundaries set by the sys-
tem. 
According to Bijl's view on a system's role in design [Bijl87a], a system should not specify the 
boundaries within which a user has to design. The user should be free to use the system to design 
anything he wants with it. For this reason we took an approach where the user can create his own 
reference models based on what was previously designed with the system. 
We identify three approaches taken by the user in which past models play an important role in the 
design process. These approaches are based on the identification via context, association and gen-
eralization. 
a. With the first approach a user identifies a prototype based on its context. Identification takes 
place by referring directly to a past model. This approach is adequate as long as the number 
of models in the system is relatively small. It is often taken by users who do not have much 
experience or practice in a broad application field. Identification from context is supported 
by our database structure. No special tools are required to apply this approach. Applying it 
in fact results in copying and modifying an existing design object description. Due to the 
limitations of currently available design systems, this approach is often practiced manually. 
b. The second identification approach is based on association. In this case the user wants to 
associate the current design problem with a previous one, but does not know exactly which 
previous model. First, he builds a functional specification of the current design problem. 
Then this specification is applied to all past models and produces a set of comparable 
models. From this set the user selects the most appropriate model which will serve as a tem-
plate for the specification of the new model. According to Yoshikawa [Yoshikawa81a] this 
approach forms the basis of the design process. 
c. The third approach is comparable to the previous one. However, in this case the user does 
not select a single model from a set but uses the whole set to construct a template. The tem-
plate describes all generic properties of a certain type of object based on what the designer 
has stored in the system's database. 
Our system aims at users that apply the following design strategy. 
1. The user creates an initial functional specification. 
2. The user specifies the criteria which should be applied by the system to interpret the func-
tional specification in order to compose a set of comparable past models. 
3. The user gets the database to search for past models that match the functional specification 
and to organize them based on their extra data. As a result a hierarchy is created that has 
the initial functional specification as the root and contains all selected models as specializa-
tions. 
4. The user looks for a specialization in the hierarchy that will help him further detail the func-
tional specification until he gets one that fully meets his intentions. 
5. The user then repeats the steps from step 2. 
3. The Basis of the Design System 
The basis of our design system is extensional decomposition and the application of standard 
vocabularies and standard components. 
-4-
3.1. Extensional Decomposition 
Extensional decomposition is a design strategy that views every object as a set of components 
which are objects themselves. With the term extensional we want to emphasize that every com-
ponent has two different identities. It has an identity as a unique entity and it has an identity as a 
set of components. These two identities have to be viewed independently. The essence of this 
twofold identity is explained with an example. 
Figure 1 Twofold identity of a component 
Figure 1 gives a rough impression of what we mean with a twofold identity. The table has a 
geometry that on its own level describes its rough shape as a block form, with a height, a width 
and a length. This shape describes the space that is occupied by the table. Apart from this, it has a 
shape that is a composition of the shapes of its components. Although the shape of both identities 
are probably related, they in fact exist independently. The height of a table may be defined as a 
value that should be equal to the swn of the length of its leg(s) and the thickness of its top. From 
a declarative point of view however, the height of a table may be the actual intended height. The 
other two values may be derived from descriptions of standard parts. Extensional decomposition 
puts the emphasis on the incompatibility of these values. This incompatibility between an attri-
bute of a model and the attributes of its components are observed by the system. However in con-
trast to expert systems, the system does not change the functional specification but only notifies 
the user. 
3.2. Standard Vocabularies 
Standard vocabularies are sets of terms used to define aspects of an object (compare Wilson and 
Kennicot [Wilson87a]). They are used i) to support the process of declaring different aspects of 
an object, ii) as an intermediary to exchange data between different external applications, and iii) 
as a basis for comparison of models based on their properties. 
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3.3. Standard Components 
Standard components are the primitive objects which define the lowest level of detail considered 
by a designer. Standard components are categorized. For instance, for an architect building a 
house, categories might be doors, windows and walls. For a construction engineer a wall itself is 
built up from more detailed components and is therefore not a standard component. 
4. The Basic Elements of our System 
4.1. The System's Environment 
The architecture of our design system is one that contains a kernel modeller that communicates 
with a number of external, independently operating, special pwpose applications (see Figure 2). 
Figure 2 The kernel modeller in its environment 
Data exchange between the kernel and applications is simplified by using standardized languages 
for different aspects. Such languages are vocabularies of tenns. In our approach we make these 
vocabularies independent entities and establish explicit links between the terms in the model and 
the terms in these vocabularies. This approach has the advantage that both vocabularies and 
models can easily be extended. 
4.2. Basic Primitives 
Applying extensional decomposition leads to a part-whole structure of component descriptions. 
For the description of each single component we use the same basic primitive. Each object is 
described with a set of attributes (see Figure 3). Values of attributes can be of three different 
types. Firstly, they can be constants, e.g., when one wants to describe the height of an object. 
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Secondly, they can be references to other components. These attributes are used to describe the 





may be of type 
reference to 
component 
Figure 3 Basic data structure 
reference to 
math. expr. 
References to mathematical expressions are used to describe the dependency relations between 
constants. They contain a reference to a term and a mapping list. A term is part of a standard 
vocabulary. The mapping list describes the mapping between each of the local attributes of a 
term and local attributes of the component. A standard vocabulary itself contains all terms used to 
describe an aspect (see Figure 4). 
associates 
Term 
belongs to Aspect 
Figure 4 Basic data structure of dependency reference 
-7-
4.3. Aspects, Categories and Scenarios 
Aspects, categories and scenarios are the implementational counterparts of vocabularies of terms, 
sets of standard components and functional specifications, respectively. Categories may be 
specified as sets of other categories. Scenarios use the names of aspects and categories or other 
scenarios to define the requirements of object types. These requirements constrain the number of 
parts or the physical properties of an object. 
5. The System's Operation 
Toe system uses a functional specification to select and organize a part of the database. A func-
tional specification is described by a scenario. It has a twofold purpose. On one hand, it is used to 
describe the user's intentions with the new object being designed. On the other hand it is used to 
select and organize items in the system's database. These two roles may be in conflict. The sim-
plest example is when a functional specification is so accurate a description of the new object 
being designed that no items in the database meet all requirements. However, the second purpose 
of this functional specification is to collect as much data as possible from the system's database 
to simplify the declaration process. Although components may not exist that fully meet the con-
straints specified by the functional specification, there may be enough items that will partly meet 
them and contain valuable information. To facilitate identification of these components, modify-
ing the functional specification itself is not allowed since this is in conflict with its first purpose. 
For its second purpose the functional specification should be interpreted more globally. This 
requires mechanisms that control the interpretation of functional specifications. One mechanism 
will interpret the functional specification to select a set of appropriate components in the data-
base. The other mechanism serves to organize object type definitions into a hierarchy. Because 
these hierarchies present merely a view on the database, we call them virtual hierarchies. 
5.1. Virtual Hierarchies 
We define a virtual hierarchy as one that is generated according to a functional specification 
applied to models in a database. A virtual hierarchy serves to create a template for the 
specification of a new component that will become part of the current model. Such a template 
describes a type of object, and includes all generic properties of a small set of comparable past 
models. 
An object type definition is written in a scenario. Such a scenario contains rules that constrain the 
number of parts of specific types and the boundaries of other properties. To identify an object we 
say that an object belongs to a type if it at least meets the constraints in the scenario. Although an 
object may not exceed the boundaries set by the scenario it may however contain properties 
which are not mentioned in such a scenario. So if a table is an object that has a single top with at 
least one and at most four legs, a desk is 'a-kind-of' table because it meets these constraints even 
though it has drawers. 
5.2. The Creation of a Virtual Hierarchy 
Toe process of creating a virtual hierarchy of object type definitions (see Figure 5) is subdivided 
into two steps. 
1. A set of components is selected that meets the functional specification as interpreted 
according to the selection criteria. 
2. This set is transformed into a hierarchy of object type definitions based on the data about 
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extra parts. Objects with different nwnbers of the same type of parts result in subtypes at the 
same specialization level, extra parts result in object types at a lower specialization level. 
In our example the desk is a subtype at a lower specialization level of the table because it 
contains extra parts not mentioned in the object type definition of a table. 
We shall now discuss the steps in more detail. 
past models 
selected models 
Figure 5 Creation of a virtual hierarchy of object type definitions 




Selection of a set of appropriate components is done with a functional specification which is 
interpreted by the system using certain criteria. All components in the database that minimally 
meet the constraints in this functional specification are selected. A functional specification is a 
scenario. It contains two types of constraints: constraints on physical properties and constraints 
on part properties. 
a. Constraints on physical properties set boundaries for values of attributes of components. 
They are specified by i) a link with a term in an aspect vocabulary, and ii) constraining the 
local attributes of the term. When a constraint is applied to a past model the system will first 
look for the term linkage and then, based on the mapping list that is associated with this 
model, compare the value of a model attribute with a range that is specified in the con-
straint. 
b. Constraints on part properties specify the type of a part and set boundaries on the nwnber of 
parts of this type. The type is specified by using names of categories or object type 
definitions (other scenarios). Therefore, to evaluate whether a component belongs to a 
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certain type, it requires a process which evaluates whether its parts belong to the types in 
the scenario. This is a recursive process of type checking that boils down to verifying 
whether standard component parts belong to mentioned categories the predefined sets of 
standard components. 
The interpretation of the functional specification is controlled by activation of aspects and 
categories. Deactivating an aspect leads to constraints on physical properties in object type 
definitions being ignored. This results in the selection of a larger set of components that meet the 
requirements of object type definitions. The relevance of this possibility can be illustrated with 
imagining a situation whereby a doll's house should play a role in detailing a floor plan for a real 
house. A doll's house will probably not meet the measurement requirements of a real house. 
Making the aspect 'geometrical-measurement' inactive however will make the doll's house 
selectable. 
Deactivation of categories will lead to a more global interpretation of them. When a scenario (i.e., 
an object type definition) refers to a category that is marked 'inactive', the system will collect all 
standard components that belong to those categories that refer to this inactive scenario. For 
instance, we want to make a functional specification on a dwelling with one study and one bed-
room. Assume beds and desks, which distinguishes studies from bedrooms, are subcategories of 
a category furniture. Deactivating the category desks, will make the scenario of a study able to 
select a bedroom. This will make a house with two bedrooms meet the constraints in the func-
tional specification. 
5.2.2. Step 2 
A hierarchy of object type definitions is based on the comparison of all extra data with respect to 
the functional specification of the set of selected components. The comparison is based on the 
identification of the type of these parts. As more than one type can match a part, identification of 
the type results in a set of appropriate types. The system will then look for the type of part that is 
referenced by most models. This type is used to subdivide the set of selected models into subsets 
based on the number of parts of this type. This type defines the first level in the subtype hierar-
chy. Each subtype is then further subdivided. The process stops when the description of all ele-
ments in a subset matches in detail or when a subset contains a single element. 
5.3. Use of the Virtual Hierarchy: creation of a template 
Selecting an object type definition in the virtual hierarchy by the user results in the creation of a 
template. The process of creating a template is subdivided in the following steps. 
1. All components that has led to the creation of the selected type definition are first collected. 
2. A template is created that contains the initial part-whole structure as described by the 
selected type definition. It uses default names for all parts (names of attributes only have a 
local purpose and can always be modified by the user). 
3. This template is extended with the attributes mentioned in the scenario, e.g., attributes like 
the height, width and depth of our new table. 
4. It is also extended with the terms mentioned in the scenario, e.g., the block shape of the 
table. 
5. All attributes linked to the selected terms will next be added, with arbitrary names (a com-
position of all the names of attributes as used in the different items in the selected set). For 
instance, any block has a volume and surfaces. Therefore when these are mentioned in one 
or more of the selected models, they will be added to the template. 
6. As the attributes added in (5) might be used to refer to other aspects in a model, the terms in 
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these aspects will also be included in the template. 
After this, step 5 and 6 will be re-executed until the sets of attributes and terms are not 
longer extended. For instance, when the length and width of a model are used for strength 
calculation then terms concerning kinematic aspects are added. 
Note that the template stays interactive in a sense that removal of parts or attributes will lead to 
removal of dependencies. 
6. Relation with Object-Oriented Systems 
Object type definitions in our system can be compared with classes in class-based object-oriented 
systems [Borning86a; Lieberman86a] Both systems provide a method to modularize and organ-
ize data and to support the creation of new objects. However, there are some major differences: 
a. In class based object-oriented systems there is a notion that enough information is available 
beforehand to define a class for a group of objects. Each individual object can be created by 
instantiation of the class. In our system, every instance is an autonomous entity whose pro-
perties might become part of an object type definition. The reason to apply this approach is 
that in our case the object is defined incrementally so that an object type definition cannot 
be given beforehand. 
b. Class based systems assume that it is possible to create a unambiguous 
specialization/generalization hierarchy of classes. In our system, it is not possible to define 
a single specialization/generalization hierarchy. Firstly, the hierarchical order is dependent 
on an evolving database. Secondly, it is based on a functional specification whose interpre-
tation is controlled by the user and therefore can lead to several alternative hierarchical 
organizations. The reason we took this approach is that the hierarchical order plays an 
important role in the identification of the intended object type. 
c. In class based systems, the use of subclassing determines which properties of the superclass 
are inherited. In our system we decided that the user should choose which properties of the 
object type definition are actually inherited. The reason for this choice is that, even in the 
case where the system provides a suitable object type definition, this might not completely 
reflect the users intentions. It must therefore be modifiable. 
7. Summary and Conclusion 
In this chapter we discussed a method for creating an 'is-a' hierarchical view on a set of elements 
in a database that has a part-whole structure. The reason for creating such a view is that we 
would like to use an 'is-a' hierarchy to identify objects according to their type. In our view this 
plays an important role in design. Our design system supports a design strategy based on exten-
sional decomposition. As a result the system's database has a part-whole structure. An essential 
item in applying a design strategy based on extensional decomposition however, is the selection 
of prototype objects based on a functional specification. The appropriateness of our design stra-
tegy can be deduced from a diversity of other design theories. There is the work of Yoshikawa 
[Yoshikawa8la] on his general design theory, and the work of Gielingh [Gielingh88a] on Product 
Modelling. Design strategies as described by Alexander [Alexander64a], Eastman [Eastman87a], 
Gero [Gero85a] or Brown and Chandrasekaran [Brown85a] also contain elements that justify our 
strategy. 
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We identified a functional specification with an object type definition. Type definitions however 
can be structured in 'is-a' hierarchies rather than 'part-whole' hierarchies of object data. Consid-
ering the structure of our database this made us look for a mechanism to transform a 'part-whole' 
hierarchy into an 'is-a' hierarchy for the purpose of supporting the declaration of elements which 
should become part of a 'part-whole' hierarchy. This chapter described the mechanism we have 
developed to this purpose. Using Yoshikawa's terminology we make a distinction between a 
functional ( constraint based) and a attributive (product based) specification. Our system 
transforms existing attributive specifications into prototype attributive specifications by means of 
a functional specification as an intermediary. 
On the basis of a functional specification we make a selection from a set of components that 
belong to the system's database. Based on their part-data, these components are generalized to 
object types. The set of types is organized into a hierarchy. The structure of this hierarchy is con-
trolled by the user who manipulates the interpretation criteria of the system. From a hierarchy of 
object type definitions the user selects a single one. This leads to the creation of a template that is 
used for a prototype attributive specification. 
The transformation of a part-whole hierarchy into an is-a hierarchy takes place virtually. We 
only present a view on an existing database with components which are existing objects. This 
view also only exists for the purpose of creating a single template and exists only during this pro-
cess. This makes it volatile. To select the most appropriate template the user is free to manipu-
late the interpretations of the functional specification that lies above the hierarchy of object type 
definitions. He is able to create a number of alternative hierarchies based on the same 
specification. We call our approach 'Virtual Hierarchies Creation in Retrospect'. 
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