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Abstract
Kontrola forma´ln´ıch pravidel u dokument˚u vy-
brany´ch textovy´ch procesor˚u
Diplomova´ pra´ce se zaby´va´ kontrolou forma´ln´ıch pravidel u dokument˚u textovy´ch
procesor˚u Microsoft Word, OpenOffice a LibreOffice. C´ılem pra´ce je analyzo-
vat mozˇnosti kontroly v dokumentech vybrany´ch textovy´ch procesor˚u, definovat
mnozˇinu kontrolovany´ch pravidel a vytvorˇit aplikaci, ktera´ bude mnozˇinu pra-
videl pro dane´ typy dokument˚u kontrolovat. Pravidla kontrolovana´ aplikac´ı jsou
definova´na ve vstupn´ım XML souboru. Struktura XML souboru byla navrzˇena
v ra´mci diplomove´ pra´ce a je popsa´na pomoc´ı XSD sche´matu. Vy´stupem pro-
gramu je XML soubor obsahuj´ıc´ı vy´sledky kontroly pravidel. Program byl otes-
tova´n na sadeˇ r˚uzny´ch dokument˚u.
The Control of Rules in Documents of Chosen
Word Processors
The diploma thesis deals with the control of rules in Microsoft Word, OpenOffice,
and LibreOffice documents. The goal of the thesis is to analyse the possibilities
of the control of rules in the documents of chosen word processors, to define
a set of the rules, and to develop an application that will control the defined set
of rules in the documents. The input of the program is an XML file that includes
the rules required by the user. The structure of the XML file was designed within
the framework of the thesis and the structure was described by XSD schema.
The output of the application is the XML file containing the results of the control
of rules. The testing of the program was performed on a set of various documents.
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1 U´vod
Textove´ procesory patrˇ´ı mezi velmi cˇasto pouzˇ´ıvane´ aplikace naprˇ´ıcˇ r˚uzny´mi
operacˇn´ımi syste´my. Mezi nejzna´meˇjˇs´ı patrˇ´ı Microsoft Word, OpenOffice cˇi Lib-
reOffice. Textove´ dokumenty ve forma´tech doc, docx nebo odt vytvorˇene´ v teˇchto
procesorech jsou pouzˇ´ıva´ny pro prˇenos cˇi uchova´n´ı textovy´ch informac´ı a dat
v pracovn´ım, studijn´ım i beˇzˇne´m zˇivoteˇ.
Vy´sˇe zmı´neˇne´ textove´ procesory umozˇnˇuj´ı vytva´rˇet dokumenty s r˚uznou struk-
turou, obsahem cˇi forma´tova´n´ım. Textove´ dokumenty jsou cˇasto vytva´rˇeny na za´-
kladeˇ konkre´tn´ıho zada´n´ı, ktere´ prˇ´ımo urcˇuje, jak ma´ struktura, obsah a forma´t-
ova´n´ı dokumentu vypadat. Prˇ´ıkladem mu˚zˇe by´t zada´n´ı semestra´ln´ı pra´ce na vy-
soke´ sˇkole, kde je student˚um jasneˇ stanoveno, jake´ maj´ı pouzˇ´ıt okraje stra´nky,
jaky´ font s jakou velikost´ı ma´ by´t pouzˇit v textu, zda ma´ by´t pouzˇito cˇ´ıslova´n´ı
stran cˇi jake´ konkre´tn´ı kapitoly mus´ı dokument obsahovat a podobneˇ. Tyto
forma´ln´ı pozˇadavky je cˇasto nutne´ manua´lneˇ kontrolovat, cozˇ je cˇasoveˇ na´rocˇne´.
Bylo by proto vy´hodne´ mı´t program, ktery´ by automatizovany´m procesem doka´zal
tato pravidla kontrolovat.
C´ılem pra´ce je prove´st analy´zu mozˇnost´ı kontroly forma´ln´ıch pravidel u vy-
brany´ch textovy´ch procesor˚u, da´le definovat mnozˇinu pravidel, ktera´ se budou
zameˇrˇovat na obsah, strukturu a forma´tova´n´ı dokumentu, a vytvorˇit aplikaci, jezˇ
bude kontrolu nadefinovany´ch pravidel prova´deˇt.
Prvn´ım u´kolem v ra´mci diplomove´ pra´ce je sezna´men´ı se s mozˇnostmi kontroly
forma´ln´ıch pravidel. Je nutne´ analyzovat vlastnosti vybrany´ch procesor˚u a da´le
na za´kladeˇ analy´zy definovat mnozˇinu forma´ln´ıch pravidel, ktera´ bude vy´sledny´
program kontrolovat. Vzhledem k tomu, zˇe vstupem aplikace ma´ by´t XML sou-
bor s definicemi jednotlivy´ch pravidel, bude v ra´mci pra´ce navrzˇena struktura
vstupn´ıho XML souboru. Jeho struktura bude popsa´na XSD sche´matem. Na´sledneˇ
bude navrzˇen a implementova´n program, jehozˇ u´kolem bude prova´deˇt kontrolu
pravidel zadany´ch pomoc´ı vstupn´ıho XML. Na za´veˇr bude vytvorˇena´ aplikace
otestova´na na sadeˇ r˚uzny´ch dokument˚u.
Vy´voj diplomove´ pra´ce byl rˇ´ızen pomoc´ı webove´ aplikace Redmine, ktera´
je flexibiln´ım na´strojem pro rˇ´ızen´ı projekt˚u. Prostrˇednictv´ım tohoto na´stroje
prob´ıhala velka´ cˇa´st komunikace mezi autorem a vedouc´ım pra´ce. Pro spra´vu
a verzova´n´ı zdrojovy´ch ko´d˚u programu vytva´rˇene´ho v ra´mci diplomove´ pra´ce byl
pouzˇit syste´m Subversion (SVN).
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2 Mozˇnosti kontroly forma´ln´ıch
pravidel
V te´to kapitole bude popsa´no, jake´ jsou mozˇnosti kontroly forma´ln´ıch pravidel
v dokumentech vybrany´ch textovy´ch procesor˚u. Budou prˇedstaveny textove´ pro-
cesory, ktere´ byly pro tuto diplomovou pra´ci vybra´ny, a nejpouzˇ´ıvaneˇjˇs´ı forma´ty
dokument˚u, s nimizˇ tyto procesory pracuj´ı. Rovneˇzˇ bude popsa´n vy´beˇr kniho-
ven pro programovac´ı jazyk Java, ktere´ umı´ dokumenty ve vybrany´ch forma´tech
zpracovat.
2.1 Vybrane´ textove´ procesory
Jako textove´ procesory jsou oznacˇova´ny pocˇ´ıtacˇove´ programy, ktere´ slouzˇ´ı k vyt-
va´rˇen´ı, u´praveˇ, forma´tova´n´ı a tisku textovy´ch dokument˚u.
Tato podkapitola prˇedstav´ı jednotlive´ textove´ procesory, s nimizˇ se v diplo-
move´ pra´ci pracuje. Pouzˇit´ı textovy´ch procesor˚u uvedeny´ch v te´to cˇa´sti bylo prˇ´ımo
urcˇeno zada´n´ım diplomove´ pra´ce.
2.1.1 Microsoft Office Word
Jeden ze sveˇtoveˇ nejrozsˇ´ıˇreneˇjˇs´ıch textovy´ch procesor˚u je Microsoft Office Word
(da´le jen MS Word). Tento procesor je soucˇa´st´ı kancela´rˇske´ho bal´ıku Microsoft
Office firmy Microsoft, ktery´ kromeˇ Wordu obsahuje na´sleduj´ıc´ı na´stroje:
 Excel – tabulkovy´ editor,
 PowerPoint – na´stroj pro vytva´rˇen´ı prezentac´ı,
 Outlook – e-mailovy´ klient,
 Access – databa´zovy´ program,
 OneNote – na´stroj pro organizaci pozna´mek,
 Publisher – aplikaci pro graficke´ publikova´n´ı informac´ı.
Historie
Historie MS Word saha´ do roku 1983, kdy vznikl Word pro platformy DOS
a Macintosh. Prvn´ı vyda´n´ı Wordu (Word 1.0) pro Windows prˇiˇslo v roce 1989.
Tento program meˇl pouze dveˇ na´strojove´ liˇsty. Prvn´ı verze cele´ho bal´ıku MS Office
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pro operacˇn´ı syste´my Windows vznikla v roce 1990 jako Office 1.0, ktery´ obsaho-
val Word 1.1, Excel 2.0 a PowerPoint 2.0. V letech 1989 azˇ 2003 MS Word z hle-
diska vlastnost´ı a funkcˇnosti vy´razneˇ rostl. Naprˇ´ıklad v roce 1995 byl vyda´n MS
Word 1995, ktery´ jizˇ meˇl deveˇt na´strojovy´ch liˇst a poprve´ obsahoval automaticke´
funkce jako kontrola pravopisu cˇi automaticke´ opravy. Zvysˇova´n´ı pocˇtu funkc´ı
a vlastnost´ı si vybralo svou danˇ na verzi Word 2003, ktera´ meˇla 31 na´strojovy´ch
liˇst, 19 podoken u´loh a r˚uzne´ kontextove´, zkracovac´ı, hierarchicke´ a rozsˇiˇruj´ıc´ı se
nab´ıdky. To vsˇechno cˇinilo pro uzˇivatele program neprˇehledny´. Proto se od verze
MS Word 2007 vy´voja´rˇi snazˇ´ı o zjednodusˇen´ı ovla´da´n´ı produktu [1]. Po MS Word
2007 prˇiˇsla jesˇteˇ dveˇ vyda´n´ı, MS Word 2010 a MS Word 2013.
Za´sadn´ı zmeˇnou mezi verzemi MS Word 2003 a 2007 byla zmeˇna forma´tu
ukla´da´n´ı dokument˚u. Do verze 2003 se pouzˇ´ıval forma´t doc. Jednalo se o bal´ık
bina´rn´ıch soubor˚u, ve ktery´ch byly ulozˇeny vsˇechny informace o dokumentu,
naprˇ´ıklad obsah nebo forma´tova´n´ı dokumentu. Od verze 2007 zacˇal by´t pouzˇ´ıva´m
novy´ forma´t docx. Ten je na rozd´ıl od doc bal´ıkem XML soubor˚u, v nichzˇ jsou
ulozˇeny informace, ktere´ byly drˇ´ıve uchova´va´ny v bina´rn´ıch souborech [2]. De-
tailneˇjˇs´ı popis jednotlivy´ch forma´t˚u dokument˚u je k dispozici v kapitole 2.2.
2.1.2 Apache OpenOffice Writer
OpenOffice Writer je soucˇa´st´ı kancela´rˇske´ho bal´ıku Apache OpenOffice. Bal´ık
vyv´ıj´ı The Apache Software Foundation a je vyda´va´n pod Apache 2.0 Licence, cozˇ
znamena´, zˇe mu˚zˇe by´t zdarma pouzˇ´ıva´n pro jake´koliv u´cˇely, soukrome´, komercˇn´ı,
vzdeˇla´vac´ı i administrativn´ı. Mezi uzˇivateli je OpenOffice Writer sˇiroce rozsˇ´ıˇren
jako neplacena´ alternativa MS Word.
Kromeˇ programu Writer bal´ık obsahuje na´sleduj´ıc´ı na´stroje:
 Calc – tabulkovy´ na´stroj,
 Impress – program pro vytva´rˇen´ı prezentac´ı,
 Draw – graficky´ na´stroj,
 Base – databa´zovy´ program,
 Math – aplikaci pro pra´ci s matematicky´mi rovnicemi.
Writer podporuje OpenDocument forma´ty jako jsou odt, ott, oth a odm a rov-
neˇzˇ dokumenty ve forma´tech MS Word doc a docx. Kromeˇ nich je mozˇne´ v pro-
gramu Writer pracovat take´ s forma´ty jako xml, sxw, rtf, txt, csv a dalˇs´ımi [3].
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Historie
OpenOffice existuje od roku 2000, kdy Sun Microsystems prˇevzala od firmy
StarOffice jej´ı kancela´rˇsky´ bal´ık StarOffice. Prvn´ı verze bal´ıku pod na´zvem Ope-
nOffice.org byla vyda´na v roce 2002 (OpenOffice.org 1.0). V roce 2010 Sun Micro-
systems prˇevzala korporace Oracle. Neˇkterˇ´ı dosavadn´ı vy´voja´rˇi OpenOffice.org se
oba´vali, zˇe Oracle kancela´rˇsky´ bal´ık zpoplatn´ı a zalozˇili si vlastn´ı spolecˇnost The
Document Foundation, ktera´ vyv´ıj´ı bal´ık LibreOffice, viz kapitola 2.1.3. V roce
2011 prˇevzala kompletn´ı produkt OpenOffice.org spolecˇnost Apache Software Foun-
dation, jezˇ bal´ık vyv´ıj´ı pod na´zvem Apache OpenOffice dodnes. Nejnoveˇjˇs´ı verz´ı
kancela´rˇske´ho bal´ıku je Apache OpenOffice 4.1.1 z roku 2014 [3].
2.1.3 LibreOffice Writer
LibreOffice Writer je textovy´ editor, ktery´ je soucˇa´st´ı kancela´rˇske´ho bal´ıku Lib-
reOffice. Tento bal´ık vyv´ıj´ı spolecˇnost The Document Foundation. Stejneˇ jako
Apache OpenOffice je tento na´stroj dostupny´ zdarma.
Vzhledem k tomu, zˇe LibreOffice vycha´z´ı z OpenOffice, obsahuje tento kan-
cela´rˇsky´ bal´ık stejne´ na´stroje jako OpenOffice. Jediny´m program, ktery´ ma´ Lib-
reOffice nav´ıc, je na´stroj pro tvorbu graf˚u s na´zvem Charts.
LibreOffice Writer podporuje stejne´ forma´ty jako OpenOffice Writer.
Historie
Jak bylo zmı´neˇno v prˇedchoz´ı kapitole 2.1.2, spolecˇnost The Document Foun-
dation vznikla v roce 2010 oddeˇlen´ım od OpenOffice. Prvn´ı vyda´n´ı bal´ıku Libre-
Office 3.3 probeˇhlo v roce 2011. Na´sledovaly verze 3.4, 3.5 a 3.6. V roce 2013 byla
vyda´na varianta LibreOffice 4.0, na kterou nava´zala aktua´lneˇ nejnoveˇjˇs´ı verze 4.1
[4].
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2.2 Forma´ty dokument˚u
V kapitole 2.1 byly prˇedstaveny textove´ procesory, se ktery´mi se v diplomove´ pra´ci
pracuje. V te´to cˇa´sti pra´ce budou popsa´ny nejpouzˇ´ıvaneˇjˇs´ı forma´ty textovy´ch
dokument˚u prˇedstaveny´ch procesor˚u.
2.2.1 Forma´t DOC
Tento forma´t je spojen s verzemi MS Word 1997, 2000, 2002 a 2003. Patrˇ´ı do ro-
diny Office Binary File Formats, cozˇ znamena´, zˇe se jedna´ o bal´ık bina´rn´ıch sou-
bor˚u, ve ktery´ch jsou uchova´ny ve formeˇ bina´rn´ıch dat informace o dokumentu.
Tento zp˚usob ulozˇen´ı textove´ho dokumentu byl nahrazen ve verzi MS Word 2007
forma´tem docx, ktery´ pouzˇ´ıva´ Open XML File Formats a je popsa´n v kapitole 2.2.2.
Bina´rn´ı struktura dat znamena´, zˇe jsou vyja´drˇena jako skupiny hexadecima´l-
n´ıch cˇ´ısel, ktere´ interpretacˇn´ı program zpracuje a zobraz´ı prˇes sve´ uzˇivatelske´ roz-
hran´ı. V na´sleduj´ıc´ım seznamu jsou uvedeny neˇktere´ z bina´rn´ıch proud˚u (streamu˚)
a u´lozˇiˇst’ (storage), ktere´ mu˚zˇe dokument obsahovat [5]:
Dokument mu˚zˇe obsahovat na´sleduj´ıc´ı
 WordDocument Stream – Mus´ı by´t v dokumentu pokazˇde´. Obsahuje
text dokumentu a ostatn´ı informace odkazovane´ z dalˇs´ıch cˇa´st´ı souboru.
 Data Stream – Nema´ zˇa´dnou prˇeddefinovanou strukturu. Obsahuje data
odkazovane´ v ostatn´ıch cˇa´stech dokumentu.
 Custom XML Data Storage – Specifikuje jak uchovat kolekci XML
fragment˚u.
 Summary Information Stream – Obsahuje informace o dokumentu, na-
prˇ´ıklad jme´no autora, cˇas posledn´ı u´pravy a dalˇs´ı.
 Document Summary Information Stream – Obsahuje informace o ob-
sahu dokumentu, naprˇ´ıklad celkovy´ pocˇet rˇa´dek a pocˇet odstavc˚u a dalˇs´ı.
 Macros Storage – Jsou v neˇm ulozˇena makra pouzˇita´ v dokumentu.
2.2.2 Forma´t DOCX
Forma´t docx navazuje na doc od verze MS Word 2007. Patrˇ´ı do rodiny Office
Open XML File Formats, ktera´ je na´sledovn´ıkem Office Binary File Formats. Drˇ´ıveˇjˇs´ı
ulozˇen´ı informac´ı o dokumentu v bina´rn´ıch souborech bylo nahrazeno ulozˇen´ım
do XML soubor˚u. Soubor docx je tedy bal´ıkem XML soubor˚u, ktere´ obsahuj´ı
vsˇechna data popisuj´ıc´ı dokument.
Forma´t doc z˚ustal dostupny´ pro ukla´da´n´ı dokument˚u i po zaveden´ı docx,
ovsˇem nen´ı jizˇ pro ulozˇen´ı dokument˚u vy´choz´ım typem.
Podle [6] ma´ Office Open XML File Formats na´sleduj´ıc´ı prˇ´ınosy:
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 Jednoduche´ propojen´ı byznys informac´ı s dokumenty – umozˇnˇuje
vytvorˇen´ı dokument˚u z rozlicˇny´ch zdroj˚u dat, zrychlen´ı shromazˇd’ova´n´ı do-
kument˚u, data mining (dolova´n´ı dat) a znovupouzˇit´ı obsahu dokument˚u.
 Otevrˇenost – Office XML Format je zalozˇen na XML a ZIP technologi´ıch,
takzˇe je vsˇeobecneˇ prˇ´ıstupny´.
 Prˇenositelnost – s XML standardem je vy´meˇna dat mezi byznys syste´my
a Office aplikacemi zjednodusˇena´. Je mozˇne´ zmeˇnit informace v dokumentu
bez MS Office aplikace, pouze za pouzˇit´ı standardn´ıch na´stroj˚u pro mani-
pulaci s XML.
 Robustnost – Office XML Format je navrzˇen tak, aby byl robustneˇjˇs´ı nezˇ Bi-
nary File Format. T´ım by meˇla by´t omezena mozˇnost ztra´ty dat prˇi posˇkozen´ı
souboru.
 Efektivita – pouzˇit´ı komprese pomoc´ı ZIP technologie snizˇuje velikost sou-
boru azˇ o 75 % v porovna´n´ı s bina´rn´ım forma´tem.
 Bezpecˇnost – dokumenty mohou by´t bezpecˇneˇ sd´ıleny, protozˇe uzˇivatel
mu˚zˇe ze souboru odstranit citliva´ data jako uzˇivatelska´ jme´na, komenta´rˇe
nebo cesty k soubor˚um. Da´le maj´ı Word 2007, Excel 2007 a PowerPoint 2007
soubory vy´choz´ı nastaven´ı, ktere´ urcˇuje, zˇe nemaj´ı spousˇteˇt vlozˇeny´ ko´d. To
je vy´hodne´ naprˇ´ıklad pokud uzˇivatel dostane jeden z teˇchto dokument˚u jako
prˇ´ılohu e-mailu. Nemus´ı se pak ba´t, zˇe s jeho otevrˇen´ım se spust´ı neˇjaky´
sˇkodlivy´ program.
 Zpeˇtna´ kompatibilita – starsˇ´ı typ soubor˚u doc je plneˇ kompatibiln´ı s no-
vy´m forma´tem docx.
Dokument typu docx je tedy ZIP bal´ık, ktery´ mu˚zˇe obsahovat na´sleduj´ıc´ı
soubory a adresa´rˇe [7], [8]:
 Soubor [Content Types].xml – popisuje typ obsahu kazˇde´ cˇa´sti doku-




 Adresa´rˇ rels – jsou v neˇm ulozˇeny vztahy mezi jednotlivy´mi cˇa´stmi do-
kumentu.
 Soubor .rels – popisuje vztahy ve strukturˇe dokumentu.
 Adresa´rˇ datastore – obsahuje data dokumentu ulozˇene´ v XML souborech.
6
KAPITOLA 2. MOZˇNOSTI KONTROLY FORMA´LNI´CH PRAVIDEL 7
 Soubor item1.xml – obsahuje urcˇita´ data pouzˇita´ v dokumentu, naprˇ´ıklad
polozˇky literatury.
 Adresa´rˇ docProps – obsahuje informace o aplikaci, ve ktere´ byl dokument
vytvorˇen.
 Soubor App.xml – obsahuje informace o specificky´ch vlastnostech apli-
kace, ve ktere´ byl dokument vytvorˇen.
 Soubor Core.xml – obsahuje beˇzˇne´ informace o vlastnostech dokumentu,
jako jsou cˇas vytvorˇen´ı, jme´no autora, jazyk nebo cˇas posledn´ı modifikace.
Na obra´zku 2.1 je struktura uka´zkove´ho dokumentu forma´tu docx.
Obra´zek 2.1: Hierarchicka´ struktura uka´zkove´ho DOCX dokumentu [7]
V adresa´rˇi word jsou XML soubory, ktere´ urcˇuj´ı obsah a forma´tova´n´ı cele´ho
dokumentu. Slozˇka word tedy odpov´ıda´ adresa´rˇi datastore ze seznamu a mu˚zˇe
obsahovat tyto soubory [7], [8]:
 Soubor document.xml – je v neˇm ulozˇeno teˇlo dokumentu. Zpravidla se
jedna´ prˇedevsˇ´ım o odstavce a tabulky.
 Soubor styles.xml – obsahuje definice vsˇech styl˚u pouzˇity´ch v doku-
mentu. Definice stylu obsahuje font, jeho velikost, velikost rˇa´dkova´n´ı, od-
kazy na prˇ´ıbuzne´ styly a dalˇs´ı informace.
7
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 Soubor listDefs.xml – obsahuje definice seznamu˚.
 Soubor settings.xml – obsahuje nastaven´ı dokument˚u.
 Soubor header.xml – obsahuje za´hlav´ı dokumentu. Mu˚zˇe jich by´t v´ıce,
odliˇsuj´ı se pak cˇ´ıslic´ı na konci na´zvu souboru, naprˇ´ıklad header1.xml, hea-
der2.xml atd.
 Soubor footer.xml – obsahuje za´pat´ı dokumentu. Mu˚zˇe jich by´t v´ıce,
odliˇsuj´ı se pak cˇ´ıslic´ı na konci na´zvu souboru, naprˇ´ıklad footer1.xml, foo-
ter2.xml atd.
 Soubor footnotes.xml – obsahuje pozna´mky pod cˇarou.
 Soubor endnotes.xml – obsahuje vysveˇtlivky.
 Soubor comments.xml – obsahuje komenta´rˇe k dokumentu.
 Soubor fontTable.xml – obsahuje definice vsˇech font˚u pouzˇity´ch v doku-
mentu.
 Soubor webSettings.xml – obsahuje nastaven´ı pro web. Je v neˇm defi-
nova´no, jak ma´ by´t vyrˇesˇena situace, kdyzˇ je dokument ulozˇen jako HTML.
Adresa´rˇ mu˚zˇe mı´t v´ıce cˇa´st´ı, nezˇ je uvedeno v seznamu, nicme´neˇ polozˇky
vyjmenovane´ v seznamu se ve slozˇce vyskytuj´ı nejcˇasteˇji.
document.xml
Soubor document.xml v sobeˇ uchova´va´ teˇlo dokumentu, by´va´ tedy zpravidla
nejd˚ulezˇiteˇjˇs´ı, a proto zde bude v kra´tkosti prˇedstavena jeho struktura.
Korˇenovy´m elementem souboru je w:document, ktery´ ma´ potomka w:body, jezˇ
reprezentuje teˇlo dokumentu. Teˇlo dokumentu obsahuje bud’ element w:p pro od-
stavec, nebo w:sectPr pro sekci, nebo w:tbl pro tabulku.
Prˇ´ıklad souboru document.xml pro uka´zkovy´ docx, ktery´ obsahuje pouze text
”
Hello World!“:
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<w:sectPr w:rsidR="00681FD7" w:rsidSect="001B6127">
<w:pgSz w:w="11906" w:h="16838"/>
<w:pgMar w:top="1417" w:right="1417" w:bottom="1417"






Ze souboru byly odstraneˇny definice jmenny´ch prostor˚u z elementu w:docu-
ment kv˚uli veˇtsˇ´ı prˇehlednosti. Text odstavce by´va´ rozdeˇlen do jednoho nebo v´ıce
takzvany´ch runs, ktere´ reprezentuje element w:r. Tyto runs obsahuj´ı textove´ ele-
menty w:t. V sekci jsou nadefinova´ny rozmeˇry stra´nky v elementu w:pgSz a okraje
stra´nky v elementu w:pgMar.
2.2.3 Forma´t ODT
Forma´t pro ukla´da´n´ı textovy´ch dokument˚u odt je soucˇa´st´ı Open Document For-
mat (da´le jen ODF), ktery´ vyv´ıj´ı spolecˇnost Organization for the Advancement
of Structured Information Standards (da´le jen OASIS). ODF je souborovy´ forma´t
pro dokumenty vytvorˇene´ kancela´rˇsky´mi aplikacemi. ODF je zalozˇen na XML.
Informace o ODF dokumentu (obsah, forma´tova´n´ı) jsou tedy uchova´va´ny
v XML souborech, ktere´ jsou ulozˇeny v JAR archivu. JAR soubor je kompri-
movany´ ZIP archiv, proto mu˚zˇe uzˇivatel pouzˇ´ıt jaky´koliv standardn´ı na´stroj
pro rozbalen´ı ZIP archivu a prohle´dnout si prˇ´ımo XML soubory s obsahem
a forma´tova´n´ım ODF dokumentu.
Sveˇtoveˇ nejpouzˇ´ıvaneˇjˇs´ımi rozsˇ´ıˇren´ımi ODF jsou na´sleduj´ıc´ı forma´ty [10]:
 .odt – textove´ procesory,
 .ods – tabulkove´ procesory,
 .odp – prezentace,
 .odb – databa´ze,
 .odg – grafika,
 .odf – matematicke´ rovnice.
Vsˇechna rozsˇ´ıˇren´ı ODF maj´ı v JAR archivu na´sleduj´ıc´ı strukturu [9]:
 Soubor mimetype – obsahuje jeden rˇa´dek textu, ktery´ urcˇuje MIME
(Multi-Purpose Internet Mail Extensions). Textovy´ dokument odt ma´ na´sle-
duj´ıc´ı MIME typ: application/vnd.oasis.opendocument.text
9
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 Soubor content.xml – obsah dokumentu.
 Soubor styles.xml – obsahuje informace o stylech pouzˇity´ch v dokumentu.
Obsah a styl (prezentace) jsou oddeˇleny do dvou r˚uzny´ch soubor˚u za u´cˇelem
zvy´sˇen´ı flexibility.
 Soubor meta.xml – meta-informace o obsahu dokumentu, naprˇ´ıklad jme´-
no autora, cˇas posledn´ı u´pravy, cˇas vzniku atd.
 Soubor settings.xml – obsahuje specificke´ informace o aplikaci, ve ktere´
dokument vznikl. U textove´ho dokumentu je to naprˇ´ıklad stanoven´ı, jestli
maj´ı by´t za´hlav´ı a za´pat´ı zobrazena nebo ne.
 Adresa´rˇ META-INF – obsahuje soubor manifest.xml.
– Soubor manifest.xml – jsou v neˇm meta-informace o JAR archivu.
Obsahuje seznam vsˇech ostatn´ıch soubor˚u z JAR archivu. Tento soubor
mus´ı v JAR archivu by´t pro otevrˇen´ı dokumentu v OpenOffice.org.
Nen´ı to manifest pouzˇ´ıvany´ v programovac´ım jazyce Java.
 Adresa´rˇ Pictures – obsahuje obra´zky pouzˇite´ v dokumentu. Neˇktere´ tex-
tove´ procesory tuto slozˇku vytvorˇ´ı pouze v prˇ´ıpadeˇ, kdy dokument obra´zky
skutecˇneˇ obsahuje, neˇktere´ ji naopak vytvorˇ´ı pokazˇde´.
 Adresa´rˇ Thumbnails – obsahuje PNG soubor s na´hledem dokumentu.
content.xml
Soubor content.xml v sobeˇ uchova´va´ obsah dokumentu, cozˇ je zpravidla ta nej-
d˚ulezˇiteˇjˇs´ı cˇa´st dokumentu, a proto zde bude prˇedstavena jeho struktura.
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<office:body>
<office:documentType>




Uka´zka struktury souboru byla prˇevzata z [9].
Korˇenovy´m elementem je office:document, v neˇmzˇ jsou definova´ny vsˇechny
jmenne´ prostory, ktere´ jsou pouzˇity v dokumentu. Potomek office:scripts se v sou-
boru vyskytuje pouze v prˇ´ıpadeˇ, zˇe byla v dokumentu pouzˇita makra. Poto-
mek office:font-face-decls popisuje fonty pouzˇite´ v dokumentu. Stejna´ informace
je k dispozici v souboru styles.xml. V elementu office:automatic-styles jsou defi-
nice automaticky´ch styl˚u, ktere´ obsahuj´ı odkazy na styly v souboru styles.xml.
Posledn´ı potomkem je element w:body, jenzˇ je povinny´ a nejd˚ulezˇiteˇjˇs´ı, protozˇe
obsahuje teˇlo dokumentu [9].
U odt dokument˚u je prvn´ım potomkem body elementu office:text, ktery´ urcˇuje,
zˇe se jedna´ o textovy´ dokument. Potomky tohoto textove´ho elementu by´vaj´ı
nejcˇasteˇji text:p, jenzˇ definuje odstavec, text:h, jenzˇ definuje za´hlav´ı, a table:table,
ktery´ definuje tabulku.
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2.3 Knihovny pro zpracova´n´ı dokument˚u
Pro realizaci programu, ktery´ bude kontrolovat forma´ln´ı pravidla dle zada´n´ı, byl
zvolen programovac´ı jazyk Java. Bylo tedy zapotrˇeb´ı naj´ıt a vybrat knihovny
pro tento jazyk, ktere´ umı´ forma´ty prˇedstavene´ v 2.2 nacˇ´ıst a zpracovat.
Beˇhem hleda´n´ı a analyzova´n´ı knihoven se podarˇilo nale´zt jen jednu, ktera´ by
byla schopna´ zpracovat vsˇechny forma´ty, ta ovsˇem byla placena´. Ostatn´ı knihovny
umeˇly pracovat vzˇdy pouze s jedn´ım forma´tem. Je to celkem pochopitelne´ vzhle-
dem k rozd´ıl˚um ve strukturˇe jednotlivy´ch forma´t˚u. Bylo tedy nutne´ naj´ıt zvla´sˇt’
knihovnu pro kazˇdy´ forma´t.
Prˇi hleda´n´ı knihoven jich bylo vyzkousˇeno sˇest:
 Apache POI – zahrnuje dveˇ knihovny.
– HWPF – umı´ zpracovat doc dokumenty.
– XWPF – umı´ zpracovat docx dokumenty.
 DOCX4J – umı´ zpracovat docx.
 ODFDOM – zpracova´va´ OpenDocument forma´t.
 Aspose.Words – doka´zala by zpracovat vsˇechny pozˇadovane´ forma´ty, ale
je placena´, cozˇ se pro pouzˇit´ı v ra´mci diplomove´ pra´ce nehod´ı.
 jOpenDocument – umı´ zpracovat OpenDocument forma´t.
Jizˇ po otestova´n´ı na neˇkolika za´kladn´ıch dokumentech bylo jasne´, ktere´ kni-
hovny budou pro tento projekt vhodne´. Ty budou popsa´ny v na´sleduj´ıc´ıch dvou
kapitola´ch.
2.3.1 Apache POI
Cely´ na´zev knihovny zn´ı Apache POI - the Java API for Microsoft Documents.
Jak na´zev naznacˇuje, knihovna obsahuje komponenty pro zpracova´n´ı vsˇech typ˚u
dokument˚u Microsoft Office. Vyv´ıj´ı ji Apache Software Foundation [11].
Pro tuto diplomovou pra´ci byla knihovna Apache POI vybra´na, protozˇe obsa-
huje dveˇ komponenty, ktere´ umı´ zpracovat dokumenty z programu MS Word.
Jedna´ se o komponenty HWPF pro doc dokumenty a XWPF pro docx doku-
menty. Vy´hodou knihovny je, zˇe obeˇ komponenty, acˇkoliv kazˇda´ pracuje s jiny´m
forma´tem dokumentu, maj´ı podobne´ API. Je tak snazsˇ´ı pouzˇ´ıvat dveˇ komponenty,
ktere´ maj´ı podobna´ API, nezˇ pouzˇ´ıvat u´plneˇ odliˇsne´ knihovny. Dalˇs´ı vy´hodou
knihovny byly prˇehledne´ na´vody pro pra´ci s komponentami a podrobna´ doku-
mentace k API.
Nejnoveˇjˇs´ı plnou verz´ı knihovny je Apache POI 3.11.
V na´sleduj´ıc´ıch dvou cˇa´stech budou popsa´ny jednotlive´ komponenty knihovny
pro zpracova´n´ı dokument˚u z MS Word.
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HWPF
Za´kladn´ı trˇ´ıdy pro pra´ci s komponentou HWPF jsou:
 HWPFDocument – jedna´ se o hlavn´ı reprezentaci nacˇtene´ho dokumentu.
Je soucˇa´st´ı bal´ıku org.apache.poi.hwpf.
 WordExtractor – poskytuje metody pro za´kladn´ı pr˚uchod textu doku-
mentu. Je soucˇa´st´ı bal´ıku org.apache.poi.hwpf.extractor. Jako parametr kon-
struktoru se zada´va´ objekt HWPFDocument, ze ktere´ho si trˇ´ıda z´ıska´ po-
trˇebny´ textovy´ obsah. Pouzˇ´ıva´ se pro pr˚uchod odstavc˚u dokumentu.
 Range – hlavn´ı trˇ´ıda objektove´ho modelu HWPF. Je soucˇa´st´ı bal´ıku org.
apache.poi.hwpf.usermodel. Z objektu HWPFDocument se z´ıska´ pomoc´ı me-
tody getRange(). Da´ se prˇes n´ı prˇistupovat k odstavc˚um, tabulka´m, sekc´ım
a cele´mu obsahu dokumentu. Rovneˇzˇ mu˚zˇe by´t pouzˇita pro vkla´da´n´ı nove´ho
textu do dokumentu.
Du˚lezˇity´mi bal´ıky jsou org.apache.poi.hwpf.model a org.apache.poi.hwpf.user-
model, ktere´ obsahuj´ı trˇ´ıdy pro reprezentaci d´ılcˇ´ıch cˇa´st´ı dokumentu. Tyto bal´ıky
obsahuj´ı naprˇ´ıklad trˇ´ıdu Paragraph reprezentuj´ıc´ı odstavec, Section reprezentuj´ıc´ı
sekci, Table reprezentuj´ıc´ı tabulku, CharacterRun reprezentuj´ıc´ı cˇa´st textu od-
stavce cˇi StyleSheet reprezentuj´ıc´ı styly dokumentu.
XWPF
Za´kladn´ı trˇ´ıdy pro pra´ci s komponentou XWPF jsou:
 XWPFDocument – jedna´ se o hlavn´ı reprezentaci nacˇtene´ho dokumentu.
Je soucˇa´st´ı bal´ıku org.apache.poi.xwpf.usermodel.
 CTDocument1 – jde o n´ızkou´rovnˇovou reprezentaci dokumentu. Jedna´ se
o odkaz na korˇenovy´ element souboru document.xml popsany´ v 2.2.2. Ob-
jekt XWPFDocument vrac´ı instanci te´to trˇ´ıdy metodou getDocument(). Nen´ı
prˇ´ımo soucˇa´st´ı komponenty, patrˇ´ı do bal´ıku org.openxmlformats.schemas.
wordprocessingml.x2006.main. Prˇ´ıklad pouzˇit´ı te´to trˇ´ıdy je uveden pod t´ımto
seznamem.
 POIXMLProperties – obsahuje souhrnne´ informace o dokumentu, jako
jsou pocˇet stran nebo pocˇet slov. Je soucˇa´st´ı bal´ıku org.apache.poi.
Prˇ´ıklad z´ıska´n´ı informace o prave´m a leve´m okraji stra´nky pomoc´ı CTDocu-
ment1:
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CTDocument1 documentCt = xwpfDoc.getDocument();
CTBody body = documentCt.getBody();
CTSectPr section = body.getSectPr();
CTPageMar margin = section.getPgMar();
double left = margin.getLeft().doubleValue();
double right = margin.getRight().doubleValue();
Uvedeny´ prˇ´ıklad prˇ´ımo kop´ıruje strukturu souboru document.xml uvedenou
v kapitole 2.2.2.
Nejd˚ulezˇiteˇjˇs´ım bal´ıkem komponenty je org.apache.poi.xwpf.usermodel. Ten ob-
sahuje d˚ulezˇite´ trˇ´ıdy pro reprezentaci d´ılcˇ´ıch cˇa´st´ı dokumentu. Jedna´ se naprˇ´ıklad
o trˇ´ıdu XWPFParagraph reprezentuj´ıc´ı odstavec, XWPFTable reprezentuj´ıc´ı ta-
bulku, XWPFHeader reprezentuj´ıc´ı za´hlav´ı cˇi XWPFFooter reprezentuj´ıc´ı za´pat´ı.
2.3.2 ODFDOM
Knihovna ODFDOM je soucˇa´st´ı Apache ODF Toolkit a vyv´ıj´ı ji Apache Software
Foundation. Existuje jej´ı vysokou´rovnˇova´ abstrakce nazvana´ Simple Java API for
ODF (da´le jen Simple API), ktera´ bude v diplomove´ pra´ci pouzˇita za´rovenˇ s OD-
FDOM.
Tato knihovna byla pro realizaci diplomove´ pra´ci vybra´na kv˚uli prˇehledne´mu
API, dostupny´m vzorovy´m prˇ´ıklad˚um a podrobne´ dokumentaci.
C´ılem ODFDOM je poskytnout jednoduche´ API pro cˇten´ı, vytva´rˇen´ı a u´pravu
ODF dokument˚u. Proto je API rozdeˇleno do dvou vrstev, jak je zna´zorneˇno
na obra´zku 2.2.
Obra´zek 2.2: Vrstvy ODFDOM knihovny
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Popis jednotlivy´ch vrstev knihovny [12]:
 ODF Package Layer – poskytuje prˇ´ıstup ke vsˇem zdroj˚um v archivu ODF
dokumentu, jako jsou XML soubory nebo obra´zky. Jeho u´kolem je rozbalit
(v prˇ´ıpadeˇ nacˇ´ıta´n´ı) cˇi zabalit (v prˇ´ıpad ukla´da´n´ı) soubory do ZIP archivu,
ktery´ reprezentuje ODF dokument.
 ODF XML Layer – poskytuje prˇ´ıstup ke vsˇem vlastnostem dokumentu,
jako je forma´tova´n´ı, obsah atd.
– ODF DOM API – n´ızkou´rovnˇovy´ prˇ´ıstup. Pracuje prˇ´ımo s XML
soubory z ODF archivu pomoc´ı W3C DOM API (Document Object
Model). Pro kazˇdy´ XML element a atribut, ktery´ se v ODF archivu vy-
skytuje, je definova´na trˇ´ıda. Toto API kompletneˇ pokry´va´ celou ODF
specifikaci.
– ODF Document API – vysokou´rovnˇovy´ prˇ´ıstup. Jeho pouzˇit´ı by
meˇlo by´t prˇehledneˇjˇs´ı, protozˇe se snazˇ´ı oddeˇlit uzˇivatele od detail˚u
XML implementace, se ktery´mi se prˇ´ımo pracuje v ODF DOM API.
Simple API
Tato komponenta je vysokou´rovnˇovou abstrakc´ı knihovny ODFDOM. Nahra-
zuje vrstvu ODF Document API, ma´ sˇirsˇ´ı mozˇnosti vyuzˇit´ı. Jej´ı vy´hodou je jed-
noduche´ pouzˇit´ı na za´kladn´ıch operac´ıch s dokumentem. Jelikozˇ jde o abstrakci
ODFDOM, je mozˇne´ pouzˇ´ıvat obeˇ komponenty spolecˇneˇ. Tam kde vysokou´rovnˇovy´
prˇ´ıstup Simple API nestacˇ´ı, da´ se pouzˇ´ıt n´ızkou´rovnˇovy´ prˇ´ıstup ODFDOM. Dı´ky
tomu je knihovna ODFDOM v kombinaci s komponentou Simple API velice uzˇitecˇ-
ny´m na´strojem, s jehozˇ pomoc´ı se da´ z´ıskat te´meˇrˇ jaka´koliv informace o doku-
mentu nebo prove´st te´meˇrˇ jaka´koliv jeho u´prava.
Za´kladn´ı trˇ´ıdy pro pra´ci s knihovnou Simple API jsou:
 TextDocument – jedna´ se o za´kladn´ı reprezentaci odt dokumentu.
 DocumentStatistic – uchova´va´ informace o dokumentu, jako jsou pocˇet
stran nebo pocˇet slov.
 OdfContentDom – tato trˇ´ıda patrˇ´ı do ODF DOM API a reprezentuje stro-
movou strukturu souboru content.xml vytvorˇenou pomoc´ı DOM. Objekt
trˇ´ıdy TextDocument vrac´ı instanci te´to trˇ´ıdy metodou getContentDom().
Pouzˇ´ıva´ se v situac´ıch, kdy je potrˇeba pouzˇ´ıt n´ızkou´rovnˇovy´ prˇ´ıstup.
 OdfStylesDom – tato trˇ´ıda patrˇ´ı do ODF DOM API a reprezentuje stro-
movou strukturu souboru styles.xml vytvorˇenou pomoc´ı DOM. Objekt trˇ´ıdy
TextDocument vrac´ı instanci te´to trˇ´ıdy metodou getStylesDom().
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Pro pouzˇit´ı knihovny Simple API je zapotrˇeb´ı naimportovat na´sleduj´ıc´ı trˇi JAR
archivy:
 Simple ODF 0.6.6 – bal´ık se Simple API.
 ODFDOM 0.8.7 – bal´ık s ODFDOM.
 Apache Xerces 2.9.1 nebo vysˇsˇ´ı – bal´ık s knihovnou Xerces, ktera´ umı´
zpracova´vat XML dokumenty.
16
3 Mnozˇina kontrolovany´ch pravidel
V te´to kapitole bude prˇedstavena mnozˇina forma´ln´ıch pravidel, ktera´ bude vy´sled-
ny´ program kontrolovat. Forma´ln´ı pravidla jsou takova´ pravidla, ktera´ se zaby´vaj´ı
kontrolou obsahu, struktury a forma´tova´n´ı dokumentu.
Sestaven´ı mnozˇiny kontrolovany´ch pravidel prˇedcha´zela d˚ukladna´ analy´za kni-
hoven vybrany´ch v kapitole 2.3. Mnozˇina pravidel totizˇ mus´ı by´t pro vsˇechny trˇi
forma´ty dokument˚u shodna´. Bylo tedy zapotrˇeb´ı zanalyzovat, jake´ vlastnosti do-
kumentu se daj´ı jednotlivy´mi knihovnami zjistit a otestovat. Vy´sledkem analy´zy
a diskuze s vedouc´ım diplomove´ pra´ce o jeho pozˇadavc´ıch ohledneˇ kontroly pra-
videl bylo sestaven´ı fina´ln´ı mnozˇiny s jedena´cti forma´ln´ımi pravidly, ktera´ budou
v te´to kapitole spolecˇneˇ s jejich parametry prˇedstavena. Rovneˇzˇ bude popsa´no,
jak se budou pravidla pomoc´ı jednotlivy´ch knihoven kontrolovat. U neˇktery´ch
pravidel bude popis kontroly doplneˇn uka´zkovy´m u´sekem ko´du. U pravidel, kde
uka´zka ko´du chyb´ı, je d˚uvodem u´spora mı´sta, protozˇe se jednalo o delˇs´ı cˇa´sti
ko´du.
3.1 Pocˇet slov
Pravidlo bude kontrolovat pocˇet slov v cele´m dokumentu.
Parametr limit
Celocˇ´ıselny´ u´daj, ktery´ je jediny´m parametrem tohoto pravidla. V ra´mci
kontroly pravidla bude porovna´n pocˇet slov v dokumentu se zadany´m limitem.
Uzˇivatel bude programem informova´n, zdali dosˇlo k prˇekrocˇen´ı limitu cˇi byl
splneˇn. Parametr mus´ı by´t zada´n pra´veˇ jednou.
Kontrola u DOC
Z hlavn´ı reprezentace doc dokumentu, objektu trˇ´ıdy HWPFDocument, se z´ıska´
instance trˇ´ıdy SummaryInformation, ktera´ ma´ v sobeˇ uchovanou informaci o pocˇtu
slov. Cˇa´st ko´du, jezˇ zjiˇst’uje pocˇet slov dokumentu, je uvedena zde:
SummaryInformation summary = hwpfDoc.getSummaryInformation();
int wordCount = summary.getWordCount();
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Kontrola u DOCX
Z hlavn´ı reprezentace docx dokumentu, objektu trˇ´ıdy XWPFDocument, se
z´ıska´ instance trˇ´ıdy POIXMLProperties, ktera´ v sobeˇ uchova´va´ objekt trˇ´ıdy Ex-
tendedProperties. Tento objekt v sobeˇ ma´ ulozˇenou informaci o pocˇtu slov. Cˇa´st
ko´du, jezˇ zjiˇst’uje pocˇet slov dokumentu, je uvedena zde:
POIXMLProperties prop = xwpfDoc.getProperties();
int wordsCount = prop.getExtendedProperties().getWords();
Kontrola u ODT
Z hlavn´ı reprezentace odt dokumentu, objektu trˇ´ıdy TextDocument, se z´ıska´
instance trˇ´ıdy Meta, ktera´ v sobeˇ uchova´va´ meta-informace o dokumentu. Z te´to
instance se z´ıska´ objekt trˇ´ıdy DocumentStatistic, jenzˇ v sobeˇ ma´ ulozˇenou infor-
maci o pocˇtu slov. Cˇa´st ko´du, ktera´ zjiˇst’uje pocˇet slov dokumentu, je uvedena
zde:
Meta meta = odtDoc.getOfficeMetadata();
DocumentStatistic stat = meta.getDocumentStatistic();
int wordCount = stat.getWordCount();
3.2 Pocˇet stran
Pravidlo bude kontrolovat pocˇet stran cele´ho dokumentu.
Parametr limit
Celocˇ´ıselny´ u´daj, ktery´ je jediny´m parametrem tohoto pravidla. V ra´mci kont-
roly pravidla bude porovna´n pocˇet stran dokumentu se zadany´m limitem. Uzˇivatel
bude programem informova´n, zdali dosˇlo k prˇekrocˇen´ı limitu cˇi byl splneˇn. Para-
metr mus´ı by´t zada´n pra´veˇ jednou.
Kontrola u DOC
Z hlavn´ı reprezentace doc dokumentu, objektu trˇ´ıdy HWPFDocument, se z´ıska´
instance trˇ´ıdy SummaryInformation, ktera´ ma´ v sobeˇ uchovanou informaci o pocˇtu
stran. Cˇa´st ko´du, jezˇ zjiˇst’uje pocˇet stran dokumentu, je uvedena zde:
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SummaryInformation summary = hwpfDoc.getSummaryInformation();
int pageCount = summary.getPageCount();
Kontrola u DOCX
Z hlavn´ı reprezentace docx dokumentu, objektu trˇ´ıdy XWPFDocument, se
z´ıska´ instance trˇ´ıdy POIXMLProperties, ktera´ v sobeˇ uchova´va´ objekt trˇ´ıdy Ex-
tendedProperties. Tento objekt v sobeˇ ma´ ulozˇenou informaci o pocˇtu stran. Cˇa´st
ko´du, jezˇ zjiˇst’uje pocˇet stran dokumentu, je uvedena zde:
POIXMLProperties prop = xwpfDoc.getProperties();
int pageCount = prop.getExtendedProperties().getPages();
Kontrola u ODT
Z hlavn´ı reprezentace odt dokumentu, objektu trˇ´ıdy TextDocument, se z´ıska´
instance trˇ´ıdy Meta, ktera´ v sobeˇ uchova´va´ meta-informace o dokumentu. Z te´to
instance se z´ıska´ objekt trˇ´ıdy DocumentStatistic, jenzˇ v sobeˇ ma´ ulozˇenou infor-
maci o pocˇtu stran. Cˇa´st ko´du, ktera´ zjiˇst’uje pocˇet stran dokumentu, je uvedena
zde:
Meta meta = odtDoc.getOfficeMetadata();
DocumentStatistic stat = meta.getDocumentStatistic();
int pageCount = stat.getPageCount();
3.3 Velikost rˇa´dkova´n´ı
Pravidlo bude kontrolovat velikost rˇa´dkova´n´ı. Kontrola rˇa´dkova´n´ı bude provedena
pro kazˇdy´ odstavec dokumentu.
Parametr value
Rea´lne´ cˇ´ıslo, ktere´ je jediny´m parametrem tohoto pravidla. V ra´mci kont-
roly pravidla bude u kazˇde´ho odstavce porovna´no zjiˇsteˇne´ rˇa´dkova´n´ı se zadany´m
parametrem value. U kazˇde´ho odstavce bude uzˇivatel informova´n, zdali zjiˇsteˇne´
rˇa´dkova´n´ı zadany´ parametr prˇekrocˇilo cˇi nikoliv. Parametr mus´ı by´t zada´n pra´veˇ
jednou.
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Kontrola u DOC
Kazˇdy´ odstavce reprezentuje objekt trˇ´ıdy Paragraph. Tato trˇ´ıda ma´ metodu
getLineSpacing(), ktera´ vrac´ı rˇeteˇzec s informacemi o rˇa´dkova´n´ı. Zpracova´n´ım
tohoto rˇeteˇzce se z´ıska´ hodnota rˇa´dkova´n´ı dane´ho odstavce.
Kontrola u DOCX
Rˇa´dkova´n´ı je zjiˇst’ova´no prˇ´ımo z XML souboru document.xml. Pro kazˇdy´ od-
stavec se z´ıska´ jeho element s na´zvem w:p z XML souboru a je testova´no, zdali
se mezi potomky vyskytuje element w:spacing s atributem w:line. Pokud se tento
element mezi potomky vyskytuje, je hodnota rˇa´dkova´n´ı nacˇtena z neˇj. Pokud
element mezi potomky nen´ı, je hodnota rˇa´dkova´n´ı z´ıska´na ze stylu odstavce.
Kontrola u ODT
U kazˇde´ho odstavce je zjiˇst’ova´no, jake´ ma´ nastaveny instance OdfStylePro-
perty, cozˇ je trˇ´ıda uchova´vaj´ıc´ı informace o stylu odstavc˚u. Pokud ma´ odstavec
nastaven OdfStyleProperty se jme´nem fo:line-height, je rˇa´dkova´n´ı rovno hodnoteˇ
te´to instance.
3.4 Okraje stra´nky
Pravidlo bude kontrolovat okraje stra´nky dokumentu. Kontrola bude vzˇdy pro-
vedena pro vsˇechny cˇtyrˇi strany – horn´ı, doln´ı, pravy´ a levy´ okraj. Pokud je do-
kument rozdeˇlen na odd´ıly, ktere´ maj´ı odliˇsne´ okraje stran, budou zkontrolova´ny
vsˇechny odd´ıly.
Parametr value
Rea´lne´ cˇ´ıslo, ktere´ je jediny´m parametrem tohoto pravidla. V ra´mci kontroly
pravidla bude u kazˇde´ho okraje porovna´na zjiˇsteˇna´ hodnota se zadany´m paramet-
rem value. U kazˇde´ strany bude uzˇivatel informova´n, zdali okraj zadany´ parametr
prˇekrocˇil cˇi nikoliv. Parametr mus´ı by´t zada´n pra´veˇ jednou.
Kontrola u DOC
Informace o okraj´ıch stra´nky je uchova´na v objektu trˇ´ıdy Section. K sekc´ım
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se prˇistupuje prˇes hlavn´ı trˇ´ıdu objektove´ho modelu knihovny HWPF, cozˇ je trˇ´ıda
Range. Objekt te´to trˇ´ıdy se z´ıska´ z hlavn´ı reprezentace dokumentu, z trˇ´ıdy HW-
PFDocument. Pokud dokument obsahuje v´ıce objekt˚u trˇ´ıdy Section, jsou zkont-
rolova´ny okraje ve vsˇech teˇchto objektech. Cˇa´st ko´du, ktera´ zjiˇst’uje okraje stran
dokumentu, je uvedena zde:
Range range = hwpfDoc.getRange();
Section sec = range.getSection(0);
double left = sec.getMarginLeft();
double right = sec.getMarginRight();
double top = sec.getMarginTop();
double bottom = sec.getMarginBottom();
Kontrola u DOCX
K informaci o okraj´ıch stra´nky se prˇistupuje prˇes trˇ´ıdu CTDocument1, cozˇ je
odkaz na korˇenovy´ element XML souboru document.xml. Z neˇj se z´ıska´ postupneˇ
odkaz na teˇlo dokumentu, pote´ na sekci a z n´ı na okraje stra´nky. Pokud dokument
obsahuje v´ıce sekc´ı, jsou zkontrolova´ny okraje ve vsˇech. Cˇa´st ko´du, ktera´ zjiˇst’uje
okraje stran dokumentu, je uvedena zde:
CTDocument1 documentCt = xwpfDoc.getDocument();
CTBody body = documentCt.getBody();
CTSectPr section = body.getSectPr();
CTPageMar margin = section.getPgMar();
double left = margin.getLeft().doubleValue();
double right = margin.getRight().doubleValue();
double top = margin.getTop().doubleValue();
double bottom = margin.getBottom().doubleValue();
Kontrola u ODT
Informace o okraj´ıch stra´nky je ulozˇena v souboru styles.xml. Prˇistupuje se
k n´ı tedy prˇes objekt trˇ´ıdy OdfStylesDom. V souboru se najde element style:page-
layout, jenzˇ ma´ potomka style:page-layout-properties. Pokud je v dokumentu v´ıce
element˚u style:page-layout jsou zkontrolova´ny okraje pro vsˇechny tyto elementy.
A tento element ma´ atributy, ktere´ reprezentuj´ı jednotlive´ okraje stra´nky.
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3.5 Uveden´ı jme´na
Pravidlo bude kontrolovat, zdali bylo v za´pat´ı cˇi za´hlav´ı dokumentu uvedene´
konkre´tn´ı jme´no cˇi v´ıce jmen.
Parametr text
Textovy´ parametr, ktery´m uzˇivatel zada´, jake´ jme´no cˇi jme´na ma´ program
v dokumentu hledat. U kazˇde´ho jme´na zadane´ho jako parametr bude uzˇivatel
informova´n, zdali bylo v za´hlav´ı nebo za´pat´ı nalezeno. Pravidlo mus´ı mı´t zadany´
alesponˇ jeden parametr.
Kontrola u DOC
Z hlavn´ı reprezentace dokumentu, objektu trˇ´ıdy HWPFDocument, se meto-
dou getHeaderStoryRange() z´ıska´ objekt trˇ´ıdy Range, ktery´ v sobeˇ ma´ informace
o za´hlav´ı i za´pat´ı dokumentu. Z neˇj se z´ıska´ textovy´ obsah za´hlav´ı a za´pat´ı, a ten
se porovna´va´ s hledany´mi jme´ny.
Kontrola u DOCX
Hlavn´ı reprezentace dokumentu, objekt trˇ´ıdy XWPFDocument, ma´ metody
getHeaderList() a getFooterList(), ktere´ vrac´ı seznam objekt˚u XWPFHeader a XW-
PFFooter, jezˇ reprezentuj´ı vsˇechna za´hlav´ı a za´pat´ı dokumentu. Ze seznamu˚ se
z´ıska´ textovy´ obsah za´hlav´ı a za´pat´ı a ten se porovna´ s hledany´mi jme´ny.
Kontrola u ODT
Hlavn´ı reprezentace dokumentu, objekt trˇ´ıdy TextDocument, ma´ metody ge-
tHeader() a getFooter(), ktere´ vracej´ı instance trˇ´ıd Header a Footer, cozˇ jsou re-
prezentace za´hlav´ı a za´pat´ı dokumentu. Z teˇchto instanc´ı se z´ıska´ textovy´ obsah
za´hlav´ı a za´pat´ı a ten se porovna´ s hledany´mi jme´ny.
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3.6 Uveden´ı data
Pravidlo bude kontrolovat, zdali bylo v za´pat´ı cˇi za´hlav´ı uvedeno datum. Uzˇivatel
si urcˇ´ı pomoc´ı parametru, jake´ forma´ty data ma´ pravidlo kontrolovat.
Parametr format
T´ımto parametrem uzˇivatel urcˇ´ı, jake´ forma´ty data ma´ pravidlo hledat. Pa-






kde dd urcˇuje dny, MM meˇs´ıce a yyyy roky.
Parametr mus´ı by´t zada´n alesponˇ jeden, maxima´lneˇ mu˚zˇe by´t zada´n azˇ peˇt-
kra´t, protozˇe pozˇadovany´ch forma´t˚u data je peˇt. U kazˇde´ho parametru bude
uzˇivatel informova´n, zdali byl datum v tomto forma´tu nalezen cˇi nikoliv. Rovneˇzˇ
budou vypsa´na konkre´tn´ı nalezena´ data, ktera´ zadane´ forma´ty splnˇuj´ı.
Kontrola
Kontrola uveden´ı data v za´hlav´ı a za´pat´ı bude u jednotlivy´ch forma´t˚u doku-
ment˚u prob´ıhat stejneˇ, jako bylo popsa´no v kapitole 3.5.
3.7 Pouzˇity´ font
Pravidlo bude kontrolovat, jaky´ font byl pouzˇit v jednotlivy´ch odstavc´ıch. Rovneˇzˇ
bude zjiˇst’ovat, jakou maj´ı jednotlive´ odstavce velikost fontu.
Parametr requiredFont
Jedna´ se o parametr, ktery´ reprezentuje pozˇadovany´ font. Obsahuje dalˇs´ı dva
parametry, name a size. Prvn´ı je rˇeteˇzec a reprezentuje na´zev pozˇadovane´ho fontu
a druhy´ je rea´lne´ cˇ´ıslo, ktere´ urcˇuje pozˇadovano velikost fontu. U kazˇde´ho odstavce
23
KAPITOLA 3. MNOZˇINA KONTROLOVANY´CH PRAVIDEL 24
bude uzˇivatel programem informova´n, zdali pouzˇity´ font a jeho velikost patrˇ´ı mezi
pozˇadovane´ cˇi nikoliv. Pravidlo mus´ı mı´t zadany´ alesponˇ jeden tento parametr.
Kontrola u DOC
Text odstavce je ulozˇen v objektu trˇ´ıdy CharacterRun. Tento objekt ma´ metody
getFontSize() a getFontName(), ktere´ vrac´ı velikost fontu a jeho na´zev.
Kontrola u DOCX
Text odstavce je ulozˇen v objektu trˇ´ıdy XWPFRun. Tento objekt ma´ metody
getFontSize() a getFontFamily(), ktere´ vrac´ı velikost fontu a jeho na´zev. V prˇ´ıpadeˇ,
zˇe odstavec prˇeb´ıra´ font a jeho velikost od stylu, ktery´ ma´ nastaveny´, vrac´ı metody
0, respektive null. V takove´m prˇ´ıpadeˇ se font a velikost odstavce nastav´ı podle
jeho stylu.
Kontrola u ODT
U kazˇde´ho odstavce je zjiˇst’ova´no, jake´ ma´ nastaveny instance OdfStylePro-
perty, cozˇ je trˇ´ıda uchova´vaj´ıc´ı informace o stylu odstavc˚u. Pokud ma´ odstavec
nastaven OdfStyleProperty se jme´nem fo:font-size a style:font-name, jsou velikost
fontu a jeho na´zev rovny hodnota´m teˇchto instanc´ı. Pokud tyto instance nema´
odstavec nastaveny, nastav´ı se font a jeho velikost podle stylu odstavce.
3.8 Pouzˇit´ı konkre´tn´ıho nadpisu
Pravidlo bude kontrolovat, zdali je v dokumentu pouzˇit nadpis cˇi nadpisy pozˇado-
vane´ uzˇivatelem.
Parametr text
Textovy´ parametr, ktery´m uzˇivatel zada´, jake´ nadpisy ma´ program v doku-
mentu hledat. Uzˇivatele bude program u kazˇde´ho hledane´ho nadpisu informovat,
zdali se v dokumentu vyskytuje cˇi nikoliv. Pravidlo mus´ı mı´t zadany´ alesponˇ
jeden parametr.
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Kontrola u DOC
U objektu odstavce Paragraph lze pomoc´ı metody getStyleIndex() z´ıskat index
stylu, ktery´ ma´ odstavec nastaveny´. Z hlavn´ı reprezentace dokumentu, objektu
trˇ´ıdy HWPFDocument, se metodou getStyleSheet() z´ıska´ objekt trˇ´ıdy StyleSheet,
ktery´ zahrnuje vsˇechny styly pouzˇite´ v dokumentu. Mezi teˇmito styly se najde ten,
jenzˇ ma´ shodny´ index s indexem stylu odstavce, zjist´ı se jeho jme´no a otestuje se,
zdali jme´no obsahuje slova Nadpis nebo Heading, ktera´ reprezentuj´ı styly pro nad-
pisy. Pokud ano, jedna´ se o nadpis a jeho text mu˚zˇe by´t porovna´n s pozˇadovany´mi
nadpisy.
Kontrola u DOCX
Z objektu odstavce Paragraph se da´ z´ıskat na´zev jeho stylu pomoc´ı metody
getStyle(). Na´zev stylu odstavce je pote´ zkontrolova´n stejneˇ jako je popsa´no u kon-
troly doc.
Kontrola u ODT
Z objektu odstavce Paragraph se da´ z´ıskat na´zev jeho stylu pomoc´ı metody get-
StyleName(). Na´zev stylu je pote´ zkontrolova´n stejneˇ, jako je popsa´no u kontroly
doc.
3.9 Pouzˇit´ı odkaz˚u na literaturu
Pravidlo bude kontrolovat, zda je v dokumentu vygenerovany´ seznam pouzˇite´
literatury, a kolik tento seznam obsahuje polozˇek. Take´ bude kontrolovat, zdali
je v dokumentu nadpis, ktery´ odpov´ıda´ uzˇivatelem pozˇadovane´mu na´zvu sekce
s literaturou.
Parametr text
Textovy´ parametr, ktery´ ma´ reprezentovat na´zev sekce s literaturou. Program
tedy bude procha´zet nadpisy dokumentu a bude oveˇrˇovat, zdali se mezi nimi
nacha´z´ı pozˇadovany´ na´zev sekce. U kazˇde´ho pozˇadovane´ho na´zvu bude uzˇivatel
informova´n, zdali se v dokumentu nacha´z´ı nebo ne. Pravidlo mus´ı mı´t zadany´
alesponˇ jeden textovy´ parametr.
25
KAPITOLA 3. MNOZˇINA KONTROLOVANY´CH PRAVIDEL 26
Parametr limit
Celocˇ´ıselny´ parametr, ktery´ mu˚zˇe uzˇivatel zadat jen jednou. Jedna´ se o limit
vygenerovany´ch pocˇt˚u odkaz˚u na literaturu. Zjiˇsteˇny´ pocˇet polozˇek literatury
program porovna´ s limitem a informuje uzˇivatele o tom, zdali byl limit dosazˇen
cˇi nikoliv.
Kontrola u DOC
Kontrola existence nadpisu s konkre´tn´ım na´zvem probeˇhne stejneˇ jako je
popsa´no v 3.8. Pro zjiˇsteˇn´ı pocˇtu polozˇek v seznamu literatury se procha´z´ı jed-
notlive´ odstavce a kontroluje se jejich styl podobneˇ jako v 3.8. Pokud je na´zev
stylu odstavce Bibliografie, je cˇ´ıtacˇ polozˇek inkrementova´n, protozˇe se jedna´ o vy-
generovany´ odkaz na literaturu.
Kontrola u DOCX
V XML souboru document.xml je vygenerovany´ seznam literatury ulozˇen v ele-
mentu sdt. Je tedy zapotrˇeb´ı procha´zet vsˇechny potomky tohoto uzlu a naj´ıt po-
tomka s na´zvem sekce s literaturou a tento na´zev pote´ otestovat s pozˇadovany´mi
na´zvy. Polozˇky literatury jsou ulozˇeny v tabulce. Je tedy zapotrˇeb´ı tuto tabulku
mezi potomky uzlu sdt naj´ıt a zjistit pocˇet jej´ıch rˇa´dk˚u, ktery´ je roven pocˇtu
odkaz˚u na literaturu.
Kontrola u ODT
Vygenerovany´ seznam literatury je v dokumentu content.xml ulozˇen v ele-
mentu text:bibliography. Mezi jeho potomky je nutne´ nale´zt element s na´zvem
text:index. Ten ma´ potomka text:index-title, ktery´ obsahuje na´zev sekce s literatu-
rou a da´le ma´ potomky text:p reprezentuj´ıc´ı odstavce, ktere´ obsahuj´ı jednotlive´
polozˇky literatury. Pocˇet teˇchto odstavc˚u je tedy roven pocˇtu odkaz˚u na litera-
turu.
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3.10 Pouzˇit´ı konkre´tn´ıho textu
Pravidlo bude kontrolovat, zdali se v dokumentu vyskytuje urcˇity´ u´sek cˇi u´seky
textu pozˇadovane´ uzˇivatelem.
Parametr text
Textovy´ parametr, ktery´m uzˇivatel urcˇ´ı, jaky´ konkre´tn´ı text ma´ program v do-
kumentu hledat. U kazˇde´ho hledane´ho u´seku textu bude uzˇivatel informova´n,
zdali se text v dokumentu vyskytuje cˇi nikoliv. Pravidlo mus´ı mı´t zadany´ alesponˇ
jeden parametr.
Kontrola u DOC
Text jednotlivy´ch odstavc˚u se z´ıska´ pomoc´ı objektu trˇ´ıdy WordExtractor. Tato
trˇ´ıda ma´ metodu getParagraphText(), ktera´ vrac´ı pole rˇeteˇzc˚u, kde jeden rˇeteˇzec
z pole je textovy´ obsah jednoho odstavce. Takto se z´ıska´ kompletn´ı textovy´ obsah
dokumentu, jenzˇ pak mu˚zˇe by´t porovna´va´n se zadany´mi parametry.
Kontrola u DOCX
Trˇ´ıda reprezentuj´ıc´ı odstavec Paragraph ma´ metodu getText(), jezˇ vrac´ı tex-
tovy´ obsah odstavce. Pomoc´ı te´to metody se z´ıska´ kompletn´ı textovy´ obsah do-
kumentu, ktery´ pak mu˚zˇe by´t porovna´va´n se zadany´mi parametry.
Kontrola u ODT
Trˇ´ıda reprezentuj´ıc´ı odstavec Paragraph ma´ metodu getTextContent(), jezˇ vrac´ı
textovy´ obsah dane´ho odstavce. Pomoc´ı te´to metody se z´ıska´ kompletn´ı textovy´
obsah dokumentu, ktery´ pak mu˚zˇe by´t porovna´va´n se zadany´mi parametry.
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3.11 Pouzˇit´ı cˇ´ıslova´n´ı stran
Pravidlo bude kontrolovat, zdali se v za´hlav´ı nebo za´pat´ı dokumentu vyskytuje
cˇ´ıslova´n´ı stran. Toto pravidlo nema´ zˇa´dny´ parametr. Uzˇivatel bude program in-
formova´n, zdali bylo cˇ´ıslova´n´ı v za´hlav´ı nebo za´pat´ı nalezeno cˇi nikoliv.
Kontrola u DOC a DOCX
Kontrola obsahu za´hlav´ı a za´pat´ı prob´ıha´ stejneˇ jako je popsa´no v kapitole
3.5. V textu za´hlav´ı a za´pat´ı je hleda´n rˇeteˇzec PAGE \* MERGEFORMAT, ktery´
u obou forma´t˚u oznacˇuje pouzˇit´ı cˇ´ıslova´n´ı stra´nek.
Kontrola u ODT
V XML souboru je hleda´n element text:page-number, ktery´ znacˇ´ı, zˇe v za´hlav´ı
nebo za´pat´ı bylo pouzˇito cˇ´ıslova´n´ı stra´nek.
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4 XML soubor pro zada´n´ı pravidel
V kapitole 3 byla prˇedstavena mnozˇina forma´ln´ıch pravidel, ktera´ bude fina´ln´ı
program vytvorˇeny´ v ra´mci te´to diplomove´ pra´ce kontrolovat. Program nebude
pokazˇde´ kontrolovat vsˇechna pravidla, ale pouze ta, jejichzˇ kontrolu bude uzˇivatel
pozˇadovat. K zada´n´ı uzˇivatelem pozˇadovany´ch pravidel a nastaven´ı jejich para-
metr˚u bude slouzˇit XML soubor. Struktura XML souboru a zp˚usob definova´n´ı
jednotlivy´ch pozˇadovany´ch pravidel budou popsa´ny v te´to kapitole. Vy´stupem
programu bude rovneˇzˇ XML soubor, ktery´ vznikne u´pravou vstupn´ıho XML.
Aby vy´sledny´ program vytvorˇeny´ v ra´mci te´to diplomove´ pra´ce mohl XML
soubory zpracova´vat, bylo nutne´ naj´ıt vhodny´ XML parser pro programovac´ı
jazyk Java. Analy´ze parser˚u a vy´beˇru konkre´tn´ıho na´stroje se rovneˇzˇ veˇnuje tato
kapitola.
V te´to kapitole bude take´ popsa´na validace vstupn´ıho XML souboru prostrˇed-
nictv´ım XML sche´matu.
4.1 Struktura XML soubor˚u
Program bude pracovat se dveˇma XML soubory. Jeden bude vstupn´ı a bude
slouzˇit pro zada´va´n´ı pravidel. Druhy´ bude vy´stupn´ı, program bude prostrˇednic-
tv´ım tohoto souboru informovat uzˇivatele o vy´sledc´ıch kontroly pravidel. V te´to
kapitole budou prˇedstaveny elementy pouzˇite´ ve vstupn´ım a vy´stupn´ım XML
souboru a jejich vza´jemne´ propojen´ı.
Hlavn´ımi elementy obou XML soubor˚u jsou:
 rules – jedna´ se o korˇenovy´ element XML souboru. Zahrnuje vsˇechna za-
dana´ pravidla. Jeho potomci jsou elementy rule.
 rule – element reprezentuj´ıc´ı jednotliva´ pravidla. Je vzˇdy potomkem korˇe-
nove´ho elementu rules. Ma´ vzˇdy jen jednoho potomka, ktery´ definuje, o jake´
konkre´tn´ı pravidlo se jedna´.
4.1.1 Vstupn´ı soubor
V te´to cˇa´sti bude popsa´no, jak se ve vstupn´ım XML souboru definuj´ı jednotliva´
pravidla v ra´mci elementu rule. U kazˇde´ho pravidla bude uveden na´zev elementu,
ktery´ pravidlo deklaruje, elementy pro nastaven´ı parametr˚u pravidla a konkre´tn´ı
prˇ´ıklad definice pravidla.
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Pocˇet slov
Element, ktery´ definuje toto pravidlo, se jmenuje words. Mu˚zˇe mı´t jednoho po-
tomka, ktery´ definuje parametr pravidla. Toto pravidlo ma´ celocˇ´ıselny´ parametr,








Element, ktery´ definuje toto pravidlo, ma´ jme´no pages. Mus´ı mı´t jednoho po-
tomka, ktery´ definuje parametr pravidla. Jedna´ se o celocˇ´ıselny´ parametr, jenzˇ








Element, ktery´ definuje toto pravidlo, ma´ jme´no lines. Mus´ı mı´t jednoho po-
tomka, jenzˇ definuje parametr pravidla. Jedna´ se o rea´lne´ cˇ´ıslo, ktere´ reprezentuje
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Okraje stra´nky
Element, ktery´ definuje toto pravidlo, se jmenuje margin. Mus´ı mı´t jednoho
potomka, jenzˇ definuje parametr pravidla. Jedna´ se o rea´lne´ cˇ´ıslo, ktere´ reprezen-








Element, jenzˇ definuje toto pravidlo, ma´ jme´no name. Mu˚zˇe mı´t neˇkolik po-
tomk˚u, kterˇ´ı definuj´ı parametr pravidla. Jedna´ se o textove´ parametry, ktere´
reprezentuje element s na´zvem text. Tento element obsahuje rˇeteˇzec, jenzˇ urcˇuje










Element definuj´ıc´ı toto pravidlo, se jmenuje date. Mu˚zˇe mı´t neˇkolik potomk˚u.
Jedna´ se pokazˇde´ o element format, jenzˇ reprezentuje parametr pravidla. Element
obsahuje jeden z prˇedem definovany´ch rˇeteˇzc˚u, ktere´ definuj´ı, jake´ forma´ty data













Toto pravidlo definuje element textContent, jenzˇ mu˚zˇe mı´t neˇkolik potomk˚u.
Tito potomci mus´ı by´t elementy text, ktere´ obsahuj´ı rˇeteˇzec a reprezentuj´ı pa-




<text>volejbal s dlouhy´mi vy´meˇnami</text>
<text>Vedlejsˇı´ cˇinnostı´ u´seku je da´le jesˇteˇ
prodej oleju˚</text>





Kontrolu tohoto pravidla definuje element s na´zvem font, jehozˇ potomky
jsou elementy requiredFont. Tento element mus´ı by´t zada´n alesponˇ jednou a ma´
vzˇdy dva potomky, elementy name a size. Prvn´ı obsahuje rˇeteˇzec, ktery´ repre-
zentuje jme´no pozˇadovane´ho fontu. Druhy´ obsahuje rea´lne´ cˇ´ıslo, ktere´ urcˇuje




















Element, ktery´ definuje toto pravidlo, se nazy´va´ heading. Element ma´ po-
tomky, kterˇ´ı urcˇuj´ı parametr pravidla. Jedna´ se o textove´ parametry, ktere´ re-
prezentuje element s na´zvem text. Tento element obsahuje rˇeteˇzec, jenzˇ urcˇuje










Pouzˇit´ı odkaz˚u na literaturu
Toto pravidlo definuje element s na´zvem literature. Potomci elementu mohou
by´t dvoj´ıho typu. Bud’ se jedna´ o elementy text, nebo limit. Prvn´ı reprezentuje
textovy´ parametr pravidla. Mus´ı by´t zada´n alesponˇ jeden. Element s na´zvem
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Pouzˇit´ı cˇ´ıslova´n´ı stran
Element, ktery´ toto pravidlo definuje, se jmenuje pageNumber. Jelikozˇ pravi-






Struktura vy´stupn´ıho XML bude vycha´zet ze vstupn´ıho souboru, vy´stupn´ı doku-
ment totizˇ vznikne jeho u´pravou.
Elementy definuj´ıc´ı pravidla a jejich parametry ve vstupn´ım souboru, z˚ustanou
zachova´ny i ve vy´stupu. Pouze budou teˇmto element˚um prˇida´ny atributy nebo
potomci podle vy´sledk˚u kontroly zadany´ch pravidel. Vzhledem k tomu, zˇe struk-
tura jednotlivy´ch pravidel je odliˇsna´, liˇs´ı se i vy´stupy jednotlivy´ch pravidel.
V na´sleduj´ıc´ı cˇa´sti budou proto popsa´ny vy´stupn´ı elementy pro vsˇechna pravidla.
Pocˇet slov
Elementu words bude prˇida´n ve vy´stupn´ım souboru potomek count. Ten bude
obsahovat pocˇet slov nalezeny´ch v kontrolovane´m dokumentu. Da´le prˇibude ele-
mentu limit atribut s na´zvem exceeded. Ten ma´ hodnotu true v prˇ´ıpadeˇ, zˇe pocˇet
slov v dokumentu prˇekrocˇil zadany´ limit. Pokud k prˇekrocˇen´ı nedosˇlo, ma´ hod-








V tomto prˇ´ıpadeˇ probeˇhne u´prava elementu stejneˇ jako u prˇedchoz´ıho pravi-
dla. Bude prˇida´n potomek count s pocˇtem stran dokumentu a podle toho, zdali
tento pocˇet prˇekrocˇ´ı zadany´ limit, bude atribut exceeded u elementu limit nastaven
na true nebo false. Prˇ´ıklad vy´stupu:
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Kontrolu velikosti rˇa´dkova´n´ı prova´d´ı program u kazˇde´ho odstavce dokumentu.
Ve vy´stupn´ım souboru bude tedy kazˇdy´ odstavec reprezentova´n elementem pa-
ragraphLineSpacing, ktery´ je potomkem elementu lines. Obsahem elementu je ve-
likost rˇa´dkova´n´ı dane´ho odstavce. Da´le ma´ element dva atributy, excedeed a text.
Prvn´ı z nich urcˇuje, zdali velikost rˇa´dkova´n´ı dane´ho odstavce prˇekrocˇila zadany´
limit cˇi nikoliv. Druhy´ atribut obsahuje prvn´ıch peˇt slov odstavce, aby bylo jasne´,













Rodicˇovske´mu elementu margin budou prˇida´ni potomci, elementy section, kte-
re´ reprezentuj´ı jednotlive´ odd´ıly dokumentu. Element section ma´ vzˇdy cˇtyrˇi po-
tomky, elementy left, right, top a bottom, ktere´ reprezentuj´ı levy´, pravy´, horn´ı
a doln´ı okraj stra´nky v dane´m odd´ılu. Kazˇdy´ element obsahuje hodnotu okraje
stra´nky v centimetrech. Zdali velikost jednotlivy´ch okraj˚u prˇekrocˇila pozˇadovanou
hodnotu, urcˇuje atribut exceeded, ktery´ maj´ı vsˇechny elementy. Pokud k prˇekro-





















Kazˇde´mu hledane´mu jme´nu, ktere´ reprezentuje element text, bude prˇida´n atri-
but found. Pokud bylo jme´no za´hlav´ı dokumentu nalezeno, ma´ atribut hodnotu









Ke kazˇde´mu elementu format, jenzˇ definuje pozˇadovany´ forma´t data je prˇida´n
atribut found, ktery´ ma´ hodnotu true, pokud je datum v dane´m forma´tu v za´hlav´ı
dokumentu nalezeno, jinak je roven hodnoteˇ false. Nalezeny´ datum ve spra´vne´m
forma´tu je do vy´stupu prˇida´n jako hodnota elementu foundDate, ktery´ je potom-













Ke kazˇde´mu elementu text reprezentuj´ıc´ımu hledany´ text je prˇida´n atribut
found. Ten je roven true, pokud byl konkre´tn´ı text v dokumentu nalezen, jinak
ma´ hodnotu false. Prˇ´ıklad vy´stupu:
<rule>
<textContent>
<text found="true">volejbal s dlouhy´mi vy´meˇnami</text>
<text found="true">Vedlejsˇı´ cˇinnostı´ u´seku je da´le jesˇteˇ
prodej oleju˚</text>





Kontrolu pouzˇite´ho fontu a jeho velikosti prova´d´ı program pro kazˇdy´ odstavec
dokumentu. Jednotlive´ odstavce reprezentuj´ı elementy paragraphFont, ktere´ jsou
prˇida´va´ny jako potomci elementu font. Obsahuj´ı text slozˇeny´ z velikosti fontu
a jeho na´zvu. Maj´ı dva atributy – text obsahuje prvn´ıch peˇt slov odstavce a correct
ma´ hodnotu true, pokud patrˇ´ı font a jeho velikost odstavce mezi pozˇadovane´, jinak


















text="Popta´vkovy´ dokument...">40.0 Source Sans Pro
Semibold2</paragraphFont>
<paragraphFont correct="true"
text="ZCˇU je jedinou univerzitou sı´dlı´cı´...">12.0 Source
Sans Pro Light</paragraphFont>
<paragraphFont correct="false"








Ke kazˇde´mu elementu text reprezentuj´ıc´ımu hledany´ nadpis je prˇida´n atri-
but found. Ten je roven true, pokud byl nadpis v dokumentu nalezen, jinak ma´









Pouzˇit´ı odkaz˚u na literaturu
Element˚um s na´zvem text, ktere´ reprezentuj´ı mozˇne´ na´zvy sekce s literaturou,
bude prˇida´n atribut found. Ten bude mı´t hodnotu true, pokud byl pozˇadovany´
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na´zev v dokumentu nalezen, nebo bude roven false, pokud na´zev nalezen nebyl.
Elementu literature je prˇida´n potomek count, jenzˇ obsahuje pocˇet polozˇek seznamu
literatury nalezene´ho v dokumentu. A elementu limit je prˇida´n atribut reached,
ktery´ ma´ hodnotu true, pokud je pocˇet polozˇek veˇtsˇ´ı nebo roven zadane´mu limitu,











Elementu pageNumber je prˇida´n atribut found. Ten ma´ hodnotu true, pokud





V te´to cˇa´sti diplomove´ pra´ce bude provedena analy´za na´stroj˚u, pomoc´ı nichzˇ se
daj´ı v programovac´ım jazyce Java zpracova´vat XML soubory. Takove´to na´stroje
se nazy´vaj´ı parsery, protozˇe prova´d´ı takzvane´ parsova´n´ı XML dokumentu, tedy
jeho rozdeˇlen´ı na jednotlive´ cˇa´sti [13].
4.2.1 Parsery
V te´to podkapitole budou strucˇneˇ zanalyzova´ny dostupne´ XML parsery pro pro-
gramovac´ı jazyk Java. Na za´kladeˇ te´to analy´zy bude vybra´n parser, ktery´ bude
pouzˇit prˇi realizaci diplomove´ pra´ce.
Podle zp˚usobu zpracova´n´ı XML dokumentu se rozezna´vaj´ı dva prˇ´ıstupy [13]:
 Proudove´ cˇten´ı – parser postupneˇ cˇte XML dokument a pro kazˇdou uce-
leno cˇa´st vyvola´ uda´lost.
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– Push parsery – cˇten´ı XML prob´ıha´ automaticky, po prˇecˇten´ı urcˇite´ho
u´seku dokumentu parser generuje uda´losti, na ktere´ programa´tor rea-
guje.
– Pull parsery – cˇten´ı XML prob´ıha´ na zˇa´dost programa´tora. Ten ge-
neruje uda´losti a parser na neˇ reaguje t´ım, zˇe vra´t´ı pozˇadovany´ u´sek
dokumentu.
 Pra´ce se stromovou reprezentac´ı dokumentu – cely´ XML dokument
se nacˇte do stromove´ struktury v pameˇti.
V na´sleduj´ıc´ı cˇa´sti budou ve strucˇnosti prˇedstaveny cˇtyrˇi XML parsery pro ja-
zyk Java. Autor pra´ce vyb´ıral pra´veˇ z teˇchto cˇtyrˇ parser˚u, jelikozˇ s nimi ma´ osobn´ı
zkusˇenost z prˇedmeˇtu KIV/JXT (Java a XML objektove´ technologie) a pra´ce
s nimi je podrobneˇ popsa´na v [13].
SAX
Cely´ na´zev parseru je Simple API for XML. Jedna´ se o push parser, XML doku-
ment tedy zpracova´va´ proudoveˇ. Cˇte XML dokument odshora dol˚u, pro kazˇdou
ucelenou cˇa´st je vytvorˇena uda´lost, ke ktere´ mus´ı programa´tor vytvorˇit obsluhu.
Tento parser je vhodne´ pouzˇ´ıt v prˇ´ıpadeˇ, zˇe se jedna´ o rozsa´hly´ XML doku-
ment a XML nema´ hluboke´ zanorˇen´ı element˚u. Vy´hodou je rychlost zpracova´n´ı
a n´ızka´ spotrˇeba pameˇti. Nevy´hodou je sekvencˇn´ı zpracova´n´ı, parser neumozˇnˇuje
se prˇi pr˚uchodu dokumentu vracet. Parser rovneˇzˇ nen´ı vhodny´ pro vytva´rˇen´ı
cˇi modifikaci dokument˚u [13], [15], [16].
StAX
Cely´ na´zev parseru je Streaming API for XML. Jedna´ se o pull parser. Rozd´ıl
oproti SAX je ten, zˇe dokument je cˇten na zˇa´dost, pr˚uchod dokumentu tak kontro-
luje programa´tor. Dalˇs´ım rozd´ılem je mozˇnost modifikace a vytva´rˇen´ı dokument˚u.
StAX je nevaliduj´ıc´ı parser, cozˇ znamena´, zˇe neumı´ kontrolovat strukturu XML
dokumentu podle XSD a DTD soubor˚u (viz kapitola 4.3.2). Vy´hodou tohoto
parseru je vysoka´ rychlost zpracova´n´ı, n´ızka´ pameˇt’ova´ na´rocˇnost a jizˇ zmı´neˇna´
mozˇnost vytva´rˇen´ı a modifikace XML dokument˚u [13], [15], [16].
DOM
Cely´ na´zev je Document Object Model. Parser pracuje se stromovou reprezen-
tac´ı dokumentu. Parser nacˇte cely´ dokument do pameˇti, kde vytvorˇ´ı jeho stromo-
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vou objektovou reprezentaci, v n´ızˇ kazˇde´mu elementu odpov´ıda´ jeden uzel stromu
[13], [14].
Narozd´ıl od parseru SAX nen´ı dokument procha´zen od zacˇa´tku do konce,
ale programa´tor se mu˚zˇe v dokumentu pohybovat dle sve´ potrˇeby. Je vhodny´
rovneˇzˇ pro modifikaci dokumentu. Nevy´hodou je mala´ rychlost a velka´ pameˇt’ova´
na´rocˇnost nacˇ´ıta´n´ı, cozˇ mu˚zˇe by´t proble´mem u velky´ch dokument˚u [13], [14], [15],
[16].
JAXB
Cely´ na´zev je Java Architecture for XML Binding. Vyuzˇ´ıva´ XSD sche´matu,
ve ktere´m je nadefinova´na struktura XML dokumentu (viz kapitola 4.3.2). JAXB
umozˇnˇuje vyuzˇ´ıt informac´ı o XML dokumentu z XSD souboru k automaticke´mu
vygenerova´n´ı odpov´ıdaj´ıc´ıch trˇ´ıdy v Javeˇ. Prˇi operac´ıch unmarshal (cˇten´ı XML
dokumentu) a marshal (za´pis XML dokumentu) se pote´ pracuje s objekty vygene-
rovany´ch trˇ´ıd. Pouzˇit´ı tohoto na´stroje je vhodne´ v prˇ´ıpadech, kdy zna´me doprˇedu
sche´ma XML, potrˇebujeme XML nacˇ´ıtat a ve velke´m rozsahu modifikovat, nebo
XML dokument nen´ı prˇ´ıliˇs rozsa´hly´ a informace v neˇm jsou hodneˇ strukturovane´
[13].
4.2.2 Vybrany´ parser
Pro vytvorˇen´ı programu, ktery´ bude splnˇovat zada´n´ı te´to diplomove´ pra´ce, je
zapotrˇeb´ı pouzˇit´ı XML parseru, ktery´ bude mı´t na´sleduj´ıc´ı vlastnosti:
 Mozˇnost XML dokument cˇ´ıst i modifikovat. Vstupn´ı XML dokument s de-
finic´ı pravidel totizˇ program modifikuje na vy´stupn´ı soubor s vy´sledky.
 Mozˇnost validovat proti XSD sche´matu. Takto validova´n bude vstupn´ı XML
dokument s definic´ı pravidel.
Na´stroj SAX sice umozˇnˇuje XML dokument validovat proti XSD sche´matu,
ale nen´ı vhodny´ pro modifikaci dokumentu. Parser StAX umozˇnˇuje u´pravu XML,
ale nen´ı validuj´ıc´ı, takzˇe take´ nesplnˇuje jednu z podmı´nek. Na´stroj JAXB obeˇ
podmı´nky splnˇuje. Ale vzhledem k tomu, zˇe struktura vstupn´ıho dokumentu je
pomeˇrneˇ jednoducha´, nebylo pouzˇit´ı JAXB vyhodnoceno jako potrˇebne´. Vybra´n
byl tedy parser DOM, ktery´ splnˇuje obeˇ podmı´nky. To, zˇe je tento parser pomalejˇs´ı
a pameˇt’oveˇ na´rocˇneˇjˇs´ı, nen´ı vzhledem male´mu rozsahu vstupn´ıho i vy´stupn´ıho
dokumentu vy´znamne´. Velkou vy´hodou vybrane´ho na´stroje je pomeˇrneˇ snadna´
modifikace vstupn´ıho dokumentu na vy´stupn´ı.
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4.3 Validace XML souboru
V te´to kapitole budou popsa´ny mozˇnosti kontroly struktury XML dokumentu.
4.3.1 Spra´vneˇ strukturovany´ XML dokument
Nejnizˇsˇ´ı u´rovn´ı validace je kontrola, zdali je dokument spra´vneˇ strukturovany´ (well-
formed). Takovy´ dokument splnˇuje na´sleduj´ıc´ı pravidla syntaxe jazyka XML [13].
 Mus´ı existovat pra´veˇ jeden korˇenovy´ element.
 Kazˇda´ pocˇa´tecˇn´ı znacˇka ma´ odpov´ıdaj´ıc´ı ukoncˇovac´ı znacˇku.
 Elementy se nesmeˇj´ı navza´jem prˇekry´vat (krˇ´ızˇit).
 Hodnoty atribut˚u musej´ı by´t uzavrˇeny v uvozovka´ch nebo apostrofech.
 Elementy nesmeˇj´ı mı´t stejneˇ pojmenovane´ atributy.
 Komenta´rˇe nesmeˇj´ı by´t vnorˇene´ a ani uvnitrˇ znacˇek.
 Ve znakovy´ch datech nejsou znaky < a &.
Tyto za´kladn´ı pravidla jsou kontrolova´na kazˇdy´m XML parserem. Pokud je
dokument splnˇuje, je spra´vneˇ strukturovany´. Da´le mu˚zˇe by´t dokument oznacˇen
za validn´ı. Struktura takove´ho dokumentu mus´ı splnˇovat vy´sˇe uvedena´ pravidla
a rovneˇzˇ mus´ı odpov´ıdat strukturˇe definovane´ XML sche´matem viz kapitola 4.3.2
[14], [17].
4.3.2 W3C XML Schema
Sche´mata se pouzˇ´ıvaj´ı pro forma´ln´ı definici datovy´ch forma´t˚u zalozˇeny´ch na XML.
Tato definice je jednoznacˇna´ a jasneˇ urcˇuje, jak mohou dokumenty vypadat. Po-
moc´ı sche´matu se stanovuje, jake´ elementy a atributy je mozˇne´ v XML pouzˇ´ıt
a jake´ jsou mezi nimi prˇi pouzˇit´ı vza´jemne´ vztahy [13], [14], [18].
K popisu XML sche´mat se pouzˇ´ıvaj´ı sche´move´ jazyky, ktery´ch existuje neˇkolik
– naprˇ´ıklad DTD (Document Type Definition), W3C XML Schema, Relax NG
nebo Schematron [14], [18]. V te´to diplomove´ pra´ci bude pro validaci vstupn´ıho
souboru s definic´ı pravidel pouzˇit jazyk W3C XML Schema. Pouzˇit´ı tohoto jazyka
bylo prˇ´ımo stanoveno zada´n´ım diplomove´ pra´ce.
Jazyk W3C XML Schema je rovneˇzˇ oznacˇova´n zkratkou XSD (XML Schema
Definition), cozˇ je take´ nejcˇasteˇjˇs´ı prˇ´ıpona soubor˚u se sche´maty definovany´mi
t´ımto jazykem. Autorem tohoto jazyka je konsorcium W3C. Tento jazyk dodrzˇuje
konvenci XML. V na´sleduj´ıc´ı cˇa´sti kapitoly budou strucˇneˇ prˇedstaveny za´kladn´ı
vlastnosti XSD.
Jazyk se pouzˇ´ıva´ k na´sleduj´ıc´ım definic´ım [19]:
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 Definice element˚u a atribut˚u, ktere´ se mohou objevit v dokumentu.
 Urcˇen´ı, ktere´ elementy jsou potomky.
 Stanoven´ı porˇad´ı a pocˇtu potomk˚u.
 Stanoven´ı, zdali jsou elementy pra´zdne´ cˇi mohou obsahovat text.
 Stanoven´ı datovy´ch typ˚u element˚u a atribut˚u.
 Definice vy´choz´ıch a pevny´ch hodnot pro elementy a atributy.
Korˇenovy´m elementem sche´matu je xs:schema. Hlavn´ım principem a za´rovenˇ
velkou vy´hodou XSD je mozˇnost definova´n´ı vlastn´ıch datovy´ch typ˚u. Ty mohou
by´t dvoj´ıho typu [13], [20]:
 Jednoduche´ – element xs:simpleType. Odvozuje se od za´kladn´ıch datovy´ch
typ˚u jako jsou string, date, decimal a dalˇs´ı.
 Slozˇene´ – element xs:complexType. Sestavuje se z jednoduchy´ch datovy´ch
typ˚u.
K odvozen´ı jednoduche´ho datove´ho typu se nejcˇasteˇji pouzˇ´ıva´ restrikce – ele-
ment xs:restriction. Pomoc´ı restrikce lze mimo jine´ omezit de´lku rˇeteˇzce, stanovit
vy´cˇet prˇ´ıpustny´ch hodnot, omezit cˇ´ıselny´ rozsah nebo omezit pocˇet desetinny´ch
mı´st [13], [20].
Komplexn´ı datove´ typy se skla´daj´ı z element˚u a atribut˚u. Elementy se defi-
nuj´ı pomoc´ı xs:element a atributy pomoc´ı xs:attribute. Pro kazˇdy´ element v kom-
plexn´ım typu lze urcˇit porˇad´ı vy´skytu a pocˇet opakova´n´ı. Pro urcˇen´ı porˇad´ı lze
elementy v komplexn´ım typu obalit pomoc´ı xs:sequence, xs:all nebo xs:choice.
Prˇi pouzˇit´ı prvn´ı varianty mus´ı by´t dodrzˇeno porˇad´ı element˚u, v jake´m byly
ve sche´matu uvedeny. Druha´ varianta umozˇnˇuje uva´deˇt elementy v libovolne´m
porˇad´ı. Trˇet´ı mozˇnost stanovuje, zˇe mu˚zˇe by´t uveden pouze jeden element˚u de-
finovany´ch uvnitrˇ xs:choice. Pocˇet vy´skyt˚u dane´ho elementu se stanovuje po-
moc´ı atribut˚u minOccurs a maxOccurs, kde prvn´ı atribut urcˇuje minima´ln´ı pocˇet
vy´skyt˚u a druhy´ maxima´ln´ı pocˇet vy´skyt˚u [13], [20].
Za´kladn´ı prˇ´ıstupy k tvorbeˇ sche´matu jsou na´sleduj´ıc´ı [18], [20]:
 Matrjo´sˇka – analogie s ruskou panenkou. Definice vsˇech atribut˚u a ele-
ment˚u jsou zanorˇeny do jednoho globa´ln´ıho elementu.
 Sala´mova´ kolecˇka – opak prˇ´ıstupu matrjo´sˇka. Vsˇechny elementy jsou de-
finova´ny jako globa´ln´ı. Sche´ma je sestaveno pomoc´ı referenc´ı (odkaz˚u).
 Slepy´ Bena´tcˇan – kazˇdy´ element a atribut ma´ definovany´ datovy´ typ.
Elementy jsou pak deklarova´ny loka´lneˇ pomoc´ı teˇchto typ˚u. Globa´lneˇ de-
finovany´ element je jen jeden, jedna´ se o korˇenovy´ element dokumentu.
Tato metoda je ve veˇtsˇineˇ prˇ´ıpad˚u nejvhodneˇjˇs´ı volbou. Jej´ı nevy´hodou je
velikost sche´matu a s t´ım spojena´ veˇtsˇ´ı pracnost.
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V te´to kapitole byly strucˇneˇ popsa´ny prˇedevsˇ´ım ty konstrukce jazyka XSD,
ktere´ budou pouzˇity v kapitole 4.3.3, prˇi vytva´rˇen´ı XSD souboru pro kontrolu
vstupn´ıho souboru programu.
4.3.3 XSD soubor
V te´to kapitole bude popsa´n XSD soubor, jenzˇ byl vytvorˇen v ra´mci diplomove´
pra´ce a pomoc´ı neˇhozˇ je validova´n vstupn´ı soubor programu s definic´ı pravidel.
Pro sestaven´ı sche´matu byla zvolena metoda slepe´ho Bena´tcˇana, ktera´ byla
prˇedstavena v kapitole 4.3.2. Tato metoda byla zvolena, protozˇe je nejprˇehledneˇjˇs´ı
a autor pra´ce ji pouzˇ´ıval jizˇ v minulosti. V souladu s t´ımto prˇ´ıstupem byly nade-
finova´ny datove´ typy pro vsˇechny elementy pouzˇite´ ve vstupn´ım souboru.
Jednoduche´ datove´ typy byly deklarova´ny pro elementy, ktere´ obsahuj´ı za´klad-
n´ı datove´ typy. Jedna´ se o elementy, jezˇ reprezentuj´ı parametry pravidel:
 formatType – obsahuje za´kladn´ı datovy´ typ string (textovy´ rˇeteˇzec). De-
klaruje vy´cˇet hodnot, ktere´ mu˚zˇe element format obsahovat.
 limitType – obsahuje za´kladn´ı datovy´ typ nonNegativeInteger (neza´porne´
cele´ cˇ´ıslo). Jina´ omezen´ı nema´.
 textType – obsahuje za´kladn´ı datovy´ typ string (textovy´ rˇeteˇzec). Jina´
omezen´ı nema´.
 valueType – obsahuje za´kladn´ı datovy´ typ float (rea´lne´ cˇ´ıslo). Jina´ omezen´ı
nema´.
Pro elementy, ktere´ do sebe maj´ı vnorˇene´ dalˇs´ı elementy, byly deklarova´ny
slozˇene´ (komplexn´ı) datove´ typy. Jedna´ se o elementy, jezˇ reprezentuj´ı jednotliva´
pravidla:
 dateType – datovy´ typ elementu date, jenzˇ reprezentuje pravidlo kont-
roluj´ıc´ı uveden´ı data. Datovy´ typ obsahuje konstrukci sequence, do ktere´
je vlozˇen element format. Ten je datove´ho typu formatType a vyskytuje se
v sekvenci minima´lneˇ jednou.
 fontType – datovy´ typ elementu font, ktery´ reprezentuje pravidlo pro kont-
rolu pouzˇite´ho fontu. Obsahuje konstrukci sequence, do n´ızˇ jsou vlozˇeny ele-
menty requiredFont. Ty je datove´ho typu requiredFontType a mus´ı se v sek-
venci vyskytovat alesponˇ jednou.
 headingType – datovy´ typ elementu heading, jenzˇ reprezentuje pravidlo
pro kontrolu pouzˇit´ı konkre´tn´ıho nadpisu. Obsahuje konstrukci sequence,
do ktere´ je vlozˇen element text datove´ho typu textType. Element se v sek-
venci vyskytuje minima´lneˇ jednou.
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 linesType – datovy´ typ elementu lines, ktery´ reprezentuje pravidlo pro kon-
trolu velikosti rˇa´dkova´n´ı. Obsahuje konstrukci sequence, do n´ızˇ je vlozˇen
element value. Ten je datove´ho typu valueType a mus´ı by´t pouzˇit pra´veˇ
jednou.
 literatureType – datovy´ typ elementu literature, ktery´ reprezentuje pravi-
dlo kontroluj´ıc´ı pouzˇit´ı odkaz˚u na literaturu. Je zde pouzˇito skla´da´n´ı pomoc´ı
sequence. Do sekvence jsou vlozˇeny elementy text datove´ho typu textType
a limit typu limitType. Prvn´ı element se mus´ı v sekvenci vyskytovat mi-
nima´lneˇ jednou. Druhy´ element mus´ı by´t pouzˇit pra´veˇ jednou. Kv˚uli pouzˇit´ı
sequence mus´ı by´t dodrzˇeno porˇad´ı element˚u, nejdrˇ´ıve jsou uvedeny vsˇechny
text elementy, limit je uveden azˇ po nich.
 marginType – datovy´ typ elementu margin, ktery´ reprezentuje pravidlo
pro kontrolu okraj˚u stra´nky. Obsahuje konstrukci sequence, do n´ızˇ je vlozˇen
element value. Ten je datove´ho typu valueType a mus´ı by´t pouzˇit pra´veˇ
jednou.
 nameType – datovy´ typ elementu name, jenzˇ reprezentuje pravidlo kontro-
luj´ıc´ı pouzˇit´ı konkre´tn´ıho jme´na v za´hlav´ı dokumentu. Obsahuje konstrukci
sequence, do ktere´ je vlozˇen element text datove´ho typu textType. Element
se v sekvenci vyskytuje minima´lneˇ jednou.
 pagesType – datovy´ typ elementu pages, ktery´ reprezentuje pravidlo kon-
troluj´ıc´ı pocˇet stra´nek. Obsahuje konstrukci sequence, do n´ızˇ je vlozˇen ele-
ment limit. Ten je datove´ho typu limitType a mus´ı by´t pouzˇit pra´veˇ jednou.
 textContentType – datovy´ typ elementu textContent, jenzˇ reprezentuje
pravidlo pro kontrolu pouzˇit´ı konkre´tn´ıho textu v dokumentu. Obsahuje
konstrukci sequence, do ktere´ je vlozˇen element text datove´ho typu textType.
Element se v sekvenci vyskytuje minima´lneˇ jednou.
 requiredFontType – datovy´ typ elementu requiredFont, jenzˇ je pouzˇit
v ra´mci fontType pro definici pozˇadovany´ch font˚u. Obsahuje konstrukci
all, do ktere´ jsou vlozˇeny elementy name typu textType a size typu valu-
eType. Oba elementy mus´ı by´t pouzˇity pra´veˇ jednou a vzhledem k pouzˇit´ı
all neza´lezˇ´ı na jejich porˇad´ı.
 wordsType – datovy´ typ elementu words, jenzˇ reprezentuje pravidlo kon-
troluj´ıc´ı pocˇet slov v dokumentu. Obsahuje konstrukci sequence, do ktere´
je vlozˇen element limit. Ten je datove´ho typu limitType a mus´ı by´t pouzˇit
pra´veˇ jednou.
Pro element rule, jenzˇ obaluje kazˇde´ pravidlo, byl vytvorˇen slozˇeny´ datovy´
typ ruleType. Ten obsahuje konstrukci choice, ve ktere´ jsou elementy odpov´ıdaj´ıc´ı
jednotlivy´m pravidl˚um. Znamena´ to tedy, zˇe element rule vzˇdy obsahuje pouze
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Korˇenovy´m elementem dokumentu je rules. Pro tento element je definova´n
slozˇeny´ datovy´ typ rulesType, jenzˇ obsahuje konstrukci sequence. Do n´ı je vlozˇen
element rule typu ruleType, ktery´ je tedy potomkem korˇenove´ho elementu a mu˚zˇe
se v dokumentu vyskytovat maxima´lneˇ jedena´ctkra´t. Korˇenovy´ element ma´ jako
jediny´ samostatnou deklaraci mimo datove´ typy:
<xs:complexType name="rulesType">
<xs:sequence>






5 Na´vrh a implementace programu
Tato kapitola se zaby´va´ vytvorˇen´ım programu, ktery´ bude kontrolovat nadefino-
vana´ pravidla v textovy´ch dokumentech. Nejdrˇ´ıve budou prˇedstaveny pozˇadovane´
funkce programu, pote´ programa´torske´ prostrˇedky, ktere´ autor prˇi realizaci apli-
kace pouzˇil. Da´le bude popsa´n na´vrh a architektura programu a v posledn´ı cˇa´sti
te´to kapitoly bude prˇedstavena samotna´ implementace aplikace.
5.1 Pozˇadovane´ funkce programu
Prˇed sestaven´ım na´vrhu architektury rˇesˇen´ı je vhodne´ shrnout, jake´ funkce ma´
mı´t program, ktery´ bude vy´stupem te´to diplomove´ pra´ce. Jedna´ se o na´sleduj´ıc´ı
funkce:
 Nacˇ´ıta´n´ı a zpracova´n´ı textovy´ch dokument˚u ve forma´tu doc, docx, odt.
 Nacˇten´ı XML souboru, jehozˇ prostrˇednictv´ım uzˇivatel programu zada´va´,
jaka´ pravidla chce kontrolovat. Struktura XML souboru je popsa´na v kapi-
tole 4.1.1.
 Validace vstupn´ıho XML souboru proti XSD souboru, ktery´ byl prˇedstaven
v kapitole 4.3.3.
 Kontrola pravidel nadefinovany´ch v kapitole 3. Vy´stup kontroly pravidel
mus´ı by´t jednotny´ pro vsˇechny trˇi forma´ty textovy´ch dokument˚u.
 Modifikace vstupn´ıho XML souboru na vy´stupn´ı soubor, ktery´ bude obsa-
hovat informace o vy´sledc´ıch kontroly zadany´ch pravidel.
5.2 Programa´torske´ prostrˇedky
K vytvorˇen´ı programu byl pouzˇit programovac´ı jazyk Java, konkre´tneˇ verze Java
SE 7. Tento jazyk byl k realizaci aplikace vybra´n vzhledem k tomu, zˇe autor
pra´ce ma´ s vytva´rˇen´ım aplikac´ı v Javeˇ nejveˇtsˇ´ı zkusˇenosti v porovna´n´ı s ostatn´ımi
programovac´ımi jazyky.
U´cˇelem vy´sledne´ho programu by meˇla by´t kontrola textovy´ch dokument˚u
ve forma´tech doc, docx a odt. Bylo tedy nutne´ nale´zt knihovny pro programo-
vac´ı jazyk Java, ktere´ umeˇj´ı dokumenty v teˇchto forma´tech zpracova´vat. Vy´beˇr
knihoven byl proveden v kapitole 2.3. Vybrany´mi na´stroji jsou ODFDOM pro
zpracova´n´ı odt a Apache POI, jenzˇ zahrnuje knihovny HWPF pro zpracova´n´ı doc
dokument˚u a XWPF pro zpracova´n´ı docx.
Da´le ma´ program nacˇ´ıtat a modifikovat XML soubor s definic´ı pravidel. Pro ty-
to u´cˇely bylo zapotrˇeb´ı nale´zt vhodny´ XML parser pro programovac´ı jazyk Java.
Analy´za parser˚u byla provedena v kapitole 4.2 a vybrany´m na´strojem je DOM.
47
KAPITOLA 5. NA´VRH A IMPLEMENTACE PROGRAMU 48
Program byl vytva´rˇen ve vy´vojove´m prostrˇed´ı Eclipse IDE for Java Developers,
konkre´tneˇ ve verzi Luna 4.4.1.
5.3 Na´vrh rˇesˇen´ı
Architektura programu se bude deˇlit na dveˇ vrstvy, datovou a aplikacˇn´ı. Datova´
vrstva bude obstara´vat nacˇ´ıta´n´ı, zpracova´n´ı a za´pis do soubor˚u. Aplikacˇn´ı vrstva
bude cely´ program spousˇteˇt a rˇ´ıdit jeho chod. Jej´ım hlavn´ım u´kolem bude kontrola
jednotlivy´ch pravidel.
5.3.1 Dı´lcˇ´ı cˇinnosti vrstev
Pro u´cˇely na´vrhu architektury byl chod programu rozdeˇlen na trˇina´ct d´ılcˇ´ıch
cˇinnost´ı, ktere´ byly podle sve´ podstaty rozdeˇleny mezi aplikacˇn´ı a datovou vrstvu.
Aktivity ty´kaj´ıc´ı se prˇ´ımo pra´ce se soubory byly zarˇazeny do datove´ vrstvy, ob-
sluzˇne´ cˇinnosti byly prˇiˇrazeny do aplikacˇn´ı vrstvy. Rozdeˇlen´ı aktivit je zna´zorneˇno
na obra´zku 5.1.
Obra´zek 5.1: Rozdeˇlen´ı cˇinnost´ı programu mezi vrstvy architektury
Jednotlive´ cˇinnosti uvedene´ na obra´zku 5.1 jsou specifikova´ny v na´sleduj´ıc´ım
seznamu. Porˇad´ı aktivit v seznamu odpov´ıda´ jejich porˇad´ı v chodu programu:
1. Nacˇten´ı spousˇteˇc´ıho prˇ´ıkazu – cˇinnost aplikacˇn´ı vrstvy. Nacˇ´ıta´ ze za-
dane´ho prˇ´ıkazu parametry.
2. Kontrola parametr˚u spousˇteˇc´ıho prˇ´ıkazu – cˇinnost aplikacˇn´ı vrstvy.
Kontroluje nacˇtene´ parametry, zdali byly zada´ny ve spra´vne´m forma´tu
a se spra´vny´mi prˇep´ınacˇi. Po dokoncˇen´ı te´to aktivity zna´ program na´zev
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a umı´steˇn´ı kontrolovane´ho souboru, vstupn´ıho XML souboru s definic´ı pra-
videl a vy´stupn´ıho XML souboru. Da´le take´ ze zadany´ch parametr˚u zjist´ı,
ma´-li prob´ıhat validace proti XSD.
3. Prˇeda´n´ı parametr˚u – prˇenos informac´ı z aplikacˇn´ı vrstvy do datove´.
Nacˇtene´ parametry obsahuj´ı informace o vsˇech souborech, se ktery´mi pro-
gram pracuje, proto mus´ı doj´ıt k prˇeda´n´ı teˇchto dat z aplikacˇn´ı do datove´
vrstvy.
4. Nacˇten´ı kontrolovane´ho dokumentu – cˇinnost datove´ vrstvy. V prˇed-
choz´ı aktiviteˇ z´ıska´ datova´ vrstva informaci o na´zvu a umı´steˇn´ı kontrolo-
vane´ho dokumentu, proto je dalˇs´ım krokem jeho nacˇten´ı.
5. Vytvorˇen´ı DocumentDefinition – cˇinnost datove´ vrstvy. Trˇ´ıda Docu-
mentDefinition je soucˇa´st´ı aplikacˇn´ı vrstvy a je bl´ızˇe popsa´na v kapitole
5.3.2. K vytvorˇen´ı objektu te´to trˇ´ıdy a jeho naplneˇn´ı vsˇak dojde v da-
tove´ vrstveˇ, protozˇe prˇi naplneˇn´ı objektu se pracuje prˇ´ımo s kontrolovany´m
dokumentem. Tento objekt pak obsahuje vesˇkere´, pro program potrˇebne´
informace o nacˇtene´m dokumentu, jedna´ se tak o jeho reprezentaci.
6. Prˇeda´n´ı DocumentDefinition – prˇenos informac´ı z datove´ vrstvy do ap-
likacˇn´ı. K naplneˇn´ı a vytvorˇen´ı reprezentace dokumentu, tedy objektu Do-
cumentDefinition, dojde v datove´ vrstveˇ. Da´le tuto instanci uzˇ zpracova´va´
aplikacˇn´ı vrstva, ktera´ ji potrˇebuje ke kontrole pravidel. Proto je objekt
prˇeda´n z datove´ vrstvy do aplikacˇn´ı.
7. Nacˇten´ı XML souboru s pravidly – cˇinnost datove´ vrstvy. Prˇi prˇeda´n´ı
parametr˚u z´ıska´ datova´ vrstva mimo jine´ informaci o na´zvu a umı´steˇn´ı
vstupn´ıho XML souboru s definic´ı pravidel. V tomto kroku datova´ vrstva
vstupn´ı soubor nacˇ´ıta´.
8. Vytvorˇen´ı seznamu pravidel – cˇinnost datove´ vrstvy. Krok, ve ktere´m
dojde k zpracova´n´ı nacˇtene´ho vstupn´ıho XML souboru. Bude vytvorˇen se-
znam objekt˚u rozhran´ı IRule (viz kapitola 5.3.2), kde kazˇda´ polozˇka seznamu
bude reprezentovat jedno pravidlo nacˇtene´ ze vstupn´ıho souboru.
9. Prˇeda´n´ı pravidel – prˇenos informac´ı z datove´ vrstvy do aplikacˇn´ı. Seznam
pravidel sestaveny´ v prˇedchoz´ı cˇinnosti na za´kladeˇ zpracova´n´ı vstupn´ıho
souboru bude prˇeda´n aplikacˇn´ı vrstveˇ. Ta jej potrˇebuje pro proveden´ı kon-
troly jednotlivy´ch pravidel.
10. Kontrola jednotlivy´ch pravidel, vytvorˇen´ı ResultDefinition – cˇin-
nost aplikacˇn´ı vrstvy. Na za´kladeˇ prˇedane´ho seznamu pravidel a repre-
zentace kontrolovane´ho dokumentu, objektu DocumentDefinition, provede
aplikacˇn´ı vrstva kontrolu jednotlivy´ch pravidel ze seznamu. Vy´sledky kon-
troly se ukla´daj´ı do objektu trˇ´ıdy ResultDefinition (viz kapitola 5.3.2).
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11. Prˇeda´n´ı ResultDefinition – prˇenos informac´ı z aplikacˇn´ı vrstvy do da-
tove´. Vy´sledky kontroly jednotlivy´ch zadany´ch pravidel je nutne´ prˇedat da-
tove´ vrstveˇ, protozˇe ta bude vytva´rˇet vy´stupn´ı XML soubor, v neˇmzˇ budou
vy´sledky kontroly shrnuty.
12. Prˇ´ıprava vy´stupn´ıho XML – cˇinnost datove´ vrstvy. Na za´kladeˇ vy´sledk˚u
kontroly pravidel, ktere´ jsou reprezentova´ny objektem trˇ´ıdy ResultDefinition
a ktere´ byly datove´ vrstveˇ prˇeda´ny v prˇedchoz´ım kroku, modifikuje vrstva
vstupn´ı XML soubor. Vy´sledkem je vy´stupn´ı XML soubor, jenzˇ obsahuje
vsˇechna p˚uvodn´ı data a nav´ıc jsou do neˇj prˇida´ny elementy a atributy, ktere´
uzˇivateli poskytnou informaci o vy´sledc´ıch kontroly.
13. Ulozˇen´ı vy´stupn´ıho XML – cˇinnost datove´ vrstvy. Vrstva ulozˇ´ı vy´stupn´ı
XML soubor vytvorˇeny´ v prˇedchoz´ım kroku na pozˇadovane´ mı´sto. Umı´steˇn´ı
a na´zev souboru jsou datove´ vrstveˇ prˇeda´ny v kroku cˇ´ıslo 3.
Jak byla provedena implementace jednotlivy´ch cˇinnost´ı je popsa´no v kapi-
tole 5.4.
5.3.2 Kl´ıcˇova´ rozhran´ı a trˇ´ıdy
Za kl´ıcˇova´ rozhran´ı a trˇ´ıdy programu jsou povazˇova´ny ty, ktere´ jsou pouzˇ´ıva´ny
pro komunikaci mezi jednotlivy´mi vrstvami architektury a ty, ktere´ obstara´vaj´ı
nacˇ´ıta´n´ı a zpracova´n´ı kontrolovany´ch dokument˚u. C´ılem te´to kapitoly nen´ı popsat
implementaci teˇchto trˇ´ıd, to bude provedeno v kapitole 5.4, ale prˇedstavit princip
na´vrhu rˇesˇen´ı a u´lohy jednotlivy´ch rozhran´ı a trˇ´ıd v navrzˇene´ architekturˇe.
IDocumentLoader
Rozhran´ı, ktere´ patrˇ´ı do datove´ vrstvy. Implementuj´ı ho trˇ´ıdy, jejichzˇ u´kolem
bude nacˇ´ıta´n´ı kontrolovane´ho dokumentu. Vzhledem k tomu, zˇe kontrolovane´
dokumenty mohou mı´t trˇi r˚uzne´ forma´ty, p˚ujde o trˇi trˇ´ıdy. Nacˇ´ıta´n´ı jednotlivy´ch
forma´t˚u kontrolovane´ho dokumentu prob´ıha´ odliˇsny´m zp˚usobem, jsou prˇi nich
pouzˇ´ıva´ny r˚uzne´ knihovny. U´kolem rozhran´ı je sjednotit pouzˇ´ıva´n´ı teˇchto trˇ´ıd,
kdy kazˇda´ nacˇ´ıta´ jiny´ forma´t dokumentu odliˇsny´m zp˚usobem, ale jejich pouzˇit´ı
bude d´ıky implementaci stejne´ho rozhran´ı jednotne´.
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DocumentDefinition
Trˇ´ıda, ktera´ patrˇ´ı do aplikacˇn´ı vrstvy. Jedna´ se o reprezentaci kontrolovane´ho
dokumentu. Obsahuje informace potrˇebne´ ke kontrole vsˇech nadefinovany´ch pra-
videl (viz kapitola 3). Vytvorˇen´ı a naplneˇn´ı objektu ma´ na starosti datova´ vrstva
programu, protozˇe podkladem k teˇmto cˇinnostem jsou data z kontrolovane´ho do-
kumentu. Tento objekt je pote´ prˇeda´n aplikacˇn´ı vrstveˇ, ktera´ informace z neˇj
pouzˇ´ıva´ k proveden´ı kontroly jednotlivy´ch pravidel.
ResultDefinition
Trˇ´ıda, ktera´ patrˇ´ı do aplikacˇn´ı vrstvy. Reprezentuje vy´sledky kontroly pra-
videl. K vytvorˇen´ı a naplneˇn´ı objektu te´to trˇ´ıdy docha´z´ı prˇi kontrole pravidel
v aplikacˇn´ı vrstveˇ. Tento objekt je pote´ prˇeda´n datove´ vrstveˇ, ktera´ informace
z neˇj pouzˇije prˇi modifikaci vstupn´ıho XML souboru na vy´stupn´ı.
IDocumentManager
Rozhran´ı, ktere´ patrˇ´ı do datove´ vrstvy. Trˇ´ıdy, ktere´ toto rozhran´ı implemen-
tuj´ı, maj´ı za u´kol vytvorˇit a naplnit objekt trˇ´ıdy DocumentDefinition, tedy vytvorˇit
reprezentaci kontrolovane´ho dokumentu. Stejneˇ jako u trˇ´ıd implementuj´ıc´ıch roz-
hran´ı IDocumentLoader i zde prob´ıha´ vytvorˇen´ı reprezentace dokumentu pro jed-
notlive´ forma´ty odliˇsny´m zp˚usobem a za pouzˇit´ı r˚uzny´ch knihoven. Opeˇt toto
rozhran´ı implementuj´ı trˇi trˇ´ıdy, kazˇda´ ma´ na starosti jeden forma´t dokumentu.
C´ılem rozhran´ı je sjednotit pouzˇ´ıva´n´ı teˇchto trˇ´ıd, acˇkoliv kazˇda´ trˇ´ıda pracuje
odliˇsny´m zp˚usobem.
IRule
Rozhran´ı, ktere´ patrˇ´ı do aplikacˇn´ı vrstvy. Zajiˇst’uje jednotne´ vola´n´ı metod,
ktere´ maj´ı na starosti kontrolu pozˇadovany´ch pravidel. Implementuj´ı ho trˇ´ıdy
reprezentuj´ıc´ı jednotliva´ pravidla. Objekty teˇchto trˇ´ıd jsou vytva´rˇeny v datove´
vrstveˇ prˇi zpracova´n´ı vstupn´ıho XML. Seznam teˇchto objekt˚u je pote´ z datove´
vrstvy prˇeda´n aplikacˇn´ı vrstveˇ, ktera´ prova´d´ı kontrolu pravidel nad reprezentac´ı
dokumentu, instanc´ı DocumentDefinition.
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XMLLoader
Trˇ´ıda, ktera´ patrˇ´ı do datove´ vrstvy. Jej´ım u´kolem je zpracova´n´ı vstupn´ıho
XML dokumentu tak, aby pro kazˇde´ zadane´ pravidlo vznikl objekt odpov´ıdaj´ıc´ı
trˇ´ıdy, jezˇ implementuje rozhran´ı IRule. Vytvorˇ´ı se tak seznam objekt˚u IRule, ktery´
je na´sledneˇ prˇeda´n aplikacˇn´ı vrstveˇ.
5.4 Implementace
V te´to kapitole bude popsa´na implementace rˇesˇen´ı navrzˇene´ho v kapitole 5.1.
Budou zde podrobneˇ rozebra´ny jednotlive´ vrstvy architektury programu.
5.4.1 Aplikacˇn´ı vrstva
Aplikacˇn´ı vrstva prova´d´ı na´sleduj´ıc´ı cˇinnosti:
 Spousˇt´ı program.
 Kontroluje zadane´ argumenty programu.
 Prˇeda´va´ datove´ vrstveˇ zpracovane´ argumenty.
 Prˇeb´ıra´ od datove´ vrstvy reprezentaci kontrolovane´ho dokumentu, objekt
trˇ´ıdy DocumentDefinition, a seznam nacˇteny´ch pravidel.
 Pravidla kontroluje a vy´sledky kontroly ukla´da´ do objektu trˇ´ıdy ResultDe-
finition.
 Prˇeda´va´ objekt trˇ´ıdy ResultDefinition datove´ vrstveˇ.
 Vypisuje do konzole informativn´ı hla´sˇku o ukoncˇen´ı kontroly a ulozˇen´ı
vy´sledk˚u do vy´stupn´ıho souboru.
V dalˇs´ı cˇa´sti kapitoly budou prˇedstaveny jednotlive´ bal´ıky aplikacˇn´ı vrstvy.
U kazˇde´ho bal´ıku budou uvedeny nejd˚ulezˇiteˇjˇs´ı trˇ´ıdy a rozhran´ı a jejich metody.
Bal´ık main
Obsahuje pouze trˇ´ıdu DPMain s metodou main, jezˇ cely´ program spousˇt´ı. Je-
dinou aktivitou, ktera´ se v metodeˇ prova´d´ı je vytvorˇen´ı objektu trˇ´ıdy ArgsParser,
jemuzˇ se prˇeda´ pole argument˚u programu.
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Bal´ık control
Obsahuje na´sleduj´ıc´ı trˇ´ıdy:
 ArgsParser – trˇ´ıda, jej´ımzˇ u´kolem je kontrola vstupn´ıch argument˚u pro-
gramu. Ma´ jednu metodu – controlParams. Ta je vola´na z konstruktoru trˇ´ıdy
a vrac´ı datovy´ typ boolean. Pokud jsou argumenty zada´ny spra´vneˇ vrac´ı me-
toda true a informace nacˇtene´ z argument˚u jsou ulozˇeny do instance trˇ´ıdy
InputParams, jinak vra´t´ı false. V prˇ´ıpadeˇ, zˇe kontrola argument˚u probeˇhne
spra´vneˇ, vytvorˇ´ı se v konstruktoru objekt trˇ´ıdy RuleController, ktere´mu se
prˇeda´va´ instance trˇ´ıdy InputParams.
 InputParams – trˇ´ıda, ktera´ slouzˇ´ı pouze k uchova´n´ı argument˚u programu.
Pro kazˇdy´ atribut trˇ´ıdy jsou nastaveny odpov´ıdaj´ıc´ı getry a setry.
 RuleController – trˇ´ıda, ktera´ rˇ´ıd´ı beˇh cele´ho programu. Kl´ıcˇovy´mi meto-
dami trˇ´ıdy jsou:
– findFileType – zjist´ı, jaky´ forma´t ma´ kontrolovany´ dokument. Tuto
informaci ulozˇ´ı do loka´ln´ı promeˇnne´ trˇ´ıdy s na´zvem fileType.
– loadDocument – podle forma´tu kontrolovane´ho dokumentu vytvorˇ´ı
bud’ objekt trˇ´ıdy DOCManager, DOCXManager, nebo ODTManager.
Z tohoto objektu je z´ıska´na zavola´n´ım metody getDocumentDefinition
instance trˇ´ıdy DocumentDefinition. Ta je ulozˇena do loka´ln´ı promeˇnne´
trˇ´ıdy nazvane´ docDef.
– controlRules – z´ıska´ z datove´ vrstvy seznam nacˇteny´ch pravidel. Pote´
seznam procha´z´ı a nad kazˇdy´m pravidlem zavola´ metody control a sum-
mary. Prvn´ı z nich provede kontrolu pravidla a druha´ ulozˇ´ı vy´sledky
kontroly do objektu trˇ´ıdy ResultDefinition. Tento objekt uchova´vaj´ıc´ı
vy´sledky kontroly vsˇech pravidel bude na´sledneˇ prˇeda´n datove´ vrstveˇ,
konkre´tneˇ objektu trˇ´ıdy DOMOutput.
Bal´ık rules
Tento bal´ık obsahuje trˇ´ıdy, ktere´ reprezentuj´ı jednotliva´ pravidla nadefino-
vana´ v kapitole 3. Kazˇda´ z teˇchto trˇ´ıd implementuje rozhran´ı IRule a za´rovenˇ je
potomkem trˇ´ıdy AbstractRule. Bal´ık obsahuje na´sleduj´ıc´ı trˇ´ıdy a rozhran´ı:
 AbstractRule – abstraktn´ı trˇ´ıda, jej´ımizˇ potomky jsou trˇ´ıdy implemen-
tuj´ıc´ı jednotliva´ pravidla. Trˇ´ıda ma´ cˇtyrˇi loka´ln´ı promeˇnne´, ktere´ repre-
zentuj´ı mozˇne´ parametry pravidel. Ke kazˇde´ promeˇnne´ jsou nastaveny od-
pov´ıdaj´ıc´ı getry a setry.
53
KAPITOLA 5. NA´VRH A IMPLEMENTACE PROGRAMU 54
 IRule – rozhran´ı, ktere´ implementuj´ı trˇ´ıdy reprezentuj´ıc´ı jednotliva´ pravi-
dla. Obsahuje celkem deveˇt metod, z nichzˇ nejza´sadneˇjˇs´ı jsou dveˇ:
– control – jediny´m parametrem metody je instance trˇ´ıdy DocumentDe-
finition. U´kolem te´to metody je z´ıskat z DocumentDefinition informace
potrˇebne´ pro dane´ pravidlo a prove´st tak kontrolu pravidla.
– summary – ma´ jeden parametr, instanci trˇ´ıdy ResultDefinition. Objekt
stejne´ trˇ´ıdy je i na´vratovou hodnotou metody. Metoda do objektu,
ktery´ ma´ zadany´ jako parametr, prˇida´ informace o vy´sledc´ıch kontroly
a tento objekt na´sledneˇ vrac´ı.
 DateRule – prova´d´ı kontrolu uveden´ı data v za´hlav´ı a za´pat´ı dokumentu.
Ma´ trˇi loka´ln´ı promeˇnne´ – objekt trˇ´ıdy DateUtil, seznam rˇeteˇzc˚u findingList
a mapu findingMap, kde kl´ıcˇe jsou pozˇadovane´ forma´ty data a hodnota je
datovy´ typ boolean, implicitneˇ nastavena´ na false. V metodeˇ control jsou
z instance trˇ´ıdy DocumentDefinition z´ıska´ny vsˇechna za´hlav´ı a za´pat´ı do-
kumentu a pomoc´ı DateUtil je kontrolova´no, zdali v nich nen´ı uveden da-
tum v jednom z pozˇadovany´ch forma´t˚u. Pokud je takovy´ datum nalezen,
je prˇida´n do seznamu findingList a v mapeˇ findingMap je odpov´ıdaj´ıc´ımu
forma´tu data nastavena hodnota true. V metodeˇ summary je vytvorˇena in-
stance DateRuleResults, do n´ı jsou ulozˇeny findingList a findingMap a cela´
instance je vlozˇena do ResultDefinition.
 Font – trˇ´ıda, ktera´ reprezentuje pozˇadovany´ font. Uchova´va´ v sobeˇ jme´no
fontu a jeho velikost.
 FontRule – prova´d´ı kontrolu pouzˇite´ho fontu a jeho velikosti v jednotlivy´ch
odstavc´ıch dokumentu. Ma´ cˇtyrˇi loka´ln´ı promeˇnne´ – seznam pozˇadovany´ch
font˚u fonts a mapy fontMap, correctFontMap a sizeMap. U vsˇech map jsou
kl´ıcˇe rˇeteˇzce, u correctFontMap jsou hodnoty datove´ho typu boolean, u font-
Map jsou hodnotami rˇeteˇzce a u sizeMap jde o datovy´ typ double. V metodeˇ
control je z objektu DocumentDefinition z´ıska´n seznam instanc´ı Paragraph-
Definition reprezentuj´ıc´ıch odstavce dokumentu. Prˇi procha´zen´ı odstavc˚u
je do kazˇde´ mapy prˇida´n jako kl´ıcˇ rˇeteˇzec obsahuj´ıc´ı prvn´ıch peˇt slov od-
stavce. Do fontMap je jako hodnota vlozˇen na´zev fontu pouzˇite´ho v odstavci,
do sizeMap velikost tohoto fontu a do correctFontMap se vlozˇ´ı true, pokud
nalezeny´ font a jeho velikost odpov´ıdaj´ı neˇktere´mu z pozˇadovany´ch font˚u,
v opacˇne´m prˇ´ıpadeˇ je vlozˇena hodnota false. V metodeˇ summary je vytvorˇen
objekt FontResultDefinition, do ktere´ho jsou vlozˇeny vsˇechny trˇi mapy. Cela´
instance je pote´ ulozˇena do ResultDefinition.
 HeadingRule – prova´d´ı kontrolu pouzˇit´ı konkre´tn´ıho nadpisu v doku-
mentu. Ma´ jednu loka´ln´ı promeˇnnou – mapu findingMap, kde kl´ıcˇe jsou
hledane´ nadpisy a hodnotou je datovy´ typ boolean, implicitneˇ je nastavena´
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na false. V metodeˇ control je z instance trˇ´ıdy DocumentDefinition z´ıska´n se-
znam vsˇech nadpis˚u v dokumentu. V tomto seznamu jsou hleda´ny pozˇadova-
ne´ nadpisy. Pokud je pozˇadovany´ nadpis nalezen, je v mapeˇ findingMap
kl´ıcˇi odpov´ıdaj´ıc´ımu tomuto nadpisu nastavena hodnota true. V metodeˇ
summary je pote´ vy´sledna´ mapa ulozˇena do instance ResultDefinition.
 LinesRule – prova´d´ı kontrolu velikosti rˇa´dkova´n´ı jednotlivy´ch odstavc˚u
dokumentu. Ma´ dveˇ loka´ln´ı promeˇnne´ – mapy paragraphMap, jej´ızˇ kl´ıcˇ je
datove´ho typu String a hodnota double, a excedeedMap, jej´ızˇ kl´ıcˇ je da-
tove´ho typu String a hodnota boolean. V metodeˇ control je z instance Do-
cumentDefinition z´ıska´n seznam objekt˚u ParagraphDefinition, ktere´ reprezen-
tuj´ı odstavce dokumentu. Tento seznam je v metodeˇ procha´zen a u kazˇde´ho
odstavce je do obou map prˇida´n stejny´ kl´ıcˇ, prvn´ı cˇtyrˇi slova odstavce.
S t´ımto kl´ıcˇem je do paragraphMap prˇida´na jako hodnota velikost rˇa´dkova´n´ı
dane´ho odstavce a do excedeedMap je vlozˇena hodnota true, pokud veli-
kost rˇa´dkova´n´ı prˇekrocˇila pozˇadovany´ limit, nebo false, pokud je rˇa´dkova´n´ı
mensˇ´ı nebo rovno limitu. V metodeˇ summary je vytvorˇena instance LinesRu-
leResults, do n´ı jsou ulozˇeny obeˇ mapy a cela´ instance je vlozˇena do Result-
Definition.
 LiteratureRule – prova´d´ı kontrolu pouzˇit´ı odkaz˚u na literaturu v doku-
mentu. Ma´ dveˇ loka´ln´ı promeˇnne´ – bibiCounts je datove´ho typu integer
a findingMap je mapa, kde kl´ıcˇe jsou hledane´ na´zvy sekce s literaturou a hod-
nota je datovy´ typ boolean, implicitneˇ nastavena´ na false. V metodeˇ control
je z instance DocumentDefinition z´ıska´n seznam vsˇech nadpis˚u dokumentu,
na´sledny´ postup hleda´n´ı pozˇadovany´ch nadpis˚u je stejny´ jako v Headin-
gRule. Pocˇet odkaz˚u na literaturu se z´ıska´ z DocumentDefinition a je ulozˇen
do promeˇnne´ bibiCounts. V metodeˇ summary je vytvorˇena instance Literatu-
reRuleResults. Do n´ı jsou ulozˇeny obeˇ promeˇnne´ a cela´ instance je vlozˇena
do ResultDefinition.
 MarginRule – prova´d´ı kontrolu okraj˚u stra´nky. Ma´ jednu loka´ln´ı promeˇn-
nou – seznam margins, ktery´ obsahuje objekty MarginDefinition. V metodeˇ
control je seznam naplneˇn zavola´n´ım metody getMargins nad objektem trˇ´ıdy
DocumentDefinition. V metodeˇ summary jsou postupneˇ procha´zeny polozˇky
seznamu margins. Pro kazˇdy´ objekt MarginDefinition se vytvorˇ´ı instance
MarginRuleResults, do ktere´ se nastav´ı jednotlive´ okraje z MarginDefinition
a informace o prˇekrocˇen´ı cˇi dodrzˇen´ı pozˇadovane´ho limitu. Kazˇdy´ takovy´to
objekt je vlozˇen do seznamu a tento seznam instanc´ı MarginRuleResults je
prˇida´n do ResultDefinition.
 NameRule – prova´d´ı kontrolu pouzˇit´ı konkre´tn´ıch jmen v za´hlav´ı a za´pat´ı
dokumentu. Ma´ jednu loka´ln´ı promeˇnnou, mapu findingMap, kde kl´ıcˇe jsou
hledana´ jme´na a hodnota je datove´ho typu boolean, implicitneˇ nastavena´
na false. V metodeˇ control jsou z instance trˇ´ıdy DocumentDefinition z´ıska´ny
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seznamy se vsˇemi rˇeteˇzci ze za´hlav´ı a za´pat´ı dokumentu. Ty jsou postupneˇ
procha´zeny a pokud se rˇeteˇzec shoduje s pozˇadovany´m jme´nem, je kl´ıcˇi od-
pov´ıdaj´ıc´ı dane´mu jme´nu ve findingMap nastavena hodnota true. V metodeˇ
summary je mapa vlozˇena do ResultDefinition.
 PageNumberRule – prova´d´ı kontrolu pouzˇit´ı cˇ´ıslova´n´ı stra´nek. Ma´ jednu
loka´ln´ı promeˇnnou s na´zvem pageNumbers, ktera´ je datove´ho typu boolean.
Hodnota promeˇnne´ je nastavena v metodeˇ control zavola´n´ım getru nad ob-
jektem DocumentDefinition, ktery´ vra´t´ı true, pokud dokument ma´ ocˇ´ıslovane´
stra´nky, nebo false, pokud ne. V metodeˇ summary je pageNumbers vlozˇena
do ResultDefinition.
 PagesRule – prova´d´ı kontrolu pocˇtu stran dokumentu. Ma´ jednu loka´ln´ı
celocˇ´ıselnou promeˇnnou pageCount. Pocˇet stran je z´ıska´n v metodeˇ control
z objektu DocumentDefinition a je ulozˇen do promeˇnne´. V metodeˇ summary
je zjiˇsteˇny´ pocˇet stran porovna´n se zadany´m limitem. Promeˇnna´ s pocˇtem
stran a informace o prˇekrocˇen´ı cˇi dodrzˇen´ı limitu je vlozˇena do ResultDefi-
nition.
 TextContentRule – prova´d´ı kontrolu pouzˇit´ı konkre´tn´ıho textu v do-
kumentu. Ma´ dveˇ loka´ln´ı promeˇnne´ – seznam firstWords, ktery´ obsahuje
prvn´ı slova vsˇech hledany´ch rˇeteˇzc˚u a mapu findingMap, kde kl´ıcˇe jsou hle-
dane´ rˇeteˇzce a hodnota je datove´ho typu boolean a je implicitneˇ nastavena
na false. V metodeˇ control je z instance DocumentDefinition z´ıska´n seznam
vsˇech odstavc˚u dokumentu. U kazˇde´ho odstavce je kontrolova´no, jestli ne-
obsahuje neˇktere´ ze slov ve firstWords. Pokud je takove´ slovo nalezeno, je
zavola´na metoda containWord, jezˇ zjiˇst’uje, zdali rˇeteˇzce na´sleduj´ıc´ı po na-
lezene´m sloveˇ da´vaj´ı dohromady hledany´ text. Pokud tomu tak je, v mapeˇ
findingMap je odpov´ıdaj´ıc´ımu textu nastavena hodnota true. V metodeˇ sum-
mary je mapa vlozˇena do ResultDefinition.
 WordsRule – prova´d´ı kontrolu pocˇtu slov v dokumentu. Ma´ jednu loka´ln´ı
celocˇ´ıselnou promeˇnnou wordsCount. Pocˇet slov je z´ıska´n v metodeˇ control
z objektu DocumentDefinition a je ulozˇen do promeˇnne´. V metodeˇ summary
je zjiˇsteˇny´ pocˇet slov porovna´n se zadany´m limitem. Promeˇnna´ s pocˇtem
slov a informace o prˇekrocˇen´ı cˇi dodrzˇen´ı limitu je vlozˇena do ResultDefini-
tion.
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Bal´ık definitions
Tento bal´ık obsahuje trˇ´ıdy, ktere´ v programu reprezentuj´ı kontrolovany´ doku-
ment. Jde o na´sleduj´ıc´ı trˇ´ıdy:
 DocumentDefinition – trˇ´ıda, ktera´ obsahuje objekty ostatn´ıch trˇ´ıd z to-
hoto bal´ıku. Jedna´ se o jednu z kl´ıcˇovy´ch trˇ´ıd cele´ho programu, prˇ´ımo se
s n´ı pracuje prˇi kontrole pravidel. Jej´ı objekt totizˇ reprezentuje kontrolo-
vany´ dokument. Obsahuje informace o pocˇtu stran, pocˇtu slov, o pouzˇit´ı
cˇ´ıslova´n´ı stra´nek. Da´le ma´ v sobeˇ ulozˇen seznam ParagraphDefinition, ktery´
reprezentuje odstavce dokumentu, seznam HeadingDefinition reprezentuj´ıc´ı
vsˇechny nadpisy, seznam MarginDefinition, jenzˇ reprezentuje okraje stra´nek
dokumentu, a seznam StyleDefinition, cozˇ jsou reprezentace styl˚u pouzˇity´ch
v dokumentu. Trˇ´ıda DocumentDefinition jesˇteˇ obsahuje informaci o pocˇtu
nalezeny´ch odkaz˚u na literaturu, objekt HeaderDefinition, ktery´ reprezen-
tuje za´hlav´ı dokumentu, a instanci FooterDefinition, v n´ızˇ jsou informace
o za´pat´ı. Vytvorˇen´ım a naplneˇn´ım objektu te´to trˇ´ıdy tak vznikne instance,
ktera´ obsahuje pro program vsˇechny potrˇebne´ informace o kontrolovane´m
dokumentu.
 FooterDefinition – trˇ´ıda uchova´vaj´ıc´ı informace o za´pat´ı dokumentu. Ma´
v sobeˇ ulozˇen seznam datove´ho typu String, ktery´ obsahuje vsˇechny rˇeteˇzce
pouzˇite´ v za´pat´ı dokumentu.
 HeaderDefinition – trˇ´ıda uchova´vaj´ıc´ı informace o za´hlav´ı dokumentu.
Ma´ v sobeˇ ulozˇen seznam datove´ho typu String, ktery´ obsahuje vsˇechny
rˇeteˇzce pouzˇite´ v za´hlav´ı dokumentu.
 HeadingDefinition – trˇ´ıda, ktera´ reprezentuje nadpis. Uchova´va´ text nad-
pisu, na´zev jeho fontu a velikost p´ısma.
 MarginDefinition – trˇ´ıda, ktera´ uchova´va´ informace o okraj´ıch doku-
mentu. Jsou v n´ı ulozˇeny rozmeˇry prave´ho, leve´ho, horn´ıho i doln´ıho okraje
stra´nky v centimetrech.
 ParagraphDefinition – trˇ´ıda reprezentuj´ıc´ı odstavec. Je v n´ı ulozˇen text
odstavce, pocˇet slov odstavce, velikost rˇa´dkova´n´ı odstavce, pouzˇite´ fonty
a jejich velikosti.
 StyleDefinition – trˇ´ıda, ktera´ uchova´va´ informace o stylu pouzˇite´m v do-
kumentu. Je v n´ı ulozˇeno jme´no stylu, pouzˇity´ font a jeho velikosti, velikost
rˇa´dkova´n´ı a odkazy na rodicˇovske´ styly.
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Bal´ık results
V tomto bal´ıku jsou ulozˇeny trˇ´ıdy, ktere´ reprezentuj´ı vy´sledky kontroly pravi-
del. Tyto trˇ´ıdy slouzˇ´ı pouze k uchova´n´ı informac´ı o kontrole, jediny´mi metodami
ve trˇ´ıda´ch jsou tak getry a setry k promeˇnny´m trˇ´ıd. Vsˇechny trˇ´ıdy bal´ıku jsou
uvedeny v na´sleduj´ıc´ım seznamu:
 CountResults – trˇ´ıda, ktera´ uchova´va´ vy´sledky pravidel kontroluj´ıc´ıch
pocˇet slov a stra´nek dokumentu. Ma´ dveˇ loka´ln´ı promeˇnne´ – celocˇ´ıselnou
count a exceeded datove´ho typu boolean. Prvn´ı reprezentuje zjiˇsteˇny´ pocˇet
a druha´ urcˇuje, zdali tento pocˇet prˇekrocˇil pozˇadovany´ limit cˇi nikoliv.
 DateRuleResults – trˇ´ıda, ktera´ reprezentuje vy´sledky pravidla kontro-
luj´ıc´ıho pouzˇit´ı data. Ma´ dveˇ loka´ln´ı promeˇnne´ – seznam rˇeteˇzc˚u findingList
a mapu findingMap, kde kl´ıcˇe jsou rˇeteˇzce a hodnota je datove´ho typu bo-
olean. V seznamu jsou ulozˇena nalezena´ data odpov´ıdaj´ıc´ı pozˇadovany´m
forma´t˚um. V mapeˇ jsou kl´ıcˇe pozˇadovane´ forma´ty a hodnoty jsou infor-
mace, zdali byl dany´ forma´t data v dokumentu pouzˇit cˇi nikoliv.
 FontRuleResults – trˇ´ıda, ktera´ reprezentuje vy´sledky pravidla pro kont-
rolu fontu pouzˇite´ho v jednotlivy´ch odstavc´ıch dokumentu. Ma´ trˇi loka´ln´ı
promeˇnne´ – mapy fontMap, correctFontMap a sizeMap. Vsˇechny mapy maj´ı
jako kl´ıcˇe rˇeteˇzce, ktere´ obsahuj´ı prvn´ıch peˇt slov odstavce. Hodnotami
u fontMap jsou rˇeteˇzce s na´zvem fontu a u sizeMap jsou to velikosti fontu.
V correctFontMap jsou hodnoty rovny true, pokud nalezeny´ font a jeho ve-
likost odpov´ıdaj´ı neˇktere´mu z pozˇadovany´ch font˚u, v opacˇne´m prˇ´ıpadeˇ jsou
rovny false.
 LinesRuleResults – trˇ´ıda, ktera´ reprezentuje vy´sledky pravidla pro kon-
trolu rˇa´dkova´n´ı odstavc˚u. Ma´ dveˇ loka´ln´ı promeˇnne´ – konkre´tneˇ mapy fin-
dingMap a exceededMap. Prvn´ı mapa obsahuje jako kl´ıcˇe prvn´ı peˇt slov
odstavce a jako hodnotu velikost rˇa´dkova´n´ı v dane´m odstavci. Ve druhe´
mapeˇ je kl´ıcˇ stejny´ jako u prvn´ı a hodnotou je datovy´ typ boolean. Hod-
nota je nastavena na true, pokud velikost rˇa´dkova´n´ı odstavce prˇekrocˇila
pozˇadovany´ limit, jinak je false.
 LiteratureResults – trˇ´ıda, ktera´ reprezentuje vy´sledky pravidla kontro-
luj´ıc´ıho pouzˇit´ı odkaz˚u na literaturu. Ma´ trˇi loka´ln´ı promeˇnne´ – mapu fin-
dingMap, celocˇ´ıselnou promeˇnnou s na´zvem bibiCounts a reached datove´ho
typu boolean. Kl´ıcˇe mapy jsou rˇeteˇzce s hledany´mi na´zvy sekce s litera-
turou a hodnota je datove´ho typu boolean. Je nastavena na true, pokud
byl na´zev sekce nalezen, v opacˇne´m prˇ´ıpadeˇ je rovna false. Promeˇnna´ bibi-
Counts uchova´va´ pocˇet polozˇek seznamu literatury a reached je rovna true,
pokud pocˇet polozˇek dosa´hl pozˇadovane´ho limitu, jinak je hodnota nasta-
vena na false.
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 MapResults – trˇ´ıda, jezˇ reprezentuje vy´sledky pravidel, ktere´ kontroluj´ı
vy´skyt konkre´tn´ıho jme´na, textu a nadpisu v dokumentu. Ma´ jednu loka´ln´ı
promeˇnnou, mapu findingMap. Kl´ıcˇe mapy jsou hledane´ rˇeteˇzce, hodnota
je datove´ho typu boolean a je rovna true, pokud byl dany´ rˇeteˇzec nalezen,
jinak je nastavena na false.
 MarginRuleResults – trˇ´ıda, ktera´ reprezentuje vy´sledky pravidla kontro-
luj´ıc´ıho okraje stra´nky. Obsahuje osm promeˇnny´ch, pro kazˇdy´ okraj stra´nky
ma´ dveˇ promeˇnne´ – jedna datove´ho typu double a druha´ boolean. V prvn´ı
je ulozˇena velikost okraje, ve druhe´ informace o tom, zdali velikost okraje
prˇekrocˇila pozˇadovany´ limit cˇi nikoliv.
 ResultsDefinition – trˇ´ıda, ktera´ shrnuje informace o vy´sledc´ıch kontroly
vsˇech zadany´ch pravidel. Obsahuje objekty vsˇech ostatn´ıch trˇ´ıd z tohoto
bal´ıku. Objekt te´to trˇ´ıdy je vy´stupem kontroly pravidel, aplikacˇn´ı vrstva
tento objekt prˇeda´va´ datove´, jezˇ na za´kladeˇ informac´ı z neˇj modifikuje
vstupn´ı soubor na vy´stupn´ı.
Bal´ık util
Tento bal´ık obsahuje pouze trˇ´ıdu DateUtil. Jej´ı objekt se pouzˇ´ıva´ ve trˇ´ıdeˇ
DateRule, jeho u´kolem je totizˇ zjistit, zdali jednotliva´ slova ze za´hlav´ı a za´pat´ı
dokumentu nejsou datem v pozˇadovane´m forma´tu. Kl´ıcˇova´ je metoda control-
Date, ktera´ ma´ jako parametr kontrolovany´ rˇeteˇzec. Jej´ı na´vratovou hodnotou
je datovy´ typ boolean. Metoda vrac´ı true, pokud je kontrolovane´ slovo datem
v pozˇadovane´m forma´tu, jinak vrac´ı false.
5.4.2 Datova´ vrstva
Datova´ vrstva prova´d´ı na´sleduj´ıc´ı cˇinnosti:
 Prˇeb´ıra´ od aplikacˇn´ı vrstvy argumenty programu.
 Nacˇ´ıta´ kontrolovany´ dokument.
 Zpracuje kontrolovany´ dokument – vytvorˇ´ı a napln´ı objekt trˇ´ıdy Documen-
tDefinition.
 Prˇeda´va´ instanci DocumentDefinition aplikacˇn´ı vrstveˇ.
 Nacˇ´ıta´ vstupn´ı XML soubor s definic´ı pravidel.
 Zpracuje vstupn´ı XML soubor – vytvorˇ´ı seznam objekt˚u IRule, ktere´ repre-
zentuj´ı jednotliva´ zadana´ pravidla.
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 Prˇeda´va´ aplikacˇn´ı vrstveˇ seznam se zadany´mi pravidly.
 Prˇeb´ıra´ od aplikacˇn´ı vrstvy vy´sledky kontroly v objektu trˇ´ıdy ResultDefini-
tion.
 Podle vy´sledk˚u kontroly modifikuje vstupn´ı XML soubor na vy´stupn´ı.
 Ulozˇ´ı vy´stupn´ı XML soubor na pozˇadovane´ mı´sto.
V dalˇs´ı cˇa´sti kapitoly budou prˇedstaveny jednotlive´ bal´ıky datove´ vrstvy.
U kazˇde´ho bal´ıku budou uvedeny nejd˚ulezˇiteˇjˇs´ı trˇ´ıdy a rozhran´ı a jejich metody.
Bal´ık documentLoader
Bal´ık obsahuj´ıc´ı jednu abstraktn´ı trˇ´ıdu a dveˇ rozhran´ı:
 AbstractManager – abstraktn´ı trˇ´ıda, jej´ımizˇ potomky jsou trˇ´ıdy, ktere´
obsluhuj´ı zpracova´n´ı kontrolovany´ch dokument˚u. Nejd˚ulezˇiteˇjˇs´ı promeˇnnou
je objekt DocumentDefinition, jenzˇ je v jednotlivy´ch potomc´ıch trˇ´ıdy na-
plneˇn informacemi o nacˇtene´m dokumentu.
 IDocumentLoader – rozhran´ı, ktere´ implementuj´ı trˇ´ıdy nacˇ´ıtaj´ıc´ı kont-
rolovany´ dokument.
 IDocumentManager – rozhran´ı, ktere´ implementuj´ı trˇ´ıdy zpracova´vaj´ıc´ı
kontrolovany´ dokument. Rozhran´ı ma´ sˇest metod, nejd˚ulezˇiteˇjˇs´ı je getDo-
cumentDefinition, jezˇ vrac´ı vytvorˇenou reprezentaci kontrolovane´ho doku-
mentu, objekt DocumentDefinition.
Bal´ık documentLoader.doc
Bal´ık, ktery´ ma´ na starosti nacˇten´ı a zpracova´n´ı dokumentu ve forma´tu doc.
Obsahuje dveˇ trˇ´ıdy:
 DOCInput – trˇ´ıda implementuj´ıc´ı rozhran´ı IDocumentLoader. Jej´ım c´ılem
je nacˇten´ı dokumentu, tedy vytvorˇen´ı objektu trˇ´ıdy HWPFDocument, ktera´
patrˇ´ı do knihovny HWPF, jezˇ zpracova´va´ doc dokumenty.
 DOCManager – trˇ´ıda, ktera´ je potomkem AbstractManager a implemen-
tuje IDocumentManager. Zpracova´va´ objekt trˇ´ıdy HWPFDocument, ktery´
byl vytvorˇen trˇ´ıdou DOCInput. Naplnˇuje objekt trˇ´ıdy DocumentDefinition in-
formacemi, ktere´ jsou podkladem pro kontrolu vsˇech pravidel. Jak konkre´tneˇ
prob´ıha´ zpracova´n´ı knihovnou HWPF je popsa´no v kapitole 3, kde je u kazˇ-
de´ho pravidla uveden postup kontroly v odstavci Kontrola u DOC.
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Bal´ık documentLoader.docx
Bal´ık, jehozˇ u´kolem je nacˇten´ı a zpracova´n´ı dokumentu ve forma´tu docx. Ob-
sahuje dveˇ trˇ´ıdy:
 DOCXInput – trˇ´ıda, ktera´ implementuje rozhran´ı IDocumentLoader. Jej´ım
c´ılem je nacˇten´ı dokumentu, tedy vytvorˇen´ı objektu trˇ´ıdy XWPFDocument.
Ta patrˇ´ı do knihovny XWPF, jezˇ zpracova´va´ docx dokumenty.
 DOCXManager – trˇ´ıda, ktera´ je potomkem AbstractManager a imple-
mentuje IDocumentManager. Zpracova´va´ objekt trˇ´ıdy XWPFDocument, jenzˇ
byl vytvorˇen trˇ´ıdou DOCXInput. Naplnˇuje objekt trˇ´ıdy DocumentDefini-
tion informacemi, ktere´ jsou podkladem pro kontrolu vsˇech pravidel. Jak
konkre´tneˇ prob´ıha´ zpracova´n´ı knihovnou XWPF je popsa´no v kapitole 3, kde
je u kazˇde´ho pravidla uveden postup kontroly v odstavci Kontrola u DOCX.
Bal´ık documentLoader.odt
U´kolem tohoto bal´ıku je nacˇten´ı a zpracova´n´ı dokumentu ve forma´tu odt.
Obsahuje dveˇ trˇ´ıdy:
 ODTInput – trˇ´ıda implementuj´ıc´ı rozhran´ı IDocumentLoader. Jej´ım c´ılem
je nacˇten´ı dokumentu, tedy vytvorˇen´ı objektu trˇ´ıdy TextDocument, ktera´
patrˇ´ı do knihovny ODFDOM, jezˇ zpracova´va´ odt dokumenty.
 ODTManager – trˇ´ıda, ktera´ je potomkem AbstractManager a implemen-
tuje IDocumentManager. Zpracova´va´ objekt trˇ´ıdy TextDocument, jenzˇ byl
vytvorˇen trˇ´ıdou ODTInput. Naplnˇuje objekt trˇ´ıdy DocumentDefinition infor-
macemi, ktere´ jsou podkladem pro kontrolu vsˇech pravidel. Jak konkre´tneˇ
prob´ıha´ zpracova´n´ı knihovnou ODFDOM je popsa´no v kapitole 3, kde je
u kazˇde´ho pravidla uveden postup kontroly v odstavci Kontrola u ODT.
Bal´ık xml
Bal´ık, ktery´ ma´ na starosti vesˇkere´ operace s XML soubory, ktere´ se v pro-
gramu prova´d´ı. Obsahuje na´sleduj´ıc´ı trˇ´ıdy:
 DOMInput – trˇ´ıda, ktera´ nacˇ´ıta´ vstupn´ı XML dokument prostrˇednictv´ım
knihovny DOM. Prˇi nacˇ´ıta´n´ı prova´d´ı rovneˇzˇ validaci proti XSD souboru.
Trˇ´ıda ma´ dveˇ loka´ln´ı promeˇnne´ – loader je objekt trˇ´ıdy XMLLoader a doc
je objekt rozhran´ı Document. Prvn´ı z nich prova´d´ı zpracova´n´ı nacˇtene´ho
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XML souboru, druha´ je reprezentac´ı XML dokumentu v knihovneˇ DOM
– pra´veˇ do tohoto objektu je vstupn´ı soubor nacˇten. Nacˇ´ıta´n´ı souboru
prob´ıha´ v metodeˇ read. Ta pomoc´ı prostrˇedk˚u knihovny DOM dokument
nacˇte a na´sledneˇ nad n´ım zavola´ metodu xsdValidation, ktera´ provede va-
lidaci proti XSD. Pokud XML soubor nen´ı vyhodnocen jako validn´ı, pro-
gram vyhod´ı vy´jimku a vyp´ıˇse jej´ı zpra´vu. Pokud validace probeˇhne bez
proble´mu˚, je nad promeˇnnou loader zavola´na metoda loadRules, jej´ımzˇ pa-
rametrem je promeˇnna´ doc s nacˇteny´m XML. Tato metoda provede zpra-
cova´n´ı pravidel zadany´ch ve vstupn´ım souboru a vytvorˇ´ı seznam objekt˚u
IRule.
 DOMOutput – trˇ´ıda, ktera´ prova´d´ı modifikaci vstupn´ıho XML souboru na
vy´stupn´ı. Trˇ´ıda ma´ trˇi loka´ln´ı promeˇnne´ – doc je objektem rozhran´ı Docu-
ment, results je instance ResultDefiniton a outputFile je rˇeteˇzec s na´zvem sou-
boru. Promeˇnna´ doc reprezentuje vstupn´ı soubor, results uchova´va´ vy´sledky
kontroly pravidel. Na za´kladeˇ informac´ı z te´to promeˇnne´ prob´ıha´ u´prava
souboru. V metodeˇ editDocument jsou procha´zeny elementy rule nalezene´
ve vstupn´ım souboru. Podle na´zvu potomka tohoto elementu je zjiˇsteˇno,
o jake´ konkre´tn´ı pravidlo se jedna´ a na za´kladeˇ toho je zavola´na odpov´ıdaj´ıc´ı
metoda, ktera´ dany´ element uprav´ı. Jak prob´ıha´ u´prava jednotlivy´ch pravi-
del, je popsa´no v kapitole 4.1.2. Po proveden´ı modifikace je zavola´na metoda
createOutput, ktera´ vytvorˇ´ı vy´stupn´ı XML soubor a ulozˇ´ı jej na pozˇadovane´
mı´sto.
 RuleSet – trˇ´ıda, ktera´ pouze uchova´va´ staticke´ konstanty datove´ho typu
String. V teˇchto konstanta´ch jsou ulozˇeny na´zvy jednotlivy´ch element˚u
s pravidly. Jsou pouzˇ´ıva´ny ve trˇ´ıda´ch XMLLoader a DOMOutput.
 XMLLoader – trˇ´ıda, ktera´ zpracova´va´ vstupn´ı XML soubor. Ma´ jednu
loka´ln´ı promeˇnnou ruleList, seznam objekt˚u rozhran´ı IRule, jenzˇ je v te´to
trˇ´ıdeˇ naplneˇn na za´kladeˇ dat ze vstupn´ıho souboru. Zpracova´n´ı XML rˇ´ıd´ı
metoda loadRules, ktera´ ma´ jeden parametr, a to objekt rozhran´ı Document
z knihovny DOM. V te´to metodeˇ jsou procha´zeny elementy rule z XML.
Podle na´zvu potomka tohoto elementu je zavola´na metoda vytva´rˇej´ıc´ı ob-
jekt odpov´ıdaj´ıc´ı zadane´mu pravidlu. Kazˇda´ z teˇchto metod vytvorˇ´ı objekt
trˇ´ıdy, jezˇ implementuje rozhran´ı IRule, a vlozˇ´ı jej do ruleList.
5.4.3 Argumenty programu
Program je distribuova´n ve forma´tu jar. Spusˇteˇn´ı se prova´d´ı z prˇ´ıkazove´ rˇa´dky
pomoc´ı da´vkove´ho bat souboru. Program mu˚zˇe by´t spusˇteˇn se cˇtyrˇmi argumenty,
z nichzˇ jeden je povinny´ a trˇi jsou volitelne´. Kazˇdy´ argument mus´ı by´t uve-
den prˇep´ınacˇem. Prˇep´ınacˇe parametr˚u programu jsou vypsa´ny v na´sleduj´ıc´ım
seznamu:
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 -f – mus´ı by´t pouzˇit prˇi kazˇde´m spusˇteˇn´ı, uva´d´ı povinny´ parametr, ktery´m
je umı´steˇn´ı a na´zev kontrolovane´ho souboru.
 -i – jeho pouzˇit´ı je nepovinne´, uva´d´ı totizˇ volitelny´ parametr, ktery´m je
umı´steˇn´ı a na´zev vstupn´ıho XML souboru s pravidly. Pokud argument nen´ı
uveden, zpracuje program pravidla nadefinovana´ v uka´zkove´m souboru ru-
les.xml, ktery´ je prˇ´ımo ulozˇen v jar bal´ıku s programem ve slozˇce resources.
 -o – jeho pouzˇit´ı je nepovinne´, uva´d´ı totizˇ volitelny´ parametr, ktery´m je
umı´steˇn´ı a na´zev vy´stupn´ıho XML souboru. V prˇ´ıpadeˇ, zˇe argument nen´ı
uveden, je soubor s vy´sledky ulozˇen pod na´zvem output.xml do adresa´rˇe,
z neˇhozˇ je program spousˇteˇn.
 -noxsd – volitelny´ parametr. Je jako jediny´ pouzˇ´ıva´n samostatneˇ. Pokud
ho uzˇivatel pouzˇije, nebude prˇi nacˇ´ıta´n´ı vstupn´ıho XML provedena validace
proti XSD sche´matu. V prˇ´ıpadeˇ, zˇe uzˇivatel tento prˇep´ınacˇ nepouzˇije, je
validace provedena proti XSD souboru popsane´mu v kapitole 4.3.3. Ten




Za´veˇrecˇnou cˇa´st´ı diplomove´ pra´ce bylo dle zada´n´ı otestova´n´ı vytvorˇene´ho pro-
gramu na sadeˇ r˚uzny´ch dokument˚u. Testovac´ı mnozˇina dokument˚u a pr˚ubeˇh sa-
motne´ho testova´n´ı je popsa´n v te´to kapitole.
6.1 Testovac´ı mnozˇina
Jesˇteˇ prˇed sestaven´ım mnozˇiny testovac´ıch dokument˚u byly stanoveny podmı´nky,
ktere´ mus´ı dokumenty v te´to sadeˇ splnˇovat:
 V mnozˇineˇ mus´ı by´t zastoupeny soubory vytvorˇene´ ve vsˇech trˇech textovy´ch
procesorech prˇedstaveny´ch v kapitole 2.1. Mus´ı se tedy jednat o soubory
ve forma´tech doc, docx nebo odt.
 Kazˇdy´ forma´t by meˇl v mnozˇineˇ mı´t prˇiblizˇneˇ stejne´ zastoupen´ı.
 Mnozˇina mus´ı obsahovat minima´lneˇ 50 dokument˚u.
 Dokumenty v sadeˇ mus´ı by´t z r˚uzny´ch zdroj˚u, od r˚uzny´ch autor˚u.
Dokumenty pro testova´n´ı byly z´ıska´ny z mnoha r˚uzny´ch zdroj˚u a svy´m ob-
sahem a strukturou pokry´vaj´ı sˇiroke´ spektrum pouzˇit´ı textovy´ch procesor˚u (se-
mestra´ln´ı, bakala´rˇske´, diplomove´ pra´ce atd.) Vy´sledna´ mnozˇina dokument˚u ob-
sahuje 75 dokument˚u, prˇicˇemzˇ docx ma´ zastoupen´ı 31 dokument˚u, doc 23 doku-
ment˚u a odt 21 dokument˚u.
Vsˇechny soubory mnozˇiny jsou na prˇilozˇene´m CD v adresa´rˇi test files.
6.2 Nalezene´ proble´my
Vytvorˇeny´ program byl postupneˇ spousˇteˇn nad vsˇemi dokumenty z testovac´ı
mnozˇiny prˇedstavene´ v kapitole 6.1. U kazˇde´ho dokumentu byla otestova´na vsˇech-
na pravidla nadefinovana´ v kapitole 3.
U kazˇde´ho testovane´ho dokumentu byl obsah vstupn´ıho XML upravova´n tak,
aby byl na kazˇde´m dokumentu program otestova´n s r˚uzny´mi konfiguracemi pra-
videl. Po kazˇde´m spusˇteˇn´ı programu nad testovany´m dokumentem byl manua´lneˇ
zkontrolova´n vy´stupn´ı XML soubor.
Acˇkoliv se autor snazˇil program testovat pr˚ubeˇzˇneˇ po kazˇde´ veˇtsˇ´ı u´praveˇ ko´du,
byly beˇhem testova´n´ı nalezeny situace, kdy program na zadane´ vstupy nereago-
val spra´vneˇ. Proble´my, na ktere´ autor pra´ce prˇi testova´n´ı narazil jsou popsa´ny
v na´sleduj´ıc´ı cˇa´sti kapitoly. Vzhledem k tomu, zˇe kazˇdy´ forma´t dokumentu je
zpracova´va´n odliˇsneˇ, ty´kala se nalezena´ chyba v programu zpravidla jen jednoho
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forma´tu dokumentu. Proto jsou proble´my rozcˇleneˇny do trˇech kategori´ı podle
forma´t˚u dokumentu.
Chyby u DOC
Dokument˚u ve forma´tu doc bylo testova´no dvacet trˇi. Prˇi testova´n´ı teˇchto
dokument˚u byly nalezeny na´sleduj´ıc´ı nedostatky:
 Program prˇi kontrole pouzˇit´ı cˇ´ıslova´n´ı stra´nek nepoznal, kdyzˇ byly stra´nky
cˇ´ıslova´ny rˇ´ımsky.
 U kontroly pouzˇit´ı data a jmen v za´hlav´ı a za´pat´ı program sˇpatneˇ roz-
pozna´val data a jme´na, za ktery´mi na´sledoval konec rˇa´dky.
 Program neprˇesneˇ zjiˇst’oval rˇa´dkova´n´ı, ktere´ meˇlo nastavenou prˇesnou sˇ´ıˇrku
v bodech.
 Program vypisoval okraje stra´nky pouze prvn´ıho odd´ılu dokumentu. Po-
kud byl dokument rozdeˇlen na v´ıce odd´ıl˚u s r˚uzny´mi okraji stran, program
okraje dalˇs´ıch odd´ıl˚u nevypsal. Tato chyba se vyskytovala u vsˇech forma´t˚u
dokumentu.
Vsˇechny nalezene´ chyby programu byly opraveny. Sadu testovac´ıch dokument˚u
forma´tu doc zpracoval program pro proveden´ı oprav spra´vneˇ.
Chyby u DOCX
Dokument˚u ve forma´tu docx bylo testova´no trˇicet jedna. Prˇi testova´n´ı teˇchto
dokument˚u byly nalezeny na´sleduj´ıc´ı nedostatky:
 Prˇi kontrole pouzˇit´ı cˇ´ıslova´n´ı stran program nepoznal, kdyzˇ byly stra´nky
cˇ´ıslova´ny rˇ´ımsky.
 Program sˇpatneˇ vyhodnocoval font a jeho velikost, pokud nebyly explicitneˇ
urcˇeny pro styl, ale byly prˇeb´ıra´ny z rodicˇovske´ho stylu.
 Prˇi hleda´n´ı jmen a dat v za´hlav´ı zp˚usobovalo proble´my pouzˇit´ı tabula´toru
mezi jednotlivy´mi jme´ny cˇi daty.
 Pocˇ´ıta´n´ı polozˇek seznamu literatury nefungovalo prˇesneˇ.
 Pokud odstavec nemeˇl prˇ´ımo nastavene´ rˇa´dkova´n´ı, ale jeho hodnotu prˇeb´ıral
z pouzˇite´ho stylu, program takove´ rˇa´dkova´n´ı nedoka´zal spra´vneˇ zpracovat.
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Vsˇechny nalezene´ chyby programu byly opraveny. Sada testovac´ıch dokument˚u
forma´tu docx byla pro proveden´ı oprav zpracova´na programem spra´vneˇ.
Chyby u ODT
Dokument˚u ve forma´tu odt bylo testova´no dvacet jedna. Prˇi testova´n´ı teˇchto
dokument˚u byly nalezeny na´sleduj´ıc´ı nedostatky:
 Kontrola pouzˇit´ı jme´na a data v za´hlav´ı a za´pat´ı neprob´ıhala po slovech,
ale po rˇa´dc´ıch. Pokud byla dveˇ jme´na nebo data na jednom rˇa´dku, program
nasˇel jen jedno.
 Dveˇ mezery v textu po sobeˇ byly spojova´ny do elementu text:s, ktery´ ne-
doka´zala knihovna ODFDOM zpracovat.
 Program nenacˇ´ıtal text v polozˇka´ch seznamu˚. Knihovna ODFDOM totizˇ
seznamy nezpracova´va´ jako odstavce.
Vsˇechny nalezene´ chyby programu byly opraveny. Sada testovac´ıch dokument˚u
forma´tu odt byla po odstraneˇn´ı nedostatk˚u zpracova´na programem spra´vneˇ.
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7 Za´veˇr
Prˇi realizaci diplomove´ pra´ce byly splneˇny vsˇechny body zada´n´ı. Hlavn´ım vy´-
stupem pra´ce je aplikace, ktera´ byla vytvorˇena v programovac´ım jazyce Java
a ktera´ kontroluje forma´ln´ı pravidla v dokumentech textovy´ch procesor˚u Micro-
soft Word, OpenOffice a LibreOffice. Diplomova´ pra´ce je rozcˇleneˇna do sedmi
kapitol. Samotnou realizac´ı pra´ce se zaby´vaj´ı kapitoly 2 azˇ 6, ve ktery´ch jsou
postupneˇ popsa´na rˇesˇen´ı jednotlivy´ch bod˚u zada´n´ı.
V teoreticke´ cˇa´sti pra´ce byla provedena analy´za mozˇnost´ı kontroly forma´ln´ıch
pravidel u dokument˚u vybrany´ch textovy´ch procesor˚u. V ra´mci analy´zy byly
prˇedstaveny jednotlive´ procesory a forma´ty jejich dokument˚u. Da´le byly analy-
zova´ny knihovny pro jazyk Java, ktere´ umeˇj´ı tyto dokument zpracova´vat.
V ra´mci prakticke´ cˇa´sti diplomove´ pra´ce byl navrzˇen a implementova´n pro-
gram, ktery´ se zaby´va´ kontrolou forma´ln´ıch pravidel v dokumentech vybrany´ch
textovy´ch procesor˚u. V prvn´ı fa´zi byla nadefinova´na jednotliva´ forma´ln´ı pravi-
dla, ktera´ bude vy´sledna´ aplikace kontrolovat. Celkem bylo nadefinova´no jedena´ct
pravidel.
Vstupem aplikace je XML soubor, jenzˇ obsahuje definice forma´ln´ıch pravidel,
ktera´ pozˇaduje uzˇivatel zkontrolovat. Navrzˇen´ı vhodne´ struktury XML souboru
a jej´ı popis pomoc´ı XSD sche´matu bylo dalˇs´ı fa´z´ı prakticke´ cˇa´sti pra´ce.
V za´veˇrecˇne´ fa´zi byl sestaven na´vrh programu a na jeho za´kladeˇ byla reali-
zova´na samotna´ implementace. Prˇi navrhova´n´ı aplikace byly jednotlive´ cˇinnosti
programu rozdeˇleny mezi aplikacˇn´ı a datovou vrstvu. Aplikace byla navrzˇena tak,
aby ji bylo mozˇne´ snadno rozsˇ´ıˇrit o kontrolu novy´ch pravidel. Vy´sledny´ program
byl otestova´n na sadeˇ sedmdesa´ti peˇti dokument˚u z r˚uzny´ch zdroj˚u. Vesˇkere´ ne-
dostatky nalezene´ v ra´mci testova´n´ı byly opraveny.
Program by bylo mozˇne´ da´le rozsˇ´ıˇrit o graficke´ uzˇivatelske´ rozhran´ı, ktere´ by
usnadnilo jeho spousˇteˇn´ı. Uzˇivatelske´ rozhran´ı by mohlo take´ obsahovat funkci-
onalitu pro jednoduche´ vytva´rˇen´ı vstupn´ıho XML souboru s definicemi pravidel,
kde by si uzˇivatel mohl nadefinovat pozˇadovana´ pravidla, anizˇ by musel manua´lneˇ
vytva´rˇet XML. Na´vrh aplikace byl proveden tak, aby byla snadno rozsˇiˇritelna´
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DOS Diskovy´ operacˇn´ı syste´m
DOC Bina´rn´ı forma´t dokumentu programu Microsoft Word
DOCX Na XML zalozˇeny´ forma´t dokumentu programu Microsoft
Word
ODT Open Document Format pro textove´ procesory
XML Extensible Markup Language
SXW StarOffice Writer Document
RTF Rich Text Format
TXT Textovy´ soubor
CSV Comma-separated values
ZIP Souborovy´ forma´t pro kompresi a komprimaci dat
HTML HyperText Markup Language
OASIS Organization for the Advancement of Structured
Information Standards
ODF OASIS Open Document Format
JAR Java Archive
MIME Multi-Purpose Internet Mail Extensions
PNG Portable Network Graphics
API Application Programming Interface
DOM U´stav pro informace ve vzdeˇla´va´n´ı
Apache POI The Java API for Microsoft Documents
HWPF Soucˇa´st Apache POI pro forma´t DOC
XWPF Soucˇa´st Apache POI pro forma´t DOCX
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ODFDOM The Open Document API
SAX Simple API for XML
StAX Streaming API for XML
DOM Document Object Model
JAXB Java Architecture for XML Binding
XSD XML Schema Definition
W3C World Wide Web Consortium
DTD Document Type Denition





Tato prˇ´ıloha obsahuje na´vod pro uzˇivatele k pouzˇ´ıva´n´ı programu.
Spusˇteˇn´ı programu
Jedna´ se o konzolovy´ program, je tedy spousˇteˇn z prˇ´ıkazove´ rˇa´dky. Program je
ulozˇen v jar bal´ıku s na´zvem DP Kupilik.ja a je k neˇmu vytvorˇen da´vkovy´ soubor
run.bat.
Spusˇteˇn´ı programu se prova´d´ı z prˇ´ıkazove´ rˇa´dky prostrˇednictv´ım da´vkove´ho
souboru. Je zapotrˇeb´ı mı´t da´vkovy´ soubor ve stejne´m adresa´rˇi jako jar s aplikac´ı.
Program mu˚zˇe mı´t azˇ cˇtyrˇi argumenty, ktere´ se uva´d´ı pomoc´ı prˇep´ınacˇ˚u:
 -f – mus´ı by´t pouzˇit prˇi kazˇde´m spusˇteˇn´ı, uva´d´ı povinny´ parametr, ktery´m
je umı´steˇn´ı a na´zev kontrolovane´ho souboru.
 -i – jeho pouzˇit´ı je nepovinne´, uva´d´ı totizˇ volitelny´ parametr, ktery´m je
umı´steˇn´ı a na´zev vstupn´ıho XML souboru s pravidly. Pokud argument nen´ı
uveden, zpracuje program pravidla nadefinovana´ v uka´zkove´m XML sou-
boru, ktery´ je prˇ´ımo ulozˇen v jar bal´ıku.
 -o – jeho pouzˇit´ı je nepovinne´, uva´d´ı totizˇ volitelny´ parametr, ktery´m je
umı´steˇn´ı a na´zev vy´stupn´ıho XML souboru. V prˇ´ıpadeˇ, zˇe argument nen´ı
uveden, je soubor s vy´sledky ulozˇen pod na´zvem sf output.xml do adresa´rˇe,
ze ktere´ho je program spousˇteˇn.
 -noxsd – volitelny´ parametr. Je jako jediny´ pouzˇ´ıva´n samostatneˇ. Pokud
ho uzˇivatel pouzˇije, nebude prˇi nacˇ´ıta´n´ı vstupn´ıho XML provedena validace
proti XSD sche´matu. V prˇ´ıpadeˇ, zˇe uzˇivatel tento prˇep´ınacˇ nepouzˇije, je
validace proti XSD provedena. XSD sche´ma je prˇ´ımo ulozˇeno v jar bal´ıku.
Prˇ´ıklad spusˇteˇn´ı programu, kdy se kontroluje dokument s na´zvem exam-
ple.doc, pravidla jsou nadefinovana´ v souboru myRules.xml, vy´stup je ulozˇen
do output.xml a je provedena validace proti XSD:
run.bat -f example.doc -i myRules.xml
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Prˇ´ıklad spusˇteˇn´ı programu, kdy se kontroluje dokument s na´zvem exam-
ple.doc, pravidla jsou nadefinovana´ ve vy´choz´ım souboru rules.xml v bal´ıku jar,
vy´stup je ulozˇen do myOutput.xml a nen´ı provedena validace proti XSD:
run.bat -f example.doc -o myOutput.xml -noxsd
Pokud budou argumenty programu zada´ny sˇpatneˇ, kontrola pravidel nebude
spusˇteˇna a program vyp´ıˇse informaci o chybneˇ zadane´m prˇ´ıkazu. Program je pote´
nutne´ spustit znovu se spra´vny´mi parametry.
Vstupn´ı soubor
Jesˇteˇ prˇed spusˇteˇn´ım programu je zapotrˇeb´ı si prˇipravit vstupn´ı soubor. Jedna´ se
o XML soubor, jehozˇ prostrˇednictv´ım uzˇivatel urcˇuje, jaka´ pravidla chce nad do-
kumentem textove´ho procesoru zkontrolovat. Struktura vstupn´ıho XML souboru
je detailneˇ popsa´na v kapitole 4.1.1. Zde je uveden prˇ´ıklad XML vstupu, ktery´ ob-
sahuje definice vsˇech pravidel, ktere´ program umı´ zkontrolovat. U kazˇde´ definice




<!-- pravidlo na kontrolu poctu slov -->






<!-- pravidlo na kontrolu poctu stran -->






<!-- pravidlo na kontrolu radkovani -->







<!-- pravidlo na kontrolu okraju stranky -->






<!-- pravidlo na kontrolu pouziti konkretniho jmena -->








<!-- pravidlo na kontrolu pouziti data -->










<!-- pravidlo na kontrolu pouziteho fontu -->
<!-- parametry jsou pozadovane fonty -->
<!-- name je jmeno pozadovaneho fontu -->


















<!-- pravidlo na kontrolu pouziti odkazu na literaturu -->
<!-- parametry text jsou pozadovane nadpisy sekce -->









<!-- pravidlo na kontrolu pouziti konkretniho nadpisu -->









<!-- pravidlo na kontrolu pouziti konkretniho textu -->
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Obsah CD
Prˇilozˇene´ CD obsahuje tyto adresa´rˇe:
 src – obsahuje soubory se vsˇemi zdrojovy´mi ko´dy aplikace.
 jar – obsahuje soubor DP Kupilik.jar, cozˇ je spustitelna´ verze programu.
Da´le je v neˇm da´vkovy´ soubor run.bat, pomoc´ı neˇhozˇ se program spousˇt´ı, a
soubor READ ME.txt s na´vodem ke spusˇteˇn´ı.
 text – v souboru DP Kupilik.pdf je ulozˇena fina´ln´ı verze diplomove´ pra´ce.
V adresa´rˇi text src se nacha´z´ı zdrojove´ soubory textu, ktere´ byly vytvorˇeny
v programu TeX.
 test files – obsahuje vsˇechny dokumenty z testovac´ı mnozˇiny.
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