Nowadays the amount of source code that is freely available inside open-source software repositories offers great reuse opportunities to software developers. Therefore, it is expected that the implementation of several requirements can be facilitated by reusing open source software components. In this paper, we focus on the reuse opportunities that can be offered in one specific application domain, i.e., game development. In particular, we performed an embedded multiple case study on approximately 110 open-source games, exploiting a large-scale repository of OSS components, and investigated: (a) which game genres can benefit from open source reuse, and (b) what types of requirements can the available open-source components map to. The results of the case study suggest that: (a) game genres with complex game logic, e.g., First Person Shooter, Strategy, Role-Playing, and Sport games offer the most reuse opportunities, and (b) the most common requirement types that can be developed by reusing OSS components are related to scenarios and characters.
Introduction
The last two decades video games have become one of the most important forms of entertainment in modern societies, with respect to their social and economic impact. Specifically, in recent years, and especially among the youth, playing games has outperformed many other types of entertainment, like listening to music or watching movies. Additionally, it is reported that the worldwide revenue of the game industry increased from nearly $11 billion in 2003 to $50 billion in 2007 [13] and is still rising until now. One of the most important business requirements of successful game series, which is a prerequisite for surviving demanding competition, is the need for continuous release of newer game versions or patches. Therefore, game development is an intense process, which requires techniques that will shorten the product time to market and simultaneously minimize the effort spent for debugging and testing activities [3] and [30] .
Reuse is a software engineering technique that offers such benefits, since it increases development productivity [8] , [32] and product quality [16] , [21] . In addition, despite the fact that games are usually large and complex software projects with high individuality, one can identify a variety of common concepts (e.g., maps, weapons, terrains, etc.), which can enable reuse among games of the same genre. To introduce reuse into the game development process, several studies have proposed software architectures that improve the reusability of games (e.g., [15] , [18] , and [28] ). The aim of such architectures is to deliver more stable and extensible software, with enhanced interoperability, robustness and scalability.
In most of the cases, solutions that facilitate reuse discuss the utilization of componentized opportunities (e.g., [12] and [34] ). In software engineering, components are typically equivalent to software packages or groups of classes that encapsulate a set of related and well defined functions [40] . By taking into account the enormous amount of source code that is available in Open Source Software (OSS) repositories (e.g., Sourceforge, Github, etc.), in this paper we perform an exploratory case study to investigate the opportunity to reuse OSS components in game development. To achieve this goal, we exploit a large-scale repository of OSS components (namely Percerons 1 ) that at this point offers approximately 3,000 components retrieved from open source games. The case study aims at investigating the available open source components, which can be supplied for reuse in the game development community, based on:
(p1) Game genre specificity: By taking into account that software reuse is more efficient when performed within the same application domain [24] , we investigate how many components have been identified for each game genre (e.g., sports games, strategy games, RPGs, etc.). It is expected that game genres with high availability of components, can more easily benefit from OSS reuse. The game genres that we investigate are extracted from sourceforge.net, i.e., the source code repository, on which the games have been originally published. The studied genres are: arcade, board, card, first person shooter, puzzle, role-playing, sports and strategy games.
(p2) Requirements specificity: Even within a specific game genre, components can be further classified, based on the requirement that they implement. Such a classification would provide an even more fine-grained level of specificity, based on which we can further quantify the supply of components. For instance, a component that is related to the scenario of a game, e.g., an inventory of a player in an RPG, is only reusable in scenarios that involve the management of objects collected by game characters. To this end, we have manually classified a subset of the components of the Percerons database in seven categories: scenario, controls, community, speed, characters, sound, and graphics. The categories have been retrieved from the work of Ham et al. [22] , on gamers' satisfaction factors. The connection between game satisfaction factors and requirements is discussed in Section 2.3.
(p3) Reusability: However, the identification of a software component is only the first step towards its reuse. The next step is its adaptation to the target system. The ease of adapting a software component in a new system is quantified through the reusability quality attribute [1] . Therefore, we investigate if there are statistically significant differences in the reusability of components, identified in games of different genres. The rest of the paper is organized as follows: In Section 2 we introduce the concepts of software reuse and component-based software engineering. Additionally, we provide background information that is used in this study, i.e., aspects of game engineering and the component extraction algorithm of Percerons. In Section 3 we present the study design in the form of a case study protocol. In Section 4 we provide the results, organized by research question, and discuss them in Section 5. In Section 6 we discuss the threats to validity of our study, and in Section 6, we conclude the paper.
2
Background Information
Software Reuse
Software reuse is the process of implementing or updating software systems using existing software assets [26] . Software reuse according to Baldassaire [8] is a software engineering technique that, when adopted systematically, can improve and even guarantee software quality. Additionally, it is suggested that reuse has a positive effect on productivity and quality [8] . The results of the previous study are verified in [32] where traditional and reuse-based software productions are compared in an industrial context. Furthermore, a failure mode model for part-based software reuse was proposed to improve the reuse processes [16] . Source code reuse is considered to be more intense in OSS development compared to commercial/closed source software [31] . Heinemann et al. performed an empirical multiple-case study in 20 popular OSS Java projects and concluded that third party reuse is common in OSS [23] , while Raemaekers et al. [36] pointed out that logging frameworks (e.g., log4j) are the most frequently reused libraries. Sojer The results showed that more than 50% of the components are reused in more than one projects [16] and [31] . In general it seems that identifying application domains [38] , requirements specificity [36] and type of reuse [23] , [16] , and [31] is of great importance in guiding practitioners on where to find appropriate components of reuse.
Component-Based Software Engineering
Component-Based Software Engineering (CBSE) is an approach that relies on software reuse. CBSE purpose is twofold: (a) to facilitate the development of reusable components that can be used in various independent systems, apart from the one initially implemented for (i.e. development for reuse), and (b) to exploit reusable components for the development of new systems (i.e. development with reuse).
In the literature a variety of terms regarding software components can be found, as the term "component" is considered so generic that is used to denote any software part: architectural, design, source code, or requirements unit [17] , patterns or even methods and lines of code [14] , [40] . In JavaBeans the component is considered to be a class, in Component Object Model (COM) and CORBA Component Model (CCM) a component is an object, whereas in SOFA, PECOS and Pin it is an architectural unit [27] . However, Szyperski [40] distinguishes between classes and components: components are more abstract than classes and can be considered to be stand-alone service providers consisting of one or more classes. Components are "fired" during execution and therefore considered as deployment units, while classes are considered as development artifacts. Unlike classes, components can be synthesized with different technologies and can contain elements such as global variables, images, html files, etc. Component adoption in software reuse may occur in many levels of granularity from a few lines of code to even a whole system [2] . Franch et al. point out the importance of the component selection process in software engineering, a fact that indicates the growing need for establishing software reuse patterns and guidelines [17] . The separation of the components' interface from the components' functionality is an important aspect of a component that may increase its reuse. For this reason according to [14] the use of design patterns in components analysis and design can be useful in increasing component cohesion and minimizing component internal coupling.
Game Engineering
The main requirement of every game is to be entertaining (see [11] , [25] and [41] ) and therefore gamers' satisfaction factors are of paramount importance in the game analysis phase. The first study that investigated the factors from which gamers gain satisfaction was performed by Ham et al. [22] . The results of the study suggested that game satisfaction factors are game genre specific. Ham et al. investigated seven satisfaction factors (Scenario, Graphics, Sound, Game Speed, Game Control, Character and Community) and several game genres (Role Playing Games -RPG, First Person Shooter -FPS, Sport Video Games and Computer-Mediated Board Games). The average importance of each factor, calculated over all game genres, is depicted in Table I . While discussing the results of this paper, we have to note that this study has been published a decade ago, when the state of practice in game industry was substantially different. A replication of the aforementioned study has been published in 2014, by Paschali et al. [33] . In the recent study, the results have been updated: Character Solidness, Scenario and Sound are highlighted as the most important factors for gamers' satisfaction, followed by Game Speed, Game Community, Controls and Graphics. The fact that the results of the two studies are contradicting is considered rather intuitive, in the sense that such factors are highly related to the most popular game genre, and the state of practice in the industry. In this study, we reuse the game satisfaction factors as types of requirements.
An Algorithm for Component Identification
In this section we shortly describe the methodology that is used in the study to identify components from open source games, as proposed by Ampatzoglou et al. [6] . The used algorithm is based on the identification of reusable sets of classes, by applying a path-based strong component algorithm [19] . To apply this algorithm a directed graph is created that depicts the dependencies among the classes of the system and then depth-first search is performed to identify strongly connected components, in our case: sets of classes. The algorithm successively provides sets of classes that are as independent as possible, grouped together according to the functionality that they offer. In particular the steps of the applied methodology are the following: step 1. Create a dynamic two dimensional array where Candidate Components will be stored in. Each row will store groups of classes that depend on each other.
In row 1 only one class will be stored depending solely on itself. In row two, couples of classes will be stored that depend on each other, in row three triplets of classes will be stored presenting dependencies, etc. Each row number defines the maximum number of classes that can be included in a Candidate Component. For example, by applying the algorithm on the dependency graph of Fig. 1 , we obtain the candidate components presented in Table 2 . The intermediate steps on the application of the algorithm are presented in detail in the original study [6] . We note that from the candidate components identified by this algorithm, we only investigate those that are independent of other system classes (i.e., have zero efferent coupling [29] ). 
Case Study Design
In this section, we present the protocol that has been used for guiding the execution of this case study. The case study has been designed and is reported based on the guidelines of Runeson et al. [37] . Therefore, in Section 3.1 we present the aim of the study and the research questions in which we decompose it, in Sections 3.2 and 3.3 we describe the case selection and the data collection processes, and in Section 3.4, we provide an overview of the data analysis process.
Research Question
The goal of this case study is to characterize OSS components with respect to their domain-specificity and reusability from the point of view of software engineers in the context of game development. To ease the design and reporting of the case study, we split the aforementioned goal into three research questions, based on the analysis perspectives (i.e., game genre specificity, requirements type specificity, and reusability) that we introduced in Section 1, as follows:
[RQ 1 ]: Which game genres offer the most open source components?
This research question aims at identifying game genres that offer the larger pool of components. The game genres that are used in this study have been extracted from sourceforge.net, i.e., the repository from which the OSS projects have been retrieved. The categorization on sourceforge.net is performed by the game developers, and therefore is considered accurate. The analysis will provide an overall view of how many components are found on average in each game genre.
[RQ 2 ]: Which are the game requirements to which most open source components are related?
This question explores the types of requirements for which the most components are implemented. Requirements are mapped to game satisfaction factors, as presented in Section 2.3 (see [33] ). The analysis will provide insight on the game requirements for which components are more easily accessible, based on the quantitative analysis.
[RQ 3 ]: What is the reusability of open source components for each game genre?
The two quality attributes related to software reuse are functionality and reusability. These attributes will be analyzed for the components retrieved across different game genres. 
Case Selection
The case study of this paper is a holistic multiple-case study [37] for RQ 1 and an embedded-multiple case study for RQ 2 and RQ 3 . The context of the study is OSS game development, the cases are open source games (for RQ 1 games are also the units of analysis), and units of analysis (for RQ 2 and RQ 3 ) are open source components.
In order to select as many cases as possible for our case study, we exploited a repository of open source components, namely Percerons (see http://www.percerons.com).
Percerons is a software engineering platform [5] created by one of the authors with the aim of facilitating empirical research in software engineering, by providing: (a) indications of componentizable parts of source code, (b) quality assessment, and (c) design pattern instances. The platform is consistently used for empirical research in the last three empirical software engineering conferences (ESEM' 13 [6] , ESEM'14 [20] , and ESEM' 15 [7] and [35] ). The identification of units of analysis is performed automatically, by dumping the complete database of the repository.
In its current state Percerons provides 6.4 million candidate components that concern 8 application domains. From these candidate components, 1.1 million have been retrieved from OSS computer games. However, we need to note that the majority of these components are not completely independent, since the algorithm described in Section 2.4 stores components with efferent coupling less than 10. In our case study as units of analysis, we consider approximately 3,000 components that are completely independent and compileable (i.e., efferent coupling equals zero). The average size of the components that are used as units of analysis is 6.52 classes (standard deviation: 8.92), ranging from single class components to components up to 40 classes.
Data Collection
In order to answer our research questions for every open source game that we analyzed we recorded the following variables:  Game Name: We note that since this was a manual process, it was performed on only a limited number of components. In particular, we explored 100 random components, of various sizes, extracted from different games, belonging to various game genres.  Reusability: The reusability, as provided by the Percerons database, is calculated based on the Quality Model for Object-Oriented Design (QMOOD) [9] . QMOOD suggests that reusability is calculated as a function of component size in classes, cohesion, coupling, and public interface. By taking into account: (a) the rigorous empirical validation of QMOOD by experienced software engineers, and (b) its popularity in the software engineering literature, we assume that it is a valid model for quantifying reusability. In any case, we note that at this stage we are not interested in the actual value of reusability, but only on components ranking.  Functionality: As a measure of functionality we use Afferent Coupling (AffC), as proposed by Martin [29] . Afferent coupling counts the number of system classes that actually invoke any method of the public interface of the component. In that sense, it is a proxy of the functionality that this compo-nent offers to the rest of the system. Thus, a component that provides high functionality to other system classes is more probable to be reused than another that only provides limited services, even in its original system.
Data Analysis
The data analysis step of this case study includes the calculation of descriptive statistics, and the application of independent sample t-tests and Analysis of Variance (ANOVA). Table 3 summarizes the data analysis process that we have applied in this case study. In particular for RQ 1 the number of components retrieved per game genre is presented along with basic descriptive statistics (i.e., minimum, maximum, and average number of components per game). Also the standard deviation which is calculated to quantify the amount of variation in the number of components per game is presented. Additionally Analysis of Variance is performed to identify whether there are certain game genres that offer significantly more components. One limitation of ANOVA is the fact that it identifies differences in the mean value of the testing variable, among groups, but it does not specify which groups are different. Therefore, the results of ANOVA are further explored with independent sample t-tests, in order to identify which game genres (i.e., the grouping variable) are different in terms of the number of components they offered (i.e., independent variable). Concerning RQ 2 , we discuss the frequency with which components implement various requirement types. The results are presented in the form of a pie chart. The same descriptive statistics as RQ 1 are presented for reusability and functionality metrics with respect to the various game genres, addressing RQ 3 . In that case ANOVA and independent samples t-test are performed to identify whether different game genres offer components that present significant differences in reusability and functionality.
Results
In this section we present the results of our case study, organized by research question, and based on the data analysis plan, as presented in Section 3.4. Therefore, first we present the results as obtained by the statistical analysis and then interpret them. Table 4 presents the results that have been obtained by splitting the dataset by game genre and then calculating basic descriptive statistics. The results of Table 4 are ranked by the mean value of components offered by one game (see column 4). It can be observed that the game genre that has the highest number of components (see Frequency-column 3) is Board games, followed by Puzzles. However, we need to underline that these game genres are the ones with the most games in the dataset (see N-column 2). In terms of average components per game, we observe that the maximum value exists for FPS and Strategy games, whereas the least components per game are found in Board, Card and Puzzle games. Thus, based on this ranking we can claim that the amount of components that are available for Board and Puzzle games are only due to the number of explored games, and not due to game-specific characteristics. To investigate if the aforementioned differences are statistically significant, we first perform an Analysis of Variance (ANOVA), which suggested that some of the game genres offers significantly more components per game (F: 3.62, sig: 0.00). Next, in order to identify which game genres are those that stand out, either positively or negatively, we performed independent sample t-tests. The results revealed that the top-2 genres (i.e., FPS and Strategy games) are indeed having more available components than the rest game genres. The second group of game genres (i.e., RPG and Sport games), although offer on average approximately 10 additional components compared to the other genres, this result is not statistically significant. A possible explanation of the aforementioned ranking is the level of game logic complexity of every game genre. For example, Arcade, Puzzle, Card and Board games have a rather limited game logic (at least compared to the other genres), less impressive graphics, etc. Therefore, the amount of possible components is limited. On the other hand, the various characters, scenario objects, etc. offered in FPS, Strategy, Sports games and RPGs, offer many reuse opportunities.
RQ 1 (Availability of Components for Game Genres):

RQ 2 (Availability of Components for Requirement Types):
Concerning RQ 2 , we discuss the frequency with which components implement the various requirement types (see Fig. 2 ). The results of the pie chart suggest that most of the identified components are implementing requirements that concern the game Scenarios, followed by Characters. Another interesting finding is that we were not able to identify any component that is related to game Speed 2 .
Fig. 2. Pie Chart (Frequency of Requirement types)
The fact that game speed has not been associated with any component is intuitive in the sense that speed is a run-time characteristic that cannot be identified with static source code analysis. In addition, the extensive linkage of components to scenarios and characters is in accordance to our discussion for RQ 1 suggesting that most of the components are found in games with complex game logic.
RQ 3 (Reusability of Components for Game Genres):
In order to investigate the reusability of components that are extracted from different game genres, we performed descriptive statistics, ANOVA, and independent sample t-tests for two testing variables: component functionality (afferent coupling) and component reusability. In Table 5 , we present descriptive statistics concerning the afferent coupling of components extracted from different game genres. The results suggest that RPGs, FPSs, and Sport games offer components that are more intensively used inside their games. This fact can be explained by the average size of these games, in the sense that games with more classes are expected to have more method invocations to the extracted components. Another interesting finding is that all differences that are presented in Table 5 are statistically significant and therefore generalizable to the population, according to the individual independent sample t-tests. As expected, ANOVA has also revealed a difference between the groups (F: 46.18, sig: 0.00). Similarly in Table 6 , we present the results on the reusability of components extracted from different game genres. The descriptive statistics imply that differences between games genres are rather small in absolute numbers with the only exception of FPS games. Additionally, although the results of ANOVA (F: 10.11, sig: 0.00) suggest the existence of significant differences, the independent sample t-tests revealed that these are limited to the difference of FPSs with all other game genres. The outcome of the statistical analysis suggests that differences in the reusability of open source games are rather small, regardless of game genre. 
Discussion
The results of this paper revealed that the top-2 genres FPS and Strategy games offer significantly more components than the rest game genres. In terms of requirements specificity, most of the identified components are implementing requirements that concern the game Scenarios, followed by Characters. o Strategy, Sport and Role-Playing game developers can also exploit the large number of components offered by OSS games, although they have some limitations. For example, RPGs offer the most functional components, of high structural reusability. However, their availability is lower than that of FPS games. On the other hand, despite the fact that Sport games that offer a high number of components, these components are not of optimal reusability or functionality. o Game developers of any game genre should consider reuse of OSS components when implementing requirements related to scenarios and character management.  Guidance on case selection for researchers. Nowadays, more and more researchers perform empirical studies on OSS projects. The results of the study can guide researchers in selecting appropriate game genres to identify as many cases/units of analysis as possible.  Future work opportunities for researchers. Some interesting future work directions are derived from this study: (a) the actual reuse rates of these components in OSS games can be calculated, (b) the reusability of these components can be tested by software engineers through experiments, and (c) a process for systematically reusing these components can be introduced.
Threats to Validity
In this section we discuss threats to the validity of our case study, with regard to construct, reliability and external aspects [37] . Threats to internal validity are not discussed in this paper, since identifying causal relations was out of the scope of this study. A possible threat to construct validity is related to the metrics that are used to answer our research questions and the extracted components. In particular, we have used QMOOD to measure reusability and Afferent Coupling (AffC) to measure functionality. Although we acknowledge that if different measures are used, the results might be slightly altered, we believe that both choices provide adequat assessments of the corresponding quality attributes. QMOOD, is an established quality model that has been rigorously validated [9] , whereas AffC offers a well-known proxy of functionality, as explained in Section 3.3. Finally, another threat to construct validity is whether the candidate components are indeed reusable artifacts that can be ported to settings beyond their own game. We believe that the component selection algorithm, which is based on an exhaustive search process, provides adequate recall rates, and therefore is fitting for the purposes of this study. In any case to the best of our knowledge there is no algorithm that 100% accurately captures all intended components of the original developers. With regard to reliability, we consider any possible researchers' bias, during the data collection and data analysis process. In particular in the data collection phase, the only possible bias can be identified in RQ 2 . To gather data on the types of requirements that components implement we employed a manual process performed by the first author. In order to increase the reliability of this process the second and the third au-thor validated the results. Finally, concerning external validity, a potential threat to generalization is that if the component extraction algorithm was performed on additional, or different games, the results might be altered. However we believe that the selected cases (open source games), offer a large and representative sample of the population. Additionally, we need to clarify that although, the small amount of cases for RQ 3 is a threat to generalization, the manual inspection of additional games was not possible due to the time consuming nature of the manual inspection.
Conclusion
In this paper, we empirically explore an important topic in game development, i.e., the opportunity to reuse components from existing games. As parameters in this empirical study we selected two aspects that can affect reusability: the application subdomain of the game, namely the game genre, and the requirement specificity that a certain component may fulfill. To evaluate the relation of the game genre and the requirement types in games components, approximately 3,000 components were retrieved from over 100 open source games. The results of the study suggested that specific game genres offer more reuse opportunities than others, and that most components are related to scenario and characters. Based on these results, we have been able to provide useful implications for researchers and practitioners. As future work, we plan to replicate the study with more refined metrics/algorithms and feedback from game developers. Additionally, we plan to perform an in-depth study of a small number of games where the actual components that were envisioned for reuse are actually used for this purpose.
