ABSTRACT Today more and more enterprises and individuals are outsourcing their data to cloud storage system. Data deduplication is one of the important technologies to reduce the storage cost of cloud storage system. In a cloud storage system with deduplication technology, the client can outsource the data files to the cloud storage server and pay for them. Fair payment is one of key issues in the cloud deduplication storage system. At present, a variety of secure deduplication encryption schemes have been designed to protect the privacy of client data. However, most existing fair payment solutions use traditional electronic cash systems to generate payment tokens, which requires a trusted authority to prevent double-spending. Trusted authorities will become bottlenecks in the payment system. Faced with this problem, in this paper, we propose a new decentralized fair payment protocol for cloud deduplication storage system by utilizing ethereum blockchain technology. The new protocol takes advantage of the decentralization of blockchain technology, allowing direct transactions without the participation of trusted third parties. In the new protocol, if a malicious situation occurs, the system can guarantee fair payment by pre-storing penalty money in the smart contract. Safety analysis and experimental analysis show that our new protocol is feasible.
I. INTRODUCTION
In recent years, due to the rapid development of cloud computing and big data technology, more and more enterprises and individuals choose to outsource data to cloud service providers. Many cloud storage systems use deduplication to reduce costs by taking advantage of the redundancy of storing data and avoiding storing the same data multiple times in real life. However, in order to provide secure deduplication, clients must trust the server not only to store their documents, but also to encrypt them. Usually, traditional encryption techniques make deduplication impossible. Suppose Alice and Bob both have a file M, and they encrypt the file under the key KA and KB respectively. Finally, the ciphertext FA and FB are stored on the remote cloud storage server S. In this case, it is difficult for S to detect that the two ciphertexts are the same. In addition, even if it could be detected, it would be difficult for S to store FA and FB in a short copy, thus allowing Alice and Bob to decrypt the plaintext M. The convergent encryption proposed by Douceur et al. [1] and its variants deal
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with data security and privacy issues for secure deduplication. However, most of the existing fair payment schemes in cloud outsourcing storage adopt traditional payment mechanisms and rely on trusted third parties, such as Banks. For example, Google's cloud platform offers a range of computing and storage services, but bank accounts are required to register. However, traditional payment schemes have disadvantages. First, the bank is trusted by all users and servers and handles all processes in a fair way. Second, the payment mechanism needs to adapt to multiple Banks used by different participants and need to be updated at any time, which will become the bottleneck of the payment system. Finally, users' privacy and bank accounts may be violated. Therefore, the fair payment in the cloud service environment has been studied extensively.
In this paper, based on the cloud storage encryption scheme, we improve the cloud storage encryption scheme by introducing ethereum blockchain technology, and make fair payment by using ethereum smart contract technology. At the same time, we achieve the role of supervision, track the behavior of data, and realize the decentralized fair payment. Because all access records are recorded in the blockchain network, and the blockchain is transparent. Our protocol uses deduplication technology to reduce the cost of cloud storage and to reduce server-side load.
Our contributions:
The contributions of this paper are as follows:
(1) A fair payment protocol based on Ethereum blockchain for cloud storage system is proposed. Decentralized payment is realized through the blockchain technology, and the fairness of payment is guaranteed by the smart contract with preexisting penalty. There is no trusted third party in our system. The payment process is decentralized by transferring tokens in the blockchain network through ethereum smart contract technology.
(2) On the one hand, deduplication technology is adopted to provide effective and secure methods to reduce storage, communication and computing overhead of cloud storage servers and clients; on the other hand, according to ''whether files uploaded by the client are duplicated with existing files on the cloud storage server'' in deduplication technology, the protocol provides two different payables, namely, ''file duplication'', payable is b 1 ; ''file unduplicated'', payable is b 2 , where b 1 < b 2 .
(3) The combination of the payment scheme proposed in this paper and deduplication technology weakens the client-side deduplication attack to some extent. Usually if an attacker who knows the file tag Tag can convince the storage service that it owns the file, so the server allows the attacker to download the entire file. However, our payment protocol requires that the server does not perform file storage operations until the client pays. That is, even if the attacker has a file tag, he still needs to make a payment, and then the server returns file link pointer L. Therefore, this will limit the attack behavior of deduplication attack to a certain extent.
(4) Under the Ubuntu linux system, smart contracts were created and deployed through the Ethereum official test network Rinkeby, and the corresponding performance and cost were analyzed.
The rest of the paper is organized as follows. In the section II, related work is presented. The section III introduces some preliminaries. The section IV shows the system model of our scheme. The specific construction of our scheme is described in detail in section V. And the performance and security analysis are discussed in section VI. Finally, the conclusions and future research directions are given.
II. RELATED WORK
In order to achieve secure deduplication, some scholars propose the following schemes. In 2002, Douceur et al. [1] proposed the convergence of encryption, so that duplicate files are merged into one file space, even though these files are encrypted by different users' keys. That is, convergent encryption provides the first clever solution for secure deduplication. In 2013, Li et al. [2] proposed the DeKey scheme to solve the problem of effective and reliable management of large convergence keys in convergent encryption. In this scenario, users do not need to manage any keys themselves, but instead securely distribute aggregate key sharing across multiple servers. In the same year, Bellare et al. [3] formalized a new cryptographic primitive called message-locked Encryption (MLE), in which the key that performs encryption and decryption itself comes from the message. MLE provides a way to implement secure deduplication. Abadi et al. [5] strengthened the security concept proposed by Bellare M et al. by considering the plaintext distribution that might depend on the common parameters of the scheme. Abadi M et al. designed a completely random scheme, which supports an equality testing algorithm defined on ciphertext. A deterministic ciphertext component is constructed to support more efficient equality testing. In both schemes, the overhead of ciphertext length is additional and independent of message length.
In 2013, Keelveedhi et al. [6] addressed the vulnerability of message-locked Encryption (MLE) to brute force attacks, which can restore files to a known set, by proposing a framework that provides secure deduplication storage to resist brute force attacks, and implemented in a system called Dup-LESS. In DupLESS, the client encrypts under message-based keys that are obtained from the key server via an unrelated PRF protocol. It enables clients to store encrypted data with existing services, allowing services to deduplicate data on their behalf, while maintaining strong confidentiality guarantees. DupLESS demonstrates that encryption for duplicates can achieve performance and space savings similar to those achieved by using a plaintext data storage service. These secure deduplication solutions provide effective and secure ways to reduce storage, communication, and computing overhead for cloud storage servers and clients.
After deduplication encryption technology has been effectively solved, the issue of fair payment between clients and cloud storage servers has also attracted wide attention. Carbunar and Tripunitara [7] first considered the payment problem in outsourcing computing in 2010. Based on this, they proposed a fair payment scheme based on the segmentation selection protocol and secret sharing protocol. However, this solution is very inefficient for practical applications. Later, the author proposed an improved new payment scheme [8] , but the efficiency of this scheme was not improved. It can also be regarded as a specific example of conditional electronic payment [9] , [10] . In 2012, Chen et al. [11] first considered the third trust issue, that is, worker W would not send the calculation results to outsourcing company O. They adopted the same model, introducing lazy and partial dishonest employees. Then, they proposed a new fair payment scheme, which only uses the traditional e-cash scheme to generate payment tokens. Their solution is more effective than the previous one. In 2014, Chen et al. [10] further proposed a conditional electronic payment system based on restricted partial blind signature scheme.
Since the first introduction of blockchain by the Nakamoto team [12] in 2008, the application of blockchain-based technology has penetrated into various industries, especially those business fields where there are transaction intermediaries, which means that many service businesses will be decentralized. The decentralized distributed structure of blockchain can save a lot of intermediary costs in reality. Because blockchain technology can be used as a tool for large-scale collaboration between people without mutual trust, it can be used in many traditional centralized fields to handle transactions that were originally handled by intermediaries.
In 2014, Andrychowicz et al. [13] showed how to use the bitcoin system to obtain fairness in any two-party security computing protocol. The significance is as follows: if one party terminates the protocol after receiving the output, the other party will receive economic compensation (bitcoin). One possible application of such an agreement is fair contract signing: each party is forced to complete the agreement or pay a fine to the other. In 2016, Andrychowicz et al. [14] used the bitcoin system to provide an attractive way to construct a ''timed commitments'' in which the committer has to reveal their secrets within a certain time frame or to pay a fine. This, in turn, can be used to achieve fairness in some multiparty protocols. Secondly, they introduce the concept of the multi-party protocols that work ''directly on Bitcoin''. In 2017, Ateniese et al. [15] introduced auditable storage based on reversible Bloom filter expansion, and demonstrated how to combine it with zero-knowledge proof based on bitcoin. However, the combination involves a trusted third party, called a bitcoin arbitrator. In the same year, Campanelli et al. [16] defined the concept of zero-knowledge contingent service payment and realized the service payment based on blockchain. Two advanced protocols are constructed and implemented based on the retrievable service proof. However, the proposed protocol is only conceptual, lacking design details, and its efficiency needs to be improved due to the use of an indistinguishable protocol [22] as a building block.
Based on game theory and Ethereum smart contract, Dong et al. [17] proposed a protocol to verify the correctness of computation in cloud computing. However, assuming that users are honest; the two clouds cannot collude. On the other hand, in order to improve the transaction throughput and latency in blockchain, the current work mainly focuses on offline payment channels, which can be combined with the payment channel network to achieve multiple payments without accessing the blockchain. In 2018, Zhang et al. [18] introduced TKSE, a trusted keyword search scheme based on encrypted data, without any third party. In TKSE, an encrypted data index based on digital signatures allows users to search for outsourced encrypted data and check that the search results returned by the cloud meet the pre-specified search requirements. In particular, it is the first time that server-side verifiability has been implemented to protect honest cloud servers from malicious data owners in the data storage phase. In addition, using the blockchain technique and the hash function, even if the user or the cloud itself is malicious, the payment fairness of the search fee can be realized without introducing a third party. In the same year, Zhao et al. [28] used blockchain trading technology to realize the decentralized fair payment of the ''publish-subscribe'' system. In summary, the use of blockchain technology's decentralized, non-tamperable features into the payment solution can solve the malicious problems of both sides. However, blockchain technology has just emerged, and the fair payment based on blockchain for cloud storage has not yet begun. It is of great value and significance to study the decentralized fair payment based on blockchain under cloud services.
III. PRELIMINARIES A. SECURE DEDUPLICATION
Cloud computing provides a low-cost, scalable, locationindependent infrastructure for data management and storage. The rapid adoption of cloud services has led to an increase in the amount of data stored on remote servers, requiring technologies that save disk space and network bandwidth.
Deduplication [3] , [4] , [21] is an important technology to reduce the storage cost of cloud storage and management system, that is, the server only stores one copy of each file, regardless of how many clients request to store the file. Many storage systems use deduplication to reduce costs. Take advantage of the redundancy of stored data to avoid storing the same data multiple times in real life. For example, in a cloud storage system, suppose n clients share the same copy of file F. If some actual storage costs are omitted, then deduplication will change the storage cost of the file from O(n · |F|) to O(n + |F|), | · | is the bit length of the file.
In a typical cloud storage system with deduplication, the client first sends only a hash of the file to the server, which checks to see if the hash value already exists in its database. If the hash is not in the database, the server requests the entire file. Otherwise, since the file already exists on the server (possibly uploaded by someone else), it tells the client not to send the file itself, saving bandwidth and storage (this is called client-side deduplication). Either way, the server marks the client as the owner of the file, and since then, there is no difference between the client and the original party that uploaded the file. Therefore, the client can request recovery of the file regardless of whether the client is required to upload the file. Either way, if the client needs this duplicate data, it will be charged. Although the server does not require the client to upload this duplicate file, the client still needs the server to return the file storage location. That is, the client completes a stored procedure, but the server has the same file and does not need to upload it.
It has been reported that business applications can achieve deduplication rates from 1:10 to 1:500, resulting in savings of more than 90% of disk and bandwidth. Deduplication can be applied at the file level or at the block level, and file level deduplication is used in this paper.
During deduplication, the client tries to identify deduplication opportunities that already exist on the client to save bandwidth in uploading existing copies of files to the server. However, in order to provide secure deduplication, clients must trust the server not only to store their documents, but also to encrypt them. Usually, the traditional encryption technology makes deduplication impossible. Suppose Alice and Bob both have a file M, and they encrypt the file under the key KA and KB respectively. Finally, the ciphertext FA and FB are stored on the remote cloud storage server S. In this case, it is difficult for S to detect that the two ciphertexts are the same. In addition, even if it could be detected, it would be difficult for S to store FA and FB in a short copy, thus allowing Alice and Bob to decrypt the plaintext M. Convergent encryption [1] provides the first clever solution to secure deduplication and its variants, designed to address data security and privacy issues. At present, a variety of secure deduplication encryption schemes have been designed to protect the privacy of customer data. This paper uses convergent encryption to ensure data security.
B. CONVERGENT ENCRYPTION
Convergent encryption (CE) [3] aims to provide data confidentiality for deduplication. Here, the client derives a convergent key K from each original data copy M , and uses K to encrypt the data copy to get ciphertext C. In addition, the client also derives a tag Tag for the data copy, which is used to detect the copy. Here, we assume that tag correctness attribute [38] is true. More precisely, if two copies of data are the same, they have the same tag. To detect a replica, the user first sends a tag to the server to check that the same replica has been stored. Note that the convergence key and the tag are independently derived, and the tag cannot be used to derive the convergent key and destroy data confidentiality. The encrypted copy of the data and its corresponding tag are stored on the server-side. Formally, according to the definition of [3] , the following is the definition of the convergent encryption scheme used in the system.
A convergent encryption scheme (CE) is composed of a four-tuple (KG, Enc, Dec, TG).
KG(M ) → K . KG is an important generation algorithm, input data M , and output convergent key K .
Enc is a symmetric encryption algorithm that outputs ciphertext C with K and M as inputs.
Dec is a decryption algorithm that outputs a copy of the original data M with K and C as inputs.
TG is a tag generation algorithm for the original data copy M . (Normally, the input to the TG is the ciphertext of M , so TG(C) → Tag(M )). In this paper, the file ciphertext C is hashed using the hash function SHA-256 to generate a file tag Tag to achieve tag unification.
C. SIGNATURE SCHEME
In the digital signature scheme, the sender first publishes its public key pk, and then uses its private key sk to sign the message. When a signed message is received by the receiver, the sender's public key can be used to verify the message.
Digital signature scheme is a set of probability polynomial time algorithm (Gen, Sign, Verify), so that:
Gen(k) → (pk, sk).The key generation algorithm Gen takes the security parameter k as input and outputs a pair of keys (pk,sk), which are called public key and private key respectively.
Sign(sk, m) → σ .The signature algorithm Sign accepts the private key sk and the message m from the message space as input. It outputs a signature σ .
V erify(pk, m, σ ) → b.The deterministic verification algorithm Verify enters the public key pk, message m, and signature σ . It outputs a bit b; b = 1 means valid, b = 0 means invalid.
It is required that for each k, every (pk,sk) output of Gen(k), and each message m in the plaintext space, the signature of the message m satisfies V erify(pk, m, σ ) = 1.
D. PROOF OF OWNERSHIP
Cloud storage systems are gaining popularity. One promising technique to reduce the cost of deduplication is to store only one copy of the duplicates. Client deduplication attempts to identify existing deduplication opportunities on the client and to save bandwidth by uploading existing copies of files to the server.
Harnik et al. recently found that client-side deduplication introduces new security issues [40] . For example, the server tells the client that it does not need to send the file, which indicates that some other clients have exactly the same file, which may be sensitive information. Specifically, an attacker who knows the file tag Tag can convince the storage service that it owns the file, so the server allows the attacker to download the entire file.
To overcome such attacks, [4] introduces the concept of proof of ownership (POW), which allows the client to effectively prove to the server that the client holds a file, rather than just some brief information about the file.
The concept of POW can be achieved by using a Merkle tree-based retrievable protocol proof. That is, we first use the Erasure Code to encode the file so that we can recover the entire file from, for example, 90% of the encoded bits. Then, we build a Merkle tree on the encoded files, and lets the server asks a random selection of super-logarithmic leaves.
According to the erasure code properties, if the enemy is missing any part of the file, then at least 10% of the leaves are not aware of it. Moreover, if the file has a high minentropy [4] from the point of view of the adversary, it cannot even guess the value of the 10% leaf, and there is no obvious chance of success. Therefore, it is very likely to be caught. Detailed POW scheme description references [4] .
M is an erasure code [4] that can erasure up to a α portion of the bit (for a certain constant α > 0). Namely, the file F ∈ {0, 1} n is erasured with the security parameters n. From any (1 − α)M position of E(F), in principle, the original file F ∈ {0, 1} n can be completely recovered. VOLUME 7, 2019 (2) The Merkle tree provides a clean promise for large buffers [4] , so that later blocks of the buffer can be opened and validated without providing the entire buffer. To construct the Merkle tree, we split the input buffer into blocks, then group the blocks in pairs, and hash each pair using a collision resistant hash function. The hash values are then grouped in pairs again, and each pair is further hashed, repeating the process until only one hash value remains. This generates a binary tree with the leaves corresponding to the blocks of the input buffer and the roots corresponding to the final remaining hash values. (When the number of blocks in the input buffer is 2 h , the resulting tree is a complete binary tree of height h.)
Use MT H ,b (X ) to represent the binary Merkle tree of buffer X , using the b-bit leaf node and the hash function H . In addition, let H be a collision resistant hash function with an output length of n bits (e.g., SHA256, n = 256). For each node n in MT H ,b (X ), we use v n to represent the value associated with that node. That is, the value of the leaf node is the corresponding block of the buffer X , and the value of the intermediate node
are the values of the left child node and the right child node of n, respectively. (If a child of a node is missing from the tree, its value is treated as null.)
For a leaf node l ∈ MT H ,b (X ), the sibling path of l consists of the value v l and the sibling path values of all the nodes in the path from l to the root.
Given the subscript of leaf node l ∈ MT H ,b (X ) and the sibling path of l, we can calculate the values of all the leaves on the l-root path in a bottom-up manner, by starting from two leaf nodes and then repeatedly computing the value of the parent node as a hash of the values of the two child nodes.
We say that a sibling path
is indeed the height of the tree, and the calculated root value in the sibling path is the same as the root value of MT H ,b (X ). Note that in order to verify that a given sibling path is valid, it is sufficient to know the number of leaves and the root value of MT H ,b (X ).
2) BASIC STRUCTURE
According to [4] , the following POW scheme is a strong proof of ownership protocol with robustness (1 − α) u .
(1) Let the parameter b = 256 be the leaf size of the Merkle tree; ε, the desired robust boundary; and α, the erasure recovery capability of the erasure code. We use the collision resistant hash function H (·), and the erasure code E(·) with a recovery capability of α. (2) Once the M -bit file F is inputted, the verifier calculates the code X = E(F) and the Merkle tree MT H ,b (X ), and holds only the root of the tree and the number of leaves as the verification information. (3) During the proof protocol, the verifier randomly selects a u leaf index, l 1 , . . . , l u , u is the smallest integer that makes (1 − α) u < ε.The verifier asks the prover for the sibling path of all the leaves, and calculates the Merkle root by using the returned sibling path, and determines whether all the sibling paths are valid for the Merkle tree MT H ,b (X ). (4) If all sibling paths are valid, the prover proves to the verifier that it owns the file.
In this paper, to prevent unauthorized access, a secure proof of ownership scheme, POW, is used so that when the server discovers a copy, the client provides proof that it does have the same file.
E. BLOCKCHAIN TECHNOLOGY AND ETHEREUM
Blockchain technology was introduced to the world by ''bitcoin''. Bitcoin is a P2P encrypted digital currency. Since the establishment of Nakamoto Satoshi [12] in 2008, its value and popularity have increased. In the case of bitcoin, blockchain supports a payment system and a complete digital currency, which is secure and decentralized. That is, it is a user-driven peer-to-peer network with no central authority. As bitcoin began to attract attention, developers took advantage of the blockchain technology as an infrastructure to create their own platform (in addition to the primary use of bitcoin to facilitate the transfer of digital money). On the one hand, some platforms use the bitcoin network as infrastructure to notarize or certify the existence of digital documents, crowdfunding, dispute mediation, and spam control. On the other hand, several platforms have emerged in the form of tokens, a blockchain-based cryptocurrency that aims to enhance bitcoin's capabilities by implementing its own features and functions. So far, there are almost 2,000 tokens, but the most attractive are ether [19] , litecoin [33] and dogecoin [34] .
In this paper, we will use the ethereum platform. In 2013, ethereum [19] , [35] was proposed by Vitalik Buterin to create a distributed computing platform based on blockchain, with the ability to build and run decentralized applications and smart contracts. Ethereum's development was achieved through online crowdfunding in mid-2014, and the platform was launched in 2015. Ethereum has since gained considerable attention and is a pioneer of blockchain 2.0 [35] , the next generation cryptographic space. As a cryptocurrency based on the blockchain, it provides the same functions as bitcoin: simple mobile payment, reliability, complete control over one's own money, high availability, fast internal payment, zero or low cost, protected identity and privacy. However, ethereum offers an online transfer of digital currency that enables its users to build and deploy smart contracts. So ethereum is a programmable blockchain.
F. ETHEREUM VIRTUAL MACHINE
The core of ethereum is the Ethereum Virtual Machine (EVM) [19] , which can execute code with arbitrary algorithm complexity. Ethereum is ''turing-complete'', and developers can use existing programming languages to create applications that run on ethereum virtual machines, such as JavaScript and Python. To maintain consistency across the blockchain, each network node runs an ethereum virtual machine. The decentralized consistency allows ethereum to be highly fault tolerant, with zero downtime, and the ability to store data on the blockchain to remain constant and censor resistant. Computing in ethereum virtual machines is paid for with ether (ETH), the currency used by ethereum.
G. ETHEREUM ACCOUNT
The basic unit of ethereum is the account. Ethereum uses two types of accounts: external accounts (EOA) and contract accounts. The external account EOA is controlled by a corresponding private key, has an Ether balance, can send transactions (forward Ether to another account or trigger a contract code), and has no associated code. The external account EOA is similar to a bitcoin address and consists of hexadecimal digits, such as 0x990069a8450174f7a988ace-7e3211309b5a23296, so the external account EOA is anonymous. A contract account has its own Ether balance and associated code, and all actions are performed by the external account through the transaction. Execution of the contract code means receiving a transaction from the external account EOA. The contract code can also be triggered by messages from other contract accounts. Compared to Bitcoin scripts, contracts execute Turing's complete calculations and are written in high-level languages such as Solidity [36] , Serpent, and more. The behavior of a contract is entirely dependent on his code and the transactions initiated to it, creating the possibility for a decentralized system.
H. SMART CONTRACT
Smart contract [19] , [20] is essentially a program written in a certain computing programming language, which can be run in the container provided by the blockchain system, and at the same time, the program can be automatically run under the activation of some external and internal conditions. The combination of such features and blockchain technology can not only avoid artificial malicious tampering with rules, but also take advantage of the efficiency and cost of smart contracts. Since the code of the smart contract is stored in the blockchain, the operation of the smart contract is also in the container provided by the blockchain system. Combined with the cryptographic principle used by the blockchain technology, the smart contract is naturally tamper resistant and anticounterfeiting features. The results produced by the smart contract are also stored in the block, so that the execution from the source, the execution process and the result are all executed in the blockchain, which ensures the authenticity and uniqueness of the release, execution and record of the smart contract.
I. TRANSACTION INFORMATION
The smart contract [19] , [20] deployment is essentially a transaction initiated on ethereum. Ethereum transactions are signed data packets that allow the transfer of ether from one account to another. In addition to transmitting Ether, transactions can trigger the execution of code in smart contracts. Transactions include the initiation account address, the transaction destination account address, gasPrice, gasLimit, the Ether value transferred, additional data fields, etc. (the specific meanings of the transaction information parameters are shown in Table 1 below). The originating transaction account can place the data field into the additional data field of the transaction, while in the smart contract, the binary bytecode of the smart contract code is placed into the additional data field. In this scheme, we mainly make fair payment between client and cloud storage server through smart contract. Each call to a smart contract is an Ethereum transaction and can trigger the execution of the relevant code in the contract.
IV. SYSTEM MODEL AND SECURITY REQUIREMENTS
Our scheme is improved on the cloud deduplication system [21] . The original scheme [21] introduces the concept of deduplication into common cloud storage schemes, and uses traditional payment methods with trusted third parties for transactions. And our scheme based on cloud storage deduplication, cancel the third party, introducing the ethereum smart contract for both sides pay agreement. More importantly, clients and cloud storage service providers use ethereum smart contract to transfer and pay tokens, and every contract call is recorded on the blockchain. Therefore, the information transfer between the client and the cloud storage service provider is tamper resistant and non-repudiation. The symbolic annotations used in the scheme are shown in Table 2 .
A. SYSTEM MODEL The scheme has three roles, namely client, cloud storage server and ethereum blockchain, where miners in ethereum blockchain are not considered.
Client: request to upload the encrypted file to the cloud storage server, and make the active payment when receiving the payment from the cloud storage server.
Cloud storage server: our solution is to build on the deduplication, that is, the cloud storage server needs to determine whether the file is duplicated or not. According to whether the uploaded files of the client are duplicated or not, the scheme provides two different payables: ''uploading files duplicated'', payable is b 1 ; ''uploading files not duplicated'', payable is b 2 , b 1 < b 2 . The cloud storage server then sends the corresponding amount payable. After the cloud storage server confirms the payment from the client, the cloud storage server performs the operation of uploading encrypted files and performs different file uploading algorithms according to whether the files are repeated or not. The specific file upload process is shown in figure 2 . After the encrypted file is uploaded, the cloud storage server returns the payment receipt and the file link pointer to the client.
Ethereum blockchain: The client and cloud storage server deploy smart contract ServerContract, ClientContract respectively, and smart contracts open storage data and interface for acquiring data on Ethereum.
The description of the steps in the Figure 1 is as follows: 1 The cloud storage server S-CSP deploys the server contract ServerContract to blockchain;
2 The client registers in the cloud deduplication system for payment; 3 The cloud storage server S-CSP responds to the client's registration request, authorizes the client, and writes the client's address into the blockchain; 4 The cloud storage server S-CSP sends the registered transaction number, S-CSP contract address, contract ABI, and client contract code to the client through a secure channel. FIGURE 1. System model. 5 The client requests to upload files to the cloud storage server S-CSP; 6 The cloud storage server S-CSP returns the payable to the client according to the request of the client through a secure channel.
7 Before making payment, the client checks whether the registration is successful or not according to the registered transaction number; 8 The client checks whether the ethereum account has enough funds to pay; 9 The client initiates the payment; 10 S-CSP obtains TxId of payment transaction information through ethereum smart contract;
11 After the cloud storage server confirms receipt of payment, it returns the transaction receipt for the client; 12 The cloud storage server S-CSP performs file uploading; 13 The cloud storage server S-CSP returns the signature σ and the link pointer L to the file; 14 When the cloud storage server S-CSP has a malicious situation, the client can initiate a penalty transaction fine to get a penalty.
After understanding the overall architecture of the blockchain-based cloud deduplication system fair payment scheme, we now elaborate on the cloud deduplication of file uploads. The specific process is shown in Figure 2. 
1
The client uses convergent encryption scheme to encrypt file F, and then uses tag generation algorithm to generate the file tag Tag; 2 The client sends the file tag Tag to the cloud storage server S-CSP; 3 After the cloud storage server S-CSP receives the file tag, it checks whether the tag of the same file exists in the table µTAB, and stores the record in the table; 4 The cloud storage server returns the check result of the file tag to the client; 5 If the client receives the return result ''no file duplicate'', the client will upload the ciphertext and file tag to the cloud storage server; If the client receives the return result ''file duplicate'', the client will run the POW scheme to prove that it owns the file stored in the cloud storage server; 6 The cloud storage server returns the corresponding signature σ and file link pointer L to the client after confirming payment; 7 The client stores the convergent key K and file link pointer L, and deletes file F at the same time.
The fair payment scheme of cloud deduplication system based on blockchain consists of the following algorithms:
System setup: Initializing convergent encryption scheme (KG, Enc, Dec, Tag) to encrypt client data; Also, initialize the consensus solution POW as a black box so that the client can prove to the cloud storage server S-CSP that it has some specific data.
The cloud storage server S-CSP initializes public-private key pairs (pk S−CSP , sk S−CSP ) and publishes public key to all clients in the network. At the same time, two types of storage systems are initialized: rapid storage system is used to store tag table TAB(tag, link), tag means the file tag, and link stores the corresponding file address (that is, the location of the encrypted file in the file storage system); and the corresponding user information table µTAB(tag, num, user(ID, time, state)), tag item is as described above, num refers to the number of users sharing the same tag, user refers to the user information, where ID refers to the user's identity, time records the time when the user uploads the file, and state marks the status of the user's file upload (If S-CSP does not respond, state is 0, state is 1 when confirming the response, and state is −1 when deleting the response). File storage systems are used to store encrypted copies of data.
In Ethereum, the client ID t and cloud storage server S-CSP create Ethereum accounts and deploy corresponding smart contracts to the blockchain respectively, and publicize the smart contract address and smart contract ABI (Application Binary Interface, which contains several functions in JSON format) for later work. The client registers with the cloud deduplication payment system to make a payment.
File outsourcing:
The client calculates the file tag Tag and sends it to the cloud storage server S-CSP; S-CSP checks if the same tag is in the table µTAB, stores the record, and sets state to 0. In turn, S-CSP replies to the client with ''file duplicate'' or ''no file duplicate'' and returns different payables to the client depending on whether the same file exists.
After the cloud storage server S-CSP confirms payment from the client, S-CSP performs file upload. If the response received by the client is ''no file duplicate'', the encrypted file and tag are uploaded to S-CSP, and S-CSP returns the signature σ of the client and the link pointer L of the file, and sets state to 1. In the case of ''file duplicate'', the client proves to the cloud storage server S-CSP that it actually has the same file by running the POW scheme (see section 2.4) without actually sending the file. If POW passes, the cloud storage server S-CSP returns the signature σ of the client and the link pointer L of the file to the client, and sets state as 1. If POW fails, S-CSP aborts the upload operation.
Payment phase:
When the client sends an upload file request to the cloud storage server S-CSP, S-CSP returns different payables to the client based on whether the same file exists. The client transfers tokens by calling the method transfer(address _to, uint256 _value) in the smart contract, that is, payment. The cloud storage server S-CSP obtains the payment transaction number TxId; after confirming the payment, the transaction receipt is sent to the client.
If the cloud storage server S-CSP appears malicious, the client can appeal to the S-CSP and ask it to return the link pointer L of the file. If the appeal fails, the client can initiate fine transactions that have been preset in the smart contract to get the penalty.
File download:
The client ID t first sends a request to the cloud storage server S-CSP containing an identity and a pointer to a file link. Upon receiving the request, the S-CSP will check if ID t is eligible to download the file. If it fails, S-CSP will send an abort signal to ID t indicating that the download failed. Otherwise, S-CSP returns the corresponding data. After receiving data from S-CSP, the client ID t uses the convergent key K to decrypt the data and recover the original file.
B. SECURITY REQUIREMENTS
Next, we will consider the safety performance of the system. Confidentiality: In the blockchain environment, the payment process from the client to the cloud storage server is not VOLUME 7, 2019 affected by illegal modification. The client's payment process is confidential.
Authentication: In the fair payment system for cloud deduplication based on blockchain, only authorized clients can use the system to make payments.
Scalability: In a fair payment system for cloud deduplication based on blockchain, the number of clients should be scal-able.
Integrity: Integrity means that if an honest client and an honest cloud storage server execute an agreement, the honest cloud storage server can get the payment from the client and the honest client can receive the required data.
Fairness: When the malicious client executes the protocol, if the client does not pay, the cloud storage server will not perform file uploading and the client cannot get any required data; when the malicious cloud storage server executes the protocol, if it fails to return the result data to the client in time, the client will appeal and require it to return the required result data. If the appeal fails, the client will initiate fine transaction to obtain the penalty from the cloud storage server.
C. POTENTIAL ATTACKS
The following attacks may exist in the cloud deduplication fair payment system. Denial of service attack: An attacker could issue a large number of upload file requests to the network layer to crash the system. Unfair upload attack: like the sybil attack, an attacker forges a large number of client request file uploads, but the client does not pay and does not require the server to return results. In turn, the server causes a lot of useless work and consumes resources.
Collusion attacks: Many clients may gather to request file uploads without paying for them in order to consume server resources. This is an extension of the unfair upload attack.
Re-Entry attack: The attacker has many malicious entries into the network. When a malicious action on the client is exposed, it can register as a new client.
V. SCHEME CONSTRUCTION
The fair payment protocol based on blockchain proposed by us can be directly combined with most cloud storage systems to realize decentralized fair payment in the cloud storage payment system. In the scheme, we added a group of authorized users to the smart contract to prevent anyone from invoking the smart contract to make payment. An unauthorized user's request for a payment call will be rejected by the smart contract. Meanwhile, our scheme guarantees the fairness of payment process through smart contract.
In this scheme, on the basis of cloud deduplication payment system, Ethereum blockchain technology is introduced to improve the cloud deduplication payment system scheme. And the Ethereum smart contract technology is used for payment. Through the blockchain network, payment is transparent and publicly viewable.
A. CONCRETE CONSTRUCTION 1) SYSTEM SETUP
The parameters needed to initialize the scheme in the system setup phase.
(1) Initiate convergent encryption scheme (KG, Enc, Dec, Tag) to encrypt client data and perform deduplication on the cloud server. The convergent encryption scheme adopted by cloud deduplication payment system is as follows: firstly, a hash function h is selected. For file F, set the convergent key K equal to the hash of file F, that is, K = h(M ); ciphertext C is equal to the use of convergent key K to encrypt file F, that is, The tag in TAB table represents the file tag, and link stores the corresponding file address. In the table µTAB, the tag is as described above, num refers to the number of users sharing the same tag, user refers to the user information, where ID refers to the user's identity, time records the time when the user uploads the file, and state marks the status of the user's file upload to indicate whether the file upload was successful or not.
If the client wants to store the file and make a query to the cloud storage server S-CSP, the S-CSP stores the record in the table µTAB and sets state to 0.If the S-CSP confirms a response to the record, that is, the file was stored successfully, then the status for this user is 1.If S-CSP responds to the deletion of the record, that is, the file storage fails, the status about the user is marked as −1.
(5) The file storage system is initialized to NULL. Note that if the cloud storage server S-CSP has to provide different link for different clients, it must also add a user identity entry to the TAB table.
(6) In Ethereum, client ID t and cloud storage server S-CSP create ethereum account ClientAccount and ServerAccount respectively for later work.
(7) In the system setup stage, when building the smart contract, in order to make the payment system more secure and perfect, we introduce the cloud storage server ServerContract. The S-CSP strictly limits the access of users in the payment system and takes the form of authorized user set authorizeClients [newClientAddress] . The cloud storage server S-CSP can add, modify and delete users through the relevant function interface of the contract. (See algorithms 3 and 4 below for details) (8) In order to ensure the payment fairness of the system, we preset fine transaction in server S-CSP contract ServerContract. If the server is malicious and the client fails to appeal, the client can initiate the fine transaction and get the penalty. (See algorithm 5 in the following section for details)
2) FILE UPLOAD
Assume that the client ID t upload file is F. Then, in the file upload phase:
(1) Once file F is entered, the client ID t calculates and sends file tag Tag(M ) = TG(C) to the cloud storage server S-CSP. The S-CSP checks if the same file tag is in the table µTAB. The S-CSP stores the client ID t record and sets state to 0.
(2) In general, we consider public deduplication (rather than private deduplication between individual user data) and assume that users always upload different data to the cloud. However, if the ''file tag duplicated'', the cloud storage server S-CSP provides the client with a response; if ''no file tag duplicated'', the cloud storage server S-CSP performs finegrained deduplication [2] .
Once a file tag Tag(M ) is received, the cloud storage server S-CSP verifies that the same file tag exists. If the same file tag exists, S-CSP responds to the client with ''file duplicated''; otherwise, ''no file duplicated''. At the same time, S-CSP will return different payables to the client based on whether the files are duplicated, that is, ''Uploading file is duplicated'', payable is b 1 ; ''Uploading file is not duplicated'', payable is b 2 .
After the cloud storage server S-CSP confirms payment from the client, S-CSP performs file upload. If the response received by the client is ''no file duplication'', the client uploads the unique encrypted file and file tag to the cloud storage server. Also, the S-CSP returns a signature σ to the identity ID of the client ID t , and a file link pointer L pointing to the corresponding file address stored in the link field.
If the response the client receives is ''file duplicate,'' the client runs the POW algorithm (see section 2.4) to prove that it actually has the same file F stored on S-CSP.
If POW passes, the S-CSP only returns a signature σ to the client and a link pointer to the file L to the client, with no further information to upload. Based on this, S-CSP will change the state of the client to 1; If POW fails, S-CSP aborts the upload operation.
3) PAYMENT PHASE
During the system setup phase, both the client ID t and the cloud storage server S-CSP set up their own accounts in ethereum and deployed corresponding smart contracts. When the client sends an upload file request to the cloud storage server S-CSP, S-CSP returns different payables to the client based on whether the same file exists. The client transfers the token by calling the method transfer (address _to, uint256 _value) in the smart contract, that is, payment, where the transaction details are in the receipt. The transaction receipt includes the client address ClientAddress, the server address ServerAddress, payable amount, the transaction number TxId: the transaction hash receipt.getTransactionHash (), the block hash receipt.getBlockHash (), and the cost of gas (receipt.getGasUsed()). The client can use the transaction number TxId to trace each payment. The cloud storage server S-CSP obtains the payment transaction number TxId; upon receipt of payment, the receipt is sent to the client. The detailed payment process is described as follows:
(1) Before the client makes payment, the system first checks whether the client ID t s ethereum address ClientAddress has sufficient funds, and if so, deploys the contract to the ethereum blockchain; otherwise, an exception is thrown (see algorithm 1 for details). Among them, the payable duePayment are from the payable returned by the cloud storage server to the client.
Algorithm 1 checklfUserHasEnoughFunds
Input: user Output: bool 1: if user's amount >= duePayment then 2: return true; 3: else 4: throw; 5: end if ( 2) The client initiates the payment, and after checking that there is enough funds, creates the smart contract ClientContract and deploys it to the Ethereum blockchain, and transfers the token by calling the method transfer(address _to, uint256 _value) in the smart contract to make the payment (see the algorithm 8 in the next section for details).
(3) The cloud storage server S-CSP obtains the payment transaction number TxId; after confirming the payment, S-CSP sends the transaction receipt to the client. The transaction number TxId in the transaction receipt: transaction hash receipt.getTransactionHash (); block hash receipt.getBlockHash(); cost of gas(receipt.getGasUsed()), obtained by algorithm 2.
More often, in our system, we consider two special cases: the first one, the client is malicious because he did not pay after receiving the payment request from the cloud storage server; the second, the cloud storage server is not completely trusted. After receiving the payment from the client, the file link information and the receipt are not returned.
Case 1: our payment scheme requires the client to make payment first, and then the cloud storage server will execute the client's request for file upload after confirming the payment, and finally send the file link information to the client. Therefore, if the client does not pay, it cannot receive any information about the stored file, and uploading is meaningless. Case 2: since our payment process is in the form of smart contract, the client can trace the payment information. If the client finds a malicious situation in the cloud storage server, it can appeal to the cloud storage server.
In the long-term development of the system, the cloud storage server should promptly handle client complaints and return the file link information and receipt. If the client still does not receive the file link information returned by the server, the client obtains the pre-deposit of the server by publishing a fine transaction.
4) FILE DOWNLOAD
The client ID t first sends a request to the cloud storage server S-CSP containing an identity and a pointer to a file link. Once receiving the request, the S-CSP checks whether the client ID t is eligible to download file F. Specifically, the S-CSP compares the identity information and file information in the request with the stored information already in the file storage system. If it fails, the S-CSP sends an abort signal to the client ID t indicating that the download failed. Otherwise, the S-CSP returns the corresponding data. Once the client ID t receives the data from S-CSP, the client uses the convergent key K to decrypt the data and restore the original file.
Remark 1: In our protocol, we assume that the blockchain system contains enough honest miners, of which 51% attack is unavailable. The blockchain is a secure environment with sufficient bandwidth to prevent denial of service attack. For malicious situations, smart contracts presuppose a penalty transaction to get a penalty.
Remark 2: For unfair upload attacks and collusion attacks, the cloud storage server will mark the malicious client to the database. If it reaches a certain number of times, it will be removed from the collection of authorized users of the system.
Remark 3: One way to prevent client re-entry attacks is to link the client's IP address as its unique identity. In our protocol, the blockchain is a secure environment where the number of clients is scalable. Only authorized clients can use the system to make payments.
B. CONTRACT CONSTRUCTION
This section mainly introduces the smart contract related interface and algorithm logic used in this paper. The Ethereum smart contract is written by solidity [36] . There are always some special variables and functions in the global namespace, which are mainly used to provide information about the blockchain. In this paper, we mainly use the following special variables:
msg.sender: The sender of the message or transaction (the current call). When the smart contract is deployed, it is the address of the contract creator, and when the smart contract is invoked, it is the address of the smart contract caller.
msg.value: The number of wei in the message sent. 1 ether = 10 18 wei. For subsequent usage, we use $ msg.value to indicate the number of wei attached to the message, and $ value to indicate the number of fixed wei.
1) SERVER CONTRACT
The contract is deployed by the cloud storage server S-CSP and we call it the server contract ServerContract.
Server contract initialization: This process defines some of the contract's variables when the contract is created.
(1) Address type cloud storage server S-CSP variable, which defines the address of the S-CSP.
(2) The authorized user variable authorizeClients of the mapping type, which defines a mapping set from the authorized user address to the bool value. The cloud storage server S-CSP can add, modify, and delete collection elements through the relevant functional interfaces of the contract.
In this paper, the smart contract ServerContract is created and deployed by the cloud storage server S-CSP which mainly provides the following function interfaces:
addClient (newClientAddress):
The function can only be executed by the contract creator (S-CSP). Each time the client sends the S-CSP a registration request and its certificate of identity (which can be done through a secure channel), the external ownership account EOA of the client is authorized through this function after the client's identity is verified. (See Algorithm 3 for details) 3. fine (client, fixedValue, startTime, daysAfter): The function is created and deployed by the cloud storage server S-CSP, but can only be executed by the client. When the client finds that the S-CSP appears malicious, if the appeal fails, the client will initiate a fine transaction after the time daysAfter, and get the penalty of the S-CSP (See Algorithm 5 for details). Among them, the penalty fixedValue is set to a fixed value. In some cases, the contract creator needs to terminate the smart contract to obtain the ether in the contract, so he needs to call the self-destruct method self-destruct (Address). After the contract is self-destructed, if anyone sends ether to this contract address, the ether can no longer be redeemed and will disappear. Therefore, the smart contract in this paper cannot easily implement the self-destruct contract method to avoid economic losses. This paper combines Ethereum blockchain, cloud deduplication system, payment mechanism and smart contract technology to realize the advantages of data storage and payment VOLUME 7, 2019 in traditional cloud storage system. The smart contract technology of ethereum has transformed the traditional payment scheme of cloud deduplication system, no longer relying on the third party, but realizing the payment interaction between the client node and the cloud storage server node through the smart contract technology. In this section, we discuss the benefits, security, and privacy of this scheme. Conclusion1: Convergent encryption is of semantic security.
Algorithm 5 fine

Algorithm 8 transfer
According to the security analysis of convergent encryption in literature [21] , it is concluded that when encrypted data copies are unpredictable, they are semantically secure. That is, if the user does not have the file, they cannot obtain ownership of the data from S-CSP by running the proof of ownership protocol. Therefore, data is safe for adversaries who do not have it.
Conclusion 2: Our scheme realizes fairness of payment. Proof: In a traditional scheme, we need to rely on a trusted third party to pay accordingly. However, the cloud storage server may return incorrect result or return no results to save resources. At this time, the client needs to obtain the payment voucher from the third party, and then make a complaint, etc., resulting in the waste of resources and time. In this paper, we propose a solution to ensure the fairness of the payment process through smart contracts. Smart contracts can honestly perform payment operations based on predefined logic and return corresponding results.
First, the payment is made by the client. When the server confirms that the payment is received from the client, the server sends the file link information to the client, which is to resist the malicious situation of the client; then, due to the transparency and traceability of the payment scheme, the scheme reduce server-side dishonesty. Therefore, the fairness of both parties to the payment is realized.
Conclusion 3:
The scheme realizes payment integrity. Proof: In normal case, when the client ID t , and the cloud storage server S-CSP execute the protocol, the cloud storage server S-CSP will obtain the corresponding payment ether/token, and the client will receive the file link information and receipt.
Conclusion 4:
The scheme realizes auditability. Proof: When a malicious situation occurs on the client, the client sends a file to the cloud storage server without paying. Due to our payment system settings, if the client does not pay, the server will not send file link information, that is, the client will not get any results. Therefore, we mainly discuss the malicious situation of cloud storage server. Here, three time nodes are set, the final time of payment is t 1 , the final time of client receiving the result is t 2 , and the final time of complaint is t 3 , where t 1 < t 2 < t 3 . If the client still does not receive the result from the cloud storage server at time t 2 , it enters the appeal stage and requires the cloud storage server to return the result. If the cloud storage server returns the result and the client verifies correctly, the transaction ends; otherwise, at the final time t 3 , the client initiates a fine transaction and gets the penalty of cloud storage server.
Conclusion 5:
The scheme realizes authentication. Proof: In this system, only authorized clients can use the payment system to make payment to the cloud storage server S-CSP. On the one hand, when the client initiates a file upload operation to the cloud storage server S-CSP, the system first checks whether the client account is in the authorized user set. If the client account is not in the authorized users of the system, the system requires the client to register with the cloud storage server S-CSP to obtain the authorization of the S-CSP. After the client account is successfully authorized by S-CSP, the cloud storage server S-CSP will send the registered transaction number, the S-CSP contract address, the contract ABI, and the client contract code to the client through a secure channel, so as to facilitate the client to conduct the subsequent payment operation; If the client account is in the collection of authorized users of the system, the client can perform subsequent payment and file upload operations. On the other hand, for attacks launched by malicious clients that cause the server to do a lot of useless work and consume resources, the cloud storage server S-CSP will mark the malicious clients to the database. If it reaches a certain number of times, it will be removed from the system authorized users.
B. VULNERABILITY ANALYSIS
Once deployed, smart contracts are difficult to modify, so if there are security holes in smart contracts, it is difficult to prevent attacks by hackers. In this case, it's important to ensure that you don't write code that has any security threats. Smart contracts belong to emerging things, so there are still many defects and security holes.
The Decentralized Autonomous Organization (DAO) was one of the major hacking incidents during ethereum's early development. The contract lost 3.6 million ethers and resulted in a hard fork in ethereum's network. Other vulnerabilities in smart contracts include Transaction-Ordering Dependence(TOD), Timestamp Dependency, Error Handling Exception, etc., which can cause significant losses. Therefore, using secure analysis tools to analyze code is critical.
SECURIFY [41] , [42] is a security scanner of ethereum smart contracts, created by ICE center, ETH Zurich and ChainSecurity AG, a top provider for smart contract audits. The contract bytecode is first converted into their own custom language, and then compared with a validation module to verify whether its semantics are satisfied. Finally, the security report is generated. Figure3 shows the security analysis report for the smart contract. Problems with smart contracts are classified, and info displays detailed reports. The red box said Violation: the contract is guaranteed to violate the vulnerability, orange said Warning: the contract may, but us not guaranteed to violate the vulnerability. We use SECU-RIFY security scanner to analyze security before deploying the smart contracts. Figure3 (a) and Figure3 (b) are security analysis reports for the client contract and the server contract, respectively. The security scanner shows that the contract we used without any Violation. 
C. PERFORMANCE ANALYSIS
In this section, we compare the performance of our protocol with similar protocols that already exist. Table 3 shows the comparison between the four schemes. First of all, the four schemes are all about payment under cloud services. Secondly, our scheme is based on the blockchain system, which does not require a trusted third-party currency system (bank). The schemes in [11] , [21] both require a currency system for payment transactions. However, there are bottlenecks in third-party currency systems. If the transaction load in the system is too heavy, which will lead to the failure of the payment transaction, then the third-party currency system is impossible to complete the task. However, the payment transaction process of our scheme is on the blockchain network. As the blockchain network is a decentralized and peer-to-peer network, so there is no bottlenecks for payment transactions. Moreover, each payment transaction is untampered and traceable in our scheme. Scheme 42 uses the blockchain system to replace the traditional currency system to complete the payment transaction, but a trusted third party is still required to supervise both parties to achieve fair payment. Our scheme achieves fair payment without the need for any trusted third party. Firstly the scheme in [18] realizes the fair payment without the need of a trusted third party, but it realizes the fairness by the way of the client paying the deposit. However, our scheme does not require the client to pay a deposit, which is more practical in practice. Secondly, our scheme not only achieves fair payment without a trusted third party, but also achieves safe and effective cloud storage by combining deduplication technology. Finally, our scheme requires the cloud storage server S-CSP to return the corresponding receipt to the client, and both parties can trace each payment process according to the transaction number, so as to realize the transparency and verifiability of the payment process.
D. EXPERIMENTAL EVALUATION
In order to analyze the feasibility and performance of this scheme, we implement a prototype. The specific configuration of the experimental platform and environment is: Intel core i5-3230@2.60GHz processor, 4GB RAM, and the system are Windows10 and Linux Ubuntu 16.04LTS. The programming languages are Java and Solidity. External helper is web3j. Web3j is a lightweight Java development library for integrating Ethereum functionality, which is implemented in the Java version of the Ethereum JSONRPC interface protocol. Web3j provides a package of smart contracts for solidity that enables packaged objects generated by web3j to interact directly with all methods of smart contracts.
The implementation of this paper is based on the two operating systems, the Ethereum blockchain is deployed in the Linux ubuntu16.04 LTS established in the virtual machine. The smart contract was developed by the Solidity programming language and deployed on the private chain created by the Ethereum Geth client under the Linux ubuntu 16.04 LTS system.
Under the Windows 10 system, use the development environment of the Remix IDE to develop and test. This development environment can be connected to the Ethereum Geth client via IP to deploy the smart contract on the Geth client. After the compilation is successful, use the web3j to generate the JavaBean from the smart contract to the Maven project in eclipse. By relying on some jar packages of web3j, the interaction between the client and the S-CSP for the smart contract is realized, which makes the fair payment algorithm of this paper better by using the smart contract.
Taking the literature [21] as an example, the scheme is applied to fair payment algorithm and experiment. Because of the high value of the Ethereum, it is necessary to test in the Ethereum private chain or the open test chain before the smart contract is deployed on the Ethereum main chain. The gas costs some operations on smart contracts are deployed for testing on Rinkeby, the test network of the Ethereum network. However, considering the experimental operability, the efficiency comparison of the solution is deployed for testing on the local private chain of the Ethereum network.
Compared with the traditional payment encryption scheme, the execution of the algorithm in this chapter has additional consumption mainly reflected in the gas consumption of the method call in the smart contract. There are additional drains on the creation and execution of smart contracts, and Table 4 lists the gas costs and costs of some operations on smart contracts.
Considering the wide application and circulation of tokens at present, this experiment uses the ERC20 standard to produce tokens and Ether for testing respectively. Next we analyze the cost of creating and executing the function of the smart contract. First, in April 2019, 1 ether ≈ 160 USD and set 1 gasPrice ≈ 1 Gwei, 1Gwei = 10 9 wei = 10 −9 ether. Table 4 shows the cost of some of the operations of the smart contract, with little change in the cost of multiple executions. The cloud storage server S-CSP's smart contract creation operation is created only once, consuming 662,390 gas, and costs about $0.11. Each client's smart contract creation operation is created only once, consuming 763,098gas and costing about $0.12. When the cloud storage server S-CSP adds an authorized client, the cost of performing the addClient operation is about $0.007. When the cloud storage server S-CSP removes the authorized client, it costs about $0.008 to perform the removeClient operation. When the client receives the payment request from the cloud storage server S-CSP, the transfer operation will cost about $0.008. When the client finds that the cloud storage server S-CSP is maliciously affected and fails to appeal, it will cost about $0.008 to perform fine operation after the time daysAfter. These costs are based on prototypes deployed on the blockchain and can be reduced using optimized code. If the input size of these functions is minimal, the cost can be further reduced. The abscissa in Figure 4 is the number of payments at the same time, the number is 5, 10, 15, 20; the ordinate is expressed as the running time of the fair payment algorithm. The broken line of the blue diamond shape indicates the change trend of the execution time of the algorithm in the literature [21] with the increase of the payment; and the broken line of the orange square indicates the change rule of the execution time of the algorithm as the payment grows. Similarly, the execution time of the original algorithm increases as the payment increases. The running time of the algorithm is almost consistent with the trend of the running time of the original algorithm. Since the protocol of this chapter is based on blockchain, it is slightly higher in efficiency than the original scheme.
VII. CONCLUSION
In this paper, we propose a decentralized fair payment scheme based on blockchain technology. Our proposed protocol can be applied as follows: when Mary plans to buy something in an online mall, she needs to register as a user of the online mall and then add her favorite item to the shopping cart and pay for it. In the meantime, Mary will receive a receipt for this order. The merchant then sends Mary the items for this order. Then Mary received the purchase. At this point, a normal payment process is completed. However, if the merchant does not send the goods to Mary after Mary pays, then at time A, Mary can appeal to the merchant and ask the merchant to send the goods. If Mary receives the purchase, the payment process is completed; Otherwise, at time B, Mary initiates a fine transaction to get the merchant's pre-existing penalty on the blockchain network. Our scheme improves the traditional payment system based on trusted third party by using the smart contract technology of ethereum. In order to prevent the trusted third party from reaching the bottleneck due to the excessive visits of users, the decentralized payment scheme is realized through the interaction between the client node and the cloud storage server node. On the one hand, based on the smart contract under ethereum blockchain, the system solves the problem of fairness of payment under malicious circumstances and the opaque payment process in traditional payment, and the payment process is traceable. On the other hand, the system weakens the attacks that occur on the client to some extent by combining our fair payment scheme with deduplication. Experiments have shown that the cost of making a payment to a cloud storage server by a client is minimal.
The shortcoming of the scheme in this paper is that the decentralized structure is not complete. The scheme is based on cloud storage platform. Future work can replace cloud storage platform with a decentralized storage platform, such as InterPlanetary File System IPFS [37] , Storj [32] , etc., including the study of decentralized fair payment schemes.
SHANGPING WANG received the B.S. degree in mathematics from the Xi'an University of Technology, Xi'an, China, in 1982, the M.S. degree in applied mathematics from Xi'an Jiaotong University, Xi'an, in 1989, and the Ph.D. degree in cryptology from Xidian University, Xi'an, in 2003. He is currently a Professor with the Xi'an University of Technology. His current research interests include cryptography and information security.
YUYING WANG received the B.S. degree in network engineering from Hebei Normal University, Shijiazhuang, China, in 2017. She is currently pursuing the M.S. degree with the Xi'an University of Technology, Xi'an, China. Her research interests include information security and blockchain technology.
YALING ZHANG received the B.S. degree in computer science from Northwest University, Xi'an, China, in 1988, and the M.S. degree in computer science and the Ph.D. degree in mechanism electron engineering from the Xi'an University of Technology, Xi'an, in 2001 and 2008, respectively, where she is currently a Professor. Her current research interests include cryptography and network security.
