A User-editable C1-Continuous 2.5D Space Deformation Method For 3D Models  by de Cássia Silva Rodrigues, Elisa et al.
A User-editable C1-Continuous 2.5D Space
Deformation Method For 3D Models
Elisa de Ca´ssia Silva Rodrigues1,2 Anamaria Gomide3
Jorge Stolﬁ4
Institute of Computing
State University of Campinas (UNICAMP)
Campinas-SP, Brazil
Abstract
Shape deformation methods are important in such ﬁelds as geometric modeling and computer animation.
In biology, modeling of shape, growth, movement and pathologies of living microscopic organisms or cells
require smooth deformations, which are essentially 2D with little change in depth. In this paper, we present
a 2.5D space deformation method. The 3D model is modiﬁed by deforming an enclosing control grid of
prisms. Spline interpolation is used to satisfy the smoothness requirement. We implemented this method
in an editor which makes it possible to deﬁne and modify the deformation with the mouse in a user-friendly
way. The experimental results show that the method is simple and eﬀective.
Keywords: Space deformation, biological modeling, 3D spline, C1 continuity, deformation editing,
deformation modeling.
1 Introduction
Many applications require arbitrarily complex but smooth user-editable deforma-
tions. An important example, that we use to illustrate and validate our work, is
the modeling of shape, growth, movement and pathologies of living microscopic or-
ganisms or cells. Our goal is to deﬁne mathematical and software tools to describe
such deformations in a user-friendly way.
Generally, at any given stage of its life, each specie of organism has a relatively
well-deﬁned morphology that makes it possible to model its basic form. However,
many biological structures have elastic or gelatinous consistency and may undergo
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considerable deformations due to motion or even pathologies. A realistic modeling
of these deformations is crucial in tasks such as the generation of synthetic images
and videos for study and teaching, and automatic recognition of organisms in clinical
analysis.
We assume that the basic shape of the target organism is given as a dense
triangular mesh with tens of thousands of triangles. See Figure 1.
(a) (b)
(c) (d)
Fig. 1. Images of the morphology of the Caenorhabditis elegans (a) and of the Dileptus anser (c). And the
3D models of their basic shapes (b) and (d), respectively.
Having the model, we need a method to deform it. We use here the space defor-
mation approach which modiﬁes the model by deforming the space it is embedded
in. Space deformation methods are highly interactive and intuitive for user-editable
deformations. Generally, the space deformation methods embed the target model
in a coarser 3D mesh, called control grid [5,18,29,34]. The embedded shape can be
changed by manipulating the control grid to obtain a deformed grid, and, by using
spline interpolation techniques, extend the control grid deformation to the whole
space inside it.
Many existing space deformation techniques are continuous (C0) but not smooth
(C1), i.e., they often introduce corners or creases in the initial model. See Figure 2.
The C1 techniques are very hard to edit because they have a very large number of
free parameters.
Fig. 2. A comparison between space deformations with C0 (left) and C1 (right) continuity.
In this paper, we focus on deformation modeling techniques that are C1 and allow
convenient editing of the control grid by the user. To achieve this goal, we propose
a special subset of space deformations that can be described by a 2D deformation
in the x, y directions with a position-dependent 1D stretching map. Therefore we
may call it a “2.5D” space deformation method. In general, although the models
for this application are 3D, the deformations are essentially 2D with little change in
depth, especially because the third dimension can not be easily perceived through
a microscope.
Speciﬁcally, our coarse grid consists of a single layer of triangular prisms with
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curved top and bottom faces. Our editor ensures that the space deformation implied
by the deformed grid is C1-smooth.
We implemented the method in an editor which makes it possible to deﬁne
and modify the deformation with the mouse in a user-friendly way. The choice
of prismatic cells reduces the number of points of the control grid, making the
deformation easier to edit and visualize. The experimental results show that the
proposed method is simple and eﬀective.
The paper is organized as follows. We will discuss the related works in Section 2
and introduce concepts on spline surfaces, C0 and C1 continuity and local control
in Section 3. In Section 4, we present the methodology of this work. Experimental
results are presented in Section 5. In Section 6 we conclude the paper with some
discussions and future works.
2 Related Work
Shape deformation editors can be classiﬁed as surface methods [7,33], where the user
manipulates the object mesh directly; or space deformation methods [14], where the
user modiﬁes the object mesh indirectly by deforming the space it is embedded in.
Gain and Bechmann [14] describe some space deformation methods and classify
them according to the dimension of the control objects used to deﬁne the deforma-
tion: control points [1,2,3,6,21], curves [4,26], surfaces [9,31,32] or three-dimensional
grids [5,8,17,18,23,27,29,34].
Space deformation editors that use 3D control grids seem better suited to our ap-
plication. For one thing, the deformed control grid provides an immediate intuitive
understanding of the general nature of the deformation, and of the scope of each
control parameter. In particular, it makes it easier to notice and avoid singularities
in the deformation (places where the deformation is not injective, meaning that
space is being folded over itself). Compared to surface editors, 3D grid methods
also tend to have fewer adjustable parameters, and are independent of the model’s
resolution. For these reasons, we have opted for a 3D control method in this work.
Most 3D space deformation methods described in the literature use either hex-
ahedral [23,29] or tetrahedral [5,18,34] control meshes. These methods can be used
with spline interpolation techniques to maintain the continuity of the inner 3D
model [5]. However, the requirement of C1 continuity makes this approach very
hard to edit. For example, with a tetrahedral mesh, the degree of the interpolating
spline must be at least 5 to allow localized editing of the grid. Therefore, to spec-
ify each tetrahedron in the mesh the user must specify the position of 56 control
points [5]. With an hexahedral mesh one can have C1 splines of degree 3, however
each cell requires 64 control points [14].
With so many control points, it becomes diﬃcult to identify and select the ones
that must be edited to achieve a desired eﬀect. Furthermore, the editing software
must automatically move many additional control points in order to satisfy the C1
continuity constraints, increasing the user’s confusion. Complex user interfaces,
with high-level abstractions, have been developed to address this problem [5,14],
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but they do not solve it completely.
Some space deformation methods attempt to get around this problem by the
use non-spline interpolating functions, which are determined by the control mesh
vertices and/or faces only. One early approach was the mean value coordinates
of [12,13,20,24]; these are inﬁnitely smooth almost everywhere, but are not C1 at
the vertices of the mesh. The harmonic coordinates of [19] are smooth everywhere,
but do not have closed formulas, and are expensive to compute numerically. The
most recent approach in this direction is based on Green coordinates [25]. These
interpolants have a closed form, but are still expensive to compute. They also yield
quasi-conformal deformations, which partially preserve the object’s shape; which
is an advantage in some cases, but a drawback in others. In any case, since these
methods have fewer control points than spline methods, they require control meshes
with many more cells. We believe that our 2.5D method provides a reasonable
balance between control grid size, naturalness of editing, and computation speed.
Finally we may cite deformation techniques based on physical simulations, such
as [28]. We did not consider this approach since they would require accurate physical
models of the interior of the micro-organisms, including the elasticity and viscosity
of tissues – information that is unlikely to be available, even for the best-studied
organisms.
3 Basic Concepts
This section introduces concepts on spline surfaces, C0 and C1 continuity and local
control used in the implementation of the space deformation method presented in
the paper.
3.1 Splines
Splines are widely used to model functions of unlimited complexity with local con-
trol [14]. Typically, a spline is deﬁned as a piecewise-deﬁned function whose pieces
are polynomials [10].
More precisely, we deﬁne a spline function on a mesh T in Rn as f : Rn → R
such that the restriction fu of f to each part u of the mesh is a polynomial on the
coordinates of the argument. See Figure 3.
Fig. 3. A spline function from R2 to R.
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If n = 2 and the cells of the mesh are triangles, then each polynomial fu can be
conveniently expressed as a linear combination of the Bernstein-Be´zier polynomials
of the corresponding triangle u. Let p be a point of R2. Let β0, β1 and β2 be
barycentric coordinates of p relative to the vertices of u. Let d ∈ N be a degree, and
i, j and k be non-negative integers such that i+j+k = d. Then the two-dimensional
Bernstein-Be´zier polynomial of degree d with indices i, j and k is deﬁned as
Bijk(p) =
d!
i!j!k!
βi0β
j
1β
k
2 . (1)
Note that Bijk is a homogeneous polynomial function with total degree d of the
barycentric coordinates β0, β1 and β2. The set of all polynomials Bijk with i+j+k =
d is a basis for the polynomials of degree d deﬁned on R2. That is, every polynomial
g of degree d deﬁned on R2 can be written uniquely as
g(p) =
∑
i+j+k=d
cijkBijk(p) (2)
for all p ∈ R2 where the coeﬃcients cijk depend on g and u.
The numbers cijk are called Be´zier coeﬃcients of g (relative to u); there are
(d + 1)(d + 2)/2 of them. Each coeﬃcient cijk can be associated to a nominal
position uijk in the triangle u, whose barycentric coordinates are, by deﬁnition,
(i/d, j/d, k/d) relative to u. See Figure 4.
Fig. 4. Nominal positions uijk of the Be´zier coeﬃcients cijk for a piece f
u of degree 5.
3.2 Using Splines to Model Space Deformations
A deformation of the space Rn can be deﬁned as a function φ : Rn → Rn. A
convenient way of modeling such functions if to let each coordinate of φ(x) be a
spline function φr(x), with all these splines being of the same degree and deﬁned
on the same mesh T . The function φ deforms T , the domain grid, into a new mesh
φ(T ) with curved edges, the deformed grid. See Figure 5.
The Bernstein-Be´zier polynomial representation can be used to describe the defor-
mation φ. Let u be a triangle of T and φu be the part of φ with domain u. For each
coordinate r (0 for x or 1 for y), the Be´zier coeﬃcient cuijk;r of φ
u
r can be viewed as
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Fig. 5. A deformation of R2 of the domain grid T (left) in the deformed grid φ(T ) (right).
coordinate r of a point quijk, the Be´zier control point of φ
u with indices i, j and k.
The function φ can be modiﬁed by moving the points quijk. See Figure 6.
Fig. 6. Be´zier control points quijk (right) of a degree 3 patch φ
u from R2 → R2 and their nominal positions
uijk on the domain triangle u (left). The curved triangle on the right is the image of u under the deformation
φu.
Note that the control points quijk are distinct from their nominal positions uijk.
They are also distinct from the images φu(uijk) of the nominal positions, except at
the corners, that is, φu(ud00) = q
u
d00, φ
u(u0d0) = q
u
0d0 and φ
u(u00d) = q
u
00d.
3.3 Ensuring C0 Continuity
A spline function has C0 continuity when there are no discontinuities across cell
boundaries. For splines deﬁned on a triangulation the C0 condition can be easily
expressed in terms of the Be´zier coeﬃcients. More precisely, let f : R2 → R be a
spline function deﬁned on a triangulation T . Let u and v be two adjacent triangles
of T with Be´zier coeﬃcients cuijk and c
v
i′j′k′ . The condition for f to be continuous
across the common edge of u and v is that cuijk = c
v
i′j′k′ for all i, j, k, i
′, j′, k′ such
that the nominal positions coincide, that is, such that uijk = vi′j′k′ .
The same criterion determines when a deformation φ : R2 → R2 is C0-continuous
across that edge. Namely, we must have quijk = q
v
i′j′k′ whenever uijk = vi′j′k′ . See
Figure 7.
3.4 Ensuring C1 Continuity
A spline function is smooth when it has at least C1 continuity at the meeting of its
parts, i.e. given adjacent triangles u and v, the ﬁrst derivatives of the corresponding
polynomials fu and fv with respect to the domain coordinates are equal at the
boundary between u and v. Theorem 3.1 [22] expresses this condition in terms of
the Be´zier coeﬃcients of fu and fv.
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Fig. 7. Be´zier control points (right) of a spline φ of degree 3 from R2 → R2 which satisfy C0 continuity
constraints, and their nominal positions (left).
Theorem 3.1 Let u and v be two adjacent triangles with vertices u0, u1, u2 and
v0, v1, v2, respectively, where u1 = v1 and u2 = v2 belong to the shared edge e. Let
fu and fv be polynomials of degree d with Be´zier coeﬃcients cuijk and c
v
ijk relative
to u and v, respectively, i.e.
fu(p) =
∑
i+j+k=d
cuijkB
u
ijk(p)
fv(p) =
∑
i+j+k=d
cvijkB
v
ijk(p). (3)
Then, fu and fv and all their partial derivatives up to order r are joined smoothly
at the edge e, if and only if
cvijk =
∑
i′+j′+k′=i
cui′,j+j′,k+k′B
u
i′j′k′(v0) (4)
for all i = 0, ..., r and all j, k such that j + k = d− i.
Corollary 3.2 In particular, the polynomials fu and fv of the Theorem 3.1 are
C1-continuous along e if and only if
cv0jk = c
u
0jk (5)
for all j, k such that j + k = d and
cv1jk = β0c
u
1,j,k + β1c
u
0,j+1,k + β2c
u
0,j,k+1 (6)
for all j, k such that j + k = d− 1, where β0, β1 and β2 are barycentric coordinates
of v0 relative to u0, u1 and u2.
A C1-continuous spline deformation φ(T ) : R2 → R2 with control points quijk
and qvijk follows analogous conditions to those given in (5) and (6). Namely, let u
and v be two triangles of T sharing vertices u1 = v1 and u2 = v2. The deformation
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φ is continuous across the shared edge if and only if
qv0jk = q
u
0jk (7)
qv1jk = β0q
u
1,j,k + β1q
u
0,j+1,k + β2q
u
0,j,k+1 (8)
where i, j, k, β0, β1 and β2 are as above.
Note that the barycentric coordinates of v1jk relative to u1,j,k, u0,j+1,k and
u0,j,k+1 are the same as those of v0 relative to u0, u1 and u2. Namely, these four
nominal positions form a quadrilateral in the domain of φ that is similar to the
quadrilateral v0, u0, u1, u2. Equation (8) then says that the corresponding quadri-
lateral formed by the control points qv1jk, q
u
1jk, q
u
0,j+1,k, q
u
0,j,k+1 must be an aﬃne
image of that domain quadrilateral. See Figure 8.
Fig. 8. Be´zier control points (right) of a spline φ of degree 3 from R2 → R2 which satisfy C1 continuity
constraints, and their nominal positions (left).
Theorem 3.1 and its consequences also hold with permuted indices when the two
domain triangles share other edges (e. g. when u0 = v1 and u1 = v2).
We call (8) the quadrilateral condition on those four control points. We say that
points qv1jk and q
u
1jk are the extreme members of the condition, and q
u
0,j+1,k and
qu0,j,k+1 are shared members.
3.5 Local Control
The main advantage of splines over other function approximation methods is that
they allow local control: if we change only one control point, the spline changes
only within the corresponding domain triangle and perhaps a few other triangles
surrounding it.
However, to maintain C0 and C1 continuity we often have to change two or
more control points at the same time, so as to preserve (7) and (8). If the degree
d is too low, these constraints are interconnected in such a way that the changes
propagate from triangle to triangle all over the domain grid, so that local control
is not possible. In particular, for triangle grids in R2, one can easily obtain local
control and C1 continuity with splines of degree d ≥ 5. For d ≤ 4 these features
cannot be obtained simultaneously [22].
Therefore, for the application we consider here (C1 deformations on a triangular
mesh) we use polynomial splines of degree at least 5, which means that each triangle
has 21 control points. See Figure 9.
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Fig. 9. The domain grid for a spline deformation of degree 5 (left), and the deformed grid (right), showing
the control points and the quadrilateral conditions.
4 Methodology
This section presents our 2.5D space deformation method. We describe it in the
context of a typical interactive editing session.
4.1 Constructing the Domain Grid and the 3D Model
First, the program loads the 3D model M to be deformed from a given triangular
mesh ﬁle. Then the user chooses a degree d ≥ 5 and deﬁnes a domain grid P in R3
that surrounds M . The grid consists of a collection of prisms in R3 whose projection
on the xy plane is a triangulation T of R2, and whose projection on the z axis is an
interval [a, b] adjustable by the user. See Figure 10.
Fig. 10. A 3D biological model M surrounded by a 3D domain grid P , and the corresponding 2D domain
grid T .
4.2 Computing Barycentric Coordinates
Since the user is satisﬁed with the domain grid P , the program ﬁnds the prism
U of P that contains each vertex p of the model, and computes the barycentric
coordinates β0, β1 and β2 of p with respect to the triangle u of the triangulation
T that corresponds to the prism U . It also computes the vertical position of p
relative to the two triangular faces u0 and u1 of U , namely the two numbers α0 =
(b− z)/(b− a) and α1 = (z − a)/(b− a). See Figure 11.
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Fig. 11. The barycentric coordinates α0, α1, β0, β1 and β2 of a 3D model point p relative to the prism U .
4.3 The Space Deformation
The deformed grid ψ(P ) consists of another collection of prisms with vertical walls,
whose top and bottom faces are curved triangles. These curved triangles of chosen
degree d constitute two spline surfaces, that are the top and bottom surfaces of the
deformed grid. Both surfaces are based on the same domain grid T on R2. See
Figure 12.
Fig. 12. A deformed 3D biological model ψ(M) surrounded by a deformed grid ψ(P ).
The space deformation ψ is a function from the interior of the domain grid P to
the interior of the deformed grid ψ(P ). The deformed model ψ(M) is another dense
triangular mesh with the same topology as M obtained by mapping every vertex of
M through the function ψ.
Since the walls of ψ are restricted to be vertical, ψ can be separated into a 2D
deformation φ : T → R2 and two spline functions σ0 : T → R and σ1 : T → R.
Namely,
ψ(p) = (ψ(p).x;ψ(p).y;ψ(p).z) (9)
where p = (x, y, z) ∈ R3 and
ψ(x, y, z).x = φ(x, y).x
ψ(x, y, z).y = φ(x, y).y
ψ(x, y, z).z = α0(x, y)σ0(x, y) + α1(x, y)σ1(x, y).
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Note that for each position p inside P , the z coordinates of the point ψ(p) range
between σ0(x, y) and σ1(x, y).
4.4 The Be´zier Control Points
The splines σ0, σ1 and φ are deﬁned by their Be´zier control points. The user can
modify the deformation by moving each control point with the mouse. In this
phase the user can switch back and forth between two editing modes: xy-mode and
z-mode.
In the xy-mode the user sees a top view of the deformed grid (that is, a view
of the deformed triangulation φ(T )) and can only modify the x and y coordinates
of each control point quijk of φ as described in Section 3.2. Each triangle has (d +
1)(d + 2)/2 control points; except that two or more control points, with the same
nominal positions (along shared edges), are presented and edited as a single point.
See Figure 13.
Fig. 13. The xy-mode view of a deformation, showing the control points of the spline φ and their adjacency
relations in the domain grid (red lines, left), and the deformed triangulation φ(T ) (black lines, right).
When editing in the z-mode the user sees an oblique view of the deformed grid
ψ(P ) and can edit the coeﬃcients cuijk;r of the two spline functions σ0 and σ1. For
each triangle u ∈ T and each set of indices i, j, k with i + j + k = d there are two
coeﬃcients: cu0;ijk for the bottom surface and c
u
1;ijk for the top surface. Therefore,
there are 2(d+ 1)(d+ 2)/2 = (d+ 1)(d+ 2) control points for each prism of P but
only their z coordinates can be changed by the user. Each of the two splines σ0 and
σ1 is edited independently. See Figure 14.
Fig. 14. The z mode view of a deformed grid P , showing the control points of the splines σ0 (left) and σ1
(right).
4.5 Enforcing Continuity
As observed in Section 4.4 the C0 continuity condition is enforced by giving the
user only one control point for all Be´zier control points whose nominal positions
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coincide, namely the control points whose nominal positions lie on edges or vertices
of T shared by two or more triangles.
As explained in Section 3.4, the C1 continuity condition is expressed by a num-
ber of quadrilateral conditions (which can be optionally displayed; see Figure 9).
To enforce C1 continuity, whenever the user modiﬁes a control point the program
determines one or more additional control points that must be modiﬁed in order to
preserve the quadrilateral conditions, and automatically applies to them the neces-
sary adjustments. This computation is carried out independently for each spline;
in xy-mode it is repeated for both splines, while in z-mode it aﬀects only the spline
σ0 or σ1 that is being edited at the time.
When the user modiﬁes a control point q, the program ﬁnds all quadrilateral
conditions that involve q; and then selects, among the other control points that
enter into these conditions, a small subset that can be adjusted so as to preserve
the conditions. If any of those points enter into additional conditions, the process
is iterated as needed. When d ≥ 5, this subset will include points from the triangle
that owns q and only a few adjacent triangles. At the same time, the program
computes the displacements for those points that preserve all their quadrilateral
conditions. See Figure 15.
Fig. 15. Editing a control point (arrow), showing the control points (black squares) that are automatically
adjusted to maintain the C1 continuity conditions (red lines).
5 Experiments
To test the suitability of our formulation we used our editor to reproduce deforma-
tions of some microorganisms observed in actual microscope images.
We used two organisms in the experiments, the worm Caenorhabditis elegans
and the protozoan Dileptus anser. For each organism we built a mesh model of its
‘rest’ (undeformed) shape using the Blender 3D editor [30]. See Figure 1. We used
our editor to choose an appropriate control grid for each model. See Figure 16.
Actual microscope images of these organisms, deformed in various ways, were ob-
tained from the Internet. See Figure 17 (left). We used our editor to deform the
model until it matched the actual images. Some results are shown in Figure 17
(right).
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Fig. 16. 2D view of the domain grids and of the undeformed 3D models of the Caenorhabditis elegans (left)
and of the Dileptus anser (right) used in our tests.
(a) Caenorhabditis elegans [16]. (b) Deformed model.
(c) Caenorhabditis elegans [15]. (d) Deformed model.
(e) Dileptus anser [11]. (f) Deformed model.
Fig. 17. Images of the test organisms (left) and 2D view of deformed models (right).
6 Conclusions and Future Work
We described an eﬃcient 2.5D space deformation method for 3D models of micro-
organisms, based on a control grid of prisms and splines of arbitrary degree. The
method allows convenient editing of the deformation while preserving the C1 con-
tinuity of the surface during deformation. The experimental results demonstrated
that is possible to simulate various kinds of deformations that can occur in chosen
biological structures.
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In future works, we will focus in control mesh editing and deformation techniques
to facilitate the acquisition the most common coarse deformations. One idea to
extend the method to provide multiscale edition, another is to implement a space
deformation method based on curves where each point of the curve represents one
group of control points. Another direction for future research is the incorporation
of volume-preserving constraints and avoidance of self-intersection.
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