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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ na´vrhem a implementacı´ procesoru dotazovacı´ho jazyka XQuery,
ktery´ slouzˇı´ k prohleda´va´nı´ stromoveˇ organizovany´ch XML dokumentu˚ a databa´zı´. Cı´lem je
navrhnout a vytvorˇit procesor pracujı´cı´ na principu algebraicky´ch opera´toru˚, ktere´ umozˇnˇujı´
efektivneˇjsˇı´ vyhodnocova´nı´ vstupnı´ch dotazu˚ nezˇ prˇı´ma´ interpretace.
V u´vodu pra´ce je poda´n strucˇny´ prˇehled aktua´lneˇ pouzˇı´vany´ch technologiı´, ktere´ se k dota-
zova´nı´ nad XML u´zce va´zˇou, vcˇetneˇ kra´tke´ho popisu samotne´ho jazyka XQuery. Na´sleduje na´vrh
algebraicky´ch opera´toru˚ a na´vrh prˇekladovy´ch pravidel pro transformaci dotazu˚ na tyto opera´tory
zahrnujı´cı´ take´ optimalizacˇnı´ postupy, ktere´ umozˇnˇujı´ v prˇelozˇene´m dotazu prove´st urcˇite´ u´pravy
tak, aby vy´sledek zu˚stal zachova´n, ale vy´pocˇet probeˇhl efektivneˇji. Teoreticke´ na´vrhy jsou da´le
prˇevedeny do skutecˇne´ podoby ve formeˇ implementace procesoru. V za´veˇru pra´ce je vy´sledny´
procesor porovna´n s jiny´mi existujı´cı´mi a beˇzˇneˇ pouzˇı´vany´mi implementacemi.
Klı´cˇova´ slova: XML, XQuery, XPath, dotazova´nı´ nad XML, dotazovacı´ jazyky, procesor, algebra,
optimalizace, opera´tor, pla´n dotazu, prˇekladacˇ
Abstract
This diploma thesis deals with design and implementation of a processor of the XQuery
computer language used for searching data in tree organized XML documents and databases. The
goal of this work is to design and create a processor based on algebraic operators which can give
better performance in evaluation of the input queries than direct interpretation.
At the beginning of this work a breaf overview of currently used technologies for querying
XML including a short description of the XQuery language is given. It is followed by a proposal
of algebraic operators and proposal of compilation rules transforming queries into those ope-
rators. There are also included optimization techniques enabling to make such modifications in
the compiled query as the result is preserved, but the evaluation is more effective. Those pro-
posals are subsequently transformed into the real form of processor implementation. The final
part of this work compares the implemented processor to other existing and commonly used
implementations.
Keywords: XML, XQuery, XPath, querying XML, data query languages, processor, algebra, opti-
mization, operator, query plan, compiler
Seznam pouzˇity´ch zkratek a symbolu˚
DOM – Document Object Model
DQL – Data Query Languages
EBNF – Extended Backus–Naur Form
HTML – HyperText Markup Language
PDF – Portable File Format
PI – Processing Instruction
SOAP – Simple Object Access Protocol
SQL – Structured Query Language
TPNF – Tree Pattern Normal Form
TPQ – Tree Pattern Query
XML – eXtensible Markup Language
XSLT – eXtensible Stylesheet Language Transformation
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1 U´vod
Jednı´m z nejvı´ce prakticky uplatnˇovany´ch oboru˚ dnesˇnı´ch informacˇnı´ch technologiı´ je tvorba
informacˇnı´ch syste´mu˚. Zejme´na v soucˇasne´ dobeˇ nutı´ politicka´ situace prˇecha´zet mensˇı´ cˇi veˇtsˇı´
firmy na komplexnı´ informacˇnı´ syste´my obvykle z du˚vodu zefektivneˇnı´ vy´roby nebo sluzˇeb.
Je du˚lezˇite´ umeˇt shroma´zˇdit potrˇebna´ data, najı´t mezi nimi patrˇicˇne´ vztahy a co je hlavnı´, je
nutne´ v nich umeˇt rychle vyhleda´vat. Dotazovacı´ jazyky (DQL - Data Query Languages) jsou
vyvı´jeny jizˇ celou rˇadu let a zameˇrˇujı´ se prˇedevsˇı´m na relacˇnı´ databa´ze, kde jsou data organi-
zova´ny v tzv. relacı´ch nebo zjednodusˇeneˇ rˇecˇeno v tabulka´ch. Jednoznacˇneˇ nejpouzˇı´vaneˇjsˇı´m
prˇedstavitelem teˇchto jazyku˚ je SQL (Structured Query Language).
Relace ale nejsou jedinou mozˇnostı´ jak organizovat data. Trendem modernı´ doby je sta´le
vı´ce se uplatnˇujı´cı´ stromova´ struktura v poda´nı´ XML, ktera´ je v mnoha prˇı´padech schopna le´pe
a pruzˇneˇji reprezentovat urcˇitou rea´lnou situaci. S tı´m roste potrˇeba umeˇt v takovy´chto stromovy´ch
organizacı´ch efektivneˇ a hlavneˇ snadno vyhleda´vat.
Zatı´mco v relacˇnı´ch databa´zı´ch ma´ jazyk SQL sve´ mı´sto vı´ce neohrozitelne´ a vy´voja´rˇi in-
formacˇnı´ch syste´mu˚ se bez neˇj neobejdou, v prˇı´padeˇ XML databa´zı´ jsou vznikle´ standardy
pomeˇrneˇ cˇerstve´ a do podveˇdomı´ verˇejnosti teprve postupneˇ pronikajı´. Uzˇ v tuto chvı´li lze ale rˇı´ci,
zˇe nejveˇtsˇı´mi kandida´ty na sˇiroke´ uplatneˇnı´ jsou XPath a XQuery. Je vhodne´ prˇedeslat, zˇe XQuery
je v uvozovka´ch pouze rozsˇı´rˇenı´m jazyka XPath, cˇili zˇe se nejedna´ o dva naprosto odlisˇne´ jazyky.
Cı´lem pra´ce je naimplementovat zjednodusˇeny´ procesor pomeˇrneˇ na´rocˇne´ho deklarativnı´ho
jazyka XQuery za pouzˇitı´ algebraicky´ch opera´toru˚. Pra´ce se bude skla´dat ze cˇtyrˇ hlavnı´ch kapitol.
Prvnı´ z nich, Dotazova´nı´ nad XML, bude veˇnova´na prˇedstavenı´ soucˇasneˇ nejpouzˇı´vaneˇjsˇı´ch tech-
nologiı´ pro dotazova´nı´ nad XML. V dalsˇı´ kapitole, XQuery algebra, budou prezentova´ny principy
prˇekladu dotazu˚ na algebraicke´ opera´tory. Pu˚jde o teoreticky´ za´klad pro nadefinova´nı´ funkcˇnosti
procesoru. Kapitola Implementace XQuery procesoru bude tento teoreticky´ za´klad prˇeva´deˇt do
prakticke´ podoby. Poslednı´ kapitola, Experimenta´lnı´ vyhodnocova´nı´, prˇedstavı´ naimplemento-
vany´ procesor a provede srovna´nı´ s jiny´mi existujı´cı´mi.
1
2 Dotazova´nı´ nad XML
Tato u´vodnı´ kapitola ma´ nastı´nit za´kladnı´ principy spojene´ s XML a podat strucˇny´ prˇehled technik,
ktere´ souvisı´ s dotazova´nı´m.
2.1 Zamysˇlenı´ na u´vod
V dnesˇnı´ dobeˇ se lze setkat s XML te´meˇrˇ ve vsˇech oblastech informacˇnı´ch technologiı´. Nabı´zı´
se mensˇı´ zamysˇlenı´, co je du˚vodem tak velke´ popularity tak jednoduche´ho jazyka. Pokud se
zameˇrˇı´me na vy´voj mozˇnostı´ pocˇı´tacˇove´ho hardwaru v pru˚beˇhu poslednı´ch 20-ti let a vı´ce,
mu˚zˇeme pozorovat obvykle exponencia´lnı´ ru˚st hodnot mnoha parametru˚. Jedna´ se prˇedevsˇı´m
o velikost pameˇtı´, rychlost procesoru˚, prˇenosovou rychlost komunikacˇnı´ch technologiı´ a dalsˇı´.
Takove´to podmı´nky umozˇnˇujı´ odprostit se od uvazˇova´nı´ nad kazˇdy´m bajtem zvla´sˇt’ a vyuzˇı´vat
vysˇsˇı´ u´rovneˇ abstrakce.
Pohledem naprˇ. na souborove´ forma´ty pouzˇı´vane´ 15 let zpeˇt zjistı´me, zˇe se obvykle vsˇe
ukla´dalo v bina´rnı´ podobeˇ. Kazˇdy´ aplikacˇnı´ software meˇl definovany´ svu˚j vlastnı´ forma´t, jehozˇ
specifikace byla v mnoha prˇı´padech z obchodnı´ch du˚vodu˚ utajena´. Modernı´ informacˇnı´ tech-
nologie vsˇak kladou du˚raz na modula´rnı´ stavbu, schopnost komunikace, dodrzˇova´nı´ standardu˚
a informacˇnı´ dostupnost. Individualisticky´ prˇı´stup k rˇesˇenı´ proble´mu˚ sice mu˚zˇe by´t v u´zky´ch
oblastech pouzˇitı´ efektivneˇjsˇı´, avsˇak z principu pak zabranˇuje sˇirsˇı´mu uplatneˇnı´.
Mezi nejdu˚lezˇiteˇjsˇı´ vy´hody XML patrˇı´ jednoducha´, striktnı´, ale prˇesto velmi pruzˇna´ syn-
taxe. Da´le bezesporu bezplatne´ vyuzˇı´va´nı´ tohoto standardu a stromova´ organizace, ktera´ doka´zˇe
naprosto prˇirozeny´m zpu˚sobem popsat stavbu a okamzˇity´ch stav rea´lny´ch objektu˚. V prˇı´padeˇ
rozumne´ volby na´zvu˚ znacˇek pro konkre´tnı´ pouzˇitı´, je navı´c XML samopopisne´, cozˇ ve veˇtsˇineˇ
prˇı´padu˚ umozˇnˇuje spra´vnou interpretaci jeho obsahu i bez dostupnosti neˇjake´ oficia´lnı´ specifikace.
Konkre´tneˇ tedy XML nacha´zı´ uplatneˇnı´ od oblasti konfiguracˇnı´ch souboru˚, prˇes internetove´
technologie (XHTML, SOAP), souborove´ forma´ty (Open Document, Office Open XML) azˇ po
cele´ stromove´ XML databa´ze. Mimo to lze tento jazyk pouzˇı´t samozrˇejmeˇ kdykoli prˇi potrˇebeˇ
serializace programovy´ch objektu˚.
2.2 XML
eXtensible Markup Language, cˇili cˇesky rozsˇirˇitelny´ znacˇkovacı´ jazyk, je vyvı´jen a standardizova´n
organizacı´ W3C momenta´lneˇ ve verzi 1.1 [3].
Element , tvorˇı´ za´kladnı´ stavebnı´ stvabenı´ jednotku XML dokumentu. Zacˇa´tek a konec elementu
tvorˇı´ znacˇky <a> a </a>, kde a prˇedstavuje jeho na´zev. Obsah mezi pocˇa´tecˇnı´ a koncovou
znacˇkou je tvorˇen dalsˇı´mi elementy, komenta´rˇi, textem, procesnı´mi instrukcemi nebo odkazy
na entity. Soucˇa´stı´ elementu mohou by´t atributy, ktere´ se uva´dı´ prˇı´mo do uvozovacı´ znacˇky.
Je-li obsah mezi znacˇkami pra´zdny´, je mozˇne´ vynechat ukoncˇovacı´ znacˇku s tı´m, zˇe je
uvozovacı´ znacˇka doplneˇna o jednoduche´ lomı´tko prˇed pravou za´vorkou (<a />).
Atribut je tvorˇen vzˇdy dvojicı´ klı´cˇ ="hodnota". Hodnota musı´ by´t uvedena v uvozovka´ch, mezi
sebou jsou atributy navza´jem oddeˇlova´ny mezerou. Atributy jsou vzˇdy soucˇa´stı´ elementu˚
nebo procesnı´ch instrukcı´.
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Textovy´ obsah prˇedstavuje jaky´koli obecny´ text bez dalsˇı´ struktury. Je nutne´ vyvarovat se
znaku˚m, ktere´ mohou souviset se za´pisem znacˇky, tzn. minima´lneˇ ,,<“ a ,,>“. Pro jejich
vyja´drˇenı´ slouzˇı´ tzv. znakove´ entity ,,&lt;“ a ,,&gt;“.
Komenta´rˇ je zapsa´n mezi dvojici znacˇek ,,<!--“ a ,,-->“. Jak bude pozdeˇji uvedeno, XQuery
je schopen dotazovat se i na obsah komenta´rˇu˚, takzˇe z hlediska zpracova´va´nı´ nenı´ mozˇne´
komenta´rˇe jednodusˇe zanedbat naprˇ. preprocesorem.
Procesnı´ instrukce (PI) si lze prˇedstavit jako specia´lnı´ elementy ohranicˇene´ mezi ,,<?“ a ,,?>“.
Kazˇda´ PI ma´ podobneˇ jako element svu˚j na´zev. Obsah PI je tvorˇen pouze atributy. Procesnı´
instrukce se obvykle pouzˇı´vajı´ ke specifikova´nı´ du˚lezˇity´ch pokynu˚ pro aplikaci, ktera´ dane´
XML zpracova´va´.
Entity umozˇnˇujı´ prˇeddefinovat neˇjake´ delsˇı´ opakujı´cı´ se u´seky textu. Pozdeˇji se na tyto entity
mu˚zˇeme jednodusˇe odkazovat a svy´m zpu˚sobem tak do jiste´ mı´ry eliminovat nadbytecˇnost
dat v XML. Prˇesne´ informace o entita´ch je mozˇne´ nale´zt v [3].
Sekce CDATA slouzˇı´ pro za´pis surove´ho textu. Typicky´m vyuzˇitı´m je za´pis u´seku zdrojove´ho
ko´du. Obsah CDATA se uva´dı´ mezi znacˇky ,,<![CDATA[“ a ,,]]>“
XML dokument je dobrˇe formovany´ (well-formed), jestlizˇe jsou splneˇna vsˇechna pravidla pro
za´pis vy´sˇe definovany´ch cˇa´stı´. Kazˇdy´ XML dokument musı´ obsahovat prˇesneˇ jeden
korˇenovy´ element. Da´le by se v dokumentu meˇla objevit procesnı´ instrukce uda´vajı´cı´ verzi
XML a pouzˇite´ ko´dova´nı´ (viz. uka´zka 1).
Vsˇechny vy´sˇe uvedene´ cˇa´sti XML kromeˇ atributu˚ by´vajı´ zobecnˇova´ny na pojem XML uzel.
<?xml version="1.0" encoding="UTF-8" ?>
<library locality="Ostrava">
<!-- databa´ze knihovny v lokaliteˇ Ostrava -->
<section id="1">
<book isbn="978-3-16-148410-0">
<title>Ucˇebnice XQuery</title>
<author>John Black</author>
</book>
<book isbn="978-3-16-148411-0">
<title>Ucˇebnice XPath</title>
<author>Jack White</author>
</book>
<book isbn="978-3-16-148412-0">
<title>Ucˇebnice XML</title>
<author>Jimm Green</author>
</book>
</section>
</library>
Uka´zka 1: Uka´zka XML dokumentu
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2.3 Dotazovacı´ jazyky nad XML
Dotazovacı´ch jazyku˚ pro XML existuje v soucˇasnosti cela´ rˇada. Jednotlive´ jazyky jsou vı´ce cˇi me´neˇ
pouzˇı´vane´, lisˇı´ se v principech, v syntaxi, ale vsˇechny se opı´rajı´ o stromovou strukturu XML.
2.3.1 XPath
Jedna´ se o jednoho z prakticky nejpouzˇı´vaneˇjsˇı´ch za´stupcu˚ jazyku˚ pro dotazova´nı´ nad XML.
Syntaxe tohoto jazyka je velmi snadna´ a intuitivnı´, takzˇe je ho mozˇne´ plneˇ vyuzˇı´vat uzˇ po kra´tke´m
sezna´menı´. XPath je podobneˇ jako vsˇe okolo XML standardizova´n organizacı´ W3C momenta´lneˇ
ve verzi 2.0 [4].
Filter vy´razy a axis kroky
Cely´ XPath vy´raz se skla´da´ z neˇkolika kroku˚ dvojı´ho typu – axis steps a filter vy´razu˚ (neple´st s pre-
dika´ty). Jeho vyhodnocova´nı´ probı´ha´ zleva doprava 1. Vy´sledkem kazˇde´ho kroku je usporˇa´dana´
mnozˇina XML uzlu˚. Pro kazˇdy´ z uzlu˚ te´to mnozˇiny pak probeˇhne zpracova´nı´ kroku na´sledujı´cı´ho,
kde dany´ uzel figuruje jako kontextovy´. Axis step vyjadrˇuje pohyb po urcˇene´ ose (viz. obr. 1), fil-
ter vy´raz prˇedstavuje operaci na za´kladeˇ kontextove´ho XML uzlu, naprˇ. vy´pocˇet aritmeticke´ho
vy´razu.
Vy´sledna´ mnozˇina kazˇde´ho kroku mu˚zˇe by´t da´le filtrova´na pomocı´ predika´tu˚ v hranaty´ch
za´vorka´ch.
/library//book[@isbn="978-3-16-148410-0"]/author
Uka´zka 2: Demonstracˇnı´ XPath dotaz
Na uka´zce 2 je zachycen jednoduchy´ XPath dotaz, jehozˇ u´kolem je navra´tit jme´no autora knihy
s urcˇity´m ISBN. Dotaz bude prova´deˇn nad dokumentem z uka´zky 1.
Za´pis /library vybere ze zdrojove´ho dokumentu korˇenovy´ element. Pomocı´ //book do-
jde k vyhleda´nı´ vsˇech elementu˚ – potomku˚ s na´zvem ,,book“. Da´le na´sleduje za´pis predika´tu
[@isbn="978-3-16-148410-0"], ktery´ zajistı´ filtrova´nı´ vsˇech uzlu˚ – knih s hodnotou atri-
butu isbn rovnou ,,978-3-16-148410-0“. Z takto vznikle´ mnozˇiny (obsahujı´cı´ vzhledem k dotazo-
vane´mu dokumentu pouze jeden element) jsou nakonec vybra´ni vsˇichni prˇı´mı´ potomci – uzly s
na´zvem ,,author“. Uvedeny´ vy´raz je ve skutecˇnosti zjednodusˇenı´m dotazu z uka´zky 3.
/child::library/descendant-or-self::node()/book
[attribute::isbn="978-3-16-148410-0"]/child::author
Uka´zka 3: XPath dotaz bez zkratkovy´ch za´pisu˚
1Vyhodnocova´nı´ zleva doprava ma´ symbolicky´ vy´znam pro uzˇivatele, ve skutecˇnosti mu˚zˇe procesor pohlı´zˇet na vy´raz
jako na celek a vyhodnotit jej tak efektivneˇji.
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Osy XML
Je videˇt, zˇe zjednodusˇeny´ (zkratkovy´) za´pis na uka´zce 2 neobsahoval klı´cˇova´ slova child,
descendant-or-self a attribute. Jedna´ se o specifikaci tzv. os. Uvedene´ 3 osy jsou totizˇ
prakticky nejpouzˇı´vaneˇjsˇı´, a tak by byl jejich plny´ za´pis zbytecˇneˇ zdlouhavy´. Osy prˇedstavujı´
urcˇenı´ prohleda´vane´ cˇa´sti XML dokumentu vzhledem k uzlu, na ktere´m se aktua´lneˇ nacha´zı´me,
tj. kontextove´mu uzlu. Za´pis node() prˇedstavuje na uka´zce 3 vy´beˇr libovolne´ho XML uzlu.
Prˇehled os je ilustrova´n na obra´zku 1. Aktua´lnı´ kontextovy´ uzel je zvy´razneˇn.
 
self 
parent 
ancestor-or-self 
ancestor 
following-sibling preceding-sibling 
preceding following 
descendant 
child 
descendant-or-self 
Obra´zek 1: Osy XML
Zby´va´ podotknout, zˇe XPath je case-sensitive, tzn. rozlisˇuje velikost znaku˚ a to nejen vzhledem
ke klı´cˇovy´m slovu˚m, ale take´ vzhledem k na´zvu˚m XML uzlu˚.
2.3.2 XQuery
Jazyk XQuery je prˇedstavitelem deklarativnı´ch programovacı´ch jazyku˚. To znamena´, zˇe program,
resp. v tomto prˇı´padeˇ dotaz specifikuje, co je pozˇadova´no na vy´stupu bez prˇesne´ho uda´nı´ ele-
menta´rnı´ch kroku˚, ktere´ k vy´sledku povedou. Jedna´ se o pomeˇrneˇ mlady´ jazyk, ktery´ vznikl
na za´kladeˇ dotazovacı´ho jazyka Quilt [15]. Snahou XQuery je poskytnout podobny´ komfort prˇi
dotazova´nı´ nad XML databa´zemi jako poskytuje SQL nad databa´zemi relacˇnı´mi.
XQuery je opeˇt standardizova´n W3C, momenta´lneˇ ve verzi 1.0 (od roku 2007). Standard
definuje tento jazyk nejen pro tvorbu dotazu˚, ale take´ pro tvorbu cely´ch funkcı´ a modulu˚. Soucˇa´stı´
XQuery je mozˇnost pouzˇı´va´nı´ dotazu˚ XPath. XQuery k teˇmto dotazu˚m prˇida´va´ neˇktere´ velmi
uzˇitecˇne´ slozˇiteˇjsˇı´ konstrukce.
Aktua´lneˇ platne´ standardy obou jazyku˚ – XPath a XQuery pracujı´ se spolecˇny´m datovy´m
modelem [6]. Stejneˇ jako XPath je tento jazyk case-sensitive.
FLWOR vy´razy
FLWOR vy´razy [cˇteno jako flower] prˇedstavujı´ za´kladnı´ a nejvı´ce pouzˇı´vanou konstrukcı´ XQuery.
Na´zev FLWOR vycha´zı´ z prvnı´ch pı´smen jednotlivy´ch klauzulı´, tj. cˇa´stı´ te´to konstrukce. Jedna´ se
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o klauzule for, let, where, order by a return. Pro u´cˇely te´to pra´ce budou vysveˇtleny pouze
za´kladnı´ principy teˇchto vy´razu˚, pro detailneˇjsˇı´ a na´zorneˇjsˇı´ studium lze vyuzˇı´t naprˇ. [1].
for $b at $i in /library//book
let $a := $b/author
where $s = "John Smith" and $i > 1
order by $b/isbn
return $b
Uka´zka 4: Demonstracˇnı´ FLWOR vy´raz
Vy´znam jednotlivy´ch klauzulı´ bude vysveˇtlen na uka´zkove´m dotazu 4. Jako dotazovany´ do-
kument opeˇt poslouzˇı´ XML z uka´zky 1.
Klauzule for rˇı´ka´, zˇe bude cely´ zbytek vy´razu iterova´n pro promeˇnnou b na pozici i prˇes neˇjakou
usporˇa´danou mnozˇinu XML uzlu˚, ktere´ obdrzˇı´me XPath dotazem /library//book.
Ve zbytku vy´razu bude promeˇnna´ b postupneˇ naby´vat hodnot jednotlivy´ch XML uzlu˚.
Promeˇnna´ i (tzv. pozicˇnı´ promeˇnna´) bude prˇedstavovat cˇı´tacˇ jednotlivy´ch pru˚chodu˚. Klauzulı´
for se ve FLWOR mu˚zˇe objevit vı´ce, v tom prˇı´padeˇ pu˚jde z hlediska uzˇivatele o zanorˇene´
iterace. Specifikace pozicˇnı´ promeˇnne´ at $i nenı´ povinna´.
Klauzule let slouzˇı´ pro zavedenı´ pomocne´ promeˇnne´ a, do ktere´ bude v kazˇde´ iteraci for
prˇirˇazena hodnota XPath vy´razem $b/author. Kromeˇ XPath se zde mohou objevovat
naprˇ. aritmeticke´ vy´razy, vola´nı´ vestaveˇny´ch nebo uzˇivatelsky´ch funkcı´. Klauzulı´ for a
let se ve FLWOR mu˚zˇe zopakovat libovolneˇ mnoho minima´lneˇ vsˇak vzˇdy alesponˇ jedna
z nich.
Klauzule where na´sleduje azˇ po vsˇech for a let. Tato klauzule specifikuje podmı´nku, za jaky´ch
okolnostı´ dojde skutecˇneˇ k vyhodnocenı´ dı´lcˇı´ho vy´sledku na´sledujı´cı´ klauzule return.
V uka´zkove´m dotazu si lze vsˇimnout pouzˇitı´ vy´razu˚ pro porovna´va´nı´ a jejich spojenı´ lo-
gicky´m soucˇinem. V prˇı´padeˇ, zˇe podmı´nku specifikovat nepotrˇebujeme, je mozˇne´ celou
klauzuli where vynechat.
Klauzule order by umozˇnˇuje prove´st setrˇı´zenı´ dle specifikovany´ch krite´riı´. V tomto prˇı´padeˇ jde
o vzestupne´ abecednı´ trˇı´zenı´ podle ISBN jednotlivy´ch knih, ktere´ vyhoveˇly podmı´nce z klau-
zule where. XQuery umozˇnˇuje prova´deˇt i sestupne´ trˇı´zenı´ klı´cˇovy´m slovem descending,
ktere´ prˇida´me za trˇı´dı´cı´ krite´rium. Krite´riı´ pro trˇı´zenı´ mu˚zˇe by´t vı´ce, v tom prˇı´padeˇ jsou
mezi sebou oddeˇleny cˇa´rkou. Cela´ klauzule order by stejneˇ jako where nenı´ povinna´.
Klauzule return je povinnou poslednı´ klauzulı´ kazˇde´ho FLWOR vy´razu. Uda´va´me zde, co
nakonec pozˇadujeme na vy´stupu. Pomocı´ XPath je zde mozˇne´ vracet existujı´cı´ XML uzly,
poprˇ. s nimi prova´deˇt neˇjake´ rˇeteˇzcove´ nebo aritmeticke´ operace. Velmi cˇasto se zde objevujı´
konstrukce novy´ch XML uzlu˚.
XML konstruktory
Du˚lezˇitou soucˇa´stı´ XQuery jazyka je mozˇnost vytva´rˇet vlastnı´ XML uzly, poprˇ. cele´ XML stromy,
jejichzˇ obsah mu˚zˇe by´t vytva´rˇen naprˇ. pomocı´ FLWOR vy´razu˚. Existujı´ dva typy XML konstruk-
6
toru˚ – prˇı´me´ (direct) a vypocˇtene´ (computed). Z prakticky´ch du˚vodu˚ se obvykle pouzˇı´vajı´ pouze
konstruktory prˇı´me´.
V prˇı´padeˇ vypocˇteny´ch konstruktoru˚ se XML strom vytva´rˇı´ pomocı´ specia´lnı´ch klı´cˇovy´ch slov
jako element, attribute, text, comment a processing-instruction. Na uka´zce 5 je
prˇı´klad konstrukce XML elementu s na´zvem ,,a“ a textovy´m obsahem tvorˇeny´m obsahem
promeˇnne´ x a textem ,,test“.
Konstrukce XML probı´ha´ tak, zˇe klı´cˇovy´m slovem specifikujeme typ XML uzlu (element,
atribut, textovy´ uzel atd.), za neˇj (pokud to dany´ typ vyzˇaduje – elementy, atributy, procesnı´
instrukce) umı´stı´me jeho na´zev a nakonec do slozˇeny´ch za´vorek obsah, ktery´ se v prˇı´padeˇ elementu˚
mu˚zˇe skla´dat z dalsˇı´ch XML uzlu˚, v prˇı´padeˇ atributu˚ z rˇeteˇzcove´ hodnoty. Jednotlive´ cˇa´sti obsahu
oddeˇlujeme cˇa´rkou.
element a { text { $x }, text { "test" } }
Uka´zka 5: Pouzˇitı´ vypocˇteny´ch konstruktoru˚
Prˇı´me´ konstruktory jsou na pouzˇitı´ mnohem intuitivneˇjsˇı´. Nove´ XML uzly konstruujeme velmi
jednodusˇe tak, zˇe je zapı´sˇeme v jejich XML podobeˇ, tzn. podle pravidel uvedeny´ch v kapitole 2.2.
Pokud nastane situace, zˇe v obsahu elementu nebo hodnoty atributu potrˇebujeme zı´skat hodnotu
neˇjake´ promeˇnne´ naprˇ. z let klauzule FLWOR vy´razu, umı´stı´me do XML konstruktoru vnorˇeny´
vy´raz do slozˇeny´ch za´vorek. Stejne´ho vy´sledku jako u konstruktoru z uka´zky 5 dosa´hneme
vy´razem na uka´zce 6.
Prˇestozˇe se mu˚zˇe prˇı´tomnost vypocˇteny´ch konstruktoru˚ jevit jako zbytecˇna´, nenı´ tomu tak.
Vypocˇtene´ konstruktory totizˇ na rozdı´l od prˇı´my´ch neumozˇnˇujı´ specifikovat na´zvy uzlu˚ pomocı´
promeˇnny´ch ve vy´razu.
<a>
{ $x } test
</a>
Uka´zka 6: Pouzˇitı´ prˇı´my´ch konstruktoru˚
Na XQuery nelze pohlı´zˇet pouze jako na filtr vstupnı´ho dokumentu. Na uka´zce 7 je prˇı´klad
dotazu, jehozˇ vnitrˇnı´ cˇa´st pomocı´ prˇı´my´ch konstruktoru˚ vytvorˇı´ sekvenci XML uzlu˚, nad kterou
probeˇhne jednoduchy´ XPath. U kazˇde´ho vy´razu, ktery´ pracuje nad XML, neza´lezˇı´ na tom, zda
jsou XML uzly pouze vy´sledkem filtrova´nı´ vstupnı´ho dokumentu nebo byly vytvorˇeny beˇhem
vyhodnocova´nı´ dotazu.
(for $n in (<a id="1" />, <a id="2" />, <a id="3" />, <a id="4" />)
return $n)/@id
Uka´zka 7: XQuery s konstrukcı´ XML
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Dalsˇı´ konstrukce XQuery
FLWOR vy´razy nejsou zdaleka jedinou konstrukcı´, kterou XQuery obohacuje syntaxi XPath.
Minima´lneˇ za zmı´nku zde stojı´ pouzˇı´va´nı´ alternativy, prˇepı´nacˇe typeswitch nebo kvantifiko-
vany´ch vy´razu˚. Specifikace da´le umozˇnˇuje tvorbu vlastnı´ch uzˇivatelsky´ch datovy´ch typu˚, modulu˚
a funkcı´. Lze uka´zat [11], zˇe XQuery je Turing-kompletnı´ jazyk.
2.3.3 XQuery Core
XQuery poskytuje velkou sadu pravidel, ktere´ umozˇnˇujı´ jeho pohodlne´ pouzˇı´va´nı´ bez nutnosti
dlouhodobe´ho studia. Z hlediska vyhodnocova´nı´ dotazu˚ je vsˇak vydefinova´na podmnozˇina to-
hoto jazyka zna´ma´ jako XQuery core obsahujı´cı´ pouze omezene´ mnozˇstvı´ konstrukcı´, na ktere´ lze
kazˇdy´ XQuery dotaz prˇepsat. Proces prˇepisu dotazu XQuery na XQuery Core by´va´ nazy´va´n jako
tzv. normalizace. Normalizace vstupnı´ho dotazu je beˇzˇny´m pocˇa´tecˇnı´m krokem vyhodnocova´nı´
u veˇtsˇiny procesoru˚.
Uka´zka 8 prˇedstavuje normalizovanou podobu jednoduche´ho XPath vy´razu $a/book/isbn.
Z uvedene´ uka´zky je patrne´, zˇe z relativneˇ jednoduche´ho vy´razu vznikla pomeˇrneˇ slozˇita´ kon-
strukce skla´dajı´cı´ se ze dvou FLWOR a pomocne´ funkce ddo, ktera´ eliminuje duplicitnı´ vy´skyty
uzlu˚ a rˇadı´ uzly podle pu˚vodnı´ho porˇadı´ v dokumentu.
ddo(
let $seq := ddo($a)
let $last := fn:count($seq)
for $dot at $position in $seq
return
let $seq := ddo(child::book)
let $last := fn:count($seq)
for $dot at $position in $seq
return child::isbn)
Uka´zka 8: Normalizace XPath vy´razu $a/book/isbn
XQuery Core naprˇ. nepodporuje aritmeticke´ vy´razy, vy´razy pro porovna´va´nı´, logicke´ spojky
– to vsˇe se obvykle nahrazuje vola´nı´m vestaveˇny´ch funkcı´, da´le nejsou definova´ny vy´razy
XPath, prˇı´me´ konstruktory nebo klauzule order by FLWOR vy´razu˚. Normalizace je vy´borny´m
na´strojem pro specifikaci se´mantiky XQuery [7], avsˇak ne vzˇdy je vhodne´ prove´st normalizaci
prˇesneˇ dle doporucˇenı´ W3C, jelikozˇ se tak v urcˇity´ch prˇı´padech mu˚zˇeme prˇipravit o efektivneˇjsˇı´
variantu vyhodnocova´nı´.
Pu˚vodnı´ zada´nı´ pra´ce se omezuje pouze na prˇeklad normalizovany´ch XQuery dotazu˚.
Vy´sledkem je vsˇak procesor, ktery´ si poradı´ i s mnoha dotazy, ktere´ normalizacı´ neprosˇly. Jsou tedy
podporova´ny prˇı´me´ konstruktory, XPath vy´razy a dalsˇı´ konstrukce, ktere´ XQuery Core nedefinuje
(viz. kapitola 4.1).
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2.3.4 XSLT
Poslednı´m jazykem, ktery´ zde bude spı´sˇe pro u´plnost zmı´neˇn je XSLT (eXtensible Stylesheet
Language Transformation). Nejedna´ se o dotazovacı´ jazyk v prave´m slova smyslu, XSLT je
prima´rneˇ navrzˇen k prova´deˇnı´ transformacı´ XML dokumentu˚ naprˇ. do prezentovatelne´ podoby
ve formeˇ HTML. V kombinaci s jazykem XSL Formatting Objects je pak mozˇne´ prova´deˇt naprˇ.
exporty do forma´tu PDF.
Podobneˇ jako u XQuery tvorˇı´ XPath soucˇa´st jazyka tohoto jazyka. Je zde opeˇt pouzˇity´ stejny´
datovy´ model [6]. Podrobneˇjsˇı´ informace o XSLT vcˇetneˇ uka´zkovy´ch tutoria´lu˚ lze nale´zt v [1].
Vzhledem k tomu, zˇe se vsˇechny trˇi uvedene´ jazyky (XPath, XQuery a XSLT) cˇasto prˇekry´vajı´
(minima´lneˇ v datove´m modelu), je beˇzˇnou praxı´, zˇe dostupne´ implementace (naprˇ. Saxon [10]
nebo XML Prime [2]) nejsou zameˇrˇene´ pouze na jeden jediny´ jazyk, ale poskytujı´ komplexnı´ rˇesˇenı´
od zpracova´nı´ XML prˇes vı´ce ru˚zny´ch zpu˚sobu˚ dotazova´nı´.
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3 XQuery algebra
Nejen v prˇı´padeˇ XQuery, ale take´ naprˇ. jazyka SQL, neprobı´ha´ vyhodnocova´nı´ vstupnı´ho do-
tazu interpretacı´. Dotaz je obvykle nejprve zkompilova´n na strom opera´toru˚, ktere´ jsou pozdeˇji
v prˇesneˇ urcˇene´m porˇadı´ vyhodnocova´ny. Co to opera´tory jsou a jaky´m zpu˚sobem pracujı´ popi-
suje pra´veˇ algebra. Algeber existuje cela´ rˇada, lisˇı´ se jak svy´m u´cˇelem (relacˇnı´ databa´ze, stromove´
databa´ze), tak mnozˇinou definovany´ch opera´toru˚ a datovy´m modelem. V souvislosti s XQuery se
obvykle pouzˇı´va´ algebra zalozˇena´ na n-ticove´m datove´m modelu. Algebra zde popsana´ a pozdeˇji
implementovana´ vycha´zı´ z cˇla´nku [16] a kombinuje vyhodnocova´nı´ na za´kladeˇ toku n-tic s vy-
hodnocova´nı´m na za´kladeˇ toku datovy´ch polozˇek.
3.1 Datovy´ model
Prˇed vysveˇtlenı´m samotne´ algebry je nutne´ nejprve ustanovit datovy´ model a nadefinovat vhodne´
forma´lnı´ znacˇenı´, ktere´ pak bude pouzˇı´va´no k popisu funkcˇnosti jednotlivy´ch opera´toru˚. Pozdeˇji
v implementacˇnı´ch detailech bude tento model prˇesneˇji specifikova´n na trˇı´dnı´m diagramu, ktery´
vymezı´ za´kladnı´ datove´ typy cele´ho procesoru (viz. kapitola 4.4).
3.1.1 Polozˇka (item)
Polozˇkou mu˚zˇe by´t libovolna´ atomicka´ hodnota, tzn. cˇı´slo, textovy´ rˇeteˇzec nebo hodnota typu
boolean (true / false). Za polozˇku se rovneˇzˇ povazˇuje jaky´koli XML uzel, tzn. element, atribut,
textovy´ uzel nebo komenta´rˇ. Entity, sekce CDATA a procesnı´ instrukce jsou zde pro zjednodusˇenı´
vynecha´ny. Polozˇky budou forma´lneˇ znacˇeny jako ik. Ve specia´lnı´m prˇı´padeˇ, pokud pu˚jde o ato-
micke´ hodnoty pak ak.
3.1.2 Sekvence (sequence)
Sekvencı´ se rozumı´ usporˇa´dana´ multimnozˇina polozˇek. Forma´lneˇ bude sekvence znacˇena jako
S = ⟨i1, i2, . . . , in⟩, kde ik (1 ≤ k ≤ n) je polozˇka sekvence S a n znacˇı´ de´lku te´to sekvence. Pra´zdna´
sekvence, tj. sekvence bez polozˇek, je znacˇena jednodusˇe ⟨⟩. V dalsˇı´ cˇa´sti textu bude mozˇne´ pohlı´zˇet
na jednoprvkove´ sekvence jako na polozˇky a naopak.
3.1.3 N-tice (tuple)
N-tice prˇedstavuje n-rozmeˇrny´ vektor s jednoznacˇneˇ pojmenovany´mi slozˇkami, ktere´ jsou tvorˇeny
vy´sˇe definovany´mi sekvencemi. V terminologii relacˇnı´ch databa´zı´ je ekvivalentem n-tice za´znam.
Forma´lnı´ za´pis n-tice bude vypadat jako τ = [q1 : S1, q2 : S2, . . . , qn : Sn], kde q1, q2, . . . , qn
prˇedstavujı´ oznacˇenı´ (na´zvy) slozˇek a S1,S2, . . . ,Sn jednotlive´ sekvence. Opeˇt v na´vaznosti na
relacˇnı´ databa´ze bychom mohli rˇı´ci, zˇe q1, q2, . . . , qn prˇedstavujı´ na´zvy atributu˚. V prˇı´padeˇ, zˇe
n = 0 obsahuje n-tice nulovy´ pocˇet slozˇek a jde o tzv. pra´zdnou n-tici, kterou zapisujeme prˇirozeneˇ
jako [].
3.1.4 Sche´ma n-tice
Z prˇedchozı´ definice vyply´va´ nutnost rozlisˇovat n-tice s ru˚znou strukturou, tzn. s ru˚zny´m
znacˇenı´m q1, q2, . . . , qn. Takove´ znacˇenı´ bude nazy´va´no sche´matem Q = ⟨q1, q2, . . . , qn⟩.
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3.1.5 Tabulka (table)
Stejneˇ tak jako polozˇky mohly vytva´rˇet sekvence, mohou n-tice vytva´rˇet tabulky. Tabulka tedy
prˇedstavuje usporˇa´danou multimnozˇinu n-tic a forma´lneˇ ji znacˇı´me jako σ = ⟨τ1, τ2, . . . , τn⟩.
Uvedena´ definice tabulky obecneˇ umozˇnˇuje sdruzˇovat libovolne´ n-tice, tzn. i s ru˚zny´m sche´matem.
Na´s ale budou zajı´mat prˇedevsˇı´m tzv. homogennı´ tabulky, kde budou mı´t vsˇechny n-tice stejne´
sche´ma.
3.2 Opera´tory
Opera´torem se obecneˇ rozumı´ neˇjaka´ funkce, ktera´ transformuje jeden nebo vı´ce vstupu˚ podle
urcˇity´ch pravidel na vy´stup. V prˇı´padeˇ naprˇ. za´kladnı´ch aritmeticky´ch opera´toru˚ (+, −, ∗, :) je
situace pomeˇrneˇ snadna´ – ma´me dva neza´visle´ vstupy (levy´ a pravy´ operand), na za´kladeˇ ktery´ch
opera´tor spocˇı´ta´ vy´stup.
V prˇı´padeˇ XQuery (a nejen XQuery) je ale situace trochu komplikovaneˇjsˇı´. Konecˇny´ vy´sledek
totizˇ mu˚zˇe za´viset nejen na neza´visly´ch vstupech, ale take´ na neˇjake´m prˇedem nezna´me´m
vy´sledku mezivy´pocˇtu. Typicky´m prˇı´kladem je beˇzˇny´ opera´tor relacˇnı´ algebry – selekce, ktere´mu
je potrˇeba kromeˇ neza´visle´ vstupnı´ mnozˇiny za´znamu˚ specifikovat take´ podmı´nku, za jaky´ch
okolnostı´ bude zpracova´vany´ za´znam soucˇa´stı´ vy´stupu.
Obecna´ struktura opera´toru vypada´ na´sledovneˇ:
Op[q1, . . . , qk]{DOp1, . . . ,DOpl}(Op1, . . . ,Opm)
q1, . . . , qk jsou staticke´ slozˇky opera´toru. Mu˚zˇe se jednat naprˇ. o na´zvy promeˇnny´ch, specifikaci
datove´ho typu nebo specifikaci na´zvu XML elementu. Podmı´nkou je, aby byly tyto hodnoty
zna´me´ jesˇteˇ prˇed zacˇa´tkem vyhodnocova´nı´.
DOp1, . . . ,DOpl jsou tzv. za´visle´ opera´tory (dependent). Jedna´ se pra´veˇ o ty opera´tory, ktere´
slouzˇı´ pro vy´pocˇet mezivy´sledku.
Op1, . . . ,Opm jsou neza´visle´ opera´tory – vstupy. Najdeme je te´meˇrˇ ve vsˇech opera´torech. Vy´jimku
tvorˇı´ pouze ty, ktere´ vracejı´ neˇjakou staticky danou skala´rnı´ hodnotu nebo prˇistupujı´ ke
kontextovy´m promeˇnny´m. Jak za´visle´, tak neza´visle´ opera´tory jsou vzˇdy opera´tory. To
znamena´, zˇe se na mı´steˇ opera´toru nikdy nevyskytne zˇa´dna´ skala´rnı´ hodnota. Pro vytvorˇenı´
skala´rnı´ hodnoty existuje specia´lnı´ opera´tor, ktery´ ma´ skutecˇnou skala´rnı´ hodnotu danou
pomocı´ staticke´ slozˇky (viz. kapitola 3.3.1).
3.2.1 Strom opera´toru˚
Vzhledem k tomu, zˇe se opera´tor obvykle skla´da´ z dalsˇı´ch za´visly´ch nebo neza´visly´ch
subopera´toru˚, vznikne kompilacı´ hierarchie reprezentovatelna´ stromem, kde kazˇdy´ opera´tor
prˇedstavuje jeden vrchol a hrana odkaz na subopera´tor. Opera´tory bez za´visly´ch a neza´visly´ch
subopera´toru˚ utvorˇı´ listy. Cely´ strom opera´toru˚, ktery´ je vy´sledkem kompilace, by´va´ nazy´va´n
take´ jako pla´n vykona´va´nı´ dotazu. Uka´zkovy´ strom opera´toru˚ je mozˇne´ videˇt naprˇ. na obra´zku 2
nı´zˇe.
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3.2.2 Vy´pocˇet
Pla´n vykona´va´nı´ dotazu uda´va´ porˇadı´ v jake´m budou jednotlive´ opera´tory vyhodnocova´ny.
Vy´pocˇet vzˇdy zacˇı´na´ a koncˇı´ korˇenovy´m opera´torem, tzn. tı´m, ktery´ tvorˇı´ korˇen stromu. Kazˇdy´
opera´tor nejprve vyhodnotı´ vsˇechny sve´ neza´visle´ vstupy a azˇ pote´ na jejich za´kladeˇ prˇı´padneˇ
vyhodnotı´ vstupy za´visle´, cˇili mezivy´sledky. Podle vy´sledku˚ neza´visly´ch vstupu˚, dı´lcˇı´ch me-
zivy´sledku˚ nebo prˇı´padneˇ staticky´ch slozˇek provede svou vlastnı´ u´lohu a vra´tı´ vy´sledek. Vy´sledek
korˇenove´ho opera´toru je vy´sledkem vyhodnocova´nı´ cele´ho dotazu.
3.2.3 Opera´tor IN
Kazˇdy´ opera´tor je vyhodnocova´n v ra´mci neˇjake´ kontextove´ hodnoty – n-tice nebo polozˇky. Tuto
kontextovou hodnotu (zkra´ceneˇ kontext) nastavı´ neˇjaky´ opera´tor Op se za´visly´m subopera´torem
Opsub prˇi pozˇadavku na jeho vyhodnocenı´. Obsahuje-li Op vstupy neza´visle´, pak jsou tyto vyhod-
noceny se stejny´m kontextem jako Op. U´cˇelem opera´toru IN je pouhe´ navra´cenı´ tohoto kontextu.
Prˇı´klad 1: Vy´znam opera´toru IN
V uka´zkove´m stromu na obra´zku 2 je IN pouzˇity´ celkem 4 kra´t. Pro lepsˇı´ orientaci jsou jeho
vy´skyty rozlisˇeny spodnı´m indexem. Co prˇesneˇ ktere´ opera´tory znamenajı´ nenı´ momenta´lneˇ
du˚lezˇite´. Podstatne´ je uveˇdomit si, ktery´ opera´tor nastavil kterou kontextovou hodnotu, jezˇ
zı´ska´va´me opera´torem IN. To je mozˇne´ zjistit jednodusˇe tak, zˇe budeme procha´zet strom od
konkre´tnı´ho listu IN postupneˇ na rodicˇe tak dlouho, nezˇ projdeme hranou prˇedstavujı´cı´ odkaz
na za´visly´ subopera´tor.
 
𝐽𝑜𝑖𝑛 
 
𝑰𝑵𝟏 
 
𝐶𝑎𝑙𝑙[eq] 
 
𝑀𝑎𝑝𝐹𝑟𝑜𝑚𝐼𝑡𝑒𝑚 
 
𝑇𝑢𝑝𝑙𝑒 event  
 
𝑰𝑵𝟐 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[attribute, entryType] 
 
𝑆𝑐𝑎𝑙𝑎𝑟 error  
 
𝑰𝑵𝟑 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠 event  
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, LogEvent] 
 
𝐶𝑎𝑙𝑙 root  
 
Odkaz na nezávislý suboperátor 
Odkaz na závislý suboperátor 
𝑀𝑎𝑝𝑇𝑜𝐼𝑡𝑒𝑚 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[attribute,Message] 
 
𝑰𝑵𝟒 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠 event  
 
Výsledek 
Obra´zek 2: Uka´zka stromu opera´toru˚
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Pro IN2 je to tedy opera´tor MapFromItem, pro IN3 opera´tor Join a pro IN4 opera´tor
MapToItem. IN1 je jediny´ prˇı´pad, ktery´ nesouvisı´ s zˇa´dny´m opera´torem se za´visly´m vstu-
pem. Je mozˇne´ si prˇedstavit, zˇe korˇenovy´ opera´tor MapToItem je vyhodnocova´n jako za´visly´
vstup vzhledem k neˇjake´ programove´ funkci, ktera´ zahajuje vy´pocˇet vy´sledku dotazu s neˇjaky´m
vy´chozı´m kontextem n-ticı´, jejı´zˇ obsahem mohou by´t naprˇ. globa´lnı´ promeˇnne´ nebo kontextovy´
XML uzel nastaveny´ na dotazovany´ XML dokument.
V tuto chvı´li spı´sˇe pro zajı´mavost – strom na obr. 2 je pla´nem pro XQuery dotaz na uka´zce 9.
for $event in /EventLogeEvent
where $event/@Entry_Type = "Error"
return $event/@Message
Uka´zka 9: Uka´zkovy´ XQuery dotaz
Kompletnı´ seznam opera´toru˚ je k dispozici v tabulce 1, ktera´ je s maly´mi u´pravami prˇebra´na
z cˇla´nku [16], tabulky 1. Oproti [16] jsou zde vynecha´ny nepouzˇite´ opera´tory, naopak se zde navı´c
vyskytujı´ And, Or a IN. Funkce neˇktery´ch me´neˇ zna´my´ch du˚lezˇity´ch opera´toru˚ bude vysveˇtlena
pozdeˇji prˇi popisu kompilacˇnı´ch pravidel.
3.3 Kompilacˇnı´ pravidla
Tato podkapitola je veˇnova´na problematice, jak seskla´dat strom opera´toru˚ tak, aby jeho vyhodno-
cenı´ vedlo ke korektnı´mu vy´sledku. Nejprve budou popsa´ny elementa´rnı´ kompilacˇnı´ kroky, na
nichzˇ bude ilustrova´na funkcˇnost jednoduchy´ch opera´toru˚. Pozdeˇji pak bude rozebra´n prˇeklad
slozˇiteˇjsˇı´ch konstrukcı´ – FLWOR a XPath vy´razu˚.
Pro forma´lnı´ popis se´mantiky kompilacˇnı´ch pravidel bude pouzˇita na´sledujı´cı´ notace:
·
·
·JexprKcontextOp ⇒ Opout
Tato notace prˇedstavuje prˇeklad vy´razu expr na strom opera´toru˚ s korˇenem Opout v kontextu
opera´toru contextOp (pozor, neple´st s kontextovou hodnotou) podle pravidel uvedeny´ch nad
cˇarou. Kontextovy´ opera´tor contextOp se pouzˇı´va´ pouze prˇi popisova´nı´ kompilace FLWOR a
XPath vy´razu˚. Kompilace teˇchto konstrukcı´ je rozdeˇlena na neˇkolik cˇa´stı´, kde vy´sledny´ opera´tor
prˇekladu jedne´ cˇa´sti vstupuje jako kontextovy´ opera´tor do prˇekladu cˇa´sti na´sledujı´cı´.
Pravidla nad cˇarou jsou dvojı´ho typu. Za´pis expr ⇒ Op znamena´ dı´lcˇı´ prˇeklad vy´razu expr na
opera´tor Op. O tom, jaka´ kompilacˇnı´ pravidla se pouzˇijı´ rozhodne azˇ konkre´tnı´ podoba vy´razu
expr.
Druhy´m pravidlem je proste´ prˇirˇazenı´ ve tvaru Op = (rozklad na opera´tory). Jedna´ se o da´le
nedeˇlitelny´ kompilacˇnı´ krok, ktery´ prˇedstavuje konstrukci podstromu opera´toru˚ podle prave´
strany a prˇirˇazenı´ do opera´toru na leve´ straneˇ.
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Opera´tory pracujı´cı´ nad polozˇkami
Sekvence Sequence(S1,S2, . . . ,Sn) → Sout
Pra´zdna´ sekvence Empty() → Sout
Skala´rnı´ hodnota Scalar[a]() → a
XML element Element[q](Sin) → element q {Sin}
XML atribut Attribute[q](a) → attribute q {a}
XML text Text(a) → text q {a}
XML komenta´rˇ Comment(a) → comment q {a}
Tree join TreeJoin[axis,nodetest](Sin) → Sout
Test prˇetypovatelnosti Castable[type](a) → boolean
Prˇetypova´nı´ Cast[type](ain) → aout
Kontrola datove´ho typu TypeMatches[type](Sin) → boolean
Prˇı´stup k promeˇnne´ Var[q] → a
Vola´nı´ funkce Call[q](S1,S2, . . . ,Sn) → Sout
Alternativa Cond{Sa,Sb}(boolean) → Sout
Logicky´ soucˇet Or{b1, b2, . . . , bn}() → boolean
Logicky´ soucˇin And{b1, b2, . . . , bn}() → boolean
Opera´tory pracujı´cı´ nad n-ticemi
Konstrukce n-tice Tuple[q1, . . . , qn](S1, . . . ,Sn) → [q1 : S1, . . . , qn : Sn]
Spojenı´ n-tice TupleConcat(τ1, τ2) → τout
Prˇı´stup ke slozˇce TupleAccess[q](τ) → iout
Selekce Select{boolean}(σin) → σout
Karte´zsky´ soucˇin Product(σ1, σ2) → σout
Spojenı´ Join{boolean}(σ1, σ2) → σout
Za´visle´ spojenı´ MapConcat{boolean}(σ1, σ2) → σout
Mapova´nı´ indexu MapIndex[q](σin) → σout
Trˇı´deˇnı´ OrderBy[q1, . . . , qn,mod1, . . . ,modn](σin) → σout
Hybridnı´ opera´tory
Prˇevod sekvence na tabulku MapFromItem{τ}(Sin) → σout
Prˇevod tabulky na sekvenci MapToItem{i}(σin) → Sout
Existencˇnı´ kvantifika´tor MapSome{boolean}(Sin) → boolean
Vsˇeobecny´ kvantifika´tor MapEvery{boolean}(Sin) → boolean
Specia´lnı´ opera´tory
Navra´cenı´ kontextu IN() → τout nebo ıout
Tabulka 1: Opera´tory algebry
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Pravidla jsou aplikova´na prˇesneˇ v takove´m porˇadı´, jak jdou za sebou. Je potrˇeba si uveˇdomit,
zˇe prova´dı´me kompilaci, ne vyhodnocova´nı´. To znamena´, zˇe vy´pocˇet teprve prˇipravujeme, ale
neprova´dı´me.
3.3.1 Kompilace elementa´rnı´ch konstrukcı´
Polozˇka
Opout = Scalar[a]
a ⇒ Opout
Vy´sledkem kompilace je vzˇdy strom opera´toru˚. Jak jizˇ bylo uvedeno, v tomto stromu se nikdy
ani na straneˇ za´visly´ch, ani na straneˇ neza´visly´ch opera´toru˚ nevyskytuje skala´rnı´ hodnota. Ja-
koukoli skala´rnı´ hodnotu je potrˇeba nejprve zkonstruovat opera´torem Scalar, ktere´mu skutecˇnou
pozˇadovanou hodnotu prˇeda´me jako staticky´ parametr.
Promeˇnna´
Opout = Var[v]
$v ⇒ Opout
Prˇı´stup k promeˇnne´ v jednodusˇe kompilujeme na opera´tor Var[v]. Jak bude ale pozdeˇji
vysveˇtleno, prakticky se bude tento opera´tor vzˇdy nahrazovat prˇı´stupem k v slozˇce kontextove´
n-tice.
Sekvence
expr1 ⇒ Op1
...
exprn ⇒ Opn
Opout = Sequence(Op1, . . . ,Opn)
(expr1, . . . , exprn) ⇒ Opout
Jednotlive´ vy´razy expr1, . . . , exprn nemusı´ ve vy´sledku da´vat pouze polozˇky. Vsˇechny dı´lcˇı´
sekvence spojı´ opera´tor Sequence do jedne´ vy´sledne´ (viz. obra´zek 3). Znamena´ to, zˇe naprˇı´klad
za´pis (1,(2,3),(4,(5,6))) znamena´ tote´zˇ co (1,2,3,4,5,6). Datovy´ model neumozˇnˇuje,
aby polozˇka obsahovala vnorˇenou sekvenci.
Funkce
arg1 ⇒ Op1
...
argn ⇒ Opn
Opout = Call[ f ](Op1, . . . ,Opn)
f (arg1, . . . , argn) ⇒ Opout
Prˇi kompilaci prˇecha´zı´ vola´nı´ funkce prˇirozeneˇ na opera´tor Call. Tento opera´tor ma´ staticky´m
parametrem urcˇen na´zev funkce f a obecneˇ n neza´visly´ch vstupu˚ urcˇuje hodnoty argumentu˚.
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Obra´zek 3: Kompilace sekvence
Aritmeticke´ vy´razy
Do te´to chvı´le mozˇna´ nemusı´ by´t u´plneˇ jasne´, kam se vlastneˇ podeˇly aritmeticke´ opera´tory. V ta-
bulce 1 byly nadefinova´ny nejru˚zneˇjsˇı´ specia´lnı´ opera´tory, ale zˇa´dne´ z nich neprˇipomı´najı´ naprˇ.
opera´tor soucˇtu, rozdı´lu atd. Urcˇiteˇ to nenı´ tı´m, zˇe by snad XQuery takove´ vy´razy nepodporoval.
Maly´ trik spocˇı´va´ v tom, zˇe lze vesˇkere´ tyto operace nahradit vola´nı´m vestaveˇny´ch funkcı´. Prˇi
kompilaci soucˇtu, rozdı´lu, soucˇinu, podı´lu nebo operace modulo se tedy jednodusˇe zavolajı´ dvou-
parametrove´ funkce add, sub, mul, div nebo mod. O nahrazenı´ aritmeticky´ch opera´toru˚ vola´nı´m
vestaveˇny´ch funkcı´ se beˇzˇneˇ stara´ normalizace (viz. kapitola 2.3.3) – XQuery Core skutecˇneˇ arit-
meticke´ vy´razy nepodporuje.
Konkre´tneˇ naprˇ. pro operaci soucˇtu bude prˇeklad vypadat takto:
expra ⇒ Opa
exprb ⇒ Opb
Opout = Call[add](Opa,Opb)
expra + exprb ⇒ Opout
Leva´ i prava´ strana soucˇtu bude prˇelozˇena na pomocne´ opera´tory Opa a Opb, ktere´ pak na-
stavı´me na vstup opera´toru Call se staticky dany´m na´zvem funkce add. Una´rnı´ minus lze jed-
nodusˇe zkompilovat stejneˇ jako bina´rnı´ variantu s tı´m, zˇe na leve´ straneˇ bude 0 (po kompilaci na
opera´tor Scalar).
Vy´razy porovna´va´nı´
XQuery jazyk rozlisˇuje celkem 4 typy porovna´va´nı´ – obecne´ porovna´nı´, hodnotove´ porovna´nı´, po-
rovna´nı´ Xml uzlu a porovna´nı´ porˇadı´ Xml uzlu.
Nejcˇasteˇji je mozˇne´ setkat se s obecny´m porovna´nı´m, kde srovna´va´me obsah dvou sekvencı´ S1
a S2. Jde o standardnı´ za´pis symbolu˚ =, !=, <, >, <= a >=, ktere´ se prˇi kompilaci prˇelozˇı´ na vola´nı´
dvouargumentovy´ch funkcı´ eq, neq, lt, gt, le a ge. Tyto funkce vracejı´ pravdivou booleovskou
hodnotu za prˇedpokladu, zˇe zadana´ rovnost nebo nerovnost vyhovı´ pro alesponˇ jednu dvojici
polozˇek i1 ∈ S1 a i2 ∈ S2. Ve veˇtsˇineˇ prˇı´padu˚ pouzˇitı´ jsou S1 a S2 jednoprvkove´.
Druhy´m typem porovna´nı´ je tzv. hodnotove´, kdy nesrovna´va´me dveˇ sekvence, ale vy´hradneˇ
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dveˇ polozˇky. Pro tato porovna´nı´ ma´ XQuery specia´lnı´ klı´cˇova´ slova eq, neq, lt, gt, le a ge,
ktere´ se pouzˇı´vajı´ naprosto stejneˇ jako standardnı´ symboly u obecne´ho porovna´nı´. Prˇi kompilaci
se hodnotove´ porovna´nı´ prˇelozˇı´ na vola´nı´ funkcı´ veq, vneq, vlt, vgt, vle a vge.
Dalsˇı´ dva uvedene´ typy porovna´nı´ nejsou v te´to pra´ci implementova´ny, avsˇak jejich prˇeklad
by probeˇhl velice podobneˇ opeˇt na vola´nı´ funkcı´.
Logicke´ vy´razy
Logicke´ operace (logicky´ soucˇin a soucˇet) by sice bylo mozˇne´ podobny´m zpu˚sobem prˇepsat na
funkce and a or, nicme´neˇ prˇisˇli bychom tak o podstatnou vy´hodu mozˇnosti lı´ne´ho vyhodno-
cova´nı´. Prˇi zpracova´va´nı´ opera´toru Call se chteˇ nechteˇ nejprve musı´ vyhodnotit vsˇechny vstupy,
cozˇ je u logicky´ch vy´razu˚ obvykle zbytecˇne´. Proto zde prˇeci jen pouzˇijeme specia´lnı´ opera´tory
Or a And, ktere´ jednotlive´ vstupy vyhodnocujı´ postupneˇ. Jakmile logicky´ soucˇet narazı´ na ,,true“
nebo logicky´ soucˇin na ,,false“, dojde k okamzˇite´mu navra´cenı´ vy´sledku.
arg1 ⇒ Op1
...
argn ⇒ Opn
Opout = And{Op1, . . . ,Opn}()
arg1 and . . . and argn ⇒ Opout
arg1 ⇒ Op1
...
argn ⇒ Opn
Opout = Or{Op1, . . . ,Opn}()
arg1 or . . . or argn ⇒ Opout
XML konstruktory
Jak bylo v kapitole 2.3.2 uvedeno, v dotazech XQuery mu˚zˇeme pomocı´ prˇı´my´ch nebo neprˇı´my´ch
konstruktoru˚ vytva´rˇet vlastnı´ XML uzly.
Na obra´zek 4 lze pohlı´zˇet dveˇma zpu˚soby – bud’ jako na sestavenı´ stromu opera´toru˚ podle
vstupnı´ho dotazu nebo jako na vy´sledek vyhodnocenı´ uvedene´ho stromu. Jelikozˇ v dotazu nejsou
pouzˇite´ zˇa´dne´ charakteristicke´ konstrukce pro XQuery, bude vyhodnocova´nı´ spocˇı´vat pouze
v parsova´nı´ XML na DOM a zpeˇtne´ serializaci DOM na textovy´ rˇeteˇzec.
 𝐸𝑙𝑒𝑚𝑒𝑛𝑡[a] 
 
𝑆𝑒𝑞𝑢𝑒𝑛𝑐𝑒 
 
𝐶𝑜𝑚𝑚𝑒𝑛𝑡 
 
𝐸𝑙𝑒𝑚𝑒𝑛𝑡[b] 
 
𝑇𝑒𝑥𝑡 
 
𝑆𝑐𝑎𝑙𝑎𝑟[Komentář] 
 
𝐴𝑡𝑡𝑟𝑖𝑏𝑢𝑡𝑒[id] 
 
𝑆𝑐𝑎𝑙𝑎𝑟[1] 
 
𝐴𝑡𝑡𝑟𝑖𝑏𝑢𝑡𝑒[id] 
 
𝑆𝑐𝑎𝑙𝑎𝑟[1] 
𝑆𝑐𝑎𝑙𝑎𝑟[Text] 
 
𝐸𝑙𝑒𝑚𝑒𝑛𝑡[b] 
 
𝐴𝑡𝑡𝑟𝑖𝑏𝑢𝑡𝑒[id] 
 
𝑆𝑐𝑎𝑙𝑎𝑟[2] 
Odpovídající strom operátorů Ukázkový XML 
<a id="0"> 
  <!--Komentář--> 
  <b id="1" /> 
  <b id="2" /> 
  Text 
</a> 
Obra´zek 4: Kompilace XML
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3.3.2 FLWOR vy´razy
Kompilacˇnı´ pravidla budou aplikova´na postupneˇ prˇesneˇ v takove´m porˇadı´, v jake´m jdou za
sebou jednotlive´ klauzule. Gramatika XQuery umozˇnˇuje neˇkolikra´t zopakovat klauzuli for a
let v libovolne´m porˇadı´, na´sleduje nepovinna´ omezujı´cı´ podmı´nka where, nepovinne´ setrˇı´zenı´
order by a povinna´ klauzule return. Cely´ FLWOR vy´raz bude zpracova´va´n pomocı´ opera´toru˚
pracujı´cı´ch nad tabulkami, pouze v prˇı´padeˇ vstupnı´ho vy´razu nebo vy´pocˇtu vy´sledku potrˇebovat
ony tzv. hybridnı´ opera´tory. Pravidla pro prˇeklad jsou s maly´mi u´pravami prˇevzata z [16].
for
Bude iterova´na promeˇnna´ x prˇes vstupnı´ sekvenci polozˇek danou vy´razem expr. Vstupnı´ sekvence
polozˇek mu˚zˇe by´t staticky zada´na nebo mu˚zˇe vycha´zet naprˇı´klad z vy´sledku vnorˇene´ho XPath
nebo FLWOR vy´razu.
expr ⇒ Op1Jas TKOp1 ⇒ Op1
Op2 = MapFromItem{Tuple[x](IN)}(Op1)
Op2 = MapIndex[pos](Op2)
Op3 = MapConcat{Op2}(Op0)JclausesKOp3 ⇒ OpoutJfor $x [as T] [at $pos] in expr clausesKOp0 ⇒ Opout
V prvnı´m kroku je zkompilova´n vy´raz expr na pomocny´ opera´tor Op1. Nejedna´ se samozrˇejmeˇ
o jeden opera´tor, ale o cely´ podstrom s korˇenem Op1. Druhy´ krok je nepovinny´. Prova´dı´ se
v prˇı´padeˇ nutnosti osˇetrˇenı´ datove´ho typu vstupnı´ sekvence. Klauzuli as tato implementace
kvu˚li zjednodusˇene´mu typove´mu syste´mu nepodporuje (viz. kapitola 4.4.1).
Ve trˇetı´m kroku je proveden prˇechod od sekvence polozˇek k jednoatributove´ tabulce, tzn.
k tabulce obsahujı´cı´ n-tice s jedinou slozˇkou x. Cˇtvrty´ krok je opeˇt nepovinny´. Za´lezˇı´ na tom, zda
hodla´me vyuzˇı´t mozˇnosti pozicˇnı´ promeˇnne´ at $pos. Pokud ano, pak opera´torem MapIndex do
vznikajı´cı´ tabulky jednodusˇe prˇida´me slozˇku pos s celocˇı´selnou hodnotou v rozmezı´ {1..|expr|}, tzn.
zajistı´me ocˇı´slova´nı´ jednotlivy´ch n-tic. V za´pise kompilacˇnı´ho pravidla je v tomto kroku prˇı´padneˇ
prˇepsa´n pomocny´ opera´tor Op2.
Pa´ty´ krok vyuzˇı´va´ opera´tor MapConcat. Ten zajistı´, zˇe prozatı´m prˇipraveny´ vy´pocˇet
v opera´toru Op2 bude proveden pro kazˇdou n-tici z vy´sledku opera´toru, ktery´ vznikl kompi-
lacı´ prˇedchozı´ for nebo let klauzule. Princip cˇinnosti MapConcat je vysveˇtlen nı´zˇe.
Poslednı´ krok prˇekladu for neprˇedstavuje nic jine´ho, nezˇ zpracova´nı´ zbytku FLWOR vy´razu
s tı´m, zˇe opera´tor Op3 bude dalsˇı´mu kroku prˇeda´n jako kontextovy´. Je zde jedna drobna´ kompli-
kace, na kterou nesmı´me zapomenout. Ve zpracova´nı´ zbytku FLWOR vy´razu musı´ by´t jaky´koli
prˇı´stup k promeˇnne´ x kompilova´n ne na opera´tor Var[x], ale na TupleAccess[x](IN), tj. prˇı´stup ke
slozˇce x kontextove´ n-tice. Stejne´ pravidlo bude prˇı´padneˇ platit take´ pro pozicˇnı´ promeˇnnou pos.
Substituce probı´ha´ z toho du˚vodu, zˇe ve skutecˇnosti neexistuje zˇa´dna´ pameˇt’ova´ struktura, ktera´
by si pamatovala hodnoty promeˇnny´ch samostatneˇ. Vsˇechny hodnoty jsou obsazˇeny ve vznikajı´cı´
tabulce n-tic.
Opera´tor MapConcat mu˚zˇe by´t obtı´zˇneˇjsˇı´ na spra´vne´ pochopenı´. Na obra´zku 5 je zna´zorneˇn
princip jeho cˇinnosti. Tento opera´tor prˇebı´ra´ neza´visly´m vstupem tabulku. Pro kazˇdou n-tici ze
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vstupnı´ tabulky vyhodnotı´ za´visly´ opera´tor, ktery´ v tomto prˇı´padeˇ produkuje dalsˇı´ tabulku o 2 n-
ticı´ch. N-tice ze vstupnı´ tabulky je ve vy´pocˇtu za´visle´ho subopera´toru dostupna´ v kontextu. Za´pis
#a je zkra´cenı´m prˇı´stupu ke slozˇce a kontextove´ n-tice. Z uka´zky je patrne´, zˇe cˇinnost MapConcat
je velmi podobna´ karte´zske´mu soucˇinu (opera´tor Product), obsah prave´ prˇipojovane´ tabulky vsˇak
za´visı´ na obsahu leve´ neza´visle´ tabulky.
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡     
 
𝐚 𝐛 
1 4 
2 5 
3 6 
 
𝐜 
#𝑎 + #𝑏 
#𝑎 ∙ #𝑏 
 
𝐚 𝐛 𝐜 
1 4 5 
1 4 4 
2 5 7 
2 5 10 
3 6 9 
3 6 18 
 
Obra´zek 5: Cˇinnost opera´toru MapConcat
let
Klauzule let zava´dı´ do FLWOR vy´razu za´vislou promeˇnnou y. U´kolem opera´toru˚ je v tomto
prˇı´padeˇ prˇidat do vznikajı´cı´ tabulky slozˇku y s hodnotou vypocˇtenou podle expr.
expr ⇒ Op1Jas TKOp1 ⇒ Op1
Op2 = MapConcat{Tuple[y](Op1)}(Op0)JclausesKOp3 ⇒ OpoutJlet $y [as T] := expr clausesKOp0 ⇒ Opout
V prvnı´m kroku je prˇelozˇen vy´raz expr do opera´toru Op1. Druhy´ krok opeˇt prˇedstavuje osˇetrˇenı´
datove´ho typu, ktery´m se zaby´vat nebudeme. Pomocı´ MapConcat dojde k prˇipojenı´ jednoslozˇkove´
n-tice [y : expr] k tabulce vznikle´ vyhodnocenı´m kontextove´ho opera´toru Op0, tzn. tabulce, ktera´
je vy´sledkem vsˇech prˇedchozı´ch klauzulı´ for a let prˇekla´dane´ho FLWOR vy´razu. Nakonec opeˇt
pokracˇujeme zpracova´nı´m zbytku, kde stejneˇ jako v prˇı´padeˇ for budeme nahrazovat jaky´koli
vy´skyt promeˇnne´ y prˇı´stupem ke slozˇce y kontextove´ n-tice.
V cˇem se tedy za´sadneˇ lisˇı´ zpracova´nı´ klauzulı´ for a let? Rozdı´l je ve zpracova´nı´ vstupnı´ho
vy´razu expr. Zatı´mco u for prˇeva´dı´me sekvenci danou expr na tabulku s n-ticemi obsahujı´cı´mi
jednotlive´ dı´lcˇı´ polozˇky sekvence, u klauzule let necha´va´me sekvenci v celku a tvorˇı´me jedinou
n-tici se slozˇkou y, ktera´ tuto sekvenci obsahuje. Z klauzule let je patrne´, procˇ datovy´ model
umozˇnˇuje slozˇka´m n-tic obsahovat cele´ sekvence.
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where
Zatı´mco prˇedchozı´ for a let slouzˇily k vytvorˇenı´ tabulky, where bude vzniklou tabulku
podle dane´ podmı´nky pouze redukovat. Za´kladem zpracova´nı´ te´to klauzule je vsˇeobecneˇ zna´my´
opera´tor relacˇnı´ algebry Select.
expr ⇒ Op1
Op2 = Select{Op1}(Op0)JclausesKOp2 ⇒ OpoutJwhere expr clausesKOp0 ⇒ Opout
Vy´raz expr je tedy zkompilova´n na pomocny´ opera´tor Op1. Kontextovy´ opera´tor Op0, cˇili ten,
ktery´ produkuje tabulku podle prˇedchozı´ch let a for, bude slouzˇit jako neza´visly´ vstup do
opera´toru Select, za´visly´m vstupem selekce bude podmı´nka zkompilovana´ v Op1. Pokracˇujeme
dalsˇı´ klauzulı´ a jelikozˇ nedosˇlo k zˇa´dne´mu zava´deˇnı´ promeˇnne´, nenı´ potrˇeba osˇetrˇovat substituci.
order by
expr1 ⇒ Op1
...
exprn ⇒ Opn
Op0 = MapConcat{Tuple[o1, . . . , on](Op1, . . . ,Opn)}(Op0)
Op0 = OrderBy[o1, . . . , on,modi f ier1, . . . ,modi f iern](Op0)JclausesKOp0 ⇒ OpoutJorder by expr1 modi f ier1, . . . , exprn modi f iernKOp0 ⇒ Opout
Nejprve budou zkompilova´ny vsˇechny vy´razy expr1 . . . exprn, podle ktery´ch budeme prova´deˇt
trˇı´deˇnı´, na opera´tory Op1 . . .Opn. Pote´ dojde k prˇipojenı´ n-tic se slozˇkami jednotlivy´ch vypocˇteny´ch
vy´razu˚ k vy´sledku Op0. Teprve pak je mozˇne´ aplikovat opera´tor OrderBy, ktere´mu staticky
nadefinujeme, podle ktery´ch slozˇek n-tic v tabulce ma´ trˇı´dit a jaky´m zpu˚sobem, tzn. vze-
stupneˇ (ascending), sestupneˇ (descending), poprˇ. jak ma´ by´t trˇı´deˇna pra´zdna´ sekvence
(empty least nebo empty greatest). Opeˇt pokracˇujeme zpracova´va´nı´m zbytku FLWOR
vy´razu, ktery´m je v tuto chvı´li jisteˇ pouze klauzule return.
Drobnou komplikacı´ je pouze to, zˇe zde do tabulky mapujeme slozˇky n-tic o1, . . . , on, o ktere´ si
sa´m uzˇivatel nezˇa´dal. Je potrˇeba da´t pozor, abychom se nevhodnou volbou pojmenova´nı´ slozˇky
n-tice, nedostali do konfliktu s neˇjakou uzˇivatelem definovanou promeˇnnou.
return
expr ⇒ Op1
Opout = MapToItem{Op1}(Op0)Jreturn exprKOp0 ⇒ Opout
Poslednı´ krok prˇekladu FLWOR je v celku jednoduchy´. Nejprve dojde ke kompilaci vy´razu,
ktery´ prˇedstavuje vy´pocˇet jedne´ dı´lcˇı´ polozˇky vy´sledku. Pomocı´ opera´toru MapToItem je zajisˇteˇno,
zˇe tento vy´raz bude vyhodnocen pro kazˇdou n-tici z vy´sledku kontextove´ho opera´toru Op0.
Vsˇechny dı´lcˇı´ vy´sledky nakonec utvorˇı´ vy´slednou sekvenci.
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Na obra´zku 6 je v blokove´m sche´matu shrnuto, jaky´m zpu˚sobem probı´ha´ prˇeklad jednotlivy´ch
klauzulı´ podle vy´sˇe uvedeny´ch pravidel. Pro zjednodusˇenı´ je vynecha´na klauzule order by.
Beˇhem cele´ kompilace FLWOR se pracuje s promeˇnnou kontextove´ho opera´toru. Kazˇda´ klauzule
tuto promeˇnnou zaobalı´ jiny´m opera´torem nebo vı´ce opera´tory.
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Obra´zek 6: Blokove´ sche´ma kompilace FLWOR
Na´sleduje souhrnna´ uka´zka, ktera´ demonstruje vy´sledek veˇtsˇiny vy´sˇe nadefinovany´ch kom-
pilacˇnı´ch pravidel.
Prˇı´klad 2: Souhrnny´ prˇı´klad kompilace
Pokusme se nynı´ prˇelozˇit na´sledujı´cı´ vy´raz:
for $i in 1 to 10
let $j := $i * 2
where $j > 10
return $i
Beˇhem prˇekladu bude postupneˇ vytva´rˇen strom na obra´zku 7 nı´zˇe. V tabulce 2 jsou uve-
deny mezivy´sledky prˇi vykona´va´nı´ dotazu, ktere´ se vztahujı´ k vyznacˇeny´m mı´stu˚m ve stromu
opera´toru˚.
Prˇeklad for a rozsahove´ho vy´razu
Prˇeklad cele´ho vy´razu je zaha´jen kompilacı´ for. Nejprve je prˇelozˇen vy´raz 1 to 10 na vola´nı´
dvouparametrove´ funkcerange(low, high). Jedna´ se o jednoduche´ kompilacˇnı´ pravidlo pro
prˇeklad rozsahu hodnot, ktere´ zde dosud nebylo uvedeno. Funkce range vracı´ sekvenci cely´ch
cˇı´sel od definovane´ spodnı´ hodnoty podle parametru low po hornı´ hodnotu high s krokem 1.
Mezivy´sledek po vyhodnocenı´ Call[range] je mozˇne´ videˇt v tabulce 2 jako result2. Opera´tor
MapFromItem v kombinaci s Tuple[i] zajistı´, zˇe bude vznikla´ sekvence transformova´na na
tabulku s n-ticemi o jedne´ slozˇce i. Vy´sledek po MapFromItem je oznacˇen jako result3.
Cely´ dosavadnı´ mezivy´sledek byl pocˇı´ta´n v ra´mci vyhodnocenı´ za´visle´ cˇa´sti opera´toru
MapConcat pro kazˇdou n-tici z jeho neza´visle´ho vstupu, ktery´ je momenta´lneˇ tvorˇen IN. Tento
IN se nevztahuje k zˇa´dne´mu za´visle´mu vstupu jine´ho opera´toru, ale k programove´ funkci, ktera´
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cele´ vyhodnocova´nı´ zaha´jila (viz. kapitola 3.2.3). Pro zjednodusˇenı´ mu˚zˇeme prˇedpokla´dat, zˇe
tato funkce nastavila kontextovou n-tici jako pra´zdnou (result1). Vy´sledek opera´toru MapConcat,
resp. cele´ klauzule for je uveden v result4.
 
𝑀𝑎𝑝𝑇𝑜𝐼𝑡𝑒𝑚 
 
𝑇𝑢𝑝𝑙𝑒[𝑖] 
 
𝐼𝑁 
 𝑆𝑒𝑙𝑒𝑐𝑡[𝑖] 
 
𝐶𝑎𝑙𝑙[𝑔𝑡] 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[𝑗] 
 
𝐼𝑁 
 
𝑆𝑐𝑎𝑙𝑎𝑟[10] 
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡 
 
𝑇𝑢𝑝𝑙𝑒[𝑗] 
 
𝐶𝑎𝑙𝑙[mul] 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[𝑖] 
 
𝐼𝑁 
 
𝑆𝑐𝑎𝑙𝑎𝑟[2] 
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡 
 
𝑀𝑎𝑝𝐹𝑟𝑜𝑚𝐼𝑡𝑒𝑚 
 
𝑇𝑢𝑝𝑙𝑒[𝑖] 
 
𝐶𝑎𝑙𝑙[𝑟𝑎𝑛𝑔𝑒] 
 
𝑆𝑐𝑎𝑙𝑎𝑟[1] 𝑆𝑐𝑎𝑙𝑎𝑟[10] 
 
𝐼𝑁 
 
Odkaz na nezávislý suboperátor 
Odkaz na závislý suboperátor 
překlad let 
překlad for 
překlad where 
překlad return 
result2 
result1 result3 
result4 
result5 
result6 
result7 
𝐼𝑁 
 
Obra´zek 7: Kompilace FLWOR
result1 = [] result2 = (1, 2, 3, 4, 5, 6, 7, 8, 9, 10)
result3 =
i
1
2
...
10
result4 =
i
1
2
...
10
result5 =
i j
1 1
2 4
...
...
10 20
result6 =
i j
6 12
7 14
8 16
9 18
10 20
result7 = (6, 7, 8, 9, 10)
Tabulka 2: Mezivy´sledky vyhodnocova´nı´
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Prˇeklad let a aritmeticke´ho vy´razu
Na´sleduje prˇeklad klauzule let. Nejprve je prˇelozˇen dı´lcˇı´ vy´raz $i * 2. Podle pravidla
pro kompilaci aritmeticke´ho vy´razu na´sobenı´ v kapitole 3.3.1 se tento vy´raz prˇekla´da´ na
vola´nı´ funkce mul. Prvnı´ cˇinitel je da´n promeˇnnou i, mı´sto opera´toru pro prˇı´stup k promeˇnne´
Var[i] se dı´ky substituci uplatnı´ opera´tor TupleAccess[i] nad kontextovou n-ticı´. Druhy´ cˇinitel
tvorˇı´ opera´tor generujı´cı´ skala´rnı´ hodnotu Scalar[2]. Opera´tor MapConcat zajistı´, zˇe je tento
prˇipraveny´ vy´pocˇet spusˇteˇn nad kazˇdou n-ticı´ z jeho neza´visle´ho vstupu, ktery´ je tvorˇen
vy´stupnı´m opera´torem z prˇekladu prˇedchozı´ klauzule for. Mezivy´sledek po vyhodnocenı´
MapConcat, cˇili cele´ klauzule let ukazuje opeˇt tabulka 2, promeˇnna´ result5.
Prˇeklad where s vy´razem pro porovna´va´nı´
Porovna´nı´> se podle odstavce 3.3.1 prˇekla´da´ na vola´nı´ funkce gt. Neza´visly´ vstup selekce tvorˇı´
vy´stup prˇedchozı´ klauzule let. Vy´sledek po selekci ukazuje v tabulce mezivy´sledku˚ promeˇnna´
result6.
return
Poslednı´ klauzulı´ je return. Nejprve je zkompilova´n vy´raz pro vy´pocˇet jedne´ dı´lcˇı´ polozˇky.
Jedna´ se pouze o prˇı´stup k promeˇnne´, ktery´ se vzhledem k substituci prˇeva´dı´ na prˇı´stup do
prˇı´slusˇne´ slozˇky kontextove´ n-tice. MapConcat tento vy´pocˇet spustı´ nad kazˇdou n-ticı´ z tabulky
vznikle´ prˇedchozı´ klauzulı´where. Vsˇechny vy´sledne´ polozˇky utvorˇı´ sekvenci, ktera´ je vy´stupem
cele´ho dotazu, viz. promeˇnna´ result7.
3.3.3 XPath vy´razy
Pokud by algebra pracovala pouze s XQuery core, pak by se kompilace XPath vy´razu˚ omezila
jen na zpracova´nı´ axis kroku˚, jelikozˇ predika´ty a filter vy´razy lze normalizacı´ prˇeve´st na FLWOR.
Pla´n dotazu lze ale sestavit rovnou z XPath v pu˚vodnı´ podobeˇ.
Gramatika povoluje pouzˇı´va´nı´ zkratkovy´ch za´pisu˚ (viz. kapitola 2.3.1). Zkra´cene´ za´pisy lze ale
jednodusˇe rozepsat na plny´ tvar, takzˇe se jim da´le veˇnovat nebudeme. Podrobneˇjsˇı´ informace lze
nale´zt v [4]. Na obra´zku 8 je prˇı´klad XPath vy´razu s pouzˇitı´m zkratkovy´ch za´pisu˚ a po rozepsa´nı´.
Obra´zek da´le zachycuje rozklad vy´razu na jednotlive´ kroky a predika´ty.
 
child::library 
/library//book[@id = "10"]/author/(first/text() + last/text()) 
/child::library/descendant-or-self::node()/child::book[attribute::id = "10"]/child::author/ 
  (child::first/child::text() + child::last/child::text()) 
child::book attribute::id = “10“ child::author 
child::first/child::text() + 
child::last/child::text() 
axis krok axis krok predikát axis krok filter výraz 
descendant-or-self::node() 
axis krok 
Obra´zek 8: Struktura XPath vy´razu
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Stejneˇ jako v prˇı´padeˇ FLWOR probı´ha´ kompilace XPath po cˇa´stech za pouzˇitı´ kontextove´ho
opera´toru.
Zaha´jenı´ prˇekladu
1. V prˇı´padeˇ, zˇe se na zacˇa´tku vy´razu nacha´zı´ rovnou axis step, je kontextovy´ opera´tor inicia-
lizova´n na prˇı´stup k promeˇnne´ Var[dot].
2. Pokud je vy´raz uvozen jednoduchy´m lomı´tkem, zacˇı´na´ vyhodnocova´nı´ od korˇene XML
dokumentu. Korˇen mu˚zˇeme snadno obdrzˇet vola´nı´m vestaveˇne´ funkce Call[root]().
3. Jestlizˇe se na zacˇa´tku nacha´zı´ dvojite´ lomı´tko, je potrˇeba nacˇı´st XML dokument a rovnou
z neˇj vybrat vsˇechny potomky pomocı´ TreeJoin[descendant-or-self, node()](Call[root]()).
Axis kroky
Opout = TreeJoin[axis,nodetest](Op0)Jaxis :: nodetestKOp0 ⇒ Opout
Kompilace axis step je prˇı´mocˇara´. Stacˇı´ pouze aplikovat opera´tor TreeJoin, ktery´ je pro tento
u´cˇel v podstateˇ urcˇeny´. Opera´tor TreeJoin pracuje tak, zˇe pro kazˇdy´ XML uzel ze vstupnı´
sekvence provede pozˇadovany´ pohyb po dane´ ose (axis), cˇı´mzˇ vznikne mezivy´sledek obsa-
hujı´cı´ mnozˇinu XML uzlu˚. Vsˇechny mezivy´sledky jsou nakumulova´ny do celkove´ vy´sledne´
(usporˇa´dane´) mnozˇiny, prˇicˇemzˇ porˇadı´ uzlu˚ musı´ by´t takove´, jako bylo v pu˚vodnı´m dokumentu
a musı´ by´t eliminova´ny duplicitnı´ vy´skyty. Eliminace duplicit je nutna´ z du˚vodu vı´ce na´sledujı´cı´ch
axis kroku˚, kdy by mohlo dojı´t k situaci, zˇe se jeden konkre´tnı´ uzel vyskytne ve vy´sledne´ mnozˇineˇ
dvakra´t.
Kromeˇ toho je provedena filtrace vy´stupnı´ mnozˇiny na za´kladeˇ dane´ho testu uzlu (staticky´
argument opera´toru – nodetest). Jedna´ se nejcˇasteˇji o jmenny´ test elementu. Existuje ale cela´ rˇada
testu˚ – testy na atributy, textove´ uzly, komenta´rˇe, na libovolny´ uzel a dalsˇı´.
Cˇinnost opera´toru TreeJoin by´va´ nazy´va´na jako navigace.
Filter vy´razy
f ilterExpr ⇒ Op1
Op2 = MapFromItem{Tuple[dot](IN)}(Op0)
Op3 = MapConcat{Op2}(IN)
Opout = MapToItem{Op1}(Op3)J f ilterExprKOp0 ⇒ Opout
Nejprve je zkompilova´n samotny´ filter vy´raz na pomocny´ opera´tor Op1. Pote´ je zajisˇteˇno
prˇevedenı´ vstupnı´ sekvence reprezentovane´ opera´torem Op0 pomocı´ MapFromItem na tabulku,
ktera´ je na´sledneˇ prˇimapova´na pomocı´ MapConcat k aktua´lnı´ kontextove´ n-tici. Kontextova´ n-
tice totizˇ mu˚zˇe obsahovat neˇjake´ platne´ promeˇnne´ naprˇ. vneˇjsˇı´ho vy´razu FLWOR. Nakonec je
aplikova´n opera´tor MapToItem. Ten postupneˇ nad n-ticemi v tabulce jednak provede samotny´
vy´pocˇet filter vy´razu, ktery´ je v tuto chvı´li zkompilovany´ v Op1, a jednak provede prˇevedenı´ zpeˇt
na sekvenci polozˇek.
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Predika´ty
V prˇı´padeˇ kompilace predika´tu˚ algebra opeˇt vyuzˇije opera´tory pracujı´cı´ v prostoru n-tic. U´plneˇ
stejneˇ jako u filter vy´razu˚ bude i zde potrˇeba zajistit dostupnost kontextove´ho uzlu a vsˇech
aktua´lneˇ platny´ch promeˇnny´ch dvojicı´ opera´toru˚ MapFromItem a MapConcat.
Pote´ jednodusˇe vybereme vyhovujı´cı´ za´znamy opera´torem Select a provedeme prˇechod zpeˇt
od tabulky k sekvenci. Jedinou vy´razneˇjsˇı´ komplikacı´ je, zˇe se v predika´tu nemusı´ nutneˇ nacha´zet
pouze logicky´ vy´raz. Specifikace XPath totizˇ umozˇnˇuje, aby typ vnitrˇnı´ho vy´sledku predika´tu byl
kromeˇ logicke´ho vy´razu take´ cele´ cˇı´slo nebo sekvence.
Je-li vnitrˇnı´m mezivy´sledkem cele´ cˇı´slo, pak toto cˇı´slo prˇedstavuje porˇadı´ jedine´ho uzlu ze
vstupnı´ sekvence, ktery´ bude propusˇteˇn da´le. Jinak rozhodne tzv. efektivnı´ booleovska´ hodnota
sekvence, pro jejı´zˇ vy´pocˇet platı´ na´sledujı´cı´ pravidla:
1. Obsahuje-li sekvence jedinou polozˇku typu boolean, pak efektivnı´ booleovska´ hodnota je
da´na hodnotou te´to polozˇky.
2. Obsahuje-li sekvence jedinou polozˇku typu integer nebo double, naby´va´ efektivnı´ booleovska´
hodnota pravdy pra´veˇ kdyzˇ dane´ cˇı´slo nenı´ nulove´.
3. Obsahuje-li sekvence jedinou polozˇku typu string, je efektivnı´ booleovska´ hodnota pravdiva´
v prˇı´padeˇ nepra´zdne´ho rˇeteˇzce.
4. V prˇı´padeˇ jake´koli obecne´ sekvence rozhodne o efektivnı´ booleovske´ hodnoteˇ jejı´
nepra´zdnost.
Normalizace prˇeva´dı´ predika´ty XPath na where klauzule FLWOR vy´razu˚, prˇicˇemzˇ pro al-
ternativu dle datovy´ch typu˚ vyuzˇı´va´ konstrukci typeswitch. Tenhle zpu˚sob je vsˇak relativneˇ
komplikovany´ a prˇida´va´ do cele´ho vy´razu zbytecˇneˇ mnoho opera´toru˚ navı´c. Pro celou logiku
vyhodnocenı´ pravdivostnı´ hodnoty pro mezivy´sledek predika´tu byla vytvorˇena jednoducha´ ve-
staveˇna´ funkce predicate.
predicateExpr ⇒ Op1
Op2 = MapFromItem{Tuple[dot](IN)}(Op0)
Op3 = MapConcat{Op2}(IN)
Op4 = Select{Call[predicate](Op1)}(Op3)
Opout = MapToItem{TupleAccess[dot](IN)}(Op4)JpredicateExprKOp0 ⇒ Opout
Kompilace tedy probeˇhne z hlediska prˇevodu mezi n-ticemi a polozˇkami stejneˇ jako u filter
vy´razu˚, pouze dojde k omezenı´ tabulky opera´torem Select, kde jeho za´visla´ cˇa´st nevyhodnocuje
opera´tor podmı´nky prˇı´mo, ale azˇ na za´kladeˇ vy´sledku funkce predicate.
Prˇı´klad 3: Prˇeklad XPath vy´razu
Nadefinovana´ kompilacˇnı´ pravidla budou prezentova´na na prˇı´kladu z obra´zku 8 vy´sˇe. Vy´sledny´
strom opera´toru˚ na obra´zku 9 nı´zˇe se vyznacˇeny´mi mı´sty odkazuje na obra´zek 10, kde jsou
sche´maticky zna´zorneˇny mezivy´sledky vybrany´ch du˚lezˇity´ch opera´toru˚.
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 𝑀𝑎𝑝𝑇𝑜𝐼𝑡𝑒𝑚 
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡 
 𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, text()] 
 
𝐼𝑁 
 
𝐶𝑎𝑙𝑙[add] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, last] 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[dot] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, text()] 
 
𝐼𝑁 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, first] 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[dot] 
 
𝑀𝑎𝑝𝐹𝑟𝑜𝑚𝐼𝑡𝑒𝑚 
 
𝐼𝑁 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛 child; author  
 
𝑀𝑎𝑝𝑇𝑜𝐼𝑡𝑒𝑚 
 
𝑆𝑒𝑙𝑒𝑐𝑡 
 
𝐶𝑎𝑙𝑙[predicate] 
 
𝐶𝑎𝑙𝑙[eq] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛 attribute; id  
 
𝐼𝑁 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[dot] 
 
𝑆𝑐𝑎𝑙𝑎𝑟["10"] 
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡 
 
𝐼𝑁 
 
𝑀𝑎𝑝𝐹𝑟𝑜𝑚𝐼𝑡𝑒𝑚 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child, library] 
 
𝐶𝑎𝑙𝑙[root] 
 
𝐼𝑁 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[dot] 
 
/ 
/library 
/library//book 
@id 
. 
/library//book[@id = “10“] 
𝑇𝑢𝑝𝑙𝑒[dot] 
 
𝐼𝑁 
 
𝑇𝑢𝑝𝑙𝑒[dot] 
 
𝐼𝑁 
 
/library//book[@id = “10“]/author 
first/text() +last/text() 
/library//book[@id = “10“]/author/( first/text() +last/text()) 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[child; book] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛[descendant-or-self; node()] 
 
result1 
result2 
result3 
result4 
result5 
result6 
result7 
Obra´zek 9: Prˇeklad uka´zkove´ho XPath vy´razu
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 a dot 
2  
 
dot 
 
 
 
 
library 
section section 
book 
id = “7“ author 
first last 
book 
id = “10“ author 
first last 
book 
id = “15“ author 
first last 
John Smith Peter Black Adam White 
book 
id = “7“ author 
first last 
John Smith 
book 
id = “10“ author 
first last 
Peter Black 
book 
id = “15“ author 
first last 
Adam White 
book 
id = “7“ author 
first last 
John Smith 
book 
id = “10“ author 
first last 
Peter Black 
book 
id = “15“ author 
first last 
Adam White 
a dot 
2  
2  
2  
 
book 
id = “7“ author 
first last 
John Smith 
book 
id = “10“ author 
first last 
Peter Black 
book 
id = “15“ author 
first last 
Adam White 
a dot 
2  
 
book 
id = “10“ author 
first last 
Peter Black 
author 
first last 
Peter Black 
author 
first last 
Peter Black 
(Peter Black) 
XML dokument 
result1 
result2 result3 result4 
result5 
result6 result7 
 
 
Značení XML elementu 
Značení XML atributu 
Obra´zek 10: Mezivy´sledky uka´zkove´ho prˇekladu XPath
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/child::library/descendant-or-self::node()/child::book[attribute::id = "10"]
/child::author/(child::first/child::text() + child::last/child::text())
Vy´raz je uvozen jednoduchy´m lomı´tkem, takzˇe je potrˇeba zajistit nacˇtenı´ vstupnı´ho XML
dokumentu vola´nı´m funkce root. Prvnı´m krokem je navigace na vsˇechny prˇı´me´ potomky
s na´zvem ,,library“. Jedna´ se o axis step, takzˇe pouzˇijeme opera´tor TreeJoin. Na´sleduje za´pis
/descendant-or-self:node()/child:book (po rozepsa´nı´ ze zkratkove´ho //book). Jde
tedy o dvojity´ axis step, takzˇe dvakra´t pouzˇijeme TreeJoin. Prˇi vyhodnocova´nı´ v tuto chvı´li
obdrzˇı´me mezivy´sledek oznacˇeny´ jako result1.
Dalsˇı´ cˇa´stı´ dotazu je predika´t. Vznikajı´cı´ sekvenci polozˇek je tedy nutne´ prˇeve´st na tabulku
s n-ticemi o jedne´ slozˇce dot. O toto prˇevedenı´ se stara´ opera´tor MapFromItem s konstruktorem
n-tice (opera´torem Tuple) v za´visle´ cˇa´sti (viz. mezivy´sledek result2). To vsˇe probeˇhne v ra´mci
za´visle´ veˇtve opera´toru MapConcat, ktery´ zajistı´, zˇe v podmı´nce selekce budou dostupne´ kromeˇ
kontextove´ho uzlu take´ vsˇechny promeˇnne´, ktere´ nastavil naprˇ. vneˇjsˇı´ vy´raz FLWOR. Mu˚zˇeme
prˇedpokla´dat, zˇe vneˇjsˇı´ kontextova´ n-tice obsahuje naprˇı´klad slozˇku a s hodnotou 2. Na´sleduje
provedenı´ selekce (result4) a na´vrat k toku datovy´ch polozˇek opera´torem MapToItem. Dalsˇı´m
krokem je jizˇ neˇkolikra´t prˇekla´dany´ axis step se jmenny´m testem na na´zev uzlu ,,author“ a na-
vigaci na osu child, takzˇe opeˇt jednodusˇe pouzˇijeme opera´tor TreeJoin.
Poslednı´m krokem je filter vy´raz. Zde je mozˇne´ opeˇt pozorovat prˇechod od sekvence polozˇek
k tabulce pomocı´ opera´toru˚ MapFromItem, Tuple a MapConcat na stejne´m principu jako prˇi
kompilaci predika´tu. Pro kazˇdou n-tici pak probeˇhne vy´pocˇet filter vy´razu, o cozˇ se postara´
za´visla´ veˇtev opera´toru MapToItem. Vy´sledek dotazu je oznacˇeny´ jako result7. Je zde pro zjed-
nodusˇenı´ drobna´ neprˇesnost. Prˇi spojova´nı´ krˇestnı´ho jme´na a prˇı´jmenı´ by se mezi obeˇma cˇa´stmi
samozrˇejmeˇ meˇla nacha´zet mezera.
3.3.4 Kompilace dalsˇı´ch konstrukcı´
Byl popsa´n prˇeklad nejpouzˇı´vaneˇjsˇı´ch konstrukcı´ XQuery. Mezi dalsˇı´ me´neˇ zna´me´ konstrukce
parˇı´ naprˇ. jizˇ zminˇovany´ typeswitch, ktery´ prova´dı´ veˇtvenı´ na za´kladeˇ datove´ho typu. Da´le
pak klasicka´ alternativa, tzn. veˇtvenı´ na za´kladeˇ booleovske´ hodnoty, vsˇeobecne´ kvantifika´tory
every, existencˇnı´ kvantifika´tory some a dalsˇı´. Kompilacˇnı´ pravidla jsou pro tyto konstrukce
veˇtsˇinou prˇı´mocˇara´ a vyuzˇı´vajı´ opera´tory pracujı´cı´ na n-ticemi. Jejich podrobny´ popis by byl pro
u´cˇely te´to pra´ce zbytecˇneˇ zdlouhavy´.
3.4 Optimalizace
Vy´sˇe popsana´ pravidla pro kompilaci sice sestavı´ strom opera´toru˚ tak, abychom po jeho evaluaci
obdrzˇeli spra´vny´ vy´sledek, nicme´neˇ ne vzˇdy je vy´pocˇet efektivnı´. Existuje cela´ rˇada pravidel, jak
opera´tory prˇeskla´dat, aby vy´sledek zu˚stal zachova´n, ale vy´pocˇet probeˇhl rychleji. Bude popsa´no
celkem 5 pravidel, z nichzˇ prvnı´ dveˇ jsou specificka´ pro tuto pra´ci.
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3.4.1 Odstraneˇnı´ MapConcat
Tato optimalizace se ty´ka´ prˇedevsˇı´m cˇa´stı´ opera´torove´ho stromu, ktere´ vznikly kompilacı´ XPath
vy´razu˚. Proble´mem je, zˇe kazˇdy´ byt’ elementa´rnı´ vy´raz, naprˇ. konstanta, prˇedstavuje z hlediska
gramatiky jednoduchy´ XPath s jednı´m filter vy´razem. Z toho vyply´va´ nutnost namapovat vy´sledek
z prˇedchozı´ho nebo pocˇa´tecˇnı´ho kroku na promeˇnnou dot.
Na obra´zku 11 je zachycen strom opera´toru˚ pro vy´raz ,,1“. Jedna´ se o prakticky nepouzˇitelny´
dotaz, nicme´neˇ z hlediska gramatiky XQuery je vsˇe naprosto v porˇa´dku. Uzˇ na prvnı´ pohled
je zrˇejme´, zˇe kompilacˇnı´ pravidla byla v tuto chvı´li zbytecˇneˇ du˚sledna´ a vygenerovala velke´
mnozˇstvı´ prˇebytecˇny´ch opera´toru˚.
Prvnı´ optimalizacˇnı´ pravidlo, ktere´ by na´s v tuto chvı´li mohlo napadnout je odstranit cely´
MapToItem a zanechat pouze Scalar[1], jelikozˇ skala´rnı´ opera´tor neprˇistupuje ke kontextove´ n-tici,
tzn. neza´visly´ vstup vu˚bec nepotrˇebuje. Tato u´vaha ale nenı´ v porˇa´dku, protozˇe kdyby neza´visla´
cˇa´st vyprodukovala vı´ce nezˇ jednu n-tici, pak by vy´sledek nebyl spra´vny´. Za´visla´ cˇa´st se musı´
prove´st prˇesneˇ tolikra´t, jaky´ je pocˇet n-tic z neza´visle´ho opera´toru.
 𝑀𝑎𝑝𝑇𝑜𝐼𝑡𝑒𝑚 
 
𝑀𝑎𝑝𝐶𝑜𝑛𝑐𝑎𝑡 
 
𝐼𝑁 
𝑆𝑐𝑎𝑙𝑎𝑟[1] 
 
𝑀𝑎𝑝𝐹𝑟𝑜𝑚𝐼𝑡𝑒𝑚 
 
𝑇𝑢𝑝𝑙𝑒 dot  
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠 dot  
 
𝐼𝑁 
𝐼𝑁 
 
Obra´zek 11: Kompilace skala´rnı´ hodnoty bez optimalizace
Zkusme se nejprve zameˇrˇit na cˇinnost subopera´toru MapFromItem. V neza´visle´m subo-
pera´toru pouze prˇistoupı´me k neˇjake´ slozˇce dot kontextove´ n-tice, obdrzˇı´me tedy polozˇku, kterou
prˇeda´me za´visle´mu vstupu, ktery´ z nı´ vytvorˇı´ novou jednoprvkovou n-tici. Situace je ilustrova´na
na tabulce 3. Nalevo je obsah kontextove´ n-tice, ke ktere´ prˇistupoval TupleAccess, napravo
vy´sledek MapFromItem.
a b dot
1 2 <item />
−→ dot
<item />
Tabulka 3: Mezivy´sledek MapFromItem
N-tici, ke ktere´ prˇistupoval TupleAccess nastavil jako kontextovou opera´tor MapConcat. Jejı´
obsah musı´ by´t shodny´ s obsahem neˇjake´ vneˇjsˇı´ kontextove´ n-tice, ktera´ shodou okolnostı´ utvorˇila
vstup tohoto opera´toru. Vy´sledek MapConcat je uveden v tabulce 4.
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a b dot dot
1 2 <item /> <item />
Tabulka 4: Mezivy´sledek MapConcat
Na´zvy slozˇek n-tic se sice dle definice nesmı´ opakovat, nicme´neˇ procesor si s duplicitnı´mi
vy´skyty poradı´ tak, zˇe prˇistupuje vzˇdy k poslednı´mu z atributu˚ v porˇadı´ prˇida´va´nı´. V tuto chvı´li
je ale jasne´, zˇe dosˇlo k pouhe´mu zkopı´rova´nı´ jedne´ slozˇky a to je z hlediska dalsˇı´ho vyhodnocova´nı´
zbytecˇne´. Pokud by neˇktery´ z opera´toru˚ pozdeˇji potrˇeboval prˇistoupit k dot, nebude za´lezˇet na
tom, kterou kopii skutecˇneˇ pouzˇije.
Optimalizacˇnı´ pravidlo tedy funguje tak, zˇe je li nalezen MapConcat s neza´visly´m vstupem
IN a za´visly´m vstupem tvorˇeny´m MapFromItem, kde docha´zı´ pouze k prˇı´stupu ke slozˇce q
a konstrukci jednoprvkove´ n-tice se slozˇkou q, mu˚zˇe by´t tento MapConcat rovnou nahrazen
opera´torem n-ticı´ IN.
MapConcat{MapFromItem{Tuple[q](IN)}}(TupleAccess[q](IN))}(IN) → IN
Po aplikaci tohoto optimalizacˇnı´ho pravidla na strom opera´toru z obr. 11, obdrzˇı´me novy´
strom na obr. 12.

	
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Obra´zek 12: Kompilace skala´rnı´ hodnoty po optimalizaci odstraneˇnı´m MapConcat
3.4.2 Odstraneˇnı´ MapToItem
Vrat’me se nynı´ k pu˚vodnı´ u´vaze odstranit MapToItem, pokud jeho za´visla´ cˇa´st nepouzˇı´va´ kontex-
tovou n-tici IN. Bylo rˇecˇeno, pokud by vyhodnocenı´m neza´visle´ho subopera´toru vznikla tabulka
s jiny´m pocˇtem n-tic nezˇ 1, nebyl by vy´sledek po odstraneˇnı´ MapToItem korektnı´, jelikozˇ vy´sledek
nenı´ ovlivneˇn jen obsahem, ale take´ de´lkou tabulky.
Jenzˇe v tuto chvı´li de´lku tabulky zna´me – jedna´ se prˇesneˇ o jednu n-tici (kontextovou), takzˇe
vy´sledek odstraneˇnı´ opera´toru MapToItem neutrpı´ zˇa´dnou u´jmu. Prˇi dalsˇı´m zamysˇlenı´ je mozˇne´
MapToItem odstranit i v prˇı´padeˇ, zˇe za´visly´ vstup IN vyuzˇı´va´. Za prˇedpokladu, zˇe neza´visly´m
vstupem je IN, prova´dı´ MapToItem pouze zkopı´rova´nı´ te´to kontextove´ n-tice opeˇt do sve´ho
za´visle´ho vstupu.
MapToItem{Op1}(IN) → Op1
Pokud tedy na strom z obra´zku 12 uplatnı´me toto optimalizacˇnı´ pravidlo, zu˚stane pouze
opera´tor Scalar[1]. Za´veˇrecˇna´ cˇa´st te´to pra´ce (kap. 5.2) ukazuje cˇasova´ srovna´nı´ pro beˇh dotazu
bez a s optimalizacemi odstraneˇnı´m MapConcat a MapToItem.
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3.4.3 Vlozˇenı´ Product
Principem je nahrazenı´ opera´toru MapConcat karte´zsky´m soucˇinem Product. Cˇinnost teˇchto dvou
opera´toru˚ se lisˇı´ pouze tı´m, zˇe MapConcat prova´dı´ prˇipojenı´ prave´ tabulky ke kazˇde´mu za´znamu
leve´ tabulky, prˇicˇemzˇ obsah prave´ za´visı´ na obsahu za´znamu˚ z leve´. U opera´toru Product jsou
obeˇ tabulky neza´visle´.
MapConcat{Op2}(Op1) → Product(Op1,Op2), za prˇedpokladu, zˇe Op2 je neza´visly´ na kontextu.
Pokud tedy v za´visle´m subopera´toru Op2 nepouzˇijeme prˇı´stup k mezivy´sledku neza´visle´ho
Op1, mu˚zˇeme nahradit MapConcat opera´torem Product.
3.4.4 Vlozˇenı´ Join
Prˇedchozı´ optimalizace tvorˇı´ v podstateˇ pouze mezikrok, ktery´ umozˇnı´ pouzˇitı´ opera´toru Join
dobrˇe zna´me´ho z relacˇnı´ algebry. Pokud se nad karte´zsky´m soucˇinem Product nacha´zı´ opera´tor
Select, je mozˇne´ tuto dvojici nahradit opera´torem Join. Vy´hoda tohoto nahrazenı´ spocˇı´va´ v tom, zˇe
lze v za´vislosti na tvaru spojovacı´ podmı´nky pro evaluaci Join pouzˇı´t ru˚zne´ efektivnı´ algoritmy,
naprˇ. spojenı´ hashova´nı´m (hash-join). Optimalizace vlozˇenı´m Product a Join jsou prˇevzaty z [16].
Select{Op1}(Product(Op2,Op3)) → Join{Op1}(Op2,Op3)
3.4.5 Spojenı´ kroku˚ XPath
Poslednı´ zde popsana´ a pozdeˇji implementovana´ optimalizace souvisı´ s pouzˇı´va´nı´m zkrat-
kove´ho za´pisu osy descendant-or-self pomocı´ //. Jednoduchy´ XPath a//b je rozepisova´n na
a/descendant-or-self::node()/child::b. Na obra´zku 13 je sestaveny´ pla´n dotazu pro
vyhodnocenı´ takove´ho vy´razu, pro snazsˇı´ orientaci jsou jednotlive´ opera´tory TreeJoin rozlisˇeny
spodnı´m indexem.
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛2[descendant-or-self, node()] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛3[child, b] 
 
𝑇𝑢𝑝𝑙𝑒𝐴𝑐𝑐𝑒𝑠𝑠[dot] 
 
𝑇𝑟𝑒𝑒𝐽𝑜𝑖𝑛1[child, a] 
 
𝐼𝑁 
Obra´zek 13: Pla´n dotazu a//b
Optimalizacˇnı´ pravidlo jednodusˇe transformuje dva po sobeˇ jdoucı´ opera´tory TreeJoin – prvnı´
s osou descendant-or-self a testem na libovolny´ XML uzel (mimo atribut), druhy´ s osou child a testem
q, na jeden TreeJoin s osou descendant a testem q.
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TreeJoin[descendant-or-self,node()](TreeJoin[child, q](Op)) → TreeJoin[descendant, q](Op)
 𝐴0 
𝐴1 
𝐴2 
𝐴3 
𝐴4 
𝐴5 
Obra´zek 14: Rozbor optimalizace
Du˚kaz
Na obra´zku 14 je zna´zorneˇn podstrom neˇjake´ cˇa´sti XML dokumentu. Pro odvozenı´ tohoto prˇepisu
bude potrˇeba forma´lneˇ nadefinovat neˇkolik pomocny´ch funkcı´. Funkce c(a) prˇirˇazuje kazˇde´mu
uzlu a mnozˇinu jeho prˇı´my´ch potomku˚ A. Funkce child(A) prˇedchozı´ zobrazenı´ pouze zobecnˇuje
pro mozˇnost pouzˇitı´ nad celou mnozˇinou podle vztahu (1). Jedna´ se tedy o popis cˇinnosti opera´toru
TreeJoin[child,node()](A)
child(A) =

a∈A
c(a) (1)
Pohledem na obra´zek 14 by meˇlo by´t jasne´, zˇe vy´sledkem zobrazenı´ child pro kazˇdou u´rovenˇ
je u´rovenˇ na´sledujı´cı´ (2).
Ai+1 = child(Ai) (2)
Da´le je potrˇeba forma´lneˇ zaznacˇit cˇinnost TreeJoin prˇi navigaci na osy descendant-or-self a descen-
dant (funkce dos(A) a desc(A)). U´rovenˇ 0 bude povazˇova´na jako referencˇnı´, ke ktere´ budeme
jednotlive´ navigace vztahovat.
dos(A0) =
n
i=0
Ai (3)
desc(A0) =
n
i=1
Ai (4)
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Kazˇdy´ XML dokument je samozrˇejmeˇ konecˇny´, cozˇ znamena´, zˇe musı´ existovat neˇjaka´
u´rovenˇ n, pro kterou platı´ (??).
An = ∅ (5)
Je tedy potrˇeba doka´zat (??), tzn., zˇe provedenı´ navigace na osu descendant-or-self na´sledovane´
navigacı´ na child je ekvivalentnı´ k provedenı´ jedne´ navigace descendant.
child(dos(A0)) = desc(A0) (6)
Na levou i pravou stranu vztahu (3) aplikujeme navigaci child a obdrzˇı´me vztah (7).
child (dos(A0)) = child
 n
i=0
Ai
 (7)
Na´sleduje klı´cˇovy´ bod, kdy se s funkcı´ pro navigaci na child zanorˇı´me do mnozˇinove´ho sjed-
nocenı´. Neza´lezˇı´ na tom, zda navigaci na child provedeme nad celou mnozˇinou po sjednocenı´
jednotlivy´ch u´rovnı´ nebo provedeme navigaci nad kazˇdou u´rovnı´ zvla´sˇt’ a sjednocenı´ provedeme
azˇ pak.
child (dos(A0)) =
n
i=0
child (Ai) (8)
Za pouzˇitı´ vztahu (2) provedeme jednoduchou u´pravu na tvar (7) a (8).
child (dos(A0)) =
n
i=0
Ai+1 (9)
child (dos(A0)) =
n+1
i=1
Ai (10)
Hornı´ hranici pro mnozˇinove´ sjednocenı´ n + 1 je mozˇne´ snı´zˇit na n, jelikozˇ uzˇ mnozˇina An
je pra´zdna´, takzˇe An+1 musı´ by´t pra´zdna´ take´. Potom prava´ strana odpovı´da´ podle vztahu (4)
navigaci na osu descendant a je tedy odvozen vztah (??).
V za´veˇru te´to pra´ce jsou opeˇt v kapitole 5.2 srovna´ny cˇasy vyhodnocova´nı´ dotazu bez a s touto
optimalizacı´.
3.4.6 Dalsˇı´ mozˇnosti optimalizace
Dalsˇı´ mozˇnosti optimalizace, ktere´ v te´to pra´ci nejsou implementova´ny, spocˇı´vajı´ v prˇesunu
neˇktery´ch opera´toru˚ v pla´nu dotazu smeˇrem ke korˇenove´mu opera´toru nebo smeˇrem k listu˚m.
V cˇla´nku [16] je popsa´n princip tzv. unnesting prˇepisu˚, jejichzˇ u´cˇelem je pokud mozˇno eli-
minovat vykona´va´nı´ zanorˇeny´ch smycˇek prˇi vyhodnocova´nı´ dotazu, cozˇ se ty´ka´ prˇedevsˇı´m
cˇinnosti opera´toru˚ MapConcat. Toho je docı´leno zavedenı´m specia´lnı´ho opera´toru GroupBy
a neˇkolika optimalizacˇnı´ch pravidel, ktere´ naprˇ. umozˇnı´ prˇesun GroupBy ze za´visle´ho subo-
pera´toru MapConcat nad tento MapConcat.
Efektivneˇjsˇı´ho vyhodnocenı´ by bylo mozˇne´ dosa´hnout take´ zavedenı´m opera´toru
TupleTreePattern [14], ktery´ je schopen v jednom kroku efektivneˇ vyhodnotit vı´ce za sebou
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na´sledujı´cı´ch axis steps a predika´tu˚ naprˇ. za pouzˇitı´ indexovane´ XML databa´ze. Opera´tor
TupleTreePattern pracuje na za´kladeˇ tzv. TPQ (Tree Pattern Query), cozˇ je zjednodusˇena´ podoba
XPath vy´razu˚. Princip optimalizace tedy spocˇı´va´ v nalezenı´ co nejveˇtsˇı´ch mozˇny´ch cˇa´stı´ v pla´nu
dotazu, ktere´ lze prˇepsat na TupleTreePattern, jemuzˇ je staticky´m atributem nadefinova´n TPQ.
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4 Implementace XQuery procesoru
Tato kapitola se veˇnuje postupu implementace XQuery procesoru, ktery´ je soucˇa´stı´ prˇı´lohy di-
plomove´ pra´ce. Zjednodusˇena´ blokova´ funkce cele´ho procesoru je zachycena na na´sledujı´cı´m
sche´matu.
 Parser 
Kompiler 
Optimalizátor 
Procesor 
XQuery 
XML dokument Výsledek 
Dotaz ve formě 
textového řetezce 
Syntaktický strom 
Plán dotazu 
Objekty datového 
modelu 
DOM reprezentace 
dokumentu 
Optimalizovaný plán dotazu 
Obra´zek 15: Blokova´ struktura procesoru
Na vstupu vzˇdy stojı´ zadany´ XQuery dotaz, ktery´ je v prvnı´m kroku prˇeveden parserem
na syntakticky´ strom. Ze syntakticke´ho stromu da´le kompiler sestavı´ pla´n vykona´va´nı´ dotazu,
ktery´ je prˇı´padneˇ poupraven optimaliza´torem. V poslednı´ fa´zi vstupuje do hry procesor, ktery´
strom opera´toru˚ vyhodnotı´, prˇicˇemzˇ mu˚zˇe, ale take´ nemusı´, vyuzˇı´vat korˇenovy´ XML dokument.
Kapitola se bude postupneˇ zameˇrˇovat na detailneˇjsˇı´ jednotlivy´ch bloku˚ z hlediska implementace.
4.1 Standard W3C a zjednodusˇenı´
Tato implementace standard jazyka XQuery z velke´ cˇa´sti dodrzˇuje, nicme´neˇ objevuje se zde
neˇkolik u´prav a zjednodusˇenı´.
4.1.1 Podporovane´ konstrukce
1. FLWOR vy´razy
FLWOR vy´razy jsou podporova´ny v cele´m rozsahu. Jediny´m omezenı´m je
chybeˇjı´cı´ mozˇnost stanovenı´ datove´ho typu promeˇnne´ pomocı´ klı´cˇove´ho slova as.
Toto omezenı´ vycha´zı´ ze zjednodusˇene´ho typove´ho syste´mu, ktery´ bude popsa´n
pozdeˇji v kapitole 4.4.
2. XPath vy´razy
XPath vy´razy jsou podporova´ny vcˇetneˇ vsˇech definovany´ch XML os a zkrat-
kovy´ch za´pisu˚. Jsou podporova´ny jmenne´ testy a v omezene´ mı´rˇe take´ tzv.
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kind tests (tj. testy na typ uzlu), konkre´tneˇ comment(), node(), text() a
attribute(attribName)
3. Aritmeticke´ a relacˇnı´ vy´razy
Jsou podporova´ny standardnı´ aritmeticke´ vy´razy nad cˇı´selny´mi polozˇkami – ope-
race scˇı´ta´nı´, odcˇı´ta´nı´, na´sobenı´, deˇlenı´ (celocˇı´selne´ i desetinne´) a modulo. Da´le
standardnı´ vy´razy porovna´va´nı´ – ostre´ a neostre´ usporˇa´da´nı´, rovnost a nerovnost
polozˇek. Vzhledem k tomu, zˇe implementace nenı´ omezena pouze na XQuery
core, prˇi pouzˇı´va´nı´ nenı´ nutne´ prˇepisovat aritmeticke´ nebo relacˇnı´ opera´tory
na vestaveˇne´ funkce. Tato implementace je oproti standardu mı´rneˇ na´rocˇneˇjsˇı´
na dodrzˇova´nı´ typovy´ch konvencı´. Zejme´na prˇi pra´ci s aritmeticky´mi vy´razy je
potrˇeba prova´deˇt explicitnı´ prˇetypova´nı´ hodnot zadany´ch textovy´mi rˇeteˇzci nebo
XML uzly na cele´ nebo desetinne´ cˇı´slo.
4. Logicke´ vy´razy
Podporova´ny jsou za´kladnı´ logicke´ operace – logicky´ soucˇet or a soucˇin and.
Operace negace je v XQuery standardneˇ realizova´na vestaveˇnou funkcı´ not.
5. Alternativa
Implementace podporuje veˇtvenı´if a veˇtvenı´ podle datove´ho typutypeswitch.
6. Prˇetypova´nı´
V ra´mci vydefinovane´ho zjednodusˇene´ho typove´ho syste´mu, je podporova´na
i operace prˇetypova´nı´. Kompletnı´ popis kompatibility a prˇetypovatelnosti jed-
notlivy´ch typu˚ je mozˇne´ nale´zt v prˇı´loze B.
7. Kvantifikovane´ vy´razy
Podporova´ny jsou take´ vsˇeobecne´ a existencˇnı´ kvantifikovane´ vy´razy every a
some.
8. XML konstruktory
Implementace podporuje konstruktory XML uzlu˚ a to jak konstruktory prˇı´me´, tak
konstruktory vypocˇtene´ (viz. kapitola 2.3.2).
9. Vestaveˇne´ funkce
Kompletnı´ seznam podporovany´ch vestaveˇny´ch funkcı´ je uveden v tabulce 5.
Jejich popis vcˇetneˇ typu˚ argumentu˚ lze nale´zt v prˇı´loze A. Vy´znam funkcı´
neodpovı´da´ prˇesneˇ standardu a je upraven pro potrˇeby te´to pra´ce. Je velmi
pravdeˇpodobne´, zˇe bude tento seznam v budoucnu rozsˇirˇova´n.
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add sub mul div idiv mod eq ne
lt gt le ge veq vne vlt vgt
vle vge abs count position last doc root
predicate boolean range distinct avg sum min max
empty not
Tabulka 5: Podporovane´ vestaveˇne´ funkce
4.1.2 Nepodporovane´ nebo cˇa´stecˇneˇ podporovane´ konstrukce
• Vytva´rˇenı´ funkcı´ a modulu˚
• Specifikace uzˇivatelem definovany´ch typu˚
• Jmenne´ prostory
• Ordered a unordered vy´razy
• Procesnı´ instrukce, entity a sekce CDATA
• Porovna´va´nı´ porˇadı´ XML elementu˚
4.2 Implementacˇnı´ prostrˇedı´
Cely´ XQuery procesor byl naimplementova´n v jazyce C++. Bylo vyuzˇito vy´vojove´ prostrˇedı´
Microsoft Visual Studio (v pru˚beˇhu vy´voje ve verzı´ch 2010 a 2005). Jazyk C++ byl zvolen zejme´na
z du˚vodu rychlosti beˇhu vy´sledne´ho programu a mozˇnosti efektivnı´ho nakla´da´nı´ s pameˇtı´. Im-
plementace by pravdeˇpodobneˇ byla pohodlneˇjsˇı´ v neˇktere´m z vysˇsˇı´ch programovacı´ch jazyku˚ -
C# nebo Java, avsˇak za cenu ztra´ty zde velmi zˇa´dane´ rychlosti.
Kromeˇ za´kladnı´ch datovy´ch typu˚ a funkcı´, ktere´ C++ nabı´zı´, byl vyuzˇı´va´n jmenny´ prostor std
prˇedevsˇı´m pro pra´ci s textovy´mi rˇeteˇzci. Pozdeˇji byla vyuzˇita i externı´ knihovna Xerces Parser
pro nacˇı´ta´nı´ vstupnı´ch XML dokumentu˚.
4.3 Univerza´lnı´ datove´ struktury
Na zacˇa´tku i beˇhem vy´voje procesoru vzniklo neˇkolik univerza´lnı´ch datovy´ch typu˚ prˇedevsˇı´m
pro zjednodusˇenı´ pra´ce s polem. Pozdeˇji se bude text na tyto vznikle´ typy cˇasto odvola´vat, proto
tedy alesponˇ strucˇny´ popis.
4.3.1 MyList
Jedna´ se o sˇablonu zapouzdrˇujı´cı´ pra´ci s dynamicky´m polem pomocı´ metod jako add(T item),
removeAt(int index), T getItem(int index) a setItem(int index, T item). Prˇi
prˇida´va´nı´ prvku˚ se MyList v prˇı´padeˇ nutnosti sa´m stara´ o spra´vne´ prˇealokova´nı´ internı´ho pole.
Z hlediska efektivity prˇealokova´nı´ neprobı´ha´ vzˇdy prˇi prˇida´va´nı´ prvku. Pokud soucˇasna´ kapa-
cita nestacˇı´, dojde k alokaci nove´ho pole o dvojna´sobne´m rozmeˇru. Experimenta´lneˇ se uka´zalo,
zˇe nejvhodneˇjsˇı´ vy´chozı´ velikost je 1. Prˇi vytva´rˇenı´ instance vsˇak lze pocˇa´tecˇnı´ kapacitu urcˇit
argumentem konstruktoru.
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4.3.2 MyStack
Vy´znam te´to sˇablony je evidentnı´ z na´zvu. Jedna´ se o za´sobnı´k implementovany´ dveˇma
zpu˚soby – spojovy´m seznamem a polem. Konkre´tnı´ implementaci je mozˇno zvolit prˇi kompilaci
zdrojovy´ch ko´du˚ procesoru. Jsou podporova´ny standardnı´ metody push(T item), T pop(),
T getPeak() a bool empty(). Jejich vy´znam ne trˇeba vysveˇtlovat. Pro realizaci seznamu bylo
nutne´ vytvorˇit trˇı´du MyLinkNode reprezentujı´cı´ jeden uzel jednosmeˇrne´ho spojove´ho zenamu,
ktery´ zapouzdrˇuje skutecˇneˇ nesenou hodnotu a prˇida´va´ k nı´ odkaz na na´sledujı´cı´ prvek.
4.3.3 MyQueue
Opeˇt velmi dobrˇe zna´ma´ datova´ struktura – fronta s podporou metod enqueue(T item),
T dequeue(), T getHead(), T getTail() a bool empty(). Implementaci vnitrˇneˇ zajisˇt’uje
spojovy´ seznam pomocı´ trˇı´dy MyLinkNode popsane´ v prˇedchozı´m odstavci.
4.3.4 MyHashSet
Jedna´ se o implementaci mnozˇiny s metodami add(T item) a bool contains(T item).
Z na´zvu vyply´va´, zˇe MyHashSet pro realizaci mnozˇiny vnitrˇneˇ vyuzˇı´va´ hash tabulku. Pro rˇesˇenı´
kolizı´ je zde vyuzˇı´va´na metoda dvojite´ho hashova´nı´ s funkcemi h1(k) = k mod m a h2(k) = 1 +
(k mod (m − 1)), kde k prˇedstavuje celocˇı´selnou hodnotu identifikujı´cı´ prvek a m velikost tabulky.
Tabulka ma´ ve vy´chozı´m stavu 11 volny´ch pozic. K prˇealokova´nı´ dojde vzˇdy po dosazˇenı´
polovicˇnı´ho zaplneˇnı´. V ra´mci trˇı´dy je k dispozici seznam 30-ti prˇeddefinovany´ch prvocˇı´sel, podle
ktery´ch se v prˇı´padeˇ potrˇeby urcˇı´ nova´ velikost. Prvocˇı´sla jsou po sobeˇ zvolena tak, aby kazˇde´
bylo prˇiblizˇneˇ 2 kra´t veˇtsˇı´, viz. tabulka 6.
11 23 47 97 197
397 797 1597 3203 6421
12853 25717 51437 102877 205759
411527 823117 1646237 3292489 6584983
13169977 26339969 52679969 105359939 210719881
421439783 842879579 1685759167 3371518343 2448069391
Tabulka 6: Prvocˇı´sla pro volbu velikosti tabulky hash
Identifikaci prvku v mnozˇineˇ zajisˇt’uje pomocna´ sˇablona MyEqComparer, ktera´ abstraktneˇ
definuje metody pro detekci shodnosti a zjisˇteˇnı´ hodnoty hash. Vzhledem k tomu, zˇe se
prvky obvykle identifikujı´ svou adresou, je soucˇa´stı´ univerza´lnı´ch struktur take´ implementace
ReferenceEqComparer.
MyHashSet bylo nutne´ naimplementovat prima´rneˇ pro efektivnı´ pra´ci opera´toru TreeJoin,
ktery´ v poslednı´m kroku vyhodnocova´nı´ eliminuje duplicity.
4.3.5 MyIterator
Jedna´ se o abstraktnı´ trˇı´du, ktera´ zajisˇt’uje pru˚chod polem, spojovy´m seznamem nebo jiny´m typem
prˇedstavujı´cı´m seznam hodnot pomocı´ metod reset(), T getNext() a bool hasNext().
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Tato abstraktnı´ trˇı´da byla implementova´na pro MyList jako MyListIterator a pro MyQueue
jako MyQueueIterator. Itera´tory umozˇnily prˇedevsˇı´m v opera´torech XQuery algebry oddeˇlit
procha´zenı´ seznamu (naprˇ. sekvence polozˇek nebo tabulky) od jeho fyzicke´ implementace.
4.4 Datovy´ model
Datovy´ model popisuje syste´m navza´jem propojeny´ch trˇı´d, ktere´ zapouzdrˇujı´ pra´ci s jednotlivy´mi
typy hodnot XQuery.
 
 
* 
* 
<<abstract>> 
DataValue 
DataType getType() 
string toString() 
void initialize() 
<<enum>> 
DataType 
<<abstract>> 
DataTupleEnumerable 
TableIterator getIterator() 
int count() 
void initialize() 
<<abstract>> 
DataItemEnumerable 
SequenceIterator getIterator() 
int count() 
void initialize() 
<<abstract>> 
DataItem 
int itemIndex 
 
DataSequence 
void addItem(DataItem 
value) 
void initialize() 
DataTuple 
void add(string name, 
DataItemEnumerable value) 
DataItemEnumerable 
getValue(string name) 
void initialize() 
DataTable 
 void addTuple(DataTuple 
tuple) 
void initialize() 
SEQUENCE 
TABLE 
TUPLE 
BOOLEAN 
INTEGER 
STRING 
DOUBLE 
XML_ATTRIBUTE 
XML_COMMENT 
XML_NODE 
XML_TEXT 
XML_DOCUMENT 
UNKNOWN 
Obra´zek 16: Trˇı´dnı´ diagram datove´ho modelu
Z trˇı´dnı´ho diagramu na obra´zku 16 je patrne´, zˇe jaka´koli hodnota mu˚zˇe by´t na nejvysˇsˇı´
u´rovni abstrakce interpretova´na jako DataValue. Dalsˇı´ u´rovenˇ deˇdicˇnosti spocˇı´va´ v rozdeˇlenı´
na DataTupleEnumerable a DataItemEnumerable. V za´kladu jde o dua´lnı´ struktury – jedna
pro pra´ci s n-ticemi, druha´ pro pra´ci s polozˇkami.
Vy´znam trˇı´d *Enumerable spocˇı´va´ v mozˇnosti iterova´nı´ pomocı´ TableIterator nebo
SequenceIterator. Docha´zı´ tak k zakrytı´ rozdı´lu˚, zda pracujeme s n-ticı´ DataTuple nebo
tabulkou DataTable a na druhe´ straneˇ s polozˇkou DataItem nebo sekvencı´ DataSequence.
Trˇı´dnı´ diagram datove´ho modelu pocˇı´naje DataItem pokracˇuje na obra´zku 17.
Uvedene´ trˇı´dy na obra´zcı´ch 16 a 17 slouzˇı´ jako pevny´ za´klad, u ktere´ho nejsou prˇedpokla´da´ny
pravidelne´ zmeˇny nebo rozsˇirˇova´nı´. Z toho vycha´zı´ take´ filosofie na´zvoslovı´ a organizace
neˇktery´ch metod.
4.4.1 Typovy´ syste´m
Z pohledu dotazu, ktery´ procesor vykona´va´ je pro kazˇdy´ datovy´ objekt du˚lezˇity´ jeho typ dany´
vy´cˇtem DataType. Zde docha´zı´ ke zjednodusˇenı´ oproti standardu W3C, ktery´ definuje mozˇnost
tvorby uzˇivatelsky´ch typu˚. V te´to implementaci dotazy pracujı´ pouze s fixnı´ mnozˇinou datovy´ch
typu˚, jejichzˇ kompatibilita je popsa´na v prˇı´loze B. Z tohoto zjednodusˇenı´ vyply´vajı´ neˇktera´ dalsˇı´
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 * 
<<abstract>> 
DataItem 
int itemIndex 
 
<<abstract>> 
NumericItem 
 
BooleanItem 
bool value 
void initialize(bool v) 
StringItem 
string value 
void initialize(string v) 
IntegerItem 
int value 
void initialize(int v) 
DoubleItem 
double value 
void initialize(double v) 
<<abstract>> 
XmlNode 
XmlElement parent 
void initialize() 
 
  void navigate(TreeAxis axis, 
    XmlElementFilter filter, 
    MyList<XmlNode> result) 
XmlComment 
string comment 
void initialize(string s) 
XmlText 
string text 
void initialize(string s) 
XmlAttribute 
 string name 
 string value 
void initialize(string  
  name, string value) 
XmlElement 
 string name 
  void initialize() 
 
void addChild(XmlNode node) 
int childCount() 
XmlNode getChild(int index) 
XmlDocument 
void initialize() 
Obra´zek 17: Trˇı´dnı´ diagram datove´ polozˇky
omezenı´, naprˇ. nepodporovana´ klauzule as ve vy´razech FLWOR, kde uzˇivatel sa´m specifikuje
typ sekvence polozˇek.
Jazyk XQuery je relativneˇ silneˇ typovany´, cozˇ znamena´, zˇe operace jako scˇı´ta´nı´ cˇı´sla s rˇeteˇzcem
reprezentujı´cı´m cˇı´slo jsou obvykle neplatne´ a je nutne´ vyuzˇı´t neˇjake´ho mechanismu prˇetypova´nı´.
Bylo nutne´ vyrˇesˇit konverzi mezi typy jak na implementacˇnı´ u´rovni, tak na u´rovni procesoru
z uzˇivatelske´ho hlediska.
Prˇetypova´nı´ v ra´mci implementace
Vzhledem k tomu, zˇe prˇi pouzˇı´va´nı´ datove´ho modelu docha´zı´ k prˇetypova´nı´ velmi cˇasto, byl
naimplementova´n relativneˇ jednoduchy´ syste´m pomocny´ch metod is* a as*. Pro kazˇdy´ typ
modelu (vcˇetneˇ teˇch abstraktnı´ch) je ve trˇı´deˇ DataValue abstraktneˇ definova´na metoda as* (naprˇ.
asDataItem()), ktera´ provede prˇetypova´nı´ bez nutnosti pouzˇitı´ standardnı´ za´vorkove´ syntaxe.
Pro otestova´nı´, zda je prˇetypova´nı´ vu˚bec mozˇne´ slouzˇı´ odpovı´dajı´cı´ abstraktnı´ metoda is* (tzn.
naprˇ. isDataItem()).
Vy´znam ovsˇem nenı´ pouze v usnadneˇnı´ a zprˇehledneˇnı´ za´pisu. Uvedene´ metody totizˇ
neprova´dı´ prˇetypova´nı´ vzˇdy pouze ve smyslu klasicke´ho polymorfismu, ale naprˇı´klad pro
StringItem je mozˇne´ zavolatasDataSequence(), prˇestozˇe seDataSequence aStringItem
nacha´zı´ v hierarchii deˇdicˇnosti na jine´ veˇtvi. Na´vratova´ hodnota is* navı´c nemusı´ by´t pro dva
dane´ typy vzˇdy stejna´. Pokud naprˇ. zavola´me isDataItem() na DataSequence, mu˚zˇeme
obdrzˇet hodnotu ,,pravda“ v za´vislosti na tom, zda sekvence obsahuje jedinou polozˇku.
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Prˇetypova´nı´ z hlediska procesoru
Na druhe´ straneˇ je nutne´ rˇesˇit prˇetypova´nı´ na u´rovni XQuery procesoru. Vsˇechny trˇı´dy modelu im-
plementujı´ metody implicitlyCastable(DataType type), a castAs(DataType type),
ktere´ tvorˇı´ za´klad opera´toru˚ Cast a Castable.
Procesor tedy podporuje konstrukce castable a cast as, prˇicˇemzˇ je mozˇne´ pouzˇı´vat typy
uvedene´ v tab. 7. Ve srovna´nı´ s vy´cˇtem DataType (trˇı´dnı´ diagram na obr. 16) zde chybı´ typ
pro tabulku a n-tici. Du˚vodem je, zˇe tyto dva typy hodnot slouzˇı´ vy´hradneˇ pro mezivy´sledky
procesoru a nejsou tak prˇı´stupne´ uzˇivateli, ktery´ spousˇtı´ dotaz. Vy´cˇet navı´c obsahuje pomocnou
konstantu UNKNOWN.
sequence Sekvence polozˇek
boolean Hodnota ,,true“ / ,,false“
integer Cele´ cˇı´slo
string Textovy´ rˇeteˇzec
double Desetinne´ cˇı´slo
xml-attribute Xml atribut
xml-comment Xml komenta´rˇ
xml-node Xml element
xml-text Xml textovy´ uzel
xml-document Xml dokument
Tabulka 7: Datove´ typy procesoru
4.4.2 Spra´va datovy´ch objektu˚
O vytva´rˇenı´ instancı´ datovy´ch objektu˚ se stara´ trˇı´da DataModelManager, ktera´ pro kazˇdy´ (ne-
abstraktnı´) datovy´ typ obsahuje metodu create* (viz. trˇı´dnı´ diagram na obr. 18). Kazˇda´ nova´
hodnota si navı´c zapamatuje odkaz naDataModelManager, ktery´ ji vytvorˇil, aby mohla prˇı´padneˇ
sama zakla´dat dalsˇı´ hodnoty pro vy´sledky vy´pocˇtu˚ naprˇ. aritmeticky´ch operacı´. V u´vahu by mohlo
prˇipadat take´ singleton rˇesˇenı´, ale z du˚vodu naprˇ. testova´nı´ se mu˚zˇe hodit vytvorˇit dva oddeˇlene´
spra´vce.
Samotne´ konstruktory datovy´ch typu˚ zde nemajı´ zˇa´dne´ argumenty, o vesˇkerou inicializaci se
starajı´ metody initialize(args). Inicializace jedne´ instance totizˇ mu˚zˇe probeˇhnout vı´cekra´t.
Argumenty te´to metody se lisˇı´ u fina´lnı´ch trˇı´d, naprˇ. pro BooleanItem je inicializacˇnı´ metodeˇ
prˇeda´va´na skutecˇna´ hodnota typu bool, pro XmlAttribute dveˇ hodnoty typu string (name
a key) atd. V ra´mci hierarchie deˇdicˇnosti je zajisˇteˇno, zˇe prˇi vola´nı´ initialize na neˇjaky´
konkre´tnı´ fina´lnı´ typ budou zavola´ny take´ inicializacˇnı´ metody vsˇech prˇedku˚ podobneˇ jako se
tomu deˇje prˇi vola´nı´ konstruktoru.
Recyklace instancı´
Vy´znam DataModelManager nespocˇı´va´ pouze v evidenci referencı´ na vznikle´ objekty, aby je
nakonec bylo mozˇne´ rˇa´dneˇ zlikvidovat. DataModelManager umı´ existujı´cı´ objekty za urcˇity´ch
okolnostı´ znova vyuzˇı´t.
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<<abstract>> 
DataValue 
MyList<BooleanItem> boolItems 
MyStack<int> boolItemsCountStack 
int boolItemsCount 
 
MyList<IntegerItem> integerItems 
MyStack<int> intItemsCountStack 
int intItemsCount 
 
… 
DataModelManager 
BooleanItem createBool(bool value) 
IntegerItem createInt(int value) 
… 
Obra´zek 18: Trˇı´dnı´ diagram spra´vy datovy´ch objektu˚
Ke vsˇem neabstraktnı´m typu˚m datove´ho modelu je prˇidruzˇeno jednak zvla´sˇtnı´ pole, resp. pole
zapouzdrˇene´ trˇı´dou MyList, a jednak index poslednı´ platne´ instance. Prˇi pozˇadavku na novou
instanci dojde k inkrementaci indexu a zjisˇteˇnı´, zda nebyla prˇekrocˇena velikost prˇı´slusˇne´ho pole.
Pokud ano, pak skutecˇneˇ dojde k vytvorˇenı´ a vlozˇenı´ do pole, jinak se vyuzˇije jizˇ existujı´cı´ objekt,
ktery´ je na dane´m indexu zrovna k dispozici.
Podle popisu v prˇedchozı´m odstavci by ale promeˇnna´ ukazovala pokazˇde´ na poslednı´
pozici a nova´ instance by byla vytva´rˇena vzˇdy. To sice platı´, ale pouze do te´ doby, nezˇ
je na DataModelManager zavola´na metoda clear. Ta jednodusˇe vsˇechny indexy vynuluje
a vznikle´ objekty je mozˇne´ zacˇı´t vyuzˇı´vat znova.
Tento zpu˚sob ma´ ale relativneˇ velkou nevy´hodu. Zavola´nı´m clear oznacˇı´me jako neplatne´
vsˇechny vznikle´ datove´ objekty a tı´m pa´dem jediny´m bodem, kde je mozˇne´ recyklaci vyuzˇı´t, je
zpracova´nı´ vı´ce XQuery dotazu˚ za sebou. Vycˇisˇteˇnı´m navı´c prˇijdeme naprˇ. take´ o hodnoty, ktere´
vznikly zpracova´nı´m vstupnı´ho XML, takzˇe prˇed kazˇdy´m dotazem je nutne´ vstupnı´ XML nacˇı´tat
znova.
Prˇedchozı´ mysˇlenka byla upravena tak, zˇe je s kazˇdy´m pocˇı´tadlem asociova´n navı´c jesˇteˇ
jednoduchy´ za´sobnı´k (implementovany´ trˇı´dou MyStack) a metoda clear je nahrazena dvojicı´
metod pushInstanceCounters a popInstanceCounters. Pomocı´ za´sobnı´ku tak nedocha´zı´
k u´plne´mu vynulova´nı´, ale pouze k obnovenı´ neˇjake´ho prˇedchozı´ho stavu.
Nejen, zˇe je tı´mto zpu˚sobem odpada´ nutnost znovu nacˇı´tat vstupnı´ XML, recyklaci lze navı´c
relativneˇ snadno vyuzˇı´t i prˇı´mo beˇhem vykona´va´nı´ dotazu˚, cozˇ bude podrobneˇji uka´za´no na
vyhodnocova´nı´ opera´toru Select v kapitole 4.8.2.
4.4.3 Implementace DataSequence a DataTable
U implementace DataSequence a DataTable bylo potrˇeba zva´zˇit, jakou organizaci zvolit pro
reprezentaci seznamu polozˇek nebo n-tic. V u´vahu prˇipadaly dveˇ – pole zapouzdrˇene´ pomocı´
MyList a fronta zapouzdrˇena´ v MyQueue. Implementova´ny byly nakonec obeˇ. Testova´nı´m se
uka´zalo, zˇe z hlediska rychlosti vyhodnocenı´ na tom jsou obeˇ prˇiblizˇneˇ stejneˇ. Efektivita spo-
jove´ho seznamu, ktery´m je fronta realizova´na, pravdeˇpodobneˇ nebyla zcela vyuzˇita tı´m, zˇe je pro
kazˇdy´ uzel nutne´ instanciovat zaobalujı´cı´ trˇı´du. Seznam nenı´ mozˇne´ reprezentovat pomocny´mi
promeˇnny´mi prˇı´mo v polozˇce nebo n-tici, jelikozˇ v ra´mci vı´ce rozpocˇı´tany´ch mezivy´sledku˚ mu˚zˇe
by´t polozˇka nebo n-tice v jednu chvı´li soucˇa´stı´ vı´ce sekvencı´ nebo tabulek.
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4.4.4 DOM
Z hlediska manipulace s XML je nejvy´hodneˇjsˇı´ jeho reprezentace ve formeˇ DOM (Document
Object Model). DOM tvorˇı´ nedı´lnou soucˇa´st datove´ho modelu pocˇı´naje trˇı´dou XmlNode (viz.
trˇı´dnı´ diagram na obra´zku 17). Soucˇa´stı´ jsou da´le trˇı´dy XmlDocument, XmlAttribute, XmlText
a XmlComment, jejichzˇ vy´znam by meˇl by´t zrˇejmy´.
Trˇı´da XmlNode prˇedstavujı´cı´ abstraktnı´ u´rovenˇ pro kazˇdy´ XML uzel poskytuje metodu
navigate, ktera´ podle argumentu osy vola´ jednu z vnitrˇnı´ch metod pro navigaci. Samotna´ trˇı´da
XmlNode implementuje metody pro navigaci na osy ancestor, ancestor-or-self, descendant-or-self,
following, following-sibling, preceding a preceding-sibling. Navigace na attribute, child a descendant je
za´lezˇitostı´ azˇ trˇı´dy XmlElement, jelikozˇ pro vyhodnocenı´ teˇchto os je potrˇeba pracovat s prˇı´my´mi
nebo neprˇı´my´mi potomky 1.
4.4.5 Symbolicke´ na´zvy promeˇnny´ch
V kapitole 3.3.2, kde byl popisova´n prˇeklad FLWOR vy´razu, byla nadefinova´na nutnost substituce
prˇı´stupu k promeˇnny´m pomocı´ opera´toru Var na prˇı´stup do prˇı´slusˇne´ slozˇky kontextove´ n-
tice opera´torem TupleAccess. Jednou z poslednı´ch u´prav procesoru bylo zavedenı´ symbolicky´ch
na´zvu˚ promeˇnny´ch, resp. symbolicky´ch oznacˇenı´ slozˇek n-tic.
N-tic se totizˇ v prˇı´padeˇ slozˇiteˇjsˇı´ch dotazu˚ mu˚zˇe vygenerovat obrovske´ mnozˇstvı´ (ve slozˇity´ch
dotazech rˇa´doveˇ milio´ny) a z hlediska definice si kazˇda´ musı´ ne´st oznacˇenı´ svy´ch slozˇek. Oznacˇenı´
ve formeˇ textove´ho rˇeteˇzce je sice prˇirozene´, ale take´ zbytecˇneˇ prostoroveˇ na´rocˇne´. Navı´c opera´tor
Tuple, ktery´ n-tice generuje a prˇirˇazuje jim na´zvy slozˇek musı´ pro kazˇdou novou n-tici na´zev
kopı´rovat, cozˇ zhorsˇuje vy´konnost procesoru.
Proto byla do trˇı´dy DataModelManager zaimplementova´na jednoducha´ tabulka s dvojicemi
klı´cˇ = symbolicky´ na´zev a metoda int getSymbolicKey(string key), ktera´ pro zadany´ klı´cˇ
ve formeˇ textove´ho rˇeteˇzce vra´tı´ odpovı´dajı´cı´ symbolicky´ na´zev v podobeˇ celocˇı´selne´ hodnoty.
Jestlizˇe je metoda pro urcˇity´ klı´cˇ vola´na poprve´, postara´ se o vytvorˇenı´ nove´ho symbolicke´ho
na´zvu a zavedenı´ za´znamu do tabulky, jinak vra´tı´ odpovı´dajı´cı´ existujı´cı´ symbolicky´ na´zev.
Na´zvy slozˇek n-tic jsou tedy tvorˇeny cely´mi cˇı´sly. V pla´nu vykona´va´nı´ dotazu se v opera´torech
Tuple a TupleAccess skutecˇne´ na´zvy prˇelozˇı´ na symbolicke´ beˇhem staticke´ho vyhodnocova´nı´ (viz.
pozdeˇji v kapitole 4.8.1).
4.5 Parser
Implementace parseru vycha´zela z gramatiky definovane´ standardem W3C ve formeˇ EBNF [5].
Jediny´m omezenı´m je to, zˇe v soucˇasne´ dobeˇ implementace nepracuje s unicode. Prˇestozˇe procesor
neˇktere´ konstrukce XQuery nepodporuje, parsova´nı´ vstupnı´ho dotazu je azˇ na zminˇovany´ unicode
kompletnı´.
Existujı´ v za´sadeˇ dveˇ mozˇnosti, jak prˇistoupit k vytvorˇenı´ parseru. Prvnı´ a jednodusˇsˇı´ mozˇnost
je vyuzˇitı´ genera´toru, ktery´ na vstupu obdrzˇı´ gramatiku a vygeneruje zdrojovy´ ko´d. Druhou
mozˇnostı´ je rucˇnı´ implementace. Vzhledem k obtı´zˇne´ dostupnosti genera´toru, ktery´ by byl scho-
pen vytvorˇit XQuery parser v jazyce C++, byla nakonec vyuzˇita druha´ mozˇnost, cˇili rucˇnı´ im-
1Navigace na descendant-or-self je implementova´na ve trˇı´deˇ XmlNode prˇestozˇe obecny´ uzel potomky mı´t nemusı´. Tato
navigace ale vyuzˇı´va´ navigaci na descendant, ktera´ je skutecˇneˇ implementovana´ azˇ v XmlElement, pouze k nı´ prˇida´va´
vlastnı´ uzel.
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plementace. Jak ale bude pozdeˇji popsa´no, byla vytvorˇena specia´lnı´ utilita, ktera´ za´kladnı´ skelet
parseru vygenerovala.
Parsova´nı´ se obvykle skla´da´ ze dvou neza´visly´ch kroku˚ – lexika´lnı´ a syntakticke´ analy´zy.
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Obra´zek 19: Lexika´lnı´ a syntakticka´ analy´za (viz. [8])
Beˇhem lexika´lnı´ analy´zy je vstupnı´ soubor prˇeveden na posloupnost tokenu˚, na za´kladeˇ
ktery´ch syntakticka´ analy´za vytvorˇı´ strom. Nenı´ nutne´, aby tyto dva kroky probı´haly zcela
oddeˇleneˇ, tzn. nejprve vytvorˇenı´ pole tokenu˚ a azˇ pote´ provedenı´ analy´zy. Syntakticka´ analy´za si
postupneˇ sama zˇa´da´ o dalsˇı´ a dalsˇı´ tokeny. Blok prova´deˇjı´cı´ lexika´lnı´ analy´zu se obvykle oznacˇuje
jako tzv. scanner.
V prˇı´padeˇ XQuery je situace o neˇco ma´lo komplikovaneˇjsˇı´ a to prˇedevsˇı´m kvu˚li prˇı´my´m
konstruktoru˚m. Prakticky to znamena´, zˇe se v XQuery mı´sı´ samotna´ konstrukce dotazu s jazykem
XML. Za´sadnı´ rozdı´l je jednak v prˇı´stupu k tzv. bı´ly´m znaku˚m a jednak v pohledu na klı´cˇova´
slova.
4.5.1 Termina´lnı´ symboly
Je nutne´ rozlisˇovat termina´lnı´ symbol a typ termina´lnı´ho symbolu. Z uka´zky v tabulce 8 vyply´va´,
zˇe v urcˇity´ch prˇı´padech bude obsah termina´lnı´ho symbolu rovnou da´n jeho typem a v urcˇity´ch
prˇı´padech bude potrˇeba konkre´tnı´ obsah uprˇesnit konkre´tnı´ hodnotou.
Termina´lnı´ symboly bez obsahu Termina´lnı´ symboly s obsahem
TT_DOLLAR TT_STRING_LITERAL
TT_NOT_EQUAL TT_INTEGER_LITERAL
TT_DOT TT_NCNAME
TT_COMMA TT_DECIMAL_LITERAL
TT_LEFT_BRACKET
Tabulka 8: Prˇı´klady termina´lnı´ch symbolu˚ bez obsahu a s obsahem
Termina´lnı´ symboly se deˇlı´ na dveˇ skupiny (vyply´va´ ze standardu W3C). Prvnı´ skupinu tvorˇı´
tzv. delimiting terminal symbols, cˇesky oddeˇlujı´cı´ termina´ly. To jsou takove´ termina´lnı´ symboly, ktere´
mohou na´sledovat bezprostrˇedneˇ za sebou bez jake´hokoli oddeˇlovacˇe. Jedna´ se naprˇ. o pomlcˇku,
za´vorku, zname´nko plus, ukoncˇovacı´ znacˇku tagu a dalsˇı´. Kompletnı´ seznam je mozˇne´ nale´zt
ve specifikaci standardu XQuery [5]. Pro lepsˇı´ pochopenı´ nenı´ slozˇite´ prˇedstavit si jednoduchy´
aritmeticky´ vy´raz, kde za levou za´vorkou na´sleduje ihned una´rnı´ minus, tzn. pomlcˇka.
Druhou skupinou jsou tzv. non-delimiting terminal symbols, neboli nedeˇlı´cı´ termina´ly. To jsou
prˇedevsˇı´m klı´cˇova´ slova a identifika´tory. Ty musı´ by´t mezi sebou oddeˇleny bı´lou mezerou nebo
neˇjaky´m jiny´m oddeˇlujı´cı´m termina´lem. Du˚vod je celkem zrˇejmy´. Stacˇı´ si prˇedstavit dveˇ klı´cˇova´
slova bez jake´hokoli oddeˇlenı´. V takove´m prˇı´padeˇ by samozrˇejmeˇ nebylo mozˇne´ urcˇit, zda se
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jedna´ o dveˇ klı´cˇova´ slova nebo jeden dlouhy´ identifika´tor. Kompletnı´ seznam teˇchto symbolu˚ je
opeˇt soucˇa´stı´ prˇı´lohy.
Nejednoznacˇnost termina´lu˚
Gramatika XQuery nedefinuje termina´lnı´ symboly u´plneˇ jednoznacˇneˇ. To znamena´, zˇe urcˇity´
textovy´ rˇeteˇzec mu˚zˇe by´t za ru˚zny´ch okolnostı´ identifikova´n jako ru˚zny´ termina´lnı´ symbol.
Jako prˇı´klad mu˚zˇeme uve´st QName a NCName, viz. uka´zka 10. Oba symboly jsou v gramatice
definova´ny jako termina´lnı´. Jak se ma´ scanner zachovat, jestlizˇe na´sledujı´cı´m rˇeteˇzcem na vstupu
bude ,,aaa:bbb“? V tuto chvı´li nelze s urcˇitostı´ rˇı´ct, zda scanner prˇi pozˇadavku na dalsˇı´ termina´l
vra´tı´ ,,aaa“ jako NCName nebo ,,aaa:bbb“ jako cely´ QName.
QName ::= PrefixedName | UnprefixedName
PrefixedName ::= Prefix ’:’ LocalPart
UnprefixedName ::= LocalPart
Prefix ::= NCName
LocalPart ::= NCName
NCName ::= Name - (Char* ’:’ Char*)
Name ::= NameStartChar (NameChar)*
Uka´zka 10: Problematicke´ termina´lnı´ symboly
Rˇesˇenı´ proble´mu spocˇı´va´ v tom, zˇe si blok syntakticke´ analy´zy podle parsovane´ho grama-
ticke´ho pravidla sa´m urcˇı´ mnozˇinu termina´lnı´ch symbolu˚, kterou bude v danou chvı´li ochoten
akceptovat. To znamena´, zˇe syntakticka´ analy´za postupneˇ dotazuje scanner na termina´lnı´ sym-
boly, jejichzˇ vy´skyt je v danou chvı´li ocˇeka´va´n a scanner pouze odpovı´da´ logickou hodnotou, zda
dany´ termina´lnı´ symbol aktua´lneˇ je cˇi nenı´ na vstupu.
4.5.2 Syntakticky´ strom
Obvykle probı´ha´ prˇeklad forma´lnı´ho jazyka na opera´tory nebo jina´ elementa´rnı´ vola´nı´ (naprˇ.
instrukce assembleru) rovnou beˇhem fa´ze parsova´nı´. V te´to implementaci jsou vsˇak obeˇ fa´ze
striktneˇ oddeˇleny a samotny´ prˇeklad probı´ha´ azˇ na za´kladeˇ pameˇt’ove´ konstrukce syntakticke´ho
stromu.
Syntakticky´ strom je tvorˇen gramaticky´mi pravidly pouzˇity´mi ve vstupnı´m dotazu, kde vnitrˇnı´
uzly tvorˇı´ netermina´lnı´ symboly (gramaticka´ pravidla) a listove´ uzly tvorˇı´ termina´ly. Korˇenovy´m
pravidlem je vzˇdy pravidlo Module (viz. [5], prˇı´loha A.1).
Striktnı´ oddeˇlenı´ fa´ze parsova´nı´ a prˇekladu ma´ neˇkolik vy´hod:
1. Oba bloky je mozˇne´ neza´visle upravovat nebo v prˇı´padeˇ potrˇeby u´plneˇ vymeˇnit.
2. Reprezentace ve formeˇ syntakticke´ho stromu umozˇnˇuje prove´st urcˇitou transformaci
vstupnı´ho dotazu. Pokud by se pra´ce da´le rozsˇirˇovala a z hlediska efektivity by se uka´zalo, zˇe
normalizace vstupnı´ho dotazu bude nutna´, mu˚zˇe se prove´st pra´veˇ na u´rovni syntakticke´ho
stromu. V pra´ci [9] je syntakticky´ strom pouzˇı´va´n jako model dotazu.
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3. V souvislosti s prˇı´padny´m propojenı´m procesoru s indexovanou XML databa´zı´ a vy-
hleda´va´nı´m TPQ (Tree Pattern Query) ve stromu opera´toru˚ bude pravdeˇpodobneˇ nutne´
prove´st transformaci na tzv. TPNF [14].
4.5.3 Scanner
 
Typy terminálních symbolů 
<<enum>> 
TokenType 
string value 
<<struct>> 
Token 
string text 
int position 
Scanner 
bool lookup(TokenType[] t, int length) 
Token readToken(TokenType t) 
char getCurrent() 
char readChar() 
Obra´zek 20: Trˇı´dnı´ diagram scanneru
Funkci scanneru, cˇili lexika´lnı´ analy´zy, zajisˇt’uje trˇı´da Scanner. Klı´cˇovy´mi metodami jsou
readToken, lookup, readChar a getCurrent.
Implementace scanneru
Scanner (viz. trˇı´dnı´ diagram na obr. 20) je instanciova´n vzˇdy na za´kladeˇ neˇjake´ho vstupnı´ho
textove´ho rˇeteˇzce text a pamatuje si pozici aktua´lneˇ cˇtene´ho znaku v promeˇnne´ position.
Pozicˇnı´ promeˇnna´ je inicializova´na na nulovou hodnotu. Metodou lookup je mozˇne´ dotazovat
scanner, zda od aktua´lnı´ pozice prˇecˇı´st danou lze sekvenci typu˚ termina´lnı´ch symbolu˚. Prˇi tomto
nahlı´zˇenı´ se z hlediska uzˇivatele scanneru nesmı´ nic zmeˇnit. Scanner sice beˇhem lookup s pozicˇnı´
promeˇnnou pracuje, avsˇak prˇed navra´cenı´m vy´sledku dojde k obnovenı´ jejı´ho pu˚vodnı´ho stavu.
Nahlı´zˇenı´ je du˚lezˇite´ proto, zˇe ne vzˇdy je mozˇne´ rozhodnout o na´sledujı´cı´m gramaticke´m
pravidle na za´kladeˇ prvnı´ho prˇecˇtene´ho termina´lu. Gramatika tedy nenı´ typu LL1. Naprˇı´klad
v prˇı´padeˇ deklaracı´ se konkre´tnı´ syntakticke´ pravidlo urcˇı´ azˇ tı´m, co na´sleduje za klı´cˇovy´m
slovem declare (viz. pravidla na uka´zce 11).
[7] Setter ::= BoundarySpaceDecl | DefaultCollationDecl |
BaseURIDecl | ConstructionDecl |
OrderingModeDecl | EmptyOrderDecl |
CopyNamespacesDecl
[11] BoundarySpaceDecl ::= "declare" "boundary-space" ("preserve" |
"strip")
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[12] DefaultNamespaceDecl ::= "declare" "default" ("element" | "function")
"namespace" URILiteral
[13] OptionDecl ::= "declare" "option" QName StringLiteral
[14] OrderingModeDecl ::= "declare" "ordering" ("ordered" | "unordered")
[15] EmptyOrderDecl ::= "declare" "default" "order" "empty"
("greatest" | "least")
[16] CopyNamespacesDecl ::= "declare" "copy-namespaces" PreserveMode ","
InheritMode
Uka´zka 11: Gramaticka´ pravidla nerozhodnutelna´ na za´kladeˇ prvnı´ho termina´lu
Metoda readToken funguje podobneˇ jako lookup, avsˇak jejı´ cˇinnost koncˇı´ navra´cenı´m ob-
sahu jednoho typu termina´lnı´ho symbolu (prˇedane´ho argumentem) a u´pravou position. Par-
ser obvykle pomocı´ lookup nejprve vyzkousˇı´ neˇkolik mozˇnostı´ a azˇ pote´ se rozhodne, jaky´m
zpu˚sobem se zanorˇı´.
Velmi du˚lezˇite´ verˇejne´ metody jsou take´ getCurrent a readChar. Obeˇ metody vracı´ znak
vstupnı´ho rˇeteˇzce na aktua´lnı´ pozici position. Metoda readChar navı´c prˇed navra´cenı´m
vy´sledku pozicˇnı´ promeˇnnou inkrementuje. Je zde mozˇne´ nale´zt analogii s metodami lookup
a readToken.
4.5.4 Syntakticka´ analy´za
Syntakticka´ analy´za se prova´dı´ pomocı´ rekurzivnı´ho sestupu dle dane´ gramatiky. Z trˇı´dnı´ho di-
agramu na obra´zku 21 je patrne´, zˇe pro implementaci syntakticke´ho stromu byl vyuzˇit na´vrhovy´
vzor kompozit. Termina´lnı´ uzel (SyntaxTerminalNode) se vzˇdy odkazuje na konkre´tnı´ ter-
mina´lnı´ symbol (Token – viz. trˇı´dnı´ diagram na obr. 20). Netermina´lnı´ uzel byl vytvorˇen vzˇdy
podle neˇjake´ho gramaticke´ho pravidla a odkazuje se tedy na jeden z prvku˚ vy´cˇtu RuleType.
 
MyList<SyntaxNode> childNodes 
SyntaxNonterminalNode 
void addChild(SyntaxNode node) 
SyntaxNode getChild(int index) 
int count() 
string toString() 
SyntaxTerminalNode 
void print() 
string toString() 
void print() 
string toString() 
<<abstract>> 
SyntaxNode 
<<struct>> 
Token 
<<enum>> 
RuleType 
* 
Scanner scanner 
Parser 
SyntaxNode parseRule1() 
SyntaxNode parseRule2() 
SyntaxNode parseRule3() 
… 
SyntaxNode parseToken(TokenType t) 
* 
vytvořené instance 
Obra´zek 21: Trˇı´dnı´ diagram parseru
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Generova´nı´ parseru
V u´vodu podkapitoly 4.5 bylo naznacˇeno, zˇe implementace parseru probeˇhla cˇa´stecˇneˇ auto-
matizovaneˇ. Vu˚bec prvnı´ krok, jesˇteˇ prˇed zaha´jenı´m pra´ce na procesoru, spocˇı´val ve vytvorˇenı´
jednoduche´ho genera´toru, ktery´ z dane´ gramatiky v EBNF za´klad parseru XQuery v jazyce C++
vytvorˇil. Jen pro ilustraci - metod parse* se ve trˇı´deˇ Parser nacha´zı´ vı´ce nezˇ 100. Bez tohoto
zjednodusˇenı´ by bylo manua´lnı´ ko´dova´nı´ cˇasoveˇ velmi na´rocˇne´.
Tento jednoduchy´ genera´tor si poradil se za´kladnı´mi konstrukcemi samotne´ gramatiky –
sekvencemi, alternativami, iteracemi symbolu˚ s povinny´m nebo nepovinny´m vy´skytem, vy´cˇty
znaku˚ atd. Komplikovane´ bylo prˇedevsˇı´m sestavenı´ ko´du pro analy´zu alternativy pra´veˇ z du˚vodu
nejednoznacˇnosti termina´lu˚.
Vy´sledkem byl ko´d, jenzˇ obsahoval metody parse*, ktere´ se za pomocı´ nahlı´zˇenı´ navza´jem
volaly. Genera´tor velmi dobrˇe poslouzˇil pro vytvorˇenı´ ko´du analyzujı´cı´ho XQuery dotazy bez
prˇı´my´ch XML konstruktoru˚. Jejich parsova´nı´ bylo nutne´ doimplementovat manua´lneˇ.
Ne vzˇdy genera´tor sestavil ko´d u alternativ u´plneˇ spra´vneˇ tak, aby parser ,,nezabloudil“. Do-
datecˇne´ u´pravy byly v principu jednoduche´, avsˇak vzhledem k mnozˇstvı´ gramaticky´ch pravidel
cˇasoveˇ dosti na´rocˇne´. V mnoha prˇı´padech bylo nutne´ upravit porˇadı´ podmı´nek tak, aby naprˇ.
bylo uprˇednostneˇno klı´cˇove´ slovo oproti identifika´toru.
Osˇetrˇenı´ chyb a spra´va pameˇti
Lexika´lnı´ i syntakticka´ analy´za mu˚zˇe v prˇı´padeˇ nekorektneˇ zadane´ho XQuery vy´razu skoncˇit
chybou. Mu˚zˇe se jednat naprˇ. o neocˇeka´vany´ token, neuzavrˇenou za´vorku, neukoncˇeny´ tag a dalsˇı´.
Jestlizˇe parser narazı´ na chybu, vygeneruje se vy´jimka s prˇı´slusˇny´m chybovy´m ko´dem.
Soucˇa´stı´ trˇı´dy Parser (viz. trˇı´dnı´ diagram na obr. 21) je datova´ struktura, ktera´ postupneˇ
shromazˇd’uje reference na vznikle´ uzly syntakticke´ho stromu. Tato struktura je v soucˇasne´
verzi rˇesˇena pomocı´ MyList<SyntaxNode>. Vzˇdy prˇi instanciova´nı´ termina´lnı´ho nebo neter-
mina´lnı´ho uzlu se do struktury okamzˇiteˇ prˇida´ vznikla´ reference. Vsˇechny vznikle´ instance je tak
mozˇne´ i v prˇı´padeˇ chyby a na´sledneˇ generovane´ vy´jimky rˇa´dneˇ odalokovat.
Parsova´nı´ XML
Vypocˇtene´ konstruktory jsou z hlediska parsova´nı´ rutinnı´ za´lezˇitost. Mensˇı´ komplikace nastanou
prˇi pouzˇı´va´nı´ konstruktoru˚ prˇı´my´ch. Jakmile parser narazı´ na pravidlo DirectConstructor, nezˇa´da´
scanner da´le o tokeny, ale cˇte vstupnı´ soubor po znacı´ch pomocı´ metodreadChar agetCurrent,
ktere´ jsou soucˇa´stı´ scanneru (viz. obr. 20).
Beˇhem parsova´nı´ XML je potrˇeba sledovat zacˇa´tky a konce elementu˚, komenta´rˇu˚ nebo pro-
cesnı´ch instrukcı´. V hlavicˇka´ch uzlu˚ se mohou samozrˇejmeˇ objevit take´ atributy. Kromeˇ toho je
potrˇeba pocˇı´tat s prˇeddefinovany´mi entitami naprˇ. pro za´pis znaku ,,<“ nebo ,,>“, tzn. &lt; nebo
&gt;. Nakonec se v obsahu elementu˚, atributu˚ nebo komenta´rˇu˚ mu˚zˇe objevit i zanorˇeny´ vy´raz
ve slozˇeny´ch za´vorka´ch.
Byl vytvorˇen specia´lnı´ typ tokenu TT_EXTRA, ktery´ slouzˇı´ pra´veˇ pro u´cˇely, kdy se tokeny ne-
vytva´rˇı´ beˇhem lexika´lnı´, ale azˇ beˇhem syntakticke´ analy´zy. Na obra´zku 22 je naznacˇeno parsova´nı´
kra´tke´ho konstruktoru XML elementu a.
Celkem zajı´mavou vlastnostı´ jazyka XQuery je, zˇe na cely´ XQuery procesor lze svy´m zpu˚sobem
pohlı´zˇet take´ jako na parser XML. Pokud se v XML vyhneme neˇktery´m specia´lnı´m konstrukcı´m,
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Obra´zek 22: Princip parsova´nı´ XML elementu
ktere´ jsou charakteristicke´ pro XQuery, pak ono XML samo o sobeˇ prˇedstavuje platny´ XQuery
dotaz. Tento ,,dotaz“ se prˇelozˇı´ na opera´tory tak, zˇe vy´sledkem vyhodnocenı´ je DOM. Aby bylo
jednoznacˇneˇ rozlisˇeno, co je skutecˇneˇ XML a co je XQuery dotaz, gramatika XQuery zakazuje, aby
se v hlavicˇce dotazu nacha´zela procesnı´ instrukce <?xml ... ?>.
Prˇi testova´nı´ procesoru beˇhem vy´voje byla uvedena´ vlastnost uplatneˇna ve vestaveˇne´ funkci
pro nacˇı´ta´nı´ vstupnı´ch XML dokumentu˚. Pozdeˇji byla funkce z hlediska efektivity upravena tak,
aby pro parsova´nı´ XML dokumentu vyuzˇı´vala Xerces Parser.
4.6 Kompiler
Jakmile ma´me prˇipraveny´ syntakticky´ strom, potrˇebujeme z neˇj vytvorˇit pla´n vykona´va´nı´ dotazu.
O tuto transformaci se stara´ kompiler neboli prˇekladacˇ implementovany´ trˇı´dou Compiler. Trˇı´dnı´
diagram za´kladnı´ch typu˚ prˇekladacˇe se nacha´zı´ na obr. 23.
Ze stejny´ch du˚vodu˚, jako u syntakticke´ analy´zy, je prˇi vytva´rˇenı´ instancı´ konkre´tnı´ch opera´toru˚
nutne´ pecˇliveˇ udrzˇovat seznam vznikly´ch referencı´. O jejich evidenci se v tomto prˇı´padeˇ nestara´
sama trˇı´da Compiler, ale oddeˇlena´ trˇı´da OperatorManager. K tomuto rozdeˇlenı´ dosˇlo proto,
zˇe kompiler nenı´ jedine´ mı´sto, kde mohou objekty opera´toru˚ vznikat.
Na diagramu jsou da´le zachyceny abstraktnı´ trˇı´dy Operator a StaticOpType pro reprezen-
taci opera´toru a staticke´ slozˇky opera´toru.
4.6.1 Kompilace
V tomto kroku mu˚zˇeme prˇedpokla´dat, zˇe byl syntakticky´ strom vytvorˇen pomocı´ parseru a je
tedy v souladu s gramatikou XQuery. Soucˇa´stı´ kompileru je mnozˇstvı´ metod expand*, ktere´
na za´kladeˇ neˇjake´ konstrukce XQuery, tzn. syntakticke´ho uzlu, sestavı´ opera´tor, resp. opeˇt cely´
strom opera´toru˚.
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* 
DataModelManager dataModelManager 
Compiler 
Operator expandXQuery(SyntaxNonterminalNode root) 
 
Operator expandExpr(SyntaxNonterminalNode rule) 
Operator expandFLWOR(SyntaxNonterminalNode rule) 
… 
StaticOpType expandKindTest(SyntaxNonterminalNode rule) 
… 
DataModelManager dataModelManager 
Enviroment enviroment 
<<abstract>> 
Operator 
MyList<Operator> getDependent() 
MyList<Operator> getIndependent() 
MyList<StaticOpType> getStatic() 
 
string toString() 
 
DataValue evaluate(DataValue input) 
void evaluateStatic() 
void evaluateStaticCore() 
DataModelManager dataModelManager 
<<abstract>> 
StaticOpType 
string toString() 
DataValue evaluate(DataValue input) 
* 
OperatorManager 
Operator createAnd() 
Operator createSelect() 
Operator createJoin() 
… 
 
int saveSubstState() 
void restoreSubstState() 
vytvořené instance 
vytvořené instance 
* 
* 
Závislé a nezávislé suboperátory 
Statické atributy operátorů 
Obra´zek 23: Trˇı´dnı´ diagram prˇekladacˇe
Metoda expandExpr
Tato metoda trˇı´dy Compiler prˇedstavuje univerza´lnı´ vy´chozı´ bod pro kompilaci jake´hokoli
gramaticke´ho pravidla, tzn. netermina´lu. Na za´kladeˇ typu vstupnı´ho netermina´lnı´ho uzlu se
metoda rozhodne, zda je pravidlo natolik jednoduche´, zˇe se o prˇeklad postara´ sama nebo pro
zpracova´nı´ zavola´ jinou konkre´tnı´ metodu expand*.
Prˇı´klad 4: Kompilace veˇtvenı´
Algoritmus 1 demonstruje kompilaci jednoduche´ho pravidla veˇtvenı´ IfExpr podle grama-
ticke´ho pravidla na uka´zce 12. Zde je gramatikou prˇesneˇ urcˇeno, na jaky´ch pozicı´ch se poduzly
prˇedstavujı´cı´ podmı´nku, kladnou a za´pornou veˇtev nacha´zejı´.
[45] IfExpr ::= "if" "(" Expr ")" "then" ExprSingle "else" ExprSingle
Uka´zka 12: Gramaticke´ pravidlo pro veˇtvenı´
V tomto prˇı´padeˇ je vytvorˇena instance opera´toru Cond. Instance nenı´ zalozˇena stan-
dardneˇ klı´cˇovy´m slovem new, ale metodou createCond (objektu spra´vce opera´toru˚
OperatorManager), ktera´ podle argumentu˚ rovnou nastavı´ v porˇadı´ opera´tor pro vy´pocˇet
kladne´ veˇtve, opera´tor pro vy´pocˇet za´porne´ veˇtve a opera´tor pro vy´pocˇet podmı´nky. Z grama-
tiky vı´me, zˇe se netermina´lnı´ symbol pro logicky´ vy´raz rozhodujı´cı´ podmı´nku nacha´zı´ v ra´mci
pravidla IfExpr pevneˇ na indexu 2, pravidlo pro kladnou veˇtev na indexu 5 a pravidlo pro
za´pornou veˇtev na indexu 7. Pro kompilaci teˇchto pravidel se rekurzivneˇ opeˇt zavola´ metoda
expandExpr.
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Algoritmus 1: Cˇa´st metody expandExpr pro prˇeklad podmı´nky
if prˇekla´dany´m pravidlem je IfExpr then
return operatorManager.createCond(
expandExpr(potomek syntakticke´ho uzlu na indexu 5),
expandExpr(potomek syntakticke´ho uzlu na indexu 7),
expandExpr(potomek syntakticke´ho uzlu na indexu 2));
end
Vola´nı´ jine´ metody pro prˇeklad
Jestlizˇe univerza´lnı´ metoda expandExpr zjistı´, zˇe prˇekla´da´ naprˇ. pravidlo AndExpr nebo OrExpr,
nenı´ uzˇ kompilace tak prˇı´mocˇara´ jako v prˇedchozı´m prˇı´padeˇ a zavola´ se jednou´cˇelova´ me-
toda expandAndExpr nebo expandOrExpr. Kompilaci by sice v tomto prˇı´padeˇ jesˇteˇ bylo
mozˇne´ vyrˇesˇit rovnou v teˇle expandExpr, avsˇak vy´sledny´ ko´d by se takto pomalu stal velmi
neprˇehledny´m.
Propada´va´nı´ pravidel
Existuje mnoho prˇı´padu˚, kdy se netermina´l pouze alternativneˇ prˇepisuje na jeden jiny´ netermina´l.
NumericLiteral := IntegerLiteral | DecimalLiteral | DoubleLiteral
Uka´zka 13: Propadajı´cı´ pravidlo
Z hlediska parsova´nı´ jsou takove´to prˇepisy du˚lezˇite´, ale z hlediska kompilace tato pravidla
svy´m zpu˚sobem propada´vajı´ a nedocha´zı´ k vytva´rˇenı´ zˇa´dne´ho opera´toru. Jestlizˇe se tedy kompi-
luje naprˇ. pravidlo NumericLiteral z uka´zky 13, pak metoda expandSyntax rovnou zavola´ sama
sebe s nulty´m potomkem netermina´lnı´ho uzlu, ktery´ pra´veˇ zpracova´va´. V tomto prˇı´padeˇ to bude
vzˇdy jedeno z pravidel IntegerLiteral, DecimalLiteral nebo DoubleLiteral. Teprve tato pravidla budou
zkompilova´na na opera´tor Scalar.
Substistuce promeˇnny´ch
O substituci promeˇnny´ch se stara´ jizˇ zminˇovana´ trˇı´da OperatorManager, ktera´ prima´rneˇ
slouzˇı´ pro spra´vu pameˇti. Vyuzˇı´va´ se zde toho, zˇe jediny´m mozˇny´m mı´stem v programu, kde
mu˚zˇe vzniknout opera´tor Var pro prˇı´stup k promeˇnne´, je metoda createVar pra´veˇ ve trˇı´deˇ
OperatorManager. V te´to metodeˇ lze projı´t tabulku aktua´lneˇ substituovany´ch promeˇnny´ch
a v prˇı´padeˇ nalezenı´ shody vra´tit mı´sto instance Var instanci opera´toru TupeAccess s prˇı´stupem
do kontextove´ n-tice IN. Kdy se substituce prova´dı´ a jaky´ je jejı´ vy´znam popisuje kapitola 3.3.2.
Z hlediska kompileru, cˇili trˇı´dy Compiler a neˇktere´ z metod expand* (viz. trˇı´dnı´ diagram na
obr. 23), lze pouzˇı´va´nı´ substitucı´ prˇipodobnit za´sobnı´ku (proto take´ na´zev metody pushSubst).
Jestlizˇe byla v porˇadı´ aktivova´na nejprve substituce promeˇnne´ var1 a azˇ pote´ var2, musı´ dojı´t ke
zrusˇenı´ substituce v opacˇne´m porˇadı´, tzn. var2, pote´ var1.
Dua´lneˇ k metodeˇ pushSubst by tedy meˇla existovat take´ neˇjaka´ metoda popSubst.
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Ve skutecˇnosti je tomu ale trochu jinak. Zatı´mco aktivova´nı´ substitucı´ probı´ha´ obvykle postupneˇ
naprˇ. v urcˇity´ch fa´zı´ch kompilace FLWOR vy´razu, zrusˇenı´ substitucı´ se prova´dı´ najednou. Z toho
du˚vodu je vy´hodneˇjsˇı´ celkovy´ stav substitucı´ nejprve neˇjaky´m zpu˚sobem ulozˇit, pote´ pokracˇovat
v kompilaci, podle potrˇeby substituce jednotlivy´ch promeˇnny´ch postupneˇ aktivovat a nakonec
se k ulozˇene´mu stavu opeˇt vra´tit. Ulozˇenı´ a obnovenı´ substitucˇnı´ho stavu se prova´dı´ metodami
getSubstState a restoreSubstState.
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Obra´zek 24: Princip substituce promeˇnny´ch
Z uka´zky na obra´zku 24 je patrne´, zˇe prˇi obnovenı´ stavu substituce zu˚sta´vajı´ v tabulce na´zvy
promeˇnny´ch. To samozrˇejmeˇ nicˇemu nevadı´, protozˇe prˇi testu na substituci probı´ha´ vyhleda´va´nı´
pouze po aktua´lnı´ index.
4.6.2 Kompilace slozˇiteˇjsˇı´ch konstrukcı´
Mezi komplikovaneˇjsˇı´ konstrukce XQuery na kompilaci patrˇı´ FLWOR a XPath vy´razy. V obou
prˇı´padech se vsˇak jedna´ pouze o opatrnou manipulaci s gramaticky´mi pravidly a vytva´rˇenı´
opera´toru˚ podle pouzˇite´ algebry, tzn pravidel nadefinovany´ch v kapitola´ch 3.3.2 a 3.3.3.
Z hlediska implementace je obtı´zˇna´ zejme´na spra´vna´ lokalizace klı´cˇovy´ch gramaticky´ch pra-
videl v syntakticke´m stromu. Tato u´loha by byla pravdeˇpodobneˇ snazsˇı´, kdyby prˇeklad probı´hal
rovnou beˇhem parsova´nı´. Prˇisˇli bychom ale o urcˇite´ vy´hody (viz. kapitola 4.5.2). Pro ilustraci jsou
za´kladnı´ gramaticka´ pravidla pro FLWOR a XPath vy´razy uvedena v uka´zka´ch 14 a 15.
[33] FLWORExpr ::= (ForClause | LetClause)+ WhereClause? OrderByClause?
"return" ExprSingle
[34] ForClause ::= "for" "$" VarName TypeDeclaration? PositionalVar? "in"
ExprSingle ("," "$" VarName TypeDeclaration?
PositionalVar? "in" ExprSingle)*
[35] PositionalVar ::= "at" "$" VarName
[36] LetClause ::= "let" "$" VarName TypeDeclaration? ":=" ExprSingle
("," "$" VarName TypeDeclaration? ":=" ExprSingle)*
[37] WhereClause ::= "where" ExprSingle
Uka´zka 14: Korˇenove´ netermina´ly FLWOR
52
[68] PathExpr ::= ("/" RelativePathExpr?)
| ("//" RelativePathExpr)
| RelativePathExpr
[69] RelativePathExpr ::= StepExpr (("/" | "//") StepExpr)*
[70] StepExpr ::= FilterExpr | AxisStep
[71] AxisStep ::= (ReverseStep | ForwardStep) PredicateList
[72] ForwardStep ::= (ForwardAxis NodeTest) | AbbrevForwardStep
[75] ReverseStep ::= (ReverseAxis NodeTest) | AbbrevReverseStep
[82] PredicateList ::= Predicate*
Uka´zka 15: Korˇenove´ netermina´ly pro XPath
4.7 Optimalizace
Samotna´ optimalizace se ska´da´ z postupne´ho uplatneˇnı´ neˇkolika optimalizacˇnı´ch pravidel, ktera´
byla nadefinova´na v kapitole 3.4. Aplikace kazˇde´ho z nich je nepovinna´, resp. vy´sledek vyhod-
nocenı´ dotazu musı´ s optimalizacı´ i bez nı´ stejny´. Optimaliza´tor funguje na modula´rnı´m principu
a je tedy mozˇne´ snadno urcˇovat, jaka´ pravidla se skutecˇneˇ uplatnı´ a v jake´m porˇadı´.
 
... 
... 
Operator transform(OperatorTransformation transform) 
... 
<<abstract>> 
Operator 
Operator transform(Operator input) 
<<abstract>> 
OperatorTransformation 
 
OperatorManager operatorManager 
<<abstract>> 
OptimizerTransformation 
Operator transform(Operator input) 
Operator transform(Operator 
input) 
RemoveMapToItemTransformation 
Operator transform(Operator 
input) 
RemoveMapConcatTransformation 
Operator transform(Operator 
input) 
InsertProductTransformation 
Obra´zek 25: Trˇı´dnı´ diagram optimalizace
Trˇı´da OperatorTransformation z trˇı´dnı´ho diagramu na obr. 25 obecneˇ popisuje neˇjakou
transformaci opera´toru metodou transform bez na´vaznosti na optimaliza´tor. Konkre´tnı´ im-
plementace te´to metody mu˚zˇe zajistit nahrazenı´ jednoho opera´toru nebo kombinace jiny´m
opera´torem nebo kombinacı´.
Abstraktnı´ trˇı´da OptimizerTransformation popisuje transformaci urcˇenou vy´hradneˇ pro
optimaliza´tor. Tyto dveˇ u´rovneˇ abstrakce vznikly proto, aby byl cely´ syste´m schopen s mi-
nima´lnı´mi u´pravami fungovat i v teoreticke´m prˇı´padeˇ odebra´nı´ vsˇeho, co se optimalizacı´ ty´cˇe.
Vzhledem k tomu, zˇe optimalizacı´ vznikajı´ nove´ opera´tory, je potrˇeba transformacı´m optimize´ru
prˇedat take´ instanci OperatorManager.
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Aby bylo mozˇne´ transformaci propagovat na cely´ strom, dosˇlo k rozsˇı´rˇenı´ trˇı´dy Operator
z trˇı´dnı´ho diagramu na obra´zku 23 o abstraktnı´ metodu transform. Kazˇda´ konkre´tnı´ imple-
mentace opera´toru musı´ v te´to metodeˇ na za´kladeˇ argumentem prˇedane´ transformace upravit
nejprve vsˇechny sve´ subopera´tory a pote´ vra´tit transformovanou podobu sama sebe (this).
Na algoritmu 2 je zachycena transformace opera´toru Select. Identifika´tor op prˇedstavuje opera´tor
pro vy´pocˇet neza´visle´ho vstupu, boolean je opera´tor pro vy´pocˇet mezivy´sledku – podmı´nky
selekece.
Algoritmus 2: Transformace opera´toru Select
input : transformace t ve formeˇ instance OperatorTransformation
output: transformovana´ podoba opera´toru Select
op ← op.transform(t);
boolean ← boolean.transform(t);
return t.transform(this);
Prˇı´klad 5: Transformace vlozˇenı´ Product
Pro uka´zku zde bude na algoritmu 3 popsa´no nahrazenı´ opera´toru MapConcat opera´torem
Product, tzn. karte´zsky´m soucˇinem. Procˇ je toto mozˇne´ a za jaky´ch okolnostı´, popisuje kapi-
tola 3.4.3. Logiku transformace zajisˇt’uje metoda trˇı´dy InsertProductTransform, ktera´ deˇdı´
z OptimizerTransformation na trˇı´dnı´m diagramu (obr. 25).
Transformace se uplatnı´ pouze tehdy, jestlizˇe zpracova´va´ opera´tor MapConcat, jinak me-
toda vra´tı´ vstupnı´ opera´tor beze zmeˇny. Prˇi uplatneˇnı´ transformace je potrˇeba zjistit, zda se
v za´visle´m podopera´toru nenacha´zı´ reference na kontextovou n-tici, resp. opera´tor IN. Prohle-
dat se musı´ cely´ podstrom, prˇicˇemzˇ v podstromu se prohleda´vajı´ pouze neza´visle´ subopera´tory.
Prˇi prˇechodu na za´visly´ subopera´tor by se prˇı´padneˇ nalezeny´ IN nevztahoval k MapConcat,
pro ktery´ IN hleda´me (viz. kapitola 3.2.3).
Jednou z mozˇnostı´, jak tuto detekci prove´st je pro pru˚chod stromem at’ uzˇ do hloubky nebo
do sˇı´rˇky pouzˇı´t rekurzi. Rekurzivnı´ procha´zenı´ opera´toru˚ je nahrazeno za´sobnı´kem, na jehozˇ
vrchol je ze zacˇa´tku umı´steˇn neza´visly´ podopera´tor pra´veˇ zpracova´vane´ho mapConcat.
V prˇı´padeˇ, zˇe ma´ dojı´t k nahrazenı´, je mı´sto pu˚vodnı´ho mapConcat navra´cena nova´ instance
Product s prˇebrany´m za´visly´m i neza´visly´m podopera´torem.
4.8 Vyhodnocova´nı´
Poslednı´ fa´ze spocˇı´va´ ve vyhodnocenı´ prˇipravene´ho pla´nu dotazu. V blokove´m sche´matu na
obra´zku 15 je sice naznacˇeno, zˇe se o vyhodnocenı´ stara´ procesor. Ve skutecˇnosti je principem vy-
hodnocenı´ vola´nı´ metody opera´toru evaluate, ktera´ argumentem prˇebı´ra´ kontextovou hodnotu.
V dalsˇı´ cˇa´sti textu budou popsa´ny pouze neˇktere´ slozˇiteˇjsˇı´ opera´tory. Veˇtsˇina opera´toru˚ prova´dı´
trivia´lnı´ operace, jejichzˇ popis by zde postra´dal smysl.
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Algoritmus 3: Transformace vlozˇenı´ Product
input : opera´tor op – korˇen transformovane´ho podstromu
output: transformovana´ podoba
if transformovany´ opera´tor je MapConcat then
inicializuj pra´zdny´ za´sobnı´k ;
mapConcat ← prˇetypuj op na MapConcat ;
vlozˇ do za´sobnı´ku za´visly´ opera´tor z mapConcat ;
while za´sobnı´k nenı´ pra´zdny´ do
oppom ← vyjmi prvek ze za´sobnı´ku ;
if oppom je opera´tor IN then
byl nalezen za´visly´ IN ;
ukoncˇi cyklus ;
else
vlozˇ do za´sobnı´ku vsˇechny neza´visle´ opera´tory z oppom ;
end
end
if byl nalezen za´visly´ IN then
return instanciuj Product s pu˚vodnı´m neza´visly´m a za´visly´m vstupem z mapConcat ;
end
end
return vstupnı´ opera´tor op beze zmeˇny ;
4.8.1 Vyhodnocenı´ staticky´ch slozˇek opera´toru˚
V prˇı´padeˇ neˇktery´ch opera´toru˚ je prˇed spusˇteˇnı´m vykona´va´nı´ pla´nu potrˇeba nejprve inicializovat
neˇjake´ vnitrˇnı´ promeˇnne´ na za´kladeˇ staticky´ch slozˇek. Jedna´ se naprˇ. o prˇeklad na´zvu˚ slozˇek n-tic
na symbolicke´ na´zvy (viz. kapitola 4.4.5).
O staticke´ vyhodnocenı´ se starajı´ metody evaluateStatic a evaluateStaticCore (viz.
trˇı´dnı´ diagram na obr. 23). Prvnı´ metoda pouze zajisˇt’uje rekurzivnı´ vola´nı´ sama sebe na za´visle´
i neza´visle´ opera´tory a vola´nı´ evaluateStaticCore. Ve druhe´ uvedene´ metodeˇ je mozˇne´
podle potrˇeby prove´st inicializaci, ktera´ za´visı´ na staticky´ch slozˇka´ch a slozˇenı´ za´visly´ch nebo
neza´visly´ch subopera´toru˚. Vola´nı´m evaluateStatic na korˇenovy´ opera´tor cele´ho stromu
jesˇteˇ prˇed zacˇa´tkem vyhodnocova´nı´ dotazu tak mu˚zˇeme prˇednastavit neˇktere´ vnitrˇnı´ vlastnosti
opera´toru˚, ktere´ jsou beˇhem vyhodnocova´nı´ nemeˇnne´.
4.8.2 Opera´tor Select
Cˇinnost algoritmu 4 pro vyhodnocenı´ Select nenı´ sama o sobeˇ nijak zajı´mava´, cı´lem uka´zky
pseudoko´du 4 je prezentace vsˇech prˇedem prˇipraveny´ch vlastnostı´ datove´ho modelu.
Nejprve je vyhodnocen neza´visly´ podopera´tor op nad stejny´m kontextem, s jaky´m byl vola´n
pra´veˇ zpracova´vany´ Select. Jedna´ se o opera´tor vracejı´cı´ vstupnı´ tabulku n-tic. Da´le si lze vsˇimnout
jednak prakticke´ho vyuzˇitı´ metody pro prˇetypova´nı´ asDataTupleEnumerable a jednak toho,
zˇe na vyhodnoceny´ vstup nenı´ pohlı´zˇeno jako na tabulku, ale jako na DataTupleEnumerable.
Neza´lezˇı´ na tom, zda je vstupem cela´ tabulka, nebo jedna n-tice.
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Algoritmus 4: Vyhodnocenı´ opera´toru Select
input : kontextova´ hodnota in
output: tabulka n-tic po provedenı´ selekce
DataValue inputValue ← op.evaluate(in) ;
DataTupleEnumerable inputEnumerable ← inputValue.asDataTupleEnumerable() ;
DataTable outputTable ← dataModelManager.createDataTable() ;
TableIterator iterator ← inputEnumerable.getIterator() ;
while iterator.hasNext() do
DataTuple tuple ← iterator.getNext() ;
dataModelManager.pushInstanceCounters() ;
DataValue value ← boolean.evaluate(tuple) ;
dataModelManager.popInstanceCounters() ;
BooleanItem boolItem ← value.asBooleanItem() ;
if boolItem.value = true then
prˇidej n-tici tuple do vy´stupnı´ tabulky outputTable ;
end
end
return outputTable;
Pomocı´ dataModelManager je vytvorˇena instance vy´stupnı´ tabulky a mu˚zˇe se zaha´jit iterace
prˇes vstup. Pro kazˇdou zpracova´vanou n-tici je vyhodnocen za´visly´ boolean, ktery´ vyhodnocuje
podmı´nku selekce.
Prˇed resp. po vyhodnocenı´ boolean jsou vola´ny metody pushInstanceCounters
a popInstanceCounters, ktere´ zajistı´ mozˇnost recyklace instancı´ promeˇnny´ch. Ze vsˇech hod-
not, ktere´ potencia´lneˇ vzniknou beˇhem zpracova´nı´ boolean na´s totizˇ zajı´ma´ pouze vy´stupnı´
BooleanItem a i tu je mozˇne´ po prˇecˇtenı´ skutecˇne´ logicke´ hodnoty okamzˇiteˇ zahodit. Ostatnı´ hod-
noty, musely vzniknout z du˚vodu neˇjake´ho mezivy´sledku, ktery´ na´s uzˇ da´le nezajı´ma´. Proble´m by
mohl vzniknout jen v prˇı´padeˇ pouzˇı´va´nı´ globa´lnı´ch promeˇnny´ch, ktere´ ale zatı´m implementova´ny
nejsou. Pokud by beˇhem vy´pocˇtu mezivy´sledku dosˇlo k vytvorˇenı´ obsahu globa´lnı´ promeˇnne´,
nesmeˇl by by´t tento obsah zahozen.
4.8.3 Opera´tor TreeJoin
Opera´tor TreeJoin je jednı´m z teˇch, ktere´ operujı´ pouze nad sekvencemi polozˇek. Nejslozˇiteˇjsˇı´ cˇa´st
cˇinnosti opera´toru je navigace v XML stromu, kterou nerˇesˇı´ sa´m opera´tor, ale trˇı´da XmlNode.
Navigace na osu descendant
Nejen, zˇe je navigace na vsˇechny prˇı´me´ nebo neprˇı´me´ potomky cˇasto vyuzˇı´vana´ prˇı´mo v XQuery
dotazu, pomocı´ te´to navigace lze take´ rozepsat neˇktere´ dalsˇı´ – preceding, following nebo
descendant-or-self.
Algoritmus pro zjisˇteˇnı´ vsˇech potomku˚ v DOM reprezentaci je sa´m o sobeˇ velmi jednoduchy´.
Stacˇı´ rekurzivneˇ projı´t cely´ podstrom pro dany´ XML element. Je pouze potrˇeba zachovat porˇadı´
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uzlu˚, cozˇ je zajisˇteˇno procha´zenı´m do hloubky. Byly otestova´ny celkem cˇtyrˇi mozˇnosti imple-
mentace te´to metody – jednoducha´ rekurze, prˇepis na nerekurzivnı´ podobu pomocı´ za´sobnı´ku
realizovane´ho spojovy´m seznamem, prˇepis na nerekurzivnı´ podobu pomocı´ za´sobnı´ku realizo-
vane´ho polem a pru˚chod prˇedprˇipraveny´m spojovy´m seznamem, ktery´ byl konstruova´n beˇhem
vytva´rˇenı´ DOM (viz. nı´zˇe).
Poslednı´ zminˇovany´ zpu˚sob se experimenta´lneˇ uka´zal jako nejefektivneˇjsˇı´, nicme´neˇ ne-
dodrzˇuje pu˚vodnı´ porˇadı´ uzlu˚ podle dokumentu. Druhy´m nejrychlejsˇı´m se uka´zala klasicka´ re-
kurze, o neˇco pomalejsˇı´ byla nerekurzivnı´ varianta se za´sobnı´kem realizovany´m pomocı´ MyList
a nejhu˚rˇe dopadla nerekurzivnı´ varianta se za´sobnı´kem realizovany´m spojovy´m seznamem.
Vsˇe bylo testova´no na na XML dokumentu o velikosti 18 MB s cca 300 tisı´ci XML uzly (viz.
popis v kapitole 5) a jednoduche´m XPath dotazu //item[@id="item4016"]. Pru˚meˇrne´ cˇasy
vyhodnocova´nı´ jsou uvedeny v tabulce 9.
Pru˚chod spojovy´m seznamem 110 ms
Pouzˇitı´ rekurze 120 ms
Nerekurzivnı´ varianta pomocı´ pole 135 ms
Nerekurzivnı´ varianta pomocı´ spojove´ho seznamu 210 ms
Tabulka 9: Srovna´nı´ algoritmu˚ pro navigaci na osu descendant
Efektivitu rekurze lze v tomto prˇı´padeˇ zdu˚vodnit tı´m, zˇe se v teˇle metody fyzicky pouzˇı´vajı´
pouze dveˇ loka´lnı´ promeˇnne´. Argumenty metody jsou oznacˇeny jako const, takzˇe prˇi rekur-
zivnı´m vola´nı´ by nemeˇlo docha´zet ani k vytva´rˇenı´ loka´lnı´ch kopiı´. Navı´c u beˇzˇny´ch XML se
u´rovenˇ zanorˇenı´ pohybuje maxima´lneˇ v rˇa´du jednotek azˇ desı´tek.
Neefektivitu za´sobnı´ku realizovane´ho spojovy´m seznamem lze vysveˇtlit tı´m, zˇe pro kazˇdou
polozˇku je nutne´ vytvorˇit novou instanci zaobalujı´cı´ho uzlu.
Postorder seznam
Relativneˇ zajı´mava´ experimenta´lnı´ metoda poda´vajı´cı´ mı´rneˇ lepsˇı´ vy´sledky nezˇ rekurze je pouzˇitı´
prˇedprˇipravene´ho spojove´ho seznamu, ktery´ lze velmi jednodusˇe konstruovat prˇi vytva´rˇenı´ DOM
a reprezentovat neˇkolika pomocny´mi promeˇnny´mi prˇı´mo ve trˇı´deˇ XmlNode. Seznam je postupneˇ
vytva´rˇen tak, aby pru˚chodem vznikl postorder za´pis. Kazˇdy´ noveˇ prˇidany´ uzel je zarˇazen bez-
prostrˇedneˇ prˇed sve´ho rodicˇe. Procha´zenı´ vsˇech potomku˚ zacˇı´na´ nalezenı´m nejleveˇjsˇı´ho uzlu cele´
veˇtve. Pote´ je seznam procha´zen tak dlouho, nezˇ je nalezen pro danou veˇtev korˇenovy´ uzel.
Pru˚chod sice nevracı´ uzly podle pu˚vodnı´ho usporˇa´da´nı´ v dokumentu, cozˇ ale nevadı´, pokud
bude procesor ve vy´chozı´m stavu pracovat v tzv. unordered rezˇimu (viz. [5]). Prˇedpokladem je, zˇe
procesor nikdy nekonstruuje DOM tak, zˇe by uzly naprˇ. vkla´dal na urcˇity´ index – uzel je vlozˇen
do sve´ho rodicˇe vzˇdy jako poslednı´.
Vkla´da´nı´ do stromu s postorder za´pisem (viz. obr. 26) probı´ha´ jednodusˇe tak, zˇe prˇerusˇı´me
,,prˇı´chozı´“ vazbu rodicˇe a prota´hneme ji prˇes noveˇ vlozˇeny´ uzel. Pro seznam to znamena´, zˇe noveˇ
vlozˇeny´ uzel bude zarˇazen prˇed sve´ho rodicˇe. Aby bylo mozˇne´ z uzlu j okamzˇiteˇ nale´zt uzel i,
kde je potrˇeba vazbu prˇerusˇit, je seznam ve skutecˇnosti implementova´n jako obousmeˇrny´.
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Obra´zek 26: Postorder seznam
Vytvorˇenı´ takove´ho seznamu, ktery´ by pru˚chodem da´val klasicky´ preorder za´pis a tı´m vra-
cel uzly podle porˇadı´ v dokumentu, mozˇne´ je. Vyhleda´va´nı´ pak probı´ha´ s rozdı´lem, zˇe uzly
navsˇteˇvujeme v porˇadı´ od korˇene azˇ po nejpraveˇjsˇı´ho potomka dane´ veˇtve. Proble´m je ale
v pru˚beˇzˇne´ konstrukci takove´ho seznamu.
Na obra´zku 27 jsou zna´zorneˇny trˇi rozdı´lne´ situace prˇi vkla´da´nı´ uzlu x do vznikajı´cı´ stromove´
DOM reprezentace. Aby zu˚stal zachova´n preorder za´pis, musı´ by´t ve vsˇech trˇech prˇı´padech (A,
B, C) prˇerusˇena vazba mezi uzly g a a. V prˇı´padeˇ A by se mohlo zda´t, zˇe jde o tu vazbu, ktera´
je ,,prˇı´chozı´“ do rodicˇovske´ho uzlu, kam se x vkla´da´. Naopak prˇı´pad C by mohl naznacˇovat na
pouhe´ prˇesmeˇrova´nı´ z poslednı´ho prˇı´me´ho potomka rodicˇovske´ho uzlu. Obecneˇ by mechanizmus
musel pracovat tak, zˇe se nejprve nalezne nejpraveˇjsˇı´ potomek ve veˇtvi toho elementu, kam se
x vkla´da´, a tam se provede prˇesmeˇrova´nı´. To, co bychom tedy zı´skali prˇi prova´deˇnı´ navigace na
descendant, bychom pak ztratili pouzˇı´va´nı´m konstruktoru˚ XML elementu˚, jelikozˇ kazˇdy´m novy´m
vlozˇenı´m uzlu do vznikajı´cı´ho stromu by muselo probeˇhnout vyhleda´nı´ nejpraveˇjsˇı´ho potomka.
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Obra´zek 27: Preorder seznam
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Slozˇitost vsˇech uvedeny´ch algoritmu˚ se pohybuje v θ(n), kde n prˇedstavuje pocˇet uzlu˚, ktere´
musı´ algoritmus navsˇtı´vit. Nejna´kladneˇjsˇı´ operacı´ je v tomto prˇı´padeˇ test uzlu (test na jme´no, test
na atribut a dalsˇı´). Efektivita jednotlivy´ch algoritmu˚ souvisı´ s rezˇiı´ kolem datovy´ch struktur, na
za´kladeˇ ktery´ch algoritmus pracuje.
TreeJoin
Vrat’me se tedy k cˇinnosti samotne´ho opera´toru TreeJoin, ktera´ zna´zorneˇna algoritmem 5.
Algoritmus 5: Implementace TreeJoin
input : kontextova´ hodnota in
output: sekvence s uzly po provedenı´ navigace
DataValue inputValue ← independentOp.evaluate(in) ;
DataItemEnumerable enumerable ← inputValue.asDataItemEnumerable() ;
SequenceIterator iterator := enumerable.getIterator();
inicializuj pra´zdny´ seznam MyList⟨XmlElement⟩ items;
while iterator.hasNext() do
XmlNode node ← iterator.getNext() ;
node.navigate(axis, nodeTest, items) ;
end
DataSequence outputSequence ← dataModelManager.createDataSequence() ;
// Eliminace duplicit
inicializuj pra´zdny´ MyHashSet⟨XmlElement⟩ hashSet ;
for vsˇechny polozˇky item v items do
if hashSet neobsahuje polozˇku item then
prˇidej polozˇku item do vy´stupnı´ sekvence outputSequence ;
prˇidej polozˇku item do hash tabulky hashSet.
end
end
return outputSequence ;
Nejprve je potrˇeba vyhodnotit neza´visly´ vstup independentOp, ktery´ je na´sledneˇ prˇetypova´n
na DataItemEnumerable. Opeˇt tedy zakrytı´ rozdı´lu mezi sekvencı´ a polozˇkou. Itera´torem jsou
procha´zeny vsˇechny polozˇky vstupnı´ sekvence a metodou navigate postupneˇ nashroma´zˇdeˇny do
seznamu items.
V podstateˇ jediny´m slozˇiteˇjsˇı´m u´kolem samotne´ho TreeJoin je eliminace duplicit. Nejjed-
nodusˇsˇı´ implementacı´ by bylo pouzˇitı´ zanorˇene´ smycˇky, cozˇ ale z hlediska efektivity urcˇiteˇ nenı´
nejlepsˇı´ rˇesˇenı´. Pra´veˇ z toho du˚vodu byla implementova´na mnozˇina MyHash, ktera´ je soucˇa´stı´
univerza´lnı´ch struktur popsany´ch vy´sˇe v kapitole 4.3.
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4.8.4 Opera´tor IN
Z hlediska spra´vne´ho pochopenı´, jak funguje prˇeda´va´nı´ hodnoty kontextu je vhodne´ vysveˇtlit
skutecˇnou funkci opera´toru IN. U´kolem tohoto opera´toru nenı´ nic jine´ho, nezˇ navra´cenı´ kontextu,
se ktery´m bylo vola´no jeho vyhodnocenı´. Trivia´lnı´ postup je uveden na algoritmu 6. Ve veˇtsˇineˇ
prˇı´padu˚ je obsahem IN n-tice, pouze v prˇı´padeˇ za´visle´ho vstupu opera´toru MapFromItem jde
o polozˇku.
Algoritmus 6: Implementace IN
input : kontextova´ hodnota in
output: kontextova´ hodnota in
return in ;
4.8.5 Opera´tor Call
Relativneˇ zajı´mavy´ opera´tor z hlediska implementace prˇedstavuje Call, cˇili vola´nı´ funkce. Vy´cˇet
vsˇech za´kladnı´ch vestaveˇny´ch funkcı´ byl uveden v tabulce 5. Pro u´cˇely testova´nı´ fungovala prvnı´
verze vyhodnocova´nı´ v principu velmi jednodusˇe formou jedne´ globa´lnı´ staticke´ metody, viz
algoritmus 7.
Algoritmus 7: Pu˚vodnı´ implementace Call
input : na´zev funkce, obsah kontextu IN, pole argumentu˚ funkce
output: vy´sledek funkce
if na´zev funkce je ,,add“ then
zpracova´nı´ funkce add
else if na´zev funkce je ,,sub“ then
zpracova´nı´ funkce sub
else if na´zev funkce je ,,mul“ then
zpracova´nı´ funkce mul
end
· · ·
Toto naivnı´ rˇesˇenı´ s sebou neslo neˇkolik vy´znamny´ch nevy´hod:
• nutnost za´sahu do opera´toru Call vzˇdy prˇi implementaci dalsˇı´ funkce,
• ad-hoc rˇesˇenı´ – chybeˇjı´cı´ modula´rnı´ stavba,
• nutnost neˇkolikana´sobne´ho porovna´va´nı´ rˇeteˇzce na´zvu funkce prˇi kazˇde´m pozˇadavku na
vyhodnocenı´.
Prostrˇedı´
Novy´ princip modula´rnı´ stavby funkcı´ je zna´zorneˇn na obra´zku 28. Trˇı´da Enviroment slouzˇı´ pro
popis prostrˇedı´, ve ktere´m bude XQuery dotaz vykona´va´n. Prostrˇedı´m se rozumı´ to, jake´ funkce
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 * 
  DataModelManager dataModelManager 
  Enviroment enviroment 
<<abstract>> 
Function 
string getName() 
int argsCount() 
DataValue evaluate( 
  DataValue contextItem, 
  DataValue[] args) 
string getName() 
int argsCount() 
DataValue evaluate( 
  DataValue contextItem, 
  DataValue[] args) 
FAdd 
string getName() 
int argsCount() 
DataValue evaluate( 
  DataValue contextItem, 
  DataValue[] args) 
FSub 
... 
MyList<Function> 
XmlNode rootContextNode 
Enviroment 
loadRootDocument(string filename) 
getFunction(string name, int argsCount) 
registerFunction(Function function) 
registerBuiltInFunctions() 
Obra´zek 28: Trˇı´dnı´ diagram modula´rnı´ stavby funkcı´
budou k dispozici, co je korˇenovy´ uzel a vy´hledoveˇ take´ jake´ jsou naprˇ. globa´lnı´ promeˇnne´ nebo
konstanty. Dle specifikace W3C by se dalo rˇı´ct, zˇe pra´veˇ tato trˇı´da popisuje tzv. staticky´ kontext.
Z diagramu by meˇlo by´t evidentnı´, jaky´m zpu˚sobem modula´rnı´ rˇesˇenı´ funguje. Pro funkci
je vytvorˇena abstraktnı´ trˇı´da Function, kazˇda´ konkre´tnı´ funkce pak musı´ umeˇt vra´tit svou
signaturu, tzn. na´zev a pocˇet vstupnı´ch argumentu˚. Do budoucna by soucˇa´stı´ signatury mohly
by´t take´ jejich datove´ typy. Prˇed samotny´m pouzˇı´va´nı´m funkce musı´ probeˇhnout jejı´ registrace
do prostrˇedı´ metodou registerFunction.
Beˇhem vyhodnocova´nı´ staticky´ch slozˇek opera´toru Call (kap. 4.8.1) je da´no, jaky´ bude mı´t
volana´ funkce na´zev, a pocˇtem podopera´toru˚ da´no, kolik argumentu˚ bude funkce potrˇebovat.
Z prostrˇedı´ je tedy mozˇne´ jednodusˇe zı´skat odkaz na potrˇebnou funkci vcˇetneˇ jejı´ implementace
jesˇteˇ prˇed zaha´jenı´m vyhodnocova´nı´. Dojde tedy k ,,prolinkova´nı´“ mezi konkre´tnı´m opera´torem
Call a algoritmem samotne´ funkce.
Zavedenı´m modula´rnı´ stavby funkcı´ skutecˇneˇ dosˇlo ke zrychlenı´ vykona´va´nı´ dotazu na uka´zce
16. Na zkusˇebnı´m XML dokumentu (viz. nı´zˇe kap. 5) dosˇlo ke zlepsˇenı´ z prˇiblizˇneˇ 330 na 290 ms
dı´ky efektivneˇjsˇı´mu vola´nı´ funkce eq pro porovna´va´nı´.
for $i in //item
where some $t in $i//listitem/text() satisfies $t = "Test"
return $i
Uka´zka 16: Testovacı´ dotaz
4.8.6 Dalsˇı´ opera´tory
Mezi dalsˇı´ mı´rneˇ komplikovaneˇjsˇı´ opera´tory patrˇı´ naprˇ. MapConcat, Join nebo Product. U teˇchto
velmi podobny´ch opera´toru˚ snad stojı´ za zmı´nku akora´t to, zˇe spojova´nı´ n-tic se prova´dı´ na rela-
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tivneˇ nı´zke´ u´rovni. Mı´sto postupne´ho prˇekopı´rova´nı´ na´zvu˚ a hodnot z jedne´ n-tice do druhe´ se
pouzˇı´va´ nı´zkou´rovnˇova´ kopie bloku pameˇti.
Slozˇiteˇjsˇı´m opera´torem byl da´le OrderBy prˇedevsˇı´m kvu˚li nutnosti implementace QuickSort
jako efektivnı´ho algoritmu trˇı´deˇnı´. Ten byl nakonec implementova´n mimo trˇı´du samotne´ho
opera´toru OrderBy pro mozˇnost opakovane´ho vyuzˇitı´ trˇı´zenı´ MyList.
Kromeˇ vsˇech vy´sˇe popsany´ch principia´lneˇ du˚lezˇity´ch trˇı´d se ve skutecˇne´ implementaci obje-
vuje velke´ mnozˇstvı´ dalsˇı´ch pomocny´ch struktur, metod, promeˇnny´ch, konverznı´ch funkcı´ atd.
Ty ale nejsou z hlediska popisu funkcˇnosti procesoru u´plneˇ podstatne´. V prˇı´padeˇ, zˇe by se pra´ce
da´le rozsˇirˇovala, bylo by potrˇeba vytvorˇit kompletnı´ programa´torskou dokumentaci. V tuto chvı´li
je samotny´ zdrojovy´ ko´d relativneˇ detailneˇ okomentova´n a na´zvy vsˇech identifika´toru˚ by do
urcˇite´ mı´ry meˇly by´t samopopisne´. K udrzˇova´nı´ programa´torske´ dokumentace by bylo mozˇne´
vyuzˇı´t naprˇ. na´stroje Doxygen, ktery´ umozˇnˇuje automaticke´ generova´nı´ syste´mu HTML stra´nek
na za´kladeˇ komenta´rˇu˚ a samotne´ho ko´du.
62
5 Experimenta´lnı´ vyhodnocova´nı´
Tato kapitola demonstruje na uka´zkovy´ch XQuery dotazech naimplementovany´ algebraicky´ pro-
cesor. Vsˇechny testy probeˇhly na PC s konfiguracı´ uvedene´ v tabulce 10.
CPU Intel Core 2 Duo E7300, 2.66 GHz
Operacˇnı´ pameˇt’ 4 GB
Operacˇnı´ syste´m Microsoft Windows 7 Proffesional 64-bit
Tabulka 10: Konfigurace testovacı´ho PC
Testovacı´ XML dokument je zjednodusˇenı´m dokumentu z testu˚ XMark [17]. Za´kladnı´ para-
metry jsou uvedeny tabulce 11. Dokument je soucˇa´stı´ CD prˇı´lohy te´to pra´ce.
Velikost souboru 18 247 kB
Pocˇet XML uzlu˚ 313 296
Pocˇet elementu˚ 271 848
Maxima´lnı´ zanorˇenı´ XML 12 u´rovnı´
Tabulka 11: Parametry testovacı´ho XML dokumentu
5.1 Srovna´nı´ jiny´ch implementacı´
Na´sleduje celkem 13 testu˚, jejichzˇ u´cˇelem je jednak prezentace veˇtsˇiny implementovany´ch kon-
strukcı´ jazyka XQuery a jednak porovna´nı´ de´lek beˇhu s jiny´mi dostupny´mi procesory.
Pro srovna´nı´ byly vybra´ny implementace Saxon [10] a Xml Prime [2]. Oba tyto procesory jsou
volneˇ dostupne´ pro nekomercˇnı´ pouzˇitı´. Kazˇdy´ dotaz byl na vsˇech implementacı´ch spusˇteˇn celkem
5 kra´t, aby nedosˇlo k zava´deˇjı´cı´m vy´sledku˚m kvu˚li na´hodny´m odchylka´m. Cˇasy byly meˇrˇene´ ve
vsˇech prˇı´padech pouze na vykona´va´nı´ dotazu, tzn. bez parsova´nı´ vstupnı´ho XML a bez parsova´nı´,
kompilace a optimalizace dotazu. Uka´zalo se, zˇe Xml Prime vyhodnocuje neˇktere´ cˇa´sti dotazu azˇ
beˇhem iterova´nı´ prˇes vy´slednou sekvenci. Do cˇasu je tedy zahrnuta jedna pra´zdna´ iterace prˇes
vy´sledek.
Soucˇa´stı´ kazˇde´ho testu je vstupnı´ dotaz a dveˇ tabulky. Prvnı´ vzˇdy uda´va´ vy´sledne´ cˇasy v mili-
sekunda´ch. Rˇa´dek Procesor prˇestavuje cˇasy pro na´sˇ implementovany´ procesor. Byly meˇrˇeny cˇasy
prvnı´ho a druhe´ho beˇhu dotazu. U vsˇech procesoru˚ je prˇi druhe´m beˇhu evidentnı´ vyuzˇı´va´nı´
prˇedalokovany´ch objektu˚ z beˇhu prvnı´ho. Jsou uvedeny vzˇdy nejmensˇı´ zjisˇteˇne´ cˇasy.
Druha´ tabulka se va´zˇe k nasˇemu procesoru a slouzˇı´ jako prˇehled pocˇtu vytvorˇeny´ch instancı´
pro jednotlive´ typy datove´ho modelu v prvnı´m beˇhu. Sloupec Req prˇedstavuje pocˇet pozˇadavku˚
na vytvorˇenı´ objektu dane´ho typu, sloupec New uda´va´, kolik instancı´ bylo skutecˇneˇ vytvorˇeno
(viz. recyklace instancı´ v kap. 4.4.2).
Vstupnı´ dotaz je uveden v takove´m tvaru, aby vyhoveˇl nasˇemu procesoru. Prˇi spousˇteˇnı´ dotazu˚
na procesorech podle standardu W3C je potrˇeba v neˇktery´ch prˇı´padech upravit na´zvy funkcı´ –
obvykle mı´sto distinct pouzˇı´t fn:distinct-values.
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Test 1: Test generova´nı´ XML ulzu˚
for $i in 1 to 100000
return <a>{$i }</a>
1. beˇh 2. beˇh
Procesor 324 ms 84 ms
Saxon 375 ms 297 ms
Xml Prime 906 ms 687 ms
Req New Req New
sekvence 400 002 400 002 boolean 0 0
n-tice 200 000 200 000 Xml element 100 000 100 000
tabulka 2 2 Xml atribut 0 0
integer 100 000 100 000 Xml text 100 000 100 000
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Tento test je zameˇrˇeny´ prˇedevsˇı´m na generova´nı´ veˇtsˇı´ho mnozˇstvı´ DOM objektu˚, v tomto
prˇı´padeˇ XML elementu˚. Beˇhem vyhodnocova´nı´ musel na´sˇ procesor prˇeve´st relativneˇ velke´
mnozˇstvı´ celocˇı´selny´ch polozˇek na n-tice a vytvorˇit mnoho dı´lcˇı´ch sekvencı´ pro sestavenı´ obsahu
vy´sledny´ch elementu˚.
Test 2: Generova´nı´ prvocˇı´sel
for $i in 2 to 1000
where every $x in (2 to $i − 1) sa t i s f ies ( $i mod $x != 0)
return $i
1. beˇh 2. beˇh
Procesor 115 ms 112 ms
Saxon 63 ms 15 ms
Xml Prime 187 ms 47 ms
Req New Req New
sekvence 500 669 1 999 boolean 79 021 1
n-tice 999 000 3 994 Xml element 0 0
tabulka 2 000 4 Xml atribut 0 0
integer 57 8521 1 999 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
V tomto prˇı´padeˇ byl testova´n zanorˇeny´ kvantifikovany´ vy´raz. Ve druhe´m beˇhu procesory Saxon
a Xml Prime pravdeˇpodobneˇ le´pe vyuzˇily prˇedalokovane´ pameˇti.
Test 3: Jednoduchy´ XPath se jmenny´m testem a navigacı´ na descendant-or-self
/ / item
1. beˇh 2. beˇh
Procesor 21 ms 20 ms
Saxon 47 ms 0 ms
Xml Prime 109 ms 0 ms
Req New Req New
sekvence 1 1 boolean 0 0
n-tice 0 0 Xml element 0 0
tabulka 0 0 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Z tabulky vznikly´ch instancı´ je videˇt, zˇe bylo potrˇeba pouze jedine´ (vy´stupnı´) sekvence. Vsˇechny
XML uzly byly vytvorˇeny beˇhem parsova´nı´ XML. Uzlu˚ item je v dokumentu celkem 6 586.
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Test 4: Iterova´nı´ sekvencı´ polozˇek
for $item in / / item
return $item
1. beˇh 2. beˇh
Procesor 30 ms 23 ms
Saxon 47 ms 0 ms
Xml Prime 109 ms 0 ms
Req New Req New
sekvence 6 588 6 588 boolean 0 0
n-tice 13 172 13 172 Xml element 0 0
tabulka 2 2 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Jedna´ se o podobny´ dotaz jako v prˇedchozı´m prˇı´padeˇ. Zde je ovsˇem rozdı´l v tom, zˇe procesor
musı´ polozˇky ze vstupnı´ sekvence z du˚vodu FLWOR vy´razu prˇeve´st na n-tice. Prˇedchozı´ dotaz
byl v procesorech Saxon a Xml Prime pravdeˇpodobneˇ normalizova´n, takzˇe XPath musel by´t
prˇeveden na FLWOR. To by mohlo vysveˇtlovat, procˇ jsou vy´sledky u Saxonu a Xml Prime
v porovna´nı´ s prˇedchozı´m testem velmi podobne´, zatı´mco u nasˇeho procesor je pozorovatelna´
mala´ zmeˇna.
Test 5: FLWOR v kombinaci s XPath
for $item in / / item
where $item /@id = ”item1853”
return $item
1. beˇh 2. beˇh
Procesor 31 ms 25 ms
Saxon 109 ms 0 ms
Xml Prime 156 ms 0 ms
Req New Req New
sekvence 6 589 3 boolean 6 586 1
n-tice 13 172 13 172 Xml element 0 0
tabulka 2 2 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Tento test ukazuje na rychlostnı´ prˇevahu nasˇeho procesoru prˇi prvnı´m beˇhu a naopak ztra´tu prˇi
druhe´m beˇhu. Saxon a Xml Prime zrˇejmeˇ doka´zˇı´ vyuzˇı´t neˇjaky´ch informacı´ z prˇedchozı´ho beˇhu
dotazu.
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Test 6: Dotaz s kvantifikovany´m vy´razem
for $item in / / item [ location = ”United States ”]
where some $cat in $item / incategory /@category sa t i s f ies $cat = ”category418”
return $item
1. beˇh 2. beˇh
Procesor 69 ms 57 ms
Saxon 125 ms 31 ms
Xml Prime 187 ms 31 ms
Req New Req New
sekvence 21 284 4 912 boolean 29 653 1
n-tice 59 394 22 978 Xml element 0 0
tabulka 9 791 7 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Testovacı´ dotaz 6 prezentuje mozˇnosti kvantifikovany´ch vy´razu˚. Prvnı´ beˇh byl prˇiblizˇneˇ dvakra´t
kratsˇı´ oproti Saxonu a XmlPrime, ve druhe´m beˇhu ale byla ztra´ta.
Test 7: Uka´zka pouzˇitı´ prˇı´my´ch konstruktoru˚
dis t inc t (
for $item in / / item [ location = ”United States ”]
le t $location := $item / location / text ( )
le t $quantity := $item / quantity / text ( ) cast as double
order by $quantity
return <item> Location : { $location } , Price : { $quantity ∗ 24.57 } </item>
)
1. beˇh 2. beˇh
Procesor 194 ms 110 ms
Saxon 359 ms 140 ms
Xml Prime 375 ms 78 ms
Req New Req New
sekvence 193 209 186 623 boolean 6 586 1
n-tice 52 316 52 316 Xml element 4 893 4 893
tabulky 7 7 Xml atribut 0 0
integer 0 0 Xml text 19 572 19 572
double 9 786 9 786 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Dotaz ukazuje pouzˇitı´ prˇı´my´ch konstruktoru˚ prokla´dany´ch vnorˇeny´mi vy´pocˇty. Jedna´ se
o vy´pocˇet ceny polozˇky na za´kladeˇ jednotkove´ ceny a mnozˇstvı´.
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Test 8: Uka´zka pocˇı´ta´nı´ souhrnu˚
for $region in / s i t e / regions
for $item in $region / / item
le t $count := count ( $item / / incategory )
order by $count
return <item id = ”{ $item /@id }” count = ”{ $count }”/>
1. beˇh 2. beˇh
Procesor 168 ms 82 ms
Saxon 218 ms 78 ms
Xml Prime 421 ms 125 ms
Req New Req New
sekvence 245 840 219 496 boolean 0 0
n-tice 39 518 39 518 Xml element 6 586 6 586
tabulka 6 6 Xml atribut 13 172 13 172
integer 6 586 6 586 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Tento dotaz ukazuje jednak pouzˇitı´ dvou klauzulı´ for a jednak prakticke´ pocˇı´ta´nı´ souhrnu˚
pomocı´ funkce count.
Test 9: Pocˇı´ta´nı´ souhrnu˚ s generova´nı´m XML
<summary>
{
for $location in dis t inc t ( / / location / text ( ) )
le t $count := count ( / / item [ location = $location ] )
return
<item>
<location >{$location }</ location>
<count>{$count }</count>
</item>
}
</summary>
1. beˇh 2. beˇh
Procesor 9 565 ms 8 094 ms
Saxon 1 687 ms 1 531 ms
Xml Prime 343 ms 79 ms
Req New Req New
sekvence 1 537 562 9 610 boolean 1 527 952 1
n-tice 3 056 832 3 056 832 Xml element 697 697
tabulka 467 467 Xml atribut 0 0
integer 232 232 Xml text 930 930
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
V tomto testu se bohuzˇel na´sˇ procesor uka´zal jako neefektivnı´ v porovna´nı´ se Saxonem a Xml
Prime. Spı´sˇe nezˇ na sˇpatnou implementaci toto ukazuje na chybeˇjı´cı´ optimalizaci. Ke zlepsˇenı´
by meˇlo ve´st zavedenı´ opera´toru GroupBy (kapitola 3.4.6). Srovna´nı´ s procesorem Xml Prime
ale nemusı´ by´t u´plneˇ korektnı´, jelikozˇ testova´nı´m se ukazuje, zˇe Xml Prime prova´dı´ skutecˇne´
vyhodnocenı´ neˇktery´ch zanorˇeny´ch cˇa´stı´ vy´sledne´ho XML stromu dotazu azˇ prˇi fyzicke´m cˇtenı´
hodnot. Obsahy uzlu˚ location a count zu˚staly pravdeˇpodobneˇ nevypocˇtene´.
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Test 10: Uka´zka podmı´neˇny´ch vy´razu˚
for $item in / / item
le t $info :=
i f ( $item / location = ”United States ”) then
$item /payment
else
$item / quantity
le t $name := $item /name
return <item name=”{$name}” info=”{$info }”/>
1. beˇh 2. beˇh
Procesor 116 ms 79 ms
Saxon 187 ms 62 ms
Xml Prime 390 ms 109 ms
Req New Req New
sekvence 59 276 39 518 boolean 6 586 1
n-tice 39 516 39 516 Xml element 6 586 6 586
tabulka 4 4 Xml atribut 13 172 13 172
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Uka´zka ma´ spı´sˇe prezentovat mozˇnost pouzˇitı´ podmı´neˇny´ch vy´razu˚.
Test 11: Pouzˇitı´ konstrukce typeswitch
for $item in (1 , ”a” , 2 .78 , ”true” cast as boolean , 10)
le t $typeInfo :=
typeswitch ( $item )
case str ing return ” str ing ”
case integer return ”integer ”
case double return ”double ”
case boolean return ”boolean ”
default return ”undefined ”
return $typeInfo
1. beˇh 2. beˇh
Procesor 0 ms 0 ms
Saxon 31 ms 0 ms
Xml Prime 140 ms 0 ms
Req New Req New
sekvence 17 17 boolean 13 2
n-tice 30 30 Xml element 0 0
tabulka 3 3 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Jedna´ se o velmi jednoduchy´ dotaz, ktery´ spı´sˇe demonstruje pouzˇitı´ konstrukce typeswitch.
V nasˇem procesoru je testova´nı´ datovy´ch typu˚ podporova´no pouze cˇa´stecˇneˇ – je mozˇne´ testovat
polozˇky na typ skala´rnı´ hodnoty. Relativneˇ zajı´mave´ je cˇasove´ srovna´nı´, ktere´ ukazuje na rezˇijnı´
za´lezˇitosti ohledneˇ kazˇde´ho dotazu.
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Test 12: Uka´zka generova´nı´ prˇehledove´ho XML
for $location in dis t inc t ( / / location / text ( ) )
return
<region>
<location >{$location }</ location>
<items>
{ for $item in / / item [ location = $location ]
return <item id=”{ $item /@id }” /> }
</items>
</region>
1. beˇh 2. beˇh
Procesor 9 905 ms 8 140 ms
Saxon 1 750 ms 1 547 ms
Xml Prime 734 ms 344 ms
Req New Req New
sekvence 1 570 952 29 828 boolean 1 527 952 1
n-tice 3 069 540 3 069 540 Xml element 7 282 7 282
tabulka 930 930 Xml atribut 6 586 6 586
integer 0 0 Xml text 1 160 1 160
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Jedna´ se podobneˇ problematicky´ dotaz jako v testu 9. Zde je opeˇt patrna´ vysoka´ ztra´ta na Saxon
a Xml Prime. Dotaz ukazuje mozˇnost generova´nı´ slozˇiteˇjsˇı´ho souhrnove´ho XML.
Test 13: Pouzˇitı´ trˇı´zenı´ ve FLWOR vy´razu
for $item in / / item
le t $name := $item /name/ text ( )
order by $name
return $item
1. beˇh 2. beˇh
Procesor 87 ms 64 ms
Saxon 203 ms 78 ms
Xml Prime 219 ms 16 ms
Req New Req New
sekvence 19 760 19 760 boolean 0 0
n-tice 39 516 39 516 Xml element 0 0
tabulka 4 4 Xml atribut 0 0
integer 0 0 Xml text 0 0
double 0 0 Xml dokument 0 0
string 0 0 Xml komenta´rˇ 0 0
Poslednı´m testem je uka´zka trˇı´zenı´ polozˇek ve FLWOR vy´razu. V soucˇasne´ implementaci se
pro trˇı´zenı´ pouzˇı´va´ algoritmus Quick sort. Pro lexikograficke´ trˇı´zenı´ by minima´lneˇ sta´ly za
vyzkousˇenı´ i jine´ algoritmy, naprˇ. Radix sort.
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5.1.1 Shrnutı´ cˇasovy´ch srovna´nı´
Testova´nı´m se uka´zalo, zˇe na´sˇ procesor ve veˇtsˇineˇ prˇı´padu˚ poda´va´ srovnatelne´ nebo dokonce lepsˇı´
vy´sledky nezˇ existujı´cı´ implementace. Graficke´ porovna´nı´ vy´sledku˚ je zna´zorneˇno na obr. ??. Na
druhou stranu byly i dotazy (9 a 12), kde byla evidentnı´ velka´ ztra´ta. Tato ztra´ta ale spı´sˇe nezˇ
na mozˇnost sˇpatne´ implementace datovy´ch struktur ukazuje na chybeˇjı´cı´ optimalizaci spojujı´cı´
vnitrˇnı´ zanorˇeny´ FLWOR s vneˇjsˇı´m FLWOR nebo XPath. U procesoru˚ Saxon a Xml Prime je potrˇeba
zohlednit jejich dlouholety´ vy´voj (Xml Prime od roku 2009, Saxon od r. 1998) a spolupra´ci veˇtsˇı´ho
mnozˇstvı´ lidı´ nejen na samotne´ implementaci, ale take´ na testova´nı´.
Tato implementace minima´lneˇ otevı´ra´ mozˇnosti k dalsˇı´m optimalizacı´m. Dalsˇı´ mozˇnosti
zlepsˇenı´ efektivity se skry´vajı´ naprˇı´klad v pouzˇı´va´nı´ sofistikovaneˇjsˇı´ch metod pro evaluaci XPath
vy´razu˚, kdy jednotlive´ cˇa´sti nejsou zpracova´va´ny postupneˇ, ale na XPath je pohlı´zˇeno jako na ce-
lek (kap. 3.4.6). Zajı´mavou mozˇnostı´ by mohl by´t naprˇ. dalsˇı´ prˇeklad z pla´nu vykona´va´nı´ prˇı´mo
do strojove´ho ko´du.
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Obra´zek 29: Srovna´nı´ cˇasu˚ jednotlivy´ch procesoru˚
5.2 Vliv optimalizacı´ na de´lku beˇhu
Na´sledujı´cı´ dva testy jsou zameˇrˇeny na vliv optimalizacı´ nadefinovany´ch v kapitole 3.4 na dobu
vyhodnocova´nı´.
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Test 14: Optimalizace spojenı´m kroku˚ XPath
Tento test ukazuje srovna´nı´ doby vykona´va´nı´ bez a s optimalizacı´ spojenı´m kroku˚ XPath
(kap. 3.4.5). Jako uka´zkovy´ dotaz slouzˇı´ dotaz z testu 8.
for $region in / s i t e / regions
for $item in $region / / item
le t $count := count ( $item / / incategory )
order by $count
return <item id = ”{ $item /@id }” count = ”{ $count }”/>
1. beˇh 2. beˇh
Bez optimalizace 298 ms 192 ms
S optimalizacı´ 168 ms 82 ms
Z vy´sledku˚ je viditelny´ podstatny´ rozdı´l, zejme´na prˇi druhe´m beˇhu dotazu.
Test 15: Optimalizace odstraneˇnı´m MapConcat a MapToItem
V tomto testu je srovna´na doba vykona´va´nı´ bez a s optimalizacı´ odstraneˇnı´m MapConcat a
MapToItem (kap. 3.4.1 a 3.4.2). Jako uka´zkovy´ dotaz je vyuzˇit dotaz z testu 2.
for $i in 2 to 1000
where every $x in (2 to $i − 1) sa t i s f ies ( $i mod $x != 0)
return $i
1. beˇh 2. beˇh
Bez optimalizace 258 ms 255 ms
S optimalizacı´ 115 ms 112 ms
Z vy´sledku˚ je pozorovatelne´ te´meˇrˇ dvojna´sobne´ zlepsˇenı´ vy´konu procesoru.
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6 Za´veˇr
Vy´sledkem pra´ce je funkcˇnı´ algebraicky´ XQuery procesor, ktery´ vycha´zı´ ze specifikace W3C,
podporuje za´kladnı´ konstrukce jazyka XQuery od aritmeticky´ch operacı´ prˇes logicke´ operace,
pra´ci se sekvencemi pomocı´ FLWOR a XPath vy´razu˚ azˇ po konstrukce jako alternativy a veˇtvenı´
dle datove´ho typu.
6.1 Vlastnı´ prˇı´nos a mozˇnosti rozsˇı´rˇenı´
Vlastnı´m prˇı´nosem te´to pra´ce je prˇedevsˇı´m modula´rneˇ navrzˇeny´ syste´m, jehozˇ cˇa´sti mohou by´t
v budoucnu da´le rozsˇirˇova´ny veˇtsˇı´m ty´mem lidı´. Naimplementovany´ procesor prˇistupuje ke
kompilaci XQuery dotazu˚ bez prˇedchozı´ normalizace, cozˇ mu˚zˇe usnadnit naprˇ. vyhleda´va´nı´
stromovy´ch vzoru˚ pro efektivnı´ vykona´va´nı´ na indexovany´ch databa´zı´ch. Da´le se zde objevujı´
specificke´ optimalizace (kapitola 3.4) a na´vrhy algoritmu˚ na rˇesˇenı´ navigacı´ v XML dokumentech
(kapitola 4.8.3).
Tato pra´ce otevı´ra´ velke´ mozˇnosti pro vy´voj a testova´nı´ ru˚zny´ch optimalizacˇnı´ch postupu˚
a fyzicky´ch algoritmu˚ rˇesˇı´cı´ch funkcˇnost jednotlivy´ch opera´toru˚. Rea´lny´m cı´lem je vyuzˇı´va´nı´
TPQ pro vyhodnocova´nı´ vy´razu˚ FLWOR podle [14]. Prˇı´nosem je take´ samotny´ naimplementovany´
procesor, ktery´ je pro beˇzˇne´ u´cˇely prakticky pouzˇitelny´.
6.2 Osobnı´ zhodnocenı´
Jelikozˇ se jizˇ delsˇı´ dobu prakticky pohybuji v oblasti vy´voje informacˇnı´ch syste´mu˚ (bakala´rˇska´
pra´ce [12]) od na´vrhu a tvorby databa´zı´, prˇes implementaci GUI, azˇ po komunikaci s koncovy´mi
za´kaznı´ky, bylo my´m u´myslem vybrat si takove´ te´ma, ktere´ by mi umozˇnilo nahle´dnout do pozadı´
technologiı´, ktere´ vı´ce nebo me´neˇ pouzˇı´va´m. Pu˚vodnı´m za´meˇrem bylo vytvorˇit funkcˇnı´ procesor
SQL, avsˇak vzhledem k relativnı´ nasycenosti trhu standardnı´mi relacˇnı´mi databa´zovy´mi stroji
byla volba XQuery minima´lneˇ z hlediska studia zajı´maveˇjsˇı´.
Nejslozˇiteˇjsˇı´m u´kolem na cele´ pra´ci bylo zorientovat se ve velke´m mnozˇstvı´ informacı´ ohledneˇ
XML technologiı´. Jak bylo v kapitole 2.3.4 uvedeno, XQuery u´zce souvisı´ s jiny´mi dotazovacı´mi
jazyky, takzˇe krom studia standardu XQuery bylo potrˇeba nahlı´zˇet take´ do specifikacı´ XPath a
XML. Podrobne´ detailnı´ zkouma´nı´ vsˇech teˇchto standardu˚ by vyzˇadovalo mnohem delsˇı´ dobu a
spolupra´ci veˇtsˇı´ho mnozˇstvı´ lidı´. To je du˚vodem, procˇ se tento procesor mu˚zˇe od specifikace lisˇit.
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A Vestaveˇne´ funkce
add
Dvouparametrova´ funkce pro scˇı´ta´nı´ cˇı´selny´ch polozˇek nebo spojova´nı´ textovy´ch rˇeteˇzcu˚.
add(a, b) → c
a b c
integer integer integer soucˇet cˇı´sel
integer double double soucˇet cˇı´sel
double integer double soucˇet cˇı´sel
double integer double soucˇet cˇı´sel
string sequence string zrˇeteˇzenı´ po serializaci sekvence
string string string zrˇeteˇzenı´
sub
Dvouparametrova´ funkce pro odcˇı´ta´nı´ cˇı´selny´ch polozˇek.
sub(a, b) → c
a b c
integer integer integer rozdı´l cˇı´sel
integer double double rozdı´l cˇı´sel
double integer double rozdı´l cˇı´sel
double integer double rozdı´l cˇı´sel
mul
Dvouparametrova´ funkce pro na´sobenı´ cˇı´selny´ch polozˇek.
mul(a, b) → c
a b c
integer integer integer soucˇin cˇı´sel
integer double double soucˇin cˇı´sel
double integer double soucˇin cˇı´sel
double integer double soucˇin cˇı´sel
div
Dvouparametrova´ funkce pro desetinne´ deˇlenı´ cˇı´selny´ch polozˇek.
div(a, b) → c
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a b c
integer integer double podı´l cˇı´sel
integer double double podı´l cˇı´sel
double integer double podı´l cˇı´sel
double integer double podı´l cˇı´sel
idiv
Dvouparametrova´ funkce pro celocˇı´selne´ deˇlenı´ cˇı´selny´ch polozˇek.
idiv(a, b) → c
a b c
integer integer integer podı´l cˇı´sel bez desetinne´ cˇa´sti
mod
Dvouparametrova´ funkce pro zbytek po celocˇı´selne´m deˇlenı´.
mod(a, b) → c
a b c
integer integer integer zbytek po celocˇı´selne´m deˇlenı´
veq, vneq
Dvouparametrove´ funkce pro hodnotove´ porovna´va´nı´. Funkce vneq vracı´ vzˇdy negovany´
vy´sledek veq.
veq(a, b) → c,vneq(a, b) → c
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a b c
integer integer boolean porovna´nı´ cely´ch cˇı´sel
integer double boolean porovna´nı´ cele´ho a desetinne´ho cˇı´sla
integer boolean boolean porovna´nı´ cele´ho cˇı´sla a booleovske´ hodnoty prˇevedene´ na 1 nebo 0
double integer boolean porovna´nı´ desetinne´ho a cele´ho cˇı´sla
double double boolean porovna´nı´ dvou desetinny´ch cˇı´sel
string string boolean porovna´nı´ cely´ch cˇı´sel
string xml-attribute boolean porovna´nı´ textove´ho rˇeteˇzce a hodnoty atributu
string xml-element boolean porovna´nı´ textove´ho rˇeteˇzce s textovy´m obsahem elementu
string xml-text boolean porovna´nı´ textove´ho rˇeteˇzce s obsahem textove´ho uzlu
string xml-comment boolean porovna´nı´ textove´ho rˇeteˇzce s komenta´rˇem
xml-attribute xml-attribute boolean porovna´nı´ hodnot dvou atributu˚
xml-attribute string boolean porovna´nı´ hodnoty atributu a textove´ho rˇeteˇzce
xml-attribute xml-element boolean porovna´nı´ hodnoty atributu s textovy´m obsahem elementu
xml-attribute xml-text boolean porovna´nı´ hodnoty atributu s obsahem textove´ho uzlu
xml-attribute xml-comment boolean porovna´nı´ hodnoty atributu s komenta´rˇem
xml-element xml-element boolean porovna´nı´ struktury cely´ch elemtnu˚ vcˇetneˇ obsahu
xml-element xml-attribute boolean porovna´nı´ textove´ho obsahu elementu s hodnotou atributu
xml-element string boolean porovna´nı´ textove´ho obsahu elementu s textovy´m rˇeteˇzcem
xml-element xml-text boolean porovna´nı´ textove´ho obsahu elementu s obsahem textove´ho uzlu
xml-element xml-comment boolean porovna´nı´ textove´ho obsahu elementu s komenta´rˇem
xml-text xml-text boolean porovna´nı´ textu˚ dvou textovy´ch uzlu˚
xml-text xml-element boolean porovna´nı´ obsahu textove´ho uzlu s textovy´m obsahem elementu
xml-text xml-attribute boolean porovna´nı´ obsahu textove´ho uzlu s hodnotou atributu
xml-text string boolean porovna´nı´ obsahu textove´ho uzlu s textovy´m rˇeteˇzcem
xml-text xml-comment boolean porovna´nı´ textove´ho obsahu textove´ho uzlu s komenta´rˇem
xml-comment xml-comment boolean porovna´nı´ dvou komenta´rˇu˚
xml-comment xml-text boolean porovna´nı´ komenta´rˇe a obsahu textove´ho uzlu
xml-comment xml-element boolean porovna´nı´ komenta´rˇe s textovy´m obsahem elementu
xml-comment xml-attribute boolean porovna´nı´ komenta´rˇe s hodnotou atributu
xml-comment string boolean porovna´nı´ komenta´rˇe s textovy´m rˇeteˇzcem
vlt, vgt, vle, vge
Dvouparametrove´ funkce pro hodnotove´ usporˇa´da´nı´ datovy´ch polozˇek. Funkce vgt odpovı´da´ <,
vlt odpovı´da´ >, vge odpovı´da´ ≥, vle odpovı´da´ ≤.
vlt(a, b) → c,vgt(a, b) → c,vle(a, b) → c,vge(a, b) → c
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a b c
integer integer boolean usporˇa´da´nı´ cely´ch cˇı´sel
integer double boolean usporˇa´da´nı´ cele´ho a desetinne´ho cˇı´sla
integer boolean boolean usporˇa´da´nı´ cele´ho cˇı´sla a booleovske´ hodnoty prˇevedene´ na 1 nebo 0
double integer boolean usporˇa´da´nı´ desetinne´ho a cele´ho cˇı´sla
double double boolean usporˇa´da´nı´ dvou desetinny´ch cˇı´sel
string string boolean usporˇa´da´nı´ cely´ch cˇı´sel
string xml-attribute boolean lexikograficke´ usporˇa´da´nı´ textove´ho rˇeteˇzce a hodnoty atributu
string xml-element boolean lexikograficke´ usporˇa´da´nı´ textove´ho rˇeteˇzce s textovy´m obsahem elementu
string xml-text boolean lexikograficke´ usporˇa´da´nı´ textove´ho rˇeteˇzce s obsahem textove´ho uzlu
string xml-comment boolean lexikograficke´ usporˇa´da´nı´ textove´ho rˇeteˇzce s komenta´rˇem
xml-attribute xml-attribute boolean lexikograficke´ usporˇa´da´nı´ hodnot dvou atributu˚
xml-attribute string boolean lexikograficke´ usporˇa´da´nı´ hodnoty atributu a textove´ho rˇeteˇzce
xml-attribute xml-element boolean lexikograficke´ usporˇa´da´nı´ hodnoty atributu s textovy´m obsahem elementu
xml-attribute xml-text boolean lexikograficke´ usporˇa´da´nı´ hodnoty atributu s obsahem textove´ho uzlu
xml-attribute xml-comment boolean lexikograficke´ usporˇa´da´nı´ hodnoty atributu s komenta´rˇem
xml-element xml-element boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu dvou elementu˚
xml-element xml-attribute boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu elementu s hodnotou atributu
xml-element string boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu elementu s textovy´m rˇeteˇzcem
xml-element xml-text boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu elementu s obsahem textove´ho uzlu
xml-element xml-comment boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu elementu s komenta´rˇem
xml-text xml-text boolean lexikograficke´ usporˇa´da´nı´ textu˚ dvou textovy´ch uzlu˚
xml-text xml-element boolean lexikograficke´ usporˇa´da´nı´ obsahu textove´ho uzlu s textovy´m obsahem elementu
xml-text xml-attribute boolean lexikograficke´ usporˇa´da´nı´ obsahu textove´ho uzlu s hodnotou atributu
xml-text string boolean lexikograficke´ usporˇa´da´nı´ obsahu textove´ho uzlu s textovy´m rˇeteˇzcem
xml-text xml-comment boolean lexikograficke´ usporˇa´da´nı´ textove´ho obsahu textove´ho uzlu s komenta´rˇem
xml-comment xml-comment boolean lexikograficke´ usporˇa´da´nı´ dvou komenta´rˇu˚
xml-comment xml-text boolean lexikograficke´ usporˇa´da´nı´ komenta´rˇe a obsahu textove´ho uzlu
xml-comment xml-element boolean lexikograficke´ usporˇa´da´nı´ komenta´rˇe s textovy´m obsahem elementu
xml-comment xml-attribute boolean lexikograficke´ usporˇa´da´nı´ komenta´rˇe s hodnotou atributu
xml-comment string boolean lexikograficke´ usporˇa´da´nı´ komenta´rˇe s textovy´m rˇeteˇzcem
eq, eq
Dvouparametrove´ funkce pro obecne´ porovna´va´nı´. Pro jednoprvkove´ sekvence pracujı´ funkce
stejneˇ jako veq a vneq, pro vı´ceprvkove´ sekvence vracı´ funkce pravdivou hodnotu, pokud po-
rovna´nı´ vyhovı´ alesponˇ jedne´ dvojici polozˇek z obou sekvencı´.
eq(a, b) → c,neq(a, b) → c
a b c
sequence sequence boolean obecne´ porovna´nı´ sekvencı´
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lt, gt, le, ge
Dvouparametrove´ funkce pro obecne´ porovna´va´nı´. Pro jednoprvkove´ sekvence pracujı´ funkce
stejneˇ jako vlt, vgt, vle a vge, pro vı´ceprvkove´ sekvence vracı´ funkce pravdivou hodnotu,
pokud porovna´nı´ vyhovı´ alesponˇ jedne´ dvojici polozˇek z obou sekvencı´.
lt(a, b) → c,gt(a, b) → c, le(a, b) → c,ge(a, b) → c
a b c
sequence sequence boolean obecne´ porovna´nı´ sekvencı´
abs
Absolutnı´ hodnota cˇı´selne´ polozˇky.
abs(a) → b
a b
integer integer absolutnı´ hodnota cele´ho cˇı´sla
double double absolutnı´ hodnota desetinne´ho cˇı´sla
count
Pocˇet polozˇek v sekvenci.
count(a) → b
a b
sequence integer pocˇet polozˇek v sekvenci
position
Pozice kontextove´ho uzlu v ra´mci sekvence polozˇek, ke ktere´ na´lezˇı´ (cˇı´slova´no od 1).
position() → a
a
integer pozice kontextove´ho uzlu
position
De´lka sekvence, ktere´ na´lezˇı´ kontextovy´ uzel.
last() → a
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ainteger pozice kontextove´ho uzlu
doc
Nacˇtenı´ externı´ho XML dokumentu. Pro cˇtenı´ XML a prˇevod na DOM je vyuzˇit Xerces Parser.
Funkce argumentem prˇebı´ra´ textovy´ rˇeteˇzec reprezentujı´cı´ cestu k souboru.
doc( f ileName) → a
f ileName a
string xml-document nacˇteny´ XML dokument
root
Funkce vracı´ vstupnı´ XML dokument, ktery´ je nacˇten a zpracova´n jesˇteˇ prˇed zacˇa´tkem vyhodno-
cova´nı´ dotazu.
root() → a
a
xml-document vstupnı´ XML dokument
predicate
Funkce slouzˇı´ pro vyhodnocenı´ predika´tu˚ XPath vy´razu˚ (viz. 3.3.3).
predicate(a) → b
a b
sequence boolean efektivnı´ booleovska´ hodnota
integer boolean booleovska´ hodnota informujı´cı´, zda pozice kontextove´ho uzlu odpovı´da´ cˇı´slu a
boolean
Funkce vracı´ tzv. efektivnı´ booleovskou hodnotu (viz. 3.3.3).
boolean(a) → b
a b
sequence boolean efektivnı´ booleovska´ hodnota
range
Funkce utvorˇı´ sekvenci cˇı´sel od a do b s krokem 1.
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range(a, b) → c
a b c
integer integer sequence sekvence cˇı´sel od a do b
distinct
Funkce na za´kladeˇ porovna´nı´ (funkce eq) prova´dı´ odstraneˇnı´ duplicit ze sekvence. Dosˇlo
k rozsˇı´rˇenı´ vsˇech trˇı´d datove´ho modelu o metodu vracejı´cı´ hash klı´cˇ, cozˇ umozˇnˇuje relativneˇ
efektivnı´ cˇinnost eliminace duplicitnı´ch hodnot podobneˇ jako v opera´toru TreeJoin.
distinct(a) → b
a b
sequence sequence vy´stupnı´ sekvence bez duplicitnı´h hodnot
avg
Funkce vracı´ pru˚meˇrnou hodnotu ze sekvence, jejı´zˇ polozˇky musı´ by´t explicitneˇ prˇetypovatelne´
na desetinne´ cˇı´slo.
avg(a) → b
a b
sequence double pru˚meˇrˇna´ hodnota
sum
Funkce vracı´ soucˇet hodnot ze sekvence, jejı´zˇ polozˇky musı´ by´t explicitneˇ prˇetypovatelne´ na
desetinne´ cˇı´slo.
sum(a) → b
a b
sequence double Soucˇet
min
Funkce vracı´ minima´lnı´ hodnotu ze sekvence. Podmı´nkou je, aby byly prvky v sekvenci navza´jem
porovnatelne´.
min(a) → b
a b
sequence item minima´lnı´ hodnota
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min
Funkce vracı´ maxima´lnı´ hodnotu ze sekvence. Podmı´nkou je, aby byly prvky v sekvenci navza´jem
porovnatelne´.
max(a) → b
a b
sequence item maxima´lnı´ hodnota
empty
Funkce vracı´ pravdivou booleovskou hodnotu, jestlizˇe je sekvence prˇedana´ argumentem pra´zdna´.
empty(a) → b
a b
sequence boolean pra´zdnost sekvence
not
Jednoducha´ funkce pro zjisˇteˇnı´ negovane´ booleovske´ hodnoty.
not(a) → b
a b
boolean boolean negovana´ hodnota
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B Kompatibilita datovy´ch typu˚
I – implicitnı´ a explicitnı´ prˇetypova´nı´ t1 na t2
E – explicitnı´ prˇetypova´nı´ t1 na t2
↓ t1, t2 → se
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sequence I I1 I1 I1 I1 I1 I1 I1 I1
boolean I I E E E
integer I E I E E
string I E2 E3 I E4
double I E E E I
xml-attribute I E2 E3 I E4 I
xml-comment I E2 E3 I E4 I
xml-node I E2 E3 I E4 I
xml-text I E2 E3 I E4 I
xml-document I I I
Tabulka 12: Kompatibilita datovy´ch typu˚
1 – Za prˇedpokladu, zˇe sekvence obsahuje jedinou polozˇku.
2 – Za prˇedpokladu, zˇe textovy´ rˇeteˇzec, hodnota atributu, komenta´rˇe, textove´ho uzlu nebo tex-
tove´ho obsahu elementu je “0”, “1”, “true” nebo “false”.
3 – Za prˇedpokladu, zˇe textovy´ rˇeteˇzec, hodnota atributu, komenta´rˇe, textove´ho uzlu nebo tex-
tove´ho obsahu elementu reprezentuje cele´ cˇı´slo.
4 – Za prˇedpokladu, zˇe textovy´ rˇeteˇzec, hodnota atributu, komenta´rˇe, textove´ho uzlu nebo tex-
tove´ho obsahu elementu reprezentuje desetinne´ cˇı´slo.
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C Spustitelny´ procesor
Samostatneˇ spustitelny´ procesor je mozˇne´ nale´zt na prˇilozˇene´m CD k te´to pra´ci. Jeho obsluha je
snadna´:
XQueryProcessor.exe <soubor XML> <souboru s dotazem> [<vy´stupnı´ soubor>]
Specifikace vy´stupnı´ho souboru je nepovinna´, v prˇı´padeˇ, zˇe vy´stup nenı´ definova´n, vypı´sˇe se
vy´sledek dotazu prˇı´mo na monitor.
Spustitelny´ soubor pouze demonstruje jedno z vyuzˇitı´ procesoru. Soucˇa´stı´ prˇilozˇene´ho CD
jsou zdrojove´ soubory s projektem pro Microsoft Visual Studio 2005. Prakticke´ uplatneˇnı´ spocˇı´va´
ve vyuzˇitı´ techto zdrojovy´ch souboru˚ jako komponenty pro implementaci jiny´ch rozsa´hlejsˇı´ch
projektu˚ vyuzˇı´vajı´cı´ch mozˇnosti vyhleda´va´nı´ v XML. Obsah CD je blı´zˇe specifikova´n souborem
,,Obsah.pdf“, ktery´ je umı´steˇn v korˇenove´m adresa´rˇi.
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