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Abstract
The ubiquitous web has been a dream of many for quite some time. In re-
cent years the mobile networks have increased in capacity and speed, which
makes the web accessible from almost anywhere. This is the first step in
achieving a ubiquitous web. Another important step is to make the content
of the web readable by everyone and every device. Today content on the web
are accessed through HTML files. The HTML files are designed for desktop
browsers and are poorly displayed on anything else, for instance like smart-
phones and tablets.
This thesis proposes a standard for information based on XML which the
client will display according to local condition. Contrary to HTML, the stan-
dard will not concern it self with how the information is presented. The idea
is that the client will know how to best present the information to the user.
This thesis will show that such a standard is possible, albeit with some
disadvantages in addition to the advantages.
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Chapter 1
Introduction
1.1 Motivation
Today most information intended for humans is shared via the web. HTM-
L/CSS is used to present the content as a webpage. It is up to the author to
decide how the information should be presented and how it looks. It is then
up to the web browser to display the webpage accordingly. Sadly the fact is
that most web browsers do not display the webpages equally. This means that
the author has to either only use basic features or create exception code for the
particular web browsers[26, 25]. And from experience it seems people tend to
create complex sites for only a few web browsers and forget about the others
with low install base, which is kind of opposite idea of the internet, which is
about information sharing. By not creating webpages for all web browser one
is hindering the free flow of information which is the utopian idea of how the
internet should be.
A webpage is used to share information. But in a webpage there is not
only the information to be shared, but also how to display it and perhaps some
scripts. Usually a webpage is created for displaying on a desktop PC with big
screen. This is not a problem if the information is only to be used in that way,
but if the information is going to be used in other forms, it might not be so
feasible. One might have to morph the html code. In this process one is in the
risk of removing information from the document. This might be because the
device is not able to process some tags, like table and frame tags.
By only distributing the information and not deciding how it should be dis-
played. One gives the user more freedom in how to consume it. This will allow
for easier adaptation on multiple devices and in different manners, which will
increase flexibility for the system administrator to access information in the
method that is most practical.
Some of these problems and advantages was stated by [15]. This thesis will
try to solve some of them.
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1.2 Problem Statement
A XML standard for information that has different predefined tags for information
which the clients will display accordingly to local conditions.
The system administrator is in the server room and need some documents
about an application he is installing. In the server room there are no PCs with
GUIs and accessing the web can be done via CLI and the application lynx.
Most sites do not look good in lynx because it is not a popular web browser
and therefore most sites does not have a version that is designed for it. This
might make browsing some pages cumbersome with lynx. One solution for
this problem is to create a website specifically designed for lynx. This solution
also has some problems. The new design will cost time and perhaps money.
A new internet device enters the market (smartphones and tablets are good
examples), this device has problems displaying websites designed for desktop
computers. If the device becomes popular it can force websites to create a de-
sign for the device. If the device does not become popular there is less chance
for the website to create a design for it. These devices must either use the
desktop design or designs for similar devices.
And what about web browsers that are not so popular? Today there are
many web pages that do not even work well on all of the popular ones. This is
unfortunate because the users can’t choose the web-browser (client) he wants
to use, and gives a chance for monopoly and lock-ins (E.G., Internet Explorer
in the past).
Using the same design every time, might make processing the information
faster for the user. Since it is the same the users does not have to orient himself
on the site and might therefore locate information faster. For this to be possible
the documents have to be created in a standard way that all can use to create
clients and create documents.
If one wants to incorporate information from different sites, one has to ei-
ther process a HTML file or get access to the source. If the information is gath-
ered from HTML files one is dependent that the source code does not change
dramatically. If the HTML is changed then one might have to also change the
processing code.
Websites are usually constructed differently. If one wishes to use multi-
ple sources for the information then the processing code has to have multiple
different parsing units.
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Background and literature
The World Wide Web was and is designed for use on desktop computers.
Recently there has been an increase in web usage on different devices, E.G.,
mobile phones and tablet computers[25]. Although the new devices can use
the webpages designed for the desktop, there have been demand for new de-
signs especially for the devices. This is because the user experience of the old
webpages was not good. The design was centered around the mouse and big
and high resolution displays. The new devices generally use fingers as in-
put devices and a smaller and lower resolution display. Webpages designed
for desktop computers generally use a resolution larger than mobile phones
have available and most tablets. This results in horizontal scrolling of web-
pages, which makes for a bad user experience[16]. [29] showed that although
scrolling is not desirable, the usefulness of the web on mobile is greater than
the extensive need to scroll. They usually also have small items and links to
click on, which makes it difficult for fingers to hit, thus making the user zoom-
ing in before clicking the link.
Research done by [23] showed that users of small screens where 50% less
effective than those with bigger screens. In this test both user groups used a PC
with mouse and keyboard, only the screen resolution was different (1074 x 768
vs. 640 x 480). The webpages used was designed for the big screen and the
small screen could view approximately half of the page in the window. The
smaller display area resulted in increased scrolling, because of the increased
scrolling and the smaller display the users lost their orientation and thus were
less effective than those that used the desktop version.
In order to improve the user experience a lot of sites have created an own
design for these devices. These are often designed for the most popular plat-
form, and thus might not work optimal for the other devices. With hundreds
or even thousands of different devices, all a little too much different, the cre-
ation of a webpage that is designed for every device is almost impossible. One
size does not fit all. It is however possible to create a design especially for the
device, but with that many devices it would not be feasible.
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2.1 Multiplatform
In order to achieve an ubiquitous web, the first step is to make it available from
everywhere. Wireless Internet and mobile networks have become increasingly
popular over the last couples of years and are increasing at a rapid pace. A
problem that still exists is how the web is presented. The de facto standard
today is the evolved form of HTML. In the beginning HTML was designed for
general markup of documents. The generality of the standard made the client
responsible to display the page best possible.
The idea behind this methodology was to allow a browser to dis-
play hypertext documents in a way best suited to the device and
the user’s preferences. If the user is viewing a document on a PC
with a large screen, a 48-point heading is no problem; if the viewer
is using a Personal Digital Assistant with a 3-inch screen, however,
a 48-pixel heading might take up the whole display. This is why
the flexibility in displaying text is left with the browser.
From Dreamweaver MX Web Development by Drew McLellan[26]
HTML is an open standard. But it is locked down to the web browser. This
means if someone wants information from the web that persons would find
it difficult to read it without a web browser. It is easy to think that everyone
with access to the web have access to a web browser. Unfortunately, not every
device is capable to run a web browser, and especially not a fully functional
web browser.
The web should be platform independent, and many argue it is. And they
are right if platform independent means works on Windows, OSX and Linux.
But there are many more platforms and areas (devices) that the web do not
work as well as it should. The main problem on the way to get true multi-
platform is economics. With the popular technics today the website have to
create multiple style sheets or even multiple file formats for all the different
units today. With multiple billions of websites this task would be enormous.
Creating style sheets for all the platforms would be time consuming and ex-
pensive. This, in addition to a low user base on many platforms could make
supporting all platforms costly. As more people are using mobile internet on
their smartphones, more website are creating a version specially for the lower
resolution and touch input. This is because the user base, or potential for a
user base, is increasing and thus is becoming more financial viable.
Another economical problem is the cost of upgrading the websites that al-
ready exists into new formats. Therefor most solution for multi-platform is
based on HTML/CSS technology. There exist multiple applications for ex-
tracting data from HTML files. These applications could be used to convert
old HTML files into the new format, so this problem could be mitigated.
Which came first, the chicken or the egg? This is very similar to the multi-
platform web. One needs the user base in order to want to create the spe-
cialized version of the site, and user will only go to the site if it has a special
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version. The bigger sites that has technology savvy users might create version
for the new devices but smaller sites might be waiting for enough request from
the users.
Old sites which are no longer maintained will most likely not be updated
with new styles. This will make the site outdated and therefor less used and
perhaps even forgotten. That is not the most desirable situation, as it is in
public interest to preserve knowledge and make it available.
2.2 Solutions
There are three areas where content adaption can be done: server-side, in-
termediate and client-side[25]. Server-side adaption is when the server make
adaptions to the document depending on the client. This is a highly used
method of sending an adapted site to the client. An example of this is when
a user enters a URL on his PC he gets the normal site. But when he enters
the same URL on his smartphone he gets another site, which is redesigned for
smartphones.
An intermediate solution is where there is a proxy between the clients and
the server. The proxy relays the website request from the client to the server
and reverse. The proxy adapts the content to the client before returning the
webpage. The point is then that both server and client will not be burdened
with the load of adapting the site. The proxies can then be deployed gradually
and one avoids costly upgrades or replacement of existing hardware and/or
software.
A client-side solution is when the client will adapt the site. The client re-
ceives the full webpage and then has to change the webpage accordingly to
the device. There are some problems with this approach. The entire webpage
is transferred even though substantial parts might be edited out. Adaption
done on the client will require more of the device. The device needs enough
resources to process the document, some devices might not have the resources
needed and thus are not able to view the document as intended. Another
problem the speed of the network. Mobile networks today have less band-
width than what is available for computers. Downloading full webpages on
smartphones might be slow and the user have to wait a long time.
The advantage of this solution is that the client has the possibility to adapt
the content specifically to the device. Proxy solutions or server solution will
have the problem of the sheer number of devices existing. Although it is pos-
sible to support every device, it would be probably to costly.
2.2.1 Adaptability
A solution for the design issue is to make the sites adapt to the different de-
vices used to view them. An attempt to do this was done in the experiment
[24]. In this experiment they created something they called dynamic docu-
ments. The dynamic document is written in TCL, and therefore gives a high
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degree of power and flexibility. The authors stated also that because Mosaic
was designed for workstations it was difficult to run on other computing plat-
forms. At the time this project was published the mobile technology was not
very capable. Normal webpages would take very long time to load, especially
pages with pictures. The dynamic document executes on the client and reads
system specifications and then the script decides what to download and how
to display the webpage.
The user downloads the script from a web server. The script can then
download only what is needed depending on bandwidth. The script can choose
what information to display and how. For example if the client is on a slow
connection, then the script will not download pictures. If this client is a mobile
computer, which at the time were very inferior to desktops, then the webpage
would be drawn in a simpler fashion with less features. The script can make
links to bits of the information on the webpage for the client to download at a
later time.
A downside on this approach is that it requires scripting knowledge from
the authors and individual code for the different devices. For example, if the
script is written for desktops and laptops and if then a new device enters the
market then the script might have to be updated.
[12] argues for a new language for adaptive user interfaces for applica-
tions, one argument being that older languages are designed with an assump-
tion about the type of user interface. This assumption can result in so called
”spaghetti code”, which means unstructured, complex code that is difficult
to read and understand. Using Java as a universally language was quickly
discarded because Java would be required on all platforms and also need for
appliance-specific code.
The new language, called UIML (User Interface Markup Language) is de-
signed around that all appliances should be supported, from PC screens to
Braille. It should also be flexible enough to be used with devices not yet in-
vented. They decided to base the new language on XML, because XML is very
flexible and it is easy to implement new tags.
UIML has five parts that describe the user interface; description, structure,
data, style and events. The description section is where the UI elements are
written. The structure section contains the elements that are shown in the UI.
The data section is where the data for the application is stored, the data is
not dependent on any platform. The style section stores data and style sheet
information that is dependent on a platform. The event section contains the
different events that can occur.
Partitioning of the user interface allows for different user interfaces for dif-
ferent devices. UIML uses style sheets to describe the user interface. It is
possible for the user to override the stylesheet, which makes it possible to per-
sonalize the user interface.
Another solution is to use a single source of information and then use this
information to create files that support the different devices [27]. In this project
the client will send data about device to the server and the server will then
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send an appropriate file. If a PDA send the request then the server would send
an HTML or WML page that was designed for the PDA. On the other hand if
a desktop computer sent the request it would receive a HTML file designed it.
Using this method one does not have to change multiple files, compared
to having single files for the devices. Then one have to change the file for
the desktop, phone and tablet. An advantage of this design is that there is
no duplicates, and thus easier to maintain and update. But there is still need
to create a script that extract the data and creates a file for all the different
mediums. This is of course if the owner creates one, and this is dependent on
economy, user base and time.
Adapting is not only a question of which device that is used. It is also a
question of who is using the device. For instance there are more and more
older adults that are using the web. This user group usually have some dif-
ficulties with using the web. They could have problems with small text size,
contrast, using a mouse and etc. Some of these problems are discussed and
solved with an Internet Explorer plugin in [19]. This plugin makes changes to
the webpage the user is visiting. It can increase text size, increase line spacing,
magnify pictures and etc., while trying to keep the original layout of the page.
There is also a possibility to transform the webpage into a single column web-
site. This will however increase scrolling needed and the main content might
end up in the middle of the page.
2.2.2 Transcoding
Webpages that were designed for desktop computers can be converted into
webpages designed for other devices[21] [33], or it can be converted into com-
pletely different file formats. With this solution one does not have to rewrite
all the HTML files already in place. Although one might have to use the pro-
cedure equal amount of times as devices one wish to accommodate.
An example of this kind of solution is described in [17]. This solution is
based on a proxy setup. The clients will request websites from the proxy. The
proxy will then get the website from the web-server, and then alter the page
accordingly to the client. The software will also conduct lossy compression
of pictures. The software will shrink pictures and convert colored into grey
scale. The user can request a zoomed inn part of the picture, in order to look
closer on details. The goal of this project was to let mobile users experience the
Internet with pictures and not a variant with only text.
Webpages can contain complex nested structures, for instance tables and
frames. When transcoding the HTML file there is great chance that there are
large amount of formatting lost in translation. This is especially true for trans-
forming HTML pages to WML cards[22]. This is because WML only shows
simple cards that cannot contain other cards in itself. The conversion of a con-
tinuous HTML page into a WML page which consist of multiple cards, or in
other words a multimedia frame, can result in a WML page which does not
have the right flow through the deck(all the cards in the WML document).
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Another example of a re-authoring is done in [13]. The system they devel-
oped, called Digestor and is a proxy type solution. Digestor is designed for
PDAs with smaller screen and lower resolution. This research also states that
most webpages are designed for desktop computers with at least a resolution
of 640x480, this was eleven years ago and is still true except that resolution is
probably higher. Because todays smartphones usually comes with a resolution
of 480x800, which is more than older computer screens. But the problem is still
consistent, just scaled up.
The Digestor uses different kinds of techniques in order to minimize and
take advantage of screen real estate. One technique is outlining where Digestor
creates an outline of the webpage. This is done by creating a page with the
outline of the page. On this page the different sections are represented with the
name of the section and links to pages where the sections have been extracted
to.
Another technique is first sentence elision. This technique displays the first
sentence of a section, and the sentence is a link to the original section. This
method reduces the needed screen real estate and lower the data transferred.
Pictures are the item that uses most screen real estate on a webpage. In or-
der to reduce the amount transferred one has to do something about pictures.
In the Digestor this is done by shrinking the pictures. The pictures are shrunk
by 25%, 50% or 75%, and are links to the full picture.
Another similar solution was done in [33]. This research did focus on mo-
bile phones with small screen sizes. The solution is also proxy based. The
mobile phone uses the proxy when accessing the web. The proxy transforms
the webpage to display better on a mobile phones.
Some of the phones could not display tables and frames, and was therefore
re-authored such that tables was displayed as text with space between them.
Frame based webpages were transformed into a single page that contained all
the frames.
All pictures are resized depending on their original size. Large pictures are
shrunk more than smaller pictures.
[31] have also research on how to display web content with mobile phones.
This solution was also proxy based. This solution uses an interface based on
links. By extracting links from the website and sorting them in a menu makes
it easier to navigate the website from mobile phones. Although a problem they
discovered was that when removing links from the page was that the context
the link was in were removed.
Transcoding websites takes time. An addition to transcoding pages is to
display RSS feeds on the website[14]. This solution was designed for mobile
phone users. The user opens the solutions website which works as a proxy
and gets the website for the client. Before the client gets the website it has been
checked by the proxy for RSS feeds attached. If there are RSS feeds attached
then the client gets the choice to see the RSS feed instead of the website. If
there are no RSS feeds, then the websites gets transcoded.
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A problem with these solutions is that many webpages lacks semantic and
logical design. This will make transcoding difficult since it will be more com-
plex to create code that can interpret the webpage. This is because webpages
are created for people and not for computers. Humans have an extraordinary
ability to discover patterns, especially visually. Because of this ability there are
many different patterns in the design of webpages. Computers only do what
the code tells it to do. Writing code that can tell patterns from random appear-
ance is most difficult. Such code do also demand much processing as it might
not be achievable in a satisfied way.
2.2.3 Semantics
Humans can easily figure out semantics, computers not so much. Computers
have to be told what the relation is or what to look for. This is one reason why
applications do not use HTML to share information.
[28] describes a method to create a semantic web browser. This solution
uses RDF files instead of HTML files. The RDF files are written in XML and
separates presentation from content. Only the content are stored in the RDF
files and the content in the RDF files are described. The browsing applica-
tion then uses the description of the content to display it. This allows for the
browser to make decisions on how to present the content according to what
kind of content it is and user preferences.
By using semantics on the web it is possible to link related information
together. An example from the article is flight information to San Francisco
would link to weather forecast for San Francisco and people from the users
contact list who reside in the area. This additional information can come from
multiple sources, so called RDF stores. The browser will look through the meta
data of the first RDF file and use them to query the RDF store. The results of
these queries can then be presented with the data from the main file.
The semantic web is dependent on content provider uses formats that sup-
port semantics, for instance RDF. Today RDF enable websites are not widespread.
Before RDF is the norm, it is possible to software like piggy bank[20] that tries
to extract semantic information from HTML pages in addition to RDF files.
The semantic data that users of piggy bank collect can be stored in seman-
tic banks. Other users can use the semantic bank to link data from multiple
sources. Piggy bank is developed as a Firefox plugin to decrease the leap to
the semantic web. The plugin will show if there are semantic data that can
be collected, the users will have to manually collect the data. Piggy bank also
uses an application written in java that is used to query multiple databases
and store the saved the semantic data.
2.3 Wrappers
Most information on the web is accessed through HTML websites. Wrappers
are used to convert the HTML files to structured files that are understandable
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by applications. There are many examples of how wrappers can be created[30].
By using wrappers it is possible to create XML files from HTML files that
can be used for semantic web and automation by applications. The use of
wrappers will smoothen a transition from human readable files to machine
readable files.
Because of the arbitrary layout of HTML files, the wrappers have to be be
able to recognize many different structures of data. Usually one has to create
a wrapper for every type of structure. This is because the applications needs
to know the exact position of the information in the document or what to look
for.
The creation of wrappers usually involves some kind of programming.
This is because complex/arbitrary structures is something that can be difficult
for programs to discover. If the structure is complex or very arbitrary, then the
programming of the wrapper will be either complex of massive.
An example of a wrapper that converts a HTML file to a XML file is done
in[18]. The wrapper takes the HTML file and extracts the information and
creates a XML file from it. The wrapper uses multiple algorithms in order
to extract information from the HTML file, and discarding all code that has
to do with the visual. The XML file then contains data in a semantic way.
For instance if the HTML page contains information about books, then the
XML file would have a book object with the information about the book. Then
a script could get the information about the book from the XML file. If the
application would get the data from the HTML file it would had to go through
the same procedure to extract the data. And if there were many scripts that
were to get information about the book, then all the scripts would have to do
the same procedure over and over. That would be a waste of resources and
time.
A problem with wrappers is that they are computer programs that analyze
text and tries to group them together. If the HTML page is designed in a way
that the wrapper program is not programmed for, it would not create the cor-
rect XML file. Therefore the wrapper program might have to be updated if the
HTML file change or the wrapper is used on other files.
2.4 XML
XML (eXtensible Markup Language) is a language that is used for computers
to communicate with each other. It is also multi-platform which makes any
computer able to read it. In XML the programmer creates his own tags, this
flexibility has resulted in many languages that are used for communication
between computers.
[11] surveys different solution for views of the data in XML files. And
argues for the need for database like views of XML files. This is because some
people might want a different view on the data in the XML files.
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2.5 RSS
RSS (Really Simple Syndication) is used to syndicate a websites content[6].
RSS is mainly used to notice readers that the website is updated. Basically the
website owner creates a RSS file on the webserver. This RSS file is then read
and users are notified if there are any updates. It is also possible to register
with RSS aggregators. The RSS aggregator also read the RSS file and presents
the RSS feed with other RSS feeds. The user can then read the news he is
interested in without looking through many websites.
A RSS file is actually a XML file. The RSS file contains a channel element.
The channel element describes the RSS feed. In addition to the description el-
ements, the channel contains item elements. The item element describes what
is updated on the website, for instance a news story.
2.6 WML
WML (Wireless Markup Language)[9] is used on mobile phones instead of
HTML. It was most used to give mobile phones access to the web over WAP
(Wireless Application Protocol). WML is also based on XML.
A HTML document stores the information as a continuous page. A WML
document stores the information as cards in a deck. The WML file is stored on
a webserver and is accessed by the mobile phone through a proxy server. The
proxy server gets the card the user wants, and converts the text into a format
the mobile phone understands.
2.7 RDF
RDF (Resource Description Framework)[4][5] is a language that is written in
XML. It is used to describe resources on the web. RDF is a part of “W3C’s
Semantic Web Activity”. RDF is designed to make computers able to under-
stand what the information is. With RDF a computer can differentiate between
temperature and angle degrees.
RDF uses different predefined tags to describe the information. The tags
one can use depends on what one is describing. When describing information
one has to link to a namespace file, which is used to avoid problems with
elements that have the same name that have different meanings.
2.8 OWL
OWL (Web Ontology Language)[3][8] is a vocabulary extension to RDF. By
using different vocabularies it is possible to describe what the information is
and how it is realted to other information.
By using OWL it is possible for computers to know that a laptop is a PC.
When searching for PC’s then the computer can get all that are in the family
PC, like desktops, laptops and tablets.
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Chapter 3
Model and Methodology
The goal of the standard is to give ubiquitous access to information. In order
to achieve this goal there are some considerations to be made.
The goal with any standard is that everyone is using it. In order for every-
one to use it, it has to be a standard that everyone agrees on. The standard has
to include opinions from the users or they will create their own standards and
the standard becomes derelict. The standard will therefore have to be open for
discussion before being finalized.
1. The first step for such a standard is to decide how to store the informa-
tion. The method has to compromise on several aspects so that it will be
able to be used on as many devices as possible.
2. The second step is to decide how the information shall be parsed. This
will depend on how the information is stored.
3. The third step is to figure out what information is. This will tell what
parts should be stored and how. Which is also depended on the first two
steps.
4. The fourth step is to decide which devices should be used to test the
standard and how the device shall display the information.
3.1 Storing the information
3.1.1 Multiplatform
To be able to create a multiplatform standard it must be strict. Meaning that
if the standard is not strict there will be creative solutions that will most likely
give unforeseen results. A strict solution will reduce this because there is fewer
ways documents can be constructed.
Most likely will a strict standard make it easier to create documents. This
because there will be one way to create the document. Because of this there
will be easier to get help and support. Because documents tend to follow a
strict structure, flexibility should not be missed too much.
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It should be flexible enough that every device that existed, exists and will
exist can display the information best possible. The idea behind this is that
compatibility is on the effort of the client. Thus avoiding authors of websites
neglecting certain devices. And website authors can concentrate on the design
for desktop computers since other devices would use other clients to access
the information.
3.1.2 Binary vs. Text
There are two main methods of storing information. Binary and text based.
Binary has the advantage of being smaller in size, but more complex in deci-
phering. Text based is easier to decipher, but larger in size. Binary files would
need a compiler of some sort to translate from a higher language to the binary,
because writing documents in binary would be time consuming and extremely
tedious work.
It is believed that the need for a compiler will increase complexity and
heighten the level of technical skill required. Although a compiler can give
compilation errors which could be beneficial, although this could also be solved
by using a validator to check the code.
A text based format has the advantage that it is readable to anyone with
a text editor, and also writable for anyone with a text editor. In other words,
everyone with a computer will be able to write in the language.
Text based languages is easier to learn than binary ones. Because one of the
aspects of the standard is to be easy, a text based format would be the better
choice, even though a binary format would be faster to process because it is
more compact.
Because a text file is readable by everyone, it is easier to write software
that can read and interpret it. This will make it easier to have multiplatform
capability. For with a text format most platforms should be able to process the
information.
Information can come in many different formats, the most basic formats be-
ing text, pictures and sound. Because of this a text only format will give limita-
tions to those other formats. Therefore the format will be mix between binary
and text. Text for text and structure, and binary for pictures and sound. Much
like HTML. The binary format will not be discussed in this thesis. Instead will
well know standards be used, like PNG and JPEG for pictures. Sound is not
tested but formats like MP3 or OGG would be a good choice.
3.1.3 Static vs. Dynamic
A dynamic format would be able to change depending on the requests of the
client. A client which is only interested in one part of a document only gets
that part. This will reduce the needed resources of the client since there is less
to process. It will on the other hand increase the needed resources of the server
providing the information.
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Because the standard has as a goal to be ubiquitous there should be as little
requirements as possible. It is believed that a dynamic format will demand
more resources on the client or more advanced code on servers. This will in-
crease the level for participation in the standard.
It is often that documents are provided via static mediums, for instance
CDs, memory sticks or archive files via the Internet. If the provider have to
provide code that makes the document dynamic, like a database, then it must
be in multiplatform code. This will be almost impossible because of all the
different platforms available, and all the different versions. And it is also a
security issue by running code provided by sometimes unknown authors.
Another solution is to have the client responsible for the dynamics. The
client could have something like database query tool which could generate
a document from a provided database. This would probably be an effective
solution, looking at resource consumption. By using a database like format
will probably increase the complexity and thereby the technical skill needed.
There is also a possibility that the creation of such documents would need
some kind of authoring software.
Although a database can reduce resource consumption, this is more true
for complex procedures. If the procedure is simply to print out the document
line by line, then a database might be a overkill.
With static files one has to read the entire document in order to get all the
information one is after. This means that if one is after information at the end
of the file, all before that has to also be read. This will reduce effectiveness,
especially in large files. On the other hand a static file is simpler because it
does not need any additional code to read it.
A static file simpler than a dynamic file and is therefore more suitable for
multi-platform. The simpler structure of a static file will be more flexible in
how it is implemented.
The choice is a static file format because it will be easier to create, easier to
provide and simplified client processing. Although might be less efficient than
a database type of document.
It is however possible to generate the static document by dynamic means.
Which means one can query a database and the result can be embedded in
the static file. This is often used by websites, which generates websites from
databases.
Therefore the standard will be static with a possibility for dynamics. This
solution will give a high degree of flexibility both for online and offline use.
Online users will most likely want the particular information they are after,
whereas offline users wants to read more information. Can be compared to
googling and reading a book. Usually when a person googles, he wants the
information as fast as possible to, for instance answer a question or fix a prob-
lem. On the other hand a user that reads a book would more likely to get more
in-depth information.
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3.1.4 Familiarity
The de facto standard to view information on a computer today is with HTML
files. HTML is a language that describes how the information should look
in the web browser. Most websites uses HTML to present information and
should therefore be familiar to most people that publishes data to the world
wide web. This will be exploited by having syntax similar to HTML. The idea
being that because of the similarity to HTML users do not have learn a differ-
ent type of language, and hopefully be less difficult to implement. The easier
the standard is the more people have a chance to implement it, which is a key
factor to a standard. Although a standard which is to simplified would not
give the features that is desirable and a to complex standard will be difficult to
implement, the difficulty will be to balance these two contradictories.
HTML does not have a very strict structure. In HTML, tags that mark up
the content, does not need to be closed. This have caused many situations
that have resulted in multiple interpretations, which resulted in many different
presentations. And is one reason for the creation of the HTML strict syntax,
which is actually an XML implementation of HTML. Like HTML, XML is also
multi-platform.
Since XML is similar to HTML and XML is used by many website authors
it should be familiar and easy to learn. Therefore the standard will be based
on XML.
3.1.5 XML
XML has strict syntax which can be enforced by DTDs (Document Type Defi-
nition). The DTD tells what kind of tags are allowed inside the XML file and
where they can occur. If there are tags that violate the DTD the XML will not
be processed. This decreases the likelihood that the information will be misin-
terpreted.
XML does not state any tags, but rather how the tags have to be. Thus
allowing for arbitrary tags and structure of these tags. Because of this there
are multiple languages that have been created using XML[10].
A tag in XML starts with a < and ends with a >. The syntax of XML states
that every element needs a closing tag. A closing tag starts with </ and ends
with a >. One can also close a tag within the opening tag, like <tag />. The
tags are case sensitive, <abc> is different from <Abc>. A XML document
needs a root element and elements need to be properly nested, which means
that an element that is opened in an element needs to be closed inside the same
element. An example is shown in figure 3.1:
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<root>
<child>
<subchild>.....</subchild>
</child>
</root>
w3schools.com/xml [10]
Figure 3.1: A very basic example of how and XML file is structured.
The XML file contains only the information and the structure of the infor-
mation but not how the information looks. Because of this the client have to
decide how to display the information. There are some benefits from this so-
lution: one being that authors do not have to create a design that fits all or
multiple designs. Since a design that fits all would have to be design around
the lowest common denominator, the more powerful devices would have a
less fancy experience than expected. If it was designed for powerful devices,
less powerful ones might not be able to consume any information. Multiple
designs would be a lot of work and could result in that many devices would
not get a own design, because the work needed would not be economically
viable.
With the proposed solution, the client will choose what it is capable of pre-
senting. The client will extract the information it can present and present it in
the way that is designed for the client. For example a terminal web browser
is not capable of displaying pictures or movies. Many websites uses pictures
in their design because their sites are designed for being viewed by desktop
web browser. Because the terminal web browser cannot show pictures these
will be either overlooked or the alternative text will be written. If pictures are
heavily used for design or for descriptive purposes, the information could end
up being disordered.
Another benefit is that the user can choose how the information is dis-
played. The idea behind this is that the user would know best how he wants
to view the information. By displaying the information in the same way for
every source of information the user will most likely increase their effective-
ness in processing the information and will likely use less time finding out if
the information is relevant or not.
The flexibility in what is displayed and how, opens up for new ways to
process information. The information could be accessed from a larger range
of devices easier than before. Because of the openness of the standard it could
potentially, and wishfully, be accessible from every type of device everywhere.
The only limit in how the information is presented is our human senses. An
example is that as speech synthesizing technology is advancing it would be
possible to hear the information in a satisfactory way. Because the information
is structured it is easier to get an overview over the information before decid-
ing if the information is interesting or not. This is most helpful because it is
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more difficult to skim information with sound than when reading.
It is tempting to say that speech synthesizing text information is technology
specialized for blind people. No doubt they will have greater need for it, but
”normal” people will also be able to use it in their daily life. For instance when
driving a car one wants to have full focus on the road and not stare at a screen.
One could hear the information and still watch the road. Another example
is if you are on your way to catch the train and you want know when the
train is departing, you could get a live stream and listen to the data instead of
watching it. You can have your smartphone in your pocket and listen while
riding your bicycle to the station and know if you have to speed up or not. The
departure information could be announced over the music you are listening to.
In the nearer future it would be easier to focus on the devices that are al-
ready in use and have poor user experiences. In mind comes smart phones,
tablets, TVs and CLI applications. Except for CLI application all other have
come to existence in later time. Websites are designed for desktop computers
and does not work sufficient on other devices. In order to reduce this prob-
lem websites have created specialized designs for these new devices. Because
every device would optimally need an own design, then there needs to be
one design for desktops, smart phones, tablets. That is three different designs,
which would probably mean a lot of extra work. TVs are not counted in be-
cause the market is just not there today, there is not enough users accessing
webpages from their TVs. The reason is probably that the webpages is not de-
signed for TVs and thus gives a poor user experience. The same goes for CLI
application, the market is just not large enough. Before, there was almost no
webpages that where design specially for smart phones or tablets. The pages
came after the devices where popularized by iPhone and iPad and similar de-
vices. A conclusion one can draw from this is that if one wants to use ones
device one would have to wait for the market to grow, if ever.
By using the standard proposed one avoids this problem since one does not
have to wait for the market to grow or the website designer to show interest.
This opens up for the minorities of the web to access information. This could
also benefit websites since the market will get larger without them needing
to create extra designs. If the information is stored in the XML format, they
could actually be able to avoid the need for designing anything at all. All
they would need to do is make it available for people. Since the standard has
nothing to do with the presentation of the information the websites could still
create webpages in their own design and just get the information from the
XML file. The XML file would then be at a layer beneath the HTML/CSS used
for presentation. This would make it easier to change either part. A solution
commonly used today, but there is no standard therefore the XML file will be
different depending on the provider of the service.
Another positive side of XML is that it is text based, and therefore the
source can be read and easily understood. Because it is pure text it is easy to
write applications that process and/or display the information. There are also
many possibilities for innovation because of this openness. One that comes
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into mind is cross referencing multiple source in order to give extensional in-
formation about topics. An example from the semantic chapter is if searching
for airplane tickets to San Francisco one could get tourism and weather in-
formation from San Francisco. This can be solved by having databases over
documents and using keywords and elements from them to classify and link
them. For instance a location tag could contain the continent, country and city
(North America, USA, San Francisco), this information can thereby be used
to link it with other document with similar elements. If this was stored in a
database one could select every entry with the tags continent, country and city
matching North America, USA, San Francisco. And thus linking the docu-
ments based on location.
3.2 How should the XML file be parsed?
How the XML file is parsed is depended on device, programming language
and features desired. Usually a line by line parsing will suffice. After the
parsing is done it is possible to manipulate the information within. This is
probably the most efficient procedure as manipulating directly on a file would
be slow.
3.2.1 How should the parsed XML file be stored?
This is also depended on the device and programming language. The pre-
ferred methods are those that you can access random parts of the document.
Random access gives the possibility to print an arbitrary part of the document.
One can also display the information one is interested in and in the order one
wishes.
In the examples in this thesis the XML structure will be stored as a multi-
level hash(associative array). The reason for this is that such a structure gives
random access to the information and is easily created and easily accessed.
It is also possible to use arrays, objects, structures, databases and etc. It
could also be possible to not store the information at all. For instance it would
be possible to filter out the tags when parsing the document, and structure
information at the same time. This will however limit the functionality to print
out information in the same order they are in the XML file.
3.3 Information
The standard should incorporate the most used types of information, E.g., ar-
ticles, news, books, blogs, etc. As new types of information comes along they
should be continuously considered into the standard. The standard should im-
plement the different types of information individually, this will increase the
flexibility and allow for continuously extending the standard. It also allows
for changing one standard without having to change the other. It also opens
up for the possibility to not support every standard. This is good for devices
that do not have the capability to support some standards. For example it is
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not possible to view videos in a terminal, the terminal could therefore omit
support for videos.
3.3.1 What it is
The dictionary defines information as “knowledge communicated”. Informa-
tion is, by this definition, composed of two parts, knowledge and communica-
tion of knowledge. The knowledge is stored inside the XML file. The standard
does not incorporate how the XML file is communicated. The XML file could
be a static file on a web server, CD/DVD or etc. It could be created from a
script or created from a database. This flexibility is believed to increase the
communication part. Because different channels are best in different scenar-
ios. For some information a broadcast would be the best solution, E.G. multi-
ple consumer subscribe to a news feed. In other situations a channel directly
between the provider and consumer would be most beneficial, E.G. webpage.
There are also good communication infrastructure already in place. This will
decrease cost of implementation, as cost being one of the most influential de-
cision taker in the world.
How knowledge is best communicated is very personal. That is why there
should be a high flexibility in how to consume it. Some people likes to read
from cover to cover while other likes to read bits and pieces. Some like to
use information for references and while others like to learn all of the content.
Some people likes to use the web browser, while others like to use the terminal,
both should be able to consume the same information (or at least the lowest
common denominator). For instance a terminal window is not the best way to
view pictures or video. But that could be solved by different methods, one be-
ing that pictures and videos could be downloaded to be viewed later. Another
solution could be to use a ASCII art convert program, that creates ASCII art
from pictures and possible videos too.
3.3.2 Presenting information
With today’s solutions one would have to create multiple website designs in
order to accommodate their users. The terminal users would need one design,
the web browser users another, and smart phone users a third and so on. If
the information is communicated in a poor way then the user does not want to
acquire the knowledge and might just try his luck another place. So how the
information is presented is important in order to gather the knowledge and be
able to communicate it.
There exist a lot of design principles to achieve good presentation of infor-
mation. But not all know these or do not want to spend time in order to present
the information in the best way. These people are more interested in creating
information and wants to spend their time for that purpose. These people
might use templates that have been created by designers. But these templates
are usually based on web standards like HTML/CSS/JavaScript and most of-
ten they encounter the same problems, that they are only usable on the desktop
computer and not much anywhere else. Since the information people are most
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interested in that people are able to access their work, they might end up with
a HTML template that uses the lowest common denominator, or more pre-
cisely bare HTML. Like paragraph tags, header tags, lists, tables and not much
else. This will most likely work on the most platforms, from terminals, smart
phones to desktop web browsers. Although the experience will not be optimal
for either. The terminal user would most likely not read all information in the
document, and especially not smart phone users. And the desktop user might
want something more advance that takes advantage of the bigger screen and
additional resources.
3.3.3 Different types of information
There are many different types of information, and many of these have a struc-
ture that is specialized to it. The first step is to find out how the information
type is structured. Then one has to decide the structure that fits best to store
the information. It is not always suitable to store the information in the same
way that it is stored on other mediums. This could be because of limitations on
devices, bot new and old. For instance paper has a physical two dimensional
area to store information, a computer stores information in a one dimensional
line. The paper displays the information that is physically printed on it. A
computer file can be presented in multiple different ways.
The structure of the information will indicate what kinds of elements it
needs. The elements will be stored in such a way that the structure of the
information can be restored, but the XML file does not have to follow the same
structure that the information has. The reason is that sometimes it is more
preferable to store in other ways because it faster to process or gives desirable
features.
The following types of information will be used as examples in this thesis.
• Scientific article
• News article
The scientific article was chosen because when working on the background
chapter and after reading multiple research documents, it was discovered that
articles that had similar layout and design were easier and faster to read. Most
articles is provided in a PDF format which is difficult to adapt to ones needs
and preferences.
The choice for the news article was because news is an important channel
for information. And news is one type of information that is very nice to have
access to everywhere anytime. Today news comes usually in a newspaper or
on a website, although lately there have come applications on smartphones,
tablet computers and eBook readers that shows the news in a way that is de-
signed for those devices. But since the source is not open and available the
devices that are supported depends on content provider.
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3.4 Freedom
With the World Wide Web we have the freedom to choose what information
we want to consume. But we do not have the choice in how to consume the
information. We have to consume the information in the way the author de-
cides. We have to adapt to the information instead of adapting the information
to us.
3.4.1 Devices
Most websites are designed for desktop computers. Because of this there are
many devices that are not capable of displaying information in a satisfactory
way. A smartphone will have problems with showing these websites because
of the screen size restrictions of the smartphone. Smartphones have lately got
increased screen resolution that can match some low end computers. In order
to achieve this the size of the pixels have shrunken. If the smartphone displays
the website in a pixel per pixel match, the website will be really small and dif-
ficult to read. For this reason the information should be displayed in another
way than a website designed for desktop computers.
Some websites that have created an own design for smartphones, uses the
user-agent field of the http header to identify which version to send to the
client. This is very handy if you want the page they think fits best for you.
Usually one does not have access to all information by using smartphone de-
signed webpages. If one needs the information on the webpage then one have
to access the desktop version. The desktop version can often be accessed by
following a link on the smartphone design. But the smartphone version have
to be downloaded and displayed before you can locate this link. Then the
desktop version has to download and then be displayed. And in some cases
you might not be allowed to get the page because you do not have the right
client, and would have to spoof the user-agent field so that the web browser
would identify itself as a desktop browser. Or use other means to access the
information.
3.4.2 Universal Design
In the recent couple of years there has been an increased focus on universal
design. Which means that buildings, product and environments should be
accessible to both people with disabilities and people without. This is usually
solved by creating websites that follow guidelines so that disabled people can
easier change the appearance.
For instance it is possible to zoom webpages to make it easier to read. There
are two different ways to zoom a page, one being to zoom the text and the other
to zoom the entire page. When zooming the text the layout of the page is the
same, which can result in large text in a narrow area. Text in the web browser
might not have the ability to have single words on multiple lines and thus only
a part of the word is readable. The other method is to zoom the entire page.
This method is like using a magnifying glass, everything in the lens gets bigger
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but one have to move the magnifying glass in order to view the entire page.
This method increases scrolling both horizontal and vertical.
Both these methods tries to keep the design of the website while giving
the visual impaired the possibility to read the website. The result is increased
scrolling or words that are not visible. With the increased font size the design
will be stretched and thus not looking as intended. Therefore the design will
be wasted, because it does not look like it should and because it is hindering
the users.
Creating universal designed websites is difficult. Especially if the goal is
for everyone to be able to use the website. Because then the designer would
have to take the consideration of many different disabilities. A good design
for one type of disability might be bad for another. Creating one design that is
good for all seems unfeasible. The cost and time by designing something like
that would be enormous.
Instead of designing a website for everyone, everyone should design the
website for themselves. Not meaning that the user should create their own
CSS file. But rather the client software the user is using will present the docu-
ment in the way the client is programmed to. This opens up multiple different
presentation of the information. The idea being that the users would know
best how to read the website.
3.4.3 The meaning of information
The purpose of a website is basically to display information. The design of the
webpage is mainly to give a better overview over the information and make
it look nicer. If something looks nice or not is definitely based on individual
preferences. If something has a good overview is more scientific. Although
one can get very efficient in finding information if one is familiar with the
layout. A familiar layout can often give information faster than a scientific
better layout.
Information is defined by the dictionary as knowledge communicated. By
this definition, the website is the communications part and the content is the
information. The design is something else. If the knowledge is what is impor-
tant then the design of a webpage is not necessary, and should thereby be easy
to give up. Although, many people seems to be more interested in the design
than the content. But because of the flexibility of the solution it is possible to
have websites that are designed differently from each other. A problem with
this is why spend money on a design when users will use their own client
anyways? This could result in the providers either hiding the source XML
file or using something other than the standard. The solution to conquer this
problem is either political or incited by the market.
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3.5 Devices
3.5.1 Which devices and why
In order to test the standard a few devices were chosen. These devices were
chosen in order to give an example of the flexibility and how popular the de-
vice format is for system administrators.
The first device was a computer, but more precisely a CLI terminal. The
reason is that often the computers in the server room is without a graphical
environment, and browser like lynx does not display all websites in a satisfac-
tory way. If the system administrator needs some information he would most
likely go get a laptop or go to his office to read the information in a desktop
web browser.
The second device was also a computer. Although the software used is a
desktop web browser. Web browsers are the most used tool to acquire infor-
mation today. And comes installed on the most operating systems and devices
today. The choice of a desktop web browser is threefold, one being that it is
possible to create websites from the XML source, which reduces the transition
period. The second being that websites can still use their own design even if
using the standard. And the third is to faster give a good example of how the
XML source can be displayed.
The third device is a smartphone. In recent years smartphones has be-
come an important tool for system administrators. Instead of using comput-
ers to check status of computer systems, reading email, viewing current sup-
port tickets and fix systems, the system administrator can do these task via his
smartphone. Being able to read information would be a big benefit because the
system administrator can acquire information for a problem with the system.
And later fix the problem.
3.5.2 The user interface for the different devices
The user interface of the application is important to communicate the knowl-
edge to the user. A bad user interface will either not give the information to
the user or decrease the users interest in acquiring the knowledge. Therefore
the user interface have to be clear and conspicuously.
CLI
CLI applications can usually only present text. Therefore the information that
is not text based have to either be represented with text or skipped altogether.
Pictures will not be displayed because the terminal cannot display pictures,
but the meta data for the picture will displayed. This is because picture often
has a description that explains the picture. This description will be printed
accompanied with the title of the picture and the URL. The URL is useful if the
user wants to download the picture for viewing on other devices.
Because CLI applications are often used on screens that are limited in screen
real estate, it is not always preferable to display a whole document on the
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screen. Therefore the CLI application will be able to print out parts of the doc-
ument. For instance if the user wants to read the abstract of an article, then the
user will be presented with only the abstract. This will use less space and less
need for scrolling since it is a more manageable amount.
Desktop web browser
Desktop computers usually has a decent amount processing power available.
With this power it is possible to present the document with more complex
design and features. Because of this it will display the entire document. If there
are any pictures in the document these will also be displayed. The webpage
will also have a menu that makes it faster to navigate the document. This
menu will be generated automatically by the webpage creator script.
Smartphone
There has always been a desire to access the web via smartphones. A problem
with accessing the web via a smartphones is that webpages are designed for
big screen desktop devices with precision pointing devices. On a smartphone
there is no big screen and usually no precision pointing device. The presenta-
tion will have to take this in consideration.
There should also be as little scrolling as possible[32]. The solution for this
to only show parts of the document. In this example it will show only one sec-
tion at the time. If the section is long there will be need to scroll. The scrolling
will however only be vertical and not horizontal, as horizontal scrolling re-
duces the user experience by far more than vertical scrolling.
Smartphones can show pictures, but because of limited screen real estate it
is beneficial to reduce the size of the pictures. The smaller pictures will give
a better overview of the document, and the user will not be overwhelmed by
the full-size picture.
3.5.3 What information should be presented?
As much as possible of the information should be displayed, or made available
to be displayed. Not every device will have the ability to display everything a
document can contain. For example a CLI terminal will not be able to display
pictures. But the user should have the choice to download the picture which
he can view with a different device.
Some information does not always make sense to present on some devices
or in some situations. The example of pictures on CLI terminals still stands.
Another example is situations where the user is after only a part of the infor-
mation. Why display the entire document if the user is only interested in the
author of the document?
3.5.4 How should the information be presented?
There is no single correct answer to this question. There are multiple ways
of presenting information. What is a good presentation of information on a
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desktop computer is most likely not a good presentation on smartphones or
CLI terminals, and vice versa.
Although there are some guidelines one should follow. For instance a table
should be able to recognized as a table, and a list should too. But because of
the desired flexibility there will not be any rules carved in stone on how the
information should be presented.
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Chapter 4
System design
4.1 XML Structure
In the standard the root element is the type of information. Every element
must be between the opening and closing tags. The root element is also used
to decide which plugin to use when parsing the document. If the root ele-
ment is <article> then the plugin that is loaded is article, if the root element is
<news> then the news plugin is used.
The <meta> tag should be in all the different types of information. Be-
tween the meta start and stop tag there should be only meta information. The
meta information could be: author(s), title, date, copyright, etc. The meta data
should contain information that is of extra value to the information.
Between <content> and </content> is the main part of the information
stored.
4.2 Description of information
4.2.1 Article
There are different types of articles; the one described here is based on the
scientific article type. Through the programming of the examples it was dis-
covered that it is difficult to know every type of element that could be useful.
Therefore this is only a suggestion of how an article could be structured.
An article contains a set of different items. Usually they have a title, an
author(s), a date, an abstract, some sections and last a list of references. These
different parts could also be broken into smaller entities. The authors have a
name and perhaps email address. The date is build up by the year, the month,
the day and maybe the hour and minute. The abstract and the sections usu-
ally have a title and can contain text, tables, lists, pictures and formulas. The
reference list usually contain the number used to refer to, the authors, title of
the work and year.
Figure 4.1 shows an example of how an article is build up using the XML
standard. The different elements are optional, except for parent elements. E.G.
you cant have author element outside where they are allowed. The authors
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tag should occur in the meta parent or <references ><the type of reference >.
Some tags can occur multiple times and some not, this is because some tags
does not make sense to occur multiple times, for example the title tag.
When creating the example for article subsection and subsubsection was
overlooked in order to first get the basics up and running. It was later skipped
because the display code would need to be rewritten. A finalized standard
would contain these and probably others. Mathematical expressions was also
not included, as it would be too time consuming to find a good structure to
store it in and how to display it.
Table 4.1: The different possible elements currently imple-
mented.
Element tag Description Allowed in
<article> The type of the information It is the first and last el-
ement.
<meta> Meta data about the article <article>
<title> A title <meta>, <article
name=”name”>,<book
name=”name”>and
<picture
name=”name”>.
<authors> The author(s) of the article <meta>, <article
name=”name”>and
<book
name=”name”>
<person> Contains information about a
person
<authors>
<name> Contains the name of a per-
son
<person>
<first> The first name of a person <name>
<last> The last name of a person <name>
<email> An email for the person <person>
<phone> A phone number for the per-
son
<person>
<date> Contains information about a
date
<meta>, <article
name=”name”>and
<book
name=”name”>
<year> The year of the date, or range
of years when used for copy-
right information
<date>and <copy-
right>
<month> The month of the date <date>
<day> The day of the date <date>
<hour> The hour of the date <date>
<min> The minute of the date <date>
32
4.2. DESCRIPTION OF INFORMATION
Table 4.1 – Continued
Element tag Description Allowed in
<legal> Contains legal information <meta>
<copyright> Contains copyright informa-
tion
<legal>
<holder> The holder of the copyright <copyright>
<references> Contains information about
the references
<article>
<article
name=”name”>
Article type of reference <references>
<journal> The journal were the article
was published
<article
name=”name”>
<volume> The volume of the journal or
book
<article
name=”name”>and
<book
name=”name”>
<number> The issue number of the jour-
nal or book
<article
name=”name”>and
<book
name=”name”>
<pages> Pages which are referred to <article
name=”name”>and
<book
name=”name”>
<doi> Digital object identifier <article
name=”name”>and
<book
name=”name”>
<issn> International Standard Serial
Number
<article
name=”name”>and
<book
name=”name”>
<keywords> Contains keywords <article
name=”name”>and
<book
name=”name”>
<keyword> Keyword which describes the
information
<keywords>
<content> Contains the main content of
the article
<article>
<abstract> The abstract of the article <content>
<text> Contains text <abstract>, <para-
graph>and <para-
graph name=”name”>
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Table 4.1 – Continued
Element tag Description Allowed in
<picture
name=”name”>
Contains information about a
picture
<abstract>, <para-
graph>and <para-
graph name=”name”>
<description> Description of the picture <picture
name=”name”>
<source> The url for the picture <picture
name=”name”>
<list> Contains list items <abstract>, <para-
graph>and <para-
graph name=”name”>
<li> A list item <list>
<table> Contains rows <abstract>, <para-
graph>and <para-
graph name=”name”>
<row> Contains columns <table>
<col> The column in a row <row>
<section
name=”name”>
A section <content>
<paragraph> A paragraph <section
name=”name”>
<paragraph
name=”name”>
A paragraph with a name <section
name=”name”>
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<?xml version="1.0"?>
<article>
<meta>
<title>Title of the article</title>
<authors>
<person>
Information about author one.
</person>
<person>
Information about author two.
</person>
</authors>
<date>
<year>2011</year>
<month>5</month>
</date>
</meta>
<references>
<article name="an_article_to_refer_to">
<title>Title of referred paper</title>
<authors>
</authors>
</article>
</references>
<content>
<abstract>
<text>
Some text in the abstract.
</text>
</abstract>
<section name="Section one">
<paragraph>
<list>
<li>Item one on the list</li>
</list>
</paragraph>
</section>
<section name="Section two">
</section>
</content>
</article>
Figure 4.1: Here is an example of meta information in an article file
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4.2.2 News
A news article is build up by different elements than a scientific article. The
different elements have been inspired by the Wikipedia page news style[2]. A
special tag is the <location>. This tag is intended to describe the location of
the news event. This tag is intended to be displayed on a map to visualize the
location of the news and thereby give the reader an easier way to place the
news.
Table 4.2: The different possible elements currently imple-
mented.
Element tag Description Allowed in
<news> The type of the information It is the first and last el-
ement.
<meta> Meta data about the news ar-
ticle
<news>
<title> A title <meta>, <picture
name=”name”>
<authors> The author(s) of the news ar-
ticle
<meta>
<person> Contains information about a
person
<authors>
<name> Contains the name of a per-
son
<person>
<first> The first name of a person <name>
<last> The last name of a person <last>
<email> An email for a person <person>
<phone> A phone number for a person <person>
<published> The date the news article was
published
<meta>
<edited> The date the news article was
last edited
<meta>
<date> Contains information about a
date
<published>and
<edited>
<year> The year of a date, or range
of years when used for copy-
right information
<date>and <copy-
right>
<month> The month of the date <date>
<day> The day of the date <date>
<hour> The hour the date <date>
<min> The minute of the date <min>
<location> Location where the news oc-
curred
<meta>
<continent> The continent where the
news occurred
<location>
36
4.2. DESCRIPTION OF INFORMATION
Table 4.2 – Continued
Element tag Description Allowed in
<country> The country where the news
occurred
<location>
<state> The state where the news oc-
curred
<location>
<county> The county where the news
occurred
<location>
<city> The city where the news oc-
curred
<location>
<district> The district where the news
occurred
<location>
<geo> Contains latitude and lon-
gitude where the news oc-
curred
<location>
<lat> Latitude of where the news
occurred
<geo>
<lon> Longitude of where the news
occurred
<geo>
<legal> Contains legal information <meta>
<copyright> Contains copyright informa-
tion
<legal>
<holder> The holder of the copyright <copyright>
<category> The category of news <meta>
<content> Contains the main content of
the news article
<news>
<section
name=”name”>
A section <content>
<paragraph> A paragraph <section
name=”name”>
<paragraph
name=”name”>
A paragraph with a name <section
name=”name”>
<subhead> The text that is close to the ti-
tle of a news article
<content>
<lead> The text that leads the user
into the news article
<content>
<nutgraph> One or more brief paragraphs
that summaries the news
value of the article
<content>
<text> Contains text <paragraph>. <para-
graph name=”name”>,
<subhead>and
<lead>
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Table 4.2 – Continued
Element tag Description Allowed in
<list> Contains list items <subhead>,
<lead>, <para-
graph>and <para-
graph name=”name”>
<li> A list item <list>
<table> Contains rows <subhead>,
<lead>, <para-
graph>and <para-
graph name=”name”>
<row> Contains columns <table>
<col> A column in the row <row>
<picture
name=”name”>
Contains information about a
picture
<subhead>,
<lead>, <para-
graph>and <para-
graph name=”name”>
<description> Description of the picture <picture
name=”name”>
<source> The url for the picture <picture
name=”name”>
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<?xml version="1.0"?>
<news>
<meta>
<authors>
</authors>
<published>
<date>
</date>
</published>
<edited>
<date>
</date>
</edited>
<location>
<continent>North America</continent>
<country>USA</country>
<city>San Francisco</city>
<geo>
<lat>37.775</lat>
<lon>-122.4183333</lon>
</geo>
</location>
<title>News story title</title>
</meta>
Figure 4.2: Part one.
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<content>
<subhead>
<text>
Text that comes right after the title.
</text>
</subhead>
<lead>
<text>
The text that leads the user into the story.
</text>
<text>
Some more text in the lead.
</text>
</lead>
<nutgraph>
<paragraph>
<text>
One or more paragraphs that summaries the news value of the story.
</text>
</paragraph>
</nutgraph>
<section name="This can be used as a heading">
<paragraph>
</paragraph>
</section>
<section name="Section two">
</section>
</content>
</news>
Figure 4.2: Part two. This is an example of how a news article is structered
4.3 Hash (associative array) structure
The figures 4.3 and 4.4 are two excerpts from how the information types are
stored as a hash in the Perl script, as the Perl code [ print Dumper(%hash) ]
(from the module Data::Dumper) prints it. Slightly modified in order to fit on
the page.
The hash shows that numbering are used to keep the order of the elements
as they are in the XML file. Another feature of the numbering is to be able to
keep all the elements from the XML file. Because when parsing the XML file
it was early discovered that elements on the same level in the XML file were
overwriting each other, and resulted in that the last element on the level was
kept and the other were not. And thus when printing only the last element on
every level was printed.
Numbering is used wherever it is logical to have multiple elements. By
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looking at the hash structure for scientific article on can see that section is
pointing to the number 4, which indicates that this is section 4. The number 4
is pointing at a hash with two keys, name and paragraph. Name is the name of
the section, which is used as a title. Paragraph contains the paragraphs inside
the section. Because of excerpt only two paragraphs are shown, namely para-
graph 2 and paragraph 4. Paragraph 2 points to a hash that consists of two
keys, 1 and 2. These numbers are the element numbers. These are used to al-
low for multiple information elements inside a single paragraph. For instance
paragraph 2 has two types of information. The first is text and the second is a
picture.
4.3.1 Scientific Article
$VAR1 = ’content’;
$VAR2 = {
’section’ => {
’4’ => {
’name’ => ’Section four’,
’paragraph => {
’4’ => {
’1’ => {
’text’ => ’Text.’
}
},
’2’ => {
’1’ => {
’text’ => ’Text.’
},
’2’ => {
’picture’ => {
’source’ => ’http://u.rl/picture.jpg’,
’title’ => ’Picture title’,
’name’ => ’Can be used to refer’,
’description’ => ’Description of the picture’
}
}
}
}
}
}
}
Figure 4.3: Here is a excerpt of the hash structure of a scientific article
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4.3.2 News Article
$VAR1 = ’meta’;
$VAR4 = {
’published’ => {
’date’ => {
’hour’ => ’13’,
’min’ => ’10’,
’month’ => ’2’,
’day’ => ’21’,
’year’ => ’2011’
}
’authors’ => {
’person’ => {
’1’ => {
’email’ => {
’1’ => ’jsmith@newspaper.com’
},
’name’ => {
’first’ => ’John’,
’last’ => ’Smith’
}
}
}
}
’location’ => {
’country’ => ’USA’,
’city’ => ’San Francisco’,
’geo’ => {
’lat’ => ’37.775’,
’lon’ => ’-122.4183333’
},
’continent’ => ’North America’,
’state’ => ’California’
},
’category’ => ’Technology’,
’title’ => ’White iPhone 4 finally here.’,
Figure 4.4: Part one.
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’edited’ => {
’date’ => {
’hour’ => ’13’,
’min’ => ’15’,
’month’ => ’2’,
’day’ => ’21’,
’year’ => ’2011’
}
}
};
Figure 4.4: Part two. Excerpt of the hash structure of a news article
4.4 Presentation
The presentation of the XML document is meant to be done by the client ap-
plication depending on what is the best for the user. This will be tested by
creating three different clients, one for terminal, one for desktop and the third
for smart phones. The terminal application will be programmed in Perl, and
the others in a mixture of PHP, HTML, CSS and JavaScript.
The first part of the application is to process the XML document. This is
done by reading the document and store the data in a hash (associative array).
There exists code that will parse a XML file and store it in a hash, both in Perl
and PHP. This worked well, except for a problem in how an article is build
up. The existing code did not take in consideration the order of the document.
Because hashes does not have an ordering it would be impossible to get the
original order, which would create articles that are not correct. Another prob-
lem was that elements with the same name at the same level would overwrite
each other such that last element in the document would be the only element
in the hash.
Therefore a hash processor would have to be written. The first idea was to
include it into the main script. The main script would create the hash from the
XML file and call up a sub function plugin to print the hash out. A problem
with this solution was that the processor would have to be generic. This would
have resulted in plugins having to adapt to the structure given by the main
script. Since all the different types of information would have slightly differ-
ent kinds of structures this would have to be supported by the main script.
Another problem was with how the ordering of the structure was solved. The
solution was to give the structure numbers that tells in which order they oc-
curred i the XML file. The numbering did not always follow a pattern because
it was not always the most practically, programming wise.
A hash contains keys that point to values. The hash created from the XML
document consists of variable length keys pointing to other keys. Example:
$hash{meta}{title}="This is the title";
would create an entry in the hash structure. The hash named “$hash” has a key
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“meta” which points to the key “title”. The value of title is “This is the title”.
The parser goes through the file line by line and the different<tags> are stored
in an array which is used to create the keys when the parser gets to the point
where it adds the value to the hash. And when the parser gets to a </tag> it
removes a key from the array.
To be able to order certain elements an extra key is used for numbering. The
numbering key is placed between the parent key and the multiple children.
$hash{content}{section}{1}{paragraph}{2}{4}{text}="Some text in the paragraph";
Here there is a number after section, because there is probably more sections
than one. There are also a number after the paragraph. And then there is
another number, this is because there can be more element in the paragraph
than one. The ordering of this numbering is opposite of the others. The reason
of this is the uncertainty of which element occurs in the paragraph. It could be
text, list, table or picture. And when looping through the paragraph it would
use more checks and would probably take longer time to process. If it had
followed the pattern that section and paragraph used it would look something
like this:
$hash{content}{section}{1}{paragraph}{2}{text}{1}="Some text";
$hash{content}{section}{1}{paragraph}{2}{list}{2}{li}{1}="Number one on the list";
$hash{content}{section}{1}{paragraph}{2}{list}{2}{li}{2}="Number two on the list";
$hash{content}{section}{1}{paragraph}{2}{text}{4}="Some more text";
$hash{content}{section}{1}{paragraph}{2}{picture}{3}{source}="picture.png";
In order to loop this it has to first have to go through every type of element
in the paragraph and get their ordering. It might be possible to use the Perl
module Tie::Hash::Regex which make it possible to use regex as keys when
fetching the value. Then one can create a regex that match text, list, table and
picture. Then one can use the ordering number to print in the correct order.
This would probably increase processing time because of the need to call the
module.
Because the ordering does not follow a pattern it is difficult to know how
many keys from the array should be removed. Since the ordering keys does
not have any element in the XML document there is no easy way to know
when they should be removed from the array. Before adding the possibility
to have multiple elements inside a paragraph, a method that worked was to
check if the last key was a digit and if true remove two keys instead of one.
This solution was more complex and had the positive side that the plugins
would only need to add code for the opening tag and not the closing tag, but
sacrificing flexibility.
Therefore a less complex solution was chosen. Code for the opening tag,
and code for the closing tag. The closing tag will now remove all the keys that
the opening tag added. For instance the <paragraph> tag opens two keys,
one is the paragraph key and the other is the paragraph numbering. And thus
</paragraph> removes both tags. This solution also offered a higher grade
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of flexibility since the creation of the hash structure is more up to the plugin
rather than the main script.
The main script goes through the XML file line by line and removes whites-
pace that are before and after the text on the line. The XML standard states that
whitespace should be kept, a problem with this is that excessive whitespace
usage will use up space on devices with less real estate that could be used by
information. Another problem is that it might be used for formatting purposes
which could violate the special formatting needs of certain devices, and thus
make the XML file render ugly. Especially sound based presentations that can
interpret the whitespace as pauses, which would result in a lot of time with-
out any sound. XML files are usually indented to be easier to read. Sometimes
indentions are stored as whitespace in the XML file, which will cause the prob-
lems explained. Another problem could be whitespace between words which
also can cause the same problems. This is not solved, but can easily be solved
by replacing multiple whitespace with a single one.
The plugin is called with an array of every line in the XML file, except
empty lines which is removed. It’s the plugin that creates the hash structure.
By having the plug-in deciding how the hash structure is and how to print
it, gives flexibility to how the application functions. Some plugins might use
hashes to be able to print out information in arbitrary order. Other plugins
might uses arrays to more efficiently print it out in order.
4.4.1 Perl
The terminal application is written in Perl most because of familiarity and that
it is very good at processing text. The Perl script consists of a main script which
uses plugins to parse and print the XML file.
Scientific article
Here are some examples on how the output from the Perl script looks. The
examples cover most of the possibilities of the script. A feature that is not
shown is the whole article view, which prints meta data, the entire content
and references. It is not shown because the entire article would use up space
that will also be explained by the other features.
Meta data
Here is the meta data from the article in the way the terminal application
shows it. The first line is the title and the other are self-describable.
Listing 4.1: ./xtxt -f file -m
Lorem ipsum
By: Unknown Author and John Smith
1571/08/15 -12:15
Copyright: 2000 -2011 (c) John Smith inc
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Outline
Here is an outline of the article. It prints the name element of the sections.
Listing 4.2: ./xtxt -f file -o
1: Introduction
2: Background
3: Future Work
Abstract
This is the abstract of the article. The first paragraph is the often used place-
holder text, lorem ipsum, which is used to demonstrate how the document is
presented. In the first sentence, after the word amet, there is a number one
in square brackets [1] (Not to be mistaken for a reference in this thesis). This
is the reference number that one refers to, which can be viewed in the refer-
ences list. This is similar functionality which bibtex gives latex. A reference
is added by using the tag <ref=name_of_reference /> inside the text. When
displaying the text the reference is replaced by the number the reference has
in the hash and square brackets on both sides. This might not be correct XML
syntax, but the functionality is preferable and can easy be replace with another
type of syntax.
A terminal cannot display pictures, in this example the pictures title, source
and description is printed. This is because there might be information in the
description that will give the reader a better understanding of the information.
And another reason is that terminals can download pictures which the user
can view on other devices.
Beneath the picture is a list printed. Every list item is printed on their own
line after a dash. The table is displayed using the Text::Table module of Perl.
This module formats the data so that it is easy to see the rows and columns.
Listing 4.3: ./xtxt -f file -a
Lorem ipsum dolor sit amet[1], consectetur
adipiscing elit. Aliquam imperdiet
malesuada sodales. Cras sit amet velit et
orci bibendum gravida. Integer volutpat
mauris eget elit gravida adipiscing. Proin
quis nisl feugiat dui pellentesque tempus
eget quis nisi. Morbi metus magna , lacinia
ac tempor quis , lobortis in mauris.
Phasellus posuere , arcu sit amet euismod
dapibus , metus elit ultricies metus , id
accumsan ipsum lacus at ipsum. Vivamus sit
amet urna dui. Maecenas ultricies , quam a
euismod feugiat , ante purus faucibus nibh ,
non bibendum neque mauris molestie tortor.
Nulla ante ante , interdum a ullamcorper in,
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consequat sodales mi. Suspendisse non enim
orci.
Picture:
Leonardo da V i n c i s Mona Lisa
mona -lisa.jpg
This painting is the most famous of da Vinci.
- Number one
- Number two
- Number three
Age Average height Average weight
5 140cm 20Kg
10 150cm 35Kg
15 160cm 50Kg
Some more text in the abstract , just below the
table.
Section 1: Introduction
Beneath is the first section in the article displayed. The name of the section is
displayed after the section number. The elements is printed as in the abstract.
Listing 4.4: ./xtxt -f file -s 1
1: Introduction
Lorem ipsum id possit disputando sed[2], vis
officiis complectitur ut, usu te solum primis
mediocritatem. Ei has euismod expetenda , nam stet
delenit inciderint an , cu diceret evertitur eam.
Dicta ornatus facilis ex mei , sea no dico
pertinax salutandi , quo ut liber consequat. Cu
qualisque iracundia eos , error ancillae his in.
Pri novum disputationi eu , epicuri oporteat
consectetuer est an. Invidunt salutatus eam in ,
vis ea nobis libris deseruisse.
Beneath is a list of numbers tested.
- 1
- 2
- 3
- 4
- 5
- 6
- 7
- 8
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- 9
- 10
- 11
- 12
- 13
- 14
- 15
- 150
- 175
- 1 000 000
- 1.2342 E13
Test nr Result SD
1 1543 +-12
2 1940 +-15
3 1780 +-7
Some other text put randomly here.
A third text in this paragraph.
Electram adipiscing est ad, in cum singulis
splendide consectetuer. Est stet wisi eu, an
timeam aliquando interesset duo. Inani
reprehendunt at vix , usu omnes quaeque id. Te mei
ferri invidunt liberavisse , brute habemus ea nec
, natum reque atomorum his an. Debet graeco ut
pro , per id minimum definiebas.
- Linux
- Windows
- OS X
Usu ei virtute feugait definiebas , id nominati
vituperata eos. An nam wisi idque , sit eu mutat
ridens. Te periculis intellegam scribentur usu ,
ex mea propriae deserunt , eos vidit utamur
sensibus eu. Dolores suscipit inimicus ei duo.
Section 1 paragraph 2
It is possible to only display specific parts of a document. Here shown by
displaying paragraph two from section one.
Listing 4.5: ./xtxt -f file -s 1 -p 2
1: Introduction
Electram adipiscing est ad, in cum singulis
splendide consectetuer. Est stet wisi eu, an
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timeam aliquando interesset duo. Inani
reprehendunt at vix , usu omnes quaeque id. Te mei
ferri invidunt liberavisse , brute habemus ea nec
, natum reque atomorum his an. Debet graeco ut
pro , per id minimum definiebas.
- Linux
- Windows
- OS X
References
The references are shown in the order they are stored in the reference part of
the XML file, and not in the order they are referred to.
Listing 4.6: ./xtxt -f file -r
========
References
========
[1] Meaning of life
John Doe and Ola Normann
2000\1
[2] Magics and other animals
Rubeus Hagrid and Minerva McGonagall
2001
Contact information
Here are the contact information for the authors, if available. Which also
shows the possibility of multiple phone numbers and email adresses.
Listing 4.7: ./xtxt -f file -c
Name: Unknown Author
Name: John Smith
Telephone: 5554321
Telephone: 5551234
email: john@smith.com
email: johnny@smithy.com
News Article
The news articles are printed in whole. This is because usually news are not
very long and thus the terminal can view the whole article with a small amount
49
4.4. PRESENTATION
of scrolling.
Listing 4.8: ./xtxt -f file
@North America >USA >California >San Fransico
Latitude: 37.775 Longitude: -122.418
Published: 2011/2/21 -13:10 Edited: 2011/2/21 -13:15
John Smith jsmith@newspaper.com
"White iPhone 4 finally here."
White iPhone 4 finally available.
Eight months after iPhone 4 was released the white
version is here.
Apple usually comes with a new version of iPhone in
the month of July. There are now speculations of a
delay on iPhone 5.
#=#=#=#=#=#=#=#=#=#=#=#=#=#=#
- Apple have released the white iPhone on April the
23rd. It will be in sale everywhere in the world.
- The white iPhone 4 is eight month later than the
black edition.
- Speculations will have that iPhone 5 will be
delayed because of this.
- Usually new iPhone models are shown on the WWDC in
July month.
Other speculates that because people are aware that
Apple releases new models in July , which Apple
wants to elongate sales by introducing the white
iPhone at this point in time rather than waiting
for the new model.
#=#=#=#=#=#=#=#=#=#=#=#=#=#=#
’Problem with white color ’
Apple admitted that there were problems with the white
color of the iPhone. There were problems with the
development of a yellowish color on the home button
. And there were also problems with the leaking of
50
4.4. PRESENTATION
the flash while taking pictures.
Picture:
The white iPhone 4
iphone4w.jpg
iPhone 4 white photograph.
iPad2 was released with a black and white version. And
Apple has stated that because iPad2 comes in two
colors iPhone should also come in two colors.
Apple has as usually not commented on the rumors ,
stating that they only comment present products and
not future products.
’Steve Jobs health ’
On a question about Steve Jobs health he answered he
was there to answer question about the white iPhone
4 and not about his health.
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4.4.2 PHP, HTML, CSS, JavaScript
PHP was chosen for the desktop and smartphone because of its familiarity
and fast implementation by using a presentation tool that already exists. It
also shows that the XML file can be processed by the same language in two
different ways. PHP is the most used language, but all of the presentation is
HTML and CSS. The PHP parses the XML and chooses which parts to present.
The JavaScript is used to get some fancier functionality.
Web browser on desktop
Scientific article
Figure 4.5 displays the first part of the scientific article as seen on the desktop
computer. In the topmost left corner there is a drop down select item. This
select item contains links to the abstract, all the sections and the references of
the article. And thus provided quick access to the parts one is interested in.
The grey text that is after the select item is the date of the article. Bellow
the date is the title and further down the authors.
The abstract of the article has a grey background and is narrower than the
other sections. This is to distinguish it from the other sections. The abstract
shows the picture of Mona Lisa, which the terminal application could not. And
the title element of the picture is shown over the picture and the description is
below the picture.
Figure 4.5: The first part of the article shown in the web browser on a desktop
computer.
52
4.4. PRESENTATION
Figure 4.6 show the first section. The title, in blue, is taken from the name
of the section. Beneath the title is the first paragraph. It starts with a long text
and then a smaller text, hence the space between the first three lines of text and
the forth.
Bellow the first two text is two lists. The two lists are separated by a space,
to distinguish them from each other. And following is a small table, which has
three columns and four rows.
Figure 4.6: This picture shows how section one, the introduction, looks in the
web browser.
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In figure 4.7 is the last part of the future work section. This displays a
picture from an external web server. It also displays the description bellow the
picture. And then there are two paragraphs bellow with text.
The final section of the article is the references. In this example the refer-
ences are displayed in the order they appear in the XML file. And the referring
number is the first followed by title and the authors after that.
And lastly in the center with a gray color is the copyright information.
Figure 4.7: In the top is the bottom part of the future work section. And refer-
ences are shown at the bottom of the page.
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News article
The news article, as shown in figure 4.8, has a different layout than the terminal
one. Most obviously is the inclusion of the map of the location of the news.
This map is a created using the geo location tag from the XML file and Google
map services[1]. The lat and lon elements are used to get the location.
Also the nutgraph, instead of being displayed under the lead it is showed
under the map. This is common in many newspapers, especially online edi-
tions.
The first line is the published and edited date, displayed in gray to not take
focus away from the news article. Beneath that are the authors name and email
address as a <a href="mailto:jsmith@newspaper.com>jsmith@newspaper.com</a>
link. The email is gathered from the person element and gives a taste of what
is possible.
Figure 4.8: Here is how the news article looks on the desktop computer.
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4.4.3 Web browser on smartphone
Scientific article
On the smartphone the abstract is not
much different from the desktop web
browser, much of the reason is that
both are displayed with a web browser,
although the smartphone uses a dif-
ferent way of navigation. Because of
the lack of screen real estate the smart-
phone only displays one section at one
time. To get to the next section one
simply clicks the “Next” link in the top
right corner, figure 4.9.
Figure 4.9: Abstract of the article.
Figure 4.10: The rest of the abstract.
Since the abstract is to large to fit on
one screen one has to scroll down-
wards. Figure 4.10 shows the second
part of the abstract. It is very similar
to the desktop view, although the pic-
ture of Mona Lisa is shrunken quite a
bit in order not to use a lot of screen
real estate. This is solved by setting
the height attribute in the img element
of the HTML file. This saves pre-
cious vertical space, and avoids exces-
sive scrolling.
By clicking on the “Next” link, the first
section is displayed. The introduction
section is shown in figure 4.11. In the
top left corner there is now a “Prev”
link. This link will take the user to the
previous section. And the “Next” link
will take the user to the next section.
Figure 4.11: The introduction section.
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Figure 4.12: Introduction part 2.
The use of HTML/CSS for presenta-
tion on both the desktop and smart-
phone makes both presentation very
similar. Figure 4.12 and figure 4.6
shows that narrow presentation, the
list and small table, are extremely
equal.
The section future work is the last sec-
tion in the test article. In figure 4.13
one can see that the “Next” link has
changed to “References”, this was cho-
sen to inform the user that this is the
last section of the article and following
is the references.
Figure 4.13: Section future work. Only
the top part is shown.
Figure 4.14: References used in the ar-
ticle.
References is the last part of the arti-
cle and is shown on its own page. One
can see that the “Next” link is removed
from the top right corner, this is be-
cause there are no more sections in the
article. It is only a “Prev” link to previ-
ous sections.
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News article
Because of lack of horizontal space on the smartphone, assumed that the users
reads webpages in vertical mode and not horizontal mode. To give a better
user experience the smartphone design does not have horizontal scrolling. Be-
cause of this the nutgraph is beneath the lead instead on the right as in the
desktop design(figure 4.8). The nutgraph has a dark gray border and a lighter
gray background, to distinguish it, figures 4.15 and 4.16.
Because of the lack of space the map has also been removed and replaced
by writing the country, state and city elements from the location tag, top in
figure 4.15.
Figure 4.15: Example of a news article. Figure 4.16: Part two of the news.
As with the scientific article, the picture
is also shrunken to take up less space,
figure 4.17.
Figure 4.17: Third part of the news.
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Chapter 5
Conclusions and Discussion
5.1 Choice of examples
5.1.1 Code language
The devices chosen to show different possibilities in presenting the informa-
tion, where a terminal on a computer, a web browser on a desktop computer
and an iPod Touch which represents smartphones. These devices were chosen
mainly because they are tools often used by system administrators and people
in general. Also they need different user interfaces to function as optimal as
possible.
To create a working example it was chosen to create a program that would
read a test XML file and display differently on each device. The programming
language for the terminal application was Perl. Perl was chosen because of
familiarity and its easy implementation and fast text processing. The use of
Perl to process and display the XML file worked well. Fast processing and fast
display.
PHP was chosen for the website example. The PHP script on the server
takes the XML file to be read as input in the URL, as /xtxt.php?doc=article.xml.
In this case PHP worked well in reading the XML file and then create a HTML
output for the web browser to read. Although a problem was that the HTML
output was not readable by Firefox, Internet Explorer and Chrome. It was
readable by Safari and Opera. The entire source was viewable in source mode
in all web browser and the site did pass the w3 validator[7]. The reason is
unknown.
For the smartphone example PHP was also chosen, this because of time
restraints to program in a third language. Using a website to demonstrate a
user interface on a smartphone was not optimal. Because most smartphone
users access information through specialized apps that takes better advantage
of hardware and GUI elements of the smartphone. On the other hand the ex-
ample was sufficient to show a different user interface than the desktop web-
site.
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5.1.2 Type of information
The different types of information to use as examples were a scientific article
and a news article. These were chosen because when reading scientific articles
for the background chapter there was a big difference in article with a good
layout and structure and once without. It was also discovered that articles with
similar layout was processed faster than articles with non-familiar layouts.
The other example was news articles. News is important for everyone who
wishes to know what is happening, and things usually happens all the time.
To be able to read news everywhere and anytime is desirable among many
people. Many online newspapers today have multiple designs for their web-
site, one for desktops, one for smartphones and one for tablets. So there is no
doubt the desire to read the news on multiple devices is there. It was shown
by the news example that it is possible to have one XML file with the news
story, and multiple clients reading the XML file and present the news in a way
that are designed for the device without reducing the content of the news.
These information examples will probably not have much to do with the
daily work day of a system administrator. Other examples like, ticket systems
and/or manual pages would perhaps have been a more appropriate choice.
If the examples were presented in more differed looks, it would give a bet-
ter indication of what decoupling the source from the presentation could result
in. For instance by using a voice synthesizer the XML file could be expressed
with sound instead of, or in addition to text.
5.2 XML as the base for the standard
XML was chosen as the base for the standard because:
• Much used on the web to transfer data between applications.
• Familiarity by web programmers.
• Easy syntax makes it easier to read, and to create.
• XML is an open platform standard and every platform should be able to
process it.
XML states that data must be marked up by an opening and a closing tag.
These tags give the XML document a good structure which also is easy read-
able. If there are a lot of lengthy tags they might start to have a negative effect
on file size. A syntax with less and shorter markup can reduce the bytes used
by the tags. It is uncertain if the size of the tags would be a practical problem.
5.3 Is this standard a viable solution?
This thesis show that it is indeed possible to have a single source file in XML
which is used to display information in different ways adapted to local condi-
tions.
60
5.3. IS THIS STANDARD A VIABLE SOLUTION?
5.3.1 Positive sides of the solution
• There is only need for one source file. The XML source file can be down-
loaded from a standard web server to an application which then presents
the information according to local condition and arbitrary choices done
by the client author.
• Because the source does not contain anything about presentation, the
user has a high flexibility in how to read the information. This could
be everything from different coloring to hearing the information with a
speech synthesizer.
• The same flexibility to display the information also allows for use on
entirely different devices. Devices like desktop computer, smartphone,
tablets, CLI terminals, ebook readers or TVs.
• The flexibility could also be used to accommodate for disabled people.
By having applications that present the information in a way that is
preferable for them. For instance big text, greater contrast and perhaps
even use speach synthesizers to read the information.
• Because all documents are presented in the way the reader wants it is
presumed that the user will struggle less with navigation and thus de-
crease the time it takes to process a document and increase the chance
for locating desired information.
• The content provider does not need to think about specialized design
for multiple platforms. It is up to the client to display the information.
And the client does not have to wait for the content provider to create a
specialized design.
• The client programmer can decide what to do with the information and
thusly opens up for innovation.
• XML is today used on many websites to store and transport data. It
should therefore not be much trouble with implementing this system.
Using this system might reduce or remove entirely the cost of designing
a website.
• If ads are added <ad>, they will be easier to remove from showing.
5.3.2 Negative sides of the solution
• Static source file can be large of size. The size of the XML file has an
influence on download speed and processing time.
• Some documents would benefit from having a specialized design. This
would not be possible with this solution. Some will probably want to
present their information like they want. To, among other things, in-
crease trademark awareness with for example logos in a corner of the
document.
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• The author of the information will have reduced expressive freedom on
the look of the document.
• Documents have to follow the standard and thus the information have
to fit into it. No room for slight modification without creating a new
information type.
• Because of the flexible way to display information, there might be some
presentations that are not condoned by the author.
• System has to be modified in order to support the standard, or even re-
placed. This costs money and since there is no one using the standard
the costs of implementing it might not economical viable.
• Since ads are one of the biggest, if not the only, source of income for most
web sites the removing of ads can mean less money earned.
5.4 Possible implementation hindering
Economy would be the biggest hindering to implementation of the standard.
The cost of implementing the solution versus the benefits it gives might be
greater than people are willing to pay. Reasons for this is that there are no one
using the standard and therefore there is no marked for it.
In order to implement the solution there might be need for changes in
the existing systems or even replacements. Companies have invested a lot
of money into infrastructure and systems that they would like to have a return
on investment.
The content provider loses control over how the information is consumed,
which might frighten them because the reader might do something the content
provider does not want them to do. Like converting a book to a audio book.
Creating websites that display the XML file is more difficult than to cre-
ate a HTML file. This because the XML file have to be read and stored in a
temporary structure in the code. In the example PHP code this was solved by
storing the XML file in an associative array. This array is used when display-
ing the document. A website design would probably have to follow a similar
approach. But if one is using a template website design instead, then it could
be easier than HTML.
Another more fundamental problem is if the information standard does
not cover the needs of the content provider. Then the content provider would
be reluctant to use the standard. The standard allows for, and encourages, use
of plugins for the standard. If a standard does not fit then one can create an
own plugin for ones standard. The problem then is that the clients would need
a plugin or be updated in order to understand what to do with the standard.
This has to be created to all the different clients, for the clients to be able to
create the plugin the created standard would have to be open for the public.
Because plugins would have to be open, proprietary solutions are probably
not likely to be in companies best interest.
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5.5 Reasons to implement
5.5.1 Ease of implementation
The solution is easy to implement, as it only consists of text. Everyone can read
the text and understand the structure of the information. By only containing
text it is easy to create code to process the XML file.
It is based on the XML standard which is much used today on the Inter-
net. HTML and XML uses similar syntax which will make the transition from
creating HTML files for information to creating XML files for information less
demanding.
5.5.2 Flexibility
The flexibility in presentation of the documents gives free multi-platform sup-
port. As the information can be adapted in infinite ways. This can also be used
for universal design.
Ubiquitous information access can be achieved because of the adaptive na-
ture of the solution. Although large static XML files might be undesirable,
because of long download speed and processing time. But by using dynamic
XML files, created by scripts, one can avoid sending information which might
not be relevant for the user.
User will be able to choose the presentation they like. It could be something
simple like changing color of the text to something more complex like viewing
a document horizontal instead of vertical.
5.5.3 Innovation
The openness of the standard will give opportunities for innovation. One ex-
ample is being able to link documents depending on elements in the XML file.
One can also create own standards that follow the same structure. If one
decides to create a new standard one has to consider how the users is going to
be able to process the standard. The client would have to update or use plugins
for the needed functionality. Which is not a desirable situation, because the
idea is that everyone should be able to read the information on any device.
But in some cases there might be some special information that is not common
for the majority of the people.
It is possible to use the XML files for other services that are not necessary
directly coupled to presentation of information.
5.6 Difficulties
Under the work with the article and news type of information it was discov-
ered the difficulties of finding out which elements that should be included.
First one has to figure out the structure of the information. Secondly one has
to understand what elements the information contain. Thirdly one has to find
an easy way to store the element and yet keep the structure of the information.
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Managing to detect the different types of information can be hard. Some
information type do not fit in any group, and others might fit in multiple.
Some might be able to merge. The decision on which types of information will
get an own standard and which will not should be thoroughly investigated.
Deciding how the structure of the information should be, is sometimes dif-
ficult since there are multiple ways they can be and they can have different
strengths and weaknesses. And how should the elements be stored. Should a
table be stored by row and all the columns in the row, or by column and all the
rows in the column or should both possible?
Creating a standard that all agrees on is no easy task as everyone has their
own needs and their own meanings on how it should be. The standard should
ultimately be used by everyone. For the standard to be able to fulfill this, it
has to support many different types of information. Also be easy enough for
people to use it. Most of all it must give the content provider and the reader
benefits over current solutions.
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Future work
With the flexibility of the standard proposed there are many possibilities that
can be explored.
6.1 Presentations
Creation of other presentations to explore how the same information can be
presented. For instance tablets, eBooks, TVs, billboards, information screens,
text-to-sound (voice synthesizer, Morse code and etc.) and etc.
There are also some questions that would be interesting to know the an-
swer to:
• Do people like to use the same design when consuming information?
• Do people like different designs or tend to like the same design?
• Will user experience be improved by using the same user interface com-
pared to many different designs? And comparing desktop, terminal and
smartphone.
6.2 Exploring dynamic information storage
The possibility of storing information such that it is possible to arbitrarily ac-
cess information is very intriguing. Being able to locate information in the
document without first parsing the XML file will reduce processing needed.
An idea on how this can be solved is by including some kind of index in
the file, much like a file system on a storage device. For instance the index can
tell which bytes are used to store the abstract. And if the application is only
printing the abstract, then the application only needs to read the abstract and
not the entire document.
Another possible solution could be to use a database like format. Where
one can query the information which is interesting and get only that informa-
tion in return.
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6.3 Semantic web
The semantic web is a very interesting topic and probably the future of the
world wide web. By linking different sources of information by interesting
commons. For example one can link information by author, keywords, type of
information, date, location, topic and etc.
This can be solved by using elements in the standard and, for example,
create a relation database. Here are a example of linking documents by author.
Following are example of tables in a database:
URL key to authors database
http://a.com/article.xml author id(1001)
http://a.com/news.xml author id(1002)
http://b.com/article.xml author id(1003)
Table 6.1: Because there can be more than one author, there has to be another
table that link the person to the author id.
author id person id
id(1001) id(10)
id(1001) id(11)
id(1002) id(1)
id(1003) id(5)
Table 6.2: This is the table that links authors to the persons. Here you can see
that there are two persons that have the author id=id(1001). This means those
two have authored the URL that has the same authors id.
person id First name Last name
id(10) John Smith
id(11) John Doe
id(1) Johnny Smitty
id(5) Little John
Table 6.3: This is the person table. The person id is the same as in the as in the
author table, and can be used to get the name of the persons which are authors.
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person id email
id(10) johnsmith@newspaper.com
id(10) jsmith@mail.com
id(5) littlejohn@sherwood.com
Table 6.4: This is the email for the person. Because there can be multiple emails
this has also to be separated from the person table.
person id phone number
id(10) 5554321
id(10) 5551234
Table 6.5: This is the phone number of the person. It has to also be separated
because a person can have multiple phone numbers.
Another example of semantics could be to link references of articles. Some
examples of the tables that could be used.
article id title author id topic
id(1043) IT and elders id(392) Information Technology
id(783) IT and kids id(9873) Information Technology
id(540) IT in space id(1102) NASA
id(47830) How to make users happy id(783) System Administration
id(9435) We are all different id(3491) Universal design
Table 6.6: Table of articles.
Article Article refers to
id(1043) id(783)
id(783) id(540)
id(9435) id(1043)
id(9435) id(783)
id(47830) id(1043)
id(47830) id(783)
id(47830) id(540)
id(47830) id(9435)
Table 6.7: Table over which articles, articles are referring to. And it is also
possible to get which articles where referred to. From the table one can see
that article with id(47830) refers to most articles. And article with id(783) are
referred to most.
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One can also link documents based on location. The location tags can be
read and placed in a database, where the primary key could be the URL of the
document, because the news story usually can only occur on a single place.
An example of this is shown i table 6.8.
Table 6.8: Example of a database table for locations
URL CONTINENT COUNTRY CITY LATITUDE LONGITUDE
http://u.rl/news.xml North
America
USA San Fran-
cisco
37.78 -122.420
http://u.rl/news2.xml Europe Norway Oslo 59.57 10.42
http://u.rl/news3.xml North
America
USA San Fran-
cisco
37.775 -122.418
This makes it possible to query the database based on these fields. It is also
possible to query the latitude and longitude fields where their value can be
a range, so that one can create a square area from which to link documents.
The first value in the range for the latitude would then be the latitude minus
a variable, and the second value in the range would be the latitude plus the
variable. And repeated for the longitude. If the variable is one then the ranges
would be: latitude 36.775 – 38.775 and longitude -123.418 – -121.418.
6.4 Object oriented
A more object oriented format could give additional features. It would be
possible to have a person object, which contains the details about a person.
Then one can in an article object allow person objects in an author array. This
could reduce the need for every article type to have the same person tags.
One could also create functions that work on the object directly. It is possi-
ble to create functions in the current state of the standard, but first one has to
create the object from the XML file. If one could read the object directly from
the XML file it would probably be more efficient.
6.5 Container formats
In this thesis the focus have been on information types, usually we get infor-
mation from mediums that contain multiple information types, like websites,
newspapers, libraries and etc. It could be desirable to have a container format
to easier to get access to the information types.
For instance an online archive that contains different types of information
types. An example of how the XML file could be is shown in figure 6.1
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<archive>
<article>
<source>http://u.rl/article.xml</source>
<note>This is an article about the status of the
environment</note>
<topic>Environment</topic>
<keywords>
<keyword>Global Warming</keyword>
<keyword>Polution</keyword>
</keywords>
<title>Polution caused global warming?</title>
</article>
<news>
<source>ftp://url.com/news.xml</source>
<note>Bankrobbery at main street</note>
</news>
<book>
<source>http://url.net/books/john/my_first_book.xml</source>
</book>
<book>
<source>http://url.net/books/john/my_second_book.xml</source>
<note>The second book I wrote.</note>
<genre>Fantasy</genre>
</book>
</archive>
Figure 6.1: The entries could contain meta information about the information
type. Another solution would be to read the meta information from the file
directly(using the source element), but that would be less effective.
The container formats can be used as index pages on websites. The user can
connect to a URL and receive the index page, then choose which document he
is interested in and load that one. If all the documents are in the index file
then it should be faster to locate the document one is after. One can sort the
documents by any element one is interested in, for instance by type, topic,
keyword or etc.
6.6 Input output
In the age of Web 2.0 it is expected that websites are interactive. The basis
of interactivity is to be able to have input and output. Both the client and
server has to have both input and output. The thesis has not implemented or
discussed the conversation between the server and client.
Today this is solved by using HTML forms and AJAX. Because the XML
standard should work on any platform, even those without HTML functional-
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ity. It could be more preferable to create another protocol that speaks with the
server and the server response is outputted as a XML file.
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Appendix A
XML article
Listing A.1: ./xtxt -f file 
1 <?xml version=” 1 . 0 ” ?>
2 <a r t i c l e>
3 <meta>
4 <t i t l e>Lorem ipsum</ t i t l e>
5 <authors>
6 <person>
7 <name>
8 <f i r s t>Unknown</ f i r s t>
9 <l a s t>Author</ l a s t>
10 </name>
11 </person>
12 <person>
13 <name>
14 <f i r s t>John</ f i r s t>
15 <l a s t>Smith</ l a s t>
16 </name>
17 <email>john@smith . com</email>
18 <email>spam@hotmail . com</email>
19 <phone>5554321</phone>
20 <phone>5551234</phone>
21 </person>
22 </authors>
23 <date>
24 <year>1571</year>
25 <month>08</month>
26 <day>15</day>
27 <hour>12</hour>
28 <min>15</min>
29 </date>
30 <l e g a l>
31 <copyright>
32 <year>2000−2011</year>
33 <holder>John Smith inc</holder>
34 </copyright>
35 </ l e g a l>
36 </meta>
37
38 <r e f e r e n c e s>
39 <a r t i c l e name=” a r t 1 ”>
40 <authors>
41 <person>
42 <name>
43 <f i r s t>John</ f i r s t>
44 <l a s t>Doe</ l a s t>
45 </name>
46 </person>
47 <person>
48 <name>
49 <f i r s t>Ola</ f i r s t>
50 <l a s t>Normann</ l a s t>
51 </name>
52 </person>
53 </authors>
54 <t i t l e>Meaning of l i f e</ t i t l e>
55 <j o u r n a l>L i f e magazine</ j o u r n a l>
56 <date>
57 <year>2000</year>
58 <month>1</month>
59 </date>
60 <volume>31</volume>
61 <number>6</number>
77
62 <pages>31−71</pages>
63 <keywords>
64 <keyword>LIFE</keyword>
65 <keyword>Death</keyword>
66 </keywords>
67 <doi>10.1109/MCSA. 1 9 9 4 . 5 1 5 4 8 0</doi>
68 <i s s n></ i s s n>
69 </ a r t i c l e>
70 <book name=” a r t 2 ”>
71 <authors>
72 <person>
73 <name>
74 <f i r s t>Rubeus</ f i r s t>
75 <l a s t>Hagrid</ l a s t>
76 </name>
77 </person>
78 <person>
79 <name>
80 <f i r s t>Minerva</ f i r s t>
81 <l a s t>McGonagall</ l a s t>
82 </name>
83 </person>
84 </authors>
85 <t i t l e>Magics and other animals</ t i t l e>
86 <date>
87 <year>2001</year>
88 </date>
89 <pages>1−34</pages>
90 <keywords>
91 <keyword>Magic</keyword>
92 <keyword>Mythical</keyword>
93 <keyword>Dragons</keyword>
94 <keyword>Beas ts</keyword>
95 </keywords>
96 </book>
97 </ r e f e r e n c e s>
98
99 <content>
100 <a b s t r a c t>
101 <t e x t>
102 Lorem ipsum dolor s i t amet<r e f =” a r t 1 ” /> , c o n s e c t e t u r a d i p i s c i n g e l i t . Aliquam imperdiet malesuada
sodales . Cras s i t amet v e l i t e t o r c i bibendum gravida . I n t e g e r volutpat mauris eget e l i t
gravida a d i p i s c i n g . Proin quis n i s l f e u g i a t dui pe l lentesque tempus eget quis n i s i . Morbi
metus magna , l a c i n i a ac tempor quis , l o b o r t i s in mauris . Phase l lus posuere , arcu s i t amet
euismod dapibus , metus e l i t u l t r i c i e s metus , id accumsan ipsum lacus a t ipsum . Vivamus s i t
amet urna dui . Maecenas u l t r i c i e s , quam a euismod feugia t , ante purus fauc ibus nibh , non
bibendum neque mauris moles t ie t o r t o r . Nulla ante ante , interdum a ullamcorper in , consequat
sodales mi . Suspendisse non enim o r c i .
103 </ t e x t>
104 <p i c t u r e name=”mona−l i s a ”>
105 <t i t l e>Leonardo da Vinc is Mona Lisa</ t i t l e>
106 <d e s c r i p t i o n>
107 This paint ing i s the most famous of da Vinci .
108 </ d e s c r i p t i o n>
109 <source>mona−l i s a . jpg</source>
110 </ p i c t u r e>
111 < l i s t>
112 <l i>Number one</ l i>
113 <l i>Number two</ l i>
114 <l i>Number three</ l i>
115 </ l i s t>
116 <t a b l e>
117 <row>
118 <c o l>Age</ c o l>
119 <c o l>Average height</ c o l>
120 <c o l>Average weight</ c o l>
121 </row>
122 <row>
123 <c o l>5</ c o l>
124 <c o l>140cm</ c o l>
125 <c o l>20Kg</ c o l>
126 </row>
127 <row>
128 <c o l>10</ c o l>
129 <c o l>150cm</ c o l>
130 <c o l>35Kg</ c o l>
131 </row>
132 <row>
133 <c o l>15</ c o l>
134 <c o l>160cm</ c o l>
135 <c o l>50Kg</ c o l>
136 </row>
137 </ t a b l e>
138 <t e x t>
139 Some more t e x t in the a b s t r a c t , j u s t below the t a b l e .
140 </ t e x t>
141 </ a b s t r a c t>
142 <s e c t i o n name=” Int roduct ion ”>
143 <paragraph name=” In the beginning ”>
144 <t e x t>
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145 Lorem ipsum id p o s s i t disputando sed<r e f =” a r t 2 ” /> , v i s o f f i c i i s complec t i tur ut , usu t e solum
primis mediocritatem . Ei has euismod expetenda , nam s t e t d e l e n i t i n c i d e r i n t an , cu d i c e r e t
e v e r t i t u r eam . Dicta ornatus f a c i l i s ex mei , sea no dico per t inax sa lutandi , quo ut l i b e r
consequat . Cu qual isque iracundia eos , e r r o r a n c i l l a e h i s in . P r i novum d i s p u t a t i o n i eu ,
e p i c u r i opor tea t c o n s e c t e t u e r e s t an . Invidunt s a l u t a t u s eam in , v i s ea nobis l i b r i s
d e s e r u i s s e .
146 </ t e x t>
147 <t e x t>
148 Beneath i s a l i s t of numbers t e s t e d .
149 </ t e x t>
150 < l i s t>
151 <l i>1</ l i>
152 <l i>2</ l i>
153 <l i>3</ l i>
154 <l i>4</ l i>
155 <l i>5</ l i>
156 <l i>6</ l i>
157 <l i>7</ l i>
158 <l i>8</ l i>
159 <l i>9</ l i>
160 <l i>10</ l i>
161 <l i>11</ l i>
162 <l i>12</ l i>
163 <l i>13</ l i>
164 <l i>14</ l i>
165 <l i>15</ l i>
166 </ l i s t>
167 < l i s t>
168 <l i>150</ l i>
169 <l i>175</ l i>
170 <l i>1 000 000</ l i>
171 <l i>1 .2342 E13</ l i>
172 </ l i s t>
173 <t a b l e>
174 <row>
175 <c o l>Test nr</ c o l>
176 <c o l>Resul t</ c o l>
177 <c o l>SD</ c o l>
178 </row>
179 <row>
180 <c o l>1</ c o l>
181 <c o l>1543</ c o l>
182 <c o l>+−12</ c o l>
183 </row>
184 <row>
185 <c o l>2</ c o l>
186 <c o l>1940</ c o l>
187 <c o l>+−15</ c o l>
188 </row>
189 <row>
190 <c o l>3</ c o l>
191 <c o l>1780</ c o l>
192 <c o l>+−7</ c o l>
193 </row>
194 </ t a b l e>
195 <t e x t>
196 Some other t e x t put randomly here .
197 </ t e x t>
198 <t e x t>
199 A t h i r d t e x t in t h i s paragraph .
200 </ t e x t>
201 </paragraph>
202
203 <paragraph name=” E l e X t r i c ”>
204 <t e x t>
205 Electram a d i p i s c i n g e s t ad , in cum s i n g u l i s splendide c o n s e c t e t u e r . Est s t e t wis i eu , an timeam
aliquando i n t e r e s s e t duo . Inani reprehendunt a t vix , usu omnes quaeque id . Te mei f e r r i invidunt
l i b e r a v i s s e , brute habemus ea nec , natum reque atomorum h i s an . Debet graeco ut pro , per id
minimum d e f i n i e b a s .
206 </ t e x t>
207 < l i s t>
208 <l i>Linux</ l i>
209 <l i>Windows</ l i>
210 <l i>OS X</ l i>
211 </ l i s t>
212 </paragraph>
213
214 <paragraph name=” In the end”>
215 <t e x t>
216 Usu e i v i r t u t e f e u g a i t def in iebas , id nominati v i t u p e r a t a eos . An nam wisi idque , s i t eu mutat r idens .
Te p e r i c u l i s in te l legam s c r i b e n t u r usu , ex mea propriae deserunt , eos v i d i t utamur sensibus eu .
Dolores s u s c i p i t inimicus e i duo .
217 </ t e x t>
218 </paragraph>
219 </ s e c t i o n>
220
221 <s e c t i o n name=”Background”>
222
223 <paragraph name=” Fugit utinam”>
224 <t e x t>
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225 Fugit utinam p o s s i t id qui , quas i n v e n i r e nam ut , s i t cu e l i g e n d i gubergren . His quod r e f e r r e n t u r
d i s p u t a t i o n i ne , mel ea homero c e t e r o utamur , s i t f a c e r corpora no . Ad mel consulatu content iones ,
no mel mundi v iderer f a c i l i s i . Esse s u s c i p i t i n s t r u c t i o r h i s ex .
226 </ t e x t>
227 </paragraph>
228 <paragraph>
229 <t e x t>
230 Vix i l lum f i e r e n t inimicus cu . Summo petentium h e n d r e r i t vim an , doming pers ius e p i c u r i eos ut , duo id
ullum inermis . Ea per nonumy t inc idunt , neglegentur mediocritatem ne qui , eos aeterno f e u g a i t e i .
Habeo s o l u t a l a b o r e s e i mei , quando mandamus at nam . Cibo d e s e r u i s s e qui ad , ad s u a v i t a t e
s c r i p s e r i t nec , p r i eu autem f a s t i d i i mandamus . Sed t e p l a c e r a t p e r c i p i t u r , vim a l i a munere
a d i p i s c i n g an .
231 </ t e x t>
232 </paragraph>
233 <paragraph>
234 <t e x t>
235 Vim at f u i s s e t error ibus , no s i t equidem vo lu p ta r ia . Sed prodesset l i b e r a v i s s e ne , ve l paulo probatus
postu lant a t . S c r i p t a nostrum e v e r t i t u r pro ea . Audiam nostrum p e r t i n a c i a in per , f u g i t dolorem
h o n e s t a t i s eum in , eam no hinc reque fabulas . Vim e l i t corrumpit ut , ius ad lorem quaeque l o b o r t i s
, quo at dolores a d i p i s c i . Cu s i t consul doctus i n t e r e s s e t , s t e t f e u g i a t cu eum .
236 </ t e x t>
237 </paragraph>
238 </ s e c t i o n>
239
240 <s e c t i o n name=” Future Work”>
241 <paragraph>
242 <t e x t>
243 Eros f u i s s e t content iones t e nam . Dicat aliquyam ius ut . Et ignota g r a e c i vis , a t cum s t e t d e l i c a t a , cu
minim t r a c t a t o s signiferumque sed . Est ea t r i t a n i maluisset , a t s i t modus d i c t a s adolescens .
244 </ t e x t>
245 </paragraph>
246 <paragraph>
247 <t e x t>
248 Consequat d i s s e n t i u n t h i s e t . E le i f end abhorreant t e mel . V i d i t p e r c i p i t e u r i p i d i s e s t in . S i n t kasd
eros has eu . Eu habeo adhuc appareat sea , ne quodsi l a t i n e appel lantur ius .
249 </ t e x t>
250 <p i c t u r e name=” reubens ”>
251 <t i t l e>Reubens</ t i t l e>
252 <d e s c r i p t i o n>
253 A magnif icent paint ing by Reubens
254 </ d e s c r i p t i o n>
255 <source>h t t p : //www. t o p o f a r t . com/images/ a r t i s t s /Peter Paul Rubens/pa in t ings/rubens063 . jpg</source>
256 </ p i c t u r e>
257 </paragraph>
258 <paragraph>
259 <t e x t>
260 Id e r r o r i b u s gubergren sea , e ius utroque voluptua vix no . Nonummy adversarium in eum . Vel ipsum omnes
repudiandae cu , cu mazim aperiam nominati ve l . Te i i s q u e e r r o r i b u s l i b e r a v i s s e nec . Ad s t e t habeo
assum eam .
261 </ t e x t>
262 </paragraph>
263 <paragraph>
264 <t e x t>
265 Putent takimata p e r i c u l i s duo cu , cu vim f a l l i o f f e n d i t . Ubique i u d i c a b i t c o n s e c t e t u e r an nec , sea
s c r i p t a a s s u e v e r i t in . His ea partem p l a c e r a t , d e b i t i s prodesset i n c i d e r i n t p r i t e . Dic tas
mediocrem moles t iae sed ea , t e adhuc repudiandae cum . Has brute j u s t o te , ea quo docendi t i b i q u e
mediocrem . Alia i n t e g r e a t nec , v e r i e l i t r mediocrem pro ne , vix vivendum appel lantur ex .
266 </ t e x t>
267 </paragraph>
268
269 </ s e c t i o n>
270
271
272 </content>
273 </ a r t i c l e> 
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Appendix B
XML news
Listing B.1: ./xtxt -f file 
1 <?xml version=” 1 . 0 ” ?>
2 <news>
3 <meta>
4 <authors>
5 <person>
6 <name>
7 <f i r s t>John</ f i r s t>
8 <l a s t>Smith</ l a s t>
9 </name>
10 <email>jsmith@newspaper . com</email>
11 </person>
12 </authors>
13 <published>
14 <date>
15 <year>2011</year>
16 <month>2</month>
17 <day>21</day>
18 <hour>13</hour>
19 <min>10</min>
20 </date>
21 </published>
22 <edi ted>
23 <date>
24 <year>2011</year>
25 <month>2</month>
26 <day>21</day>
27 <hour>13</hour>
28 <min>15</min>
29 </date>
30 </edi ted>
31 <l o c a t i o n>
32 <cont inent>North America</cont inent>
33 <country>USA</country>
34 <s t a t e>C a l i f o r n i a</ s t a t e>
35 <county></county>
36 <c i t y>San Frans ico</ c i t y>
37 <d i s t r i c t></ d i s t r i c t>
38 <geo>
39 <l a t>37 .775</ l a t>
40 <lon>−122.4183333</lon>
41 </geo>
42 </ l o c a t i o n>
43 <t i t l e>White iPhone 4 f i n a l l y here .</ t i t l e>
44 <category>Technology</category>
45 </meta>
46 <content>
47 <subhead>
48 <t e x t>
49 White iPhone 4 f i n a l l y a v a i l a b l e .
50 </ t e x t>
51 </subhead>
52 <lead>
53 <t e x t>
54 Eight months a f t e r iPhone 4 was r e l e a s e d the white vers ion i s here .
55 </ t e x t>
56 <t e x t>
57 Apple usual ly comes with a new vers ion of iPhone in the month of Ju ly . There are now
s p e c u l a t i o n s of a delay on iPhone 5 .
58 </ t e x t>
59 </lead>
60 <nutgraph>
81
61 <paragraph>
62 < l i s t>
63 <l i>Apple have r e l e a s e d the white iPhone on Apri l the 23 rd . I t w i l l be in s a l e
everywhere in the world .</ l i>
64 <l i>The white iPhone 4 i s e i g h t month l a t e r than the black e d i t i o n .</ l i>
65 <l i>Specula t ions w i l l have t h a t iPhone 5 w i l l be delayed because of t h i s .</ l i>
66 <l i>Usually new iPhone models are shown on the WWDC in Ju ly month .</ l i>
67 </ l i s t>
68 </paragraph>
69 <paragraph>
70 <t e x t>
71 Other s p e c u l a t e s t h a t because people are aware t h a t Apple r e l e a s e s new models in July ,
t h a t Apple wants to e longate s a l e s by introducing the white iPhone at t h i s point
in time r a t h e r than wait ing f o r the new model .
72 </ t e x t>
73 </paragraph>
74 </nutgraph>
75 <s e c t i o n name=”Problem with white c o l o r ”>
76 <paragraph>
77 <t e x t>
78 Apple admitted t h a t there where problems with the white c o l o r of the iPhone . There
where problems with the development of a yel lowish c o l o r on the home button .
And there were a l s o problems with the leaking of the f l a s h while taking
p i c t u r e s .
79 </ t e x t>
80 <p i c t u r e name=” white iphone 4 ”>
81 <t i t l e>The white iPhone 4</ t i t l e>
82 <source>iphone4w . jpg</source>
83 <d e s c r i p t i o n>
84 iPhone 4 white photograph .
85 </ d e s c r i p t i o n>
86 </ p i c t u r e>
87 <t e x t>
88 iPad2 was r e l e a s e d with a black and white vers ion . And Apple has s t a t e d t h a t because
iPad2 comes in two c o l o r s iPhone should a l s o come in two c o l o r s .
89 </ t e x t>
90 </paragraph>
91 <paragraph>
92 <t e x t>
93 Apple has as usual ly not commented on the rumors . S t a t i n g t h a t they only comment present
products and not future products .
94 </ t e x t>
95 </paragraph>
96 </ s e c t i o n>
97 <s e c t i o n name=” Steve Jobs hea l th ”>
98 <paragraph>
99 <t e x t>
100 On a quest ion about Steve Jobs hea l th he answered he was there to answer quest ion about
the white iPhone 4 and not about h i s hea l th .
101 </ t e x t>
102 </paragraph>
103 </ s e c t i o n>
104 </content>
105 </news> 
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Appendix C
hash structure from the Article
XML file
$VAR1 = ’references’;
$VAR2 = {
’1’ => {
’authors’ => {
’person’ => {
’1’ => {
’name’ => {
’first’ => ’John’,
’last’ => ’Doe’
}
},
’2’ => {
’name’ => {
’first’ => ’Ola’,
’last’ => ’Normann’
}
}
}
},
’number’ => ’6’,
’volume’ => ’31’,
’date’ => {
’month’ => ’1’,
’year’ => ’2000’
},
’name’ => ’art1’,
’keywords’ => {
’1’ => ’LIFE’,
’2’ => ’Death’
},
’type’ => ’article’,
’title’ => ’Meaning of life’,
’doi’ => ’10.1109/MCSA.1994.515480’,
’pages’ => ’31-71’,
’journal’ => ’Life magazine’
},
’2’ => {
’keywords’ => {
’4’ => ’Beasts’,
’1’ => ’Magic’,
’3’ => ’Dragons’,
’2’ => ’Mythical’
},
’authors’ => {
’person’ => {
’1’ => {
’name’ => {
’first’ => ’Rubeus’,
’last’ => ’Hagrid’
}
},
’2’ => {
’name’ => {
’first’ => ’Minerva’,
’last’ => ’McGonagall’
}
}
}
},
’date’ => {
’year’ => ’2001’
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},
’name’ => ’art2’,
’title’ => ’Magics and other animals’,
’type’ => ’book’,
’pages’ => ’1-34’
}
};
$VAR3 = ’content’;
$VAR4 = {
’section’ => {
’1’ => {
’name’ => ’Introduction’,
’paragraph’ => {
’1’ => {
’6’ => {
’text’ => ’Some other text put randomly here.’
},
’3’ => {
’list’ => {
’li’ => {
’6’ => ’6’,
’11’ => ’11’,
’3’ => ’3’,
’7’ => ’7’,
’9’ => ’9’,
’12’ => ’12’,
’2’ => ’2’,
’15’ => ’15’,
’14’ => ’14’,
’8’ => ’8’,
’1’ => ’1’,
’4’ => ’4’,
’13’ => ’13’,
’10’ => ’10’,
’5’ => ’5’
}
}
},
’7’ => {
’text’ => ’A third text in this paragraph.’
},
’name’ => ’In the beginning’,
’2’ => {
’text’ => ’Beneath is a list of numbers tested.’
},
’1’ => {
’text’ => ’Lorem ipsum id possit disputando sed<ref="art2" />, \
vis officiis complectitur ut, usu te solum primis \
mediocritatem. Ei has euismod expetenda, nam stet \
delenit inciderint an, cu diceret evertitur eam. \
Dicta ornatus facilis ex mei, sea no dico pertinax \
salutandi, quo ut liber consequat. Cu qualisque iracundia \
eos, error ancillae his in. Pri novum disputationi eu, \
epicuri oporteat consectetuer est an. Invidunt salutatus \
eam in, vis ea nobis libris deseruisse.’
},
’4’ => {
’list’ => {
’li’ => {
’4’ => ’1.2342E13’,
’1’ => ’150’,
’3’ => ’1 000 000’,
’2’ => ’175’
}
}
},
’5’ => {
’table’ => {
’4’ => {
’2’ => ’1780’,
’1’ => ’3’,
’3’ => ’+-7’
},
’1’ => {
’1’ => ’Test nr’,
’3’ => ’SD’,
’2’ => ’Result’
},
’3’ => {
’2’ => ’1940’,
’1’ => ’2’,
’3’ => ’+-15’
},
’2’ => {
’3’ => ’+-12’,
’1’ => ’1’,
’2’ => ’1543’
}
}
}
84
},
’3’ => {
’1’ => {
’text’ => ’Usu ei virtute feugait definiebas, id nominati vituperata \
eos. An nam wisi idque, sit eu mutat ridens. Te periculis \
intellegam scribentur usu, ex mea propriae deserunt, eos \
vidit utamur sensibus eu. Dolores suscipit inimicus ei duo.’
},
’name’ => ’In the end’
},
’2’ => {
’1’ => {
’text’ => ’Electram adipiscing est ad, in cum singulis splendide \
consectetuer. Est stet wisi eu, an timeam aliquando \
interesset duo. Inani reprehendunt at vix, usu omnes \
quaeque id. Te mei ferri invidunt liberavisse, brute \
habemus ea nec, natum reque atomorum his an. Debet graeco \
ut pro, per id minimum definiebas.’
},
’name’ => ’EleXtric’,
’2’ => {
’list’ => {
’li’ => {
’1’ => ’Linux’,
’3’ => ’OS X’,
’2’ => ’Windows’
}
}
}
}
}
},
’3’ => {
’name’ => ’Future Work’,
’paragraph’ => {
’4’ => {
’1’ => {
’text’ => ’Putent takimata periculis duo cu, cu vim falli offendit. \
Ubique iudicabit consectetuer an nec, sea scripta assueverit \
in. His ea partem placerat, debitis prodesset inciderint pri \
te. Dictas mediocrem molestiae sed ea, te adhuc repudiandae \
cum. Has brute justo te, ea quo docendi tibique mediocrem. \
Alia integre at nec, veri elitr mediocrem pro ne, vix \
vivendum appellantur ex.’
}
},
’1’ => {
’1’ => {
’text’ => ’Eros fuisset contentiones te nam. Dicat aliquyam ius ut. Et \
ignota graeci vis, at cum stet delicata, cu minim tractatos \
signiferumque sed. Est ea tritani maluisset, at sit modus \
dictas adolescens.’
}
},
’3’ => {
’1’ => {
’text’ => ’Id erroribus gubergren sea, eius utroque voluptua vix no. \
Nonummy adversarium in eum. Vel ipsum omnes repudiandae cu, \
cu mazim aperiam nominati vel. Te iisque erroribus liberavisse \
nec. Ad stet habeo assum eam.’
}
},
’2’ => {
’1’ => {
’text’ => ’Consequat dissentiunt his et. Eleifend abhorreant te mel. \
Vidit percipit euripidis est in. Sint kasd eros has eu. \
Eu habeo adhuc appareat sea, ne quodsi latine appellantur \
ius.’
},
’2’ => {
’picture’ => {
’source’ => ’http://www.topofart.com/images/artists/Peter_Paul_Rubens/\
paintings/rubens063.jpg’,
’name’ => ’reubens’,
’title’ => ’Reubens’,
’description’ => ’A magnificent painting by Reubens’
}
}
}
}
},
’2’ => {
’name’ => ’Background’,
’paragraph’ => {
’1’ => {
’1’ => {
’text’ => ’Fugit utinam possit id qui, quas invenire nam ut, sit cu \
eligendi gubergren. His quod referrentur disputationi ne, \
mel ea homero cetero utamur, sit facer corpora no. Ad mel \
consulatu contentiones, no mel mundi viderer facilisi. Esse \
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suscipit instructior his ex.’
},
’name’ => ’Fugit utinam’
},
’3’ => {
’1’ => {
’text’ => ’Vim at fuisset erroribus, no sit equidem voluptaria. Sed \
prodesset liberavisse ne, vel paulo probatus postulant at. \
Scripta nostrum evertitur pro ea. Audiam nostrum pertinacia \
in per, fugit dolorem honestatis eum in, eam no hinc reque \
fabulas. Vim elit corrumpit ut, ius ad lorem quaeque lobortis, \
quo at dolores adipisci. Cu sit consul doctus interesset, \
stet feugiat cu eum.’
}
},
’2’ => {
’1’ => {
’text’ => ’Vix illum fierent inimicus cu. Summo petentium hendrerit \
vim an, doming persius epicuri eos ut, duo id ullum inermis. \
Ea per nonumy tincidunt, neglegentur mediocritatem ne qui, \
eos aeterno feugait ei. Habeo soluta labores ei mei, quando \
mandamus at nam. Cibo deseruisse qui ad, ad suavitate \
scripserit nec, pri eu autem fastidii mandamus. Sed te \
placerat percipitur, vim alia munere adipiscing an.’
}
}
}
}
},
’abstract’ => {
’4’ => {
’table’ => {
’4’ => {
’2’ => ’160cm’,
’1’ => ’15’,
’3’ => ’50Kg’
},
’1’ => {
’1’ => ’Age’,
’3’ => ’Average weight’,
’2’ => ’Average height’
},
’3’ => {
’2’ => ’150cm’,
’1’ => ’10’,
’3’ => ’35Kg’
},
’2’ => {
’3’ => ’20Kg’,
’1’ => ’5’,
’2’ => ’140cm’
}
}
},
’1’ => {
’text’ => ’Lorem ipsum dolor sit amet<ref="art1" />, consectetur adipiscing \
elit. Aliquam imperdiet malesuada sodales. Cras sit amet velit et \
orci bibendum gravida. Integer volutpat mauris eget elit gravida \
adipiscing. Proin quis nisl feugiat dui pellentesque tempus eget \
quis nisi. Morbi metus magna, lacinia ac tempor quis, lobortis in \
mauris. Phasellus posuere, arcu sit amet euismod dapibus, metus \
elit ultricies metus, id accumsan ipsum lacus at ipsum. Vivamus \
sit amet urna dui. Maecenas ultricies, quam a euismod feugiat, \
ante purus faucibus nibh, non bibendum neque mauris molestie \
tortor. Nulla ante ante, interdum a ullamcorper in, consequat \
sodales mi. Suspendisse non enim orci.’
},
’3’ => {
’list’ => {
’li’ => {
’1’ => ’Number one’,
’3’ => ’Number three’,
’2’ => ’Number two’
}
}
},
’2’ => {
’picture’ => {
’source’ => ’mona-lisa.jpg’,
’name’ => ’mona-lisa’,
’title’ => ’Leonardo da Vincis Mona Lisa’,
’description’ => ’This painting is the most famous of da Vinci.’
}
},
’5’ => {
’text’ => ’Some more text in the abstract, just below the table.’
}
}
};
$VAR5 = ’meta’;
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$VAR6 = {
’authors’ => {
’person’ => {
’1’ => {
’name’ => {
’first’ => ’Unknown’,
’last’ => ’Author’
}
},
’2’ => {
’email’ => {
’1’ => ’john@smith.com’,
’2’ => ’spam@hotmail.com’
},
’name’ => {
’first’ => ’John’,
’last’ => ’Smith’
},
’phone’ => {
’1’ => ’5554321’,
’2’ => ’5551234’
}
}
}
},
’date’ => {
’hour’ => ’12’,
’min’ => ’15’,
’month’ => ’08’,
’day’ => ’15’,
’year’ => ’1571’
},
’legal’ => {
’copyright’ => {
’holder’ => ’John Smith inc’,
’year’ => ’2000-2011’
}
},
’title’ => ’Lorem ipsum’
};
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Appendix D
Main script for terminal
application
Listing D.1: The main script in Perl for the terminal application 
1 # ! / usr / b i n / p e r l −w
2
3 # Needed p a c k a g e s
4 use Getopt : : Std ;
5 use s t r i c t ;
6 use d i a g n o s t i c s ;
7 use warnings ;
8 use Text : : Table ;
9 use Data : : Dumper ;
10
11
12
13
14 # G l o b a l V a r i a b l e s
15 my $VERBOSE = 0 ;
16 my $DEBUG = 0 ;
17 my $MOREDEBUG = 0 ;
18
19 my $XML VER = 0 ;
20
21 my $FILENAME = 0 ;
22
23 # #################################################
24 # Handle f l a g s and arguments ###
25 # Examble : c == ”−c ” , c : == ”−c argument ” ###
26 # #################################################
27 my $ o p t s t r i n g = ’ hvdDf : moOaAs : p : cr ’ ;
28 getopts ( ” $ o p t s t r i n g ” , \my %opt ) or usage ( ) and e x i t 1 ;
29
30 # p r i n t h e l p message i f −h i s i n v o k e d
31 i f ( $opt{ ’h ’} ){
32 usage ( ) ;
33 e x i t 0 ;
34 }
35
36 # ###########################
37 ### INIT ###
38 # ###########################
39 $VERBOSE = 1 i f $opt{ ’v ’ } ;
40 $DEBUG = 1 i f $opt{ ’d ’ } ;
41 $MOREDEBUG = 1 i f $opt{ ’D ’ } ;
42
43 i f ( $opt{ ’ f ’} ){
44 $FILENAME = $opt{ ’ f ’ } ;
45 } e lse {
46 print ”There i s no f i l e−name s p e c i f i e d\n\n” ;
47 usage ( ) ;
48 e x i t 1 ;
49 }
50 moredebug ( ” [ i n i t ] Var FILE = ’$FILENAME’\n” ) ;
51 moredebug ( ” [ i n i t ] XML VER = ’$XML VER’\n” ) ;
52
53 # ###########################
54 ### Main program c o n t e n t ###
55 # ###########################
56 my $type=”” ;
57 my @ f i l e ;
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58 my %hash ;
59 my $ l i n e s =0;
60
61 i f ( $FILENAME =˜ /ˆ ht tp/ ){
62 open ( FILE , ”wget −O − −q $FILENAME | ” ) ;
63 } e lse {
64 open ( FILE , ”$FILENAME” ) ;
65 }
66
67 while ( my $ l i n e = <FILE> ){
68 $ l i n e s ++;
69 $ l i n e =˜ s /ˆ\ s+|\s+$//g ; # Removes s p a c e b e f o r e and a f t e r t h e l i n e
70 chomp ( $ l i n e ) ;
71 push ( @f i l e , $ l i n e ) i f $ l i n e ;
72 }
73 c lose FILE ;
74 i f ( $ f i l e [ 0 ] =˜ /<\?xml vers ion=\” (\d+\.\d+)\”\?>/){
75 $XML VER=$1 ;
76 }
77
78 i f ( $ f i l e [ 1 ] =˜ /<(\w+)>/g ) {
79 $type=$1 ;
80 }
81
82
83
84 # Loading the f i l e
85 requi re ” plugins/$type . pl ” ;
86 my $parse=” $type ” . ” parse ( ” . ’\ @ f i l e ’ . ” ) ” ;
87 %hash = ( eval $parse ) ;
88
89
90 # P r i n t i n g the f i l e
91 requi re ” plugins/$type . pl ” ;
92 my $ p r i n t = ” $type ” . ” p r i n t ( ” . ’\%hash , ’ . ’\% opt ’ . ” ) ” ;
93 eval $ p r i n t ;
94
95
96
97 p r i n t Dumper(%hash ) i f $MOREDEBUG;
98 # p r i n t Dumper( @ f i l e ) i f $DEBUG;
99 # p r i n t Dumper(%counter ) i f $MOREDEBUG;
100
101 moredebug ( ”Type = ’ $type ’\n” ) ;
102 moredebug ( ” [ post ] Var FILE = ’$FILENAME ’\n” ) ;
103 moredebug ( ” [ post ] XML VER = ’$XML VER ’\n” ) ;
104 moredebug ( ”Number of l i n e s : $ l i n e s\n” ) ;
105
106 ############################
107 ### P r i n t i n g ###
108 ############################
109
110
111 ############################
112 ### Helper r o u t i n e s ###
113 ############################
114
115 # P r i n t s the c o r r e c t use of t h i s s c r i p t
116 sub usage {
117 p r i n t ”Usage :\n” ;
118 p r i n t ” x t x t [ vdDf]\n\n” ;
119
120
121 my $tb = Text : : Table−>new(
122 ”Option” , ” Parameter ” , ” Descr ipt ion ” ,
123 ) ;
124 $tb−>load (
125 [ ”−h” , ”” , ”Usage” , ] ,
126 [ ”−v” , ”” , ”Verbose ” , ] ,
127 [ ”−d” , ”” , ”Debug” , ] ,
128 [ ”−D” , ”” , ”More Debug” , ] ,
129 [ ”−f ” , ” f i lename ” , ” F i l e ” , ] ,
130 ) ;
131 p r i n t $tb ;
132 }
133
134
135 sub verbose {
136 p r i n t $ [ 0 ] i f ( $VERBOSE or $DEBUG or $MOREDEBUG) ;
137 }
138
139 sub debug {
140 p r i n t $ [ 0 ] i f ( $DEBUG or $MOREDEBUG ) ;
141 }
142
143 sub moredebug {
144 p r i n t $ [ 0 ] i f ( $MOREDEBUG ) ;
145 } 
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Appendix E
Article plugin for terminal
application
Listing E.1: Plugin to read articles in terminal 
1 use s t r i c t ;
2 use d i a g n o s t i c s ;
3 use warnings ;
4 use Data : : Dumper ;
5 use Term : : ReadKey ;
6 my ( $x , $y ) = GetTerminalSize ( ) ;
7 # p r i n t ”y : $y , x : $x\n ” ;
8
9 sub add value {
10 my @keys = @{ $ [ 0 ] } ;
11 my $value = $ [ 1 ] ;
12 my $addToHash= ’ $hash ’ ;
13 foreach ( @keys ){
14 $addToHash .= ”{$ }” ;
15 }
16 # p r i n t ” [ a d t : $addToHash ]\n ” ;
17 $addToHash .= ”=\ ’ $value \ ’ ; ” ;
18 # p r i n t ” [ a d t : $addToHash ]\n ” ;
19 return $addToHash ;
20 }
21
22 sub a r t i c l e p a r s e {
23 my @ f i l e = @{ $ [ 0 ] } ;
24 my @keys ;
25 my %hash ;
26
27 my $person =0;
28 my $email =0;
29 my $phone =0;
30
31 my $ s e c t i o n =0;
32 my $paragraph =0;
33 my $element =0;
34
35 my $ l i =0 ;
36 my $row =0;
37 my $co l =0;
38
39 my $ r e f =0;
40 my $keyword =0;
41
42 foreach ( @ f i l e ){
43 my $ l i n e = $ ;
44 i f ( $ l i n e =˜ /<meta>/ ){
45 push ( @keys , ”meta” ) ;
46 }
47 i f ( $ l i n e =˜ /<\/meta>/ ){
48 pop ( @keys ) ;
49 }
50 i f ( $ l i n e =˜ /<t i t l e >(.+)<\/t i t l e>/g ){
51 push ( @keys , ” t i t l e ” ) ;
52 eval ( add value (\@keys , $1 ) ) ;
53 pop ( @keys ) ;
54 }
55 i f ( $ l i n e =˜ /<authors>/ ){
56 $person =0;
57 push ( @keys , ” authors ” ) ;
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58 }
59 i f ( $ l i n e =˜ /<\/authors>/ ){
60 pop ( @keys ) ;
61 }
62 i f ( $ l i n e =˜ /<person>/ ){
63 $email =0;
64 $phone =0;
65 $person ++;
66 push ( @keys , ” person ” ) ;
67 push ( @keys , $person ) ;
68 }
69 i f ( $ l i n e =˜ /<\/person>/ ){
70 pop ( @keys ) ;
71 pop ( @keys ) ;
72 }
73 i f ( $ l i n e =˜ /<name>/ ){
74 push ( @keys , ”name” ) ;
75 }
76 i f ( $ l i n e =˜ /<\/name>/ ){
77 pop ( @keys ) ;
78 }
79 i f ( $ l i n e =˜ /<f i r s t >(.+)<\/f i r s t>/ ){
80 push ( @keys , ” f i r s t ” ) ;
81 eval ( add value (\@keys , $1 ) ) ;
82 pop ( @keys ) ;
83 }
84 i f ( $ l i n e =˜ /<l a s t >(.+)<\/l a s t>/ ){
85 push ( @keys , ” l a s t ” ) ;
86 eval ( add value (\@keys , $1 ) ) ;
87 pop ( @keys ) ;
88 }
89 i f ( $ l i n e =˜ /<email>(.+)<\/email>/g ){
90 $email ++;
91 push ( @keys , ” email ” ) ;
92 push ( @keys , $email ) ;
93 eval ( add value (\@keys , $1 ) ) ;
94 pop ( @keys ) ;
95 pop ( @keys ) ;
96 }
97 i f ( $ l i n e =˜ /<phone>(.+)<\/phone>/g ){
98 $phone ++;
99 push ( @keys , ”phone” ) ;
100 push ( @keys , $phone ) ;
101 eval ( add value (\@keys , $1 ) ) ;
102 pop ( @keys ) ;
103 pop ( @keys ) ;
104 }
105 i f ( $ l i n e =˜ /<l e g a l>/ ){
106 push ( @keys , ” l e g a l ” ) ;
107 }
108 i f ( $ l i n e =˜ /<\/l e g a l>/ ){
109 pop ( @keys ) ;
110 }
111 i f ( $ l i n e =˜ /<copyright>/ ){
112 push ( @keys , ” copyright ” ) ;
113 }
114 i f ( $ l i n e =˜ /<\/copyright>/ ){
115 pop ( @keys ) ;
116 }
117 i f ( $ l i n e =˜ /<holder>(.+)<\/holder>/ ){
118 push ( @keys , ” holder ” ) ;
119 eval ( add value (\@keys , $1 ) ) ;
120 pop ( @keys ) ;
121 }
122 i f ( $ l i n e =˜ /<date>/ ){
123 push ( @keys , ” date ” ) ;
124 }
125 i f ( $ l i n e =˜ /<\/date>/ ){
126 pop ( @keys ) ;
127 }
128 i f ( $ l i n e =˜/<year>(.+)<\/year>/ ){
129 push ( @keys , ” year ” ) ;
130 eval ( add value (\@keys , $1 ) ) ;
131 pop ( @keys ) ;
132 }
133 i f ( $ l i n e =˜ /<month>(.+)<\/month>/ ){
134 push ( @keys , ”month” ) ;
135 eval ( add value (\@keys , $1 ) ) ;
136 pop ( @keys ) ;
137 }
138 i f ( $ l i n e =˜ /<day>(.+)<\/day>/ ){
139 push ( @keys , ”day” ) ;
140 eval ( add value (\@keys , $1 ) ) ;
141 pop ( @keys ) ;
142 }
143 i f ( $ l i n e =˜ /<hour>(.+)<\/hour>/ ){
144 push ( @keys , ”hour” ) ;
145 eval ( add value (\@keys , $1 ) ) ;
146 pop ( @keys ) ;
147 }
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148 i f ( $ l i n e =˜ /<min>(.+)<\/min>/ ){
149 push ( @keys , ”min” ) ;
150 eval ( add value (\@keys , $1 ) ) ;
151 pop ( @keys ) ;
152 }
153 i f ( $ l i n e =˜ /<content>/ ){
154 push ( @keys , ” content ” ) ;
155 }
156 i f ( $ l i n e =˜ /<\/content>/ ){
157 pop ( @keys ) ;
158 }
159 i f ( $ l i n e =˜ /<s e c t i o n name=\” ( . + )\”>/g ){
160 $paragraph =0;
161 $ s e c t i o n ++;
162 push ( @keys , ” s e c t i o n ” ) ;
163 push ( @keys , $ s e c t i o n ) ;
164 push ( @keys , ”name” ) ;
165 eval ( add value (\@keys , $1 ) ) ;
166 pop ( @keys ) ;
167 }
168 i f ( $ l i n e =˜ /<\/sec t ion>/ ){
169 pop ( @keys ) ;
170 pop ( @keys ) ;
171 }
172 i f ( $ l i n e =˜ /<a b s t r a c t>/ ){
173 push ( @keys , ” a b s t r a c t ” ) ;
174 }
175 i f ( $ l i n e =˜ /<\/a b s t r a c t>/ ){
176 pop ( @keys ) ;
177 }
178 i f ( $ l i n e =˜ /<paragraph name=\”( .+)\”>/g ){
179 $element =0;
180 $paragraph ++;
181 push ( @keys , ” paragraph ” ) ;
182 push ( @keys , $paragraph ) ;
183 push ( @keys , ”name” ) ;
184 eval ( add value (\@keys , $1 ) ) ;
185 pop ( @keys ) ;
186 }
187 i f ( $ l i n e =˜ /<paragraph>/ ){
188 $element =0;
189 $paragraph ++;
190 push ( @keys , ” paragraph ” ) ;
191 push ( @keys , $paragraph ) ;
192 }
193 i f ( $ l i n e =˜ /<\/paragraph>/ ){
194 pop ( @keys ) ;
195 pop ( @keys ) ;
196 }
197 i f ( $ l i n e =˜ /<t ex t>/ ){
198 $element ++;
199 push ( @keys , $element ) ;
200 push ( @keys , ” t e x t ” ) ;
201 }
202 i f ( $ l i n e =˜ /<\/te x t>/ ){
203 pop ( @keys ) ;
204 pop ( @keys ) ;
205 }
206 i f ( $ l i n e =˜ /<l i s t>/ ){
207 $ l i =0 ;
208 $element ++;
209 push ( @keys , $element ) ;
210 push ( @keys , ” l i s t ” ) ;
211 }
212 i f ( $ l i n e =˜ /<\/l i s t>/ ){
213 pop ( @keys ) ;
214 pop ( @keys ) ;
215 }
216 i f ( $ l i n e =˜ /<l i >(.+)<\/l i>/g ){
217 $ l i ++;
218 push ( @keys , ” l i ” ) ;
219 push ( @keys , $ l i ) ;
220 eval ( add value (\@keys , $1 ) ) ;
221 pop ( @keys ) ;
222 pop ( @keys ) ;
223 }
224 i f ( $ l i n e =˜ /<tab le>/ ){
225 $element ++;
226 $row =0;
227 $co l =0;
228 push ( @keys , $element ) ;
229 push ( @keys , ” t a b l e ” ) ;
230 }
231 i f ( $ l i n e =˜ /<\/table>/ ){
232 pop ( @keys ) ;
233 pop ( @keys ) ;
234 }
235 i f ( $ l i n e =˜ /<row>/ ){
236 $co l =0;
237 $row++;
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238 push ( @keys , $row ) ;
239 }
240 i f ( $ l i n e =˜ /<\/row>/ ){
241 pop ( @keys ) ;
242 }
243 i f ( $ l i n e =˜ /<col >(.+)<\/col>/ ){
244 $co l ++;
245 push ( @keys , $co l ) ;
246 eval ( add value (\@keys , $1 ) ) ;
247 pop ( @keys ) ;
248 }
249 i f ( $ l i n e =˜ /<p i c t u r e name=\”( .+)\”>/g ){
250 $element ++;
251 push ( @keys , $element ) ;
252 push ( @keys , ” p i c t u r e ” ) ;
253 push ( @keys , ”name” ) ;
254 eval ( add value (\@keys , $1 ) ) ;
255 pop ( @keys ) ;
256 }
257 i f ( $ l i n e =˜ /<\/pic ture>/ ){
258 pop ( @keys ) ;
259 pop ( @keys ) ;
260 }
261 i f ( $ l i n e =˜ /<descr ip t ion>/ ){
262 push ( @keys , ” d e s c r i p t i o n ” ) ;
263 }
264 i f ( $ l i n e =˜ /<\/descr ip t ion>/ ){
265 pop ( @keys ) ;
266 }
267 i f ( $ l i n e =˜ /<source>(.+)<\/source>/ ){
268 push ( @keys , ” source ” ) ;
269 eval ( add value (\@keys , $1 ) ) ;
270 pop ( @keys ) ;
271 }
272 i f ( $ l i n e =˜ /<r e f e r en c e s>/ ){
273 $ r e f =0;
274 push ( @keys , ” r e f e r e n c e s ” ) ;
275 }
276 i f ( $ l i n e =˜ /<\/r e f e r en c e s>/ ){
277 pop ( @keys ) ;
278 }
279 i f ( $ l i n e =˜ /<a r t i c l e name=\”( .+)\”>/g ){
280 $ r e f ++;
281 push ( @keys , $ r e f ) ;
282 push ( @keys , ” type ” ) ;
283 eval ( add value (\@keys , ” a r t i c l e ” ) ) ;
284 pop ( @keys ) ;
285 push ( @keys , ”name” ) ;
286 eval ( add value (\@keys , $1 ) ) ;
287 pop ( @keys ) ;
288 }
289 i f ( $ l i n e =˜ /<\/a r t i c l e>/ ){
290 pop ( @keys ) ;
291 }
292 i f ( $ l i n e =˜ /<j ournal >(.+)<\/journal>/ ){
293 push ( @keys , ” j o u r n a l ” ) ;
294 eval ( add value (\@keys , $1 ) ) ;
295 pop ( @keys ) ;
296 }
297 i f ( $ l i n e =˜ /<volume>(.+)<\/volume>/ ){
298 push ( @keys , ”volume” ) ;
299 eval ( add value (\@keys , $1 ) ) ;
300 pop ( @keys ) ;
301 }
302 i f ( $ l i n e =˜ /<number>(.+)<\/number>/ ){
303 push ( @keys , ”number” ) ;
304 eval ( add value (\@keys , $1 ) ) ;
305 pop ( @keys ) ;
306 }
307 i f ( $ l i n e =˜ /<pages>(.+)<\/pages>/ ){
308 push ( @keys , ”pages” ) ;
309 eval ( add value (\@keys , $1 ) ) ;
310 pop ( @keys ) ;
311 }
312 i f ( $ l i n e =˜ /<doi>(.+)<\/doi>/ ){
313 push ( @keys , ” doi ” ) ;
314 eval ( add value (\@keys , $1 ) ) ;
315 pop ( @keys ) ;
316 }
317 i f ( $ l i n e =˜ /<i ssn >(.+)<\/issn>/ ){
318 push ( @keys , ” i s s n ” ) ;
319 eval ( add value (\@keys , $1 ) ) ;
320 pop ( @keys ) ;
321 }
322 i f ( $ l i n e =˜ /<keywords>/ ){
323 $keyword =0;
324 push ( @keys , ”keywords” ) ;
325 }
326 i f ( $ l i n e =˜ /<\/keywords>/ ){
327 pop ( @keys ) ;
94
328 }
329 i f ( $ l i n e =˜ /<keyword>(.+)<\/keyword>/ ){
330 $keyword++;
331 push ( @keys , $keyword ) ;
332 eval ( add value (\@keys , $1 ) ) ;
333 pop ( @keys ) ;
334 }
335 i f ( $ l i n e =˜ /<book name=\”( .+)\”>/g ){
336 $ r e f ++;
337 push ( @keys , $ r e f ) ;
338 push ( @keys , ” type ” ) ;
339 eval ( add value (\@keys , ”book” ) ) ;
340 pop ( @keys ) ;
341 push ( @keys , ”name” ) ;
342 eval ( add value (\@keys , $1 ) ) ;
343 pop ( @keys ) ;
344 }
345 i f ( $ l i n e =˜ /<\/book>/ ){
346 pop ( @keys ) ;
347 }
348
349 i f ( $ l i n e ! ˜ /ˆ<|>$ | ( ˆ\ s * $ ) / ){
350 eval ( add value (\@keys , $ l i n e ) ) ;
351 }
352 }
353 return %hash ;
354 }
355
356 sub a r t i c l e p r i n t {
357 my @var = @ ;
358 my %doc=%{$var [ 0 ]} ;
359 my %options=%{$var [ 1 ]} ;
360
361 p r i n t ”\n” ;
362
363 i f ( $opt ions{ ’m’} or $options{ ’A ’} ){
364 p r i n t ”$doc{meta}{ t i t l e}\n” i f $doc{meta}{ t i t l e } ;
365
366 i f ( $doc{meta}{authors} ){
367 p r i n t ”By : ” ;
368 my $ i =0;
369 foreach my $authors key ( s o r t keys %{ $doc{meta}{authors}{person}} ){
370 p r i n t ”$doc{meta}{authors}{person}{$authors key}{name}{ f i r s t} $doc{meta}{authors}{person}{
$authors key}{name}{ l a s t}” ;
371 $ i ++;
372 i f ( $ i < s c a l a r ( keys %{$doc{meta}{authors}{person}}) ){
373 p r i n t ” and ” ;
374 }
375 }
376 p r i n t ”\n” ;
377 }
378
379 i f ( $doc{meta}{date}){
380 p r i n t ”$doc{meta}{date}{year}” i f $doc{meta}{date}{year } ;
381 p r i n t ”/$doc{meta}{date}{month}” i f $doc{meta}{date}{month} ;
382 p r i n t ”/$doc{meta}{date}{day}” i f $doc{meta}{date}{day} ;
383 p r i n t ”−$doc{meta}{date}{hour}” i f $doc{meta}{date}{hour} ;
384 p r i n t ” : $doc{meta}{date}{min}” i f $doc{meta}{date}{min} ;
385 p r i n t ”\n” ;
386 }
387
388 i f ( $doc{meta}{ l e g a l}{copyright} ){
389 p r i n t ” Copyright : ” ;
390 p r i n t ”$doc{meta}{ l e g a l}{copyright}{year}” i f $doc{meta}{ l e g a l}{copyright}{year } ;
391 p r i n t ” ( c ) ” ;
392 p r i n t ”$doc{meta}{ l e g a l}{copyright}{holder}” i f $doc{meta}{ l e g a l}{copyright}{holder } ;
393 p r i n t ”\n” ;
394 }
395 p r i n t ”\n” ;
396
397 }
398
399 i f ( $opt ions{ ’ c ’} ){
400 foreach my $key ( s o r t keys %{ $doc{meta}{authors}{person}} ){
401 p r i n t ”Name: ” ;
402 p r i n t ”$doc{meta}{authors}{person}{$key}{name}{ f i r s t} ” i f $doc{meta}{authors}{person}{$key}{name
}{ f i r s t } ;
403 p r i n t ”$doc{meta}{authors}{person}{$key}{name}{ l a s t}\n” i f $doc{meta}{authors}{person}{$key}{name
}{ l a s t } ;
404 foreach my $phone ( s o r t keys %{ $doc{meta}{authors}{person}{$key}{phone}}){
405 p r i n t ”Telephone : $doc{meta}{authors}{person}{$key}{phone}{$phone}\n” ;
406 }
407 foreach my $email ( s o r t keys %{ $doc{meta}{authors}{person}{$key}{email}}){
408 p r i n t ” email : $doc{meta}{authors}{person}{$key}{email}{$email}\n” ;
409 }
410 p r i n t ”\n” ;
411 }
412 }
413
414 i f ( $opt ions{ ’o ’} or $options{ ’O’} ){
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415 foreach my $key ( s o r t keys %{ $doc{content}{s e c t i o n}}){
416 p r i n t ”$key : $doc{content}{s e c t i o n}{$key}{name}\n” ;
417 i f ( $opt ions{ ’O ’} ){
418 foreach my $sub key ( s o r t keys %{ $doc{content}{s e c t i o n}{$key}{paragraph}}){
419 p r i n t ”\t$sub key : ” ;
420 p r i n t ”$doc{content}{s e c t i o n}{$key}{paragraph}{$sub key}{name}” i f $doc{content}{s e c t i o n}{$key
}{paragraph}{$sub key}{name} ;
421 p r i n t ”\n” ;
422 }
423 }
424 } p r i n t ”\n” ;
425 }
426
427 i f ( $opt ions{ ’A’} ){
428 foreach my $abs ( s o r t keys %{ $doc{content}{a b s t r a c t}} ){
429 i f ( $doc{content}{a b s t r a c t}{$abs}{ t e x t} ){
430 i f ( $doc{content}{a b s t r a c t}{$abs}{ t e x t} =˜ /<r e f =\”( .+)\” \/>/g ){
431 foreach my $ r f ( s o r t keys %{ $doc{r e f e r e n c e s} } ){
432 i f ( $doc{r e f e r e n c e s}{$ r f}{name} eq $1 ){
433 $doc{content}{a b s t r a c t}{$abs}{ t e x t} =˜ s/<r e f =\”( .+)\” \/>/[$ r f ]/g ;
434 }
435 }
436 }
437 p r i n t ” $doc{content}{a b s t r a c t}{$abs}{ t e x t}\n\n” ;
438 }
439 e l s i f ( $doc{content}{a b s t r a c t}{$abs}{ l i s t } ){
440 my $ i =0;
441 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i}} ){
442 p r i n t ” − $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i}{$ l i s t k e y}” ;
443 $ i ++;
444 i f ( $ i < s c a l a r ( keys %{ $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i }}) ){
445 p r i n t ”\n” ;
446 }
447 }
448 p r i n t ”\n\n” ;
449 }
450 e l s i f ( $doc{content}{a b s t r a c t}{$abs}{ t a b l e} ){
451 my $run =0;
452 my $tb ;
453 my $h eade r pre f ix = ’ $tb=Text : : Table−>new ( ’ ;
454 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
455 my $header ;
456 my $ t b c r e a t e ;
457 my $tb load ;
458 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
459 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
460 my $ t b r o w p r e f i x = ’ [ ’ ;
461 my $ t b r o w s u f f i x = ’ ] , ’ ;
462 my $tb row ;
463 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ t a b l e}} ){
464 $tb row .= $ t b r o w p r e f i x i f $run ;
465 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}}
){
466 i f ( $run < 1){
467 $header .= ”\”$doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
468 } e lse {
469 $tb row .= ”\”$doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
470 }
471 }
472 $tb row .= $ t b r o w s u f f i x i f $run ;
473 $run ++;
474 }
475 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
476 eval $ t b c r e a t e ;
477 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
478 eval $ tb load ;
479 print $tb ;
480 print ”\n” ;
481 }
482 e l s i f ( $doc{content}{a b s t r a c t}{$abs}{p i c t u r e} ){
483 print ”\n\ t P i c t u r e :\n\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{ t i t l e}\n” ;
484 print ”\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{source}\n” ;
485 print ”\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{d e s c r i p t i o n}\n\n” ;
486 }
487 }
488
489 foreach my $sec ( s o r t keys %{ $doc{content}{s e c t i o n}}){
490 print ”\n========\n $sec : $doc{content}{s e c t i o n}{$sec}{name}\n========\n\n” i f $doc{content}{
s e c t i o n}{$sec}{name} ;
491 foreach my $par ( s o r t keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}}){
492 print ” ” ;
493 foreach my $element ( s o r t keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}} ){
494 i f ( $element eq ”name” ){
495 next ;
496 }
497 # f o r e a c h my $ t y p e ( s o r t k e y s %{ $doc{ c o n t e n t}{ s e c t i o n}{$ s e c}{p a r a g r a p h}{$par}{$ e l e m e n t}} ){
498
499
500 i f ( $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t e x t} ){
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501 i f ( $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t e x t} =˜ /<r e f=\” ( . + ) \” \/>/
g ){
502 foreach my $ r f ( s o r t keys %{ $doc{r e f e r e n c e s} } ){
503 i f ( $doc{r e f e r e n c e s}{$ r f}{name} eq $1 ){
504 $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t e x t} =˜ s/<r e f =\”( .+)\”
\/>/[$ r f ]/g ;
505 }
506 }
507 }
508 p r i n t ” $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t e x t}\n” ;
509
510 } e l s i f ( $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ l i s t}{ l i} ){
511 my $ i =0;
512 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}{
$par}{$element}{ l i s t}{ l i}} ){
513 p r i n t ”\t− $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ l i s t}{ l i}{$ l i s t k e y}”
;
514 $ i ++;
515 i f ( $ i < s c a l a r ( keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ l i s t}{
l i}} ) ){
516 p r i n t ”\n” ;
517 }
518 }
519 p r i n t ”\n\n” ;
520 } e l s i f ( $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t a b l e} ){
521 my $run =0;
522 my $tb ;
523 my $h eade r pre f ix = ’ $tb=Text : : Table−>new ( ’ ;
524 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
525 my $header ;
526 my $ t b c r e a t e ;
527 my $tb load ;
528 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
529 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
530 my $ t b r o w p r e f i x = ’ [ ’ ;
531 my $ t b r o w s u f f i x = ’ ] , ’ ;
532 my $tb row ;
533 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{
$element}{ t a b l e}} ){
534 $tb row .= $ t b r o w p r e f i x i f $run ;
535 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$sec}{paragraph}{$par
}{$element}{ t a b l e}{$rows}} ){
536 i f ( $run < 1){
537 $header .= ”\”$doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t a b l e}{$rows}{
$ c o l s }\” ,” ;
538 } e lse {
539 $tb row .= ”\”$doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{ t a b l e}{$rows}{
$ c o l s }\” ,” ;
540 }
541 }
542 $tb row .= $ t b r o w s u f f i x i f $run ;
543 $run ++;
544 }
545 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
546 eval $ t b c r e a t e ;
547 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
548 eval $ tb load ;
549 print $tb ;
550 print ”\n” ;
551 }
552 e l s i f ( $doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{p i c t u r e} ){
553 print ”\n\ t P i c t u r e :\n\t$doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{p i c t u r e}{
t i t l e}\n” ;
554 print ”\t$doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{p i c t u r e}{source}\n” ;
555 print ”\t$doc{content}{s e c t i o n}{$sec}{paragraph}{$par}{$element}{p i c t u r e}{d e s c r i p t i o n}\n\n
” ;
556 }
557
558 # }
559 }
560 }
561 }
562 }
563
564 e l s i f ( $opt ions{ ’ a ’} ){
565 foreach my $abs ( s o r t keys %{ $doc{content}{a b s t r a c t}} ){
566 i f ( $doc{content}{a b s t r a c t}{$abs}{ t e x t} ){
567 i f ( $doc{content}{a b s t r a c t}{$abs}{ t e x t} =˜ /<r e f=\” ( . + ) \” \/>/g ){
568 foreach my $ r f ( s o r t keys %{ $doc{r e f e r e n c e s} } ){
569 i f ( $doc{r e f e r e n c e s}{$ r f}{name} eq $1 ){
570 $doc{content}{a b s t r a c t}{$abs}{ t e x t} =˜ s/<r e f =\”( .+)\” \/>/[$ r f ]/g ;
571 }
572 }
573 }
574 p r i n t ” $doc{content}{a b s t r a c t}{$abs}{ t e x t}\n\n” ;
575 }
576 e l s i f ( $doc{content}{a b s t r a c t}{$abs}{ l i s t } ){
577 my $ i =0;
578 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i}} ){
579 p r i n t ” − $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i}{$ l i s t k e y}” ;
97
580 $ i ++;
581 i f ( $ i < s c a l a r ( keys %{ $doc{content}{a b s t r a c t}{$abs}{ l i s t}{ l i }}) ){
582 p r i n t ”\n” ;
583 }
584 }
585 p r i n t ”\n\n” ;
586 }
587 e l s i f ( $doc{content}{a b s t r a c t}{$abs}{ t a b l e} ){
588 my $run =0;
589 my $tb ;
590 my $h eade r pre f ix = ’ $tb=Text : : Table−>new ( ’ ;
591 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
592 my $header ;
593 my $ t b c r e a t e ;
594 my $tb load ;
595 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
596 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
597 my $ t b r o w p r e f i x = ’ [ ’ ;
598 my $ t b r o w s u f f i x = ’ ] , ’ ;
599 my $tb row ;
600 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ t a b l e}} ){
601 $tb row .= $ t b r o w p r e f i x i f $run ;
602 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}}
){
603 i f ( $run < 1){
604 $header .= ”\”$doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
605 } e lse {
606 $tb row .= ”\”$doc{content}{a b s t r a c t}{$abs}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
607 }
608 }
609 $tb row .= $ t b r o w s u f f i x i f $run ;
610 $run ++;
611 }
612 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
613 eval $ t b c r e a t e ;
614 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
615 eval $ tb load ;
616 print $tb ;
617 } e l s i f ( $doc{content}{a b s t r a c t}{$abs}{p i c t u r e} ){
618 print ”\n\ t P i c t u r e :\n\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{ t i t l e}\n” ;
619 print ”\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{source}\n” ;
620 print ”\t$doc{content}{a b s t r a c t}{$abs}{p i c t u r e}{d e s c r i p t i o n}\n\n” ;
621 }
622
623 }
624 print ”\n” ;
625 }
626
627 e l s i f ( $opt ions{ ’ s ’} and not $options{ ’p ’} ){
628 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}){
629 print ” $options{ ’ s ’} : $doc{content}{s e c t i o n}{$options{ ’ s ’}}{name}\n” i f $doc{content}{s e c t i o n}{
$options{ ’ s ’}}{name} ;
630 foreach my $par ( s o r t keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}} ){
631 foreach my $element ( s o r t keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}} ){
632 i f ( $element eq ”name” ){
633 next ;
634 }
635
636
637 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t e x t} ){
638 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t e x t} =˜ /<r e f=\” ( . + ) \”
\/>/g ){
639 foreach my $ r f ( s o r t keys %{ $doc{r e f e r e n c e s} } ){
640 i f ( $doc{r e f e r e n c e s}{$ r f}{name} eq $1 ){
641 $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t e x t} =˜ s/<r e f
=\”( .+)\” \/>/[$ r f ]/g ;
642 }
643 }
644 }
645 p r i n t ” $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t e x t}\n” ;
646
647 }
648 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ l i s t}{ l i} ){
649 my $ i =0;
650 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$par}{$element}{ l i s t}{ l i}} ){
651 p r i n t ”\t− $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ l i s t}{ l i}{
$ l i s t k e y}” ;
652 $ i ++;
653 i f ( $ i < s c a l a r ( keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element
}{ l i s t}{ l i}} ) ){
654 p r i n t ”\n” ;
655 }
656 }
657 p r i n t ”\n” ;
658 }
659 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t a b l e} ){
660 my $run =0;
661 my $tb ;
662 my $h eade r pre f ix = ’ $tb=Text : : Table−>new ( ’ ;
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663 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
664 my $header ;
665 my $ t b c r e a t e ;
666 my $tb load ;
667 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
668 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
669 my $ t b r o w p r e f i x = ’ [ ’ ;
670 my $ t b r o w s u f f i x = ’ ] , ’ ;
671 my $tb row ;
672 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$par}{$element}{ t a b l e}} ){
673 $tb row .= $ t b r o w p r e f i x i f $run ;
674 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$par}{$element}{ t a b l e}{$rows}} ){
675 i f ( $run < 1){
676 $header .= ”\”$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t a b l e}{
$rows}{$ c o l s }\” ,” ;
677 } e lse {
678 $tb row .= ”\”$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{ t a b l e}{
$rows}{$ c o l s }\” ,” ;
679 }
680 }
681 $tb row .= $ t b r o w s u f f i x i f $run ;
682 $run ++;
683 }
684 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
685 eval $ t b c r e a t e ;
686 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
687 eval $ tb load ;
688 print $tb ;
689 print ”\n” ;
690 }
691 e l s i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{p i c t u r e} ){
692 print ”\n\ t P i c t u r e :\n\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{
p i c t u r e}{ t i t l e}\n” ;
693 print ”\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{p i c t u r e}{source
}\n” ;
694 print ”\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$par}{$element}{p i c t u r e}{
d e s c r i p t i o n}\n\n” ;
695 }
696 }
697 print ”\n” ;
698 }
699 } e lse {
700 print ” S e c t i o n $options{ ’ s ’} not found\n” ;
701 }
702 }
703 e l s i f ( $opt ions{ ’ s ’} and $options{ ’p ’} ){
704 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}){
705 print ” $options{ ’ s ’} : $doc{content}{s e c t i o n}{$options{ ’ s ’}}{name}\n” i f $doc{content}{s e c t i o n}{
$options{ ’ s ’}}{name} ;
706 foreach my $element ( s o r t keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}}
){
707
708 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}{$element}{ t e x t} ){
709 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}{$element}{ t e x t} =˜ /<r e f
=\” ( . + ) \” \/>/g ){
710 foreach my $ r f ( s o r t keys %{ $doc{r e f e r e n c e s} } ){
711 i f ( $doc{r e f e r e n c e s}{$ r f}{name} eq $1 ){
712 $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element}{ t e x t} =˜ s/<
r e f =\”( .+)\” \/>/[$ r f ]/g ;
713 }
714 }
715 }
716 p r i n t ” $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}{$element}{ t e x t}\n” ;
717
718 }
719
720 i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element}{ l i s t}{ l i} ){
721 my $ i =0;
722 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$options{ ’p’}}{$element}{ l i s t}{ l i}} ){
723 p r i n t ”\t− $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}{$element}{
l i s t}{ l i}{$ l i s t k e y}” ;
724 $ i ++;
725 i f ( $ i < s c a l a r ( keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p
’}}{$element}{ l i s t}{ l i}} ) ){
726 p r i n t ”\n” ;
727 }
728 }
729 p r i n t ”\n\n” ;
730 }
731
732 e l s i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element}{ t a b l e} ){
733 my $run =0;
734 my $tb ;
735 my $h eade r pre f ix = ’ $tb=Text : : Table−>new ( ’ ;
736 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
737 my $header ;
738 my $ t b c r e a t e ;
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739 my $tb load ;
740 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
741 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
742 my $ t b r o w p r e f i x = ’ [ ’ ;
743 my $ t b r o w s u f f i x = ’ ] , ’ ;
744 my $tb row ;
745 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$options{ ’p’}}{$element}{ t a b l e}} ){
746 $tb row .= $ t b r o w p r e f i x i f $run ;
747 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$options{ ’ s ’}}{
paragraph}{$options{ ’p’}}{$element}{ t a b l e}{$rows}} ){
748 i f ( $run < 1){
749 $header .= ”\”$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element
}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
750 } e lse {
751 $tb row .= ”\”$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element
}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
752 }
753 }
754 $tb row .= $ t b r o w s u f f i x i f $run ;
755 $run ++;
756 }
757 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
758 eval $ t b c r e a t e ;
759 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
760 eval $ tb load ;
761 print $tb ;
762 print ”\n” ;
763 }
764 e l s i f ( $doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p ’}}{$element}{p i c t u r e} ){
765 print ”\n\ t P i c t u r e :\n\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{
$element}{p i c t u r e}{ t i t l e}\n” ;
766 print ”\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element}{p i c t u r e
}{source}\n” ;
767 print ”\t$doc{content}{s e c t i o n}{$options{ ’ s ’}}{paragraph}{$options{ ’p’}}{$element}{p i c t u r e
}{d e s c r i p t i o n}\n\n” ;
768 }
769 }
770 } e lse {
771 print ”Couldn ’ t f ind s e c t i o n $options{ ’ s ’} paragraph $options{ ’p’}\n” ;
772 }
773 }
774 i f ( $opt ions{ ’ r ’} or $options{ ’A ’} ){
775 my $re =0;
776 print ”\n========\n References\n========\n\n” ;
777 foreach my $ r e f k e y ( s o r t {$a <=> $b} keys %{ $doc{r e f e r e n c e s}} ){
778 $re ++;
779 # p r i n t ” $doc{ r e f e r e n c e s}{$ r e f k e y}{ t i t l e }\n ” ;
780 print ” [ $ r e f k e y ] $doc{r e f e r e n c e s}{$ r e f k e y}{ t i t l e}\n” ;
781 my $ i =0;
782 foreach my $authors key ( s o r t {$a <=> $b} keys %{ $doc{r e f e r e n c e s}{$ r e f k e y}{authors}{person}} ){
783 print ”$doc{r e f e r e n c e s}{$ r e f k e y}{authors}{person}{$authors key}{name}{ f i r s t}” i f $doc{
r e f e r e n c e s}{$ r e f k e y}{authors}{person}{$authors key}{name}{ f i r s t } ;
784 print ” $doc{r e f e r e n c e s}{$ r e f k e y}{authors}{person}{$authors key}{name}{ l a s t}” i f $doc{
r e f e r e n c e s}{$ r e f k e y}{authors}{person}{$authors key}{name}{ l a s t } ;
785 $ i ++;
786 i f ( $ i < s c a l a r ( keys %{ $doc{r e f e r e n c e s}{$ r e f k e y}{authors}{person}} ) ){
787 print ” and ” ;
788 }
789 }
790 print ”\n$doc{r e f e r e n c e s}{$ r e f k e y}{date}{year}” i f $doc{r e f e r e n c e s}{$ r e f k e y}{date}{year } ;
791 print ”\\$doc{r e f e r e n c e s}{$ r e f k e y}{date}{month}\n” i f $doc{r e f e r e n c e s}{$ r e f k e y}{date}{month} ;
792 i f ( $re < s c a l a r ( keys %{ $doc{r e f e r e n c e s}} ) ){
793 print ”\n” ;
794 }
795
796 print ”\n” ;
797 }
798 }
799
800 }
801
802 sub a r t i c l e u s a g e {
803 print ”Use of a r t i c l e documents\n” ;
804 my $tb = Text : : Table−>new(
805 ”Option” , ” Parameter ” , ” Descr ipt ion ”
806 ) ;
807 $tb−>load (
808 [ ”−h” , ”” , ”Usage” ] ,
809 [ ”−v” , ”” , ”Verbose ” ] ,
810 [ ”−d” , ”” , ”Debug” ] ,
811 [ ”−D” , ”” , ”More Debug” ] ,
812 [ ”−f ” , ” f i lename ” , ” F i l e ” ] ,
813 [ ”−o” , ”” , ” P r i n t the o u t l i n e of the document” ] ,
814 [ ”−O” , ”” , ” P r i n t a more d e t a i l e d o u t l i n e ” ] ,
815 [ ”−s ” , ” S e c t i o n number” , ” P r i n t the s e c t i o n with the number” ] ,
816 [ ”−p” , ” Paragraph number” , ” P r i n t the paragraph with the number in the s e c t i o n ” ] ,
817 [ ”−a” , ”” , ” P r i n t s the a r t i c l e ” ] ,
818 [ ”−A” , ”” , ” P r i n t s the a r t i c l e and meta data ” ] ,
819 ) ;
100
820 print $tb ;
821 }
822 1 ; 
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Appendix F
News plugin for terminal
application
Listing F.1: Plugin to read news article in terminal 
1 use s t r i c t ;
2 use d i a g n o s t i c s ;
3 use warnings ;
4 use Data : : Dumper ;
5 use Term : : ReadKey ;
6 my ( $x , $y ) = GetTerminalSize ( ) ;
7 # p r i n t ”y : $y , x : $x\n ” ;
8
9 sub add value {
10 my @keys = @{ $ [ 0 ] } ;
11 my $value = $ [ 1 ] ;
12 my $addToHash= ’ $hash ’ ;
13 foreach ( @keys ){
14 $addToHash .= ”{$ }” ;
15 }
16 # p r i n t ” [ a d t : $addToHash ]\n ” ;
17 $addToHash .= ”=\ ’ $value \ ’ ; ” ;
18 # p r i n t ” [ a d t : $addToHash ]\n ” ;
19 return $addToHash ;
20 }
21
22 sub news parse {
23 my @ f i l e = @{ $ [ 0 ] } ;
24 my @keys ;
25 my %hash ;
26
27 my $person =0;
28 my $email =0;
29 my $phone =0;
30
31 my $ s e c t i o n =0;
32 my $paragraph =0;
33 my $element =0;
34
35 my $ l i =0 ;
36 my $row =0;
37 my $co l =0;
38
39 my $ r e f =0;
40 my $keyword =0;
41
42 foreach ( @ f i l e ){
43 my $ l i n e = $ ;
44 i f ( $ l i n e =˜ /<meta>/ ){
45 push ( @keys , ”meta” ) ;
46 }
47 i f ( $ l i n e =˜ /<\/meta>/ ){
48 pop ( @keys ) ;
49 }
50 i f ( $ l i n e =˜ /<t i t l e >(.+)<\/t i t l e>/g ){
51 push ( @keys , ” t i t l e ” ) ;
52 eval ( add value (\@keys , $1 ) ) ;
53 pop ( @keys ) ;
54 }
55 i f ( $ l i n e =˜ /<authors>/ ){
56 $person =0;
57 push ( @keys , ” authors ” ) ;
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58 }
59 i f ( $ l i n e =˜ /<\/authors>/ ){
60 pop ( @keys ) ;
61 }
62 i f ( $ l i n e =˜ /<person>/ ){
63 $email =0;
64 $phone =0;
65 $person ++;
66 push ( @keys , ” person ” ) ;
67 push ( @keys , $person ) ;
68 }
69 i f ( $ l i n e =˜ /<\/person>/ ){
70 pop ( @keys ) ;
71 pop ( @keys ) ;
72 }
73 i f ( $ l i n e =˜ /<name>/ ){
74 push ( @keys , ”name” ) ;
75 }
76 i f ( $ l i n e =˜ /<\/name>/ ){
77 pop ( @keys ) ;
78 }
79 i f ( $ l i n e =˜ /<f i r s t >(.+)<\/f i r s t>/ ){
80 push ( @keys , ” f i r s t ” ) ;
81 eval ( add value (\@keys , $1 ) ) ;
82 pop ( @keys ) ;
83 }
84 i f ( $ l i n e =˜ /<l a s t >(.+)<\/l a s t>/ ){
85 push ( @keys , ” l a s t ” ) ;
86 eval ( add value (\@keys , $1 ) ) ;
87 pop ( @keys ) ;
88 }
89 i f ( $ l i n e =˜ /<email>(.+)<\/email>/g ){
90 $email ++;
91 push ( @keys , ” email ” ) ;
92 push ( @keys , $email ) ;
93 eval ( add value (\@keys , $1 ) ) ;
94 pop ( @keys ) ;
95 pop ( @keys ) ;
96 }
97 i f ( $ l i n e =˜ /<phone>(.+)<\/phone>/g ){
98 $phone ++;
99 push ( @keys , ”phone” ) ;
100 push ( @keys , $phone ) ;
101 eval ( add value (\@keys , $1 ) ) ;
102 pop ( @keys ) ;
103 pop ( @keys ) ;
104 }
105 i f ( $ l i n e =˜ /<l e g a l>/ ){
106 push ( @keys , ” l e g a l ” ) ;
107 }
108 i f ( $ l i n e =˜ /<\/l e g a l>/ ){
109 pop ( @keys ) ;
110 }
111 i f ( $ l i n e =˜ /<copyright>/ ){
112 push ( @keys , ” copyright ” ) ;
113 }
114 i f ( $ l i n e =˜ /<\/copyright>/ ){
115 pop ( @keys ) ;
116 }
117 i f ( $ l i n e =˜ /<holder>(.+)<\/holder>/ ){
118 push ( @keys , ” holder ” ) ;
119 eval ( add value (\@keys , $1 ) ) ;
120 pop ( @keys ) ;
121 }
122 i f ( $ l i n e =˜ /<date>/ ){
123 push ( @keys , ” date ” ) ;
124 }
125 i f ( $ l i n e =˜ /<\/date>/ ){
126 pop ( @keys ) ;
127 }
128 i f ( $ l i n e =˜/<year>(.+)<\/year>/ ){
129 push ( @keys , ” year ” ) ;
130 eval ( add value (\@keys , $1 ) ) ;
131 pop ( @keys ) ;
132 }
133 i f ( $ l i n e =˜ /<month>(.+)<\/month>/ ){
134 push ( @keys , ”month” ) ;
135 eval ( add value (\@keys , $1 ) ) ;
136 pop ( @keys ) ;
137 }
138 i f ( $ l i n e =˜ /<day>(.+)<\/day>/ ){
139 push ( @keys , ”day” ) ;
140 eval ( add value (\@keys , $1 ) ) ;
141 pop ( @keys ) ;
142 }
143 i f ( $ l i n e =˜ /<hour>(.+)<\/hour>/ ){
144 push ( @keys , ”hour” ) ;
145 eval ( add value (\@keys , $1 ) ) ;
146 pop ( @keys ) ;
147 }
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148 i f ( $ l i n e =˜ /<min>(.+)<\/min>/ ){
149 push ( @keys , ”min” ) ;
150 eval ( add value (\@keys , $1 ) ) ;
151 pop ( @keys ) ;
152 }
153 i f ( $ l i n e =˜ /<category >(.+)<\/category>/ ){
154 push ( @keys , ” category ” ) ;
155 eval ( add value (\@keys , $1 ) ) ;
156 pop ( @keys ) ;
157 }
158 i f ( $ l i n e =˜ /<published>/ ){
159 push ( @keys , ” published ” ) ;
160 }
161 i f ( $ l i n e =˜ /<\/published>/ ){
162 pop ( @keys ) ;
163 }
164 i f ( $ l i n e =˜ /<edited>/ ){
165 push ( @keys , ” edi ted ” ) ;
166 }
167 i f ( $ l i n e =˜ /<\/edited>/ ){
168 pop ( @keys ) ;
169 }
170 i f ( $ l i n e =˜ /<l o c a t i o n>/ ){
171 push ( @keys , ” l o c a t i o n ” ) ;
172 }
173 i f ( $ l i n e =˜ /<\/l o c a t i o n>/ ){
174 pop ( @keys ) ;
175 }
176 i f ( $ l i n e =˜ /<cont inent >(.+)<\/cont inent>/ ){
177 push ( @keys , ” cont inent ” ) ;
178 eval ( add value (\@keys , $1 ) ) ;
179 pop ( @keys ) ;
180 }
181 i f ( $ l i n e =˜ /<country>(.+)<\/country>/ ){
182 push ( @keys , ” country ” ) ;
183 eval ( add value (\@keys , $1 ) ) ;
184 pop ( @keys ) ;
185 }
186 i f ( $ l i n e =˜ /<s t a t e >(.+)<\/s t a t e>/ ){
187 push ( @keys , ” s t a t e ” ) ;
188 eval ( add value (\@keys , $1 ) ) ;
189 pop ( @keys ) ;
190 }
191 i f ( $ l i n e =˜ /<county>(.+)<\/county>/ ){
192 push ( @keys , ” county ” ) ;
193 eval ( add value (\@keys , $1 ) ) ;
194 pop ( @keys ) ;
195 }
196 i f ( $ l i n e =˜ /<c i t y >(.+)<\/c i t y>/ ){
197 push ( @keys , ” c i t y ” ) ;
198 eval ( add value (\@keys , $1 ) ) ;
199 pop ( @keys ) ;
200 }
201 i f ( $ l i n e =˜ /<d i s t r i c t >(.+)<\/d i s t r i c t>/ ){
202 push ( @keys , ” d i s t r i c t ” ) ;
203 eval ( add value (\@keys , $1 ) ) ;
204 pop ( @keys ) ;
205 }
206 i f ( $ l i n e =˜ /<geo>/ ){
207 push ( @keys , ”geo” ) ;
208 }
209 i f ( $ l i n e =˜ /<\/geo>/ ){
210 pop ( @keys ) ;
211 }
212 i f ( $ l i n e =˜ /<l a t >(.+)<\/l a t>/ ){
213 push ( @keys , ” l a t ” ) ;
214 eval ( add value (\@keys , $1 ) ) ;
215 pop ( @keys ) ;
216 }
217 i f ( $ l i n e =˜ /<lon>(.+)<\/lon>/ ){
218 push ( @keys , ” lon ” ) ;
219 eval ( add value (\@keys , $1 ) ) ;
220 pop ( @keys ) ;
221 }
222
223
224
225 i f ( $ l i n e =˜ /<content>/ ){
226 push ( @keys , ” content ” ) ;
227 }
228 i f ( $ l i n e =˜ /<\/content>/ ){
229 pop ( @keys ) ;
230 }
231 i f ( $ l i n e =˜ /<s e c t i o n name=\” ( . + )\”>/g ){
232 $paragraph =0;
233 $ s e c t i o n ++;
234 push ( @keys , ” s e c t i o n ” ) ;
235 push ( @keys , $ s e c t i o n ) ;
236 push ( @keys , ”name” ) ;
237 eval ( add value (\@keys , $1 ) ) ;
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238 pop ( @keys ) ;
239 }
240 i f ( $ l i n e =˜ /<\/sec t ion>/ ){
241 pop ( @keys ) ;
242 pop ( @keys ) ;
243 }
244 i f ( $ l i n e =˜ /<paragraph name=\”( .+)\”>/g ){
245 $paragraph ++;
246 push ( @keys , ” paragraph ” ) ;
247 push ( @keys , $paragraph ) ;
248 push ( @keys , ”name” ) ;
249 eval ( add value (\@keys , $1 ) ) ;
250 pop ( @keys ) ;
251 }
252 i f ( $ l i n e =˜ /<paragraph>/ ){
253 $element =0;
254 $paragraph ++;
255 push ( @keys , ” paragraph ” ) ;
256 push ( @keys , $paragraph ) ;
257 }
258 i f ( $ l i n e =˜ /<\/paragraph>/ ){
259 pop ( @keys ) ;
260 pop ( @keys ) ;
261 }
262 i f ( $ l i n e =˜ /<t ex t>/ ){
263 $element ++;
264 push ( @keys , $element ) ;
265 push ( @keys , ” t e x t ” ) ;
266 }
267 i f ( $ l i n e =˜ /<\/te x t>/ ){
268 pop ( @keys ) ;
269 pop ( @keys ) ;
270 }
271 i f ( $ l i n e =˜ /<l i s t>/ ){
272 $ l i =0 ;
273 $element ++;
274 push ( @keys , $element ) ;
275 push ( @keys , ” l i s t ” ) ;
276 }
277 i f ( $ l i n e =˜ /<\/l i s t>/ ){
278 pop ( @keys ) ;
279 pop ( @keys ) ;
280 }
281 i f ( $ l i n e =˜ /<l i >(.+)<\/l i>/g ){
282 $ l i ++;
283 push ( @keys , ” l i ” ) ;
284 push ( @keys , $ l i ) ;
285 eval ( add value (\@keys , $1 ) ) ;
286 pop ( @keys ) ;
287 pop ( @keys ) ;
288 }
289 i f ( $ l i n e =˜ /<tab le>/ ){
290 $element ++;
291 $row =0;
292 $co l =0;
293 push ( @keys , $element ) ;
294 push ( @keys , ” t a b l e ” ) ;
295 }
296 i f ( $ l i n e =˜ /<\/table>/ ){
297 pop ( @keys ) ;
298 pop ( @keys ) ;
299 }
300 i f ( $ l i n e =˜ /<row>/ ){
301 $row++;
302 push ( @keys , $row ) ;
303 }
304 i f ( $ l i n e =˜ /<\/row>/ ){
305 pop ( @keys ) ;
306 }
307 i f ( $ l i n e =˜ /<col >(.+)<\/col>/ ){
308 $co l ++;
309 push ( @keys , $co l ) ;
310 eval ( add value (\@keys , $1 ) ) ;
311 pop ( @keys ) ;
312 }
313 i f ( $ l i n e =˜ /<p i c t u r e name=\”( .+)\”>/g ){
314 $element ++;
315 push ( @keys , $element ) ;
316 push ( @keys , ” p i c t u r e ” ) ;
317 push ( @keys , ”name” ) ;
318 eval ( add value (\@keys , $1 ) ) ;
319 pop ( @keys ) ;
320 }
321 i f ( $ l i n e =˜ /<\/pic ture>/ ){
322 pop ( @keys ) ;
323 pop ( @keys ) ;
324 }
325 i f ( $ l i n e =˜ /<descr ip t ion>/ ){
326 push ( @keys , ” d e s c r i p t i o n ” ) ;
327 }
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328 i f ( $ l i n e =˜ /<\/descr ip t ion>/ ){
329 pop ( @keys ) ;
330 }
331 i f ( $ l i n e =˜ /<source>(.+)<\/source>/ ){
332 push ( @keys , ” source ” ) ;
333 eval ( add value (\@keys , $1 ) ) ;
334 pop ( @keys ) ;
335 }
336 i f ( $ l i n e =˜ /<subhead>/ ){
337 $element =0;
338 push ( @keys , ”subhead” ) ;
339 }
340 i f ( $ l i n e =˜ /<\/subhead>/ ){
341 pop ( @keys ) ;
342 }
343 i f ( $ l i n e =˜ /<lead>/ ){
344 $element =0;
345 push ( @keys , ” lead ” ) ;
346 }
347 i f ( $ l i n e =˜ /<\/lead>/ ){
348 pop ( @keys ) ;
349 }
350 i f ( $ l i n e =˜ /<nutgraph>/ ){
351 $element =0;
352 push ( @keys , ”nutgraph” ) ;
353 }
354 i f ( $ l i n e =˜ /<\/nutgraph>/ ){
355 pop ( @keys ) ;
356 }
357
358 i f ( $ l i n e ! ˜ /ˆ<|>$ | ( ˆ\ s * $ ) / ){
359 eval ( add value (\@keys , $ l i n e ) ) ;
360 }
361 }
362 return %hash ;
363 }
364
365 sub news print {
366 my @var = @ ;
367 my %doc=%{$var [ 0 ]} ;
368 my %options=%{$var [ 1 ]} ;
369
370 p r i n t ”\n” ;
371
372 i f ( $doc{meta}{ l o c a t i o n} ){
373 p r i n t ”\@” ;
374 i f ( $doc{meta}{ l o c a t i o n}{cont inent} ){
375 p r i n t ”$doc{meta}{ l o c a t i o n}{cont inent}” ;
376 }
377 i f ( $doc{meta}{ l o c a t i o n}{country} ){
378 p r i n t ”>$doc{meta}{ l o c a t i o n}{country}” ;
379 }
380 i f ( $doc{meta}{ l o c a t i o n}{ s t a t e} ){
381 p r i n t ”>$doc{meta}{ l o c a t i o n}{ s t a t e}” ;
382 }
383 i f ( $doc{meta}{ l o c a t i o n}{county} ){
384 p r i n t ”>$doc{meta}{ l o c a t i o n}{county}” ;
385 }
386 i f ( $doc{meta}{ l o c a t i o n}{c i t y} ){
387 p r i n t ”>$doc{meta}{ l o c a t i o n}{c i t y}” ;
388 }
389 i f ( $doc{meta}{ l o c a t i o n}{d i s t r i c t} ){
390 p r i n t ”>$doc{meta}{ l o c a t i o n}{d i s t r i c t}” ;
391 }
392 i f ( $doc{meta}{ l o c a t i o n}{geo} ){
393 i f ( $doc{meta}{ l o c a t i o n}{geo}{ l a t} ){
394 p r i n t ”\nLati tude : $doc{meta}{ l o c a t i o n}{geo}{ l a t}” ;
395 }
396 i f ( $doc{meta}{ l o c a t i o n}{geo}{lon} ){
397 p r i n t ” Longitude : $doc{meta}{ l o c a t i o n}{geo}{lon}” ;
398 }
399 }
400 p r i n t ”\n” ;
401
402 }
403
404
405 i f ( $doc{meta}{published} ){
406 p r i n t ” Published : ” ;
407 i f ( $doc{meta}{published}{date}{year} ){
408 p r i n t ”$doc{meta}{published}{date}{year}” ;
409 }
410 i f ( $doc{meta}{published}{date}{month} ){
411 p r i n t ”/$doc{meta}{published}{date}{month}” ;
412 }
413 i f ( $doc{meta}{published}{date}{day} ){
414 p r i n t ”/$doc{meta}{published}{date}{day}” ;
415 }
416 i f ( $doc{meta}{published}{date}{hour} ){
417 p r i n t ”−$doc{meta}{published}{date}{hour}” ;
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418 }
419 i f ( $doc{meta}{published}{date}{min} ){
420 p r i n t ” : $doc{meta}{published}{date}{min}” ;
421 }
422 }
423
424 i f ( $doc{meta}{edi ted} ){
425 p r i n t ” Edited : ” ;
426 i f ( $doc{meta}{edi ted}{date}{year} ){
427 p r i n t ”$doc{meta}{edi ted}{date}{year}” ;
428 }
429 i f ( $doc{meta}{edi ted}{date}{month} ){
430 p r i n t ”/$doc{meta}{edi ted}{date}{month}” ;
431 }
432 i f ( $doc{meta}{edi ted}{date}{day} ){
433 p r i n t ”/$doc{meta}{edi ted}{date}{day}” ;
434 }
435 i f ( $doc{meta}{edi ted}{date}{hour} ){
436 p r i n t ”−$doc{meta}{edi ted}{date}{hour}” ;
437 }
438 i f ( $doc{meta}{edi ted}{date}{min} ){
439 p r i n t ” : $doc{meta}{edi ted}{date}{min}” ;
440 }
441 p r i n t ”\n” ;
442 }
443
444 i f ( $doc{meta}{authors} ){
445 my $ i =0;
446 foreach my $person ( s o r t keys %{ $doc{meta}{authors}{person}} ){
447 i f ( $doc{meta}{authors}{person}{$person}{name} ){
448 i f ( $doc{meta}{authors}{person}{$person}{name}{ f i r s t} ){
449 p r i n t ”$doc{meta}{authors}{person}{$person}{name}{ f i r s t}” ;
450 }
451 i f ( $doc{meta}{authors}{person}{$person}{name}{ l a s t} ){
452 p r i n t ” $doc{meta}{authors}{person}{$person}{name}{ l a s t}” ;
453 }
454 }
455 i f ( $doc{meta}{authors}{person}{$person}{email} ){
456 foreach my $email ( s o r t keys %{ $doc{meta}{authors}{person}{$person}{email}} ){
457 i f ( $doc{meta}{authors}{person}{$person}{email}{$email} ){
458 p r i n t ” $doc{meta}{authors}{person}{$person}{email}{$email}” ;
459 }
460 }
461 }
462 $ i ++;
463 i f ( $ i < s c a l a r ( keys %{ $doc{meta}{authors}{person}}) ){
464 p r i n t ” , ” ;
465 }
466 }
467 p r i n t ”\n” ;
468 }
469
470 i f ( $doc{meta}{ t i t l e } ){
471 p r i n t ”\n\n\”$doc{meta}{ t i t l e }\”\n\n” ;
472 }
473
474 i f ( $doc{content}{subhead} ){
475 print ”\n” ;
476 foreach my $key ( s o r t keys %{ $doc{content}{subhead}} ){
477 i f ( $doc{content}{subhead}{$key}{ t e x t} ){
478 print ”$doc{content}{subhead}{$key}{ t e x t}\n” ;
479 }
480 i f ( $doc{content}{subhead}{$key}{ l i s t } ){
481 my $ i =0;
482 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{subhead}{$key}{ l i s t}{ l i}} ){
483 print ” − $doc{content}{subhead}{$key}{ l i s t}{ l i}{$ l i s t k e y}” ;
484 $ i ++;
485 i f ( $ i < s c a l a r ( keys %{ $doc{content}{subhead}{$key}{ l i s t}{ l i }}) ){
486 print ”\n” ;
487 }
488 }
489 }
490 i f ( $doc{content}{subhead}{$key}{ t a b l e} ){
491 my $run =0;
492 my $tb ;
493 my $h eade r pr e f ix= ’ $tb=Text : : Table−>new( ’ ;
494 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
495 my $header ;
496 my $ t b c r e a t e ;
497 my $ tb load ;
498 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
499 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
500 my $ t b r o w p r e f i x= ’ [ ’ ;
501 my $ t b r o w s u f f i x = ’ ] , ’ ;
502 my $tb row ;
503 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{subhead}{$key}{ t a b l e}} ){
504 $tb row .= $ t b r o w p r e f i x i f $run ;
505 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{subhead}{$key}{ t a b l e}{$rows}} ){
506 i f ( $run < 1){
507 $header .= ”\”$doc{content}{subhead}{$key}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
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508 } e lse {
509 $tb row .= ”\”$doc{content}{subhead}{$key}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
510 }
511 }
512 $tb row .= $ t b r o w s u f f i x i f $run ;
513 $run ++;
514 }
515 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
516 eval $ t b c r e a t e ;
517 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
518 eval $ tb load ;
519 print $tb ;
520 print ”\n” ;
521 }
522 i f ( $doc{content}{subhead}{$key}{p i c t u r e} ){
523 i f ( $doc{content}{subhead}{$key}{p i c t u r e}{ t i t l e } ){
524 print ”\n\ t P i c t u r e :\n\t$doc{content}{subhead}{$key}{p i c t u r e}{ t i t l e}\n” ;
525 }
526 i f ( $doc{content}{subhead}{$key}{p i c t u r e}{source} ){
527 print ”\t$doc{content}{subhead}{$key}{p i c t u r e}{source}\n” ;
528 }
529 i f ( $doc{content}{subhead}{$key}{p i c t u r e}{d e s c r i p t i o n} ){
530 print ”\t$doc{content}{subhead}{$key}{p i c t u r e}{d e s c r i p t i o n}\n\n” ;
531 }
532 }
533 }
534 print ”\n” ;
535 }
536 i f ( $doc{content}{lead} ){
537 print ”\n” ;
538 foreach my $key ( s o r t keys %{ $doc{content}{lead}} ){
539 i f ( $doc{content}{lead}{$key}{ t e x t} ){
540 print ”$doc{content}{lead}{$key}{ t e x t}\n” ;
541 }
542 i f ( $doc{content}{lead}{$key}{ l i s t } ){
543 my $ i =0;
544 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{lead}{$key}{ l i s t}{ l i}} ){
545 print ” − $doc{content}{lead}{$key}{ l i s t}{ l i}{$ l i s t k e y}” ;
546 i f ( $ i < s c a l a r ( keys %{ $doc{content}{lead}{$key}{ l i s t}{ l i }}) ){
547 print ”\n” ;
548 }
549 }
550 }
551 i f ( $doc{content}{lead}{$key}{ t a b l e} ){
552 my $run =0;
553 my $tb ;
554 my $h eade r pr e f ix= ’ $tb=Text : : Table−>new( ’ ;
555 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
556 my $header ;
557 my $ t b c r e a t e ;
558 my $ tb load ;
559 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
560 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
561 my $ t b r o w p r e f i x= ’ [ ’ ;
562 my $ t b r o w s u f f i x = ’ ] , ’ ;
563 my $tb row ;
564 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{lead}{$key}{ t a b l e}} ){
565 $tb row .= $ t b r o w p r e f i x i f $run ;
566 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{lead}{$key}{ t a b l e}{$rows}} ){
567 i f ( $run < 1){
568 $header .= ”\”$doc{content}{lead}{$key}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
569 } e lse {
570 $tb row .= ”\”$doc{content}{lead}{$key}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
571 }
572 }
573 $tb row .= $ t b r o w s u f f i x i f $run ;
574 $run ++;
575 }
576 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
577 eval $ t b c r e a t e ;
578 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
579 eval $ tb load ;
580 print $tb ;
581 print ”\n” ;
582 }
583 i f ( $doc{content}{lead}{$key}{p i c t u r e} ){
584 i f ( $doc{content}{lead}{$key}{p i c t u r e}{ t i t l e } ){
585 print ”\n\ t P i c t u r e :\n\t$doc{content}{lead}{$key}{p i c t u r e}{ t i t l e}\n” ;
586 }
587 i f ( $doc{content}{lead}{$key}{p i c t u r e}{source} ){
588 print ”\t$doc{content}{lead}{$key}{p i c t u r e}{source}\n” ;
589 }
590 i f ( $doc{content}{lead}{$key}{p i c t u r e}{d e s c r i p t i o n} ){
591 print ”\t$doc{content}{lead}{$key}{p i c t u r e}{d e s c r i p t i o n}\n\n” ;
592 }
593 }
594 }
595 print ”\n” ;
596 }
597 i f ( $doc{content}{nutgraph} ){
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598 print ”#=#=#=#=#=#=#=#=#=#=#=#=#=#=#\n\n” ;
599 foreach my $key ( s o r t keys %{ $doc{content}{nutgraph}{paragraph}} ){
600 foreach my $element ( s o r t keys %{ $doc{content}{nutgraph}{paragraph}{$key}} ){
601 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{ t e x t} ){
602 print ”$doc{content}{nutgraph}{paragraph}{$key}{$element}{ t e x t}\n” ;
603 }
604 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{ l i s t } ){
605 my $ i =0;
606 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{nutgraph}{paragraph}{$key}{
$element}{ l i s t}{ l i}} ){
607 print ” − $doc{content}{nutgraph}{paragraph}{$key}{$element}{ l i s t}{ l i}{$ l i s t k e y}” ;
608 i f ( $ i < s c a l a r ( keys %{ $doc{content}{nutgraph}{paragraph}{$key}{$element}{ l i s t}{ l i }}) ){
609 print ”\n” ;
610 }
611 }
612 }
613 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{ t a b l e} ){
614 my $run =0;
615 my $tb ;
616 my $h eade r pr e f ix= ’ $tb=Text : : Table−>new( ’ ;
617 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
618 my $header ;
619 my $ t b c r e a t e ;
620 my $ tb load ;
621 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
622 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
623 my $ t b r o w p r e f i x= ’ [ ’ ;
624 my $ t b r o w s u f f i x = ’ ] , ’ ;
625 my $tb row ;
626 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{nutgraph}{paragraph}{$key}{$element
}{ t a b l e}} ){
627 $tb row .= $ t b r o w p r e f i x i f $run ;
628 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{nutgraph}{paragraph}{$key}{
$element}{ t a b l e}{$rows}} ){
629 i f ( $run < 1){
630 $header .= ”\”$doc{content}{nutgraph}{paragraph}{$key}{$element}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
631 } e lse {
632 $tb row .= ”\”$doc{content}{nutgraph}{paragraph}{$key}{$element}{ t a b l e}{$rows}{$ c o l s }\” ,” ;
633 }
634 }
635 $tb row .= $ t b r o w s u f f i x i f $run ;
636 $run ++;
637 }
638 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
639 eval $ t b c r e a t e ;
640 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
641 eval $ tb load ;
642 print $tb ;
643 print ”\n” ;
644 }
645 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{p i c t u r e} ){
646 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{p i c t u r e}{ t i t l e } ){
647 print ”\n\ t P i c t u r e :\n\t$doc{content}{paragraph}{$key}{$element}{p i c t u r e}{ t i t l e}\n” ;
648 }
649 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{p i c t u r e}{source} ){
650 print ”\t$doc{content}{nutgraph}{paragraph}{$key}{$element}{p i c t u r e}{source}\n” ;
651 }
652 i f ( $doc{content}{nutgraph}{paragraph}{$key}{$element}{p i c t u r e}{d e s c r i p t i o n} ){
653 print ”\t$doc{content}{nutgraph}{$key}{$element}{p i c t u r e}{d e s c r i p t i o n}\n\n” ;
654 }
655 }
656 }
657 print ”\n” ;
658 }
659 print ”#=#=#=#=#=#=#=#=#=#=#=#=#=#=#\n” ;
660 }
661 i f ( $doc{content}{s e c t i o n} ){
662 foreach my $ s e c t i o n ( s o r t keys %{ $doc{content}{s e c t i o n}} ){
663 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{name} ){
664 print ”\n\n\ ’ $doc{content}{s e c t i o n}{$ s e c t i o n}{name}\’\n\n” ;
665 }
666 foreach my $paragraph ( s o r t keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}} ){
667 foreach my $element ( s o r t keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}} ){
668 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ t e x t} ){
669 print ”$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ t e x t}\n” ;
670 }
671 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ l i s t } ){
672 my $ i =0;
673 foreach my $ l i s t k e y ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{
$paragraph}{$element}{ l i s t}{ l i}} ){
674 print ” − $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ l i s t}{ l i}{
$ l i s t k e y}” ;
675 i f ( $ i < s c a l a r ( keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{
l i s t}{ l i }}) ){
676 print ”\n” ;
677 }
678 }
679 }
680 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ t a b l e} ){
681 my $run =0;
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682 my $tb ;
683 my $h eade r pre f ix= ’ $tb=Text : : Table−>new( ’ ;
684 my $ h e a d e r s u f f i x = ’ ) ; ’ ;
685 my $header ;
686 my $ t b c r e a t e ;
687 my $ tb load ;
688 my $ t b l o a d p r e f i x = ’ $tb−>load ( ’ ;
689 my $ t b l o a d s u f f i x = ’ ) ; ’ ;
690 my $ t b r o w p r e f i x= ’ [ ’ ;
691 my $ t b r o w s u f f i x = ’ ] , ’ ;
692 my $tb row ;
693 foreach my $rows ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{
$paragraph}{$element}{ t a b l e}} ){
694 $tb row .= $ t b r o w p r e f i x i f $run ;
695 foreach my $ c o l s ( s o r t {$a <=> $b} keys %{ $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{
$paragraph}{$element}{ t a b l e}{$rows}} ){
696 i f ( $run < 1){
697 $header .= ”\”$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ t a b l e}{
$rows}{$ c o l s }\” ,” ;
698 } e lse {
699 $tb row .= ”\”$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{ t a b l e}{
$rows}{$ c o l s }\” ,” ;
700 }
701 }
702 $tb row .= $ t b r o w s u f f i x i f $run ;
703 $run ++;
704 }
705 $ t b c r e a t e =$he ader pr e f ix . $header . $ h e a d e r s u f f i x ;
706 eval $ t b c r e a t e ;
707 $ tb load= $ t b l o a d p r e f i x . $tb row . $ t b l o a d s u f f i x ;
708 eval $ tb load ;
709 print $tb ;
710 print ”\n” ;
711 }
712 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e} ){
713 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e}{ t i t l e } ){
714 print ”\n\ t P i c t u r e :\n\t$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{
p i c t u r e}{ t i t l e}\n” ;
715 }
716 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e}{source} ){
717 print ”\t$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e}{source
}\n” ;
718 }
719 i f ( $doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e}{d e s c r i p t i o n}
){
720 print ”\t$doc{content}{s e c t i o n}{$ s e c t i o n}{paragraph}{$paragraph}{$element}{p i c t u r e}{
d e s c r i p t i o n}\n\n” ;
721 }
722 }
723 # p r i n t ”\n ” ;
724 }
725 # p r i n t ”\n ” ;
726 }
727 # p r i n t ”\n ” ;
728 }
729 # p r i n t ”\n ” ;
730 }
731 print ”\n” ;
732 }
733
734 sub news usage {
735 print ”Use of a r t i c l e documents\n” ;
736 my $tb = Text : : Table−>new(
737 ”Option” , ” Parameter ” , ” Descr ipt ion ”
738 ) ;
739 $tb−>load (
740 [ ”−h” , ”” , ”Usage” ] ,
741 [ ”−v” , ”” , ”Verbose ” ] ,
742 [ ”−d” , ”” , ”Debug” ] ,
743 [ ”−D” , ”” , ”More Debug” ] ,
744 [ ”−f ” , ” f i lename ” , ” F i l e ” ] ,
745 ) ;
746 print $tb ;
747 }
748 1 ; 
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Appendix G
Main script for website
Listing G.1: The main PHP that creates the webpage 
1 <?php
2 $doc = $ GET [ ”doc” ] ;
3
4 i f ( ! f i l e e x i s t s ( $doc ) ){
5 die ( ” F i l e not found” ) ;
6 } e lse {
7 $ f i l e = fopen ( ”$doc” , ” r ” ) ;
8 }
9
10
11
12 $vers ion ;
13 $type ;
14 i f ( preg match ( ”/\?xml vers ion =\”(\d+\.\d+)\”/” , f g e t s ( $ f i l e ) , $matches ) ){
15 $vers ion=$matches [ 1 ] ;
16 } e lse {
17 die ( ”$matches [ 0 ] ” ) ;
18 }
19
20 i f ( preg match ( ”/<(.+)>/” , f g e t s ( $ f i l e ) , $matches ) ){
21 $type=$matches [ 1 ] ;
22 } e lse {
23 die ( ”$matches [ 0 ] ” ) ;
24 }
25
26
27 require ( ” $type . php” ) ;
28 $parse = ” $type ” . ’ parse ( $ f i l e ) ; ’ ;
29 $parsed=eval ( ” re turn $parse ” ) ;
30 f c l o s e ( $ f i l e ) ;
31 $ p r i n t = ” $type ” . ’ p r i n t ( $parsed ) ; ’ ;
32 eval ( ” $ p r i n t ” ) ;
33 ?> 
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Appendix H
Article plugin for website
Listing H.1: Plugin to view articles 
1 <?php
2
3 funct ion addValue ( $keys , $value ){
4 $key= ’ $hash ’ ;
5 foreach ( $keys as $k ){
6 $key .= ’ [\ ’ ’ . $k . ’ \ ’ ] ’ ;
7 }
8 $key .= ” = ’ $value ’ ; ” ;
9 re turn ( $key ) ;
10 }
11
12 funct ion a r t i c l e p a r s e ( $xml ){
13 $hash ;
14 $keys ;
15 $person =0;
16 $email =0;
17 $phone =0;
18 $element =0;
19 $ l i =0 ;
20 $row =0;
21 $co l =0;
22 $ s e c t i o n =0;
23 $paragraph =0;
24 $ r e f =0;
25 $keyword =0;
26
27 while ( ! feof ( $xml ) ){
28 $ l i n e = f g e t s ( $xml ) ;
29 $ l i n e =preg replace ( ”/ˆ\ s +|\ s+$/” , ”” , ” $ l i n e ” ) ;
30
31 i f ( preg match ( ”/<meta>/” , ” $ l i n e ” , $matches ) ){
32 $keys [ ] = ”meta” ;
33 }
34 i f ( preg match ( ”/<\/meta>/” , ” $ l i n e ” , $matches ) ){
35 array pop ( $keys ) ;
36 }
37 i f ( preg match ( ”/<authors>/” , ” $ l i n e ” , $matches ) ){
38 $person =0;
39 $keys [ ] = ” authors ” ;
40 }
41 i f ( preg match ( ”/<\/authors>/” , ” $ l i n e ” , $matches ) ){
42 array pop ( $keys ) ;
43 }
44 i f ( preg match ( ”/<person>/” , ” $ l i n e ” , $matches ) ){
45 $person ++;
46 $keys [ ] = ” person ” ;
47 $keys [ ] = $person ;
48 $email =0;
49 $phone =0;
50 }
51 i f ( preg match ( ”/<\/person>/” , ” $ l i n e ” , $matches ) ){
52 array pop ( $keys ) ;
53 array pop ( $keys ) ;
54 }
55 i f ( preg match ( ”/<t i t l e >(.+)<\/t i t l e>/” , ” $ l i n e ” , $matches ) ){
56 $keys [ ] = ” t i t l e ” ;
57 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
58 array pop ( $keys ) ;
59 }
60 i f ( preg match ( ”/<name>/” , ” $ l i n e ” , $matches ) ){
61 $keys [ ] = ”name” ;
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62 }
63 i f ( preg match ( ”/<\/name>/” , ” $ l i n e ” , $matches ) ){
64 array pop ( $keys ) ;
65 }
66 i f ( preg match ( ”/<f i r s t >(.+)<\/f i r s t>/” , ” $ l i n e ” , $matches ) ){
67 $keys [ ] = ” f i r s t ” ;
68 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
69 array pop ( $keys ) ;
70 }
71 i f ( preg match ( ”/<l a s t >(.+)<\/l a s t>/” , ” $ l i n e ” , $matches ) ){
72 $keys [ ] = ” l a s t ” ;
73 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
74 array pop ( $keys ) ;
75 }
76 i f ( preg match ( ”/<email>(.+)<\/email>/” , ” $ l i n e ” , $matches ) ){
77 $email ++;
78 $keys [ ] = ” email ” ;
79 $keys [ ] = $email ;
80 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
81 array pop ( $keys ) ;
82 array pop ( $keys ) ;
83 }
84 i f ( preg match ( ”/<phone>(.+)<\/phone>/” , ” $ l i n e ” , $matches ) ){
85 $phone ++;
86 $keys [ ] = ”phone” ;
87 $keys [ ] = $phone ;
88 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
89 array pop ( $keys ) ;
90 array pop ( $keys ) ;
91 }
92 i f ( preg match ( ”/<date>/” , ” $ l i n e ” , $matches ) ){
93 $keys [ ] = ” date ” ;
94 }
95 i f ( preg match ( ”/<\/date>/” , ” $ l i n e ” , $matches ) ){
96 array pop ( $keys ) ;
97 }
98 i f ( preg match ( ”/<year>(.+)<\/year>/” , ” $ l i n e ” , $matches ) ){
99 $keys [ ] = ” year ” ;
100 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
101 array pop ( $keys ) ;
102 }
103 i f ( preg match ( ”/<month>(.+)<\/month>/” , ” $ l i n e ” , $matches ) ){
104 $keys [ ] = ”month” ;
105 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
106 array pop ( $keys ) ;
107 }
108 i f ( preg match ( ”/<day>(.+)<\/day>/” , ” $ l i n e ” , $matches ) ){
109 $keys [ ] = ”day” ;
110 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
111 array pop ( $keys ) ;
112 }
113 i f ( preg match ( ”/<hour>(.+)<\/hour>/” , ” $ l i n e ” , $matches ) ){
114 $keys [ ] = ”hour” ;
115 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
116 array pop ( $keys ) ;
117 }
118 i f ( preg match ( ”/<min>(.+)<\/min>/” , ” $ l i n e ” , $matches ) ){
119 $keys [ ] = ”min” ;
120 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
121 array pop ( $keys ) ;
122 }
123 i f ( preg match ( ”/<l e g a l>/” , ” $ l i n e ” , $matches ) ){
124 $keys [ ] = ” l e g a l ” ;
125 }
126 i f ( preg match ( ”/<\/l e g a l>/” , ” $ l i n e ” , $matches ) ){
127 array pop ( $keys ) ;
128 }
129 i f ( preg match ( ”/<copyright>/” , ” $ l i n e ” , $matches ) ){
130 $keys [ ] = ” copyright ” ;
131 }
132 i f ( preg match ( ”/<\/copyright>/” , ” $ l i n e ” , $matches ) ){
133 array pop ( $keys ) ;
134 }
135 i f ( preg match ( ”/<holder>(.+)<\/holder>/” , ” $ l i n e ” , $matches ) ){
136 $keys [ ] = ” holder ” ;
137 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
138 array pop ( $keys ) ;
139 }
140
141 i f ( preg match ( ”/<content>/” , ” $ l i n e ” , $matches ) ){
142 $keys [ ] = ” content ” ;
143 }
144 i f ( preg match ( ”/<\/content>/” , ” $ l i n e ” , $matches ) ){
145 array pop ( $keys ) ;
146 }
147 i f ( preg match ( ”/<a b s t r a c t>/” , ” $ l i n e ” , $matches ) ){
148 $element =0;
149 $keys [ ] = ” a b s t r a c t ” ;
150 }
151 i f ( preg match ( ”/<\/a b s t r a c t>/” , ” $ l i n e ” , $matches ) ){
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152 array pop ( $keys ) ;
153 }
154 i f ( preg match ( ”/<t e x t>/” , ” $ l i n e ” , $matches ) ){
155 $element ++;
156 $keys [ ] = $element ;
157 $keys [ ] = ” t e x t ” ;
158 }
159 i f ( preg match ( ”/<\/t ex t>/” , ” $ l i n e ” , $matches ) ){
160 array pop ( $keys ) ;
161 array pop ( $keys ) ;
162 }
163 i f ( preg match ( ”/<l i s t>/” , ” $ l i n e ” , $matches ) ){
164 $ l i =0 ;
165 $element ++;
166 $keys [ ] = $element ;
167 $keys [ ] = ” l i s t ” ;
168 }
169 i f ( preg match ( ”/<\/l i s t>/” , ” $ l i n e ” , $matches ) ){
170 array pop ( $keys ) ;
171 array pop ( $keys ) ;
172 }
173 i f ( preg match ( ”/<l i >(.+)<\/l i>/” , ” $ l i n e ” , $matches ) ){
174 $ l i ++;
175 $keys [ ] = ” l i ” ;
176 $keys [ ] = $ l i ;
177 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
178 array pop ( $keys ) ;
179 array pop ( $keys ) ;
180 }
181 i f ( preg match ( ”/<tab le>/” , ” $ l i n e ” , $matches ) ){
182 $row =0;
183 $co l =0;
184 $element ++;
185 $keys [ ] = $element ;
186 $keys [ ] = ” t a b l e ” ;
187 }
188 i f ( preg match ( ”/<\/table>/” , ” $ l i n e ” , $matches ) ){
189 array pop ( $keys ) ;
190 array pop ( $keys ) ;
191 }
192 i f ( preg match ( ”/<row>/” , ” $ l i n e ” , $matches ) ){
193 $row++;
194 $keys [ ] = $row ;
195 }
196 i f ( preg match ( ”/<\/row>/” , ” $ l i n e ” , $matches ) ){
197 array pop ( $keys ) ;
198 }
199 i f ( preg match ( ”/<col >(.+)<\/col>/” , ” $ l i n e ” , $matches ) ){
200 $co l ++;
201 $keys [ ] = $co l ;
202 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
203 array pop ( $keys ) ;
204 }
205 i f ( preg match ( ”/<s e c t i o n name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
206 $ s e c t i o n ++;
207 $paragraph =0;
208 $keys [ ] = ” s e c t i o n ” ;
209 $keys [ ] = $ s e c t i o n ;
210 $keys [ ] = ”name” ;
211 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
212 array pop ( $keys ) ;
213 }
214 i f ( preg match ( ”/<\/sec t ion>/” , ” $ l i n e ” , $matches ) ){
215 array pop ( $keys ) ;
216 array pop ( $keys ) ;
217 }
218 i f ( preg match ( ”/<paragraph name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
219 $element =0;
220 $paragraph ++;
221 $keys [ ] = ” paragraph ” ;
222 $keys [ ] = $paragraph ;
223 $keys [ ] = ”name” ;
224 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
225 array pop ( $keys ) ;
226 }
227 i f ( preg match ( ”/<\/paragraph>/” , ” $ l i n e ” , $matches ) ){
228 array pop ( $keys ) ;
229 array pop ( $keys ) ;
230 }
231 i f ( preg match ( ”/<paragraph>/” , ” $ l i n e ” , $matches ) ){
232 $element =0;
233 $paragraph ++;
234 $keys [ ] = ” paragraph ” ;
235 $keys [ ] = $paragraph ;
236 }
237 i f ( preg match ( ”/<p i c t u r e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
238 $element ++;
239 $keys [ ] = $element ;
240 $keys [ ] = ” p i c t u r e ” ;
241 $keys [ ] = ”name” ;
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242 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
243 array pop ( $keys ) ;
244 }
245 i f ( preg match ( ”/<\/pic ture>/” , ” $ l i n e ” , $matches ) ){
246 array pop ( $keys ) ;
247 array pop ( $keys ) ;
248 }
249 i f ( preg match ( ”/<descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
250 $keys [ ] = ” d e s c r i p t i o n ” ;
251 }
252 i f ( preg match ( ”/<\/descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
253 array pop ( $keys ) ;
254 }
255 i f ( preg match ( ”/<source>(.+)<\/source>/” , ” $ l i n e ” , $matches ) ){
256 $keys [ ] = ” source ” ;
257 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
258 array pop ( $keys ) ;
259 }
260 i f ( preg match ( ”/<r e f e r e nc e s>/” , ” $ l i n e ” , $matches ) ){
261 $ r e f =0;
262 $keys [ ] = ” r e f e r e n c e s ” ;
263 }
264 i f ( preg match ( ”/<\/r e f e r e nc e s>/” , ” $ l i n e ” , $matches ) ){
265 array pop ( $keys ) ;
266 }
267 i f ( preg match ( ”/<a r t i c l e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
268 $ r e f ++;
269 $keys [ ] = $ r e f ;
270 $keys [ ] = ” type ” ;
271 eval ( addValue ( $keys , ” a r t i c l e ” ) ) ;
272 array pop ( $keys ) ;
273 $keys [ ] = ”name” ;
274 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
275 array pop ( $keys ) ;
276 }
277 i f ( preg match ( ”/<\/a r t i c l e>/” , ” $ l i n e ” , $matches ) ){
278 array pop ( $keys ) ;
279 }
280 i f ( preg match ( ”/<j ournal >(.+)<\/journal>/” , ” $ l i n e ” , $matches ) ){
281 $keys [ ] = ” j o u r n a l ” ;
282 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
283 array pop ( $keys ) ;
284 }
285 i f ( preg match ( ”/<volume>(.+)<\/volume>/” , ” $ l i n e ” , $matches ) ){
286 $keys [ ] = ”volume” ;
287 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
288 array pop ( $keys ) ;
289 }
290 i f ( preg match ( ”/<number>(.+)<\/number>/” , ” $ l i n e ” , $matches ) ){
291 $keys [ ] = ”number” ;
292 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
293 array pop ( $keys ) ;
294 }
295 i f ( preg match ( ”/<pages>(.+)<\/pages>/” , ” $ l i n e ” , $matches ) ){
296 $keys [ ] = ”pages” ;
297 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
298 array pop ( $keys ) ;
299 }
300 i f ( preg match ( ”/<doi>(.+)<\/doi>/” , ” $ l i n e ” , $matches ) ){
301 $keys [ ] = ” doi ” ;
302 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
303 array pop ( $keys ) ;
304 }
305 i f ( preg match ( ”/<i ssn >(.+)<\/issn>/” , ” $ l i n e ” , $matches ) ){
306 $keys [ ] = ” i s s n ” ;
307 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
308 array pop ( $keys ) ;
309 }
310 i f ( preg match ( ”/<keywords>/” , ” $ l i n e ” , $matches ) ){
311 $keyword =0;
312 $keys [ ] = ”keywords” ;
313 }
314 i f ( preg match ( ”/<\/keywords>/” , ” $ l i n e ” , $matches ) ){
315 array pop ( $keys ) ;
316 }
317 i f ( preg match ( ”/<keyword>(.+)<\/keyword>/” , ” $ l i n e ” , $matches ) ){
318 $keyword++;
319 $keys [ ] = ”keyword” ;
320 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
321 array pop ( $keys ) ;
322 }
323 i f ( preg match ( ”/<book name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
324 $ r e f ++;
325 $keys [ ] = $ r e f ;
326 $keys [ ] = ” type ” ;
327 eval ( addValue ( $keys , ”book” ) ) ;
328 array pop ( $keys ) ;
329 $keys [ ] = ”name” ;
330 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
331 array pop ( $keys ) ;
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332 }
333 i f ( preg match ( ”/<\/book>/” , ” $ l i n e ” , $matches ) ){
334 array pop ( $keys ) ;
335 }
336
337 i f ( ! preg match ( ”/ˆ<|>$ | ( ˆ\ s * $ ) /” , ” $ l i n e ” , $matches ) ){
338 eval ( addValue ( $keys , $ l i n e ) ) ;
339 }
340
341 }
342 / / var dump ( $hash ) ;
343 return ( $hash ) ;
344 }
345
346 funct ion a r t i c l e p r i n t ( $xml ){
347 header ( ’ Content−Type : t e x t /html ; c h a r s e t =ISO−8859−1 ’ ) ;
348 echo ”<!DOCTYPE html PUBLIC \”−//W3C//DTD XHTML 1 . 0 T r a n s i t i o n a l //EN\”\n” ;
349 echo ”\” http ://www. w3 . org/TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd\”>\n” ;
350
351 echo ”<html xmlns=\” http ://www. w3 . org /1999/xhtml\”>\n<head>\n” ;
352 echo ”<meta http−equiv=\”Content−Type\” content =\” t e x t /html ; c h a r s e t =ISO−8859−1\” />\n” ;
353 echo ”<t i t l e>\n” ;
354 echo $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] ;
355 echo ”</t i t l e>\n” ;
356 echo ”<l i n k r e l =\” s t y l e s h e e t\” type=\” t e x t /c s s\” hre f =\” a r t i c l e . c s s\” />\n” ;
357 echo ”<s c r i p t type=\” t e x t / j a v a s c r i p t\” s r c =\”menu . j s \” />\n” ;
358 echo ”</head>\n<body>\n” ;
359 echo ”<div id=\”main\”>\n” ;
360 $date = $xml [ ’ meta ’ ] [ ’ date ’ ] ;
361 echo ”<div c l a s s =\”date\”>\n” ;
362 echo $date [ ’ year ’ ] . ”/” . $date [ ’month ’ ] . ”/” . $date [ ’ day ’ ] . ”−” . $date [ ’ hour ’ ] . ” : ” . $date [ ’min ’ ] ;
363 echo ”</div>\n” ;
364 echo ”\n<br />\n” ;
365 echo ”<h1>” . $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] . ”</h1>\n<br />\n” ;
366 echo ”\n<div c l a s s =\”by\”> By : ” ;
367
368
369 $ i p e r s o n s =0;
370 foreach ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] as $person ){
371 $ i p e r s o n s ++;
372 echo $person [ ’name ’ ] [ ’ f i r s t ’ ] . ” ” . $person [ ’name ’ ] [ ’ l a s t ’ ] . ” ” ;
373 i f ( count ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] ) > $ i p e r s o n s ){
374 echo ”and ” ;
375 }
376 }
377 echo ”</div>\n<br/>\n” ;
378 echo ”<div c l a s s =\” a b s t r a c t\”>\n” ;
379 echo ”<h1><a name=\”0\”>Abstract</a></h1>\n” ;
380 i f ( $xml [ ’ content ’ ] [ ’ a b s t r a c t ’ ] ){
381 foreach ( $xml [ ’ content ’ ] [ ’ a b s t r a c t ’ ] as $ a b s t r a c t ){
382 i f ( $ a b s t r a c t [ ’ t e x t ’ ] ){
383 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $ a b s t r a c t [ ’ t e x t ’ ] , $matches ) ){
384 $ r f i n d e x =0;
385 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
386 $ r f i n d e x ++;
387 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
388 $ a b s t r a c t [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $ a b s t r a c t [ ’ t e x t ’ ] ) ;
389 }
390 }
391 }
392
393
394 echo ”<p>\n” ;
395 echo $ a b s t r a c t [ ’ t e x t ’ ] ;
396 echo ”</p>\n” ;
397 }
398 i f ( $ a b s t r a c t [ ’ l i s t ’ ] ){
399 echo ”<ul>\n” ;
400 foreach ( $ a b s t r a c t [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
401 echo ”<l i>” . $ l i . ”</l i>\n” ;
402 }
403 echo ”</ul>\n” ;
404 } i f ( $ a b s t r a c t [ ’ t a b l e ’ ] ){
405 echo ”<tab le>\n” ;
406 foreach ( $ a b s t r a c t [ ’ t a b l e ’ ] as $row ){
407 echo ”<t r>\n” ;
408 foreach ( $row as $co l ){
409 echo ”<td>” . $co l . ”</td>\n” ;
410 }
411 echo ”</tr>\n” ;
412 }
413 echo ”</tab le>\n” ;
414 } i f ( $ a b s t r a c t [ ’ p i c t u r e ’ ] ){
415 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
416 echo ”<h1 c l a s s =\” pic\”>” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
417 echo ”<a hre f =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
418 echo ”<img s r c =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] .
”\” width=\”auto\” height =\”300px\”/>\n” ;
419 echo ”</a>\n” ;
420 echo ”<br />” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
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421 echo ”</div>\n” ;
422 }
423 }
424 }
425 echo ”</div>\n” ;
426 $ s e c t i o n c o u n t =0;
427 $paragraph count =0;
428 $ l i n k ;
429 foreach ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] as $ s e c t i o n ){
430 / / var dump ( $ s e c t i o n ) ;
431 $ s e c t i o n c o u n t ++;
432 $paragraph count =0;
433 echo ”<h1>” . ”<a name=\”” . $ s e c t i o n c o u n t . ”\”>” . $ s e c t i o n [ ’name ’ ] . ”</a>” . ”</h1>\n” ;
434 $ l i n k [ $ s e c t i o n c o u n t ]= $ s e c t i o n [ ’name ’ ] ;
435 foreach ( $ s e c t i o n [ ’ paragraph ’ ] as $paragraph ){
436 / / var dump ( $ p a r a g r a p h ) ;
437 foreach ( $paragraph as $element ){
438 / / var dump ( $ e l e m e n t ) ;
439 i f ( ! i s a r r a y ( $element ) ){
440 continue ;
441 }e l s e i f ( $element [ ’ t e x t ’ ] ){
442 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $element [ ’ t e x t ’ ] , $matches ) ){
443 $ r f i n d e x =0;
444
445 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
446 $ r f i n d e x ++;
447 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
448 $element [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $element [ ’ t e x t ’ ] ) ;
449 }
450 }
451 }
452 echo ”<p>\n” ;
453 echo $element [ ’ t e x t ’ ] ;
454 echo ”\n</p>\n” ;
455 }e l s e i f ( $element [ ’ l i s t ’ ] ){
456 echo ”<ul>\n” ;
457 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
458 echo ”<l i>” . $ l i . ”</l i>\n” ;
459 }
460 echo ”</ul>\n” ;
461 } e l s e i f ( $element [ ’ t a b l e ’ ] ){
462 echo ”<tab le>\n” ;
463 foreach ( $element [ ’ t a b l e ’ ] as $row ){
464 echo ”<t r>\n” ;
465 foreach ( $row as $co l ){
466 echo ”<td>” . $co l . ”</td>\n” ;
467 }
468 echo ”</tr>\n” ;
469 }
470 echo ”</table>\n” ;
471 } e l s e i f ( $element [ ’ p i c t u r e ’ ] ){
472 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
473 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
474 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
475 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”
\” width=\”auto\” height =\”500px\”/>\n” ;
476 echo ”</a>\n” ;
477 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
478 echo ”</div>\n” ;
479 } e lse {
480 continue ;
481 }
482 }
483 }
484 }
485
486 $ r e f l i n k =count ( $ l i n k ) ;
487 $ r e f l i n k ++;
488
489 echo ”<div c l a s s =\” r e f e r e n c e s\”>\n” ;
490 echo ”<h1><a name=\”” . $ r e f l i n k . ”\”>References</a></h1>” ;
491 $ r e f i n d e x =0;
492 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r e f ){
493 $ r e f i n d e x ++;
494 echo ” [ ” . $ r e f i n d e x . ” ] ” . $ r e f [ ’ t i t l e ’ ] ;
495 echo ”<br />” ;
496 foreach ( $ r e f [ ’ authors ’ ] [ ’ person ’ ] as $authors ){
497 i f ( $authors [ ’name ’ ] [ ’ f i r s t ’ ] ){
498 echo $authors [ ’name ’ ] [ ’ f i r s t ’ ] ;
499 }
500 i f ( $authors [ ’name ’ ] [ ’ l a s t ’ ] ){
501 echo ”&nbsp ; ” ;
502 echo $authors [ ’name ’ ] [ ’ l a s t ’ ] ;
503 }
504 echo ”<br />” ;
505 }
506 echo ”<br />” ;
507 }
508 echo ”</div>\n” ;
509
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510
511 echo ”<div c l a s s =\”copyright\”>\n” ;
512 echo $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ copyright ’ ] [ ’ year ’ ] . ” &copy ; ” . $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ copyright ’ ] [ ’ holder ’ ] .
”<br/>\n” ;
513 echo ”</div>\n” ;
514
515
516 echo ”<div id=\”menu\”>\n” ;
517 echo ”<form a c t i o n=\”\”>\n” ;
518 echo ”<s e l e c t name=\” l i n k\” onchange=\”gotoLink ( l i n k )\”>\n” ;
519 echo ”<option value=\”0\”>Abstract</option>\n” ;
520 foreach ( $ l i n k as $item ){
521 echo ”<option value=\”” . $ l i n k . ”\”>” . $item . ”</option>\n” ;
522 }
523 echo ”<option value=\”” . $ r e f l i n k . ”\”>References</option>\n” ;
524 echo ”</s e l e c t>\n” ;
525 echo ”</form>\n” ;
526 echo ”</div>\n” ;
527 echo ”</div>\n” ;
528 echo ”</body>\n” ;
529 echo ”</html>\n” ;
530 }
531 ?> 
121

Appendix I
News plugin for website
Listing I.1: Plugin to view news 
1 <?php
2
3 funct ion addValue ( $keys , $value ){
4 $key= ’ $hash ’ ;
5 foreach ( $keys as $k ){
6 $key .= ’ [\ ’ ’ . $k . ’ \ ’ ] ’ ;
7 }
8 $key .= ” = ’ $value ’ ; ” ;
9 re turn ( $key ) ;
10 }
11
12 funct ion news parse ( $xml ){
13 $hash ;
14 $keys ;
15 $person =0;
16 $email =0;
17 $phone =0;
18 $element =0;
19 $ l i =0 ;
20 $row =0;
21 $co l =0;
22 $ s e c t i o n =0;
23 $paragraph =0;
24 $ r e f =0;
25 $keyword =0;
26
27 while ( ! feof ( $xml ) ){
28 $ l i n e = f g e t s ( $xml ) ;
29 $ l i n e =preg replace ( ”/ˆ\ s +|\ s+$/” , ”” , ” $ l i n e ” ) ;
30
31 i f ( preg match ( ”/<meta>/” , ” $ l i n e ” , $matches ) ){
32 $keys [ ] = ”meta” ;
33 }
34 i f ( preg match ( ”/<\/meta>/” , ” $ l i n e ” , $matches ) ){
35 array pop ( $keys ) ;
36 }
37 i f ( preg match ( ”/<authors>/” , ” $ l i n e ” , $matches ) ){
38 $person =0;
39 $keys [ ] = ” authors ” ;
40 }
41 i f ( preg match ( ”/<\/authors>/” , ” $ l i n e ” , $matches ) ){
42 array pop ( $keys ) ;
43 }
44 i f ( preg match ( ”/<person>/” , ” $ l i n e ” , $matches ) ){
45 $person ++;
46 $keys [ ] = ” person ” ;
47 $keys [ ] = $person ;
48 $email =0;
49 $phone =0;
50 }
51 i f ( preg match ( ”/<\/person>/” , ” $ l i n e ” , $matches ) ){
52 array pop ( $keys ) ;
53 array pop ( $keys ) ;
54 }
55 i f ( preg match ( ”/<t i t l e >(.+)<\/t i t l e>/” , ” $ l i n e ” , $matches ) ){
56 $keys [ ] = ” t i t l e ” ;
57 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
58 array pop ( $keys ) ;
59 }
60 i f ( preg match ( ”/<name>/” , ” $ l i n e ” , $matches ) ){
61 $keys [ ] = ”name” ;
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62 }
63 i f ( preg match ( ”/<\/name>/” , ” $ l i n e ” , $matches ) ){
64 array pop ( $keys ) ;
65 }
66 i f ( preg match ( ”/<f i r s t >(.+)<\/f i r s t>/” , ” $ l i n e ” , $matches ) ){
67 $keys [ ] = ” f i r s t ” ;
68 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
69 array pop ( $keys ) ;
70 }
71 i f ( preg match ( ”/<l a s t >(.+)<\/l a s t>/” , ” $ l i n e ” , $matches ) ){
72 $keys [ ] = ” l a s t ” ;
73 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
74 array pop ( $keys ) ;
75 }
76 i f ( preg match ( ”/<email>(.+)<\/email>/” , ” $ l i n e ” , $matches ) ){
77 $email ++;
78 $keys [ ] = ” email ” ;
79 $keys [ ] = $email ;
80 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
81 array pop ( $keys ) ;
82 array pop ( $keys ) ;
83 }
84 i f ( preg match ( ”/<phone>(.+)<\/phone>/” , ” $ l i n e ” , $matches ) ){
85 $phone ++;
86 $keys [ ] = ”phone” ;
87 $keys [ ] = $phone ;
88 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
89 array pop ( $keys ) ;
90 array pop ( $keys ) ;
91 }
92 i f ( preg match ( ”/<date>/” , ” $ l i n e ” , $matches ) ){
93 $keys [ ] = ” date ” ;
94 }
95 i f ( preg match ( ”/<\/date>/” , ” $ l i n e ” , $matches ) ){
96 array pop ( $keys ) ;
97 }
98 i f ( preg match ( ”/<year>(.+)<\/year>/” , ” $ l i n e ” , $matches ) ){
99 $keys [ ] = ” year ” ;
100 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
101 array pop ( $keys ) ;
102 }
103 i f ( preg match ( ”/<month>(.+)<\/month>/” , ” $ l i n e ” , $matches ) ){
104 $keys [ ] = ”month” ;
105 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
106 array pop ( $keys ) ;
107 }
108 i f ( preg match ( ”/<day>(.+)<\/day>/” , ” $ l i n e ” , $matches ) ){
109 $keys [ ] = ”day” ;
110 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
111 array pop ( $keys ) ;
112 }
113 i f ( preg match ( ”/<hour>(.+)<\/hour>/” , ” $ l i n e ” , $matches ) ){
114 $keys [ ] = ”hour” ;
115 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
116 array pop ( $keys ) ;
117 }
118 i f ( preg match ( ”/<min>(.+)<\/min>/” , ” $ l i n e ” , $matches ) ){
119 $keys [ ] = ”min” ;
120 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
121 array pop ( $keys ) ;
122 }
123 i f ( preg match ( ”/<l e g a l>/” , ” $ l i n e ” , $matches ) ){
124 $keys [ ] = ” l e g a l ” ;
125 }
126 i f ( preg match ( ”/<\/l e g a l>/” , ” $ l i n e ” , $matches ) ){
127 array pop ( $keys ) ;
128 }
129 i f ( preg match ( ”/<copyright>/” , ” $ l i n e ” , $matches ) ){
130 $keys [ ] = ” copyright ” ;
131 }
132 i f ( preg match ( ”/<\/copyright>/” , ” $ l i n e ” , $matches ) ){
133 array pop ( $keys ) ;
134 }
135 i f ( preg match ( ”/<holder>(.+)<\/holder>/” , ” $ l i n e ” , $matches ) ){
136 $keys [ ] = ” holder ” ;
137 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
138 array pop ( $keys ) ;
139 }
140 i f ( preg match ( ”/<category >(.+)<\/category>/” , ” $ l i n e ” , $matches ) ){
141 $keys [ ] = ” category ” ;
142 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
143 array pop ( $keys ) ;
144 }
145 i f ( preg match ( ”/<published>/” , ” $ l i n e ” , $matches ) ){
146 $keys [ ] = ” published ” ;
147 }
148 i f ( preg match ( ”/<\/published>/” , ” $ l i n e ” , $matches ) ){
149 array pop ( $keys ) ;
150 }
151 i f ( preg match ( ”/<edited>/” , ” $ l i n e ” , $matches ) ){
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152 $keys [ ] = ” edi ted ” ;
153 }
154 i f ( preg match ( ”/<\/edited>/” , ” $ l i n e ” , $matches ) ){
155 array pop ( $keys ) ;
156 }
157 i f ( preg match ( ”/<l o c a t i o n>/” , ” $ l i n e ” , $matches ) ){
158 $keys [ ] = ” l o c a t i o n ” ;
159 }
160 i f ( preg match ( ”/<\/l o c a t i o n>/” , ” $ l i n e ” , $matches ) ){
161 array pop ( $keys ) ;
162 }
163 i f ( preg match ( ”/<cont inent >(.+)<\/cont inent>/” , ” $ l i n e ” , $matches ) ){
164 $keys [ ] = ” cont inent ” ;
165 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
166 array pop ( $keys ) ;
167 }
168 i f ( preg match ( ”/<country>(.+)<\/country>/” , ” $ l i n e ” , $matches ) ){
169 $keys [ ] = ” country ” ;
170 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
171 array pop ( $keys ) ;
172 }
173 i f ( preg match ( ”/<s t a t e >(.+)<\/s t a t e>/” , ” $ l i n e ” , $matches ) ){
174 $keys [ ] = ” s t a t e ” ;
175 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
176 array pop ( $keys ) ;
177 }
178 i f ( preg match ( ”/<county>(.+)<\/county>/” , ” $ l i n e ” , $matches ) ){
179 $keys [ ] = ” county ” ;
180 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
181 array pop ( $keys ) ;
182 }
183 i f ( preg match ( ”/<c i t y >(.+)<\/c i t y>/” , ” $ l i n e ” , $matches ) ){
184 $keys [ ] = ” c i t y ” ;
185 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
186 array pop ( $keys ) ;
187 }
188 i f ( preg match ( ”/<d i s t r i c t >(.+)<\/d i s t r i c t>/” , ” $ l i n e ” , $matches ) ){
189 $keys [ ] = ” d i s t r i c t ” ;
190 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
191 array pop ( $keys ) ;
192 }
193 i f ( preg match ( ”/<geo>/” , ” $ l i n e ” , $matches ) ){
194 $keys [ ] = ”geo” ;
195 }
196 i f ( preg match ( ”/<\/geo>/” , ” $ l i n e ” , $matches ) ){
197 array pop ( $keys ) ;
198 }
199 i f ( preg match ( ”/<l a t >(.+)<\/l a t>/” , ” $ l i n e ” , $matches ) ){
200 $keys [ ] = ” l a t ” ;
201 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
202 array pop ( $keys ) ;
203 }
204 i f ( preg match ( ”/<lon>(.+)<\/lon>/” , ” $ l i n e ” , $matches ) ){
205 $keys [ ] = ” lon ” ;
206 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
207 array pop ( $keys ) ;
208 }
209
210 i f ( preg match ( ”/<content>/” , ” $ l i n e ” , $matches ) ){
211 $keys [ ] = ” content ” ;
212 }
213 i f ( preg match ( ”/<\/content>/” , ” $ l i n e ” , $matches ) ){
214 array pop ( $keys ) ;
215 }
216
217 i f ( preg match ( ”/<t e x t>/” , ” $ l i n e ” , $matches ) ){
218 $element ++;
219 $keys [ ] = $element ;
220 $keys [ ] = ” t e x t ” ;
221 }
222 i f ( preg match ( ”/<\/t ex t>/” , ” $ l i n e ” , $matches ) ){
223 array pop ( $keys ) ;
224 array pop ( $keys ) ;
225 }
226 i f ( preg match ( ”/<l i s t>/” , ” $ l i n e ” , $matches ) ){
227 $ l i =0 ;
228 $element ++;
229 $keys [ ] = $element ;
230 $keys [ ] = ” l i s t ” ;
231 }
232 i f ( preg match ( ”/<\/l i s t>/” , ” $ l i n e ” , $matches ) ){
233 array pop ( $keys ) ;
234 array pop ( $keys ) ;
235 }
236 i f ( preg match ( ”/<l i >(.+)<\/l i>/” , ” $ l i n e ” , $matches ) ){
237 $ l i ++;
238 $keys [ ] = ” l i ” ;
239 $keys [ ] = $ l i ;
240 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
241 array pop ( $keys ) ;
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242 array pop ( $keys ) ;
243 }
244 i f ( preg match ( ”/<tab le>/” , ” $ l i n e ” , $matches ) ){
245 $row =0;
246 $co l =0;
247 $element ++;
248 $keys [ ] = $element ;
249 $keys [ ] = ” t a b l e ” ;
250 }
251 i f ( preg match ( ”/<\/table>/” , ” $ l i n e ” , $matches ) ){
252 array pop ( $keys ) ;
253 array pop ( $keys ) ;
254 }
255 i f ( preg match ( ”/<row>/” , ” $ l i n e ” , $matches ) ){
256 $row++;
257 $keys [ ] = $row ;
258 }
259 i f ( preg match ( ”/<\/row>/” , ” $ l i n e ” , $matches ) ){
260 array pop ( $keys ) ;
261 }
262 i f ( preg match ( ”/<col >(.+)<\/col>/” , ” $ l i n e ” , $matches ) ){
263 $co l ++;
264 $keys [ ] = $co l ;
265 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
266 array pop ( $keys ) ;
267 }
268 i f ( preg match ( ”/<s e c t i o n name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
269 $ s e c t i o n ++;
270 $paragraph =0;
271 $keys [ ] = ” s e c t i o n ” ;
272 $keys [ ] = $ s e c t i o n ;
273 $keys [ ] = ”name” ;
274 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
275 array pop ( $keys ) ;
276 }
277 i f ( preg match ( ”/<\/sec t ion>/” , ” $ l i n e ” , $matches ) ){
278 array pop ( $keys ) ;
279 array pop ( $keys ) ;
280 }
281 i f ( preg match ( ”/<paragraph name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
282 $element =0;
283 $paragraph ++;
284 $keys [ ] = ” paragraph ” ;
285 $keys [ ] = $paragraph ;
286 $keys [ ] = ”name” ;
287 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
288 array pop ( $keys ) ;
289 }
290 i f ( preg match ( ”/<\/paragraph>/” , ” $ l i n e ” , $matches ) ){
291 array pop ( $keys ) ;
292 array pop ( $keys ) ;
293 }
294 i f ( preg match ( ”/<paragraph>/” , ” $ l i n e ” , $matches ) ){
295 $element =0;
296 $paragraph ++;
297 $keys [ ] = ” paragraph ” ;
298 $keys [ ] = $paragraph ;
299 }
300 i f ( preg match ( ”/<p i c t u r e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
301 $element ++;
302 $keys [ ] = $element ;
303 $keys [ ] = ” p i c t u r e ” ;
304 $keys [ ] = ”name” ;
305 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
306 array pop ( $keys ) ;
307 }
308 i f ( preg match ( ”/<\/pic ture>/” , ” $ l i n e ” , $matches ) ){
309 array pop ( $keys ) ;
310 array pop ( $keys ) ;
311 }
312 i f ( preg match ( ”/<descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
313 $keys [ ] = ” d e s c r i p t i o n ” ;
314 }
315 i f ( preg match ( ”/<\/descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
316 array pop ( $keys ) ;
317 }
318 i f ( preg match ( ”/<source>(.+)<\/source>/” , ” $ l i n e ” , $matches ) ){
319 $keys [ ] = ” source ” ;
320 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
321 array pop ( $keys ) ;
322 }
323
324 i f ( preg match ( ”/<subhead>/” , ” $ l i n e ” , $matches ) ){
325 $element =0;
326 $keys [ ] = ”subhead” ;
327 }
328 i f ( preg match ( ”/<\/subhead>/” , ” $ l i n e ” , $matches ) ){
329 array pop ( $keys ) ;
330 }
331 i f ( preg match ( ”/<lead>/” , ” $ l i n e ” , $matches ) ){
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332 $element =0;
333 $keys [ ] = ” lead ” ;
334 }
335 i f ( preg match ( ”/<\/lead>/” , ” $ l i n e ” , $matches ) ){
336 array pop ( $keys ) ;
337 }
338 i f ( preg match ( ”/<nutgraph>/” , ” $ l i n e ” , $matches ) ){
339 $element =0;
340 $keys [ ] = ”nutgraph” ;
341 }
342 i f ( preg match ( ”/<\/nutgraph>/” , ” $ l i n e ” , $matches ) ){
343 array pop ( $keys ) ;
344 }
345
346 i f ( ! preg match ( ”/ˆ<|>$ | ( ˆ\ s * $ ) /” , ” $ l i n e ” , $matches ) ){
347 eval ( addValue ( $keys , $ l i n e ) ) ;
348 }
349
350 }
351 / / var dump ( $hash ) ;
352 return ( $hash ) ;
353 }
354
355 funct ion news print ( $xml ){
356
357 echo ”<!DOCTYPE html PUBLIC \”−//W3C//DTD XHTML 1 . 0 T r a n s i t i o n a l //EN\”\n” ;
358 echo ”\” http ://www. w3 . org/TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd\”>\n” ;
359
360 echo ”<html xmlns=\” http ://www. w3 . org /1999/xhtml\”>\n<head>\n<t i t l e>” ;
361 echo $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] ;
362 echo ”</t i t l e>\n” ;
363 echo ”<l i n k r e l =\” s t y l e s h e e t\” type=\” t e x t /c s s\” hre f =\”news . c s s\” />\n” ;
364 echo ”<s c r i p t type=\” t e x t / j a v a s c r i p t\” s r c =\”menu . j s \” />\n” ;
365 echo ”</head>\n<body>\n” ;
366 / / e c h o ”<d i v i d =\”main\”>\n ” ;
367 $published = $xml [ ’ meta ’ ] [ ’ published ’ ] [ ’ date ’ ] ;
368 $edi ted = $xml [ ’ meta ’ ] [ ’ edi ted ’ ] [ ’ date ’ ] ;
369 echo ”<div c l a s s =\”date\”>\n” ;
370 echo ” Published : ” . $published [ ’ year ’ ] . ”/” . $published [ ’month ’ ] . ”/” . $published [ ’ day ’ ] . ”−” . $published [ ’ hour
’ ] . ” : ” . $published [ ’min ’ ] ;
371 echo ” Edited : ” . $edi ted [ ’ year ’ ] . ”/” . $edi ted [ ’month ’ ] . ”/” . $edi ted [ ’ day ’ ] . ”−” . $edi ted [ ’ hour ’ ] . ” : ” . $edi ted
[ ’min ’ ] ;
372 echo ”</div>\n” ;
373 echo ”\n<br />\n” ;
374 echo ”\n<div c l a s s =\”by\”> By : ” ;
375
376 $ i p e r s o n s =0;
377 foreach ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] as $person ){
378 $ i p e r s o n s ++;
379 echo $person [ ’name ’ ] [ ’ f i r s t ’ ] . ” ” . $person [ ’name ’ ] [ ’ l a s t ’ ] . ” ” ;
380 i f ( count ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] ) > $ i p e r s o n s ){
381 echo ”and ” ;
382 }
383 i f ( $person [ ’ email ’ ] ){
384 foreach ( $person [ ’ email ’ ] as $nr emai l ){
385 echo ”[<a hre f =\”mail to : ” . $nr emai l . ”\”>” . $nr emai l . ”</a>]\n” ;
386 }
387 }
388 }
389 echo ”</div>\n” ;
390 echo ”<h1>” . $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
391
392 i f ( $xml [ ’ content ’ ] [ ’ subhead ’ ] ){
393 echo ”<div c l a s s =\”subhead\”>\n” ;
394 foreach ( $xml [ ’ content ’ ] [ ’ subhead ’ ] as $subhead ){
395 i f ( $subhead [ ’ t e x t ’ ] ){
396 echo ”<p>\n” ;
397 echo $subhead [ ’ t e x t ’ ] ;
398 echo ”</p>\n” ;
399 }
400 i f ( $subhead [ ’ l i s t ’ ] ){
401 echo ”<ul>\n” ;
402 foreach ( $subhead [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
403 echo ”<l i>” . $ l i . ”</l i>\n” ;
404 }
405 echo ”</ul>\n” ;
406 } i f ( $subhead [ ’ t a b l e ’ ] ){
407 echo ”<tab le>\n” ;
408 foreach ( $subhead [ ’ t a b l e ’ ] as $row ){
409 echo ”<t r>\n” ;
410 foreach ( $row as $co l ){
411 echo ”<td>” . $co l . ”</td>\n” ;
412 }
413 echo ”</tr>\n” ;
414 }
415 echo ”</tab le>\n” ;
416 } i f ( $subhead [ ’ p i c t u r e ’ ] ){
417 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
418 echo ”<h1 c l a s s =\” pic\”>” . $subhead [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
419 echo ”<a hre f =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
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420 echo ”<img s r c =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”
\” width=\”auto\” height =\”250px\” />\n” ;
421 echo ”</a>\n” ;
422 echo ”<br />” . $subhead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
423 echo ”</div>\n” ;
424 }
425 }
426 echo ”</div>\n” ;
427 }
428
429 i f ( $xml [ ’ content ’ ] [ ’ lead ’ ] ){
430 echo ”<div c l a s s =\”lead\”>\n” ;
431 foreach ( $xml [ ’ content ’ ] [ ’ lead ’ ] as $lead ){
432 i f ( $lead [ ’ t e x t ’ ] ){
433 echo ”<p>\n” ;
434 echo $lead [ ’ t e x t ’ ] ;
435 echo ”</p>\n” ;
436 }
437 i f ( $lead [ ’ l i s t ’ ] ){
438 echo ”<ul>\n” ;
439 foreach ( $lead [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
440 echo ”<l i>” . $ l i . ”</l i>\n” ;
441 }
442 echo ”</ul>\n” ;
443 } i f ( $lead [ ’ t a b l e ’ ] ){
444 echo ”<tab le>\n” ;
445 foreach ( $lead [ ’ t a b l e ’ ] as $row ){
446 echo ”<t r>\n” ;
447 foreach ( $row as $co l ){
448 echo ”<td>” . $co l . ”</td>\n” ;
449 }
450 echo ”</tr>\n” ;
451 }
452 echo ”</tab le>\n” ;
453 } i f ( $lead [ ’ p i c t u r e ’ ] ){
454 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
455 echo ”<h1 c l a s s =\” pic\”>” . $lead [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
456 echo ”<a hre f =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
457 echo ”<img s r c =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\”
width=\”auto\” height =\”250px\” />\n” ;
458 echo ”</a>\n” ;
459 echo ”<br />” . $lead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
460 echo ”</div>\n” ;
461 }
462 }
463 echo ”</div>\n” ;
464 }
465
466
467
468 i f ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ){
469 echo ”<div c l a s s =\” s e c t i o n\”>\n” ;
470 $ s e c t i o n c o u n t =0;
471 $paragraph count =0;
472 $ l i n k ;
473 foreach ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] as $ s e c t i o n ){
474 / / var dump ( $ s e c t i o n ) ;
475 $ s e c t i o n c o u n t ++;
476 $paragraph count =0;
477 echo ”<h2>” . ”<a name=\”” . $ s e c t i o n c o u n t . ”\”>” . $ s e c t i o n [ ’name ’ ] . ”</a>” . ”</h2>\n” ;
478 $ l i n k [ $ s e c t i o n c o u n t ]= $ s e c t i o n [ ’name ’ ] ;
479 foreach ( $ s e c t i o n [ ’ paragraph ’ ] as $paragraph ){
480 / / var dump ( $ p a r a g r a p h ) ;
481 foreach ( $paragraph as $element ){
482 / / var dump ( $ e l e m e n t ) ;
483 i f ( ! i s a r r a y ( $element ) ){
484 continue ;
485 }e l s e i f ( $element [ ’ t e x t ’ ] ){
486 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $element [ ’ t e x t ’ ] , $matches ) ){
487 $ r f i n d e x =0;
488
489 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
490 $ r f i n d e x ++;
491 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
492 $element [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $element [ ’ t e x t ’ ] ) ;
493 }
494 }
495 }
496 echo ”<p>\n” ;
497 echo $element [ ’ t e x t ’ ] ;
498 echo ”\n</p>\n” ;
499 }e l s e i f ( $element [ ’ l i s t ’ ] ){
500 echo ”<ul>\n” ;
501 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
502 echo ”<l i>” . $ l i . ”</l i>\n” ;
503 }
504 echo ”</ul>\n” ;
505 } e l s e i f ( $element [ ’ t a b l e ’ ] ){
506 echo ”<tab le>\n” ;
507 foreach ( $element [ ’ t a b l e ’ ] as $row ){
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508 echo ”<t r>\n” ;
509 foreach ( $row as $co l ){
510 echo ”<td>” . $co l . ”</td>\n” ;
511 }
512 echo ”</tr>\n” ;
513 }
514 echo ”</table>\n” ;
515 } e l s e i f ( $element [ ’ p i c t u r e ’ ] ){
516 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
517 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
518 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
519 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”
\” width=\”auto\” height =\”250px\” />\n” ;
520 echo ”</a>\n” ;
521 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
522 echo ”</div>\n” ;
523 } e lse {
524 continue ;
525 }
526 }
527 }
528 }
529 echo ”</div>\n” ;
530 }
531
532 / / e c h o ”<d i v c l a s s =\” c o p y r i g h t\”>\n ” ;
533 / / e c h o $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ c o p y r i g h t ’ ] [ ’ y e a r ’ ] . ” &copy ; ” . $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ c o p y r i g h t ’ ] [ ’ h o l d e r
’].”< br/>\n ” ;
534 / / e c h o ”</d iv>\n ” ;
535
536 i f ( $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] ){
537 echo ”<div c l a s s =\” l o c a t i o n\”>\n” ;
538 i f ( $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ geo ’ ] [ ’ l a t ’ ] and $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ geo ’ ] [ ’ lon ’ ] ){
539 print ”<i frame width=\”250\” height =\”250\” frameborder=\”0\” s c r o l l i n g =\”no\” marginheight=\”0\”
marginwidth=\”0\” s r c =\” http ://maps . google . com/maps? l l =” . $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ geo ’ ] [ ’ l a t ’
] . ” , ” . $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ geo ’ ] [ ’ lon ’ ] . ”&amp ; output=embed&amp ; z=10\”></iframe>” ;
540 }
541 echo ”</div>\n” ;
542 }
543
544 i f ( $xml [ ’ content ’ ] [ ’ nutgraph ’ ] ){
545 echo ”<div c l a s s =\”nutgraph\”>\n” ;
546 foreach ( $xml [ ’ content ’ ] [ ’ nutgraph ’ ] as $nutgraph ){
547 foreach ( $nutgraph as $paragraph ){
548 foreach ( $paragraph as $element ){
549 i f ( $element [ ’ t e x t ’ ] ){
550 echo ”<p>\n” ;
551 echo $element [ ’ t e x t ’ ] ;
552 echo ”</p>\n” ;
553 }
554 i f ( $element [ ’ l i s t ’ ] ){
555 echo ”<ul>\n” ;
556 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
557 echo ”<l i>” . $ l i . ”</l i>\n” ;
558 }
559 echo ”</ul>\n” ;
560 } i f ( $element [ ’ t a b l e ’ ] ){
561 echo ”<tab le>\n” ;
562 foreach ( $element [ ’ t a b l e ’ ] as $row ){
563 echo ”<t r>\n” ;
564 foreach ( $row as $co l ){
565 echo ”<td>” . $co l . ”</td>\n” ;
566 }
567 echo ”</tr>\n” ;
568 }
569 echo ”</table>\n” ;
570 } i f ( $element [ ’ p i c t u r e ’ ] ){
571 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
572 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
573 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
574 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’
] . ”\” width=\”auto\” height =\”250px\” />\n” ;
575 echo ”</a>\n” ;
576 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
577 echo ”</div>\n” ;
578 }
579 }
580 }
581 }
582 echo ”</div>\n” ;
583 }
584
585
586
587 / / e c h o ”</d iv>\n ” ;
588 echo ”</body>\n” ;
589 echo ”</html>\n” ;
590 }
591 ?> 
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Appendix J
Main script for smartphone
website
Listing J.1: Main script to create website for smartphones 
1 <?php
2 $doc = $ GET [ ”doc” ] ;
3 $ s e c t i o n = $ GET [ ’ s e c t i o n ’ ] ;
4
5 i f ( ! f i l e e x i s t s ( $doc ) ){
6 die ( ” F i l e not found” ) ;
7 } e lse {
8 $ f i l e = fopen ( ”$doc” , ” r ” ) ;
9 }
10
11 i f ( ! $ s e c t i o n ){
12 $ s e c t i o n =” a b s t r a c t ” ;
13 }
14
15
16
17 $vers ion ;
18 $type ;
19 i f ( preg match ( ”/\?xml vers ion =\”(\d+\.\d+)\”/” , f g e t s ( $ f i l e ) , $matches ) ){
20 $vers ion=$matches [ 1 ] ;
21 } e lse {
22 die ( ”$matches [ 0 ] ” ) ;
23 }
24
25 i f ( preg match ( ”/<(.+)>/” , f g e t s ( $ f i l e ) , $matches ) ){
26 $type=$matches [ 1 ] ;
27 } e lse {
28 die ( ”$matches [ 0 ] ” ) ;
29 }
30
31
32 require ( ” i o s $ t y p e . php” ) ;
33 $parse = ” i o s $ t y p e ” . ’ parse ( $ f i l e ) ; ’ ;
34 $parsed=eval ( ” re turn $parse ” ) ;
35 f c l o s e ( $ f i l e ) ;
36 $ p r i n t = ” i o s $ t y p e ” . ’ p r i n t ( $parsed , $ s e c t i o n ) ; ’ ;
37 eval ( ” $ p r i n t ” ) ;
38 ?> 
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Appendix K
Article plugin smartphone
website
Listing K.1: Article plugin for smartphones 
1 <?php
2
3 funct ion addValue ( $keys , $value ){
4 $key= ’ $hash ’ ;
5 foreach ( $keys as $k ){
6 $key .= ’ [\ ’ ’ . $k . ’ \ ’ ] ’ ;
7 }
8 $key .= ” = ’ $value ’ ; ” ;
9 re turn ( $key ) ;
10 }
11
12 funct ion i o s a r t i c l e p a r s e ( $xml ){
13 $hash ;
14 $keys ;
15 $person =0;
16 $email =0;
17 $phone =0;
18 $element =0;
19 $ l i =0 ;
20 $row =0;
21 $co l =0;
22 $ s e c t i o n =0;
23 $paragraph =0;
24
25 while ( ! feof ( $xml ) ){
26 $ l i n e = f g e t s ( $xml ) ;
27 $ l i n e =preg replace ( ”/ˆ\ s +|\ s+$/” , ”” , ” $ l i n e ” ) ;
28
29 i f ( preg match ( ”/<meta>/” , ” $ l i n e ” , $matches ) ){
30 $keys [ ] = ”meta” ;
31 }
32 i f ( preg match ( ”/<\/meta>/” , ” $ l i n e ” , $matches ) ){
33 array pop ( $keys ) ;
34 }
35 i f ( preg match ( ”/<authors>/” , ” $ l i n e ” , $matches ) ){
36 $person =0;
37 $keys [ ] = ” authors ” ;
38 }
39 i f ( preg match ( ”/<\/authors>/” , ” $ l i n e ” , $matches ) ){
40 array pop ( $keys ) ;
41 }
42 i f ( preg match ( ”/<person>/” , ” $ l i n e ” , $matches ) ){
43 $person ++;
44 $keys [ ] = ” person ” ;
45 $keys [ ] = $person ;
46 $email =0;
47 $phone =0;
48 }
49 i f ( preg match ( ”/<\/person>/” , ” $ l i n e ” , $matches ) ){
50 array pop ( $keys ) ;
51 array pop ( $keys ) ;
52 }
53 i f ( preg match ( ”/<t i t l e >(.+)<\/t i t l e>/” , ” $ l i n e ” , $matches ) ){
54 $keys [ ] = ” t i t l e ” ;
55 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
56 array pop ( $keys ) ;
57 }
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58 i f ( preg match ( ”/<name>/” , ” $ l i n e ” , $matches ) ){
59 $keys [ ] = ”name” ;
60 }
61 i f ( preg match ( ”/<\/name>/” , ” $ l i n e ” , $matches ) ){
62 array pop ( $keys ) ;
63 }
64 i f ( preg match ( ”/<f i r s t >(.+)<\/f i r s t>/” , ” $ l i n e ” , $matches ) ){
65 $keys [ ] = ” f i r s t ” ;
66 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
67 array pop ( $keys ) ;
68 }
69 i f ( preg match ( ”/<l a s t >(.+)<\/l a s t>/” , ” $ l i n e ” , $matches ) ){
70 $keys [ ] = ” l a s t ” ;
71 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
72 array pop ( $keys ) ;
73 }
74 i f ( preg match ( ”/<email>(.+)<\/email>/” , ” $ l i n e ” , $matches ) ){
75 $email ++;
76 $keys [ ] = ” email ” ;
77 $keys [ ] = $email ;
78 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
79 array pop ( $keys ) ;
80 array pop ( $keys ) ;
81 }
82 i f ( preg match ( ”/<phone>(.+)<\/phone>/” , ” $ l i n e ” , $matches ) ){
83 $phone ++;
84 $keys [ ] = ”phone” ;
85 $keys [ ] = $phone ;
86 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
87 array pop ( $keys ) ;
88 array pop ( $keys ) ;
89 }
90 i f ( preg match ( ”/<date>/” , ” $ l i n e ” , $matches ) ){
91 $keys [ ] = ” date ” ;
92 }
93 i f ( preg match ( ”/<\/date>/” , ” $ l i n e ” , $matches ) ){
94 array pop ( $keys ) ;
95 }
96 i f ( preg match ( ”/<year>(.+)<\/year>/” , ” $ l i n e ” , $matches ) ){
97 $keys [ ] = ” year ” ;
98 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
99 array pop ( $keys ) ;
100 }
101 i f ( preg match ( ”/<month>(.+)<\/month>/” , ” $ l i n e ” , $matches ) ){
102 $keys [ ] = ”month” ;
103 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
104 array pop ( $keys ) ;
105 }
106 i f ( preg match ( ”/<day>(.+)<\/day>/” , ” $ l i n e ” , $matches ) ){
107 $keys [ ] = ”day” ;
108 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
109 array pop ( $keys ) ;
110 }
111 i f ( preg match ( ”/<hour>(.+)<\/hour>/” , ” $ l i n e ” , $matches ) ){
112 $keys [ ] = ”hour” ;
113 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
114 array pop ( $keys ) ;
115 }
116 i f ( preg match ( ”/<min>(.+)<\/min>/” , ” $ l i n e ” , $matches ) ){
117 $keys [ ] = ”min” ;
118 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
119 array pop ( $keys ) ;
120 }
121 i f ( preg match ( ”/<l e g a l>/” , ” $ l i n e ” , $matches ) ){
122 $keys [ ] = ” l e g a l ” ;
123 }
124 i f ( preg match ( ”/<\/l e g a l>/” , ” $ l i n e ” , $matches ) ){
125 array pop ( $keys ) ;
126 }
127 i f ( preg match ( ”/<copyright>/” , ” $ l i n e ” , $matches ) ){
128 $keys [ ] = ” copyright ” ;
129 }
130 i f ( preg match ( ”/<\/copyright>/” , ” $ l i n e ” , $matches ) ){
131 array pop ( $keys ) ;
132 }
133 i f ( preg match ( ”/<holder>(.+)<\/holder>/” , ” $ l i n e ” , $matches ) ){
134 $keys [ ] = ” holder ” ;
135 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
136 array pop ( $keys ) ;
137 }
138
139 i f ( preg match ( ”/<content>/” , ” $ l i n e ” , $matches ) ){
140 $keys [ ] = ” content ” ;
141 }
142 i f ( preg match ( ”/<\/content>/” , ” $ l i n e ” , $matches ) ){
143 array pop ( $keys ) ;
144 }
145 i f ( preg match ( ”/<a b s t r a c t>/” , ” $ l i n e ” , $matches ) ){
146 $element =0;
147 $keys [ ] = ” a b s t r a c t ” ;
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148 }
149 i f ( preg match ( ”/<\/a b s t r a c t>/” , ” $ l i n e ” , $matches ) ){
150 array pop ( $keys ) ;
151 }
152 i f ( preg match ( ”/<t e x t>/” , ” $ l i n e ” , $matches ) ){
153 $element ++;
154 $keys [ ] = $element ;
155 $keys [ ] = ” t e x t ” ;
156 }
157 i f ( preg match ( ”/<\/t ex t>/” , ” $ l i n e ” , $matches ) ){
158 array pop ( $keys ) ;
159 array pop ( $keys ) ;
160 }
161 i f ( preg match ( ”/<l i s t>/” , ” $ l i n e ” , $matches ) ){
162 $ l i =0 ;
163 $element ++;
164 $keys [ ] = $element ;
165 $keys [ ] = ” l i s t ” ;
166 }
167 i f ( preg match ( ”/<\/l i s t>/” , ” $ l i n e ” , $matches ) ){
168 array pop ( $keys ) ;
169 array pop ( $keys ) ;
170 }
171 i f ( preg match ( ”/<l i >(.+)<\/l i>/” , ” $ l i n e ” , $matches ) ){
172 $ l i ++;
173 $keys [ ] = ” l i ” ;
174 $keys [ ] = $ l i ;
175 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
176 array pop ( $keys ) ;
177 array pop ( $keys ) ;
178 }
179 i f ( preg match ( ”/<tab le>/” , ” $ l i n e ” , $matches ) ){
180 $row =0;
181 $co l =0;
182 $element ++;
183 $keys [ ] = $element ;
184 $keys [ ] = ” t a b l e ” ;
185 }
186 i f ( preg match ( ”/<\/table>/” , ” $ l i n e ” , $matches ) ){
187 array pop ( $keys ) ;
188 array pop ( $keys ) ;
189 }
190 i f ( preg match ( ”/<row>/” , ” $ l i n e ” , $matches ) ){
191 $row++;
192 $keys [ ] = $row ;
193 }
194 i f ( preg match ( ”/<\/row>/” , ” $ l i n e ” , $matches ) ){
195 array pop ( $keys ) ;
196 }
197 i f ( preg match ( ”/<col >(.+)<\/col>/” , ” $ l i n e ” , $matches ) ){
198 $co l ++;
199 $keys [ ] = $co l ;
200 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
201 array pop ( $keys ) ;
202 }
203 i f ( preg match ( ”/<s e c t i o n name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
204 $ s e c t i o n ++;
205 $paragraph =0;
206 $keys [ ] = ” s e c t i o n ” ;
207 $keys [ ] = $ s e c t i o n ;
208 $keys [ ] = ”name” ;
209 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
210 array pop ( $keys ) ;
211 }
212 i f ( preg match ( ”/<\/sec t ion>/” , ” $ l i n e ” , $matches ) ){
213 array pop ( $keys ) ;
214 array pop ( $keys ) ;
215 }
216 i f ( preg match ( ”/<paragraph name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
217 $element =0;
218 $paragraph ++;
219 $keys [ ] = ” paragraph ” ;
220 $keys [ ] = $paragraph ;
221 $keys [ ] = ”name” ;
222 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
223 array pop ( $keys ) ;
224 }
225 i f ( preg match ( ”/<\/paragraph>/” , ” $ l i n e ” , $matches ) ){
226 array pop ( $keys ) ;
227 array pop ( $keys ) ;
228 }
229 i f ( preg match ( ”/<paragraph>/” , ” $ l i n e ” , $matches ) ){
230 $element =0;
231 $paragraph ++;
232 $keys [ ] = ” paragraph ” ;
233 $keys [ ] = $paragraph ;
234 }
235 i f ( preg match ( ”/<p i c t u r e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
236 $element ++;
237 $keys [ ] = $element ;
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238 $keys [ ] = ” p i c t u r e ” ;
239 $keys [ ] = ”name” ;
240 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
241 array pop ( $keys ) ;
242 }
243 i f ( preg match ( ”/<\/pic ture>/” , ” $ l i n e ” , $matches ) ){
244 array pop ( $keys ) ;
245 array pop ( $keys ) ;
246 }
247 i f ( preg match ( ”/<descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
248 $keys [ ] = ” d e s c r i p t i o n ” ;
249 }
250 i f ( preg match ( ”/<\/descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
251 array pop ( $keys ) ;
252 }
253 i f ( preg match ( ”/<source>(.+)<\/source>/” , ” $ l i n e ” , $matches ) ){
254 $keys [ ] = ” source ” ;
255 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
256 array pop ( $keys ) ;
257 }
258 i f ( preg match ( ”/<r e f e r e nc e s>/” , ” $ l i n e ” , $matches ) ){
259 $ r e f =0;
260 $keys [ ] = ” r e f e r e n c e s ” ;
261 }
262 i f ( preg match ( ”/<\/r e f e r e nc e s>/” , ” $ l i n e ” , $matches ) ){
263 array pop ( $keys ) ;
264 }
265 i f ( preg match ( ”/<a r t i c l e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
266 $ r e f ++;
267 $keys [ ] = $ r e f ;
268 $keys [ ] = ” type ” ;
269 eval ( addValue ( $keys , ” a r t i c l e ” ) ) ;
270 array pop ( $keys ) ;
271 $keys [ ] = ”name” ;
272 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
273 array pop ( $keys ) ;
274 }
275 i f ( preg match ( ”/<\/a r t i c l e>/” , ” $ l i n e ” , $matches ) ){
276 array pop ( $keys ) ;
277 }
278 i f ( preg match ( ”/<j ournal >(.+)<\/journal>/” , ” $ l i n e ” , $matches ) ){
279 $keys [ ] = ” j o u r n a l ” ;
280 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
281 array pop ( $keys ) ;
282 }
283 i f ( preg match ( ”/<volume>(.+)<\/volume>/” , ” $ l i n e ” , $matches ) ){
284 $keys [ ] = ”volume” ;
285 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
286 array pop ( $keys ) ;
287 }
288 i f ( preg match ( ”/<number>(.+)<\/number>/” , ” $ l i n e ” , $matches ) ){
289 $keys [ ] = ”number” ;
290 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
291 array pop ( $keys ) ;
292 }
293 i f ( preg match ( ”/<pages>(.+)<\/pages>/” , ” $ l i n e ” , $matches ) ){
294 $keys [ ] = ”pages” ;
295 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
296 array pop ( $keys ) ;
297 }
298 i f ( preg match ( ”/<doi>(.+)<\/doi>/” , ” $ l i n e ” , $matches ) ){
299 $keys [ ] = ” doi ” ;
300 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
301 array pop ( $keys ) ;
302 }
303 i f ( preg match ( ”/<i ssn >(.+)<\/issn>/” , ” $ l i n e ” , $matches ) ){
304 $keys [ ] = ” i s s n ” ;
305 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
306 array pop ( $keys ) ;
307 }
308 i f ( preg match ( ”/<keywords>/” , ” $ l i n e ” , $matches ) ){
309 $keyword =0;
310 $keys [ ] = ”keywords” ;
311 }
312 i f ( preg match ( ”/<\/keywords>/” , ” $ l i n e ” , $matches ) ){
313 array pop ( $keys ) ;
314 }
315 i f ( preg match ( ”/<keyword>(.+)<\/keyword>/” , ” $ l i n e ” , $matches ) ){
316 $keyword++;
317 $keys [ ] = ”keyword” ;
318 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
319 array pop ( $keys ) ;
320 }
321 i f ( preg match ( ”/<book name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
322 $ r e f ++;
323 $keys [ ] = $ r e f ;
324 $keys [ ] = ” type ” ;
325 eval ( addValue ( $keys , ”book” ) ) ;
326 array pop ( $keys ) ;
327 $keys [ ] = ”name” ;
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328 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
329 array pop ( $keys ) ;
330 }
331 i f ( preg match ( ”/<\/book>/” , ” $ l i n e ” , $matches ) ){
332 array pop ( $keys ) ;
333 }
334
335 i f ( ! preg match ( ”/ˆ<|>$ | ( ˆ\ s * $ ) /” , ” $ l i n e ” , $matches ) ){
336 eval ( addValue ( $keys , $ l i n e ) ) ;
337 }
338
339
340 }
341 / / var dump ( $hash ) ;
342 return ( $hash ) ;
343 }
344
345 funct ion i o s a r t i c l e p r i n t ( $xml , $ s e c t i o n ){
346 echo ”<!DOCTYPE html PUBLIC \”−//W3C//DTD XHTML 1 . 0 T r a n s i t i o n a l //EN\”\n” ;
347 echo ”\” http ://www. w3 . org/TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd\”>\n” ;
348 echo ”<html xmlns=\” http ://www. w3 . org /1999/xhtml\”>\n<head>\n<t i t l e>” ;
349 echo $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] ;
350 echo ”</t i t l e>\n” ;
351 echo ”<l i n k r e l =\” s t y l e s h e e t\” type=\” t e x t /c s s\” hre f =\” i o s a r t i c l e . c s s\” />\n” ;
352 echo ”<s c r i p t type=\” t e x t / j a v a s c r i p t\” s r c =\”menu . j s \” />\n” ;
353 echo ”</head>\n<body>\n” ;
354 echo ”<div id=\”main\”>\n” ;
355
356
357 i f ( $ s e c t i o n ==0 ){
358 $date = $xml [ ’ meta ’ ] [ ’ date ’ ] ;
359 echo ”<div c l a s s =\”date\”>\n” ;
360 echo $date [ ’ year ’ ] . ”/” . $date [ ’month ’ ] . ”/” . $date [ ’ day ’ ] . ”−” . $date [ ’ hour ’ ] . ” : ” . $date [ ’min ’ ] ;
361 echo ”</div>\n” ;
362 echo ”\n<br />\n” ;
363 echo ”<h1>” . $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] . ”</h1>\n<br />\n” ;
364 echo ”\n<div c l a s s =\”by\”> By : ” ;
365 $ i p e r s o n s =0;
366 foreach ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] as $person ){
367 $ i p e r s o n s ++;
368 echo $person [ ’name ’ ] [ ’ f i r s t ’ ] . ” ” . $person [ ’name ’ ] [ ’ l a s t ’ ] . ” ” ;
369 i f ( count ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] ) > $ i p e r s o n s ){
370 echo ” and ” ;
371 }
372 }
373 echo ”</div>\n<br/>\n” ;
374 echo ”<div c l a s s =\” a b s t r a c t\”>\n” ;
375 echo ”<h1><a name=\”0\”>Abstract</a></h1>\n” ;
376 i f ( $xml [ ’ content ’ ] [ ’ a b s t r a c t ’ ] ){
377 foreach ( $xml [ ’ content ’ ] [ ’ a b s t r a c t ’ ] as $ a b s t r a c t ){
378 i f ( $ a b s t r a c t [ ’ t e x t ’ ] ){
379 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $ a b s t r a c t [ ’ t e x t ’ ] , $matches ) ){
380 $ r f i n d e x =0;
381 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
382 $ r f i n d e x ++;
383 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
384 $ a b s t r a c t [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $ a b s t r a c t [ ’ t e x t ’ ] ) ;
385 }
386 }
387 }
388 echo ”<p>\n” ;
389 echo $ a b s t r a c t [ ’ t e x t ’ ] ;
390 echo ”</p>\n” ;
391 }
392 i f ( $ a b s t r a c t [ ’ l i s t ’ ] ){
393 echo ”<ul>\n” ;
394 foreach ( $ a b s t r a c t [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
395 echo ”<l i>” . $ l i . ”</l i>\n” ;
396 }
397 echo ”</ul>\n” ;
398 } i f ( $ a b s t r a c t [ ’ t a b l e ’ ] ){
399 echo ”<tab le>\n” ;
400 foreach ( $ a b s t r a c t [ ’ t a b l e ’ ] as $row ){
401 echo ”<t r>\n” ;
402 foreach ( $row as $co l ){
403 echo ”<td>” . $co l . ”</td>\n” ;
404 }
405 echo ”</tr>\n” ;
406 }
407 echo ”</table>\n” ;
408 }
409 i f ( $ a b s t r a c t [ ’ p i c t u r e ’ ] ){
410 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
411 echo ”<h1 c l a s s =\” pic\”>” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
412 echo ”<a hre f =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
413 echo ”<img s r c =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] .
”\” width=\”auto\” height =\”400px\”/>\n” ;
414 echo ”</a>\n” ;
415 echo ”<br />” . $ a b s t r a c t [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
416 echo ”</div>\n” ;
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417 }
418 }
419 echo ”</div>\n” ;
420 }
421 }
422
423
424 $paragraph count =0;
425 $ l i n k ;
426 $sec num ;
427 i f ( preg match ( ”/\d+/” , $sec t ion , $matches ) and $matches [ 0 ] <= max ( array keys ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’
] ) ) ){
428 $paragraph count =0;
429 $sec num=$matches [ 0 ] ;
430 echo ”<h1>” . $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] [ $sec num ] [ ’name ’ ] . ”</h1>\n” ;
431 foreach ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] [ $sec num ] [ ’ paragraph ’ ] as $paragraph ){
432 foreach ( $paragraph as $element ){
433 i f ( ! i s a r r a y ( $element ) ){
434 continue ;
435 }e l s e i f ( $element [ ’ t e x t ’ ] ){
436 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $element [ ’ t e x t ’ ] , $matches ) ){
437 $ r f i n d e x =0;
438
439 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
440 $ r f i n d e x ++;
441 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
442 $element [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $element [ ’ t e x t ’ ] ) ;
443 }
444 }
445 }
446 echo ”<p>\n” ;
447 echo $element [ ’ t e x t ’ ] ;
448 echo ”</p>\n” ;
449 }e l s e i f ( $element [ ’ l i s t ’ ] ){
450 echo ”<ul>\n” ;
451 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
452 echo ”<l i>” . $ l i . ”</l i>\n” ;
453 }
454 echo ”</ul>\n” ;
455 } e l s e i f ( $element [ ’ t a b l e ’ ] ){
456 echo ”<tab le>\n” ;
457 foreach ( $element [ ’ t a b l e ’ ] as $row ){
458 echo ”<t r>\n” ;
459 foreach ( $row as $co l ){
460 echo ”<td>” . $co l . ”</td>\n” ;
461 }
462 echo ”</tr>\n” ;
463 }
464 echo ”</table>\n” ;
465 } e l s e i f ( $element [ ’ p i c t u r e ’ ] ){
466 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
467 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
468 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
469 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] .
”\” width=\”auto\” height =\”400px\”/>\n” ;
470 echo ”</a>\n” ;
471 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
472 echo ”</div>\n” ;
473 } e lse {
474 continue ;
475 }
476 }
477 }
478 }
479 i f ( $ s e c t i o n ==max ( array keys ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ) ) +1 ){
480 $sec num=max ( array keys ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ) ) +1 ;
481 echo ”<div c l a s s =\” r e f e r e n c e s\”>\n” ;
482 echo ”<h1><a name=\”” . $ r e f l i n k . ”\”>References</a></h1>” ;
483 $ r e f i n d e x =0;
484 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r e f ){
485 $ r e f i n d e x ++;
486 echo ” [ ” . $ r e f i n d e x . ” ] ” . $ r e f [ ’ t i t l e ’ ] ;
487 echo ”<br />” ;
488 foreach ( $ r e f [ ’ authors ’ ] [ ’ person ’ ] as $authors ){
489 i f ( $authors [ ’name ’ ] [ ’ f i r s t ’ ] ){
490 echo $authors [ ’name ’ ] [ ’ f i r s t ’ ] ;
491 }
492 i f ( $authors [ ’name ’ ] [ ’ l a s t ’ ] ){
493 echo ”&nbsp ; ” ;
494 echo $authors [ ’name ’ ] [ ’ l a s t ’ ] ;
495 }
496 echo ”<br />” ;
497 }
498 echo ”<br />” ;
499 }
500 echo ”</div\n” ;
501
502 }
503
504 echo ”<div c l a s s =\”copyright\”>\n” ;
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505 echo $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ copyright ’ ] [ ’ year ’ ] . ” &copy ; ” . $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ copyright ’ ] [ ’ holder ’ ] .
”\n<br/>\n” ;
506 echo ”</div>\n” ;
507 echo ”</div>\n” ;
508
509 echo ”<div id=\”menu\”>” ;
510 echo ”<t a b l e width=\”90%\”>\n<t r>\n” ;
511 i f ( $ s e c t i o n >= 1 ){
512 echo ”<td a l i g n =\” l e f t\”>\n” ;
513 $prev num=$sec num−1;
514 $prev=”<a hre f =\” j a v a s c r i p t : void ( 0 )\” o n c l i c k =\” l i n k g e t ( ” . $prev num . ” )\”>Prev</a>\n” ;
515 echo $prev ;
516 echo ”</td>\n” ;
517 }
518
519 i f ( $ s e c t i o n < max ( array keys ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ) ) ){
520 echo ”<td a l i g n =\” r i g h t\”>\n” ;
521 $next num=$sec num +1;
522 $next=”<a hre f =\” j a v a s c r i p t : void ( 0 )\” o n c l i c k =\” l i n k g e t ( ” . $next num . ” )\”>Next</a>\n” ;
523 echo $next ;
524 echo ”</td>\n” ;
525 } e l s e i f ( $ s e c t i o n == max ( array keys ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ) ) ){
526 echo ”<td a l i g n =\” r i g h t\”>\n” ;
527 $next num=$sec num +1;
528 $next=”<a hre f =\” j a v a s c r i p t : void ( 0 )\” o n c l i c k =\” l i n k g e t ( ” . $next num . ” )\”>References</a>\n” ;
529 echo $next ;
530 echo ”</td>\n” ;
531 }
532 echo ”</tr>\n</table>\n” ;
533
534 echo ”</div>\n” ;
535 echo ”</body>\n” ;
536 echo ”</html>\n” ;
537 }
538 ?> 
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Appendix L
News plugin smartphone
website
Listing L.1: Plugin that makes it possible to read news on smartphones 
1 <?php
2
3 funct ion addValue ( $keys , $value ){
4 $key= ’ $hash ’ ;
5 foreach ( $keys as $k ){
6 $key .= ’ [\ ’ ’ . $k . ’ \ ’ ] ’ ;
7 }
8 $key .= ” = ’ $value ’ ; ” ;
9 re turn ( $key ) ;
10 }
11
12 funct ion ios news parse ( $xml ){
13 $hash ;
14 $keys ;
15 $person =0;
16 $email =0;
17 $phone =0;
18 $element =0;
19 $ l i =0 ;
20 $row =0;
21 $co l =0;
22 $ s e c t i o n =0;
23 $paragraph =0;
24 $ r e f =0;
25 $keyword =0;
26
27 while ( ! feof ( $xml ) ){
28 $ l i n e = f g e t s ( $xml ) ;
29 $ l i n e =preg replace ( ”/ˆ\ s +|\ s+$/” , ”” , ” $ l i n e ” ) ;
30
31 i f ( preg match ( ”/<meta>/” , ” $ l i n e ” , $matches ) ){
32 $keys [ ] = ”meta” ;
33 }
34 i f ( preg match ( ”/<\/meta>/” , ” $ l i n e ” , $matches ) ){
35 array pop ( $keys ) ;
36 }
37 i f ( preg match ( ”/<authors>/” , ” $ l i n e ” , $matches ) ){
38 $person =0;
39 $keys [ ] = ” authors ” ;
40 }
41 i f ( preg match ( ”/<\/authors>/” , ” $ l i n e ” , $matches ) ){
42 array pop ( $keys ) ;
43 }
44 i f ( preg match ( ”/<person>/” , ” $ l i n e ” , $matches ) ){
45 $person ++;
46 $keys [ ] = ” person ” ;
47 $keys [ ] = $person ;
48 $email =0;
49 $phone =0;
50 }
51 i f ( preg match ( ”/<\/person>/” , ” $ l i n e ” , $matches ) ){
52 array pop ( $keys ) ;
53 array pop ( $keys ) ;
54 }
55 i f ( preg match ( ”/<t i t l e >(.+)<\/t i t l e>/” , ” $ l i n e ” , $matches ) ){
56 $keys [ ] = ” t i t l e ” ;
57 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
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58 array pop ( $keys ) ;
59 }
60 i f ( preg match ( ”/<name>/” , ” $ l i n e ” , $matches ) ){
61 $keys [ ] = ”name” ;
62 }
63 i f ( preg match ( ”/<\/name>/” , ” $ l i n e ” , $matches ) ){
64 array pop ( $keys ) ;
65 }
66 i f ( preg match ( ”/<f i r s t >(.+)<\/f i r s t>/” , ” $ l i n e ” , $matches ) ){
67 $keys [ ] = ” f i r s t ” ;
68 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
69 array pop ( $keys ) ;
70 }
71 i f ( preg match ( ”/<l a s t >(.+)<\/l a s t>/” , ” $ l i n e ” , $matches ) ){
72 $keys [ ] = ” l a s t ” ;
73 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
74 array pop ( $keys ) ;
75 }
76 i f ( preg match ( ”/<email>(.+)<\/email>/” , ” $ l i n e ” , $matches ) ){
77 $email ++;
78 $keys [ ] = ” email ” ;
79 $keys [ ] = $email ;
80 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
81 array pop ( $keys ) ;
82 array pop ( $keys ) ;
83 }
84 i f ( preg match ( ”/<phone>(.+)<\/phone>/” , ” $ l i n e ” , $matches ) ){
85 $phone ++;
86 $keys [ ] = ”phone” ;
87 $keys [ ] = $phone ;
88 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
89 array pop ( $keys ) ;
90 array pop ( $keys ) ;
91 }
92 i f ( preg match ( ”/<date>/” , ” $ l i n e ” , $matches ) ){
93 $keys [ ] = ” date ” ;
94 }
95 i f ( preg match ( ”/<\/date>/” , ” $ l i n e ” , $matches ) ){
96 array pop ( $keys ) ;
97 }
98 i f ( preg match ( ”/<year>(.+)<\/year>/” , ” $ l i n e ” , $matches ) ){
99 $keys [ ] = ” year ” ;
100 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
101 array pop ( $keys ) ;
102 }
103 i f ( preg match ( ”/<month>(.+)<\/month>/” , ” $ l i n e ” , $matches ) ){
104 $keys [ ] = ”month” ;
105 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
106 array pop ( $keys ) ;
107 }
108 i f ( preg match ( ”/<day>(.+)<\/day>/” , ” $ l i n e ” , $matches ) ){
109 $keys [ ] = ”day” ;
110 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
111 array pop ( $keys ) ;
112 }
113 i f ( preg match ( ”/<hour>(.+)<\/hour>/” , ” $ l i n e ” , $matches ) ){
114 $keys [ ] = ”hour” ;
115 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
116 array pop ( $keys ) ;
117 }
118 i f ( preg match ( ”/<min>(.+)<\/min>/” , ” $ l i n e ” , $matches ) ){
119 $keys [ ] = ”min” ;
120 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
121 array pop ( $keys ) ;
122 }
123 i f ( preg match ( ”/<l e g a l>/” , ” $ l i n e ” , $matches ) ){
124 $keys [ ] = ” l e g a l ” ;
125 }
126 i f ( preg match ( ”/<\/l e g a l>/” , ” $ l i n e ” , $matches ) ){
127 array pop ( $keys ) ;
128 }
129 i f ( preg match ( ”/<copyright>/” , ” $ l i n e ” , $matches ) ){
130 $keys [ ] = ” copyright ” ;
131 }
132 i f ( preg match ( ”/<\/copyright>/” , ” $ l i n e ” , $matches ) ){
133 array pop ( $keys ) ;
134 }
135 i f ( preg match ( ”/<holder>(.+)<\/holder>/” , ” $ l i n e ” , $matches ) ){
136 $keys [ ] = ” holder ” ;
137 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
138 array pop ( $keys ) ;
139 }
140 i f ( preg match ( ”/<category >(.+)<\/category>/” , ” $ l i n e ” , $matches ) ){
141 $keys [ ] = ” category ” ;
142 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
143 array pop ( $keys ) ;
144 }
145 i f ( preg match ( ”/<published>/” , ” $ l i n e ” , $matches ) ){
146 $keys [ ] = ” published ” ;
147 }
142
148 i f ( preg match ( ”/<\/published>/” , ” $ l i n e ” , $matches ) ){
149 array pop ( $keys ) ;
150 }
151 i f ( preg match ( ”/<edited>/” , ” $ l i n e ” , $matches ) ){
152 $keys [ ] = ” edi ted ” ;
153 }
154 i f ( preg match ( ”/<\/edited>/” , ” $ l i n e ” , $matches ) ){
155 array pop ( $keys ) ;
156 }
157 i f ( preg match ( ”/<l o c a t i o n>/” , ” $ l i n e ” , $matches ) ){
158 $keys [ ] = ” l o c a t i o n ” ;
159 }
160 i f ( preg match ( ”/<\/l o c a t i o n>/” , ” $ l i n e ” , $matches ) ){
161 array pop ( $keys ) ;
162 }
163 i f ( preg match ( ”/<cont inent >(.+)<\/cont inent>/” , ” $ l i n e ” , $matches ) ){
164 $keys [ ] = ” cont inent ” ;
165 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
166 array pop ( $keys ) ;
167 }
168 i f ( preg match ( ”/<country>(.+)<\/country>/” , ” $ l i n e ” , $matches ) ){
169 $keys [ ] = ” country ” ;
170 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
171 array pop ( $keys ) ;
172 }
173 i f ( preg match ( ”/<s t a t e >(.+)<\/s t a t e>/” , ” $ l i n e ” , $matches ) ){
174 $keys [ ] = ” s t a t e ” ;
175 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
176 array pop ( $keys ) ;
177 }
178 i f ( preg match ( ”/<county>(.+)<\/county>/” , ” $ l i n e ” , $matches ) ){
179 $keys [ ] = ” county ” ;
180 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
181 array pop ( $keys ) ;
182 }
183 i f ( preg match ( ”/<c i t y >(.+)<\/c i t y>/” , ” $ l i n e ” , $matches ) ){
184 $keys [ ] = ” c i t y ” ;
185 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
186 array pop ( $keys ) ;
187 }
188 i f ( preg match ( ”/<d i s t r i c t >(.+)<\/d i s t r i c t>/” , ” $ l i n e ” , $matches ) ){
189 $keys [ ] = ” d i s t r i c t ” ;
190 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
191 array pop ( $keys ) ;
192 }
193 i f ( preg match ( ”/<geo>/” , ” $ l i n e ” , $matches ) ){
194 $keys [ ] = ”geo” ;
195 }
196 i f ( preg match ( ”/<\/geo>/” , ” $ l i n e ” , $matches ) ){
197 array pop ( $keys ) ;
198 }
199 i f ( preg match ( ”/<l a t >(.+)<\/l a t>/” , ” $ l i n e ” , $matches ) ){
200 $keys [ ] = ” l a t ” ;
201 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
202 array pop ( $keys ) ;
203 }
204 i f ( preg match ( ”/<lon>(.+)<\/lon>/” , ” $ l i n e ” , $matches ) ){
205 $keys [ ] = ” lon ” ;
206 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
207 array pop ( $keys ) ;
208 }
209
210 i f ( preg match ( ”/<content>/” , ” $ l i n e ” , $matches ) ){
211 $keys [ ] = ” content ” ;
212 }
213 i f ( preg match ( ”/<\/content>/” , ” $ l i n e ” , $matches ) ){
214 array pop ( $keys ) ;
215 }
216
217 i f ( preg match ( ”/<t e x t>/” , ” $ l i n e ” , $matches ) ){
218 $element ++;
219 $keys [ ] = $element ;
220 $keys [ ] = ” t e x t ” ;
221 }
222 i f ( preg match ( ”/<\/t ex t>/” , ” $ l i n e ” , $matches ) ){
223 array pop ( $keys ) ;
224 array pop ( $keys ) ;
225 }
226 i f ( preg match ( ”/<l i s t>/” , ” $ l i n e ” , $matches ) ){
227 $ l i =0 ;
228 $element ++;
229 $keys [ ] = $element ;
230 $keys [ ] = ” l i s t ” ;
231 }
232 i f ( preg match ( ”/<\/l i s t>/” , ” $ l i n e ” , $matches ) ){
233 array pop ( $keys ) ;
234 array pop ( $keys ) ;
235 }
236 i f ( preg match ( ”/<l i >(.+)<\/l i>/” , ” $ l i n e ” , $matches ) ){
237 $ l i ++;
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238 $keys [ ] = ” l i ” ;
239 $keys [ ] = $ l i ;
240 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
241 array pop ( $keys ) ;
242 array pop ( $keys ) ;
243 }
244 i f ( preg match ( ”/<tab le>/” , ” $ l i n e ” , $matches ) ){
245 $row =0;
246 $co l =0;
247 $element ++;
248 $keys [ ] = $element ;
249 $keys [ ] = ” t a b l e ” ;
250 }
251 i f ( preg match ( ”/<\/table>/” , ” $ l i n e ” , $matches ) ){
252 array pop ( $keys ) ;
253 array pop ( $keys ) ;
254 }
255 i f ( preg match ( ”/<row>/” , ” $ l i n e ” , $matches ) ){
256 $row++;
257 $keys [ ] = $row ;
258 }
259 i f ( preg match ( ”/<\/row>/” , ” $ l i n e ” , $matches ) ){
260 array pop ( $keys ) ;
261 }
262 i f ( preg match ( ”/<col >(.+)<\/col>/” , ” $ l i n e ” , $matches ) ){
263 $co l ++;
264 $keys [ ] = $co l ;
265 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
266 array pop ( $keys ) ;
267 }
268 i f ( preg match ( ”/<s e c t i o n name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
269 $ s e c t i o n ++;
270 $paragraph =0;
271 $keys [ ] = ” s e c t i o n ” ;
272 $keys [ ] = $ s e c t i o n ;
273 $keys [ ] = ”name” ;
274 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
275 array pop ( $keys ) ;
276 }
277 i f ( preg match ( ”/<\/sec t ion>/” , ” $ l i n e ” , $matches ) ){
278 array pop ( $keys ) ;
279 array pop ( $keys ) ;
280 }
281 i f ( preg match ( ”/<paragraph name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
282 $element =0;
283 $paragraph ++;
284 $keys [ ] = ” paragraph ” ;
285 $keys [ ] = $paragraph ;
286 $keys [ ] = ”name” ;
287 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
288 array pop ( $keys ) ;
289 }
290 i f ( preg match ( ”/<\/paragraph>/” , ” $ l i n e ” , $matches ) ){
291 array pop ( $keys ) ;
292 array pop ( $keys ) ;
293 }
294 i f ( preg match ( ”/<paragraph>/” , ” $ l i n e ” , $matches ) ){
295 $element =0;
296 $paragraph ++;
297 $keys [ ] = ” paragraph ” ;
298 $keys [ ] = $paragraph ;
299 }
300 i f ( preg match ( ”/<p i c t u r e name=\”( .+)\”>/” , ” $ l i n e ” , $matches ) ){
301 $element ++;
302 $keys [ ] = $element ;
303 $keys [ ] = ” p i c t u r e ” ;
304 $keys [ ] = ”name” ;
305 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
306 array pop ( $keys ) ;
307 }
308 i f ( preg match ( ”/<\/pic ture>/” , ” $ l i n e ” , $matches ) ){
309 array pop ( $keys ) ;
310 array pop ( $keys ) ;
311 }
312 i f ( preg match ( ”/<descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
313 $keys [ ] = ” d e s c r i p t i o n ” ;
314 }
315 i f ( preg match ( ”/<\/descr ip t ion>/” , ” $ l i n e ” , $matches ) ){
316 array pop ( $keys ) ;
317 }
318 i f ( preg match ( ”/<source>(.+)<\/source>/” , ” $ l i n e ” , $matches ) ){
319 $keys [ ] = ” source ” ;
320 eval ( addValue ( $keys , $matches [ 1 ] ) ) ;
321 array pop ( $keys ) ;
322 }
323
324 i f ( preg match ( ”/<subhead>/” , ” $ l i n e ” , $matches ) ){
325 $element =0;
326 $keys [ ] = ”subhead” ;
327 }
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328 i f ( preg match ( ”/<\/subhead>/” , ” $ l i n e ” , $matches ) ){
329 array pop ( $keys ) ;
330 }
331 i f ( preg match ( ”/<lead>/” , ” $ l i n e ” , $matches ) ){
332 $element =0;
333 $keys [ ] = ” lead ” ;
334 }
335 i f ( preg match ( ”/<\/lead>/” , ” $ l i n e ” , $matches ) ){
336 array pop ( $keys ) ;
337 }
338 i f ( preg match ( ”/<nutgraph>/” , ” $ l i n e ” , $matches ) ){
339 $element =0;
340 $keys [ ] = ”nutgraph” ;
341 }
342 i f ( preg match ( ”/<\/nutgraph>/” , ” $ l i n e ” , $matches ) ){
343 array pop ( $keys ) ;
344 }
345
346 i f ( ! preg match ( ”/ˆ<|>$ | ( ˆ\ s * $ ) /” , ” $ l i n e ” , $matches ) ){
347 eval ( addValue ( $keys , $ l i n e ) ) ;
348 }
349
350 }
351 / / var dump ( $hash ) ;
352 return ( $hash ) ;
353 }
354
355 funct ion i o s n e w s p r i n t ( $xml ){
356
357 echo ”<!DOCTYPE html PUBLIC \”−//W3C//DTD XHTML 1 . 0 T r a n s i t i o n a l //EN\”\n” ;
358 echo ”\” http ://www. w3 . org/TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd\”>\n” ;
359
360 echo ”<html xmlns=\” http ://www. w3 . org /1999/xhtml\”>\n<head>\n<t i t l e>” ;
361 echo $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] ;
362 echo ”</t i t l e>\n” ;
363 echo ”<l i n k r e l =\” s t y l e s h e e t\” type=\” t e x t /c s s\” hre f =\”ios news . c s s\” />\n” ;
364 echo ”<s c r i p t type=\” t e x t / j a v a s c r i p t\” s r c =\”menu . j s \” />\n” ;
365 echo ”</head>\n<body>\n” ;
366 / / e c h o ”<d i v i d =\”main\”>\n ” ;
367 $published = $xml [ ’ meta ’ ] [ ’ published ’ ] [ ’ date ’ ] ;
368 $edi ted = $xml [ ’ meta ’ ] [ ’ edi ted ’ ] [ ’ date ’ ] ;
369 echo ”<div c l a s s =\”date\”>\n” ;
370 echo ” Published : ” . $published [ ’ year ’ ] . ”/” . $published [ ’month ’ ] . ”/” . $published [ ’ day ’ ] . ”−” . $published [ ’ hour
’ ] . ” : ” . $published [ ’min ’ ] ;
371 echo ” Edited : ” . $edi ted [ ’ year ’ ] . ”/” . $edi ted [ ’month ’ ] . ”/” . $edi ted [ ’ day ’ ] . ”−” . $edi ted [ ’ hour ’ ] . ” : ” . $edi ted
[ ’min ’ ] ;
372 echo ”</div>\n” ;
373 echo ”\n<br />\n” ;
374 echo ”\n<div c l a s s =\”by\”> By : ” ;
375
376 $ i p e r s o n s =0;
377 foreach ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] as $person ){
378 $ i p e r s o n s ++;
379 echo $person [ ’name ’ ] [ ’ f i r s t ’ ] . ” ” . $person [ ’name ’ ] [ ’ l a s t ’ ] . ” ” ;
380 i f ( count ( $xml [ ’ meta ’ ] [ ’ authors ’ ] [ ’ person ’ ] ) > $ i p e r s o n s ){
381 echo ”and ” ;
382 }
383 i f ( $person [ ’ email ’ ] ){
384 foreach ( $person [ ’ email ’ ] as $nr emai l ){
385 echo ”[<a hre f =\”mail to : ” . $nr emai l . ”\”>” . $nr emai l . ”</a>]\n” ;
386 }
387 }
388 }
389 echo ”</div>\n” ;
390
391 i f ( $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] ){
392 echo ”<div c l a s s =\” l o c a t i o n\”>\n” ;
393 echo ”@” ;
394 echo $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ country ’ ] ;
395 echo ”/” . $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ s t a t e ’ ] ;
396 echo ”/” . $xml [ ’ meta ’ ] [ ’ l o c a t i o n ’ ] [ ’ c i t y ’ ] ;
397 echo ”</div>\n” ;
398 }
399 echo ”<br />\n” ;
400
401 echo ”<h1>” . $xml [ ’ meta ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
402
403 i f ( $xml [ ’ content ’ ] [ ’ subhead ’ ] ){
404 echo ”<div c l a s s =\”subhead\”>\n” ;
405 foreach ( $xml [ ’ content ’ ] [ ’ subhead ’ ] as $subhead ){
406 i f ( $subhead [ ’ t e x t ’ ] ){
407 echo ”<p>\n” ;
408 echo $subhead [ ’ t e x t ’ ] ;
409 echo ”</p>\n” ;
410 }
411 i f ( $subhead [ ’ l i s t ’ ] ){
412 echo ”<ul>\n” ;
413 foreach ( $subhead [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
414 echo ”<l i>” . $ l i . ”</l i>\n” ;
415 }
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416 echo ”</ul>\n” ;
417 } i f ( $subhead [ ’ t a b l e ’ ] ){
418 echo ”<tab le>\n” ;
419 foreach ( $subhead [ ’ t a b l e ’ ] as $row ){
420 echo ”<t r>\n” ;
421 foreach ( $row as $co l ){
422 echo ”<td>” . $co l . ”</td>\n” ;
423 }
424 echo ”</tr>\n” ;
425 }
426 echo ”</tab le>\n” ;
427 } i f ( $subhead [ ’ p i c t u r e ’ ] ){
428 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
429 echo ”<h1 c l a s s =\” pic\”>” . $subhead [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
430 echo ”<a hre f =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
431 echo ”<img s r c =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $subhead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”
\” width=\”auto\” height =\”400px\” />\n” ;
432 echo ”</a>\n” ;
433 echo ”<br />” . $subhead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
434 echo ”</div>\n” ;
435 }
436 }
437 echo ”</div>\n” ;
438 }
439
440 i f ( $xml [ ’ content ’ ] [ ’ lead ’ ] ){
441 echo ”<div c l a s s =\”lead\”>\n” ;
442 foreach ( $xml [ ’ content ’ ] [ ’ lead ’ ] as $lead ){
443 i f ( $lead [ ’ t e x t ’ ] ){
444 echo ”<p>\n” ;
445 echo $lead [ ’ t e x t ’ ] ;
446 echo ”</p>\n” ;
447 }
448 i f ( $lead [ ’ l i s t ’ ] ){
449 echo ”<ul>\n” ;
450 foreach ( $lead [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
451 echo ”<l i>” . $ l i . ”</l i>\n” ;
452 }
453 echo ”</ul>\n” ;
454 } i f ( $lead [ ’ t a b l e ’ ] ){
455 echo ”<tab le>\n” ;
456 foreach ( $lead [ ’ t a b l e ’ ] as $row ){
457 echo ”<t r>\n” ;
458 foreach ( $row as $co l ){
459 echo ”<td>” . $co l . ”</td>\n” ;
460 }
461 echo ”</tr>\n” ;
462 }
463 echo ”</tab le>\n” ;
464 } i f ( $lead [ ’ p i c t u r e ’ ] ){
465 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
466 echo ”<h1 c l a s s =\” pic\”>” . $lead [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
467 echo ”<a hre f =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
468 echo ”<img s r c =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $lead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\”
width=\”auto\” height =\”400px\” />\n” ;
469 echo ”</a>\n” ;
470 echo ”<br />” . $lead [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
471 echo ”</div>\n” ;
472 }
473 }
474 echo ”</div>\n” ;
475 }
476
477 i f ( $xml [ ’ content ’ ] [ ’ nutgraph ’ ] ){
478 echo ”<div c l a s s =\”nutgraph\”>\n” ;
479 foreach ( $xml [ ’ content ’ ] [ ’ nutgraph ’ ] as $nutgraph ){
480 foreach ( $nutgraph as $paragraph ){
481 foreach ( $paragraph as $element ){
482 i f ( $element [ ’ t e x t ’ ] ){
483 echo ”<p>\n” ;
484 echo $element [ ’ t e x t ’ ] ;
485 echo ”</p>\n” ;
486 }
487 i f ( $element [ ’ l i s t ’ ] ){
488 echo ”<ul>\n” ;
489 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
490 echo ”<l i>” . $ l i . ”</l i>\n” ;
491 }
492 echo ”</ul>\n” ;
493 } i f ( $element [ ’ t a b l e ’ ] ){
494 echo ”<tab le>\n” ;
495 foreach ( $element [ ’ t a b l e ’ ] as $row ){
496 echo ”<t r>\n” ;
497 foreach ( $row as $co l ){
498 echo ”<td>” . $co l . ”</td>\n” ;
499 }
500 echo ”</tr>\n” ;
501 }
502 echo ”</table>\n” ;
503 } i f ( $element [ ’ p i c t u r e ’ ] ){
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504 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
505 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
506 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
507 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’
] . ”\” width=\”auto\” height =\”400px\” />\n” ;
508 echo ”</a>\n” ;
509 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
510 echo ”</div>\n” ;
511 }
512 }
513 }
514 }
515 echo ”</div>\n” ;
516 }
517
518
519 i f ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] ){
520 echo ”<div c l a s s =\” s e c t i o n\”>\n” ;
521 $ s e c t i o n c o u n t =0;
522 $paragraph count =0;
523 $ l i n k ;
524 foreach ( $xml [ ’ content ’ ] [ ’ s e c t i o n ’ ] as $ s e c t i o n ){
525 / / var dump ( $ s e c t i o n ) ;
526 $ s e c t i o n c o u n t ++;
527 $paragraph count =0;
528 echo ”<h2>” . ”<a name=\”” . $ s e c t i o n c o u n t . ”\”>” . $ s e c t i o n [ ’name ’ ] . ”</a>” . ”</h2>\n” ;
529 $ l i n k [ $ s e c t i o n c o u n t ]= $ s e c t i o n [ ’name ’ ] ;
530 foreach ( $ s e c t i o n [ ’ paragraph ’ ] as $paragraph ){
531 / / var dump ( $ p a r a g r a p h ) ;
532 foreach ( $paragraph as $element ){
533 / / var dump ( $ e l e m e n t ) ;
534 i f ( ! i s a r r a y ( $element ) ){
535 continue ;
536 }e l s e i f ( $element [ ’ t e x t ’ ] ){
537 i f ( preg match all ( ”/<r e f =\”( .+)\” \/>/” , $element [ ’ t e x t ’ ] , $matches ) ){
538 $ r f i n d e x =0;
539
540 foreach ( $xml [ ’ r e f e r e n c e s ’ ] as $ r f ){
541 $ r f i n d e x ++;
542 i f ( strcmp ( $ r f [ ’name ’ ] , $matches [ 1 ] [ 0 ] ) ==0 ){
543 $element [ ’ t e x t ’ ]= preg replace ( ”/<r e f =\”( .+)\” \/>/” , ” [ $ r f i n d e x ] ” , $element [ ’ t e x t ’ ] ) ;
544 }
545 }
546 }
547 echo ”<p>\n” ;
548 echo $element [ ’ t e x t ’ ] ;
549 echo ”\n</p>\n” ;
550 }e l s e i f ( $element [ ’ l i s t ’ ] ){
551 echo ”<ul>\n” ;
552 foreach ( $element [ ’ l i s t ’ ] [ ’ l i ’ ] as $ l i ){
553 echo ”<l i>” . $ l i . ”</l i>\n” ;
554 }
555 echo ”</ul>\n” ;
556 } e l s e i f ( $element [ ’ t a b l e ’ ] ){
557 echo ”<tab le>\n” ;
558 foreach ( $element [ ’ t a b l e ’ ] as $row ){
559 echo ”<t r>\n” ;
560 foreach ( $row as $co l ){
561 echo ”<td>” . $co l . ”</td>\n” ;
562 }
563 echo ”</tr>\n” ;
564 }
565 echo ”</table>\n” ;
566 } e l s e i f ( $element [ ’ p i c t u r e ’ ] ){
567 echo ”<div c l a s s =\” p i c t u r e\”>\n” ;
568 echo ”<h1 c l a s s =\” pic\”>” . $element [ ’ p i c t u r e ’ ] [ ’ t i t l e ’ ] . ”</h1>\n” ;
569 echo ”<a hre f =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\”>\n” ;
570 echo ”<img s r c =\”” . $element [ ’ p i c t u r e ’ ] [ ’ source ’ ] . ”\” a l t =\”” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”
\” width=\”auto\” height =\”400px\” />\n” ;
571 echo ”</a>\n” ;
572 echo ”<br />” . $element [ ’ p i c t u r e ’ ] [ ’ d e s c r i p t i o n ’ ] . ”\n” ;
573 echo ”</div>\n” ;
574 } e lse {
575 continue ;
576 }
577 }
578 }
579 }
580 echo ”</div>\n” ;
581 }
582
583 / / e c h o ”<d i v c l a s s =\” c o p y r i g h t\”>\n ” ;
584 / / e c h o $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ c o p y r i g h t ’ ] [ ’ y e a r ’ ] . ” &copy ; ” . $xml [ ’ meta ’ ] [ ’ l e g a l ’ ] [ ’ c o p y r i g h t ’ ] [ ’ h o l d e r
’].”< br/>\n ” ;
585 / / e c h o ”</d iv>\n ” ;
586
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588
589
590
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592
593 / / e c h o ”</d iv>\n ” ;
594 echo ”</body>\n” ;
595 echo ”</html>\n” ;
596 }
597 ?> 
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