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Cílem projektu je navrhnout a implementovat robota pro odehrávání tahů online her vyžadujících pro 
svůj běh internetový prohlížeč. Robot si  stáhne internetovou stránku a na základě jejího obsahu a 
konfiguračních souborů rozhodne o dalším postupu, např. vyplnění a odeslání webového formuláře.
Abstract
The aim of this project is to design and implement a robot for playing turns of online web browser 
based games. Robot downloads a web page and then decides about further actions with regards to 
contents of the page and according to configuration files (e.g. filling and sending a web form).
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Většina činností, které člověk provádí, dříve či později omrzí a právě v takovém okamžiku 
přichází  ke  slovu  automatizace.  Automatizace  je  proces,  při  němž  je  část  úkonů,  nebo 
dokonce celá činnost přenechávána strojům. Ne vždy se při tom jedná o triviální a monotónní 
práci. Automatizace dokonce došla tak daleko, že nové stroje jsou navrhovány jinými stroji a 
proto není divu, že lidé začali automatizovat i činnost, která je primárně určena pro zábavu: 
hraní online her.
Když hrajete offline hru, jste pánem herního času. Když je hra vypnutá, čas v ní neběží, 
nic  vám neutíká  a  vy můžete  hrát  jen tehdy,  když  se  vám chce  a  máte  čas.  To má  své 
nesporné  výhody,  ovšem  je  zde  jedna  velká  nevýhoda.  Umělá  inteligence.  Počítačový 
protivník nikdy nedokáže nahradit protivníka lidského, ať už svým výkonem nebo pocitem, 
že jste lepší než živá bytost z masa a kostí. Z tohoto důvodu vznikl multiplayer. Nejdříve se 
jednalo pouze o doplněk singleplayerových her, později vznikaly hry zaměřené hlavně na hru 
více hráčů, až nakonec přišly hry bez možnosti  hrát offline (MMO - massive multiplayer 
only). Zvláštním druhem MMO her jsou potom hry ve webovém prohlížeči.
Důvodů,  proč  za  sebe  lidé  nechávají  hrát  stroj  je  více,  a  z  větší  části  závisí  na 
konkrétním typu hry. Pokud se celá hra včetně získávání zdrojů odehrává v reálném čase, je 
pro hráče nejvýhodnější být online (hrát) pořád, protože čas strávený ve hře se přímo promítá 
do  jeho  zdrojů.  Tato  činnost  navíc  vetšinou  bývá  značně  monotónní  a  nezábavná. 
Samozřejmě není možné být online pořád, a proto je pro uživatele výhodné nechat za sebe 
hrát  stroj  v  čase,  kdy on sám hrát  nemůže.  Robot  pro  něj  nahromadí  potřebné  zdroje  a 
uživatel  se pak v době, kdy je online může věnovat zábavnějším aspektům hry.  Opakem 
těchto  her  jsou  hry  tahové  a  hry,  kde  je  získatelné  množství  zdrojů  omezeno  časovou 
jednotkou.  Do  tohoto  typu  patří  i  naprostá  většina  webových  online  her.  Činnosti  sice 
probíhají v reálném čase, ale možnosti hráče jsou nějak omezeny. Např. ve hře Melior Annis 
hráč obdrží nový tah jednou za 12 minut a když nemá tahy, nemůže nic dělat. Duna online 
zase používá systém přepočtů. Hráči obdrží suroviny pouze jednou za 24 hodin, stejně tak je 
omezen  počet  útoků  na  1*  za  24  hodin.  Webové  hry  tedy  sice  nevyžadují  neustálou 
pozornost, ale přesto je výhodnější se přihlásit alespoň jednou denně a provést „údržbu“. V 
případě Duny online je navíc prakticky nutností hrát ve stále stejnou dobu. Pokud uživatel 
jede na dovolenou, je zde sice možnost herní účet zamrazit po dobu co je nepřítomen, ale to 
ho stojí  cenný herní  čas.  V takovém případě se  více  vyplatí  nechat  za  sebe hrát  v době 
nepřítomnosti automat, který bude účet alespoň udržovat a tím bude rozmnožovat zdroje.
Z pohledu provozovatelů her jsou roboty pro hraní her nepříjemná záležitost. V případě 
her v reálném čase přinášejí roboti do her více zdrojů a tím ničí herní ekonomiku, v případě 
webových her se jedná o finanční ztrátu, protože robot negeneruje žádné příjmy za reklamu, 
ale zdroje serveru využívá. Navíc je robot schopen hrát rychleji, což také nemusí být zcela v 
souladu s filosofií hry.
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1.2 Motivace
Cílem projektu je navrhnout aplikaci, která uživateli umožní zautomatizovat odehrávání tahů 
webových  her  a  obstarávání  webových  aplikací  pomocí  jednoduchého  konfiguračního 
souboru. Uživatel aplikace získá možnost nechat si spravovat svůj herní účet v době, kdy 
nemůže  hrát  ať  už  z  časových,  nebo jiných důvodů.  Díky přiloženému  generátoru  kódu 
konfigurace robota je vytvoření nové konfigurace rychlé a pohodlné.
1.3 Obsah technické zprávy
V kapitole „Analýza požadavků“ se čtenář seznámí s teorií analýzy požadavků a s metodami 
získávání informací. Budou analyzovány požadavky na robota odehrávajícího tahy online her 
vyžadujících WWW prohlížeč.
Poté  co byly  analyzovány požadavky je třeba navrhnout  způsob,  jakým bude robot 
pracovat. Tím se zabývá kapitola „Návrh jádra robota“.
Neméně  důležitou  částí  vzniku  aplikace  je  kvalitní  návrh  implementace.  Kapitola 
„Návrh implementace“ obsahuje návrh implementace robota v logice SDL.
V kapitole „Implementace“ jsou zmíněny některé aspekty implementace a problémy, 
které při implementaci vyvstaly a které nebyly při návrhu implementace zohledněny.
V závěrečné  kapitole  je učiněno ohlédnutí  za  celou prací  a  její  finální  zhodnocení, 





Cílem analýzy  a  specifikace  požadavků  je  stanovení  služeb,  které  zákazník  požaduje  od 
systému a vymezení podmínek jeho vývoje a provozu. Smyslem této etapy je především: 
• Získat, analyzovat a definovat požadavky. 
Jako úplně první krok je nutné, s využitím vhodných prostředků, zjistit,  o jaký 
softwarový produkt má zákazník zájem, vymezit  jeho funkcionalitu atd. V této 
fázi je kladen důraz na požadavky uživatele, nikoli na to, jak jich lze docílit.
• Transformace  neformálních  požadavků  uživatele  do  strukturovaného  popisu 
požadavků. 
Požadavky jsou od zákazníka většinou získány ve formě neformálního seznamu či 
popisu, který je  nutné převést do částečně formálního,  strukturovaného popisu. 
Nutnost transformace vyplývá z potřeby získat tak jednoznačné zadání jak je to 
jen možné. Tím lze předejít potenciálním budoucím potížím ve stylu  „my jsme 
původně chtěli  něco úplně jiného“. Specifikace  se pochopitelně  časem mění  a 
důležité je mít pevný výchozí bod a veškeré změny také dokumentovat.
• Provedení studie vhodnosti, identifikace a analýza rizik. 
Pokud  známe  požadavky  zákazníka,  měli  bychom  provést  i  analýzu  rizik, 
tj. odhadnout, zda jsme schopni požadovaný produkt vytvořit za předpokládanou 
cenu,  v  předpokládané  době  apod.  Jinak  řečeno,  měli  bychom,  na  základě 
dostupných informací, říci, zda je tento projekt v našich silách.
• Plánování akceptačního testování. 
Součástí  smlouvy se zákazníkem by měly  být  i  plány akceptačního  testování, 
tj. plány jak se  bude výsledný produkt  testovat  při  přebírání  zákazníkem,  jaké 
výsledky testů budou považovány za úspěšné atd.
2.1.2 Typy požadavků
Požadavky na software mohou být různorodé a nemusí vždy souviset pouze s tím, co je nutné 
naprogramovat.  Důležitou vlastností  každého požadavku je měřitelnost.  Jen u měřitelných 
požadavků jsme schopni určit, zda výsledná aplikace tyto požadavky splňuje či nesplňuje. 
Součástí definice požadavku, který je více subjektivní (typicky uživatelské rozhraní) by tedy 
měla být i specifikace hodnocení míry splnění požadavku. Požadavky můžeme rozlišit do 
několika základních kategorií:
• Funkcionální požadavky. 
Základní  typ  požadavků  určující  co  má  vyvíjený  systém  dělat,  jaká  je  jeho 
funkcionalita.  Příkladem funkcionálních  požadavků je  výpočet  mezd,  rezervace 
letenek apod.
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• Požadavky na provoz systému. 
Definují  podmínky,  za  jakých má aplikace  pracovat,  např.  kolik  uživatelů  k ní 
bude  souběžně  přistupovat,  jaká  doba  odezvy  se  považuje  za  akceptovatelnou 
apod.
• Požadavky na výsledný systém. 
Definují  především  požadavky  související  s  vývojem  a  nasazením  systému  – 
počítačové  vybavení  (aplikace  musí  běžet  na  zadaném  procesoru  se  zadanou 
pamětí),  programové  vybavení  (požadavek  na  operační  systém,  programovací 
jazyk), spolehlivost, odolnost vůči chybám, přenositelnost, bezpečnost atd.
• Požadavky na vývojový proces. 
Definují především požadavky zákazníka na dodržování norem během vývoje a 
předávání systému.
• Požadavky na rozhraní. 
Jaké  jsou  požadavku  na  rozhraní  systému  se  svým okolím,  ať  už  se  jedná  o 
uživatelské rozhraní, nebo např. rozhraní na jiné součásti systému.
• Externí požadavky. 
Požadavky  vyplývající  z  charakteru  aplikace  v  návaznosti  např. na  legislativní 
požadavky (soulad se zákonem v oblasti ochrany informací apod.), či požadavky 
etické.
2.1.3 Metody získávání informací:
Důležitou částí získávání informací je použití správné metody získávání informací. Použití 
správné  metody  snižuje  riziko  vytvoření  systému,  který  nebude  vyhovovat  požadavkům 
uživatele. Existuje celá řada metod, jak získávat informace, například: interview, dotazníky, 
přímá účast na pracích zákazníka, analýza existujícího software.
Pro získání požadavků na tuto aplikaci jsem se rozhodl použít  interview: vedl jsem 
rozhovory s lidmi, kteří se hraní webových her věnují a ptal jsem se jich, co by požadovali od 
robota pro hraní takových her, a také přímou účast: založil jsem si účet na několika hrách, 
abych sám zjistil, co všechno musí takový robot umět.
2.2 Požadavky
V této podkapitole jsou sepsány všechny požadavky na robota pro hraní počítačových her 




Náročnost implementace 1-nejlehčí až 5-nejobtížnější




Robot se musí připojit k serveru, na kterém běží hra a odeslat HTTP požadavek tak, aby mu 








Provedení požadovaných akcí ve hře
Po stažení stánky musí robot umět vyhodnotit získané údaje a na jejich základě rozhodnout o 









Některé webové aplikace pro svůj správný chod vyžadují podporu cookies, proto je potřeba, 




Robot musí umožňovat průběžnou kontrolu průběhu zpracovávání skriptu včetně zastavení 
činnosti robota po dobu nutnou pro zkontrolování výsledku provedené akce.
náročnost: 1
priorita: 3
2.2.2 Požadavky na výsledný systém
Odolnost vůči chybám
Robot si musí umět poradit s nečekanými situacemi, které se během běhu programu mohou 





Aplikace  musí  být  schopna  běhu  na  nepříliš  výkonném  počítači  (např  domácí  server 








2.2.3 Požadavky na rozhraní 
Jednoduchá konfigurace
Tvorba  konfiguračního  souboru  by  měla  být  jednoduchá  a  pochopitelná  i  pro  běžného, 




Robot by měl mít nastavitelnou zpětnou vazbu: od naprosto autonomního módu, kdy robot 






Vzhledem k tomu, že většina her nepovoluje používání aplikací pro automatizované hraní, je 
třeba implementovat balíček opatření, která budou simulovat skutečného uživatele tak, aby se 









3 Návrh kostry robota
3.1 Jádro robota
Jádro  robota  se  bude  starat  o  vykonávání  všech  činností  spojených  s  během  robota. 
Vzhledem k tomu, že robot musí dělat řadu činností (připojit se na server s webovou aplikací, 
stáhnout z něj data, na základě těchto dat a konfigurace rozhodnout o dalším pokračování 
aplikace), bude vhodné rozdělit jádro na několik částí – modulů. 
Komunikační modul se bude starat o všechno, co je spojené s komunikací robota přes 
protokol HTTP a o předání těchto informací výkonným částem robota. Bude tedy muset umět 
sestavit  požadavek HTTP, tento odeslat na vzdálený server, následně přijmout odpověď a 
umět  na tuto odpověď správně zareagovat  (přesměrování  v případě odpovědi 302 Found, 
poslat tělo odpovědi k dalšímu zpracování jiné části robota atp.).
Výkonný  modul  bude  mít  na  starosti  parsování  veškerých  dat  a  jejich  následné 
zpracování.  V  tomto  modulu  bude  jednak  docházet  k  procházení  a  načítání  konfigurace 
robota  a  jednak  k  rozhodování  o  dalším  běhu  aplikace  na  základě  informací  na  přijaté 
internetové stránce a konfigurace robota (bude se generovat URL, které robot navštíví jako 
další).
Modul  main  potom  bude  spojovat  oba  předchozí  moduly  a  bude  také  obstarávat 
zpětnou vazbu pro uživatele.
3.2 Konfigurační soubor(y)
Základním dilematem celé práce bylo určit úroveň univerzálnosti robota. Nabízely se dvě 
základní varianty: specializovaný a univerzální robot.
3.2.1 Specializovaný robot
Součástí jádra robota je knihovna, která v sobě obsahuje naprogramované funkce specifické 
pro hraní jedné konkrétní hry.
Klady:  tím,  že  jsou  prvky hry  implementovány  přímo  v  robotovi,  je  možné  poskytnout 
uživateli  vysokou  úroveň  abstrakce  při  konfigurování  chování  robota.  Uživatel  tak  zadá 
například, že chce nakoupit  jednotky a nezajímá se o to, kolik stránek je pro rekrutování 
armády třeba projít. Jediné, co ho zajímá, je výsledek akce, což je zvýšený počet jednotek na 
jeho účtu. Programování robota je tak pro uživatele velice jednoduché, rychlé a pohodlné. Ve 
výsledku by mohlo být dokonce jednodušší nastavit robota, aby prováděl nějakou činnost, 
než provádění stejné činnosti manuálně.
Zápory: pravidla chování robota jsou kompilována spolu s jádrem robota, věci, které může 
uživatel s robotem dělat jsou tak omezeny tím, co je implementováno v aplikaci. V případě, 
že  na  stránkách hry dojde  k  jakékoliv  změně,  je  třeba  zasáhnout  do  zdrojového kódu a 
aplikaci robota znovu zkompilovat. Tvorba knihovny pro novou hru bude navíc vyžadovat 
znalost jazyka, ve kterém je robot naprogramován.
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3.2.2 Univerzální robot
Konkrétní hra je popsána v externím textovém souboru, který obsahuje různé prvky stránek 
hry podle kterých se robot při odehráváni kroků hry řídí. Jádro obsahuje jenom metody pro 
správnou interpretaci takovéhoto konfiguračního souboru.
Klady: nakonfigurování robota, aby uměl hrát nějakou hru je velice jednoduché, nevyžaduje 
znalost  žádného  programovacího  jazyka,  pouze  základní  orientaci  v  HTML  souborech. 
Pokud není v souboru popsána nějaká funkce nebo se nějak změní  stránky hry,  není pro 
středně pokročilého uživatele problém si požadovanou funkci dokonfigurovat, popřípadě si 
opravit funkci stávající. Robot se ve hře pohybuje stejně, jako by to dělal hráč, takže může 
být pro hráče jednodušší si představit co přesně bude robot dělat. Aplikaci bude možné díky 
vysoké konfigurovatelnosti využít i na jiné věci než jenom hraní her.
Zápory: Na uživatele jsou kladeny větší nároky při konfiguraci chování robota. Robot se pak 
může  jevit  jako  neobratný,  těžkopádný  nástroj,  protože  vytvořit  nový  skript  je  relativně 
časově náročné.
3.2.3 Závěr
Z předcházejícího  rozboru  je  jasné,  že  univerzální  robot  bude  výhodnější,  zejména  díky 
jednoduché změně webové aplikace, kterou má obstarávat.
Obr 3.1: Obrázek zachycuje návrh kostry robota v grafické podobě
3.3 Syntaxe konfiguračních souborů
Kromě jádra robota je  také  třeba  navrhnout,  jakým způsobem budou uchovávána  data  v 
konfiguračních souborech popisujících hru a chování robota tak, aby bylo jednoduché tyto 
konfigurační  soubory  vytvořit,  a  zároveň  aby s  nimi  bylo  možné  efektivně  pracovat  při 
odehrávání tahů.
3.3.1 Soubor s popisem chování robota
Tento soubor obsahuje dvě části. V první části (hlavičce) jsou uvedeny údaje potřebné pro 
úspěšné zahájení  běhu robota,  ve druhé je  potom samotný popis  chování  robota.  Příklad 
celého souboru s popisem chování robota je uveden v příloze 1.
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3.3.1.1 Hlavička
Způsob zaznamenání přihlašovacích a dalších údajů je inspirován běžně používanou syntaxí 
parametr hodnota a mřížka (#) na začátku řádku pro komentář. Z implementačních důvodů je 
syntaxe pozměněna na parametr „hodnota“. Jednotlivé parametry potom jsou:
• login 
přihlašovací jméno (nutné pro připojení přes zabezpečené spojení, např HTTPS, 
FTPS, atp.) - povinné
• password 
heslo (viz login) - povinné
• gamefile 
cesta k souboru s konfigurací hry - povinné
• url
adresa úvodní stránky aplikace - povinné
• waittime 
střední  hodnota  času,  po  který  se  bude  čekat  mezi  vykonáním  jednotlivých 
příkazů (pro simulování rozhodujícího se člověka), defaultně 0
• cookies 
udává,  jestli  má  robot  podporovat  cookies  (1  pro  zapnuto,  0  pro  vypnuto, 
defaultní hodnota je 1)
• filemode 
nastavuje způsob a množství zpětné vazby, které robot poskytuje. Možné hodnoty 
a jejich význam:
▪ 0: Chyby jsou vypisovány na cerr (defaultní hodnota).
▪ 1: Ukládá aktuální stánku do souboru out.html, chyby jsou vypisovány na cerr 
a robot po každé načtené stránce čeká na stisknutí enter.
▪ 2: Do souboru robot.log jsou ukládána URL, která robot navštívil a případná 
chyba
▪ 3:  Každá navštívená  stránka je uložena  do zvláštního  souboru,  chyby jsou 
zapisovány do souboru error.log.
Hlavička je ukončena „----------“ (10x pomlčka) na novém řádku a nasleduje popis chování 
robota.
3.3.1.2 Popis chování robota
Pro  popis  chování  robota  je  využito  XLM.  XML (eXtensible  Markup  Language,  česky 
rozšiřitelný  značkovací  jazyk)  je  obecný  značkovací  jazyk,  který  byl  vyvinut  a 
standardizován  konsorciem W3C.  Umožňuje  snadné  vytváření  konkrétních  značkovacích 
jazyků pro různé účely a široké spektrum různých typů dat.
Jazyk  je  určen  především  pro  výměnu  dat  mezi  aplikacemi  a  pro  publikování 
dokumentů.  Jazyk  umožňuje  popsat  strukturu  dokumentu  z  hlediska  věcného  obsahu 
jednotlivých částí, nezabývá se sám o sobě vzhledem dokumentu nebo jeho částí. Prezentace 
dokumentu (vzhled) se potom definuje pomocí kaskádových stylů. Další možností je pomocí 
různých stylů provést transformaci do jiného typu dokumentu, nebo do jiné struktury XML.
Původní  jazyk  pro  publikování  HTML  již  přestal  vyhovovat  především  pro  svou 
složitost, která vznikla jeho postupným (a svévolným) rozšiřováním. Jazyk XML nemá žádné 
předdefinované značky (tagy, názvy jednotlivých elementů) a také jeho syntaxe je podstatně 
přísnější, než syntaxe HTML. [2]
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Vzhledem k tomu, že napsat dokument ve formátu XML může být pro běžného uživatele 
obtížné,  byla  pro  snadnější  tvorbu  konfigurace  robota  vytvořena  aplikace,  která  umožní 
generovat  XML  dokument  v  přehledném  grafickém  uživatelském  rozhraní.  XML  pro 
konfiguraci robota má kořenový element <robot>, pro samotnou konfiguraci jsou použity 
následující prvky:
• <form> jedná se o nepárový prvek, který definuje vyplnění formuláře na stránce. 
Prvek  má  dva  parametry:  name,  který  nese  id formuláře  tak,  jak  je  uloženo  v 
souboru s konfigurací hry, a  what, kde jsou uložena data, která mají být odeslána. 
Data všech polí formuláře jsou uložena v tomto jediném parametru, oddělena znakem 
„^” a jsou v takovém pořadí, jak jsou tato pole uvedena v konfiguračním souboru hry.
• <link> nepárový prvek, který definuje kliknutí na nějaký odkaz na stránce. Prvek 
má jediný parametr what, kde je uveden buď text odkazu tak, jak jej je možné nalézt 
na  stránce  (jedná  se  o  část  HTML kódu  mezi  tagy  <a></a>,  nebo  alias  linku  z 
konfiguračního souboru hry.
• <condition> párový prvek definující podmíněné vykonání části skriptu. Prvek má 
3 parametry: what, který udává id prvku SEARCH konfiguračního souboru se hrou, 
a dále parametry  sign a  qty, kde je znaménko, respektive hodnota, na kterou je 
podmínka testována. V těle tohoto prvku je potom libovolná kombinace prvků, která 
se má vykonat pouze, je-li podmínka splněna.
• <cycle> párový prvek, který definuje cyklus. Má jediný parametr  iterations, 
který nese počet iterací cyklu. V těle jsou, podobně jako u podmínky, příkazy, které 
se mají udělat opakovaně.
• <url> nepárový prvek,  který  definuje  skok na  externí  adresu.  Tj.  na  adresu,  na 
kterou se nedá ze současné stránky dostat „kliknutím“ na odkaz. Adresa, na kterou 
má robot přejít je uvedena v parametru where.
3.3.2 Konfigurační soubor hry
Syntaxe  popisu  webové  aplikace  je,  podobně  jako  hlavička  konfiguračního  souboru, 
odvozena  od  konfigurace  se  syntaxí  parametr  hodnota,  #  pro  komentář  obohacená  o 
uvozovky pro hodnotu. Ovšem, protože se v souboru opakuje více stejných prvků, bylo nutno 
navíc  zavést  párové  elementy,  které  ohraničují  popisy  jednotlivých  prvků.  Robot  umí 
pracovat  s  celkem  čtyřmi  typy  elementů:  FORM,  LINK, SEARCH a  ALIAS (a  jejich 
ukončovacími verzemi /FORM, /LINK, /SEARCH a /ALIAS). Všechny čtyři elementy mají 
společné 2 parametry:  id a  what. Parametr  id je unikátní identifikátor elementu a skript 
robota ho používá k přístupu k tomuto prvku. Id je unikátní v rámci jednoho elementu, takže 
je možné mít  například  FORM a  LINK se stejným  id.  What je potom část HTML kódu 
stránky, který jednoznačně určuje část stránky potřebnou pro úspěšné vykonání příkazu.
FORM definuje, která pole formuláře je třeba vyplnit, a jaká hodnota má byt pro vyplnění 
použita. Kromě id a what jsou ve FORM použity parametry:
• var: prvek  formuláře  (hodnota  HTML  parametru  name),  jehož  hodnota  bude 
zjištěna z XML souboru. Pokud je takových prvku více, je třeba je zadávat ve stejném 
pořadí, jako jsou za sebou v XML souboru
• default: prvek, k jehož vyplnění je použita hodnota udaná ve formuláři (HTML 
parametr value)
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• combo [default]: combo  box  (prvek  HTML  formuláře  select),  volitelně  s 
parametrem default
• repeat: do  odpovědi  jsou  navíc  zahrnuty  všechny  prvky  formuláře  po 
předcházejícím prvku, které mají udanou svoji hodnotu. Repeat musí být na konci 
popisu formuláře.
ALIAS definuje část HTML stránky mezi <a></a> pro nalezení odkazu. Použití tohoto prvku 
je vhodné zejména pokud se na stránce vyskytuje slovo odkazu vícekrát  a nebo je odkaz 
součástí složitějšího HTML kódu. ALIAS nevyužívá žádné další parametry.
SEARCH definuje  hledání  textu,  který  následuje,  nebo  předchází  řetězci  uvedenému  ve 
what. Tento element se využívá pro tvorbu podmínek.
• direction směr hledání – f pro vpřed, b pro hledání vzad
• from začátek požadovaného  řetězce
• to konec požadovaného řetězce
Příklad konfiguračního souboru hry, včetně relevantních částí HTML kódu je možné najít v 
příloze 2.
3.4 Grafické uživatelské rozhraní
Nebo-li GUI z anglického „graphical user interface“ pro robota bude vytvořeno za účelem 
snadnějšího  vytvoření  konfiguračního  souboru  pro  popis  chování  robota  (soubor  s  XML 
daty).  Pro vytvoření GUI budou použity knihovny Qt [3]. Qt je oblíbená sada nástrojů a 
aplikačních rozhraní pro tvorbu multiplatformních aplikací od norské společnosti Trolltech. 
Původně se jednalo především o knihovny pro návrh grafického uživatelského rozhraní, ale 
aktuální verze umožňuje i vývoj aplikací bez GUI tím, že poskytuje vývojářům zajímavé a 
propracované nástroje. Qt je navrženo v jazyce C++, ale jeho použití se neomezuje pouze na 
C++, pomocí tzv. bindings je možné využití například v Javě nebo i jiných jazycích. [4]
GUI  pro  robota  bude  minimalistická  aplikace  kladoucí  důraz  na  jednoduchou  a 
intuitivní  tvorbu  konfiguračních  souborů.  Aplikace  se  bude  starat  především  o  to,  aby 
výsledný  konfigurační  soubor  byl  bez  dalších  úprav  čitelný  robotem.  Mezi  základní 
schopnosti  GUI  patří  možnost  vkládání  pouze  takových  prvků,  které  jsou  definovány  v 
konfiguračním souboru hry, kontrola správného zanoření cyklů a podmínek a automatické 
nahrazení znaků s diakritikou a jiných problémových znaků jejich číselným ekvivalentem. 
Obrázek GUI je v příloze 3.
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4 Návrh implementace [5]
4.1 Teorie [6]
4.1.1 Úvodem
Pro návrh implementace byl  použit jazyk SDL (Specification and Description Language). 
SDL je  moderní,  grafický,  objektově-orientovaný  jazyk  založený  na  popisu  struktury  a 
chování tzv. procesů (agentů), kteří v systému běží paralelně a vzájemně komunikují pomocí 
signálů.
4.1.2 Historie
Jazyk  SDL  je  standardní  jazyk  určený  pro  specifikaci  popisu  systému.  Byl  vyvinut  a 
normalizován  organizací  ITU (International  Telecomunication  union).  Vývoj  jazyka  SDL 
začal v roce 1972. První verze jazyka byla dokončena v roce 1976, další pak v letech 1980, 
1984 a 1988. Poslední dvě verze obsahují podstatné rozšíření jazyka dané jeho dlouhodobým 
studiem a používáním. Další rozšíření jeho vlastností nastalo v roce 1992, a to na objektově 
orientovaný jazyk SDL. V roce 1992 se ze standardu SDL osamostatnil jazyk MSC (Message 
Sequence  Charts).  Později  na  jeho  základě  vznikly  sekvenční  diagramy  UML 
(Unified Modelling Language). Standardy SDL a UML směřují ke společnému cíli, kterým je 
UML 2.0: jeden společný jazyk pro vizuální softwarové inženýrství, spojující výhody obou 
dosavadních standardů. Standard UML 2.0 byl specifikován v polovině roku 2002. UML 2.0 
přebírá  některé  vlastnosti  SDL,  např.  modelování  architektur  pomocí  komponent 
s definovaným rozhraním či modelování chování pomocí stavového automatu. 
4.1.3 Oblast aplikací a výhody SDL
V současně době je jazyk SDL známý hlavně v oblasti  telekomunikací.  Jsou jím popsána 
některá doporučení ITU, spojovací systémy 4. generace, terminály ISDN (Integrated Service 
Digital  Network),  atd.  Sloužil  i  pro vývoj  československého spojovacího systému EDISS 
(Elektronický Digitální Spojovací Systém) a popis jeho funkcí. 
Jazyk  SDL  je  používán  pro  systémy  pracující  v reálném  čase,  kde  řízení  systému 
je distribuováno či rozděleno mezi několik procesů (úloh), které spolu navzájem komunikují 
výměnou zpráv.
SDL  se  používal  na  celém  světě  pro  vývoj  všech  typů  komplexních  systémů 
v telekomunikačních  oblastech.  SDL je  vhodný jazyk  pro vývoj  software  a  hardware.  Je 
používán  v  automatických  systémech,  v  leteckém  i  vesmírném  průmyslu,  také  v 
automobilových aplikacích.
Mezi hlavní výhody SDL patří:
• Schopnost jazyka pokrýt návrh systému od požadavků až po implementaci.
• Prezentace v grafické formě.
• Poskytuje informaci jak o dynamickém chování, tak i struktuře systému.
• Umožňuje zachytit úroveň abstrakce chování systému v závislosti na požadované 
hloubce detailu.
• Objektově orientovaný popis komponent SDL.
• Modelový základ komunikačních procesů (rozšířené automaty s konečným počtem 
stavů). 
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Jazyk SDL lze použít všude tam, kde se navrhuje (specifikuje) nebo popisuje chování 
takového diskrétního systému, který komunikuje se svým okolím. Jazyk umožňuje též popis 
vnitřní struktury systému rozdělením na části a jejich samostatným návrhem.
Tato vlastnost je důležitá při návrhu a popisu rozsáhlých distribuovaných systémů. Další 
výhodou jazyka je jeho schopnost provádět specifikaci systému na různých úrovních 
abstrakce směrem z obecného přehledu směrem dolů, až na úroveň detailů, ale ne na úroveň 
implementačního jazyka.
Jazyk SDL nečiní rozdíl mezi specifikací a popisem, ačkoliv jsou to dva rozdílné 
pojmy. Specifikace kontrastuje s implementací, která je dána použitým systémem a 
programovacím jazykem.
4.2 Návrh
Pro návrh systému a bloků byla zvolena grafická reprezentace s doplňujícím popiskem, a pro 
popis procesů, zejména z důvodu úspory místa pouze textový popis.
Obr 4.1: Seznam všech signálů pro použití v dalších diagramech
Request:  Signál  má  formu  řetězce  obsahujícího  HTTP požadavek  určený pro  odeslání 
serveru s webovou aplikací.
Response: Signál s odpovědí od serveru.
app_cfg: Signál nesoucí konfigurační soubory.
cfg_req: Požadavek robota na otevření souboru s konfigurací.
debug_mode: Signál nabývá hodnot 0 nebo 1 a nese informaci o požadavku na vypisování 
informací o komunikaci robota s webovým serverem na obrazovku.
feedback: Řetězec obsahující chybové hlášení.
URL: Řetězec s URL stránky, kterou má robot načíst.
HTML: Signál má podobu řetězce s HTML kódem aktuální stránky.
error: Má vždy hodnotu 0 nebo 1 a udává, jestli došlo k chybě.
debug_info: Signál s řetězcem obsahujícím informace o komunikaci robota s webovým 
serverem. Používá se na výpis informací při debug_mode == 1.
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Obr 4.2: Návrh kostry robota z obr 3.1 jako SDL diagram
Na obrázku 4.2 je zachycen návrh kostry robota v jazyce SDL. Je na něm vidět rozdělení 
robota do tří základních bloků (modul pro HTTP komunikaci, výkonný modul a main, který 
tyto  moduly  spojuje)  a  kanály včetně  signálů,  které  tyto  bloky používají  pro vzájemnou 
komunikaci.  Kanály,  které  se  dotýkají  hrany  diagramu  určují  místa,  na  kterých  robot 
komunikuje s okolním prostředím.
Obr 4.3: Návrh komunikačního modulu
Obrázek 4.3 popisuje  procesy uvnitř  komunikačního  modulu.  Popis  jednotlivých procesů 
tohoto modulu vysvětlí, jakým způsobem modul pracuje.
create_request
 1  Idle
 2  Input URL, debug_mode //proces přijme signály URL a debug mode
 3  mk_request(URL) //vytvoří HTTP požadavek z přijatého URL
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 4  Output Request(request) via R //odešle signál Request branou R
 5  Idle – návrat do klidového stavu
handle_request
 1  Idle
 2  Input Request, debug_mode
 3  if debug_mode == 1 //pokud je debug mode 
 3.1 Output debug_info(request) via D
 4  Output Request via R
 5  Waiting //proces čeká na odpověď serveru
 6  Input Response //přijme odpověď serveru
 7  Output Response, debug_mode via U
 8  Idle
process_response
 1  Idle
 2  Input Response, debug_mode
 3  header = getHeader(Response) //do proměnné header uloží hlavičku
body = getBody(Response) //a do body tělo odpovědi
 4  if debug_mode == 1
 4.1 Output debug_info(header) via D
 5  if getResponseCode(header) > 300 || < 399 //jedná se o odpověď přesměrování
 5.1 Output URL(getLocation(header) via H //vrátí URL přesměrování do 
handle_request
 5.2 Idle
 6  else
 6.1 Output HTML(body) via O
 6.2 Idle
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Obr 4.4: Návrh výkonného modulu
get_cfg
 1  Idle
 2  Input cfg_file
 3  Output cfg_req(cfg_file) via F //otevře soubor cfg_file
 4  Input app_cfg
 5  if app_cfg != OK //při otevírání souboru nastala chyba
 5.1 Output error(1), error_msg(„chyba při otevírání souboru“)
 5.2 Idle
 6  parseOK =  parseConfig(app_cfg)  //zpracuje  konfigurační  soubor,  uloží  0 
pokud nastala chyba
 7  if parseOK == 0
 7.1 Output error(1), error_msg(„chyba při parsování souboru“)
 7.2 Idle
 8  Output app_cfg via C //odešle rozparsovaný soubor do get_URL
 9  Idle
get_URL
 1  Idle
 2  Input app_cfg
 3  Output URL(getFirstURL(app_cfg)) via U  //posílá první URL na které se má robot  
připojit
 4  Waiting
 5  Input HTML
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 6  command = getNewCommand(app_cfg) //načte nový příkaz ze souboru
 7  newURL = „“
 8  errCode  =  getURLFromCommand(newURL,  command,  HTML)  //vygeneruje  nové 
URL z příkazu a HTML kódu do newURL a v případě chyby uloží kód chyby nebo 0  
pokud vše proběhlo v pořádku
 9  if errCode != 0
 9.1 Output error(1), error_msg(errCode2Txt(errCode))
 9.2 Idle
 10  Output URL(newURL), error(0), error_msg(„“) via U
 11  Waiting
Obr 4.4: Návrh modulu main
init
 1  Idle
 2  Input cfg_file, debug_mode
 3  Output cfg_file via E
 4  Output debug_mode via D
 5  Waiting //čeká, jestli přijde hlášení o chybě
 6  Input error, error_msg
 7  if error == 1
 7.1 Output error_msg via E1
 7.2 Idle
 8  Idle
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handle_error
 1  Idle
 2  Input error, error_msg //je jedno z jaké brány
 3  Output feedback(error_msg) via F
 4  Idle
get_next_URL
 1  Idle
 2  Input URL, error, error_msg
 3  if error == 1
 3.1 Output error_msg via E
 3.2 Idle
 4  if URL == empty //pokud je URL prázdné, znamená to konec provádění skriptu
 4.1 Idle
 5  Output URL via H
 6  Waiting
 7  Input HTML
 8  Output HTML via U




Vzhledem k tomu,  že zadání  nespecifikovalo  implementační  jazyk,  byl  pro implementaci 
použít jazyk C++ kvůli množství dostupných knihoven, které by potenciálně mohly usnadnit 
implementaci.
C++ je objektově orientovaný programovací jazyk, který vyvinul Bjarne Stroustrup a 
další  v  Bellových  laboratořích  AT&T  rozšířením  jazyka  C.  C++  podporuje  několik 
programovacích  stylů  (paradigmat)  jako  je  procedurální  programování,  objektově 
orientované programování a generické programování, není tedy jazykem čistě objektovým. V 
současné  době  patří  C++  mezi  nejrozšířenější  programovací  jazyky.  Starší  verze  jazyka, 
společně označované jako „C with Classes“ (česky C s třídami),  byly používány od roku 
1980. Jméno „C++“ vymyslel  Rick Mascitti  v létě 1983. Toto jméno zdůrazňuje evoluční 
povahu změn oproti jazyku C; „++“ je operátor inkrementu v C. Poněkud kratší jméno „C+“ 
je syntaktická chyba, bylo též použito jako jméno jiného nesouvisejícího jazyka. Přestože byl 
jazyk vyvíjen již od počátku 80. let, první oficiální norma C++ byla přijata v roce 1998, další 
v  roce  2003  (INCITS/ISO/IEC  14882-2003).  V  roce  2006  a  2007  byly  přijaty  některé 
aktualizace.
Jazyk C je až na několik jasně definovaných výjimek podmnožinou C++. Jak uvádí 
Bjarne  Stroustrup,  všechny  programy  uvedené  ve  slavné  učebnici  jazyka  C  The  C 
Programming  Language od Briana  W. Kernighana  a  Dennise M. Ritchieho jsou zároveň 
programy v C++.
První  překladače  C++  byly  preprocesory,  které  překládaly  z  C++  do  čistého  C. 
Považovat  jazyk  C++  za  pouhé  rozšíření  jazyka  C  by  ale  bylo  chybou,  protože  není  s 





LibcURL je jednoduchá open-source knihovna pro přenos souborů na stranu klienta. 
Podporuje naprostou většinu komunikačních protokolů (HTTP, FTP, HTTPS, …). Knihovna 
je vysoce přenositelná a je možné ji zkompilovat a používat beze změn na všech předních 
platformách. U Unix-like systémů je dokonce velká šance, že knihovna je součástí distribuce. 
LibcURL vytvořil Daniel Stenberg.
5.2.2 Implementace
Vzhledem  k  tomu,  že  byla  pro  implementaci  komunikačního  modulu  použita  externí 
knihovna, bylo třeba změnit návrh tohoto modulu tak, aby tuto skutečnost odrážel (Obr 5.1). 
LibcURL poskytuje rozhraní pouze pro jazyk C, bylo proto nutné vytvořit třídu, která toto 
rozhraní zapouzdří pro použití v objektově orientovaném prostředí. Komunikační modul tedy 
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nastaví požadované vlastnosti přenosu (použití cookies, URL atp) a o samotný přenos dat se 
stará knihovna.




Jak bylo uvedeno výše (kapitola 3), skript pro popis chování robota je uložen ve formátu 
XML. Pro průchod stromem XML robot využívá knihovnu XML Parser [9]. XML Parser je 
malá knihovna vydaná pod licencí  Aladdin Free Public License.  Knihovnu napsal Dr. Ir. 
Frank  Vanden  Berghen  jako  reakci  na  absenci  jednoduchého  XML parseru.  Jedná  se  o 
nevalidující parser napsaný ve standardním C++. Knihovna je multiplatformní – pracuje na 
platformách Solaris, Linux a Windows a jení použití je velice jednoduché.
5.3.2 Implementace
Při implementaci jádra robota bylo postupováno přesně podle návrhu implementace (kap 4). 
Jádro je tvořeno jedinou třídou Session, která obsahuje metody jak pro generování URL, tak 
pro procházení  konfiguračních  souborů a  vyhodnocování  příkazů.  Jisté  obtíže  nastaly při 
parsování HTML dat stažených ze stránky. Na některých stránkách je HTML kód velkými 
písmeny a na některých malými. Robot si tedy veškerý obsah stránky konvertuje na malá 
písmena, protože knihovní funkce  string::find() je case sensitive. Aby bylo možné 
používat oddělovací znaky i v běžném textu, byla zavedena escape sekvence „\“ jak bývá v 
různých programovacích jazycích zvykem.
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5.4 Main
Soubor main.cpp spojuje modul pro komunikaci s jádrem robota a obstarává zpětnou vazbu 
pro uživatele.  Uživatel  má  na  výběr  z  několika  módů  zpětné  vazby (viz  návrh  kostry – 
syntaxe).  Kromě zpětné  vazby modul  neimplementuje  nic  nového,  pouze  spojuje  ostatní 
moduly v jeden celek a volá jejich metody tak, jak je potřeba. Samotný běh robota je řešen 
nekonečnou smyčkou,  ve které robot volá proces  get_next_URL,  dokud není nastaven 
příznak konce souboru.
Obr 5.2: Znázorňuje funkci robota včetně zpětné vazby
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6 Závěr
Úkolem bakalářské práce bylo navrhnout a posléze implementovat robota pro odehrávání 
tahů online her. Vzhledem k použitým technologiím a postupům je možné vzniklou aplikaci 
použít obecně pro jakoukoliv činnost, která vyžaduje připojení k webové stránce, stažení 
jejího obsahu a provedení činnosti závislé na obsahu této stránky. 
Implementace byla realizována podle návrhu. Práce mi přinesla cenné zkušenosti s 
návrhem a implementací větších projektů a také s používáním externích knihoven.
Případný rozvoj aplikace by směřoval směrem k rozšíření příkazů, které robot umí 
zpracovat, například odesílání požadavků metodou POST, tvorba proměnných. Skript robota 
by také bylo vhodné rozšířit o podmíněné cykly. GUI pro tvorbu konfiguračních souborů by 
potom jistě vylepšila důslednější kontrola syntaxe, například kontrola typů atp.
Hlavním nedostatkem robota je absence podpory XHTML a Javascriptu, takže pokud je 
nějaká webová aplikace napsaná v tomto novém jazyce, nebo vyžaduje pro svůj chod 
podporu Javascriptu, robot ji nebude umět správně ovládat.
6.1 Možná rozšíření
• Podpora metody POST
• Tvorba proměnných
• Více možností jak konfigurovat podmínky





Robot běží na pozadí, a jednou za čas (uživatelem nastavená doba) se připojí k 
serveru a provede skript.
• Větší kontrola syntaxe v GUI
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1. Soubor s popisem chování robota















   <form name="prihlaseni" what="h4rr0d^36hefeke^1" />
   <cycle iterations="20">
      <condition what="sila" sign="&lt;" qty="10001">
         <link name="Arm&#225;da" />
         <form name="rekrutovat" what="Gargoyl^360" />
         <form name="cekat" what="" />
         <link name="Provincie" />
      </condition>
   </cycle>
   <cycle iterations="20">
   <condition what="sila" sign="&gt;" qty="10000">
   <link name="Arm&#225;da" />
   <form name="propoustet" what="Gargoyl^30" />
   <link name="Provincie" />
   </condition>
   </cycle>
</robot>
Skript se přihlásí ke hře Melior Annis, zkontroluje, jestli je síla (veličina ve hře) menší než 
10001, pokud ano, narekrutuje 360 Gargoyl, toto se opakuje 20x, následně robot opět 
zkontroluje sílu, a pokud je větší než 10000, propustí 30 Gargoyl ve 20 iteracích.
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Příloha 2
# SEARCH definuje hledani vpred: vraci text, ktery NASLEDUJE hledanemu retezci
# id "" : identifikator
# direction "" : smer hledani (f|b)
# what "" : co se bude hledat
# from "" : zacatek vraceneho retezce
# to ""   : konec vraceneho retezce
# Priklad hledani textu na webove strance, resp. ve zdrojovem kodu
#
# <tr><td width="50%" align="right"><font size="2">Volných:</font></td><td 
width="50%" align="left"><font size="2">&nbsp;106&nbsp;hAR</font></td></tr>








# Hledani vzad (stejne jako vpred, jenom vraci retezec, ktery hledanemu retezci 
predchazi
# 
# <tr><td width="50%" align="right"><font size="2">Rozloha:</font></td><td 
width="50%" align="left"><font size="2">&nbsp;106&nbsp;hAR</font></td></tr>








# FORM definuje, ktera pole formulare je treba vyplnit, a jaka hodnota ma byt pro 
vyplneni pouzita
# id "" : identifikator formulare pro pouziti v XML souboru
# what "" : jednoznacny retezec uvnitr tela formulare pro lokalizaci 
formulare v HTML souboru
# var "" : prvek formulare (hodnota parametru name), jehoz hodnota bude 
zjistena z xml souboru pokud je takovych prvku vice, je treba je zadavat ve stejnem 
poradi, jako jsou za sebou v XML souboru
# default ""  : prvek, k jenoz vyplneni je pouzita hodnota udana ve 
formulari (parametr value)
# combo [default] "" : combo box (prvek formulare input)
# repeat  : do odpovedi jsou navic zahrnuty vsechny prvky formulare po 










# priklad zpracovani slozitejsiho formulare
#
# <form action=stavet.html method=POST>
# <input type=hidden name=code value="55558531325570714380601883173361">
# <input type=hidden name=id value="3284">
# <input type=hidden name=ftc value="0.234508538915307">
# <select name=budova>
#   <option value="0">- stavěná budova -</option>
# <option value="2">Farma  (neomezeno)</option>
# </select>
# x <input type=text size=4 maxlength=6 name=kolik value="1">
# <input type=hidden name="kam_pak" value="budovy.html">
# <input type=submit value=" Stavět ">
# </form>
#
# retezec z xml souboru je <form id="stavet" what="Farma^6" />













# ALIAS definuje definuje cast HTML stranky mezi <a></a> pro nalezeni odkazu.
# 
# id "" : identifikator
# what "" : co se bude hledat




# Ve skriptu je uvedeno budovy, ale na strance se bude hledat <b>B</b>
ALIAS
id "budovy"
what "<b>B</b>"
/ALIAS
28
Příloha 3
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