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Resumen
Este proyecto final de carrera trata sobre el desarrollo de una aplicación que permitirá la visualización de 
datos relativos a la calidad del aire sobre una determinada área geográfica. A lo largo de este documento 
se detallan los aspectos más importantes de la arquitectura, diseño, y especificación de la aplicación.
La motivación inicial del proyecto surge ante la necesidad de uno de nuestro clientes de desarrollar esta 
aplicación, su objetivo es el de crear un sistema de control y alerta de calidad del aire. Nuestro proyecto 
se centra de manera exclusiva en el diseño y desarrollo de los componentes de software necesarios para 
visualizar correctamente los datos que produce el sistema de modelización de calidad del aire del cliente.
Resum
Aquest projecte final de carrera tracta sobre el desenvolupament d’una aplicació que permetrà visualitzar 
dades relatives a la qualitat del aire sobre una determinada zona geogràfica. Al llarg d’aquest document 
es detallaran els aspectes més importants de la arquitectura, disseny, i especificació de la aplicació.
La motivació inicial del projecte sorgeix davant la necessitat d’un dels nostres clients de desenvolupar 
aquesta aplicació, el seu objectiu es el de crear un sistema de control i alerta de qualitat del aire. El nostre 
projecte es centra de manera exclusiva en el disseny i desenvolupament dels components de software 
necessaris per visualitzar correctament les dades que produeix el sistema de modelització de qualitat del 
aire del client.
Abstract
This final project is based on the development of an application that will allow users to visualize air quality 
data related to a geographic area. Throughout this document, the key aspects of architecture, design, and 
specification will be detailed.
The initial motivation of this project arises from the need of one of our customers to develop this 
application. Our customer’s main goal is to create an air quality monitoring system, however, our project 
focuses exclusively on the design and development of the software components that will allow users to 
display all the data produced by the air quality modeling system of our customer.
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1. Introducción
Este proyecto tiene como objetivo principal la creación y desarrollo de una herramienta que permitirá 
monitorizar, visualizar y realizar predicciones del estado de la calidad del aire sobre una determinada área 
geográfica.
Los niveles de emisión de contaminantes han aumentado considerablemente en los últimos veinte años, 
por esta razón, se hace imprescindible disponer de herramientas y mecanismos de control que permitan 
diseñar planes de contingencia y prevención.
En la actualidad, las herramientas destinadas a este fin son de índole científica, muy técnicas y poco 
claras, y requieren un amplio conocimiento de la materia para llegar a hacer un uso efectivo de ellas. Lo 
que diferencia esta nueva herramienta de las ya existentes es precisamente su usabilidad y amigabilidad 
en la interfaz de usuario, no solamente desde el punto de vista de su uso, sino también desde el enfoque 
de la interpretación de los datos.
La herramienta será utilizada por técnicos de la calidad del aire tanto de la administración pública como 
de la empresa privada, el objetivo es que la aplicación no requiera al usuario realizar ningún tipo de 
análisis ni interpretación. La información se visualizará de forma tan clara y sintetizada que cualquier 
técnico podrá acceder a datos sobre niveles de contaminación, así como realizar predicciones en 
determinadas áreas de forma ágil. Todo ello, para poder diseñar medidas que minimicen el impacto de las 
emisiones y eviten crear situaciones de alto riesgo.
Esta memoria cubre las distintas fases que han tenido lugar en el desarrollo del proyecto, desde el análisis 
de requerimientos, especificación, diseño, arquitectura, implementación, y puesta en marcha de la 
aplicación.
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1.1. Motivación
Al día respiramos unos 20.000 litros de “aire”, y decimos aire entre comillas porqué no sólo es aire. 
Dentro de estos 20.000 litros se encuentran componentes químicos altamente peligrosos para nuestro 
organismo, es lo que comúnmente conocemos como polución.
La emisión de gases y partículas contaminantes ha aumentado significativamente en las últimas décadas, 
y en algunas ciudades la polución empieza a ser un problema realmente grave. Es el caso de Shangai, su 
situación es tan alarmante que se han visto obligados a establecer un sistema de alarma a tiempo real en 
el que incluso se llega a prevenir a la población de no realizar actividades al aire libre cuando se detectan 
niveles altos de contaminación.
La sociedad está cada vez más sensibilizada ante este problema, y la administración pública está 
actuando y destinando recursos para mejorar la calidad del aire que respiramos. Actualmente los 
esfuerzos se centran en el control de las emisiones y la monitorización de la calidad del aire. Todos los 
países de la Unión Europea están sujetos a controles sobre sus emisiones, existen incluso límites legales 
para cada uno de los contaminantes que son motivo de fuertes sanciones económicas en caso de ser 
rebasados.
Ante tal escenario, es responsabilidad de la administración el monitorizar la calidad del aire para poder 
actuar en consecuencia antes de sobrepasar los límites establecidos y evitar así que el aire que 
respiramos se convierta en un problema grave de salud. Para poder realizar este control de forma 
efectiva, la administración debe disponer de las herramientas necesarias, y aquí es donde entra en juego 
nuestra aplicación.
1.2. Estado del Arte
Cómo comentábamos antes, muchas de las herramientas que se utilizan actualmente para monitorizar la 
calidad del aire provienen del mundo científico y académico. Este tipo de herramientas se apoyan sobre 
modelos numéricos que permiten obtener datos muy precisos sin necesidad de disponer de una amplia 
red de sensores que capturen datos a tiempo real, lo cual nos permite estudiar distintas áreas geográficas 
sin necesidad de realizar una gran inversión en infraestructuras.
El principal inconveniente de las aplicaciones ya existentes es que, a fin de conseguir que los datos sean lo 
más precisos y fiables posibles, han puesto siempre el foco del desarrollo en la obtención y muestreo de 
los datos, restándole importancia a las herramientas utilizadas para visualizar toda esta cantidad ingente 
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de información. Es debido a este motivo que las herramientas ya existentes presentan todas ellas en 
común esta carencia, no disponen de un visor de datos lo suficientemente amigable que permita a los 
usuarios de este tipo de aplicaciones entender y manejar grandes volúmenes de datos, esta carencia 
estará totalmente cubierta en nuestro proyecto, será de hecho uno de sus principales atractivos.
A continuación presentamos algunas de las herramientas con mayor presencia en el mercado destinadas 
al estudio de la calidad del aire.
1.2.1. Sistema Caliope - Barcelona Supercomputing Center
El sistema Caliope es un claro ejemplo de herramienta científica, desarrollado por el departamento de 
Ciencias de la Tierra del BSC (Barcelona Supercomputing Center)1. Nació en el 2006 cómo un proyecto de 
investigación financiado por el Ministerio de Medioambiente2  y se ha acabado consolidando cómo una 
herramienta que utilizan varias comunidades autónomas cómo Andalucía o Cantabria para el control de 
la calidad del aire. Incluso cuentan ya con una aplicación para móviles, que aunque limitada y básica, 
permite a cualquier persona acceder a información diaria sobre el estado y calidad del aire.
El punto fuerte de este sistema son los modelos que lo integran y los recursos de computación de los que 
dispone el BSC. El sistema se apoya sobre cuatro modelos numéricos distintos: fuentes de emisiones 
HERMES 3 , meteorología WRF 4 , transporte foto-químico CMAQ 5 , y transporte de polvo sahariano BSC-
DREAM 6. Gracias a estos modelos, se puede predecir la dispersión y concentración de contaminantes de 
forma precisa sobre una amplia área geográfica. A pesar de no necesitar un gran número de estaciones y 
sensores para medir la calidad del aire, sí es necesaria una gran capacidad de computación para poder 
ejecutar los modelos numéricos a diario.
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1 Sistema Caliope desarrollado por el Barcelona Supercomputing Center.
http://www.bsc.es/caliope/es, consultado el 15 de Abril del 2016.
2 El País el 17 de Marzo del 2014, entrevista al Dr. José María Baldasano, quien ha liderado el proyecto Caliope desde sus inicios.
http://sociedad.elpais.com/sociedad/2014/03/17/actualidad/1395086421_945400.html, consultado el 15 de Abril del 2016.
3 Modelo numérico propiedad del BSC que se utiliza para generar el inventario de emisiones de contaminantes a alta resolución.
4 Weather Research Forecasting Model, modelo numérico meteorológico, desarrollado por Centro Nacional de Investigación 
Atmosférica de Estados Unidos (NCAR).
5 Community Multi-scale Air Quality, modelo numérico utilizado para determinar como se dispersarán los contaminantes 
propiedad de la Agencia de Protección del Medio Ambiente de Estados Unidos (EPA). 
6 Modelo numérico propiedad del BSC que permite realizar predicciones sobre el transporte de polvo sahariano que permite 
determinar niveles de concentración de aerosoles
1.2.2. Sistema Integral de Calidad del Aire - Ayuntamiento de Madrid
A diferencia del sistema anterior, en el que el peso de la aplicación lo tienen los modelos numéricos, el 
Sistema Integral de Calidad del Aire desarrollado por el Ayuntamiento de Madrid se nutre principalmente 
de las lecturas realizadas por sensores de medición a tiempo real.
La instalación y despliegue de estos sensores alrededor de la capital se realiza mediante estaciones de 
medición, existe actualmente una red de vigilancia compuesta por veinticuatro estaciones capaces de 
observar y monitorizar los principales contaminantes a tiempo real7.
1.2.3. Green Horizon - IBM Research
Green Horizon es un ambicioso proyecto que nace de un acuerdo entre IBM y el gobierno de Beijing8 para 
mejorar los alarmantes niveles de contaminación que sufre Shanghai.
Shanghai, la ciudad más poblada de China, cuenta en la actualidad con un sistema de alertas de calidad 
del aire a tiempo real que informa a la población de situaciones de riesgo9 . El objetivo principal de este 
sistema es monitorizar los niveles de ICA10, según sea el valor de este indicador, se van dando 
indicaciones a la población sobre si es recomendable o no la realización de actividades al aire libre, o si 
personas en situación de riesgo o con enfermedades respiratorias deben permanecer en casa.
Visto que el sistema actual es insuficiente, puesto que únicamente sirve para alertar a la población, el 
gobierno de China ha impulsado este nuevo proyecto Green Horizon junto con IBM para subsanar esta 
grave situación ambiental que pone en riesgo la salud de toda la población.
Esta herramienta aún se encuentra en fase de desarrollo, pero uno de sus objetivos es precisamente la 
creación de un visor que permita crear mapas de emisión y dispersión de contaminantes a tiempo real, 
aprovechando toda la red de medición ya implantada.
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7 Plan de Calidad del Aire de la Ciudad de Madrid aprobado por la Junta de Gobierno del Ayuntamiento de Madrid el 26 de Abril 
del 2012.
http://www.madrid.es/UnidadesDescentralizadas/Sostenibilidad/ContenidosBasicos/Ficheros/PlanCalidadAire2012.pdf, 
consultado el 18 de Abril del 2016.
8 Nota de Prensa de IBM, el 7 de Julio de 2014. Comunicación del lanzamiento del proyecto Green Horizon y del acuerdo 
alcanzado con el China.
https://www-03.ibm.com/press/us/en/pressrelease/44202.wss, consultado el 18 de Abril del 2016.
9 Sistema de alertas de calidad del aire a tiempo real de la ciudad de Shanghai.
http://www.semc.gov.cn/aqi/home/English.aspx, consultado el 18 de Abril del 2016.
10 Índice de Calidad del Aire. Cada país tiene su propia legislación en cuanto a cómo se realiza el cálculo el cálculo de este índice 
y de sus unidades. En Europa, el ICA se presenta como un valor de 0 a 100, dónde 100 es considerado cómo el nivel más alto de 
polución.
El sistema obtendrá los datos a través de una amplia red de sensores instalada por toda la ciudad, 
estaciones de monitorización, y satélites meteorológicos. Estos datos se recibirán en un centro de 
supercomputación que se encargará de procesarlos bajo la supervisión de científicos de IBM y del 
gobierno de China, todo ello con el objetivo de crear estos mapas de representación.
Desde el punto de vista de la visualización de los datos, esta es probablemente la herramienta que más 
similitudes tiene con nuestra aplicación, puesto que la visualización de los datos es un elemento clave y 
determinante dentro del sistema.
1.3. Visión General del Sistema
Este Proyecto Final de Carrera se centra únicamente en la parte de post-procesado y visualización de 
datos de un sistema completo de control de calidad del aire, aún así en esta sección ofreceremos una 
visión general de este sistema. Creemos importante realizar esta contextualización para poder 
comprender de forma clara cuales son los objetivos de este PFC.
Este sistema de calidad del aire está compuesto por diversos componentes de software desarrollados en 
diferentes lenguajes y tecnologías, la Figura 1 nos muestra una visión global del sistema.
 Visor de Calidad del Aire
 23 / 168
Figura 1. Visión general del sistema
1.3.1. Entrada del Sistema
La entrada del sistema está compuesta principalmente por los archivos de datos que alimentan el 
software de modelización numérica. Éstos contienen toda aquella información relativa al área geográfica 
sobre la que se desea trabajar, e información de todas las variables que se ha concluido pueden influir en 
la emisión o dispersión de los contaminantes.
Entrada del Sistema
Datos de topografía, usos del suelo, observación metereológi-
ca, emisiones de contaminantes, tráfico, parque automóvil, 
industria, etc.
Software de Modelización Numérica
Conjunto de aplicaciones que ejecutan los distintos modelos 
numéricos, en su mayoria de libre distribución y código 
abierto, desarrolladas principalmente en Fortran y C.
Paquetes de Datos
Archivos comprimidos que incluyen toda la salida producida 
por el software de modelización numérica. Estos paquetes de 
datos se generan a diario para cada área geográfica a simular.
Módulo de Post-Procesado
Componente que se encargará de extraer todos los datos 
almacenados en los paquetes de datos, así como realizar 
tareas de post-procesado para calcular los índices de calidad 
del aire y los valores de las alertas.
Almacenamiento de los Datos
Parte del sistema que tendrá la responsabilidad de almacenar 
todos los datos obtenidos por el módulo de post-procesado en 
una base de datos relacional.
Controlador de Datos y Servicio Web
Capa del sistema cuya responsabilidad será la de encapsular 
el acceso a los datos almacenados, tanto de la base de datos 
como del banco de imágenes. Será también el componente 
encargado de servir y resolver todas las peticiones de datos 
solicitadas por la aplicación web.
Aplicación Web
Aplicación basada en tecnología web que permitirá a los 
usuarios visualizar los mapas e índices de calidad del aire en 
cualquier navegador web.
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Los archivos relativos al área geográfica contienen información sobre la topografía de la zona y los usos 
del suelo, mediante éstos, se puede determinar si se trata de suelos naturales o suelos humanizados, y 
que intensidad de uso se le da a cada uno de ellos.
Sobre que tipos de datos pueden influir en la emisión o dispersión de contaminantes, existe un gran 
número de factores, pero distinguimos tres grandes grupos: observación meteorológica, emisiones 
naturales y emisiones antropogénicas.
Los archivos de datos de observación meteorológica contienen información sobre variables como la 
humedad, índices de precipitación, viento, temperaturas, o presión atmosférica, todas ellas influyen 
directamente en la dispersión de un contaminante. Algo tan habitual como es la presencia de un 
anticiclón, junto con la ausencia de viento pueden provocar que en una ciudad los contaminantes no se 
dispersen, y que el índice de calidad del aire empeore de forma considerable.
Por otro lado tenemos las emisiones naturales, estos archivos incorporan toda la información relativa a 
los contaminantes naturales, cómo son por ejemplo las partículas que proceden del polvo o los 
hidrocarburos emitidos por la vegetación.
Y por último, los datos relativos a las emisiones antropogénicas, éstas son todas aquellas emisiones de 
contaminantes provocadas por el hombre, entre las que se incluyen: las que provienen del tráfico y 
parque automóvil, las emisiones debidas al consumo doméstico, y las emisiones procedentes de la 
industria.
1.3.2. Software de Modelización Numérica
Esta parte del sistema es la responsable de procesar y modelizar todos los modelos numéricos que 
componen la simulación, en líneas generales podríamos decir que se trata de la parte dedicada a realizar 
la mayor parte de los procesos de computación de datos.
Tal y como se muestra en la Figura 2, este bloque está compuesto principalmente por tres módulos, cada 
uno de ellos destinados a realizar una tarea muy concreta del sistema, un primer módulo encargado de 
ejecutar el modelo numérico meteorológico, un segundo módulo para el modelo de emisión, y finalmente 
el relativo al modelo numérico fotoquímico.
Los dos primeros módulos utilizan como entrada los archivos de datos descritos en la sección anterior, y 
los tres módulos producen cada uno de ellos un conjunto de archivos binarios con información relativa a 
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la meteorología, emisión y dispersión de contaminantes respectivamente que posteriormente serán 
tratados para ser visualizados por la aplicación web.
Estos archivos binarios se encuentran codificados en formato NetCDF 11 , se trata de un formato 
originalmente desarrollado por la NASA y muy utilizado por la comunidad científica en campos cómo la 
climatología, meteorología, u oceanografía. Este formato dispone de una interfaz de programación propia 
que permite almacenar, acceder y compartir grandes volúmenes de datos numéricos en formato binario.
Figura 2. Arquitectura del Software de Modelización Numérica
El primer módulo se encarga de crear los archivos de datos de campos meteorológicos que 
posteriormente se podrán visualizar en la aplicación. El módulo utiliza cómo entrada los archivos de datos 
de topografía y observación meteorológica, y está construido a partir de los modelos meteorológicos 
Datos y Archivos de Entrada
Datos y Archivos de Salida
Módulo de Modelización Numérica
 Topografía
y Usos del Suelo
Observación
Meteorológica e Inicialización
Emisiones de
Contaminantes Naturales
Emisiones Antropogénicas
tráfico y parque automóvil, industria, etc.
Modelo Numérico
Meteorológico
Modelo Numérico
de Emisión
Modelo Numérico
de Fotoquímico
Campos Meteorológicos
temperatura, viento, presión, nubosidad, etc.
4ºC
Datos Modelizados de Emisiones
distribuidos por horas, días, superfície y altura
CO NH3 NO2 SO2 PM10
Concentración de Contaminantes
deposiciones secas y húmedas, gases,
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11 Acrónimo del Inglés: Network Common Data Form.
MM5 12  y WRF 13 , ambos modelos son de libre distribución y código abierto capaces de trabajar en 
paralelo en entornos de computadores de memoria distribuida o compartida. La salida del módulo es un 
archivo NetCDF que encapsula todas las variables meteorológicas con sus respectivos valores de 
observación y predicción a una semana vista.
Por otro lado, el segundo módulo se encarga modelizar los datos relativos a los niveles de emisión de los 
contaminantes que afectan directamente al cálculo del índice de calidad del aire. Para ello se sirve de los 
archivos de entrada relacionados con las fuentes de emisión vistos en la sección anterior. Tanto de las 
fuentes que provienen de la naturaleza, cómo son las emisiones de hidrocarburos de la vegetación; cómo 
de las fuentes antropogénicas, provocadas por la acción humana, cómo son la industria, el consumo 
doméstico o el tráfico rodado. La salida que produce el segundo modelo es también un único archivo 
NetCDF e incorpora información sobre los niveles de contaminación de distintas variables distribuidas por 
días, horas, superficie y altura.
1.3.3. Paquetes de Datos
Los archivos que genera el software de modelización son procesados por una herramienta de 
visualización de datos científicos llamada GrADS 14 . Este software, desarrollado por la Universidad de 
George Mason, de libre distribución y código abierto, permite generar imágenes de mapas de bits con el 
contenido de los archivos NetCDF teniendo en cuenta la longitud, la latitud, la altura y el tiempo de los 
datos a representar.
A través de una interfaz de programación basada en FORTRAN15, este módulo nos genera una colección 
de imágenes en la que se representan todas las variables de meteorología, emisión, y concentración sobre 
el área geográfica relacionada con la simulación. En la Figura 3 podemos ver un ejemplo de imagen 
generada con esta aplicación que muestra los niveles de emisión de monóxido de nitrógeno el día 8 de 
Octubre de 2014 a las 08:00h UTC para el noroeste de la península ibérica y sur de Francia.
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12 Acrónimo del inglés: Fifth-Generation Penn State/NCAR Mesoscale Model, se trata de un modelo de mesoescala utilizado 
para realizar predicciones meteorológicas y proyecciones climáticas desarrollado conjuntamente por la Universidad del Estado 
de Pensilvania, junto con el Centro Nacional de Investigación Atmosférica.
13 Acrónimo del inglés: Weather Research and Forecasting Model, un modelo numérico de pronóstico del tiempo diseñado para 
aplicaciones de investigación y que ofrece una plataforma de computación muy eficiente.
14 Acrónimo del inglés: Grid Analysis and Display System.
15 Lenguaje de programación imperativa muy utilizado en computación numérica y científica.
Figura 3. Ejemplo de imagen generada por GrADS con información de los niveles de emisión de monóxido de 
nitrógeno.
Mediante el uso de esta herramienta, se obtienen distintas colecciones de imágenes en las que se 
representan todos los datos de los campos meteorológicos, emisión, y concentración de contaminantes 
presentes en cada NetCDF para una determinada región geográfica.
Cada una de estas colecciones de imágenes representa una única variable de todas las que se encuentran 
almacenadas en los archivos binarios. La colección que se crea para cada una de estas variables incluye 
tantas imágenes como horas de simulación se han computado para la variable en cuestión, en la mayoría 
de casos se obtienen del orden de setenta u ochenta imágenes por variable.
Una vez se han obtenido todas las colecciones de imágenes generadas por GrADS, éstas son 
empaquetadas junto con los correspondientes binarios NetCDF en archivos comprimidos. Se dispone de 
un archivo comprimido de estas características para cada día de simulación y zona geográfica, en la 
Figura 4 se ilustra el resumen del contenido encapsulado en cada uno de estos archivos diarios.
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Figura 4. Contenido de cada paquete de datos diario.
1.3.4. Módulo de Post-Procesado
La creación y el desarrollo de este componente de software es uno de los objetivos de este Proyecto Final 
de Carrera, su funcionalidad principal es la de extraer y preparar todos los datos encapsulados en los 
archivos comprimidos así como realizar todas las acciones necesarias para posteriormente poder 
hacerlos llegar a la capa de presentación del visor de datos web.
El papel que desempeña este módulo es de gran importancia, puesto que las tecnologías utilizadas para 
obtener y computar los datos están muy alejadas del mundo del desarrollo web, y corresponde a este 
componente convertir los datos almacenados en los archivos binarios NetCDF a estructuras de datos más 
compatibles y eficientes para plataformas basadas en tecnología web.
Además este módulo debe cumplir con un objetivo adicional, dado que a pesar de que en los archivos 
binarios se almacena una cantidad ingente de datos relacionada con la meteorología, las emisiones, y la 
concentración de contaminantes, éstos no contienen información acerca de los índices de calidad del aire 
ni sobre las alertas, y corresponderá también a este módulo el implementar los algoritmos de cálculo 
necesarios para poder llevar a cabo este post-procesado.
1.3.5. Almacenamiento de los Datos
El volumen de datos que manejará la aplicación será elevado, en un primer análisis se estimó que cada 
paquete de datos comprimido tendría un tamaño del orden de 600-800 megabytes. Teniendo en cuenta 
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que estos archivos se generan de forma diaria por cada área geográfica y para cada cliente, si 
consideramos un caso conservador de tres clientes que tengan respectivamente dos áreas contratadas, 
quiere decir que se deberán gestionar y almacenar un volumen de datos del orden de entre 3,5 y 4,6 
gigabytes, lo que en un mes supone un mínimo de  105 gigabytes de información.
La gestión óptima del almacenamiento es un punto importante a tener en cuenta, un diseño ineficiente de 
esta parte del sistema puede abocar el proyecto al fracaso. Pongámonos en la situación de que nuevos 
clientes no pudiesen contratar el servicio por falta de espacio en disco o porque el número de filas en las 
tablas de la base de datos han llegado a su límite. No sería viable estar haciendo migraciones de toda la 
plataforma a sistemas más o menos potentes según el número de clientes que tienen contratado el 
servicio, o tener que re-escribir todo el código de los controladores para migrar a un sistema de bases de 
datos que soporte un mayor número de registros por tabla.
Así pues, corresponde a esta parte del sistema el gestionar y mantener los datos de la forma más óptima 
posible sin que ello afecte dramáticamente a la escalabilidad y el rendimiento de la propia plataforma.
1.3.6. Controlador de Datos y Servicio Web
Este componente del sistema deberá implementar todos los mecanismos necesarios para encapsular el 
acceso a los datos almacenados. Su función principal es la de responsabilizarse en exclusiva de toda la 
implementación para acceder tanto a las bases de datos cómo a los archivos de imágenes, este patrón  de 
diseño nos permitirá que en la aplicación web no exista ningún tipo de acoplamiento ni dependencia 
sobre la tecnología utilizada en la gestión y almacenamiento de los paquetes de datos.
Aprovechando este patrón, cualquier cambio de implementación en el almacenamiento de los datos no 
afectará de ningún modo a la aplicación web, y a su vez, contaremos con la ventaja de que desde la propia 
aplicación web no se podrá acceder de forma indebida a datos de otros clientes.
Para la creación de esta capa que se encargue de proteger y controlar el acceso a los datos, se 
desarrollará una interfaz de programación propia (API16 ) basada sobre un servicio web que permitirá a la 
aplicación web comunicarse con el controlador de datos.
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16 Del Inglés, Application Programming Interface. Es como se denomina al conjunto de funciones, rutinas, o protocolos que 
definen el acceso a las funcionalidades de un componente de software sin importar su implementación.
Figura 5. Diagrama de cómo se resuelven las peticiones de datos de la aplicación web.
1.3.7. Aplicación Web
El desarrollo de la aplicación web es otro de los grandes objetivos de este PFC, somos conscientes que 
para el éxito del proyecto todas las partes del sistema deben cumplir con los criterios de calidad 
establecidos, pero esta parte tiene especial importancia, es la parte con la que los usuarios interactuarán 
de forma directa, y será la única parte visible de la aplicación para la casi totalidad de los usuarios.
Para ello se deberá diseñar una interfaz de usuario que sea amigable y aporte el máximo grado de 
usabilidad posible teniendo en cuenta limitaciones cómo que el ámbito de la aplicación es puramente 
científico y requiere el conocimiento de una serie de conceptos que no están al alcance de cualquier 
usuario. Además, debido al gran volumen de datos a representar la interfaz de usuario deberá resolver 
otro problema, sintetizar al máximo la información y representarla de forma visual para así facilitar la 
tarea de análisis.
1.4. Alcance del Proyecto
En la sección anterior ofrecíamos una visión general de la totalidad del sistema de control de calidad del 
aire que vamos a desarrollar con el objetivo de mejorar la comprensión de este Proyecto Final de Carrera. 
Aunque no se haya profundizado demasiado en como cada uno de estos componentes ha sido diseñado e 
implementado, se ha podido observar claramente que algunos algunos de ellos responden a un grado de 
complejidad fuera del alcance de este proyecto. Este hecho ha motivado la necesidad de hacer 
imprescindible acotar el alcance de este proyecto dentro del propio sistema para así ajustar la carga de 
trabajo a la correspondiente a un Proyecto Final de Carrera.
En este caso particular se ha podido establecer una frontera perfectamente delimitada ilustrada en la 
Figura 6.
Aplicación Web Servicio Weby Controladora de Datos
Base de Datos
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Figura 6. Alcance del Proyecto.
La empresa responsable de la contratación del proyecto se hará cargo de la parte que corresponde a la 
modelización y obtención de los datos, su principal cometido será el de proveer al visor de calidad del aire 
de los archivos de datos empaquetados siguiendo los convenios que se establezcan.
Queda pues dentro del alcance de este proyecto todo el desarrollo íntegro del visor de calidad del aire, 
empezando por el módulo de post-procesado para procesar todos los archivos empaquetados que se 
proveerán de forma diaria por algún sistema automatizado, así como toda la capa del sistema que se 
encargará de almacenar los datos en las bases de datos relacionales, junto con los controladores de datos 
Entrada del Sistema
Datos de topografía, usos del suelo, observación metereológi-
ca, emisiones de contaminantes, tráfico, parque automóvil, 
industria, etc.
Software de Modelización Numérica
Conjunto de aplicaciones que ejecutan los distintos modelos 
numéricos, en su mayoria de libre distribución y código 
abierto, desarrolladas principalmente en Fortran y C.
Paquetes de Datos
Archivos comprimidos que incluyen toda la salida producida 
por el software de modelización numérica. Estos paquetes de 
datos se generan a diario para cada área geográfica a simular.
Módulo de Post-Procesado
Componente que se encargará de extraer todos los datos 
almacenados en los paquetes de datos, así como realizar 
tareas de post-procesado para calcular los índices de calidad 
del aire y los valores de las alertas.
Almacenamiento de los Datos
Parte del sistema que tendrá la responsabilidad de almacenar 
todos los datos obtenidos por el módulo de post-procesado en 
una base de datos relacional.
Controlador de Datos y Servicio Web
Capa del sistema cuya responsabilidad será la de encapsular 
el acceso a los datos almacenados, tanto de la base de datos 
como del banco de imágenes. Será también el componente 
encargado de servir y resolver todas las peticiones de datos 
solicitadas por la aplicación web.
Aplicación Web
Aplicación basada en tecnología web que permitirá a los 
usuarios visualizar los mapas e índices de calidad del aire en 
cualquier navegador web.
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que permitirán a los servicios web el acceso a las bases de datos, y finalmente la aplicación web que 
permitirá a los usuarios visualizar los datos mediante un visor gráfico.
Cabe destacar que el alcance del proyecto es considerable, puesto que hay que tener en cuenta que este 
proyecto no abarca tan solo la implementación de estos componentes sino también su diseño y 
especificación.
1.5. Objetivos del Proyecto
El objetivo principal que persigue este proyecto es el desarrollo de una aplicación que permitirá la 
visualización de datos relativos a la calidad del aire sobre una determinada área geográfica a partir de los 
datos obtenidos por el software de modelización numérica.
Para llevar a cabo la ejecución de este proyecto con éxito nos centraremos de manera exclusiva en el 
diseño y desarrollo de los componentes que hemos visto en la sección anterior. Estos componentes  no 
sólo determinan el alcance del proyecto, sino que también son los que exclusivamente pertenecen a la 
aplicación que tenemos por objetivo desarrollar.
Así pues, a partir de estos componentes y de las primeras reuniones previas al análisis de requerimientos 
hemos podemos identificar los objetivos parciales cuya suma e integración nos proporcionará el éxito del 
objetivo principal del proyecto, los describimos a continuación.
1.5.1. Módulo de Post-Procesado
• Procesar Archivos NetCDF
Los datos sobre concentración de contaminantes, campos meteorológicos, modelización de las 
emisiones, etc. se encuentran almacenados en archivos en formato NetCDF. Debemos 
desarrollar un componente que nos permita procesar estos archivos para posteriormente 
guardarlos en la base de datos.
El módulo debe ser capaz de descodificar e interpretar los datos almacenados, así como 
asegurar y garantizar la integridad de los datos.
• Post-Procesado de los Datos
Los archivos NetCDF contienen únicamente datos meteorológicos, información sobre los focos 
de emisión de contaminantes, e información de cómo estos contaminantes se distribuyen y 
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depositan en la superficie terrestre y atmósfera. Es también competencia de este proyecto, el 
desarrollar un componente de software que implemente todos los algoritmos especificados por 
la legislación vigente para el cálculo de variables cuantitativas que indican los niveles de 
contaminación, así cómo el cálculo de alertas para aquellas zonas que puedan encontrarse bajo 
algún riesgo.
1.5.2. Almacenamiento de los Datos
Este objetivo comprende el desarrollo del sistema de almacenamiento de todos los datos necesarios de 
manera eficiente y óptima. Recordemos que esta aplicación manejará un volumen relativamente alto de 
datos y ello no debe afectar a la escalabilidad ni rendimiento de la aplicación.
1.5.3. Aplicación Web
Desarrollo del Visor de la Calidad del Aire utilizando tecnología web, el visor deberá a su vez cumplir con 
cinco objetivos principales.
• Visor Geográfico de Imágenes GrADS
Para un determinado día y zona geográfica, el visor deberá ser capaz de mostrar varios 
conjuntos de imágenes GrADS. Tendremos un conjunto para cada tipo de variable de cada 
modelo numérico, y cada uno de estos conjuntos estará compuesto por las imágenes que 
muestran como afecta la variable a una determinada zona geográfica a lo largo del día junto 
con la predicción de los siguientes siete días a la fecha seleccionada.
• Visor Geográfico de Alertas
Para un determinado día y zona geográfica, el visor deberá incorporar un sistema de predicción 
de alertas que permitirá al usuario visualizar sobre un mapa posibles riesgos relacionados con 
la calidad del aire que puedan tener lugar a varios días vista.
• Visualización de Datos Numéricos
A partir de los datos almacenados en los archivos NetCDF, deberemos desarrollar un 
componente que permita explorar los datos numéricos de cada tipo de variable para cada 
estación meteorológica y población de una determinada zona geográfica.
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• Generación de Gráficas
Integrado también dentro de la plataforma web, deberemos crear un mecanismo para generar 
diagramas de barras de forma dinámica a partir de los datos numéricos de cada variable.
• Generación de Informes PDF
El sistema dispondrá de un módulo que permitirá la creación de informes en formato PDF con 
resúmenes diarios de los niveles de calidad del aire.
1.6. Solución Tecnológica
La solución tecnológica sobre la que se deberá desarrollar esta herramienta será la de una aplicación web. 
En las primeras tomas de contacto con el cliente estuvimos valorando si la solución tecnológica debía ser 
una aplicación nativa o una aplicación web. Finalmente, después de haber analizado distintos factores que 
detallamos a continuación, el cliente decidió apostar por un modelo basado en la nube.
1.6.1. Implantación y Distribución
Al ser la aplicación accesible desde cualquier navegador web, los costes de implantación y distribución 
son prácticamente inexistentes, puesto que no se requiere la distribución de ningún soporte físico. El 
usuario no debe realizar ningún proceso de instalación para poder utilizar la aplicación, y tampoco se 
requiere la instalación de componentes de software de terceros para un correcto funcionamiento de la 
aplicación.
Para acceder y utilizar la aplicación únicamente se necesitará disponer de un navegador web y una 
conexión a Internet, requisitos que cumplen una gran mayoría de dispositivos.
1.6.2. Mantenimiento
Otra razón que ha incidido en la decisión de realizar el desarrollo bajo un paradigma tipo web ha sido el 
mantenimiento de la aplicación. Al tratarse de una plataforma web, los usuarios siempre accederán la 
última versión de la aplicación sin necesidad de llevar a cabo ningún proceso de descarga e instalación de 
actualizaciones.
De esta forma, el problema del mantenimiento queda reducido a aplicar las mejoras únicamente sobre el 
servidor de producción. Proceso que se lleva a cabo de una forma tan inocua que los usuarios solamente 
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perciben que se trata de otra versión al ver o notar las nuevas mejoras, en ningún momento ven 
interrumpido su flujo de trabajo a causa de una actualización a menos que se deban realizar tareas de 
mantenimiento del propio servidor.
1.6.3. Compatibilidad
Otra de las razones que ha motivado la decisión de un entorno de ejecución basado en web es la 
compatibilidad. El hecho de utilizar el navegador web para acceder a la herramienta hace que ésta sea 
compatible con cualquier sistema operativo, evitando así costes de desarrollo adicionales para portar la 
aplicación a otras plataformas o sistemas operativos.
Ademas, la aplicación se desarrollará siguiendo los estándares web fijados por la W3C17, por lo que, sea 
cual sea la configuración del usuario, sistema operativo, o versión del navegador, se garantizará una 
misma experiencia para todos los usuarios de la plataforma.
1.6.4. Seguridad
En cuanto a la seguridad, utilizando el modelo plataforma web, la fuente de datos meteorológicos y de 
emisiones nunca quedará expuesta a terceros.
Como ya hemos visto en la sección anterior, los datos serán obtenidos a través de un servicio web que 
únicamente será accesible desde el servidor donde reside la aplicación web. En ningún caso se podrá 
acceder a este servicio web desde el exterior, puesto que los datos estarán almacenados en la 
correspondiente máquina del cliente, que solo será accesible desde la red Interna.
Contrariamente a lo que pasaría en el caso de desarrollar la herramienta utilizando un paradigma de 
aplicación nativa, en el que nos veríamos obligados a crear un webservice18  accesible desde cualquier 
punto para que las aplicaciones instaladas en las máquinas de los clientes pudieran obtener los datos de 
forma segura.
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17 World Wide Web Consortium, así es como se conoce a este consorcio internacional que se encarga de especificar y 
documentar los estándares y buenas prácticas para prácticamente todas las tecnologías web.
18 Mecanismo de comunicación 
1.6.5. Control de Acceso
Y por último, pero no por ello menos importante, el control del acceso a la plataforma. Este factor ha sido 
decisivo en la selección de una plataforma basada en la nube como solución tecnológica.
Por lo que respecta al control de acceso, puesto que todos los usuarios deben conectarse a la misma 
plataforma central, en todo momento se puede decidir quién y quién no tiene acceso, el bloqueo de un 
usuario a los datos puede hacerse de forma inmediata y en pocos segundos.
El paradigma plataforma web también permite que se puedan segmentar las funcionalidades, los datos de 
las modelizaciones, o incluso las variables de predicción. De este modo, se podrán crear y modificar los 
diferentes niveles de acceso que determinarán a que tiene acceso cada usuario según sea el acuerdo 
comercial con cliente, de manera que si añadimos una nueva funcionalidad a un usuario, éste podrá 
acceder de forma inmediata sin necesidad de descargar ningún módulo o actualización.
1.7. Metodología de Trabajo
Para que la ejecución del proyecto sea un éxito, es importante establecer una metodología de trabajo. 
Para el desarrollo de aplicaciones existen varias metodologías, cada una de ellas presenta sus ventajas e 
inconvenientes, siendo las necesidades del proyecto y su naturaleza los factores determinantes para 
decidir cual de ellas es la mejor.
En nuestro caso, hemos considerado dos metodologías de trabajo muy conocidas y utilizadas en el 
desarrollo de aplicaciones web, pero a su vez muy distintas entre ellas. Nos referimos a la metodología de 
desarrollo en cascada, más conocida como Waterfall, y la metodología de desarrollo ágil, también más 
conocida como Agile.
La metodología de desarrollo en cascada, se basa en un modelo de desarrollo secuencial. El proyecto se 
realiza pasando por una serie de etapas que siguen un orden lineal: análisis, especificación, diseño, 
implementación, pruebas, y mantenimiento. Las etapas se ordenan en forma de cascada, y el progreso del 
proyecto fluye hacia abajo, de ahí su nombre19. Por esta razón, generalmente, no se inicia una etapa si no 
se ha finalizado la etapa anterior.
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19 La primera definición de este modelo se realizó en 1970 en un artículo de Winston W. Royce, aunque la primera vez que se 
utilizó el término fue en el 1976, en un artículo de la Computer Society Press, firmado por Thomas Bell.
T.E. Bell & T.A. Thayer. Software Requirements: are they really a problem? Computer Society Press, 1976
https://static.aminer.org/pdf/PDF/000/361/405/software_requirements_are_they_really_a_problem.pdf, consultado el 22 
de Mayo del 2016.
En el lado contrario, la metodología de desarrollo ágil sigue un modelo de diseño iterativo. En este tipo de 
desarrollo los requerimientos del producto suelen evolucionar durante el progreso del proyecto, por lo 
que no existe una etapa de análisis previa que defina todos los requerimientos funcionales. Lo que se hace 
es dividir el proyecto en varias iteraciones, en cada una de ellas se realizan todas las tareas de análisis, 
especificación, diseño, e implementación, y al final de cada iteración se entrega una versión incremental 
de la aplicación.
El modelo en cascada tiene como principal inconveniente que hasta la versión final el cliente no tiene la 
posibilidad de ver si la aplicación cumple con los objetivos para los que se ha diseñado. Son los analistas 
quienes se ocupan de ello, y cualquier error conduce al rediseño de la aplicación, incrementando 
negativamente sus costes.
En este sentido, el modelo iterativo es muy atractivo, puesto que el proyecto se va realizando en varias 
iteraciones, el cliente tiene la posibilidad de evaluar si la aplicación cumple con sus expectativas mucho 
antes. Además, puesto que el modelo es más flexible cuanto aparecen cambios, es más fácil implementar 
nuevas funcionalidades que surgen durante el desarrollo del proyecto.
Aún así, en el modelo iterativo no es posible cuantificar cuantos cambios se realizarán, ni como 
evolucionarán los requerimientos, así como tampoco definir el número de iteraciones. Por estas razones, 
cuando se aplica la metodología ágil, ni el cliente ni el proveedor saben cual será el coste real del 
desarrollo, por lo que no se suele pactar el precio para todo el proyecto, si no que se pactan unos costes al 
inicio de cada iteración, siendo el coste final una orientación o aproximación.
En nuestro caso, el diseño iterativo nos parecía la mejor opción, pero nuestro cliente nos había exigido un 
presupuesto cerrado. El hecho de no conocer el coste total antes de aprobar el proyecto no era una 
opción para su director ejecutivo, por lo que acabamos aplicando el modelo tradicional en cascada.
Esta decisión comportaba riesgos para nuestra empresa, puesto que en las primeras reuniones ya vimos 
que el cliente no sabía muy bien lo que quería. Tenía muy claras las funcionalidades básicas de la 
aplicación, pero desconocía completamente como debía interactuar el usuario con ella, que pantallas 
debían existir, o como debía integrarse con sus sistemas para obtener los datos.
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2. Análisis de Requerimientos
Esta primera fase de análisis tiene especial importancia para el éxito del proyecto, puesto que es durante 
este primer proceso cuando se deben identificar todas las necesidades, funciones y condiciones que debe 
cumplir nuestro sistema. Una interpretación incorrecta de las necesidades de la aplicación, o una mala 
comunicación con el cliente, son ejemplos de errores comunes que pueden llevarnos a diseñar un sistema 
que no cumple ninguno de los objetivos marcados por el cliente.
Para el análisis de requerimientos, el primer paso será la identificación de los stakeholders, es un término 
que no tiene traducción directa del inglés y que se utiliza para referirse a toda aquella persona, entidad u 
organización que pueda guardar relación con el proyecto.
Una vez identificados los stakeholders, daremos paso a describir los requerimientos funcionales obtenidos 
en esta fase de análisis, éstos describen todo aquello que debe hacer el sistema y tenga que ver con su 
comportamiento. Finalmente, cerraremos la sección con los requerimientos no funcionales, los cuales 
detallan cómo debe ser el sistema independientemente de cual sea su funcionamiento.
2.1. Actores Implicados. Stakeholders
Los principales problemas que surgen durante la etapa de análisis de requerimientos tienen que ver con la 
comunicación entre los distintos agentes. Por un lado, el cliente no suele tener una idea clara de lo que 
realmente quiere, siendo muy común que añada nuevos requerimientos a lo largo del proyecto, sobretodo 
después de que se haya fijado el coste y la planificación temporal. También suele pasar que el cliente 
desconoce completamente el proceso de desarrollo de una aplicación y sus implicaciones, o incluso la 
tecnología utilizada, haciendo difícil que pueda participar activamente en el desarrollo del producto.
En el lado contrario, el analista o desarrollador suele utilizar un vocabulario que el cliente no entiende, lo 
que conduce a una situación en la que los dos agentes creen estar en perfecta sintonía hasta que se 
entrega el producto, en ese momento es cuando el cliente se da cuenta de que el sistema no cumple con 
sus objetivos y comienzan los problemas.
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Otro error común de los desarrolladores suele ser intentar ajustar los requerimientos a un sistema 
existente a fin de reducir costes, estos ajustes pueden hacer que no se cumplan los objetivos o las 
expectativas que el cliente tenía sobre el producto.
Con el objetivo de minimizar todo este tipo de problemas y fomentar una comunicación más transversal, 
además de identificar los actores implicados y que papel desempeñarán en el proyecto, hemos 
organizado una serie de reuniones para analizar mejor las necesidades del proyecto desde el punto de 
cada uno de ellos.
En este proyecto podemos distinguir tres agentes que guardan relación con el proyecto y que incluyen a 
todas las personas que van a intervenir en el desarrollo del proyecto o de su uso.
2.1.1. Nuestro Cliente
En primer lugar, tenemos los stakeholders que pertenecen a la empresa responsable del sistema completo 
de calidad del aire, es nuestro cliente directo:
• El director ejecutivo. El director ejecutivo ha tenido poca participación pero ha querido estar 
presente en todas las reuniones para conocer de primera mano las decisiones funcionales que 
se tomaban puesto que este proyecto es una apuesta importante para cambiar su modelo de 
negocio.
• El responsable del sistema completo de predicción de calidad del aire. Desempeña el papel de 
responsable de proyecto dentro del equipo del cliente, es nuestro principal interlocutor y es 
quien más información nos ha proporcionado durante esta primera etapa.
• El responsable del departamento de sistemas. El cliente cuenta con un pequeño centro de datos 
mantenido por dos personas, y su intención es que la aplicación sea desplegada en sus propios 
servidores. Nos hemos entrevistado con el responsable del área de sistemas para recabar parte 
de los requerimientos no funcionales.
2.1.2. Cliente Final y Usuarios de la Herramienta
Por otro lado tenemos el cliente final, normalmente serán siempre organizaciones, en su mayoría 
relacionadas con la administración pública, que contratarán el servicio con la empresa responsable del 
sistema, nuestro cliente.
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El objetivo es que cualquier organización u empresa privada pueda contratar el acceso a una o varias 
zonas geográficas junto con un volumen determinado de cuentas de usuario para sus empleados, que 
serán los que realmente utilizarán la herramienta.
2.1.3. Nuestro Equipo
Y finalmente, la empresa a la cual pertenezco, que es la que ha recibido el encargo de desarrollar toda la 
parte de visualización de datos objeto de este proyecto. Este equipo se compone principalmente de:
• El responsable del proyecto. Yo soy quien desempeña este papel, debo hacerme cargo de toda la 
comunicación entre el cliente y mi equipo, ocupándome de que ambos estén en sintonía a 
pesar de no utilizar el mismo lenguaje. Otra de mis funciones es la de asesorar al cliente en el 
desarrollo del producto, como por ejemplo, ofreciendo la visión de cómo debe ser la interacción 
con el usuario, o la arquitectura del sistema para poder escalar a más usuarios sin costes 
adicionales. También está entre mis tareas dirigir el desarrollo de la aplicación coordinando y 
liderando a mi equipo, así como también implementar algunos de los componentes.
• El equipo de desarrollo. Para la implementación y ejecución de todo el proyecto contaré con la 
ayuda de otro programador al que deberé liderar y supervisar.
• El equipo de diseño gráfico. Para este proyecto contaremos únicamente con una sola persona 
para realizar las tareas de diseño gráfico. Esta persona se encargará de realizar el diseño gráfico 
de los elementos de la interfaz de usuario tales como botones, menús, controles, etc. así como 
plasmar visualmente las interfaces de usuario que surjan de los bocetos para que el cliente 
pueda apreciar como será el producto final sin tener que implementarlo antes.
2.2. Requerimientos Funcionales
Los requerimientos funcionales definen las funciones que debe desempeñar una aplicación o alguno de 
sus componentes. Cada una de estas funciones define el comportamiento interno del sistema: cálculos, 
detalles técnicos, manipulación de datos, o cualquier otra funcionalidad específica que describa lo que el 
sistema debe cumplir.
A continuación se describen los requerimientos funcionales recabados para este proyecto, agrupados 
según la parte del sistema que describen.
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A. Procesado de los paquetes de datos
A.1. Lectura de los paquetes de datos.
La aplicación deberá ser capaz de leer los paquetes de datos que se irán generando de forma 
diaria. 
A.2. Obtener Imágenes GrADS
A partir de la lectura de los paquetes de datos, la aplicación deberá obtener las imágenes 
GrADS y almacenarlas para que puedan ser leídas posteriormente por el visor.
A.3. Lectura archivos NetCDF
En cada uno de los paquetes de datos se incluyen varios archivos binarios en formato 
NetCDF, el sistema deberá ser capaz de leer estos archivos para su posterior procesado.
A.4. Procesado de archivos NetCDF
El sistema deberá procesar los archivos NetCDF para obtener los valores de las distintas 
variables que se encuentran almacenadas en cada uno de estos archivos, así como ser capaz 
de relacionar las variables con sus respectivas localizaciones geográficas.
A.5. Calculo de alertas e índices de calidad del aire
A partir de los valores horarios y geográficos de cada una de las variables, el sistema deberá 
realizar el cálculo de predicción de alertas y los índices de calidad del aire correspondientes 
según la normativa vigente.
A.6. Persistencia de los cálculos y datos procesados
El sistema será también el responsable de almacenar todos los datos procesados y los 
cálculos realizados en una base de datos relacional que será utilizada por el visor para su 
posterior visualización.
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A.7. Envío automático de un correo electrónico
Cada vez que se procese un paquete de datos, el sistema deberá enviar un correo electrónico 
al usuario administrador de forma automática con un informe en formato PDF en el que se 
detallarán todos los datos relativos a la simulación, predicción, cálculo de alertas, etcétera.
B. Visualización de los datos
B.1. Visor GrADS para una variable
La aplicación deberá permitir al usuario mostrar un conjunto de imágenes GrADS relativos a 
la simulación de una variable, día, y zona geográfica concretas.
Este conjunto de imágenes estará formado por una imagen para cada hora del día 
seleccionado, el usuario debe poder visualizarlas utilizando un control de línea de tiempo, así 
como simular una animación mostrando las distintas imágenes una tras otra mediante un 
botón de reproducción.
B.2. Visor de predicciones GrADS para una variable
El sistema de control de calidad del aire cuenta con un sistema de predicciones, para una 
variable, día, y zona geográfica concreta, no sólo existe una simulación, sino también una 
predicción sobre el comportamiento de esa variable durante los siete días posteriores a la 
fecha seleccionada.
Así pues, el sistema, además de permitir visualizar las imágenes GrADS de la simulación (B1) 
también debe permitir mostrar las imágenes de los siete días de predicción posteriores a esa 
simulación.
De igual modo que con la simulación, para un día de predicción también dispondremos de 
una imagen para cada hora del día, por lo que el usuario debe poder controlar la hora que se 
está visualizando mediante un control de línea de tiempo, así como simular una animación de 
la predicción.
B.3. Visor de alertas
A partir de la selección de una fecha, la aplicación deberá permitir al usuario mostrar en un 
mapa de la zona geográfica seleccionada las posibles alertas existentes para ese día 
concreto.
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B.4. Visor de predicciones de alertas
Del mismo modo que ocurre con GrADS, el sistema cuenta también con un sistema de 
predicción de alertas para los siete días posteriores a una simulación. Por lo que, a partir de la 
selección de un día de simulación, la aplicación deberá permitir al usuario mostrar las 
predicciones de posibles alertas para los días posteriores.
B.5. Visualización de información tabular
A partir de una lista de localizaciones geográficas definidas por el cliente, el sistema deberá 
mostrar para cada una de estas localizaciones los valores obtenidos por la simulación para 
distintas variables meteorológicas y relativas a la calidad del aire.
El sistema representará los datos en un formato de tabla cuyas filas serán todas las variables 
meteorológicas y relativas a la calidad del aire correspondientes a una localización geográfica 
y fecha concretas. Mientras que cada una de las columnas de la tabla representará el valor de 
la variable correspondiente en a cada hora del día seleccionado.
Además el sistema debe también permitir mostrar datos relativos a las predicciones de los 
siete días posteriores a la simulación.
B.6. Generación de gráficas
La aplicación permitirá al usuario la visualización de los datos de información tabular en 
gráficas. Para cada variable y día se deberá poder obtener una gráfica de líneas en la que se 
representará la evolución de los distintos valores de una variable a cada hora del día 
seleccionado.
B.7. Generación de informes en formato PDF
Para cada área geográfica, la aplicación se encargará de generar un informe PDF diario que 
contendrá todas las imágenes GrADS relativas al día de la simulación, y todas las relativas a 
la predicción de los días posteriores. Incluirá también todas las tablas de información tabular 
con sus respectivos días de predicción, así cómo las gráficas de evolución horaria para cada 
una de las variables.
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B.8. Histórico
El usuario debe en todo momento poder consultar datos de simulaciones pasadas con sus 
respectivas predicciones.
C. Administración de Usuarios
C.1. Registro de usuarios
La aplicación únicamente será accesible por usuarios registrados. El sistema debe permitir a 
los usuarios administradores el registro de nuevos usuarios.
C.2. Baja de usuarios
El sistema deberá permitir a los usuarios administradores realizar la baja de las cuentas de 
usuario que ellos deseen.
C.3. Permisos de usuarios por funcionalidad
Los usuarios administradores podrán establecer permisos por funcionalidad a cada uno de 
los usuarios del sistema, pudiendo así controlar el nivel de acceso que tiene un determinado 
usuario. Por funcionalidad se entiende 
C.4. Permisos de usuario por variable
Además de poder establecer los permisos por funcionalidad, el sistema debe también 
permitir a los usuarios administradores establecer permisos por variable a cada usuario. 
Pudiendo así limitar el acceso a determinadas variables a determinados usuarios.
D. Acceso a la Plataforma
D.1. Inicio de sesión
El sistema debe únicamente permitir iniciar sesión a aquellos usuarios que hayan sido 
previamente registrados por los administradores. Podrán iniciar sesión utilizando su correo 
electrónico cómo nombre de usuario y la contraseña facilitada por un administrador.
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E. Configuración de la Simulación del Cliente
E.1. Archivos de configuración
Los usuarios administradores deben poder cargar distintos archivos de configuración que 
modificarán el comportamiento de la simulación, para ello el sistema debe subir los archivos 
cargados por el administrador a un servidor FTP20.
E.2. Editar parámetros
Los usuarios administradores dispondrán de un formulario mediante el que podrán editar la 
configuración de una serie de parámetros que afectan a cómo se realiza la simulación. El 
sistema únicamente debe encargarse de recoger estos parámetros para inmediatamente 
generar un archivo de texto y subirlo a un servidor FTP.
2.3. Requerimientos No Funcionales
Los requerimientos no funcionales son aquellos que no afectan al funcionamiento del sistema, sino que 
más bien especifican criterios que nos indican cómo debe ser el sistema. Dicho de otro modo, no pueden 
definir ningún aspecto del sistema que incida ni lo más mínimo sobre su comportamiento, únicamente 
describir cualidades.
En nuestro caso los principales requerimientos no funcionales de la aplicación son:
• Usabilidad
Es uno de los requerimientos no funcionales más importantes, dado que es uno de los valores 
diferenciales respecto a otras soluciones existentes en el mercado.
Es importante remarcar que los usuarios que utilizaran esta aplicación son físicos o expertos en 
temas de calidad del aire, por lo que la aplicación debe ser fácil de usar e intuitiva en cuanto a 
que los usuarios sólo deban centrarse en el análisis de los datos visualizados y no tanto en 
pensar cómo deben hacerlo para poder obtener un determinado dato o índice de calidad del 
aire.
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20 Del Inglés, File Transfer Protocol, se trata de un protocolo de red para la transferencia de archivos muy común basado en una 
arquitectura cliente/servidor.
• Escalabilidad
Cuando decimos que una aplicación es escalable nos referimos a su capacidad para seguir 
operando de forma eficiente cuando el volumen de datos o usuarios se ve aumentado de forma 
considerable.
El cliente ya prevé incorporar más zonas geográficas y variables al visor en un futuro próximo, y 
teniendo en cuenta el tamaño de los paquetes de datos para una sola zona geográfica y día, 
sabemos de antemano que esto conllevará un gran aumento en el volumen de datos y carga de 
trabajo del sistema. Por esta razón, nuestra aplicación deberá estar diseñada para soportar 
tales ampliaciones sin que esto tenga un impacto significativo en los costes.
• Extensibilidad
La extensibilidad es un principio de diseño que define la habilidad del sistema para extender 
sus funcionalidades con el mínimo esfuerzo, de manera que no haya que realizar grandes 
cambios en la implementación ya existente o que su estructura interna apenas se vea afectada.
Es importante que la aplicación sea extensible, tanto por el hecho de poder ofrecer nuevas 
funcionalidades a los usuarios, que es algo de lo que ya nos ha advertido el propio cliente, cómo 
por el de poder ofrecer una gran versatilidad a la hora de implementar nuevos algoritmos de 
cálculo de calidad del aire. En cuanto a esto último, debemos tener en cuenta que estos índices 
responden a una normativa legal que puede ir cambiando, o incluso depender de la legislación 
vigente en la zona geográfica que se estudia.
• Fiabilidad
La fiabilidad es la probabilidad de que un sistema opere libre de fallos. Puesto que la fiabilidad 
suele ser inversamente proporcional a la complejidad del software, y que el sistema que 
desarrollaremos es altamente complejo, debemos garantizar la máxima fiabilidad posible.
Además, debido a que no disponemos de ningún mecanismo que nos permita garantizar que 
los paquetes de datos generados por el sistema de modelización son correctos, la aplicación 
deberá ser capaz de recuperarse por sí sola de posibles situaciones anómalas producto de 
errores en el procesado de estos paquetes, minimizando el impacto que esto pueda tener sobre 
la disponibilidad de la aplicación o en el uso de la aplicación para cualquier usuario.
• Seguridad
En este proyecto la seguridad afecta principalmente a tres cuestiones. La primera, a que el 
acceso a la aplicación estará protegido de accesos no autorizados, para ello se utilizarán 
mecanismos de autenticación por usuario y contraseña que garanticen que el acceso sólo 
estará permitido a los usuarios que previamente hayan sido registrados por un administrador.
La segunda cuestión es la que afecta a la correcta aplicación de los permisos de los usuarios. El 
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sistema deberá implementar los mecanismos necesarios para que un usuario no pueda utilizar 
una funcionalidad para la que no cuenta con privilegios de acceso, consultar datos de otras 
zonas geográficas ajenas a su cuenta, etcétera.
Y finalmente, lo que se refiere a la protección de los datos generados por el sistema de 
modelización. El acceso a estos datos debe estar totalmente controlado por la aplicación y 
únicamente se debe permitir acceder a éstos para ser visualizados si la aplicación decide que el 
usuario cumple con los requisitos de acceso. Ningún usuario no registrado en el sistema o sin 
los permisos necesarios podrá obtener estos datos.
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3. Especificación
Durante el proceso de análisis de requerimientos nos hemos centrado en elaborar una lista de todas las 
necesidades funcionales y no funcionales del sistema que debemos diseñar. Aún así, antes de poder 
comenzar a diseñarlo debemos estar seguros de haber entendido a la perfección todas y cada una de las 
necesidades presentadas por el cliente.
Para ello, en esta sección presentamos toda la especificación de las funciones que el sistema debe 
realizar en base al análisis de requerimientos de la sección anterior.
3.1. Modelo de Casos de Uso
Los casos de uso representan una de las técnicas más utilizadas y efectivas para describir con más detalle 
el funcionamiento del sistema. Éstos nos proporcionan una mayor visión y comprensión de los 
requerimientos que tienen que ver con el comportamiento del sistema, que la que ofrecería la simple 
redacción de una lista de funcionalidades [KURT2002].
Su simplicidad permite también que el cliente, que no es ningún experto en el desarrollo de software, 
pueda estar involucrado en el proceso de creación y revisión de los casos de uso. Su participación es 
básica para el éxito del proyecto pues es quien al final conoce mejor que nadie los distintos procesos de 
negocio que tratará el sistema.
3.1.1. Actores
Para la elaboración de los casos de uso el primer paso es definir los actores del sistema. Los actores 
representan los roles que desempeñan tanto usuarios humanos, como componentes de hardware 
externos, o cualquier otro agente. Un actor no necesariamente representa a una entidad física, sino más 
bien a una faceta particular de alguna entidad que que es relevante para la especificación o para sus 
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casos de uso asociados. Así pues, una sola instancia física puede desempeñar el rol de distintos actores, 
al igual que un actor puede ser representado por distintas instancias21 .
En nuestro caso hemos identificado tres actores que interactúan con el sistema: los usuarios, el sistema 
de post-procesado y la aplicación visor. Estos tres actores serán todos los implicados en los casos de uso, 
en el diagrama de la Figura 7 podemos apreciar también todos los roles desempeñados por estos actores 
definidos a continuación.
Figura 7. Actores del Sistema
• Usuario. Este actor representa la generalización de cualquier persona que desee conectarse a 
la plataforma.
• Usuario Anónimo. Representa a aquellos usuarios que no están registrados en el sistema y 
cuyo acceso no debe estar permitido.
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21 OMG Unified Modeling Language (OMG UML), Superstructure, V2.1.2
http://www.omg.org/spec/UML/2.1.2/, consultado el 29 de Abril del 2016.
• Usuario Registrado. Este actor representa la generalización de cualquier usuario que dispone 
de credenciales de acceso válidas para acceder al sistema.
• Usuario Administrador Cliente. A cada cliente se le facilitará un usuario administrador para 
poder gestionar y administrar todas las cuentas de usuario que haya contratado. Se trata pues, 
de una especialización del usuario registrado que además podrá revocar o crear nuevas 
cuentas de usuario de un mismo cliente. 
• Usuario Administrador Sistema. La empresa responsable del sistema contará además con una 
cuenta de administrador de sistema que permitirá gestionar y administrar las cuentas de 
administrador de todos los clientes.
• Sistema de Post-Procesado. Representa la parte del sistema responsable de obtener, validar, y 
procesar todos los paquetes de datos correspondientes a cada día de simulación.
• Aplicación Visor. La aplicación visor será la encargada de comunicarse con el servidor de 
datos, será la parte del sistema que realizará todas las peticiones necesarias para solicitar las 
imágenes GrADS, datos de simulaciones y predicciones, y un largo etcétera.
3.1.2. Paquetes de Casos de Uso
Para facilitar la lectura y comprensión de los distintos casos de uso, hemos decidido agruparlos en cinco 
paquetes que se corresponden a las categorías bajo las que se organizan los distintos requerimientos 
funcionales. En la Figura 8 podemos observar que actores interactúan con cada uno de los paquetes de 
casos de uso del sistema que describimos a continuación.
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Figura 8. Diagrama de los paquetes de Casos de Uso del sistema.
• Acceso a la Plataforma. Es el paquete que comprende todos aquellos casos de uso que tienen 
que ver con el acceso a la plataforma del visor de calidad del aire.
• Visualización de Datos. Paquete que engloba todos aquellos casos de uso que guardan 
relación con la visualización de datos.
• Administración de Usuarios. Los casos de uso que describen todo el funcionamiento de la 
administración y gestión de usuarios se encuentran recogidos en este paquete.
• Configuración de la Simulación del Cliente. Puesto que los clientes pueden personalizar la 
configuración de como el sistema de modelización debe realizar la simulación, aquí se recogen 
los distintos casos de uso que nos describen el funcionamiento de esta parte del sistema.
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• Gestión de los Datos. En este paquete encontraremos todos los casos de uso que definen el 
comportamiento del sistema para obtener, validar, procesar, y almacenar todos los datos de 
emisiones, predicciones, alertas, etcétera.
3.1.3. Casos de Uso
A continuación se muestran los diagramas de casos de uso detallados de cada uno de los paquetes del 
sistema junto con una breve explicación de cada uno de ellos.
Acceso a la Plataforma
La Figura 9 nos muestra el contenido del paquete de casos de uso de Acceso a la Plataforma. 
Debido a que el usuario no puede acceder a ninguna página de registro, así como tampoco 
acceder a ningún recurso antes de autenticarse, el único caso de uso que hemos detectado es el 
de inicio de sesión.
Figura 9. Diagrama de casos de uso del paquete Acceso a la Plataforma.
• Inicio de Sesión.
Cualquier usuario podrá acceder a una página de entrada en la que únicamente tendremos un 
formulario de inicio de sesión. Si el usuario dispone de unas credenciales válidas y habilitadas el 
inicio de sesión le permitirá el acceso a la plataforma, en caso contrario se le mostrará un 
mensaje de error.
A petición del cliente el sistema no debe permitir la recuperación de la contraseña, por lo que 
aquellos usuarios que olviden su contraseña deberán contactar con su respectivo 
administrador utilizando protocolos o mecanismos ajenos a este sistema.
Acceso a la Plataforma
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 Visor de Calidad del Aire
 53 / 168
Visualización de Datos
El paquete de casos de uso de Visualización de datos es uno de los más complejos, no sólo por la 
cantidad de interacciones que puede realizar el actor usuario registrado, sino más también por las 
implicaciones de cada una de ellas y el conocimiento sobre el dominio del problema que se 
requiere para una buena comprensión.
En la Figura 10 se muestra el diagrama completo de casos de uso para este paquete. El actor 
usuario registrado, que por la propia definición del actor sabemos que dispone de unas 
credenciales válidas y habilitadas para acceder a la aplicación, puede visualizar las imágenes 
GrADS, datos de información tabular, alertas, o descargar el último informe diario en formato 
PDF.
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Figura 10. Diagrama de casos de uso del paquete Visualización de Datos
• Seleccionar Fecha.
Si nos fijamos en el diagrama, veremos que varios casos de uso tienen en común el caso 
de uso de selección de una fecha. Esto sucede porque para la visualización de datos es 
necesario seleccionar una fecha concreta de simulación para la que deben existir datos. 
El usuario podrá seleccionar un día concreto de simulación mediante un selector de 
fecha.
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• Seleccionar Domino
Se trata del caso de uso común a todos los casos de uso con los que el usuario 
interactúa. Es el que permite seleccionar el dominio para el que queremos visualizar 
datos, la selección se realizará mediante un desplegable en el que se mostrarán todos 
los dominios disponibles para el usuario registrado.
Entendemos por dominio una zona geográfica determinada que ha sido previamente 
simulada a una determinada resolución. Normalmente el simulador trabaja con 
dominios de entre uno y cinco kilómetros de resolución dependiendo de cada zona, así 
pues por ejemplo un cliente podría tener contratados dos dominios: uno para visualizar 
datos de la provincia de Barcelona a tres kilómetros de resolución, y otro para estudiar el 
área metropolitana de la ciudad de Barcelona a un kilómetro de resolución.
• Selección de variable
Otro de los casos de uso comunes es la selección de variable, tanto las imágenes GrADS 
cómo los datos de información tabular pertenecen siempre a una única variable del 
modelo meteorológico, de emisión, o fotoquímico. Para poder visualizar los datos para 
cualquiera de estos dos casos de uso será necesario que previamente se haya 
seleccionado la variable sobre la que desea mostrar información.
• Visualización de datos estadísticos
También la visualización de datos estadísticos afecta únicamente a los casos de uso de 
visualización de imágenes GrADS y datos de información tabular. Este caso de uso 
únicamente se da para un subconjunto de variables que principalmente pertenecen al 
modelo fotoquímico.
En el caso de que un usuario haya seleccionado una variable del modelo fotoquímico que 
dispone de datos estadísticos asociados, se deberá poder visualizar la información 
adicional como por ejemplo los índices máximos diarios, o promedios para dicha 
variable.
• Visualización de imágenes GrADS
Para este caso de uso, el visor mostrará al actor las imágenes del día más reciente para 
el que existen datos de simulación de la variable y dominio seleccionados por defecto. El 
actor podrá cambiar de dominio, día, y variable siempre que existan datos a mostrar.
Para aquellos casos en los que si hay datos, se mostrará una barra temporal que 
permitirá al usuario acceder a la imagen GrADS de cada hora del día, así como pulsar un 
botón de “reproducción” que intercalará las imágenes a modo de animación.
Opcionalmente, para algunas variables se dispondrán de datos estadísticos cómo el 
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valor máximo horario, el valor máximo diario, y el valor máximo de las medias 
octohorarias del día22, el usuario deberá poder visualizar estos datos para las variables 
correspondientes.
Cada simulación tiene además asociada una predicción de todas las variables para cada 
uno de los siete días posteriores a la fecha de la simulación, por lo que además de 
visualizar los datos de simulación del día, dominio y variable seleccionada, el usuario 
deberá también poder visualizar los datos de predicción y estadísticos de los días 
posteriores asociados a esa misma selección.
• Visualizar Datos Información Tabular
Para el día mas reciente para el que existen datos de simulación, del dominio 
seleccionado por defecto, el sistema mostrará una lista de localizaciones geográficas 
donde cada elemento de la lista será un municipio o estación de medición perteneciente 
a ese dominio.
El actor podrá cambiar de dominio y día cuando lo desee, cuando cambie de dominio, se 
le mostrará la lista de localizaciones relativa al dominio seleccionado.
Para cada una de estas localizaciones, el sistema mostrará una tabla de datos en la que 
figurará la evolución horaria de un subconjunto de las variables junto con la predicción y 
datos estadísticos en el caso de que los haya.
• Visualizar Gráfica
Cada fila de la tabla de información tabular representará la evolución horaria de una 
única variable, el usuario deberá poder clicar encima de cualquiera de las filas y 
visualizar la evolución representada en una gráfica de línea.
• Visualizar Alertas
En este caso de uso, se mostrará un mapa de la zona geográfica relativa al dominio 
seleccionado por defecto. El usuario podrá cambiar de dominio, al hacerlo, se le 
mostrará el mapa correspondiente a ese dominio.
Según sea el dominio seleccionado, el mapa mostrará las divisiones a nivel municipal, 
comarcal o provincial. Para cada una de estas regiones, el sistema mostrará los iconos 
de las variables para las que pueda existir un aviso de alerta. Cada uno de estos iconos, 
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22 Este valor indica la concentración máxima de las medias móviles octohorarias correspondientes a un día. Para determinarlo, 
se examinan las medias móviles de ocho horas, calculadas a partir de datos horarios y que se actualizarán cada hora. Cada 
media octohoraria así calculada se atribuirá al día en que termine el período, es decir, el primer período de cálculo para cualquier 
día dado será el período que comience a las 17:00h de la víspera y termine a las 1:00h de ese día; el último período de cálculo 
para cualquier día dado será el que transcurra entre las 16:00 y las 24:00 de ese día.
Esta especificación está indicada en el Real Decreto 102/2011, de 28 de enero, relativo a la mejora de la calidad del aire.
https://www.boe.es/diario_boe/txt.php?id=BOE-A-2011-1645, consultado el 13 de Mayo del 2016.
además de identificar una variable, podrán aparecer en varios colores: verde para indicar 
que no existe riesgo de alerta, amarillo para indicar que hay riesgo, naranja para riesgo 
alto, y rojo para indicar riesgo muy alto.
• Descargar Último Informe PDF
Para el dominio seleccionado por defecto, el usuario podrá descargar un resumen diario 
del día más reciente para el que existen datos en formato PDF.
En el informe se incluirá la siguiente información obtenida por la simulación: las 
imágenes GrADS de la simulación y predicción de todas las variables, la información 
tabular referente a las predicciones meteorológicas y a los diferentes contaminantes de 
las localizaciones geográficas tanto en formato gráfica como tabla, y finalmente un 
resumen de todas las alertas observadas en la simulación.
El usuario deberá poder cambiar de dominio, al hacerlo, el informe PDF que podrá 
descargar será el relativo al dominio seleccionado.
Administración de Usuarios
En este paquete se describen todos los casos de uso relativos a la administración de usuarios, en 
la Figura 11 podemos observar el diagrama completo de casos de uso de este paquete.
Figura 11. Diagrama de casos de uso del paquete Administración de Usuarios
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• Crear Usuario Registrado
El usuario administrador del cliente podrá dar de alta a usuarios registrados para que 
accedan a los datos de simulaciones de dicho cliente. Se presentará un formulario en el 
que el administrador deberá introducir un correo electrónico y una contraseña.
• Habilitar y Revocar Usuarios Registrados
El usuario administrador del cliente podrá habilitar o revocar las credenciales de acceso 
a cualquier usuario registrado de ese mismo cliente. Para ello, accederá a una lista en la 
que aparecerán todos los usuarios, y para cada uno de ellos podrá decidir si está 
habilitado o no mediante un botón de habilitar/revocar.
• Modificar Contraseñas de Usuarios Registrados
Para cada usuario registrado en el sistema, el administrador podrá modificar las 
contraseñas de los usuarios mediante un formulario pero no visualizarlas. Debido a que 
los usuarios no pueden modificar sus contraseñas y no tienen ningún tipo de control 
sobre sus credenciales de acceso, es el usuario administrador del cliente quien puede 
modificar las contraseñas de los usuarios registrados.
• Asignar Permisos de Usuario
El usuario administrador del cliente podrá determinar las funciones y variables a las que 
tiene acceso cada usuario registrado de ese mismo cliente.
Para cada usuario registrado, dispondrá de una interfaz con todas las funcionalidades y 
variables disponibles, junto a cada una de estos elementos aparecerá una casilla de 
verificación para activar y desactivar las que el usuario debe tener acceso.
• Crear Usuario Administrador Cliente
El usuario administrador del sistema será el único que podrá dar de alta nuevos usuarios 
administradores para los clientes que tengan contratado el servicio. Se presentará un 
formulario en el que el administrador deberá introducir un correo electrónico y una 
contraseña.
• Habilitar y Revocar Usuarios Administrador Cliente
El usuario administrador del sistema podrá habilitar o revocar las credenciales de acceso 
a cualquier usuario administrador cliente. Para ello, accederá a una lista en la que 
aparecerán todos los usuarios administrador cliente, y para cada uno de ellos podrá 
decidir si está habilitado o no mediante un botón de habilitar/revocar.
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• Modificar Contraseñas de Usuarios Administrador Cliente
Para cada usuario administrador cliente, el administrador del sistema podrá modificar 
sus contraseñas mediante un formulario, pero no visualizarlas.
Configuración de la Simulación del Cliente
El paquete de casos de uso de configuración de la simulación del cliente está compuesto por dos 
casos de uso que permiten al cliente personalizar el comportamiento del sistema de 
modelización, en la Figura 12 tenemos el diagrama completo de casos de uso de este paquete.
Estos casos de uso no afectan al comportamiento de la aplicación de visualización de datos, pero 
las modificaciones de los parámetros deben realizarse a través de ésta, puesto que el cliente no 
puede ni debe tener acceso al software de modelización.
Figura 12. Diagrama de casos de uso del paquete Configuración Simulación Cliente
• Editar Parámetros
El usuario administrador del cliente tendrá a su disposición un formulario en el que 
podrá personalizar una serie de parámetros de la simulación para modificar el 
comportamiento del sistema de modelización.
Al pulsar el botón guardar el sistema deberá generar un fichero de texto con la 
configuración introducida por el administrador del cliente y enviar el archivo al sistema 
de modelización utilizando el protocolo FTP.
• Cargar Archivos
Se trata de otro caso de uso que también influye en el comportamiento del sistema de 
modelización. El administrador del cliente debe disponer de un formulario para cargar 
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archivos actualizados con información sobre nuevos focos de emisión de 
contaminantes. Una vez cargados los archivos en el sistema, éste deberá subirlos por 
FTP al servidor donde se encuentra el sistema de modelización para que éste pueda 
incluirlos en las próximas simulaciones.
Gestión de los Datos
Este paquete de casos de uso engloba todos los casos de uso que tienen que ver con la obtención, 
procesado y almacenamiento de los datos para los actores aplicación visor y sistema de post-
procesado, en la Figura 13 podemos ver el diagrama completo de casos de uso.
Figura 13. Diagrama de casos de uso del paquete Gestión de Datos
• Obtener los Paquetes de Datos
Las simulaciones completadas por el sistema de modelización darán lugar a una serie de 
paquetes de datos, concretamente un paquete por cada cliente, día, y dominio. Por 
ejemplo, para un cliente con tres dominios contratados, se generarán tres paquetes de 
datos diarios.
Todos los archivos NetCDF, imágenes GrADS y demás referentes a un mismo paquete 
de datos se encontrarán almacenados en un único archivo con formato TAR23 y a su vez 
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23 Formato de archivo ampliamente utilizado en entornos UNIX está diseñado para almacenar varios archivos y directorios en un 
único archivo y así facilitar su distribución o copia de seguridad.
comprimido en formato GZIP24 . Cada uno de estos archivos se identificará por un 
nombre de archivo cuya sintaxis será una concatenación del año, mes, día, y hora a la 
que corresponde la simulación.
Cada cliente tendrá su propio directorio de trabajo, por lo que los paquetes de datos de 
un mismo cliente se encontrarán siempre en la misma ruta de trabajo, en esta ruta 
encontraremos tantos directorios como dominios tenga contratados, y dentro de cada 
uno de estos directorios, los archivos de las simulaciones diarias correspondientes a ese 
dominio.
El sistema de post-procesado se encargará de ir a buscar estos archivos a las rutas 
correspondientes y comprobará la integridad de los archivos comprimidos.
• Procesar los Paquetes de Datos
Una vez obtenido el paquete de datos a procesar, el sistema de post-procesado se 
encargará de descomprimir el paquete de datos y procesará todos los datos que se 
encuentren en el.
Se encargará de relacionar y procesar todos los datos almacenados en los archivos 
binarios NetCDF con las distintas distintas regiones, municipios, y/o estaciones, así 
como realizar el cálculo de las alertas e índices de calidad del aire acorde a la normativa 
de esa zona geográfica, y generar el informe PDF con el resumen diario.
• Almacenar los Datos
Una vez realizados todos los cálculos, el sistema de post-procesado se encargará de 
almacenar todos los datos de la simulación y predicción en una base de datos relacional. 
Se encargará también de almacenar las imágenes GrADS en una estructura de 
directorios optimizada para que posteriormente éstas puedan ser visualizadas en la 
aplicación.
• Envío Automático Correo Electrónico
Una vez finalizado el procesado y almacenamiento de los datos, el sistema de procesado 
deberá enviar un correo electrónico a los usuarios registrados adjuntando el informe de 
resumen diario en formato PDF.
• Obtener Imágenes GrADS
La aplicación visor se comunicará se comunicará con el servidor de datos para obtener 
las imágenes GrADS relativas a un cliente, dominio y día de simulación.
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24 Abreviatura de GNU ZIP, es un software de libre distribución que permite la compresión de archivos utilizando el algoritmo 
Deflate, una combinación del LZ77 y la codificación de Huffman.
GZIP file format specification version 4.3, https://www.ietf.org/rfc/rfc1952.txt, consultado el 13 de Mayo del 2016.
• Obtener Valores Alertas
En este caso, el actor aplicación visor se comunicará con el servidor de datos para 
obtener los valores de alertas de un dominio y día de simulación concretos.
• Obtener Datos Información Tabular
La aplicación visor dispondrá de dos métodos para obtener por un lado la lista de las 
regiones, municipios, y/o estaciones disponibles para ese dominio, y por otro uno que le 
permitirá obtener todos los valores de las variables dados un dominio, día, hora y día de 
predicción concretos.
• Obtener Informe PDF
La aplicación visor se comunicará con el servidor de datos para obtener el informe PDF 
con el resumen diario de la fecha y dominio indicados.
3.2. Diagrama del Modelo Conceptual
A partir del modelo de casos y de los requerimientos funcionales podemos elaborar el modelo conceptual 
del sistema. El modelo conceptual nos permite representar y visualizar los distintos tipos de objetos del 
dominio, sus atributos, y las relaciones existentes entre ellos.
En la Figura 14 podemos observar el diagrama del modelo conceptual de nuestro sistema. Dada la 
complejidad del diagrama y del número de clases y relaciones involucrados hemos decidido dividir el 
diagrama en distintas partes a partir de un color. Cada una de estas partes se explica de forma detallada 
en los apartados que se presentan a continuación.
 Visor de Calidad del Aire
 63  / 168
Figura 14. Diagrama del Modelo Conceptual
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3.2.1. Usuarios
Uno de los principales paquetes de casos 
de uso es el Acceso a la Plataforma. 
Comentábamos en la sección 3.1.3 que 
los usuarios deben poder iniciar sesión 
dentro de la plataforma cuando posean 
unas credenciales válidas.
Para ello, hemos utilizado la clase User, 
cuyas credenciales de acceso vendrán 
definidas por los atributos username y 
password, cadenas de texto con el 
nombre de usuario y la contraseña del 
usuario encriptada25. Para determinar si 
las credenciales son válidas, utilizaremos 
el valor numérico del atributo status.
En la sección 3.1.1 habíamos definido los 
tipos de usuario que pueden existir dentro de la plataforma: los usuarios registrados, representados con la 
clase User, los usuarios Administradores Cliente, clase CustomerAdmin, y los Administradores del 
Sistema, clase SystemAdmin.
Los usuarios Administradores Cliente serán cuentas de usuario propiedad de su respectivo cliente, clase 
Customer. Mientras que los Administradores del Sistema no serán propiedad de ningún cliente.
Para facilitar la gestión de los permisos de usuario los usuarios Administradores Cliente podrán crear los 
grupos de usuario que crean convenientes, identificados con la clase Group. Todos los usuarios de un 
cliente, excepto los de tipo Administrador Cliente, deberán pertenecer a alguno de sus grupos de usuario.
Figura 15. Modelo Conceptual. Usuarios
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25 En cumplimiento de la Ley Orgánica de Protección de Datos, concretamente el Articulo 93 se establece que las contraseñas 
deberán almacenarse de forma ininteligible. Real Decreto 1720/2007, de 21 de diciembre, por el que se aprueba el Reglamento 
de desarrollo de la Ley Orgánica 15/1999, de 13 de diciembre, de protección de datos de carácter personal.
https://www.boe.es/buscar/act.php?id=BOE-A-2008-979, consultado el 27 de Mayo del 2016.
3.2.2. Internacionalización y Localización
Puesto que uno de los requerimientos no funcionales del proyecto es la escalabilidad a otras regiones y 
áreas geográficas, es razonable considerar que existe una alta probabilidad de que los nuevos clientes 
sean de diversos países y culturas. Por esta razón, hemos considerado necesario el diseñar la plataforma 
de manera que pueda adaptarse a diferentes idiomas según lo desee el cliente.
La Figura 16 hace énfasis sobre esta parte de Internacionalización y Localización del Diagrama del Modelo 
Conceptual. En ella podemos observar que los clientes pueden determinar el idioma del visor, clase 
Language, para todos sus usuarios, rol displayLanguage.
La internacionalización es el proceso de diseñar y 
desarrollar una aplicación para hacer que sea posible 
adaptarla a otros idiomas. Este proceso implica separar de 
la implementación todos aquellos elementos que se 
puedan traducir, en nuestro caso lo haremos mediante el 
uso de objetos de tipo LocalizableString, es decir, textos 
localizables.
Por otro lado, la localización es el proceso de adaptar la 
aplicación a un idioma concreto. En nuestro caso, para 
cada idioma disponible en la aplicación y para cada texto 
localizable, se almacenará su correspondiente traducción 
con una instancia de la clase LocalizedString, que será la 
que finalmente se muestre al usuario.
De esta forma, cada cliente podrá decidir el idioma del visor para todos sus usuarios sin necesidad de 
modificar la implementación, a la vez que para añadir un nuevo idioma tan solo requiera definir los textos 
localizados para cada texto localizable.
Figura 16. Modelo Conceptual. 
Internacionalización y Localización
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3.2.3. Administración de Usuarios
En la sección 3.1.2 definíamos el paquete de casos de uso de Administración de Usuarios, y de cómo los 
usuarios Administradores Cliente debían poder determinar las funciones y variables a las que tiene 
acceso cada usuario. La Figura 17 representa las entidades necesarias para llevar a cabo esta 
administración.
Figura 17. Modelo Conceptual. Administración de Usuarios: Funcionalidades, Permisos, Variables y Dominios.
Para la gestión de los permisos disponemos de varios tipos de elementos muy dispares sobre los que 
debemos poder establecer niveles de acceso: funcionalidades, modelos de calculo, variables, y dominios. 
Por esta razón, hemos definido la clase abstracta PermissionAccessItem, de manera que todos estos 
elementos sobre los que queremos ejercer control, clases Feature, Model, PredictionVar, y Domain 
respectivamente, sean subclases de esta clase abstracta.
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Según sea el acuerdo comercial con el cliente, éste podrá acceder a diferentes zonas geográficas, 
variables, modelos y funcionalidades bajo previa contratación. Definiremos mediante la clase asociativa 
CustomerPermission el nivel de acceso de todos los elementos incluidos en la contratación del servicio de 
un cliente concreto, identificados por el rol permissions. El usuario administrador del cliente podrá 
administrar los permisos de sus usuarios facilitando acceso a los distintos grupos de usuarios a cada 
elemento mediante la clase GroupPermission, por lo que será condición necesaria que los elementos 
asignados a cada grupo hayan sido asignados previamente al rol permissions del cliente.
Sobre las entidades subclase de PermissionAccessItem, por un lado tenemos los dominios, identificados 
por la clase Domain. En el modelo de casos de uso (Sección 3.1.3) se definía un dominio como una zona 
geográfica simulada a una determinada resolución. Los dominios son exclusivos de cada cliente, mediante 
el atributo directoryPath definimos el directorio en el que se almacenarán los correspondientes paquetes 
de datos, mientras que el atributo sort lo utilizaremos para controlar el orden en el que queremos mostrar 
los dominios en la interfaz gráfica.
Por otro lado tenemos los modelos numéricos, clase Model. En la sección 1.3 Visión General del Sistema 
dábamos una pinceladas sobre los tres modelos numéricos que utiliza el simulador de calidad del aire: el 
modelo metereológico, el modelo de emisión, y el modelo fotoquímico. Cada uno de estos modelos 
dispone de su propio conjunto de variables, identificadas por el rol hasVariables.
Las variables las representaremos utilizando la clase PredictionVar. Para cada una de ellas especificaremos 
un nombre de uso interno, un nombre para mostrar al usuario de tipo LocalizableString, el tipo de variable 
de que se trata, identificado por PredictionVarType, las unidades, la precisión decimal, un atributo sort para 
poder controlar el orden en el que se muestran, así como el prefijo utilizado en los nombres de los 
archivos GrADS para relacionar la variable con el conjunto de imágenes correspondientes.
Finalmente, todas las funcionalidades del visor se identificarán con la clase Feature, cuyo único atributo es 
el nombre que vamos a querer mostrar al usuario, de ahí que el tipo sea LocalizableString. En cuanto a las 
funcionalidades, son las recogidas en el paquete de casos de uso Visualización de Datos, concretamente: 
Visor Imágenes GrADS, Visor Datos Información Tabular, Visor Alertas, Descargar Informes PDF. 
Pudiendo definir para cada una de ellas, los modelos numéricos que pueden utilizar, identificados por el 
rol usesModels.
3.2.4. Imágenes GrADS
Para la parte del dominio relativa a las imágenes GrADS nos serviremos de la clase NumericalPrediction, 
que identificará cada una de las simulaciones realizadas por el sistema de calidad del aire para un 
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dominio concreto. Cada una de estas simulaciones genera información relativa al estado de la calidad del 
aire para un día concreto, predictionDate, así como una predicción para cada unos de los días posteriores a 
la fecha de simulación, siendo el número de días el valor del atributo numOfPredictions. Cada 
NumericalPrediction pertenecerá a su respectivo dominio, y a su vez, todas las simulaciones de un dominio 
vendrán identificadas por el rol predictions.
Si observamos la relación cuaternaria de la Figura 18, veremos que para cada día de simulación 
obtendremos un paquete de datos con un conjunto de imágenes GrADS, concretamente una imagen para 
cada variable de predicción, para cada hora del día, clase HourOffset, y para cada uno de los días de 
predicción, que calcularemos a partir del número de días relativos a predictionDate según el valor de offset 
de la clase DayOffset.
Obtendremos por tanto, un número de imágenes igual al producto cartesiano de la relación cuaternaria, 
donde cada imagen esta representada por la clase asociativa GRADSImageFile, de la que almacenaremos 
su respectivo nombre de archivo en el atributo fileName.
Figura 18. Modelo Conceptual. Imágenes GrADS.
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3.2.5. Alertas
Siguiendo con la explicación del Diagrama del Modelo Conceptual, en la Figura 19 podemos observar la 
parte del diagrama correspondiente al Visor de Alertas, otra de las funcionalidades con las que debe 
contar nuestro visor según la especificación de los requerimientos funcionales.
Figura 19. Modelo Conceptual. Alertas.
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correspondientes se mostrarán las alertas asociadas. Para poder representar cada uno de estos mapas 
dispondremos de varios archivos de datos espaciales en formato Shapefile26.
Identificaremos cada mapa mediante la clase AlertMap, en la que utilizaremos el atributo mapFileName 
para definir el archivo que almacenará las entidades geométricas de todos los elementos geográficos del 
mapa tales como provincias, comarcas, municipios, fronteras, líneas de costa, etcétera.
Siguiendo con el principio de abstracción, a pesar de representar y visualizar todas las entidades 
geométricas incluidas en el archivo mapFileName, solo almacenaremos en nuestro sistema aquellos 
elementos geográficos para los que debamos mostrar información sobre alertas, por ejemplo únicamente 
los municipios de una provincia concreta. Estos elementos se almacenarán como instancias de la clase 
MapLocation, y tendrán asociado un nombre definido mediante el atributo name.
Para cada uno de estos elementos geográficos debemos almacenar también el conjunto de atributos que 
lo describen. Estos atributos se identificarán mediante un índice, clase MapLocationKey, y un valor, clase 
asociativa MapLocationKeyValue. Diferenciaremos aquellos atributos que pueden asociarse a una entidad 
geométrica, de los que no, como por ejemplo datos demográficos o meteorológicos. Para todos los 
índices MapLocationKey que no puedan asociarse a una entidad geométrica no existirá la relación con 
AlertMap, multiplicidad cero.
Para determinar que entidades geométricas corresponden a cada localización de tipo MapLocation, cada 
mapa define, mediante el rol usesKeys, que índices de tipo MapLocationKey se utilizarán para establecer 
dicha relación. Dicho de otro modo, para seleccionar todas las entidades geométricas de un MapLocation, 
bastará con seleccionar todas aquellas que tengan definidos los atributos incluidos en usesKeys y cuyos 
valores sean los mismos que los de la localización.
Para cada localización del mapa definida en MapLocation, deberemos calcular y mostrar un conjunto de 
alertas. Cada una de estas alertas, que pertenecerá a un modelo concreto, se representará mediante la 
clase AlertVar, para la que estableceremos un nombre, atributo name, y una descripción para mostrar al 
usuario, atributo description.
El cálculo de las alertas toma como entrada los archivos de tipo NetCDF incluidos en el paquete de datos 
de la simulación, identificada ésta por la clase NumericalPrediction. Cada uno de estos archivos se 
compone de una matriz multidimensional en la que cada celda de la matriz base corresponde a una 
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26 Shapefile es un formato de archivo muy utilizado para el intercambio de información geográfica entre Sistemas de 
Información Geográfica (SIG). Permite almacenar información geométrica sobre elementos geográficos tales como divisiones 
territoriales en formato vector: puntos, líneas, y polígonos. Además, para cada elemento se suele incluir una serie de atributos 
que lo describen, como por ejemplo el nombre o la población.
latitud y longitud determinadas, y cuyas dimensiones almacenan información de observación y predicción 
de distintas variables. Utilizaremos la clase NetCDFCell para almacenar los índices de todas las celdas que 
pertenezcan a latitudes y longitudes situadas dentro de los límites del área de la localización MapLocation. 
De esta forma, podremos obtener fácilmente todas las celdas que tengan que ser utilizadas para el 
calculo de las alertas de una determinada MapLocation.
El algoritmo utilizado para el calculo de cada alerta variará en función de cliente, por ello la clase 
asociativa CustomerAlertVarOptions definirá el algoritmo a utilizar para cada AlertVar y cliente, así como 
los argumentos de entrada del algoritmo, atributo calculationArguments, y que intervalos determinarán los 
distintos niveles de alerta para la salida del algoritmo, atributo calculationThresholds.
Almacenaremos los valores calculados de las alertas como instancias de la clase AlertMapValue, 
concretamente una instancia para cada variable de alerta AlertVar, para cada uno de los días de 
predicción que calcularemos a partir del número de días relativos a predictionDate según sea el valor de 
offset de la clase DayOffset, y para cada localización del mapa MapLocation.
Además de todo lo dicho, debemos considerar también que otro de los requisitos funcionales es la 
capacidad de mostrar históricos. Esto hace que no tengamos garantías de que el mapa utilizado sea 
siempre el mismo, pueden aparecer nuevas localizaciones que no estaban representadas 
geométricamente en el archivo de datos espaciales. Para solucionar este problema, un dominio podrá 
disponer de un número indeterminado de mapas, rol alertMaps, con sus correspondientes MapLocations. 
Mientras que para procesar nuevos paquetes de datos, sólo se podrá utilizar la configuración y datos del 
activeAlertMap. De esta forma, permitiremos visualizar datos de mapas que ya no están activos evitando 
los problemas que conllevaría el tener que mantener la configuraciónción de celdas y atributos entre 
localizaciones de varios mapas.
3.2.6. Información Tabular
Para finalizar la explicación del Diagrama del Modelo Conceptual, acabamos con la parte del diagrama 
que corresponde a la visualización de datos de información tabular de la Figura 20.
Como ya comentábamos en el Modelo de Casos de Uso, la visualización de datos de información tabular 
consistirá en mostrar una lista de localizaciones geográficas donde cada elemento representará un 
municipio o estación de medición de un dominio concreto. En el Diagrama del Modelo Conceptual hemos 
identificado este tipo de entidades con la clase DomainLocation, de la cual almacenaremos el nombre, la 
latitud, y la longitud.
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Figura 20. Modelo Conceptual. Información Tabular.
Para cada elemento de esta lista de localizaciones se mostrará una tabla de datos en el que figurará la 
evolución horaria de un conjunto de variables. Para ello almacenaremos en la clase asociativa 
DomainLocationVarValue el valor de cada variable PredictionVar, para cada día de simulación, clase 
NumericalPrediction, para cada localización DomainLocation, para cada hora del día, clase HourOffset, y 
para cada uno de los días de predicción, que calcularemos a partir del número de días relativos a 
predictionDate según el valor de offset de la clase DayOffset.
3.3. Guión Gráfico
Para completar la especificación de la aplicación hemos optado por desarrollar un guión gráfico que nos 
permitirá evaluar y especificar con mayor detalle la interacción del usuario con la aplicación, así como 
establecer un mapa de navegación del diseño externo que guiará al usuario por toda la aplicación.
El diseño externo de la aplicación es un elemento muy importante dentro del sistema, puesto que definirá 
como debe ser la capa de presentación, la única parte del sistema con la que el usuario podrá interactuar. 
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Además, el diseño externo de la aplicación suele ser uno de los indicadores clave para la validación y 
aceptación del sistema por parte del cliente, por lo que todos los requerimientos funcionales que tengan 
que ser accesibles por el usuario deben estar incluidos en el diseño externo.
3.3.1. Mapa de Navegación
La Figura 21 muestra el mapa de navegación de la aplicación. Los usuarios iniciarán la navegación por la 
parte superior del mapa, en el apartado Iniciar Sesión. Si los datos introducidos no son correctos serán 
enviados a una página en la que se les indicará que los datos de acceso no son correctos.
En caso de introducir correctamente los datos podrán acceder a las funcionalidades que tengan 
disponibles en su perfil de usuario: el visor GrADS, el visor de Alertas, la Información Tabular, y/o 
Descargar PDF. Además, si se trata de un usuario de tipo administrador del sistema, éste tendrá acceso a 
la administración de usuarios administradores de los clientes. Y si por el contrario se trata de un usuario 
administrador cliente, éste dispondrá de acceso a la administración de sus usuarios, permisos, edición de 
parámetros de simulación, y cargar archivos de configuración al servidor.
Figura 21. Mapa de Navegación.
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3.3.2. Guión Gráfico
A continuación se muestra el guión gráfico de las principales pantallas con las que interactuará el usuario 
y que servirán de base para desarrollar el diseño de las distintas interfaces de usuario.
En primer lugar, la Figura 22 muestra el diseño de la pantalla correspondiente al inicio de sesión. El 
usuario deberá poder introducir su nombre de usuario y su contraseña en dos campos de texto, e iniciar la 
sesión mediante el click en el botón correspondiente.
Figura 22. Guión Gráfico. Inicio de Sesión
La Figura 23 nos muestra el prototipo del diseño del Visor de Imágenes GrADS. Disponemos de varios 
desplegables que nos permiten seleccionar el dominio, fecha, hora, y modelo. Y para cada modelo 
disponemos de las variables que también podemos seleccionar. Una vez seleccionadas todas las 
opciones, el visor mostrará la imagen GrADS correspondiente a la selección.
Figura 23. Guión Gráfico. Visor Imágenes GrADS
Nombre Usuario
Contraseña
Iniciar Sesión
Inicio de Sesión0 0 0
✔NO3
Dominio      ▿ 03/04/2016      ▿ 03:00 GMT      ▿
CO
NH3
NO
Modelo Emisión
Modelo      ▿
Visor Imágenes Grads0 0 0
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La Figura 24 nos muestra el prototipo del Visor de Alertas. En este caso debemos seleccionar el dominio, 
la fecha de predicción, el modelo, y la variable para la que queremos visualizar las alertas en la zona 
geográfica asociada al dominio. Una vez realizada la selección mostraremos las posibles alertas para cada 
localización geográfica que tengamos almacenada en el sistema sobre el mapa del visor.
Figura 24. Guión Gráfico. Visor Alertas
Finalmente, la figura 25 muestra otra funcionalidad a la que podrá acceder el usuario, la Información 
Tabular.
Figura 25. Guión Gráfico. Información Tabular
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El usuario podrá seleccionar un dominio, una localización geográfica de las disponibles, una fecha de 
predicción, y uno de los modelos numéricos mediante los distintos desplegables. Para cada selección, se 
mostrarán las variables del modelo correspondiente distribuidas en una tabla, junto con la evolución 
horaria de los valores de dichas variables a lo largo del día de predicción seleccionado. Además el usuario 
podrá solicitar ver en una gráfica la evolución horaria de una variable concreta.
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4. Diseño
El diseño de la aplicación es el último proceso que realizaremos antes de comenzar con la 
implementación de nuestro sistema. Mientras que en las secciones anteriores detallábamos el 
funcionamiento del sistema, identificábamos quien utilizaría la aplicación, que tareas se podrían realizar, 
o que tipo de información se visualizaría, en ningún momento nos hemos parado a pensar en los pasos 
necesarios para construir e implementar la aplicación. Es durante esta fase del proyecto cuando 
resolveremos todas estas cuestiones, transformaremos la especificación en diseño, en otras palabras, 
pasaremos del que hace al como lo hace.
4.1. Arquitectura Física del Sistema
Para que la aplicación web sea accesible para los usuarios, deberemos alojarla en un entorno físico cuyas 
características o limitaciones pueden condicionar la arquitectura y buen funcionamiento de nuestro 
sistema. El diseño de la aplicación no sólo consiste en definir el modelo de datos o el diseño externo, sino 
también en tomar las decisiones relacionadas a la arquitectura física del sistema.
Existen varios patrones para el diseño de la arquitectura física de una aplicación web, de entre los cuales 
destacamos [STEEN02]:
• Servidor único
Es el patrón que implica menor coste y menor complejidad. En un mismo servidor encontramos 
el servidor web, el sistema de gestión de base de datos, y el sistema de archivos. El principal 
inconveniente de este modelo es la dificultad de escalar, puesto que estamos limitados por el 
hardware del servidor, que solo será ampliable hasta un cierto punto.
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Figura 26. Arquitectura Física del Sistema. Patrón Servidor único
• Servidor de Bases de Datos separado
Añadiendo otra máquina respecto al esquema anterior, en la que almacenamos la base de 
datos, conseguimos un nuevo nivel físico que nos permite mejorar la escalabilidad y seguridad 
de nuestro sistema.
Figura 27. Arquitectura Física del Sistema. Patrón Servidor de Bases de Datos separado
• Servidores Web Replicados.
Creando instancias de la misma aplicación en varios servidores web se distribuyen las 
peticiones según sea la carga de cada servidor. Consiguiendo así una alta disponibilidad de la 
aplicación, una mejora sustancial del rendimiento y la posibilidad de escalar sencillamente 
añadiendo más instancias y réplicas.
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Figura 28. Arquitectura Física del Sistema. Patrón Servidores Web Replicados
Después de valorar estos patrones arquitectónicos para el diseño de la arquitectura física de nuestro 
sistema, ha habido un factor que ha sido determinante en la toma de decisiones: el tamaño de los 
paquetes de datos diarios. Sabemos que para cada cliente que tiene contratado el servicio, día de 
simulación, y zona geográfica se creará un paquete de datos que tendremos que procesar y almacenar. 
Este paquete de datos, que incluye las imágenes GrADS y los archivos binarios NetCDF con información 
de todas variables, ocupará alrededor de 600-800 Megabytes. Esto quiere decir, que a medida que 
aumenten los clientes que contratan el servicio, aumentará el espacio ocupado en disco de forma 
considerable.
Para solucionar este problema, y basándonos en los patrones vistos anteriormente, se ha decidido 
apostar por una arquitectura distribuida, en la que cada cliente tendrá su propia máquina con los datos de 
las simulaciones que haya contratado.
Zona Desmilitarizada (DMZ)
Servidor Web
http
http
Router 
Externo
Cliente 
(Navegador Web)
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Servidor Web
Servidor Web
http
http
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Figura 29. Arquitectura Física del Sistema
En la Figura 29 tenemos el diagrama completo de la arquitectura de nuestro sistema. Por un lado 
tendremos la instancia de la aplicación del visor, esta deberá implementar todos los mecanismos de 
autenticación, gestión de los servicios contratados por los clientes, permisos de los usuarios, etcétera. La 
responsabilidad de este componente es únicamente la de visualizar los datos e interactuar con el usuario, 
en ningún caso se ocupará de procesar o almacenar los paquetes de datos.
Para esta parte hemos utilizado el patrón de servidor único. El servidor web y el servidor de base de datos 
utilizados por esta instancia de la aplicación residirá en la misma máquina, este servidor se ubicará en una 
zona desmilitarizada de la red interna, lo que quiere decir que será accesible desde la red externa por los 
clientes web.
Dentro de la misma red interna, y protegida por un cortafuegos, residirá la Intranet de los servidores de 
los clientes. Esta red sólo será accesible por el servidor de la aplicación del visor mediante una conexión 
cifrada HTTPS27. Como ya hemos comentado antes, hemos optado por un sistema distribuido en el que 
cada cliente tiene su propia máquina, inspirándonos en el modelo de servidores web replicados. La 
principal diferencia respecto a este modelo, a pesar de que la instancia de la aplicación que se ejecutará 
en cada servidor de cliente será la misma, es que no se trata exactamente de réplicas. Cada servidor 
contará con su propia base de datos, configuración, y sistema de archivos con la información de las 
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27 Versión segura del protocolo HTTP. Permite crear un canal seguro de comunicación en una red no segura utilizando un cifrado 
basado en SSL/TLS, evitando que la información pueda ser utilizada por un atacante que haya conseguido interceptar la 
comunicación.
simulaciones de su respectivo cliente. De este modo, para escalar bastará con añadir nuevas máquinas 
con la misma instancia de aplicación para cada uno de los nuevos clientes.
Cada instancia de aplicación de datos de cliente se encargará de procesar y almacenar sus 
correspondientes paquetes de datos, así como atender todas las peticiones de datos o de imágenes 
GrADS realizadas por la aplicación visor.
Otra ventaja de esta solución, es que si el servidor donde tenemos la instancia de la aplicación visor sufre 
sobrecargas, podemos ir añadiendo más máquinas con instancias del visor para distribuir la carga. 
Ahorrándonos los costes que supondría el migrar las bases de datos y bancos de imágenes GrADS de los 
clientes a nuevas máquinas.
4.2. Arquitectura Lógica del Sistema
El diseño de la arquitectura de una aplicación no sólo consiste en ocuparnos, como hemos visto en el 
apartado anterior, de los aspectos físicos como la configuración de la red o de los servidores. También 
consiste en diseñar la arquitectura lógica del sistema, aquella que afecta a la parte del software. Durante 
este proceso de diseño debemos identificar los distintos componentes lógicos de la aplicación, para 
posteriormente asignar a cada uno de ellos las funciones y responsabilidades que deben desarrollar 
dentro del sistema, todo ello para que éste pueda cumplir con las funcionalidades para las que ha sido 
diseñado.
4.2.1. Patrón Modelo Vista Controlador
Diseñaremos la arquitectura lógica de nuestro sistema utilizando el patrón de tres capas: Modelo-Vista-
Controlador. Este patrón de diseño de software se concibió originalmente para la implementación de 
interfaces gráficas de usuario28, pero se ha convertido en un patón muy popular tanto en el desarrollo de 
aplicaciones nativas como aplicaciones web. El principio fundamental de este patrón es la completa 
separación de las funciones de una aplicación en tres bloques perfectamente diferenciados:
• Modelo
El modelo incluye todos los datos y funciones que son específicos del dominio de la aplicación. 
Es el responsable de mantener el estado de la aplicación, de encapsular el acceso a fuentes de 
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28 Trygve Reenskaug formuló por primera vez este patrón en el 1979 para solucionar los problemas de modularidad que 
representaba el tener varias interfaces de usuario utilizando los mismos datos en Smalltalk-76. [KRASNER88]
datos externas, o de implementar los procesos de la lógica de negocio de la aplicación entre 
otros.
• Vista
La vista incluye todas aquellas funciones que son específicas y necesarias para la construcción 
de la interfaz de usuario. Es la parte del sistema responsable de permitir la presentación de la 
información, datos, o resultados de procesos de la lógica al usuario. La vista no debe tener en 
cuenta la lógica de negocio utilizada para obtener los datos a mostrar ni conocer cual es su 
origen, simplemente debe darles formato y mostrarlos.
• Controlador
El controlador es la parte del sistema que se ocupa de acceder y actualizar el modelo y la vista, 
es quien coordina el flujo de datos entre ambos. Su función principal es la de monitorizar e 
interpretar las acciones del usuario, consultando o modificando el modelo cuando el tipo de 
acción solicitada lo requiera, y actualizando o creando la parte de la vista. El controlador 
desconoce por completo la lógica de negocio de las acciones que el mismo invoca en la parte 
del modelo, así como de la lógica de presentación de la parte de la vista.
El uso de este patrón permite una clara separación entre la interfaz de usuario y la lógica de negocio, lo 
que facilita un menor acoplamiento entre las distintas parte del sistema, una mayor reutilización de los 
componentes, y un mejor diseño de las interfaces que permiten a los objetos comunicarse entre sí.
Figura 30. Arquitectura Modelo Vista Controlador en una aplicación Web.
Controlador
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En la Figura 30 y Figura 31 se muestra una versión simplificada de como se aplica el patrón Modelo-Vista-
Controlador en las aplicaciones web. El usuario realiza una acción que es solicitada y resuelta por el 
controlador. El controlador decide que hay que hacer con la petición y solicita al modelo una modificación 
del estado de la aplicación o actualización de datos. El modelo actualiza el estado ejecutando la lógica de 
negocio necesaria, utilizando si es necesario una fuente de datos externa como por ejemplo una base de 
datos. Posteriormente la parte de la vista debe representar y dar el formato adecuado a los datos que se 
deban mostrar al usuario, para ello obtiene del modelo los datos necesarios del nuevo estado de la 
aplicación. Finalizado este proceso, la vista será transmitida de nuevo al navegador web, generalmente un 
archivo HTML, para que este pueda mostrar al usuario el resultado de su acción.
Figura 31. Diagrama de Secuencia del Patrón Modelo Vista Controlador para resolver una petición HTTP.
4.2.2. Arquitectura Lógica de la Aplicación Visor
En la sección anterior, Arquitectura Física del Sistema, comentábamos las necesidades de implementar 
un sistema distribuido para facilitar el escalado de nuestra aplicación. Como ya hemos avanzado, una de 
las principales consecuencias de una arquitectura física distribuida como la propuesta es que deberemos 
desarrollar dos aplicaciones web: una aplicación para la parte del visor, y otra para la parte de los datos de 
cliente. Para el diseño de la arquitectura lógica de ambas aplicaciones nos basaremos en el patrón 
Modelo Vista Controlador.
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Figura 32. Arquitectura Lógica de la Aplicación Visor para la parte del servidor.
La Figura 32 nos muestra un diagrama completo de toda la arquitectura lógica para la parte que 
corresponde a la aplicación del visor. Al tratarse de una aplicación web distinguimos entre dos partes 
importantes: la parte del cliente y la parte del servidor.
Arquitectura lógica del Servidor
El cliente utilizará el protocolo HTTP para realizar peticiones al servidor web en el que tengamos la 
instancia de la aplicación del visor. Cada una de estas peticiones será analizada por un controlador, al que 
llamaremos dispatcher, que se encargará de analizar todas las peticiones e invocar el controlador de 
página correspondiente. El uso de este controlador responde a la aplicación de dos patrones de diseño 
conocidos como Front Controller y Application Controller [MALKS03]. El objetivo principal del patrón Front 
Controller es centralizar el tratamiento de todas las peticiones en un único punto de entrada para toda la 
aplicación, haciendo posible que la lógica de acceso sea común a todo el sistema. Por otro lado el patrón 
Application Controller nos permite invocar el controlador de vista adecuado en función de las necesidades 
de cada petición, de esta forma conseguimos obtener un diseño mucho más modular que nos ayudará a 
reutilizar código, y a poder ir añadiendo controladores que implementen nuevos casos de uso de forma 
incremental.
Siguiendo con la explicación de la Figura 32, debemos considerar que en la mayoría de aplicaciones web 
múltiples peticiones nos llevan a la misma página en la que solo cambia el contenido que se muestra, 
sería inviable tener un controlador para cada petición. Por esta razón, nuestros controladores de página 
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están diseñados siguiendo el patrón Page Controller [FOW02], este patrón establece que para cada vista 
lógica de la aplicación tengamos su propio controlador de página. Cada uno de estos controladores debe 
tener en cuenta los datos de entrada incluidos en la petición y realizar las acciones oportunas sobre el 
modelo. También son los responsables de generar o manipular la página que se debe mostrar al usuario 
utilizando la lógica de presentación.
En cuanto al modelo, se compone de tres partes muy bien diferenciadas: la lógica de negocio, los objetos 
de acceso a datos, y las entidades. La lógica de negocio es la parte que encapsula todas las 
funcionalidades de la aplicación desde el punto de vista de requerimientos funcionales, e implementa la 
lógica necesaria para comunicarse con el servicio web de la instancia de la aplicación para obtener los 
datos del cliente correspondiente.
Los objetos de acceso a datos tendrán la responsabilidad de abstraer y encapsular el acceso a la base de 
datos externa, la motivación de este diseño la encontramos en el patrón Data Access Object. Este patrón 
requiere que la implementación de toda la lógica de acceso y manipulación de datos se haga en una capa 
separada del sistema, de esta forma conseguimos eliminar el acoplamiento entre el proveedor del 
sistema de gestión de base de datos y toda la lógica de negocio. Esta separación nos permite, entre otras 
cosas, que si en un futuro decidimos utilizar otro motor de base de datos, bastaría con adaptar los objetos 
de acceso a datos para soportar el nuevo proveedor, sin necesidad de tocar ninguna parte más del 
sistema.
Para implementar el patrón Data Access Object (DAO) necesitamos crear una interfaz común para todo el 
sistema que nos permita acceder y manipular los datos de la fuente externa. Puesto que esta interfaz solo 
nos ofrecerá los métodos de “transporte”, por así decirlo, debemos plantearnos como establecer la 
relación entre las clases de nuestro sistema y la base de dato externa.
Para solucionarlo hemos decidido aplicar los patrones de diseño Data Transfer Object (DTO) y Active 
Record, para diseñar lo que en nuestro sistema hemos definido como entidades. El uso del patrón Data 
Transfer Object obliga a encapsular en clases los objetos que deberá transportar el DAO, en nuestro caso 
estas clases serán las entidades. Una entidad representará una clase de nuestro modelo conceptual, con 
sus atributos y sus relaciones, esto nos permitirá que el sistema pueda trabajar con objetos que 
representan el dominio real del problema, siendo las entidades prácticamente las mismas clases que las 
del diagrama del modelo conceptual una vez normalizado.
También aplicaremos el patrón Active Record, cuya gran ventaja es que podemos representar cada tabla 
de la base de datos con una clase, de manera que cada instancia de esta clase representa una única fila de 
esa tabla. El principal inconveniente de este patrón es que también encapsula la persistencia de los datos 
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en cada una de estas clases, rompiendo así el principio de responsabilidad única. Por esta razón, en 
nuestro caso las entidades únicamente identificaran las distintas tablas de la base de datos, pero en 
ningún caso implementarán la lógica de acceso a la base de datos, delegaremos esta responsabilidad a 
los objetos de acceso a datos (DAO).
Para finalizar con la explicación de la Figura 32, el controlador de página generará la respuesta de la 
petición en formato HTML utilizando toda la lógica de presentación. El controlador de página realizará las 
consultas necesarias al modelo para obtener los datos a mostrar, mientras que la vista nos permitirá dar 
formato a los datos que queramos representar de forma adecuada para cada usuario.
Arquitectura lógica del Cliente
En el entorno web, cada vez que el usuario pulsa un enlace para ir a otra página, su navegador lanza una 
petición HTTP al servidor, éste responde con el código HTML de la página solicitada que suele incluir 
enlaces a recursos cómo imágenes, tipografías, u hojas de estilo entre otros. Para mostrar la página 
correctamente, el navegador debe cargar cada uno de estos recursos lanzando nuevas peticiones HTTP al 
servidor, y puesto que las peticiones se tratan de forma independiente, deberá lanzar tantas como 
recursos deba cargar.
En el apartado anterior veíamos como el servidor resolvía una petición que generaba como respuesta el 
documento HTML completo que deberá ser representado visualmente por el navegador web del cliente. 
Este paradigma implica que cada vez que el usuario realiza una acción, la página se deba cargar por 
completo de nuevo realizando múltiples peticiones al servidor, creando una mala experiencia de usuario 
puesto que todo el contenido desaparece y debe cargar de nuevo, obligando al usuario a esperar entre 
cada acción que realiza. Además, se aumenta el consumo de ancho de banda puesto que por cada 
petición se debe transmitir de nuevo todo el contenido, ya sea una imagen o el documento HTML de la 
página a mostrar.
Para solucionar este problema se ha decidido utilizar AJAX29, una técnica muy conocida en el desarrollo 
de aplicaciones web, que permite la realización de peticiones en segundo plano entre el navegador web y 
el servidor. Esta técnica hace posible que se puedan realizar peticiones para realizar cargas parciales de la 
página en lugar de tener que cargar de nuevo a cada petición.
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29 Del inglés Asynchronous JavaScript and XML.
Para ello, utilizaremos el Modelo de Objetos del Documento también conocido como DOM30, una interfaz 
estándar31  que implementan todos los navegadores web que nos permite representar y manipular 
documentos de HTML, XHTML, y XML desde el cliente. Puesto que esta interfaz también nos permite 
capturar las acciones realizadas por el usuario en forma de eventos, hemos diseñado un controlador que 
se encargará de gestionar los eventos que requieran realizar cambios de contenido sin volver a cargar 
toda la página.
Figura 33. Arquitectura Lógica de la Aplicación Visor para la parte del cliente.
En la Figura 33 tenemos un diagrama de la arquitectura lógica de la parte del cliente, el controlador 
tratará los eventos y decidirá si se debe realizar una petición al servidor para obtener nuevos contenidos. 
De ser así, realizará una petición en segundo plano que será resulta por el servidor exactamente igual que 
el caso anterior, excepto que ahora, en lugar de obtener un documento HTML como respuesta, 
obtendremos un documento en formato JSON32, un formato de texto ligero muy utilizado para el 
intercambio de información.
El controlador procesará el documento JSON obtenido y realizará las modificaciones necesarias en la 
página del usuario para mostrar el nuevo contenido. Con el objetivo de que el controlador pueda realizar 
estas modificaciones, diseñaremos una serie de componentes a los que llamaremos Widgets, cada uno de 
estos Widgets se encargará de manipular una parte de la interfaz de usuario, permitiendo así una mayor 
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30 Del inglés Document Object Model.
31 El consistorio W3C se encarga de regular la especificación del DOM, la primera versión fue publicada en 1998.
32 Del inglés JavaScript Object Notation.
independencia entre los componentes gráficos y los controladores de las vistas de cliente que hará que 
nuestro código sea más reutilizable.
4.2.3. Arquitectura Lógica de la Aplicación Datos de Cliente
Como ya hemos avanzado antes, nuestro sistema distribuido requiere de la implementación de dos 
aplicaciones web: una para la parte del visor, y otra para la parte de datos del cliente. En esta sección 
definiremos la arquitectura lógica para la parte de datos de cliente.
Como podemos observar en la Figura 34, el diagrama de arquitectura lógica para esta aplicación es 
prácticamente el mismo que para la parte del visor, esto es para aprovechar al máximo nuestro trabajo, 
las dos aplicaciones serán arquitectónicamente iguales, pero con funciones bien distintas.
Figura 34. Arquitectura Lógica de la Aplicación Datos de Cliente.
En este caso, la lógica de negocio de la aplicación del visor tendrá una parte dedicada a realizar peticiones 
HTTP al servidor de datos de cliente correspondiente. La aplicación de datos de cliente actuará como 
servicio web para la aplicación de datos del visor, en ningún caso se utilizará para mostrar información 
directamente a los usuarios, por lo que el formato de salida de los datos será siempre en formato JSON, 
un formato que consume poco ancho de banda comparado con otros formatos tipo XML, excepto para 
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cuando se trate de la solicitud de imágenes GrADS, que entonces utilizaremos el formato PNG33 . Cabe 
destacar la importancia de que las solicitudes de imágenes GrADS sean tratadas por el Dispatcher y no 
como peticiones de recursos estáticos, puesto que no queremos que puedan descargarse si la petición no 
está autorizada para hacerlo, para ello implementaremos una lógica de acceso que supervisará las 
peticiones de este tipo.
Cada una de estas peticiones realizadas al servicio web solicitará datos varios sobre el estado de la 
calidad del aire para un día de simulación: alertas, información tabular, imágenes GrADS, etcétera. El 
controlador se encargará de satisfacer la petición utilizando las fuentes de datos externas gestionadas por 
el modelo, como la base de datos o la lectura de archivos NetCDF utilizando una tercera aplicación.
4.3. Diseño de la Interfaz de Usuario
El diseño externo de la aplicación se compone principalmente dos procesos: el diseño de la interfaz 
gráfica del usuario, y el diseño estético de la interfaz.
El diseño de la interfaz gráfica del usuario, consiste en diseñar la estructura y organización de la interfaz 
con la que el usuario utilizará la aplicación, incluye la representación visual de las diferentes pantallas, la 
definición de los distintos modos de interacción, y una descripción de los mecanismos de navegación.
El diseño estético, o también llamado diseño gráfico, describe la identidad visual de la interfaz de usuario. 
Durante este proceso, el equipo de diseño define un concepto gráfico sobre el que desarrollar la identidad 
visual, se toman decisiones de como debe ser la disposición de página, que tipografías se utilizarán, 
colores, básicamente todo aquello que tenga que ver con la estética de la página.
4.3.1. Objetivos del Diseño Web
Del mismo modo que sabemos que la aplicación debe satisfacer una serie de requerimientos funcionales 
y no funcionales, también sabemos que el diseño de una aplicación web debe perseguir una serie de 
objetivos [PRESSMAN2009], para definir la interfaz gráfica de nuestra aplicación nos hemos basado en 
los siguientes criterios:
• Simplicidad
Debemos intentar conseguir que se cumplan los objetivos propuestos y los requerimientos 
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33 Del ingles Portable Network Graphics, un formato de archivos de imagen basado en un algoritmo de compresión que no tiene 
pérdidas al contrario que sucede con el formato JPG.
funcionales de la manera más simple posible. Una navegación intuitiva para el usuario, 
funciones disponibles fáciles de entender, evitar interfaces cargadas y elementos que puedan 
distraer al usuario.
• Consistencia
Debemos fijar y mantener unos criterios de navegación, interacción, identidad gráfica, y 
visualización de la información. Si el diseño no es consistente entre las distintas partes de la 
aplicación, podemos confundir a los usuarios o dificultar el uso de la aplicación.
• Identidad
El diseño gráfico de la aplicación, la interfaz, y la navegación deben responder a una identidad 
apropiada para el uso que se hará de la aplicación.
• Robustez
Los usuarios esperan que la aplicación realice de forma correcta todas y cada una de las 
funciones para las que ha sido diseñada. Si la aplicación tiene comportamientos no deseados, 
fallos en los resultados o presenta anomalías, habremos fracaso en el diseño de una aplicación 
robusta.
• Navegabilidad
La navegación, además de ser simple y consistente, también debe ser diseñada de manera que 
sea intuitiva y predecible. Los usuarios deben ser capaces de entender el funcionamiento de la 
aplicación sin necesidad de leer manuales de uso ni realizar una formación previa. Los 
elementos de navegación e interacción deben identificar las funciones que el usuario puede 
realizar de manera obvia e inteligible.
• Diseño Atractivo
De entre todos los tipos de aplicación, las aplicaciones web suelen ser las más visuales, 
dinámicas y atractivas visualmente. Un diseño atractivo nos ayudará a mejorar la experiencia 
de usuario de la aplicación y a captar de forma más fácil la atención de nuestro público 
objetivo.
• Compatibilidad
Los usuarios utilizarán la aplicación web desde una amplia variedad de dispositivos. Cada uno 
de estos dispositivos tendrá instalada su propia versión de sistema operativo, controladores de 
hardware, navegador web, etcétera. Es nuestra responsabilidad el diseñar la aplicación web de 
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manera que sea compatible y accesible para todos los usuarios independientemente del 
entorno que utilicen.
4.3.2. Diseño Interfaz de Usuario de Visualización de Datos
Durante la definición del modelo de casos de uso, describíamos el paquete de casos de uso con el que el 
usuario tendrá mayor grado de interacción, la Visualización de Datos, representado en la Figura 35.
Figura 35. Paquete de Casos de Uso Visualización de Datos.
En este paquete presentábamos las funcionalidades a las que debe tener acceso el usuario: Visualizar 
Imágenes GrADS, Visualizar datos de Información Tabular, Visualizar Alertas, Descargar el último 
Informe PDF. Todas estas funcionalidades comparten una serie de casos de uso básicos, como por 
ejemplo la selección del dominio, la fecha, las variables, etcétera.
Para dar consistencia al diseño de la aplicación, hemos diseñado una serie de componentes comunes a 
todas las pantallas que se corresponderán con cada uno de los casos de uso compartido, de esta forma 
los usuarios aprenderán de forma más rápida a utilizar la aplicación.
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Figura 36. Diseño de la Interfaz de Usuario del caso de uso Visualización de Datos.
En la Figura 36 tenemos el diseño de la interfaz de usuario que corresponde al paquete de casos de uso de 
visualización de datos. Dentro de este paquete, tenemos un caso de uso común a las cuatro 
funcionalidades, la selección del dominio, por esta razón hemos incluido un desplegable en la parte 
superior del menú que permitirá al usuario seleccionar el dominio sobre el que desea trabajar. En un 
segundo nivel, se incluye otro menú superior para que el usuario pueda navegar fácilmente por todas las 
funcionalidades a las que tiene acceso.
Todas las funcionalidades, excepto la de descarga del último informe PDF, comparten los casos de uso de 
selección de fecha de simulación, día, hora, y variable de predicción, por esta razón, hemos creado un 
tercer nivel de navegación común a estas tres funcionalidades que permitirá al usuario visualizar siempre 
el contenido en la parte del visor, dando así mayor consistencia y uniformidad a la interfaz gráfica.
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Figura 37. Secuencia de la Interacción del Usuario en el caso de uso Visualización de Datos.
En la Figura 37 tenemos el diagrama de secuencia de la interacción del usuario con la interfaz de 
visualización de datos, realmente no importa el orden en que el usuario realice las selecciones, se puede 
observar mucho mejor este hecho en la Figura 38, la interacción con los distintos componentes gráficos 
que permiten al usuario interactuar con la interfaz se encargarán de mostrar el resultado en el 
componente del visor sin necesidad de forzar la navegación a otra página ni tener que recargar la interfaz.
Figura 38. Componentes y rutas de navegación/interacción del caso de uso Visualización de Datos.
:Registered User <<screen>>:Viewer Page
navigate ( )
/ select domain / ( )
/ select simulation date / ( )
/ select prediction day / ( )
/ select hour oﬀset / ( )
/ select prediction var / ( )
 
<<screen>>
Viewer Page
 
<<screen compartment>>
TopBar Menu
 
<<screen compartment>>
Sidebar Menu
 
<<screen compartment>>
Toolbar
simulationDate : Date
<<form>>
Set Simulation Date
domain : Domain
<<form>>
Set Domain
dayOﬀset : Integer
<<form>>
Set Prediction Day
predictionVar : PredictionVar
<<form>>
Set Prediction Var
hour : Integer
<<form>>
Set Hour Oﬀset
select domain
select prediction var
select prediction day and hour oﬀset
 
<<screen compartment>>
Viewerrefresh
refresh
refresh
refresh
refresh
 Visor de Calidad del Aire
 95  / 168
4.3.3. Diseño Interfaz de Usuario de Visualización de Imágenes GrADS
En la Figura 39 tenemos el diseño de la interfaz de usuario para el caso de uso concreto de visualización 
de imágenes GrADS. Siguiendo con la aplicación del principio de diseño consistente, podemos observar 
que la disposición de la página es prácticamente la misma, únicamente nos cambia la parte del visor, que 
será dónde mostraremos la imagen GrADS correspondiente a la selección del usuario de dominio, fecha 
de simulación, día, hora y variable de predicción.
Figura 39. Diseño de la Interfaz de Usuario del caso de uso Visualización de Imágenes GrADS.
4.3.4. Diseño Interfaz de Usuario de Visualización de Alertas
La interfaz de visualización de alertas, Figura 40, es la misma que la de imágenes GrADS pero con 
algunas singularidades. La primera, es que las alertas que se mostrarán son para todo un día, por lo que el 
usuario no podrá seleccionar una hora de predicción. Para no confundir al usuario con el uso de la 
herramienta, desactivaremos la barra de navegación temporal para esta interfaz, así quedará claro que no 
existe, al menos de momento, visualización de alertas por fracción horaria, únicamente diaria.
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Figura 40. Diseño de la Interfaz de Usuario del caso de uso Visualización de Alertas.
Otra de las singularidades de esta interfaz es la información a mostrar, en este caso no se tratará de 
imágenes sino de información sobre las alertas de una zona geográfica para cada variable seleccionada, 
cada uno de los iconos de alertas tendrá un color que indicará el nivel de importancia de la alerta, y al 
clicar encima de cada una de los iconos se nos indicará la zona o municipio al que pertenece la alerta.
4.3.5. Diseño Interfaz de Usuario de Visualización de Información Tabular
Para el caso de uso de visualización de información tabular, tenemos el diseño de la interfaz de usuario 
representado en la Figura 41. Esta interfaz es ligeramente más compleja que las vistas con anterioridad 
porque hemos decidido que la usabilidad debe ser un punto muy fuerte de la aplicación, sin que esto 
afecte a la capacidad de visualización de datos.
En este caso, al igual que sucedía con los vistos anteriormente, el usuario deberá realizar la selección del 
dominio sobre el que desea trabajar, seleccionar la fecha de simulación, el día y hora de predicción, y en 
lugar de la variable de predicción, el modelo. De este modo, permitimos mostrar los valores de todas las 
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variables del modelo seleccionado para cada población en una única tabla, disponiendo las variables de 
predicción en columnas, y los municipios en filas.
Los valores mostrados en la tabla corresponden siempre a los valores de cada variable para la hora de 
predicción seleccionada, de modo que los valores irán cambiando a medida que vayamos moviendo la 
barra de selección horaria.
Figura 41. Diseño de la Interfaz de Usuario del caso de uso Visualización de Información Tabular.
El diseño de esta interfaz no tendría mayor complicación si se tratara sólo de representar la tabla, pero 
entonces no estaríamos cumpliendo con los requisitos funcionales. En la definición del caso de uso de 
visualización de información tabular veíamos que para cada municipio y variable de predicción se 
requiere que se muestre una gráfica con la evolución horaria, para solucionarlo hemos diseñado la 
interfaz de la Figura 42.
Para la visualización de las gráficas, hemos querido evitar el tener que navegar a otras páginas o utilizar 
ventanas emergentes. Para ello, todas las celdas de la tabla serán clicables por el usuario, al activar una 
de estas celdas, la fila del municipio seleccionado se expandirá y mostrará la gráfica de la evolución 
horaria de la variable de la variable correspondiente a la celda seleccionada, además resaltaremos el valor 
de la hora seleccionada en la gráfica tal y como se indica en la figura.
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Este diseño no solo hace que sea mucho más intuitiva la interfaz, sino que además permite visualizar de 
forma muy cómoda datos de varios municipios y variables, así como comparar evoluciones horarias entre 
gráficas. Todo ello, sin necesidad de tener que obligar al usuario a navegar entre múltiples ventanas ni 
crear ningún tipo de confusión.
Figura 42. Diseño de la Interfaz de Usuario del caso de uso Visualización de Gráficas.
4.3.6. Diseño Interfaz de Usuario Administrador del Cliente
Tal y como se ha definido durante la etapa de especificación, cuando el usuario sea un administrador del 
cliente, éste debe poder realizar una serie de funcionalidades adicionales como por ejemplo modificar los 
parámetros que modifican el comportamiento del simulador, cargar archivos de configuración, añadir 
nuevos usuarios, o gestionar los permisos a las distintas funcionalidades.
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Para ello se han diseñado una serie de interfaces que solo serán accesibles para los usuarios de tipo 
administrador de cliente.
Editar Parámetros de la Simulación
Esta interfaz cuenta con un formulario que nos permite modificar los distintos valores que configuran el 
comportamiento del simulador.
Figura 43. Diseño de la Interfaz de Usuario del caso de uso Editar Parámetros del Simulador.
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Cargar Archivos Parámetros de la Simulación
Interfaz para cargar los archivos de configuración del simulador, y que también permite descargar el 
archivo de configuración actual.
Figura 44. Diseño de la Interfaz de Usuario del caso de uso Cargar Archivos de Parámetros del Simulador.
Administración de Usuarios Cliente
Mediante esta interfaz los administradores del cliente podrán realizar todos los casos de uso relativos a la 
administración de usuarios del cliente: crear, modificar, habilitar, o revocar usuarios registrados para un 
cliente concreto, así como establecer el grupo de permisos.
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Figura 45. Diseño de la Interfaz de Usuario del caso de uso Administración Usuarios Cliente.
Figura 46. Diseño de la Interfaz de Usuario del caso de uso Gestión de Permisos.
4.3.7. Diseño Interfaz de Usuario Administración del Sistema
Mediante esta interfaz los administradores del sistema podrán realizar todos los casos de uso relativos a 
la administración de usuarios: crear, modificar, habilitar, o revocar usuarios administradores para cada 
cliente.
Figura 47. Diseño de la Interfaz de Usuario del caso de uso Administración Usuarios Administradores Cliente.
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4.3.8. Diseño Gráfico de la Interfaz de Usuario
Una vez diseñada la interfaz, el equipo creativo debe decidir su aspecto, lo que se conoce como el diseño 
gráfico o estético de la interfaz de usuario. Mediante este proceso, este equipo debe definir todos los 
criterios gráficos que determinarán el aspecto final de la interfaz de la aplicación, como por ejemplo de 
que color deben ser los botones, que tipografías y cuerpos se deben utilizar, y un largo etcétera.
El responsable de producto34  y el cliente participan de forma activa en el proceso, el diseñador gráfico 
realiza todas las tareas de diseño, pero todas las partes participan en los procesos de revisión para 
verificar que no se invalida ninguna funcionalidad, que no existen barreras tecnológicas que impidan la 
implementación de la propuesta de diseño, y que se respetan los valores de empresa del cliente.
En nuestro caso, puesto que fui yo quien desempeño el papel de Product Manager y quien realizó el diseño 
de todas las interfaces vistas en el apartado anterior, me correspondió a mi trabajar con el diseñador 
gráfico, ayudándolo a desarrollar y validar todo el diseño gráfico de la interfaz de usuario.
En el Anexo 1 se adjunta la versión final del diseño gráfico de la Interfaz de Usuario.
4.4. Diseño de la Navegación
El diseño de la navegación es el proceso que permite obtener la representación de como será la 
navegación entre las distintas páginas y componentes de la aplicación web.
En la Figura 48 podemos ver el diagrama de navegación de todos los componentes vistos en las secciones 
anteriores de diseño de la interfaz de usuario. Hemos dividido el diagrama en tres partes importantes 
según el tipo de usuario, puesto que no todos los usuarios tendrán acceso a todas las funcionalidades de 
la aplicación.
Todos los usuarios registrados podrán acceder a la aplicación utilizando la pantalla de login. Si las 
credenciales son correctas podrán acceder a la primera página del visor de datos para la que tengan 
permiso de acceso.
Como ya hemos visto, las páginas de visualización de datos tendrán una serie de componentes comunes 
para seleccionar la fecha de simulación, día, hora, y variable de predicción, excepto el visor de 
información tabular, para el que deberemos seleccionar un modelo en lugar de una variable.
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34 Lo que habitualmente se conoce como Product Manager.
Figura 48. Diseño de la Navegación de la Aplicación Visor.
Otro componente común a todas las páginas será la barra superior, en ella es donde tendremos el botón 
de logout, que nos permitirá cerrar la sesión de usuario y volver a la pantalla de inicio de sesión. Si nuestro 
usuario es además administrador de cliente, también nos aparecerá un botón acceder a la pantalla de 
configuración de parámetros del simulador. En esta pantalla tendremos un menú lateral para acceder a 
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las distintas opciones disponibles para los usuarios administradores de cliente: editar parámetros de 
configuración, subir archivos de configuración, gestionar usuarios, establecer permisos.
Y por último, si nuestro usuario registrado es del tipo administrador del sistema, también desde el menú 
superior, podremos acceder a la página de administración de usuarios de cliente, desde la que podremos 
habilitar y revocar usuarios administradores para los clientes que tengan contratado el servicio.
4.5. Diseño Interno de los Componentes Aplicación Visor
A continuación detallamos el diseño interno de cada uno de los componentes de la Aplicación Visor. 
Diseñaremos los componentes basándonos en la arquitectura lógica vista en capítulos anteriores, en la 
que aplicábamos el patrón modelo vista controlador tanto para la parte del cliente como la del servidor.
4.5.1. Inicio de Sesión
Para el caso de uso de inicio de sesión, en la Figura 49 tenemos el diagrama de clases WAE35  del diseño 
interno del caso de uso de inicio de sesión. Con el objetivo de simplificar el diagrama, hemos optado por 
obviar algunas clases del sistema como el controlador de aplicación o el dispatcher, hemos preferido 
describir su funcionamiento en los diagramas de secuencia de la Figura 50 que veremos a continuación.
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35 Del inglés, Web Application Extension, una extensión a la notación UML desarrollada por Jim Conallen [CON02]
Figura 49. Diagrama de clases del diseño interno del caso de uso Inicio de Sesión.
Debido a que hemos aplicado el patrón FrontController y ApplicationController, todas las peticiones serán 
gestionadas por nuestro controlador de aplicación AppController, que con la ayuda del dispensador de 
peticiones, DispatchController, se encargará de delegar en el controlador correspondiente el tratamiento 
de la petición.
En el diagrama de secuencia podemos observar como para el inicio de sesión, una vez el controlador de 
aplicación ha seleccionado el controlador LoginPageController, éste se encarga de generar la respuesta en 
formato HTML. El contenido de la respuesta será el código fuente de la página de inicio de sesión, que 
incluirá el formulario con los campos de nombre de usuario y contraseña para que el usuario pueda 
introducir sus credenciales de acceso e iniciar sesión en su navegador web.
 
<<client page>>
LoginPage
user : String
passwordHash : String
<<form>>
Login
<<submit>>
 
<<server page>>
LoginPageController
<<builds>>
<<server page>>
AjaxLoginPageController
doLogin ( )
redirectToHome ( )
showErrorMessage ( )
<<javascript>>
controllers/login.js
LoginController<<script>>
<<requests>>
<<responds>>
 
<<client page>>
AjaxLoginResponse<<builds>>
login ( )
logout ( )
getCurrentUser ( )
isSystemAdmin ( )
isCustomerAdmin ( )
UserLogic
<<use>>
<<redirects>>
 
<<server page>>
HomePageController
getCurrentCustomer ( )
CustomerLogic <<use>>
getAvailableFeatures ( )
PermissionLogic
<<use>>
<<use>>
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Figura 50. Diagrama de secuencia del diseño interno del caso de uso Inicio de Sesión.
Para controlar el envío del formulario, por normal general utilizaremos la tecnología AJAX, de esta forma 
evitaremos al usuario tener que cargar toda la página a cada envío, minimizando así el ancho de banda 
utilizado y creando una mejor experiencia de usuario con una interfaz mucho más ágil.
En este caso, quién se encargará de gestionar las peticiones de inicio de sesión será el controlador del 
cliente LoginController. Como podemos observar en el diagrama, las peticiones AJAX realizadas por los 
controladores que desarrollaremos con tecnología de cliente son gestionadas de igual forma que las 
peticiones de los usuarios, el controlador de aplicación tratará la petición de forma independiente e 
invocará al controlador correspondiente, que en este caso será AjaxLoginPageController. Hemos decidido 
separar con un nombre de espacios todos aquellos controladores que resuelvan peticiones AJAX, de esta 
forma tendremos el código más organizado.
:Registered User <<server page>>:AppController
/ request /
<<server page>>
:DispatchController
dispatchRequest ( ) selectController ( )
/ delegate /
<<server page>>
:LoginPageController
<<client page>>
:LoginPage
/ build / <<form>>
:LoginForm
/ enter credentials /
/ submit /
:Registered User <<server page>>:AppController
/ request /
<<server page>>
:DispatchController
dispatchRequest ( ) selectController ( )
/ delegate /
<<server page>>
:AjaxLoginPageController
<<client page>>
:AjaxLoginResponse
/ build /
<<form>>
:LoginForm
/ redirect /
/ submit /
dispatchRequest ( ) selectController ( )
/ delegate /
<<server page>>
:HomePageController
<<javascript>>
:LoginController
doLogin ( )
<<javascript>>
:LoginController
doLogin ( )
redirectToHome ( )
<<business logic>>
:UserLogic
login ( )
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El controlador se encargará de realizar las consultas o transformaciones oportunas en el modelo, para ello 
utilizará la clase UserLogic, que será la responsable de comprobar que los datos introducidos en el 
formulario son correctos, de iniciar la sesión del usuario con los parámetros adecuados, y de almacenar la 
sesión utilizando las clases de sistema para la persistencia de sesiones.
Una vez realizadas todas las comprobaciones necesarias para validar que las credenciales de acceso son 
correctas, el controlador AjaxLoginPageController, construirá una respuesta, AjaxLoginResponse, en formato 
JSON para que el controlador del cliente pueda interpretarla. En el caso de que sean correctas, el 
controlador de cliente LogicController, indicará al navegador que debe redirigirse a la página de inicio de la 
aplicación, generando así de nuevo otra petición independiente a nuestro controlador de aplicación.
Para esta nueva petición, que podemos ver con más detalle en la Figura 51, será el controlador 
HomePageController quien se encargará de resolverla. La idea es que este controlador decida a que 
funcionalidad debe acceder el usuario después de iniciar sesión, para ello recuperará la sesión de usuario 
almacenada en el servidor utilizando la clase UserLogic, a partir del resultado obtenido recuperará los 
datos del cliente asociado a esa cuenta de usuario, CustomerLogic, y finalmente obtendrá la lista de 
funcionalidades a las que el usuario tiene acceso mediante una llamada a la clase del modelo 
PermissionLogic.
El controlador decidirá que funcionalidad de las disponibles se debe mostrar primero al usuario e indicará 
al navegador web que debe redirigirse a la página de la funcionalidad correspondiente. La ventaja 
principal de este diseño es que la capa de inicio de sesión no tiene ninguna responsabilidad sobre la 
funcionalidad que se debe mostrar al usuario, y al centralizar en un controlador la toma de esta decisión 
resulta fácil tener en cuenta criterios como la funcionalidad disponible más visitada, la favorita, o la última 
visitada.
<<server page>>
:HomePageController
<<server page>>
:GradsViewerPageController
/ redirect /
<<business logic>>
:UserLogic
getCurrentUser ( )
<<business logic>>
:CustomerLogic
getCurrentCustomer ( )
<<business logic>>
:PermissionLogic
getAvailableFeatures ( )
redirectToPage ( )
:Registered User <<server page>>:AppController
/ delegate /
/ delegate /
/ redirect /
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Figura 51. Diagrama de secuencia del diseño interno del caso de uso Inicio de Sesión, controlador de página de inicio.
4.5.2. Control de Permisos
Para evitar tener que implementar la lógica de control de permisos a lo largo de todas las páginas que 
requieran autenticación, hemos diseñado un controlador al que llamaremos SecuredPageController. Este 
controlador encapsulará toda la lógica necesaria para asegurar que el usuario accede únicamente a 
aquellos recursos para los que tiene acceso. El controlador se encargará de, entre otros, recuperar la 
sesión del usuario almacenada en el servidor, los datos del cliente, las funcionalidades disponibles, o los 
dominios a los que el usuario tiene acceso.
Figura 52. Diagrama de clases del diseño interno para el control de permisos.
De este modo, para asegurar que el acceso a un recurso solo se realiza si el usuario está autenticado 
bastará con que el controlador de página de este recurso sea una subclase del controlador 
SecuredPageController, tal y como se muestra en la Figura 54.
4.5.3. Visor de Imágenes GrADS
En la Figura 52 tenemos el diagrama de clases correspondiente al caso de uso de Visualización de 
Imágenes GrADS, para facilitar la comprensión del diagrama, hemos obviado algunos de los elementos ya 
vistos y explicados anteriormente como el dispensador o el control de permisos.
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<<server page>>
VisorAlertasPageController
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PermissionLogic
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Figura 53. Diagrama de clases del diseño interno del caso de uso Visualización Imágenes GrADS.
El controlador de página VisorGradsPageController, solicitará a la lógica de control de permisos los 
modelos y variables a los que el usuario tiene acceso y construirá la página del cliente en formato HTML.
La página tendrá una serie de formularios que permitirán la selección del dominio, fecha de la simulación, 
y el día, hora, y variable de predicción. Al igual que en casos anteriores, estos formularios no generan 
ninguna petición HTTP que obliga al usuario a volver a cargar la página, sino que están vinculados a una 
serie de controladores de cliente que se encargarán de gestionar las peticiones de forma asíncrona 
domainSelector : OptionSelectorController
simulationDateSelector : CalendarController
predictionDaySelector : OptionSelectorController
sliderHoursSelector : SliderHoursController
sidebarPredictionVarSelector : OptionSelectorController
viewer : GradsImageController
<<javascript>>
page-controllers/visor.grads.js
VisorGradsPageController
+ onSelectedDateChanged ( )
+ setDate ( )
+ getDate ( )
CalendarController
<<javascript>>
controllers/calendar.js
 
<<client page>>
VisorGradsPage
<<script>>
+ onSelectedOptionChanged ( )
+ setOptions ( )
+ getOptions ( )
+ setSelectedOption ( )
+ getSelectedOption ( )
OptionSelectorController
<<javascript>>
controllers/option.selector.js
<<script>>
<<script>>
+ onSelectedHourChanged ( )
+ setSelectedHour ( )
+ getSelectedHour ( )
SliderHoursController
<<javascript>>
controllers/slider.hours.js
<<script>>
+ setCurrentSelection ( )
+ getCurrentSelection ( )
+ showCurrentSelection ( )
GradsImageViewerController
<<javascript>>
controllers/grads.image.viewer.js
<<script>>
simulationDate : Date
<<form>>
Set Simulation Date
 
<<server page>>
AjaxVisorGradsPageController
<<submit>>
domain : Domain
<<form>>
Set Domain
dayOﬀset : Integer
<<form>>
Set Prediction Day
predictionVar : PredictionVar
<<form>>
Set Prediction Var
<<submit>>
<<submit>>
<<submit>>
hour : Integer
<<form>>
Set Hour Oﬀset <<submit>>
<<observes>>
<<observes>>
<<observes>>
<<builds>>
 
<<client component>>
VisorGrads
<<request>>
domain: Domain
predictionVar : PredictionVar
simulationDate : Date
dayOﬀset : Integer
hourOﬀset : Integer
<<request params>>
 
<<server page>>
VisorGradsPageController
<<builds>>
 
<<client page>>
AjaxVisorGradsResponse
<<responds>>
display grads image
fetchCustomerData ( )
CustomerLogic
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getAvailablePredictionVars ( )
PermissionLogic
<<use>>
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utilizando tecnología AJAX, lo que ayudará a reducir considerablemente los tiempos de carga, y 
enriqueciendo así la experiencia de usuario.
Estos controladores se encargan también de mantener la interfaz de usuario actualizada, de manera que 
podemos utilizar varias instancias de un mismo controlador para gestionar varios formularios, como sería 
el caso del controlador OptionSelectorController. Cada uno de estos controladores funcionará de forma 
independiente, pero serán gestionados por el controlador de página de cliente VisorGradsPageController.
Figura 54. Diagrama de secuencia del diseño interno del caso de uso Visualización de Imágenes GrADS.
Tal y como muestra el diagrama de secuencia de la Figura 54, mediante el uso del patrón observador, el 
controlador de página de cliente se encargará de observar cualquier cambio en la selección de datos. Al 
detectar un cambio lo notificará al controlador GradsImageViewerController, que es el controlador del 
componente de la vista del cliente VisorGrads, encargado de obtener y mostrar la imagen GrADS que 
corresponda a la selección actual.
Para ello, el controlador del componente lanzará una nueva petición asíncrona al servidor con el objetivo 
de obtener la imagen GrADS correspondiente, en la parte del servidor, será el controlador 
AjaxVisorGradsPageController quien servirá la imagen del servidor de datos del cliente utilizando la lógica 
de negocio CustomerLogic, siendo la respuesta AjaxVisorGradsResponse la propia imagen en formato PNG. 
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Una vez se haya cargado la imagen, el controlador se encargará de mostrarla en el componente 
VisorGrads del cliente de forma adecuada.
Esta segmentación entre el controlador de página y el controlador del componente, totalmente 
intencionada, nos permitirá una mayor reutilización del código, podremos incluir el visor en cualquier otra 
página sin mayor esfuerzo utilizando su propia interfaz de programación.
4.5.4. Visor de Mapa de Alertas
Para el caso de uso de visualización del mapa de alertas, tenemos el diagrama de clases interno 
representado en la Figura 55, en el que de nuevo hemos obviado algunas clases ya explicadas con 
anterioridad relacionadas con el control de permisos y el controlador dispensador.
En este caso, es el controlador VisorAlertasPageController quien se encarga de construir la página en 
formato HTML, para ello solicita al modelo PermissionLogic las variables de alertas y modelos a los que el 
usuario tiene acceso. La página de cliente, vista VisorAlertasPage, contiene todos los formularios 
necesarios para la selección de los datos a visualizar: dominio, fecha de simulación, día y hora de 
predicción, y variable de alerta a mostrar.
Cada uno de estos formularios, al igual que sucede en el visor de imágenes GrADS, están vinculados a 
una serie de controladores básicos que implementan la lógica necesaria que permite controlar el 
comportamiento de los formularios. De modo que cuando el usuario realice un cambio en la selección, 
estos lo notificarán al controlador de página del cliente VisorAlertasPageController, cuya responsabilidad 
principal será la de indicar cual es la nueva selección de datos a visualizar al controlador de componente 
de cliente AlertsViewerController.
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Figura 55. Diagrama de clases del diseño interno del caso de uso Visualización de Mapa de Alertas.
domainSelector : OptionSelectorController
simulationDateSelector : CalendarController
predictionDaySelector : OptionSelectorController
sliderHoursSelector : SliderHoursController
sidebarAlertVarSelector : OptionSelectorController
viewer : AlertsViewerController
<<javascript>>
page-controllers/visor.alertas.js
VisorAlertasPageController
+ onSelectedDateChanged ( )
+ setDate ( )
+ getDate ( )
CalendarController
<<javascript>>
controllers/calendar.js
 
<<client page>>
VisorAlertasPage
<<script>>
+ onSelectedOptionChanged ( )
+ setOptions ( )
+ getOptions ( )
+ setSelectedOption ( )
+ getSelectedOption ( )
OptionSelectorController
<<javascript>>
controllers/option.selector.js
<<script>>
<<script>>
+ onSelectedHourChanged ( )
+ setSelectedHour ( )
+ getSelectedHour ( )
SliderHoursController
<<javascript>>
controllers/slider.hours.js
<<script>>
+ setCurrentSelection ( )
+ getCurrentSelection ( )
+ showCurrentSelection ( )
AlertsViewerController
<<javascript>>
controllers/alerts.viewer.js
<<script>>
simulationDate : Date
<<form>>
Set Simulation Date
 
<<server page>>
AjaxVisorAlertasGetMapPageCtlr
<<submit>>
domain : Domain
<<form>>
Set Domain
dayOﬀset : Integer
<<form>>
Set Prediction Day
alertVar : AlertVar
<<form>>
Set Alert Var
<<submit>>
<<submit>>
<<submit>>
hour : Integer
<<form>>
Set Hour Oﬀset <<submit>>
<<observes>>
<<observes>>
<<observes>>
<<builds>>
 
<<client component>>
VisorAlertas
<<request>>
domain: Domain
mapFileName : String
<<request params>>
 
<<server page>>
VisorAlertasPageController
<<builds>>
 
<<client page>>
AjaxVisorAlertasGetMapResponse
<<responds>>
show alert map
fetchCustomerData ( )
CustomerLogic
<<use>>
getAvailableModels ( )
getAvailableAlertVars ( )
PermissionLogic
<<use>>
 
<<server page>>
AjaxVisorAlertasGetDataMapPageCtlr <<builds>><<request>>
alertMap: AlertMap
<<request params>>
 
<<client page>>
AjaxVisorAlertasGetDataMapResponse
<<responds>>
getAlertMap ( )
DAOAlertMap
<<use>>
 
<<server page>>
AjaxVisorAlertasGetDataPageCtlr <<builds>><<request>>
domain: Domain
model : Model
SimulationDate : Date
dayOﬀset : Integer
hourOﬀset : Integer
<<request params>>
 
<<client page>>
AjaxVisorAlertasGetDataResponse
<<responds>>
fetchCustomerData ( )
CustomerLogic
<<use>>
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En la Figura 56 tenemos el diagrama de secuencia para cuando el usuario realiza un cambio en la 
selección de datos de alertas a mostrar. Siguiendo con la aplicación del patrón observador, los 
controladores de selección notifican cualquier cambio realizado por el usuario al controlador de página 
del cliente VisorAlertasPageController, y éste de indicar al controlador del componente 
AlertsViewerController cual es la selección de datos a mostrar.
Figura 56. Diagrama de secuencia del diseño interno del caso de uso Visualización de Mapa de Alertas.
Para mostrar correctamente el mapa de alertas, el controlador del componente debe encargarse de 
obtener del servidor los datos relativos a los niveles de alerta, información sobre las zonas y municipios 
que aparecerán en el mapa, y el archivo de imagen vectorial que se deberá representar.
Figura 57. Diagrama de secuencia del diseño interno del caso de uso Visualización de Mapa de Alertas, para la 
obtención de los datos de Alertas.
La Figura 57 nos muestra el diagrama de secuencia para obtener los datos de los niveles de alerta, estos 
datos son los que utilizará el controlador AlertsViewerController para representar los iconos de alertas con 
los colores correspondientes al nivel de alerta de cada zona del mapa. Estos datos se encuentran 
almacenados en el servidor del cliente, por lo que el controlador AjaxVisorAlertasGetDataPageController 
deberá encargarse de obtenerlos utilizando la clase CustomerLogic del modelo, y construir la respuesta en 
formato JSON.
:Registered User
onSelectedOptionChanged ( )
<<form>>
:Set Alert Var
/ submit /
<<javascript>>
:OptionSelectorController
setSelectedOption ( )
<<javascript>>
:VisorAlertasPageController
setCurrentSelection ( )
<<javascript>>
:AlertsViewerController
cargar datos de alertas
cargar datos del mapa
cargar archivo imagen mapa
showCurrentSelection ( )
<<server page>>
:AppController
/ delegate /
<<server page>>
:AjaxVisorAlertasGetDataPageCtlr
<<client page>>
:AjaxVisorAlertasGetDataResponse
/ build /
<<business logic>>
:CustomerLogic
fetchCustomerData ( )
<<javascript>>
:AlertsViewerController
/ request /
necesitamos cargar los datos de 
alertas para la selección actual
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Para representar correctamente el mapa de alertas necesitamos también obtener información sobre el 
mapa, como por ejemplo los nombres de los municipios, zonas que incluye, o cual es la ruta del archivo de 
imagen vectorial del mapa. Cuando sea necesario, el controlador AjaxViewerController se encargará de 
obtener esta información realizando una petición al servidor. La Figura 58 muestra el diagrama de 
secuencia para una petición de este tipo, el controlador AjaxVisorAlertasGetDataMapPageController 
facilitará estos datos solicitándolos al modelo mediante una consulta a la base de datos que realizará la 
clase DAOAlertMap, para posteriormente construir el resultado en formato JSON y devolverlo al 
controlador.
Figura 58. Diagrama de secuencia del diseño interno del caso de uso Visualización de Mapa de Alertas, para la 
obtención de los datos del mapa.
Finalmente, una vez tenemos la información sobre las alertas y la cartografía del mapa, únicamente nos 
queda obtener el archivo de imagen vectorial para poder representarlo, dibujar los iconos con los colores 
correspondientes, etcétera. Para ello, solicitaremos al servidor la descarga del archivo de imagen vectorial 
del mapa correspondiente a la selección actual.
Figura 59. Diagrama de secuencia del diseño interno del caso de uso Visualización de Mapa de Alertas, para la 
obtención del archivo de imagen vectorial del mapa.
<<server page>>
:AppController
/ delegate /
<<server page>>
:AjaxVisorAlertasGetDataMapPageCtlr
<<client page>>
:AjaxVisorAlertasGetDataMapResponse
/ build /
<<data access objects>>
:DAOAlertMap
getAlertMap ( )
<<javascript>>
:AlertsViewerController
/ request /
necesitamos cargar los datos del 
mapa para la selección actual
<<server page>>
:AppController
/ delegate /
<<server page>>
:AjaxVisorAlertasGetMapPageCtlr
<<client page>>
:AjaxVisorAlertasGetMapResponse
/ build /
<<file system>>
:IOFileReader
getFileContents ( )
<<javascript>>
:AlertsViewerController
/ request /
necesitamos cargar el archivo de 
imagen vectorial del mapa
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Podríamos haber hecho que el mapa fuera un recurso estático del servidor web y ahorrarnos la secuencia 
de la Figura 59, pero hemos creído interesante que la petición se resuelva mediante otro controlador. 
Mediante este diseño seguimos asegurando que sólo los usuarios autorizados pueden descargarse el 
mapa, y tenemos una mayor flexibilidad para guardar los archivos en cualquier sistema de archivos o 
servidor externo, no necesariamente dentro del servidor web.
4.5.5. Visor de Información Tabular
La Figura 61 representa el diagrama de clases interno para el caso de uso de visualización de datos de 
información tabular, en este caso, el VisorTabularPageController es el encargado de proporcionar la vista 
VisorTabularPage al usuario.
Al igual que ya hemos visto en los ejemplos anteriores, la página cuenta con los selectores de datos 
necesarios: dominio, fecha de simulación, día y hora de predicción, y el modelo. A diferencia de los casos 
anteriores, no es necesario que el usuario seleccione las variables de una en una, bastará con que el 
usuario seleccione el modelo para visualizar todas las variables de ese modelo en una única tabla.
Siguiendo con la misma arquitectura y patrones de diseño, los cambios en a selección del usuario 
generarán peticiones al servidor para cargar los nuevos datos a mostrar. En este caso, los cambios 
realizados por el usuario se notificarán al controlador de página de cliente VisorTabularPageController, el 
cual se encargará de indicar al controlador de la tabla VisorTabularController cual es la selección que debe 
mostrar.
Figura 60. Diagrama de secuencia del diseño interno del caso de uso Visualización de Información Tabular.
:Registered User
onSelectedOptionChanged ( )
<<form>>
:Set Model
/ submit /
<<javascript>>
:OptionSelectorController
setSelectedOption ( )
<<javascript>>
:VisorTabularPageController
setCurrentSelection ( )
<<javascript>>
:TabularViewerController
cargar datos
cargar lista localizaciones
showCurrentSelection ( )
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Figura 61. Diagrama de clases del diseño interno del caso de uso Visualización de Información Tabular.
En la Figura 62 tenemos representados los diagramas de secuencia de las operaciones que realiza el 
controlador TableViewerController para obtener, por un lado los datos para la selección fijada por el 
usuario para un domino, modelo, fecha de simulación, y día de predicción, y por otro lado la lista de las 
localizaciones del dominio de la selección.
domainSelector : OptionSelectorController
simulationDateSelector : CalendarController
predictionDaySelector : OptionSelectorController
sliderHoursSelector : SliderHoursController
sidebarModelSelector : OptionSelectorController
viewer : TabularViewerController
<<javascript>>
page-controllers/visor.tabular.js
VisorTabularPageController
+ onSelectedDateChanged ( )
+ setDate ( )
+ getDate ( )
CalendarController
<<javascript>>
controllers/calendar.js
 
<<client page>>
VisorTabularPage
<<script>>
+ onSelectedOptionChanged ( )
+ setOptions ( )
+ getOptions ( )
+ setSelectedOption ( )
+ getSelectedOption ( )
OptionSelectorController
<<javascript>>
controllers/option.selector.js
<<script>>
<<script>>
+ onSelectedHourChanged ( )
+ setSelectedHour ( )
+ getSelectedHour ( )
SliderHoursController
<<javascript>>
controllers/slider.hours.js
<<script>>
+ setCurrentSelection ( )
+ getCurrentSelection ( )
+ showCurrentSelection ( )
TabularViewerController
<<javascript>>
controllers/alerts.viewer.js
<<script>>
simulationDate : Date
<<form>>
Set Simulation Date <<submit>>
domain : Domain
<<form>>
Set Domain
dayOﬀset : Integer
<<form>>
Set Prediction Day
model : Model
<<form>>
Set Model
<<submit>>
<<submit>>
<<submit>>
hour : Integer
<<form>>
Set Hour Oﬀset <<submit>>
<<observes>>
<<observes>>
<<observes>>
 
<<client component>>
VisorTabular
 
<<server page>>
VisorTabularPageController
<<builds>>
show tabular data
getAvailableModels ( )
getAvailablePredictionVars ( )
PermissionLogic
<<use>>
 
<<server page>>
AjaxVisorTabularGetLocationsPageCtlr <<builds>><<request>>
domain: Domain
<<request params>>
 
<<client page>>
AjaxVisorTabularGetLocationsResponse
<<responds>>
getDomainLocations ( )
DAODomainLocation
<<use>>
 
<<server page>>
AjaxVisorTabularGetDataPageCtlr <<builds>><<request>>
domain: Domain
model : Model
simulationDate : Date
dayOﬀset : Integer
<<request params>>
 
<<client page>>
AjaxVisorTabularGetDataResponse
<<responds>>
fetchCustomerData ( )
CustomerLogic
<<use>>
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Ambas peticiones devuelven el resultado en formato JSON, cabe destacar que la primera, la que se 
encarga de obtener los datos, obtiene los datos para todo un día de predicción, por esta razón en la 
petición no se incluye la hora de predicción como parámetro. Se ha decidido que sea así tanto para que el 
usuario no experimente demoras al mover el selector de horas, como para que podamos construir las 
gráficas según se vayan necesitando en tiempo de ejecución, evitando así que el usuario tenga que 
esperar a que se carguen nuevos datos para visualizar la gráfica.
Por otro lado, en cuanto a la segunda petición, es la que se encarga de obtener la lista de localizaciones 
del dominio seleccionado. Cada fila de la tabla representará una de estas localizaciones, que por normal 
general serán municipios o estaciones de medición.
Una vez cagados todos los datos, el controlador TabularViewerController se encargará de representar la 
tabla con todos los valores de las variables para la selección que el usuario haya realizado.
Figura 62. Diagrama de secuencia del diseño interno del caso de uso Visualización de Información Tabular, para la 
obtención de los datos y localizaciones del dominio.
<<server page>>
:AppController
/ delegate /
<<server page>>
:AjaxVisorTabularGetDataPageCtlr
<<client page>>
:AjaxVisorTabularGetDataResponse
/ build /
<<business logic>>
:CustomerLogic
fetchCustomerData ( )
<<javascript>>
:TabularViewerController
/ request /
necesitamos cargar los datos para la 
selección actual
<<server page>>
:AppController
/ delegate /
<<server page>>
:AjaxVisorTabularGetLocationsPageCtlr
<<client page>>
:AjaxVisorTabularGetLocationsResponse
/ build /
<<data access objects>>
:DAODomainLocation
getDomainLocations ( )
<<javascript>>
:TabularViewerController
/ request /
necesitamos cargar las localizaciones 
para la selección actual
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4.5.6. Descargar Último Informe en PDF
Para el diseño interno del caso de uso descarga del último informe únicamente tendremos que ocuparnos 
de obtener el archivo PDF almacenado en el servidor de datos del cliente y servirlo al usuario. La Figura 63 
muestra el diagrama de secuencia completo para este caso de uso.
Figura 63. Diagrama de secuencia del diseño interno del caso de uso Descarga del Último Informe en PDF.
El usuario accederá al enlace que permite la descarga del último informe, esto generará una petición a 
nuestro controlador de aplicación, el cual se encargará de delegarla al controlador del caso de uso 
DownloadLastReportPageController, éste a su vez solicitará al modelo el archivo del último informe PDF, 
mediante una llamada a la clase CustomerLogic, del servidor de datos del cliente, para posteriormente 
servirlo al usuario.
Este diseño nos permite controlar que las descargas de los informes sólo las realizan los usuarios que 
están autorizados, así como aislar la responsabilidad de gestionar los informes en el servidor de datos del 
cliente.
4.5.7. Editar Parámetros de la Simulación
La Figura 64 nos muestra el diagrama de clases del diseño interno del caso de uso Editar Parámetros de la 
Simulación. Como ya hemos visto en la sección de diseño externo, se trata de un formulario que permite 
la edición de algunos de los parámetros que determinan el comportamiento del simulador.
El controlador de página EditParamsPageController solicita el modelo la lista de parámetros que el 
administrador del cliente puede modificar, a partir de esta lista construye la página en formato HTML que 
incluye un formulario con tantos campos como parámetros pueda modificar el usuario.
:Registered User <<server page>>:AppController
/ request /
<<server page>>
:DispatchController
dispatchRequest ( ) selectController ( )
/ delegate /
<<server page>>
:DownloadLastReportPageController
<<client page>>
:DownloadLastReportPDF
fetchCustomerData ( )
<<business logic>>
:CustomerLogic
/ build /
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Figura 64. Diagrama de clases del diseño interno del caso de uso Editar Parámetros de la Simulación.
Una vez más, el envío del formulario se hace de forma asíncrona, a diferencia de los casos anteriores en 
los que teníamos varios formularios, en este caso tendremos solo uno que será gestionado por un 
controlador al que llamaremos FormController y que se encargará de realizar la petición AJAX.
En la Figura 65 podemos observar el diagrama de secuencia completo para el envío del formulario, el 
administrador del cliente ordenará el envío pero será el FormController quien se encargue de realizar la 
petición al servidor. En el lado del servidor, el controlador de aplicación delegará la petición al controlador 
AjaxEditParamsPageController, el cual solicitará al modelo que se encargue de almacenar los parámetros 
enviados por el usuario en el archivo de configuración correspondiente, para posteriormente cargarlo por 
FTP al servidor dónde esté instalado el software de modelización.
Figura 65. Diagrama de secuencia del diseño interno del caso de uso Editar Parámetros de la Simulación.
 
<<client page>>
EditParamsPage
+ submit ( )
FormController
<<javascript>>
controllers/form.js
params : String [ ]
<<form>>
Edit Simulator Params
<<submit>>
 
<<server page>>
EditParamsPageController
<<builds>>
<<use>>
<<responds>>
getEditParamsConfig ( )
InputParamsLogic
 
<<server page>>
AjaxEditParamsPageController<<request>>
params: String [ ]
<<request params>>
saveParamsToFile ( )
uploadFileToFTP ( )
InputParamsLogic
<<use>>
 
<<client page>>
AjaxEditParamsResponse
<<builds>>
:Customer Admin <<server page>>:AppController
/ submit /
<<server page>>
:AjaxEditParamsPageController
saveParamsToFile ( )
<<business logic>>
:InputParamsLogic
uploadFileToFTP ( )
<<form>>
:Edit Simulator Params
submit ( )
/ delegate /
<<javascript>>
:FormController
/ request /
<<client page>>
:AjaxEditParamsResponse
/ builds /
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4.5.8. Cargar Archivos de Parámetros de la Simulación
En el caso de uso de cargar archivos de parámetros de la simulación el funcionamiento es muy parecido al 
de edición, con la diferencia de que en este caso los archivos son algo más complejos, incluyen datos 
sobre el parque automóvil de la zona geográfica o información de fuentes de emisión de contaminantes 
relativos al sector industrial, y por tanto no es viable construir una interfaz que permita su edición.
Para solucionarlo, se ha diseñado una pantalla que permite la carga de estos archivos al sistema, en la 
Figura 66 tenemos el diagrama de clases interno para este caso de uso, muy parecido al de la Figura 65 
pero con la diferencia de que el formulario permite la carga de archivos.
Se podrán cargar tantos archivos como indique la configuración getUploadParamsConfig, pero la carga 
siempre se realizará de uno en uno, para cada petición al controlador AjaxUploadParamsFilePageController 
se enviará un único archivo. Al igual que en el caso anterior, el controlador se encargará de almacenarlo 
en nuestro servidor y enviar una copia al servidor donde se encuentre la instancia del simulador del 
cliente. Siendo AjaxUploadParamsFileResponse la respuesta en formato JSON en la que se indicará al 
controlador FormController si la carga se ha realizado con éxito, o informando de los errores 
correspondientes en el caso de que haya  habido algún problema.
Figura 66. Diagrama de clases del diseño interno del caso de uso Cargar Archivos de Parámetros de la Simulación.
 
<<client page>>
UploadParamsFilesPage
+ submit ( )
FormController
<<javascript>>
controllers/form.js
paramsFile : File [ ]
<<form>>
Set Params File
<<submit>>
 
<<server page>>
UploadParamFilesPageController
<<builds>>
<<use>>
<<responds>>
getUploadParamsConfig ( )
InputParamsLogic
 
<<server page>>
AjaxUploadParamsFilePageController<<request>>
paramsFile: File
<<request params>>
saveParamsFile ( )
uploadFileToFTP ( )
InputParamsLogic
<<use>>
 
<<client page>>
AjaxUploadParamsFileResponse
<<builds>>
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4.6. Diseño Interno de los Componentes Aplicación Datos de Cliente
Como ya hemos comentado con anterioridad, cada cliente que contrate el servicio tendrá su propio 
servidor de datos, y su propia instancia de aplicación de datos de cliente, por lo que esta aplicación se 
encargará de cumplir dos objetivos muy concretos: por un lado obtener, procesar, y almacenar los 
paquetes de datos diarios generados por el sistema de modelización, y por otro, facilitar los datos a la 
aplicación visor para que ésta pueda mostrarlos al usuario.
Dicho de otro modo, esta parte del sistema será la que se responsabilizará de la mayoría de los casos de 
uso del paquete de gestión de datos, representado nuevamente en la Figura 67.
Figura 67. Diagrama de casos de uso del paquete Gestión de Datos
A continuación detallamos el diseño interno de los principales componentes que desempañarán un papel 
importante en el desarrollo de estos casos de uso.
4.6.1. Obtener Paquetes de Datos
El sistema de modelización se encargará de producir de forma diaria un paquete de datos para cada 
dominio del cliente, este paquete de datos será un archivo comprimido en formato TAR que deberemos 
descomprimir y procesar.
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Puesto que no disponemos de ningún mecanismo de 
integración con el sistema de modelización que nos informe de 
cuando tenemos nuevos paquetes de datos para procesar, 
hemos decidido que el sistema se limite a almacenar los 
archivos TAR en una carpeta que servirá de “bandeja de 
entrada” a nuestra aplicación.
La Figura 68 muestra un diagrama de flujo de como se obtienen 
los paquetes de datos. Este proceso, que se iniciará cada hora, 
se encargará de observar la carpeta de “bandeja de entrada” 
para ver si hay nuevos archivos TAR, los procesará, y los 
moverá a una carpeta de elementos procesados que servirá de 
almacenaje de histórico. De este modo, si necesitamos volver a 
procesar un archivo, bastará con moverlo de la carpeta de 
elementos procesados a la “bandeja de entrada”, y el sistema 
se encargará de todo.
Otro punto importante de este proceso, es que no podemos garantizar el tiempo que tardaremos en 
procesar todos los archivos. El planificador de tareas del sistema que se encargará de lanzar este proceso 
cada hora, podría iniciar este proceso mientras otro estuviera ya en marcha sin aún haber finalizado, 
comenzándose así a procesar los mismos archivos TAR en paralelo y provocando varias situaciones de 
error que deberíamos controlar en nuestro código de procesado. Para evitarlo, hemos incluido un 
mecanismo de semáforos36  que garantizará que siempre tendremos sólo un proceso de este tipo 
ejecutándose en la instancia de aplicación de datos de cliente.
4.6.2. Procesar Paquetes de Datos
El diagrama de secuencia de la Figura 69 nos muestra con más detalle como se realiza el procesado de los 
paquetes de datos. La aplicación de datos de cliente se encarga de gestionar y almacenar los datos 
obtenidos en los paquetes de datos, pero no tiene almacenada la información sobre las variables y 
dominios contratados por el cliente, las localizaciones de los mapas de alertas, etcétera. Esta información 
es necesaria para procesar los paquetes de datos, pero también es necesaria para la aplicación visor, que 
es donde hemos decidido que se almacene toda esta información. Solo así podemos centralizar la gestión 
de los clientes y no tener que gestionar elementos comunes como las variables de forma individual en 
cada servidor de cliente.
Figura 68. Diagrama de flujo de como se 
obtienen los archivos TAR.
activar semáforo
inicio
¿hay algún TAR en 
var/input?
Procesar TAR
Mover TAR a var/processed
Si
desactivar semáforo
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36 Mecanismo ideado por Edsger Dijkstra en 1962 para algoritmos de exclusión mutua con varios procesos en paralelo 
[KRAM06]
Figura 69. Diagrama de secuencia de como se procesan los archivos TAR.
Por esta razón, una de las primeras operaciones que realizaremos será la de obtener los datos del cliente 
mediante una llamada a fetchCustomerSettings, quien se encargará de solicitar a la aplicación visor todos 
los datos necesarios para el procesado de archivos de datos. En la Figura 70 tenemos el detalle del 
diagrama de secuencia de esta llamada a la aplicación del visor, quien responderá con todos los datos del 
cliente en formato JSON mediante WSCustomerSettingsPageResponse.
<<business logic>>
:ProcessTarPackagesLogic
start ( )
<<business logic>>
:CustomerSettingsLogic
/ request /
fetchCustomerSettings ( )
aquireLock ( )
cleanupTempDirectory ( )
Aplicación 
Visor
<<file system>>
:IODirectory
[for each TAR File]
getFiles ( ‘*.tar’ )
<<shell>>
:ShellCommand
exec ( ‘tar -xvzf tarFile.tar tmpDirectory’ )
<<data access objects>>
:DAONumericalPrediction
getOrCreateNumericalPrediction ( date, domain )
moveTarToProcessedDirectory ( )
cleanupTempDirectory ( )
<<business logic>>
:DomainFeatureAbstract
loop
/ request /
Aplicación 
Visor
notifyTarsProcessed ( )
releaseLock ( )
setOptions ( tarFilePath, domain, numericalPrediction, customerSettings )
run ( )
[for each Feature]
loop
customerSettings
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Figura 70. Diagrama de secuencia de una petición para recuperar los datos de un cliente.
Volviendo al diagrama de la Figura 70, los paquetes de datos se agruparán en varias carpetas donde cada 
carpeta identificará el dominio al que pertenecen, siendo el nombre del archivo comprimido el día de 
simulación de los datos que contienen en formato YYYYmmdd.tar
El procesado de los paquetes de datos se realizará de manera individual, para cada uno de los paquetes 
de datos, se identificará el día de simulación y dominio al que corresponde el archivo a procesar, y se 
creará un objeto de tipo NumericalPrediction, que representará el día de simulación para el dominio al que 
vincularemos todos los datos del paquete.
Dada la complejidad y la diversidad de operaciones a realizar para procesar un archivo de datos, el 
proceso se realizará en varias etapas. Cada una de estas etapas se encapsulará mediante su propia lógica 
de negocio, siendo todas ellas subclase de la clase abstracta DomainFeatureAbstract, y que veremos con 
más detalle a continuación. Aplicando el principio del polimorfismo de la programación orientada objetos, 
bastará con que cada una de estas clases implemente su propio método run que nuestro proceso se 
encargará de llamar.
Una vez finalizadas todas las etapas necesarias para procesar los archivos pendientes en la “bandeja de 
entrada”, realizaremos una llamada a la aplicación visor para informar de que existen nuevos paquetes de 
datos mediante notifyTarsProcessed.
 
Aplicación Visor
getAvailableFeatures ( )
getAvailableZones ( )
getAvailableDomains ( )
getAvailableModels ( )
getAvailablePredictionVars ( )
getAvailableAlertVars ( )
<<server page>>
:AppController
<<server page>>
:WSCustomerSettingsPageController
<<business logic>>
:PermissionsLogic
<<business logic>>
:CustomerSettingsLogic
/ request /
/ delegate /
fetchCustomerSettings ( )
<<client page>>
:WSCustomerSettingsPageResponse
/ build /
getCustomerAlerts ( )
getAlertMaps ( )
getDomainsLocations ( )
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Esta petición, que se muestra con más detalle en la Figura 71, no incluirá información sobre los archivos 
que se han procesado, únicamente notifica al visor de la existencia de nuevos paquetes de datos para un 
cliente concreto, delegando así en la aplicación visor la responsabilidad de ejecutar todas las tareas 
necesarias cuando nuevos archivos se han procesado.
En el diagrama podemos observar como la aplicación visor solicita nuevamente a la aplicación de datos 
de cliente cuales son los días de simulación más recientes de cada dominio, para así mostrar siempre al 
usuario los datos más recientes. El hecho de no haber incluido esta información en la notificación nos 
permite tener mayor independencia entre las responsabilidades de cada componente, y que sea el visor 
quien decida lo que necesita, de manera que si necesitáramos otro dato, no nos veríamos obligados a 
tener que actualizar el código de procesado de todas las instancias de aplicaciones de datos de todos los 
clientes.
Figura 71. Diagrama de secuencia de una petición para notificar de que se han procesado nuevos paquetes de datos.
Puesto que cada cliente contratará el servicio bajo unas condiciones distintas, este diseño nos permite 
ejecutar acciones adicionales que son propias del cliente cuando nuevos datos están disponibles, como 
por ejemplo el envío de un correo electrónico para notificar a los usuarios del cliente que tienen nuevos 
datos en la aplicación. Para ello, el controlador de página WSCustomerSettingsPageController realizará una 
llamada a performCustomerActionsIfNewDataAvailable.
Como comentábamos con anterioridad, el procesado de los paquetes de datos se realizarán en varias 
etapas, a continuación vemos cada una de estas etapas y los datos que obtendremos en cada una de 
ellas.
Aplicación Visor
updateLastPredictionDayForAllDomains ( )
<<server page>>
:AppController
<<server page>>
:WSCustomerSettingsPageCtlr
<<business logic>>
:CustomerLogic
<<business logic>>
:CustomerSettingsLogic
/ request /
/ delegate /
notifyTarsProcessed ( )
<<client page>>
:WSCustomerSettingsPageResponse
/ build /
getLastNumericalPredictionForAllDomains ( )
<<server page>>
:AppController
<<server page>>
:WSRetrieveDataPageCtlr
/ request / / delegate /
<<client page>>
:WSRetrieveDataPageResponse
/ build /
<<data access objects>>
:DAODomain
update ( )
updateLastPredictionDay ( )
performCustomerActionsIfNewDataAvailable ( )
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Imágenes GrADS
Una de las etapas será la obtención de las imágenes GrADS incluidas en el paquete. En los paquetes las 
imágenes están todas situadas en el mismo nivel, el nombre de los archivos incluye un sufijo que 
identifica la variable de predicción a la que corresponde la imagen, y la fecha y hora de predicción en 
formato YYYYmmddhh.
Tal y como muestra la Figura 72, durante esta etapa, el procesado consistirá en colocar cada uno de los 
archivos de imágenes en la estructura de archivos de la figura. Podríamos haber copiado todas las 
imágenes y seguir con la misma estructura, pero de esta forma únicamente almacenaremos aquellas 
imágenes que correspondan a variables de predicción de nuestro sistema, si el archivo de datos incluye 
otras imágenes PNG que no corresponden a datos no contratados por el cliente, éstas no se almacenarán.
Figura 72. Estructura de archivos de como se organizan las imágenes GrADS antes y después de procesar el archivo 
de datos.
Otra ventaja de utilizar esta estructura es que simplificaremos el proceso para obtener las imágenes. Si 
hubiéramos utilizado los mismos nombres de archivos nos habríamos visto obligados a trabajar con el 
tipo de datos fecha y hora, cuyas operaciones para añadir horas o días no son triviales y requieren del uso 
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los métodos ofrecidos por el tipo de datos fecha y hora, para evitarlo, hemos decidido utilizar como 
nombres de archivo la fecha y hora en forma de timestamp37.
De este modo a partir del timestamp de una hora y día de predicción cualquiera, para obtener la imagen de 
la siguiente hora o del siguiente día basta con sumarle 3.600 o 24*3.600 segundos, de modo que una 
simple suma es suficiente para saber cual es el nombre del archivo que debemos solicitar. Además, al 
tener las imágenes agrupadas en carpetas por los identificadores de las variables, tampoco hará falta 
averiguar cual es sufijo de la variable ni realizar ninguna concatenación.
En la Figura 73 se muestra el diagrama de secuencia de la implementación método run de la clase 
encargada de realizar esta transformación de estructura de archivos, DomainFeatureGrads.
Figura 73. Diagrama de secuencia de procesado de imágenes GrADS.
Cálculo de Alertas
Para el cálculo de alertas implementaremos la clase DomainFeatureAlerts, la Figura 74 muestra el 
diagrama de secuencia de las partes más relevantes de como se realizará esta parte del procesado.
Distinguimos tres elementos básicos del modelo: las alertas disponibles para el cliente, availableAlerts, el 
mapa de alertas del dominio sobre el que estamos trabajando, alertMap, y las opciones de cada una de las 
alertas que son propias del cliente, alertOptions.
<<business logic>>
:DomainFeatureGrads
run ( )
<<file system>>
:IODirectory
getFiles ( ‘*.png’ )
<<shell>>
:ShellCommand
exec ( ‘mv sourcePath targetPath’ )
[for each PNG File]
loop
getTargetPath ( domain, customerSettings[‘predictionVars’] )
targetPath
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37 Del inglés, marca de tiempo, es un formato muy utilizado para describir instantes de tiempo. Concretamente, la norma POSIX, 
que define los estándares para mantener la compatibilidad entre sistemas operativos, define un timestamp, también llamado 
POSIX time o Epoch time, como el número de segundos que han transcurrido desde las 00:00:00 UTC del 1 de Junio de 1970, 
siendo su representación un número entero.
Mientras que las alertas son una parte del sistema común a todos los clientes, puesto que representan los 
distintos tipos de alertas como por ejemplo riesgos de lluvia, nieve, niveles altos de partículas sólidas o 
polvo, donde para cada alerta tenemos asociado un algoritmo de cálculo por defecto, las opciones de las 
alertas son propias de cada cliente. De este modo podemos definir los intervalos que determinan los 
distintos niveles de alerta para cada cliente, para así poder establecer de forma personalizada a partir de 
que valor se considerará que existe un riesgo para cada tipo de alerta y para cada cliente. Este diseño nos 
permite también definir algoritmos personalizados para realizar los cálculos de alertas, como por ejemplo 
para la calidad del aire, cuyo cálculo suele variar según la legislación de cada país o territorio.
Figura 74. Diagrama de secuencia de procesado de cálculo de alertas.
Así pues, cada alerta utilizará su propio algoritmo de cálculo, y los datos necesarios para su cálculo se 
encuentran almacenados en distintos archivos NetCDF, por lo que hemos decidido delegar el cálculo en 
otra clase llamada DomainAlertCalculatorLogic. Su función principal es la de obtener los datos necesarios 
de los archivos binarios NetCDF y posteriormente realizar el cálculo de cada alerta con una llamada al 
método computeAlertForDaysAndLocations. Este método se encargará de calcular todos los valores de la 
alerta en cuestión para todas las localizaciones del mapa y para todos los días de predicción que se hayan 
incluido en el paquete de datos, utilizando para ello los límites y algoritmo específico de cada cliente.
Posteriormente almacenaremos toda la información calculada en la base de datos, asociando los datos 
obtenidos al día de predicción sobre el que estamos trabajando, instancia de NumericalPrediction, y del 
mapa de alertas correspondiente alertMap.
Información Tabular
Para obtener la información tabular, tenemos que extraer los valores de las variables de predicción de los 
archivos binarios NetCDF. En algunos casos, las variables que queremos mostrar en el visor no están 
<<business logic>>
:DomainFeatureAlerts
run ( )
[for each alert in availableAlerts]
<<business logic>>
:DomainAlertCalculatorLogic
computeAlertForDaysAndLocations ( alert.getKeyName, alertMap.locations ( ), alertOptions )
availableAlerts := customerSettings[‘alerts’]
<<data access objects>>
:DAONumericalPredictionAlertMapValues
createOrUpdateNumericalPredictionAlertMapValues ( numericalPrediction, alertMap, valueAlertForDayForLocation )
alertOptions := customerSettings[‘customerAlerts’][ alert.getKeyName ( ) ]
valueAlertForDayForLocation := [ ]
alertMap := customerSettings[‘alertMaps’][domain]
valueAlertForDayForLocation[ alert.getKeyName ( ) ] := result
loop
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almacenadas directamente en estos archivos, sino que tenemos que calcularlas a partir de otras variables 
de predicción que si lo están. En la Figura 75 tenemos representado el diagrama de secuencia de esta 
etapa de extracción de datos, de la que se encargará la clase DomainFeatureTabular.
Al igual que en los casos anteriores, obtenemos de customerSettings, los ajustes del cliente, los datos del 
modelo necesarios para realizar la operación. Para esta etapa necesitaremos las variables de predicción 
disponibles para el cliente, availablePredictionVars, los modelos, availableModels, y las localizaciones del 
dominio sobre el que estamos trabajando, domainLocations.
Figura 75. Diagrama de secuencia de procesado para obtener la información tabular.
Recordemos que cada localización del dominio podrá ser un municipio del área geográfica, una estación 
de medición, o un punto geográfico cualquiera. Sea cual sea la naturaleza de la localización, ésta siempre 
estará identificada por unas coordenadas de longitud y latitud.
<<business logic>>
:DomainFeatureTabular
run ( )
[for each location in locations]
<<business logic>>
:NetCDFDataReaderLogic
availablePredictionVars := customerSettings[‘predictionVars’]
<<data access objects>>
:DAONumericalPredictionDomainLocationValues
createOrUpdateNumericalPredictionDomainLocationValues ( numericalPrediction, location, predictionVar, hourlyValuesForLocationAndVariable )
netcdfGridPositionForLocation := [ ]
locations := customerSettings[‘domainLocations’][domain]
loop
getGridPostionForLanLot ( location.lat, location.lng )
netcdfGridPositionForLocation [ location ] := result
availableModels := customerSettings[‘models’]
[for each model in availableModels /\ model.hasTabular]
loop
[for each predictionVar in availablePredictionVars /\ predictionVar.model == model]
loop
getHourlyGridValuesFor ( predictionVar.keyName, model )
hourlyGridValuesForVariable
[for each location in locations]
loop
getHourlyValuesFromGrid ( hourlyGridValuesForVariable, netcdfGridPositionForLocation [ location ] )
hourlyValuesForLocationAndVariable
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En cambio, tal y como se puede ver en la Figura 76, los archivos NetCDF se implementan mediante 
matrices n-dimensionales que representan un área geográfica divida en una cuadrícula, para la que se 
almacenan los valores de varias variables para distintos instantes de tiempo para todos los puntos de la 
zona geográfica en cuestión.
Figura 76. Estructura básica de un archivo binario NetCDF para cuatro variables unidimensionales.
Para saber a que celda de la cuadrícula pertenece una latitud y longitud concretas debemos consultar uno 
de los archivos NetCDF que incluye información del área geográfica sobre la que ha trabajado el sistema 
de modelización, como por ejemplo la elevación del terreno, porcentaje de área urbana, factores de 
escala, o la latitud y longitud de cada esquina de la celda.
Para no tener que solicitar a la clase NetCDFDataReader que consulte los valores de las celdas del archivo 
NetCDF más veces de las necesarias, calcularemos a que celda de la cuadrícula pertenece cada 
localización y almacenaremos el resultado en la variable netcdfGridPositionForLocation. Esta variable será 
un diccionario indexado por localización que almacenará la coordenada de la cuadrícula a la que 
pertenece cada una de las localizaciones del dominio.
Como podemos observar en el diagrama de secuencia, omitiremos los modelos para los que no debemos 
mostrar información tabular, como por ejemplo para el modelo de emisiones. Para los modelos que si 
debemos extraer la información tabular, recorreremos todas sus variables de predicción y mediante el 
método getHourlyGridValuesFor extraeremos de los archivos NetCDF correspondientes una matriz n-
dimensional con los valores de la variable de predicción para toda el área geográfica sobre la que estamos 
trabajando.
longitud
tiempo
tiempo 1
tiempo 2
tiempo n
NO2
O3
CO
SO2
latitud
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Figura 77. Representación de los datos obtenidos por las funciones getHourlyGridValuesFor y 
getHourlyValuesFromGrid.
Cada dimensión de la esta matriz representará los distintos valores de la variable para toda el área 
geográfica en un instante de tiempo determinado, de modo que tendremos tantas dimensiones como 
horas de predicción existan en el archivo de datos. Corresponderá al método getHourlyValuesFromGrid el 
extraer los valores de la variable en cada localización para todas las horas de predicción, y almacenarlo en 
la base de datos mediante una llamada a la clase DAONumericalPredictionDomainLocationValues. En la 
Figura 77 podemos ver un ejemplo de los datos que extraemos para cada variable, y como 
posteriormente tratamos cada uno de estos conjuntos para almacenar únicamente la serie de los valores 
horarios de una variable de predicción para una localización concreta.
Generar Informe PDF
Puesto que los informes diarios PDF deben contener la información de cada paquete de datos, hemos 
decidido incorporar su generación en la última etapa del procesado de archivos. En la última etapa es 
cuando sabemos con total seguridad que todos los datos están almacenados y presentes en la base de 
datos de forma correcta, evitándonos tener que desarrollar ningún mecanismo de control para determinar 
si un paquete de datos está siendo procesado o si ha habido algún problema al obtener los datos.
Los informes diarios deben incluir los mismos datos, información, y contenidos que el usuario puede 
visualizar utilizando la aplicación. Por esta razón hemos decidido delegar la responsabilidad de 
generación del archivo PDF a la aplicación visor, aprovechando así todo el trabajo realizado en la capa de 
presentación del sistema. Esta asignación de responsabilidad nos evitará tener que volver a desarrollar y 
duplicar código de la capa de presentación en la aplicación de datos de cliente, además, esta solución nos 
permite mantener también una mayor coherencia gráfica entre el informe y la aplicación, reforzando así la 
identidad de la herramienta.
tiempo
getHourlyGridValuesFor ( NO2 )
getHourlyGridValuesFor ( netcdfGridPositionForLocation [’Barcelona’] )
getHourlyGridValuesFor ( O3 )
getHourlyGridValuesFor ( CO )
getHourlyGridValuesFor ( SO2 )
longitud
latitud
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Figura 78. Diagrama de secuencia para la generación del informe diario en formato PDF.
La Figura 78 nos muestra el diagrama de secuencia para la generación del informe diario en formato PDF, 
como podemos observar, lo único que la aplicación de datos de cliente tiene que hacer es realizar la 
petición correspondiente a la aplicación visor. El controlador WSPdfReportPageController se encargará de 
representar todos los apartados del informe aprovechando las funciones de vista que ya tenemos para la 
presentación en formato HTML, para posteriormente generar la salida en formato PDF.
El resultado final de la petición, es que nos descargaremos de la aplicación visor un archivo PDF con el 
informe diario del paquete de datos que estábamos procesando, y que almacenaremos en el sistema de 
archivos del servidor de datos del cliente. De esta forma, cuando el usuario quiera descargar el último 
informe, bastará con servir el archivo PDF correspondiente al día de simulación solicitado.
4.6.3. Servicio de peticiones de datos
Otro de los papeles importantes que debe desempeñar la aplicación de datos de cliente, es la de actuar 
como servicio web para servir los datos a la aplicación visor. Para ello, hemos creado un único punto de 
entrada en la aplicación que se encargará de servir los datos a partir de una serie de parámetros incluidos 
en las cabeceras de la petición. De esta forma, centralizamos el control de los datos que se pueden servir 
a través de una sencilla API que facilitará la implementación de los protocolos de comunicación con la 
aplicación visor.
<<business logic>>
:DomainFeaturePdfReport
run ( )
/ request /
 
Aplicación Visor
<<server page>>
:AppController
<<server page>>
:WSPdfReportPageController
/ delegate /
<<client page>>
:WSPdfReportResponse
/ build /
<<file system>>
:IOFile
saveFile ( )
savePdfFile ( )
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Figura 78. Diagrama de secuencia para la generación del informe diario en formato PDF.
En la Figura 78 tenemos el diagrama de secuencia de una llamada a la lógica de negocio, CustomerLogic, 
que se encarga de obtener los datos. El controlador WSRetrieveDataPageController, es la clase responsable 
final de obtener los datos, según sea la información solicitada, ésta puede ser desde una imagen GrADS 
en formato PNG, o un documento en formato JSON con datos sobre la calidad del aire de una 
determinada zona geográfica.
<<server page>>
:AppController
<<server page>>
: DispatchController
<<server page>>
: WSRetrieveDataPageCtlr
<<business logic>>
:CustomerLogic
/ request /
dispatchRequest ( )
fetchCustomerData ( )
<<client page>>
:WSRetrieveDataPageResponse
/ build /
selectController ( )
Aplicación Datos ClienteAplicación Visor
/ delegate / / serve requested data /
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5. Informe de Sostenibilidad
5.1. Análisis de Sostenibilidad
Afortunadamente, cada vez somos más conscientes de los efectos negativos que tienen nuestras 
acciones sobre el planeta, y sobre nuestra propia sociedad. De forma progresiva se van introduciendo 
nuevos valores y criterios que no sólo persiguen el crecimiento económico o la obtención de beneficios, 
sino también la reducción de la huella ecológica y la mejora de la calidad de vida de las personas. De 
hecho, esta es una de las principales motivaciones de este proyecto, el visor de calidad del aire persigue 
precisamente mejorar la calidad del aire y reducir el impacto negativo que tienen las emisiones en nuestra 
atmósfera.
Así pues, la sostenibilidad es un factor clave a tener en cuenta en el desarrollo de cualquier proyecto, 
especialmente en el sector de las nuevas tecnologías, puesto que desde aquí podemos aportar nuestro 
granito de arena a mejorar la sostenibilidad en otras áreas de la ciencia, en este caso en el campo de las 
ciencias ambientales.
Para realizar el análisis de sostenibilidad se ha utilizado la matriz de sostenibilidad propuesta por el 
equipo docente de la FIB38, esta matriz está inspirada en la que propone Christian Felber en su libro, La 
Economía del Bien Común.
Según Felber, para medir el éxito de un proyecto se debe utilizar lo que el denomina como Balance del Bien 
Común. El beneficio financiero no es un buen indicador para medir el Bien Común, puede que una empresa 
obtenga grandes beneficios mientras sus proveedores tienen pérdidas, o los trabajadores pierden sus 
puestos de trabajo. Para determinar la sostenibilidad de un proyecto, y que aporta éste al Bien Común, se 
debe analizar su impacto a nivel ambiental, social, y económico.
El análisis de cada uno de estos enfoques, se realiza a su vez tres veces, la primera de ellas cuando el 
proyecto se ha puesto en producción, en el que incluimos la planificación, el desarrollo y la implantación 
del proyecto. El segundo análisis, lo realizamos para la vida útil del proyecto, esto es desde que 
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38 Guía para plantear el Informe de Sostenibilidad en un TFG.
http://www.fib.upc.edu/fib/estudiar-enginyeria-informatica/treball-final-grau/mainColumnParagraphs/013/document/
2016_SyCS_GEP_v3_catala.pdf, consultado el 20 de Mayo del 2016.
implantamos el proyecto hasta su desmantelamiento. Finalmente, un tercer análisis teniendo en cuenta 
los riesgos inherentes al proyecto desde su creación y durante toda su vida útil que pueden provocar un 
impacto negativo en cualquiera de las tres áreas de análisis.
En la Tabla 13 tenemos una representación de la matriz de sostenibilidad, en cada celda de la matriz se 
incluye el rango de puntuaciones posible, estos rangos varían según el la influencia que tiene cada celda 
sobre el grado de sostenibilidad del proyecto. La puntuación se asigna a partir de reflexiones propias y de 
las respuestas a las preguntas relevantes planteadas para cada elemento en la guía, y de las preguntas 
adicionales que consideremos oportunas.
Proyecto en Producción Vida Útil Riesgos
Ambiental
Análisis de Recursos utilizados Huella Ecológica Riesgos Ambientales
[0, 10] [0, 20] [-20, 0]
Económico
Factura Plan de Viabilidad Riesgos Económicos
[0, 10] [0, 20] [-20, 0]
Social
Impacto Personal Impacto Social Riesgos Sociales
[0, 10] [0, 20] [-20, 0]
Rango de 
Sostenibilidad
[0, 30] [0, 60] [-60, 0]
[-60, 90]
Tabla 13. Matriz de sostenibilidad para un TFG.
Una vez asignadas las puntuaciones de cada elemento, podremos conocer el grado de sostenibilidad de 
nuestro proyecto, tomando así consciencia de su impacto ambiental, económico, y social.
5.2. Sostenibilidad Ambiental
Para el análisis de la sostenibilidad ambiental se toman en consideración las siguientes preguntas.
Durante la puesta en marcha
• ¿Se ha estimado el impacto ambiental que tendrá la realización del proyecto? ¿Te has 
planteado minimizar su impacto, por ejemplo reutilizando recursos?
• ¿Has cuantificado el impacto ambiental de la realización del proyecto? ¿Que medidas se han 
tomado para reducir el impacto? ¿Has cuantificado esta reducción?
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• ¿Si volvieras a realizar el proyecto, podrías hacerlo con menos recursos?
Durante la vida útil del proyecto
• ¿Como se resuelve el problema que se quiere abordar? ¿En que mejorará ambientalmente la 
solución propuesta de las existentes?
• ¿Que recursos se utilizarán durante la vida útil del proyecto? ¿Cuál será el impacto ambiental 
de estos recursos?
• ¿El proyecto permitirá reducir el uso de otros recursos? ¿Globalmente, el uso del proyecto 
mejorará o empeorará la huella ecológica?
Riesgos
• ¿Pueden producirse escenarios que hagan aumentar la huella ecológica del proyecto?
En la sección de análisis de costes se ha estimado el consumo energético de los recursos materiales que 
hemos utilizado durante el proyecto. Podemos ver que el pico de consumo energético es de 0,62 kWh 
cuando se están utilizando todos los recursos de forma simultánea, según la Comisión Europea, esto 
equivale a una emisión de 0,403 Kg de CO2. Si hubiéramos utilizado PC’s de sobremesa más económicos, 
podríamos haber triplicado el consumo energético, un solo PC de sobremesa puede llegar a consumir los 
0,40 kWh o 0,60 kWh según sea su fabricante.
Por otro lado, reduciendo el número de recursos materiales no habría reducido el consumo energético, 
puesto que el esfuerzo necesario en horas habría sido el mismo y se habría prolongado el tiempo de uso 
de los materiales, obteniendo como resultado un consumo energético muy parecido.
También hemos intentado cuantificar el consumo energético del servidor, para ver si podíamos aplicar 
alguna mejora en ese sentido. No hemos encontrado datos exactos sobre el consumo energético en los 
contratos con el proveedor, pero hemos visto que existe una métrica para calcular la eficiencia energética 
de los centros de datos llamada PUE39. En nuestro caso, el proveedor OVH tiene un ratio de eficiencia del 
1.09, de los mejores del mercado, Google por ejemplo tiene un ratio de 1.1140.
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39 Del Inglés, Power usage effectiveness.
40 Eficiencia Energética de los centros de datos de Google.
http://www.google.com/about/datacenters/efficiency/internal/, consultado el 4 de Junio de 2016.
PUE Nivel de Eficiencia
3.0 Muy Ineficiente
2.5 Ineficiente
2.0 Normal
1.5 Eficiente
1.2 Muy Eficiente
Tabla 14. Coeficientes de Eficiencia Energética (PUE) para centros de datos.
Concluyendo, consideramos que no podríamos haber realizado el proyecto con menos recursos, quizás 
podríamos haber utilizado recursos materiales más eficientes desde el punto de vista energético, pero los 
utilizados ya son de los más eficientes del mercado.
En cuanto a la vida útil del proyecto, el recurso que mayor impacto ambiental será el servidor donde se 
alojará la aplicación. A parte de esto no se prevé el uso de ningún otro recurso, ni existe ningún riesgo que 
pueda comprometer la huella ecológica del proyecto. Es más, el principal objetivo de la herramienta es 
mejorar la calidad del aire, por lo que su uso beneficiará a reducir la huella ecológica a nivel global. La 
aplicación permitirá a la administración pública y/o empresas privadas disminuir los niveles de 
contaminación mediante el diseño de medidas y planes de contingencia, todo ello a través del estudio de 
la situación actual y utilizando las herramientas de predicción que ofrece nuestra aplicación.
5.3. Sostenibilidad Económica
Para el análisis de la sostenibilidad económica se toman en consideración las siguientes preguntas.
Durante la puesta en marcha
• ¿Se ha estimado el coste de la realización del proyecto?
• ¿Se ha cuantificado el coste de la realización del proyecto? ¿Que decisiones se han tomado 
para reducir el coste?
• ¿Se ajusta el coste previsto al coste final?
Durante la vida útil del proyecto
• ¿Como se resuelve actualmente el problema que se quiere abordar? ¿Como mejorará 
económicamente la solución propuesta a las existentes?
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• ¿Que coste estimas que tendrá el proyecto durante su vida útil? ¿Se puede reducir este coste 
para hacerlo más viable?
• ¿Se han tenido en cuenta el coste de los ajustes, actualizaciones o reparaciones durante la vida 
útil del proyecto?
Riesgos
• ¿Pueden producirse escenarios que perjudiquen la viabilidad del proyecto?
Como ya hemos comentado con anterioridad, antes de iniciar la ejecución del proyecto se elaboró una 
propuesta económica en forma de presupuesto para que el cliente pudiera valorar y decidir si contratar 
nuestros servicios. Para la elaboración del presupuesto se estimó el coste del proyecto y se añadió un 
margen de beneficio.
Durante la ejecución del proyecto se han utilizado herramientas de accounting para determinar si 
estábamos desviándonos del presupuesto inicial, y si las decisiones que se iban tomando estaban 
incurriendo en sobre-costes. Del apartado de Planificación Final se desprende que en algunas tareas se 
consiguió reducir el coste, pero a nivel global no fue suficiente, nos acabamos desviando 271 horas del 
presupuesto inicial. El proyecto ha dado igualmente beneficios financieros, pero algo menores de lo 
esperado.
Durante la vida útil del proyecto no se preven más costes que el mantenimiento de los servidores del 
cliente, algo que queda bajo su responsabilidad. En cuanto a las actualizaciones y mejoras, también en el 
apartado de Planificación Final podemos observar que se han realizado trabajos de corrección de errores 
por valor de 53 horas. Estos trabajos no los consideramos dentro del ciclo de vida útil del proyecto porque 
se han realizado justo después del despliegue. Se había pactado que el cliente disponía de un mes para 
detectar errores y realizar pruebas en la aplicación, pasado este mes, cualquier cambio o mejora se haría 
bajo previo presupuesto.
Por otro lado, cabe destacar que el proyecto aportará también beneficios económicos de forma indirecta. 
El impacto negativo que tiene la contaminación del aire sobre nuestra salud, provocando enfermedades 
respiratorias que requieren tratamiento, o incluso muertes prematuras, supone un gran coste para la 
administración pública. La Organización Mundial de la Salud estima que la contaminación del aire cuesta 
a las administraciones europeas la frívola cifra de 1.4 billones41  de euros. Si el uso de nuestra aplicación 
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41 Fuente: Estudio realizado por la Organización Mundial de la Salud el 28 de Abril del 2015.
http://www.euro.who.int/en/media-centre/sections/press-releases/2015/04/air-pollution-costs-european-economies-us
$-1.6-trillion-a-year-in-diseases-and-deaths,-new-who-study-says, consultado el 20 de Junio del 2016.
ayuda a tomar las decisiones necesarias para mejorar la calidad del aire, estaremos colaborando a 
obtener beneficios económicos para todo el conjunto de la sociedad.
A nivel económico no existen riesgos que comprometan la viabilidad del proyecto, la herramienta se ha 
diseñado para un cliente final concreto. Una vez finalizado el trabajo se han emitido las facturas 
correspondientes y ya se han obtenido beneficios financieros, tanto para nosotros como para nuestro 
cliente. Uno de los objetivos que perseguía nuestro cliente era aprovechar este encargo para crear una 
plataforma que pudiera ser contratada por terceros a un coste mucho menor. Esto ha sido así, de hecho, 
hemos establecido una tarifa de precios que cuantifica las modificaciones y trabajos necesarios para 
incluir un nuevo cliente dentro de la plataforma.
5.3.1. Planificación Inicial
Para poder iniciar la ejecución de cualquier proyecto, es imprescindible que antes se cierre el acuerdo 
comercial con el cliente. Para ello, es necesario elaborar un presupuesto que, además de definir cual es el 
alcance y objetivos del proyecto, incluya un análisis de costes y una planificación temporal inicial. Una vez 
presentado el presupuesto, es el cliente quien decide si aprueba el presupuesto en su totalidad, o si 
decide replantear alguna de las partes para reducir costes.
Para el análisis de costes inicial es muy importante tener en cuenta los factores que pueden afectar 
negativamente tanto al éxito del proyecto como a sus costes, algunos de estos factores ya se han 
explicado en la sección de evaluación de riesgos, pero existe otro que también juega en nuestra contra. Se 
trata del esfuerzo necesario para obtener todos los requerimientos, durante la etapa de elaboración del 
presupuesto aún no hemos sido contratados por el cliente, y todo el esfuerzo dedicado a especificar el 
proyecto puede acabar por no verse recompensado. Por otro lado, si no invertimos tiempo en realizar este 
análisis previo, podemos cometer graves errores que aboquen el proyecto al fracaso absoluto, o incluso a 
generar pérdidas en nuestra empresa.
Así pues, es importante realizar un análisis previo y una valoración de costes lo más detallada y 
aproximada posible, considerando el esfuerzo necesario para ello como una inversión para que el 
proyecto sea un éxito para todas las partes implicadas.
En nuestro caso, se mantuvieron una serie de reuniones con el equipo del cliente en el que nos facilitaron 
información sobre los requerimientos funcionales con los que debía contar la aplicación.
En total se estimó que el desarrollo de la aplicación se realizaría en 23 semanas. La Figura 79 nos muestra 
el diagrama de Gantt de la planificación temporal que se realizó al inicio del proyecto.
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Figura 79. Diagrama de Gantt de la planificación inicial del proyecto.
La planificación temporal se realizó teniendo en cuenta las tareas que se debían realizar, los recursos 
humanos disponibles, y el esfuerzo en horas de cada miembro del equipo. La Tabla 1 nos muestra un 
resumen del análisis inicial del esfuerzo necesario para completar cada tarea medido en horas totales.
Tarea Esfuerzo
Módulo para Procesar Archivos NetCDF 300 horas
Diseño, Modelado y Creación Base de Datos 120 horas
Módulo de Post-Procesado 280 horas
Aplicación Web 600 horas
Pruebas y Evaluación 20 horas
1.320 horas
Tabla 1. Análisis inicial del esfuerzo medido en horas para ejecutar el proyecto.
5.3.2. Evaluación de Riesgos
Como comentábamos en la sección anterior, el principal riesgo que hemos detectado solo iniciar el 
proyecto es la metodología de trabajo. A pesar de habernos reunido varias veces con el cliente, para 
analizar el problema y definir el alcance del proyecto, hemos detectado una serie de problemas que 
pueden afectar negativamente al éxito del proyecto.
Título 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27
1.1) Estudio del Formato
1.2) Análisis de API's
1.3) Implementación
1) Módulo para Procesar Archivos NetCDF
2.1) Modelar BBDD
2.2) Creación BBDD
2) Base de Datos
3.1) Implementación Cálculo Estadísticos
3.2) Implementación Cálculo Alertas
3.3) Inyección de Datos a la Base de Datos
3) Módulo de Post-Procesado
4.1) Web Services
4.2) Visor de Calidad del Aire
4.3) Visualización de Datos Numéricos
4.4) Generación de Gráﬁcos
4.5) Generación de Informes PDF
4) Aplicación Web
5.1) Pruebas y Evaluación WebService
5.2) Pruebas y Evaluación Aplicación Web
5) Pruebas y Evaluación
6.1) Documentación
6.2) Presentación
6.3) Defensa
6) Documentación y Memoria del Proyecto
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Falta de Especificación
El cliente no nos ha especificado algunas partes del sistema. Por ejemplo, para el cálculo de las alertas, 
inicialmente se dijo que solamente debíamos extraer el valor de los archivos NetCDF correspondientes, 
pero en reuniones posteriores nos ha dicho que es nuestra aplicación la que debe realizar el cálculo. No 
ha especificado los algoritmos de cálculo, ni para que valores, ni si se trata de un calculo continuo o 
discreto, simplemente ha dicho que no nos preocupáramos y que se responsabilizaba de que no 
implicaría ningún sobrecoste para nosotros.
Desconocimiento del dominio del problema
Nunca antes en nuestra empresa se ha desarrollado una aplicación relacionada con este sector, por lo que 
desconocemos por completo el dominio del problema. Para mejorar nuestra toma de decisiones y 
asesorar adecuadamente al cliente, inevitablemente tendremos que dedicar recursos para conocer y 
profundizar en todo lo relacionado con la calidad del aire.
Complejidad
La complejidad de la aplicación es considerable. Existe un número importante de componentes que se 
deben desarrollar, y nos corresponde a nosotros tomar todas las decisiones sobre que tecnología utilizar. 
Como ya comentábamos, también somos responsables de la integración de la aplicación con los sistemas 
del cliente, y del análisis del impacto que tendrá la aplicación en sus servidores. Todo ello, sin que se nos 
hayan dado detalles concretos de como funcionan los sistemas de modelización y de que mecanismos de 
integración disponemos.
5.3.3. Planificación Final
Finalmente, el proyecto se pudo realizar en 22 semanas, la Figura 80 muestra el diagrama de Gantt de la 
planificación final. A pesar de poder entregar el proyecto al cliente una semana antes de lo previsto, 
durante el transcurso del desarrollo se tuvieron que modificar las cargas de trabajo, de forma que no se 
pudo finalizar la documentación del PFC, lo que ha motivado su retraso hasta este curso.
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Figura 80. Diagrama de Gantt de la planificación final del proyecto.
Si observamos la Figura 81 podremos ver claramente las diferencias entre la planificación inicial y final. 
Una de las mejoras en la temporalización fue durante la primera parte del proyecto, en el procesado de 
los archivos binarios NetCDF. La solución tecnológica que decidimos utilizar consiguió reducir en dos 
semanas el tiempo de implementación del extractor de datos de este tipo de archivos.
Figura 81. Diagrama de Gantt comparando la planificación inicial y final del proyecto.
Aún así, como comentábamos en la evaluación de riesgos, pensábamos que la falta de especificación 
podía comprometer el proyecto, y así fue. Durante la implementación del módulo de post-procesado, el 
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cálculo de las alertas no resultó ser tan directo como se había dicho, los cálculos eran distintos según el 
cliente que contrataba el servicio, dato que el cliente había omitido durante las fases de especificación. 
Esto provocó un aumento considerable del esfuerzo para implementar el módulo de cálculo de alertas.
Ante esta situación, decidimos iniciar cuanto antes el desarrollo de la aplicación, no quisimos esperar a 
tener la versión final para que el cliente la validara, principal inconveniente de la metodología en cascada. 
A pesar de estar en una fase tan avanzada del proyecto, esta decisión motivó que modificáramos la 
metodología de trabajo. Decidimos aplicar un modelo de desarrollo iterativo basándonos en una iteración 
para cada funcionalidad. De este modo, el cliente pudo empezar a validar las distintas partes del sistema 
a medida que estaban implementadas, de ahí que la duración de la etapa de pruebas y evaluación se 
extendiera a más semanas, pero no incrementando el esfuerzo en horas por ello.
Para la medición del esfuerzo, en la empresa disponemos de una herramienta de accounting en la que se 
han ido anotando todas las horas dedicadas a cada parte del proyecto, a partir de esta herramienta 
hemos podido determinar la diferencia entre las horas planificadas y las reales para cada parte del 
proyecto.
A continuación se muestran tablas comparativas entre las horas planificadas y el esfuerzo real que ha 
supuesto la ejecución del proyecto.
Módulo para Procesar Archivos NetCDF
Esfuerzo 
Planificado Esfuerzo Real
Estudio del Formato 60 horas 40 horas
Análisis de API’s 40 horas 16 horas
Implementación 200 horas 165 horas
300 horas 221 horas
Tabla 2. Análisis comparativo entre horas planificadas y esfuerzo real del Módulo para procesar archivos NetCDF.
Base de Datos
Esfuerzo 
Planificado Esfuerzo Real
Modelar Base de Datos 80 horas 62 horas
Creación Base de Datos 40 horas 32 horas
120 horas 94 horas
Tabla 3. Análisis comparativo entre horas planificadas y esfuerzo real del modelado y creación de la Base de Datos.
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Módulo de Post-Procesado
Esfuerzo 
Planificado Esfuerzo Real
Implementación Cálculo Estadísticos 40 horas 48 horas
Implementación Cálculo Alertas 180 horas 190 horas
Inyección de Datos a la Base de Datos 60 horas 68 horas
280 horas 306 horas
Tabla 4. Análisis comparativo entre horas planificadas y esfuerzo real del Módulo de Post-Procesado.
Aplicación Web
Esfuerzo 
Planificado Esfuerzo Real
Web Services 80 horas 73 horas
Visor de Calidad del Aire 200 horas 293 horas
Visualización de Datos Numéricos 120 horas 154 horas
Generación de Gráficos 120 horas 80 horas
Generación de Informes PDF 80 horas 48 horas
600 horas 648 horas
Tabla 5. Análisis comparativo entre horas planificadas y esfuerzo real de la Aplicación Web.
Pruebas y Evaluación
Esfuerzo 
Planificado Esfuerzo Real
Pruebas y Evaluación Web Service 10 horas 10 horas
Pruebas y Evaluación Aplicación Web 10 horas 20 horas
20 horas 30 horas
Tabla 6. Análisis comparativo entre horas planificadas y esfuerzo real de las pruebas y evaluación.
Tal y como se indica en cada una de las tablas comparativas, en algunos casos conseguimos mejorar los 
tiempos planificados, pero en otros el esfuerzo necesario ha sido mayor del esperado. En la Tabla 7 
tenemos un resumen comparativo del esfuerzo planificado y del esfuerzo real para desarrollar el proyecto 
en su totalidad. Como podemos observar, la desviación no sólo es a consecuencia de las desviaciones 
parciales de cada tarea, también tenemos un grupo de tareas que no habíamos previsto inicialmente, y 
que hemos considerado necesario tener en cuenta para calcular el coste en horas del proyecto.
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Tarea
Esfuerzo 
Planificado Esfuerzo Real Desviación
Módulo para Procesar Archivos NetCDF 300 horas 221 horas -79 horas
Base de Datos 120 horas 94 horas -26 horas
Módulo de Post-Procesado 280 horas 306 horas 26 horas
Aplicación Web 600 horas 648 horas +48 horas
Pruebas y Evaluación 20 horas 30 horas +10 horas
Gestión Comercial 20 horas +20 horas
Elaboración del Presupuesto 36 horas +36 horas
Gestión de Proyecto 114 horas +114 horas
Formación del Equipo 57 horas +57 horas
Corrección de Errores y Depuración 53 horas +53 horas
Puesta en marcha de la aplicación y despliegue 12 horas +12 horas
1.320 horas 1.591 horas +271 horas
Tabla 7. Análisis comparativo entre horas planificadas y esfuerzo real del proyecto.
Hemos considerado interesante cuantificar las horas necesarias para cerrar el acuerdo comercial con el 
cliente, o elaborar el presupuesto. No son horas directamente imputables a la ejecución del proyecto, 
pero sin ellas no habríamos conseguido el proyecto.
De los datos recogidos en la Tabla 7, vemos que la tarea que ha provocado la mayor desviación ha sido la 
gestión del proyecto. En la planificación inicial había incluido de forma implícita estas horas en cada una 
de las tareas a realizar, pero durante la ejecución del proyecto decidí contabilizar estas horas por 
separado, para así poder evaluar mejor la carga de trabajo que me ha correspondido como director de 
proyecto.
5.3.4. Recursos
Para la ejecución y éxito del proyecto siempre son necesarios una serie de recursos, en nuestro caso, 
hemos organizado los recursos necesarios en tres grupos: los recursos humanos, los materiales, y los 
inmateriales.
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Los recursos humanos son aquellos que se refieren al conjunto de personas que desempeñan una función 
dentro del equipo. Para el proyecto que nos ocupa hemos sido tres personas, dónde yo mismo he 
desempeñado la función de director de proyecto y de programador.
• Director de Proyecto
• Programador #1
• Programador #2
• Diseñador Gráfico
Por otro lado, los recursos materiales son todos aquellos bienes tangibles necesarios para la ejecución del 
proyecto. En nuestro caso, son todos los equipos de hardware que se han utilizado:
• iMac de 27”
Utilizado por el diseñador gráfico.
• MacBook Pro 15”
Hemos utilizado dos unidades, una para cada programador.
• iPhone 5
Es mi teléfono personal, he considerado oportuno tenerlo en cuenta, puesto que, después del 
correo electrónico, ha sido uno de los principales canales de comunicación con el cliente.
• Servidor Dedicado Intel Xeon W3520
Servidor contratado con la empresa OVH, para almacenar los repositorios y desplegar las 
distintas versiones de la aplicación para que el cliente pudiera realizar pruebas.
Y finalmente, los recursos inmateriales, son básicamente todos aquellos bienes intangibles necesarios 
para el desarrollo del proyecto. En nuestro caso, todo el software o licencias que se han utilizado:
• Software de Desarrollo - PHP Storm
Es el IDE42 que hemos utilizado para el desarrollo de la aplicación.
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42 Del Inglés, Integrated Development Environment. Un entorno de desarrollo integrado es una aplicación que proporciona al 
programador herramientas y recursos para maximizar su productividad. Este tipo de soluciones suelen incorporar un editor de 
código, un depurador, e incluso herramientas de generación de código o auto-completado.
• MAMP Pro
Solución integral para MacOS para gestionar y ejecutar de forma local el servidor web Apache, 
el sistema de gestión de bases de datos MySQL, y los lenguajes de desarrollo web como PHP, 
Perl o Python.
• Cliente de MySQL - Sequel Pro
Herramienta para MacOS de software libre para gestionar, examinar, y modificar las bases de 
datos MySQL.
• Parallels Plesk 12.0
Solución que facilita la administración, gestión, y mantenimiento de servidores. En nuestro 
caso, es la herramienta utilizada para administrar nuestro servidor dedicado.
• Servidor Web Apache 2.4
Es el servidor web más utilizado, fue creado por la Apache Software Foundation y está 
disponible de forma gratuita para la mayoría de sistemas operativos.
• Sistema de Gestión de Bases de Datos MySQL Server 5.5
Sistema de Gestión de Bases de Datos utilizada en el servidor dedicado para el despliegue de 
las versiones de prueba.
• Control de Versiones Git
Sistema de control de versiones gratuito.
• Ofimática - Open Office
Suite de ofimática de código abierto.
• Ofimática - iWork
Suite de ofimática propiedad de Apple Inc. pero distribuida de forma gratuita.
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5.3.5. Gestión Económica
En esta sección facilitamos un análisis de todos los costes derivados de la ejecución del proyecto 
basándonos en la planificación final y esfuerzo real medido en horas.
En la Tabla 8 tenemos el análisis de los costes de los recursos humanos, se han tenido en cuenta tanto los 
costes salariales como los costes de seguridad social a cargo de la empresa. A partir de los costes anuales 
de cada persona hemos establecido un coste hora a partir del número de días laborables al año, que en el 
municipio de Barcelona son concretamente 25143. A partir de este dato y del número de horas dedicado, 
se ha calculado el coste total de cada recurso humano.
Recursos Humanos Horas Sueldo Bruto
Seguridad 
Social
Coste 
Anual
Coste / 
Hora
Coste 
Proyecto
Director de Proyecto 170 horas 24.000 € 7.200 € 31.200 € 15,54 € 2.641,43 €
Programador #1 710 horas 21.000 € 6.300 € 27.300 € 13,60 € 9.652,89 €
Programador #2 618 horas 21.000 € 6.300 € 27.300 € 13,60 € 8.402,09 €
Diseñador Gráfico 93 horas 16.000 € 4.800 € 20.800 € 10,36 € 963,35 €
1.591 horas 21.659,76 €
Tabla 8. Análisis de costes de Recursos Humanos.
La Tabla 9 muestra el análisis de costes para los recursos materiales. Observemos que la mayoría de 
elementos tienen una amortización de cuatro años, esto es debido a que se ha considerado que la vida útil 
de estos equipos será de cuatro años, por lo que hemos distribuido su coste de forma uniforme durante 
ese período de tiempo44. Por otro lado, en cuanto al servidor, se trata de una contratación anual, tenemos 
el servidor contratado como si fuera un alquiler, es menos costoso que comprar el servidor y mantenerlo 
en nuestras propias instalaciones.
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43 Fuente: Ministerio de Empleo y Seguridad Social.
http://www.seg-social.es/Internet_1/Masinformacion/CalendarioLaboral/Fiestas/index.htm?prov=08&loc=080190000, 
consultado por última vez el 1 de Junio del 2016.
44 A nivel fiscal, con la entrada en vigor de la Ley 26/2014 del Impuesto de Sociedades el 1 de Enero de 2015, el número de años 
de amortización de un equipo informático puede establecerse entre 4 y 8 años, con un coeficiente de amortización anual 
máximo del 25%.
http://www.boe.es/buscar/doc.php?id=BOE-A-2014-12327, consultado el 1 de Junio del 2016.
Recursos Materiales Cantidad
Coste 
Unitario Amortización
Tiempo de 
uso
% 
Amortización
Coste 
Imputable
iMac 27” 1 1.759,50 € 4 años 2 semanas 0,96 % 16,92 €
MacBook Pro 15” 2 1.858,68 € 4 años 22 semanas 10,58 % 393,18 €
iPhone 5 1 619,01 € 4 años 22 semanas 10,58 % 65,47 €
Servidor 1 360,00 € 1 año 22 semanas 42,31 % 152,31 €
627,88 €
Tabla 9. Análisis de costes de Recursos Materiales.
En la Tabla 10, se muestra el análisis de costes de los recursos inmateriales, se ha intentando priorizar el 
uso de software libre y gratuito, pero en algunos casos ha sido necesario contratar licencias de uso para 
determinadas aplicaciones. La mayoría de estas contrataciones son de licencias anuales que se deben ir 
renovando si se desea continuar utilizando el software, a excepción de la licencia del MAMP Pro, que solo 
se paga si hay una actualización. En este caso concreto se ha establecido un período de amortización de 
dos años, que es mas o menos el promedio de tiempo que tarda este desarrollador en sacar una major 
release45 .
Recursos Inmateriales Cantidad Coste Unitario Amortización Tiempo de 
uso
% 
Amortiz
ación
Coste 
Imputable
Software de Desarrollo - PHP Storm 2 200,00 € 1 año 22 semanas 42,31 % 169,23 €
MAMP Pro 2 39,00 € 2 años 22 semanas 21,15 % 16,50 €
Cliente BD - Sequel Pro 2 Software Libre - - - -
Parallels Plesk 12.0 1 120,00 € 1 año 22 semanas 42,31 % 50,77 €
Servidor Web Apache 2.4 1 Software Libre - - - -
SGBD - MySQL Server 5.5 1 Software Libre - - - -
Control de Versiones - Git 2 Software Libre - - - -
Ofimática - Open Office 2 Software Libre - - - -
Ofimática - iWork 1 Software Gratuito - - - -
Diseño Gráfico - Adobe Illustrator 1 290,00 € 1 año 2 semanas 3,85 % 11,15 €
247,65 €
Tabla 10. Análisis de costes de Recursos Inmateriales.
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45 Se conoce así a las versiones principales de productos de software, a diferencia de las actualizaciones, son versiones que 
incluyen cambios substanciales y suelen requerir el pago de una nueva licencia o renovación.
Los datos de las tablas anteriores recogen todos los costes directos asociados a cada uno de los recursos, 
pero existen otros costes indirectos que también debemos tener en cuenta. En la Tabla 11 tenemos los 
costes indirectos más significativos, como por ejemplo el consumo energético de los equipos, o la 
conexión a Internet utilizada para el desarrollo de todo el proyecto. También hemos incluido otros costes 
como el alquiler de la oficina, que es el espacio físico donde se ha desarrollado el proyecto, el coste 
mensual de la gestoría, la cual se encarga de la elaboración de las nóminas de los trabajadores, pago de 
los seguros sociales, etcétera. Somos conscientes de que estos costes se podrían repartir entre otros 
proyectos que se han ejecutado durante ese mismo período en la empresa, pero hemos preferido imputar 
el 100% para las 22 semanas que ha durado la ejecución, como si este fuera el único proyecto se  hubiera 
desarrollado en esas semanas.
Costes Indirectos Cantidad Consumo Coste Unitario Uso Coste
Consumo Energético - iMac 27” 1 0,31 kWh
0,13907 €/kWh
93 horas 4,01 €
Consumo Energético - MacBook Pro 15” 2 0,15 kWh 749 horas 31,25 €
Consumo Energético - iPhone 5 1 0,01 kWh 20 horas 0,01 €
Conexión Internet Fibra Óptica 1 - 51,22 €/mes 22 semanas 250,41 €
Gestoría Fiscal y Laboral - - 95,00 €/mes 22 semanas 464,44 €
Alquiler Oficina - - 600,00 €/mes 22 semanas 2.933,33 €
3.683,46 €
Tabla 11. Análisis de costes de Costes Indirectos.
Finalmente, en la Tabla 12 tenemos el resumen de la valoración económica de todos los costes implicados 
en el proyecto. Claramente, podemos observar que el factor de más peso dentro de los costes son los 
recursos humanos, que representan un 82,51% de los costes, seguidos de los costes indirectos, con un 
14,05%.
Recursos Inmateriales Cantidad Distribución
Recursos Humanos 21.659,76 € 82,61 %
Recursos Materiales 627,88 € 2,39 %
Recursos Inmateriales 247,65 € 0,94 %
Costes Indirectos 3.683,46 € 14,05 %
26.218,75 €
Tabla 12. Análisis de costes del proyecto.
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5.4. Sostenibilidad Social
Para el análisis de la sostenibilidad social se toman en consideración las siguientes preguntas.
Durante la puesta en marcha
• ¿Que crees que te ha aportado a nivel personal la realización de este proyecto?
• ¿La realización de este proyecto ha implicado reflexiones significativas a nivel personal, 
profesional, o ético de las personas involucradas?
Durante la vida útil del proyecto
• ¿Como se resuelve actualmente el problema que se quiere abordar? ¿Como mejorará 
socialmente la solución propuesta a las existentes? ¿Existe una necesidad real del proyecto?
• ¿Quien se beneficiará del uso del proyecto? ¿Existe algún colectivo que puede verse 
perjudicado?
• ¿En que medida el proyecto soluciona el problema planteado inicialmente?
Riesgos
• ¿Pueden producirse escenarios que el proyecto fuera perjudicial para algún segmento de la 
población?
• ¿Podría crear el proyecto algún tipo de dependencia que deje a los usuarios en posición de 
debilidad?
La realización de este proyecto ha acercado la problemática de la calidad del aire a todo nuestro equipo. 
Hasta ahora era un tema que de vez en cuando escuchábamos en medios de comunicación, pero después 
de haber realizado el proyecto tenemos muchísimo más conocimiento y consciencia de la problemática 
existente, hemos podido comprobar como cada gobierno aborda de forma distinta el problema con su 
propia legislación. Hasta ahora pensábamos que la calidad del aire era una medida más generalista, que 
solo atañía a ciudades grandes como Shangai, pero hemos podido comprobar que no, que el problema de 
la calidad del aire es algo que afecta incluso a zonas rurales según sea la dispersión de los contaminantes 
de un foco determinado.
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Incluso durante la realización del proyecto, en algunos momentos de descanso el tema de conversación 
del equipo de trabajo ha sido sobre el asunto. Sobre como determinadas medidas de la administración 
pública habían beneficiado a mejorar la calidad del aire, o incluso debatiendo que medidas deberían 
tomarse.
A nivel personal el proyecto ha sido muy enriquecedor, he tenido la oportunidad de entrar en contacto 
con profesionales y expertos en materia de calidad del aire. Así como haber podido dirigir y participar en 
el desarrollo de una herramienta de complejidad considerable que ha supuesto un reto desde el primer 
minuto, y que gracias a todo el equipo se ha llevado a cabo con éxito.
En cuanto a la sostenibilidad social del proyecto, cabe destacar que un estudio reciente realizado por la 
Agencia de Salud Pública Francesa46  sitúa la contaminación atmosférica como tercera causa de muerte 
después del tabaco y alcohol. Según el estudio, la reducción de partículas PM2,5, las que provienen 
principalmente de emisiones de vehículos diesel, podría evitar 34.000 muertes cada año, además de 
mejorar la calidad de vida de las personas. Así pues, el principal colectivo que se beneficiará del uso de 
esta herramienta será la propia sociedad en su conjunto, siempre y cuando las instituciones o empresas 
privadas que la utilicen actúen en consecuencia.
La herramienta puede ayudar a analizar y determinar la dispersión de partículas de polvo, pero son en 
último lugar la administración pública y el sector privado quienes deben adoptar las medidas necesarias 
que permitan corregir los niveles de emisión de contaminantes. Si mediante el uso de la herramienta se 
adoptan las medidas necesarias para mejorar la calidad del aire, y controlar que los niveles de emisión 
sean más bajos, beneficiaremos a muchos colectivos vulnerables ante la contaminación del aire. Como 
por ejemplo es la población infantil, en que la exposición a determinados tóxicos a una edad temprana 
puede ocasionar efectos negativos en su desarrollo o incluso enfermedades crónicas. Así como también 
las personas que sufren enfermedades respiratorias o alergias, su calidad de vida puede empeorar 
considerablemente debido a la contaminación del aire, pudiendo incluso puede provocar la muerte.
En cuanto a los riesgos, no apreciamos riesgos directos, aunque si hemos considerado la posibilidad de 
que un fallo en el sistema de modelización o visualización de datos, conlleve a una toma de decisiones 
equivocada, basándose en datos incorrectos. Afortunadamente, el impacto de este riesgo es mínimo, 
puesto que para adoptar medidas se tienen en cuenta otros factores ajenos a la herramienta, así como 
estudios de impacto, mediciones, y un largo etcétera.
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46 Impacts sanitaires de la pollution de l'air en France : nouvelles données et perspectives (Impactos sanitarios de la polucion del 
aire en Francia)
http://invs.santepubliquefrance.fr/Publications-et-outils/Rapports-et-syntheses/Environnement-et-sante/2016/Impacts-de-l-
exposition-chronique-aux-particules-fines-sur-la-mortalite-en-France-continentale-et-analyse-des-gains-en-sante-de-
plusieurs-scenarios-de-reduction-de-la-pollution-atmospherique 
5.5. Evaluación de la Sostenibilidad
A partir del análisis de sostenibilidad realizado por las filas de la matriz, se ha elaborado la matriz de 
evaluación de la sostenibilidad del proyecto, representada en la Tabla 15.
Proyecto en Producción Vida Útil Riesgos
Ambiental
Análisis de Recursos utilizados Huella Ecológica Riesgos Ambientales
7 [0, 10] 12 [0, 20] 0 [-20, 0]
Económico
Factura Plan de Viabilidad Riesgos Económicos
7 [0, 10] 20 [0, 20] 0 [-20, 0]
Social
Impacto Personal Impacto Social Riesgos Sociales
9 [0, 10] 15 [0, 20] -5 [-20, 0]
Rango de 
Sostenibilidad
23 [0, 30] 47 [0, 60] -5 [-60, 0]
65 [-60, 90]
Tabla 15. Matriz de sostenibilidad, evaluación de la sostenibilidad del proyecto.
Las puntuaciones asignadas a cada celda, en negrita, responden a las conclusiones de los apartados 
anteriores.
En el plano ambiental, hemos considerado que los recursos utilizados han sido muy óptimos, pero no 
existía un estudio previo del impacto ambiental de los recursos materiales antes de iniciar el proyecto, por 
lo que la puntuación será de un 7. En cuanto a la vida útil, el impacto ambiental dependerá de los 
servidores del cliente, que no son del todo efectivos desde el punto de vista energético, por lo que la 
puntuación será de un 12. En cuanto a los riesgos, no hemos detectado ningún riesgo a nivel ambiental, 
por lo que la puntuación será de 0.
En el plano económico, existía un presupuesto de costes inicial y un cálculo de los costes finales. Ha 
habido beneficio financiero, pero ha sido ligeramente menor de los esperado, por lo que la puntuación 
será de 7. En cuanto a la viabilidad del proyecto, como comentábamos, la totalidad del coste ha sido 
amortizada con el primer cliente, y se ha establecido una tarifa para futuros clientes, por lo que desde el 
punto de vista económico el proyecto no presenta ningún problema de viabilidad. Además el proyecto 
puede ayudar a reducir la factura de las administraciones públicas de forma indirecta, así pues la 
puntuación para esta casilla será de 20 puntos, y 0 puntos para los riesgos.
En cuanto a la parte de sostenibilidad social del proyecto, como se ha explicado antes, el impacto 
personal y en el equipo ha sido muy positivo, puntuamos con un 9. Por otro lado, creemos que el proyecto 
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ayudará a mejorar la vida de las personas colaborando en la creación de un entorno más saludable, por lo 
que puntuamos el impacto social de la vida útil del proyecto con un 15. Finalmente, comentábamos la 
remota posibilidad de que el uso de la aplicación tuviera un impacto negativo en la sociedad debido a una 
incorrecta interpretación de los datos, o error en la visualización, puntuamos este riesgo con un -5.
Así pues, y para concluir, el grado de sostenibilidad del proyecto es de 65 puntos sobre 90, un resultado 
muy positivo que nos ayuda a determinar que el proyecto se define como sostenible en base a nuestro 
análisis.
 Visor de Calidad del Aire
 155 / 168
 Visor de Calidad del Aire
 156  / 168
6. Conclusiones y Resultados
El objetivo principal de este proyecto era la creación de un visor de calidad del aire. Después de evaluar 
nosotros mismos el producto final, y por la satisfacción de nuestro cliente final, podemos afirmar con 
total claridad que el objetivo se ha conseguido con éxito.
Ya se han comentado algunas posibles mejoras con el cliente, como por ejemplo la inclusión de un visor 
de datos geográficos como ArcGIS o Google Earth. Esta mejora permitiría a los usuarios un mayor nivel de 
interacción con la representación de los datos, que ahora está limitada a las imágenes GrADS y al mapa 
de alertas, que en ninguno de los dos casos muestran información geográfica detallada como por ejemplo 
carreteras, ríos, u otros fenómenos geográficos.
En cuanto al desarrollo del proyecto, este ha sido de lo más gratificante. Nos hemos ido encontrando con 
problemas y retos tecnológicos que hemos tenido que ir solucionando utilizando los conocimientos 
aprendidos durante la carrera. La complejidad del proyecto ha supuesto el poner a prueba el buen hacer 
de todo el equipo, pero finalmente hemos conseguido un buen producto final del que estamos orgullosos.
También he tenido la posibilidad de comprender el importante trabajo de gestionar un cliente. Además de 
implementar de forma correcta la aplicación, o utilizar de forma adecuada las tecnologías, también es 
muy importante mantener una buena comunicación y trato con el cliente. A veces no siempre resulta fácil 
entender sus necesidades, saber explicarle porque una determinada solución es mejor que otra, o que 
comprenda las motivaciones técnicas de determinadas decisiones. Con este proyecto he podido poner en 
práctica y trabajar las aptitudes personales necesarias para gestionar de forma correcta al cliente.
En mi opinión, me hubiese gustado profundizar más en la documentación de algunos aspectos técnicos y 
de implementación, pero esta memoria se enmarca dentro de un proyecto final de carrera y la 
documentación de estos detalles habría dado como resultado una memoria aún más extensa. A parte de 
esto, estoy muy satisfecho con el resultado obtenido, el visor de calidad del aire es uno de los productos 
que mostramos a futuros clientes como ejemplo de lo que se puede llegar a hacer en nuestra empresa.
 Visor de Calidad del Aire
 157 / 168
 Visor de Calidad del Aire
 158  / 168
7. Glosario
HERMES.- Modelo numérico propiedad del BSC que se utiliza para generar el inventario de emisiones de 
contaminantes a alta resolución.
WFR.- Acrónimo del inglés: Weather Research and Forecasting Model, un modelo numérico de pronóstico 
del tiempo diseñado para aplicaciones de investigación y que ofrece una plataforma de computación muy 
eficiente. Desarrollado por el Centro Nacional de Investigación Atmosférica de Estados Unidos (NCAR), 
es un modelo de libre distribución y código abierto.
CMAQ.- Community Multi-scale Air Quality, modelo numérico utilizado para determinar como se 
dispersarán los contaminantes propiedad de la Agencia de Protección del Medio Ambiente de Estados 
Unidos (EPA).
BSC-DREAM.- Modelo numérico propiedad del BSC que permite realizar predicciones sobre el transporte 
de polvo sahariano que permite determinar niveles de concentración de aerosoles.
ICA.- Índice de Calidad del Aire. Como indican sus siglas, es el índice que mide la calidad del Aire, cada 
país tiene su propia legislación en cuanto a cómo se realiza el cálculo el cálculo de este índice y de sus 
unidades. En Europa, el ICA se presenta como un valor de 0 a 100, dónde 100 es considerado cómo el 
nivel más alto de polución.
NetCDF.- Formato originalmente desarrollado por la NASA y muy utilizado por la comunidad científica en 
campos cómo la climatología, meteorología, u oceanografía. Este formato dispone de una interfaz de 
programación propia que permite almacenar, acceder y compartir grandes volúmenes de datos 
numéricos en formato binario.
GrADS.- Acrónimo del inglés, Grid Analysis and Display System, software desarrollado por la Universidad 
de George Mason, de libre distribución y código abierto, permite generar imágenes de mapas de bits con 
el contenido de archivos binarios NetCDF.
JSON.- Acrónimo de Javascript Object Notation, se trata de un formato de texto ligero para el 
intercambio de datos. Es uno de los formatos más utilizados por los servicios web.
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9. Anexo
A continuación incluimos la versión final del diseño gráfico de toda la interfaz de Usuario de la aplicación.
Pantalla de Inicio de Sesión.
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Selección del Área Geográfica sobre la que queremos trabajar.
Visor de Imágenes GrADS.
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Visor de Alertas.
Visor de Información Tabular.
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Visor de Información Tabular, visualización de gráficas.
Gestión de Parámetros de Configuración de la Simulación.
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Gestión de Archivos de Configuración.
Gestión de Usuarios.
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Gestión de Permisos de Grupos de Usuario.
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