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Enterprise systems exist within enterprises as a supporting tool for its daily 
business executions. Pressure to support never-ending technology innovations, 
together with limited number of IT personnel, suggests that we should find a way 
to revise or develop enterprise systems much more efficiently. However, no 
effective and agreed solution has been found so far. 
 This paper presents one approach, which utilizes use of enterprise architecture 
framework, use of modeling technologies to enable software development at higher 
level of abstractions, and then introduce a proposed mechanism to embrace 
changes e.g. coming from supporting new technologies. 
 First, summary of well-known system architectures are described followed by a 
summary use cases of “separation of concerns” principle applied. A comparison of 
enterprise architecture frameworks is shown and one of them (RM-ODP) is selected 
as base enterprise architecture for this research. 
 Secondly, a comparison study among languages for representing enterprise 
architectures is explained, followed by summary of modeling technology domain, 
including modeling languages, model transformation technologies, and tools 
implementing those technologies. 
 Thirdly, a method is proposed to allow enterprise architectures to relatively 
easily incorporate external technologies. An experimental implementation is shown 
to demonstrate the effectiveness of this method, including the architecture, the 
model, the transformation, with some generated artifacts, and summary of this 
result. 
 Finally, a summary of this research with future work is presented. 
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表 3-1 ZACHMAN FRAMEWORK 19 




































































エンタプライズアーキテクチャは、John A. Zachman 博士による Zachman 
Framework[1]（1987 年）ジャーナル記事が最初とされ、それ以降多くの研究が行わ
れている。概念としては定着しており、現在では実践者と研究者向けに EABOK コン
ソーシアムが Enterprise Architecture Body of Knowledge というサイト
（http://www2.mitre.org/public/eabok/）で普及をはかっている。現在普及していると
いわれるエンタプライズアーキテクチャのフレームワークには、Zachman 
Framework、Federal Enterprise Architecture（FEA）、The Open Group Application 
Framework（TOGAF）、DoDAF/MODAF などがある。米国の FEA をはじめ、各国
の政府機関でカスタマイズしたエンタプライズアーキテクチャが利用されている。ま




ングや DSL との関連づけ、シミュレーションなど、IEEE EDOC Conference の Trends 




モデル記述の標準として Unified Modeling Language（UML）があり、その定義言
語用としてメタメタモデルを規定する Meta Object Facility（MOF）も標準化されて
いる。UML や MOF の維持管理や種々の問題領域用の拡張は開発元の Object 
Management Group（OMG）が行っており、UML 拡張としてエンタプライズアーキ
テクチャ用の仕様も作成されている。 









モデル変換技術の研究は OMG の Model Driven Architecture（MDA）イニシアテ
ィブにより活性化し、OMG ではモデルからモデルへの変換仕様である MOF 
Query/View/Transoformation、そしてモデルからテキストへの変換仕様である MOF 
Model to Text Transformation Language が標準化されている。なお、MOF QVT に
は手続き的な変換を記述する QVT Operations とモデル間の関係を記述する QVT 
Relations の二つの言語が含まれる。 
モデルからモデルへの変換については、OMG での標準化提案に刺激を受けフランス
の University of Nantes や INRIA が OCL の上に開発した ATLAS Transformation 
Language（ATL）が論文も広く知られている。また国内では国立情報学研究所におけ



































断的関心事、ISO 42010 (IEEE 1471)[13] で標準化されているビューポイント、そし
て Zachman フレームワークのパースペクティブ等がある。Model, View, Controller











3.2 Zachman Framework 
Zachman Framework は John A. Zachman 博士が 1987 年にジャーナル記事として
発表したのが最初とされ、その後も進化を続けている。6 行・６列のマトリクスとして
表現されるフレームワークないしはスキーマで、最新の第３版では副題をエンタプラ
イズ・オントロジとし、行は Audience Perspective で Executive、Business Mgmt、
Architect、Engineer、Technician、Enterprise の各 Perspective、列は Classification 
Namesとして 5W1H（What, How, Where, Who, When, Why）となっている（表 3-1）。
この６種類の Perspectives は関心の分離を表し、各関心領域を更に 5W1H で細分化し
ている。但し、このフレームワークは特定の記法を定めておらず、この考え方に基づ
きアーキテクチャ設計を行うという使い方が想定されている。 
表 3-1 Zachman Framework 
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3.3 The Open Group Application Framework (TOGAF) 
メンバーシップにより構成されるコンソーシアムの The Open Group によると 
TOGAF[4]はエンタプライズアーキテクチャを開発するためのフレームワークで詳細
の手法と一連の支援ツールから成る。その仕様は７部構成で、Introduction, 
Architecture Development Method (ADM), ADM Guidelines and Techniques, 
Architectural Content Framework, Enterprise Continuum & Tools, TOGAF 
Reference Models, Architecture Capability Framework である。このうち本研究と関
連を持つのは ADM である（図 3-1）。また関連して Archimate[5]というモデリング言
語も提供している。 
 
図 3-1 TOGAF ADM 概略図 
 
TOG が推進しているため、コンソーシアム標準という位置づけのものとなる。 
3.4 Federal Enterprise Architecture 
FEA[2][3]は米国連邦政府の一部であり国家予算の開発を担当する Office of 



























種参照モデル（Performance Reference Model, Business Reference Model, Service 






ークで前項 FEA に基づくものである。ここで DoDAF を取り上げた理由は、DoDAF
が FEA の連邦政府組織内でのカスタム化の一例であることと、OMG で UML Profile 
for DoDAF/MODAF としてアーキテクチャ記法の標準が制定されていること、による
（MODAF[7]は英国政府の DoDAF 相当のもの）。現在 OMG から ISO/TC 184/SC 4 
Industrial data に PAS 提案され、国際標準化が進められている。 
3.6 RM-ODP 
Reference Model for Open Distributed Processing[9][10][11]は ISO と ITU-T が共
同プロジェクトとして策定した国際標準であり、オープンな分散システムの仕様記述
方法を定めている。オブジェクトベースの考え方で、５つの標準ビューポイント（関
心事）として Enterprise, Information, Computational, Engineering, Technologyを、
また各ビューポイントにおいて仕様記述に必要な概念や規則を定めている[14-30]。こ
の標準は記法についての規定が無かったため、後ほど Use of UML for ODP system 






表 3-2 フレームワーク比較 


























































































・	 アーキテクチャをサポートする UML Profile が規定されている場合は、そのデ
ータが公開されていること 
・	 研究素材として利用して問題が出ないこと 
































べきであり、エンタプライズアーキテクチャ用の UML Profile、汎用 UML 
































して以下の図 4-1 で示す４階層が用いられる。 
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図 4-1 モデル階層 
(3) メタメタモデル（M3） 
メタモデルを記述するための抽象構文が必要であり、それがメタメタモデルと呼ば
れる。標準としては後で説明する MOF がその仕様にあたり、記法としては UML Class
図のサブセットを用いる。オープン実装としては Eclipse Modeling Framework が













したもの。まず M0 モデルを作成し、これを抽象化することで M1 モデルを得るとい
うモデル作成方法や、M0 モデルを作成することで、そのベースとなった M1 モデルの
妥当性検証に利用することもある。いずれにせよある時点の値と関連であるため、単
一のモデルだけでは常に正しいモデルに到達出来ない可能性があり、カバレッジを考
































現れる場合もある。モデリング言語の標準化動向に含まれない DSL（Domain Specific 
Language）[81][82][85][86]について少し補足する。DSL は特定の対象領域に特化し
たモデリング言語であり、次のような分類がある。一つ目は External DSL と Internal 
(or Embedded) DSL という分類で、母体となるプログラミング言語の有無がポイント
となる。例としては、Ruby on Rails[87][91]は Ruby 言語に基づく Internal DSL であ
り、SQL ステートメントはプログラミング言語に依存しない External DSL であると
言える。更に、グラフィカル DSL とテキスト型 DSL という分類がある。先の Ruby on 
Rails や SQL はテキスト型 DSL であり、音楽の楽譜や化学記号などはグラフィカル
DSL と言える。DSL の実装系については後で説明する。 
4.4 標準化動向 
ソフトウェアのモデルをどう表現するかは、主立ったモデリング手法から記法を中
心に OMG で標準化が行われた UML（Unified Modeling Language）が業界標準とな
っている。UML には構造に着目したモデルを表現する部分と振舞いに着目したモデル
を表現する部分がある。また、UML の提供する機能範囲に収まらないモデリングを行
うために拡張機能（Profiling）が用意されている。UML 標準以外にも UML のメタモ
デルを定義するために用いられる MOF（Meta Object Facility）や XML 形式のデー











動の呼び名次のように多くある：Model Driven Software Engineering, Model Driven 






























モデル変換（モデルからモデル）：標準は MOF/QVT[33]で、例えば CIM から PIM、
PIM から PSM へというようなモデルマッピングを行う仕様 
モデル変換（モデルからテキスト）：標準は MOF2Text[42]で、例えば PSM から JEE
用 Java コードや XML ファイルを生成するような場合を想定したテンプレートエンジ
ン入力仕様 
MDA では反復的なプロセスを想定し、CIM から PIM、PIM から PIM または PSM、
PSM から PSM またはテキストの各ステップがフィードバックループを含むものとな
っている。考え方の概略を図 4-2 に示す。 
 












すことが出来る。UML モデルがこういった stereotype を含んでいる場合、モデル変
換で stereotype 毎に個別の変換ロジックを記述できるためモデルのテキスト変換時に
対象コンポーネント毎のテンプレートを記述出来る。この手法は先に述べたエンタプ
ライズアーキテクチャに対しても適用でき、実際OMGでUML Profile for DoDAF and 

















しては Package 図、Class 図、Object 図、Component 図、配備図などが、振舞い的




1)  MOF 
MOF モデルに基づくメタモデル記述には次の二通りの手法が用いられることが多
いが、これで全てという訳ではない（DSL の項を参照）。 
(1) UML クラス図を使った MOF モデル記述 
MOF 仕様書には EMOF の場合と CMOF の場合に分けて UML クラス図で MOF モ
デルを記述する際の制約項目がリストされており、それらに従い UML ツールを用い
クラス図として MOF モデルを作成する。作成した MOF モデルが EMOF モデルの場
合、UML ツールによっては Ecore 形式での保存ないし Ecore 形式への export が可能
で、その場合には次項につなげることが出来る。次の図 4-3 は UML クラス図を使っ




図 4-3 UML による MOF モデル例 
(2) Ecore を使った Ecore モデル記述 
オープンソースの統合開発環境である Eclipse には当初より Eclipse Modeling 
Framework（EMF）[47][48]を主要コンポーネントとして組み込まれている。この EMF
で扱うモデルは Ecore 形式と呼ばれ、これは EMOF の XMI 形式表現に相当する。EMF
を組み込んだ Eclipse を起動し、Diagram Editor for Ecore を利用すると Ecore ファ
イル（EMOF モデル）を UML のクラス図のようにグラフィカルに定義することが出




図 4-4 EMF による MOF モデル例 
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2)  UML 
(1) UML モデル記述 





ことでモデルを完成させる。以下の図 4-5 は典型的な UML ツール（MagicDraw）の
GUI を示す。 
 
図 4-5 UML ツール GUI 例 
 
(2) UML Profile 利用 
MOF モデル（モデリング言語）に従った UML モデルを作成したい場合、UML ツ
ールの機能範囲を超える場合 UML Profile を作成しそれをアドインやプラグインの形
で UML ツールに組み込み利用することが出来る（ツール依存）。UML Profile は UML
仕様の一部であり、UML meta-class を拡張する stereotype を定義し属性や制約や関
連を与えることで定義とする。OMG では多数の UML Profile 標準が開発されており、
それらも同様に UML ツールに組み込み利用することが出来る。以下の図 4-6 と図 4-7
は、それぞれ UML Profile の定義例（RM-ODP のエンタプライズ言語用 Profile：着
33 
色部分は UML のメタクラス）とその利用例（一部）である。 
 
図 4-6 UML Profile 例 
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図 4-7 UML Profile 適用例 
3)  DSL 
Domain Specific Language（DSL）は特に新しい概念ではなく以前からある特定領
域のモデルを記述するための専用言語である。一般的には、例えば Relational 
Database の世界の SQL、Unix の世界の各種コマンド（例：sed）、音楽を記述する楽
譜、化合物等を記述する化学記号、等々である。DSL には少なくとも以下のような３
種類の分類がある。 





良く知られている。オープンソースの世界では Eclipse の Graphical Modeling 
Framework（GMF）[49][51]とその周辺の各種ツール[52]がこれに相当する。パッケ





以下、図 4-8 は Ecore モデルをグラフィカルに定義する例、図 4-9 は同じモデルを




図 4-8 Ecore モデル例 (1) 
 
図 4-9 Ecore モデル例 (2) 
 
図 4-10 Ecore モデル例 (3) 
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以下の図 4-11 と図 4-12 は、前掲の図 4-8 から図 4-10 までで示した Ecore モデルの
グラフィカル DSL エディタを作成しモデルを記述した例とそのモデルの XML 表現例
を示したものである。また図 4-13 は Eclipse のグラフィカルエディタ作成にあたり実
績を持つ GMF のダッシュボード画面で、エディタ作成までの手順も示している。 
 
図 4-11 グラフィカル DSL 例 
 
図 4-12 グラフィカル DSL モデルデータ例 
 
図 4-13 GMF ダッシュボード 
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(2) Textual DSL 
同様に External DSL の一種、すなわち母体となるプログラミング言語は持たない
ものであるが、UML ツールのようなグラフィカルエディタではなく、テキストベース
のエディタを生成する。代表的なものが Eclipse の Xtext[56-58]で、メタモデル相当部
分は作成したい DSL の文法を拡張 BNF 形式に近い形式で定義し、これに基づきテキ





いる。次の図 4-14 は文法定義例である。 
 
図 4-14 DSL 文法定義例 
この文法定義に基づき生成される Ecore ファイル例を次の図 4-15 で示し、この文法
に基づき生成されるエディタでモデル作成をする場合の一例を図 4-16 で示す。 
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図 4-15 DSL 文法定義から生成された Ecore 例 
 
図 4-16 DSL エディタ例 
 
このようにして作成したモデルのデータ構造を次の図 4-17と図 4-18で示す。図 4-17




図 4-17 DSL エディタで作成したモデル例 (1) 
 
図 4-18 DSL エディタで作成したモデル例 (2) 
(3) Internal DSL 
これは母体となるプログラミング言語を持つ DSL であり、例としては Ruby on 
Rails がある。テーブル定義と Active Record を使った Class 定義部分がモデルに相当







図 4-19 Grails 例 
 







1)  はじめに  
モデル変換は、文字通りあるモデルを別のモデルへ変換することであるが、MD*の
文脈においては非常に重要な役割を果たす。OMG の MDA[43-45]では、CIM、PIM、













図 4-20 モデル変換概要 
モデル変換を目的とした標準には MOF/QVT があり、オープン実装として Eclipse 
Modeling Project の QVT プラグイン[59][60]がある。また、QVT 標準化時に入力とな
ったプロジェクトも現在 Eclipse ATL[54][55]として同じ Eclipse Modeling Project に
存在する。更に、テキスト型 DSL の実装として例にあげた Eclipse Xtext ではモデル
変換に使える言語の Xtend 言語が含まれ、またその前身であるテンプレート言語の
Xpand[59]も利用可能なコンポーネントとして継続して提供されている。 
モデル変換の事例として以下に三つの例を示す。図 4-21 は ATL によるモデル変換















図 4-21 ATL 定義例 
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図 4-22 QVTo 定義例 
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図 4-23 QVTr 定義例 
 
モデルデータは XMI 形式の XML 文書として保存されるため、XML 文書間の変換
として捉えることも可能であり、その意味で低レベルの処理になるが、モデル変換つ




3)  モデルからテキストへの変換  
モデルからテキストへの変換も OMG で MOF2Text 仕様として標準化されており、
オープン実装として Eclipse Acceleo[60]がある。機能的には、ベースとなる UML モ
デルに従う XMI 形式のモデルデータが入力となり、これを解析フィルタリングし任意
のノードに移動し、そこへテンプレートを用いてテキストベースの出力を生成すると
いうものである。MOF2Text 以外にも、Xtext ファミリーの Xpand/Xtend や Eclipse
で最初から用いられている JET など、入力側のモデルデータの解析さえ出来れば各種
テンプレートエンジンを利用してテキスト生成を行うことが可能である。UML モデル
を前提にするなら Acceleo の利用例を図 4-24 に示す。 
 











図 4-25 Xpand 定義例 
4)  モデリング技術活用提案  
従来モデリング技術は比較的特殊な領域に属するもので、比較的受け入れられた
UML ツール以外はアクセスが困難であった。しかし、オープンソースの普及特に






(2) メタモデルの場合、基本的には UML Profile ルートとグラフィカル DSL ルート
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の選択 
(3) 文法定義の場合、テキスト型 DSL ルート 
(4) UML Profile の場合、利用者による Profile 定義後、UML モデルエディタへ組
み込む 
(5) グラフィカル DSL の場合、利用者によるグラフィカルエディタ生成ツール
（GMF, GMF+epsilon, MetaEdit+など）の利用 
(6) 上記いずれの場合も、Ecore ファイルの保存とモデルの XMI ファイルの保存 
(7) モデルからモデルへの変換が必要な場合、Eclipse QVT や ATL などのツールを
用いモデル変換を行い XMI ファイルとして保存 
(8) モデルからテキストへの変換では、Eclipse Acceleo や Xtend などのツールを用
いテキストファイルを作成 
このような MD*とは異なり、Trygve M. H. Reenskaug 教授の UML Virtual 
Machine 研究[95]のようなアプローチも存在する。主な違いはモデルの種類とターゲ
ットとするプラットフォームにある。UML Virtual Machine 研究ではモデルは UML
モデルであり、プラットフォームはプログラミング言語（例えば Java）の VM 相当で
ある。これに対して MD*のモデルは UML モデルに限定されず、またターゲットプラ
ットフォームも Web アプリケーションのためのインフラやモバイル機器用 OS（例え














































UML ツール（MagicDraw or Eclipse Papyrus） 
UML ツールをメタモデル作成に使う場合、利用出来るのは Class 図のサブセットと
OCL 程度となる。メタモデルはそのままの形でモデル作成に使えないため、UML に
マッピングするための仕様である UML Profile を定義・実装する必要がある。 
Ecore エディタ（Diagram Editor for Ecore） 
Ecore ファイルを作成する方法は幾つも提供されているが、比較的容易に作成出来
るものがグラフィカルエディタの Diagram Editor for Ecore である。UML ツールの
Class 図のサブセットに相当する部分を GMF により実装したもので、グラフィカルに
モデル図を作成し保存すると、Ecore ファイルが作成・更新される。 
GMF（EuGENia, Sirius） 
メタモデル作成については Diagram Editor for Ecore が使われることが多く、GMF
は Ecore モデルを入力としたグラフィカルエディタ作成ツールである。 
DSL 定義ツール（Xtext） 
メタモデル作成は拡張 BNF を使い DSL の文法定義という形で行う。作成した文法










る UML Profile を定義し、その UML Profile を UML ツールに組み込むことでモデル
作成を行う。この時、UML の各種モデル要素が同時に利用出来るため、メタモデルで
の規定以外の配慮点を含めることが出来る。例えば、Package を用いたグループ化や
Profile の対象となっていない UML 図の利用など。 
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Ecore エディタを用いて Ecore ファイルを作成した場合、モデルの作成は同一
workspace における動的インスタンスによるか、当該 Plugin を組み込んだ Eclipse の
別インスタンスを起動することで行う。これらは MOF インスタンスとして XMI 形式
で保存することが出来る。 





DSL 定義ツールの Xtext を用いた場合、パーサジェネレーションの過程で拡張 BNF
形式の定義データから Ecore ファイルを生成する。モデルの編集は DSL 定義を行った





案されている Bounded Context による横方向分割（コンテキストの分割）や Layer
による縦方向分割（UI、アプリケーション、ドメイン、インフラストラクチャ）、また







である。しかし実際には UML では UML Profile のメカニズムを利用するため
「stereotype を与えられたモデル要素はそのベースのメタモデル要素に適合する」関





持つようなメタモデルと UML Profile を定めればこのような問題は発生しない。これ
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DDD を使う場合、考え方やパターンを付加的に利用すると UML Profile の形態が
最も相応しいが、一般的な UML 要素の利用も見込まれるため、結果として上の UML
の場合と同じ問題を抱えることになる。 
(3) RM-ODP 
RM-ODP に基づくモデルを UML で記述出来るようにするため、 UML Profile の




RM-ODP 用の UML Profile 作成の際に用いたものは商用の UML ツールであり、ツ
ールベンダの協力も得たことで成果物（Profile データやモデルデータ）を公開してい
る。これとは別に研究レベルでオープンソース UML ツールである Eclipse Papyrus
を利用した UML Profile 開発も行われた記録がある。モデリング作業の出力は UML 
Profile 要素を含む UML ファイルであり、データ交換には UML ベースの XMI を用い
る。 
Ecore エディタ（Diagram Editor for Ecore） 
EMF は EMOF 実装であるという立場からは、Ecore エディタはグラフィカルな
EMOF エディタであり、メタモデルエディタと言える。これを用いて RM-ODP の概
念モデルを記述することが可能であるが、モデルは概念モデルのインスタンスだけと
なる。モデリング作業の出力は Ecore ファイルであり、データ交換には Ecore ベース
の XMI を用いる。 
GMF（EuGENia） 







トファイルであり、データ交換には Ecore ベースの XMI を用いる。 
(5) 課題 
UML Profile を適用した UML モデルを作成する場合、モデルの中には UML Profile
を適用した部分とそうでない部分が混在することがあり、事前に「stereotype を適用
した UML モデル要素と適用しなかった UML モデル要素」を明確にしておく必要が
ある。これは、stereotype 適用の有無にかかわらず、モデルデータ全体がモデル変換
の入力となるためである。MOF モデルのインスタンスモデルの場合、基本的にはその








合 Ecore ファイルをメタモデルとする XMI ファイル、UML の場合 UML ツールの
Export 機能を用い UML メタモデルに適合した XMI ファイルとなる。 
5.3 モデルからモデルへの変換技術 
(1) 概要 
UML または EMOF の XMI 形式文書を入力とし、別のメタモデルに基づくモデルの
XMI 表現へと変換する。図 5-1 は図 4-20 に具体的な仕様名を記入したモデル変換概要
図である。 
 
















準や ATL の記法などがある。QVT 標準では Operations と Relations という 2 種類の
言語を定めている。前者は命令後を並べる Imperative な記述を定め、後者は事前条件、
事後条件、など Declarative な記述を中心に関連規則の記述を定めている。 
これら以外にも、国立情報学研究所のグループが推進しているモデルをグラフとし
て変換する方式（Bi-directional Model Transformation）、モデルからテキストへの変
換技術を利用する方式、XSLT を用いて XML レベルでの変換にしてしまう方式、更に






ズする場合には、MOF モデルと MOF モデルのインスタンス、つまり Ecore モデルと







広く使われているのは前にも述べた Eclipse Modeling Project 系の ATL、QVTo で
















ズに分けることが出来る。モデルの分析フェーズでは出来る限り EMF の API を隠す




標準としては MOF2Text 仕様があるが、Eclipse の Acceleo がこれを実装している。
Eclipse の Xtend 言語（旧 Xpand/Xtend 言語の発展したもの）は Java のソースコー
ドをバックグラウンドで動的に生成するのを特徴とするテンプレート機能を含んだ言
語である。更に、Eclipse の当初から存在する JET、オープンソースの世界では Apache 





ばれる可能性がある。Acceleo や Xtend が現時点で利用者が多いと思われるが、この





















もの、Ecore を使うもの、UML を使うもの、EBNF を使った言語定義によるもの等が
ある。定まった入力は存在しないが、ほとんどが Ecore モデルを出力ないし export 対
象としているため、モデル開発環境で Ecore モデルを出力するステップとして取り扱
うことが出来る。 
モデル開発ツールは、Ecore のインスタンスモデル、UML モデル、そして DSL
（graphical or textual）モデルの定義・編集を行う。このステップの入力は Ecore モ
デルや UML Profile 定義であり、出力は XMI 文書である。 
モデル変換ツールは、モデルデータと XMI の文書構造をトラバースしながら必要な











モデル開発に関連するツール利用の流れの概要を以下の図 5-2 で示す。 
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で言うプラットフォームと捉え、PIM から PSM への対応付けを検討することになる。
但し、プラットフォームという言葉は用いる人や文脈により大きな幅がある。例えば
次のようなプラットフォームのタイプが考えられる。 
























モデル変換では MDA に CIM/PIM/PSM といった概念があるが、最も単純な
CIM->PIM->PSM->code という図式で世の中に広まっているのが課題の一つである。
極論をすると、CIM1->CIM2->CIM3-> --- >PIM1->PIM2->PIM3-> --- 







5.7 エンタプライズアーキテクチャとして RM-ODP を利用した場合のモデリング 
サンプルとして病院の予約管理システムを取り上げる。 
(1) RM-ODP アーキテクチャ用メタモデル 
RM-ODP アーキテクチャの概念定義は RM-ODP 標準で定義されており、そのメタ
モデルは Use of UML for ODP system specifications標準に記載がある。同標準では、
メタモデルに基づき UML Profile を定義し、RM-ODP に基づくモデルを UML モデル
として記述可能としている。本論文ではモデル変換に Eclipse プラットフォームを用い





図 5-3 EBNF による ODP 定義例（一部） 
(2) RM-ODP モデル定義例 
まず UML モデルで全体像を示し、構造に関する部分と振舞いに関する部分の代表
例を取り上げ、Ecore のインスタンスモデル、そしてテキスト型 DSL による記述の三
つの例を示す。 
UMLモデルはUse of UML for ODP system specificationsが標準化した記法に基づ
き概要を示す。まず図 5-4 で、５つの視点で独立に記述したモデルとそれらの関連付
けを行う Correspondence モデルから構成されることを示す。 
 
図 5-4 RM-ODP に基づく UML モデル構成例 
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図 5-4 のなかでエンタプライズ仕様の記述範囲を示すものが次の図である。 
 
図 5-5 エンタプライズモデル概要図 
次にエンタプライズ仕様として図 5-6 にロール定義例、図 5-7 にインタラクション
定義例、そして図 5-8 にプロセス定義例を示す。 
 




































図 5-12 エンジニアリングモデル例 










ントのコア部分につき Ecore モデルを作成した。ビジュアル表現では次のようになる。 
 








図 5-14 エンタプライズ概念主要部分の Ecore モデル 




図 5-15 インスタンスモデル例 
図 5-15 のモデルはすべての要素がフラットに並ぶもので、図 4-5 との違いは明白で
ある。この違いは図 4-5 が UML Profile に基づき作成されたものであり、UML Profile







いるのは UML Profile の定義時に、プロセスをアクティビティに対応付け、ステップ
をアクションに対応づける、などの UML 概念へのマッピングを行ったことにより、
既に定義済みの UML 要素を利用したためである。 
テキスト型 DSL モデル： 
次の図 5-16 は RM-ODP に基づく Xtext 版モデル記述例の一部を Xtext が生成する




図 5-16 Xtext エディタを用いたモデル記述例（部分） 






図 5-17 Xtext によるモデル記述例（部分） 





図 5-18 状態遷移機械による振舞記述例（部分） 






























Zachman Framework、TOGAF、FEA、そして RM-ODP などエンタプライズアー
キテクチャに分類されるフレームワークがある。これらは、Zachman Framework の
Perspective、	 TOGAF の Architecture Domains、FEA の sub-architecture domain、
そして RM-ODP のビューポイントというように、大きく複数の観点でアーキテクチャ
を分割して捉え、その個々のなかでまた別の観点から分類や構造化を行うという共通















種の方式があるが、本章ではその中から主に UML を用いた議論を行う。UML をベー
スに考える場合は、まずクラス図を用いてメタモデルを作成し、次に UML 要素との
対応付けを規定し UML Profile とし、その上で UML モデルを作成することになる。
UML 以外の場合には、メタモデルのインスタンスモデルや DSL を規定することにつ
72 
ながる。UML ツールベンダによっては Zachman Framework 用や TOGAF 用といっ








参考になるのが UML の拡張性仕様であり、UML Profile を定義することで既存の
モデルに新たな意味付けを持つモデル要素を追加出来る。UML Profile を定義する段











また FEA の一つである DoDAF と MODAF についての UML Profile があり、現在
ISO/TC 184/SC 4 Industrial data で OMG からの PAS 提案を受け標準化の議論が始





































現時点で必ずしも広く使われている言語ではないが、OMG 標準の一つで SOA に基


























それらを、𝑆𝑎 = {𝑥  |  𝑥 ∈ 𝑀𝑀𝑎}, 𝑆𝑏 = {𝑥  |  𝑥 ∈ 𝑀𝑀𝑏}、ここに𝑀𝑀𝑎と𝑀𝑀𝑏はメタモデル、𝑥はメタモデルを構成するクラス要素（メタクラス要素）とする。この時、二つの集合
の関係は、①独立（𝑆𝑎  ⋂  𝑆𝑏 = ∅）、②両方に属する要素が存在するも片方がもう一方に
は含まれることはない（𝑆𝑎  ⋂  𝑆𝑏 ≠ ∅  ⋀  𝑆𝑎 ∖ 𝑆𝑏 ≠ ∅   𝑆𝑏 ∖ 𝑆𝑎 ≠ ∅）、③片方がもう一方




































る集合として、𝑆𝑒 = {𝑥|𝑥 ∈ 𝑀𝑀𝑒}及び𝑆𝑛𝑡 = {𝑥|𝑥 ∈ 𝑀𝑀𝑛𝑡}とすると、図 6-2 で示すよう
な関係となる。  
 





図 6-3 同一概念候補のメタモデル要素例 
メタクラスだけからなる集合を考えるのは、最初に対応する概念（メタクラス）の
存在を確認するためであり、メタモデル内の関連や制約は概念のコンテキストとして




































かれたと想定する（図 6-3 では黒枠内）。 
ステップ１ 
	 	 概念 A と概念 X のそれぞれのアーキテクチャにおける意味を比較 
	 	 	 	 定義文レベルの意味比較 
78 
	 	 	 	 周辺概念及びその関連の比較（多重度も含む） 
	 	 	 	 制約があれば比較 




	 	 二つの概念間の関係が次のどのパターンとなるかを検証する。 
 





















図 6-8 概念の粒度が異なり粒度の大きい概念の分割が必要な場合 
図 6-8 の例は、概念 A と概念 X の比較において、概念 A が A5a と A5b と A5c から
構成される複合概念 A5 として、また概念 X が X5a と X5b から構成される複合概念
X5 としてそれぞれ分割できた場合を示す。この場合、まずサブ概念要素を構成要素と
したモデル（図 6-8 のクラス図）から関連、多重度、制約等を除きサブ概念要素だけ
を取り出した集合𝑆𝑎及び𝑆𝑥を考える。図 5-9 は𝑆𝑎⋂  𝑆𝑥 ≠ ∅  ⋀  𝑆𝑎 ∖ 𝑆𝑥 ≠ ∅   𝑆𝑥 ∖ 𝑆𝑎 ≠ ∅
の場合の集合関係を示しており、分割された新技術独自概念の集合は𝑆𝑎 ∖ 𝑆𝑥、同等と
認められる概念要素の集合は𝑆𝑎⋂  𝑆𝑥、そして分割された Enterprise Architecture 独自
概念の集合は𝑆𝑥 ∖ 𝑆𝑎である。これは、先に説明したメタモデル要素集合間の比較（図






図 6-9 概念の更なる分割 
一つのアプローチとして、𝑆𝑎𝑥 = {𝑥|𝑥 ∈ 𝑆𝑎⋃𝑆𝑥}をメンバ集合とする単一の複合概念
（AX）を設けることが考えられる。その概念の持つ意味は、厳密には A5 の持つ意味
とも X5 の持つ意味とも異なるが、新技術固有概念群（𝑆𝑎𝑎 = {𝑥|𝑥 ∈ 𝑆𝑎 ∖ 𝑆𝑥}に含まれ
る概念群）がエンタプライズアーキテクチャモデルに影響を与えず、エンタプライズ




ため可能な範囲で既存概念 X を利用したいことから、既存概念 X を活かす検討を行っ
た。 
図 6-8 の場合、サブ概念要素の A5a と X5a を同一とした接続を行うため、結合出来
たとして生まれる関連を表示すると次の図 6-10 のようになる。 
 
図 6-10 概念要素の同一性による結合例 











図 6-11 エンタプライズアーキテクチャ側優先の概念定義 










逆に新技術側から記述すると次の図 6-12 のようになる。 
 
図 6-12 新技術側優先の概念定義 














スの一つ[94]ではメタモデルの取り扱いにこの Package Merge を利用した。下の図
6-13 は Package A と Package B をマージし Package C を作り出すことを示す利用例
である。 
 
図 6-13 UML Package Merge 利用例 





に、UML インフラストラクチャ仕様定義のために Package Merge が多用されており、
本論文での複合概念メタモデルのマージ記述にも利用できる。 
 
図 6-14 概念要素の分割&結合（または Package Merge を適用）した例 
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図 6-14 は Package Merge を利用することで、共通要素を持つ二つの複合概念を接
続するという概念図である。 
本論文の目的はエンタプライズアーキテクチャ側をベースに他の技術を表現する概
念群を統合することであり、上の例では点線で囲まれた Concept X 系を優先し考える。
Case 1-4 のような関係であれば、類似性を持つ二つの概念の関連は単純であり、二つ
のアーキテクチャを直接的に接続出来る。Case 5-6 のような関係は単純な追加という
解は存在しないが、関連の評価や Package Merge の利用により既存概念に外部概念を
付加した構造を導入出来る場合がある。 
 
以上の手順を図 6-15 によりアクティビティ図の形で示す。 
 























識すると、時刻（location in time）及び位置（location in space）といった属性を持
ち、一般的なライフサイクルにも従うオブジェクトと見ることが出来る。 
Grassi 他の研究[65]によると、モバイルコンピューティングのメタモデルのコア部
分は次のように捉えている。この図は UML Profile 定義だが、導入する要素は Place, 
NodeLocation, AllowedDeployment, CurrentDeployment であり、やはりロケーショ
ンを中心概念として UML の拡張を提案している。彼らの論文から該当するモデル定
義部分を抜き出したものを、図 6-16 に示す。考え方としては、Node に移動を意識し
た Location を持たせるものである。 
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Mobile Computing RM-ODP 関係 
Mobile Entity Object  
Location Location in space  
 
 
図 6-17 モバイル拡張 
この考え方に基づき、モバイルコンピューティングのメタモデルと RM-ODP のメタ














































Cloud Computing RM-ODP 関係 
Cloud Object 各ビューポイントにおける
Object と対応 
Service Deployment Object Object に付随 











図 6-19 Cloud 拡張 
この考え方に基づき、クラウドコンピューティングのメタモデルと RM-ODP のメタ









Parunak 他の研究[72]によると、ソーシャル構造の中心概念は Role, Agent, Group, 







図 6-20 ソーシャルネットワーク概念図 
ソーシャルネットワークの特徴は、人の要素に関連づけられるソーシャルコミュニ
ティ、ソーシャルプロファイル、そしてソーシャルな関連である。これらを人の要素
を持つオブジェクトの Party に関連づける。 
Social Computing RM-ODP 関係 
Role EV: Role  
Agent EV: Party  
Group EV: Community  
Environment EV: Environment  
 
 
図 6-21 ソーシャル拡張 
この考え方に基づき、ソーシャルネットワークのメタモデルと RM-ODP のメタモデ
ルの関連づけを記述したものが図 6-21 である。RM-ODP で人を代表する概念の Party
を中心に、Party 間の関連、Party のプロファイル、また Party が参加するソーシャル
コミュニティは RM-ODP の Community を継承するものとして位置づけた。これによ
89 
りソーシャルコミュニティに参加する Party オブジェクト、Party が果たすロール、
Party の活動に関する Policy、Party 間のインタラクション、などエンタプライズアー
キテクチャというコンテキストにおいて RM-ODP 概念の自然な拡張としてソーシャ
ルネットワークを扱うことが出来るようになる。 






BPMN RM-ODP 関係 
Process EV: Process 置換可能 
Participant EV: Actor 置換可能 
Activity EV: Action or Activity 置換可能（ODP から
BPMN へ） 





図 6-22 ビジネスプロセス拡張（1/2） 




図 6-23 ビジネスプロセス拡張（2/2） 




モデルの実質的な統合が実現できる。これは、RM-ODP の Process 概念の抽象度が比









SoaML RM-ODP 関連 
Port CV: OperationalInterface 置換可能（SoaML のコンテ
キストで） 











図 6-24 SoaML 拡張 
図 6-24 は SoaML の概念と RM-ODP の概念の対応関係を示すものであるが、
RM-ODP 側の Interaction と SoaML 側の Collaboration が異なる概念ながら近い関係
にあることから、パターン的には図 6-6 に近く、関連する Participant、Port などを
RM-ODP のコンピュテーショナル概念と対応づけることが可能である。 
6.6.2 UML Profile の拡張検証 
(1) UML Profile 
通常 UML Profile の設計では、メタモデルを入力情報として利用し、そこに含まれ
る概念、関連、制約を UML 要素へと対応づける作業を行う。エンタプライズアーキ
テクチャとして RM-ODP を利用する場合、その UML Profile もまた Use of UML for 





(2) Stereotype 設計 






他のアプローチには、新たなメタモデル要素に対応する UML Profile 要素は独立し
た stereotype として定義するとするものも考えられるが、多くの stereotype を生み出
し、またモデル図の枚数も増えることが予想される。 
(3) モバイルコンピューティング Profile 
ベースとして用いる標準では、各ビューポイントオブジェクトはそれぞれが独立し
た stereotype として定義される。すなわち «EV_Object», «CV_Object», «NV_Object», 
«TV_Object» が定義されている。これらを拡張し time や location など新たな属性の
セットを持たせる。 
 
図 6-25 UMP Profile モバイル拡張 
図 6-25 は LocationInSpaceType を導入するとともに、各ビューポイントオブジェ
クトに mobility と time を属性として持たせるよう Profile を拡張したことを示す。 
 
図 6-26 UMP Profile モバイル拡張利用例 
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図 6-26 は図 6-25 で修正したステレオタイプを利用した場合のモデル例である。 
(4) クラウドコンピューティング Profile 
ベースとして用いる標準では、各ビューポイントオブジェクトはそれぞれが独立し
た stereotype として定義される。すなわち «EV_Object», «CV_Object», «NV_Object», 
«TV_Object» であり、ステップは «EV_Step» が定義されている。これらを拡張し属
性として CloudSupport, CloudClass, CloudLevel などを持たせる。 
 
図 6-27 UMP Profile クラウド拡張 







図 6-28 UML Profile クラウド拡張利用例 
図 6-28 は図 6-27 で修正したステレオタイプを利用した場合のモデル例である。 
 
(5) ソーシャルネットワーク Profile 
ベースとして用いる標準では、パーティやコミュニティが stereotype として定義さ
れている。すなわち «EV_Party», «EV_Community» である。これらを拡張し、更に
SocialRelationship 要素は Association を拡張する新たな stereotype とする。 
 
図 6-29 UML Profile ソーシャル拡張 
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図 6-29 は SocialInformationType を導入し、Community と Party をソーシャル対
応に拡張する属性を加え、新たなステレオタイプである SocialRelationship を導入す
るという Profile 拡張を行うことを示す。 
 
図 6-30 UML Profile ソーシャル拡張利用例 
図 6-30 は図 6-29 で修正したステレオタイプを利用した場合のモデル例である。 
（6）BPMN Profile との統合例 
メタモデルでの類似概念の関連性より、以下のステレオタイプが両者の間をつなぐ
ことになる。すなわち、BPMN は RM-ODP 概念の一部をスペシャライズしたものと
して位置づける。 
 
図 6-31 BPMN 用 UML Profile との関連づけ 
図 6-31 は両者の UML Profile の関連づけ方を示したものであり、メタモデルレベル
での統合の考え方に基づいている。 
モデル記述では、メタモデルと Profile の両方でコンフリクトを解決しているため、
両 Profile をそのまま利用し Process 定義についてだけ BPMN Profile を利用すること
が出来る。両者の意味が重なっていることを明確にしたい箇所については、例えば
Process に対し «EV_Process, BPMNProcess» というように二つのステレオタイプを
適用することもできるが、意図や意味合いを明確にする必要がある。 
（7）SoaML Profile との統合例 
メタモデルの関連から BPMN と類似の関連を想像するが、この場合 RM−ODP と






図 6-32 SoaML 用 UML Profile との関連づけ 
図 6-32 は両者の UML Profile の関連づけ方を示したものであり、メタモデルレベル
での統合の考え方に基づいている。SoaML は RM-ODP の概念に近い概念を多く備え
るが、UML へのマッピング方法が異なるという事実がある。上の関連による接続は、
例えば RM-ODP の Interaction モデルのコア部分が SoaML の Collaboration モデル
のコア部分に対応することを意味し、UML の世界では例えば継承による密な接続関係
が築けず、ある Interaction モデルが全体としてある Collaboration モデルに対応する














5.7 の (2) で RM-ODP に基づくモデル記述例を紹介したため、ここでは先の記述例
に基づきいくつかの拡張を考える。 
4.7 で作成したモデルは次の通りであった。 
n RM-ODP に基づく UML モデル構成例（図 5-4） 
n エンタプライズモデル概要図（図 5-5） 
n ロール定義例（図 5-6） 
n インタラクション定義例（図 5-7） 
n プロセス定義例（図 5-8） 
n 不変スキーマ例（図 5-9） 
n コンピュテーショナルモデル例（図 5-10） 
n エンジニアリング要素例（図 5-11） 
































分散処理インフラ：分散処理環境、DB 環境	 他 
ソフトウェア構成：PC (Windows + Browser), Server (Linux, Apache Server, 









改訂版分散処理インフラ：クラウド対応分散処理環境、クラウド上 DB 環境	 他 






がこのどこに位置づけられるかを判定する必要がある。Enterprise と Information は
ODP システムの存在以外に Computation に関わる概念が現れないため CIM と呼ぶこ
とができるし、Computational と Engineering はコンポーネント相当を考えるという












(1) 情報定義：対応するコードで getter/setter 類を含む 
(2) 入力妥当性検証のためのコード 
(3) DB アクセス：SQL 文など 






(10) Web サービス（クライアント側、サーバ側） 
(11) プログラミング言語やフレームワークが要求するコード 




















(3) DB アクセス 
DB アクセスのベースは情報モデルで一般的な CRUD 用 SQL 文だけを生成し、複
雑な SQL 文は生成の対象としない。これはデータベースの SQL サポートに差がある
ため、個別にマニュアルで対応せざるを得ないためである。 


































(10) Web サービス（クライアント側、サーバ側） 















では単に UML モデルから情報オブジェクトを抜き出し Javaクラスに変換することを
行う。次のような手順を踏むことになる。 
n 入力として UML ツール（MagicDraw）で作成したモデルを Eclipse UML2 (v4) 
XMI 形式にエキスポートしたものを用意する。 
n 変換エンジンとして 3.7 の 3) で説明した Eclipse Acceleo を用いることとし、
上記 XMI データをワークスペースに配置し、変換スクリプトを作成する。 
Eclipse Acceleo にはサンプルの UML2Java 変換定義が付随するため、これをカス
タマイズし、ステレオタイプが IV_Object である Class を抜き出した。 
 
図 7-4 IV_Object 抽出箇所 
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図 7-4 の if 文で抽出を行っている。ただし、hasStereotype という機能は標準にな
いため query 機能として別途用意した。 
次に、Class 間の関連が Class の属性として取り扱われるため、関連に基づく属性を
除外した。 
 
図 7-5 関連に基づく属性の除外 
図 7-5 は、やはり if 文で属性が関連に基づくもので相手方が Class の場合を判定し
ている。このような変換ロジックを用意することで、例えば次の図 7-6 のような定型
的な JavaBean コードが各 IV_Object 対応に生成できる。 
 
図 7-6 生成コード例 
Class の操作部分については、枠を用意することは可能だが、その内容は操作のモデ





図 7-7 グラフィカルプロセス DSL エディタ 
図 7-7 はモデリングツールで説明した手法に基づき、プロセス用のメタモデルを作
成後にグラフィカルエディタに書き換え、テストデータを投入したものである。 
このモデルは、下の図 7-8 のような XMI 形式のデータとして保存でき、従ってモデ
ル変換の入力として利用出来る。 
 


























図 7-10 シンプルロジック構造モデル例 
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  Step 1. Identify the purpose of your architecture 
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  Step 4. Identify your framework 
  Step 5. Create a metamodel 
  Step 6. Identify the models needed in the architecture 




























































Modeling Project に属する多くのプロジェクト成果物（EMF, GMF, Epsilon, Xtext, 
































メタモデル作成には、UML ツールや Eclipse の EMF 系ツールまたは DSL 系のツ
ールが利用出来、UML の場合は UML Profile というステップを踏むものの、モデル








化に対応するエンタプライズアーキテクチャとして準備した UML Profile を用い、有
効な記述が出来ることを確認した。拡張例としてあげた五つのケースのうち四つのケ
ースで実用性を検証した。唯一 SoaML との統合のケースで、メタモデルが UML 
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Profile 定義を前提とし UML メタモデルの拡張という形をとっている部分があること
で、直接的な継承による接続は行えず、二つのモデルを併記し対応する要素を関連づ
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