In this paper, we propose a Web service composition framework that uses Integer Linear Programming with non-functional objectives and constraints, in addition to the syntactic matching of Web services features. We envision that when Web services are fully deployed and commercialized in the near future, the criteria of Web service composition to achieve objectives will vary depending on users' needs or preferences from the number of Web services to non-functional objectives, such as costs, time, and/or reputation. Such non-functional attributes cannot be readily considered in planning-graph, constraint satisfaction, or propositional satisfiability techniques, which are predominantly logic-based. This paper shows how the proposed Integer Linear Programming framework can be utilized to compose Web services with non-functional attributes. This framework enables our composition software agent to identify the best composition result that satisfies both non-functional requirements as well as functional ones, namely, parameter matching. A preliminary implementation of the proposed idea and further research directions are also discussed.
Introduction
This paper proposes an Integer Linear Programming (ILP) based Web service composition framework that can incorporate not only functional requirements, such as parameter matching between Web services, but also non-functional ones, such as cost, lead time, and/or reputation. Our approach differs from most of the other approaches from the recent Web Services Challenge (WSC) that focus on functional aspects [5, 8] . As Web services become more popular and better utilized by many users and software agents, they will inevitably be commercialized. The commercialization of Web services requires a significant change in evaluating how to compose Web services. Traditionally, parameter name/type matching with the minimal number of Web services (i.e., a functional objective and constraints) has been used as one of the main criteria in the Web service composition problem. However, we believe that considering both functional and non-functional attributes together in solving the Web services composition problem would produce superior outputs. (1) (1)
( Figure 1 illustrates an example of a Web service composition case with non-functional attributes. The example is a complex Web service request, from a 911 center, for urgently finding a way to deliver a required amount of blood of a specific blood type from a blood bank which has the required blood availability, to an available, transfusion-capable hospital that is nearest to an accident site. In a virtual medical industry UDDI (Universal Description, Discovery and Integration), there are five relevant Web services, WS-A: getHospital ($10), WS-B: getBlood ($10), WS-C: askDelivery ($10), WS-D: getDirection ($10), and WS-E: getHospitalwithBank ($50), where each Web service charges a nominal fee for the service request as indicated in the parentheses.
If the main objective of the composition problem is to minimize the number of Web services to be invoked, satisfying the parameter matching requirements, the best solution is to invoke only one Web service, WS-E at the cost of $50. The invocation of a single Web service, WS-E, is sufficient since it is provided by a hospital with a blood bank. On the other hand, if the main objective for the composition is to minimize the cost for Web service invocation, the best solution is to invoke four Web services, WS-A and WS-B concurrently and then invoke WS-D and WS-C sequentially, at a total cost of $40. Once a hospital and a blood bank having the required blood type are matched, we need to identify a transportation company and deliver blood from the blood bank.
One can consider several other objectives, such as minimal processing time or maximum reputation if the situation is very urgent or needs high credibility of the service providers, respectively. This example clearly explains our claim that depending on the user's objectives, which are non-functional in nature, the best solution varies. Therefore, in this paper, we propose a framework to address how to incorporate such "nonfunctional" attributes into a software agent for Web service composition.
The paper is organized as follows. Section 2 surveys related research work. In Section 3, the proposed Integer Linear Programming based framework is introduced. Implementation details are discussed in Section 4. Section 5 extends this research to Web service platform identification and modularization and Section 6 concludes this paper.
Background Research
An AI planning problem, P, can be represented as 0 ( , , ) P s g = Σ and ( , , )
, where S is the set of states, A is the set of actions, : 2 S S A γ × → is a state transition function, s 0 is the initial state, and g is the goal state. Web service composition problems can be represented as an AI-Planning problem since the given parameters correspond to the initial state, the goal parameters to the goal state, the set of Web services to the set of actions, and the set of known parameters to the set of states, and finally the currently known parameters (input), an "invokable" Web service with the known parameters, and the newly known parameters (output) through the Web service invocation correspond to the state transition function. The AI-Planning problem has been addressed by a variety of techniques, such as planning-graph techniques, propositional satisfiability techniques, constraints satisfaction techniques, situational calculus, rule-based planning, theorem proving, among others [4, 9, 10] . In 1999, Vossen et al. [14] and Kautz and Walser [6] initiated the ILP-based approach to AI-Planning problems. In 2005, Van Den Briel and Kambhampati [12, 13] reported that the ILP approach showed relatively good or even better performance than the most efficient SAT-based planners. Yoo and Kumara [15] formulated the Web service composition problem using the ILP-based AI Planning approach based on Van Den Briel and Kambhampati's Optiplan [12] . They showed that the number of variables and constraints does not increase exponentially as the number of Web services increases in the formulation.
There have been a few research works related to ILP-based Web service composition in order to incorporate quality of service (QoS) factors [3, 16] , which are equivalent to non-functional attributes. However, in these approaches Web service composition is not performed on a parameter level but on a task level. In these methods, first multiple alternative Web services per task are selected and using ILP methods compositions that deliver the best QoS are arrived at.
Methodology

Integer linear programming
A linear program [2] is a mixed integer linear program (MILP) when some, but not all, of the variables need to be integer. If all the variables of the program are integer, it is called an Integer Linear Programming (ILP) [11] .
The most significant benefit of the ILP approach is the capability of incorporating not only functional attributes (e.g., parameter matching between Web services), but also non-functional ones, (e.g., cost or time spent in invoking Web services). Note that most of the previous approaches tend to support only functional attributes. Furthermore, we can incorporate multiple objectives in the objective function, such as both cost and time, so that we can find alternative Web service composition solutions that are on the efficient frontier 1 of the multiple objectives. Such multiple objective ILP problems can be solved using various algorithms [1, 7] .
Formulation
1 An efficient frontier is a solution set where efficient solutions exist. An efficient solution can improve an objective only at the expense of at least one other objective. Figure 2 outlines the ILP formulation of the Web service composition problem. Due to space constraint, further details are elaborated in [15] . Instead, here, we briefly explain the intuitive idea of the ILP formulation.
First, the definition of domain is as follows: W is the set of Web services in a domain specific UDDI system; P is the set of all parameters of Web services in W; In P P ⊆ , is the set of parameters that are used as input in any Web service; Out P P ⊆ , is the set of parameters that are used as output in any Web service; Initial P P ⊆ , is the set of parameters that are initially given; Goal P P ⊆ , is the set of parameters that are goal; Second, the brief explanation on the constraints is as follows: (1) is the objective function to represent any numerical, non-functional objective; both (2) and (3) are initial constraints, i.e., the given parameters; (4) is goal constraints, the parameters to find; (5) ~ (8) are Web service invocation constraints; (9) and (10) Figure 3 illustrates the architecture of our prototype Web service composer for the CEC/EEE 08 Web Services Challenge (WSC-08). The software composer agent consists of three steps, bootstrapping, query processing, and execution. The bootstrapping procedure first reads all the input WSDL (Web Service Description Language) files and OWL (Web Ontology Language) type hierarchy file before receiving queries. Next, the query processing procedure is initiated by client's query and generates the ILP formulation referring to the stored WSDLs and type hierarchy. Finally, the execution procedure processes the ILP formulation using an ILP solver and generates a WSBPEL (Web Service Business Process Execution Language) file that includes solutions.
Implementation
Research Extensions
The proposed ILP-based Web service composition framework with non-functional attributes can be extended further. We discuss two such extensions regarding Web service packaging, pricing, and discounting for commercial Web services. Note that this cannot be done in previous approaches without non-functional attributes. , 1 if parameter is known but not used in stage , 0 otherwise. Figure 4 illustrates how the ILP framework enables Web service providers to identify a Web service platform, so-called, "core services." Suppose a UDDI can provide Service Request A~Z for Web service users. The ILP approach with a particular objective function generates the best composition solution for each service request. For multiple service requests, if there exist common Web services in the composition solutions obtained by the ILP approach, the common Web services can be regarded as Web service platform (or core services) for the particular objective. Such a Web service platform can be utilized in Web service product packaging, pricing, and discounting. 
Service Request
Figure 4. Web service platform identification
Similarly, finding the best K Web service composition for a particular objective can be solved by using a K best solutions algorithm. If K best solutions contain common Web services, Web service providers need to consider whether they are to modularize the common Web services or not. Through modularizing them and setting slightly lower price than the sum of the individual Web services price of the best composition, the provider can outbid other competition for future composition requests. 
Conclusions
An Integer Linear Programming (ILP) based Web service composition framework is proposed in this paper. This proposed approach can incorporate not only functional but also non-functional attributes into its model, so that both functional feasibility as well as the optimality in non-functional attributes can be achieved. In addition, this paper described the architecture of an ILP-based Web service composer and introduced potential research extensions for future work.
