This paper presents an idea of using a structure traversal graph (STG) 
Introduction
An echocardiogram (ECG) is a medical instrument for measuring heart rhythms [1] . It measures the electrical impulses created by the heart muscle contracting and depicts this information graphically over time, as shown in the figure below.
Figure 1: ECG of a Normal Heart Rhythm
This paper reports on an initial attempt to find a means for measuring the heartbeat of program comprehension, that is, a metric to indicate whether the activity progressing smoothly or not. We propose that a Structure Traversal Graph (STG) could be used for this purpose. The STG is based on the following intuition: since we know that developers use the structure of software to navigate through the source code, we should be able to use this same structure to model how they move through files. In much the same way that ECGs quantize electrical impulses to levels on the vertical axis, visits to files can be quantized to the architectural level, in particular the conceptual architecture or architectural style. Also, like ECGs the time dimension was depicted on the x-axis.
Two example STGs are shown in two figures below. Figure 2 depicts a subject who successfully solved a task in an experiment, while Figure 3 shows a subject who struggled with the same task. Figure 4 shows a graph of the conceptual architecture for a web application. In this graph, the vertices represent layers and the edges represent dependencies. The Presentation Layer is depicted in the top-most box, or vertex, represents the user interface of the web application, typically viewed in a client web browser. We further divided this box into HTML and Java, because we wanted the STG to take into account that knowledge of different programming languages and styles are needed to work with each kind of file. The box below shows the Application Layer. Finally, the bottom Data Layer is where data used by the web application is stored and retrieved using XML files. Therefore, as developers move from file to file, they are moving between nodes in this graph.
Figure 4: Layered Architectural View of a Web Application
A layered architecture graph is particularly amenable to this type of analysis, because there are relatively few edges and it maps nicely onto a y-axis. This approach can be applied to other types of architecture graphs, for example, a component view. However, additional work is necessary to find an effective mapping onto the y-axis.
Evaluating STGs
We re-analyzed data from two prior empirical studies [2] , in which participants were asked to make an enhancement to a small open source web application for managing and administering surveys. We examined data on screen activity, plus video and audio from fifteen participants. We also scored the correctness and completeness of their changes to the source code.
The maintenance task involved adding a field to store the email address of a user. The change was small, but required knowledge of multiple programming languages, web application architecture, as well as strategies for internationalization and data persistence.
We found that all the STG was a good organizing principle for program comprehension behavior and indicator of success. Developers were more likely to transition to files in neighboring layer than could be expected in traversals between randomly selected files. We calculated a 2 statistic to measure the goodness of fit between the observed and expected counts for the various distances. We obtained 2 =155.146, which is an extremely strong relationship, given that the critical value for df=3, p<0.001 is 2 critical = 16.266. Our 2 statistic exceeds the critical value by a very large margin, so it is highly unlikely that this relationship appeared through chance alone. Subsequently, we clustered the developers according to their level of success on the implementation (solved, high, medium, and low), and found differences the STGs for these groups ( 2 =72.338, df=9, p<0.001). In other words, developers who solved the task had more predictable STGs.
Future Work
STGs have the potential to reveal other kinds of patterns in developer behavior. We plan to apply these techniques to traversals of other kinds of architecture graphs. As well, we intend to find more automated ways to create and analyze STGs. Our current manual methods are far too resource intensive and too slow to be used in real time. 
