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Magistrsko delo opisuje postopek izdelave dvoosnega numerično krmiljenega
stroja s kinematično transformacijo za namen rezanja kamnitih plošč v ka-
mnoseški obrti. CNC tehnologija omogoča natančen avtomatiziran izrez kar po-
hitri postopek obdelave in delo fizično olaǰsa. Uvodoma lahko preberemo kratek
opis področja. Na kratko so podani cilji in zahteve dela.
V nadaljevanju je opisana mehanska in električna zasnova stroja. Stroj je
sestavljen iz dvoosnega manipulatorja in verižne žage. Opisan je krmilni in
močnostni električni del stroja. Predstavljene so uporabljene komunikacije ter
podan izračun kinematične transformacije.
Tretje poglavje obravnava programsko opremo. Za izdelavo programa za kr-
milni računalnik, grafični vmesnik in aplikacijo za simuliranje delovanja stroja
so bila uporabljena različna razvojna programska orodja. Uporabljen je bil tudi
CAD/CAM program za mehansko konstruiranje ter kasneje pripravo programov
za CNC izrez.
V četrtem poglavju je opisana namestitev in delovanje strojne opreme. Pred-
stavljene so priključene naprave na komunikacijskem vodilu, testiranje komutacije
servomotorjev in regulacijska zanka.
Nadalje sledi opis programiranja stroja in izdelan grafični vmesnik. Pred-
stavljeni so programski postopki in funkcijski bloki, ki omogočajo upravljanje s
strojem po zahtevah. Opisano je NC programiranje in uporaba glajenja prehaja-
nja med segmenti poligonske oblike.
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V šestem poglavju je predstavljena aplikacija, ki omogoča simuliranje delo-
vanja stroja. Izris poteka dvodimenzionalne trajektorije po rezu oblike poteka v
realnem času. Prav tako se osvežuje tridimenzionalen izris premikanja manipula-
torja z obdelovancem. Aplikacija je bila uporabljena tudi za preverbo vgrajenega
algoritma kinematične transformacije.
V končnem poglavju so predstavljeni rezultati magistrskega dela tako izreza
na realnem stroju, kot tudi v simuliranem okolju. Prikazani so rezultati izreza
z uporabo glajenja med prehodi poligonske oblike in rezultat numerične metode
Newton - Rahson za preverbo inverzne kinematične transformacije.
Ključne besede: numerično krmiljenje, kinematična transformacija, namestitev
opreme, PLC programiranje, NC programiranje, grafični vmesnik, aplikacija za
simuliranje delovanja, glajenje prehoda med segmenti oblike, numerična metoda
Newton - Raphson, izračun inverzne kinematične transformacije.
Abstract
The thesis describes numerically controlled two degree manipulator with kinema-
tic transformation. The machine is designed for cutting stone plates in a stone
cutting workshop. CNC technology enables precise and automated cutting, which
speeds up the process of manufacturing. The machine description, objectives and
requirements are given in the introduction.
A mechanical and electrical specification of the machine is shown in the se-
cond chapter. The setup consist from a two degree manipulator and a chainsaw.
Electrical design of the device is split on a control part, power part and commu-
nications. Also the kinematic transformation calculation is given here.
The third chapter is covering software packages. For development of pro-
gramme in control computer, for graphical user interface and for the applica-
tion allowing simulation were used different development environments. The
CAD/CAM software was used for mechanical design and later for preparations
of programs for CNC cutting.
The fourth chapter describes the phase of hardware installation and commis-
sioning of devices. All device management is done via communication fieldbus.
The machine and graphical user interface programming is presented in the
fifth chapter. Programming procedures and function blocks that enables machine
operation are described. NC programming is explained also on example with
smoothing of segment transitions.
The sixth chapter presents an application for simulating machine operation.
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The application plots a two-dimensional trajectory of manipulator and also mo-
ves three-dimensional model of the workpiece, and manipulator accordingly to
NC interpreter code. The application was also used to verify the PLC built-in
kinematic transformation algorithm.
The final chapter shows the thesis results. Given are plots of cuts in applica-
tion for machine simulation, images of cuts on real machine and example while
using smoothing of segment transitions. Additionally, numerical method Newton
- Rahson shows the same results as the built-in inverse kinematic transformation.
Key words: numerical control, kinematic transformation, devices installation,
PLC programming, NC programming, graphical user interface, application for
machine operation simulation, smoothing of segment transitions, numerical me-
thod Newton - Raphson, inverse kinematic transformation.
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todesk Inventor. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
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V pričujočem zaključnem delu so uporabljeni naslednje veličine in simboli:
Veličina / oznaka Enota
Ime Simbol Ime Simbol
čas t sekunda s
frekvenca f Hertz Hz
napetost U Volt V
induktivnost L Henry H
rotacija θ radian rad
translacija d milimeter mm
Jacobijeva matrika J - -
Tabela 1: Veličine in simboli
Pri čemer so vektorji in matrike napisani s poudarjeno pisavo. Natančneǰsi po-
men simbolov in njihovih indeksov je razviden iz ustreznih slik ali pa je pojasnjen
v spremljajočem besedilu, kjer je simbol uporabljen.
xxi
xxii Seznam uporabljenih simbolov
1 Uvod
Numerično krmiljeni stroj je naprava združena iz mehanskega in električnega
dela. Numerično krmilje (v nadaljevanju NC) je sistem, ki omogoča vodenje
stroja in strojnih orodij za izdelavo izdelkov raznih oblik. Izdelava izdelka poteka
z natančno določenimi pomiki in nastavljeno hitrostjo, ki je običajno visoka.
Mehanski del stroja je sestav mehanskih delov, ki tvorijo ogrodje, sklepe ter
strojna orodja. Pred fizično izdelavo stroja poteka faza mehanskega konstruira-
nja. Električni del stroja predstavljajo:
• aktuatorji (omogočajo gibanje mehanskih delov),
• senzorji,
• električne in komunikacijske povezave ter
• elektronske naprave [1].
Elektronske naprave združujejo močnostni del in logični krmilni del z vhodno-
izhodno periferijo. Glavna naprava logično krmilnega dela je programirljivi logični
krmilnik (v nadaljevanju PLC). Na PLC se izvaja logično krmilni program, ki
skrbi za upravljanje stroja.
NC kombiniran z računalnǐsko tehnologijo imenujemo računalnǐski NC (s kra-
tico CNC). Danes so vsi NC stroji že v osnovi CNC stroji, zato ni več razlike
v pomenu. NC krmilnik deluje kot možgani stroja za avtomatizirano obdelavo
obdelovanca do končnega izdelka. Krmilje predstavlja visoko dodano vrednost,
ki praviloma predstavlja več kot 30% cene celotnega stroja. CNC tehnologija
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je obravnavana kot merilo razvitosti proizvodne tehnologije narodov, v katerih
trenutno vodijo glavne razvite države kot so ZDA, Japonska in Nemčija [1].
CNC tehnologije ne moremo razvijati kot samo, saj je skupek računalnǐske,
strojne in proizvodne tehnologije. To zahteva strateško dolgoročno podporo, pred-
vsem na državni ravni [1].
1.1 Opis področja
NC obdelovalne stroje lahko v splošnem opredelimo na stroje namenjene za re-
zanje in na stroje, ki niso namenjeni za rezanje. Stroji, ki niso namenjeni za
rezanje delujejo na principu spreminjanja oblike materiala na način, da nanj pri-
tiskajo z določeno silo. Dober primer takšnih so udarni stroji, stroji za razvlek in
ukrivljenje materjala. V tem področju ne pozabimo tudi na robotske sisteme, ki
omogočajo varjenje, spajkanje, vrtanje, barvanje izdelkov in podobno, hkrati pa
omogočajo tudi aplikacije rezanja materiala [1].
Stroj za rezanje pomeni, da gre za napravo, ki izvaja postopek odstranitve
materiala, da izdela končni izdelek. Na tem področju so navzoče naslednje skupine
strojev:
• rezkalni stroji oziroma freze,
• stružnice,
• potopna elektro erozija, s kratico EDM stroj (ang. electrical discharge
machining).
Za izdelavo končnega izdelka, ki ga želimo izdelati na NC stroju, je potrebno
pred predajo izdelkov kupcu v splošnem čez tri dejanja:
1. CAD, CAM;
2. NC obdelava;
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3. CAI pregled;
Prvo dejanje za izdelavo ne potrebuje samega stroja (ang. offline task). Tu
izdelamo oziroma dobimo računalnǐski model izdelka in izvedemo CAM postopek
s katerim pridobimo NC program za obdelavo na stroju.
Drugo dejanje je potrebno opraviti na samem stroju (ang. online task). Pri
tem gre za postopek obdelave surovega ali pred pripravljenega materiala do
končnega izdelka po CAM programu na stroju. Postopek izdelave mora biti
spremljan in sprotno merjen, da je izdelava v podanih tolerancah.
Zadnje dejanje pa je potrebno opraviti po sami izdelavi (ang. post-line task).
Tu opravimo postopek računalnǐskega pregleda in preverjanja izdelkov [1].
V tej nalogi načrtan, predstavljen in izdelan dvoosni NC stroj se uporablja
za rezanje kamnitih plošč v kamnoseški obrti. Gre za stroj, ki z odstranjevanjem
materiala, izdela končni kamnoseški izdelek. Opredelil bi ga v v skupino rezkalnih
strojev in frez, saj je po postavitvi obdelovanca slednjim najbolj podoben.
Uporaba takšnega stroja kamnoseku precej poenostavi izdelavo izdelkov iz
kamnitih plošč in precej olaǰsa fizično delo. Čas rezanja ene plošče je omejen
s hitrostjo rezanja orodja in je zaradi tega relativno dolg. Odvisno od velikosti
obdelovanca lahko traja rezanje od nekaj deset minut do nekaj ur. Ker stroj v
tej fazi deluje samostojno ga lahko operater v tem času tudi zapusti. V času
obdelave obdelovanca je zagotovljena natančna in zanesljiva izvedba.
1.2 Zahteve in cilji naloge in projekta
NC stroji najpogosteje privzeto bazirajo na kartezičnem koordinatnem sistemu.
Krivulja poteka med točkami NC programa je interpolirana, za kar skrbi v krmilju
vgrajeni NC interpolator. Glavna zahteva pri izgradnji stroja je bila narediti
stroj, ki deluje v polarnih koordinatah, brez posega v nivo NC prevajalnika (ang.
interpreter). S tem želimo poudariti, da za nivo v katerem deluje NC prevajalnik
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ni pomembno kakšno mehaniko krmili.
Za dosego glavnega cilja moramo v realnem času z uporabo kinematične tras-
formacije zagotavljati ustrezno lego v notranjih koordinatah (sklepih) manipu-
latorja, da bo odgovarjala pripadajočim zunanjim koordinatam (kartezičnim).
Ostale zahteve pri izgranji stroja so bile:
• prilagoditi se obstoječi mehaniki,
• izbrati ustrezno pogonsko tehniko,
• vzpostaviti konfiguracijo, ki omogoča preračun kinematične transformacije
v realnem času,
• preveriti ustreznost uporabljene kinematične transformacije in definirati
njene omejitve,
• izdelati PLC program, ki omogoča gibanje stroja,
• zagotoviti natančen in zanesljiv izrez,
• razviti in izdelati ustrezen uporabnǐski vmesnik za konkreten stroj,
• zgraditi simulacijsko okolje za pregled gibanja stroja v virtualnem 3D oko-
lju,
• narediti podprogram, ki operaterju omogoča tvorjenje NC programa z iz-
biranjem točk poligonske oblike za izrez s “klikanjem” točk, ki jih določa
laserski žarek.
Uporabnǐski vmesnik stroja mora:
• uporabnika obveščati o trenutni poziciji osi,
• omogočati ročno upravljanje osi z izbiro hitrosti in smeri pomika,
• imeti možnost ročnega pozicioniranja stroja na nastavljeno točko,




Stroj za rezanje kamnitih plošč je sestavljen iz manipulatorja in hidravlične
verižne žage. Verižna rotirajoča žaga predstavlja edino orodje in je hkrati statični
mehanski del. Žaga se ne premika glede na bazo manipulatorja. Premikajoči
del stroja predstavlja miza manipulatorja z obdelovancem. Na sliki 2.1 vidimo
voziček z okroglo rotacijsko mizo. Voziček je nameščen na tirnicah in predstavlja
manipulator. Škatla z navpično črto predstavlja žago.
2.1.1 Hidravlična verižna žaga
Verižna žaga deluje tako, da ob svojem vrtenju z diamantnimi rezili počasi erodira
v kamnito ploščo. Verigo žene hidravlični motor. Pritisk hidravličnega olja za-
gotavlja črpalka z elektromotorjem skupne moči 7,5 kW . Veriga je neprekinjena
in potuje v stroj, kjer je nameščen napenjalni sistem. Žaga je med rezanjem vo-
dno hlajena. Za enostavno upravljanje jo je mogoče vklopiti preko uporabnǐskega
vmesnika.
2.1.2 Manipulator
Manipulator je sestav vozička in rotacijske mize. Voziček predstavlja transla-
cijski sklep manipulatorja, rotacijska miza pa rotacijski sklep. Na sliki 2.2 je
manipulator v fazi izgradnje stroja. Viden je jermenski prenos iz servomotorja
na rotacijsko mizo, ter servomotor za translacijsko pomikanje vozička.
Servomotor translacijske osi je fiksiran na voziček. Pod vozičkom med tir-
nicama je nameščeno navojno vreteno. Za translacijski gib vozička servomotor
preko redukcije in zobatega jermenskega prenosa zavrti matico nameščeno na
vretenu. Tako je doseženo linearno translacijsko gibanje.
Tudi servomotor rotacijske osi je nameščen v vozičku. Za rotacijski gib mize
servomotor preko polžne redukcije zavrti zobato jermenico napeto med polžnim
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Slika 2.2: Postavitev servomotorjev v manipulatorju.
reduktorjem in rotacijsko mizo. Na tak način poteka rotacijsko gibanje mize.
Miza je aksialno vležajena.
2.1.3 Mehanske specifikacije stroja
V mehanskih specifikacijah podajam dimenzije izdelanega stroja:
• Dolžina tirnic po katerih se lahko manipulator translacijsko giblje je 2000
mm.
• Širina vozička, ki je hkrati maksimalna širina praznega stroja, je 500 mm.
• Premer rotacijske mize je 400 mm.
• Žaga je od od domače (ang. home) lege manipulatorja oddaljena 1550 mm.
• Razdalja od žage do točke laserja znaša cca. 500 mm in je poljubno nasta-
vljiva.
Voziček ne more pripeljati rotacijske mize do žage, saj je gibanje pred tem
mehansko varovano s koncem tirnic. Pred koncem tirnic je nameščeno končno
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stikalo, ki onemogoča nadaljnje gibanje v tej translacijski smeri. Tako je mehan-
sko varovana edina singularna lega stroja v kartezičnem načinu, ki napoči takrat,
ko se center vozička (rotacijske mize) poravna z osjo rezanja verižne žage.
2.2 Električni del
Električni del stroja razdelimo na krmilni del in močnostni del skupaj s servo
pogoni in servomotorji. Električne priključne lastnosti so podane na strojni tipski
tablici, slika 2.3. Na njej mora biti podano ime stroja, tip, leto izdelave, potrebni
priključni tlaki, ter podana električna priključna moč.
Slika 2.3: Tipska tablica.
2.2.1 Krmilni del
Srce krmilja stroja predstavlja vgrajeni kompaktni računalnik (v nadaljevanju
PC) Beckhoff CX5130 na sliki 2.4. PC ima visokozmogljiv dvojedrni Intel Atom
procesor in naložen operacijski sistem “Windows Embedded Standard 7”. Na
operacijskem sistemu teče program TwinCAT 3. TwinCAT doda računalniku
PLC funkcionalnost, ki je sposobna opravljati PLC opravila, kot na konkurenčnih
krmilnikih. Dodatno ima TwinCAT nameščeni licenci:
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napajata močnostni in krmilni del stroja. Za napajanje krmilnega dela je v omari
nameščen usmernik “Siemens Sitop Power 20”, z napetostnim izhodom 24 V in
maksimalnim enosmernim tokom 20 A.
Slika 2.5: Servo pogon serije AX5000 (desno) in upravljanje z njegovo vhodno
napetostjo (levo).
Močnostni del stroja predstavljata dva servo pogona Beckhoff AX5112-0000-
0203 in električna hidravlična črpalka. Enega od servo pogonov vidimo na sliki
2.5. Vhodno napetost servo pogona predstavlja trifazna napetost, ki jo servo
pogon usmeri v enosmerno napetost UDC = 580V (ang. DC-link voltage). Eno-
smerna napetost UDC je na voljo končnemu ojačevalniku z močnostnimi IGBT
tranzistorji.
Servo pogoni AX5000 serije so lahko dvokanalni ali enokanalni v smislu pri-
klopa osi. Izbrani pogon je primeren za priklop ene osi - enokanalen.
1Servo pogon lahko zagotavlja maksimalen izhodni tok do 7 s.
2Podane so specifikacije za zaviranje z notranjim uporom nameščenim v pogonu. Možen je
priklop zunanjega upora za zaviranje.
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Veličina Vrednost Enota
Stalen izhodni tok 12 A
Maksimalen izhodni tok1 26 A
Vhodna napetost 3x 100
−10% − 480+10% V
Maksimalna usmerjena napetost 890 V
Kondenzatorji na usmerjeni napetosti 471 µF
Stalna navidezna moč 8,3 @ 3x 400V kV A
Moč izgub 160 W
Stalna moč zaviranja2 90 W
Maks. trenutna moč zaviranja2 14 kW
Tabela 2.1: Karakteristike servo pogona Beckhoff AX5112.
2.2.3 Servomotorji
Za poganjanje obeh osi stroja sta bila izbrana popolnoma enaka servomotorja Ya-
skawa USAGED-13A22K. Na servomotorju je nameščen inkrementalni 5 V TTL
enkoder z resolucijo 8192 pulzov na obrat. Za servo pogon Beckhoff je to nepoznan
servomotor (ang. third party servomotor). Da se lahko ta servomotor uporabi z
Beckhoff servo pogonom moramo vnesti njegove karakteristične podatke v orodje
TwinCAT Motorgenerator. Vsi potrebni karakteristični podatki za konfiguriranje
servo pogona z izbranim servomotorjem so prikazani v spodnji tabeli 2.2.
Veličina Vrednost Enota
Maksimalni tok 25,0 A
Nazivni tok 11,0 A
Maksimalna hitrost 1500 rpm
Medfazna upornost navitij 0,90 Ω
Medfazna induktivnost navitij 2,67 mH
Nazivna napetost 400,0 V
Trenutni maksimalni navor 23,3 Nm
Medfazna prebojna trdnost 890,0 V
Tabela 2.2: Karakteristike servomotorja Yaskawa USAGED-13A22K.
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2.3 Komunikacije
Krmilni računalnik upravlja z vsemi napravami vključno z vhodno-izhodnimi mo-
duli in servo pogoni izključno z uporabo EtherCAT (ang. Ethernet for Control
Automation Technology) komunikacijskega vodila (ang. fieldbus).
Priklop za EtherCAT vodilo se nahaja na desni strani krmilnika slika 2.4,
na levi strani krmilnika pa sta dve RJ-45 vtičnici, ki služita Ethernet mrežnima
karticama (pogosto sta tudi nadgradljivi z EtherCAT, le z namestitvijo doda-
tnega gonilnika). Običajno leva priključka uporabljamo enako kot na običajnem
računalniku (TCP/IP komunikacija). Kot primer, programiramo lahko PLC,
preko njega prenašamo ali beremo podatke, dostopamo prek oddaljenega dostopa,
ipd.
2.3.1 EtherCAT
EtherCAT je standardiziran IEC 61158 protokol in podpira komunikacijo v re-
alnem času. Standard je odprt za vse proizvajalce strojne opreme. Z vpe-
ljavo protokola so proizvajalci zmanǰsali ceno strojne opreme, saj ta temelji na
široko razširjenem Ethernet standardu. Hkrati je izumitelj standarda pohitril
čas osveževanja podatkov in vzpostavil nizek raztros časa sinhronizacije, ki znaša
tsync ≤ 1µs (ang. jitter).
Do pohitritve je prǐslo, ker osnovni paket Ethernet komunikacije oz. okvir
(ang. frame) ni več prejet, interpretiran in nato kopiran v vsaki napravi omrežja,
ampak se procesiranje podatkov začne prej. Naprava suženj (ang. slave) z upo-
rabo namenskega ASIC vezja (namenski čip ali FPGA) prebere podatke naslo-
vljene njej medtem, ko telegram prehaja skoznjo. Suženjska naprava na tak način
tudi odda svoje podatke v isti telegram.
Tak način komunikacije je mogoč zato, ker je topologija omrežja natančno
določena in je celotno omrežje tipično vezano na eno napravo gospodar (ang.
master) ter naslovljeno z enim samim okvirjem (ang. frame) [3].
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2.3.2 Zunanja povezljivost
Za stroj sem razvil Matlab aplikacijo, ki lahko teče bodisi na računalniku vgraje-
nemu v stroju, ali pa na nekem drugem računalniku priključenem v isto omrežje.
V moji aplikaciji je potrebno prebirati podatke iz PLC, kot so npr. trenutne
pozicije osi. Za dostop do podatkov v krmilniku je potrebna zunanja povezava
krmilnega sistema z ostalimi računalniki v omrežju.
Zunanja povezljivost z ostalimi napravami na omrežju je možna preko Twin-
CAT ADS. ADS (ang. Automation Device Specification) je od naprave in komu-
nikacijskega vodila neodvisen komunikacijski protokol, ki omogoča komunikacijo
z napravami, ki to tehnologijo podpirajo.
Iz sistemskega vidika je TwinCAT arhitektura modularna. Vsak od TwinCAT
modulov (npr. TwinCAT PLC, TwinCAT NC, NCI,...) je obravnavan kot indi-
vidualna naprava. Izmenjava podatkov med temi sistemskimi napravami poteka
preko sporočilnega usmerjevalnika (ang. Message router). Usmerjevalnik upra-
vlja in razporeja z vsemi sporočili znotraj TwinCAT sistema ter prek TCP/IP
povezav [4].
Za svojo aplikacijo v Matlabu sem uporabil knjižnico “TwinCAT.ADS.dll”.




Kinematika je veda mehanike, ki se ukvarja z gibanjem. Kinematika ne upošteva
vzrokov zaradi katerih je do gibanja prǐslo [5]. Obravnava opis geometrijskih raz-
mer kot so razdalje, koti in prostor, pomemben aspekt so tudi hitrosti in pospeški
teles, ki se gibljejo. Glavna robotska naloga je vodenje po trajektoriji, ki jo opǐse
vrh manipulatorja v prostoru v t.i. zunanjih koordinatah. Za pravilno defini-
ranje lege vrha robota na trajektoriji točk v zunanjih koordinatah je potrebna
kinematična transformacija.
Pozicijo in hitrost merimo preko senzorjev, ki jih ima robotski mehanizem v
sklepih. Tu prevladujejo inkrementalni dajalniki pozicije. Običajno se ti senzorji
obnašajo kot absolutni zaradi dodatka brezprekinitvenega napajanja senzorjev in
pozicijskega krmilja. Od klasičnih absolutnih dajalnikov pozicje so inkrementalni
precej bolj natančni, kar je posledica vǐsje resolucije razdelkov kroga.
Kinematično transformacijo ločimo na direktno in inverzno. Pri izračunu kine-
matične transformacije hitrosti je vedno potrebno definirati Jakobijevo matriko.
Direktna kinematična transformacija povezuje lego vrha manipulatorja v zuna-
njih koordinatah s položaji sklepov manipulatorja v notranjih koordinatah, preko
zveze 2.1:
ṗ = J(q)q̇ (2.1)
Obratno velja, da inverzna kinematična transformacija, izračuna iskani položaj
sklepov manipulatorja, glede na trenutne hitrosti vrha manipulatorja. Ta posto-
pek je precej bolj zapleten od direktne kinematike in lahko prinaša več rešitev za
enako postavitev. Inverzna kinematika 2.2 je definirana kot :
q̇ = J−1(q)ṗ (2.2)
Obravnavamo dvodimenzionalni primer, zato bo vektor p in vektor q dimen-
zije [2x1]. To odgovarja dvema dimenzijama p1 = x in p2 = y v zunanjih koordi-
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Slika 2.6: Shema manipulatorja za izračun kinematične transformacije.
V tem koraku si pomagamo s sliko 2.6. Zapǐsemo naslednjo zvezo 2.4 med
sklepi in vrhom manipulatorja, kjer je l dolžina od žage do centra rotacijske mize,
ko ta stoji na domači legi:
p1 = x = (l − d1) cos θ2
p2 = y = (l − d1) sin θ2
(2.4)
Ker zveza 2.1 nastopa v inkrementih pomeni, da moramo zvezo 2.4 odvajati:
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dp1 = (l − d1) cos θ2
∂p1
∂q1
+ (l − d1) cos θ2
∂p1
∂q2
dp2 = (l − d1) sin θ2
∂p2
∂q1
+ (l − d1) sin θ2
∂p2
∂q2
dp1 = − cos θ2dq1 − (l − d1) sin θ2dq2
dp2 = − sin θ2dq1 + (l − d1) cos θ2dq2
(2.5)
Iz zadnjih dveh zapisov iz zveze 2.5, je že vidna Jakobijeva matrika, zato zapis
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Pri izdelavi stroja sem uporablil različna razvojna orodja. Uporabil sem jih za:
• izdelavo programa za krmilni računalnik,
• izdelavo grafičnega vmesnika človek-stroj in
• za izdelavo aplikacije za simulacijo in analizo delovanja.
Program za krmilni računalnik in uporabnǐski vmesnik stroja sem razvil v oko-
lju Visual Studio, z vtičnikom - razvojnim programom TwinCAT 3. Aplikacijo za
simulacijo in analizo delovanja sem naredil v programskem paketu MATLAB. Za
izdelavo modelov za izrez in konstrukcijo stroja sem uporabljal orodje Autodesk
Inventor.
3.1 Visual Studio 2013
Visual Studio je Microsoftovo integrirano razvojno programsko okolje. V glavnem
je uporabljeno za razvoj programov za operacijski sistem Microsoft Windows.
Podpira vrsto programskih jezikov.
Osnovni vgrajeni jeziki so: C, C++, VB.NET (preko Visual Basic .NET),
C# (preko Visual C#) in F#. Okolje podpira tudi formate XML/XSLT,
HTML/XHTML, JavaScript in CSS.
Okolje TwinCAT 3 za v celoten projekt uporablja XML obliko [6], kar
omogoča vgraditev TwinCAT 3 v Visual Studio. V Visual Studiu je mogoče vo-
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diti razvoj programske opreme (ang. sotware development lifecycle), s pomočjo
Team Foundation Server. Na strežnik se shranjuje in vodi zgodovina različic pro-
gramske opreme v razvoju, kar omogoča vrnitev programa v staro stanje in hkrati
timsko delo, kjer na istem projektu omogoča delo več ljudem.
3.2 TwinCAT 3
TwinCAT (ang. The Windows Control Automation Technology) je računalnǐski
program, ki predstavlja jedro sistema za vodenje avtomatizacijskih procesov. Pro-
gram je v letu 1986 razvilo nemško podjetje Beckhoff z namenom, da bi standar-
dizirali sisteme namenjene vodenju avtomatizacijskih procesov, ki bazirajo na
osebnih računalnikih.
Slika 3.1: Možnosti programiranja znotraj okolja TwinCAT 3.
Program TwinCAT kompatibilnemu osebnemu računalniku doda jedro za iz-
vajanje nalog v realnem času, PLC funkcionalnost z možnostjo izvajanja več
opravil, možnost NC oziroma CNC vodenja osi.
Program za krmilnik se lahko izvaja lokalno na razvojnem računalniku ali
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na ciljnem oddaljenem računalniku. TwinCAT 3 je napredneǰsa verzija progama
TwinCAT 2, ki prinaša veliko novih funkcionalnosti. Nekatere od pomembnih
prednosti programa TwinCAT 3 so:
• TwinCAT 3 je celovito razvojno programsko okolje v katerem projekti
združujejo strojno konfiguracijo in programsko kodo.
• Razvojno okolje TwinCAT 3 XAE je mogoče vgraditi v Microsoft Visual
Studio, kar omogoča izdelavo TwinCAT 3 projektov.
• Podpira objektno orientiran standard IEC 61131-3 za PLC programiranje.
• Podpira C/C++ programiranje za aplikacije v realnem času.
• Možnost vgraditve TwinCAT 3 v MATLAB/Simulink.
• Podpira večjedrne 64 bitne sisteme.
• Podpira migracije starih TwinCAT 2 projektov.
3.3 MATLAB R2014
MATLAB (ang. MATrix LABoratory) je programski paket za numerično analizo
in hkrati programski jezik (interpreter) četrte generacije. Matlabov programski
jezik temelji na matrikah in velja za enega najbolj naravnih programskih jezikov
za delo z matrikami. Razvilo ga je podjetje MathWorks.
Matlab je v osnovi namenjen delu z računskimi operacijami nad matrikami,
ponuja pa tudi risanje funkcij, implementacijo algoritmov, analizo slik, analizo
in razvoj sistemov vodenja (z dodatkom Simulink) digitalno obdelavo signalov,
načrtovanje filtrov in še veliko drugih funkcij [7]. Vgrajena grafika v programskem
paketu Matlab omogoča enostaven prikaz podatkov.
V programskem paketu Matlab sem razvil aplikacijo za simulacijo in delovanja
stroja ter za preverjanje algoritma kinematične transformacije.

4 Namestitev in delovanje strojne
opreme
Faza namestitve strojne opreme nastopi, ko je montirana vsa strojna oprema in so
pripravljene vse električne povezave. V tej fazi najprej začnemo s konfiguriranjem
naprav in krmilja. Krmilje ima vgrajene funkcije diagnostike, ki nam pomagajo
odkriti razloge težav, če do teh pri vzpostavitvi delovanja pride. Tej fazi sledi
prvi zagon (ang. commisioning) strojne opreme, kjer prvič uspemo premakniti
servomotorje, brati in pisati na vhodno izhodne naprave.
4.1 Konfiguriranje naprav
Pri konfiguriranju naprav izberemo ciljno TwinCAT okolje izvajanja, ki se v pre-
meru tega stroja izvaja na račualniku CX5130. Program TwinCAT na ciljnem
računalniku postavimo v način za konfiguriranje (ang. config mode). V mo-
jem primeru so vse naprave na EtherCAT vodilu zato v načinu konfiguriranja
z izbiro samodejnega iskanja strojne opreme, enostavno poǐsčem vse naprave na
EtherCAT vodilu. Najdena konfiguracija je vidna na sliki 4.1.
V drevesu priključenih vhodno izhodnih naprav se na vrhu nahaja EtherCAT
gospodar (ang. master). Gospodar EtherCAT vodila je v tem primeru ciljni
računalnik Beckhoff CX5130. Kot prva naprava je na njem priključena naprava
za razširitev vodila (ang. bus coupler EK1200). Na to napravo so priključeni
moduli:
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Slika 4.1: Drevo zaporedno priključenih naprav na EtherCAT vodilu.
• Dva digitalna osem kanalna vhodna modula (EL1008).
• En digitalni osem kanalni izhodni modul (EL2008).
• En modul za priklop inkrementalnega enkoderja (EL5101), služi za branje
MPG upravljavca.
• Zaključna razširitev EtherCAT vodila (ang. bus coupler EK1110).
Iz zaključne razširitve EtherCAT vodila gre komunikacijska povezava na servo
pogona rotacijske (ang. Drive C) in translacijske osi (ang. Drive X). Tu se
EtherCAT vodilo zaključi, saj sta servo pogona zadnji priključeni suženjski (ang.
slave) napravi.
4.2 Testiranje komutacije servomotorjev
Uporabljena servomotorja sta servo pogonu Beckhoff AX5112 nepoznana in v
osnovi nepodprta (ang. third party servo motor). Z namenom, da se nepodprt
servomotor vseeno lahko uporabi skupaj s servo pogonom Beckhoff, je uporabljena
metoda, ki preveri električno povezavo s priključenim servomotorjem in skuša
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določiti orientacijo rotorja. Opis postopka je povzet po opisu proizvajalca [9].
Gre za komutacijsko metodo z imenom “prebudi in potresi” (ang. wake & shake).
Slika 4.2: Motor z enim parom polov.
Namen metode “prebudi in potresi” je čim natančneje odkriti orientacijo ro-
torja, pri tem pa z rotorjem opraviti čim manǰsi pomik. Metoda je sestavljena iz
dveh faz. Približna določitev orientacije rotorja poteka v prvi fazi. V drugi fazi
se orientacija rotorja določi natančneje.
Slika 4.3: Potek grobe določitve orientacije rotorja z metodo “prebudi in potresi”.
Od števila polov servomotorja je odvisna povezava med električno in mehansko
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rotacijo rotorja. Ena električna rotacija ustreza eni mehanski rotaciji rotorja
deljeno s številom polov motorja, kot je prikazano na sliki 4.2. Za poenostavitev
razlage metode uporabimo motor z enim parom polov.
V prvem koraku servo pogon vzpostavi vektor toka “a”. Zaradi pojava elek-
tromagnetne sile se rotor “c” premakne v smeri tokovnega vektorja “a”. Servo
pogon izmeri smer rotacije rotorja “d” preko pozicijske povratne zanke.
V drugem koraku servo pogon vzpostavi vektor toka ”a”in njegovo smer začne
spreminjati v smeri ”e”. Servo pogon preveri ali se smer rotacije rotorja “d” glede
na usmerjenost rotorja “c” ni spremenila in metoda lahko nadaljuje.
Tudi v tretjem koraku servo pogon vzpostavi tokovni vektor “a” v smeri “e”.
Zaradi pojava magnetne sile, se rotor “c” premakne v smeri tokovnega vektorja
“a”. Servo pogon spet preveri kaj se dogaja s smerjo rotacije “d” rotorja “c”. Če
se je smer glede na preǰsnjo spremenila, je servo pogon našel sektor v katerega je
rotor orientiran. Na tej točki se uspešno zaključi faza grobe določitve orientacije
rotorja. Po zaključenem prvem delu procedure, servo pogon nadaljuje še z drugim
delom postopka, v katerem še natančneje določi orientacijo rotorja.
V primeru, da se groba določitev orientacije rotorja ne zaključi uspešno, je
zelo pogosta napaka, ki sem jo izkusil tudi sam, da smer električne komutacije ne
ustreza isti smeri kot pozicijska povratna zanka (inkrementalnega enkoderja). V
tem primeru je potrebno zamenjati vrstni red električnih povezav na močnostnih
priključnih sponkah U, V, W sevomotorja. Električno smer servomotorja obr-
nemo na primer tako, da U in W, sponko zamenjamo med seboj, sponko V pa
pustimo. Druga možnost za nedelovanje metode so napačno nastavljeni parametri
v postopku “prebudi in potresi”.
4.3 Regulacijska zanka servo pogona
Pregled celotnega regulatorja ene osi priključene na servo pogon serije AX5000 je
podan na sliki 4.4. Celotna regulacijska zanka je sestavljena iz treh regulatorjev:
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• pozicijskega regulatorja,
• hitrostnega regulatorja in
• tokovnega regulatorja.
Parametre vsakega regulatorja lahko spreminjamo s klikom na gumb z ime-
nom regulatorja. Iz vidika regulacije je najbolj pomembno določiti faktor Kv in
parametre, ki zmanǰsajo velikost napake sledenja (ang. following error).
V osnovni nastavitvi servo pogon uporablja v njem vgrajen hitrostni in to-
kovni regulator. Programska oprema TwinCAT NC izvaja nalogo pozicijskega
regulatorja. TwinCAT se izvaja na ciljnem računalniku in servo pogonu pošilja
referenčno hitrost prek EtherCAT komunikacije, kot izhod pozicijskega regula-
torja. V servo pogonu teče hitreǰsa regulacijska zanka, katera vsebuje hitrostni
in tokovni regulator.
Slika 4.4: Pregled regulatorjev osi.
Za približno optimalno nastavitev parametrov zveznih regulatorjev pogosto
uporabljamo t.i. nastavitvena pravila. Ta pravila so običajno podana za procese,
katerih frekvenčni odziv je podoben nizkoprepustnemu filtru. Pravila izhajajo
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iz časovnih parametrov procesa ali pa iz rezultatov nihajnega preizkusa. Ena
najstareǰsih nastavitvenih pravil izhajajo iz del Zieglerja in Nicholsa [10].
Pri nihajnem preskusu povečujemo ojačanje P-regulatorja toliko časa, da po-
stane odziv sistema oscilatoren. Takrat vnesemo končni faktor Kv po tabeli. Na
tak način določimo faktor Kv z rezervo do meje stabilnosti. Pri nastavljanju
faktorja Kv moramo najti kompromis med čim hitreǰsim odzivom (velik Kv) in
strmeti k čim nižjim oscilacijam sistema (majhen Kv).
Najvǐsje v hierarhiji v zunanji zanki je regulator pozicije. Naloga pozicijskega
regulatorja je, da kompenzira preostale majhne napake pri pozicioniranju osi. Te
napake so posledica sprememb obremenitve osi, nelinearnosti sile trenja, netočno
podani parametri osi, odmiki, temperaturne spremembe, ipd.
Regulator pozicije na vhodu sprejme trenutno vrednost pozicije in njeno re-
ferenco. Napako ojači s faktorjem enosmernega ojačanja Kv. Izhod pozicijskega
regulatorja je želena hitrost osi.
V pozicijskem načinu hitrostni regulator sprejme referenco hitrosti iz pozi-
cijskega regulatorja in trenutno vrednost hitrosti osi. Hitrostni regulator vrne
vrednost električnega toka, ki jo preračuna iz tokovnega ojačanja Kp in časa Tn.
Tokovni regulator sprejme vrednost iz hitrostnega regulatorja za referenco in
trenutni tok, ki teče v os. Napetost, ki jo sprejme močnostni del je preračunana
iz trenutnega toka, ojačanja Kp in časa Tn.
5 Programiranje stroja
Ko je osnovno delovanje strojne opreme vzpostavljeno, nastopi faza programira-
nja stroja. V tem koraku programer poskrbi za ustrezne tipe vhodno izhodnih
spremenljivk. Pri tem programske vhode in izhode naslovi na vhode in izhode
naprav. Postavi se osnovna arhitektura programa in implementira prve funkcio-
nalnosti. Za programiranje stroja sem izbral naslednja jezika:
• strukturirani tekst (ang. structured text) in
• diagram funkcijskih blokov (ang. function block diagram).
Drevesno strukturo programov - POU (ang. program organization units) na
krmilniku prikazuje slika 5.1. Osrednja programa sta glavni program (ang. Main)
in program za vmesnik človek-stroj (ang. Hmi). Program za tvorjenje NC pro-
grama (ang. Programwriter) iz izbranih točk se izvede na klic iz glavnega pro-
grama.
Programi so zaradi preglednosti sestavljeni iz posameznih akcij, ki program
razbijejo na manǰse dele kode (v drevesu so akcije pomaknjene desno pod ime pro-
grama). Na sliki 5.1 je prikazanih nekaj funkcijskih blokov in funkcij. Funkcijski
blok ustvarimo npr. za posamezno napravo ali os. Funkcijske bloke uporabimo v
programih, kjer nastopajo kot posamezne izvedbe z rezerviranim statičnim spomi-
nom, vhodnimi parametri, izhodnimi parametri in notranjo logiko. Njihov pomen
je podoben kot pri objektih v vǐsjih programskih jezikih.
Podobno kot funkcijski blok, je tudi funkcija uporabna v namen preprečevanja
kopiranja programske kode. Funkcija vrne rezultat skozi izhodne parametre
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Slika 5.1: Drevesni pregled PLC programov.
na klic iz programa s podanimi vhodnimi parametri. Funkcija ne uporablja
statičnega pomnilnika - ne hrani vrednosti. Funkcija se samo na podlagi vho-
dov odloči ali preračuna svoj izhod.
5.1 Funkcijski blok za upravljanje z osjo
Za namen upravljanja z osmi sem za posamezno os naredil funkcijski blok (ang.
function block), ki sem ga imenoval “FB AxisControl”. Vsaka os je za krmilnik
objekt, ki ni nujno povezan s strojno opremo.
V programu sem rezerviral prostor za štiri izvedbe funkcijskega bloka
“FB AxisControl” za upravljanje z osjo. Klic prvih dveh verzij iz programa sta za
realni mehanski osi. Prva od mehanskih osi je translacijska os, druga mehanska
os je rotacijska. Preostala dva klica verzij funkcijskega bloka služita navideznima
osema, ki odgovarjata osema v kinematični transformaciji. Ena ustreza zunanji
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koordinati “x”, druga pa zunanji koordinati “y”.
Z načinom rezerviranja prostora za več izvedb istega funkcijskega bloka se
znebimo nepotrebnega kopiranja programske kode, kar je v programiranju pogost
vzrok napak, vse osi pa imajo pravzaprav enake funkcionalnosti. Osi lahko na
enake načine premikamo tako v zunanjih kot v notranjih koordinatah. To izvršimo
s pritiskom na gumb uporabnǐskega vmesnika. Del kode funkcijskega bloka vidimo
na sliki 5.2. Izvorna koda je napisana v jeziku diagrama funkcijskih blokov.
Slika 5.2: Del programske kode funkcijskega bloka FB AxisControl.
V funkcijskem bloku spet nastopajo drugi funkcijski bloki (ti so že vgrajeni
znotraj okolja TwinCAT). Vsaka, bodisi mehanska, bodisi virtualna os potrebuje










Pri tem so vsi našteti funkcijski bloki že vsebovani znotraj funkcijskega bloka
“FB AxisControl”, kar pomeni bistveno manj (število osi krat število funkcijskih
blokov) pojavljanj v glavnem programu.
5.1.1 Funkcijski blok za vzpostavitev napajanja osi
Za vzpostavitev delovanja in napajanja osi je potreben funkcijski blok
“MC Power”. Blok sprejme za vhod podatkovno strukturo osi na katero naj se
vzpostavi napajanje. V mojem primeru je to os “x”, kot prva os iz dvorazsežnega
polja osi v zunanjih koordinatah stroja. Druga od osi v polju zunanjih koordinat
je “y”.
Prav tako je definirano tudi dvorazsežno polje osi v notranjih koordinatah,
kjer je prva translacija in druga rotacija. Funkcijski blok potrebuje tudi Boolovo
spremenljivko, ki omogoči napajanje naslovljene osi, ter spremenljivki za smeri
delovanja. Ostali vhodi in izhodi niso uporabljeni.
5.1.2 Funkcijski blok za določitev reference na osi
Ena od pomembnih in osnovnih nalog strojev, ki zahtevajo natančno pozicionira-
nje je določitev reference, oziroma iskanje domače lege. Stroji običajno zahtevajo
to proceduro ob njihovem zagonu, pri tem pa začnejo z iskanjem referenčnega
signala v predvideni nastavljeni smeri. Uspešen zaključek procedure je navadno
pogojen z ustreznim stikalom (mehansko, induktivno, kapacitivno, infrardeče,
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• zastavica, da je blok v fazi izvršitve (ang. Busy),
• zastavica, da je določitev reference aktivna (ang. Active),
• zastavica, da je določitev reference prekinjena (ang. CommandAborted),
• zastavica, da je prǐslo do napake (ang. Error),
• številka z zaporedno številko napake (ang. ErrorId).
5.1.3 Funkcijski blok za pozicioniranje osi
Še ena od pomembnih nalog stroja je možnost ročnega absolutnega pozicioni-
ranja osi na določeno točko. Za slednjo funkcionalnost skrbi funkcijski blok
“MC MoveAbsolute”. Blok sprejme kot vhode:
• programsko os na kateri naj izvrši absolutno pozicioniranje,
• zastavico za izvršitev pozicioniranja,
• številsko spremenljivko s ciljno pozicijo,
• številsko spremenljivko s hitrostjo gibanja med pozicioniranjem,
• številsko spremenljivko s pospeškom in pojemkom med pozicioniranjem,
• številsko spremenljivko z odvodom pospeška (ang. jerk),
• ter spremenljivki za način pozicioniranja.
Izhodi iz funkcijskega bloka za absolutno pozicioniranje osi so enaki kot pri
predhodno obravnavanem bloku za določitev reference osi. Rezultate lahko shra-




(* Prǐslo je do preklopa v način v delovanja v zunanje koordinate *)
(* Shrani definicije vseh osi *)
stKinAxes.nAxisIdsAcs[1] := Axis XC[1].NcToPlc.AxisId;
stKinAxes.nAxisIdsAcs[2] := Axis XC[2].NcToPlc.AxisId;
stKinAxes.nAxisIdsMcs[1] := Axis XY[1].NcToPlc.AxisId;
stKinAxes.nAxisIdsMcs[2] := Axis XY[2].NcToPlc.AxisId;




stKinRefIn := CHN KinToPlc);












Odsek kode 1: Preklop delovanja stroja v kartezični način.
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5.3 Funkcijski blok za izračun direktne in inverzne kine-
matične transformacije
Za preračun vrednosti pozicije osi iz zunanjih koordinat v notranje in obratno
skrbi funkcijski blok “FB KinCalcTrafo”. Kadar stroj ne deluje v zunanjih koor-
dinatah, deluje v notranjih koordinatah. Takrat želimo med gibanjem stroja iz
položaja sklepov prepoznati pripadajoče zunanje koordinate.
Za izvršitev direktnega kinematičnega preračuna postavimo zastavico
preračuna direktne kinematike (ang. bForward) in zastavico za izvršitev. Blok na
vhodu potrebuje za izračun direktne kinematike trenutne vrednosti spremenljivk
v sklepih. Pri implementaciji sem uporabil trik stalnega proženja preračuna. To
je vidno v programskem odseku kode 2.
kinematicAxesPositionIn[1] := Axis XC[1].NcToPlc.ActPos;
kinematicAxesPositionIn[2] := Axis XC[2].NcToPlc.ActPos;
(* Klic bloka za preračun direktne kinematične transformacije *)







(* Stalno proženje preračuna *)
if NOT CalcTrafo.bBusy then
ExecuteKinTransformation := NOT ExecuteKinTransformation;
end
Odsek kode 2: Proženje preračuna direktne kinematike.
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5.4 Postopek za premik izhodǐsča kinematične transfor-
macije žaga - laser
Ena od zahtev pri izdelavi stroja je bila možnost gibanja po obdelovalni obliki
na laserju za simulacijo in na žagi za izrez. Na palec bi rekli, da bo za namen
simulacije dovolj uporaba ukaza za premik koordinatnega sistema v NC programu,
vendar bi se na tak način zelo zapletli. Na tej točki poudarjam, da enostaven
premik koordinatnega sistema z ukazom v kodi NC programa ne zadošča. Za
pravilno delovanje je potrebno ponovno definirati kinematično transformacijo za
preklop v zunanje koordinate z drugačnimi vhodnimi parametri.
Za izpolnitev cilja je potrebno prestaviti točko izhodǐsča kinematične transfor-
macije, pri čemer je potrebno odkleniti začetne pogoje kinematične transforma-
cije. Začetne pogoje kinematične transformacije odklenemo s funkcijskim blokom
“FB KinUnlockTrafoParam” pri tem pa delovanje v kinematičnem načinu ne sme
biti aktivno.
5.5 Funkcijski blok za upravljanje stroja preko NC inter-
preterja
Vzpostavitev upravljanja stroja preko NC interpreterja pomeni, da stroj prične
z delovanjem samostojno po pripravljenem NC programu. Za vzpostavitev ome-
njenega načina delovanja je potreben klic bloka “FB NciSequence”, ki le-to vzpo-
stavi. Blok se izvaja po korakih oz. po zapovrstju izvršilnih ukazov. Zaradi
dolžine programske kode sem to dodal v prilogi A.
V ničtem koraku, blok čaka na pozitiven prehod vhoda za vzpostavitev upra-
vljanja stroja prek NCi (ang. bExec). Po tem dogodku, blok pobrǐse vse morebiti
postavljene zastavice, kot so: zaseden, napaka, številka napake, trenutno stanje
in zadnje stanje. Po izbrisu zastavic se nadaljuje v naslednji korak.
V prvem koraku blok preventivno pobrǐse interpolacijsko skupino osi. To stori
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if NOT fbKinUnlockTrafoParam.bBusy then
bKinematicError := fbKinUnlockTrafoParam.bError;
(*Parametri odklenjeni, vpǐsi vrednosti*)
if fbKinUnlockTrafoParam.bDone then






TMOUT:= DEFAULT ADS TIMEOUT);
if NOT fb adswrite.BUSY then
bKinematicError := fb adswrite.ERR;
bKinApplyParameters := FALSE;
(*Reset FBs*)







Odsek kode 3: Odklepanje in vpis parametrov kinematične transformacije.
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tudi, če morebiti iterpolacijska skupina še ni bila zgrajena in zatem nadaljuje v
naslednje stanje.
V drugem koraku blok zgradi interpolacijsko skupino osi. V interpolacijsko
skupino vstopita osi “x” in “y” (zunanjih koordinat). NCi skupini lahko dodamo
v interpolacijo še os “z” in ostalih pet pomožnih osi, ki jih NCi ponuja vendar
ta možnost ni potrebna. Ko blok uspešno zgradi interpolacijsko skupino osi se
delovanje nadaljuje v naslednji korak.
V tretjem koraku blok prebere naslovljeni NC program, na primer naš napisani
NC program. Ko je datoteka prebrana, se izvajanje bloka nadaljuje v naslednji
korak.
V četrtem koraku se preveri stanje NCi interpreterja, ki preverja NC pro-
gram. V primeru, da je interpreter pripravljen na izvajanje se nadaljuje v nasle-
dnji korak. V nasprotnem je interpreter odkril napako. Vzrok napake je lahko
sintaktična napaka NC programa, ali pa na primer prekoračitev maksimalnega
časa nalaganja programa. To je nastavljivo. V mojem primeru dopuščam čas
nalaganja do 200 ms.
V petem koraku interpreter zažene izvajanje NC programa, saj pred tem ni
odkril napak v NC programu in tako preide v naslednji korak.
V šestem koraku se najprej preveri, ali se je program zares pričel. Takrat inter-
preter postavi stanje različno od pripravljen, kar pomeni, da je začel z izvajanjem
programa ali naletel na težavo. Izvajanje se nadaljuje v naslednji korak.
V sedmem koraku najprej nastavimo naj NC interpreter upošteva M ukaze,
kot je na primer ukaz M30 za konec NC programa. V tem stanju tudi ves
čas spremljamo, če se interpreterju med izvajanjem NC programa pojavi stanje
pripravljenosti, kar pomeni, da je z izvajanjem programa uspešno zaključil. Druga
možnost je, da interpreter nastavi stanje prekinitve izvajanja, kar pomeni, da je
med izvajanjem programa naletel na težave. Če je bil program uspešno zaključen,
izvajanje nadaljuje v naslednji korak.
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V osmem koraku se po uspešni zaključitvi programa podere interpolacijska
skupina in stroj preide v ročni režim delovanja.
Nazadnje je tu še stanje napake, v katerega preide izvajanje v vseh naštetih
korakih, če je v poteku najdena napaka. V stanju napake se vsi klicani bloki
izvajanja ponastavijo, samo izvajanje se vrne v začetni korak.
V primeru, da bi prǐslo do nepričakovane napake bloka (npr. stroj se ne odziva
več) ima na voljo še vhod za ponastavitev izvajanja. Ponastavitev NCi izvajanja,
bi lahko na začel uporabnik stroja preko opcijskih gumbov “reset” ali “stop”.
5.6 NC programiranje
NC program ali G-koda, ki ima tudi veliko izpeljank, je programski jezik za
vodenje orodij numerično krmiljenih strojev. V NC programu je zapisano kako
naj se orodja stroja premikajo za izdelavo končnega izdelka. V kodi je opisano
na primer kam in po kakšni poti naj se orodja premaknejo, ter s kakšno hitrostjo
naj se premikajo. Prav tako so v programu razni ukazi za vklop in izklop naprav,
kot so mazanje in hlajenje obdelovanca, sinhronizacije nalog in podobno.
Prva implementacija programskega jezika je bila razvita v Laboratoriju Ser-
vomehanizmov MIT v poznih petdesetih letih. V desetletjih po tem, se je razvilo
še veliko izpeljank s strani komercialnih in nekomercialnih organizacij [11].
Kmalu je prǐslo do potrebe po standardizaciji jezika. Februarja 1980 je bil
jezik v Združenih državah Amerike standardiziran, kot standard RS-274-D. V
drugih državah je pogosto uporabljen tudi standard ISO 6983, kar pa ne velja za
mnoge evropske države, ki uporabljajo druge standarde. Konkretno izdelan stroj
uporablja standardiziran jezik z oznako DIN 66025 (Siemens dialekt) in velja za
standard uporabljen v Nemčiji. Na evropskem trgu prevladuje Siemensova CNC
kontrolna oprema.
Kljub vsem težavam z različnostjo in nekompatibilnostjo krmilij različnih pro-
izvajalcev je v prvem desetletju enaindvajsetega stoletja prǐslo do preboja in ra-
40 Programiranje stroja
zvoja CAD/CAM aplikacij. Te lahko generirajo G-kodo oziroma NC program za
različne stroje z uporabo post procesorjev. Eno od teh orodij sem uporabil tudi
sam, uporabil sem Autodesk Inventor 2016 HSM.
V spodnji tabeli 5.1 so podani črkovni ukazi uporabljeni na CNC strojih.
Nekateri od njih so podani za stružnice, drugi pa za freze, nekateri pa delujejo na
obeh tipih strojev.
Črka Ukaz Angleško
A Rotacija okrog osi X
B Rotacija okrog osi Y
C Rotacija okrog osi Z
F Hitrost rezanja Feed rate
G Izbira vrste gibanja
I Center kroga v smeri X
J Center kroga v smeri Y
K Center kroga v smeri Z
M Ostale funkcionalnosti Miscellaneous function
N Številka vrstice Line block number
O Številka programa Program name
T Izbira orodja Tool selection
X Pozicija osi X
Y Pozicija osi Y
Z Pozicija osi Z
Tabela 5.1: Osnovni črkovni ukazi za CNC stroje.
5.6.1 Primer NC programa
V programskem odseku 4 podajam kraǰsi program v G-kodi, ki opisuje dvodi-
menzionalno obliko za izrez treh prekrivajočih trikotnikov.
Program se začne s komentarjem, ki ga začnemo z oklepajem in končamo z
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zaklepajem. V nadaljnji vrstici uporabljen ukaz L omogoča, da bo lahko izrez
oblike poklican večkrat v programu, kot funkcija. Funkcijo izreza oblike sem z L
ukazom označil s številko 100.
Nato sledijo vrstice programa, ki se začnejo z oznako N. Zaradi preglednosti
oznako vrstice vsakič povečam za deset. Oznaki vrstice sledi ukaz za vrsto gibanja
in ciljno točko X, Y na katero naj se osi stroja premaknejo. Za gibanje med
točkami je uporabljen ukaz G01, ki je ukaz za linearni gib.
V vrstici N1000 je podan ukaz F za hitrost gibanja orodja po izrezu oblike v
milimetrih na minuto. V zadnji vrstici N1080 je podan ukaz M17, ki naznanja
konec funkcije. Za konec NC programa uporabljamo ukaz M30.
(2D OBLIKA TREH PREKRIVAJOČIH TRIKOTNIKOV)
L100
N1000 G01 X1050 Y300 F800
N1010 G01 X600 Y-350
N1020 G01 X300 Y0
N1030 X0 Y-650
N1040 G01 X-300 Y0
N1050 X-600 Y-350
N1060 G01 X-1050 Y300
N1070 G01 X1050
N1080 M17
Odsek kode 4: Dvodimenzionalna oblika za izrez lika treh prekrivajočih
trikotnikov.
5.6.2 Glajenje prehajanja med segmenti oblike
Poleg osnovnih funkcionalnosti stroja, ki sem jih obravnaval v preǰsnjem odlomku,
je za kamnoseški stroj pomemben tudi vidik izreza z upoštevanjem glajenja pre-
hajanja med segmenti oblike (ang. Smoothing of segment transitions).
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Obliko podobno poligonu, kot je v preǰsnjem odseku kode 4, opǐsemo z za-
poredjem linearnih gibov G01. V poligonu so predvsem kritične točke pregiba
oblike.
Za obliko poligona običajno velja, da ni sestavljen iz neprekinjenih diferenčnih
funkcij. Prehod iz enega segmenta oblike v drugi segment, je na točki pregiba
kritičen glede hitrosti. V točkah pregiba je nezaželeno, da bi hitrost orodja padla
na 0 mm/min. Nezveznost funkcije prinaša tudi nenadne skoke hitrosti, ki v
praksi niso izvedljivi [2]. V ta namen mora biti oblika malenkost spremenjena
tako, da so prehodi med segmenti zglajeni. Za glajenje prehoda med segmenti so



















Tabela 5.2: Vrste prehoda med segmenti poligonske oblike.
Stroj za rezanje kamna izkorǐsča funkcionalnosti prehajanja med segmenti
poligonske oblike. V odseku kode 5 sem vnesel visok vnos gladilnega radija in
poklical obliko poligona z G-kodo v programskem odseku 4. S tem trikom lahko na
kamniti plošči izdelamo na primer različne estetske kreacije potrebne za izdelavo
spomenikov.








Odsek kode 5: Primera glajenja prehajanja med segmenti, pri čemer je
klican izrez treh prekrivajočih trikotnikov z Bezier glajenjem tretjega reda.
5.6.3 Generiranje NC programa v Autodesk Inventor 2016 HSM
Postopek generiranja NC programa v CAD/CAM orodjih precej pohitri postopek
izdelave na strojih. V orodju najprej naredimo ali odpremo 3D model, ki ga
želimo izdelati. Nato pa naredimo projekt za obdelavo v CAM. Autodesk Inventor
omogoča generiranje NC programa v CAM zavihku.
Kot prvo je pomembna postavitev obdelovanca, slika 5.6. Pri tem definiramo
točko v katero je vpeto izhodǐsče koordinatnega sistema obdelovanca in določimo
smeri osi koordinatnega sistema “x”, “y” in “z”. Pri tem je os “z” vedno usmer-
jena v smeri gibanja orodja. Smer rezanja svedra poteka po koordinati “z”.
V drugem koraku izberemo želeno obdelovalno operacijo. V mojem primeru
izberem operacijo dvodimenzionalnega izreza po obliki. Najprej izberemo orodje
s katerim želimo opraviti to operacijo. Orodje tračne žage sicer ni na voljo, vendar
je v tem vidiku pomembna izbira orodja v velikosti rezalnega premera. Izberem
rezkar z premerom 20 mm, kar približno odgovarja premeru tračne žage.
V nadaljnjem koraku izberemo hitrost rezanja (ang. feedrate), pot vstopa
orodja do oblike (ang. lead in) in pot izstopa orodja iz oblike (ang. lead out),
ipd. S klikom na poligonsko zanko, program Autodesk Inventor avtomatsko zazna




Ko operater postopek izbiranja točk zaključi, izbere možnost zaključi NC
program. Vgrajeni program v stroju sam generira G-kodo za izrez po izbranih
točkah. Uporabnik lahko nastavlja še hitrost rezanja in čas čakanja v točki,
saj stroj tračno žago nekoliko vleče za sabo (žaga med rezanjem ne stoji čisto
navpično). Če stroj v točki čaka dovolj časa pa žaga erodira v material vse do
točke kjer se ponovno vzravna.
5.7.1 Postopek za tvorjenje NC programa
V namen hranjenja izbranih točk poligona za izrez sem v glavnem programu de-
finiral enorazsežno polje strukture “CNCPoint”. Definirana struktura, vsebuje
koordinati točke “X” in “Y”, izbrano hitrost s katero naj orodje potuje na točko,
čas pavze v točki in števec z zaporedno številko točke. V enorasežno polje struk-
ture lahko uporabnik trenutno shrani do 1000 točk.
V tem segmentu je stroj odprt za nadaljnji razvoj. Strukturo bi lahko razširil
z dodatnimi parametri izbrane operacije, kot so na primer linearni gib, krožni
gib in podobno. Dodal bi lahko parameter za glajenje prehajanja med segmenti
oblike za vsako operacijo, če pride do spremembe v izbiri. Trenutno je glajenje
prehajanja med segmenti oblike urejeno globalno, torej definirano enkrat, na vrhu
NC programa. V osnovi izbrano glajenje je veljavno za vse točke poligonske
oblike, ki je trenutno samo niz linearnih gibov.
5.7.2 Funkcijski bloki za zapis besednih nizov v tekstovno datoteko
Za zapis besednih nizov v datoteko so potrebni naslednji funkcijski bloki:
• Funkcijski blok FB OpenFile omogoča odprtje datoteke oziroma ustvari da-
toteko z izbranim imenom in končnico. Blok vrne objekt, ki omogoča delo
z izbrano odprto datoteko (ang. handle).
• Funkcijski blok FB WriteFile omogoča vpis besednih nizov (ang. string) v
datoteko. Bloku moramo podati objekt z delovno datoteko in besedne nize,
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ki jih vpǐse v datoteko.
• Funkcijski blok FB CloseFile dokončno zapre datoteko in zaključi proces
pisanja v datoteko. Tako je objekt, ki omogoča delo z odprto datoteko
zavržen.
5.7.3 Postopek za zapis besednih nizov v datoteko
Postopek za zapis NC programa v datoteko se izvede v nekaj korakih. V ničtem
koraku se pisanje v datoteko ne vrši. Pobrisana je zastavica za začetek pisanja
v datoteko. Program čaka, da uporabnik pritisne na gumb za shranjevanje NC
programa. Ob tem dogodku izvajanje preide v prvi korak. V prvem koraku
program privzame, da bo ime datoteke v obliki “datum ura.nc”. Imenu datoteke
doda pot, kjer naj bo datoteka shranjena, nakar preide v naslednji korak.
V drugem koraku se ustvari omenjena datoteka in nastavi zastavica za vpis
točk, ki jih je uporabnik shranil v enorasežno polje CNC točk. V tretjem koraku
se izvede zapis točk. V zadnjem koraku se datoteka zapre s tem je zapis uspešno
zaključen. Operaterju se v oknu odpre novo shranjeni program.
5.8 Grafični vmesnik človek - stroj
Uporabnǐski grafični vmesnik (s kratico GUI) stroja igra pomembno vlogo pri
razumevanju, kaj se na stroju dogaja, kot tudi pri upravljanju stroja. Sestavil
sem enostaven in intuitiven grafični vmesnik, ki ima na osnovnem zaslonu (slika
5.8) praktično vse potrebne kontrole za osnovno upravljanje s strojem.
V gornjem levem kotu grafičnega vmesnika je v oknu črne barve vidna po-
zicija stroja v zunanjih in notranjih koordinatah. Spominja na znakovni LCD
prikazovalnik.
Na desni strani je urejevalnik NC programa. V urejevalniku lahko popra-


















Odsek kode 6: Koraki za zapis besednih nizov v datoteko.
označena vrstica, ki jo NC interpreter trenutno izvaja. Pod urejevalnikom so
naslednji gumbi za:
• zaprtje v urejevalniku trenutno odprtega NC programa,
• shranitev v urejevalniku trenutno odprtega NC programa in
• vnos nove vrstice programa (ang. Enter).
Na levi strani poleg urejevalnika je okno za izbiro NC programa, gumba za
odprtje NC programa in za novo definiranje NC programa. Pod naštetim je
okno, ki nas informira koliko časa je minilo od začetka izvajanja programa. Pod




S klikom na gumb “X’-” izvedemo gib z translacijskim sklepom nazaj.
– S klikom na gumb “C’+” izvedemo rotacijski gib v smeri urinega ka-
zalca.
– S klikom na gumb “C’-” izvedemo rotacijski gib v nasprotni smeri
urinega kazalca.
– S klikom na gumb “X+” izvedemo gib v pozitivni smeri koordinate
“x”.
– S klikom na gumb “X-” izvedemo gib v negativni smeri koordinate
“x”.
– S klikom na gumb “Y+” izvedemo gib v pozitivni smeri koordinate
“y”.
– S klikom na gumb “Y-” izvedemo gib v negativni smeri koordinate
“y”.
Na osnovnem zaslonu lahko še poženemo delovanje hidravlične črpalke, ki
poganja žago za rezanje kamnitih plošč in gumb za vklop laserskega žarka. Na
nadzorni plošči sta še gumba za preklop v simulacijo delovanja (izrez na laserskem
žarku) in gumb za preklop za izrez na žagi. Stroj javlja tudi obremenitev, ki jo
čutijo posamezne osi, preračunano glede na električni tok, ki teče v servomotor.
6 Aplikacija za simuliranje delovanja
stroja
Aplikacija za simuliranje delovanja stroja v osnovi omogoča simuliranje giba-
nja mehanizma v realnem času. Pred postopkom simuliranja delovanja stroja
zaženemo aplikacijo “XC-CNC” povsem neodvisno, bodisi s priključeno strojno
opremo ali brez nje.
Slika 6.1: Grafični vmesnik aplikacije za simuliranje delovanja stroja.
Aplikacija omogoča pregled poteka izreza na realnem stroju, lahko zgolj
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zaženemo simulacijo na lokalnem sistemu, brez stroja, kar na svojem računalniku.
Aplikacija za simuliranje delovanja stroja je bila ustvarjena z naslednjimi nameni:
• Dobiti pregled nad trajektorijama, ki jo stroj opǐse v zunanjih in notranjih
koordinatah.
• Preveriti ustreznost uporabljene kinematične transformacije.
• Ustvariti 3D simulacijsko okolje, kjer lahko predvidimo potek izdelave ozi-
roma izreza brez predhodnih poskusov na samem stroju.
6.1 Zajem podatkov prek ADS strežnika po proženju
Podatke iz programov, ki tečejo na TwinCAT jedru lahko preberemo ali vpǐsemo
prek ADS komunikacije. Pri tem sta zanimiva dva principa komunikacije. Eden
od načinov je izmenjava podatkov kot odziv na dogodek, ki spominja na prekini-
tveno delovanje. Postopek za vzpostavitev ADS komunikacije znotraj Matlab je
podan v prilogi B. Drugi način pa je s cikličnim osveževanjem.
Aplikacija za simuliranje delovanja stroja je narejena v programskem oko-
lju Matlab. Za namen ADS komunikacije je uporabljena knjižnica “Twin-
CAT.Ads.dll”. Do knjižnice imamo dostop po inštalaciji programa TwinCAT
in nahaja se na: “C:\TwinCAT\AdsApi\.NET\v4.0.30319\”.
Po uvozu knjižnice v Matlab z ukazom “import”, pridobimo defincije in
objekte za delo z ADS komunikacijo. Za komunikacijo potrebujemo objekt odje-
malca (ang. Client). Objekt je zasnovan tako, da definiramo na katerem naslovu
in vratih naj posluša. V mojem primeru so to vrata, saj se TwinCAT program
izvaja na lokalnem računalniku.
Za komunikacijo potrebujemo tok podatkov in številko povezave. Definiramo
polno ime spremenljivke, ki jo želimo prebrati ali pisati. Za naslavljanje ni po-
trebno skrbeti, ker za to skrbi ADS strežnik.
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Ustvarjenemu objektu odjemalca nato dodamo poslušalca. Poslušalca de-
finiramo tako, da za znakom afna povemo ime funkcije, aktivne po proženju
poslušalca. V številko povezave (ang. handle) shranimo vrednost, ki jo vrne
odjemalec po tem, ko mu definiramo način obveščanja. Za način obveščanja je
potrebno definirati:
• ime spremenljivke, ki jo beremo ali pǐsemo,
• velikost branja glede na tip spremenljivke in
• tip komunikacije (ciklično, na spremembo, ipd.).
6.2 Izris lege stroja v zunanjih in notranjih koordinatah
Izris lege stroja je v aplikaciji za simuliranje delovanja viden na levi strani slike
6.2. Na tej sliki v realnem času poteka izris pozicije Y(X) vrha manipulatorja
v zunanjih koordinatah. Na desni strani slike prav tako v realnem času poteka
izris pozicije C(X’) sklepov, rotacije v odvisnosti od translacije manipulatorja v
notranjih koordinatah.
6.3 Izračun inverzne kinematične transformacije
Izračun inverzne kinematične transformacije je bolj zapleten postopek od izračuna
direktne kinematične transformacije. V splošnem pri serijskih mehanizmih ni
mogoče eksplicitno izraziti notranjih koordinat v odvisnosti od zunanjih koor-
dinat. Kinematične enačbe vključujejo trigonometrične funkcije te je mogoče
analitično rešiti le v posebnih primerih.
Težavnost preračuna inverzne kinematike se povečuje z številom rotacijskih
stopenj prostosti. Z reševanjem omenjenega problema se je ukvarjalo veliko ma-
tematikov in robotikov. Pri izračunu inverzne kinematike se spopadamo z nasle-
dnjimi težavami [12]:
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Slika 6.2: Izris lege stroja v zunanjih koordinatah (levo) in v notranjih koordina-
tah (desno).
• Neobstoj realne rešitve - pri vrednostih zunanjih koordinat, ki jih mehani-
zem ne more doseči, ne obstoja realna rešitev notranjih koordinat [12].
• Mnogoličnost rešitev - pri danih vrednostih zunanjih koordinat lahko obstoji
več rešitev notranjih koordinat. Doslej so na primer pri mehanizmu s šestimi
rotacijami dokazali do največ šestnajst različnih konfiguracij [12].
• Kinematična singularnost - pri nekaterih vrednostih notranjih koordinat (ali
celem področju), se število konfiguracij mehanizma zmanǰsa.
• Neobstoj analitične rešitve, možno je le numerično reševanje.
• Periodične rešitve - neskončno enakovrednih periodičnih rešitev.
Za rešitev problema izračuna inverzne kinematike obstajajo razne metode, ena
od njih, ki sem jo uporabil tudi sam je gradientna numerična metoda ali metoda
Newton-Raphson.
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6.3.1 Metoda Newton-Raphson
Metoda Newton-Raphson je numerična metoda za iskanje korenov funkcije. Upo-
rabljena je za iskanje ničle funkcije premikov, definirane na skupini (dveh) togih
teles. V vsaki iteraciji algoritma dobimo rezultat v obliki premika togega telesa,
ki aproksimira rešitev kinematičnega problema. Ta metoda se uporablja v robo-
tiki v dva različna namena [13]. Pri paralelnih mehanizmih za reševanje direktne
kinematike in pri serijskih mehanizmih za reševanje inverzne kinematike, kar velja
tudi za moj primer.
Uporabljena metoda je robustna in hitra, saj je sestavljena iz malo računskih
operacij in je zato primerna za izračun v realnem času, praktično med vsakim
inkrementom giba manipulatorja. Metoda poda za rezultat eno samo rešitev,
na problem večličnosti rešitve inverzne kinemematike lahko pozabimo. Tukaj
bi lahko uporabili tudi kakšno drugo metodo, a imejmo v mislih, da je rešitev
potrebno podati kot premik togega telesa.
Funkcijo vidno v odseku kode 7, kličem periodično ob vsaki časovni prekinitvi.
Vsakič se v funkciji izračuna inkrement pomika, kar je razlika trenutne lege in
preǰsnje lege manipulatorja v zunanjih koordinatah. Lego v zunanjih koordinatah
pretvorimo iz milimetrov v metre.
Metodi podamo zadnje izračunane kote sklepov, ki smo jih dobili, bodisi iz
začetnih pogojev, bodisi kot rezultat te funkcije v preǰsnjem ciklu. Tudi to število
pretvorimo v metre za translacijski sklep in v radiane za rotacijski sklep.
Za tem se izvede izračun Jakobijeve matrike. V končnih korakih preko in-
verzne Jakobijeve matrike in inkrementa v zunanjih koordinatah, dobimo nov
inkrement pomika v notranjih koordinatah. Pridobljen inkrement pomika v no-
tranjih koordinatah prǐstejemo (rezultat je lahko pozitiven ali negativen) starim
kotom (vsote preǰsnih ciklov) v sklepih in to podamo kot izhod iz funkcije. Na
izhodu podamo tudi trenutno lego v zunanjih koordinatah, ki služi za izračun
inkrementa v naslednjem ciklu.
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function [qKin,pOut]=NewtonRaphson(p,pLast,qKinLast,l)







(* Osvežitev preračuna Jakobijeve matrike *)
J=[-cos(qKin2), -(l-qKin1)*sin(qKin2);
-sin(qKin2), (l-qKin1)*cos(qKin2)];




(* Prǐstevek inkrementa v notranje koordinate *)
qKin=qKin+dq;
pOut=p;
Odsek kode 7: Funkcija izračuna inverzne kinematike po metodi Newton
- Raphson.
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6.4 Izdelava simulacijskega okolja za premikanje modela
stroja v realnem času izvajanja
Za izris premikajočega modela stroja v simulacijskem okolju sem izbral v Ma-
tlabu vgrajen 3D izrisovalnik (ang. plotter). Osveževanje izrisa modela se vrši
vsako časovno prekinitev s fiksno frekvenco osveževanja. Izris se izvede z ukazom
popravka (ang. patch).
V Matlab lahko vpeljemo 3D modele v raznih formatih. Izbral sem format stl.
Format .stl je široko uporabljen kot de facto industrijski standard, ki se uporablja
za hitro izdelavo prototipov zahvaljujoč enostavnosti in robustnosti. Konceptu-
alno je preprost in dostopen. Model v .stl formatu je sestavljen iz trikotnikov,
ki približno sklenejo površinsko obliko modela. Natančneje je v .stl formatu opi-
sana normala in skupne točke (ang. vertices) vsakega polihedrona oziroma lica
trikotnika [14]. Ti podatki o ploskvah so lahko v računalniku shranjeni bodisi v
binarni ali ascii obliki.
6.4.1 Uvoz modela stroja v .stl formatu
Za uvoz .stl modela v Matlab sem uporabil odprto funkcijo “STL File Reader”.
Model se z uporabo funkcije prebere z ukazom stlread(). Za simuliranje delovanja
stroja v Matlabu sem pripravil štiri modele. Prvi del je model translacijskega
sklepa, ki ga predstavlja voziček. Drugi del je model rotacijske mize, ki predstavlja
rotacijo. Tretji del je fiksen del stroja. Predstavlja ga podloga oz. tračnici
vozička in tračna žaga. Četrti del je model obdelovanca, ki ga bo stroj obdelal
po NC programu. Vsi modeli skupaj tvorijo sestav, pri čemer so voziček, miza in
obdelovanec premikajoči.
Pri uvozu .stl modelov vsakega shranimo v svoj objekt. Posamezne dele sem
poimenoval s “fv” in zaporednim indeksom. Takoj po uvozu definiram število
skupnih točk (ang. vertices) polihedronov. Kasneje bomo podatek potrebovali
pri premikanju in rotiranju manipulatorja in obdelovanca.
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Odsek kode 8: Prebiranje .stl formata v okolju MATLAB.
6.4.2 Premikanje modela stroja in obdelovanca
Premikanje modela v .stl formatu je relativno preprosto. Potrebno je le prema-
kniti skupne točke polihedronov (ang. vertices) na drugo mesto. Za translatorni




(* Translatorni premik skupnih točk manipulatorja *)
vozicek=fv1;
vozicek.vertices=fv1.vertices+repmat([xm 0 0],[npts1 1]);
Odsek kode 9: Translatorni premik modela v .stl formatu v okolju MA-
TLAB.
Miza na vozičku se ravno tako kot sam voziček translacijsko premakne. Pri
tem gibu miza torej sledi vozičku. Poleg translacijskega sledenja pa miza tudi
rotira. V robotiki je dobro znana rotacijska matrika, rotacije okrog osi “z”, ki
sem jo uporabil v spodnjem kodnem odseku 10.
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Za rotacijski premik .stl modela najprej njegove skupne točke (ang. vertices)
pomnožimo s transponirano rotacijsko matriko rotacije okrog osi “z”. Rotiranim
skupnim točkam modela mize nato, tako kot vozičku, prǐstejemo še translacijski
premik. Enak postopek velja tako za rotacijsko mizo, kot nanjo položen obdelo-
vanec.
(* Osvežitev kota rotacije *)
fi=(ym*(pi/180));
(* Osvežitev rotacijske matrike *)
Rz = [ cos(fi), sin(fi), 0 ;
-sin(fi), cos(fi), 0 ;
0, 0, 1 ];




miza.vertices=miza.vertices+ repmat([xm 0 0],[npts2 1]);




obdelovanec.vertices=obdelovanec.vertices+ repmat([xm 0 0],[npts4 1]);
Odsek kode 10: Translatorni in rotacijski premik modela v .stl formatu v
okolju MATLAB.
Ko se izvedejo ukazi v odseku kode 10, so vsi modeli sestava manipulatorja
premaknjeni na ustrezno mesto. Preostane samo še klic ukaza za izris modelov v
3D prikaz.
Izris se izvrši z ukazom popravka (ang. patch). Izrisano vsebino shranimo
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v objekt povezave, saj lahko na ta način pred vsakim novim izrisom, star izris
v 3D prikazovalniku izbrǐsemo z ukazom za izbris (ang. delete). Ukaz delete()
sem namenoma postavil v telo stavka poskusi ali ujemi (ang. try/catch), saj ob
prvem ciklu programa v nobenem objektu povezave ni vsebine. Ob tem dogodku
se izpǐse sporočilo: “No handles yet.” Z vsakim nadaljnjim ciklom pa objekt
povezave dobi vsebino. Tako se stara vsebina pred vsakim izrisom najprej pobrǐse
ter takoj izrǐse nova s frekvenco osveževanja, ki je dovolj visoka, da človeško oko
ne zazna utripanja slike.
try






(* Sporoči, da se izbris ni izvedel *)
disp ’No handles yet’;
end
(* Osveži izrise 3D modelov *)




Odsek kode 11: Osveževanje izrisa premikajočega modela.

62 Rezultati
Dodatno sem s programom za simulacijo delovanja stroja naredil virtualno
okolje, v katerem vnaprej vidimo delovanje stroja med gibanjem. Rešitev je
predstavljena v poglavju 6. Omogoča še nadaljnji razvoj na programskem delu
stroja, brez potrebne priključene strojne opreme.
7.1 Izrez na stroju
Na sliki 7.1 vidimo izrez dvodimenzionalne oblike iz kamnite plošče, katere NC
program je bil ustvarjen z izbiranjem točk s klikanjem. V tej fazi kamnita plošča
ni bila vpeta z vrha v centru rotacije, zato je plošča le obtežena s težko kamnito
kocko.
7.2 Izrez v simulacijskem okolju
Možnost izreza v simulacijskem okolju je zelo dobrodošla funkcionalnost. Brez
stroja lahko na osebnem računalniku, ustvarimo NC program za izrez in točno
preverimo potek izreza na samem stroju. Brez presenečenj bo dogajanje na stroju
popolnoma enako kot na simulatorju. Prekrita trikotnika na sliki 7.2 sem narisal
v CAD/CAM orodju Autodesk Inventor HSM in na enostaven način generiral
obliko NC programa, za izrez dveh prekrivajočih trikotnikov. Inventor HSM na
robnih točkah uporabi ukazG2 aliG3 za krožni gib. Te sem odstranil in zamenjal
z linearnimi, ker je moj namen pokazati zmožnost glajenja prehajanja prehodov
med segmenti poligonske oblike.
7.2.1 Primer izreza dvodimenzionalne oblike z glajenjem
Popolnoma enak program sem poklical tudi s prednastavljenimi glajenji prehoda
med segmenti. V primeru na sliki 7.3 je prikazan izrez iste oblike kot na sliki 7.2,
z vključenim krožnim glajenjem prehajanja med segmenti.
Nadalje je na sliki 7.4 je prikazan izrez iste oblike kot na sliki 7.2, z vključenim


7.3 Preverba vgrajenega algoritma kinematične transformacije 65
Slika 7.5: Primerjava strojno vgrajene inverzne kinematike z svojo implementi-
rano inverzno kinematično transformacijo Newton - Raphson.
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2009.
[13] J. M. Selig in H. Li, “A Geometric Newton-Raphson Method for Gough-
Stewart Platforms,” v Computational Kinematics (A. Kecskeméthy in
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A Sekvenca vzpostavitve upravljanja
stroja prek NC interpreterja
V tem dodatku je predstavljen potek vzpostavitve upravljanja stroja prek NC
interpreterja. Postopek je po korakih opisan v poglavju 5.5. Tu je postopek
prikazan še kot algoritem.
(* Pozitiven prehod signala bExec sproži vzpostavitev NCi načina, če
sekvenca čaka v stanju 0 *)
risingExec(CLK:=bExec);
if bReset then
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10:





if NOT fbClearGrp.bBusy then
fbClearGrp(bExecute:= FALSE);










(* Ustvari interpolacijsko skupino *)
fbBuildGrp(bExecute := TRUE,
nGroupId := ItpGetGroupId(sNciToPlc:=in stItpToPlc),
nXAxisId := Axis XY[1].NcToPlc.AxisId,
nYAxisId := Axis XY[2].NcToPlc.AxisId,
nZAxisId := 0,
nQ1AxisId:= 0, nQ2AxisId:= 0,




if NOT fbBuildGrp.bBusy then
fbBuildGrp( bExecute := FALSE);
if NOT fbBuildGrp.bErr then
nState := 20;
else








(* Naloži NC program *)
fbLoadProg(bExecute := TRUE,
sPrg := g strProgram,
nLength := LEN(g strProgram), tTimeOut := t#200ms,
sNciToPlc:= in stItpToPlc );
if NOT fbLoadProg.bBusy then
fbLoadProg( bExecute:=FALSE, sNciToPlc:=in stItpToPlc );
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30:
(* Počakaj, da bo interpreter pripravljen *)
nItpState := ItpGetStateInterpreter(in stItpToPlc);
if nItpState = NCI INTERPRETER READY then
(* Nalaganje NC programa je uspelo *)
nState := 40;
else







(* Zaženi NC program *)
fbStart(bStart := TRUE, bStop := FALSE,
tTimeOut := t#200ms,
sNciToPlc:= in stItpToPlc );
if NOT fbStart.bBusy then
fbStart( bStart:=FALSE, sNciToPlc:=in stItpToPlc );











(* Preveri ali se je NC program začel izvajati - stanje bo različno od
pripravljen. *)
nItpState := ItpGetStateInterpreter( in stItpToPlc );




(* Potrdi M-ukaze npr. M30 *)
(* Tu dodaj dodatne M ukaze opcijsko *)







sPlcToNci:= out stPlcToItp );
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nItpState := ItpGetStateInterpreter(in stItpToPlc);
if nItpState = NCI INTERPRETER READY then
(* NC program se je uspešno izvedel do konca *)




if nItpState = NCI INTERPRETER ABORTED then
bErr := TRUE;









if NOT fbClearGrp.bBusy then
fbClearGrp(bExecute:= FALSE);






















Odsek kode 12: Potek vzpostavitve delovanja stroja prek NC interpreterja.
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B Vzpostavitev ADS komunikacije
znotraj Matlab
V tem dodatku je predstavljen potek vzpostavitve ADS komunikacije med Ma-
tlab aplikacijo in TwinCAT izvajalnim jedrom. Postopek je po korakih opisan v
poglavju 6.1. Tu je postopek prikazan še kot algoritem.




(* Ustvari odjemalca ADS komunikacije *)
tcClient = TcAdsClient;
(* Poveži se lokalno na vrata 851 *)
tcClient.Connect(851);
(* Ustvari bralnik podatkov, številko povezave*)
dataStream = AdsStream(16);
hConnect = zeros(1,1);
(* Spremenljivka ki jo želimo brati v aplikaciji *)
XPosition = ’GVL.AxisXY[1].NcToPlc.actPos’;
79






msgbox(err.message,’Error reading array via ADS’,’error’);
disp([’Error registering ADS notifications: ’ err.message]);
end
Odsek kode 13: Vzpostavitev delovanja ADS komunikacije znotraj Matlab.
