Abstract. Software refactoring is a technique that transforms a program to improve its internal structure, design, simplicity, understandability or other features without affecting its external behavior. Researchers have studied the different angles of the refactoring activity to develop knowledge. Currently, there is an accumulation of knowledge which needs classification and summarization. We collected and studied refactoring research papers published since 1999 to classify and summarize. This can is help to reveal the research pattern, common concerns, and statistics to formulate better research topics.
Introduction
In the real-world, it is obvious for software to evolve over time to adapt the dynamic environment, therefore software enhancement, modification and adaptation becomes more complex [1, 2, 3, 4] . As the Lehman's stated, the functionality increment in a system always brings a decrease in the quality and an increase in the internal complexity [5, 6] . The branch of software engineering that addresses these problems is called software refactoring [7, 8, 9, 10] . This study examined software refactoring research papers from digital libraries such as IEEE Xplore, ScienceDirectory, ACM, Springer and Web of knowledge and classified based on their content to identify how far each group studied. The reminder of the paper structured as follows: Section 2 describes the background. Section 3, explains the research method. Section 4; provides the results and Section 5 previews future trends and conclusion.
Research Background
Tom Mens provided an overview of existing research area in the field of software refactoring such as: refactoring activities, techniques and formalism, types of software artifacts and refactoring and software process [11] 
Analyzing the Papers
Through careful reading of the title and abstract, we remained with 169 papers by removing the redundant and unrelated papers. 37 papers (shown in the Annex) selected using systematic sampling for examine the entire paper and for the remaining the title, abstract and conclusion to conduct the classification and the summarization.
Conducing the Study

1 Classification of the Software Refactoring Research Papers
Since 1999, researchers have studied software refactoring in various areas. Classification and structuring the findings is important to benefit from these studies. We analyzed all the 169 papers and classified into the following groups:  Survey of software refactoring: review refactoring papers (2, 3, 4, 9, 11)
1 .  Software refactoring tools: papers written on refactoring tools (5, 10, 14, 20, 22) .  Bad smell and Refactoring: discusses bad smells and refactoring (6, 21, 24, 33 
Finding of the Detailed Analysis Process
The following are the analysis process outputs of the 169 papers where refactoring studies are contribute a significant amount of knowledge.  Researchers effectively showed database and HTML document refactoring.  Though it is not an exhaustive list, the driving forces of system refactoring are identified: cost, profits, suppliers, information, technical or futures.  Design pattern, micro pattern, anti-pattern, code smell and software refactoring association and dependency are investigated to a certain level.  Test driven development (TDD) and how and when to apply refactoring with unit testing to make the TDD more effective and efficient.  How formalisms help to guarantee program correctness and preservation.  General and specific characteristics of the refactoring tools are provided.  Identification of which refactoring to apply is dependent on the particular application domain type e.g. Web based.  How software external qualities affected after refactoring is studied theoretically & empirically.  Some researchers show how to use code complexity analysis to detect whether classes need a refactoring or not.  Studies indicate that unit testing is the commonly used efficient technique to validate the preservation of the internal behavior after a refactoring.  The difficulty of merging and integration is the main cause not to do refactoring.  A better validation technique is more important than having best refactoring tool.
5
Conclusion and Future Work
In software development activity, refactoring is highly desirable to assure the quality of the software process and product. In this paper, we have classified and examined 169 software refactoring related research papers that are published over the past fifteen years. The following are areas which need further investigation:  How to do refactoring of testing artifacts; requirement and design model.  How refactoring shall be used in small, medium and big project and/or company.  Rectify the confusion with different researchers about refactoring and the external or internal quality of software and how they are affected.  Establishing guidelines are needed which contain and support system refactoring.  How refactoring can fit well in the linear waterfall or incremental spiral models.  Studying what fraction of code modification is refactoring need further investigation.  Identifying the most frequent refactoring to narrow down the refactoring option.  Classifying refactoring method based on software quality attributes needs theoretical and practical research.  Determining which code smell is effective to indicating the need of refactoring.  Currently there a tremendous interest to apply refactoring related concurrency, parallelism, mobile platforms, web-based, cloud computing and GPU etc.  How can we improve programmers experience in using refactoring tools?  How can we improve programmers' knowledge and skill of refactoring? Finally, the above directions can be a candidate research area for the researchers and practitioners to overcome the limitations of the software refactoring activities.
