Abstract
Introduction
To remain competitive in the fast growing and changing world of software development, project managers must optimize the use of their limited resources to maximize the delivery of quality products on time and within budget [1] . Software bug repositories have been recognized as reliable data assets that can provide useful information to assist with the software development and project management process. Therefore, in this work, we have modeled the occurrence of bug patterns through the characterization of information stored within bug repositories. We use the proposed approach is to predict the number of bugs and types of bugs reported for the Eclipse project for a specified period, as required by the proposed challenge in [2] .
The remaining part of the paper is organized as follows. In section 2, we discuss the information source for our input data. The model used for the bug predictions is described in Section 3. The prediction results obtained using our technique, are presented in Section 4. Section 5 concludes the paper.
Input Data
Although over 70,000 bugs associated with the Eclipse project over the past 6 years were downloaded, we were particularly interested in the 32 components of Eclipse, as specified in the challenging task list [3] . More specifically, the model was applied to Eclipse bugs repositories for the MSR challenge [2] . The bugcount for each of these 32 components was calculated for each month, from January 2001 to January 2007 (73 months).
Model for Prediction
The proposed model presented in this paper was built on two bug pattern assumptions. The first is based on the assumption that the number of bugs or bug-count reported for any given component in a given month i, is most strongly impacted by the bug-counts reported for the previous month i-1. This can be represented as:
This indicates that the bug prediction for any month is largely influenced by the bug-count of the preceding month. To model this, we introduce the stabilizing factor, ; which is a measure of how much the predicted bug-count deviates from the previous month. Hence,
Here the factor is used as an offset adjustment to predict how much the bug-count will vary in the month under consideration from its most recent predecessor. In order to determine the factor , we take into account the bug-count history of all available years and use local corrections. Thus, we study this bug prediction problem by analyzing the historical bug data both locally and globally.
In our analysis, we refer this as 'recency-weighting' approach in which weights are arranged in a manner that boosts the weight of the most recently known monthly bug-count for that component. Although the above global analysis might shed significant light on understanding the overall bug-count trend, it does not include any information about trends (local) that might be specific to a particular month. As the bug-count is the 'reported' bug-count, it may be assumed that the bug-count gets affected by seasonal factors such as holidays, vacations, allergies, or some other local factors. So we add a local analysis factor in our model. Since we had to predict for the months of Applying the previous year-month's bug count offset to predict current month-year bug-count for the given component is a viable approach, since the local trends specific to a month of the year may be expressed in this case. The implicit bug-count predicted also provided a higher weight for the previous two years than other prior (month) years. 
Prediction Results

Conclusion
In this work, we have presented an elegant approach to the prediction of bugs for a software project based upon the information contained in open-source bug repositories. We have illustrated the use of a local and global recency weighting technique for the design of a bug prediction algorithm. While we do encounter some extreme cases in the results, the overall results obtained are, in general, promising. In the future, we plan to address predicting for a more distant future by considering issues such as software versioning impacts. We also plan to study related issues such as change and stability analysis.
