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The Semantic Web and Software Engineering are two 
separate communities. Recent efforts in the context of 
Semantic Web vision have lead to a number of 
standards such as OWL and Web Services 
technologies. However, in the context of Software 
Engineering, most of software developers have little 
guidance on how to build a real-world Semantic Web 
application. In addition, most software developers are 
not aware of ontology concepts, which it is a backbone 
for the Semantic Web technologies. Therefore, recent 
research should be focused on creating a bridge 
between these two communities. This paper provides 
an overview on some backgrounds about ontology-
driven software development particularly to review on 
recent efforts towards the development of real-world 
semantic web application. We outline a link between 
two separate communities by describing OMG’s efforts 
to bring MDA standard for ontology-driven software 
development. From the review, we agree that to give 
software developers a standard guidance on how to 
build real-world Semantic Web applications, the 
answer is OMG’s initiatives that lead to a standard in 
MDA-based where it can exploit current existing tools 
such as UML-based tool for developing ontology. 
Finally, we also try to point out some possible future 
works about the efforts. 
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A lot of effort is being devoted to bring software 
engineering techniques to semantic web technologies 
and vice versa. One of the efforts is to benefit from 
ontology development with Model-Driven Approach 
(MDA) standards (Miller, & Mukerji, 2003) such as 
ODM (Ontology Definition Metamodel). Many 
advantages can be achieved by this approach such as 
well-supported software tools, standard visualizations 
and the development of tools based on well-established 
standard (Colomb et al., 2004). However, without a 
better understanding about this environment (i.e., 
knowing how these effort comes to the story), may 
cause some difficulties when come to deepen specific 
related problems. This paper provides a high-level 
overview on some backgrounds regarding these two 
separate communities; Software Engineering and 
Semantic Web in general, and the MDA, UML, ODM, 
and ontology in particular.  
 
Section 2.0 provides some fundamental knowledge on 
what ontology is, what are the ontology modeling 
elements and how ontology looks like. An explanation 
is given based on one level of ontology example (i.e., 
Olympics ontology). Section 3.0 explains about the 
emerging of ontology languages and the movement to 
suggest UML as knowledge representation languages 
for ontology development. However, to understand 
UML in ontological representation, it is also important 
to be aware of some limitations of using UML for 
designing ontology. To explicitly understand on these 
limitations, section 4.0 illustrates an overview of OWL 
(Web Ontology Language) as the standard format in 
which ontologies are represented online and continue 
in section 5.0 to summarize some important mapping 
strategies between UML and OWL. Section 6.0 
outlines the emerging of ODM as a result of MDA and 
Semantic Web movement. Section 7.0 highlights some 
points as a consequence of these efforts and tries to 
somewhat speculative in nature. Finally, we summarize 
some remarks in the section 8.0. 
 
2.0 AN ONTOLOGY 
 
Artificial Intelligent (AI) researchers adopted the term 
“ontology” in the early 1980s to refer to models of a 
domain upon which expert systems rely and which 
form the meta schema of knowledge bases (Guarino, 
1998). It has been defined as a particular theory about 
the nature of being or the kinds of existence (Meriam-
Webster, 1999). Many research fields have been using 
ontology; such as AI, knowledge-based systems, 
language engineering, multi-database systems, agent-
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based systems, information systems, e-commerce, and 
knowledge management (Guarino, 1998). 
 
What is an ontology? In general, an ontology defines 
terms and concepts (meaning) used to describe and 
represent an area of knowledge, as well as relations 
among them. There have been many definitions of 
ontology have been given in the last decade. One of the 
best definitions is given by (Gruber, 1993): “An 
ontology is a formal, explicit specification of a shared 
conceptualization”. A “conceptualization” refers to an 
abstract model of some phenomenon in the world that 
identifies the relevant concepts of that phenomenon 
(Fensel, 2001a). “Explicit” means that the type of 
concepts used and the constraints on their use are 
explicitly defined (Fensel, 2001a). “Formal” refers to 
the fact that the ontology should be machine-readable 
(Fensel, 2001a). “Shared” reflects the notion that 
ontology captures consensual knowledge, that is, it is 
not restricted to some individual, but accepted by a 
group or community (Fensel, 2001a). In a nutshell, the 
ontology provides meaning, organization, taxonomy, 
agreement, common understanding, vocabulary, and a 
connection to the “real world” (Fensel, 2001a). 
Furthermore, with the advent of Semantic Web, 
ontology languages, and since ontology is widely 
accepted as a backbone for Semantic Web, therefore it 
is becoming essential and it becomes a key asset in 
describing the structure and semantics of information 
exchange.  
 
What is in an ontology? What does an ontology look 
like? An ontology defines a common vocabulary for 
researchers who need to share information in a domain. 
It includes machine-interpretable definitions of basic 
concepts in the domain and relations among them (Jens 
& Partner, 2003). Thus, an ontology includes concepts 
(things) in the domains of interest, relationships 
between those concepts, properties (and property 
values) of those things, the functions and process 
involving those things and constraints on and rules 
about those things (Jens & Partner, 2003). The 
explanations of these elements are summarized in table 
1, which is based on an example of one level of 
Olympics games ontology as shown in standard UML 


















Figure 1: An excerpt of the Olympic Games Ontology 
 
As shown in Figure 1 that is what basically ontology 
looks like. For example, the concepts such as athletes, 
coaching teams, organizers, spectators, (see table 1) 
can be group into other such group as Audience and 
Organizational (see figure 1). These entire groups can 
be organized in hierarchy form similar to product 
catalog categorization.  
 
 
Table 1: A Description of Fragment of Olympic Games Ontology 
 
Elements Descriptions Example 
 
Concepts It is useful to write down a list of all terms 
about the domains of interest. Some of the 
terms are concepts and the remaining are 
properties of that concepts. Concepts are 
called classes.  
 
Athletes, coaching teams, organizers, 
spectators, journalist, sports, transport, 
logistics, and volunteers. 
 
Relationships In ontology, the relationship is about 
developing the class hierarchy or taxonomy 
(subclass-superclass relationship) 
 
Winter sports and summer sports is a ”kind 
of” Sporting program  
 
Biathlon, Bobsleigh, Curling, Ice Hockey, 
Luge, Skating and Skiing is a ”kind of” 
Winter sports 
 
Properties Once we have identified some of the classes, 
we must describe the internal structure of 
classes. Some of the terms are properties, 
which a certain class belongs to. These 
properties become slots attached to that class. 
Relationship to other individual (instance) is 
also defined in the slots that describe the class. 
An athlete’s name, country name, number, 
type of sports, last record and etc.  
 
Ben Johnson is an instance-of athlete class. 
He has-participate in 100 meter running 
sports, which, it is an individual of running 















































An ontology has functions and processes that 
involving those things (concepts). We can 
design ontology to organize and structure 
business functions and activities taking place 
in a domain.  
 
In Olympics, probably we have Community 
Relation functions that have primary activity 
such as Meeting. In this activity there are a 
number of records may be created regarding 
such as Olympic Games Sport Events. We 
can develop like domain activity ontology 
for classifying and indexing records that will 
have meaning and will be placed within the 





Defining the facets of the slots. This 
restriction on slot keeps a knowledge base 
consistent. For example, slot cardinality (i.e., 
1:1, 1:M) defines how many values a slot can 
have. Slot-value type describes what types of 
values can fill in the slot (i.e., string, Boolean, 
number, enumerated, instance-type) 
 
A country of an athlete class will be a single 
cardinality slot (An athlete can represent 
only one country) 
 
A country of an athlete class can has value 




An individual instance is the most specific 
concepts represented in a knowledge base. It 
has the several slots with value that has 
defined in its class. 
 
Ben Johnson is an individual of athlete 
class. He has the following slot values such 
as name: Ben Johnson, Country: Canada, 
Type of Sports:  Running, Has-Participates: 




An ontology is based on a taxonomy, which represents 
a class hierarchy in the object-oriented world. People 
are commonly used to designing taxonomies. In 
example, at the Olympics we would identify Olympics 
groups and layout a group hierarchy. Assume these 
groups can be range from most general groups such as 
supply chain (i.e., catering, designers, contract officer, 
legal and financial advisors) sponsorships (i.e., IOC, 
National Committee, Financial contributions, 
advertising, etc) audiences  (i.e., volunteers, 
broadcasting, ticket sales, visitors, etc), and 
organizational dimension  (i.e., Olympic village, 
athletes, teams, doctors, etc). While the hierarchy 
already contains implicit relationships between groups, 
the ontology designer may add additional relationships 
among the groups.   
 
The reality is that, nobody has probably ever used the 
term “ontology” for making a kind of taxonomy 
structure. However, that is what ontology basically is. 
In general, the development of ontology practically 
includes (Noy, & McGuiness, 2005): 
 
a) Defining classes in the ontology. 
b) Arranging the classes in a taxonomic. 
c) Defining slots and describing allowed values for 
these slots. 
d) Filling in the values for slots for instances.  
 
After understanding the elements of ontology and 
know how to developing an ontology, we might ask 
about why we need to develop an ontology? Some 
main points are given in (Noy, & McGuiness, 2005) as 
follows: 
 
a) To share common understanding of the structure of 
information among people or software agents. For 
example, assume the Olympic Games (OG) 
program includes 35 sports and nearly 400 events. 
The biggest sporting program such as OG will need 
a lot of services for example information service to 
the users such as TV media, international supporter, 
athletes, local or foreign tourists, OG committee 
and so on. Most probably, some information will 
cover from general category (i.e., city info, eating, 
drinking, hotels, public transport, weather 
information, etc) to specific category (i.e., specific 
queries on temperature, air pressure of a specific 
region, specific dining services and taxi dialog 
assistance). To make this happen, all information 
must be structured, categorized and standardized 
for supporting the user requirement. Without 
common understanding about all information (i.e., 
information taxonomy and logics descriptions), it is 
difficult to build very effective and efficient 
information service for OG. 
 
b) To enable reuse of domain knowledge. For 
example, since there are various of sports and 
events in OG, probably OG domain ontologies such 
as sports, tourism, weather and public transport can 
be reused or customized for similar games to OG 
(i.e., Asians Games, Commonwealth Games, Sea 
Games). In fact, this can be done by extending, 
integrating or customizing this general ontology to 
other games.  
 
c) To make explicit domain assumptions explicit. 
Ontologies provide a clear separation from “what” 
and the “how”, meaning that business analyst can 
focus on the business (i.e., domain) aspects, 
completely ignoring how declarative knowledge 
translates into some kind of software system. In 
other words, business analyst can describe concepts 
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in terms that stakeholders understand. For example, 
in the case of OG, it is very important to first come 
out with OG ontology rather than to straightforward 
develop varieties of IT system for supporting the 
events. OG ontology will bring business analyst 
and IT experts speak the same language and as a 
result, it leads to a number of well planned IT 
support development for the OG. The OG ontology 
also making the domain of OG explicit and can be 
easily understand by OG stakeholders (i.e., IOC, 
IOC members, etc)  
 
d) To separate domain knowledge from the 
operational knowledge. For example, sport 
programs such as badminton and football have 
different components such as number of players, 
referee, terms, and length of match. We can 
describe a task of implementing a program (i.e., 
badminton competition) from its components 
according to OG’s standard requirement, and 
implement a program that does this implementation 
independent of the sports and components 
themselves. We can then develop an ontology of 
sport-components and characteristics and apply the 
algorithm to configure made-to-simulate sport (i.e., 
badminton competition simulation).     
 
e) To analyze domain knowledge. An ontology is a 
basis for some applications to use it to complete a 
certain domain request. For example, tourism 
ontology for OG may describe some points of 
interests, restaurants and hotels. One application 
could create tourism suggestion for answering 
queries of Olympic Game’s tourist. Another 
application could analyze a travel agent list and 
suggest which travel agent categories are 
appropriate to the specific tourist profile (i.e., for 
mobile tourist) 
 
3.0 UNIFIED MODELING LANGUAGES 
 
In order to put ontologies into practice, it needs for 
language infrastructure to specifying them. Therefore, 
many knowledge representation languages have been 
developed such as (Klyne et al., 2004; Bechhofer et al., 
2004; Genesereth, 1991; Farquhar et al., 1997; 
Brahcman & Schmolze, 1985; Kiffer et al., 1995). In 
the context of Web, the languages are built on two 
important Web standards; XML (extendible Markup 
Language) and RDF (Resource Description Framework 
(RDF) (Klyne et al., 2004). The XML is a Web 
standard that provides the information exchange and 
business transaction on worldwide network (internet) 
while the RDF is a second important standard when 
talking about the Web and ontologies (Fensel, 2001a). 
The RDF is an application of XML for the purpose of 
representing metadata. This may raise the question why 
there is a need for RDF at all, because all metadata 
represented in RDF can also be represented in XML. 
Actually, RDF provides a standard form for 
representing metadata in XML (Fensel, 2001a). 
Nevertheless, how does the ontology itself could be 
represented in XML? This is actually can be done 
through RDFS (Resource Descriptions Framework 
Schema) (Brickley et al., 2004). The RDFS provides a 
fixed set of modeling primitives for defining an 
ontology (classes, resources, properties, is -a and 
element-of relationships, etc). In fact, this makes clear 
how RDFS comes into the story (Fensel, 2001a). 
Currently, several proposals have been made to unify 
ontology and Web languages such as XOL, OIL, 
DAML+OIL, OWL (Karp et al., 1999; McEntire et al., 
1999; Fensel et al., 2001b; Bechhofer et al., 2004). The 
comparison of these languages features has been 
summarized in (Fensel, 2001a). In a sense, it shows 
that only OWL has any chance of survival (Fensel, 
2001a). 
 
A detail discussion about ontology languages is not the 
scope of this paper. However, this paper briefly 
summarizes some important mappings between UML 
and OWL (see section 5.0) in order to understand 
limitations of UML in representing ontologies. 
Because of the UML is widely accepted as a standard 
modeling languages for computational systems, many 
software tools have been developed for supporting 
UML-based software development. In addition, UML 
has many features like profiles, global modularility and 
extension mechanisms that are not generally available 
in most ontology languages (Baclawski et al., 2002). In 
example, UML provides built-in profiling facilities to 
make UML can be extended for modeling any kind of 
application in different platform (such as CORBA, 
.Net, J2EE) or domains (such as real time, web-based, 
business process modeling, experts system, etc). 
However, for modeling ontology, it has some features 
that UML does not support which are generally 
available in most ontology languages such as OWL. It 
is because UML is based on object-oriented paradigm 
and certainly some UML limitations in ontology design 
stem from its origin. However, although there are 
somewhat different, UML and OWL share many 
characteristics where explicitly as shown in table 2.  
 
Applying UML to the OWL initiatives allows for a 
large number of existing UML-based tools and models 
as well as the considerable experience with UML to be 
used for knowledge representation systems. 
Furthermore, using UML as a graphical front-end for 
modeling ontologies in a text -based ontology 
languages (e.g. OWL), would allow UML to be used 
for visualization of complex ontologies (Baclawski et 
al., 2002). Therefore, many authors recommend UML 
as the graphical notation for representation ontology 
(Cranfield & Purvis, 1999; Baclawski et al., 2002; 





4.0 WEB ONTOLOGY LANGUAGE 
 
In section 3.0, we have been mentioned about the need 
for ontology languages to represent ontology. Most of 
them are text -based and it is useful to create a front-end 
graphical language for modeling ontologies. Thus, it 
has lead to an explanation of making UML as a 
knowledge representation system. By doing so, many 
advantages (i.e., well-supported tools) can be benefited 
from this proposal since UML is now a de facto 
standard for modeling any software systems. However, 
UML is a software engineering standard, emerging 
from object-oriented paradigm for specifying, 
visualizing, constructing, and documenting artifacts of 
software systems. It has only some features that can 
only support ontology modeling (i.e., through 
mapping) as summarized in section 5.0.  
 
This section provides some backgrounds on one of the 
ontology standard, Web Ontology Languages (OWL). 
OWL is a Web Ontology language. Where earlier 
languages have been used to develop tools and 
ontologies for specific user communities (particularly 
in the sciences and in company-specific e-commerce 
applications), they were not defined to be compatible 
with the architecture of the World Wide Web in 
general, and the Semantic Web in particular 
(Bechhofer et al., 2004). The OWL is intended to be a 
standard ontology language that can be used to 
describe the classes and relations between them that are 
inherent in Web documents and applications. It is a 
W3C recommendation that will become a predominant 
ontology language in the Web context (Fensel, 2001a; 
Bechhofer et al., 2004). Since OWL has been recently 
finalized as the standard format in which ontologies are 
represented on online, many ontology-based tools are 
increasingly moving to support OWL. For example, in 
Protégé, we can now generate OWL by using protégé-
owl.  
 
OWL is based on XML and RDFS, and thus an XML 
format is being used for interchanging OWL 
ontologies. OWL has richer expressions capabilities 
than object models in UML and XML schemas to 
create conceptual models (Bermudez et al., 2004). This 
is because OWL is a language that supports description 
logics while the other two do not. Using OWL it is 
possible to create logical statements like inverse, 
transitive, symmetric and functional relations 
(Bermudez et al., 2004). In this way, it is useful to 
build intelligent applications that enable a system to 
reason, and make deductions based on explicit 
representation of knowledge. More, in OWL, it is 
possible to easily extend conceptual models distributed 
in the Web, reusing previously created resources, due 
the capabilities of the RDF, to link concepts across the 
WWW. More, representing restrictions in OWL is 
much more flexible because it allows multiplicity of 
restrictions on properties in a way that it does not affect 
the membership of objects in a class (Baclawski et al., 
2002).    
 
Exploiting of OWL, as a web ontology language 
standard such as specifying description logics in 
representing ontologies online will ma ke the web is 
syntactically and semantically richer than common 
approach. This is the vision of Semantic Web 
technologies by providing a machine-processable 
semantics of information sources that can be 
communicated among agents, application program and 
humans. However, this effort needs a better way based 
on well-accepted guidance to integrate domain models 
(i.e., OWL) into the development cycles of typical 
software in order to develop real world Semantic web 
application through software engineering techniques. 
 
5.0 UML and OWL 
 
Table 2 serves as an overview of the mapping of UML 
to OWL while table 3 summarizes some important 
concepts in UML that can be mapped to OWL with 
including few examples of OWL features or construct. 
 
Table 2: High-Level Mapping of UML and OWL Concepts 
 
Similar UML Concepts OWL Concepts 
Package Ontology  
Class Class 
Class Generalization Relations  Hierarchy 
Aspects of Attributes, Associations 
and Classes 
Property 
None for Attributes, limited 
Generalization for Associations, 




Constraints Association Ends, 
including multiplicity and roles. 






Data Types Data Types 






As background, OWL builds on RDF and uses RDF’s 
XML-based syntax. A syntactic forms for OWL more 
readable and compact than XML-based syntax.  
Moreover, an OWL has a graphic syntax based on the 
conventions of UML (see table 3). In the context of 
mapping, what does UML differ from OWL? Based on 
table 3, it is clearly shown that, the most problematic 
difference between UML and OWL is the concept of 












































A property in OWL is a first-class property (Baclawski 
et al., 2002). It can exist without specifying any classes 
that it might relate, or in other words it can exist 
independently of any classes. Furthermore, in UML, an 
association is defined in terms of association ends, 
which must be related to classifiers. Moreover, while in 
UML a binary association can only relate two classes, 
in OWL, a property can relate more than one pair of 
classes.  The concept of property in OWL and UML is 
very important to be understood since it gives some 
significant differences between both of them. 
 
Thus, it is crucial to know how to map “UML 
properties” to “OWL properties”. For example, the 
attributes that defined in UML class can be mapped to 
owl:DatatypeProperty (if in case of  primitive data 
type). However, if in case of class types, it can be 
mapped to owl:ObjectProperty (described by or, see 
attribute in table 3). Generally, the mapping from UML 
class to OWL class will involve the mapping from 
UML class generalization relationship to 
rdfs:SubClassOf, UML attribute and association to 
owl:DatatypeProperty and owl:ObjectProperty. In 
addition, there are multiplicities between UML classes, 
therefore the mapping will als o create the 
owl:Restriction that specify owl:onProperty, 
owl:minCardinality and/or owl:maxCardinality.  For a 
detail overview of mapping UML to OWL can be seen 
in OMG’s ODM. 
 
UML OWL OWL Features 
Class Class owl:Class 





Binary Association (Property Type) 
ObjectProperty 
owl:ObjectProperty  
Attribute Type (Property Restriction) 






Allowed Value Restriction 
owl:Class or rdfs:SubClassOf and  
owl:Restriction and 






(Property Restrictio n) 
Cardinality 
owl:Class or 
rdfs:SubClassOf and  
owl:Restriction and 






























Generalization SubClassOf rdfs:SubClassOf 
Note Comment rdfs:comment 








(import package or 
individual) 
Import  owl:Import  
Object Instances 
 




6.0 ONTOLOGY DEFINITION 
METAMODEL  
 
In literatures, many authors recommend UML as the 
graphical notation for representation ontology 
(Cranfield & Purvis, 1999; Baclawski et al., 2002; 
Colomb et. al., 2004;   Bermudez et al., 2004; 
Guizzardi et al., 2004) as described in previous section 
3.0. All these efforts are remarkably similar to the 
MDA movement initiated by the OMG in order to 
explore ways on how to better integrate high-level 
domain models into the development cycles of 
conventional software (Knublauch, 2004). A main idea 
of MDA is to employ domain models in languages like 
UML, and to have code generated from them for 
specific applications and platforms (Knublauch, 2004). 
Creating a bridge between Semantic Web and Software 
Engineering on what these two communities can learn 
from each other is very crucial task. To do this, MDA-
based languages could be applied to bringing this 
bridge as example demonstrated in (Gasevic et al., 
2004). 
 
The OMG’s recent efforts in defining a mapping 
between OWL and MOF/UML can become a 
cornerstone in bringing the fields and tools much closer 
together (Knublauch, 2004). Thus, with the advent of 
the semantic web movement and the consequent 
development of ontology modeling languages like 
OWL, the development of ontologies has become 
mainstream. As a result, the OMG issued a Request for 
Proposal (RFP) for an Ontology Development 
Metamodel (ODM). ODM is an MDA-based ontology 
language (i.e., metamodel). ODM is designed to 
enclose common ontology concepts. At the moment, 
since OWL is the result of evolution of existing 
ontology representation languages, and is a W3C’s 
recommendation, it is a good starting point for ODM 
construction is OWL.  
 
ODM’s effort is devoted to make use of graphical 
modeling languages like UML. Since UML has some 
limitations, ODM called for extending UML 
metamodel (i.e., defined in MOF). Besides, ODM also 
provides others MOF for several metamodels such as 
RDFS/OWL, Simple Common Logics (SCL), Entity 
Relationship (ER) and Topic Maps(TM). All these 
metamodels are tied together with UML profiles and 
metamodel to metamodel mappings. The mapping 
strategy in the ODM is to map all different metamodel 
to and from OWL Full, except for SCL for which there 
is only a mapping 
 from OWL Full (Colomb et al., 2004).  Currently, 
ODM provides structure, gives us a metamodel-based 
semantic foundation for ontology languages, so we can 
use MDA capabilities for ontology development. 
However, in order to use existing standard CASE tools 
for ontology development we need a UML profile 
whose formal semantics is compliant with the ODM 
(Gasevic et al., 2005). 
 
In conclusion, the ODM’s request is for a MOF (Meta 
Object Facility) metamodel for ontology development 
metamodel with a mapping to UML and a binding to 
OWL, which will provide for translation from UML to 
OWL, and, for using UML tools in ontology definition. 
(i.e. for UML presentation syntax for OWL) (Jens & 
Partner, 2003; Colomb et al., 2004). As a result, the 
package structure of the MOF makes it simple for third 
parties to publish extensions to the ODM for 




The semantic web and software engineering are 
different communities. However, each community has 
developed in parallel two technologies that somewhat 
has a link between them. They have common points 
and issues and can be brought closer together. Among 
that important technologies are OWL and MDA. The 
OWL is recently becoming a standard ontology 
language that is a W3C recommendation in the Web 
context. While MDA is OMG’s standard, which 
promoting to keep software-design platform 
independent, and most of the development of software 
tools follow the MDA standard (i.e., UML CASE 
tools). MDA provides some basic layers for developing 
MDA-based modeling languages (i.e., MDA-based 
metamodel) such as UML, CMW (Common 
Warehouse Metamodel), ODM. All MDA-based 
languages defined in MOF (metametamodel layer). 
To support ontology engineering in the sense of MDA 
dialect, OMG has issued a RFP for Ontology 
Definition Metamodel (ODM). The central idea of this 
effort to make UML modeling tools for ontology 
development, implementation of ontologies in OWL 
and promote forward and reverse engineering for 
ontologies. To make this happen, ODM called for 
MOF for several ontology representation systems, 
UML profile and mappings for supporting ontology 
development. By having UML profile, we can use 
existing UML tools for ontology development. 
However, profiling is a feature of UML itself, not the 
MOF, and not any of other metamodels in the ODM. 
Therefore, ODM called for mappings strategy. 
Through mappings, we can map from one metamodel 
to another. ODM’s mapping strategy is to map each 
metamodel to and from OWL Full, except for SCL for 
which there is only a mapping from OWL Full 
(Colomb et al., 2004). 
 
Many advantages can be benefited from OMG’s 
initiatives. From our review, we draw several points as 
follows: 
 
a) To provide well-established principles for ontology-
based application (Semantic web application) 
b) To benefit from ontology development with MDA 
standards.  
 390 
c) To make ontology engineering process closer to 
software engineer. 
d) To encourage the development/enhancement of 
standard software tools for supporting these efforts 
(i.e. ODM-based tools). For instance, tools for 
supporting transformation both between UML 
profile and OWL.  
e) To make high-level domain models (ontologies) 
important to software development process. 
f) To highlight minor changes to the existing software 
development process in term of the exchange of 
information between ontologies and other tools  
g) To revolute the role of business analyst (domain 
designer) in order to streamline the process of 
software development (software engineer).  
 
However, in our opinion, we would like to investigate 
more works devoted to the following areas: 
 
a) To establish explicit methodologies or frameworks 
in using this effort for the purpose of Semantic web 
application development. 
b) To develop tools or enhancing existing standard 
tools (i.e. UML tools) for supporting ODM, for 
example. 
c) To apply OMG’s efforts (i.e. MDA, ODM, UML) 
in order to test and evaluate these means in the 
ontology-based application and development. For 
example, in the context of ontology-based 
development tools for design and run-time 
requirements. 
d) To make such as ODM, UML as an established 
intermediate representation (i.e. graphical front-
end) for ontology engineering with MDA paradigm, 
for example. 
e) To exploit these efforts (i.e. MDA and ontology) 
and utilizing them in other ontology-based 
application such as in the area of information 
retrieval, multi-agent systems, e-commerce, 




It is  very difficult to do research without understanding 
several aspects that are relevant to our works. In fact, 
understanding a generic environment about our works 
is one of the earlier steps towards defining certain 
specific problems. In similar, this paper provides some 
backgrounds about ontology-driven software 
development efforts. Ontology is not really new 
concepts. It has been around for a very long time in 
philosophy. It has been developed and investigated for 
some time in artificial intelligence for knowledge 
sharing and reuse. However, the ontology concepts 
have recently attracted attention from many fields such 
as databases, e-commerce, knowledge management, 
intelligent information integration, cooperative 
information systems, information retrieval, and 
enterprise application integration. As ontology is the 
backbone technology of the next web generation 
(Semantic Web), many efforts have and are being done 
in order to bring ontology closer to software 
engineering practices. In other words, many works 
have been concentrating towards ontology-driven 
software development, which will lead to the 
development of a well-established guidance for 
software engineering communities on how to build 
real-world Semantic Web applications.  
 
In the context of Semantic Web, we need some ways 
on how to better integrate high-level domain models 
(i.e., ontologies) into the development cycles of typical 
software development. Recent works have lead to a 
number of standards to bring closer between Semantic 
Web and Software Engineering fields. One of the main 
important initiatives that has now become mainstream 
is to apply MDA in ontology engineering. As a result, 
OMG has introduced ODM as one of the MDA’s 
metamodel particularly for ontology development. 
ODM provides structure for ontology development. 
The infrastructure of ODM is based on mapping to 
UML and a binding to OWL, which then provide for 
translation from UML to OWL and for using UML 
tools in ontology definition. The main advantage of 
this approach is mainly to exploit UML-based 
modeling in ontology development with well-
supported UML-based tools. It also to spur the 
development of ontology-based tool, which follow a 
well-established principles such as MDA-based that is 
relatively, mature technology (i.e., CASE tools). 
Another advantage is that, it also provides a standard 
visualization (i.e., MOF).  
 
Nevertheless, the scope of this paper is only to give 
some backgrounds from high-level view about 
ontology, UML, OWL and finally remarks on how 
ODM comes to the mainstream in order to create a 
bridge between Semantic Web and Software 
Engineering techniques. Therefore, our paper has only 
established ground knowledge about ontology, 
understanding the links between UML and ontology 
through the mapping, and also knowing some 
important aspects (i.e., property concepts) between 
UML and OWL. Subsequently, we have highlighted 
some ideas on how ODM comes to the story (i.e., 
OWL, UML, MDA, etc).  
 
In conclusion, this paper is useful to assist new 
researchers to understand a general landscape about the 
current technical infrastructure that they could make 
use for example in supporting ontology-based 
development and implementation. We also try to draw 
some possible future works could be done that 
particularly related to OMG’s effort and generally for 
ontology research. For example, a deep understanding 
on OMG’s effort such as ODM, more tools could be 
developed according to ODM’s structure and 
terminology in order to support ontology engineering 
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such as development of tools for design, commit and 
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