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LA BUREAUTIQUE DE D E M A I N • • , 
"Miss Farber, would you please tell me 




wLes systèmes d'information de demain devront pouvoir 
saisir, stocker, retrouver, manipuler et présenter des informa-
tions de toutes espèces. Ils exigeront des interfaces 
conviviaux , de tester possibilités de calcul et de raison-
nement, et des accès partagés à de grandes banques 
d'informations. Si la technologie hardware demandée commence à 
appraître acceptable, la technologie software correspondante 
pour construire des systèmes ne l'est pas encore. Des améliora -
tions notables dans la productivité software seront rendues 
possibles par des environnements avancés de développement 
d'application basés sur de puissantes technologies et de 
nouveaux langages.w 
wLes concepts, techniques et outils nécessaires pour la 
conception, l'implémentation et l'utilisation des s ystèmes 
d'information futurs seront le résultat de l'intégration de 
ceux développés et utilisés actuellement dans des domaines 
séparés de la Science Informatique. Un domaine clé est 
l'Intelligence Artificielle (IA), qui fournit des bases de 
connaissances reposant sur des théories sémantiques de l'infor-
mation en vue d'une interprétation correcte. Un domaine aux 
potentialités équivalentes est représenté par les Bases de 
Données (BD) qui offrent les moyens de construire et de 
maintenir de grandes BD partagées, basées sur des théories de 
calcul de l'information en v ue d'un traitement efficace. Les 
Langages de Programmation constituent un troisième domaine 
important. Ils proposent des outils performents pour la mise en 
oeuvre de grands programmes. Pour suivre l'évolution des 
besoins, viennent s'ajouter les réseaux informatiques, les 
architectures de machine et la bureautique.w (TSICB5) 
Ce processus d'intégration commence à se réaliser dans le 
concept de Station de Tra vail qui paraît être l'outil 
bureautique le plus avanêé à l'heur e actuelle. Il rassemble une 
interface conviviale (écran gr aphique bit-map, icones, multi-
fenêtre, multi-tâche, souris, ••• ), des facilités de 
communication entre stations par interconnection sur un réseau 
local type Ethernet, par exemple, et un partage des ressources 
: disque dur à grande capaci t é, jukebox de disques optiques, 
imprimante laser, scanner, ••• Les stations les plus connues 
sont Star, Sun, Appolo, Filenet, Tektronix et à plus petite 
envergure Lisa et Macintosh. (XEROXB5) (SUNB5) (OLDO85) 
(BYTEB4) (WEBSB4) 
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INTRODUCTION 
Dans le domaine qui nous intéresse pour ce mémoire, la 
bureautique, certaines réalisations indi viduelles ont été 
réalisées, et continuent à être, au sein de l'Institut 
d'Informatique, dans le cadre de séminaires (LESU85) ou de 
mémoires. Citons par exemples 
l'étude et la réalisation d'un courrier électronique sur un 
réseau local (BEJO85) 1 
- une gestion de courrier électroni que inter-réseaux (GA VA 86) 1 
- l'étude d'une messagerie vocale (GOHE85) 1 
l'étude du concept de document dans un langage de spécifica -
tion sur l'atelier logiciel IDA (DACH86) 
une gestion de fenêtres sur une station de travail SUN-2 
(LOPI86) ••. 
Dans le cadre de ce mémoire, nous nous intéress erons plus 
particulièrement au problème du rangement, class ement des 
informations dans un système automatisé et ceci en vue de la 
gestion (ajout, modification, suppression) et la recherche de 
celles-ci. 
Dans un premier chapitre, nous esssayerons de décri re un 
environnement de rangement manuel d'informations: le bureau. 
Dans un deuxième chapitre, nous nous baserons 




Le troisième et quatrième chapitre seront consacrés à 
l'analyse fonctionnelle et à l'implémentation de cet E.R. auto-
matisé. 
Un cinquième chapitre dressera une évaluation complète du 
travail en essayant de proposer des améliorations et quelques 
idées en vue de la continuation de ce mémoire. 
2 
CHAPITRE 1 DESCRIPTION D'UN BUREAU 
CHAPITRE 1 : DESCRIPTION D'UN ENVIRONNEMENT DE RANGEMENT 
D'INFORMATIONS: LE BUREAU 
1. INTRODUCTION 
Dans ce premier 
manière intuitive ce 
rangement (E.R.). 
chapitre, nous tenterons 
que nous entendons par 
d'approcher de 
environnement de 
Pour cela, nous nous référerons à la 
informations sont actuellement rangées dans 
classique: le bureau. 
manière dont les 
un environnement 
Nous entendons par bureau, la pièce qui sert de lieu de 
travail à une ou plusieurs personnes et, en particulier, de 
lieu de rangement d'informations. Ces personnes pourront être 
des secrétaires, des employés, des cadres, ••• 
Nous décrirons successivement les informations, les meubles 
permettant leur rangement, les utilisateurs et les 
manipulations de ces informations. 
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CHAPITRE 1 DESCRIPTION D'UN BUREAU 
2 . L'INFORMATION 
L'information est l'objet de base manipulé dans un bureau. 
Il en existe différents modes de représentation. Citons les 





: ...... ...... '>&5 . 
~ode~ de 4ep4i~entation 
de l'into 4mation 
Une liste non exhaustive d'informations serait : une lettre 
d'un fournisseur, un mémo, un formulaire d'inscription, une 
facture, le compte rendu d'un appel téléphonique, les résultats 
graphiques d'un exercice comptable, 
Ces informations, lorsqu'elles ne sont pas utilisées par 
une personne, sont rangées (classées) dans des meubles de 
rangement. 
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3. LES MEUBLES DE RANGEMENT D'INFORMATIONS 
Dans un bureau, il existe une variété de meubles pour le 
rangement d'informations. Nous reprendrons simplement 
l'armoire, l'étagère, la boîte et la poubelle. 
3.1. L'armoire 
L'armoire est un meuble plus ou moins volumineux, le plus 
souvent composé de divers compartiments, les tiroirs. 
Ces tiroirs peuvent abriter des informations ou des fardes 
contenant elles-mêmes des informations. Nous voyons déjà que 
dans ce cas nous avons à faire à une structure de classement à 
plusieurs niveaux comme nous le montre la figure 1-2. 
Niveau ARMOIRE 
1 
Niveau 2 TIROIR 
1 
Niveau 3 FARDE 
1 
Niveau 4 INFORMATION 
Tig, 1-2 Niueau~ de 4i~uciu~aiion 
d'une a~moi~e 
Une étiquette peut être collée sur chaque tiroir indiquant 
les informations qu'il contient. Par exemples 
• une année, pour un classement chronologique 
• un intervalle de lettres, pour un classement alphabétique. 
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La figure 1-3 illustre une représentation possible de 
l'armoire. 
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3.2. L'étagère 
Tout comme l'armoire, l'étagère est composée de différents 
compartiments représentables sous forme de travées et de 
colonnes. 
des 
Chaque compartiment peut servir de support à 




La nécessité d'indiquer ce 
l'étagère contient n'est pas 
l'armoire dans la mesure où la 
ouvertes. 
que chaque compartiment de 
aussi importante que pour 
plupart des étagères sont 
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3.3. La boîte 
La boîte est un moyen de rangement alternatif, souvent 
que l'armoire. Elle sera, par exemple, une 
du format d'un grand classeur que l'on rangera 
de manière modulable (figure 1-4). 
moins volumineux 
boîte de carton 
sur une étagère 
Elle peut jouer un rôle spécifique tel que celui de 
rangement du courrier. Une boîte appelée wINw contient le 
courrier reçu et une boîte appelée wouTw contient le courrier à 
expédier. Une personne chargée de la poste interne vient 
périodiquement apporter le courrier destiné au bureau et 
relever le courrier à destination de l'extérieur ou d'un autre 
bureau. 
La boîte contient souvent une indication reprenant le t ype 
de contenu ou son rôle : par exemples: COPIES EXAMENS, IN, 
OUT. 
La figure 1-5 reprend les types de boîtes décrites ci-
dessus. 
,ig. 1-5 Rep~é/2entation de B017lS 
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3.4. La poubelle 
La poubelle peut également être considérée comme un meuble 
d'informations dont la particularité est d'être considérées 
comme inutiles. 
Il arrive qu'une information ait été mise dans la poubelle 
par mégarde. Il est cependant possible de la retirer de la 
poubelle si l'on s'y prend à temps. Un personnel d'entretien 
vient régulièrement vider la poubelle de son contenu pour 
éviter qu'elle ne déborde et pour donner une image de propreté 
au bureau. 
La figure 1-6 donne une représentation d'un type de 
poubelle. 
rig. 1-6 Rep~i~eniaiion d'une POUBELLE 
CHAPITRE 1 DESCRIPTION D'UN BUREAU 
4. LES UTILISATEURS 
Les utilisateurs sont l'ensemble 
besoin d'accéder au bureau pour y 
retirer des informations. 
des personnes qui ont 
apporter, consulter ou 
Nous considérons donc que le bureau est une pièce qui peut 
contenir des informations partagées entre plusieurs 
utilisateurs. 
On constatera souvent que dans un bureau, une personne est 
désignée responsable de la mise en ordre des informations. 
Cette personne sera particulièrement bien informée de 
l'organisation du bureau. 
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5. LES MANIPULATIONS D'INFORMATIONS 
Trois types de manipulations seront 






5.1. La méthode d'accès aux informations 
Selon le type 
se faire soit 
l'intermédiaire du 
d'information, l'accès aux informations 
directement par l'utilisateur, soit 
responsable du bureau. 
peut 
par 
S'il s'agit d'une information directement accessible à 
tous, rien n'empêche un utilisateur d'en prendre connaissance. 
C'est par exemple le cas de certaines revues mensuelles 
auxquelles le bureau est abonné. 
Si par contre, l'information n'est accessible qu'à un 
groupe restreint de personnes, tout utilisateur doit passer par 
le responsable qui vérifiera s'il appartient bien à ce groupe 
avant de lui donner l'accès à l'information. Il s'agira, par 
exemple, d'informations financières seulement accessibles au 
personnel de la comptabilité. 
Enfin, pour les informations confidentielles de chaque 
utilisateur, une facilité devrait pouvoir leur être donnée, par 
exemple par l'utilisation d'une clé qui leur sera propre et qui 
leur donnera accès à l'armoire contenant l'information. On peut 
éventuellement prévoir un double de chaque clé pour le 
responsable du bureau, qui serait utilisée quand l'utilisateur 
oublierait la sienne. Ce serait par exemple le cas de certains 
livres de compte qui doivent être mis en lieu sûr chaque soir. 
On s'aperçoit peu à peu que le responsable du bureau doit 
être une personne respectée et digne de confiance pour remplir 
la tâche qui lui est assignée. 
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5.2. L'accès aux informations 
Pour accéder à une information du bureau, il faut avoir une 
idée de sa localisation ou de sa description (figure 1-7). 
tig. 1-7 n od~4 d' a cc è4 au~ into ~maii on 4 
La connaissance de la localisation est le moyen le plus 
direct pour accéder aux informations. Par exemple . on sait que . 
l'information se trouve dans une farde portant la mention 
"FACTURES 1986" dans l'armoire réservée à la comptabilité. 
A défaut de la localisation, il faut s'adresser au 
responsable du bureau en lui donnant la description la plus 
précise possible de l'information recherchée. Connaissant 
l'organisation du bureau, celui-ci pourra peut-être donner une 
indication sur la localisation de l'information. 
Si le nombre d'informations contenues dans le bureau 
devient trop important, la mémoire du responsable risque de ne 
plus suffire plus pour contrôler toutes les informations du 
bureau. 
Un autre moyen de gérer les informations consiste à faire 
appel à un répertoire sous forme d'un livre ou d'un système à 
fiches. Par exemple un système à fiches comme ceux utilisés 
dans certaines bibliothèques où à partir du nom d'un auteur on 
peut retrouver tous ses ouvrages acquis par la bibliothèque 
accompagnés de leur localisation. Par exemple I 391/13/1, I 
correspondant au domaine INFORMATIQUE, 391 à la rubri que 
BUREAUTIQUE, 13 au numéro d'ouvrage dans cette rubrique et 1 
indiquant qu'il s'agit du premier exemplaire (figure 1-8). 
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'Tig. 1-8 
l:3'11~~ li 
No"' Avte.v.,.. 1~:-. ouvra~e 
f d , t-;on nL !""-;es . 
Fïch . 
Rep~é~entation d'un 
~y~tème d tiche~ 
Un tel système demande un travail important de mise à jour 
des fiches, correspondant à l'évolution de l'ensemble des 
informations ; toute information nouvelle, ici ouvrage, exige 
la création d'une nouvelle fiche. 
Certains systèmes à fiches permettent d'autres types de 
recherche. Par exemple, outre le classement par auteur, les 
fiches peuvent être classées par thème, chacune d'elles 
reprenant alors les ouvrages correspondant au thème. Dans ce 
cas, il s'agit d'un travail supplémentaire qui peut être fait 
indépendamment du premier classement. On voit cependant qu'un 
tel système manuel est limité par le temps nécessaire à la mise 
à jour des fiches. Il ne peut de plus être envisagé que pour un 
volume limité d'informations. 
5.3. L'ajoût d'une information 
L'ajout d'une information passe de préférence, sauf pour 
les informations confidentielles, par le responsable du bureau. 
Il est en effet la personne qui connaît le mieux l'organisation 
des dernières. Il pourra donc juger de l'endroit où il devra 
insérer cette information de manière à pouvoir la retrouver 
ultérieurement. 
S'il s'agit d'une information confidentielle, seul son 
propriétaire a besoin de connaître sa localisation car il sera 
le seul à pouvoir y accéder ultérieurement. 
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5.4. La consultation d'une information 
La consultation d'une information est précédée de son accès 
suivant la procédure décrite ci-dessus et de son retrait 
temporaire de son meuble de rangement. 
Ce retrait sera le plus souvent signalé par une indication 
à l'endroit de son rangement, comportant au minimum le nom de 
l'utilisateur qui a "emprunté" l'information, éventuellement 
complété par la date d'emprunt, une estimation du délai maximum 
d'emprunt (date restitution), ••• 
Cette indication a une double utilité: 
d'une part, elle signale l'emprunt de l'information. Sa 
présence représente la seule trace de l'existence de cette 




elle permet en cas de besoin de 




CHAPITRE 1 DESCRIPTION D'UN BUREAU 
6. CONCLUSION 
Ce chapitre a permis de dresser la description d'un 
environnement de rangement classique et manuel d'informations: 
le bureau. 
Nous y avons décrit les informations, les meubles 
permettant leur rangement, les utilisateurs et les différentes 
manipulations de ces informations. 
Dans le chapitre suivant nous nous 
description pour concevoir un modèle 
rangement d'informations automatisé. 
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baserons sur cette 
d'environnement de 
CHAPITRE 2 ENVIRONNENENT DE RANGEMENT AUTOMATISE 
CHAPITRE 2 DESCRIPTION D'UN ENVIRONNEMENT DE RANGEMENT 
D 'INFORf1ATIONS AUTOMATISE 
0. PREAMBULE 
Nous avons jugé préférable de dé velopper l'analyse fonc-
tionnelle en deux chapitres plutôt qu'en un seul ; ceci pour 
faciliter la compréhension de notre application. 
Dans un premier chapitre (chapitre 
E.R. d'informations automatisé, par 
description de l'E.R. manuel décrit au 
n'insisterons pas encore sur la forme 
environnement. Ce chapitre permettra 
concepts utilisés et d'introduire, de 
lecteur dans un E.R. automatisé. 
2), nous décrirons un 
comparaison avec la 
premier chapitre. Nous 
définitive de cet 
de preciser quelques 
manière intuitive, le 
Dans un deuxième chapitre (chapitre 3) sera présentée une 
description plus formelle de l'E.R. sous forme du modèle 
E11tité-Association (E-A) pour les données et de modules pour 
les opérations. C'est cet E.R. que nous nous proposerons 
d'implémenter par la suite. 
1. INTRODUCTION 
Après avoir décrit, dans le premier chapitre, la composi-
tion et l'utilisation d'un E.R. classique de bureau, nous 
essayerons d'analyser ce que serait un E.R. automatisé. 
L'analyse effectuée dans le premier chapitre servira de 
base et de comparaison pour notre E.R. automatisé. 
Nous essayerons de ne pas perdre de vue que l'objectif 
principal de notre E.R. d'informations sera de faciliter le 
classement, la manipulation et la recherche d'informations (1). 
Nous verrons successivement les éléments qui font partie de 
notre environnement. Ensuite nous verrons les opérations appli-
cables sur les éléments de celui-ci. 
(1) Le terme INFORNATION est repris de (LESU85). Il sera 
clairement spécifié au point 2.3.1. 
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~ LES CONCEPTS DE BASE DE L'E.R. D'INFORMATIONS 
Ce qui caractérise un E.R. dans sa fonction de rangement, 
ce sont ses meubles. Nous allons donc meubler notre E.R. 
d'ARMOIRES constituées de TIROIRS, de BOITES, de FARDES et 
d'une POUBELLE. Les objets rangés sont des informations et des 
groupes d'informations (2). 
Ces différents éléments seront appelés les TYPES D'OBJET de 
l'E.R. Nous dirons aussi qu'ils constituent deux classes de 
t ypes. La première classe reprend les types d'objet dits 
PHYSIQUES. Ce sont les armoires, les tiroirs, les boîtes, les 
fardes et la poubelle. Ils correspondent à des structures 
ph ysiques de rangement. La deuxième classe reprend les types 
d'objet dits LOGIQUES: ce sont les informations et les groupes 
d'informations, les types d'objet classés. 
Avant d'entrer dans la description de ces éléments, 
introduisons un autre concept, aussi important que les t ypes 
d'objet permettant le rangement des informations: le concept 
d'utilisateur, acteur de l'E.R. 
2.1. LES UTILISATEURS ET LES GROUPES D'UTILISATEURS 
Dans l'E.R., un certain nombre de personnes, appellées 
utilisateurs, voudront accéder aux informations. Elles utilise-
ront, à cet effet, un mot de passe. Pour que l'utilisation de 
l'E.R. soit acceptable, ces personnes s'attendent à ce que 
certaines de leurs exigences soient rencontrées. Ainsi : 
un premier souhait serait que cet E.R. puisse servir de lieu 
de rangement unique de toutes leurs informations quelle que 
soit leur nature; 
- ils voudraient pouvoir y ranger: 
des informations qui puissent être consultées par tout le 
monde; 
d'autres qui ne pourraient être accessibles qu'à un 
groupe particulier de personnes; 
et enfin, des informations confidentielles qui ne 
pourraient être accessibles qu'à leur propriétaire. 
de même que dans toute organisation humaine, les utilisateurs 
voudraient que certai11s d'entre eux soient habilités à 
accomplir certaines tâches (par ex. : ajouter une armoire 
dans le bureau) qui soient refusées à d'autres, 
(2) Le terme GROUPE D'INFORMATIONS correspond au concept 
fichier/dossier/pile dans (LESUB5). Il sera clairement spécifié au 
point 2.3.2. 
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d'autre part, les personnes aimeraient pouvoir 
information de l'E.R. en vue de la consulter ou 
à jour avant de la remettre en place tout en 
retrait aux autres utilisateurs qui voudraient 
même information au même moment. 
retirer une 
de la mettre 
signalant ce 
manipuler la 
Ces exigences font apparaître la nécessité d'une certaine 
discipline dans l'utilisation de l'E.R. si l'on veut éviter des 
problèmes tels que la disparition d'informations ou l'indis-
crétion de certains utilisateurs. 
Dans les points suivants seront définis les concepts 
d'utilisateur et de groupe d'utilisateurs. On y verra aussi 
comment organiser les groupes d'utilisateurs en fonction de la 
manière dont les informations sont accédées. 
2.1.1. L'UTILISATEUR 
Un utilisateur est une personne, individu qui peut 
manipuler les informations de l'E.R. Tout accès à l'E.R., pour 
être valide, devra être accompagné de l'identité de l'utili-
sateur, reconnu comme tel par l'E,R. 
A la création de 1 'E.R., il y a automatiquement création du 
premier utilisateur particulier: l'administrateur de l'E.R. Il 
aura, par rapport aux autres utilisateurs, des droits particu-
liers qui seront indiqués progressivement. Signalons dès à 
présent qu'il n'y a que l'administrateur qui pourra ajouter de 
nouveaux utilisateurs. 
2.1.2. LE GROUPE D'UTILISATEURS 
Un groupe d'utilisateurs rassemble tous les utilisateurs 
qui doivent, de par leur fonction dans un bureau, accéder aux 
mêmes informations. Ce regroupement par fonctionalité permet 
d'alléger la procédure de contrôle de l'accès aux informations 
(W0083), 
2.1.3. LA METHODE D'ACCES AUX INFORMATIONS 
Une méthode d'accès possible aux informations serait de 
fixer, pour chaque utilisateur, la liste des informations 
auxquelles il peut accéder. Cette méthode présente cependant 
plusieurs inconvénients. En l'occurrence, la suppression d'une 
information exige la mise à jour des listes d'accès (L.A.) de 
tous les utilisateurs qui ont accès à cette information, De 
même, la création d'une nouvelle information demande la mise à 
jour des L.A. de tous les utilisateurs qui auront accès à cette 
nouvelle information. 
Une méthode alternative serait de 
information, la liste des utilisateurs 
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méthode n'est pas encore parfaite à cause de la similarité de 
la L.A. de certaines informations. Cette similarité des L.A. 
est liée à la nature du travail effectué par les utilisateurs 
dans un bureau. De plus, un utilisateur peut changer de respon-
sab~lité dans un bureau, suite à une promotion par exemple. Un 
tel changement nécessite la mise à jour de la L.A. des 
informations auxquelles il pourra et ne pourra plus accéder à 
l'avenir. 
Nous regrouperons les utilisateurs en groupes d'après la 
fonction qu'i"ls exercent dans le bureau. Ces groupes représen-
teront donc l'organisation humaine du bureau. Cette méthode 
présente plusieurs avantages. 
Tout d'abord, elle allège la gestion des L.A. des 
informations ; seuls les groupes d'utilisateurs y sont repris. 
De plus, les groupes représentant l'organisation, sont moins 
sensibles aux variations des utilisateurs. Finalement, un 
utilisateur peut changer de groupe sans que l'on ait à mettre à 
jour les L.A. (1'10083). 
Outre ces L.A. d'autres renseignements permettent de 
contrôler l'accès aux ~~formations: 
le nom de l'utilisateur ayant créé l'information ainsi que la 
date de création; 
le nom de l'utilisateur ayant consulté pour la dernière fois 
l'information ainsi que la date de cette consultation; 
le nom de l'utilisateur qui a mis à jour pour la dernière 
fois l'information accompagné de la date de cette mise à 
jour. 
Enfin, le propriétaire de l'information (l'utilisateur qui 
l'a créée) a la possibilité de la rendre confidentielle c'est-
à-dire que lui seul pourra encore y accéder. 
La méthode d'accès à l'information qui vient d'être décrite 
sera partiellement généralisée à tous les types d'objet de 
l'E.R. 
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2.1.4. L'ORGANISATION DES GROUPES D'UTILISATEURS 
Pour poursuivre la comparaison avec l'organisation humaine 
du bureau, il est possible d'établir une relation hiérarchique 
entre les différents groupes d'utilisateurs pour l'accès aux 
informations. 
Cette relation peut être représentée sous la forme d'une 
arborescence (figure 2-1). 
G11 
'Fi.g. Z-1 
Comme dans une 
dépendent du niveau 
aux informations est 
hiérarchie. 
G 
/ 1 " G1 G2 G3 
/1 1 
G12 G21 
organisation humaine où les pouvoirs 
hiérarchique auquel on se trouve, l'accès 
organisé sur base de la place dans la 
Ainsi une information accessible au groupe Gll est 
automatiquement accessible, en plus de leurs possibilités 
d'accès propres, à tous les groupes parents en lignée directe, 
c'est-à-dire les groupes Gl et G. 
L'inverse n'est pas vrai. Une 
groupe Gl n'est pas nécessairement 
sauf si ce droit est mentionné. 
information accessible au 
accessible au groupe Gll 
Il est clair que, dans cette organisation, la place de 
l'administrateur de l'E.R. est au sommet de la hiérarchie, 
c'est-à-dire le groupe G. En effet, il a besoin d'avoir accès à 
toutes les informations pour pouvoir remplir son rôle de 
responsable. 
Pour que la méthode d'accès aux informations soit efficace, 
les utilisateurs devront faire partie des bons groupes et ces 
groupes devront refléter le modèle de l'organisation humaine du 
bureau. 
On peut remarquer la ressemblance de cette organisation des 
groupes d'utilisateurs avec l'organisation des directoires sur 
le système d'exploitation UNIX (BOUR) (SOBE84). 
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2.2. LES TYPES D'OBJET PHYSIQUES 
Rappelons que les types d'objet physiques retenus pour 
l'E.R. sont les mêmes que ceux décrits au premier chapitre pour 
le bureau à un type d'objet près: l'étagère. Elle n'a pas été 
reprise parce que son rôle se confond avec celui de l'armoire. 
Il s'agit donc 
poubelle. Ils forment 
des informations. 
de l'armoire, tiroir, 
l'envi ronnement qui 
boîte, farde et 
permet le rangement 
Leur description et leur utilisation étant similaires à ce 
qui a été décrit au premier chapitre, ces types d'objet ne 
seront pas redéfinis. 
2.3. LES TYPES D'OBJET LOGIQUES 
Rappelons que les types d'objet logiques sont l'information 
et le groupe d'informations. Ils représentent les objets 
classés dans l'E.R. 
Il est nécessaire de préciser ces types d'objet dans le 
cadre d'un E.R. automatisé (LESU85). 
2.3.1. LA STRUCTURE GENERALE DE L'INFORMATION 
2.3.1.1. L'INFORMATION 
Définition 
Une information est un ensemble structuré de signes ou 
symboles porteurs de connaissance pour celui qui les reçoit. 
Rappelons que les modes de représentation de l'information 
sont divers, il a notamment les modes: oral, écrit, graphique 
ou mixte. 
Les informations peuvent être des lettres, des formulaires, 
des résultats comptables, •. • On n'est cependant pas obligé de 
limiter cette liste à des exemples d'informations faisant 
partie d'un bureau classique. On peut en effet l'étendre au 
milieu informatique. Seront donc considérés comme informa-
tions: la version source et la version code d'un programme, 
les données d'un programme, les résultats d'un programme, 
qu'ils soient de type texte, graphique, image ou de type 
message vocal digitalisé. 
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2.3.1.2. LA STRUCTURE DE L'INFORMATION 
Quel que soit le mode de représentation, toute information 
est composée de trois grandes parties: l'en-tête, le corps et 




Tig. 2-2 St~uciu~e d'une into~maiion 
1. EN-TETE 
L'en-tête d'une information comprend: 
- son identifiant (normalement unique) : 
exemples "CD/RL/015", "Note de service 84/16", ••• 1 
- son~: exemples: note de frais, bon de commande, ••• 
- le sujet· de 1 'information par texte continu, mots-clés, •• 
exemples :concerne: "votre note de service 84/16", 
mots-clés: message systems, office automation 1 
- le nom du rédacteur qui permettra par exemple de retrouver 
tous lesdocuments générés par un employé, un cadre, une 
secrétaire, ••• 
- un statut de confidentialité qui permet au rédacteur de se 
protéger contre toute indiscrétion. 
2. CLOTURE 
La clôture d'une information comprend: 
des renseignements concernant l'expédition éventuelle de 
l'information: 
le nom de l'expéditeur 
le nom du ou des destinataires ; 
. la date d'expédition ; 
. un témoin d'attente de réponse I 
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• un témoin d'attente de confirmation de réception; 
des renseignements concernan \ la réception éventuelle de 
l'information: 
• la date de réception 
• la liste des réponses; 
la liste des accusés de réception; 
l'état de l'information est un concept relatif au cycle de 
vie--;J'ïune information. Une information peut être susceptible 
d'être révisee, signée, expédiée, classée ou archivée, s'il 
s'agit d'une lettre par exemple; 
S'il s'agit d'un bon de 




il peut être : reçu, 
livraison, en attente de 
la date du dernier changement d'état permet de connaître la 
date de classement ou d'archivage dans le cas où, par 
exemple, une politique spéciale est suivie pour l'archivage 
qui se baserait sur la date de classement. 
3. LE CORPS 
Il s'agit du contenu proprement dit de l'information. 
Le corps de l'information comprend: 
la référence du support informatique où est stocké le contenu 
de l'information dans le cas où cette information serait 
digitalisée : exemple : la référence complète du fichier sur 
disque, bande, ••• 
la référence de la localisation où 
l'information originale est accessible. 
le contenu de 
Cette deuxième référence peut exister en parallèle avec 
la première pour certaines informations où pour des raisons 
d'ordre juridique, l'original doit être conservé comme 
preuve en cas de conflit. 
Elle peut aussi représenter la seule référence à 
l'information dans le cas où celle-ci n'est pas sur support 
informatique. Par exemple, la localisation d'un ouvrage 
dans une bibliothèque; 
la nature de l'information : on distinguera les documents, 
les messages et les formulaires. 
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A. LE DOCUMENT 
Convenons d'appeler document, une information spécifique, 
généralement représentée sous forme écrite, graphique ou mixte 
et dont le corps est structuré logiquement et physiquement de 
la manière suivante: 
- structure logique 
La base de la structure logique d'un document est le 
paragraphe. A partir de cette entité, tout document peut être 









*: un ou plusieurs 
Ti.g. 2-3 La 4t~uciu~L logi.quL d'un documLni 
- structure physique: 
Convenons d'appeler structure physique d'un document la 
forme de sa représentation externe au destinataire. On peut 
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Une analyse détaillée d'une structure logique et physique 
de document est décrite dans (DAPA85). 








information sous forme 
les caractéristiques 
- elle est, en général, brève; 
- le corps n'obéit à aucune structure particulière 
- elle n'est généralement ni classée ni archivée. 
C. LE FORMULAIRE 
Convenons d'appeler formulaire 
standardisée dont le corps est 
ph ysiquement de la manière suivante: 
une information écrite 
structuré logiquement et 
- structure logique: 
Un formulaire est constitué d'un squelette textuel et 
nombre fixe de champs auxquels peuvent être associés 
ensembles de valeurs (figure 2-5). 
Exemples : Bons de commande, formulaire de demande 
renseignements ••• 
BON DE COMMANDE 
- numéro du bon 
- date de commande 
- pour chaque article commandé 
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- structure physique: 
La structure physique d'un formulaire, tout comme celle 
d'un document, est la forme de la présentation externe du 
formulaire pour les destinataires et expéditeurs (figure 2-6). 
DATE •• / •• / •• 
INTITULE QUANTITE PRIX UNIT. PRIX TOTAL 
TOTAL: 
A une même structure logique peuvent correspondre diverses 
structures physiques de formulaire. 
Une analyse détaillée et une proposition d'implémentation 
sur un Système de Gestion de Base de Données Relationnel 
(SGBDR) du concept de formulaire sont présentés dans (BHSL84). 
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2.3.2. ORGANISATION DE L'INFORMATION 
Les informations de l'E.R. sont 
d'informations en vue d'une facilité 
utilisation ultérieure. Il s'agit 
d'informations. 
strucurées en groupes 
de la gestion de leur 
du concept de groupe 
On distingue trois groupements possibles: 
1. Les fichiers 
Les fichiers sont des groupes d'occurrences 
de formulaire (quelque fois de message ou 
univoquement identifiés et arrangés selon un 
(alphabétique, chronologique). 
Exemples: Fichier des bons de commande, 
Fichier des notes de service 1984, 
Fichier des TLX mois mars, 
Fichier courrier mois en cours, ••• 
1:_ Les dossiers 
d'un même type 
de document) 
certain ordre 
Les dossiers sont des groupes de plusieurs types différents 
de formulaire /message /document reliés entre eux par une 
relation logique. 
Exemple: Dossier médical, 
Dossier assurance vie, 
3. Les piles 
Les piles sont des groupes d'occurrences de divers types de 
document/message/formulaire sans lien logique entre eux, sauf 
généralement l'ordre chronologique inverse de leur ordre 
d'arrivée. Mais c·et ordre n'est pas intentionnel. 
Ce sont des informations en attente de classement, de 
traitement (courrier IN, OUT). 
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l:_ LES OPERATIONS SUR LES OBJETS DE L'E.R. 
Pour être valide, toute opération 
demandée par un utilisateur reconnu 
D'autres conditions sont exigées suivant 
1. La création 
sur un objet doit être 
comme tel par l'E.R. 
le type d'opération. 
Il doit être possible d'ajouter de nouvelles informations 
dans l'E.R., de même que de créer de nouveaux objets pour 
permettre le rangement des informations. 
Certaines conditions doivent cependant être remplies non 
seulement par l'utilisateur qui demande la création mais aussi 
par l'objet qui est demandé à être créé. Par exemple, l'utili-
sateur demandeur doit être habilité à créer de nouveaux objets. 
l.:_ La suppression 
Il doit également être 
informations en les mettant 







A nouveau, certaines conditions doivent être remplies. Par 
exemple, l'utilisateur qui demande la suppression d'une 
information doit en être le propriétaire. 
3. La modification 
Il doit être possible de déplacer une information d'un 
endroit vers un autre, de changer certaines propriétés telles 
que l'état, le type ou le sujet d'une information. 
4. La consultation 
Un utilisateur doit pouvoir consulter le contenu d'une 
information avec la sécurité que durant tout le temps de la 
consultation aucune modification ne survienne à celle-ci. Rien 
n'empêche néanmoins qu'une même information soit consultée 
simultanément par différents utilisateurs. 
1:_ La mise à jour 
Un utilisateur doit pouvoir mettre ,4. jour le contenu d'une 
information. Mais cette information ne doit pas être durant ce 
temps en consultation ou en mise à jour par un autre 
utilisateur. Pendant une mise à jour, l'information est 
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6. La recherche 
Un utilisateur doit pouvoir rechercher les informations 
correspondant à un ou plusieurs critères de son choix. Ces 
critères portent sur les propriétés des informations. Par 
exemple, rechercher toutes les informations d'un certain type 
et répondant à certains mots-clés. 
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4. CONCLUSION 
Ce second chapitre a servi 
d'informations automatisé par 
décrit au premier chapitre. 
de première approche de l'E.R. 
comparaison à l'E.R. manuel 
Il a notamment permis d'approfondir les concepts suivants 
l'utilisateur et ses exigences 1 
le groupe d'utilisateurs, son origine et son organisation en 
hiérarchie 1 
une méthode 
la liste des 
tions; 
d'accès aux informations basée sur la gestion de 
groupes d'utilisateurs ayant accès aux informa-
- la structure de l'information en en-tête, corps et ·clôture ; 
- les types d'information: document, messa~c et formulaire; 
les regroupements possibles d'informations sous forme de 
fichiers, dossierc et piles 1 
- et enfin, un survol des opérations sur l'E.R. 
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CHAPITRE 3: ANALYSE FONCTIONNELLE DE L'ENVIRONNEMENT 
DE RANGEMENT D'INFORMATIONS 
1 • INTRODUCTION 
Dans le deuxième chapitre, nous avons identifié les objets 
et les opérations que l'on désirerait retrouver dans un modèle 
de rangement d'informations. 
Ce troisième chapitre es t consacré à une modélisation plus 
formelle de l'E.R. qui sera implémenté. 
Il se présentera sous deux parties principales où l'on 
verra d'une part les objets et d'autre part les opérations. 
Dans la première partie sera dressée une présentation des 
types d'objet en utilisant le modèle Entité-AssociGtion (E-A) 
(BOPI83). Les types d'entité (T.E.) seront spécifiés par leurs 
attributs, les associations ainsi que les contraintes 
d'intégrité du schéma. 
La deuxième partie spécifiera les opérations par leurs 
données, résultats, traitement ainsi que leurs préconditions et 
leurs postconditions. 
2:_ LES OBJETS DE L'ENVIRONNEMENT DE RANGEMENT (E.R.) 
2.1. Le schéma Entité-Association (E-A) de l'E.R. 
Le modèle E-A a été choisi comme modèle conceptuel de 
structuration des types d'objet retenus dans le deuxième 
chapitre. Chaque type d'objet y est représenté par un T.E. Les 
relations de composition existant entre les types d'objet y 
sont représentés par des associations. Certaines propriétés des 
types d'objet ne peuvent pas être représentées par ce modèle. 
Il doit pour cette raison être complété par un certain nombre 
de contraintes d'intégrité (G.I.). 
La figure 3-1 illustre le schéma E-A de l 'E.R. 
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Fig. 3-1 Schéma Entité-Association 
de l'E. R. d'informations 
---- - -- -
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2.2. Interprétation du schéma E-A 
L'interprétation du schéma E-A de l'E.R. consistera en 
l'analyse des types d'entité (T.E.) ainsi que de leurs attri-
buts, des associations et des contraintes d'intégrités. 
2.2.1. Les types d'entité 
Dans le schéma E-A (figure 3-1), les T.E. sont représentés 
graphiquement par des rectangles (figure 3-2). Chaque T.E. 




tig, 3-2 Rep~é4entation d'un 
type d'entité 












La signification de chacun des T.E. ne sera pas donnée, 
ceux-ci ayant fait l'objet des deux chapitres précédents. Nous 
avons simplement ajouté le T.E. ENVIRONNEMENT-RANGEMENT pour 
généraliser la relation de composition et permettre ainsi de 
relier tous les T.E. entre eux. Dans la version actuelle du 
modèle, il n'existe cependant jamais qu'une et une seule occur-
rence du T.E. ENVIRONNEMENT-RANGEMENT. Dans une version 
ultérieure on pourrait considérer que le modèle puisse gérer 
plusieurs E.R. De même, il n'existera qu'une occurrence du T.E. 
POUBELLE. Nous considérons en effet qu'une poubelle suffit pour 
un E.R. 
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2.2.2. Les attributs des T.E. 
Dans le schéma E-A (figure 3-1), les noms des attributs 
sont notés à l'intériéur des T.E. (figure 3-2). Les attributs 
soulignés sont des identifiants globaux et locaux. Les 
attributs entre parenthèses sont des attributs répétitifs. 
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• TYPE 






























































La liste de tous les attributs pour chaque type d'article 
(T.A.) ne sera pas analysée selon l'ordre dans lesquels ils ont 
été présentés ci-dessus. On peut en effet remarquer une grande 
similarité entre certains attributs de T.E. différents. Par 
exemple, chaque T.E. possède un code, un nom, un créateur, une 
date de création, ••. En regardant de plus près cette 
similarité, on peut voir apparaître 3 groupes de T.E. : 
un premier groupe se compose des T.E. : ENVIRONNEMENT-
RANGEMENT, ARMOIRE, TIROIR, FARDE, POUBELLE et BOITE, qui 
correspondent aux types d'objet physiques selon la définition 
donnée dans le deuxième chapitre; 
- un deuxième groupe se 
GROUPE-INFORMATION qui 
logiques; 




- un troisième groupe se compose des T.E. : UTILISATEUR et 
GROUPE-UTILISATEUR. 
Les attributs seront donc analysés par groupe de T.E. Pour 
chacun des groupes, nous reprendrons l'ensemble des attributs 
de chaque T.E. faisant partie du groupe en rejetant ceux qui 
reviennent plusieurs fois. Nous obtiendrons ainsi l'union des 
attributs des T.E. du groupe. Lors de l'analyse de chacun des 
attributs nous donnerons une définition générale pour le groupe 
et nous mentionnerons si nécessaire les particularités pour 
certains T.E., par exemples si cet attribut n'existe pas pour 
un ou plusieurs T.E. du groupe ou s'il diffère par rapport à la 
définition générale. 
Avant de passer à cette analyse, décrivant les propriétés 
qui formeront la définition générale des attributs. 
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C. Définition des propriétés des attributs 
Les concepts utilisés dans l'analyse des attributs des T.E. 
sont principalement repris de (BOPI83). Des concepts supplé-
mentaires ont cependant été ajoutés en vue d'une plus grande 
précision dans l'analyse. Ces concepts sont inspires des 
propriétés des items du modèle d'accès dans (HAINBl). 
Chaque attribut d'un T.E. possède un certain nombre de 
propriétés qui permettent de déterminer le rôle de l'attribut 
dans le T.E. ainsi que son mode d'utilisation. 
Liste des propriétés d'un attribut: 
- IDENTIFIANT ou NON IDENTIFIANT 
- SIMPLE ou REPETITIF 
- ELEMENTAIRE ou DECOMPOSABLE 
- OBLIGATOIRE ou FACULTATIF 
- DEFINITIF ou MODIFIABLE 
- AUTOMATIQUE ou MANUEL 
- TYPE DE VALEUR 
1 . Attribut IDENTIFIANT ou NON IDENTIFIANT 
Un identifiant peut être vu comme une contrainte 
d'intégrité comme décrite dans (BOPI83). Nous avons cependant 
préféré le noter comme propri été d'un attribut. Ce choix est 
particulier à notre schéma E-A où les identifiants sont 
constitués d'un seul attribut. 
Rappelons qu'un identifiant d'un T.E. permet de repérer 
univoquement chaque occurrence de ce type. De plus, un T.E. 
peut être doté de plus d'un identifiant. 
Nous distinguerons des identifiants slobaux et des 
identifiants locaux, Un identifiant d'un T.E. est global s'il 
permet de repérer univoquement chaque occurrence de ce type 
dans l'ensemble du schéma E-A. Il sera local s'il ne permet de 
repérer univoquement chaque occurrence de ce type que dans un 
espace limité du schéma E-A. Dans ce cas cet espace devra être 
spécifié. 
2. Attribut SIMPLE ou REPETITIF 
wun attribut est simple si pour une occurrence d'un T.E., 
il ne peut prendre qu'une seule valeur,w 
wil est répétitif si pour une occurrence d'un T.E., il peut 
prendre plusieurs valeurs d'un même type.w 
exemple: PRENOMS-PERSONNE. 
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3, Attribut ELEMENTAIRE ou DECOMPOSABLE 
wun attribut est décomposable si à une occurrence d'un 
T.E., il fait correspondre un groupe de valeurs de types diffé-
rents et peut être décomposé, au plus, en autant d'attributs 
qu'il y a de types différents dans le groupe de valeurs.w 
wun attribut non décomposable est dit élémentaire.w 
L'attribut ADRESSE-DE-PERSONNE 
groupe (NR-D'HABITATION, NOM-RUE, 
peut-être décomposé en 4 attributs: 






Notons qu'un attribut peut-être à la fois décomposable et 
répétitif. 
Exemple : l'attribut RESULTATS-EXAMENS pourrait être défini 
comme un groupe répétitif du T.E. ETUDIANT. 
4. Attribut OBLIGATOIRE ou FACULTATIF - VALEUR INEXISTANTE 
wintroduisons cette propriété par l'analyse 
Soit un système d'information où l'on a défini le 
caractérisé par les attributs NOM-DE-FAMILLE, 




wDans la définition de ce type, il est normal de considérer 
que toute personne - possède un nom de famille, un ou plusieurs 
prénoms, une adresse et un sexe. Ces attributs de PERSONNE sont 
obligatoires : ils doivent prendre une valeur effective pour 
chaque occurrence du type qu'ils caractérisent. Par contre, 
l'attribut NOM-DE-JEUNE-FILLE ne prendra une valeur que pour 
les personnes mariees de sexe féminin, Cet attribut est 
facultatif car il peut ne pas prendre de valeur pour certaines 
occurrences du type qu'il caractérise I cet attribut n'a pas de 
signification pour ces occurrences.w 
Valeur inconnue 
wLorsqu'une valeur d'un attribut existe pour une occurrence 
d'un type donné mais est inconnue à une date d'observation, on 
attribuera à cette occurrence la valeur inconnue. Afin de tenir 
compte de cette éventualité, on introduira la valeur wINCONNUEw 
comme élément de toute classe de valeur.w 
5, Attribut DEFINITIF -ou MODIFIABLE 
Cette propriété a été ajoutée par rapport à (BOPI83) pour 
, donner un sens plus restrictif dans l'utilisation de certains 
attributs. 
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Un attribut sera définitif si pour une occurrence d'un 
T.E., cet attribut ne peut recevoir de valeur qu'une seule fois 
et ceci lors de la création de l'occurrence du T.E. 
Il sera modifiable 
attribut peut changer 
rence du T.E. 
si pour 
de valeur 
une occurrence d'un T.E., cet 
après la création de l'occur-
6. Attribut AUTOMATIQUE ou MANUEL 
Un attribut est automatique si pour une occurrence d'un 
T.E., la valeur de cet attribut peut-être déterminée automati-
quement. 
exemple : CODE-OBJET 
incrémentant un compteur. 
est généré automatiquement en 
Il est manuel si pour une occurrence d'un T.E., sa valeur 
ne peut être déterminée que par l'intervention de l'utili-
sateur. 
exemple : NOM-OBJET représente le nom que l'utilisateur a 
décidé de donner à l'objet pour l'identifier. 
7. TYPE DE VALEUR 
"Le ~ de valeur représente la classe de toutes les 
valeurs possibles qui vérifient la définition du type; cette 
définition peu_t être donnée soit par la liste des éléments de 
la classe, soit par la propriété que les membres de la classe 
doivent satisfaire." 
exemples: 
- NOM-OBJET= chaîne finie de caractères alphanumériques; 
- CODE-OBJET= nombre entier 
- PRESENCE-OBJET= (PRESENT, EN-CONSULTATION, EN-MISE-A-
JOUR). 
f2..:.. Attributs des T.E. du groupe: ENVIRONNEMENT-RANGEMENT, 
ARMOIRE, TIROIR, FARDE, POUBELLE et BOITE 
Pour que les interprétations qui seront données 
correspondre à chacun des T.E. de ce groupe, nous 
plus généralement d'"objet". 













1. NOM : 
SiBnification: l'attribut NOM d'un objet permettra d'identi-
fier cet objet parmi les autres objets de ce type faisant 
partie de l'E.R. 
Propriétés 






- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemples: 
nPOUBELLEn pour POUBELLE, 
nINn, nouTn, nuRGENTn pour BOITE 
a. Identifiant local 
La portée de l'identifiant s'étend à tout le schéma pour 
les T.E. : ENVIRONNEMENT-RANGEMENT, ARMOIRE, POUBELLE et BOITE. 
Pour le T.E. TIROIR, la portée est limitée à l'armoire à 
laquelle le tiroir appartient. Cela signifie que deux tiroirs 
appartenant à des armoires différentes peuvent porter le même 
nom. 
Pour le T.E. FARDE, la portée est limitée au tiroir auquel 
la farde appartient. 
b. Obligatoire 
Tout objet de ce groupe reçoit un NOM lors de sa création. 
Ceci est également vrai pour les objets des deux autres 
groupes. 
c. Modifiable 
Le problème de la modifiabilité d'un attribut sera de 
distinguer les différents types d'utilisateur pouvant opérer la 
modification. 
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Nous distinguerons pour cela quatre classes d'utilisateurs 
• le propriétaire de l'objet 
• l'administrateur de l'E.R. 1 
• les utilisateurs ayant accès à 1 'objet , 
• les utilisateurs ne correspondant à aucune des trois 
premières classes. 
Remarques: 
1) Il ne peut y avoir pour 
propriétaire. Il s'agit en fait 
demandé sa création. 
chaque objet qu'un seul 
de l'utilisateur qui a 




S. ' Ql 
::, ., 
Ql Ql "M 
S. .., S. S. 
"M Ill ::, 0 
Ill S. Ql .., 
.., .., .., ::, 
'Ql ., Ill Ill 
"M "M ., ., 
S. s:: "M ., Ql 
p., "M ri ,Ql S. 
0 e "M C) .., 
S. 'tl .., C) ::, p., < :::, Ill < 
OBJET X X - -
X peut modifier l'attribut 
ne peut pas modifier l'attribut 
Tig. 3-3 P044ililiié de moditicaiion 
de la ualeu4 d'un aii4ilui 
figure 3-3 illustre la possibilité de modification qui 
de référence à tous les attributs modifiables de ce 
groupe d'objets. 
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créer des objets 
l'objet. Dans ce 
propriétaire. 
d'un nom à un objet étant manuelle et seul 
de l'E.R. étant actuellement (1) autorisé à 
de ce groupe, c'est lui qui décidera du nom de 
cas l'administrateur joue à la fois le rôle de 
Cette restriction n'est 
T.E. FARDE. Une farde peut 
que l'administrateur. Dans 
farde qui décidera du nom de 
cependant pas d'application pour le 
être créée par un utilisateur autre 
ce cas, c'est le propriétaire de la 
celle-ci. 
2. CODE: 
Signification : le CODE est un identificateur interne qui 
permettra au système de gérer les objets. Il servira notamment 
d'accéder aux objets. 
Propriétés : 






- TYPE DE VALEUR: nombre entier. 
exemples: 00023, 12478, 00007. 
a. Définitif 
Le CODE d'un objet ne peut plus être modifié après la 





CODE d'un objet est généré automatiquement à partir d'un 
qui est incrémenté de 1 après chaque création d'un 
3. DATE-DE-CREATION 
Signification la DATE-DE-CREATION représente la date à 
laquelle l'objet a été créé dans l'E.R. 
(1) Le fait que seul l'administrateur de l'E.R. puisse créer, 
modifier et supprimer des objets physiques est une décision prise 
pour une première version de l'application. Tous tous les 
attributs nécessaires on cependant été prévu pour étendre le droit 
à d'autres utilisateurs ultérieurement. Par exemples: CREATEUR, 
DATE-DE-CREATION, CONSULT, DATE-DE-CONSULTATION, ••• 
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Propriétés: 
a. Décomposable 






- TYPE DE VALEUR: DATE 
exemples: 30-11-85 f 21-01-86. 
La DATE-DE-CREATION d'un objet est décomposable en jour, 
mois et année. 
b. Automatique 
La DATE-DE-CREATION d'un objet est calculée à partir de la 
date du système. 
4. CREATEUR : 
Signification : le CREATEUR de l'objet correspond , à 
l'utilisateur qui a demandé la création de cet objet. Il 
représente le CODE de cet utilisateur. 
Propriétés : 






- TYPE DE VALEUR: nombre entier. 
exemples: 00023, 12478, 00007. 
a. Automatique 
Le CREATEUR d'un objet est généré automatiquement à partir 
du CODE de l'utilisateur qui a demandé la création de l'objet. 
5. DESCRIPTION: 
Signification: l'attribut DESCRIPTION d'un objet est un 
commentaire que le propriétaire peut lier à l'objet. 
Propriétés: 








- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemple: "cet objet contient des 
renseignements sur le sujet X". 
6. STATUT-DE-CONFIDENTIALITE : 
Signification le STATUT-DE-CONFIDENTIALITE 
possibilité donnée au propriétaire de l'objet 
quiconque d'autre que lui d'avoir accès à l'objet. 
Propriétés 











Le STATUT-DE-CONFIDENTIALITE prend la valeur "NON CONFIDEN-
TIEL" par défaut. 
7. TYPE : 
Signification: l'attribut TYPE permet la classification des 
objets selon un critère choisi par le propriétaire. Il peut 
éventuellement convenir d'une nomenclature déterminée avec 
d'autres utilisateurs. Le type a pour but de faciliter la 
recherche des objets. On verra que la fonction RECHERCHE 
permettra de rechercher des objets sur base de leur type. 
Cet attribut n'existe pas pour 
RANGEMENT et POUBELLE. Il n'aurait, 
d'être puisque nous limitons notre 
poubelle. 
Propriétés: 








en effet, pas de raison 
modèle à un E.R. et à une 
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- TYPE DE VALEUR: chaine finie de 
caractères alphanumériques. 
exemples : "PROJET ALPHA", 
"INSTITUT D'INFORMATIQUE". 
8. POSSIBILITE-D'ACCES: 
Signification: l'attribut POSSIBILITE-D'ACCES d'un objet 
permet au propriétaire de l'objet de fixer la liste des groupes 
d'utilisateurs qui peuvent avoir accès à celui-ci. 
L'accès par les utilisateurs faisant partie de cette liste, 
autres que le propriétaire et l'administrateur de l'E.R., ne 
sera cependant permis que si l'attribut STATUT-DE-CONFIDENTIA-
LITE a la valeur "NON CONFIDENTIEL". En effet, dans le cas ou 
cet attribut a pour valeur "CONFIDENTIEL", seul le propriétaire 
a encore accès à l'objet. 
Cette liste de groupes d'utilisateurs reprendra les noms de 
ces groupes. 
Pour les T.E. ENVIRONNEMENT-RANGEMENT et POUBELLE, 
l'attribut POSSIBILITE-D'ACCES prendra comme valeur particu-
lière la liste de tous les groupes d'utilisateurs. Nous 
considérons, en effet, que ces objets sont accessibles à tous. 
Propriétés: 
a. Répétitif 










Liste des groupes d'utilisateurs qui peuvent accéder à 
l'objet. 
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E. Attributs des T.E. du groupe 
GROUPE-INFORMATION: 
INFORMATION et 
Dans cette partie, nous utiliserons à nouveau le terme 
"objet" pour INFORMATION ou GROUPE-INFORMATION sauf s'il est 
spécifié autrement. 





















Les remarques qui ont été établies concernant les attributs 
des types d'objet du groupe précédant, c'est-à-dire les types 
d'objet : environnement de rangement, armoire, tiroir, farde 
poubelle et boîte, sont applicables aux types d'objet 
information et groupe-information sauf s'il est spécifié 
autrement. 
1. NOM: 
Signification l'attribut NOM d'un objet 
d'identifier cet objet parmi les autres objets de 
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- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemple: "Formulaire-Inscription-85-86". 
a. Identifiant local 
La portée de l'identifiant d'une information ou 
d'informations est limitée à l'objet dans lequel 
fiant est contenu. Cet objet peut être du type 




Le NOM de l'information ou du groupe d'informations est 
donc unique dans l'objet dans lequel il est contenu. Par 
exemple, deux informations d'une même farde devront porter des 
noms différents. 
b. Modifiable 
Rappelons que dans le premier groupe 
distingué quatre classes d'utilisateurs: 
l'objet, l'administrateur de l'E.R., les 
accès à l'objet et les autres. 
d'objets, on avait 
le propriétaire de 
utilisateurs ayant 
Dans le groupe d'objets de la présente section, la 
propriété d'accès sera décomposée en deux classes. On distin-
guera les utilisateurs qui peuvent accéder l'objet pour le 
mettre à jour et d'autres qui ne pourront que le consulter. 
Il y aura donc cinq classes d'utilisateurs: 
• le propriétaire de l'objet 
• l'administrateur de l'E.R • 
• les utilisateurs ayant accès à l'objet en 
consultation uniquement 1 
les utilisateurs ayant accès à l'objet en mise à jour 
donc automatiquement en consultation 1 
• les utilisateurs ne correspondant à aucune des quatre 
premières classes. 
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La figure 3-4 illustre la possibilité de modification qui 
servira de référence à tous les attributs modifiables de ce 
présent groupe .d'objets. 
c. Manuel 
i:: 
S.. 'Cl> 0 'Cl> S.. 
::, Ol..-i m::, 
Cl) Cl) ..-i +' ..-i 0 
S.. +' S.. S.. ., S.. s....-. 
..-i ., ::, 0 +' ::, 0 
., S.. Q) +' ,-f CD +>,ctl 
+' +' +' ::, ::, +' ::, 
•Cl) m as as m ., ., Q) 
..-i ..-i m i:: m m 
S.. i:: ..-i m o ..-i ., ..-i p. 
..-i ,-i,Q) () r-t,CD S 
0 Ei ..-i 0 ..-i 0 
S.. 'tl +' 0 i:: +' 0 i:: 
"'- < :::, ., Cl) 
:::, ., Cl) 
OBJET X X 
X peut modifier l'attribut 
ne peut pas modifier l'attribut 
'f'i.g. 3-4 Po~~ililiti d2 Moditication 







L'attribution du NOM de l'objet se fait lors de la création 
de l'objet. 
Tout utilisateur peut créer un objet, s'il en a la 
permission, en l'associant à une structure de rangement à 
laquelle il a accès. Par exemple, il peut créer une information 
dans une farde à laquelle il a accès. 
2. CODE: 
La signification et les propriétés de l'attribut CODE sont 
les mêmes que celles énoncées pour le premier groupe d'objets: 
ENV-RANG, ARMOIRE, TIROIR, POUBELLE et BOITE. 
3. NATURE: 
Signification: l'attribut NATURE n'est utilisé que pour le 
T.E. INFORMATION. Il permet de distinguer les informations de 
type: document, message et formulaire. 
Propriétés: 








- TYPE DE VALEUR : (DOCUMENT, MESSAGE, 
FORMULAIRE). 
4. DATE-DE-CREATION: 
La signification et les propriétés des attributs DATE-DE-
CREATION et CREATEUR sont les mêmes que celles énoncées pour le 
premier groupe d'objets: ENV-RANG, ARMOIRE, TIROIR, ••• 
5. CREATEUR 
6. PRESENCE : 
SiRnification: l'attribut PRESENCE a pour mission d'indiquer 
si l'objet est actuellement présent dans l'E.R. où si quelqu'un 
l'a "sorti". 
On peut sortir un objet de l'E.R. pour deux raisons 
1. Simplement pour le consulter. Il est préférable de ne pas 
permettre la modification d'un objet pendant sa consultation 
pour éviter une incohérence entre le renseignement obtenu par 
la consultation et l'état réel de l'objet. 
2. Ou pour y opérer une mise à jour, Dans ce cas, on aimerait 
pouvoir prévenir les autres utilisateurs de ne pas consulter 
cette information temporairement pour la même raison que celle 
évoquée dans le point précédent. 
En conclusion: 
un objet présent peut être "sorti" pour consultation ou mise 
à jour par tout utilisateur ayant ce droit ; 
- un objet "sorti" en consultation ne sera plus disponible 
qu'en consultation; 
- un objet "sorti" en mise à jour ne sera plus disponible ni en 
consultation ni en mise à jour. 
A la création de l'information, cet attribut a pour valeur 
"PRESENT". 
Propriétés: 
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- MODIFIABLE 
- AUTOMATIQUE 
- TYPE DE VALEUR 
(PRESENT,EN-CONSULTATION,EN-MISE-A-JOUR). 
7. DATE-DE-CONSULTATION: 
Signification : la DATE-DE-CONSULTATION est la date à 
laquelle cet objet a été consulté pour la dernière fois. 
A la création de l'objet, cet attribut prend la même valeur 
que la DATE-DE-CREATION de l'objet. 
Cet attribut ne s'applique qu'au T.È. INFORMATION. 
Propriétés 






- TYPE DE VALEUR DATE. 
B. CONSULT : 
Signification le CONSULT est l'utilisateur qui a consulté 
l'objet pour la dernière fois. 
A la création de l'objet, cet attribut prend la même valeur 
que le CREATEUR de l'objet. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 






- TYPE DE VALEUR: nombre entier. 
exemples: 00023, 12478, 00007. 
9. DATE-DE-MISE-A-JOUR: 
• Signific?tion: la DATE-DE-MISE-A-JOUR est la date à laquelle 
cet objet a été mis à jour pour la dernière fois. 
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A la cr~ation de l'objet, cet attribut prend la même valeur 
que la DATE-DE-CREATION de l'objet. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés 






- TYPE DE VALEUR DATE. 
10. MODIFICAT : 
Signification le MODIFICAT est l'utilisateur qui a mis à 
jour l'objet pour la dernière fois. 
A la création de l'objet, cet attribut prend la même valeur 
que le CREATEUR de l'objet. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 






- TYPE DE VALEUR: nombre entier. 
exemples: 00023, 12478, 00007. 
11. DESCRIPTION: 
La signification et les propriétés des attributs DESCRIP-
TION, STATUT-DE-CONFIDENTIALITE et TYPE sont les mêmes que 
celles énoncées pour le premier groupe d'objets : ENV-RANG, 
ARMOIRE, TIROIR, ••• 
12. STA,TUT-DE-CONFIDENTIALITE : 
13. TYPE: 
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14. POSSIBILITE-D'ACCES-CONSULTATION: 
Signification: l'attribut POSSIBILITE-D'ACCES-CONSULTATION 
d'un objet permet à son propriétaire de fixer la liste des 
groupes d'utilisateurs qui peuvent y accéder en consultation. 
Cette liste de groupes d'utilisateurs reprendra les noms de 
ces groupes. 
Propriétés 











Signification l'attribut POSSIBILITE-D'ACCES-MISE-A-JOUR 
d'un objet permet à propriétaire de fixer la liste des groupes 
d'utilisateurs qui peuvent avoir y accéder en mise à jour. 














Signification: cet attribut a pour objectif de reprendre 
certains renseignements concernant l'éventuelle expédition de 
cet objet par courrier électronique par exemple. Le proprié-
taire de l'objet peut mettre à jour ces renseignements. 
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Exemples de renseignements pouvant être liés à l'expédition 
- le nom de l'expéditeur 1 
- le nom du ou des destinataires 
- la date d'expédition 1 
- la date de réception 1 
- s'il y a attente de réponse 1 
- s'il y a attente de confirmation de réception 1 
- la liste des réponses. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 
17. MOTS-CLES: 






- TYPE DE VALEUR : chaine finie de 
caractères alphanumériques. 
exemple: 
" - expéditeur : Stefan ROBERT 
- destinataires: R. LESUISSE 
- date d'expédition: 03-12-85 
- date de réception: ? 
- attente de réponse: OUI 
- liste des réponses:/ " 
Signification : cet attribut permet, comme l'attribut 
DESCRIPTION, de décrire l'objet mais de manière plus formelle 
sur base de mots-clés. On pourra par exemple demander tous les 
objets qui reprennent les mots-clés: X, Y et z. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 






- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemples: "INTERFACES H-M", 
"ALGORITHNES", "CAO". 
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18. REFERENCE-STOCKAGE: 
Signification: cet attribut représente une référence à la 
localisation de l'objet sur support informatique. Il s'agit en 
fait du nom du fichier dans lequel se trouve le contenu de 
l'objet. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 
a. Facultatif : 






- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemple: w/usr/etd/robert/rapport.docw. 
Les objets geres par l'E.R. ne doivent pas nécessairement 
être sur support informatique. 
19. REFERENCE-ORIGINAL: 
Signification: cet attribut représente une référence à 
l'original de l'objet. Cette propriété est exigée étant donné 
que pour des raisons juridiques, il est obligatoire de garder 
l'original de certains documents enregistrés sur support 
informatique. En cas de litige, seul lui aura force de preu ve. 
D'autre part, l'objet pourrait ne pas être sur support 
informatique, comme c'est le cas d'un grand nombre d'informa-
tions. La référence · pourrait être, par exemple, la cote d'un 
ouvrage ou d'un article d'une revue dans une bibliothèque. 
Cet attribut ne s'applique qu'au T.E. INFORMATION. 
Propriétés: 
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F. Attributs des T.E. du groupe: UTILISATEUR et 
GROUPE-UTILISATEUR 
Dans cette partie, nous utiliserons également le terme 
"objet" pour UTILISATEUR et GROUPE-UTILISATEUR. 








Signification l'attribut NOM d'un objet permettra d'iden-
tifier cet objet parmi les autres objets de son type. Il 
permettra également au système d'accéder aux objets de ce type. 
Propriétés: 
a. Modifiable 






- TYPE DE VALEUR: chaîne finie de 
caractères alphanumériques. 
exemples: "Jean", "Groupe-Bureautique" 
Seul l'administrateur de l'E.R. pourra créer des utilisa-
teurs et des groupes d'utilisateurs. Il sera donc le seul à 
pouvoir changer leur nom. 
On ne peut donc distinguer que deux classes d'utilisa-
teurs: 
• le propriétaire de l'objet 1 
• les autres utilisateurs. 
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La figure 3-5 illustre la possibilité de modification qui 
servira de référence à tous les attributs modifiables de ce 











0 +' ,.. ::, 
Il. < 
OBJET X 
X: peut modifier l'attribut 
- : ne peut pas modifier l'attribut 
rig. 3-5: P044itilité d~ moditication 
de la ualeu4 de l'aii4ilut 
Signification: le CODE est un identificateur interne qui 
permettra au système de gérer les objets. 
Propriétés 






- TYPE DE VALEUR: nombre entier. 
exemples: 00023, 12478, 00007. 
Les remarques sont les mêmes que celles qui ont été données 
pour les objets du premier groupe. 
3. MOT-DE-PASSE: 
Signification: le mot de passe de l'utilisateur est un code 
secret qui lui permet de se protéger. 
Cet attribut ne s'applique qu'au T.E. UTILISATEUR. 
Propriétés: 












La signification et les propriétés des attributs DATE-DE-
CREATION et CREATEUR sont les mêmes que celles énoncées pour le 
premier groupe d'objets : ENV-RANG, ARMOIRE, TIROIR, FARDE, 
POUBELLE et BOITE. 
5. CREATEUR 
6. PERMISSION-D'ACCES: 
Signification: il s'agit d'un attribut indiquant si cet 
utilisateur peut modifier des objets dans l'E.R. (création ou 
mise à jour) ou s'il est simplement autorisé à consulter ceux-
ci. 
Cet attribut ne s'applique qu'au T.E. UTILISATEUR. 
Propriétés : 






TYPE DE VALEUR 
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2.2.3. Les associations 
La figure 3-6 rappelle le schéma E-A illustré à la figure 
3-1 en faisant ressortir les associations. 









le schéma E-A (figure 3-6), les ~ d'association 
sont représentés graphiquement par des hexagones (figure 
Tous les T.A. y sont de degré 2 (binaires) parce qu'ils 









La signification des T.A. est identique pour tous, aux T.E. 
près qu'ils relient comme l'illustre de manière générique la 
figure 3-8. L'interprétation en est la suivante: 
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- une occurrence du T.E. "TEl" "est composée" d'occurrence(s) 
du T.E. "TE2" 1 
- une occurrence du T.E. "TE2" "fait partie" d'une occurrence 
du T.E. "TEl". 
TE1 est 
COMP_TE1_TE2 


























Association reliant les entités: E.R. et ARMOIRE. 
A un E.R. peut correspondre 0,1 ou plusieurs ARMOIRES. 
A une ARMOIRE correspond 1 et 1 seul E.R. 
COMP-ER-BOIT: 
Nom: COMPOSITION-ER-BOITE. 
Association reliant les entités: E.R. et BOITE. 
A un E.R. peut correspondre 0,1 ou plusieurs BOITES. 
A une BOITE correspond 1 et 1 seul E.R. 
COMP-ER-POUB: 
Nom: COMPOSITION-ER-POUBELLE. 
Association reliant les entités: E.R. et POUBELLE. 
A un E.R. ne correspond qu ' une seule POUBELLE. 
A une POUBELLE correspond 1 et 1 seul E.R. 
COMP-ER-UTI: 
Nom: COMPOSITION-ER-UTILISATEUR. 
Association reliant les entités: E.R. et UTILISATEUR. 
A un E.R. peut correspondre 0,1 ou plusieurs UTILISATEURS. 
A un UTILISATEUR correspond 1 et 1 seul E.R. 
COMP-ARM-TIR: 
Nom: COMPOSITION-ARMOIRE-TIROIR, 
Association reliant les entités: ARMOIRE et TIROIR. 
A une ARMOIRE peut correspondre 0,1 ou plusieurs TIROIRS. 
A un TIROIR correspond 1 et 1 seul ARMOIRE. 
COMP-BOIT-GRIN: 
Nom: COMPOSITION-BOITE-GROUPE-INFORMATION. 
Association reliant les entités: BOITE et 
GROUPES-INFORMATION. 
A une BOITE peut correspondre 0,1 ou plusieurs 
GROUPE-INFORMATION. 
A un GROUPE-INFORMATION correspond au plus une BOITE. 
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COMP-BOIT-INF: 
Nom : COMPOSITION-BOITE-INFORMATION. 
Association reliant les entités: BOITE et INFORMATION. 
A une BOITE peut correspondre 0,1 ou plusieurs 
INFORMATIONS. 
A une INFORMATION correspond au plus une BOITE. 
COMP-POUB-GRIN: 
Nom: COMPOSITION-POUBELLE-GROUPE-INFORMATION. 
Association reliant les entités: POUBELLE et 
GROUPE-INFORMATION. 
A une POUBELLE peut correspondre 0,1 ou plusieurs 
GROUPES-INFORMATION. 
A un GROUPE-INFORMATION correspond au plus une POUBELLE. 
COl1P-POUB-INF: 
Nom: COMPOSITION-POUBELLE-INFORMATION. 
Association reliant les entités: POUBELLE et INFORMATION. 
A une POUBELLE peut correspondre 0,1 ou plusieurs 
INFORMATIONS. 
A une INFORMATION correspond au plus une POUBELLE. 
COMP-TIR-GRIN: 
Nom: COMPOSITION-TIROIR-GROUPE-INFORMATION. 
Association reliant les entités: TIROIR et 
GROUPE-INFORMATION. 
A un TIROIR peut correspondre 0,1 ou plusieurs 
GROUPES-INFORMATION. 
A un GROUPE-INFORMATION correspond au plus un TIROIR. 
COMP-TIR-FAR: 
Nom: COMPOSITION-TIROIR-FARDE. 
Association reliant les entités: TIROIR et FARDE. 
A un TIROIR peut correspondre 0,1 ou plusieurs FARDES. 
A une FARDE correspond 1 et 1 seul TIROIR. 
COMP-TIR-INF: 
Nom: COMPOSITION-TIROIR-INFORMATION. 
Association reliant les entités: TIROIR et INFORMATION. 
A un TIROIR peut correspondre 0,1 ou plusieurs 
INFORMATIONS. 
A une INFORMATION correspond au plus un TIROIR. 
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COt-JP-FAR-GRIN : 
Nom: COMPOSITION-FARDE-GROUPE-INFORNATION. 
Association reliant les entités: FARDE et 
GROUPE-INFORMATION. 
A une FARDE peut correspondre 0,1 ou plusieurs 
GROUPES-INFORMATION. 
A un GROUPE-INFORMATION correspond au plus une FARDE. 
COMP-FAR-INF: 
Nom: COMPOSITION-FARDE-INFORMATION. 
Association reliant les entités: FARDE et INFORMATION. 
A une FARDE peut correspondre 0,1 ou plusieurs 
INFORMATIONS. 
A une INFORMATION correspond au plus une FARDE. 
COMP-GRIN-INF: 
Nom : COMPOSITION-GROUPE-INFORMATION-INFORMATION. 
Association reliant les entités: GROUPE-INFORMATION et 
INFORMATION. 
A un GROUPE-INFORMATION peut correspondre 0,1 ou 
plusieurs INFORMATIONS. 
A une INFORMATION correspond au plus un GROUPE-INFORMATION. 
CONP-UT-GRUT: 
Nom: COMPOSITION-UTILISATEUR-GROUPE-UTILISATEUR. 
Association reliant les entités: UTILISATEUR et 
GROUPE-UTILISATEUR. 
A un GROUPE-UTILISATEUR peut correspondre 0,1 ou 
plusieurs UTILISATEURS. 
A une UTILISATEUR correspond 1 et 1 seul 
GROUPE-UTILISATEUR. 
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2.2.4. Les contraintes d'intégrité du schéma E-A 
Définition : "une contrainte d'intégrité (G.I.) est une pro-
priété non représentée par les concepts de base du modèle 
que doivent satisfaire les informations appartenant à la 
mémoire du système d'information (S.I.)" (BOPI83). 
2.2.4.1. Contraintes d'intésrité portant sur les entités 
A. Contraintes d'existence: 
1. Une occurrence de UTILISATEUR ne peut exister que si elle 
participe à une COMPOSITION-ER-UTILISATEUR et à une COMPOSI-
TION-UTILISATEUR-GROUPE-UTILISATEUR. 
2. Une occurrence de POUBELLE ne peut exister que si elle 
participe à une COMPOSITION-ER-POUBELLE. 
3. Une occurrence de BOITE ne peut exister que si elle parti-
cipe à une COMPOSITION-ER-BOITE. 
4. Une occurrence d' ARNOIRE ne peut exister que si elle parti-
cipe à une CONPOSITION-ER-ARlfOIRE. 
5. Une occurrence de TIROIR ne peut exister que si elle parti-
cipe à une COMPOSITION-ARMOIRE-TIROIR. 
6. Une occurrence de FARDE ne peut exister que si elle parti-
cipe à une CONPOSITION-TIROIR-FARDE. 
B. Identifiant d'un type d'entité: 
Les identifiants des 
propriétés des attributs 
propriétés des attributs). 




2.2.4.2. Contraintes d'intégrité portant sur les associations 
A. Contraintes d'exclusion 
les 
des 




y a contrainte d'exclusion 
d'un T.E. dans une occurrence 
(T.A.) exclut sa participation 




1. Une occurrence d' INFORMATION doit participer exclusivement 







CHAPITRE 3: ANALYSE FONCTIONNELLE 
2. Une occurrence de GROUPE-INFORMATION doit participer 





B. Identifiant d'une association 
Définition : "une association d'un type donné sera identifiée 
par les identifiants des entités sur lesquelles elle est 
définie. En effet, l'existence d'une association est 
contingente à l'existence des entités qu'elle met en 
correspondance" (BOPI83). 
C. Autres 
Nous n'avons pas respecté les règles du modèle E-A comme 
décrit dans (BOPI83) pour la représentation de certaines 
associations. Ceci est dû à la complexité que cela aurait 
entraîné dans la représentation graphique du schéma E-A. 
Ces associations ont été remplacées par des attributs 
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1. Les attributs POSSIBILITE-D'ACCES, POSSIBILITE-D'ACCES-
CONSULTATION, et POSSIBILITE-D'ACCES-MISE-A-JOUR corres-
pondent en fait à une associ ation entre le T.E. auquel 
appartient ces attributs et le T.E. GROUPE-UTILISATEUR. 
La figure 3-9 illustre l'attribut 'POSSIBILITE-D'ACCES pour 
les T.E. : ENVIRONNEMENT-RANGENENT, POUBELLE, BOITE, 







Tig. 3-9 Att~itut POSSIBIL17l-D'ACClS 
3-35 
CHAPITRE 3: ANALYSE FONCTIONNELLE 
La figure 3-10 illustre les attributs POSSIBILITE-D'ACCES-
CONSULTATION et POSSIBILITE-D'ACCES-MISE-A-JOUR pour les 












tig, 3-10 Aii4itut4 POSSIBILI7l-D'ACClS-CONSUL7A7ION 
Li POSSIBILI7l-D'ACClS-~ISl-A-JOUR 
Dans les figures 3-9 et 3-10, nous avons opté pour la 
deuxième solution alors que la solution correcte est la 
première~ Nous devons donc compléter notre solution par une 
contrainte sur la valeur des attributs POSSIBILITE-D'ACCES, 
POSSIBILITE-D'ACCES-CONSULTATION, et POSSIBILITE-D' ACCES-!JISE-
A-JOUR. Ces attributs ne pourront prendre comme valeur que des 
valeurs existantes de l'attribut nom d'occurrences du T.E. 
GROUPE-UTILISATEUR. 
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2. Les attributs CREATEUR, CONSULT et MODIFICAT correspondent 
en fait à une association entre le T.E. auquel appartient 
ces attributs et le T.E. UTILISATEUR. 
La figure 3-11 illustre les attributs CREATEUR et DATE-DE-
CREATION pour les T.E. : UTILISATEUR, GROUPE-UTILISATEUR, 
ENVIRONNEMENT-RANGEHENT, POUBELLE, BOITE, ARMOIRE, TIROIR, 












7ig. 3-11 Att~itut4 CRlA7lUR Li DA7l_CREA710N 
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La figure 3-12 illustre les attributs CREATEUR, DATE-DE-
CREATION, CONSULT, DATE-DE-CONSULTATION, HODIFICAT, DATE-DE-
NISE-A-JOUR pour le T.E. : INFORNATION. 












DATE DE CREATION 
CONSliLT-
DATE DE CONSULTATION 
• MODIFICAT 
DATE_DE_MODIFICATION 
ti.g. J-1 Z Att~itut~ CRéA7éUR, DA7é Dé CRéA7ION 
CONSUL7, DA7é-Dé-CONSUL7A7ION 
~ODirICA7, DA7é=Dé:~oDzrzcA7]0N 
Dans les figures 3-11 et 3-12, nous avons opté pour la 
deuxième solution alors que la solution correcte est la 
première. Nous devons donc compléter notre solution par une 
contrainte sur la valeur des attributs CREATEUR, DATE-DE-
CREATION, CONSULT, DATE-DE-CONSULTATION, l1ODIFICAT, DATE-DE-
MISE-A-JOUR. Ces attributs ne pourront prendre comme valeur que 
des valeurs existantes de l'attribut code d'occurrences du T.E. 
UTILISATEUR. 
Remarque: 
Notons que les attributs DATE-DE-CONSULTATION et DATE-DE-
MISE-A-JOUR n'ont pas la même sémantique dans les deux 
solutions présentées à la figure 3-12. La première solution 
permet d'avoir un historique des consultations et des mises~ 
jour des informations, alors que la deuxième solution ne le 
permet pas. Cette solution ne peut conserver qu'un couple de 
dates par entité. Nous conviendrons qu'il s'agit respectivement 
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de la dernière date de consultation et de la dernière date de 
modification de cette entité, 
Cette remarque ne concerne pas l'attribut DATE-DE-CREATION 
dans la mesure où l'on considère comme trivial qu'un objet ne 
peut être créé qu'une seule fois. 
2.2,4.3. Contraintes d'intégrité portant sur les attributs 
A. Contraintes de valeur: 
1. Les contraintes 
valeurs que peut 
abordées dans les 
valeur dans 2.2,2, 
buts) ; 
de valeurs définissent l'ensemble des 
prendre un attribut. Elles ont déjà été 
propriétés des attributs (cfr. type de 
C. Définition des propriétés des attri-
2, D'autres contraintes peuvent définir les valeurs que peut 
prendre un attribut en fonction des valeürs prises par d'au-
tres : 
a) Les valeurs de DATE-DE-CONSULTATION et DATE-DE-MISE-A-
JOUR doivent être supérieures ou égales à la valeur de DATE-
DE-CREATION de l'information à laquelle ils appartiennent. 
Ceci parce que la valeur de l'attribut DATE-DE-CREATION ne 
peut être modifiée et que les attributs DATE-DE-CONSULTATION 
et DATE-DE-MISE-A-JOUR prennent la valeur de DATE-DE-
CREATION lors de la création de l'information dans l'E.R. 
b) La possibilité d'une mise à jour d'une information étant 
plus restrictive que celle d'une simple consultation, la 
participation dans la liste POSSIBILITE-D'ACCES-MISE-A-JOUR 
implique automatiquement la participation dans la liste 
POSSIBILITE-D'ACCES-CONSULTATION sans que cela doive y 
figurer explicitement. 
c) Les groupes d'utilisateurs de la liste POSSIBILITE-
D'ACCES d'une occurrence de TIROIR doivent être inclus dans 
la liste POSSIBILITE-D'ACCES de l'occurrence ARMOIRE à 
laquelle ce tiroir est associé, Et ceci pour être cohérent 
dans la méthode d'accès. 
d) Les groupes d'utilisateurs de 
D'ACCES d'une occurrence de FARDE 
la liste POSSIBILITE-D'ACCES de 
laquelle ce tiroir est associé. 
la liste POSSIBILITE-
doivent être inclus dans 
l'occurrence ARNOIRE à 
e) Les groupes d'utilisateurs de la liste POSSIBILITE-
D'ACCES d'une occurrence de ARNOIRE, de BOITE ou de POUBELLE 
doivent être inclus dans la liste POSSIBILITE-D'ACCES de 
l'occurrence ENVIRONNENENT-RANGENENT. Ceci est toujours 
réalisé puisque nous avons dit que l'accès à l'E.R. serait 
accordé à tous les groupes d'utilisateurs. La liste 
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POSSIBILITE-D'ACCES de l'E.R. se compose automatiquement de 
tous les groupes d'utilisateurs. 
f) Les groupes d'utilisateurs de la liste POSSIBILITE-
D'ACCES-CONSULTATION et POSSIBILITE-D'ACCES-MISE-A-JOUR 
d'une occurrence d'INFORMATION doivent faire partie de la 
liste POSSIBILITE-D'ACCES de l'entité à laquelle cette 
information est associée. Cette entité peut être soit: 
un GROUPE-INFORMATION 
ou une FARDE 
ou un TIROIR 
ou une BOITE 
ou la POUBELLE 
g) Les groupes d'utilisateurs de la liste POSSIBILITE-
D 'ACCES-CONSULTATION et POSSIBILITE-V' ACCES-NI SE-A-JOUR 
d'une occurrence de GROUPE-INFORMATION doivent être inclus 
dans la liste POSSIBILITE-D'ACCES de l'entité à laquelle ce 











Pour que l'E.R. puisse être géré, deux données supplémen-
taires seront utilisées: 
1. Date du jour: la date du jour peut être une date que 
l'utilisateur introduit avant l'appel d'une opération sur un 
objet de l'E.R. Elle est nécessaire, par exemples, pour 
mémoriser la date de création, consultation ou mise à jour 
d'une information dans l'E.R. 
2. Compteur de codes: un compteur est nécessaire pour la 
génération automatique des codes des nouveaux objets. Il est 
incrémenté de une unité à chaque création d'un objet. Chaque 
objet reçoit ainsi un code distinct qui servira 
d'identifiant global de l'objet. 
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1.:__ SPECIFICATION DES OPERATIONS SUR LES OBJETS DE L'E.R. 
La présente section se compose de deux parties: 
- une première partie a pour but de dresser la portée des 
opérations dans le cadre de ce qui a été implémenté pour ce 
mémoire; 
une deuxième partie analyse de manière détaillée les 
différentes opérations en termes des pré- et postconditions, 
des données en entrée, des résultats en sortie et de l'objec-
tif proprement dit de l'opération. 
3.1. PORTEE DES OPERATIONS 
On se limitera, dans le cadre de ce mémoire, à spéci f ier et 
a implémenter une couche de primitives qui permettront de gérer 
les objets de l'E.R. Cette couche d'opérations et l'E.R., 
représenté par le symbole d'une base de données, sont illustrés 
à la figure 3-13. 
COUCHE OPERATIONS E.R. 
E.R. 
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Cette couche d'opérations a pour objectif de servir de base 
à une application future. Cette application pourra être, par 
exemple, un courrier électronique, un service intégré de 
rangemement de documents, ••• Elle fera appel à l'E.R. pour 
classer les informations. La figure 3-14 illustre l'E.R. et les 




Tig. J-14 Application 
Rappelons qu'aucune opération de cette couche ne travaille 
sur le contenu des informations. Elles s'occupent essentiel-
lement de la fonction de rangement et donc des propriétés des 
objets et non de le leur valeur. Le seul lien entre un objet 
information et l'information proprement dite est la référence 
qui pourra, par exemple, être la référence d'un fichier ou 
d'une localisation dans une bibliothèque. Celle-ci permet à 
l'E.R. de gérer des informations sur support informatique mais 
aussi des informations sur d'autres supports tels que le papier 
ou le microfilm. 
Enfin, cette couche d'opérations s'adressant à une 
application et donc à des concepteurs et programmeurs, ces 
opérations seront spécifiées à la manière des fonctions, c'est-
à-dire en terme: 
- des données en entrée 1 
- des préconditions à respecter avant l'appel de la 
fonction 1 
- de l'objectif de la fonction 1 
- des résultats en sortie 1 
- des postconditions à la sortie de la fonction. 
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3.2. LES OPERATIONS 





• MISE A JOUR 
• RECHERCHE 
• PROPRIETE 
Particularité : pour limiter le nombre d'opérations, et ainsi 
le nombre de points d'entrée dans la couche des opérations, 
nous n'avons pas distingué les opérations par type d'objet. Il 
n'existe donc qu'une opération CREATION, qui servira aussi bien 
à la création d'une armoire, d'une information ou d'un nouvel 
utilisateur. Cette distinction se fera cependant à lrintérieur 
de chaque fonction et notamment au niveau de certaines 
conditions à respecter qui sont différentes en fonction des 
types d'objet. 
.!i.:.. Spécifications 
L:_ CREATION (utilisateur, date jour, objet, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur 1 
la date du jour 1 
- le type et l'ensemble des attributs manuels (1) de 
l'objet à créer. 
b) Préconditions: 
- la base de données de l'E.R. doit être ouverte (2) 1 
(1) Le terme manuel est un type de valeur que l'on a utilisé 
lors de l'analyse fonctionnelle des données, au point 2.2.2. 
Les attributs des T.E., de ce présent chapitre. 
(2) Pour une question de performance de temps d'accès, il est 
préférable que la base de données (BD) soit ouverte avant 
l'appel de la fonction I ceci pour éviter de devoir ouvrir puis 
refermer la BD à chaque appel de fonction. A ce propos, les 
temps d'accès des différentes opérations sont donnés, à titre 
illustratif dans le cinquième chapitre : 5. Performance de 
l'implémentation. 
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- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction création a pour objectif de permettre la 
création, à la demande d'un utilisateur, d'un nouvel objet dans 
l'E.R. 
Conditions à remplir: 
L'utilisateur doit avoir la permission 'ECRITURE'. 
Pour les objets de type UTILISATEUR, GROUPE-UTILISATEUR, 
BOITE, ARMOIRE et TIROIR : l'utilisateur doit être 
l'administrateur de l'E.R. 
- Pour les objets de type ENV-RANG et POUBELLE, la création 
n'est pas autorisée. 
- Pour les objets de type FARDE, INFORMATION et GROUPE-
INFORMATION: 
• le contenant (3) de l'objet à créer doit exister; 





eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
l'opération s'est bien passée. Sinon, il y a 
(4) 1 
- les attributs d'objet complétés; 
la création de l'objet dans l'E.R. si l'opération s'est 
bien déroulée. 
e) Postcondition: 
- Si le code-retour est égal à 0, l'objet sera ajouté a 
l'E.R. Sinon, l'E.R. sera dans l'état précédant l'appel à 
la fonction. 
(3) Le terme contenant . est utilisé pour désigner un objet qui 
en contient un autre. 
(4) La liste des codes d'erreur, par type, est reprise à 
l'annexe A, fichier LIB-C.(X. 
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b_ SUPPRESSION (utilisateur, date jour, objet, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur; 
la date du jour; 
le type et le code de l'objet à supprimer. 
b) Préconditions: 
- la base de données de l'E.R. doit être ouverte; 
- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction suppression a pour objectif de permettre la 
s uppression, à la demande d'un utilisateur, d'un objet dans 
l'E.R. 
Conditions à remplir: 
- Pour les objets de type BOITE, ARMOIRE et TIROIR 
l'utilisateur doit être l'administrateur de l'E.R. 
- Pour les objets de type UTILISATEUR, GROUPE-UTILISATEUR, 
ENV-RANG et POUBELLE, la suppression n'est pas autorisée. 
- Pour les objets de type FARDE, INFORMATION et GROUPE-
INFORMATION : l'utilisateur doit être l'administrateur ou 
le proriétaire (CREATEUR) de l'objet. 
- Pour les objets de type BOITE, ARMOIRE, TIROIR, FARDE, et 
GROUPE-INFORMATION : l'objet doit être vide, il ne peut 
plus contenir aucun objet. 
- Pour les objets de 
présent dans l'E.R., 
en mise à jour. 
type INFORMATION: l'objet doit être 





eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
l'opération s'est bien passée. Sinon, il y a 
(4) I 
la suppression de l'objet de l'E.R. si l'opération s'est 
bien déroulée. 
3-45 
CHAPITRE 3 : ANALYSE FONCTIONNELLE 
e) Postcondition: 
- Si le code-retour est égal à O, l'objet sera supprimé de 
l'E.R. Sinon, l'E.R. sera dans l'état précédant l'appel à 
la fonction. 
3. MODIFICATION (utilisateur, date jour, objet, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilis~teur; 
la date du jour; 
- le type et l'ensemble des nouveaux attributs modifiables 
(5) de l'objet à modifier. 
b) Préconditions: 
- la base de données de l'E.R. doit être ouverte; 
- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction modification a pour objectif de permettre la 
modification, à la demande d'un utilisateur, d'un ou plusieurs 
attributs d'un objet de l'E.R. 
Conditions à remplir: 
L'utilisateur doit avoir la permission 'ECRITURE'. 
Pour les objets de type : UTILISATEUR, GROUPE-
UTILISATEUR, ENV-RANG et POUBELLE, BOITE, ARMOIRE et 
TIROIR, l'utilisateur doit être l'administrateur de 
l'E.R. 
- Pour les objets de type FARDE, INFORMATION et GROUPE-
INFORMATION : l'utilisateur doit être l'administrateur de 
l'E.R ou le proriétaire (CREATEUR) de l'objet. 




eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
l'opération s'est bien passée. Sinon, il y a 
(4) ; 
(5) Le terme modifiable est un type de valeur que l'on a 
utilisé lors de l'analyse fonctionnelle des données, au point 
2.2.2. Les attributs des T.E., de ce présent chapitre. 
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la modification des attributs de l'objet de l'E.R. si 
l'opération s'est bien déroulée. 
e) Postcondition: 
- Si le code-retour est égal à O, l'objet sera modifié de 
l'E.R. Sinon, l'E.R. sera dans l'état précédant l'appel à 
la fonction. 
4. CONSULTATION (utilisateur, date jour, objet, mode, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur 
- la date du jour, 
- le mode d'ouverture (OUVERTURE ou FERMETURE) 1 
- le type et le code de l'objet à consulter. 
b) Préconditions: 
- la base de données de l'E.R. doit être ouverte, 
- les données fournies en entrée doivent être valides. 
c) Objectif de la . fonction: 
La fonction consultation a pour objectif de permettre la 
consultation, à la demande d'un utilisateur, d'une information 
ou d'un groupe d'informations. 
Conditions à remplir: 
L'utilisateur doit avoir accès à l'objet en consulta-
tion, 
- Si l'information est en mode CONFIDENTIEL, seul le 
propriétaire de celle-ci peut la consulter. 








un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
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e) Postcondition: 
- Si le code-retour est égal à O, l'information entre ou 
sort du mode CONSULTATION. Sinon, l'E.R. sera dans l'état 
précédant l'appel à la fonction. 
2.!.. MISE-A-JOUR (utilisateur, date jour, objet, mode, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur; 
- la date du jour; 
- le mode d'ouverture (OUVERTURE ou FERMETURE) 
- le type et le code de l'objet à consulter. 
~ b) Préconditions: 
- la base de données de l'E.R. doit être ouverte; 
- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction mise-à-jour a pour objectif de permettre la 
mise à jour, à la demande d'un utilisateur, d'une information 
ou d'un groupe d'informations. 
Conditions à remplir: 
L'utilisateur doit avoir accès à l'objet en mise-à-jour 
- Si l'information est en mode CONFIDENTIEL, seul le 





eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 





la fermeture de mise-à-jour de 
accordée si l'opération s'est bien 
e) Postcondition: 
- Si le code-retour est égal à O, l'information entre ou 
sort du mode MISE-A-JOUR. Sinon, l'E.R. sera dans l'état 
précédant l'appel à la fonction. 
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~ RECHERCHE (utilisateur, date jour, cond, - res, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur 1 
la date du jour; 
- le type et les critères portant sur les objets à 
rechercher ; 
b) Préconditions: 
- la base de données de l'E.R. doit être ou verte; 
- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction recherche a pour objectif de permettre la 
recherche, à la demande d'un utilisateur, d'objets de même type 
ayant certaines propriétés. 
Condition à remplir: 





eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
l'opération s'est bien passée. Sinon, il y a 
(4) ; 
la liste des codes des objets correspondant aux critères 
de la recherche. 
e) Postcondition: 
Si le code-retour est égal à O, la recherche s'est bien 
passée. 
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~ PROPRIETE (utilisateur, date jour, objet, code-retour) 
a) Données: 
le code, la permission et le groupe de l'utilisateur; 
la date du jour; 
- le type et le code de l'objet dont on veut les propriétés 
(6) • 
b) Préconditions: 
- la base de données de l'E.R. doit être ouverte; 
- les données fournies en entrée doivent être valides. 
c) Objectif de la fonction: 
La fonction propriété 
demande d'un utilisateur, 
dont on donne le code. 
Condition à remplir: 
a pour objectif de donner, à la 
l'ensemble des propriétés de l'objet 





eu une erreur 
un code d'erreur est renvoyé au retour de 
de la fonction. Une valeur égale à 0 
l'opération s'est bien passée. Sinon, il y a 
(4) ; 
l'ensemble des propriétés de l'objet si celui-ci existe. 
e) Postcondition: 
- Si le code-retour est égal à O, l'ensemble des propriétés 
est retourné dans objet. 
(6) Le terme propriété est à prendre au sens de valeur 
d'attribut. 
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CHAPITRE 4: IMPLEMENTATION 
1 • INTRODUCTION 
Ce chapitre a pour objectif de donner une description de 
l'implémentation de l'E.R. 
Tout d'abord, on verra les deux configurations matérielles 
sur lesquelles nous avons travaillé. 
Ensuite, nous analyserons les transformations de schémas 
partant du schéma E-A du troisième chapitre pour arriver à un 
schéma dépendant du SGBD cible choisi : Ingres. 
Enfin, nous terminerons par l'architecture de l'application 
en distinguant une architecture logique visant à travailler le 
plus indépendamment possible des outils d'implémentation et une 
architecture physique correspondant à l'adaptation de la premi-
ère aux contraintes rencontrées. 
~ DESCRIPTION DE LA CONFIGURATION MATERIELLE ET LOGICIELLE 
Première configuration: 
- Station de travail SUN-2; 
- Système d'exploitation: UNIX; 
- Système de Gestion de Base de Données 
Relationnel (SGBDR): Sun Microingres; 
- Langage de programmation: Equel/C. 
Deuxième configuration: 
- Mini-ordinateur VAX 750 
- Système d'exploitation: ULTRIX; 
- SGBDR: Ingres; 
- Langage de programmation: Equel/C; 
- Debugger: DBX. 
Remarque: 
Les deux configurations sont compatibles au niveau de leur 
système d'exploitation, SGBDR et langage de programmation. 
Nous n'avons pas utilisé d'autres outils, pour la gestion de 
l'interface homme-machine par exemple (Suntools), qui eux ne 
sont plus compatibles. La station de travail SUN utilise en 
effet un écran graphique bit-map avec possibilité de multi -
fenêtre qu'un terminal VT220 ou VT240 ne possède pas. 
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3. REPRESENTATION DES DONNEES 
L'E.R. étant implémenté sur un SGBDR, une transformation de 
schémas a du être réalisée du schéma E-A de la figure 3-1 vers 
un schéma conforme relationnel. 
Nous nous sommes pour cela basés sur la méthode utilisée 
dans (HAIN84C). La figure 4-1 illustre de manière syntétique 
les différentes phases de transformations à opérer. 
Les trois phases de transformation sont : le rappel de 








SCHEMA DES ACCES 
POSSIBLES (SAP) 




SGBD cible) SCHEMA DES ACCES 
LOGIQUES INGRES 
3.1. Analyse fonctionnelle 
Lors de l'analyse fonctionnelle, dans le troisième chapi-
tre, nous avons choisi le modèle E-A comme modèle de 
structuration des données. Ce modèle servira dans ce présent 
chapitre comme point de départ à une serie de transformations 
pour la conception de la base de données. 
A titre de rappel, la figure 4-1 illustre le schéma E-A de 
l 'E.R. 
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3.2. Conception logique 
La phase de conception logique de l'analyse des données 
utilise le Modèle d'Accès Généralisé (HAINBl) comme intermé-
daire entre le modèle conceptuel et le SGBD proprement dit. 
Une particularité importante de cette phase intermédiaire 
est l'indépendance de tout SGBD. 
Cette phase est décomposée en deux sous-phases : une 
premiere qui aboutit au schéma des accès possibles (SAP) et une 
seconde qui aboutit au schéma des accès nécessaires (SAN). 
A. Schéma des accès possibles 
Ce premier schéma exprime de la maniere la plus complète 
possible le schéma conceptuel en n'accordant pas encore 
d'importance aux accès qui seront demandés aux objets de l'E.R. 
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B. Schéma des accès nécessaires 
Ce schéma correspond 
lequel on fait ressortir 
opérations sur les objets. 
au schéma des accès possibles dans 
les accès qui seront demandés par les 
Pour aboutir à ce schéma, une étude des algorithmes qui 
accèdent aux données doit normalement être effectuée. Une 
analyse détaillée de ces algorithmes ne sera pas réalisée dans 
le cadre de ce mémoire. Pour généraliser les accès nécessaires 
aux objets de l'E.R., trois types d'accès seront retenus: 
- accès à un objet par son code, 
- accès au contenu d'un objet , 
- accès au contenant d'un objet. 
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3.3. Conception physique 
La phase de conception physique consiste à traduire le 
schéma des accès nécessairesen un schéma qui soit conforme au 
SGBD cible choisi. Dans ce cas il s'agit du SGBDR Ingres 
La figure 4-5 illustre le schéma des accès logiques Ingres. 
Quelques remarques à propos de ce schéma: 
1. Il n'a pas été nécessaire de transformer les items 
répétitifs du schéma des accès nécessaires étant donné que 
ces items ont été implémentés sous forme de chaînes de 
caractères et que Ingres offre des facilités pour le 
traitement de ce type de donnée. Il s'agit des items poss, 
poss-con, poss-maj et mots-cles. 
2. Certaines clés d'accès n'ont pas été retenus pour les tables 
qui ne contiennent qu'une seule ligne. Le temps d'accès sur 
ces type d'article n'étant pas dégradé par un accès 
séquentiel. Il s'agit des items code des types d'article: 
ENV-RANG et POUBELLE. 
3. Les chemins d'accès ayant comme origine ou extrémité l e type 
d'article ENV-RANG n'ont pas été retenus pour la 
transformation étant donnés que dans la version actuel le, il 

































































Schéma des Accès Logiques Ingres 
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4. ARCHITECTURE DE L'APPLICATION 
On distinguera deux architectures: l'architecture logique 
et l'architecture logique. 
4.1. ARCHITECTURE LOGIQUE 
L'architecture logique correspond à la représentation des 
différentes couches d'abstraction de l'application d'après la 
méthode utilisée dans (VANL85). 
Rappelons que l'implémentation de l'E.R., dans le cadre de 
ce mémoire, se limite à la gestion des objets de celui-ci. Nous 
avons procédé à une découpe en deux couches de manière à isoler 






OP ERATIONS E.R. 
sur BD 
rig. 4-6 A~chit~ciu~~ Logiqu~ 
La couche superieure représente les différentes opérations, 
qui ont été décrites dans le troisième chapitre lors de 
l'analyse fonctionnelle, au niveau des · différentes vérifica-
tions des conditions à repecter. 
La couche inférieure représente l'exécution de l'opération 
proprement dite sur le SGBD Ingres. Cette couche cache donc les 
accès au SGBD. Ainsi, lors d'un changement éventuel de SGBD, 
seul la couche inférieure est à respécifier. 
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4.2. ARCHITECTURE PHYSIQUE 
Comme 1 'illustre la figure 4 -7, 1 'architecture physique de 











Couchê 4 CONSTANTES 
STRUCTURES DE DONNEES 
VARIABLES GLOBALES 
Tig. 4-7 A~chitectu~e Phy~ique 
Néanmoins, deux couches supplémentaires viennent s'y ajou-
ter: 
une première couche renferme les fonctions de bas niveau 
appelées à la fois par la couche 1 et la couche 2. 
une deuxième couche renferme les déclarations des 
constantes, des structures de données et des variables globales 
utilisées par les trois couches supérieures. 
La première couche correspond aux fichiers 
SUPPRESSION.C, MODIFICATION.C, CONSULTATION.C, 
RECHERCHE.Cet PROPRIETE.C de l'annexe A. 
: CREATION.C, 
MISE_A_JOUR.C, 
La deuxième couche correspond aux fichiers : CREAT.QG, 
SUPPR.QG, MODIF.QG, CONSUL.QG, MAJ.QG, CONTEN.QG et RECH.QG de 
l'annexe A. 
La troisième couche correspond aux fichiers . LIB_F.QG et . 
LIB I.AC de l'annexe A. 
La quatrième couche correspond aux fichiers . LIB_V.QG et . 
LIB_C.QC de l'annexe A. 
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5. CONCLUSION 
Ce chapitre a permis de 
l'implémentation de l'E.R. 
tracer une description de 
Au niveau des données, il y a eu des transformations du 
schéma E-A vers un schéma conforme au SGBD Ingres. 
Au niveau des opérations, il y a eu la description de 
l'architecture logique et physique de l'application. 
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CHAPITRE 5 : EVALUATION. 
1. INTRODUCTION. 
Dans ce chapitre, nous essayerons de présenter une évalua-
tion la plus complète possible du travail effectué au travers 
des différentes phases de la démarche que nous avons suivie. 
Cette évaluation est le résultat de l'expérience acquise 
par l'analyse et la réalisation d'un environnement automatisé 
de rangement d'informations. 
Certains domaines informatiques nouveaux seront abordés et 
présentés comme des alternatives possibles aux techniques que 
nous avons utilisées. Ils ne seront examinés que partiellement, 
dans la mesure où ils pallient aux inconvénients rencontrés 
dans les choix que nous avons effectués. L'objectif de ce 
chapitre sera donc de prendre une position critique vis-à-vis 
du travail réalisé tout en introduisant de nouvelles idées qui 
pourront éventuellement servir de prolongements au mémoire. 
2. MODELE D'E.R. D'INFORMATIONS • 
.1.!_ Avantage. 
Nous avons pris comme modèle de départ d'E.R., celui d'un 
E.R. manuel : le bureau. Ce choix a été fait pour répondre à un 
esprit bureautique car nous pensons qu'une des raisons qui a 
rendu la percée de la bureautique difficile en ses débuts, 
était un manque d'adaptation à l'utilisateur wnon informati-
cienw tant au niveau matériel que logiciel. 
Comme nous l'avons déjà montré dans l'introduction 
mémoire, certains progrès apparaissent par le concept 
station de travail. 
du 
de 
Un effort est également nécessaire en ce qui concerne les 
applications • Le bureau en tant que modèle de rangement 
représente pour nous une prise en considération de l'utilisa-
teur dans la mesure où la plupart des concepts employés sont 
déjà connus et manipulés. 
Du point de vue de l'informaticien, ce problème de 
l'adaptation peut être négligeable puisque celui-ci est en 
contact permanent avec le matériel informatique. Par contre, 
l'utilisateur occasionnel qui ne comprend pas toujours ce qu'il 
y a wderrièrew l'ordinateur, a du mal à s'imaginer ce que 
représente un wfichierw informatique. On lui dira que ces 
fichiers peuvent contenir des wprogrammesw ainsi que des 
wdonnéesw sans qu'il y ait apparemment de différence 
extérieurement. De plus si on lui demande d'effectuer des 
wback-upw parce que les données peuvent wse perdrew, 
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l'informatique devient pour lui un obscur et mystérieux objet. 
Alors qu'il suffirait de parler le même langage que lui 
armoire ou bac à fiches au lieu de fichier, et d'élaborer une 
gestion automatique et transparente de sauvegarde des fichiers 
comme le permettent certains traitements de texte. 
B. Inconvénient. 
Cette comparaison avec la manière de travailler manuelle 
n'est pas toujours bénéfique ou peut même être déconseillée 
dans certains cas. 
Ainsi, nous avons écarté dès le départ le concept d'étagère 
parce que celle-ci ne se distinguait de l'armoire que par son 
apparence extérieure. En effet, cette distinction n'existe plus 
dans un E.R. automatisé. 
L'expérience serait susceptible de montrer qu'il pourrait 
en être de même pour d'autres concepts. Ainsi, pour le concept 
de botte, nous avions pris sa taille comme distinction majeure, 
par rapport à l'armoire, c'est-à-dire le nombre d'informations 
qu'elle pouvait contenir. Dans le domaine informatique ce 
critère n'a plus nécessairement la même importance, les 
fichiers n'étant pas limités en taille, ou du moins ne le sont 
qu'à concurrence de la capacité du support sur lequel ils sont 
enregistrés. 
C. Généralisation. 
Après l'expérience acquise par l'étude que nous avons faite 
des types d'objet constituant un E.R. et si nous abandonnons 
l'optique bureautique qui a consisté à prendre comme modèle de 
départ le bureau, nous pourrions aboutir à un schéma entité-
association (E-A) différent de celui que nous avons utilisé au 
chapitre 3 (figure 3-1). 
En effet, si l'on ne considère pas 
d'utilisateur et de groupe d'utilisateurs, 
généraliser ce schéma comme l'illustre la figure 
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Notons que pour que ce schéma puisse être sémantiquement 
équivalent à .celui que nous avions utilisé, certains attributs 
doivent être ajoutés. Par exemple, OBJET RANG devrait être 
complété par un attribut représentant le type de l'objet 
armoire, tiroir, boîte, ••• Un nombre important de contraintes 
d'intégrité supplémentaires devraient de plus être gérées 
notamment sur les valeurs des attributs de OBJET RANG. Nous ne 
les développerons pas ici. -
Nous voyons que l'E.R. peut être représenté 
au moyen du modèle E-A. Il est intéressant de 
question suivante : l'utilisation du modèle 
réellement indépendante du type de public auquel 
destiné? 
de deux façons 
se poser la 
E-A est-elle 
ce modèle est 
Dans le cadre du cours d'analyse fonctionnelle (BOPI84) 
donné en première licence, on nous a présenté le modèle E-A 
comme un outil d'analyse d'organisation, l'objectif étant de 
pouvoir montrer aux dirigeants et employés d'une entreprise la 
structure souvent complexe des informations qu'ils manipulent. 
Cet outil était donc destiné à être compris par des personnes 
non initiées à l'informatique. 
Dans le cadre du cours de conception de fichiers et banques 
de données (HAIN84C), on nous a présenté le même modèle E-A 
comme modèle initial à la conception de bases de données. Ce 
modèle E-A était donc vu comme un modèle de représentation de 
données destiné à être utilisé par des concepteurs de banques 
de données supposés posséder une formation en informatique. 
En réponse à la question ci-dessus, le schéma de la figure 
3-1 semble idéalement destiné à un public "non informaticien". 
Le concepteur de bases de données, par contre, portera peut-
être une préférence pour le schéma de la figure 5-1 qui 
paraîtra certainement trop abstrait pour la plupart des non 
initiés à l'informatique. 
3. MODELE CONCEPTUEL DE REPRESENTATION DES DONNEES. 
~ Avantage. 
Le modèle conceptuel E-A, que nous avons choisi pour la 
représentatation des informations, présente comme principal 
avantage, en dehors du fait qu'il soit indépendant de tout SGBD 
cible, de permettre des transformations relativement aisées 
vers des schémas conformes aux SGBD cibles choisis. 
Ces transformations se font en plusieurs phases comme on 
l'a vu au quatrième chapitre : Implémentation. Il faut faire 
appel à des règles de transformation et respecter des 
contraintes en fonction de la famille du SGBD et du SGBD cible 
choisi. 
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Une analyse et un développement d'un support méthodologique 
et logiciel assistant la production de solution COBOL, CODASYL 
et SQL au départ d'un schéma E-A passant par une solution 
logique exprimée dans le MAG, a notamment fait l'objet d'un 
mémoire (CHMU86). 
B. Inconvénients. 
Par rapport au modèle E-A de base décrit dans (BOPI83), la 
présente application a fait ressortir quelques inconvénients de 
ce modèle. 
1. Pour éviter certains problèmes de représentation graphiques 
du schéma E-A, nous avons représenté certaines associations par 
des attributs accompagnés de contraintes d'intégrité (cfr. 
chapitre 3. 2.2.4.2.). 
2. Au niveau de l'analyse des attributs des T.E., nous avons dû 
regrouper les T.E. pour éviter une répétition dans les 
interprétations. Rappelons qu'à cet effet, les types d'objet 
avaient été regroupes en trois groupes: les types d'objet 
physiques, les types d'objets logiques et les utilisateurs. 
Chacun de ces groupes étant caractérisés par une ressemblence 
dans leurs propriétés. 
Ces deux points 
la représentation et 
tions. 
révèlent donc un problème de lourdeur dans 
de répétition dans l'analyse des informa-
Po~r montrer comment le problème de répétition peut être 
géré au niveau conceptuel, dans le point suivant est introduit 
un modèle alternatif de représentation de données. 
C. Alternative: les réseaux sémantiques. 
Sans entrer dans une étude appronfondie d'autres modèles de 
représentation de données, voyons comment on pourrait résoudre 
le problème de la répétition des attributs à l'aide des réseaux 
sémantiques. 
Reprenons tout d'abord quelques définitions se rapportant 
aux réseaux sémantiques. 
"L'objet des réseaux sémantiques est de décrire les 
éléments d'un univers et leurs interrelations". 
"Les deux composants 
la présence d'objets, 
d'événements, et les 
interrelations." (LEON86) 
du modèle sont les noeuds signifiant 
de concepts, de sit_uations ou 
arcs (orientés) exprimant leurs 
En prenant le 
armoire, boîte et 
correspondant à la 
cas de la représentation 
poubelle, on obtient le 
figure 5-2. 
des types d'objet: 
réseau sémantique 
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Cet exemple simplifié de réseau fait apparaître trois types 
de particularités: 
wil autorise des inférences : la relation est-un signifie 
qu'un concept forme un sous - ensemble · d'un autre w. Par 
exemple: ARMOIRE est-un OBJET-DE-RANGEMENT. Ceci implique 
que toutes les propriétés de OBJET-DE-RANGEMENT sont 
également propriétés d'ARMOIRE ; il y a ce qu'on appelle 
héritage des propriétés ; 
il permet la représentation d'occurences d'objets au 
titre que les types d'objets. Ainsi armoire-X est 








demande qu'une seule déclaration des concepts. Par 
: le concept POSSIBILITE-D'ACCES sera déclaré une 
tout autre concept voulant l'utiliser pourra y 
en pointant un arc orienté muni du nom d'une référer 
relation. 
Tig, 5-Z Ré4eau 4émantique de4 type4 d'oljet 
a4moi4e, lolte et poutelle 
Nous n'évaluerons pas plus en profondeur ce modèle dans le 
cadre de ce mémoire. Signalons simplement que ce modèle possède 
également certains inconvénients. Une analyse de ces 
inconvénients a d'ailleurs été faite dans (LEONB6). 
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4. OUTILS D'IMPLEMENTATION. 
Les outils d'implémentation que nous avons utilisé, en 
dehors de la machine et du système d'exploitation, sont 
l'environnement de programmation Cet du SGBDR Ingres. 
~ Avantages du langage C. 
Nous ne passerons pas en revue tous les avantages du 
langage C, la liste en serait trop longue et ce n'est pas 
l'objet de cette évaluation. Signalons simplement qu'il nous a 
permis de travailler de maniere modulaire en donnant la 
possibilité de cacher un maximum d'information à l'intérieur 
des fonctions. Seulsle nom de la fonction, les paramètres et le 
respect des pré-conditions sont nécessaires pour utiliser 
celles-ci. 
B. Inconvénients du langage C. 
Un premier inconvénient mineur est l'adaptation au passage 
des paramètres par adresse. Quand on a l'habitude de travailler 
en Pascal où ce mécanisme existe mais de manière transparente, 
on rencontre quelques problèmes. Ceci semble d'ailleurs être le 
cas pour un bon nombre de personnes qui s'initient au langage 
c. 
Un autre inconvénient, qui n'est pas vraiment particulier 
au langage C mais qui se retrouve dans tous les langages typés 
comme le Pascal, certains Basic évolués ou le C, se pose lors 
du passage des paramètres. Le fait qu'un paramètre doive être 
d'un type spécifique ne permet pas de passer n'importe q~elle 
donnée comme nous aurions aimé le faire pour nos opérations. En 
effet, pour minimiser le nombre d'opérations sur l' E.R., nous 
avons pris 1 'option de n '.avoir qu'une opération distincte pour 
l'ensemble des types d'objet, telle que par exemple: 
CREATION (utilisateur, objet, code-erreur) , 
Le fait que le paramètre objet doive avoir un type bien 
défini nous a posé un problème au départ. Il existe une 
solution pour le langage C qui ne peut malheureusement pas être 
transposée au langage Pascal (figure 5-3). 
Pour accéder à un objet, il est tout d'abord nécessaire de 
vérifier son type (objet.t) qui permettra de déduire les 
propriétés de l'objet. Par exemple, si l'objet est une 
information, on sait qu'elle aura une propriété expédition 
accessible par objet.o.i.expédition. 
Cette solution permet donc de passer une variable par 
paramètre qui contient n'importe quel objet de l'E.R. 
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union { struct ENV-RANG e ; 
struct ARMOIRE a: 
struct TIROIR t ; 
struct INFORMATION i 
> ; 
typedef STRUCT-OBJ 
i char t; 
union type-objet o 
} objet; 
tig. 5-3 Solution Ln C union 
Un mécanisme similaire existe en Cobol où l'on redéfini 
plusieurs fois la même zone mémoire à des variables 
différentes. Là aussi, il doit y avoir une zone fixe (TYPE-
OBJET) et une zone variable (CORPS-OBJET) qui peut contenir 
n'importe quel objet. 
La figure 5-3b illustre la solution que le langage Cobol 
propose. 
01 OBJET 
02 TYPE-OBJET PI C X 
02 CORPS-OBJET PIC X (500) 
02 INFORMATION REDEFINES CORPS-OBJET 
OJ CODE 9(6) 
OJ NOM X(25) 
OJ CREATEUR 9(6) 
02 ARMOIRE REDEFINES CORPS-OBJET 
: . 
02 UTILISATEUR REDEFINES CORPS-OBJET 
Tig. 5-3t Solution COBOL: RLdltinition 
6t4uctu4IL d'unL zonL dL ua4iallL 
Rappelons que dans les deux cas, le mécanisme de la zone 
variable est à gérer par le programmeur. 
f:.. Avantage d'Ingres. 
L'avantage 
qu'il a permis 
principal que nous retiendrons 
d'implémenter les opérations sur 
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minimum d'instructions. Il s'agit réellement d'un langage de 
haut niveau pour la gestion de données. 
D. Inconvénients d'Ingres. 
1. Il nous a semblé qu'Equel/c, le 
permettait pas d'utiliser toutes les 
accessibles au langage C. 
langage d'Ingres, ne 
facilités normalement 
Ainsi, les variables interface entre le programme Cet les 
requêtes Ingres ne peuvent faire plus d'un niveau de 
structuration et sont automatiquement considérées comme 
globales par le pré-processeur d'Ingres. Ceci oblige la 
déclaration de certaines variables globales au programme. Le 
problème des niveaux de structuration, au nombre de trois pour 
les objets (exemple : objet.o.i.expédition), nous a obligé à 
faire une conversion vers une variable à un seul niveau avant 
de pouvoir l'utiliser à l'intérieur d'une requête Ingres. Cette 
conversion a cependant été cachée dans la couche qui s'occupe 
des opérations dépendantes du SGBDR Ingres. 
2. Signalons qu'en Ingres, il n'est pas possible 
d'imbriquer les requêtes. Comme le montre la figure 5-4 (a), si 
l'on veut que la requête-2 utilise le résultat de la requête-], 
il faut décomposer les 2 requêtes vers la forme (b). Le 
résultat de la requête-] sera passé vers la requête-2 par une 
















allons présenter un langage alternatif à Equel/C qui 
certaines caractéristiques particulières sur 
il nous paraît intéressant de s'arrêter. Il s'agit 
Premièrement, le langage fonctionnel Lisp possède la 
particularité de travailler avec des données à la fois simples 
et générales. Une donnée est soit un atome, soit une liste. A 
partir de ces deux concepts, on peut construire toutes les 
structures de données désirées sans avoir les inconvénients des 
langages typés cités au point B pour le passage des paramètres 
d'une fonction. 
Deuxièmement, la langage Lisp ne distingue pas 
syntaxiquement les programmes de données. Une fonction en Lisp 
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a la forme d'une liste dont le premier atome est le nom de la 
fonction et les atomes ou listes suivants sont les paramètres 
de celle-ci. 
Troisièmement, à partir de la deuxième particularité, un 
programme en Lisp peut se modifier dynamiquement c'est-à-dire 
qu'il peut modifier ou generer une fonction pour l'utiliser 
dans la suite de son exécution. Il s'agit du concept de macro 
qui correspond à quatre phases habituellement distinctes en 
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L'exemple suivant présente la génération d'une requête 
'RETRIEVE' en Ingres à l'aide de la fonction genere écrite en 
Lisp. La figure 5-6 illustre la déclaration de la fonction 
genere et la figure 5-7 en donne un exemple d'utilisation. 
(DEFUN GENERE 
(LAMBDA (OBJ PAR) 
(FORMATE 
(LIST 
(SUBST 'RES (CADR OBJ) 
(SUBST 'TOBJ (CAR OBJ) 
'(RETRIEVE RES TOBJ CODE) )) 
(SUBST 'TOBJ (CAR OBJ) 
(SUBST 'PROF (CAAR PAR) 
(SUBST 1 0P1 (CADAR PAR) 
(SUBST 'VAL (CAR (CDDAR PAR)) 
'(WHERE TOBJ PROF OP1 VAL) )))) 
(MAPCAR 
1 ( LAMBDA ( ELEM) 
(SUBST 1 0P2 (CAR ELEM) 
(SUBST 'TOBJ (CAR OBJ) 
(SUBST 1 PROP (CADR ELEM) 
(SUBST 10P1 (CADDR ELEM) 
(SUBST 'VAL (CAR (CDDDR ELEM)) 
1 ('OP2 TOBJ PROF OP1 VAL) ) ) ) ) ) ) 
(CADR PAR) ))))) 
COMMANDES EXECUTEES: 
(SETQ OBJET '(INFORMATION RESULTAT)) 
(SETQ CRITERES '((TYPE~ "FACTURE") 
(OR CRDATE )= "01-01-86) (OR CREATEUR= 693) ))) 




OR INFORMATION. CRDATE>= "01-01-86 11 
OR INFORMATION.CREATEUR= 693 
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La fonction genere utilise deux paramètres d'entrée. Le 
premier porte sur le type de l'objet à retrouver ainsi que la 
variable qui contiendra le résultat, et le second sur les 
conditions à remplir par l'objet candidat à ]a recherche. 
La philosophie de la fonction genere se base sur la forme 
générique de la requête à générer. Cette forme est décomposée 
en 3 parties : 
1. (RETRIEVE RES TOBJ CODE) toujours présent; 
2. (WHERE TOBJ PROP OPl VAL) toujours présent ; 
3 (OP2 TOBJ PROP OPl VAL) 
plusieurs fois suivant le nombre 
La fonction mapcar permet de gérer 
peut être représenté 0,1 ou 
de conditions de la requête. 
cette multiplicité. 
La fonction subst permet de substituer un atome par un 
autre dans une liste. 
La fonction genere consiste à remplacer les mots de cette 
requête générique par ceux représentant la requête à générer et 
à formater le tout sous la forme d'une requête Ingres réalisé 
par la fonction f ormate. 
Les sources complètes des différentes fonctions utilisées 
dans genere sont reprises à l'annexe C. 
Cet exemple ne permet cependant pas encore de montrer la 
troisième particularité de Lisp. On est jusqu'à présent 
seulement parvenu à generer une requête Ingres, pas encore à 
l'exécuter. Ceci n'a pas été possible car dans notre version de 
Lisp, il n'y avait pas d'interface entre le langage Lisp et du 
SGBDR Ingres. A notre connaissance, il n'existe d'ailleurs pas 
de version Lisp présentant cette interface. Il s'agit en fait 
d'un problème de compilation qui n'est pas particulier au 
langage. De même que l'interface Ingres existe pour des 
langages classiques comme Cobol, Fortran ou Pascal, elle serait 
tout aussi envisageable pour d'autres langages. A ce titre nous 
avons eu connaissance qu'une interface Ingres avait été 
réalisée pour une version de Prolog sur une station de travail 
SUN (BIM85). Pourquoi ne serait-ce donc pas possible aussi pour 
Lisp? 
Cet exemple montre donc qu'il serait possible de générer 
automatiquement et dynamiquement des requêtes Ingres sur 
mesure, ce qui n'est pas toujours le cas en Equel/C. De plus 
cette génération automatique permettrait de travailler sur des 
objets ou des propriétés d'objet non prévu initialement sans 
devoir modifier les programmes. 
L:.. PERFORMANCES DE L'IMPLEMENTATION. 
A. Réalisation. 
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Nous n'avons pas, dans le cadre 
la performance de l'implémentation. 
de d'abord montrer la faisabilité 
manière de la réaliser. 
de ce mémoire, insisté sur 
L'objectif était en effet 
de l'application et la 
Nous avons cependant veillé un minimum à la performance au 
niveau des accès aux données. Nous avons à cet effet, comme 
nous l'avons déjà développé au chapitre 4, implémenté une clé 
calculée sur le code de chaque type d'objet. Un index 
secondaire sur le code du contenant des types d'objet. 
Sur base de cette implémentation, la figure 5-8 reprend 
quelques chiffres de temps d'accès moyens observés lors des 
tests des différentes opérations sur l'E.R. Les programmes de 
tests ainsi que leurs résultats sont repris à l'annexe B. 
Ouverture de la base de données er 9-12 sec. 
Fermeture de la base de données er 2-4 sec. 
Création d'un objet : 2-3 sec. 
Suppression d' ~n objet : 3-5 sec. 
Modification d'un objet 2-3 sec. 
Recherche d 1 un objet : 1-2 sec. 
Tig. 5-8 7emp4 d'acci4 moyen4 de4 ditti41Ulie4 
opé4aiion4 4U4 le4 otjei4 de l'l.R. 
On peut remarquer que l'opération d'ouverture de la base de 
données (BD) est onéreuse en temps d'accès. C'est pourquoi on 
a posé comme pré-condition à l'appel de toute opération que la 
BD soit ouverte. Cela devrait éviter de devoir l'ouvrir puis la 
refermer à chaque appel d'une opération. Une application 
utilisatrice de l'E.R. n'aurait qu'à ouvrir la BD en début de 
session de travail et à la refermer à la sortie du programme. 
Nous avons également constaté que la première opération 
d'une série demande en moyenne de une à deux secondes d'accès 
supplémentaires par rapport aux suivantes. 
Signalons enfin que les tests ont été effectués sur un E.R. 
ne contenant qu'une quarantaine d'objets. Les chiffres avancés 
ne sont donc · donnés qu'à titre illustratif et doivent être 
adaptés à la taille de l'E.R. Cette indication est 
particulièrement importante pour l'opération RECHERCHE. 
B. Améliorations. 
Pour encore améliorer la per formance de l'implémentation 
deux types de modifications sont proposées: 
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1. Certains types 
seule table. Cette 
diminuer le nombre 
tables ENV-RANG et 
seule ligne chacune. 
d'objets pourraient être regroupés sous une 
modification permettrait essentiellement de 
de tables représentant l' E.R. En effet, les 
POUBELLE ne comptent actuellement qu'une 
2. Les types d'objets pourraient être allégés (taille de 
record) en les décomposant sur plusieurs tables. On ne 
garderait que les champs les plus souvent utilisés en accès 
primaire, et d'autres champs, tel que le commentaire d'un 
objet, en accès secondaire c'est-à-dire dans une table séparée 
qui ne serait utilisée que quand on en a strictement besoin. 
Ceci permettrait de diminuer le temps moyen d'accès aux 
informations. 




intéressant de voir 
de l'implémentation 
réaliser dans l'avenir 
de l'E.R. dans une 
C'est une réalisation qui devrait d'ailleurs être 
concrétisée dans le cadre d'un prochain mémoire basé sur 
l'intégration de l'E.R. et la gestion d'une interface homme-
machine de type image. On aurait la visualisation des 
différents objets de l'E.R. avec la possibilité d'exercer des 
opérations telles que ouvrir un tiroir, visualiser son 
contenu, ajouter une information à un dossier, ••• 
D'autres idées sont ouvertes spécialement à partir de ce 
chapitre, que ce soit à travers d'autres langages de program-
mation, par exemple Smalltalk ou plutôt un enrichissement de 
l'E.R. qui a été réalisé dans ce mémoire. 
Citons notamment les possibilités qui restent ouvertes du 
côté de l'analyse du contenu de l'information ou, par exemple, 
l'intégration d'un courrier électronique sur l'E.R. 
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7. CONCLUSION. 
A travers ce chapitre, nous avons essayé de tracer une 
évaluation complète du travail. Pour cela, nous avons choisi 
comme philosophie d'analyser chaque phase du développement de 
celui-ci. 
Nous avons tout d'abord justifié le modèle d'E.R. initial 
choisi, par les avantages que globalement il présente. 
Ensuite, nous avons procédé à l'évaluation du modèle de 
représentation de données en fonction de inconvénients 
rencontrés dans l'application. Une alternative de modèle de 
représentation de données a été proposée sous forme d'un réseau 
sémantique, dans l'optique de répondre à ces inconvénients. 
L'implémentation proprement dite de l'E.R. a également fait 
l'objet d'une analyse au niveau de l'utilisation du langage de 
programmation Cet du SGBDR Ingres. Une introduction à quelques 
particularités d'un autre langage de programmation, Lisp, a été 
dressée en vue d'ouvrir d'autres possibilités d'implémentation 
de l'E.R. 
En ce qui concerne la dernière phase du travail, une 
présentation des performances des temps d'accès a été dressée 
sur base de mesures effectuées lors des tests. A partir de 
l'interprétation de ces chiffres, quelques indications ont été 





En guise de conclusion, rappelons l'objectif initial de ce 
mémoire. 
A partir de la description d'un environnement de rangement 
manuel d'informations, le bureau, nous avons essayé de modéli-
ser un environnement de rangement automatisé. Nous avons retenu 
pour cela trois groupes de types d'objet : 
un premier, appelé types d'objet physiques comprend : 
l'environnement de rangement, l'armoire, le tiroir, la boîte, 
la poubelle et la farde; 
un deuxième, appelé types d'objet logiques comprend 
l'information et le groupe d'informations; 
un troisième est constitué de l'utilisateur et du groupe 
d'utilisateurs. 
Nous avons ensuite réalisé l'analyse fonctionnelle de ce 
modèle au niveau des données et des traitements. 
Nous avons aussi décrit l'implémentation que nous avons 
choisie au niveau de la configuration matérielle et logicielle. 
Le cinquième chapitre nous semble important dans la mesure 
où il nous a permis de porter un jugement critique sur notre 
travail tant au niveau des choix que nous avons faits que des 
techniques mises en oeuvre. Nous avons dans la mesure du 
possible proposé certaines alternatives aux techniques 
utilisées de manière à répondre aux inconvénients que nous 
avons rencontrés. Nous avons enfin terminé par quelques pistes 
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ANNEXE A SOURCES DES PROCEDURES DE GESTION 
DES OBJE TS DE L' Ë . R . 
L' an n ex A con t i en t 
procédures qui permet tent 
introduit s a u chapitre 3. 
l'ensemble 
la 9estior1 
d e s prog r ammem et 
des objets de l' E .R. 
La notatio n de s e xten s ion s des fichie rs su ivra l a 
conven tion s uivante 
les fichiers 
en l angage 
(C/EG!UEL> J 
notés 'QC' contiennent des instructions 
C ainsi que d es requetes Ingres 
1~5 fichi e rs notés 'C' contiennen t uniquement deB 
instructions en langage C ; 
l• fichier noté 'DOC' contient le texte généré par . le 
progr amme ETAT, Ce progra mme est un des outils qui a 
servi lors des tests. Il permet d e sortir l'état de 
l 'E.R. à un moment d-onné c'est-à-dire, par type 
d'obj et , toutes les occurrences d'objets existant 
dans l'E,R. ainsi que leurs propriétés. 
Les · fichiers correspondant 
explicative de leur contenu sont: 
accompagnés d'une note 
INSTAL.QC : programme INSTAL p•rme tt a nt de cré•r 
et d'y adjoindre les premiers objets nécessaires 
g es tion d l'E.R. c'est-à-dire l'administrateur de 
ainsi que son groupe, l'E.R. et la poubelle. 
ETAT.QC: programme ETAT introduit ci-dessus. 
l'E.R. 




: r•sultat de ETAT après l'installation de 
LIB C.QC l'ensemble des constantes et structures de 
données utilisêes par les autres procédures. 
LIB V.G!C les va.riablem globales utiliBées par 
l'•n••mbl• des procédure•• 
LIB I.G!C les fonctions de base faimant appel à dea 
requêtes Ingres, utilisées par certaine procédures. 
LIB F.C le• 
quelques procédures. 
LIB T.C : les 






ba.11•, en c, utili • ôes par 
base, en c, utiliaëea par 
dans l'annexe B ainai que 
ANNEXE A 
CREAT,QC --> RECH,QC 
sur les objets de l'E.R. 
<INGRES). 
lem op é rationn proprement dit~n 
au niveau de l'SGBD cible chai i 
CREATION,C --> PROPRIETE,C : lem op•r lions dir ctem~nt 
acc~eeible • à un9 application. Elles vérifi nt un cœrtain 
nombre de conditions avant de faire appel à l'op&ration 
proprement dite mur les objets de l'E.R. Elles sont, 
contrair9m&nt au 9roupe précédent, indépendantea de l'SGBD 
chotei pour l'implémentation de l'E.R. 
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tt in c l ude 
tttt include 
tt # include 
•s tdio.h" 
•1ib_c.qc" 
" lib_v.qc " 
I NSTAL. 6'1C 
' *********************************************-H-************* 
*************************************·*********"*************** 
-lE-* PROGRA MME D'INS TALL ATION ** 
** DE L'ENVIRONNEMENT DE RA NGEMENT CE. R .> ** 
******************-!HE-***************************************** 
************************************************************' 
I* Specification : ce progr a mme con s truit la configuration 
minima le le l'E.R. pour qu'il puisse par la suite etre 
exploite. 
*' 
Cette configuration se compose: 
- des differents types d'objets qui seront utilises 
(utilisateur, groupe_utilisateur, env_rang, armoire, 
tiroir, farde, poubelle, boite, groupe_information 
et information> 
- la table •compteur• pour la generation automatique 
de codes; 
- l'utilisateur particulier 'administrateur' 
- le groupe_utilisateur de l'administrateur ; 
- 1•env_ran9; 
- la poubelle ; 
main < > 
( 
I* DEBUT DU PROGRAMME PRINCIPAL*' 






,.. 1 1 
= 2 ' 
= 3 1 
= 4 1 
printf <•Installation E.R •••• \n•> ; 
'* creation de la base de donnees *' 
system <•createdb er > .#bidon•> J 
'* ouverture de la base de donnees *' 
## ingres •er• 
#ff create ~tilisateur <nom=c25,code=i4, 




## create 9r_util 
# # 
I NSTAL . GlC 
pwd =c1 5 , c rd a t e = dat e , 
creat= i 4 ,perm=c l, 
9roupe=c20) 
(nom=c25,cod e = i 4, 
crdate= d ate ,creat= i4) 
## create e nv_ran9 
t## 
Cnom=c25,cod e =i4, 






















Cnom=c25,cod e = i 4, 
crdate=date,crea t=i4, 
stconf=c1,poss = c 50, 
type=c15,d esc=c50) 
(nom=c25,cod e =i4, 
crdate=date,crea t=i4, 


















































tttt cr eate:• compteur (cod e=i4 ) 
I* decl a ration des abrevi at ions *I 
tt tt r ange of u is utilisateur 
~# 1·<.!. n 9e of gu i s 9r_ ut i 1 
tut ra.n9 e o f e is env_ra.ng 
trn ra.n9e of a is armoire 
#tt ran ge of t i s tiroir 
#tt ran ge of f i s farde 
trn r a nge of p is poubelle 
## range of b is boite 
trn range of gi is gr_ info 
tt# range of i is in-format.ion 
## rang e of C is compteur 
I* organisation des tables sur une cle pour ame liorer 
la performance d'acces a ux obj ets. *' 
## modi-fy utilisateur to hash on code 
tH# mod i-fy gr_ util to hash on nom 
## mod i-f >' armoire to hash on code 
## rnodi-fy tiroir to hash on code 
## rnodify farde to hash on code 
#tt modify boite to hash on code 
tttt modi-fy gr_ i n-f o to hash on code 
tttt mod i fy information to hash on code 
I* creation d'index secondaires pour arneliorer 
la performance des acces aux obj ets*' 
## index on utilisateur is u_index <groupe) 
## index on tiroir is t index (code_armoirf 
## index on farde is f index (code_tiroir> 
tt# index on gr_info is gi _i ndex (cont_t, cont_c> 
tt# index on information is i index <cont_t, cont_c> 
'* creation du groupe_utilisateur de l'administrateur*' 
tttt append gr_uti l (nom="/", 
#tt code=c9radm, 




'* creation de l'utilisateur administrateur*' 







code,:-:c adm , 
p1-1d=" cod e_ADM ", 
crdate= "01-jan-86", 
creat=c adm , 
perm="E", 
group e=" /" 
'* creati on de l'env_rang *' 













'* creat ion de la poubelle*' 
## app e nd ta poubelle Cnom="POUBELLE", 
## code=cpou, 







1• initialisation du premier code genere *' 
## append to . compteur Ccode=4> 
printf <"Installation ok.\n"> 
> I* FIN DU PROGRAMME INSTAL *' 
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# include "std io.h" 
## include "lib_c.qc" 
## include "lib_v.qc" 
I *******************·******************~·**·******************** 
*******iE-***********~r***************************************** 
** PROGRAMME ETAT ** 
*****************************************·******************** 
************************************************************' 
'* Specification : ce progr a mmme permet d'afficher le contenu 
de l'environnement de rangement par categorie d'objets: 
utili sateurs , groupes d'utilisateurs , 
*' 
Pour chacun des objets on p eut voir la valeur de chacune 
de leurs proprietes. 
Il servira comme programme de test des differents modules 
pour observer l' 'etat• de l'E.R. avant et apres execution 
du module proprement dit. 
main < > 
< 
I* DEBUT DU PROGRAMME PRINCIPAL *I 
'* initialisation des variables qui servent de constantes pour 
l'interface Ingres:*' 
cadm ::: 1 l 
cenv = 2 J 
cpou = 3 1 
cgr-adm = 4 l 
'* Ouverture de la base de donnees ---------------------- *' 
ouv_bd <> 1 
etat util () 
-
etat _gr_ uti ( ) 1 
etat env 
-
_rang () l 
etat 
-
ar-m ( ) 1 




( ) 1 
etat _pou ( ) l 
etat 
-
bai ( ) l 




I* Fermeture de la base de donnees ---------------------- *' 
ferm_bd <> 1 
> I* FIN DU PROGRAMME PRINCIPAL*' 
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/ *-i<·**************iH(·*******-K·*ie·********·lE-*-l(·+:·***-K·*************** 
* PROCEDURE ETAT_UTI L * 
*******-M--lf-**************************·IH(·-l<·*·iç-*****·X-****-Jé-********* I 
et a.t _ut i 1 < > 
{ 
I * DECL ARATION DES VARIABLES LOCAL ES A LA PROC ED URE *I 
tt# struct ituti uobj ; 
int num = O J '* compteur pour nume rotation 
d e s obj ets *' 
I* DEBUT DE LA PROCEDURE ETAT_UTIL *' 
print-f ("UTILISATEUR(S) :\n") 
print+ c•------- -------\n \n"> ; 
fftt retrieve <uobj.ucode=u.code,uob j .unom=u.nom, 
tt # uobj.upwd=u.pwd,uobj.ucrd a te=u.crd a te, 





return CO> ; · 
> I* FIN DE -LA PROCEDURE ETAT_UTIL *I 
'*~************~**************************************** 
* PROCEDURE ETAT_ GR_UTI * 
***************************************~-H-***************~' 
etat_gr _ut i < > 
{ 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
ff# struct itgruti guobj ; 
int num = O J '* compteur pour numerotation 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_GR UTI *I 
printf c•GROUPECS) UTILISATEURS :\nu> ; 
print-f c•==--------------------\n \n•> J 





return CO> 1 








I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
tt# struct itenvran eobj ; 
int num = O; '* compteur pour numerotation 
des objets*' 
f* DEBUT DE LA PROCEDURE ETAT_ENV_RANG *' 
printf <"ENVIRONNEMENT DE RANGEMENT :\nnl ; 
printf c•--------------------------\n \nul 







return (Ol ; 
> I* FIN DE LA PROCEDURE ETAT_ENV_RANG *' 
'*********************************************************** 
* PROCEDURE ETAT _ARM * 
************************************************************' 
et.at._arm < l 
{ 
/¼ DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
## st.ruct it.arm aobj 
int. num c O J /¼ compteur pour numerot.at.ion 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_ARM *' 
printf 
printf 
< •ARMOIRE CS l : \ n • > 1 














r etu r n (O> 
} I* FI N DE LA PROCE DURE ETAT_A RM * I 
/ ***************************ii·*****·*******·lé-****************** 
* PROC EDURE ETAT_TI R * 
******~»***************************************************' 
etat_t ir () 
{ 
I* DECLARATION DES VARIABLES LOCALES A LA P ROC EDU RE * ' 
## st ruct ittir tobj 
int num = O; '* compteur pour numerotat ion 
des ob jets * ' 
I* DEBUT DE LA PROCEDURE ETAT_ TIR *I 
print-f PTIROIR(S) :\n•> ; 
print-f <"------- --\n \n">; 
## retr i eve (tobj.tcode=t.code,tob j.tnom=t.nom, 
## tobj.tcrdate=t.crdate,tobj.tcreat=t.creat, 
## tobj.tdesc=t.desc,tobj.tstconf=t.stconf, 
## tobj.ttype=t.type,tobj . tposs=t.poss, 
## tobj.tcont_c=t.code_armoire> 
## { 
pr_tir <.tobj,++num> ; 
## } 
r~turn <O> ; 
> I* FIN DE LA PROCEDURE ETAT_TIR *I 
'*********************************************************** 
* PROCEDURE ETAT _FAR ¼ 
*****************-H-*****************************************' 
etat_ -far < > 
( 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
ff# struct itfar fobJ J 
int num = 0 1 '* compteur pour numerotation 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_FAR *I 
printf PFARDE<S> : \n" > ; 
printf <•======:=\n \n•> 1 
fl# retrieve <-fobJ.fcode=f.code,fobj.-fnom=f.nom, 





tttt fo b j.f c o nt_ c:=f .code t i roir> 
-
tut { 
p r_ fa. r (fob j,++numl 
1Ht } 
r eturn (0) 




* PROCEDURE ETAT_POU * 
******************ir*-lf-***************************************I 
et a t_pou <> 
( 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
tttt struct itpou pobj 
int num = O J '* compteur pour numerotation 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_POU *' 
printf ( "POUBELLE : \n") ; 
printf <"========\n \n"l; 
ff# retrieve <pobj.pcode=p.code,pobj.pnom=p.nom, 




pr_pou <pobj,++num> ; 
ff# } 
return (Ol 
> I* FIN DE LA PROCEDURE ETAT_POU *I 
'*********************************************************** 
* PROCEDURE ETAT_BOI * 
********************************~**************************' 
etat_boi < l 
( 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
flff struct ttboi bobj J 
int num = 0 J '* compteur pour numerotatton 
des objets*' 











(bobj.bcod e=b .code,bobj.bnom=-b .nom, 
bobj.bcrdate=b.crdate ,bobj.bcreat=b .creat, 
babJ.bdes c =b .des c,bobj.bstcanf=b.stconf , 




return <O> ; 
> I* FIN DE LA PROCEDURE ETAT_BOI *' 
'******iriE-********* ****************************************** 




I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
## struct itgrinf giobj 
int num = O; '* compteur pour numerotation 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_GR INF *' 
printf <"GROUPE(S) INFORMATIONS :\n"> ; 
printf l"7---------------------\n \nn> 










pr_gr_inf <giobj,++num> ; 
## ) 
return (0 > J 
) I* FIN DE LA PROCEDURE ETAT_GR_INF *I 
'**********************************iHE-*********************** 




I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
tttt struct itinf iobj 1 
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int num = o 
ETAT.G!C 
'* compteur pour nume rotation 
des objets*' 
I* DEBUT DE LA PROCEDURE ETAT_FAR *' 
printf (uINFORMATION(S) :\nn) l 
printf <"=============\n \n•) 
## retrieve (iobj.icode=i.code,iobj.inom=i.nom, 
## iobj.inature=i.nature,iobj.ipresence=i.presence, 













return (0) l 
> I* FIN DE LA PROCEDURE ETAT_INFORMATION *' 
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INS TAL .DOC 
UT I L ISATEUR CS > 
====:========== 
l • 
nom . ADMINISTRATEUR . 
code l 
crd a t e . l-jan-1986 . 
c r e at l 
perrn . E . 
group e I 
GROUPE< S > UTILISATEURS 
=========== ====~====c= 
1. 
nom . I . 
code 4 
crdate . l-jan-1986 . 
creat . l . 















































. 3 . 
. 1-Jan-1986 . 
. 1 . 
: description poubelle 














CONSTANTES DE TYPE 1 LIEES AUX OBJETS * 
*********************~************************************' 
'* CONSTANTES UTILISEES POUR L'IDENTIFICATION DES TYPE D'OBJETS 
# define sutil 1 
'* valeur du switch sur UTILISATEUR *' 
# define s9r_ util 2 '* valeur ·du switch sur GR UTIL 
*' tt define senv _ran9 3 
'* valeur du switch sur ENV 
-
RANG 
*' # de-fine sarm 4 
'* valeur du switch sur ARMOIRE 
*' # define stir 5 
'* valeur du. s1-.itch sur TIROIR 
*' # define sfar 6 
'* 
valeur du si-Ji tch sur FARDE 
*' # define spou. 7 
'* valeur du Sl-f i tch sur POUBELLE *' 
# define sboi a 
'* va.leur du switch sur BOITE 
*' # define sgr_ info 9 
'* 
valeur du s1•1 i tch sur GR 
-
INFO *' 
# define sinfo 10 
'* valeur du switch sur INFORMATION *' 
'*************************************************************** 
Remarque: pour les types chaine de caracteres, la valeur 
de LGMAX*** sera e9ale a la longueur du champ 
correspondant de la zone INGRES+ 1 
le caractere supplementaire servant au \0 en C. 
*' 
llK*K-H********************************************************I 











































'* long max du type type tobject *' 
'* long max du type nom*' 
'* lon9 max du type pwd *' 
'* long max du type groupe*' 
'* lon9 max du type poss *' 
'* long max du type desc *' 
'* long max du type type*' 
'* long max du type stconf *' 
'* lon9 max du type perm *' 
'* long max du type expedition *' 
'* long max du type mots_cles *' 
'* long max du type nature*' 
I* lon9 max du type ref_stck *' 
I* long max du type ref_orig *' 
I* VALEURS POSSIBLES DE LA NATURE D'UNE INFORMATION *I 
# define DOCUMENT 'D' 
# define MESSAGE 'M' 
# define FORMULAIRE 'F' 
I* valeur attribut nature*' 
I* valeur attribut nature*' 
'* valeur attribut nature*' 
I* VALEURS POSSIBLES DE LA PERMISSION D'UN UTILISATEUR*' 
# define LECTURE 
# define ECRITURE 
, L .• 
• E • 
'* valeur possible de l'attr. perm *' 
'* valeur po·ssible de 1 • attr. perm *' 
I* VALEURS POSSIBLES DU MODE D'OUVERTURE D'UNE CONSULTATION 
OU D'UNE MISE A JOUR *I 
ff define OUVERTURE ·o· I* mode consultation, mise_a_jour *' 
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ff define FERMETURE 'F' I* mode consultation, mis e _a_jour *' 
I* VALEURS POSSIBLES DU STATUT DE CONFIDENTIALITE 
D'UNE INFORMATION*' 
# define CONFIDENTIEL 'C' I* valeur possible de stconf *' 
# define NON_CONFIDENTIEL 'N' I* val e ur possible de stconf *' 
I* VALEURS POSSIBLES DE LA PRESENCE D'UNE INFORMATION *I 
tt define MAXPRES 32500 I* valeur max de presence *' 
# define PRESENT O '* val. poss. de presence *' 
# define MAJ MAXPRES '* val. poss. de presence = MAJ*I I* val. 1 a MAXPRES -1 = CONSULTATION *I 
'******************************************** 
* VALEURS POSSIBLES DE CODE_RET, CODE_ERR * 
********************************************' 
'* Tout c'est bien passe, pas d'erreur detectee *' 
# define OK 0 '* val. poss. de code_ret, code_err *' 







'* depassement nb max. consultations*' 
I* depassement nb min. consultations*' 










'* erreur lors de la lecture du code*' 
'* erreur lors de l'ecriture du code*' 
'* contrainte d'integrite violee: 
plusieurs compteurs*' 
'* Erreurs de non correspondance aux specifications *' 




operation non-implementee sur cet 
objet *' 
tt define OBJ _INDEF 311 
'* 
type objet indefini ou pas 
d'application de cette operation 
sur ce type d'objet *' 




cette operation n'est pas 
executable sur ce type d'objet 
*' tt define TCONT INDEF 
-
321 
'* type objet contenant indefini *' 
# define CONT _INEXIST 322 
'* code objet contenant inexistant *' 
tt define MODE _INEXIST 331 
'* 
mode de consultation, mise a jour 
inexistant *' 
I* Erreurs lors de la validation des parametres des operations *' 
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' * Prob l emes d'acces a ux obj e t s*' 
# d e fi ne TO B AC 401 
-
t-t de-fine AG 402 
t-t d e-fine AC ADM 403 
t-t d efine AC CREAT 404 
-
tt d efi n e AC ECRIT 405 
-
# d e fine AC SUPP 411 
# d e -fine AC_CONSUL 412 
# de-fine AC MAJ 413 
-
tt define AC MODIF 414 
-
# de-fine DISP OBJ 421 
-
# define OBJ_ NON 
-
VIDE 422 
# de-fine INF NON PRES 423 
- -
'* typ e d'obje t non ac c e d ab l e * ' 
'* poss i bil i te d' a.cces a l ' obj e t 
*' 
' * acc e s admin i st r a t eu r un i q ueme n t * ' 
'* 
ac:ces crea.te:•u r uni queme nt . . 
obj. c o n fid ... *' 
'*_p e rmi ssi o n i nsuff i sa.n te d e 
'* 
l'utili s ateur * ' 
probl eme lo rs de 1 ' ac: ces pour 
suppression: utili sateur non c onnu 
ou non p r opri etai r e de l'objet * ' 
'* probl eme lors de l" acces pour 
con s ult a tion: poss ibilite d'ac:c:es 
en con s ult a t i on a l'obj e t*' 
'* probleme lors de 1 • ac:c:es pour mise 
a jour . possibilite d'acces en . 
mise _a_jour a l'objet *' 
'* 
probleme lors de 1 'ac ces pour 
modification . ut i lisateur non . 
connu ou non proprietaire 
de 1 •objet *' 
'* 
probleme de disponibilite de 
l'objet pour consultation ou mise 
a jour 
*' 
'* objet non vide, ne peut etre 
supprime *' 
'* information non presente dans 
l 'E.R. 
'* Problemes lors des acces physiques aux objets: 
dans ce cas lors d'operation Ingres. *' 
fl define BD CONT INT 501 
- -
# define BD 0 INEXIST 502 
- -
# define BD _I_INEXIST 503 
.. de-fine BD _o_ CREAT 511 
# de-fine BD _o_ SUPP 521 
fl define BD_OU_CONS 531 
fl define BD_OF_CONS 532 
# define BD_OU_MAJ 541 
# define BD_OF_MAJ 542 
'* plusieurs objets de meme code 
*' 
'* pas d'objet de ce code 
*' 
'* pas d'identification possible 
pas d'objet de cette identification *' 
'* 
probleme lors de la creation de 
1 • obj • .1J.- I 
'* 
probleme lors de la suppression de 
1 •objet 
ou pas d'objet de ce code*' 
I* probleme lors de la consultation de 
l'objet en ouverture ou pas d'objet 
de ce code*' 
'* probleme lors de la consultation de 
l'objet en fermeture ou pas d'objet 
de ce code*' 
'* probleme lors de la mise a jour de 
l'objet en ouverture ou pas d'objet 
de ce code*' 
'* problerne lors de la mise a jour de 
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l'objet en fermetur e ou p as d'objet 
de ce code * I 
I* aucune modific at ion n'a ete operee: 
proprietes identiques, pas d'objet 
de ce code ou probleme Ingres * ' 
!**~******************************************************* 
* DECLARA TION DES STRUCTURES DE DONNEES UTIL ISEES * 
*****~*-HE-*************************************************' 
struct user 
C long cod ; 




< long val 
struct 1 *suiv 
> ; 
typedef struct 1 list; 
I* utilisat e ur*' 
'* code utilisateur*' 
'* permi ssi on utilisateur*' 
'* group e utilisateurs*' 
I* valeur*' 
I* adresse suivant*' 
'* liste de codes pour recherche <> *' 
I* TYPES D'OBJETS AVEC LEURS PROPRIETES DISTINCTES *I 
· tttt struct .ituti 
## C char unomCLGMAXNOMl 
ttff long ucode 1 














ff# struct itgruti 
ffff C char gunomCLGMAXNOMl 
ffff long gucode; 
ff# char gucrdatet26l 
#ff long gucreat J 
## ) 1 
## struct itenvran 
ff# < char enomCLGMAXNOMl ; 
ffff long ecode; 
ffff char ecrdateC26] ; 
ttff long ecreat; 
ffff char edescCLGMAXDESl 
ffff char estconftLGMAXSTCl J 
tttt char epossCLGMAXPOSl J 
tut ) 
tut struct i ta.rm 
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'* UTILISATEUR *I 
'* nom *I 
'*code*' 
'* mot de passe*' 
'* date de creation *' 
I* createur *' 
'* permission de l'util. *' I* groupe de l'utilisateur *I 
I* GROUPE_UTILISATEUR *I 
'*nom*' I* code*' 
I* date de creation ¼/ 
'* createur ¼/ 
I* ENV_RANG *I 
'*nom*' 
I* code*' 
I* date de creation *' 
I* createur *' 
/W description*' 
'* statut de confidentialite*I 
I* possibilite d'acces *' 
I* ARMOIRE *I 
LI B-C. GC 
#tt { char a. n om [ LGMAXNOM J 
' * 
nom * ' 
## l on9 a c o d e 
' 
' * code * ' 
## ch a.r a crd a t e C26 ] ; 
' * 
d a t e de c reati on 
*' ## long a.c rea t ; ' * c reateu r * ' 
## c har a d esc [L GM AXD ES] 
' * 
d escript i on 
*' tt# char as tconf CLGMAXSTCJ ' * statu t d e c onf i den ti a li t e * I 
# # char at yp eC LG MAXTYPl 
' * 
typ e * ' 
## cha r a poss CLGM AXPOSl ; 
'* 
possi b i lite d' a c ces * ' 
# # ) 
# # struct it t ir '* TI ROIR 
*' trn { ch a r tnomCLG MA XNOMl 
'* 
nom * ' 
# # lon9 tcode ; '* cod e 
*' # # ch a r tcrd a t e [26l ; '* d a t e d e creat ion 
*' tt # lon9 tcreat ; '* crea.teur * ' 
# # cha r tdescCLGMAXDESl '* des crip t ion * ' 
## ch a r tstconfCLGMAXSTCJ '* st a tut d e conf id e ntial i te* I 
## cha r ttypeCLGMAXTYPl ; ' * type *' 
tt# char tposs[LGMAXPOSl ; '* possi bilite d ' acces 
*' ## lon9 tcont 
-
C 
'* cod e du con tenant *' 
trn ) r 
## struct i tfar 
'* FARDE *' 
## { char fnomCLGMAXNOMl 
'* nom *' #tt long fcode ; 
'* code *' 
## char fcrdatet26J ; 
'* date de creation *' . 
## lon9 fcreat ; '* createur *' 
#tt char fdescCLGMAXDESl 
'* description *' fl# char fstconfCLGMAXSTCJ ; 
'* sta.tut de:• confidentialite*I 
## char ftypeCLGMAXTYPl 
'* type *' ## cha r fpossCLGMAXPOSl 
'* 
possibilite d'acces 
*' ## lon9 fcont C ; 
'* code du contenant *' ## ) 1 
## struct itpou 
'* POUBELLE *' 
## { char pnomCLGMAXNOMJ ; 
'* 
nom *' 
trn lon9 pcode ; 
'* code *' 
## char pcrdatet26l ; 
'* date de creation *' ## long pcreat ; 
'* createur *' 
fl# char pdescCLGMAXDESl 
'* description 
*' ## char pstconfCLGMAXSTCJ ; 
'* statut de confidentialite*I 
trn char ppossCLGMAXPOSl ; 
'* possibilite d'acces *' 
tut > J 
tut struct itboi 
'* BOITE *' 
## { char bnomCLGMAXNOMl 
'* nom *' 
fl# long bcode 1 '* code *' 
tttt char bcrdateC26l ; 
'* 
date de creation *' 
## long bcreat ; 
'* createur *' 
## char bdescCLGMAXDESl ; 
'* description * ' 
fl# char bstconf[LGMAXSTC] ; 
'* statut de confidentialite*/ 
fl# char btypeCLGMAXTYPl ; 
'* type *' 
tut char bpossCLGMAXPOSl 
' 
'* possibilite d'acces *' 
fl# ) 
• 
tut struct itgrinf 
'* GROUPE INFORMATION *' -
fl# ( char ginomtLGMAXNOMl 






























## struc:t itinf 
## < char inomCLGMAXNOMl 
## long icode; 
## char inatureCLGMAXNATJ ; 
## char icrdate[26l ; 
## long icreat ; 
## int ipresence; 















## ) 1 
long iconsult ; 
char imodatet26l 






















union obj ect. 
( st.ruct. itut.i u ; 
st.ruct. itgruti gu ; 
st.ruct it.envran e ; 
struct itarm a ; 
struct ittir t. 
st.ruct it-far ,f ; 
struct it.pou p 1 
struct itboi b ; 
struct itgrinf gi 




'* code .Jt:I 
'* date de creation *' 
If..· c:reateur *' 
'* presence *' 
'*desc ription*' 
I* statut de confidentialite* / 
/-~ type *' 
;I* possibilite d'acces en 
consultation* / 
;/* possibilit e d'acces en mis e 
a jour *I 
I* type du contenant*' 
'* code du contenant*' 
I* INFORM AT ION *I 
I* nom*' 
I* code*' 
I* nature de l'information*' 
I* date de creation *' 
'* createur *' 
'* presence *' 
I* date de derniere 
consultation*' 
'* utilisateur qui a consulte 
pour la derniere fois*' 
'* date de derniere 
modi-fication *' 
I* utilisateur qui a modifie 
pour la derniere Tais*' 
'*description*' 
I* statut de con-fidantialite*I 
I* type*' 
'* possibilite d"acces en 
consultation*/ 
I* possibilite d'acces en mise 
a jour*' 
I* expedition *' 
;I* mots-cles *' 
I* reference de stockage*' 
I* re-ference de l'original *I 
'* type du contenant*' 
I* code du contenant*' 
LI B-C. 61C 
I* DECLA RA TION DU TYPE D'O BJET ABSTRAI T QUI POURRA CONTEN IR 
N'IMPO RTE QU EL TYPE D'OBJET DEFINI PLUS HAUT *' 
typedef s t ruct 
{ int type_object 
union abject o J 
> tobject J 
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t **************************{E-**********-)(·**-;a*•X-***********·**** 
* DECLARATION DES VARIABLES GLOBALES * 
******iHE-**************-K·*********iC·********1:+lE·*************** / 
#tt char cuposs[LGMAXPOSJ I* copi e de upos s pour ingres 
acces <>, acces_con Cl, acces_rnaj <> *' 
tttt int row_count ; I* g es tjon d'erreur ingres : nombre de 
lignes affectees par la requete *' 
'* les variables declarees en Ingres sont considerees 
comme globales pour lui 
l'erreur 'redeclared' *' 
les decl a rer deux fois produit 
int erreur_num '* gestion d'erreur ingres : numero 
de l'erreur*' 
'* 
Solution pour pouvoir utiliser des constant.es dans des requetes 
Ingres . utiliser des variables *' . 
## i nt. cadm 
'* valeur de l'at.tr. code de l'ut.il. adrn *' 
## int cenv l '* valeur de l 'att.r. code de 1 • env _rang *' tt# int cpou l '* valeur de l'at.tr. code de la poubelle *' 
## int cgradm 1 
'* 
valeur de l'at.tr. code du groupe de adrn*I 
I* ATTENTION: dans le programme principal, il faut. assigner les 
variables suivant.es, et ceci parce que ce fichier sera inclus 
dans differents modules -faisant partie d'un meme programme. 
Une assignation lors de la declaration de la variable cause 
un message d'erreur: 
cadm = 1 
cenv = 2 
cpou = 3 
cgradm = 4 
*' 
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# i n c l ude " stdio.h" 
## in c lud e "lib_c.qc " 
tttt include "lib_v.qc " 
L IB-I .61C 
' ***********irlt****************~**********iHE-**************** 
************************************************************ 





** PROCEDURE OUV_BD ** 
*************************************************************** 
***************************************************************! 
I* Specification : la procedure ouv_bd () procede a l'ouverture 
de la b a se de donnees 'er' ainsi qu'a la declaration d'un 
nombre de synomymes qui pourront etre utilises dans les 
autres fonctions faisant appel a Ingres. Par exempl e •a• 
pour •armoire• . 
*' 
ouv_bd · ( > 
< 
.· I* DEBUT DE LA PROCEDURE*' 
'* ouverture de la base de donnees *I 
## in9res er 
I* declaration des abreviations des types 
## range of u is utilisateur 
## range of 9u is gr_ util 
tttt range of e is env _rang 
#tt range of a is armoire 
tt# range of t is tiroir . 
fftt range of f is farde 
fftt range of p is poubelle 
tut range of b is boite 
trn ran9e of 91 is gr_ info 
tttt range of 1 is information 
d'objets en 
'*Remarque: il ne peut y avoir que 10 range declares 
In9res 
a un moment donne, la declaration d'un onzieme annule 
automatiquement le premier <rotation). 
*' 
Le range c <compteur> ne sera declare ici. 
<fftt range of c 1s compteur> 
return <O> S 
> I* FIN DE LA PROCEDURE OUV_BD <> *I 
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' ************************************************************** 
******************************************~******************* 




I * Sp e ci fica t i on la procedure f erm_ bd () pr o ~ ede a l a f ermetu re 
de l a b as e de donnees 'er'. 
*' 
{ 
I* DEBUT DE LA PROCEDURE*' 
I* ferme t ure de la base de donnees * I 
## exit 
return CO) ; 
) I* FIN DE LA PROCEDURE FERM_BD C) * ' 
!************************************************************** 
*************************************************************** 
** PROCEDURE GEN_COMPT (nb) ** 
*************************************************************** 
***************************************************************' 
'* Specification : 9en_compt va lire un nombre dans la table 
compteur, l"incremente de 1 et ecrit cette nouvelle valeur 
dans la table compteur avant de ' la renvoyer. 
*' 
gen_compt Cnb, code_err> 




'* resultat *' 
'* resultat *' 
I* DECLARATION DE VARIABLES LOCALES A LA PROCEDURE*' 
fl# long templ J '* variable temporaire pour le code 
pour la declaration Ingres *I 
I* DEBUT DE LA PROCEDURE *I 
I* Lecture de la valeur courante de compteur*' 





'* il n'y a.ura normalement jamais qu"un nombre dans la table 
comp teur ; ce nombre correspond au code du derni er objet 
qui a ete g ene re dans l'E.R. 
*' 
*nb = ++templ 

















> '* sortie du s.-,itch 
i-f C*code_err != OK> 
= GEN CODE R 
- -





row count *' 
-
'* si pas de code 
'* si plusieurs codes 
*' 
*' 
return CO) J '* sortie prematuree de 9en_compt apres erreur*' 
'* Ecriture de la nouvelle valeur du compteur*' 
## replace compteur (code= compteur.code+!) 

















= GEN_CODE ,.., 
-
'* si 
= OK ; break 
= GEM_CODE p ; 
-
pas de remplacement 
*' 
'* si plusieurs remplacements*' 
> I* sortie du switch row_count *' 
return CO) 
> I* FIN DE LA PROCEDURE GEN_COMPT C) *' 
'* .. ********************************************************** 
HH*****-fiHE-************************************************** 
** PROCEDURE EXIST ** 
*~********************************************************* 
**************************************************************' 
'* Specification : la procedure exist <> procede a la verification 
proprement dite de l'existence d'un objet dans l'E.R. sur base 
de son type et de son code. Cette operation se fait au niveau 
physique c'est-a-dire dans l'SGBD cible utilise. 
Dans ce cas il s'agit de l'SGBD INGRES. 
*' 
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exi s t (otyp e , ocod e , code_err> 
I* DECLARATION DES VARIA BLES PARAMETRES* ' 
( 
in t otype J 
lo ng ocod e J 
int *cod e _ e rr 
'* donn ee *' 
I* don nee *' 
'* res ul tat *' 
I* DECLARATION DES VARIA BL ES LOCALES A LA P ROCEDURE -¾f-/ 
tttt lon g temp2 '* vari a ble d e trava il In g res : t e mpC2> parce 
qu'il exi s t e de ja t empl dan s lib_con s t . q c *' 
I* DEBUT DE LA PROCEDURE *I 
'* aff e ctation de le variable ocode a temp2 pour pou voir 
y affecter une valeur dans la requete Ingres *I 
temp2 = ocode 
'* Traitement du type d'objet particulier*' 
switch (otype> 
( 
'******************* ********* ****************** * 
* EXIST UTILISATEUR * 
***********************************************' 
case sutil 
tttt r e trieve (temp2=u.code> 
tttt where u.code = temp2 
tttt i nqu i re_eque l < ro.-,_count = • ro.-,count" > 
switch <row_count> 
( 
case 0 . *code . 














OK; break ; 
BD_CONT_INT; 
case row_count *I 
break I* sortie du case sutil *' 
I *************************i<·********************* 
* EXIST GR_UTIL ¼ 
***********************************************! 
case s9r _ut 11 : 
#ff retrieve (temp2=gu.code> 
tttt where gu.code = temp2 




case 0 *code err 
-
case 1 *code err 
-













BD 0 INEXIST ; break ; 
- -OK ; brea.k ; 
BD CONT INT ; 
- -
case ro1-i count 
*' -
case sg_ util 
*' 
l*-fiE-******************************************** 
* EX I ST ENV _RANG * 
*********************************************·** I 
case senv_rang: 
#ff retrieve Ctemp2=e.code) 
## where e.code = temp2 
## inquire_equel <row_caunt = "rowcaunt"> 
switch (row_count> 
{ 
ca.se 0 . *code err . 
-
case 1 *code err 
-












BD 0 INEXIST ; 
- -
OK ; break ; 
BD CONT INT ; 
- -
case ro1,i count 
-





* EX I ST POUBELLE * 
***********************************************' 
case spou: 
## retrieve Ctemp2~p.cade) 
ff# where p.code=temp2 
fftt inquire_equel Crow_count = •rowcount"> 
switch Crow_count) 
{ 
case 0 . *code err . 
-
case 1 *code err 
-
de-fault . *code err . 
-
> 1 '* sortie 






BD 0 INEXIST ; 
- -
OK ; break ; 
BD CONT INT ; 
- -
case ra,., count 
-








## retrieve (temp2=b.code) 
## where b.code = temp2 
LIB-I. 61C 
tttt i nqu i r e_eque 1 < row_count = "rowcount" > 
switch (row_count> 
( 
case 0 . *code el"r . 
-
case 1 *code err 
-
defauJt *code err 
-
> '* sortie 






BD 0 INEXIST ; 
- -OK ; break ; 
BD CONT INT ; 
- -
ca.se rO\'l count 
-




* EXIST ARMOIRE * 
***********************************************' 
case sarm: 
#tt retrieve (temp2=a.code) 
## where a.code= temp2 






: *c • de_err = BD_O_INEXIST; break; 
: *code_err =OK; break; 
*code_err = BD_CONT_INT; 
) '* sortie du case raw_caunt *' 
break ; '* sortie du case sarm *' 
'******************¼-iE-*************************** 
* EXIST TIROIR * 
***********************************************' 
case stir: 
flfl retrieve <temp2=t.code) 
ffff where t.code = temp2 
tttt inquire_equel <row_count = •rowcaunt•> 
switch <row_count> 
{ 
case 0 : *code err = BD 0 INEXIST 
- - -
case 1 . *code err = OK ; break J . 
-





sortie du case row caunt 
-
break J '* sortie du case stir *' 
break ; 
*' 
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' *********************************************** 
* EXIST FARDE * 
*********************-Y-·*******************·lE-***** I 
c a se sf a r: 
# tt retri e v e Ct e mp2=f.code) 
## wher e f.code = t e mp2 
# # inquire_equel <row_count = •rowcoun t ") 
switch (row_count) 
< 
case 0 : *code err 
-
cas e 1 . *code err . 
-
def a ult : *code err 
-








BD 0 INEX IST ; 
- -
OK ; break ; 
BD CONT INT ; 
- -







* EXIST GR_INFO * 
***********************************************' 
case s9r_:_info: 
## retrieve Ctemp2=si.code> 
ttff where 91.code = temp2 
tt# inquire_equel (row_count = •rowcountu> 
switch Crow_count) 
< 
case 0 . *code err . 
-
case 1 : *code err 













BD 0 INEXIST ; 
- -OK ; break ; 
BD CONT INT ; 
- -







* EXIST INFORMATION * 
***********************************************' 
case sinto: 
fl# retrieve (temp2=i.code> 
fl# where i.code c temp2 





case 0 *cade 
-
err = BD 0 INEX IST 
- -
; brea k ; 
case 1 . *code err = OK ; break ; . 
-





sortie du case row count 
*' -
break 
'* sortie du case sinfo *' 
'~*********·X-******-3Ht-************************* 
* EXIST INFORMATION * 
*************-fiE-********************~~*******' 
defau. l t 
*code_err= TCONT_INDEF; '* type d'objet non defini *' 
) '* sortie du switch obJ->type_abject *' 
return (0) J 
> I* FIN DE LA PROCEDURE EXIST *' 
I *********·**************************************************** 
************************************************************** 
** PROCEDURE ACCES ** 
************************************************************** 
**************************************************************' 
'* S~ecification : la pracedure acces <> procede a la verification 
proprement dite de l'acces a un objet dans l'E.R. par un 
utilisateur. Cette operation se fait au niveau physique 
c'est-a-dire dans l'SGBD cible utilise. 
Dans ce cas il s'a9it de l'SGBD INGRES. 
*' 
acces (otype, ocode, uposs, code_err> 






'* donnee *' 
'* donnee *' 
'* donnee *' 
'* resultat *' 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
fftt long temp3 J '* variable de travail Ingres: temp(2) parce 
qu'il existe deja templ dans lib_const.qc *' 
f* DEBUT DE LA PROCEDURE*' 
/¼ affectation de le variable ocode a temp3 pour pouvoir 
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y affecter une valeur dans la requete Ingres*' 
temp3 = ocode; 
'* copie et ajoute du caractere '*' pour la requete retrieve *' 
strcpy <cuposs, uposs> 
strcat (cuposs, "*"> 




* ACCES ENV_RANG * 
**********************************************-)(· / 
case senv_rang: 
I* Tous les utilisateurs peuvent acceder a l'E.R *' 
*code_err = Dl< 
break ; '* sortie du case senv_rang *' 
'***************************************-!HE-****** 
* ACCES POUBELLE * 
***********************************************' 
ca.se spou : 
'* Tous les utilisateurs _peuvent acceder a l'E.R *' 
*code_err =OK; 
break 1 '* sortie du case spou *' 
'*********************************************** 
* ACCES BOITE * 
***********************************************' 
case sboi 
tt# retrieve (temp3=b.code> 
## where b.code = temp3 
## and b.poss = cuposs 
fftt inquire_equel <row_count = •rowcount•> 
switch <row_count> 
( 






I* sortie du 
OK; break ; 
BD_CONT_INT; 
case row_count *' 
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break ; '* sortie du case sboi *' 
liHE-*-HHE-*************-lE--~************************** 
* ACCES ARMOIRE * 
****H~********************* , ****·lE-************ I 
case sarm: 
fftt r etrieve (temp3=a.code> 
nu where a.code= temp3 
tttt and a.poss = cuposs 






: *code_err =AC; break; 
*code_err = OK break; 
*code_err = BD_CONT_INT; 
> s '* sortie du case row_count *' 
break; '* sortie du case sarm *' 
'*********************************************** 
* ACCES . TIROIR * 
***********************************************' 
case st.ir: 
tttt rètrieve Ctemp3=t.code) 
tttt where t.code = temp3 
ütt and t.poss = cuposs 
fltt inquire_equel (row_count. = •rowcount•> 
switch (row_count) 
{ 







BD_CONT_INT; *code_err = 
'* sortie du case rm.,_count. *' 
break J '* sortie du case stir *' 
/ff-*if-******************************************* 
* ACCES FARDE * 
***********************************************' 
case sfar: 
tttt retrieve (temp3=f.code) 
tttt where f.code c temp3 




tttt inquire_equel (row_count = -rowcount"> 
switch (row_count> 
< 
case 0 . *code err . 
-
case 1 : *code err 
-








= AC ; break J 
::, OK ; break ; 
= BD CONT INT ; 
- -du case roi•, count 
-




* ACCES INDEFINI * 
***********************************************' 
default 
*code_err= TOB_AC; I* type d'objet non defini *' 
> I* sortie du switch • type*' 
return · <O> ; 
> I* FIN DE LA PROCEDURE ACCES*' 
'******************************~***************************** 
******************~****************************************** 
** PROCEDURE ACCES_CON ** 
************************************************************** 
*************************************************************' 
I* Specification : la procedure acces <> procede a la verificatian 
proprement dite de l'acces en consultation a une information 
*' 
ou un groupe d'informations de l'E.R. par un utilisateur. 
Cette aperation se fait au niveau physique c•~st-a-dirf dans 
l'SGBD cible utilise. Dans ce cas il s'agit de l'SGBD INGRES. 
acces_con <otype, ocode, uposs, code_err> 
I* DECLARATION DES VARIABLES PARAMETRES ~-/ 
int otype ; 
'* donnee *' 
long ocode ; 
'* dannee *' 
char upossCLGMAXPOSl ; 
'* donnee *' 






I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
fftt long temp4 1 '* variable de travail Ingres: temp(2) parce 
qu'il existe deja templ dans lib_const.qc *' 
A-34 
LIB-I.GlC 
I* DEBUT DE LA PROCEDURE*' 
'* affectation de le variable ocode a temp4 pour pouvoir 
y affecter une valeur dans la requete Ingres*' 
temp4 = ocode; 
'* copie et ajoute du caracter~ '*' pour la requete retrieve *' 
strcpy (cuposs, uposs) 
strcat Ccuposs, •*" > ; 




* ACCES_CON GR_INFO * 
*-iE-*********************************************' 
case sgr_ir,fo : 
## retrieve (temp4=gi.code> 
#tt where gi.code = temp4 
tt# and gi.poss_con = cuposs 
## inquire_equel <row_count = •rowcount•> 
switch (row_count> 
{ 
case 0 . *code err = AC CONSUL ; break . 
- -
case 1 . *code err = OK ; break ; . 
-default *code err = BD CONT INT ; 
- - -) i '* sortie du case l"Ol'i count *' 
-
break J '* sortie du case sgi_inf *' 
; 
'*********************************************** 
* ACCES_CON INFORMATION * 
***********************************************' 
case sinfo: 
## retrieve (temp4=i.code> 
tttt where i.code = temp4 
#tt and i.poss_con = cuposs 






*code_err = AC_CONSUL; break J 
*code_err =OK; break ; 
*code_err = BD_CONT_INT J 
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} '* sortie du case row_count *' 
break '* sortie du case s inYo *' 
I ***************-)(·**************-Y.··X-*****'¾I:-**-¾~***·*** 
* ACCES_CON INDEFINI * 
*************~***********·*****-?f*************** I 
def a.u l t 
*code_err= TCONT_INDEF; '* type d'objet non d eY ini *' 
> I* sortie du switch otype *' 
r e turn (0) 
> I * FIN DE LA PROCEDURE ACCES_CON *I 
'************************************************************* 
********************************************-H-**************** 
** PROCEDURE ACCES_MAJ ** 
********-H-**************************************************** 
*************************************************************' 
'* Specification : la procedure acces C) procede a la verification 
proprement dite de l'acces en mise a jour a une information 
*' 
ou a un ~roupe d'informations de l'E.R. par un utilisateur. 
Cette operation se fait au niveau physique c'est-a-dire dans 
l'SGBD cible utilise. Dans ce cas il s'agit de l'SGBD INGRES. 
acces~maj Cotype, ocode, uposs, code_err> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
( 
int otype J 
lon9 ocode; 
char upossCLGMAXPOSJ ; 
int iE-code_err 
I* donnee *' 
'* donnee iE-/ 
'* donnee iE-/ 
/iE- resultat *' 
/¼ DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
## long temp5; '* variable de travail Ingres: temp<2> parce 
qu'il existe deja tempt dans lib_const.qc iE-/ 
/iE- DEBUT DE LA PROCEDURE iE-/ 
/iE- affectation de le variable ocode a -temps pour pouvoir 
y affecter une valeur dans la requete Ingres iE-/ 
temp5 = ocode; 
'* copie et ajoute du caractere '*' pour la requete retrieve *' 
A-36 
strcpy Ccuposs, uposs) 
strcat (cuposs, "*"> 
LIB-I.GC 
'* Traitement du type d'objet particulier*' 
s"d tch (otype) 
< 
'***1HE-*~iHH-****1HE-*****************-1H-*********** 
* ACCES_MAJ GR_INFO * 
*1HE"*iH-~**1HE-***************************-H-******' 
case s9r_info: 
tt# retrieve (temp5=9i.code) 
## where 9i.code = temp5 
tttt and 9i.poss_maj = cuposs 
tttt inquire_equel <row_count = "rowcount 0 > 
switch <row_count> 
< 
case · O . *code err . 
-
case 1 . *code err . 
-default . *code err . 
-




= AC MA.J ; break 
-
= OK ; break ; 
= BD CONT INT ; 
- -du case row count 
-





* ACCES_MAJ INFORMATION * 
******-1H-***1HE-******************************-lE·*** I 
case sinfo: 
tttt retrieve <temp5=i.code> 
## where i.code = temp5 
tttt and i.poss_maj = cuposs 
ff# inquire_equel (row_count = •rowcount"> 
switch <row_count> 
{ 
case 0 . *code err . 
-
case 1 . *code err . 
-






= AC MA.J ; break 
-
= OK ; break ; 
= BD CONT IMT ; 
- -du case ro,., count 
-








L IB-I , GtC 
*cod e _err= TCONT_ I NDEF; ' * type d ' objet non def i ni *' 
) ' * sorti e du s wi t ch o type *' 
r e tur n CO> J 
> I * F I N DE LA P ROC EDURE ACCES _M AJ * ' 
' *iHE-********************************************************** 
i';-JE-***1HE-lf-********************************1HE-******************** 
** PROCEDURE PROPR ** 
************************1HE-**~******************************** 
*************************************************************' 
'* Specification: la procedure propr () donne les proprietes 
d'un obj e t dan s l'E.R. Cette operat ion se fait au niveau 
physique c'est-a-dire dans l'SGBD cible util i se. 
Dans ce cas 11 s'agit de l'SGBD INGRES. 
*' 
propr (obj, ' code_err> 

























'* donnee et resultat *' 
I* resultat *' 











I* DEBUT DE LA PROCEDURE *I 
*' 
I* affectation d'une partie de l'objet a une variable 
particuliere pour faire l'interface avec Ingres. 
Ingres n'accepte que des structures d'un niveau et 








LI B-I . G!C 
case sgr_ u.t i 1 gu.obj = lkCobJ->o.gu> 
breal< ; 
case senv_ran g eobj :: 8dobJ->o.e> j 
break ; 
case sarm . . aobj = 8-.:CobJ->o.a> 
break ; 
case st ir . tobj = 8dobj ->o. t > . 
break 
• 
case sfar -fob j Cl 8dobj->o.f) ; 
break ; 
case spou pobj = &CobJ->o.p> 
break ; 
case sboi bobj = 8dobJ->o.b) ; 
break ; 
case sgr_ info giobj = 8.: < ob j - >o. g i > ; 
break ; 
case sinfo iobj = 8-.:(obj->o.i> ; 
break ; 
default . break ; . 
> '* sortie du switch obj->type_object *' 





* PROPR UTILISATEUR * 
*iE-*********************************************' 
case sutil 




## where u.code = uobJ->ucode 
#fl inquire_equel Crow_count = •rowcount•> 
switch Crow_count> 
{ 
case 0 . *code . 








BD 0 INEXIST 
- -OK ; break ; 





sortie du case row count 
-
break 




* PROPR GR_UT·IL * 
***********************************************' 
case sgr_util 
## retrieve C9uobJ->9unom=gu.nom,guobj->9ucrdate=9u.crdate, 
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## 9uobj->9ucreat=9u.crea t) 
## wher e gu.code = 9uobj - >9 ucode 
## inquire_eque l Crow_coun t = urawcount• > 
switch Crow_coun t) 
{ 
case 0 *cade 
case 1 *code 








BD 0 INEXIST 
- -
OK j break ; 





sortie du case ro1•1 count 
-




* PRO PR ENV _RANG * 
***********************************************! 
case senv_rang: 
## retrieve Ceobj->enom~e.nom, 
## eobj->ecrdate=e.crdate ,eobj->ecreat=e.creat, 
## ·eobj->edesc=e.desc,eobJ - >estconf=e.stconf, 
## eobj->eposs=e.poss) 
## where e.code = · eobj->ecode 
tt# inquire_equel Crow_count = •rowcount"> 
switch c~6w_caunt> 
{ 
case 0 : *code err = BD 0 INEXIST 
- - -
case 1 *code err = OK j bre:•ak ; 
-default *code err = BD CONT INT ; 
- - -
; 
) I* sortie du case roi-, count -
break ; 





* PROPR POUBELLE * 
***********************************************! 
case spou: 




## where p.code 0 pobJ->pcode 





: *code_err = BD_O_INEXIST 




default : *code_err = BD_CONT_INT; 
> ; ' * sortie du case row_count *' 
break I * sortie du case spou *' 
'******-H-******-1H-**-1E-**************************** 
~- PROPR BOITE * 
**********~-1H-***************************-1H-****' 
case sboi 




#M . where b.code = bobJ->bcode 
#tt inquire_equel Crow_count = "ro1"count"> 
switch Crow_count> 
{ 
case 0 *code err 
-
case l *code err 











BD 0 INEXIST ; break ; 
- -
OK ; break ; 
BD CONT INT ; 
- -
















## where a.code= aobJ->acode 







*code_err = BD_O_INEXIST; break; 
*code_err =OK; break; 
*code_err = BD_CONT_INT; 
'* sortie du case row_count *' 
break ; I* sortie du case sarm *' 
I ******************·X-**************************** 
* PROPR TIROIR * 
***********************************************' 
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case stir: 
#tt retrieve Ctobj->tnom= t.nom, 
#tt tobj->tcrdate=t.crdate,tobj->tcreat=t.creat, 
tttt tobj->tdesc=t.desc,tobJ->tstconf=t.stconf, 
#tt tobJ->ttype=t.type,tobJ->tpos s = t.poss, 
#tt tobJ->tcont_c=t.code_armoire> 
tt# wh e re t.code = tobJ->tcode 
tttt inquire_equel <row_count c nrowcount"> 
switch (row_count> 
{ 
case 0 *code 









BD 0 INEXIST 
- -
OK ; break ; 




'* sortie du case ra," count 
-




* PRO PR FARDE * 
***********************************************' 
case sfar : 





## where f.code = fobJ->fcode 
tttt intjuire_equel Crow_count = •rowcount"> 
switch <row_count> 
{ 
case 0 *code err 
-
case 1 *code err 












BD 0 INEXIST ; break 
- -
OK ; break ; 
BD CONT INT ; 
- -





* PROPR GR_INFO * 
***********************************************' 
case sgr_info: 













## wh e re gi.code = 9iobj->9icode 
## i nqu i re_e que 1 ( row_cou.nt = "rowcount" > 
switch Crow_count> 
{ 
case 0 *code err 
-
case 1 *code err 
-











BD 0 INEXIST ; break 
- -
OK ; break ; 
BD CONT INT ; 
- -
case ro~1 count *' 
-





























#tt where i.code = iobj-)icode 
fl# inquire_equel (row_count = •rawcountn) 
switch <raw_count> 
{ 
case 0 *code 
case 1 . *cade . 







BD 0 INEXIST 
- -OK ; break ; 















sortie du switch abJ->type_object 
) I* FIN DE LA PROCEDURE PROPR *' 
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*' 
tt include "stdio.h" 




** PROCEDURE INITU ** 
************************************************************ 
*****~******~*********************************************' 
'* Specification : initiatlisation d'un objet de type 
utilisateur. *' 
initu <uobj) 
struct ituti *uobj 
{ 
I* DEBUT DE LA PROCEDURE *I 
} 
uobj->unom[0l = '\0' 
uobj->ucode = 0; 
uobj-)upwd[0l = '\0' ; 
uobj-)ucrdate[0l = '\0' 
uobj->ucreat = 0 
uobj->uperm[0l = '\0' ; 
uobj->ugroupeC0l = '\0' 
I* FIN DE LA · PROCEDURE INITU C) *I 
'************************************************************ 
************************************************************ 
** PROCEDURE INITGU ** 
************************************************************ 
************************************************************' 
'* Specification : initiatlisation d'un objet de type 




I* DEBUT DE LA PROCEDURE *I 
} 
9uobj->9unomC0l = '\0' 
guobj->gucode = 0; 
9uobj->9ucrdate[0J = '\0' 
9uobj->9ucreat = 0; 





** PROC EDURE INITE ** 
************************************************************ 
************************************************************! 
'* Specification initiatlisation d'un objet de type e nv_rang. *' 
inite (eobj) 
struct itenvran *eobj 
{ 
I* DEBUT DE LA PROCEDURE *I 
} 
eobJ->enomCOl = '\0' 
eobJ->ecode = 0; 
eobJ->ecrdateCO] = '\O' 
eobj->ecreat = 0 
eobJ->edescCOJ = '\0' 
eobJ->estconfCOl = '\0' 
eobJ->epossCOl ~ '\O' 
I* FIN . DE LA PROCEDURE INITE () *I 
!************************************************************ 
************************************************************ 
** PROCEDURE INITA ** 
************************************************************ 
************************************************************! 




I* DEBUT DE LA PROCEDURE *I 
} 
aobJ->anomCOJ = '\O' 
aobj->acode = O; 
aobj->acrdate[Ol = '\O' 
aobJ->acreat = O 
aobJ->adesc[Ol = '\0' 
aobJ->astconftOJ = '\0' 
aobJ->atypeCOl = '\O' 
aobJ->aposstOJ = '\O' 





** PROCE DURE INIT T ** 
******-HE-**************************************************** 
************************************************************' 
' * Spec ification 
initt Ctobj > 
initi at lisation d'un obj et de typ e tiroir. *' 
struct ittir 
{ 
I* DEBUT DE LA PROCEDURE*' 
} 
tobj - >tnom[0l = '\0' 
tobj - >tcode = 0; 
tobj->tcrdateC0l = '\0' 
tobj-)tcreat = 0; 
tobj-)tdesc[0J = '\0' 
tobj-)tstconfC0l = '\0' 
tobj-)ttypeC0J = '\0' 
tobj-)tpossC0J = '\0' 
tobj->tcont_c 7 0; 
I* FIN DE LA PROCEDURE INITT <> *' 
'************************************************************ 
************************************************************ 
** PROCEDURE INITF ** 
************************************************************ 
************************************************************' 
'* Specification initiatlisation d'un objet de type farde. *' 
initf Cfobj > 
struct itfar *fobj 
{ 
I* DEBUT DE LA PROCEDURE*' 
) 
fobJ->fnomC0l = '\0' 
fobj->fcode = 0; 
fobJ->fcrdateC0l = '\0' 
fobj-)fcreat = 0 
fobJ->fdescC0l = '\0' ; 
fobj->fstconft0l = '\0' 
fobJ->ftypeC0l = '\0' 
fobJ->fposst0l ~ '\0' 
fobJ->fcont_c = 0; 





** PROCEDURE INITP ** 
************************************************************ 
************************************************************' 
'* Specific:ation initiatlisation d'un objet de type poubelle. *' 
initp <pobj > 
struct itpou 
{ 
I* DEBUT DE LA PROCEDURE*' 
} 
pobj->pnomtOJ = '\O' 
pobj->pcode = 0; 
pobj->pcrdateCOJ = '\O' 
pobj->pcreat = O; 
pobj->pdesctOJ = '\0' 
pobj->pstc:onftOl = '\O' 
pobj-)pposs(Ol = '\O' 
I* FIN DE LA PROCEDURE INITP <> *' 
'************************************************************ 
************************************************************ 
** PROCEDURE INITB ** 
************************************************************ 
************************************************************' 
I* Specific:ation initiatlisation d'un objet de type boite. *' 
initb Cbobj > 
struc:t itboi *bobj 
< I* DEBUT DE LA PROCEDURE*' 
} 
bobJ->bnomCOl = '\O' 
bobj->bc:ode = 0; 
bobj->bc:rdateCOl = '\0' ; 
bobj->bc:reat = O; 
bobj->bdescCOJ = '\0' ; 
bobj->bstc:onf[Ol = '\0' 
bobj->btypeCOl = '\O' 
bobj->bpossCOl = '\0' 





** PROCEDURE INITGI ** 
************************************************************ 
************************************************************' 
'* Specification : initiatlisation d'un objet de typ e 
groupe_i nfo rmat ian. *' 
initgi Cgiobjl 
str u ct itgrinf *giobj 
{ I* DEBUT DE LA PROCEDURE*' 
> 
giobj->ginamCOl = '\0' 
giobj->gicod e = 0; 
giobj->gicrd a teCOl = '\O' 
giobj->gicreat = 0; 
giobJ->giprese nce = 0; 
9iobJ->9id esc [Ol = '\0' 
giobJ->gistconftOl = '\O' 
9iobj-)9ityp e tOJ = '\O' 
giobj->gipos s _contOJ = '\0' 
giobJ->gipos s _maj[Ol = '\O' 
giobj->gicont_t = 0 
giobj->gicont_c = 0 
I* FIN DE LA PROCEDURE INITGI Cl *I 
!************************************************************ 
************************************************************ 
** PROCEDURE INITI ** 
********~************************************************** 
************************************************************' 
I* Specification : initiatlisation d'un objet de type 
information. *' 
initi Ciobj) 
struct itinf *iobj 
( 
/¼ DEBUT DE LA PROCEDURE*' 
iobJ->inomtOJ = '\0' 
iobj->icode = 0; 
iobj->inaturetOl = '\O' 
iobJ->icrdatetOJ = '\0' 
iobj-)icreat = O J 
iobj-)ipresence = O; 
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} 
iobj-)icod a t e COl 





iobj ->imod a.t e COl 
iobj->imodificat - O; 
-· 
, \ 0, 
iobj->ides cCOJ = '\0' 
iobj->istconfCOJ = '\0' 
iobj - >itypeCOJ = '\0' 
; 
iobj->iposs_contOl = '\O' 
iobJ->iposs_ma jCOJ = '\0' 
iobj->iexpedCOl = '\0' 
LIB-F.C 
-----
iobJ->imots_clesCOl = '\0' 
iobJ->iref stck[Ol = '\0' 
iobJ->iref_ori9tOl = '\0' 
iobJ->icont t = 0; 
iobJ->icont_c = 0; 
I* FIN DE LA PROCEDURE INITI () *' 
'************************************************************ 
************************************************************ 
** PROCEDURE STR_IN ** 
************************************************************ 
************************************************************' 
'* Specification: cette procedure verifie si la chaine de 
cara cteres strl se trouve dans str2. Le r~sultat est renvoye 
pa.r la fonction 
Si le strl se trouve dans str2 la valeur est 1 Ctrue> 
Sinan la valeur est O (false> 
*' 
str_in Cstrl, str2) 
I* DECLARATION DES PARAMETRES DE LA PROCEDURE*' 
( 
char strltl 
char str2[l '* donnee *' '* donnee *' 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
int lenl, len2 
'* 
longueur des chaines strl 
int indl, ind2 
'* positions temporaires *' 
et str2 
int temp ; 
'* 
variable temporaire de recherche 
i nt. espoir = 0 '* 
int trouve = 0 
'* 
I* DEBUT DE LA PROCEDURE*' 
lenl = strlen Cntrl> 
len2 = strlen Cstr2> 
if Clenl > len2> 
indicateur d'espoir a faux *' 






return CO) '*faux*' 
indl = 0; ind2 = 0 
while Cind2 < len2) ~8' ! trouve) 
< if C strltindll == str2tind2l 
{ espoir= 1 
temp = ++ind2; 
++indl 
wh i 1 e C Ci nd 1 < l en 1) 8'8' C temp < l en2 > 8'& espoir 





if (indl == lenl) 
trouve= espoir 





I* FIN DEL~ PROCEDURE STR_IN *' 
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ff include "stdio.h" 
# include "lib_c.c" 
LIB-T .C 
'* Speciff cation : ce fichier lib_t.c contient un certain 
nombres d e procedures qui p ermettront de tester les 
di fferents modu l es de l'application en affichant l es 
prop ri etes de obj ets crees ou affec tes . *' 
'*********************************************************** 
************************************************************ 
** PROCEDURE PR_UT I ** 
************************************************************ 
****-!HE-*-!HE-***************************************************' 
'* Specification : cette procedure permet d'afficher les 




I* DECLARATION DES VARIABLES PARAMETRES*' 
struct ituti uobj 
int nb 
{ 
'* donnee *' 
'* donnee *' 
'* DEBUT DE LA PROCEDURE PR_UTI *I 
if (nb != 0 printf < "%d. \ n n' nb ) ; 
print-f ( Il nom %s \n", uobj.unom) 
printf ( Il code ¾d \ n Il' uobj.ucode) 
print-f ( n crdate ¾s \n", uobj.ucrdate> 
printf ( Il creat %d \ n Il' uobj.ucreat) 
print-f ( .. perm ¾s \ n"' uobj.uperm> 
print-f ( .. groupe %s \n\n", uobj.ugroupe> 
return (0) ; 
) I* FIN DE LA PROCEDURE PR_UTI *' 
'*********************************************************** 
******************-!HE-**************************iHE-************ 
** PROCEDURE PR_GR_UTI ** 
***********-!HE-*********************************~·************ 
************************************************************' 
'* Speci-fication: cette procedure permet d'a-f+icher les 
proprietes d'un objet de type 9roupe_utilisateur sur la 









i t9ru t i gu.obj 
nb l 
'* donneE:• *' 
'* donnee *' 
'* DEBUT DE LA PROCEDURE PR_GR_UTI *' 
i-f (nb ! == 0 printf ( "?'od • \ n", nb ; 
print-f ( " nom %s \ n", guobj.gunom) 
printf ( " code %d \ n"' guobj.gucode) 
print-f ( " crdate %s \ n"' guobj.gucrdate) 
printf ( " creat %d \n\n", guobj.gucreat> 
return ( 0) 
> I* FIN DE LA PROCEDURE PR_GR_UTI *' 
'*********************************************************** 
************************************************************ 
** PROCEDURE PR_ENV_RAN ** 
****************-lHE-****************************************** 
************************************************************' 
'* Speci-fiçation : cette procedure permet d'a-f-ficher les 










'* donnee *' I* donnee *' 
/¼ DEBUT DE LA PROCEDURE PR_ENV_RAN *I 
if <nb != 0 printf < "%d. \n", nb ; 
print-f ( ., nom %s \n", eobj.enom) 
printf ( " code . %d \ n", eobj.ecode) ; . 
printf ( " crdate %s \n"' eobj.ecrdate) 
printf ( . creat . %d \n N J eobj.ecreat> . 
printf ( . desc . %s \ n"' eobj.edesc> . . , 
printf ( . stconf %s \n", eobj.estcon-f> 
print-f ( . poss %s \n\n", eobj.eposs> 
return (0) J 









** PROCEDURE PR_ARM ** 
***~-1E-**-JHE-**************************************************•~ 
************************************************************' 
'* Specification : cett e proce~ure permet d'afficher les 
proprietes d'un objet de type armoire sur la sortie 
standard (ecran>. 
*' 
pr_arm (aobJ,nb> · 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct itarm aobj 
int nb; 
{ 
'* donnee *' 
'* donnee *' 
I* DEBUT DE LA PROCEDURE PR_ARM *' 
if <nb ! :, 0 ) printf ( "%d • \ n"' nb ) ; 
printf (" nom . %s \n", aobj.anom) ; . 
printf ( Il code . %d \ n n' aobj.acode) . 
printf ( i, crdate . ¾s \ n"' a.obj. acrdate> . 
printf ( n creat : %d \ n"' aobJ.acreat> 
printf ( .. desc . %s \n", aobj.adesc> ; . 
pr-intf .( " stconf : %s \ n Il' aobj.astconf) 
print-f ( .. type : %s \n Il' aobj.atype) 
pr-intf ( ,. poss . %s \n\n", aobJ.aposs> . 
re·turn (0) ; 





** PROCEDURE PR_TIR ** 
*******-JHE-***************************-H-********************** 
************************************************************' 
'* Speci-fication: cette procedure permet d'afficher les 




I* DECLARATION DES VARIABLES PARAMETRES*' 
struct ittir tobj 
int nb 1 
C 
'* donnee *' 
'* donnee *' 
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LIB-T,C 
I* DEBUT DE LA PROCEDURE PR TIR *I 
-
if <nb != 0 printf < n %d. \n Il' nb ) 
printf ( Il nom %s \ n Il' tobj.tnam> 
printf ( n code . %d \n Il' tobj. tcode) ; . 
printf ( " crdate ¾s \ n Il' tobj.tcrdate> 
printf ( n creat %d \ n Il' tobj.tcreatl 
printf ( " desc %s \ n Il' tobj.tdescl 
printf ( Il stconf %s \ n Il' tobj,tstconf> 
printf ( Il type %s \ rt Il' tobJ.ttype> 
printf ( " poss %s \ n Il' tobj.tp • ss> 
printf ( " code 
-
arm %d \n\n", tobj.tcont_c> ; 
return ( 0) ; 





** PROCEDURE PR_FAR ** 
************************************************************ 
************************************************************/ 
I* Specification: cette procedure permet d'af~icher les 
proprietes d'un objet de type farde sur la sortie 
standard Cecran>. 
-'l:I 
pr_fa.r (fobj, nb> 
1-'I: DECLARATION DES VARIABLES PARAMETRES *I 
struct itfar fobj 
int nb; 
( 
'* donnee *I 
I* donnee *' 
I* DEBUT DE LA PROCEDURE PR_FAR *I 
if <nb ! == 0 printf < "%d. \ n"' nb ) . 
' print-f ( . nom . %s \n", fobj • -f nom> ; . 
printf ( " code %d \ n", fobj.fcode) ; 
printf ( . crdate %s \n Il' fobj • fcrdate > 
print.f ( . creat . ¾d \ n Il' fobj,fcreat> . 
printf ( . desc . %s \ n Il' fobj.fdesc> ; . 
printf ( . stconf . %s \n", fobj.fstconf> . 
printf ( . type . %s \ n •, fobj.ftype> . . 
' printf ( . poss . %s \n", fobJ.fposs> ; . 
; 
1 
printf ( . code tir . %d \n\n", fobj.fcont_c> 
-
. 
return CO> J 







** PROCEDURE PR_POU ** 
-IE+.*****************-IE-*****"*******************************·lE-*** 
************************************************************' 
'* Specification : cette procedur e p ermet d'afficher les 
proprietes d'un objet de typ e poubelle sur la sortie 
standard (ecran>. 
*' 
pr _p ou. (pobj, nb) 






I* donnee *' 
I* donnee *' 
I* DEBUT DE LA PROCEDURE PR_POU *' 
if (nb != 0 ) printf < "%d. \ n", nb ) 
printf ( D nom . %s \ n Il 1 pobj.pnom> ; . 
printf ( " code . %d \ n Il, pobj.pcode> ; . 
printf ( n crdate %s \ n Il, pobj.pcrdate> 
printf ( i, crèat %d \ n n, pobj.pcreat> 
printf ( ,. desc . •1os \n Il 1 pobj.pdesc> . 
printf ( ,. stconf %s \ n Il, pobj.pstconf> 
printf .( Il poss . %s \n\n", pobj.pposs> . 
return ( 0) ; 





** PROCEDURE PR_BOI ** 
************************************************************ 
************************************************************' 
'* Specification : cette procedure permet d'afficher les 




I* DECLARATION DES VARIABLES PARAMETRES*' 
struct itboi bobj 
int nb s 
( 
'* donnee *' 
'* donnee *' 
I* DEBUT DE LA PROCEDURE PR_BOI *I 
1 f < nb ! "" 0 printf <"%d. \n•, nb > ; 
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printf ( Il nom %s \ n Il J bobj,bnom> ; 
printf ( n c:ode %d \ n"' bobj.bcade) ; 
printf ( Il c:rdat e %s \ n"' bobj.bcrdate> 
print.f ( Il creat. %d \ n"' babj.bcreat > 
printf ( " desc o/.,s \ n", bobj.bdes c> 
printf ( Il stconf •1os \ n", bobj.bs tconf> 
printf ( n type %s \ n Il J bobj. bt)1 pe> ; 
· printf ( " poss . %s \n\n" babj.bposs) . 
- ' 
return ( 0) J 
} 
'* 




** PROCEDURE PR_GR_INF ** 
************************************************************ 
************************************************************' 
'* Specification: cette pracedure permet d'afficher les 
proprietes d'un objet de type groupe_information sur la 
sortie standard (ecran). 
*' 
pr_9r_ inf (9iobJ,nb) 
'* 
DECLARATION DES VARIABLES PARAMETRES 
*' 
struct it9rinf 9iobj 
'* donnee *' int nb J '* donnee *' 
{ 
'* DEBUT DE LA PROCEDURE PR GR INF *' - -
if <nb != 0 printf < "%d • \n•, nb ; 
print.-f ( Il nom %s \n Il 1 9iobj.9inom> ; 
printf ( . code . %d \ n", giobj.gicode> . 
print-f ( . crdat.e . %s \n", 9iobJ.9icrdate> ; . 
printf ( " creat %d \ n", 9iabj.9icreat> 
print-f ( " presence %d \ n n, 9iabj.9ipresenc:e) 
printf ( " desc . ¾s \ n", 9iobj.gidesc> ; . 
print.f ( . stconf %s \ n", 9iobj.9ist.con-f> 
printf ( . type . %s \n", 9iobj.gitype> . 
print-f ( . poss_con . %s \n", 9iobj.9iposs_con> ; . 
printf ( N poss_maj ¾s \n", giobj.giposs_maj) ; 
printf ( . code t . %d \n", giobj.gicont_t> ; 
-
. 
printf ( .. code 
-
C %d \n\n•, giobj.gicont_c> 
return (0) 
> '* FIN DE LA PROCEDURE PR GR INF *' - -
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' ***********************************************ir*********** 
**********~********************·**********************-~****·**·* 
** PROC ED URE P R_INF ** 
************************************************************ 
************************************************************' 
I* Specificat ion : cette procedure p e rmet d'afficher les 




I* DECLARATION DES VARIABLES PARAMETRES *I 
struct itinf iobj 
int nb; 
{ 
I* donnee *' 
I* donnee *' 




































































C "%d. \ n", 
: •r..s \ n", 
¾d \ n", 
nb > ; 
iobj.inorn> 
iobj.icode) 
%s \n", iobj,inature> ; 
¾s \n", iobj. icrdate> 
%d \n", 
%d \ n", 
: %s \ n", 
%d \ n •, 
%s \n", 





iobj. imodate> ; 
iobj.imodificat> 
%s \n", iobj.idesc); 
%s \ n", 
%s \n", 
¾s \ n •, 
i obj . i stcon-f) 
iobj,itype> ; 
iobj,iposs_con> 
%s \n", iobj,iposs_maj) 
: ¾s \n", iobj,iexped) 
%s \n", iobj. imots_cles> 
: ¾s \n•, iobj. iref_stck> 
: %s \n", iobj.iref_ori9) 
¾d \n•, iobj,icont_t> 
: %d \n\n", iobj. icont_c> 
} I* FIN DE LA PROCEDURE PR_INF *I 
A-37 
# include "stdio.h" 
## include "lib_c.qc" 




** PROCEDURE CREAT ** 
***************"******·)(-*** ********************************-)Hl-** 
****************************************************** ******' 
'* Specification : la procedure creat C) proced e a la creation 
propreme nt dite d'un objet dans l'E.R. Cette creation se fait 
au piveau physique c'est-a-dire dans l'SGBD cible utilise. 
Dans ce cas il s'agit de l'SGBD INGRES 
*' 
creat CobJ, code_err> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
tobject obj ; 
'* donnee *' 
int *code err 




DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *' 
## struct ituti uobj 
## struct itgruti 9uobj ; 
## struct itenvran eobj 
## struct itarm aobj ; 
## struct ittir tobj 
## struct i tfar fobj ; 
## struct itpou pobj 
## struct itboi bobj 
## struct itgrinf 9iobj ; 
## struct itinf iobj 
'* DEBUT DE LA PROCEDURE 
*' 
'* affectation d'une partie de l'objet a une variable 
particuliere pour faire l'interface avec Ingres. 
In9res n'accepte que des structures d'un niveau et 




case sutil . uobj C: . 
break ; 
case sgr_ util . guobj = . 
break ; 
case senv _rang eobj = 
break ; 
case sarrn . aobj C: . 
break i 










case sf a r fobj = obj.o.f; 
break ; 
case spou. pabj = obJ.o.p; 
break ; 
case sboi bobj -· obj .o.b; 
break 
case s9r_ info giobj = obj.o,9i; 
break ; 
-
case sinfo iobj = obj,o.i; 
) 
'* sortie sl'li tch obj.type_object 





¼ CREAT UTILISATEUR * 
***********************************************' 
case sutil 
## append to utilisateur <nom=uobj.unom,code=uobj.ucode, 
## pwd=uobj .upwd,crdate=uobj .ucrdate, 
## creat=uobj.ucreat,perm=uobj.uperm, 
## 9roupe=uobj,u9roupe> 







0 . . 











BD 0 CREAT ; break 
- -
OK ; 
case row count *I -
ca.se sutil *I 
'*********************************************** 
* CREAT GROUPE_UTILISATEUR * 
***********************************************' 
case s9r_util 
## append to 9r_util <nom=9uobj,9unom,code=9uobJ.9ucode, 
## crdate=9uobj.9ucrdate,creat=9uobj.9ucreat> 







0 . . 











BD 0 CREAT ; break 
- -OK ; 
case row count ·*/ 
-






* CREAT ENV_RANG * 
***********************************************' 
case senv_ran9: 
'* pas de suppression poss ible de l'ENV_RANG *' 
*code_err = NOT_IMPLEM; 
break ; '* sortie du case ENV_RANG *' 
'*********************************************** 
* CREAT POUBELLE * 
***************************************·)é-******* I 
case spou: 
'* pas de suppression possible de la POUBELLE*' 
*code_err = NOT_IMPLEM; 
break; '* sortie du case spou *' 
'*********************************************** 
* CREAT BOITE * 
***************·******************************** I 
case sboi 








tttt inquire_equel (row_count = •rowcount"> 
switch <row_count> 
( 
case O : *code_err = BD_O_CREAT; break 
case 1 : *code_err =OK; 
> '* sortie du case row_count *' 
break J '* sortie du case sboi *' 
'*********************************************** 
* CREAT ARMOIRE * 
**'"'*******************************************' 
case sarm: 
















: *cod e _err = BD_O_CREAT; break 
: *code_err =OK; 
'* sortie du case row_count *' 
break '* sortie du case sarm *' 
'**************-)(·******************************* * 
* CREAT TIROIR * 
*******~**************************************' 
case stir 
















: *code_err = BD_O_CREAT; break 
: *code_err =OK; 
'* sortie du case row_count *' 
break J '* sortie du case stir *' 
'*********************************************** 
* CREAT FARDE * 
***********************************************' 
case sfar: 
















: *code_err = BD_O_CREAT J break 
: *code_err =OK; 
'* sortie du case row_count *' 
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CREAT.me 
break; I* sort ie du c ase sfar *' 
' ****H-************iH-*************************** 
* CREAT GROUPE_INFORMATION * 
*H-lE-*******************************************I 
. case s9r_i nfo: 
tttt append to gr_info 
## 
(nom=giobj.9inom, code=9iobj.9icode , 













tttt inquir e _equel <row_count = nrowcount"> 
switch (row_count> 
{ 
0 . *code . 





= BD 0 CREAT ; break 
- -




'* sortie du case row count 
*' -
break 
'* sortie du case sgr_ info *' 
'**-!HE-******************************************* 
* CREAT INFORMATION * 
***********************************************' 
case sinfo: 
tttt append to information (nom=iobj.inom,code=iobj.icode, 





















c ase 0 . * cod e err :: BD 0 CREA T ; brea k . . 
- - -
, 
c ase 1 . *code e rr = OK . . 
- ' ) 
'* 
























I **********·**************·*** ********************************* 
****** ******************************************************* 
** PROC ED URE SUPPR ** 
********************************************************* **** 
****** ****************************************************** ' 
I* Speci+ication : la proc edure suppr C> procede a la suppression 
propreme nt dite d'un objet dan s l'E.R. Cette suppression se 
+ait au niveau physique c'est-a-dire dans l'SGBD cibl e utili se . 
Dans ce cas il s'a9it de l'SGBD INGRES 
*' 
suppr Cotype, ocode, code_err> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
int otype; 
## long o c ode J 
int *code_err 
I* donnee *' 
I* donn e e *' 
'* resultat *' 
( 
I* DEBUT DE LA PROCEDURE *I 




* SUPPR UTILISATEUR * 
***********************************************' 
case sutil 
I* pas de suppression possible d'un utilis~teur *' 
*code_err = NOT_IMPLEM; 
break 1 '* sortie du case sutil *' 
'*********************************************** 
* SUPPR GROUP_UTIL * 
***********************************************' 
case s9r _ut il : 
f* pas de suppression possible d'un groupe d'utilisateurs*' 
*code_err ~ NOT_IMPLEM 1 




* SUPPR ENV _RANG * 
***-l<·*****************-Hf-********-}H-************** I 
case senv_rang: 
I* pas de suppression pos~ible de l'ENV_RANG *' 
*code_err = NOT_IMPLEM J 
break ; '* sortie du case senv_ran9 *' 
'*********************************************** 
* SUPPR POUBELLE * 
***********************************************' 
case spou 
I* pas de suppression possible de la POUBELLE*' 
*code_err - NOT_IMPLEM; 
break l '* sortie du case spou *' 
'*********************************************** 
*. SUPPR BOITE * 
****·*********************************~"-********* / 
case sboi 
fftt delete b wh~re b.code = ocode 
flfl inquire_equel Cro,"_count = . •rowcount"> 
switch Crow_count> 
{ 
case O : *code_err = BD_O_SUPP; break 
case 1 *code_err - OK; break ; 
de4ault: *code_err = BD_CONT_INT; 
> '* sortie du case row_count *' 
break '* sortie du case sboi *' 
'*********************************************** 
* SUPPR ARMOIRE * 
***********************************************' 
case sarm: 
ffff delete a where a.code= ocode 





case 0 * cod e err -· BD 
-
0 SUPP ; break 
- -
case 1 * cod e err 
-
= OK ; br eak ; 






) I* sortie du c ase ro"' 
-
count *I 
breal< '* sortie du case sarm *' 
I ***~*****************************************·* 
* SUPPR TIROIR * 
*******-lC~***·lE-*********~****·l~****************** / 
case s tir: 
tt# delet e t where t.code = • code 
ff# inquire_equel (row_count = •rowcount•> 
switch (row_count> 
( 
case 0 . *code . 
case 1 . *code . 










= BD 0 SUPP ; 
- -
-· OK ; break ; 
= BD CONT INT 
- -
case row count 
-






* SlJPPR FARDE * 
***********************************************' 
case sfar: 
ttff delete f where f.code = ocode 
## inquire_equel (row_count = "rowcount•> 
switch Crow_count> 
{ 
case 0 : *code err = BD 0 SUPP ; break 
- - -




OK ; break ; 
default . *code err = BD CONT INT ; . 
- - -) 
'* sortie du case row count -lC· / 
-
break; '* sortie du case sfar *' 
'******************************************"""*** 
* SUPPR GROUPE_INFORMATION * 
***********************************************' 
case sgr_info: 
#ff delete 9i where gi.code ~ ocode 




case 0 *code 
c ase 1 *code 
















SUPP ; break 
= OK ; brea.k ; 
= BD CONT INT ; 
- -
case r • I-" count 
*' -
break I* sortie du case sgr_info *' 
'*********************************************** 
* SUPPR INFORMATION * 
***********************************************' 
case sinfo: 
## delete i where i.code = • code 
## inquire_equel Crow_count = "rowcount") 
switch Crow_caunt) 
{ 
case 0 *code err = BD 0 SUPP ; break 
- - -
case 1 *code err 
-
= OK ; break ; 





sortie du ca.se raw caunt *I 
-
break; . I* sortie du case sinfo *' 
> f* sortie du switch • type *I 
} I* FIN DE LA PROCEDURE SUPPR *I 
A-67 
; 
tt include »stdio.h" 
## include "lib_c.qc" 




** PROC E DURE MODIF ** 
************************************************************* 
************~~**********************************************' 
'* Specification : la proc edure modif C) procede a la modification 
propr eme nt dite d'une ou plusi eurs proprietes d'un objet dans 
l'E.R. Cette consult a tion se fait au niveau physique 
c'est-a-dire dans l'SGBD cible utilise. 
Dan s ce cas il s'agit de l'SGBD INGRES 
*' 
modif Cobj 1 code_err> 

















struct . _it9ruti 
struct i tenvra.n 
struct itarm 
struct ittir 





'* donnee *' 
'* resultat *' 











I* DEBUT DE LA PROCEDURE *I 
PROCEDURE 
*' 
'* affectation d'une partie de l'objet a une variable 
particuliere pour faire l'interface avec Ingres. 
Ingres n'accepte que des structures d'un niveau et 




case sutil . uobj = . 
break 
case sgr_ util 9uobj = 
break ; 
case senv _rang eobj = 
break ; 
case sarm aobj = 
break ; 







c ase sfar 
case spou 
case sboi 
. case sgr_info 
MODIF.G!C 
break ; 
fobj ::: obJ.o.f; 
brea k ; 




giobj ::: obj. o. gi; 
brea.k 
cas e sinfo iobj = obj .o. i ; 
J '* sortie switch obJ.type_object *' 




* MODIF UTILISATEUR * 
***********************************************' 
case sutil 




## where u.code = uobj.ucode 
ttt:J inquire_equel Crow_count = "rowcou.nt") 
switch (row-count> 
{ 
case 0 *code 
case 1 *code 
default *code 
err = BD 
-
err = OK 
-
err = BD 
-
0 MODIF ; 
- -
; break ; 





'* sortie du case row caunt *' 
-
break 
'* sortie du case sutil *' 
'*********************************************** 
* MODIF GROUPE_UTILISATEUR * 
***********************************************' 
case sgr_util 
## replace gu <nom=9uabj.9unom, 
ttff crdate=9uobj.9ucrdate,creat=9uabj.9ucreat) 
fftt where gu.code ~ 9uobJ.9ucade 





*code_err = BD_O_MODIF 




default *code_err = BD_CONT_INT; 
} '* sortie du case row count *' 
break '* sortie du case sgr_util *' 
'*********************************************** * MOD IF ENV _RANG * 
*********·K*****************************-~******* I 
case senv_rang: 








## where e.code = eobj.ecode 
## inquire_equel <row_caunt - "rawcount"> 
switch (row_count> 
{ 
case 0 *code err 
-
case 1 *code err 
-











BD 0 MODIF ; break 
- -
OK ; break ; 
BD 
-
CONT INT ; 
-
case ra,., count *' 
-
ca.se ENV RANG 
*' -
/ *****·lE-********-lC·******************************** 
* MODIF POUBELLE * 
***********************************************' 
c;:ase spou: 




## where p.code = pobj.pcode 










'* sortie du 
BD_O_MODIF; break 
OK; break ; 
BD_CONT_INT; 
case row_count *' 
break ; '* sortie du case spou *' 
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MODIF .G! C 
' *********************************************** 
* MODIF BOITE * 
***********************************************' 
case sboi 
## · replace b 
ff# 
<nom= bobJ.bnom, 
crdat e= bobj.bcrdate ,creat=bob j .bcreat, 
## stconf=bobj.bstconf,poss=bobj.bposs, 
## type = bobj.btype,desc=bobj.bdesc> 
## where b.cod e = bobj.bcode 
fftt inquire_equel <row_count = "rowcount") 
switch <row_count) 
( 
case 0 . . *code err = BD 0 MODIF ; brea.k 
- -
case 1 *code err 
-
= OK ; break ; 
default *code err = BD CONT INT ; 
- -
} 
'* sortie du ca.se rol-J count 
*' -
break I* sortie du case sboi *' 
!*********************************************** 
* MODIF ARMOIRE * 
***********************************************' 
case sarm: 
tttt replace a 
tt# 




ff# where .a.code= aobj.acode 







*code_err = BD_O_MODIF; break 
*code_err =OK; break ; 
*code_err = BD_CONT_INT; 
/* sortie du case row_count *' 
break '* sortie du case sarm *' 
'*********************************************** 
* MODIF TIROIR * 
***********************************************' 
case st.ir: 






tt# stconf = tobJ,tstconf,pos s=tobJ.tposs, 
## type = tobj.ttyp e ,desc= tobj.tdesc, 
#tt code_armoir e= tobJ.tcont_cJ 
tt# where t.code = tobj.tcode 
tHt i nqu i re_eque 1 C row_count = "ro~Jcount " l 
switch (row_count> 
{ 
case 0 *code 








BD 0 MODIF ; 
- -OK ; break ; 
BD CONT INT ; 
- -
break 
} I* sortie du case row count *I -
break I* sortie du case stir *I 
; 
!*********************************************** 
* MODIF FARDE * 
***********************************************/ 
case sfar : 










## where f.code = fobj.fcode 
## inquire_equel Crow_count = "rowcount") 
switch Crow_count> 
< 
case 0 *code 







BD 0 MODIF ; 
- -OK ; break ; 





sortie du case row count 
*' -
break; I* sortie du case sfar *I 
'*********************************************** 
* MODIF GROUPE_INFORMATION * 
***********************************************' 
case s9r_info: 
tt# replace gi Cnom=giobj .ginom, 
## presence=9iobJ.9ipresence, 
## crdate=9iobj.9icrdate,creat=9iobj.9icreat, 




## where gi.code = 9iobJ.9icode 
A-72 
MODIF,8.C 






de-f a.u l t 
break 
*cod e _err = BD_O_MODIF; break 
*code_e•rr - · 01< ; break 
*code err = BD_CONT_INT; I* sortie du ca.se ro1•J_coun t *I 







#tt replace i 
fttt 
(nom=iobj. inom, 






















#tt where i.cride = iobj~icode 
#tt inquire:..,_equ.el (ro11_count •-· "ro1-icount") 
switch (row_count) 
( 
case 0 *code 








BD 0 MODIF ; 
- -OK ; breal< 
BD CONT INT ; 
- -
break 
} I* sortie du ca.se ro1<1 cou.nt *I 
-
break ; f* sortie du case sin-fa *I 
} I* sortie du switch obj.type_object *I 
> I* FIN DE LA PROCEDURE MODIF *I 
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# include "stdio.h" 
## include "lib_c.qc" 
## include "lib_v.qc" 
' *******-HE-*************************************************** 
************************************************************* 
** PROCEDURE CONSUL ** 
******************************f.****************************** 
************************************************************! 
I* Specification: la. procedure consul () procede a la 
consultation proprement dite d"un obj et dans l'E.R. 
Cette consultation se fait au niveau physique 
c' es t-a-dire dans l'SGBD cible utilise. 
Dans ce cas il s'agit de l'SGBD INGRES. 
*I 
consul (obj, mode, code_err> 






I* donnee et resultat *I 
l·"k donnee *I 
I* resultat *I 
I* Remarque: pour le parametre *obj, seul de type, le code et la 
presence de l'objet suffisent pour l'ouverture. Pour la ferme-
ture, il faut egalement la date de consultation et le consult. 
*I 
( 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
#tt struct it9rinf 9iobj 
## struct itinf iobj 
I* DEBUT DE LA PROCEDURE *I 
'* affectation d'une partie de l'objet a une variable 
particuliere pour faire l'interface avec Ingres. 
Ingres n'accepte que des structures d'un niveau et 











: *code_err = OP TOB; 
break ; 
break ; 
return <O> '* sortie prematuree de consul 
pour cause d'erreur*' 
) '* sortie switch obj.type_object *' 






* CONSUL GROUP E INF ORMAT ION * 
***********************************************' 
case s9r_info: 
s1<1itch (mad e > 
{ 
ca.se OUVERTURE 
## r e place 9i <presence=9iobj.9ipresence> 
## where 9i.cade = 9iobj.9icode 
ttff in qui re_eque 1 C ro1•1_caun t = "ro1<1coun t" > 
switch Crow_count> 
{ " 
case 0 *code 





de-fa.ult BD CONT INT 
- -
BD ou CONS 
- -
OK ; break 
brea.k 
) 
'* sortie du. case roi--, count *' -
break ; '* sortie du case OUVERTURE*' 
case FERMETURE: 
## rep 1 a.ce 9 i (presence=g i obj . 9 ipresence > 
tt# where gi.code = 9iobj.9icode 
tttt i nqu i re_eque 1 ( rc,w_count = "rowcount" > 
switch . Crow_count> 
{ 
case 0 *code 




de-f-ault BD CONT INT 
- -
BD OF CONS 
- -




'* sortie du case ro1<1 cou.nt 
*' -
) I* sortie du switch mode*' 
break I* sortie du case s9r_info *' 
'*********************************************** 






tttt replace i (presenc:e=iobj. ipresence> 
tt# where i.code=iobj.icode 







de-f au l t 
*code_err =- BD_OU_CONS 
*code err =OK; break 
BD_CONT_INT 
break 
} I* sortie du case row_count *' 
break ; I* sortie du case OUVERTURE *I 
case FERMETURE: 
fHt replace i <preserice=iobj. ipresence, 
#tt codate=iobj.icodate, consult=iobj.iconsultl 
tt# where i.code=iobj.icode 
## inquire_equel Crow_count = "rowcount"l 
switch (row_countl 
( 
ca.se 0 *code 





de-fau.lt : BD CONT INT 
- -
BD OF CONS 
- -OK ; break 
break 
} 
'* sortie du case rol"I cou.nt *' -} I* s6rtie du switch mode*' 
} '* sortie du switch obj.type_object *' 
>/*FIN DE LA PROCEDURE CONSUL*' 
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tt include "stdio.h" 
tttt include "lib_c.qc" 
tt# includ e "lib_v.qc " 
'*********~*********************************************-HE-* 
****************************************~·******************** 
** PROC EDURE MAJ ** 
**·lE-*********·*****-lC·*********"'"**~****************-}(·**********·X-** 
******-1H-****************************************************' 
' * Specif ication : la pr• cedure maj < > pr • ced e a la mis e a jour 
propreme n t dite d'un obj et dans l'E.R. Cette mise a jour se 
fait au niveau physique c'est-a-dire dans l'SGBD cible utilise. 
Dans ce cas il s'agit de l'SGBD INGRES. 
*' 
maj ( obj , made, c • de_err > 
I* DECLARATION DES VARIABLES PARAMETRES* ' 




*c • de_err 
'* donn ee et resultat *' 
'* donnee *' 
'* resultat *' 
'*Remarque · : pour le parametre *obj, seul de type, le cade et la 
presence de l'objet suffisent pour l'ouverture. Pour la 
fermeture, il faut egalement la date de mise a jour et le 
modificat *' 
{ 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
tttt struct itgrinf giobj ; 
tttt struct itinf i • bj 
I* DEBUT DE LA PROCEDURE *I 
'* affectation d'une partie de l'objet a une variable 
particuliere pour faire l'interface avec Ingres. 
Ingres n'accepte que des structures d'un niveau et 










=== • bj-)o.i 
: *code_err = OP TOB; 
break; 
break ; 
return (0) '* sortie prematuree de maj 
) 
pour cause d'erreur*' 
'* sortie switch obJ.type_object *' 












## replace 9i (presence=9iobj,9ipresenc:e> 
tt# where 9i.code = 9iobj.9icode 
## inquire_equel Crow_c:ount = "rowc:ount") 
switch <row_count> 
{ 
case 0 : *code 





default . BD CONT INT . 
- -
BD ou CONS ; 
- -OK ; break 
break 
} I* sortie du case row count *' 
-
; 
break; '* sortie du case OUVERTURE*' 
case FERMETURE: 
## replace 9i <presence=giobj.gipresence> 
## where gi.code = 9iobj,9icode 
tttt inquire_equel (row_count = "ro",count"> 
switc:h <row_count> 
{ 
case 0 . *code . 





default . BD CONT INT . 
- -
BD OF CONS ; 
- -OK ; break 
break 
} 
'* sortie du case ro\"-1 cou.nt 
*' -
) /¼ sortie du switch mode*' 
break '* sortie du case sgr_info ¼/ 
'~*********H-********************************* 






## replace i Cpresence=iobj.ipresence) 
tttt where i.code=iobj.icode 
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## inquire_equel <row_count = "rowcount ") 
switch Crow_count> 
{ 
case 0 . *code . 






def a ult BD CONT INT 
- -
} 
'* sortie du 
BD ou CONS break 
- -
OK ; break 
; 
case row cou.nt *' 
-
break S I* sortie du case OUVERTURE*/ 
case FERMETURE: 
tttt replace i (presence=iobj.ipresence, 
#tt codate=iobj.icodate, consult=iobj.iconsult> 
tt tt where i.code=iobj.icode 
tt# inquire_equel <row_count - "rowcount"> 
switch Crow_count) 
C 
case 0 *code 





de-fault BD CONT INT 
- -
BD OF CONS 
- -OK ; break 
break 
} '* · sortie du case ra," cou.nt *' 
-
> '* sortie du switch mode*' 
> '* sortie du switch obj.type_object *' 
> I* FIN pE LA PROCEDURE MAJ *I 
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; 
k include "stdio .h" 
## include "lib_c.qc " 




** PROCEDU RE CO NTEN ~ 
************************************************************* 
**********************~·*************************************' 
' * Specification : la procedure conten <> proc ede a la 
verification proprement dite du con tenu d"un objet dans 
l'E.R. Cette operation se fait au niveau physique 
c'est-a-dire d ans l"SGBD cible utili se . Elle renseigne 
le nombre d'obj et qui sont contenus dans un objet. 
Ainsi , une a rmoir e conti ent des tiroirs , une farde contient 
des informations et des groupes d'informations. 
Dans ce cas il s"agit de l'SGBD INGRES 
*' 
conten (obj, code_err> 




































i obj J 
int sum_row = 0 J 
I* DEBUT DE LA PROCEDURE*' 
'* donnee *' 
'* resultat *' 
LOCALES A LA PROCEDURE 
*' 
'* affectation d'une partie de l'objet a une variable 
particuliere pour füire l'interface avec Ingres. 
Ingres n'accepte que des structures d'un niveau et 









case:- sgr_ util guobj -· obj.o.gu 
break ; 
case senv-_rang eobj ::, obj.o.e 
break ; 




case stir tobj ::: obJ.o,t 
bre:•ak ; 
ca.se sfar fobj = obj.o.f; 
break ; 
case spou . pobj -· obj.o.p; . 
break ; 
case sboi bobj -· obJ.o.b; 
break 
case sgr_ info giobj -· obJ.o.gi; 
break ; 





sortie switch obj.type_object 
*' 




* GONTEN UTILISATEUR * 
*******iHE-**************************************' 
case sut-i 1 
I* c~tte operation ne ne s'applique pas sur un utilisateur*' 
return (0) 
break; '* sortie du case sutil *' 
'*********************************************** 
* CONTEN GROUP_UTIL * 
***********************************************' 
case sgr_util 
I* cette operation ne s'applique pas sur un group_util *' 
return CO> J 
break J I* sortie du case s9r_util *' 
'*******************************~************** 





tttt retrieve (vcode=u. codel 
## < 
## } 
#U i nqu i re_eque 1 ( row_count = "rowcount" > 
sum_row += row_count 
tt tt r etrieve (vcode;gu.codel 
tHt { 
## } 
## inquire_equel <row_count = "rowcount"l 
sum row +~ row_count 
#tt retrieve (vcode=e.code) 
#tt < 
tHt } 
ttff inquire_equel (row_count = •rowcount"> 
sum row +~ row_count 
fl# retrieve <vcode=a.code> 
trn c 
tut > 
ttff inquire_equel (row_count = •rowcount"> 
sum_row += row_count 
ttff retrieve (vcode=p.code) 
#U C 
## > 
#tt inquire_equel <row_count = •rowcount"> 
sum row += row_count ; 
fftt retrieve <vcode=b.code) 
#ff ( 
ff# } 
ffff inquire_equel <row_count = •rowcount•> 
sum_row += row_count J 
return (sum_row> ; 




* CONT E N POUBEL L E * 
***********************************************' 
c ase spou: 
## r etrieve <vcode~g i.cod e > 
tt# where 9i . c ont_ c = pobj,p c od e 
#tt { 
tHt ) 
tt # i nqu i r e_eque 1 < ro\'i_count = "rowc ou n t" r 
sum_row += row_count ; 
## retri e v e (vcod e= i.code) 
## wher e i.cont_c = pobj.pcode 
ff # { 
# # } 
tt tt inquir e _eque l Crow_count = •rowcount"> 
sum_r o w +~ row_count; 
retu r n ( s um_rO\'J) 
break ; '* sortie du case spou *' 
'*********************************************** 
* CONTEN BOITE * 
***********************************************' 
case sboi 
## retrieve (vcode=gi.code) 
fl# where 91.cont_c = bobj,bcode 
## { 
tttt } 
tttt inquire_equel Crow_count = •rowcount"> 
sum_row += row_count 1 
fltt retri e ve <vcode=i.code) 
## where i.cont_c = bobj.bcode 
tt# ( 
#tt ) 
## inquire_equel <row_count = •rowcount•> 
sum_row += r-ow_count J 
retur-n Csum_row> 




* CONTEN ARMOI RE * 
***********************************************' 
case sarm: 
## retrieve <vcode= t.code) 
## where t.code_armoire = aobj.acode 
tttt { 
#ff } 
tttt inquire_equel (ro1,,_count = "rowcount") 
sum_row += row_count 
return < sum_ro1-1 > 
break ; '* sortie du case sarm *' 
'*********************************************** 
* CONTEN TIROIR * 
***********************************************' 
case stir : 
## retrieve (vcode=f.code) 
tttt where f;code_tir~ir = tobj.tcode 
trn < 
## > 
tt# in qui re_eque 1 < ro1-,_count = "rowcount" > 
sum_row += row_count ; 
tttt retrieve (vcode=9i.code) 
tt# where 91.cont_c = tobJ.tcode 
tt# { 
tttt ) 
## inquire_equel <row_count = "rowcount"> 
sum_row += row_count ; 
fltt retrieve <vcode=i.code> 
ttff where i.cont_c ~ tobJ.tcode 
tttt { 
ttff ) 
tttt inquire_equel <row_count = "rowcou~t"> 
sum_row += row_count 
return < sum_roi-, > 
A-84 
CONTEN.GC 
break ; I* sortie du case stir * I 
l****-lHE-************ff*************************** 
* CONTEN FARDE * 
***********************************************! 
c ase sfar : 
## retri eve Cvcod e=9i.code) 
## where 9i.cont_c = fobj.fcode 
ff # { 
tttt } 
ff# inquire_equel (row_count = "rowcount"> 
sum_row += row_count; 
## retrieve Cvcode= i.code> 
## where i.cont_c = fobj.fcode 
tttt { 
#tt } 
tt# inquire_equel Crow_count = "rowcount"> 
sum_row ~= row~count 
return Csum_row> 
break) I* sortie du case sfar *I 
'***************-1H-****************************** 
* CONTEN GROUPE_INFORMATION * 
***********************************************' 
case sgr_info: 
tt# retrieve Cvcode=i.code) 
## where i.cont_c = 9iobj.9icode 
tttt { 
## } 
tt# inquire_equel <row_count = "rowcount"> 
sum_row += row_count 
return (sum_row> 
break ; '* sortie du case s9r_info *' 
'******if-**************************************** 





'* une information ne contient pas d'autres objets*' 
return CO> 
break t I* sortie du case sinfo *' 
· } '* sortie du switch obj.~ype_object *' 
> I* FIN DE LA PROCEDURE CONTEN *I 
A-86 
tt include "stdio.h" 
tttt include "lib_c.qc" 




** PROCEDURE RECH ** 
**********************************-lHE-********************-lHE-*-!HE-
*********************************************************~·**' 
I* Specificat ion : la procedure rech C> proc ede a la recherche 
proprement dite d'objets d a n s l' E.R. Cette creation se fait 
au niveau physique c'est-a-dire dans l'SGBD cible utili se . 
Dans ce cas il s'agit de l'SGBD INGRES 
*' 
rech Cotype, cond, res, code_err> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
int otype ; 
'* donnee 
*' #tt char condtl ; 
'* 
donnee 
*' list *res ; 
'* 
resulat 
*' int *code err 
'* 
re s ultat 
*' -
{ I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE*' 
tttt int rcod~; '* resultat de la reque te *' 
list *courant ; 
I* DEBUT DE LA PROCEDURE¼/ 




* RECH UTILISATEUR * 
***********************************************' 
case sutil 
courant = (list *> malloc Csizeof <list» ; 
res->suiv ~ courant ; 
tttt retrieve Crcode = u.code> 
#tt where cond 
tttt { 
courant->val = rcode J 
courant->suiv = Clist *> malloc <sïzeo-f (list» ; 
courant= courant->suiv 
courant->suiv = NULL J 
tttt ) 
tttt inquire_equel <row_count = arowcount•> 
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r e tu r n ( r o w_coun t > 
break l ' * sorti e du c ase su t il *' 
' ******************** ******* ******************** 
* RE CH GROU P E_UTI LI S ATEUR * 
************* ****** *********** *****************' 
c a s e s 9 r _util 
cou rant ~ (list * > malloc (sizeof (li s t>> ; 
res-> s uiv = cour a nt ; 
tt# r e tri e v e (rcode = 9u.code> 
tt # where cond 
tttt { 
cour a nt->va l = rcode; 
courant-> s uiv = (list *> malloc (sizeof (list)) 
courant= courant->suiv 
courant->s uiv = NULL; 
##} 
#tt inquire_equel <row_count = "rowcount"> 
return (row_count> d 
break '* sortie du case s9r_util *' 
'************** *************** * * * ********* ****** 
* RECH ENV_RANG * 
****** *****************************************' 
case senv_ran9: 
courant= (list *> malJoc (sizeof (list>> 
res->suiv = courant ; 
## retrieve (rcode = e.code) 
## where cond 
## { 
courant->val = rcode; 
courant->suiv = (list *> malloc (sizeof (list>> 
courant= courant->suiv 
courant->suiv = NULL; 
## > 
## inquire_equel (row_count = •rowcount"> 
return (row_count> 
break; '* sortie du case ENV_RANG *' 
'*********************************************** 




case s pou : 
courant= (list *> malloc (sizeof (list)) 
res->suiv = courant ; 
# ~ re trieve <rcode = p.code) 
#tt where cond 
tttt { 
courant->val = rcode; 
courant->suiv = (list *> malloc (sizeof (list)) 
courant = courant->suiv 
courant->suiv = NULL; 
tut } 
## inquire_equel (row_count = "rowcount"> 
return (row_count> 
break; '* sortie du case spou *' 
'*********************************************** 
* RECH BOITE * 
***********************************************' 
case sboi 
courant= <list *> malloc (sizeof (list>> ; 
res->suiv =courant; 
## retrieve (rcode = b.code) 
## "'here cond 
tt# { 
courant->val = rcode; 
courant->suiv = (list *> malloc: (sizeof (list>> 
courant= courant->suiv 
courant->suiv = NULL; 
tut } 
tt# inquire_equel Crow count = "rowcount"> 
return Crow_count> 
break ; f* sortie du case sboi *' 
'*********************************************** 
* RECH ARMOIRE * 
***********************************************' 
case sarm: 
courant c <list *> malloc (sizeof Clist» J 
res->suiv =courant; 
ff# retrieve Crcode c a.code> 
tttt 1-1here cond 
tt# ( 
courant->val = rcode J 
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coura.nt->suiv = (list * > malloc (sizeaf (li st )) 
cour a n t= courant->suiv ; 
caurant->suiv = NULL; 
tt# } 
tttt inquire_eque l (row_count = "rowcount" > 
return ( row_count) 
break ; I* sorti e du c ase sarm *' 
I ********************·X-****·X-******-lr************** 
* RECH TIROIR * 
***********************************************! 
case stir : 
courant = (list *> malloc Csizeof (list>> 
res->suiv = courant ; 
tttt retrieve (rcode = t.code) 
tHt where cand 
tt# { 
courant->val = rcode; 
courant->suiv = (list *> malloc (sizeof (list>> 
courant~ courant->suiv 
cou~ant->suiv = NULL; 
tttt ) 
tttt inqui~e~equel (rcw count = "rowcount"> 
return <row_count> 
break I* sortie du case stir *' 
!*********************************************** 
* RECH FARDE * 
***********************************************! 
case sfar : 
courant = (list *> malloc <sizeof (list» ; 
res->suiv =courant; 
#tt retrieve <rcode = f.code) 
tut where cond 
ff# ( 
courant->val = rcode; 
courant->suiv = (list *> malloc (sizeof (list)) 
courant= courant->suiv 
courant->suiv = NULL; 
fftt } 
flff inquire_equel <row_count = •rowcount•> 
return <row_count> 




* RECH GROUPE_INFORMATION * 
***********************************************' 
case s9r_ in+o 
courant= (11st *> malloc Csize o+ Clist>> 
res->suiv = coura nt ; 
## retrieve <rcode = gi.code> 
## where cond 
tt# { 
courant->val c rcode; 
courant->suiv = (list *> malloc (sizeo+ (list)) 
courant ~ courant->suiv 
courant->suiv = NULL; 
## > 
tt# inquire_equel Crow count = "rowcount"> 
return <row_count> 
break ; '* sortie du case sgr_in+o *' 
'*********************************************** 
* RECH INFORMATION * 
***********************************************' 
case sin+o: 
courant= (list *> malloc Csizeo+ (list>> ; 
res->suiv = courant ; 
tt# retrieve (rcode = i.code) 
## where cond 
## { 
courant->val · = rcode; 
courant->suiv = <list *> malloc <sizeo+ (list>> ; 
courant= courant->suiv 
courant->suiv c NULL; 
## > 
ff# inquire_equel <row_count = "rowcountu> 
return Crow_count> 
break; '* sortie du case sin+o *' 
> I* sortie du switch obJ.type_object *' 
) I* FIN DE LA PROCEDURE RECH*' 
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tt include "creat.c" 
' ****************************************·******************** 
************************************************************* 
** PROCE DURE CR EATI ON ** 
************************************************************* 
******************************f***************************** ' 
'* Specification : la procedure creation () procede a la creation 
d'un nouvel objet dans l'E.R. a l a demande d'un utilisateur. 
Cette procedure verifie un certain nombre d e conditions avant 
de proceder a la creation proprement dite de l'objet. 
A son r etour, elle confirme la creation ou renseigne sur 
la cause de la non creation. 
*' 
creation (u t il, date_jour, obj, code_ret) 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct user util 
'* donnee *' 
char date _jourC26l 
'* donnee *' 
tobject *obj ; 
'* donnee et 




f* DEBUT D~ LA PROCEDURE*' 




'* Verification de la permission de l'utilisateur*' 
if (util.per != ECRITURE) 
( 
*code_ret = AC_ECRIT; 
*' 
return (0) J '* sortie prematuree de creation pour manque 
de permission de l'utilisateur appelant*' 
) 




* CREATION UTILISATEUR * 
***********************************************' 
case sutil 
'* Verifier que l'utilisateur appelant est l'adm. *I 
if <util.cod != cadm> 
( *code_ret = AC_ADM; 




' * Pas de v er ificat ion pos s ibl e du nom*' 
'* Generation automatique du code* ' 
9en_compt <~<obJ - >o.u. ucode >, code_ret ) ; 
if C*code_ret ! = OK> I * code_ret est une adresse~*' 
break; ' * s ortie prematuree du case suti l *' 
' * P as de verific a tion possible du mot de passe*' 
I* Affectation de la date du jour--> crdate *' 
strcpy CobJ - >o. u. ucrdat e ,date_jour > 
'* Affectation du code utilisateur--> creat *' 
obJ ->o .u.ucreat ~ util.cod; 
'* creation proprement dite*' 
creat <*obJ, code_ret) 
break '* sortie du case sutil *' 
'*********************************************** 
* CREATION GR_UTIL * 
*********************************************** ' 
case s 9r_util 
I* Ver ifier que l'utilisateur appelant est l'adm. *' 
~f . (util.cod != cadml 
C *c6de_ret = AC_ADM 
break 
> 
'* Pas de verification possible du nom*' 
'* Generation automatique du code*' 
9en_compt (~(obJ->o.9u.9ucode>, code_ret> 
if <*code_ret != OK> 
break; '* sortie prematuree du case s9r_util *' 
'* Affectation de la date du jour--> crdate *' 
strcpy (obJ->o.9u.9ucrdate, date_jour) ; 
'* Affectation du code utilisateur--> creat *' 
obj->o.9u.9ucreat = util.cod ; 
'* creation proprement dite*' 
creat <*obj, code_ret> 
break '* sortie du case s9r_util *' 
'*********************************************** 





'* pas de c:reat ion possi ble de l'ENV_RANG *' 
*code_ret = NOT_IMPLEM; 
breal< ; '* sortie du case senv_rang *' 
1-!HHE-************~·***************·* *************** 
* CREATION POUBELLE * 
******* ******************* ********************* ' 
case spou 
'* pas de c:reation possible de POUBELLE*' 
*code_ret = NOT_IMPLEM; 
break; '* sortie du case spou *' 
'*********************************************** 
* CREATION BOITE * 
******·*******************iE-********************* I 
case sboi 
'* V~rifier que l'utilisateur appelant est l'adm. *' 
i f C u t i 1 • C: 0 d ! :::. C ad m ) 
{ *code_ret = AC_ADM 
. break ; 
) 
I* Pas de verification possible du nom*' 
'* Generation automatique du code*' 
9en_compt C ~Cobj->o.b.bcode ) , code_ret) 
if <*cade_ret != OK) 
break; '* sortie prematuree du case sboi *' 
'* Affectation de la date du jour--> crdate *' 
strcpy Cobj->o.b.bcrdate,date_jour> ; 
'* Affectation du code utilisateur--> creat *' 
obJ->o.b.bcreat = util.cod; 
'* Pas de verification possible du stconf 
*' 
'* 
Pas de verific:ation possible du type 
*' 
'* Pas de verific:ation possible de la desc *' 
'* Pas de ver-ification possible des poss *' 
'* creation proprement dite *' 
cr-eat C*obj, code 
-
ret> ; 




* CREATION ARMOIRE * 
***********************************************' 
case sarm: 
'* Verifier que l'utilisateur appelant est l'adm. *' 
if Cu.til.cad !== ca.dml 
C *code_ret = AC ADM 
brea.k ; 
} 
'* Pas de verification possible du nom*' 
'* Generation automatique du code*' 
gen_compt < ~Cobj->o.a.acode>, code_ret) 
if <*cade_ret != OK) 
break; '* sortie prematuree du case sarm *' 
'* Affectation de la date du jour--> crdate *' 
strcpy CobJ->o.a.acrdate,date_jaurl 
I* Affectation du cade utilisateur--> creat *' 
obJ->o.a.acreat = util.cod ; 
'* Pas de verification possible du stconf *' 
î* Pas. de verification possible du type*' 
I* Pas de verificati~n possible de la desc *' 
'* Pas de verification possiblé des poss *' 
I* creation proprement dite*' 
creat <*obJ, code_ret> 
break '* sortie du case sarm *' 
'*********************************************** 




Verifier que l'utilisateur appelant est 1 • adrn. 
if Cutil.cod !~ cadm) 
C *code 
-




'* sortie prematuree du case stir 
} 
*' 
'* · Verifier si l'a~~oire, a laquelle appartiendra le tiroir, 
existe*' 
exist Csarm, obJ->o.t.tcont_c, code_ret) ; 
if <*code~ret !~ OK> 
break ; '* sortie prematuree du case stir *' 
CREATION . C 
/¼ Verifier si l'utilisateur a acces a cette armoire*' 
acces ( sarm, obJ->o.t.tcont_c, util.group, code_ret) J 
if <*c • d e _ret != OK> 
break ; '* sortie prematuree du case stir *' 
'* ·Pas de verification possible du nom*' 
'* Gen e ration automatique du code*' 
gen_compt ( &(obJ->o.t.tcode>, code_ret> ; 
if <*code_ret != OK> 
break; '* sortie prematuree du case stir *' 
'* Affectation de la date du jour--> crdate *' 
strcpy <obJ->o.t.tcrdate,date_jourl 
'* Affectation du code utilisateur 
obj->o.t.tcreat = util.cod ; 
I* Pas de verification possible 
'* Pas de verification possible 
'* Pas de verification possible 
'* Pas de verification possible 
'* creation proprement dite *I 








la desc *I 
poss *' 
break '* sortie du case TIROIR *I 
*I 
'**********'************************************* 
* CREATION FARDE * 
***********************************************' 
case sfar : 
I* Verifier si le tiroir, auquel appartiendra la farde, 
existe*' 
exist Cstir, obJ->o.f.fcont_c, code_ret> ; 
if <*code_ret != OK> 
break; '* sortie prematuree du case sfar *' 
I* Verifier si l'utilisateur a acces a ce tiroir*' 
acces Cstir, obJ->o.f.fcont_c, util.group, code_ret> ; 
if <*code_ret != OK> 
break ; I* sortie prematuree du case sfar *' 
I* Pas de verification possible du nom*' 
'* Generation automatique du code*' 
gen_compt < ~CobJ->o.f.fcode>, code_ret> ; 
if <*code_ret != OKl 
break; '* sortie prematuree du case sfar *I 
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I* Affectation de la date du jour--> crdate *I 
strcpy (obJ->o,f.fcrdate,date_jour> 
I* Affectation du code utili sateur 
obj ->o. f. fcrea.t = util,cod ; 
I* Pas de verification possible 
I* Pas de verificat ion poss ible 
I* Pas de verification possible 
I* Pas de verification poss ible 
I* creation proprement dite *I 








la desc *I 
poss *I 
break; I* sortie du case FARDE *I 
*I 
!*********************************************** 
* CREATION GROUPE_INFORMATION * 
***********************************************/ 
case sgr_info: 
I* Verifier si l'objet, auquel appartiendra le groupe 
d'informations , existe *I 
ex~st . (obj->o.9i.9icont_t, obj->o.9i,9icont_c, code_ret> ; 
if l*code_ret !~ OK> 
brea.k ; I* sortie prematuree du case s9r_info *I 
I* Verifier si l'utilisateur a acces a cet objet *I . 
acces (obj->o.9i,9icont_t, obj->o.9i.9icont_c, util,9roup, 
code_ret> 
if <*code_ret != OK> 
break; I* sortie prematuree du case s9r_info *I 
I* Pas de verification possible du nom *I 
I* Generation automatique du code *I 
9en_compt < ~<obj->o.9i.9icode>, code_ret> 
if <*code_ret != OK> 
break; I* sortie prematuree du case s9r_info *I 
I* Affectation de la date du jour--> crdate *I 
strcpy Cobj->o.9i,9icrdate,date_jour> ; 
'* Affectation du code utilisateur--> creat *' 
obJ->o.9i.9icreat = util.cod ; 
'* Affectation automatique de presence *I 
obJ->o.9i.9ipresence =PRESENT; 
I* Pas de verification possible du stconf *I 
'* Pas de verification possible du type*' 
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'* Pas de verification possible de la desc *' 
'* Pas de verification possible des poss_con et poss_maj *' 
'* Pas de verification possible des cont t et cont_c *' 
'* creation proprement dite*' 
creat <*obJ, code_ret> ; 
break; I* sortie du case GR_INFORMATION *I 
'*********************************************** 
* CREATION INFORMATION * 
***********************************************' 
case sinfo: 
'* Verifier si l'objet, auquel appartiendra 
l'information, existe*' 
exist (obJ->o.i.icont_t, obj->o.i.icont_c, code_ret) ; 
if <*code_ret != OK> 
break ; '* sortie prematuree du case sinfo *' 
'* Verifier si l'utilisateur a acces a cet objet*' 
if (obj->o.i.icont_t == sgr_infa> 
acces_maj (obj->o.i.icont_t, obj-)o.i.icont_c, util.group, 
code_ret) ; 
else 
acces <obj->o.i.icont_t, obj->o.i.icont_c, util.group, 
code_ret> 
if <*code_ret != OK) 
break ; '* sortie prematuree du case sinfo *' 
'* Pas de verification possible du nom*' 
'* Generation automatique du code*' 
9en_compt < ~(obj->o.i,icode>, code_ret> ; 
if <*code_ret != OK> 
break; '* sortie prematuree du case sinfo *' 
'* Pas de verification possible de la nature*' 
'* Affectation de la date du jour--> crdate *' 
strcpy (obJ->o.i.icrdate,date_jour> ; 
'* Affectation du code utilisateur--> creat *' 
obJ->o.i. icreat = util.cod 
'* Affectation automatique de presence *' 
obJ->o.i,ipresence = PRESENT J 
'* Affectation automatique de codate *' 
strcpy (obj->o.i.icodate,obj-)o.i.icrdate> ; 





obj - >o.i.iconsult = obj->o.i.icrea t ; 
'* Affectation autom a tique de modate *' 
strcpy CobJ->o.i.imodate,obJ->a.i.icrdate> 
'* Affectation automatique de modificat *' 
obJ->o.i.imodificat ~ obJ->o.i,icreat 
'* Pas de verification possible de la desc *' 
'* Pas de verification possible du stconf *i 
'* Pas de verification possible du type*' 
'* Pas de verification possible des poss_con et poss_maj *' 
'* Pas de verification possible de exped *' 
'* Pas de verification possible des mots_cles *' 
'* Pas de verification possible des ref_stck et ref_orig *' 
'* Pas de verification possible des cont_t et cont_c ¼/ 
'* creation proprement dite*' 
creat C*obj, code_ret> 
break I* sortie du case INFORMATION*' 
'*********************************************** 
* CREATION INDETERMINEE * 
***********************************************! 
default : 
*code_ret= OBJ INDEF 
'* sortie du switch obJ->type_object *I 
I* FIN DE LA PROCEDURE CREATION *I 
A-99 
SUPPRESSION.C 
# include "suppr.c" 
'*****************************************************~***** 
************************************************************* 
** PROCEDURE SUPPRESSION ** 
************************************************************* 
*-iE-****************************~*****'**-HE-*****************~*' 
'* Specification : la procedure suppression () procede a la 
suppression d'un obj et dans l'E.R. a la demande d'un 
utilisateur. Cette procedure v erif ie un c erta in nombre de 
conditi ons avant de proceder a la suppression propr e ment dite 
de l'objet. 
*' 
A son retour, elle confirme la suppresssion ou renseigne sur 
la cause de la non suppression. 
suppression (util, date_jour, obj, code_ret> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct user util I* donnee *' 
I* donnee *' char date_jourt26l 
tobject *obj ; '* donnee et resultat *' 
'* resultat *I int *càde_ret 
I* Remar~ue: pour *obj, le type et le code de l'objet suffisent, 
le reste est fait par la procedure propr <> *' 
{ 
I* DEBUT DE LA PROCEDURE *I 
'* initialisation de la variable *code_ret *I 
*code_ret c OK; 
'* verification du type de l'objet*' 
switch <obj->type_object> 
( 
case suti l . break ; . 
case sgr_ util . break . 
case senv _rang . break . 
case spou break ; 
case sboi . break . 
case sarm break 
case stir . break . 
case sfar break ; 
case sgr_info: break 
case sinfo: break; 
; 
; 
default *code_ret = OBJ_INDEF; 
return (0) ; '* sortie prematuree de suppression*/ 
> '* sortie du switch obJ->type_objetct *I 
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'* lecture des proprietes de l'objet*' 
propr (obj, code_ret) 
if <*code_ret != OK> 
return (0) '* sortie prematuree de suppression*' 
'* Traitement du type d'objet particulier*' 
switch (obJ->type_object) 
{ 
'****************** ****·H********************** * 
* SUPPRESSION UTILISATEUR * 
*********************************** ************' 
case sutil 
'* pas de suppression possible d'un utilisateur*' 
*code_ret = NOT_IMPLEM; 
break 1 '* sortie du case sutil *' 
'*********************************************** 
* SUPPRESSION GROUP_UTIL * 
***********************************************' 
/* _pas de suppression possible d'un groupe d'utilisateurs*' 
*code~ret = NOT_IMPLEM; 







'* pas de suppression possible de l'ENV_RANG *' 
*code_ret = NOT_IMPLEM; 
break; '* sortie du case senv_ran9 *' 
'*********************************************** 
* SUPPRESSION POUBELLE * 
***********************************************' 
case spou: 
I* pas de suppression possible de la POUBELLE*' 
*code_ret = NOT_IMPLEM; 
break J '* sortie du case spou *' 
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' *********************************************** 
* SUPP RESS ION BOITE * 
***********************************************' 
c ase s boi 
'* Veri f i e r que l'utilisat e ur a pp e lant e s t l'ad im i n s trateur*I 
if (util.cod ! = cadm) 
{ * cod e _ret = AC_ADM 
break ; 
} 
I* Verifi e r que la boite est vide*' 
if (conten <*obj, code_ret> ! = 0) 
{ *code_ret = OBJ_NON_VIDE; 
break ; '* sortie prematuree du case sboi *' 
} 
'* Suppression proprement dite*' 
suppr (obJ->type_object, obj - >o.b.bcode, code_ret> 







/* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if (util.cod ! = cadm) 
{ *code_ret = AC_ADM 
break ; 
} 
'* Verifier que l'armoire est vide*' 
if Cconten <*obJ, code_ret> != 0) 
{ *code_ret = OBJ_NON_VIDE; 
break ; I* sortie prematuree du case sarm *' 
} 
I* Suppression proprement dite*' 
suppr CobJ->type_object, obJ->o.a.acode, code_ret) 
break '* sortie du case sarm *' 
'*********************************************** 
* SUPPRESSION TIROIR * 
***********************************************' 
case stir : 
I* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if Cutil.cod != cadm> 
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C *code_ret = AC ADM 
break; 
} 
'* Verifier que le tiroir est vide*' 
if (cont e n <*obj, code_ret) !=: 0) 
C *code_ret = OBJ_NON_VIDE; 
break ; '* sortie _prematuree du case stir *I 
) 
'* Suppression propr e ment dite *I 
suppr CobJ->type_object, obj->o.t.tc • de, code_ret) 
break ; I* sortie du case stir *' 
'*********************************************** 
* SUPPRESSION FARDE * 
***********************************************' 
case sfar : 
'* Verifier que l'utilisateur appelant est l'administrateur 
ou le proprietair~ *' 
if < <util.cod != cadrnl 8"!,! (util.cod != obJ->o.f.fcreat) 
( *code ret = AC_SUPP 
break ; · 
} 
'* Verifier que la farde est vide*' 
if Cconten <*obj, code_ret> != 0) 
C *code_ret = OBJ_NON_VIDE 
break; '* sortie prematuree du case sfar *' 
) 
'* Suppression proprement dite*' 
suppr (obj->type_object, obJ->o.f.fcode, code_ret) J 
breakJ '* sortie du case sfar *' 
'*********************************************** 
* SUPPRESSION GROUPE_INFORMATION * 
***********************************************' 
case sgr_info: 
'* Verifier que l'utilisateur appelant est l'administrateur 
ou Je proprietaire *' 
if < Cutil.cod != cadm) e.ce.c (util.cod != obj->o.9i.9icreat) 
{ *code_ret - AC_SUPP 
break J 
) 
'* Verifier que le groupe d'informations est vide*' 
if Cconten <*obj, code_ret> != 0) 





break '* s o r tie premat u ree du c ase sgr_info *' 
) 
' * S uppressi on prop r e me nt dite*' 
suppr (obJ - >type_obj e ct, obJ- >o.gi.gicod e , cod e _r e t) ; 
break '* sorti e du c a se s g r _info * ' 
' *********************************************** 
* SUPPRESS ION I NFORMATIO N * 
***********************************************' 
cas e sinfo: 
'* Verifier que l'utilisateur a ppelant e s t l'administrateur 
ou le proprietaire *' 
if C (util.cod != cadml ~~ <util.cod != obJ->o.i.icreat> 
C *code_ret - AC_SUPP 
break; 
) 
'* Verifier que l'information est presente *' 
if Cobj->o.i.ipresence != PRESENT> 
{ *code_ret = INF_NON_PRES 
break; 
) ' 
'* Suppression proprement dite*' 
suppr Cobj->type_obj e ct, obJ->o.i . icode, code_ret> ; 
break; '* sortie du case sinfo *' 
'* sortie du switch obJ->type_obJect *' 
'* FIN DE LA PROCEDURE SUPPRESSION*' 
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tt in c lud e "modif.c" 
/ * ***********************1'·*************-lH(··X-***************** ** 
************************************************************* 
* * PROC EDURE MODIF IC AT IO N ** 
************************************************************* 
* ********** ************* ********************** ******* * * ***** ! 
'* Spec ification : la procedure mo d ification <> procede a la 
mod i fic a tion d'une ou plusieu r s propri etes d'un obj e t a la 
demande d'un utilisateur. 
*' 
Ce t te proc e dure verifie un cer ta in nomb r e de conditions avant 
de proceder a la modification propreme nt dite. 
A son retour, elle confirme la modification ou rensei9ne sur 
la c a u se de la non possibilite de modifier. 
modification Cutil, date_jour, obJ, code_ret) 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct user util ; '* donnee *' 
'* donnee *' char date_JourC26l ; 
tobject *obj ; '* donnee et resultat *' 
I* resultat *' int *code_ret ; 
I* REMAR61UE pour *obj, le type et le code de l'objet suffisent, 
le reste est fait par propr <> *' 
( 
I* DECLARATION DES VARIABLES LOCALES A LA PROCEDURE *I 
tobject cobj J I* variable pour propr <> *' 
I* DEBUT DE LA PROCEDURE*' 
f* initialisation de la variable *code_ret *' 
*code_ret = OK J 
I* verification du type de l'objet*' 
switch CobJ->type_object> 
( 
case sutil cobJ.o.u.ucode = obJ->o.u.ucode; break; 
case s9r_util : cobj.o.9u.9ucode = obJ->o.gu.gucode; break 
case senv_ran9: cobJ.o.e.ecode e obJ->o.e.ecode; break; 
case spou cobJ.o.p.pcode - obj->o.p.pcode break 
case sboi cobj.o.b.bcode = obJ->o.b.bcode break; 
case sarm 
case stir : 
cobj.o.a.acode = obJ->o.a.acode break 
cobj.o.t.tcode = obJ->o.t.tcode; break; 
case sfar: cobj.o.f.fcode - obJ->o,f.fcode break; 
case s9r_fnfo: cobj.o.9i.9icode = obj-)o.9i.9icode J break 
case sinfo cobj.o.i.icode = obJ->o.i,icode break; 
default : *code_ret c OBJ INDEF; 
return <O> ; 
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'* sortie prematuree de modification*' 
} '* sortie du switch obj-)type_objetct * ' 
'* lecture des prop rietes de l'ob jet*' 
cobj.t ype_object = obj->typ e _obj ect 
p ropr <~cobj, cod e_ret ) 
· 1f <*code_ret != OK) 
r eturn (0) '* sortie prematuree de modification*' 
'* Verif ication de la permissi on de l'utilisateur* ' 
if <util.per != ECRITURE) 
{ 
*code_ret = AC_ECRIT; 
return (0) ; '* sortie prematuree de modi fi cat i on*' 
} 




* MODIFICATION UTILISATEUR * 
***********************************************' 
case sutil 
'* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if . <util.cod != cadm> 
C *code_ret = AC_ADM 
break ; 
} 
'* Pas de possibilite de ·modifier la crdate *' 
strcpy (obj->o.u.ucrdate, cobj.o.u.ucrdate) 
'* Pas de possibilite de modifier le creat *' 
obJ->o.u.ucreat = cobj.o.u.ucreat; 
/¼ Modification proprement dite*' 
modif <*obj, code_ret> ; 
break '* sortie du case sutil *' 
'*********************************************** 
* MODIFICATION GROUP_UTIL ¼ 
***********************************************' 
case s9r_util 
I* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if Cutil.cod != cadm> 





I* Pas de possibilite de modifier le nom*' 
strcpy (obj-)o.gu.gunom, cobj.o,9u.9unam> ; 
I* Pas de possibilite de modifi e r la crdate *' 
strcpy (obj->o.9u.9ucrdate, cobj.o.9u.9ucrdate) 
I* Pas de possibilite de modifier le creat *' 
obj->o.9u.9ucreat = cobj.o,9u.9ucreat 
I* Modification proprement dite*' 
modif <*obj, code_ret> 
break ; I* sortie du case sgr_util *' 
'*********************************************** 
* MODIFICATION ENV_RANG * 
***********************************************' 
case senv_rang: 
I* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if <util.cod !~ cadm> 
< *code_ret = AC_AD~ 
b~eak 
I* . Pas de possibilite de modifier la crdate *' 
strcpy (obj->o.e.ecrdate, cobj.o.e.ecrdate> 
'* Pas de possibilite de modifier le creat *' 
obj->o.e.ecreat = cobj.o.e.ecreat; 
'* Modification proprement dite*' 
modif C*obj, code_ret) 
break ; '* sortie du case senv_ran9 *' 
'*********************************************** 
* MODIFICATION POUBELLE * 
***********************************************' 
case spou: 
'* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if <util.cod != cadm) 
{ *code_ret = AC_ADM; 
break 1 
) 
'* Pas de possibilite de modifier la crdate *' 
strcpy (obj->o.p.pcrdate, cobj.o.p.pcrdate> 
'* Pas de possibilite de modifier le creat *' 
obJ->o.p.pcreat = cobj.o.p.pcreat 
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I* Modification proprement dite*' 
modif <*obJ, code_retl 
break '* sortie du case spou *' 
'****************-H-*************~****-lHE-********* 
* MODIFICATION BOITE * 
*-H-*******-H-*******H-**************************' 
case sboi 
'* Verifier que l'utilisateur appelant est 
if Cutil.cod != cadm) 




'* Pas de possibilite de modifier la crdate *' 
strcpy Cobj->o.b.bcrdate, cobj,o,b.bcrdate) 
'* Pas de possibilite de modifier le creat *' 
obj->o.b.bcreat = cobj.o.b.bcreat 
'* Mtidification proprement dite*' 
modif C*obj, code_retl 
break .. , '* sortie du case sboi *' 
'*********************************************** 
* MODIFICATION ARMOIRE * 
***********************************************' 
case sarm: 
I* Verifier que l'utilisateur appelant est l'adiminstrateur*I 
if (util,cod != cadm> 
( *code_ret = AC_ADM 
break ; 
> 
'* Pas de possibilite de modifier la crdate *' 
strcpy <obJ->o.a.acrdate, cobj.o.a.acrdate> ; 
'* Pas de possibilite de modifier le creat *' 
obJ->o.a,acreat = cobj,o.a.acreat; 
'* Modification proprement dite*' 
modif C*obJ, code_retl ; 




* MODIFICATION TIROIR * 
***********************************************' 
case s tir: 
' * Ver i f i e r qu e l'utilisateur a ppelant es t l'adi minstrat e ur* I 
i f ( u til.cod != cadml 
C *code_ret = AC_ADM 
break ; 
} 
'* Pas de possibilite de modifi e r la crd a te *' 
strcpy (obj->o.t.tcrdate, cobj.o.t.tcrda tel 
'* P a s de possibilite de modifi e r le creat *' 
obJ->o.t.tcreat = cobj.o.t.tcreat 
'* Modification proprement dite*' 
modif <*obJ, code_retl 
break '* sortie du case stir *' 
'*********************************************** . . 
* MODIFICATION FARDE * 
***********************************************' 
case sfar: 
I* Ve rifier que l'utilisateur appelant est l'administrateur 
ou le proprietaire *' 
if < (util.cod != cadml •~ <util.cod != obj-)o.f.fcreat> 
C *code_ret - AC_MODIF 
break; 
) 
I* Pas de possibilite de modifier la crdate *' 
strcpy (obJ->o.f.fcrdate, cobj.o.f.fcrdate> ; 
I* Pas de possibilite de modifier le creat *' 
obJ->o.f.fcreat ~ cobj.o.f.fcreat 
'* Modification proprement dite*' 
modif C*obJ, code_ret> 
break; '* sortie du case sfar *' 
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' *********************************************** 
* MODIFICATION GROUPE_ INFORMATIO N * 
*****************->H-****************************' 
c as e s gr_inf-o: 
' * Verifier que l'utilisateur a p pe lant es t l'administrat e ur 
ou le proprietair e *' 
if ( <util.cod != cadml 8clk <ut i l.cod ! = obj->o.9i.9 i crea t> 
< *code_ret = AC_MODIF 
break; 
) 
'* Pas de possibilite de modifi e r la prese nce *' 
obj->o.9i.9ipresence = cobj.o.9 i .9ipresence 
'* Pas de possibilite de modifier la crd a te *' 
strcpy (obj->o.gi.gicrdate, cobj.o.9i.9icrdate) 
'* Pas de possibilite de modifier le creat *' 
obj->o.gi.gicreat = cobj.o.9i.9icreat 
t• Modification proprement dite*' 
modif <*obj, code_ret> 
break '* sortie du case s9r_info *' 
'*********************************************** 
* MODIFICATION INFORMATION * 
·*·l:-******************·X-**********·X-*******·X-******* I 
case sinfo: 
'* Verifier que l'utilisateur appelant est l'administrateur 
ou le proprietaire ¼/ 
if ( (util.cod !c: cadm) 8clk (util.cod != obj->o.i.icreat> > 
< *code_ret = AC_MODIF 
break; 
) 
'* Pas de possibilite de modifier la presence *' 
obJ->o.i.ipresence = cobj.o.i.ipresence; 
'* Pas de possibilite de modifier la crdate *' 
strcpy (obj->o.i.icrdate, cobj.o.i.icrdate> ; 
'* Pas de possibilite de modifier le creat *' 
obJ->o.i.icreat = cobj.o.1.icreat 
I* Pas de possibilite de modifier la codate *I 
strcpy (obJ->o.i.icodate, cobj.o.i.icodate> 
'* Pas de possibilite de modifier le consult *' 
obJ->o.i.iconsult = cobj.o.i.iconsult J 
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'* Pas de possibilite de mod ifier la modate *I 
strcpy (obj-)o,i.imodate 1 cobj,o.i.imodate> J 
'* Pas de possibilite de modifi er le modificat *I 
obj-)o,i,imodificat = cobj.o.i.imodificat 
'* Modification proprement dite*' 
modif <*obJ, code_ret> 
break I* sortie du case sinf o *I 
> '* sortie du switch obJ->type_object *' 
> I* FIN DE LA PROCEDURE MODIFICATION *I 
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# incl ude uconsul.c" 
'*************************************•~********************** 
***************~********************************************* 
** PROCEDURE CONSULTATION ** 
**********************************·l~+~·****-l!·*****************-lC·* 
******************************~*****************************' 
'* Sp ecif ication la procedure concultation <> procede a la 
*' 
consu ltation d'une information ou d'un groupe d"informations 
a la demande d'un utilisateur. 
Cette procedure verifie un certain nombr e de conditions avant 
de proceder a la consultation proprement dite. 
A son retour, elle confirme la consultation ou renseigne sur 
la cause de la non possibilite de consulter. 
consultation Cutil, date_jour, obj, mode, code_ret> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct user util 
'* 
donnee 
*' char date _jour[26l 
'* 
donnee 
*' tobject *obj 
'* donnee et resultat *' 
char mode ; 
'* 
donnee 






I* Remarq~e pour· le parametre *obj, seJl de type et le code 
de l'objet suffisent pour l'ouverture. Pour la fermeture, 
il faut en egalement la date du jour et l'util *' 
{ 
I* DEBUT DE LA PROCEDURE *I 
'* initialisation de la variable *code_ret *' 
*code_ret =OK; 
'* Verification du mode de consultation*' 
switch (mode> 
( 
case OUVERTURE: break; 
case FERMETURE: break; 
default : *code_ret = MODE_INEXIST; 
return CO> J '* sortie prematuree de consulation *I 
> '* sortie du case mode*' 






* CONSULTATION GROUPE_INFORMATION * 
***********************************************' 
case sgr_info: 
'* Pas de verification necessaire de la permission de 
l'utilisateur, LECTURE suffit pour la consultation*' 
'* lecture des proprietes du groupe d'informations¼/ 
propr (obj, code_ret) 
if <*code_ret !~ OK> 
return CO> ; '* sortie prematuree de consultation¼/ 
/¼ Verification de la confidentialite du groupe 
d'informations*' 
if C (obJ->o.gi.gistconf[Ol == CONFIDENTIEL> 
~~ CobJ->o.9i.gicreat != util.cod) > 
{ 
¼code_ret = AC_CREAT; 
return CO) ; /¼ sortie prematuree de consultation*' 
} 
else 
/¼ Ve~ification de la possibilite d'acces au groupe 
d'informations*' 
{ 
if . < Cstr_in Cutil.group, obj->o.9i.9iposs_maj) == 0) 
~~ Cstr_in Cutil.group, qbJ->o.gi.giposs_con> -- O> 
{ 
*code_ret = AC_CONSUL; 
return CO> '* sortie prematuree de consultation*' 
} 
} 




I* Verification de la presence *' 
if (obJ->o.gi.gipresence == MAJ) 
{ *code_ret = DISP_OBJ ; 
> 
return <O> '*sien mise a jour*' 
I* Ajoute d'une consultation 
dans obJ->o.gi.gipresence si possible 
MAXPRES - 1 est la derniere consultation possible 
MAXPRES represente la mise a Jour <MAJ> ¼/ 
if < obJ->o.gi.gipresence < CMAXPRES - 2) 
obJ->o.gi.gipresence++; 
eJse 
{ *code_ret = ERR_PRES 




break; I* sortie case OUVERTURE *I 
case FERMETURE: 
I* Suppression d'une consult a tion 
dans obj->o.gi.gipresence 
si possible *' 
if < (obj->o.gi.gipresence - . 1) < 0 
C *code_ret = CONT_PRES; 




> I* sortie du switch mode*' 
'* consultation proprement dite*' 
consul (obj, mode ,code_ret) 
break f '* sortie du case sgr_info *' 
'*********************************************** 
* CONSULTATION INFORMATION * 
***********************************************' 
case s ·i nfo . : 
'* Pas de verification necessaire de la permission de 
l'utilisateur, LECTURE suffit pour l& consultation*' 
'* lecture des proprietes de l'information*' 
propr <obJ, code_ret> 
if <*code_ret != OK> 
return (0) ; '* sortie prematuree de consultation*' 
'* Verification de la confidentialite de l'information*' 
if ( (obJ->o.i.istconftOl == CONFIDENTIEL> 
~~ <obJ->o.i.icreat != util.cod> > 
C 
*code_ret = AC_CREAT; 
return (0 > ; . '* sortie prematuree de con su 1 tat ion *' 
) 
else 




if < <str_in <util.group, obJ->o.i.iposs_maJ> == 0) 
&& <str_in <util.group, obJ->o.i.iposs_con> == 0) 
( 
*code_ret = AC_CONSUL; 
return <O> ; '* sortie prematuree de consultation*' 
) 




CONSULTATT. ON .C 
< 
case OUVERTURE: 
'* Verification de la pr esence *' 
if (obJ->o. i.ipresence == MAJ) 
< *code_ret = DI SP_OBJ ; 
} 
return CO> '*sien mise a jour*' 
'* Ajoute d'une consultation 
dans obj-)o.i.ipresence si possible 
MAXPRES - 1 est la derniere consultation possible 
MAXPRES represente la mise a jour (MAJ> *' 
if < obJ->o.i.ipresence < <MAXPRES - 2) 
obJ->o.i.ipresence++ ; 
else 
C *code_ret = ERR_PRES; 
return <O> ; '* sortie prematuree de consultation*' 
} 
break; I* sortie du case OUVERTURE*' 
case FERMETURE: 
'* Suppression d'une consultation dans obj-)o.i.ipresence 
si possible *' 
if < (obj ->o. i. ipresence -1> < 0 > 
C *co_de_ret = CONT_PRES; 




> '* sortie du switch mode*' 
> 
'* Affectation de la date du jour a la date de modification*/ 
strcpy (obj->o.i.icoda.te,date_jour> 
'* Affectation de l'utilisateur au modificateur*' 
obJ->o.i.iconsult = util.cod ; 
'* consultation proprement dite*' 
consul <obj, mode, code_ret> 
break ; '* sortie du case sinfo *' 
'*********************************************** 




I* sortie du switch obJ->type_object *' 
I* FIN DE LA PROCEDURE CONSULTATION *I 
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MISE-A-.JOUR . C 
# include "maj.c" 
I *********************·**********·lE-**·~************************* 
************************************************************* 
** PROCEDURE MISE_A_JOUR ** 
***********************************************if-************* 
***************************************•~*************~****' 
'* Specification : la procedure mise_a_jour <> procede a la 
mi se_ a_ jour d'une information ou d'un groupe d'information s 
a l a demande d'un utilisateur. 
Cette procedure verifie un certain nombre de conditions avant 
d e proceder a la mise_a_jour p ropreme nt dite. 
A son retour, elle confirme la mise_a_jour ou ren sei gne sur 
la cause de la non poss ibilite de mettre a jour. 
*' 
mise_a_jour (util, date_jour, obj, mode, code_ret> 
/¼ DECLARATION DES VARIABLES PARAMETRES*' 
struct user util ; 
'* 
donnee *' 
char date _jour(26l 
'* 
donnee 
*' tobject *obj ; 
'* donnee et resultat 
*' char mode ; 
'* 
donnee 
*' int *code ret 
- '* 
resultat *' 
/¼ Remarq~e pour· le parametre *obj, seul de type et le code 
de l'objet suffisent pour l'ouverture. Pour la fermeture, 
il faut en e9alement la date du jour et l'util *' 
( 
/¼ DEBUT DE LA PROCEDURE*' 
'* initialisation de la variable ¼code_ret *' 
¼code_ret =OK; 
/¼ Verification du mode de mise_a_jour ¼/ 
s,.., i tch <mode> 
( 
case OUVERTURE: break; 
case FERMETURE: break ; 
default : *code_ret = MODE_INEXIST; 
return <O> 1 /¼ sortie prematuree de mise_a_Jour ¼/ 
> I* sortie du case mode*' 




MISE -A- JOUR, C 
' *********************************************** 
* MISE_A_JOU R GROUPE_I NFORMATI ON * 
*******~***************************************' 
c ase s 9r_info: 
' * Ver i-fi cat ion de l a p ermi ss i o n. de l'util isateur *' 
i f (ut i l.per != ECRITURE > 
{ 
*code_ret ~ AC ECRIT; 
retur n <O> '* sorti e pr e ma turee de mi se_ a _jour *' 
> 
'* lecture des proprietes du group e d'informa tions*' 
propr <obJ, code_ret> 
if <*cod e _ret != OK> 
return CO> '* sortie prematuree de mise_a_jour * ' 
'* Verification de la confidentialite du groupe 
d'informations*' 
if C (obj->o.9i.9istcon-fCOJ == CONFIDENTIEL> 
&& (obJ->o.9i.9icreat != util.cod) > 
{ 
*code_ret = ÀC_éREAT; 
return CO) · ; '* sortie prematuree de mise_a_jour *' 
> 
el?e 
I* Verific a tion de la possibilite d'acc~s au 9roupe 





*code_ret = AC_MAJ ; 
obJ->o.9i.9iposs_maj) 0) 
return (0) ; '* sortie prematuree de mise_a_jour *' 
> 
) . 




'* Verification de la presence *' 
if (obJ->o.9i.9ipresence != PRESENT> 
( *code_ret = DISP_OBJ ; 
return <O> ; '* si pas PRESENT, abandon traitement*' 
) 
/¼ Met mise_a_jour dans obj->o.9i.9ipresence *' 
obJ->o.9i.9ipresence ~ MAJ; 
break 1 I* sortie case OUVERTURE *I 
case FERMETURE: 
I* Suppression de la mise_a_jour 
dans obJ->o.9i.9ipresence 
A-11;, 
MI SE -A-J OUR.C 
si possibl e:• *' 
if <obj->o.9i.9ipresence != MAJ) 
< *code_ret = CONT_PRES; 
return c o > ; '* sortie prematuree de mi se_a_j our *I 
} 
else 
obj->o.9i.9ipresence ~ PRESENT 
J '* sor t ie du switch mode*' 
I* mise_a_jour proprement dite*' 
consul Cobj, mode ,code_ret> 
break; '* sortie du c a se s9r_info *' 
I ************************~·********************** * MISE_A_JOUR INFORMATION * 
*****************************·****************** I 
case sin-fa: 
I* Verification de la permission de l"utilisateur *' 
if <util.per != ECRITURE> 
( 
*code_ret = AC_ECRIT; 
return CO> ; I* sortie prematuree de mise_a_jour *I 
) . 
'* lecture de~ proprietes de l'information*' 
propr Cobj, code_ret> 
if <*code ret != OK) 
return <O> I* sortie prematuree de mise_a_jour *' 
I* Verification de la confidentialite de l'information*' 
if ( (obj->o.i.istconftOJ == CONFIDENTIEL> 
&& (obj->o.i.icreat != util.cod) > 
< 
*code_ret = AC_CREAT; 
return (0) '* sortie prematuree de mise_a_jour *' 
) 
else 
I* Verification de la possibilite d'acces a l'information*' 
( 
> 
if (str_in (util.group, obj->o.i.iposs_maj) == 0) 
< 
*code_ret = AC_MAJ ; 
return < O > J '* sortie pretnaturee de mi se_a_j our ·*/ 
> 







'* Verification de la presence *' 
if (obj - >o. i.ipresence ! = PRESENT> 
{ *code_ret = DISP_OBJ ; 
return <O> '* si pas present, abandon traitement*' 
> 
'* Met mi5e_a_jour dans obj->o.i,ipresence *' 
obJ->o.i,ipresence = MAJ ; 
break ; I* sortie case OUVERTURE *I 
case FERMETURE: 
'* Suppression d'u.ne mise_a_jour dans obj->o.i.ipresence 
si possible *' 
if (obJ->o.i.ipresence != MAJ) 
C *code_ret ~ CONT_PRES; 
return <O> '* sortie prematuree de mise_a_jour *' 
> 
else 
obj->o.i.ipresence = PRESENT 
> '* sortie du case mode*' 
> 
'* Affectation de la date du jour a la date de modi~ication*I 
strcpy (obj->o.i.icodate,date_jour> 
'* Affectation de l'utilisateur au modificateur*' 
obj->o.i.iconsult = util.cod ; 
'* ~ise_a_jour proprement dite*' 
cons~l (obj, mode, code_ret> 
break J '* sortie du case sinfo *' 
'*********************************************** 




'* sortie du switch obj->type_object *' 
I* FIN DE LA PROCEDURE MISE_A_JOUR *I 
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ff incl ude "rech.c" 
'**********************************************************~ 
************************************************************** 
** PROCEDURE RECHERCHE ** 
***********************************-)(·******-l<·******************* 
*************************************~***********************! 
I* Sp e cification : la procedure rech e rche <> procede a la 
rech e rche de tous les objets d"un certain t ype rependant 
a certaines conditions donnees p a r l"utili sateur. 
A son retour, elle renvoie le nombre d"objets trouves 
ain s i que la liste des codes de ceux-ci. 
*' 
recherche Cutil, date_jour, obj, cond, res, code_ret> 
I* DECLARATION DES VARIABLES PARAMETRES*' 
struct user ut.il 
'* 
donnee *I 
char date _jourC26J ; 
'* 
donnee 
*' tobject *obj ; 
'* 
donnee et resultat 
char condCJ 
'* donnee 
*' 1 i st *r·es ; 




'* resultat *' 
{ 
· t* DEBUT DE LA PROCEDURE*' 
I* initialisation de la variable *code_ret *' 
*code_ret =OK; 








'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
I* recherche proprement dite*' 
rech (obJ->type_object, cond, res, code_ret> ; 
I* code_ret est une adresse~*' 




* RECHERCHE GR UTIL * 
***********************************************' 
case s9r_util 
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appe l de la fonction rech C> *' 
I* recherche proprement dite*' 
rech Cobj->type_object, cond, res, code_ret> 
break ; '* sortie du case sgr_util *' 
'*********************************************** 
* RECHERCHE ENV_RANG * 
***********************************************' 
ca~e senv_ran9: 
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
'* re~herche proprement dite*' 
r~ch CcibJ->type_object, cond, res, code_ret> 
break . ; '* sortie du case senv_ran9 *' 
'*********************************************** 
* RECHERCHE POUBELLE * 
***********************************************' 
case spou 
I* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
'* recherche proprement dite*' 
rech CobJ->type_object, cond, res, code_ret> 
break J '* sortie du case spou *' 
'*********************************************** 
* RECHERCHE BOITE * 
***********************************************' 
case sboi 
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
'* recherche proprement dite*' 
rèch (obJ->type_obJect, cond, res, code_ret) 
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RECHERCHE. C 
b rea k ; ' * sort i e du case sb o i *' 
' *********************************-lHE-******-lHE-**** 
* RECHERCHE ARM OIRE * 
*******************************H·************** ' 
c ase s arm: 
'* Aucun e v e rification ne do i t e tre f a i t e a c e n i ve a u pour 
l'app e l d e la fonction rech <> ¼/ 
'* rech e rch e propr e me nt dite*' 
r e ch Cobj - >type_obj e ct, cond, r e s, cod e _ret> 
brea k; '* s ortie du c a se sarm *I 
'*********************************************** 
* RECHERCHE TIROIR * 
***********************************************' 
case stir 
'* A~cune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
'* recherche proprement dite*' 
rech Cobj->typE_object, cond, res, code_ret) 







'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech <> *' 
I* recherche proprement dite*' 
rech CobJ->type_object, cond, res, code_ret> ; 
break; '* sortie du case FARDE*' 
'*********************************************** 
* RECHERCHE GROUPE_INFORMATION * 
********************************~**************' 
case s9r_info: 
I* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction rech C) *' 
) 
} 
RECH ERC HE .C 
I* rech e rch e p rop reme nt di te* ' 
rech (obJ - >t y p e _obj e c t , cond, r es , cod e _r e t> ; 
b reak ; I* sorti e du c ase GR_INFORMATION * I 
' *********************************************** 
* RECH ER CHE INFORMATION * 
***** ************** **** *** ********** *iHC-******** ' 
case sinfo : 
I* Aucune v e rific a tion ne doi t etre fait e a ce niveau pour 
l'appel de la fonction rech <> *' 
I* recherch e propreme nt dite*' 
rech (obJ->type_object, cond, res, code_ret> 
break ; I* sortie du case INFORMATION*' 
'*********************************************** 
* RECHERCHE INDETERMINEE * 
***********************************************' 
default 
*code_ret= OBJ INDEF 
'*. sortie du switch obj->type_object *' 
I* FIN DE LA PROCEDURE RECHERCHE*' 
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PROPRI ETE,C 
tt incl ude " stdio .h " 
# incl ude "l i b _c . c " 
# incl ude "lib_v. c" 
' ********************************************************~ 
*************************************·lt-*********************·** 
** PROCEDU RE PROPRI ETE ** 
******************************f****************************** 
************************************************************' 
'* Spec i f ic a t i on : l a proc e dure propr i e te Cl rec herch e t o utes 
*' 
les p rop rietes li e es a un objet a l a dem a n de d'un utilisat e ur. 
A son r e tour, elle renvoi e ces proprietes ou renseigne sur 
la cause de s on echec. 
propriet e Cutil, date_jour, obj, cod e _ret) 
'* DECLARATION DES VARIABLES PARAMETRES*' 
strùct u s er util '* donnee *' 
I* donnee *' char d a te_jour[26l 
tobject *obj ; '* donnee et resultat *' 
'* result a t *I int *code_ret 
{ 
/¼ DEBUT DE LA PROCEDURE*' 
'* initialisation de la variable *code_ret *' 
*code_ret =OK; 




* PROPRIETE UTILI S ATEUR * 
***********************************************! 
case sutil 
'* Aucune verification ne doit etre faite a ce niveau pour 
l"appel de la fonction propr <> *' 
'* propriete proprement dite¼/ 
propr (obJ, code_retl '* code_ret est une adresse & ¼/ 
break; /¼ sortie du case sutil *' 
'*********************************************** 




PROPRI ETE .C 
'* Auc un e v er ification ne d o i t e t re fait e a ce nive a u pour 
l 'appel d e la -fon c tion propr <> *' 
'* p ropri ete p r opre me n t dite * ' 
propr (obj, c o de_re t ) 
break ' * sorti e du case s9r_util *' 
' ******~*************************************** 
* PROPRI ETE E NV_RANG * 
******~************************************** ' 
case senv_ran9: 
'* Aucune v e rification ne doi t e tre faite a ce nive au pour 
l'appel d e la fonction propr <> *' 
'* propriete proprement dite*' 
propr <obj, code_ret> 
break; '* sortie du case s e nv_ran9 *' 
'*********************************************** 
* PROPRIETE POUBELLE * 
***********************************************' 
ca~e s_pou 
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction propr < > *' 
'* propriete proprement dite*' 
propr <obj, code_ret> 
break '* sortie du case spou *' 
'*********************************************** 
* PROPRIETE BOITE * 
***********************************************' 
case sboi 
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction propr <> *' 
'* propriete proprement dite*' 
propr (obj, code_ret> J 
break J '* sortie du case sboi *' 
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' *********************************************** 
* PRO PRIETE ARMOI RE * 
*ie·*i<·******-M·****-K-·X·*·K-**********1H'i-***~-*-*********** I 
c ase sarm 
'* Au cun e v er ification n e doi t e ~re fait e a ce nive au pour 
l' a pp e l de la fon c tion propr () *' 
I * p r opri e t e propr e me n t dite * ' 
prop r (obj, code_ret> 
break '* sortie du c ase sarm *' 
I ****************iC·*********iHE-******************* 
* PROPRIETE TIROIR * 
*****iHE-***********iHE-*******iHE-******************' 
cas e stir-
'* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction propr () ¼/ 
I* p~opriet e -proprement dite¼/ 
propr _ CobJ, code_ret> 
break . _; /¼ sortie du case TIROIR*' 
'*********************************************** 
* PROPRIETE FARDE * 
***********************************************' 
case sfar 
I* Aucune verification ne doit etre faite a ce niveau pour 
l'appel de la fonction propr () *' 
'* propriete proprement dite*' 
pr-opr CobJ, code_ret> ; 
break; '* sortie du case FARDE*' 
'*********************************************** 
* PROPRIETE GROUPE_INFORMATION * 
************************¼-¼*********************' 
case s9r_info: 
'* Aucune ver-iftcation ne doit etre faite a ce niveau pour 
l'appel de la fonction propr () *' 
I* propriete proprement dite*' 
propr <obJ, code_ret> ; 
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PROPRIETE.C 
brea k J I* sortie du case GR_INFORMATION *I 
'******************* **********-)HE-**************** 
* PROPRIETE INFORMATION * 
**********************************·IE-************' 
case sinfa : 
'* Aucune v eri fication ne doit etre faite a ce niveau pour 
l'appel de la fonction propr <> ¼/ 
I* propriete proprement dite*' 
propr Cobj, code_ret) 
break I* sortie du case INFORMATION*' 
'*********************************************** 




> i* so~tie du switch obj->type_object *' 
> '* FIN DE LA PROCEDURE PROPRIETE*' 
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ANN EXE B 
AN NEXE B : SOURCES DES PR OGRA MM ES DE TES T. 
L' a n nex 
r epren d 1 e 
l' ensemble 
· r ésu l tat s . 
B eat c omp o sée de 
fichi e r MAK EF I LE 
d es prog r a mmes d e 
2 p a r t i es l a 
e t l a seco nde 
t e st a in s i que 
pr rni re 
r 4it p rend 
l eurs 
L'utilit a ir e MAKE du s y stème d' e xploitat i o n UNIX a 
p e rmi s de f a cilite r l e dév e l oppement d e notr e a pplication 
op é- r .t ion p a r op é r e. t ion. Ce t u t i 11 t s. 1 r e a p o ur e ntr é<e un 
fichier intitulé MAKEFILE od sont décrits tous les fichi er s 
ain s i que les action s à active r pour mettr e à jour la 
d e rni è re v e r s ion d e l'applic a tion. Il utili se à cet eff e t 
la d a te de dernière mis9 à jour d~s fichi~r s conc e rn é s. On 
peut encore compar e r l a structure du fichi e r ~lAK EFILE à un & 
structure en r~seau représent a nt l es dép e nd a nc e s entre 
fichiers. Cette structure pourrait se schématiser de la 
man ière suivante 
LIB ER 
ETAT INSTAL TCR 
LIB_I.O LIB_F.O LIB_T. 0 ETAT.C 
LIB_I. C LIB_V.C LIB_C.C LIB_F.C LIB_T. C ETAT.QG 
eqc ~qc eqc 
LIB_I.QC LIB_V.QC LIB_C.QC 
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ANNEXE B 
Los autres fichiers d e cett e 
tests qu i ont été ef fectué s 
l'annex e A. 
~nnex contiennent las 
sur les opérations de 
La convêntion a dopt ée pour l a notation des fichi ers est 
la même que celle de l'annexe A avec l'ajout de l'extension 
'OUT' qui correspondra au résult at apparaissant à l'écran 
lors de l'ex~cution du programme- de test correspondant. 
Tous les test s ont été réali sés à partir d'un& 
configuration de l'E.R. identique obtenu par . l'exécution du 
pro9r 4mme INSTAL uivi du programme TCR, 
L'ensemble de ces pro9rammes n'a pas été repris dans ce 
volum9. Une version complète de l'annexe Best disponible 
~upréa du promoteur du mémoire, Mr. Lesuisse, pour les 
personnes qui seraient désireuses de la consulter. 
B-2 
MAl<E FILE 
l ib_er etat insta l d es t a l ter t s u p tpr t coma tmo tcon te n tr e 
etat: lib_i.o l i b_ f .o l i b_t.o e t at.c 
cc etat. c lib_ t.o lib_f.o lib_ i.o /m nt /i ng r es /li b /libqli b 
/ mnt /ing r~ /11b/ compat 11b -l m - le -o œtat 
eta t . c l ib_c.qc lib_v.qc etat.qc: 
ter 
eqc etat .qc 
lib_ i.o lib_f ,o creat ion.o t cr .c 
cc t cr . c lib_i.o lib_f.o crea tio n .o ••• 
/ mnt/ingres /lib/libqlib /mnt/in9res/lib/comp a tlib 
-lm -le -o ter 
c:rea tion .o : lib_i.o lib_f.o cr e at.c creation.c 
cc -c creation.c: lib_f.o lib_i.o /mnt/in9res / l ib/li b qlib 
/mnt/ingr es /lib/comp a tlib -lm -le 
creat.c: lib_c:.qc: lib_v.qc creat.qc: 
eqc c:r e at.qc 
tsup lib_i.o lib_f.o conten.o suppression.a tsup.c 
cc tsup.c: suppression.a conten.o lib_f.o lib_i.o 
/mnt/ingres/lib/libqlib /mnt/ingres/lib/compatlib 
-lm -le -o tsup 
suppression.a: lib_i.o lib_f.o canten.o suppr . c suppression.c 
... 
cc -c suppression.c: c:onten.a lib_f.a lib_i.o • •• 
/mnt/ingres/lib/libqlib /mnt/ingres/lib/compatlib -lm -le 
suppr.c lib_c.qc lib_v.qc suppr.qc: 
tpr 
eqc s uppr.qc 
lib_i.o lib_f.a lib_t.a ·propriete.a tpr.c: 
cc tpr.c propriete.a lib_t.a lib_f.a lib_i.a 
/mnt/ingres/lib/libqlib /mnt/ingres/lib/c:ampatlib 
-lm -le: -a tpr 
prapriete ~o lib_i.a lib_f.a prapriete.c 
cc -c propriete.c lib_f.a lib_i.a /mnt/ingres / lib/libqlib 
/mnt/ingres/lib/campatlib -lm -le 
tcama: lib_i.a lib_f.a consultatian.a mise_a_jour.o tc:oma.c: 
cc tc:oma.c mise_a_jour.o c:onsultatian.a lib_f.a lib_i.a 
/mnt/in9res/lib/libqlib /mnt/in9res/lib/compatlib ••• 
-lm -le -o tcoma 
consultation.o: 11b_t.o lib_f.o c:onsul.c: c:onsultation.c 
cc -c consultation.c lib_f.o lib_i.o /mnt/ing r es/lib/libqlib 
/mnt/ingres/lib/compatlib -lm -le 
consul.c: : lib_c.qc: lib_v.qc: consul.qc 
eqc: consul.qc: 
mise_a_jaur.o: lib_i.o lib_f.o maj.c mise_a_jour. c: 
cc -c mise_a_Jour.c lib_f.a lib_i.a /mnt/ingres/lib/libqlib 
/mnt/in9res/lib/compatlib -lm -le 
B-3 
MAKEFILE 
rnaj • c: : l i b_c:. qc: li b_ v. qc: rnaj • qc. 
e qc ma.j • qc: 
tmo lib_i.o lib f.o modification.o tmo.c: 
cc: tmo.c: modification.o lib_f.o lib_i.o 
/mnt/1ngres/lib/libql1b /mnt/ingres/lib/c:ompatlib 
-lm -le: -o tmo 
modific:ation.o: lib_i.o lib_f.o modif.c modific:ation.c: 
cc: -c modific:ation.c lib_f.o lib_i.o /mnt/ingres/lib/libqlib 
/mnt/ingres/lib/compatlib -lm -le: 
rnodif.c:: lib_c:.qc lib_v.qc: modif.qc 
eqc: modif.qc: 
tr• 11b_1,o 11b_f,o rec:h rc:ho,o tre.c. 
cc tre.c: lib_i.o lib_f.o rec:herc:he.o ••• 
/mnt/ingres/lib/libqlib /mnt/ingres/lib/compatlib 
-lm -le -o tre 
recherc:he.o lib_i.o lib_f,o rec:h.c: recherche.c 
cc -c rec:herche.c lib_f.o lib_i.o /rnnt/ingres / lib/libqlib 
/mnt/ingres/lib/c:ompatlib -lm -le 
rec.h.c: lib_c:.qc: lib_v.qe reeh,qc: 
e _qc: r ec h. qc: 
tc:onten . : lib_c:.c: lib_v.c: lib_i.o c:onten.c. teonten . c: 
c:c: · tc:onten.e lib_i.o /mnt/ingres/lib/libqlib • •• 
/mnt/ingres/lib/compatlib -lm -le -o teonten 
conten.o : lib_c.c lib_v.c conten.c: 
cc -e conten.c /mnt/ingres/lib/libqlib 
/mnt/ingres/lib/eompatlib -lm -le 
conten.c: lib_c.qc: lib_v.qc: eonten.qc: 
eqc: conten.qc 
11 b_ f. o : 11 b_c • c 11 b_ f, c 
cc -e lib_f.c /mnt/ingres/lib/libqlib 
/mnt/ingres/lib/compatlib -lm -le 
lib_i.o lib_e.e lib_v.c: lib_i.c: 
cc -e lib_i.e /mnt/ingres/lib/libqlib 
/mnt/ingres/lib/c:ompatlib -lm -le 
lib_i,c: 11b_c,qc lib_v,qc lib_i,qc 







lib_t.o lib_c.c lib_t,c 
cc -c lib_t.c /mnt/in9r e s/lib/libqlib 
/mnt/ingres/lib/comp a tlib -lm -le 
d es tal : d es tal,c 
cc de s tal,c -o destal 
instal : lib c.c lib_v.qc inst a l,c 
cc in s tal.c /mnt/ingres/lib/libqlib 
/mnt/ingres/lib/compatlib -lm -le -o insta l 





SOURCES DE FONCTIONS LISP DE GENERATION 
AUTOMA1IQUE DE REQUETES IN GRES . 
La présente annex~ rep r end l e9 sources compl tes dee 
fonction s LISP qui ont été utili éea à titr i l lu • tratif au 
c:hapitr :5. 
Les fichiers correspondant 
•xplic tive de l o ur cont &nu sont 
accompagnés d'un e note 
START.LSP dôfinition de la fonction 'SUBST' qui 
perm~t de rempl ac~ r une occurr ne d'atomo ou de 11 to par 
un<e> autre à l'intéri~ur d' u n atome ou d'une l i ste. 
FORM1.LSP : définition de la fonction de formatage 
'FORMATE' 
9&nôrëe. 
permettant de • ortir à l'écran la requete Ingres 
FORM2.LSP : définition de la même fonction de formatage 
'FORMATE' mais permettant de sortir sur le fichier 











la fonction pricipa.le 
'SUBST' et fonctions 





CCOND CCNULL C) C) 
( < ATOM C > C COND ( ( EG!UAL A C > B > 
< T C > )) 




< LAMBDA. <X> 
(PRINTC (CONCAT <CAAR X) '" <" CCADAR X> 'm 
(CAR <CDDAR X>> '. (CADR (CDDAR X>> '> ) > 
(PRINTC (CONCAT (CAADR X> '" " <CAR (CDADR X )) ' 
(CADR CCDADR X>) (CADDR (CDADR X>> > > 
<PRIN <CAR (CDDDR CCDADR X>>> > 
CMAPCAR 
' < LAMBDA <Y> 
<PRINTC (CONCAT '" " (CAR Y> '" " 
(CADR Y> '. CCADDR Y) (CAR CCDDDR Y)> > > 
(PRIN (CADR CCDDDR Y>> ) > 
(CADDR X> > 
(PRINTC " • > 
T > > 
c-2 
' 
ANN EXE C 
F IC HIER FORM2 .LS P 
( DEFUN FORMATE 
<L AMBDA <X> 
( SE TQ * I D1 (OUTP UT '"GENERE .DOC " )) 
CPRIN TC (CONCA T CCAAR X) ' " ( " (C ADA R Xl ' a 
CCAR CCDDAR X>> ' . CCA DR <CDD AR X>> ') l * ID1 
CPR I NTC CCONC AT CCAADR Xl ' " " (C AR (CDA DR X>) ' . 
(CAD R (CD ADR X>> ( CADD R CC DADR X> l l * ID1 l 
(PRIN ( CAR <CDD DR CCDADR .X))) *ID1 > 
(M APC AR 
'(LAMB DA CY) 
( PR INTC (CONCAT 'Il " (CAR Y) 'Il Il (CADR Y) ' 
CCAD DR Y> (CAR (CDD DR Y>> > * ID 1 ) 
<PRIN <CADR (CDDDR Y>> *ID1 >> 
CCADD R X> > 
(PRINTC 11 "*ID1 
(CLOSE * ID1) 
T > > 
FICHIER GENERE.LSP 
(DEFUN GENERE 
(LAMBDA ( OBJ PAR) 
(FORMATE <LIST 
(SUBST 'RES <CADR OBJ> 
CSUBST 'TOBJ <CAR OBJ> 
'<RETRIEVE RES TOBJ CODE> )) 
(SUBST 'TOBJ (CAR OBJ) 
(SUBST 'PROP (CAAR PAR> 
(SUBST 'OP1 (CADAR PAR) 
CSUBST 'VAL (CAR (CDDAR PAR>> 
'CWHERE TOBJ PROP OP1 VAL> >>>> 
CMAPCAR 
'<LAMBDA <ELEM> 
CSUBST 'OP2 (CAR ELEM> 
CSUBST 'TOBJ <CAR OBJ) 
CSUBST 'PROP (CADR ELEM) 
(SUBS~ 'OP1 (CADDR ELEM> 
(SUBST 'VAL (CAR <CDDDR ELEM>> 
'<OP2 TOBJ PROP OP! VAL> >>>>>> 
(CADR PAR> >>>>> 
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