






Ejecucio´n de operaciones de un esquema 
conceptual de forma persistente y consistente 
 
Doctorando: Xavier Oriol.  
Director: Ernest Teniente * 
 
Departamento de Servicios e Ingenier´ıa de Sistemas 







Resumen El objetivo de la presente tesis es la ejecucio´n de operaciones 
de un esquema conceptual de forma persistente y consistente. Es decir, los 
efectos de las operaciones son persistidos automa´ticamente en una base 
de datos a la vez que se garantiza que su ejecucio´n no conlleva, en ningu´n 
caso, la violacio´n de restricciones de integridad deﬁnidas en el esquema. 
De esta forma, se automatiza la construccio´n de las capas de dominio 
y persistencia de un Sistema de Informacio´n requiriendo u´nicamente la 







Un esquema conceptual es la deﬁnicio´n de un Sistema de Informacio´n (SI) 
en te´rminos de que´ datos debe almacenar dicho SI y que´ operaciones dispon- 
dra´n sus usuarios para manipularlos. Siendo los esquemas conceptuales deﬁnidos 
con lenguajes formales tales como UML/OCL, se erige l´ıcitamente la siguiente 
cuestio´n: ¿Puede un esquema conceptual ser ejecutado? Es decir, ¿es posible 
compilar un esquema conceptual para obtener co´digo o, alternativamente, es 
posible interpretar un esquema conceptual como si fuera co´digo? 
Desde los an˜os 60 que se pretende dar respuesta a semejante reto [1]. A tal 
ﬁn, diferentes propuestas han sido realizadas con distinto matiz. Por ejemplo, la 
propuesta del OMG, el  Model  Driven  Architecture  (MDA),  se  basa  en  compi- 
lar un esquema conceptual a co´digo a trave´s de una serie de  transformaciones 
automa´ticas [2]. Por otro lado, el Conceptual Schema-Centric Development [3] 
contempla la opcio´n de interpretar, directamente, un esquema conceptual como 
si fuera co´digo. 
El objetivo de la presente tesis se enmarca en la segunda vertiente: la in- 
terpretacio´n de esquemas conceptuales. Dicho de otra forma, nuestra propuesta 
pretende, dado un esquema conceptual, ejecutar directamente sus operaciones 
sin necesidad de compilarlo a un lenguaje ma´quina. 
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2 Hipo´tesis de Partida y Objetivos 
 
 
Nuestra propuesta parte de la idea de que un esquema conceptual deﬁnido en un 
lenguaje formal como UML/OCL es lo suﬁcientemente preciso como para poder 
ser  ejecutado. 
Dicho supuesto esta´ corroborado por la existencia de herramientas de ani- 
macio´n de esquemas conceptuales como USE [4]. Dichas herramientas son apli- 
caciones que, dado un esquema conceptual, permiten ejecutar sus operaciones 
manteniendo el estado de los datos en memoria. Obse´rvese que una herramienta 
de animacio´n no cumple nuestro propo´sito puesto que los datos no son persisti- 
dos en ninguna Base de Datos (BD) y que, adema´s, su eﬁciencia, en cuanto a la 
comprobacio´n de restricciones de integridad se reﬁere, esta´ en entredicho [5]. 
Sin embargo, comprobar la satisfaccio´n de una restriccio´n de integridad de- 
ber´ıa poder realizarse de forma eﬁciente. Primero, por la existencia de trabajos 
espec´ıﬁcamente enfocados a la implementacio´n eﬁciente de dichas comproba- 
ciones [6]. Segundo, porque se puede reducir el problema de comprobar una 
restriccio´n de integridad a una consulta SQL [7]. 
Adema´s, con la existencia de te´cnicas de persistencia automa´tica (e.g. Hiber- 
nate), no parece que se debieran de padecer problemas en persistir los datos. 
Todo ello nos lleva a la deﬁnicio´n de nuestro objetivo principal: 
 
Objetivo 1 Proporcionar un entorno en el que un usuario pueda cargar un esquema 
conceptual UML/OCL y ejecutar sus operaciones persistiendo los cambios en una BD 
garantizando que ninguna restriccio´n sea violada. 
 
Este objetivo abstracto se desglosa en los siguientes subobjetivos concretos: 
 
Subobjetivo 1 El entorno debe asegurar la satisfaccio´n de toda restriccion mediante 
una pol´ıtica de checking, maintenance o enforcement. 
 
Existen diferentes formas de asegurar la no violacio´n de ninguna restriccio´n 
[3]. La pol´ıtica de checking  consiste en comprobar la no violacio´n de ninguna 
restriccio´n una vez  ejecutada  la  operacio´n.  El  maintenance  se  caracteriza  por, 
al detectar una violacio´n despue´s de ejecutar una operacio´n, aplicar los cambios 
necesarios en los datos hasta alcanzar un nuevo estado que sea consistente. Fi- 
nalmente, el enforcement es la reescritura de las operaciones de tal forma que se 
asegure que, al ser ejecutadas, no se incurre nunca en violacio´n alguna. 
 
Subobjetivo 2 El entorno debe aceptar operaciones tanto de insercio´n, como de elim- 
inacio´n y modiﬁcacio´n de datos, y debe ser validado con un caso de estudio real. 
 
Nuestro objetivo es alcanzar  un  resultado  utilizable  en  la  produccio´n  real 
de software. Para ello, es necesario tener en cuenta no solo las operaciones de 
insercio´n de datos, sino tambie´n las de eliminacio´n y modiﬁcacio´n de datos. Para 
validar su correcto funcionamiento, se vuelve indispensable su puesta a prueba 










Para alcanzar los anteriores objetivos proponemos un tipo de reglas lo´gicas que 
denominamos RGDs (Repair-Generating Dependencies). Un RGD es una regla 
lo´gica que permite detectar que´ cambios en los datos originan una violacio´n 
de una restriccio´n de integridad, y, en la medida de lo posible, que´ cambios 
adicionales en los datos se pueden aplicar para reparar dicha violacio´n. 
Formalmente, un RGD tiene la siguiente forma: l1 ∧ ...∧ ln → r1 ∨ ...∨ rm; donde 
li es un literal que representa un dato de la base de informacio´n, su insercio´n o 
borrado, mientras que rj representa u´nicamente la insercio´n o borrado de datos. 
Por ejemplo, el siguiente RGD: 
ιpremiumU ser(X) ∧ claims(X, Y ) ∧ ¬prioritized(Y ) → δclaims(X, Y ) ∨ ιprioritized(Y ) 
Indica que se produce una violacio´n cuando se inserta un nuevo usuario X 
como premium, e´ste tiene una reclamacio´n Y ,  e Y no es una reclamacio´n prior- 
itaria. Dicha violacio´n se puede reparar o bien eliminando la reclamacio´n o bien 
inserta´ndola  como  prioritaria. 
RGDs para codiﬁcar restricciones. El anterior ejemplo ilustra  la  codiﬁ- 
cacio´n de una restriccio´n como un RGD. Sin embargo, normalmente una restric- 
cio´n se debe traducir a ma´s de un RGD puesto que existe ma´s de una combinacio´n 
de inserciones/borrados de datos que producen la violacio´n de la misma restric- 
cio´n. En un trabajo previo, hemos deﬁnido la forma de automatizar la conversio´n 
de una restriccio´n escrita en OCL a sus diferentes RGDs [8]. 
Ejecutando los RGDs mediante  el  algoritmo  chase,  se  puede  obtener,  dado 
un conjunto de inserciones/borrados de datos, un superconjunto de estos mismos 
inserciones/borrados tal que no viola ninguna restriccio´n de integridad. Es decir, 
aplicar el chase sobre los RGDs equivale a mantener la consistencia de los datos 
con una pol´ıtica de maintenance. 
Ma´s au´n, los RGDs pueden ser conﬁgurados para personalizar la forma de 
reparacio´n de una restriccio´n. En el anterior ejemplo, podr´ıa considerarse el caso 
que reparar la violacio´n eliminando la reclamacio´n de un usuario premium no es 
conveniente. Siendo as´ı, se puede reescribir el RGD de la siguiente forma: 
ιpremiumU ser(X) ∧ claims(X, Y ) ∧ ¬prioritized(Y ) ∧ ¬δclaims(X, Y ) → ιprioritized(Y ) 
El RGD solo permite ahora reparar la restriccio´n an˜adiendo las reclamaciones 
del usuario premium como prioritarias. Ma´s au´n, el RGD puede ser conﬁgurado 
para no forzar reparacio´n alguna: 
ιpremiumU ser(X) ∧ claims(X, Y ) ∧ ¬prioritized(Y ) ∧ ¬δclaims(X, Y ) ∧ ¬ιprioritized(Y ) → ⊥  
En tal caso, ⊥  simboliza que, de satisfacerse el antecedente, se produce una 
violacio´n irreparable y se advierte de ello al usuario. En otras palabras, el RGD 
ha sido conﬁgurado para ejercer la pol´ıtica de checking. 
RGDs para codiﬁcar operaciones. Ma´s interesante au´n, los RGDs tambie´n 
pueden codiﬁcar las operaciones. Una operacio´n muestra el siguiente compor- 
tamiento: si cuando se llama la operacio´n, se satisface la precondicio´n, entonces 








puede simular escribiendo un RGD que contenga, en su antecedente, la llamada 
a la operacio´n junto a su precondicio´n, y, en su consecuente, los efectos de la 
postcondicio´n. E.g: 
userU pgradeCall(X) ∧ ¬problematicU ser(X) → ιpremiumU ser(X) 
El anterior RGD codiﬁca que, si al llamarse la operacio´n userUpgrade con un 
usuario X tal que no es problema´tico (precondicio´n), se inserta X como usuario 
premium (postcondicio´n). 
Al ejecutarse este RGD, se puede violar la restriccio´n anteriormente presen- 
tada acerca de la no existencia de reclamaciones no prioritarias para un usuario 
premium. En dicho caso, dependiendo de si la restriccio´n ha sido conﬁgurada para 
la pol´ıtica de checking o maintenance, se advertira´ al usuario de una violacio´n o 
se an˜adira´n las cambios necesarios para evitarla. 
Sin embargo, existe la posibilidad de conﬁgurar la operacio´n para ejercer la 
pol´ıtica de enforcement, es decir, se puede modiﬁcar de tal forma que se asegure la 
no violacio´n de la restriccio´n. Esto se puede conseguir a trave´s de la modiﬁcacio´n 
del antecedente (la precondicio´n) o del consecuente (la postcondicio´n). E.g: 
userU pgradeCall(X) ∧ ¬problematicU ser(X)¬claims(X, Y ) → ιpremiumU ser(X) 
Ahora la operacio´n no viola la restriccio´n puesto que se ha an˜adido la pre- 
condicio´n que un usuario, para poder ser premium, primero tiene que tener cer- 
radas todas sus reclamaciones pendientes. 
 
 
4 Plan de Trabajo 
 
1. Conseguir un caso de estudio real  Nuestro trabajo debe partir de un 
caso de estudio real, si bien es dif´ıcil al ser las empresas reacias a ofrecer sus 
artefactos de desarrollo. Ma´s au´n, estamos en busca de un esquema conceptual 
con restricciones bien documentadas y no un mero diagrama de clases. 
2. Codiﬁcar sus restricciones como RGDs Si bien ya hemos deﬁnido una 
traduccio´n de un subconjunto del OCL a RGDs, estar´ıa por ver que´ restricciones 
no pueden ser convertidas automa´ticamente con esta propuesta. Nuestro objetivo 
aqu´ı es estudiar como traducir las dema´s restricciones, que´ limitaciones ofrece la 
traduccio´n, y analizar emp´ıricamente la eﬁciencia de las pol´ıticas de checking y 
maintenance. Se espera una eﬁciencia razonable, al menos, en el caso de checking. 
3. Codiﬁcar sus operaciones como RGDs Seguidamente, se proceder´ıa a 
deﬁnir una traduccio´n de las operaciones a RGDs. Se espera poder reaprovechar 
parte de la actual traduccio´n de restricciones OCL a RGDs. Una vez capturadas 
las operaciones del caso de estudio como RGDs, se analizar´ıa como modiﬁcar los 
RGDs automa´ticamente para implementar la pol´ıtica de enforcement. Esto es, 
como an˜adir nuevas condiciones en el antecedente del RGD o como an˜adir nuevas 
acciones en al consecuente para asegurar la no violacio´n de ninguna restriccio´n. 
4. Implementar una capa de persitencia de datos Finalmente,  se pro- 
ceder´ıa a implementar una capa de persistencia automa´tica de datos. Gracias a 
la existencia hoy en d´ıa de te´cnicas de persistencia automa´tica de datos, no se 










Importancia a la sociedad No hay duda de que la automatizacio´n de la 
construccio´n de un software a partir de su esquema conceptual es de sumo intere´s 
para la industria. Prueba de ello es el impulso que ha recibido en los u´ltimos an˜os 
el MDA/MDD. Nuestra propuesta, sin embargo, no se basa en la transformacio´n 
de modelos, sino en la directa interpretacio´n de ellos. 
Importancia cient´ıﬁca Des de la o´ptica de la comunidad cient´ıﬁca, no so´lo se 
contribuye a la resolucio´n de un problema planteado durante los an˜os 60, sino que 
nuestra propuesta avanza en consonancia con otros problemas paradigma´ticos. 
Por ejemplo, el problema de state reachability, saber si un esquema concep- 
tual admite un estado que tenga, por lo menos, unas instancias I dadas por el 
usuario, se puede reducir a integrity maintenance. Intuitivamente, solo se deben 
conﬁguran los RGDs para quitar las reparaciones consistentes en borrar datos 
dejando u´nicamente las de insercio´n, y se considera entonces la insercio´n de todo 
I. El problema de state reachability es, a su vez, un problema clave para resolver 




Hemos presentado un me´todo para la ejecucio´n consistente  y persistente de es- 
quemas conceptuales. Nuestro me´todo se basa en convertir las restricciones y op- 
eraciones de un esquema conceptual a unas reglas lo´gicas que llamamos RGDs. 
Dichos RGDs pueden ser conﬁgurados para implementar las diferentes pol´ıticas 
de consistencia de checking, maintenance y enforcement. Esta solucio´n no solo 
permite la ejecucio´n consistente de esquemas conceptuales sino que avanza en la 
l´ınia con otros problemas como el state reachability, que  a su vez, es clave para 
resolver la redundancia o contradiccio´n de restricciones, entre otros. 
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