The pre-build development of warehouse systems leads from a specific customer request to a specific customer quotation. This involves a process of configuring a warehouse system using a sequence of steps that contain increasingly more details. Simulation is a helpful tool in analyzing warehouse design alternatives, but setting up a detailed simulation is too expensive early in the development process. We show that configurable simulation models can be applied early in the development process with a good cost/benefit ratio. We present a warehouse simulation model that can be configured with customer and topology information and decision algorithms. We show that the simulation results are similar to those of detailed simulations while a warehouse simulation can be configured with little effort and the simulations run fast enough to support sensitivity analysis and design-space exploration.
INTRODUCTION
The development of complex systems requires frequent comparisons of different architecture, design, and realization options. Many decisions have to be made, often without having all relevant information at hand. Moreover, the decisions with the highest impact have to be taken at the moment when the degree of uncertainty is also highest. Warehouses are logistic systems that are characterized by a complex interaction between many different cooperating components. The properties of a warehouse under development are hard to predict from its components. Especially when new components or new methods of operation are involved, assumptions and reasoning are required to make accurate predictions. Moreover, the available effort to estimate any arbitrary system property is very limited. Simulation is a common way to evaluate a warehouse's performance. Developing a simulation of a warehouse may be very time-consuming. The main reason for this is that the detailed warehouse layout is taken as a starting point for the construction of a simulation model.
As an easily configurable alternative we propose the use of highly abstract building blocks to construct a warehouse simulation model, which still takes the transport configuration and main performance parameters into account.
Related Work
Simulation is commonly used for warehouse performance evaluation. Colored Petri nets have been used to simulate Automated Storage and Retrieval Systems (AS/RS) (Dotoli and Fanti. 2005; Hsieh et al. 1998) . Potrč et al. present an AutoMod AS/RS simulation (Potrč et al. 2004 ). Gibson and Sharp (Gibson and Sharp. 1992) and Petersen (Petersen. 2000) consider simulation of a complete warehouse. They compare different batching and order-picking strategies for specific warehouse topologies. Gagliardi et al. simulate a specific high-volume warehouse (Gagliardi et al. 2007 ). These simulation results are typically specific for the modeled system although the modeling approach can be reused for other systems. The simulation by Andriansyah et al. is not limited to a single warehouse (Andriansyah et al. 2011 ). They present a layered warehouse simulation model built from reusable components. Their approach allows them to vary the number of storage aisles and workstations in a miniload-workstation order-picking system. Although they can handle more than one warehouse, they can only handle one type of warehouse topology. Brito presents an integrated tool to configure detailed warehouse simulations from CAD drawings and other warehouse information (Brito. 1992) . This tool allows a warehouse designer to set up a detailed simulation without any programming, unless the simulation involves specific control rules. Gu et al. provide an extensive overview of warehouse performance analysis models (Gu et al. 2010) . Their overview includes many analytic and simulation models. They claim that simulation models are typically used for evaluating one design alternative, but that they are less suited for design-space exploration.
Outline
In this paper, we will address the observation made by Gu et al. (Gu et al. 2010) simulation concept that can be applied in the early phases of warehouse development. This is achieved by having a highly configurable simulator that can be set up quickly, is sufficiently accurate, and has short simulation times. Our concept is similar to Brito's (Brito. 1992) , but requires less information to set up and allows simpler usage of specific control rules. This means our simulation concept can be applied in the early phases of warehouse development. The paper is organized as follows. Sections 2 and 3 describe the simulation concept with its configuration parameters and the corresponding visualization. Sections 4, 5, and 6 demonstrate the simulator on an existing retail warehouse; they explain how the simulator can be configured for the existing warehouse and compare the configured simulator to a detailed simulation performed by Vanderlande Industries. The paper ends with a reflection on the results.
SIMULATOR CONCEPT
A warehouse is a facility that provides temporary storage for many different products (stock keeping units, SKUs) on many physically different locations. The purpose of a warehouse is to fulfill customer orders. Fulfilling an order involves collecting a specific set of stored products and shipping them to the customer. In a typical warehouse many customer orders are handled simultaneously. One can distinguish two main warehouse principles: man-to-goods and goods-to-man. In a man-to-goods warehouse, order pickers travel along a warehouse's storage locations to retrieve the products required for a customer order and putting them in an order bin, called tote. After the retrieval of the necessary products, the order picker travels to a consolidation workstation where the tote is dropped off and combined with other totes for the same order. Subsequently, the order picker starts working on the next tote. Note that the order picker can be human, a conveyor system, robots, or a combination of transportation means. The other main warehouse principle is called goods-toman. In a goods-to-man warehouse, the role of products and orders are interchanged: totes containing products travel towards order pickers in picking workstations where all order collecting is performed. Our flexible warehouse simulation concept is based on the man-to-goods principle. The simulator mimics the man-to-goods principle using two types of (autonomous) entities: totes and segments. A warehouse is represented by a collection of segments that form the warehouse's transportation system. Segments are directed arcs along which the totes can travel. Each segment consists of a discrete number of sequential locations, which a tote has to visit to fulfill an order. The tote's movements are synchronized with the segment locations: in each time step, a tote can move exactly one location, i.e. from the current location on its route to the next. This means that the desired travel times are obtained by specifying the appropriate segment lengths. Totes represent order pickers travelling to storage locations to fulfill customer orders. At several locations in the network, a tote has to stop to perform operations, such as picking a stored item or dropping off picked products at consolidation. These operations are modeled as delays for the totes. Although our simulation concept is based on the manto-goods principle, it can also be applied to capture a goods-to-man warehousing process. This is achieved by interchanging the role of storage and picking locations.
Our simulation concept consists of a number of configurable steps divided over two main phases: configuration and simulation. The phases and the steps are visualized in the state machine in Figure 1 : the configuration steps are shown on the left; the simulation steps on the right. 
Simulation Configuration
The configuration phase provides the flexibility of our simulation concept. It consists of five steps: (1) reading a parameter file; (2) reading or generating stock keeping units (SKUs); (3) creating a transportation network; (4) allocating SKUs to the network; and (5) reading or generating customer orders. Each of these steps is explained in more detail. The configuration phase starts by reading a parameter file. This parameter file contains settings for all subsequent steps. For instance, it specifies the files to be read in the following configuration steps. However, it also specifies the number totes in the system and the maximum volume and weight of the totes. The second configuration step involves either reading a SKU file or generating a collection of SKUs. The SKUs describe the products stored in the warehouse. This is specified in the parameter file: it specifies either the SKU file to be read or distributions for the dimensions, weights, and expected sales of the SKUs. The third step involves the creation of a transportation network. There are two ways in which a transportation network can be created. One is a layout file: the parameter file read in the first step includes a layout file to be read. A layout file consists of a list of segments. Each segment is described by a number of parameters. These include the 3D coordinates of its start and end point; its length, i.e. the number of locations; its storage capacity, i.e. the number of SKUs that can be stored per location; its width, i.e. the number of totes that can be at one location at the same time; its operation type, i.e. the type of operation performed at the segment (e.g. input, output, picking); and a distribution of the operation times, i.e. the time needed for these operations. From the collection of segments, a transportation network is created. If the end location of a segment is adjacent to the start location of another, then they are connected in the transportation network. The second way to create a transportation network involves a number of pre-defined templates, which facilitates the generation of the transport network. The layout does not have to be created by hand, but rather is generated on the basis of some template-specific parameters, like dimensions and capacities. These parameters are included in the parameter file. The fourth configuration step takes the collection of SKUs and allocates them to the network segments with a positive storage capacity. This allocation may involve SKUs to be allocated to more than one storage location. By spreading fast-moving products, the picking load can be divided over the warehouse. The fifth and last configuration step involves reading a customer order file or generating a collection of customer orders depending on what was specified in the parameter file. If an order file is generated, then the expected sales of the SKUs are taken into account as well as an order size distribution.
Simulation Steps
Our simulator is a time-triggered simulation which repeats the six simulation steps in Figure 1 . Each time starts by (1) releasing customer orders and (2) creating tote orders for each of the released customer orders. The creation of tote orders considers the maximum volume and weight of a tote and the SKU storage locations. The simulation continues by (3) assigning open tote orders to idle totes and computing the corresponding routes for the totes to follow, and (4) introducing the totes into the system. The most important step of the simulation involves (5) the operation of the totes. If a tote has to perform an operation, then it waits at its current location until the operation's time has passed. Otherwise, it will negotiate with the next location on its route. This involves claiming the network location by a tote. After all totes have made their claims, each network location grants some of the totes' claims. Finally, the totes with granted claims move to the next network location. The last simulation step involves (6) releasing the totes that have finished their tote order route. These six steps are repeated until all orders have been fulfilled.
Behavioral Parameters
In the first step of the simulation configuration, a parameter file is read. This parameter file includes two types of parameters: structural and behavioral parameters. The structural parameters include the number of totes and their properties, the SKU and order files, and the distributions for the generation of SKUs and customer orders. Many of the simulation steps (see Figure 1) involve the assignment of scarce resources. For instance, SKUs are allocated to storage locations, customer orders are assigned to idle totes, and totes compete for network locations on their routes. Decision algorithms handle the assignment of these scarce resources. For each type of decision algorithm, a generic Java interface has been defined. For each of these interfaces, there is a library of Java classes that implement the interface and provide a decision algorithm. The classes in these libraries can be selected and instantiated at run time. These behavioral parameters are read from the simulator's parameter file. Using Java's introspection, the corresponding classes get instantiated for usage during simulation. A similar approach has been applied by Verriet and van Wijngaarden (Verriet and van Wijngaarden. 2012) for their reference architecture for warehouse control. The Java interfaces allow easy inclusion of systemspecific functionality. If a behavior library does not contain the necessary functionality, then one can create a new Java class that implements the corresponding interface, add it to the library, and specify its usage in the simulation's parameter file.
VISUALIZATION
Besides the simulator described in the previous section, we have also developed a 3D visualization that allows the warehouse designer to validate a warehouse design visually, the warehouse behavior in particular. The visualization is a C++ application using OpenSceneGraph. The simulator and the visualization application communicate by sending messages to the visualization over a UDP interface. Figure 2 shows an example of the simulation's visualization. It shows a Zone Picking System (ZPS). ZPS is a man-to-goods warehouse concept where storage is organized in zones. To fulfill orders, totes visit a number of zones where operators take items from the zones' local storage and put them in the totes.
ZPS is one of the pre-defined templates of our simulator; the system in Figure 2 was created by specifying the number of aisles, the number of zones per aisle, the zones' buffer lengths, and several other ZPSspecific parameters. 
COMPACT PICKING SYSTEM
In this section, we will demonstrate the application of our simulation concept to an existing retail warehouse. Figure 3 shows a schematic of this warehouse. It is a socalled Compact Picking System (CPS). The system consists of three main components: five miniload storage aisles, a main conveyor loop, and three picking workstations. 
Miniloads
The top of Figure 3 shows the five miniloads. Each miniload consists of a storage rack with totes and a crane that can store and retrieve totes. The cranes in Figure 3 can handle up to four totes simultaneously. The outer miniloads have a dual function in the warehouse: they have to supply not only to the CPS workstations, but also to six ZPS workstations (not shown in Figure  3 ). This effectively means that the retrieval capacity of the outside miniloads is smaller than that of the other three miniloads. At the start of each retrieval cycle, a miniload determines which totes it will retrieve. This selection is based on the age of the corresponding customer orders and the number of totes underway to the different workstations. The miniload will select the oldest four totes for retrieval, unless the corresponding orders are too young. Each workstation has pipeline capacity, i.e. the maximum number of totes underway to the workstation. This pipeline is used to avoid that a workstation runs idle or its input buffers overflow. If a workstation's pipeline is full, then a miniload will not retrieve a tote for that workstation. Moreover, part of a workstation's pipeline is reserved for the oldest order for the workstation. Totes for younger customer orders will not be selected for retrieval if the non-reserved pipeline is full. This means that a miniload may retrieve fewer than four totes per retrieval cycle.
Central Conveyor
After totes have been retrieved from a miniload, they travel via the central conveyor to a picking workstation. The central conveyor is shown in the middle of Figure  3 . This conveyor loop has a sequencing point that is used for releasing customer orders. In the CPS warehouse, totes for at most nine customer orders are retrieved simultaneously. If the last tote of a customer order has passed the sequencing point, then totes of younger customer orders cannot overtake it any more. At that moment, a new customer order is released for retrieval by the miniloads.
Picking Workstations
Via the central conveyor, totes travel to a picking workstation. There are three such workstations and they are shown at the bottom of Figure 3 . At a picking workstation, a human operator takes items from the tote. After this operation, the tote returns to a miniload. Each workstation is working on one customer order simultaneously; this is the oldest customer order assigned to the workstation. Its three input buffers allow totes of different customer orders to be buffered simultaneously while ensuring that the totes of the oldest customer order are handled consecutively. At any time, totes for three different customer orders can be underway to a workstation. After all totes of one of these three customer orders have passed the central conveyor's sequencing point, then a new order for the workstation can be started. The CPS warehouse has three picking workstations. Two workstations are operated permanently; the third is an overflow workstation that is operated only if sufficiently many totes have been collected in its input buffer lanes. If X totes have been collected in the overflow workstation's input buffers, then an operator handles exactly X totes and then stops picking until again X totes have been collected. The distinction between the workstations is also used when retrieving totes from the miniload. Totes for regular workstations have priority over totes for the overflow workstation. This means that a miniload will retrieve a tote for the overflow workstation only if it cannot retrieve a tote for the regular workstations.
As explained earlier, our simulation concept mimics a man-to-goods principle. The described CPS warehouse does not comply with the man-to-goods principle, but with the goods-to-man principle. To have our simulation model the goods-to-man principle, the role of storage and picking has to be reversed. In other words, in the CPS simulation model, the storage is modeled in the picking workstations and not in the miniloads. Figure 4 shows the transportation network of the simulation model. The picking workstations are shown on the left, the central conveyor loop in the middle, and the miniloads on the right. Since the totes travel over the main conveyor loop in a counter-clockwise direction, the overflow workstation is the one furthest from the miniloads.
Transportation Network

Figure 4: CPS Simulation
If one inspects Figures 3 and 4 carefully, then one can observe a few differences. The miniloads are modeled as two segments, a retrieval segment connected to a miniload output buffer and a storage segment connected to a miniload input buffer. Each tote enters the system via a miniload retrieval segment, visits one workstation (to pick one product), and leaves the system via a miniload storage segment. The miniload storage and retrieval times are modeled as operation times of the input and output segments. Another difference in the layout involves the picking workstations. The warehouse (in Figure 3) has three input buffers per workstation. The simulation model (in Figure 4) has only one input buffer per workstation. This single input buffer has a width of three, meaning that it can hold three totes in each of its locations.
CPS-Specific Behaviors
To obtain the warehouse behavior described in the previous section, two CPS-specific behaviors have been implemented. At the end of the workstations' input buffers, there is a segment that holds the totes awaiting picking. In the simulation, these totes claim the picking location and the picking location may select one of them. To ensure that totes of one customer are handled consecutively, a specific behavior has been implemented and added to the simulator's corresponding behavior library. This behavior randomly selects a tote from the active customer order. If the active customer order has not been completed, and no tote for this order is waiting, then it will not allow any tote to go to the workstation's picking location. In other words, the picking location waits for the remaining totes of the active customer order before handling totes of younger orders. This new behavior also takes care of the behavior of the overflow workstation: the picking location of the overflow workstation will select a tote only if X totes await picking. Then it will select totes in the same manner as the regular workstation, with the difference that it will (sequentially) select exactly X totes and then wait until X totes are waiting again. Another specific behavior has been implemented for the selection of orders to be started. As explained in the previous section, totes for the regular workstations have priority over those for the overflow workstation. Moreover, a tote for the oldest order will be retrieved only if the corresponding workstation's pipeline is not full and totes for younger customers will be retrieved only if the non-reserved pipeline is not full. These rules have been combined in a Java class implementing the generic tote selection interface. For the other decision algorithms, a pre-defined behavior from the simulator libraries sufficed. A movie of a running CPS simulation is available on-line (Verriet. 2012) .
COMPARISON
The simulation model described in the previous section has been validated using real-life SKU and customer order information of the modeled retail warehouse. This information has been the input of a detailed AutoMod simulation model and our simulation model. The AutoMod model was constructed by Vanderlande Industries to validate a warehouse design; in other words, it has not been used during the early phases of warehouse development. To compare the simulators, we have used twelve scenarios used for design validation using the AutoMod simulation. Several parameter values are varied; these include the size of the workstations' (reserved and nonreserved) pipelines, the workstations' input buffer lengths and the operators' picking times. We have compared the scenarios using a set of orders for one peak day: 6,856 order lines divided over 156 orders. In the simulation, each order line is handled by one tote and circa 100 totes are active in the CPS system simultaneously (depending on the parameter values). Figure 5 compares the simulated times for the different scenarios. Figure 6 provides a comparison of other performance criteria. From top to bottom, it compares the number of totes per workstation, the workstations' utilization, and the occupancy rates of the input and output buffers of the workstations and miniloads. The graphs in Figures 5 and 6 show that most of the performance measures of our simulation are similar to that of the detailed AutoMod simulation; most differ only a few percent. Larger differences can be seen for the occupancy of the input buffers of the miniloads and the output buffers of the workstations, i.e. the segments leading towards the central conveyor loop. These larger differences are (probably) due to the difference in claiming a window on the central conveyor loop; our Java simulator uses a simpler algorithm than the AutoMod simulation. This is due to the fact that our simulator considers the central conveyor as a collection of independent segments instead of a separate entity. The outcome of the simulations shows a similar performance. However, there is an important difference. Our Java simulation model can be set up much quicker than the detailed AutoMod simulation. Because the transportation network of this CPS warehouse consists of only 56 segments, a first transportation network is set up within an hour. More complex transportation networks may take a few days to construct, but the corresponding visualization supports this by providing visual feedback. The main effort in setting up the simulation involved the implementation of the warehouse-specific behaviors. Two Java classes had to be implemented in order to obtain the desired strategies for miniload retrieval and tote movement (in particular at the picking workstations). This involved dozens of lines of code, and took several hours to implement and test. Again the visual feedback provided by the visualization is very useful in obtaining the desired system behavior. Besides the fact that setting up the simulation can be done within a few days, the simulations themselves require little time. Without visualization, the simulation of a peak day takes circa 38 seconds on a Dell Latitude E4300 laptop with an Intel P9600 processor and 4 GB of RAM running 32-bit Windows 7 SP1. This means that the simulation runs more than 1,000 times realtime, because completing the customer orders of the peak day takes about 42,000 seconds (see Figure 5) . The quick simulation setup and the small simulation times allow a warehouse designer to test a warehouse's sensitivity to specific parameter changes. The effect of changing a single (e.g. numerical) parameter can be tested within a few minutes. The fast simulations even support the exploration of a part of the design space. This has been done by Reehuis and Bäck, who have applied an evolutionary algorithm to optimize the performance of a ZPS warehouse modeled with an earlier version of our warehouse simulator (Reehuis and Bäck. 2010) . Their (automated) optimization involved more than 20,000 simulation runs using different parameter settings including variations of the system layout and warehouse behaviors.
CONCLUSION
In this paper, we have described a warehouse simulator that can be used during the early phases of warehouse development when the most important design decisions are to be made. This is due to the configurability of our simulation concept. Its configuration parameters include SKU and order files, a warehouse network topology, and a variety of structural and behavioral parameters. A case study of an existing retail warehouse showed that the configurable warehouse simulator provides similar results as a detailed simulation, which is typically only used in the later stages of warehouse development. In contrast to detailed simulations, our warehouse simulation can be set up quickly: configuring the simulator takes a few days. The corresponding visualization provides visual feedback to the warehouse designer regarding the correctness of parameter choices. Setting up simulations requires little time and the same goes for the simulations themselves. Since a simulation run typically takes less than one minute, a warehouse designer is able to perform a sensitivity analysis and even perform (automated) design-space exploration.
