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V této práci je popsán vývoj systému grafického simulátoru střeleckých úloh. Jeho úkolem
je zobrazit střeleckou scénu, vyhodnotit účinek a zobrazit výsledky vedené střelby. Součástí
systému je také editor střeleckých úloh. Tento simulátor umožní výcvik střelců bezpeč-
nějším, levnějším a méně prostorově náročným způsobem. Analýza a návrh systému jsou
provedeny pomocí prostředků jazyka UML. K vykreslení 3D scény je využito OpenGL a
pro uživatelské rozhraní je použita knihovna Qt. Aplikace je psána v programovacím jazyce
C++.
Abstract
This bachelor thesis decribes a development of graphical simulator of shooting tasks. It
manages the display of shooting range, evaluates shots and displays results of fire. Editor
of shooting tasks is included. This simulator makes it possible to train shooters in much
safer, cheaper and more space efficient manner. System analysis and design is made with
UML language. The 3D setup is rendered by OpenGL, user interface is implemented with
Qt framework. This application is written in programming language C++.
Klíčová slova
simulátor střelnice, UML, C++, OpenGL, Qy
Keywords
shooting simulator, UML, C++, OpenGL, Qt
Citace
Otmar Sabela: Grafický simulátor střeleckých úloh, bakalářská práce, Brno, FIT VUT
v Brně, 2011
Grafický simulátor střeleckých úloh
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením Ing. Jaro-
slava Stružky.




Na tomto místě bych rád poděkoval Ing. Jaroslavu Stružkovi za vedení a také za jeho
podporu, trpělivost a rady při vypracování této bakalářské práce. Také bych chtěl poděkovat
rodině a přátelům za podporu a pochopení.
c© Otmar Sabela, 2011.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
Úvod 3
1 Analýza požadavků 5
1.1 Seznámení se systémem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.1.1 Střelecké stanoviště . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.1.2 Promítaná scéna . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.1.3 Editor střeleckých úloh a doplňující nástroje . . . . . . . . . . . . . 6
1.2 Určení požadavků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.2.1 Funkčnost požadavků . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.2.2 Validace požadavků . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.2.3 Obchodní model použití . . . . . . . . . . . . . . . . . . . . . . . . . 7
1.3 Dokument požadavků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
1.3.1 Služby systému . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
1.3.2 Omezení systému . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
1.3.3 Další záležitosti . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2 Návrh systému 10
2.1 UML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.1.1 Diagram případů užití . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.1.2 Diagram balíčků . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
2.1.3 Diagram tříd . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.1.4 Diagram komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.1.5 Diagram sekvence . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.2 Vlastní návrh . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
2.2.1 Grafický simulátor střeleckých úloh . . . . . . . . . . . . . . . . . . . 14
2.2.2 Editor střeleckých úloh . . . . . . . . . . . . . . . . . . . . . . . . . 19
2.2.3 Celkový návrh systému . . . . . . . . . . . . . . . . . . . . . . . . . 24
3 Výběr technologií 27
3.1 Programovací jazyk . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.1.1 Jazyk C++ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.2 Knihovna grafického uživatelského rozhraní . . . . . . . . . . . . . . . . . . 28
3.2.1 Qt . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
3.3 Rozhraní pro vykreslování 3D scény . . . . . . . . . . . . . . . . . . . . . . 29
3.3.1 OpenGL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
1
4 Implementace 32
4.1 Grafický simulátor střeleckých úloh . . . . . . . . . . . . . . . . . . . . . . . 32
4.1.1 Třída window main . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
4.1.2 Třídy dialog properties a dialog newTask . . . . . . . . . . . . . . . 33
4.1.3 Třídy window range, widget range a widget scene . . . . . . . . . . 33
4.2 Editor střeleckých úloh . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
4.2.1 Třída window main . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
4.2.2 Třída system object . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.2.3 Třída widget range . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.3 Doplňující aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.3.1 Konvertor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.4 Možná rozšíření . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.4.1 Grafika . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.4.2 Balistický kalkulátor . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.4.3 Nestandardní úlohy . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.4.4 Vzdálená správa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
5 Testování 37
5.1 Testovací skupina a průběh testu . . . . . . . . . . . . . . . . . . . . . . . . 37
5.2 Výsledky testu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
Závěr 40
A Obsah CD 42
B Formulář dotazníku 43
2
Úvod
Zbraně jsou nedílnou součástí lidské historie. Už od doby, kdy Kain vztáhl ruku na Ábela,
jsou konflikty mezi jednotlivci nebo národy na denním pořádku. A jako každé odvětví
lidského života, i tady probíhá neustálý vývoj.
Od jednoduchých klacků a kamenů se přešlo k chladným zbraním. Různé meče, nože
a jiné sečné a bodné zbraně byly však použitelné pouze na kontaktní vzdálenost. Výhody
střelby na větší vzdálenosti začaly vynikat s příchodem luků, kdy jednotky lučištníků byly
schopny eliminovat nepřátele dříve, než se samy dostaly do ohrožení. Obléhací stroje jako
katapulty, balisty a jiné zbraně tohoto typu nepatří mezi ruční zbraně, proto se jim zde
nebudu věnovat. Bojová vzdálenost a palebná síla se zvýšily díky kuším. Ale ani tyto zbraně,
i když již technicky pokročilejší, neznamenaly technickou hranici.
S příchodem černého střelného prachu se otevřela zcela nová oblast zbrojního vývoje.
První palné zbraně nebyly nijak technicky dokonalé. Jednalo se o železné roury, do kterých
se nasypal střelný prach, který po zapálení skrz malý otvor v zadní části zbraně vymrštil
projektil směrem k nepříteli. Tyto primitivní zbraně byly náchylné k nespolehlivosti při
zvýšené vlhkosti, poskytovaly velice nízkou kadenci, a o nějaké přesnosti se ani nedá příliš
hovořit. Přesto nástup této nové kategorie zbrojního průmyslu znamenal revoluci. Ener-
gie vytvořená spalováním prachu totiž umožnila vyvinout smrtící sílu i lidem neschopným
natáhnout luk, či unést meč.
S nástupem moderních palných zbraní ovšem vyvstal jiný požadavek na bojovníky,
než samotná fyzická síla. V současné armádě každý voják musí znát svou zbraň. Musí znát
z jakých součástí se skládá, jak funguje, co se může pokazit, a jak vzniklé závady řešit. Tyto
vědomosti se však nestačí pouze naučit ze směrnic a manuálů. Člověk musí nabýt zkušenosti
i při samostatné střelbě. Ovšem munice je drahá, a ne každou situaci jde z bezpečnostních
důvodů nacvičit s ostrou zbraní. Proto vznikl požadavek na novou kategorii zbraňových
systémů, určených pro výcvik střelců.
Tato práce popisuje práci na jednom z těchto neletálních zbraňových systémů, konkrétně
infračervenou střelnici. Tento koncept není novinkou, ovšem jeho realizace je relativně inova-
tivní. Osobně jsem se už s některými takovýmito tréninkovými systémy setkal, ovšem každý
měl různá podstatná omezení na úkor reality. Mezi takové systémy, se kterými jsem měl
možnost se osobně seznámit patří např. paintballové zbraně (nerealistické zbraně, omezený
dostřel, spíše sportovní zaměření), airsoftové zbraně (omezený dostřel), zbraně expanzní
(nemožnost vyhodnotit účinek střelby) nebo různé elektronické střelnice. Tyto zařízení asi
nejvíce vyhovují požadavku na levný a bezpečný nácvik cílené střelby. Současné střelecké
trenažéry však trpí značnou nerealističností chování samotné zbraně. Většinou jsou totiž
jako základ použity skutečné zbraně, které jsou však v této své podobě v podstatě mrtvé.
Ve své práci se chci tedy zabývat grafickým simulátorem střeleckých úloh, který společně
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s doplňující tréninkovou zbraní rozšíří stávající koncept elektronických zbraňových trena-





Tato kapitola je zaměřena na určení požadavků pro projekt infračervené střelnice, určení
jejich komponent a v neposlední řadě přehled vybraných technologií, umožňujících realizaci
aplikace.
1.1 Seznámení se systémem
Tento trenažér se jako všechny komplikovanější systémy skládá z více součástí. Patří zde
například vhodně upravená zbraň. Buď se jedná o vyloženě tréninkovou, případně skuteč-
nou zbraň se speciálním adaptérem, která místo střelby skutečných projektilů pouze ozáří
terč infračerveným paprskem. Dále plátno, na které projektor promítá cíle, případně softis-
tikovanou scénu střelecké disciplíny, kameru snímající plátno s vhodně zvoleným filtrem pro
detekci zásahů, příjimač signálů ze zbraně pro určení času výstřelů a samotný počítač se spe-
ciálním softwarem, který všechny tyto komponenty spojí v jeden fungující celek tréninkové
infračervené střelnice. Některé tyto součásti jsou běžně dostupné, jiné je třeba navrhnout.
Úkolem této práce je navrhnout samotnou aplikaci a engine, který se postará o zajištění
funkcionality celého systému. Systém střelnice se skládá z následujících komponent.
1.1.1 Střelecké stanoviště
Střelecké stanoviště obsahuje vlastní počítač, který tvoří jádro tohoto systému. Na tomto
počítači běží operační systém dle preference majitele střelnice a dále je na něm nainsta-
lovaná vlastní aplikace, starající se o zajištění všech běžných funkcí střelnice. K tomuto
počítači je dále připojena většina ostatních komponent střelnice, ať už přímo (projektor,
příjímač signálu pistole, atd.) nebo nepřímo (např. zbraň). Program, běžící na tomto stroji,
který je tématem této práce, musí tedy přijímat vstupy těchto zařízení a také správně
zobrazovat výstupy, ať už na promítané scéně (zásah cíle) nebo na samostatném moni-
toru v podobě ohodnocení střelby, případně dalších vyžádaných statistik a údajů. Cílem
je, aby tato aplikace umožnovala širokou variabilitu, ať už z hlediska dostupných střelec-
kých úloh, tak i možností konfigurace v rámci střelnice. Tento program by měl být tedy
nezávislý na zvoleném operačním systému. Toho lze docílit vhodně zvolenými technolo-
giemi při psaní aplikace. Dále by měl umožňovat jednoduché nastavení střeleckých úloh
a přehledné zobrazení validních informací. Základní verze programu počítá s kompletním
počítačem, vybaveným monitorem, klávesnicí a myší, na kterém se přímo bude nastavo-
vat chování střeleckého stavu, jehož je tento počítač součástí. Již nyní se však nabízí jako
vhodné rozšíření možnosti ovládat více takovýchto stanovišť jedním centrálním počítačem,
5
a vybavení stanoviště omezit na pouhý monitor, obsahující střelcovy statistiky, případně
vynechat i tento prvek a přiblížit tak střelnici maximálně své reálné předloze.
1.1.2 Promítaná scéna
Další důležitou součástí je promítaná scéna. Je to vlastně grafický výstup střeleckého sta-
noviště, který tvoří interaktivní střeleckou disciplínu. Tuto scénu tvoří terče dle nastavení
stavu. Střelec má před zahájením střelby možnost vybrat si terč, případně terče dle výběru
nebo zvolit některou předdefinovanou střeleckou úlohu.
1.1.3 Editor střeleckých úloh a doplňující nástroje
Aby měl střelec dostatek cílů a různorodých střeleckých situací, je nutné poskytnout uži-
vateli nástroj pro samostatnou a pohodlnou tvorbu vlastních úloh. Ať už se jedná o ví-
cenásobné terče, či jeden terč ukrytý za umělou překážkou, uživatel by měl být schopný
díky této součásti jednoduše navrhnout požadovaný scénář. Dále se v tomto balíčku nachází
konvertor pro jednoduchou tvorbu terčů.
1.2 Určení požadavků
Tato práce je zaměřena na součást samotného střeleckého stanoviště, konkrétně na samotný
software. Aby bylo možno tento program napsat, je nesmírně důležité stanovit si nejdříve
základní požadavky systému. Toto je nejméně technická fáze vývoje, ale každá chyba se
může znatelně projevit v dalších fázích. Každý nevhodně stanovený, či opomenutý požada-
vek může znamenat zdržení, nutnost složité úpravy, či v nejhorším případě nutnost předělat
celou aplikaci od základů.[7]
1.2.1 Funkčnost požadavků
”
Určení požadavků je prvním krokem životního cyklu při vývoji systému. Cílem této fáze
je poskytnout definici funkčních a jiných požadavků, které zákazník po implementovaném
systému vyžaduje.“ [7]
Požadavky definují služby systému (výpis služeb) a omezení, které musí systém splňo-
vat. Výpis služeb lze rozdělit na požadavky týkající se rozsahu systému, požadovaných
funkcí a datových struktur. Omezení představují nefunkční požadavky, jakými jsou napří-
klad vzhled systému. Funkční požadavky je třeba zjistit dle specifikace cílového subjektu,
pro který se systém vytváří. Takto získané informace se dále analyzují pro odstranění roz-
porů a duplicit. Nefunkční požadavky se na rozdíl od funkčních netýkají chování systému, ale
spíše jeho kvality, především v oblastech použitelnosti, znovupoužitelnosti, spolehlivosti, vý-
konu, efektivity, podporovatelnosti a dalších. Získané požadavky jsou sepsány v dokumentu
požadavků. Výchozím zdrojem pro tuto práci je zadání.[7]
1.2.2 Validace požadavků
Získané požadavky se mohou překrývat nebo být v konfliktu. Případně mohou být nereálné
či nejasné. Proto je nutné provést jejich validaci. Výsledkem validace by měly být jasné
a srozumitelně sepsané požadavky. Důležité je si stanovit oblast zájmů, vymezenou pomocí
diagramů jazyka UML. Do této kategorie spadají i ty požadavky, které není možné imple-
mentovat nebo požadavky s nízkou prioritou, které lze odložit až na další vývoj systému.
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Dalším krokem validace je analýza rizik a určení priorit. Určení priorit je nutné pro případ-
nou úpravu strategie v případě nedostatku času. Některý z požadavků však může způsobit
potíže při vývoji. Takový požadavek je tedy třeba identifikovat a dle potřeby upravit, či za-
vrhnout. Míra rizik může značně ovlivnit realizovatelnost projektu. Typické kategorie rizik
jsou technická, výkonová, bezpečnostní, riziko integrity dat, vývoje, politické riziko, právní
a nestálosti.[7]
1.2.3 Obchodní model použití
Business Use-Case Model je model použití (Use-Case diagram) na vysoké úrovni abstrakce.
To se projevuje případy použití definujícími proces bez ohledu na jeho realizaci. Hlav-
ním zaměřením tohoto modelu je pohled na chování systému
”
z ptačí perspektivy“. Popis
jednotlivých případů použití je stručný. Z tohoto modelu se v další fázi stane Use-Case dia-
gram, který je již vhodný pro samotný návrh systému. Budou zde identifikovány konkrétní
případy použití, rozšířen jejich popis a budou stanoveny vazby mezi případy použití.[7]
1.3 Dokument požadavků
Toto je výstup fáze určení požadavků. Hlavní částí tohoto výstupu je výpis požadavků
funkčních i nefunkčních. Měl by obsahovat také seznam cílů práce.[7]
1.3.1 Služby systému
Funkční požadavky jsou znázorněny v obchodním diagramu použití. Následuje zjednodu-
šený popis diagramu a poté podrobný rozbor požadavků.
Obrázek 1.1: Obchodní model použití.
Z obrázku 1.1 je patrné, že si Uživatel může vybrat z nabídky hotových úloh (Zvolení
úlohy) nebo si vytvořit vlastní (Tvorba úlohy). Následuje samotná střelba (Střelba)
a kontrola výsledků (Prohlížení výsledků střelby).
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Zvolení úlohy
Systém má nabízet výběr z několika předdefinovaných úloh (střelba na terč, střelba na
nepřátelský cíl, střelba na nepřátelský cíl s rukojmím, střelba na sklopné terče, střelba
nejprve na sekundarní terče a následná střelba na primární cíl).
Tvorba úlohy
V případě, že uživatel má zájem o typ úlohy, která není předdefinována, má mít možnost
si danou úlohu vytvořit. Potřebuje tedy nástroj, který umožní vkládat a editovat objekty
(cíle, překážky) do scény. Tuto úlohu si následně může uložit a spustit.
Střelba
Vybraná scéna je promítnuta na projekční plochu střeleckého stavu, případně jsou na po-
mocném monitoru zobrazeny doplňující informace. Uživatel má možnost provést samotnou
střelbu.
Prohlížení výsledků střelby
Po odstřílení úlohy má uživatel možnost si prohlédnout a případně archivovat své výsledky.
Ty jsou zobrazeny jak pomocí tabulky s časem a bodovým hodnocením výstřelu, tak i ilu-
strací terče s vyznačenými zásahy.
1.3.2 Omezení systému
Další požadavky na systém jsou členěny do následujících kategorií.
Požadavky na rozhraní
Systém má obsahovat grafické uživatelské rozhraní. Grafický simulátor střeleckých úloh má
mít grafický výstup na projekční plochu střeleckého stavu v podobě zobrazení střelnice s cíli
a dalšími objekty v rámci vybrané úlohy. Dále má poskytovat výstup na pomocný monitor,
obsahující informace jak textové, tak grafické, informující uživatele o průběhu střelby. Editor
má poskytovat jednoduché a přehledné rozhraní, umožňující vkládání objektů pomocí 2D
náhledu a zároveň realtime zobrazení 3D scény pro kontrolu zvoleného umístění objektu.
Požadavky na výkon
Systém má fungovat v reálném čase.
Požadavky na bezpečnost
Systém střeleckého stavu má být jednoduchý a přehledný i pro uživatele-laika. Členění práv
proto není potřeba.
Operační požadavky
Systém má běžet na běžném stroji vybaveném grafickou kartou s dvěma výstupy a podpo-
rující vykreslování 3D grafiky. Aplikace má být multiplatformní. Požadovány jsou operační
systémy Linux a Windows.
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1.3.3 Další záležitosti
Pro přehlednost systému je vhodné jej rozdělit na minimálně dvě samostatné aplikace, jme-
novitě Grafický simulátor střeleckých úloh a Editor střeleckých úloh. Dále může vzniknout




Obsahem této kapitoly je samotný návrh aplikace. V předchozí kapitole byly vytyčeny a ana-
lyzovány požadavky, zde dojde k praktickému návrhu systému, splňujícího tyto stanovené
požadavky. Nejdříve bude uvedena teoretická část, obsahující popis jednotlivých použitých




Ideální by byl modelovací jazyk, který by byl použitelný v průběhu celého životního cyklu,
poskytoval dostatečně bohaté výrazové prostředky při minimu syntaktických konstrukcí, ne-
obsahoval nejednoznačnosti a byl srozumitelný široké komunitě lidí. Takový jazyk bohužel
neexistuje.“ [7]
Standardním modelovacím jazykem pro objektově orientovaný styl vývoje softwaru je
v dnešní době přijímán jazyk UML. Jedná se o vizuální modelovací jazyk doplněný textem,
mající podobu diagramů. Syntaxe a sémantika symbolů požívaných v diagramech závisí na
definici jazyka. Doplňující text slouží k zamezení chybné interpretace, případně k zpřes-
nění významu modelu. V případě, že samotný diagram neposkytuje dostatečné výrazové
prostředky, může sloužit také jako podstatná část modelu. Dále se text jako dominantní
vyskytuje na začátku při vyjádření požadavků a na konci řetězce modelů jako model v pro-
gramovacím jazyce.
Model je zpravidla tvořen kolekcí diagramů různého typu, sloužících k modelování urči-
tých specifických aspektů požadovaného systému. V této práci nejsou obsaženy všechny
existující typy diagramů, ale pouze ty nejdůležitější pro efektivní návrh systému. Některé
diagramy zde uvedené nejsou ani kompletní, ale z důvodu přehlednosti a úspory místa
znázorňují pouze vybranou část aplikace.[7]
2.1.1 Diagram případů užití
Tento diagram znázorňuje chování systému z pohledu koncového uživatele. Je základním
modelem při analýze požadavků na systém. Tyto diagramy jsou hlavní technikou mode-
lování chování systému na úrovni analýzy v UML. Diagram případů použití zachycuje to,
co má systém vykonávat. Tento diagram vychází z obchodního modelu použití. Dále také
zahrnuje funkční požadavky, které se během vývoje zpřesňují, a předpokládané chování
uživatelů systému. Důležitější než jeho grafické vyjádření je v podstatně větší míře tex-
tová specifikace případů použití, která odráží požadavky uživatelů. Tyto specifikace jsou
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významným zdrojem informací a návodem pro vývojáře prakticky během celého životního
cyklu aplikace.
Je nutné, aby každý případ použití splňoval určité požadavky. Musí představovat úplnou
část funkcionality, která zároveň musí být viditelná (nejedná se o vnitřní funkci). Spuštění
případu musí být nezávislé na spuštění jiného a je iniciováno některým z aktérů. Záro-
veň může jiný aktér přijímat výsledky. Výsledek pak musí být identifikovatelná hodnota
vytvořená jediným případem použití. Případy použití jsou vždy specifikovány z pohledu
aktéra a ne systému. Popisuje, co má systém dělat, ne jak to má dělat. K docílení splnění
těchto podmínek může pomoci kladení určitých otázek. Mezi tyto otázky patří dotaz na
činnost aktérů. Jaké hlavní úlohy jsou prováděné každým aktérem? Bude aktér přistupovat
k informacím v systému a měnit je? Bude informovat systém o změnách v jiných systémech
a měl by aktér být informován o neočekávaných změnách v systému? Položení a hlavně
zodpovězení těchto otázek je vhodnou pomůckou při tvorbě use-case diagramu.
Samotný diagram se skládá z grafické reprezentace aktérů, samotných případů pou-
žití a vztahů mezi nimi. Případ použití reprezentuje nějakou důležitou část celkově poža-
dované funkčnosti sytému. Aktér reprezentuje uživatele (osobu, jiný systém,. . .) v nějaké
roli, přímo komunikujícího s případem použití a očekávajícího zpětnou vazbu (pozorova-
telný výsledek). Existují čtyři typy vztahů. Jmenovitě: asociace, vztahy typy <<include>>,
typu <<extend>> a generalizace. Asociace stanovuje komunikaci mezi aktérem a přípa-
dem použití, generalizace umožňuje vytvořit specializovaný případ použití, který mění něk-
terý z aspektů základního případu. Vztah typu <<include>> ukazuje na případy, které
jsou nutné pro vykonání jiného případu použití, a stává se tak jeho součástí. Vztah typu
<<extend>> představuje rozšíření chování případu použití o jiný případ, který je aktivován
po dokončení původního případu. To znamená, že v případě <<extend>> se jedná o mož-
nou navazující součást, zatímco v případě <<include>> je druhý případ použití nutný pro
úspěšné vykonání prvního.
Podstatnou součástí modelu případů použití je textová specifikace. Nejjednodušším pří-
padem je nestrukturovaný textový popis. Pro lepší orientaci a snížení rizika nejednoznač-
nosti je však preferován popis strukturovaný. UML neobsahuje žádný standardní formát, ale
běžně se používá šablona specifikace, obsahující jméno případu použití, identifikátor, stru-
čný popis, aktéry, předpoklady a hlavní tok. Vhodně zvolené, jednoznačné jméno obsahuje
sloveso (popisuje chování) a je tvořeno jedním nebo několika slovy bez mezer, začínají-
cími velkými písmeny. Identifikátor je zpravidla tvořen číslem. Stejně jako jméno, musí být
v rámci celého modelu případu použití jednoznačný. Stručný popis je odstavec textu shr-
nující cíl případu použití. Měl by zachycovat výsledek pro aktéry s ním asociované. Seznam
aktérů asociovaných s případem použití obsahuje dva typy aktérů. Primární (spouští pří-
pad) a sekundární (jsou v interakci s běžícím případem). Předpoklad stanovuje podmínky,
které musí být splněny, aby bylo umožněno spuštění případu použití. Hlavní tok popisuje
kroky případu použití tak, jak po sobě následují. Uvádí se i možné větvení. Každý případ
použití má jeden hlavní tok a může mít několik alternativních. Alternativní toky zachycují
chování při chybách, přerušení, případně větvení hlavního toku. Z toho vyplývá, že hlavní
tok představuje standardní bezproblémové chování.[7]
2.1.2 Diagram balíčků
Dalším z diagramů je diagram balíčků. Balíček je prostředek k seskupování prvků modelu.
Každý balíček má vlastní jmenný prostor, v jehož rámci musí být jména unikátní. Balíčky
umožňují vytvářet dobře strukturované modely seskupováním prvků, které jsou si séman-
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ticky blízké. Balíčky představují mechanismus logického seskupování. Pokud chceme ukázat,
že některé prvky tvoří nějaký celek s rozhraním, použijeme komponentu. Diagram balíčku
ukazuje balíčky, vztahy závislosti a generalizace mezi jednotlivými balíčky. U složitých sys-
témů může být potřeba víceúrovňového hierarchického členění, kdy jsou v balíčku zanořeny
další balíčky včetně vztahů. To může být užitečné, protože pak závislosti, které by vedly ke
všem vnitřním balíčkům, mohou vést k symbolu vnějšího balíčku.
Diagram balíčku dále obsahuje vztah generalizace, ta se využívá tak, že může existovat
balíček, který definuje rozhraní, například pro přístup k databázi. Ten pak mohou vyu-
žívat balíčky s doménovými třídami, v případě, že potřebují číst nebo zapisovat data do
databáze. Tento balíček rozhraní pak může obsahovat abstraktní třídy s operacemi, jejichž
implementace závisí na použitém databázovém serveru. Celý takový balíček je abstraktní
analogicky k abstraktním třídám. V diagramu se to označuje jménem balíčku napsaným
kurzívou. U balíčku tedy můžeme hovořit o polymorfismu, stejně tak jako u tříd. Mohou
také existovat balíčky, které obsahují třídy, používané ostatními. Pro takový balíček se pou-
žívá stereotyp <<global>>, který znamená, že všechny ostatní balíčky jsou na něm závislé.
Vnitřní strukturu balíčku lze modelovat více způsoby. Lze vypsat jména balíčků do
symbolů balíčků (název je pak v obdélníku záložky) nebo je lze znázornit graficky mimo
symbol balíčku se speciálním vztahem. U prvku balíčku lze vyjádřit viditelnost podobně jako
u atributů tříd. Veřejné prvky se značí znaménkem plus před jménem, privátní znaménkem
mínus.
V jazyce UML existuje několik předdefinovaných stereotypů závislostí. Stereotyp <<use>>
znamená, že závislý balíček používá veřejné prvky balíčku, na kterém závisí. Je to vlastně
implicitní význam závislosti. Stereotyp <<import>> znamená, že veřejné prvky balíčku, na
kterém závisí, jsou přidány jako veřejné k prvkům závislého balíčku. Podobně <<acces>>
znamená, že veřejné prvky balíčku, na kterém závisí, jsou přidány jako privátní k prvkům
závislého balíčku.[7]
2.1.3 Diagram tříd
Základním diagramem UML pro modelování logického pohledu na statickou strukturu sys-
tému je diagram tříd. Tento diagram vizualizuje třidy a rozhraní, jejich interní strukturu
a vztahy k ostatním třídám. UML definuje třídu jako popis množiny objektu, které sdí-
lejí tytéž specifikace rysů (atributy a operace), omezení a sémantiky. Tato terminologie je
poněkud odlišná od objektově orientovaných programovacích jazyků. Členy třídy bývají
označovány jako rysy, datové členy (členské proměnné), se označují jako atributy. Členské
funkce (medoty) jsou operace a zaslání zprávy se označuje jako vyvolání služby poskyto-
vané metodou. V UML se odlišuje operace a metoda. Operace je specifikace části chování
objektů, zatím co metoda je její implementací. Přestože tento diagram patří mezi modely
statické struktury systemu, reprezentuje do určité míry i dynamiku systému.
Existují tři typy vztahů v diagramu tříd, jsou to: asociace, agregace a generalizace.
Vazby objektů daných tříd jsou reprezentovány vazbou asociace. Nejčastějším případem
asociací jsou binární asociace, které reprezentují vazby mezi dvojicemi objektů. V případě,
že se jedná o objekty téže třídy, nazývá se asociace reflexivní. Počet objektů ve vazbě není
omezen. Pokud ve vazbě participují tři objekty, hovoříme o ternární asociaci. U asociace
můžeme definovat jméno, jméno role, násobnost a navigovatelnost, kde tři poslední vlast-
nosti se vztahují vždy ke konkrétnímu konci asociace. Sentaxe pro násobnost může být
zadána jako jedna hodnota, celočíselný interval nebo seznam hodnot a intervalů. V případě
jen jedné hodnoty značí násobnost
”
právě“ (vyjímku tvoří hvězdička). Pokud násobnost
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není explicitně uvedena, pak se o ní nedá nic říci, je
”
nerozhodnuta“. V UML neexistuje
žádná implicitní hodnota pro násobnost,
”
nerozhodnuta“ se nedá považovat implicitna za
rovnou 1.
Navigovatelnost ukazuje, že lze přejít od objektu zdrojové třídy k jednomu nebo něko-
lika objektům třídy cílové. Tento vztah je znázorňován šipkou a lze jej chápat tak, že správu
mezi objekty lze posílat pouze ve směru šipky. Pokud v diagramu navigovatelnost nezob-
razujeme, UML umožňuje chápat navigovatelnost asociace jako nenavigovatelnou. Pokud
navigovatelnost zobrazujeme, pak v případě nevyznačení je taková asociace naopak chápána
jako obousměrná. Použití navigovatelnosti je dobrý způsob, jak minimalizovat vazbu mezi
třídami.
Jméno role je pojmenování role objektu na příslušném konci asociace a může nahrazovat
nebo doplňovat jméno asociace.
Vztah celek - část, kde instance jedné třídy obsahuje instance jiné třídy, se jmenuje
agregace. Vztah celku a části modelovaného agregací je volný, příkladem může být počítač
a periferie. Celek a části někdy mohou existovat nezávisle na sobě, jindy ne. Násobnost
u celku může být větší než 1. V UML existuje silnější forma agregace, vyjadřující těsnější
vazbu celku a části. Tento vztah se nazývá kompozice. U kompozice mohou části patřit vždy
jen jednomu celku, který je zodpovědný za vytvoření a zrušení části. V případě zrušení celku,
musí být zrušeny všechny jeho části.
Generalizace je vztahem mezi obecnějším a speciálnějším prvkem, kde speciálnější prvek
obsahuje informace navíc, oproti prvku obecnějšímu. Oba prvky se řídí principem nahradi-
telnosti, což znamená, že můžeme použít speciálnější prvek místo obecnějšího bez narušení
systému. Obecnější třída je označována nad třídou, speciálnější třída pod třídou. Takto
vzniklá struktura se nazýva hierarchie generalizace. Z podstaty generalizace vyplývá dě-
dičnost. Podtřída dědí všechny vlastnosti svých nadtříd. Generalizace má v UML předde-
finovaná čtyři omezení, jsou to {complete}, {incomplete}, {disjoint} a {overlaping}.
Mezi vlastnosti generalizace nepatří násobnost, protože na rozdíl od asociace nereprezentuje
vazby objektu.[7]
2.1.4 Diagram komunikace
Diagram komunikace znázorňuje strukturální vztahy mezi objekty. Tento typ diagramu
nahradil dřívější diagramy spolupráce. Představuje statickou struktůru, ktérá se použije
k dosažení požadovaného chování. Toto očekávané chování může být definováno například
případem použití. Je velmi vhodný k prvotnímu načrtnutí komunikace objektů. Jelikož
tento diagram nemá znázorněnou časovou osu, je nutné hierarchicky číslovat zprávy tak,
aby bylo jasně definováno pořadí a zanoření.
V tomto diagramu lze vyjádřit i iterace a podmínky. Jejich začlenení není však s ohle-
dem na přehlednost příliš vhodné. Zvláště podmínky se mohou rozšířit po celém diagramu
a značně jej tak zkomplikovat. Proto se doporučuje jen velmi jednoduché větvení a složitější
struktůry znázornit pomocí diagramu sekvence.[7]
2.1.5 Diagram sekvence
Diagram sekvence znázorňuje posloupnost zpráv, zasílaných mezi objekty. Specifickou vlast-
ností tohoto diagramu je, že obsahuje dvě
”
osy“. První (zleva doprava) obsahuje účastníky
interakce (instance aktérů, tříd, balíčků nebo komponent). Graficky jsou znázorněny sym-
bolem odpovídajícího klasifikátoru a svislou čárou. Tyto čáry jsou souběžné s druhou osou
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diagramu, znázorňující čas. Na čáře příslušného účastníka lze znázornit dobu aktivity in-
stance. Čas zde není vyjádřen explicitně, ale jednoznačně označuje posloupnost zasílaných
zpráv.
Zprávy reprezentují komunikaci mezi dvěma účastníky interakce a označují se horizon-
tální šipkou mezi nimi. Tato komunikace může znamenat volání metody, vytvoření instance,
případně její zrušení nebo zaslání signálu. V případě volání metody se stává přijímací účast-
ník aktivní. Doba aktivace je vyznačena malým obdélníkem na
”
čáře života“. Pro větší
přehlednost diagramu však není nutné tyto aktivace zakreslovat. Lze zobrazovat dva typy
zpráv. U synchronní zprávy odesílatel čeká na vrácení řízení po dokončení metody. Při
asynchronní zprávě pokračuje odesílatel v provádění bez ohledu na příjemce. Typ zprávy se
graficky odlišuje tvarem šipky. Další možností je, že objekt pošle zprávu sám sobě. Znázor-
něno může být i zpětné volání nebo návrat po provedení metody u synchronních zpráv (ten
se ale zpravidla nezobrazuje). Znázorněno může být i volání konstruktoru <<create>>,
či destruktoru <<destroy>> v případě existující instance. Pro lepší orientaci mohou být
zprávy číslovány.
Mezi další důležité vlastnosti diagramu sekvence patří i pojmenování účastníku inter-
akce. To se skládá z nepovinného jména instance a jména klasifikátoru. V případě, že se
jedná pouze o jméno třídy, pak je daným účastníkem objekt této třídy.
Sekvenční diagram obsahuje i silný výrazový prostředek, takzvané kombinované frag-
menty. Je to část diagramu, na kterou se vztahuje nějaký operátor. Obsahuje jeden nebo
více operandů a jednu nebo několik podmínek. Operandem se rozumí posloupnost zpráv se
společnou podmínkou. Mezi operátory patří podmíněné provedení opt, větvení alt, cyklus
loop a opuštění cyklu break, paralelní provedení par a další.
Na levém okraji diagramu moohou být rovněž umístěny poznámky obsahující libovolný
text.[7]
2.2 Vlastní návrh
Na základě výše uvedeného přehledu typů diagramů a jejich specifikací nyní následuje
samotná praktická část návrhu obsahující zmíněné diagramy požadovaného systému.
2.2.1 Grafický simulátor střeleckých úloh
Oproti obchodnímu modelu případů použití došlo k rozdělní systému na dvě hlavní aplikace.
Následují diagramy pro Grafický simulátor střeleckých úloh.
Diagram případů užití
Z obrázku 2.1 jsou patrní dva aktéři, Střelec a Systém. Při nastavení systému (Nastavuje
systém) má uživatel možnost nastavení technických parametrů, jako jsou rozlišení mo-
nitoru a podobné základní nastavení. Během výběru úlohy (Vybírá úlohu) má Střelec
možnost zvolit si základní střelbu na terč, případně si může vybrat některou z dříve sesta-
vených úloh. Po výběru úlohy si uživatel nastaví doplňující parametry (Nastavje úlohu),
kterými mohou být podoba terče, gongy, případně konkrétní scénář. Toto nastavení je zá-
vislé na zvoleném typu úlohy. Terče (Vlastnosti terče) a úlohy (Vlastnosti úlohy) pro
výběr poskytuje Systém. Následuje samotná střelba (Provádí střelbu), kdy Systém vy-
hodnotí a zaznamená zásahy (Zapisuje výsledek). Po ukončení střelby následuje kontrola
výsledků (Prohlíží výsledek) a jejich případná archivace (Tiskne výsledek).
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Vybraná a nastavená úloha
Hlavní tok :
1) Případ použití se spustí, když Střelec spustí úlohu.
2) Při zásahu terče Systém zaznamená výsledek, a uloží jej spolu s časovou značkou.
Následné podmínky :
Bylo zaznamenáno místo a čas zásahu.
Tabulka 2.1: Příklad specifikace případu použití Grafického simulátoru střeleckých úloh
Diagram balíčků
Diagram 2.2 znázorňuje základní prvky aplikace (Grafický simulátor střeleckých úloh).
Těmito prvky jsou Střelba a Úloha. Střelba se skládá ze scény (Scéna střelby) a sys-
tému vyhodnocení zásahu (Vyhodnocení střelby). Úloha obsahuje seznam dostupných
úloh (Seznam úloh) a systém pro jejich nastavení (Nastavení úlohy),
Diagram tříd
Diagram tříd 2.3 představuje třídu window main. Tato třída se stará o základní běh aplikace
a obsahuje také uživatelské rozhraní. Z této třídy mohou být volány třídy dialog preferences
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Obrázek 2.2: Diagram balíčků Grafického simulátoru střeleckých úloh.
Obrázek 2.3: Diagram tříd Grafického simulátoru střeleckých úloh.
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pro nastavení systému a dialog newTask pro výběr a nastavení úlohy. Seznam dostupných
úloh je poskytován třídou system taskLoader V případě spuštění vybrané úlohy dojde
k inicializaci okna třídy window range. To obsahuje widget widget range, starající se o vy-
kreslení scény střelecké úlohy.
Diagram komunikace
Obrázek 2.4: Diagram komunikace vybrané části Grafického simulátoru střeleckých úloh.
Diagram komunikace 2.4 znázorňuje vztahy mezi vybranými objekty aplikace. Kon-
krétně se jedná o případ střelby na terč. Objekt window (třidy window main) inicializuje ob-
jekt pro načtení dostupných úloh tasks (system taskLoader) a dialog nastavení úlohy new
(dialog newTask). Po načtení úloh systém inicializuje nové okno range (window range) ob-
sahující scénu scene (widget range). Ta se stará o vykreslení úlohy a je inicializována sérií
OpenGL příkazů. Následuje samotná detekce zásahů o kterou se stará systém.
Diagram sekvence
Diagram sekvence 2.5 ukazuje posloupnost zpráv v aplikaci. Opět se jedná pouze o vybranou
část střelby na cíl. Objekt window (window main) volá konstruktor třídy system taskLoader,
a inicializuje tak objekt tasks poskytující seznam dostupných úloh a cílů. Následuje ini-
cializace dialogu new (dialog newTask), který zasílá zprávu 3: getTasks(). Takto zís-
kanou nabídku prezentuje uživateli. Po výběru úlohy následuje inicializace okna range
(window range) spolu s widgetem scene (widget range) a jeho zobrazení (6: show()). 3D
scéna je inicializována posloupností OpenGL příkazů 7: InitializeGL(), 8: resizeGL(),
9: paintGL() a 10: draw(). Nyní je systém připraven detekovat a vyhodnotit zásahy (11:
targetHit()).
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Obrázek 2.5: Diagram sekvence vybrané části Grafického simulátoru střeleckých úloh.
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2.2.2 Editor střeleckých úloh
Druhou hlavní částí systému je Editor střeleckých úloh. Ten poskytuje uživateli tvorbu
vlastních úloh, které může následně využít v samotném simulátoru.
Diagram případů užití
Obrázek 2.6: Model případů použití Editoru střeleckých úloh.
Obrázek 2.6 znázorňuje aktéra Uživatel. Ten má možnost vytvořit úlohu (Vytváří
úlohu) zvolením parametrů prostředí. Do nastavené scény může následovně vkládat ob-
jekty terčů a překážek (Vkládá objekt). Tyto objekty může dále upravovat (Upravuje
objekt), a to změnou pozice (Přesouvá objekt) nebo jeho odstraněním (Maže objekt).
Má také přístup k jeho nastavení (Vlastnosti objektu). Po vytvoření úlohy si jí může
uložit (Ukládá úlohu) pro pozdější využití v Grafickém simulátoru střeleckých úloh. Ak-
tér Editor shromažďuje vlastnosti úlohy (Vlastnosti úlohy a Vastnosti objektu) do
výsledné scény.
Diagram balíčků
Z diagramu balíčků 2.7 je patrné rozdělení editoru na základní prvky. Podstatou editoru je
Úloha. Ta obsahuje prostředky pro nastavení (Nastavení úlohy) a samotné Objekty, ze
kterých se úloha skládá. Objekty jsou tvořeny polohou (Poloha objektu) a jeho parametry
(Nastavení objektu). Editor dále obsahuje možnost zobrazení tvořené úlohy (Náhled).
Úloha je zobrazována formou editovatelného 2D náhledu (2D) a výsledné 3D scény (3D).
Diagram tříd
Diagram tříd 2.8 představuje třídu window main. Tato třída se stará o základní běh aplikace
a obsahuje také uživatelské rozhraní. Z této třídy může být volána třída dialog properties
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Obrázek 2.7: Diagram balíčků Editoru střeleckých úloh.













1) Případ použití se spustí, když Uživatel vybere
”
Vložit objekt. . .“ (Vkládá objekt).
2) Uživatel vybere a nastaví objekt (Vlastnosti objektu).
3) Editor vytvoří a zobrazí nový objekt zvoleného typu.
Následné podmínky :
Do scény byl vložen objekt.
Tabulka 2.2: Příklad specifikace případu použití Editoru střeleckých úloh
pro nastavení scény. Dále tato třída inicializuje třídu scény widget scene a třídu widget range.
První jmenovaná se stará o zobrazení dvojrozměrného plánu scény, druhá o její trojrozměrný
náhled v reálnem čase. Systém také tvoří objekty třídy system object (terče, překážky),
a ukládá je do seznamu třídy system objList. Objekt této třídy pak poskytuje informace
o objektech oběma zobrazením.
Na diagramu 2.9 jsou zobrazeny vybrané třídy, včetně jejich atributů a operací. Jedná
se o základní přehled podstatných prvků pro běh aplikace. Je jisté, že dané třídy budou ve
výsledku rozšířené o další atributy a metody (různé pomocné proměnné, metody a třídy
knihovny uživatelského rozhraní). Pro jednoduchost a přehlednost jsou však tyto prvky zde
vynechány.
Diagram komunikace
Diagram komunikace 2.10 zobrazuje vzájemné vztahy objektů editoru, potřebných pro
vložení a zobrazení terče. Znovu se jedná o vybranou část aplikace. Hlavní okno window
(window main) inicializuje seznam cílů objList (system objList). Následně vytváří ná-
hledy scene (widget scene) a range (widget range). Po inicializaci OpenGL náhledu
následuje vytvoření nového cíle a inicializace jeho objektu target (system object). Uka-
zatel na něj je pak vložen do seznamu objList. Tento seznam je pak využíván náhledy
k přístupu k objektu cíle (target) a jeho metodám.
Diagram sekvence
Dle diagramu sekvence 2.11 jsou při vložení terče použity tyto zprávy. Hlavní objekt
window (window main) inicializuje seznam objList (system objList). Následuje inicia-
lizace náhledů scene (widget scene) a range (widget range). 3D náhled je inicializován
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Obrázek 2.9: Diagram tříd včetně atributů a operací vybrané části Editoru střeleckých úloh.
Obrázek 2.10: Diagram komunikace vybrané části Editoru střeleckých úloh.
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Obrázek 2.11: Diagram sekvence vybrané části Editoru střeleckých úloh.
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posloupností OpenGL příkazů 4: InitializeGL(), 5: resizeGL(), 6: paintGL() a 7:
draw(). Zpráva 8: objectAdd() znamená přidání nového cíle, co znamená inicializaci ob-
jektu target třídy system object. Ukazatel na tento objekt je pak pomocí 10: append()
přidán do seznamu objektů. V další smyčce 12: draw() již volání 13: getItem() vrátí
objekt, který je pak pomocí vlastní metody 14: draw() vykreslen jako součást scény.
2.2.3 Celkový návrh systému
Celkový návrh systému znázorňují následující diagramy. Vyobrazeny jsou pouze diagramy,
které ztvárňují vazby kompletního systému, případně doplňující diagramy podpurných apli-
kací.
Diagram případů užití
Diagram případu použití 2.12 kompletního systému grafického simulátoru střeleckých úloh
je rozšířen o konvertor terčů. Dále jsou zde znázorněny vazby mezi aplikacemi systému.
Diagram balíčků
Stejně jako v předchozím diagramu i diagram balíčků 2.13 je rozšířen o výše zmíněný kon-
vertor.
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Obrázek 2.12: Model případů použití systému grafického simulátoru střeleckých úloh.
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K vytvoření potřebného software je možnost použít mnoho již hotových a osvědčených tech-
nologií. Je však důležité správně zvolit, aby výsledek naplnil očekávání. Základem je zvolit
správný programovací jazyk. Následuje zvolit knihovnu uživatelského rozhraní a následně
i grafickou knihovnu pro vykreslování scény. Zde se nalézá stručný přehled nejběžnějších
technologií, případně doplněné o poznámku o vhodnosti využití v této práci.
3.1 Programovací jazyk
Progamovací jazyk je prostředek, pomocí kterého je možno zapsat algoritmy ve formě pro-
veditelné počítačem. Program je zápis těchto algoritmů ve zvolenem jazyce. V současnosti
existuje mnoho programovacích jazyků, ovšem výběr jazyka je omezen zadáním, které spe-
cifikuje jazyk C++.[1]
3.1.1 Jazyk C++
C++ je obecný programovací jazyk navržený tak, aby zjednodušil a zpříjemnil programá-
torům psaní počítačových programů. Až na pár drobností je C++ rozšířením programova-
cího jazyka C. Asi nejdůležitějším rozšířením je zavedení objektově orientovaného přístupu.
Třídy umožňují zapouzdření dat a zajišťují jejich inicializaci, implicitní typovou konverzi
uživatelských typů, uživatelskou správu paměti a přetěžování operátorů. Při správném pou-
žití těchto technik může dojít k podstatnémů zkrácení a zjednodušení programu. C++ a jeho
standardní knihovny jsou navrženy pro přenositelnost. Aktuální implementace poběží na
většině systémů podporujících C. Také knihovny jazyka C mohou být použity programem
napsaným v C++ a mnoho nástrojů pro práci s C je schopno pracovat s C++.[9]
Strukturované programování
Strukturovaný programovací jazyk obsahuje konstrukce, které umožňují přehledné větvení
programu. Mezi tyto konstrukce patří patří například cykly for a while a příkazy if
a else, tvořící podmínky.[8]
Třídy a objekty
Přístup objektově orientovaného programování klade důraz na data. Třída je datová forma,
která odpovídá základním rysům řešeného problému. Definuje všechny údaje a činnosti,
které mohou být s těmito údaji prováděny.
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Objekt představuje určitou datovou strukturu odpovídající dané třídě. Při objektově
orientovaném programování tedy nejdříve navrhneme třídy (jak již bylo učiněno v předchozí
kapitole v diagramech tříd) a pak použitím objektů těchto tříd navrhneme program. Tento
postup je se označuje jako programování zdola nahoru.
Výhodou tohoto přístupu je možnost vytvářet znovupoužitelný kód nebo skrývat data
proti nevhodnému přístupu. Další vlastností objektově orientovaného přístupu je polymor-
fizmus. Ten umožňuje vytvářet vícenásobné definice operátorů a funkcí, rozlišovanými dle
aktuálních souvislostí. Podporovaná je také dědičnost, která umožňuje odvodit nové třídy
od starých.[8]
3.2 Knihovna grafického uživatelského rozhraní
Další důležitou součástí programu je uživatelské rozhraní. Uživatelské rozhraní se stará
o komunikaci mezi uživatelem a programem. Umožňuje ovlivňovat chování systému tím, že
zpracovává vstupy uživatele a zobrazuje výstupy, které prezentují výsledky vstupů. Gra-
fické uživatelské rozhraní komunikuje pomocí zobrazených oken, obsahujících interaktivní
ovládací prvky programu. K zadávání vstupů se používá myš a klávesnice. Knihovny gra-
fického uživatelského rozhraní jsou knihovny, které rozšiřují možnosti zvoleného programo-
vacího jazyka o možnost vytvářet okna, ovládací prvky a formuláře, starající se o sbírání
vstupů a zobrazování výstupů formou, srozumitelnou běžnému uživateli. V této práci se
vybraná knihovna bude starat o zpřístupnění nastavení parametrů scény, jakými budou
počet a druh terčů, vzdálenost, druh použité zbraně a další validní informace potřebné pro
správné vyhodnocení zásahů. Dále se také postará o zobrazení výsledných statistik a infor-
mací o provedené střelbě. Zde již zadání umožňuje výběr z několika rozšířených knihoven,
jakými jsou GTK+, Qt, Microsoft Windows API. Některé knihovny jsou použitelné pouze
na konkrétním operačním systému, jiné jsou multiplatformní. Dle požadavků nemá být pro-
gram omezen použitým operačním systémem, a proto se jako nejlepší volba jeví knihovna
Qt, umožňující spuštění na většině moderních počítačů.
3.2.1 Qt
Druhá populární multiplatformová knihovna je knihovna Qt. Jedná se o moderní knihovnu,
která je napsána v jazyce C++. Na této knihovně je postaveno grafické prostředí KDE. Qt
je aktualně vyvíjeno společností Nokia a vydáváno i pod licencí LGPL. Mezi aplikace, použí-
vající tuto knihovnu patří Google Earth, webový prohlížeč Opera, komunikátor Skype, mul-
timediální přehrávač VLC media player, virtualizační nástroj VirtualBox a další. Knihovna
Qt běží na všech hlavních platformách a má rozsáhlou mezinárodní podporu. Poskytuje
vlastní integrované vývojové prostředí, které je velice přehledné a podstatně zpříjemňuje
vývoj aplikací. Dokumentace je také výborně sepsaná a je nabízená ve formě jak samostatné
aplikace, tak i integrované nápovědy přímo v editoru.[3]
Widgety
Hlavním prvkem při tvorbě uživatelského rozhraní pomocí knihovny Qt jsou widgety. Ty
slouží k zobrazení dat a informací, starají se o uživatelský vstup, případně poskytují prostor
dalším, vnořeným, widgetům. Pokud widget není vložen do žádného jiného widgetu, tvoří
okno. Třída QWidget knihovny Qt poskytuje základní funkcionalitu pro zobrazení prvků a a
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obsluhu uživatelských vstupů. Všechny další widgety jsou odvozeny od této třídy a pouze
přepisují její virtuální metody.
Speciálním druhem widgetu je Layout. Ten se stará o správné rozmístění widgetů, které
obsahuje. Layout může být horizontální, vertikální, případně mřížkový. Rozmístění prvků
složitých rozhraní docílíme vhodnou kombinací těchto základních rozmístění.
Vzhled widgetů není pevně daný, ale nastavuje se obecně v nastavení Qt na počítači.
Toto umožňuje jednotný vzhled všech Qt aplikací. [2]
Signály a sloty
Knihovna Qt zavádí vlastní systém meziobjektové komunikace. Jsou to signály a sloty.
Tento mechanizmus je jádrem Qt a nejvíce jej odlišuje od ostatních frameworků. Při tvorbě
uživatelského rozhraní je potřeba zajistit, aby byly widgety informovány na různé změny.
Tento systém dává možnost komunikace jakýmkoliv objektům mezi sebou. Při předem de-
finované situaci dojde k vyslání určitého signálu.
Sám signál nic neprovádí. Pokud je ale na signál napojen slot, pak v případě aktivace
signálu, je zároveň aktivován i připojený slot. Slot je je tvořen klasickou členskou funkcí,
která se při aktivaci provede.
O propojení signálů a slotů se stará programátor. Z obrázku 3.1 je patrné, že sloty a sig-
nály lze propojovat v libovolném poměru. K dispozici je velké množství předdefinovaných
slotů i signálů, v případě potřeby však existuje možnost vytvoření si vlastních prvků, dle
aktuální potřeby.[2]
Obrázek 3.1: Příklad propojení signálů a slotů.
3.3 Rozhraní pro vykreslování 3D scény
Rozhraní pro vykreslování 3D scény má z pohledu běžného uživatele největší vliv na tuto
práci, protože hlavní scéna, promítaná na projekční plochu střelnice, je vykreslena právě
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touto technologií. I když k zobrazení standardního pistolového terče na plátno není potřeba
výkonného rozhraní pro přístup ke specializovaným funkcím moderních grafických karet,
tento přístup není příliž vhodný. Simulátor má totiž potenciál nabízet veliký výběr 3D scén
z různého prostředí, což v kombinaci z rozšířeným zbraňovým arzenálem poskytne jedineč-
nou možnost tréninku střelby za jakékoli situace. A aby tyto scény působily věrohodným
dojmem, je potřeba již nyní, při návrhu základní aplikace, vybrat spolupracující rozhraní
tak, aby toto rozšíření neznamenalo rozsáhlé zásahy do aplikace. V této oblasti jsou na
výběr v přední řadě OpenGL a Microsoft DirectX. Další alternativy jsou např. POV-Ray
a jemu podobné, které však zatím nejsou příliš rozšířené. Vzhledem k multiplatformnímu
zaměření, se jako nejvhodnější jeví rozhraní OpenGL.
3.3.1 OpenGL
Grafický systém OpenGL je softwareové rozhraní pro grafický hardware. Umožňuje in-
teraktivním aplikacím vizualizovat grafické informace formou realistických obrazů a scén,
které se maximálně blíží realitě. Jedná se vlastně o moderní rozhraní, které je nezávislé
na konkrétním hardware, ani na operačním systému. Pro docílení nezávislosti na operač-
ním systému neobsahuje OpenGL žádné příkazy pro práci s okny či získávání uživatelských
vstupů. Místo toho je nutné použít některou knihovnu z předchozí kapitoly. Ze stejného dů-
vodu nejsou součásti OpenGL složité příkazy pro popisování komplikovaných 3D objektů.
Místo toho je nutné vytvořit požadvaný model z malého výběru základních tvarů (bodů,
přímek a mnohoúhelníků). Existuje však rozšířující knihovna utilit OpenGL, zvaná GLU.
Ta poskytuje mnoho rozšířených modelovacích možností. GLU je standardní součástí imple-
mentace OpenGL. Svou multiplatformností a rozšířeností se OpenGL stává jasnou volbou
pro vykreslení scény střelnice.[4]
Stavový automat
OpenGL funguje na principu stavového automatu. Po uvedení do některého stavu, je toto
nastavení aktivní, až pokud nedojde k další změně. Například po nastavení aktuální barvy
jsou všechny objekty vykreslovány právě touto barvou. Specifickým případem těchto stavů
jsou módy. Ty mají svou výchozí hodnotu a lze je nastavit jako povolené, případně zakázané.
Aktuální hodnoty stavů je možné kdykoli zjístit.[6]
Pipeline
Pipeline je posloupnost procesů, která je společná pro většinu impflementací OpenGL.
Geometrická data prochází řadou procesů, které provádějí různé operace nad jednotlivými
vrcholy. Data bodů jsou zase zpracována jinak. Společně však procházejí závěrečnými kroky
jako rasterizace a operace po fragmentech, aby pak byla zapsána v podobě bodů do fra-
mebufferu. Nejdříve se všechny data ukládají do zobrazovacího seznamu pro okamžité či
pozdější zpracování. Následně se postup rozděluje. Geometrické tvary se nejdříve pomocí
procesu vyčíslení parametrických objektů převedou na údaje o normálovém vektoru, sou-
řadnice pro texturu, barvu a hodnoty prostorových souřadnic. Následně podléhají různým
druhům transformací, například pozice se pomocí 4x4 matice převádí z prostorových sou-
řadnic na souřadnice na monitoru. V tomto bodě také probíhají pokročilejší funkce, mezi
které spadá výpočet barvy bodu v závislosti na osvětlení a další. Dále probíhá zpracování
geometrické informace. Nejdůležitější částí tohoto procesu je ořezání vrcholů. Jedná se o vy-
řazení těch částí, které se nenalézají v promítané rovině. Vytváří se zde i perspektiva pomocí
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změny velikosti jednotlivých součástí scény. Po tomto sledu operací jsou již transformované
a oříznuté geometrické objekty připravené pro rasterizaci. Oproti tomu operace s body je
mnohem jednodužší. Tyto operace se týkají především textur. Ty jsou nejdříve rozbaleny
z některého z podporovaných formátů a následně převedeny na správný počet komponent,
na které lze použít i jednoduché matematické operace. Výsledek je zapsán do texturovací
paměti nebo poslán do fáze rasterizace. Nyní data přistupují k rasterizaci. V tomto kroku
se převádí jak geometrická, tak obrazová data na fragmenty. Každý fragment odpovídá
pixelu ve framebufferu. Jsou brány všechny nastavené charakteristiky výstupního formátu,
jakými jsou šířka čar, velikost bodů, barvy a podobně. Dochází také ke spojení vrcholů
polygonů a úseček hranami a generování vnitřních bodů jejich výplně. Každému fragmentu
se také přiřazuje hloubka a barva. Předtím, než jsou tyto fragmenty připraveny k uložení
do framebufferu, mohou ještě podstoupit dodatečné operace, které mohou změnit nebo
dokonce vyloučit některé fragmenty. Všechny tyto operace lze povolit či zakázat. Spadají
zde různé pokročilejší metody jako například: výpočet mlhy, odstranění skrytých povrchů,
maskování pomocí bitové masky a podobně. Po tomto složitém procesu je nakonec každý
fragment uložen do framebufferu, kde se konečně stává pixelem připraveným k promítnutí
na výstupní zařízení.[6]




Ve chvíli, kdy jsou k dispozici všechny požadavky, diagramy a potřebné podklady, se pro-
jekt přesouvá do fáze samotné implementace. Jelikož je podstatná část projektu psána
pomocí knihovny Qt, je využito její integrované vývojové prostředí QtCreator. To zahrnuje
kromě pokročilého editoru zdrojových kódů také grafický editor uživatelského rozhraní,
přehlednou nápovědu a překladač. Díky automatickému doplňování nejen funkcí, ale i jmen
objektů, tříd, proměnných a dalších klíčovych slov, spolu s velice propracovanou nápovědou,
zpřístupňující vždy potřebné informace, týkající se právě psaného kódu, je práce v tomto
prostředí velice příjemná a efektivní.
4.1 Grafický simulátor střeleckých úloh
Je to hlavní součást systému, starající se o simulaci střeleckého stanoviště. Implementace
je v podstatě totožná s předchozím návrhem, žádné podstatné změny nebyly nutné. Pro-
gram je rozšířen o řadu tříd knihovny Qt, které z důvodu přehlednosti nebyly zahrnuty ve
vývojových diagramech.
4.1.1 Třída window main
Tato třída je základem aplikace. Spojuje v sobě grafické uživatelské rozhraní i systém vyhod-
nocování střelby. Pomocí dialogů po nastavení systému a tvorbu nové úlohy získáva potřebné
parametry pro chod simulátoru. Samotné okno je odvozeno z třídy QMainWindow, která mu
poskytuje potřebné prostředky pro tvorbu uživatelského rozhraní. Widget QMenuBar a tla-
čítka QPushButton jsou hlavním prostředkem pro přijímání uživatelských vstupů. Informace
se nejčastěji zobrazují pomocí widgetů QLabel (v textové i grafické podobě) a hlavní vý-
stup využívá widget QTableWidget. Pomocí tohoto widgetu se zobrazují textové informace
hodnotící výsledky střelby. Děje se tak formou přehledné tabulky. Čas je zaznamenáván
pomocí časovače třídy QTime. Výsledky se kromě textové podoby zobrazují i formou zvý-
raznění zásahu na náhledu terče.
Hlavní změnou oproti návrhu je chybějící prostředek pro provádění střelby. Při reálném
nasazení by aplikace využívala vnější hardwareové doplňky pro provádění i vyhodnocování
střelby. Tyto součásti však nejsou v době psaní této práce dostupné, a proto jsou tyto úkony
emulovány oknem scény. To komunikuje z hlavním oknem pomocí zasílaných signálů. Sloty
přijímají údaje o zásahu, které následně systém vyhodnocuje a vypisuje výsledek. Tyto




Bez zásahu 0 0
Zásah levého gongu -1 0
Zásah pravého gongu 0 -1
Neplatný zásah terče -1 -1
Platný zásah na souřadnicích x =< 0 y =< 0
Tabulka 4.1: Tabulka klíče pro interpretování signálů při mířené střelbě na cíl
Vyhodnocení zásahu následně probíhá pomocí matice hodnot, načtené společně s ob-
rázkem terče. Tato matice byla původně implementována pomocí bitmapy, která se ukázala
jako jednoduše editovatelný formát. Její velikost však byla nepřijatelná. Při velikosti terče
1000 na 1500 pixelů dosahuje velikost souboru .bmp neakceptovatelných 5.7MB. Z tohoto
důvodu bylo nutno zavést jiný formát souboru pro vyhodnocení zásahu. Prvním krokem
k redukci velikosti se stala matice obsahující již pouze jednu hodnotu, a to kladnou nebo
zápornou. Tím se redukovalo množství dat ze tří položek na pixel na pouhou jednu položku.
Matice, uložena v textovém souboru, však nepřinesla očekávaného snížení velikosti. Při ve-
likosti souboru 3.9MB pro testovací zásahovou bitmapu se jednalo sice o menší soubor, ale
stále akceptovatelný pouze s výhradami. Proto byla zavedená komprese. Vzhledem k povaze
výchozího obrázku se jedná o nejprimitivnější způsob, jmenovitě uložení počtu jednotlivých
po sobě jdoucích jednobarevných pixelů. Takto bezztrátově komprimovaný soubor má již
ideální velikost několika desítek kB.
Soubor Velikost (MB) Poznámka
target.bmp 5.7
target.hit 3.9 bez komprese
target.hit 37.4 kB komprese
Tabulka 4.2: Tabulka velikostí různých verzí zásahové bitmapy
4.1.2 Třídy dialog properties a dialog newTask
Skrze tyto dialogy má uživatel možnost nastavit systém a úlohu. Okna jsou třídy QDialog
a využívají klasické widgety knihovny Qt, jako tlačítka (QPushButton), zaškrtávací položky
(QCheckBox), taby (QTabWidget), rolety (QComboBox) a textová pole (QLineEdit). Třída
dialog newTask navíc obsahuje metody pro načítání terčů a úloh.
4.1.3 Třídy window range, widget range a widget scene
Okno střelecké scény obsahuje jeden ze dvou widgetů. Widget widget range slouží k vy-
kreslení jednoduché scény pří mířené střelbě na terč, zatímco widget scene vykresluje
složitější scénu komplexní střelecké úlohy. Okno je odvozeno ze třídy QDialog, widgety zase
využívají třídu QGLWidget, implementující rozhraní OpenGL v rámci knihovny Qt. Tyto
třídy se také starají o emulaci střelby a přijímají uživatelský vstup prostřednictvím klikání
myší. Na kliknutí reaguje widget základním vyhodnocením označeného místa a vysláním
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signálu z příslušnou informací. Scéna reaguje na střelbu, ale z vyjímkou opodstatněných pří-
padů (gongy, sklopné terče), se zásahy nijak viditelně neprojevují. Toto chování má zamezit
přílišné pozornosti věnované výsledkům a umožnit střelci plně se soustředit na samotnou
střelbu.
V režimu mířené střelby je zásah detekován pomocí pozice myši a výpočtu pozice cíle.
Při použití takto jednoduché scény je tento přístup jednoduchý, funkční a spolehlivý. Ze
zjištěných souřadnic se dá snadno vypočítat nejen co střelec zasáhl, ale i přesné místo
kam. Takto získané souřadnice jsou pak použity k ohodnocení zásahu. Jednoduše se přečte
prvek z matice hit matrix na pozici zásahu. Tato hodnota rezprezentuje hodnocení zásahu.
V případě střelecké úlohy je však tato situace složitější. Terče nemají pevně stanovenou
pozici, a i výsledná velikost terče je závislá na vzdálenosti terče od střelce. Proto je zde
třeba zásahy řešit jinak. Detekce zásahů v tomto případě probíhá pomocí výběru objektu
přímo pomocí OpenGL.
Detecke zásahu cíle metodou OpenGL Picking
Rozhraní OpenGL by se dalo označit za velice surové. Díky tomu je však použitelné nezávisle
na cílové platformě. Poskytuje to uživvateli značné možnosti, ale znamená to také nárust
nároku na znalost rozhraní. V základní verzi neposkytuje OpenGL žádné nástroje k vý-
běru objektů pomocí myši. Je třeba tedy tento problém vyřešit pomocí jiných prostředků,
nabízených rozhraním. Důležitým faktorem při řešení této situace jsou vykreslovací módy.
OpenGL umožňuje vykreslovat v jednom ze tří módů: Render mode (GL RENDER, základní
režim pro vykreslování objektů do framebufferu), Select mode (GL SELECT, místo zápisu do
framebufferu tvoří seznam vykreslovaných objektů) a Feedback mode (GL FEEDBACK, speci-
ální režim poskytující informace o scéně). Ke změně módu se používá volání glRenderMode(
GLenum mode ).
Picking využívá toho, že při změně režimu vrací hodnotu původního módu. Znamená
to, že při vykreslování objektů v určitém režimu, se při přepnutí módu vráti hodnota,
reprezentující jejích počet. Pokud při vykreslování v režimu GL SELECT režimu omezíme
vykreslovací plochu, pak se vrátí pouze počet obketů vykreslených v tomto omezeném pro-
storu. Pokud tedy omezíme plochu na pouhý jeden pixel (pozice dle kliknutí myši), a tuto
oblast vykreslíme pomocí tohoto režimu, získáme seznam objektů nalézajících se v místě
kliknutí. Pomocí hloubkového bufferu pak lze snadno určit který objekt se nachází na scéně
jako první v dráze střely a je tedy zasažen.[5]
4.2 Editor střeleckých úloh
Editor je podpůrnou aplikací simulátoru, určenou k tvorbě střeleckých úloh. Ani zde nebylo
nutné nějak významněji měnit koncept určený návrhem.
4.2.1 Třída window main
Stejně jako v případě simulátoru, je toto hlavním oknem aplikace. Je také odvozeno z třídy
QMainWindow a využívá stejných zkladních widgetů.
Většinu funkcionality editoru poskytuje třída QGrahphicsView, která se stará o 2D ná-
hled. Kromě samotné vizualizace poskytuje tato třída také prostředky pro správu objektů
scény. Díky této třídě není nutné použít samostatný objekt system objList uvedený v ná-
vrhu. Místo něj je použit pouze jednoduchý seznam ukazatelů QList, který je k dispozici
34
pro 3D náhled.
4.2.2 Třída system object
Tato třída tvoří základ objektů, vkládaných do scény. Odvozené objekty mají k dispozici
atributy pozice a typu cíle, spolu s metodami, potřebnými k vykreslení 3D reprezentace
objektu.
4.2.3 Třída widget range
Třída, odvozena z QGLWidget, poskytuje 3D náhled na vytvářenou scénu.
4.3 Doplňující aplikace
4.3.1 Konvertor
Pro potřeby převodu bitmapy na .hit soubor byla vytvořena vlastní převodní třída bmp2hit.
Převod obrázku provádí průchodem po jednotlivých pixelech. Používá k tomu metodu
convert() obsahující dva vnořené cykly for a metody qRed() a qBlue() třídy QImage,
které vrací hodnotu příslušné barevné složky daného pixelu. Pokud je přítomná modrá
složka, použije se její záporná hodnota. Jednotlivé hodnoty se ukládají do matice. Tato
matice se následně zpracuje pomocí metody save() (před jejím zavoláním lze aktivovat
kompresi pomoci setCompression()). Tato metoda prochází uloženou matici a následně
jednotlivé hodnoty zapisuje do výstupního souboru. Při zapnuté kompresi místo přímého
zápisu se počítá počet prvků až dokud se nezmění hodnota. Výsledek se následně uloží ve
formátu AxBBB, kde A je počet po sobě jdoucích prvků stejné hodnoty a BBB je hodnota
prvku. Zpětný převod se provádí postupnou dekrementací čítače při vkládání hodnot pro
jednotlivé prvky matice.
4.4 Možná rozšíření
Projekt střeleckého trenažéru je rozsáhlá oblast a není možné ji kompletně zahrnout v rámci
jedné bakalářské práce. Aby byl tento střelecký simulátor plnohodnotnou alternativou ke
skutečné střelnici, musel by být rozšířen o kompletní systém, skládající se z tréninkové
zbraně a systému detekce zásahů. A i v tomto případě by pokryl pouze běžné aspekty
střeleckého výcviku. Zde tedy bude následovat výčet pár zajímavých možností, kterými by
se tento simulátor mohl vyvíjet. Výčet určitě není kompletní, jeho účelem je pouze načrtnout
možnosti daného tématu.
4.4.1 Grafika
Práce je ve své aktuální podobě pouze demonstrátorem systému. Proto zvolený grafický
vzhled 3D scény ani zdaleka nedosahuje dnešních standardů pro 3D scenérie. Systém je
však postaven na výkonném rozhraní OpenGL, takže rozšíření výstupu o pokročilé grafické
efekty, kvalitní 3D modely a fotorealistické textury je pouze otázkou dalšího vývoje.
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4.4.2 Balistický kalkulátor
Největším omezením systému je absence balistického kalkulátoru. Bez tohoto rozšíření je
reálné použití 3D scény nemožné. Hlavní potenciální výhodou tohoto systému je možnost
přesunout střelnici z rozsáhlých prostor do malé místnosti vybavené počítačem a projek-
torem. Pokud ovšem je cílem v takovýchto podmínkách vést palbu na větší vzdálenost, je
třeba započítat různé vnější vlivy na dráhu střely.
4.4.3 Nestandardní úlohy
Zajímavým nasazením systému by byla jeho aplikace na různé nestandardní zbraňové sys-
témy. Jako příklad mohou posloužit odstřelovací pušky (s zorazovacím adaptérem pro puš-
kohled), případně lafetované zbraně (granátomet na vozidle, dělo tanku, protiletecký kulo-
met). Vyžadovalo by to sice úpravu systému, kdy místo střelce se pohybuje výseč promítané
scény, možnosti nasazení by se však značně rozšířily.
4.4.4 Vzdálená správa
Možnou doplňující součásti střelnice je správa, která umožňuje vzdálené nastavení střelec-




Zadání požaduje ověření funkčnosti aplikace na různorodé skupině lidí. Za tímto účelem byl
vytvořen dotazník, skládající se z několika otázek. Vybraným jednotlivcům byla aplikace
předvedena, a poté měli možnost si ji sami vyzkoušet. Na závěr obdrželi krátký anonymní
dotazník k vyplnění. Dotazník je přiložen jako příloha.
5.1 Testovací skupina a průběh testu
K testu bylo přizváno deset osob různého věku a povolání. Výběr probíhal náhodně, bez
zaměření na cílovou skupinu střelců. I ta je však v testu zahrnuta. Prezentace probíhala
formou krátkého představení zadání práce a následnou ukázkou Grafického simulátoru stře-
leckých úloh, konkrétně na úloze mířené střelby. Poté byl předveden Editor Střeleckých
úloh. Po této řízené části testu, měl každý respondent možnost vyzkoušet si systém osobně.
Test byl ukončen vyplněním a odevzdáním dotazníku.
5.2 Výsledky testu
Obrázek 5.1: Věková kategorie respondentů
Nejmladší respondent měl 16 let, nejstarší uvedl věk 33 let. I když nejnižší věk je pod
hranicí 18 let, tak zákon č. 119/2002 sb., $19, stanoví minimální věk pro výdání zbrojního
průkazu na 15 let. Toto platí v případě členství ve sportovním střeleckém klubu. Tento
systém je pro takové kluby vhodný z důvodu úspor na střelivu, a proto je vhodné do ankety
zahrnout i tuto věkovou kategorii.
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Obrázek 5.2: Zkušenosti v oblasti palných zbraní.
Většina respondentů neměla se zbraněmi příliš zkušeností, vyskytli se však i majitelé
zbrojních průkazů. Skupina byla velice různorodá a i v rámci stejné kategorie byly značné
rozdíly. Znamená to, že kategorie nebyly vyznačeny optimálně, pro účely testu jsou však
výsledky použitelné.
Obrázek 5.3: Poptávka po střeleckém trenažéru.
Tato otázka přinesla velice zajímavé výsledky. Poptávka po trenažéru je velice vyrov-
naná. Překvapilo, že odpovědi majitelů zbrojních průkazů byly taktéž protichůdné. Jeden
souhlasil a jako důvod uvedl snížení nákladů na trénink. Druhý reagoval spíše negativně.
Vytýkal hlavně nereálnost běžných trenažérů. Většina laické veřejnosti se však otázce spíše
vyhýbala a volila neutrální odpověď.
Obrázek 5.4: Hodnocení projektu.
Hodnocení systému se ukázalo jako velice rozporuplné. Grafický simulátor střeleckých
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úloh byl hodnocen kladně. Mnoho respondentů ho označilo za přehledný a snadně použi-
telný. Naopak Editor střeleckých úloh byl přijat spíše negativně. Vinu za to nese především
grafika, kterou jako odůvodnění svého hodnocení uvedla naprostá většina respondentů. Při
doplňující otázce na hodnocení editoru bez ohledu na grafické zpracování scény, byly ohlasy
pozitivnější.
Testy potvrdily funkčnost aplikace. Výhrady ke grafické stránce byly zahrnuty v úvaze
nad možným rozšířením systému. Jiné výhrady nebyly v dotaznících uvedeny. Pouze je-
den respondent projevil obavy kvůli použitelnosti grafického simulátoru jako náhrady ostré




Dle zadání bylo úkolem práce prostudovat podklady týkající se střeleckých úloh a grafických
simulátorů, navrhnout a implementovat aplikaci pro tvorbu a realizaci interaktivního stře-
leckého tréninku a výsledky diskutovat. Jako podklady byly využity knihy uvedené v použité
literatuře, konzultace s vedoucím práce a vlastní zkušenosti se střelbou na střelnici.
Návrh aplikace byl proveden pomocí prvků jazyka UML. Byly specifikovány požadavky
na výslednou aplikaci a na základě těchto požadavků byly vytvořeny vývojové diagramy.
Aplikace byla implementována na základě návrhu. Je schopna detekovat zásahy a v
rámci režimu mířené střelby vyhodnocovat přesnost. Simulátor poskytuje uživateli sadu
typických střeleckých úloh. V případě, že tyto úlohy nevyhovují požadavkům střelce, je
k dispozici editor, umožňující tvorbu vlastních úloh.
Výsledný systém byl představen různorodé skupině lidí, která po krátké prezentaci a vy-
zkoušení systému vyplnila anketu. Výsledky byly diskutovány v předchozí kapitole.
Všechny body zadání byly tedy splněny. Přesto však je aplikace spíše demonstrátorem,
než konečným produktem. Jedná se pouze o samotnou součást většího, zatím neexistujícího
celku. Z toho vyplývá specifické řešení některých situací, které by byly při reálném nasazení
řešeny odlišně. Například okno střelecké scény se nezobrazuje v režimu celé obrazovky na
druhém monitoru, ale jako normální okno. Toto řešení usnadňuje prezentaci a testování na
počítači s jedním monitorem. Přepnutí okna do celoobrazovkového režimu by se provedlo
voláním metody void QWidget::setWindowState(Qt::WindowFullScreen). Dalším ome-
zením je emulace střelby pomocí klikání myši a další.
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• Obsah CD (obsah.txt)
• Manuál
• Zpráva v elektronické podobě
• Složka obsahující aplikaci
• Složka obsahující zdrojové kódy aplikace





= = =      Grafický simulátor střeleckých úloh      = = =
---------------------------------------------------------
 1) Věk .....
 2) Zkušenosti v oblasti střelných zbraní
    [ ] žadné
    [ ] obecné (trenažéry, airsoft, paintball,...)
    [ ] minimální (nepravidelná návštěva střelnice)
    [ ] vlastník ZP, pravidelné návštěvy střelnice
 3) Uvítali by jste možnost využívat střelecký trenažér?
    [ ] Ano
    [ ] Ne
    [ ] Nevím
Důvod: .........................................
 4) Jak hodnotíte testovaný trenažér?
    [ ] Výborně
    [ ] Dobře
    [ ] Dostatečně
    [ ] Nedostatečně




 5) Jak hodnotíte editor úloh?
    [ ] Výborně
    [ ] Dobře
    [ ] Dostatečně
    [ ] Nedostatečně





 Údaje z dotazníku budou použity pro potřeby hodnocení
 bakalářské práce. Dotazník je anonymní a dobrovolný. 
Obrázek B.1: Dotazník použitý pro vyhodnocení testu.
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