Abstract: With this paper we focus on one feature of our contact planner, namely the posture generation, that was under-used so far. We describe it carefully and show we can take advantage of the underlying optimization-based scheme to perform richer planning by the introduction of generic tasks that are not related to locomotion. We then apply with success the resulting improved planner to a challenging scenario and experiment its output plan on a HRP-2 humanoid robot.
INTRODUCTION
Humanoids are anthropomorphic advanced robotic systems that are designed to mimic human functions in either collaborative (with humans) or standalone modes. Their highly redundant structure allows, in principle, to design rich motion behaviors and precise tasks in environments and application working contexts where they can apply. Despite this redundancy and the advanced hardware achievements, they are still in the infancy stage of their full exploitation and capabilities. This is because the problems of integration, fast planning, active perception and reactive behaviors are (among others) generally well understood but yet highly complex and unsolved. One of the prime functionality of humanoids is transportation motion which allows the robot to go from a place to another. To tackle this problem, very robust cyclic walking patterns, even with reactive capabilities, exist. The ASIMO humanoid robot, and recently Toyota's partner humanoid can even run. Walking on uneven terrain has also been splendidly demonstrated for the quadrupedal BigDog robot; such demonstration can not be achieved yet on a humanoid.
Cyclic motions, although useful in practice, prove to be limited and there are plenty of situations where acyclic motion with eventually additional links' support are required to achieve complex transportation motions. A simple example could be the humanoid robot grasping a ramp to ease climbing high stairs; this has been demonstrated in Harada et al. (2004) . Non-gaited motion planning has been more formally addressed in simulation in Hauser et al. (2005) and Hauser et al. (2006) . A different approach has been proposed by the authors in Escande et al. (2006) and Escande et al. (2008) been conducted on the HRP-2 humanoid robot. Acyclic motions having contact supports that could occur on any part of the robot with any part of the environment is on the stage of full realization, but there remain many problems to be solved and future extension to be addressed that have been discussed in Kheddar and Escande (2008) .
In this paper, we show that our approach allows also an interesting extension at nearly no cost to handle additional constraints related to tasks that are not linked to locomotion. For instance, assume that we want not only to plan the sequence of supporting contact points between which trajectories are generated to go from a given location to another, but also to hold a container full of liquidsuch as a cup of Japaneses green tea-and keep it with a constant orientation all along the motion. We present a method to realize such scenario in nearly straightforward way since our planner relies on an optimization-based posture generator that can be seen as a generalized inverse kinematics under constraints ). Once the contact sequences are planned, ideally, the trajectories are generated from an optimization software (e.g. Miossec et al. (2006) ) and can be played with a stack-of-tasks reactive controller such as the one proposed in Mansard and Chaumette (2007) or in Khatib et al. (2008) .
Firstly, we quickly recall the background of our contact planning method, however we strongly recommend the reader to refer to our previous published work in Escande et al. (2006) and Escande et al. (2008) . We then describe more deeply the optimization-based posture generator we used. This is followed by the way additional tasks constraints can be added and dealt with during planning. The proposed extension is then exemplified through a challenging scenario where the HRP-2 is asked to bring a glass from some location, go toward the table, sit on the chair at this table, while holding the glass of water vertically. Finally, this experiment is realized by the HRP-2 humanoid robot.
Preprints of the 9th International Symposium on Robot Control (SYROCO'09) The International Federation of Automatic Control Nagaragawa Convention Center, Gifu, Japan, September 9-12, 2009 2. BACKGROUND In this section we give an overview of our contact planner. In Escande et al. (2006) we presented a planner with the following principle: planning is made in the space of sets of contacts SC, by building incrementally a tree of such sets. The difference between a father and each of its sons is exactly one contact (one more or one less). For example if we look at the posture presented in figure 1 , it corresponds to a set of contacts with two feet at particular places on the floor and one hand on the table. Some sons of this node would be obtained removing a contact from either foot or the hand, or creating a new contact between the second hand and the table, or the chair. Several sons would correspond to several position and orientation of this new contact. To drive the planning, a potential function f is given. At each iteration, the best leaf of the tree (according to f ) is selected and its sons are built by adding or removing a contact. If some of the new leaves are too close to existing nodes or leaves, they are discarded. This mechanism is inspired by the potential-field-based planner Best First Planning (BFP), see Latombe (1991) . However, we are planning here in SC, which allows a dramatic reduction of the search space compared to the usual configuration space. Yet it does not allow to take into account the geometrical and physical limitations of the robot: two contacts of a set may be too far from each another, a contact may force collisions or instability of the robot, etc. Feasibility of a set must be checked, and this is done with a posture generator (section 3). Upon failure of the posture generator, the set of contacts is discarded. Going back to our example, the posture generator might have difficulties finding a solution in case a new contact is created between the floor and the left hand, but it would find one when trying to remove a contact with either foot.
In Escande et al. (2008) , we introduced some major concepts regarding the choice of new contacts, the design of the potential function, and a positive interaction between both of these concepts. The choice of a new contact is made directly during the posture generation attempt and is based on the criterion of the posture generator. We thus reduce significantly the number of feasibility checks to be performed and especially the number of failures of generation attempts, which are the most time costly computations.
The design of f relies on a rough trajectory T in the configuration space. This trajectory is defined by several key postures between which a linear interpolation is made. It does not necessarily lies completely in the free configuration space, nor does it need to be in the robot stability space. It is just a guide upon which we build a descending valley-like potential whose minimum is at the end of T . This trajectory was first given manually through key configurations. We now developed a method to generate it automatically, see Bouyarmane et al. (2009) .
The last point in Escande et al. (2008) is to use f as part of the criteria in posture generation, and take this into account in the BFP-like part of the planner to generate far less nodes.
Planning is thus made in the sets of contacts space, but with a constant link to the configuration space. The inputs of our planner are the data of the environment, the data of the robot, a feasible starting set of contacts and some end conditions. Output is a sequence of sets of contacts along with their associated witness postures.
3. POSTURE GENERATOR For a given set of contacts {C i } as input, the posture generator writes and attempts to solve an optimization problem with (non-linear) constraints, whose variables are the n degrees of freedom of the robot q: min
where Q is the set of admissible postures for these contacts (see also fig. 1 ):
Inequalities (2) are the joint limits. Eqs. (3) define constraints for auto-collision avoidance between pairs of robot's bodies (r i , r j ) enumerated by I auto . d is the minimum distance between two objects, that need to be positive. Eqs. (4) deal also with collision avoidance between r i and any object O k of the environment, pairs are defined by I coll . ǫ ij and ǫ ik are security margins for these constraints. s is a static stability criterion. s can simply be the belonging of the projection of the center of mass to the convex hull of contacting points. An extension of this criterion can be used as proposed by Bretl and Lall (2008) . g i and h i are respectively the equality and inequality constraints describing the i th contact -basically, they force a point and a frame of a link to correspond to a point and a frame of the environment.
The optimization criterion f is optional. It allows the user control the overall look of the obtained posture. For example, the user may want to have human-like postures. In Escande et al. (2006) , we used the distance to a reference posture, in Escande et al. (2008) , the potential function f of the planner level is used as optimization criterion.
More complex optimization problem on the robot variables can be written the same way. For example, one may want to consider torque limitations as well. This can be done by introducing contact forces f i and torque variables τ , and require from the first to be in Coulomb friction's cone, while the latter would simply be limited by bounds.
T and τ are linked by the dynamic equation written in the static case, that would need to be added as a equality constraint:
with g 1 and g 2 the gravity effects and J c1 and J c2 the contact jacobians (see Wieber (2002) for more details). However we don't consider this extension for the planner, to keep the computation time reasonably low: solving this problem involves solving a sequence of QP, each of which is solved in O(n 3 ) where n is the number of variables. This number more than doubles with the torques and forces. The mean time for a posture generation during planning is 0.3s, less for successful generations, more when it fails. Fig. 2 . A planar contact.
Contact constraints
For both stability and simplification reasons, we only consider plane-plane-like contacts. To specify a contact, we take a point P on the planar surface of the robot we are interested in and an orthogonal frame (i, j, k) attached to it (see fig. 2 , j is retrieved from the two other vectors by cross product). The place of the contact and its orientation are then described by a point E on a planar surface of the environment and a direction unit vector d of this surface. We call n the outer normal to the environment surface at E, we denote b the unit vector completing the orthogonal frame (d, b, n). To express the contact constraints, we write that P and E on one hand, and (i, j, k) and (d, b, n), on the other hand, must coincide in the world frame W:
where, the subscript W denotes that the coordinates of the vector are being expressed in the world frame. The first equality is a 3-dimensional constraint, counting for three equalities, the three others express perpendicularity between vectors of the two frames. Using perpendicularity offers better numerical stability in the optimization than expressing collinearity between vectors. The two inequalities enforce a unique orientation among the four possibilities left by the equalities. The implementation of the Posture Generator (as described by Fig. 3) replicates the classical optimization routine -simulation program pair. The optimization routine performs the numerical resolution, while the simulator computes the values related to the criterion or the constraints for each point chosen by the optimization routine. Both parts are highly decoupled: the first does not know what "physical" problem it solves, the second does not need any knowledge about (mathematical) optimization. Exchanges between both parts are reduced to evaluation requirements by the optimization routine and answers from the simulator.
Implementation
Our optimization routine is FSQP (see Lawrence et al. (1997) ), which handles constrained optimization problems with any kind of functions for both criterion and constraints provided these functions are smooth enough (twice continuity is practically sufficient). We encapsulate FSQP in an object layer OFSQP. Our simulator is named PostureCalculator. It contains all the constraints as well as the criterion, all of them being functions based on the direct geometry of the robot. We detail here the different levels of the simulator part. Robot: this class provides all the methods related to the direct geometry or its gradient. Typical requests to it are to ask for the absolute position of a point whose coordinates are known in a body's frame, the jacobian matrix of this point, or the relative transformation matrix between two bodies of the robot. Constraint: this describes a function from IR m into IR where m is the number of variable of the problem (n+6 for the problem Q), as as well as a choice between equality or inequality. A Constraint object can evaluates the function it embeds or its gradient at a point q. The function is chosen from a library and specified by a set of parameters. For instance, a collision-avoidance constraint between two bodies i and j correspond to a function a·d(i, j, q)+b whose parameters are a, b, i et j, d(i, j, q) being the distance between the two bodies at q). ConstraintSet: it groups a set of equality and inequality constraints (g i , h i ) with a particular meaning, typically a contact, or the stability. This level offers the user high-level object, that can be described by a limited set of parameters, while masking the complexity of the set of functions. For example, a contact is specified by the user with the index of a predifined contact-spot on the robot and a frame in the environment. The Contact ConstraintSet automatically generates the 8 constraints needed to describe the contact (cf 3.1). But this formalism can be used for other sets, and we will take advantage of it with the more general concept of task in section 4. PostureCalculator : the simulator. It gathers all constraint sets and maintains itself the stability constraints up-todate. It also offers a bridge to the optimization constraints by ordering the constraints correctly (in FSQP case, nonlinear inequalities, non-linear equalities, linear inequalities, linear equalities).
ADDING TASK CONSTRAINTS TO THE CONTACT PLANNER
The Posture Generator is a powerful module of our planner. It is used for projections on sub-manifolds of the configuration space as several other methods (see Stilman (2007) and Cortés (2003) ), but in a very meaningful way, since the user has a great control on the projection method, by defining both the constraints and the optimization criteria. So far, we did not use its full potential during planning : we restricted the constraints to express contacts, stability, robot limits and collision avoidance. Yet functions g i and h i defined in (6) and (7) can be of any kind, provided they are twice continuous. We can thus write many other types of constraints than those of contacts C i .
Equality constraints g j (q) = 0, j ∈ [1, j i ] define a submanifold on which the posture we are looking for must be. Such a set is called task in Stilman (2007) . It is indeed really close to the notion of task function defined by Samson in Samson et al. (1991) , which relates to regulating the distance to a sub-manifold. This notion of regulation is the only difference between both definition. This difference encompasses and allows to take into account the discrepancy between the planning in a perfect world with supposedly flawless models and the execution of the plan in a real environment.
Yet we are also using inequalities h j (q) ≤ 0 that restrict this sub-manifold to one of its subsets. We will call task, as a generalization of Stilman (2007) , a set of equalities and inequalities. Contact is a particular kind of task. Having the parallel in mind with Samson's tasks is interesting because we can translates easily our tasks to be executed by a stack-of-tasks (Mansard and Chaumette (2007) ).
With these remarks, we can thus rewrite (6) and (7) in a more general way
the T i being tasks. Through the addition of tasks to the Posture Generator, inclusion of tasks may be then done in our planner in a very natural and easy way that does not need any particular coding effort, but the interface to insert these tasks in the posture generation problem related to a new node.
Here are some tasks that may be of great interest in a motion planning:
• maintaining the orientation of a carried object. We will give an example later, • keep looking at a target, or maintaining visual features in the field of view. The latter can be useful, for example, for self-localization, • looking at the contact that is being created, so that, once the plan is executed on the real robot, there will be a visual feedback, especially in the absence of contact sensors, etc.
Let's take as an example the following mission: the robot must carry a glass containing a liquid. If the robot does not have the glass in the gripper, it must first reach it. This part of the planning was solved in Escande et al. (2006) . Separating the problem into sub-missions as "go to the Fig. 4 . Vectors linked to the definition of task T glass glass", "grasp the glass", "carry it", and so on, would be the purpose of an higher-level task planner and is beyond the scope of this work. Here we assume the robot with the glass grasped. In order not to spill a drop of liquid, the robot must keep at all time the glass in a vertical position, and in particular at each witness posture associated to a node of our planner. This task can be described with:
where n(q) is the axis of the hand carrying the glass, and (i, j, k) is a frame of the world (cf Fig. 4 ). This task is added to every posture generation. Every posture of the output plan will respect its constraints. Adding a task in the planning decreases the number of degree of freedom of the robot, meaning a witness posture will be found for fewer sets of contacts. It has thus a direct impact on the plan, since it reduces the possibilities of the planner.
SIMULATION EXAMPLES
In our previous work ), demonstration was made of the planner to cope with heavily constrained spaces. But the robot was beginning inside a tight space. We were thus legitimately asked about the capacity of our planner to drive the robot so as to enter such constrained spaces. We choose here a scenario that demonstrate this capacity. Our scenario is aiming at demonstrating the inclusion of an additional task in the planning. To do so we take the scenario we describe in section 4, namely carrying a filled glass without spilling a drop of liquid, and we merge it with the planning of sitting on a chair at a table. This planning is difficult since it imposes the robot to enter a narrow space.
Planning is successfully achieved in about 4 hours during which 5400 nodes are generated (i.e. are validated by the posture generator, much more were considered and rejected). The output plan consists in 69 nodes, some of which are depicted in Fig. 5 . The robot is first walking, then by helping with its left hand it finally manages to place its left foot in front on the chair (around the 50th node). At this stage it has found an entry point into the narrow space between the table and the chair and begins to move on the chair with the help of its thighs.
EXPERIMENT CASE STUDY WITH HRP-2
We used the framework described in Escande et al. (2008) to play the output of the glass scenario on HRP-2 robot: (i)semi-automatic generation of splines for each body entering contact, leaving one or changing from one to another, (ii)generalized inverse kinematics to follow these splines (this is done by using the posture generator for samples along the splines, ensuring stability, collision avoidance and robot limits), (iii) apply of a speed profile to the obtained path, to take torque limits and quasi-static hypothesis into account. Since some posture were really demanding for the robot, and some step redundant we manually removed some nodes. We did not try to play either the last part of the planning where the robot is mostly using its thighs: links at the waist were not designed to support contacts, especially when all the weight of the robot are on them so we avoid using them to much. We were able to play successfully the plan with a glass filled with Japanese tea. Videos of the experiments are available at http://www.is.aist.go.jp/jrl/AK/
CONCLUSION
In this work we presented an extension to our planner based on a wider use of the posture generation. By generalizing the concept of contact in the posture generation to the notion of task, we have been able to introduce constraints in the planning that are not related to pure locomotion, and proposed some example of such constraints. We demonstrated the concept in a challenging scenario and played the output of the planner on a real HRP-2 robot. The output plan yet displays some small or unneeded movement that would need to be removed in postprocessing to smooth the path. We are planning to work toward the automation contacts sets filtering to achieve such a smoothing. 
