Introduction
The scientific community has recently found large interest to image/video processing on smart-phones, often called embedded or mobile vision. Possible applications range from real time object/person tracking, content-based retrieval of framed scene with markerless object recognition, face detection (and possibly recognition), blind people aid for movement, etc.
This demo represents a real-time implementation of ellipse detection capable to find very fast the ellipses in images captured by a commercial smart-phone. This can result to be the starting point for many computer vision applications, since ellipse shape is very common in nature and in hand-made objects. For instance, ellipse detection has been used in detecting wheels, road sign detection and classification [7] , object segmentation for industrial applications, automatic segmentation of cells from microscope imagery [9] , pupil/eye tracking [8] , etc..
The proposed solution works at arc-level instead of pixel-level. Thanks to an innovative selection strategy, we choose arcs belonging to the same ellipse very quickly and very reliably. The ellipse center is estimated thanks to the property of the midpoints of parallel chords, and remaining parameters are estimated accumulating votes in a decomposed parameter space. The excellent trade-off between efficiency (in the order of 10 ms per image on a desktop PC and 40 ms on a smartphone) and accuracy makes this approach a superb candidate for implementation on mobile devices.
The importance of ellipse detection in image processing is witnessed by the large amount of works present in the literature. The estimation of the 5 parameters of the ellipse is very demanding in terms of computation and memory requirements. Most of the methods rely on the Hough Transform (HT) or its variants to estimate the parameters [2, 1] .
A better characterization could be achieved using sets of connected edge pixels, i.e. arcs. Many approaches rely on this concept of edge following [3, 6] and share common considerations. They make an effort to build "meaningful" arcs by forming line segments and merging them according to different criteria. Then, they group the arcs as belonging to the same ellipse if they satisfy a set of constraints. Least square ellipse fitting is applied to each group to obtain ellipse parameters. These approaches usually achieve good detection accuracy but at the cost of slowness.
We present a novel algorithm for fast ellipse detection that: i) reduces the total amount of computation, evaluating only selected arc combinations, and ii) reduces the memory usage estimating the parameters via the HT in a decomposed parameter space.
Algorithm Description
The proposed ellipse detection algorithm first finds the subsets of arcs, formed by connected edge points sharing the same coarse gradient direction, of the input image that best fit an elliptic shape. Then, for each subset, it estimates the ellipse parameters applying the HT in a decomposed parameter spaces.
Like most, also the proposed method works on the edge points (and their direction) of a given image. Therefore, as baseline approach, we smooth the gray-scale image with a Gaussian filter and then apply the Canny edge detector. Among other edge detectors, Canny is well suited because, thanks to the non-maxima suppression, edges are very thin and the Sobel derivatives (needed to obtain the edge points direction) are already computed.
The resulting edge points are connected based on the edge direction. Connected points of the same class are labeled together to form the arcs. In order to remove at an early stage all those arcs that are not useful for further processing, very short arcs (noise) and straight arcs (not belonging to the curved edge of an ellipse) are discarded. Straight arcs are quickly detected thresholding the axesratio of the corresponding oriented bounding boxes. Each arc is then classified in four classes as depicted in Fig. 2 , according to both the direction and the convexity of its edge points.
An ellipse is found if at least three arcs of different class lying on the same elliptic boundary exist. A meaningful triplet of arcs must satisfy the following criteria (otherwise is discarded to save time): (1) coherent classes of adjacent arcs (i.e., with reference to Fig. 2 (4,1,2 ) or (1,2,3) are correct matches -counterclockwise, while (4,2,3) is not); (2) the convexity and respective position of the three arcs must be coherent with the fact that the convexity is toward the center; (3) for each triplet satisfying the above two criteria, the center of the ellipse is estimated for the two pairs and the two resulting ellipse centers must be close enough.
Given two arcs, we estimate the ellipse center relying on the following properties: for an ellipse, the midpoints of a set of parallel chords and its center are collinear. This property holds regardless accurate angle estimations and is thus well suited for real world images.
In order to estimate the slope of the line passing through the ellipse center and the midpoints of the chords a fast variant of the robust Theil-Sen estimator [4] has been used.
The ellipse center coordinates x c , y c are computed as the midpoint of the previously found ellipse centers. Similarly to [1] the ellipse parameter space is decomposed to find the semi-axes ratio and the orientation, but in two different 1D accumulators. Then, the value of the minor and major semiaxes can be easily derived.
Once all the parameters have been estimated, we assign a score to each ellipse that summarize how well the points of the three arcs fit the contour of the estimated ellipse and lower score ellipses are removed from the solution. Moreover, since there may be multiple instances of the same ellipse with slightly different parameters, we cluster the results following the criteria suggested in [5] .
Experiments
The demo will show live results of the algorithm implemented for an Android platform on two commercial smartphones: a rather old one -Samsung Galaxy S -and a new one -Sony Xperia Z. Given the space constraints no qualitative results are reported here (but they will be shown at the demo), but some qualitative results are shown in Fig. 2 :
The demo is developed on Android using OpenCV which calls the C++ function for detecting ellipses using our method via the Java Native Interface (JNI). The execution time is on average around 40 msec, depending on the complexity of the scene and the smart-phone used.
(f) (g) (h) (i) (j) Figure 2 . Examples of results: first row reports input images, second row reports our results.
