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CAPI´TOL 1
Introduccio´
1.1 Antecedents
La idea del disseny d’un sistema de medicio´ i control utilitzant radiofrequ¨e`ncia surt a partir de
veure unes necessitats en el mercat actual. Com ho far´ıem per fer medicions de temperatura i
humitat en un camp de conreu? i tanmateix quan fes falta, poder accionar les electrova`lvules
que activen el reg? Una sol·lucio´ seria passar cables fins als punts on hem de fer medicions
o actuar. I utilitzar un PLC per controlar-ho tot. El disseny que proposem nosaltres tambe´
serviria pero` te´ els avantatges de que ens estalviem una gran part de la instal·lacio´, te´ un preu
molt menor i un temps de posada en marxa tambe´ menor.
Pero` aquest sistema no e´s limita en aplicacions d’agricultura. Ens pot ser u´til en qualsevol
situacio´ en que necessitem sensar i/o actuar i no podem o volem fer instal·lacio´. Uns quants
exemples d’u´s serien:
• Domo`tica. Controlar persianes, enllumenat, mesurar el consum d’aparells, etc.
• Seguretat. Deteccio´ d’intrusos mitjanc¸ant sensors de moviment, barreres de llum, ultra-
sons, etc.
• Monitoritzacio´ meteorolo`gica.
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1.2 Descripcio´ del projecte
El projecte consisteix en dissenyar un sistema capac¸ de recollir dades sensorials i actuar de
forma remota.
Aquest sistema estara` compost de dos parts diferenciades (veure figura 1.1):
Unitat central La unitat central e´s la que envia les ordres a les unitats remotes. E´s possible
connectar-la a un PC.
Unitats remotes Poden ser una o me´s. Es comuniquen amb la unitat central mitjanc¸ant
radiofrequ¨e`ncia. Aqu´ı e´s on connectarem els sensors i els actuadors que necessitem.
Figura 1.1: Diagrama simplificat del sistema
La implementacio´ tant de la unitat central com de les unitats remotes es fara` utilitzant la
metodologia de desenvolupament de sistemes encastats.
Per tal de demostrar el funcionament d’aquest sistema, s’implementara` un prototip compost
per una unitat central i dues unitats remotes. S’ha optat per utilitzar el mateix disseny a la
unitat central i a les unitats remotes per reduir els costos de fabricacio´. A l’hora de fer un
producte comercial, probablement, s’optaria per fer un disseny per a cada funcio´ especifica.
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1.3 Tecnologies
En aquesta seccio´ es presenten les tecnologies me´s rellevants que s’utilitzen en el projecte. En
cap cas es prete´n aprofundir en els conceptes, sino´ nome´s donar una idea general.
1.3.1 Sistemes encastats
E´s un sistema de computacio´ dissenyat per a fer una funcio´ espec´ıfica. En un sistema encastat la
majoria de components es troben inclosos a la placa base i e´s encapsulat totalment pel dispositiu
que controla. El sistema pot necessitar executar ra`pidament algunes funcions, pero` la majoria
de les seves funcions no requereixen de massa velocitat. L’arquitectura sencera d’un sistema
encastat sovint es simplifica intencionadament per obtenir uns costos me´s baixos comparats
amb el maquinari d’u´s general.
Ja que, a vegades, els sistemes encastats estan en llocs inaccessibles ha de poder reiniciar-se
de manera automa`tica i sense requerir d’accio´ externa. Aixo` s’aconsegueix generalment amb
un component electro`nic anomenat watchdog.
Alguns exemples de sistemes encastats podrien ser:
• Caixers automa`tics
• Equips de xarxa d’ordinadors, com enrutadors, servidors de temps i tallafocs.
• Impressores, copiadores, calculadores.
• Aparells electrodome`stics.
• Equips me`dics.
• I un gran etce`tera.
1.3.2 Microcontrolador
Un microcontrolador e´s un circuit integrat que esta` compost de les tres unitats funcionals
principals d’un ordinador. La unitat de processament (CPU ), la memo`ria i perife`rics d’entrada
i sortida.
Normalment s’utilitzen per fer petites tasques espec´ıfiques. Com pot ser en automo`bils,
rentadores, forns microones, etc. Els principals avantatges respecte a microprocessadors de
propo`sit general son el relativament baix cost i el menor consum d’energia.
Figura 1.2: Diagrama simplificat de l’arquitectura d’un microcontrolador.
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Un microcontrolador t´ıpic tindra` un generador de rellotge integrat i una memo`ria on gravar
el programa a executar. A part, generalment tambe´ disposen de dispositius d’entrada sortida
com conversors d’analo`gic a digital, temporitzadors, UART’s i bussos com poden ser I2C i
SPI. Aixo` e´s tradueix en que per fer-lo funcionar necessitarem un mı´nim de circuits integrats
externs.
1.3.3 Firmware
Es coneix com a firmware al conjunt d’instruccions d’un programa informa`tic que esta` gravat
en una memo`ria ROM, flash, EEPROM o similar. Aquestes instruccions estableixen la lo`gica
de baix nivell que controla els circuits electro`nics d’algun tipus de dispositiu.
Ja que no comptem amb un sistema operatiu, totes les funcionalitats hauran de ser supor-
tades per el nostre programa.
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1.4 Objectius del projecte
A continuacio´ descrivim els objectius dels quals esta` compost el projecte.
1.4.1 Generals
1. Dissenyar el hardware.
2. Fabricar el hardware necessari per dur a terme la demostracio´.
3. Desenvolupar el firmware1.
1.4.2 Espec´ıfics
1. Buscar els components electro`nics me´s adients per a aquest sistema.
2. Fer els esquemes electro`nics de connexionat.
3. Dissenyar la placa de circuit impre`s2 (a partir d’ara CI).
4. Buscar un fabricant de CI i encarregar la fabricacio´.
5. Soldar els components a les plaques de CI
6. Programar les llibreries necessa`ries per a fer u´s de tot el hardware.
7. Programar el software principal o firmware.
8. Desenvolupar una aplicacio´ d’ordinador que permeti controlar la unitat central, i a partir
d’aquesta, les remotes.
1.4.3 Acade`mics
1. Aprendre a fer esquemes electro`nics.
2. Aprendre a dissenyar un CI.
3. Augmentar els coneixements en programacio´ de microcontroladors.
4. Unir el mo´n de la informa`tica d’escriptori (ordinadors personals) amb el mo´n dels micro-
controladors.
5. Aprendre a utilitzar LATEX.
1Software que gobernara` el funcionament del microcontrolador
2Coneguda amb la paraula anglesa PCB (printed circuit board)
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1.5 Planificacio´ inicial
La planificacio´ original de les tasques estava pensada per fer el projecte entre els dies 7 de Marc¸
i el 9 de Novembre del 2011.
A continuacio´ podeu veure el llistat de tasques, amb el temps estimat de finalitzacio´ de cada
una. La jornada laboral e´s de 4h al dia.
Figura 1.3: Llistat de tasques amb el temps estimat de finalitzacio´.
Inicialment vam dividir el proces de desenvolupament en:
1. Ana`lisis de requisits i escollir els components. Analitzar les necessitat de hardware
per tal de complir els requisits i escollir els components electro`nics.
2. Hardware:
• Disseny. Dissenyar el connexionat dels diferents components i el circuit impre`s.
• Fabricacio´. Fabricar els circuits impresos.
• Soldar components. Soldar els components electro`nics als circuits impresos.
3. Firmware:
• Prova de hardware. Programar rutines ba`siques per tal de provar el correcte
funcionament dels diferents xips i components.
• USB. Implementar les biblioteques de comunicacio´ per USB.
• Radiofrequ¨e`ncia. Implementar les biblioteques de comunicacio´ per RF.
• RTCC. Implementar les biblioteques del RTCC.
• Modbus. Implementar les biblioteques de Modbus i fer que la comunicacio´ per USB
i RF les utilitzi.
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• Sensors. Implementar les biblioteques per fer u´s dels sensors.
4. Software PC. Desenvolupar una aplicacio´ d’escriptori per demostrar el funcionament
de les plaques.
5. Proves. Temps dedicat a provar tot el sistema implementat.
6. Memo`ria. Temps dedicat a documentar el projecte.
Per poder visualitzar me´s clarament a continuacio´ teniu el diagrama de Gantt (figura 1.4).
Figura 1.4: Diagrama de Gantt.
Aquest calendari no s’ha pogut complir degut a una serie d’imprevistos. Son explicats amb
detall a les conclusions.
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CAPI´TOL 2
Desenvolupament del hardware
2.1 Requisits
Tenint en compte les necessitats del sistema, hem de dissenyar un dispositiu capac¸ de:
• Comunicar-se amb dispositius igual que ell, mitjanc¸ant radiofrequ¨e`ncia.
• Activar aparells ele`ctrics.
• Obtenir dades del mon mitjanc¸ant sensors.
• Connectar-se a un ordinador personal.
2.2 Tria de components
El component principal que necessitem per resoldre els requisits e´s el microcontrolador. Aquest
executara` el firmware que programem i els seus perife`rics ens serviran de pont per parlar amb
els altres xips. Necessitem que disposi de:
• Timers. Necessaris per a fer comptatge de temps.
• Dos UART ’s. Necessitem una per a l’USB i l’altre per als mo`duls de radiofrequ¨e`ncia.
• SPI . Per comunicar-nos amb una memo`ria externa.
• I2C . Per a comunicar-nos amb el xip RTC .
• I conversor analo`gic-digital.
Per escollir-ne un dintre de la gran oferta que hi ha en el mercat, utilitzem una eina que
ens proporciona el fabricant Microchip, la qual li dius els requisits de perife`rics, velocitat de
processament, nombre de potes, etc. i et dona un llistat de PIC’s1.
1PIC e´s el nom que utilitza Microchip per anomenar als seus microcontroladors.
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Aix´ı doncs, s’ha escollit el PIC18F46J11. Aquest microcontrolador disposa de 64KB de
memo`ria de programa, uns 3,7KB de memo`ria RAM i una frequ¨e`ncia de funcionament de fins
a 48Mhz.
Figura 2.1: Exemple de microcontrolador de 44 potes.
Altres components que utilitzarem so´n:
RTC Un xip RTC, el MCP79410.
Memo`ria externa Una memo`ria externa d’1MB, la AT25FS010N.
Conversor UART-USB Un conversor de UART a USB, el MCP2200.
Radiofrequ¨e`ncia Transmissor i emissor de radiofrequ¨e`ncia a 433Mhz.
Sensors Sensor de lluminositat i de temperatura.
Sortides digitals Rele´s.
El microcontrolador i la resta de xips funcionen a 3,3V. Els rele´s i moduls de radiofrequ¨e`ncia
a 5V. Per tant, necessitarem interf´ıcies que ens permetin interconnectar aquests components.
E´s veura` en detall als sub-apartats pertinents.
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2.3 Esquemes electro`nics
Per a realitzar els esquemes i el disseny del circuit impre`s s’ha utilitzat l’eina Altium Designer.
S’ha decidit separar els esquemes en petits mo`duls “teorics”. Aquests mo`duls es representen
amb rectangles i tenen entrades/sortides com si d’un xip es tractes (veure figura 2.2).
Figura 2.2: Esquema del connexionat entre mo`duls.
Aix´ı doncs, explicarem els esquemes mo`dul a mo`dul.
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2.3.1 Font d’alimentacio´
La font d’alimentacio´ (figura 2.3) esta` pensada per funcionar amb una alimentacio´ de entre
6 i 10V de corrent continua. Utilitza un regulador de 5V i un altre de 3,3V. Necessitem
les dos tensions perque`, com hem dit abans, els xips van alimentats a 3,3V, i els rele´s i la
radiofrequ¨e`ncia van a 5V. Cada un te´ un d´ıode de proteccio´ (en aquest cas son d´ıodes Schottky2).
Els condensadors filtren les petites variacions de tensio´ que poden haver.
Figura 2.3: Esquema electro`nic de la font d’alimentacio´.
S’ha afegit un LED d’indicacio´ per a cada tensio´.
Figura 2.4: Esquema electro`nic de la font d’alimentacio´. Leds d’estat.
Per calcular les resiste`ncies s’ha tingut en compte que els LED ’s tenen una caiguda de
potencial de 2,2V i un consum de 20mA. Aix´ı doncs si apliquem la llei d’Ohm (equacio´ 2.1)
per calcular el valor de la resiste`ncia R10, obtenim aproximadament els 150Ω (equacio´ 2.2).
Sempre s’intenta agafar la resiste`ncia me´s pro`xima al valor obtingut, pero` sempre superior.
V = R · I ⇒ R = V
I
(2.1)
2Aquests d´ıodes tenen l’avantatge de tenir una caiguda de tensio´ menor als d´ıodes esta`ndards de silici.
Aproximadament un d´ıode esta`ndard te´ una caiguda de tensio´ de 0,6V mentre que en un Schottky es de 0,2V.
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R =
V
I
⇒ R = 5V − 2, 2V
0, 02A
= 140Ω (2.2)
En el cas de la R11 obtenim un valor pro`xim a 56Ω (equacio´ 2.3).
R =
V
I
⇒ R = 3, 3V − 2, 2V
0, 02A
= 55Ω (2.3)
Finalment a la figura 2.5 hi ha el connexionat del boto´ de reset. El condensador te´ la funcio´
de filtrar els rebots que provoca el polsador. La resiste`ncia R12 e´s una resiste`ncia pull-up3 per
tenir 3,3V a la pota de reset mentre no premem el polsador de reset.
Figura 2.5: Esquema electro`nic de la font d’alimentacio´. Boto´ de reset.
3Serveix per ficar a valor alt (1) com a valor per defecte.
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2.3.2 Microcontrolador
Com hem dit anteriorment, hem optat per el microcontrolador PIC18F46J11 del fabricant
Microchip. A la figura 2.6 podeu veure el connexionat. Destaquem l’utilitzacio´ d’un cristall
de 12Mhz que ens permetra` fer funcionar el microcontrolador a 48Mhz. Aixo` e´s gra`cies al
multiplicador de frequ¨e`ncia que porta incorporat, el qual permet multiplicar-la fins a quatre
vegades.
Figura 2.6: Esquema electro`nic del microcontrolador.
Tal com recomana el fabricant, hem ficat quatre condensadors de desacoblament (C3, C4,
C5 i C6), per a eliminar possibles sorolls del circuit. El PIC disposa de Power-on reset, aix´ı
doncs, podem aplicar directament un pull-up a la pota de reset. El Power-on reset mante´ el
PIC en estat de reset fins que la corrent d’alimentacio´ del xip e´s estable.
A la figura 2.7 podem veure el port de programacio´ o ICSP (de l’angles, In-Circuit Serial
Programming. Aquesta funcionalitat permet gravar el firmware del PIC sense haver de treure’l
del circuit.)
Figura 2.7: Esquema electro`nic del microcontrolador, port ICSP.
A la figura 2.8 hi ha els pins que s’utilitzen per als ports d’expansio´. L’altre extrem d’aquest
bus es veura` a l’apartat 2.3.8 a la pa`gina 22.
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Figura 2.8: Esquema electro`nic del microcontrolador (busos d’expansio´)
Finalment es va decidir afegir un polsador i LED programables. Es a dir, que la funcionalitat
que tinguin dependra` del firmware.
(a) Polsador programable (b) LED programable
Figura 2.9: Esquema del polsador i led programable per software.
El polsador s’interficia amb una resiste`ncia que fa de pull-down4. Quan el polsador no
estigui premut, a la pota del PIC hi haura` 0V.
Gra`cies a que el PIC proporciona suficient corrent com per alimentar un LED, simplement
s’ha utilitzat una resiste`ncia per limitar-lo. El calcul de la resiste`ncia R5 e´s el mateix que el de
la resiste`ncia R11 de la font d’alimentacio´ (equacio´ 2.3). Obtenim aproximadament els 56Ω.
4Serveix per ficar a valor baix (0) com a valor per defecte.
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2.3.3 USB
Com a conversor UART -USB s’ha utilitzat el xip MCP2200 de Microchip (figura 2.10). S’ha
fet el disseny que recomana el fabricant al datasheet del xip. Va connectat a la UART1 del
microcontrolador i permetra` que ens comuniquem fa`cilment entre la placa i el PC. Les senyals
Figura 2.10: Esquema electro`nic de l’USB.
RTS i CTS no les hem connectat per ser innecessa`ries. El reset va connectat de la mateixa
manera que el PIC, ja que tambe´ disposa de Power-on reset.
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2.3.4 Sensors
El disseny incorpora un sensor que mesura la lluminositat ambiental (figura 2.11) i un de tem-
peratura (figura 2.12). Aquests dos sensors tenen sortides analo`giques, per tant van connectats
a entrades analo`giques del microcontrolador.
Figura 2.11: Esquema electro`nic del sensor de llum.
El sensor de llum modifica la intensitat depenent de la quantitat de llum que se li apliqui.
Per poder llegir aquesta intensitat es fa passar per una resiste`ncia cap a massa. D’aquesta
manera podem llegir la tensio´ que hi ha a la pota OUT del sensor. Gra`cies a la gra`fica (2.13(a))
podem saber aproximadament la tensio´ que tindrem depenen dels Lux aplicats.
Figura 2.12: Esquema electro`nic del sensor de temperatura.
El sensor de temperatura, en canvi, te´ una sortida amb una tensio´ depenent de la tempera-
tura (gra`fica 2.13(b)).
Els dos sensors ofereixen una senyal forc¸a lineal.
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(a) Sensor de lluminositat. Iout vs Lux (b) Sensor de temperatura. Temperatura vs Vout
Figura 2.13: Caracter´ıstiques dels sensors.
2.3.5 Entrades i sortides (IO’s)
S’han incorporat dues sortides mitjanc¸ant rele´. Aixo` ens permetra` activar aparells com bombe-
tes, electrova`lvules. . . Les resiste`ncies R19 i R21 s’han agut de canviar posteriorment per unes
de 1K5Ω ja que sino´ els transistors no arribaven a la regio´ de saturacio´. Cada sortida te´ el seu
LED que indica l’estat. Els d´ıodes serveixen per filtrar corrents que puguin generar les bobines
dels rele´s.
Tambe´ disposem d’una entrada digital. Aqu´ı podem connectar un interruptor o un polsador.
S’ha interficiat amb un pull-up, per tant, quan no creuem les dues potes del connector, el PIC
llegira` un 1 lo`gic.
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Figura 2.14: Esquema electro`nic de les sortides digitals amb rele´.
Figura 2.15: Esquema electro`nic de l’entrada digital.
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2.3.6 RTCC i memo`ria
Per mantenir l’hora de manera acurada utilitzem un xip RTC (figura 2.16), el model MCP79410.
A part de mantenir l’hora, tambe´ te´ calendari, alarmes i una petita memo`ria EEPROM de 128B.
Va connectat al bus I2C, amb les resiste`ncies pull-up que necessita el bus.
Figura 2.16: Esquema electro`nic del xip de RTC.
Li hem ficat una bateria de back-up, d’aquesta manera si tallem l’alimentacio´ a la placa,
el rellotge continuara` funcionant. El d´ıode D10 serveix per no deixar passar corrent en sentit
invers (en cas de que fiquem la bateria al reves).
A la figura 2.17 hi ha la memo`ria externa d’1MB. Hem utilitzat el model AT25FS010N de
Atmel el qual es connecta mitjanc¸ant el bus SPI.
Figura 2.17: Esquema electro`nic del xip de memo`ria.
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2.3.7 Moduls de radiofrequ¨encia
Per a la comunicacio´ inala`mbrica utilitzarem uns mo`duls de radiofrequ¨e`ncia de 433MHz. Fan
servir la modulacio´ ASK (Amplitude Shift Keying) OOK (On/Off Keying). A grans trets, vol
dir que quan fiquem un 1 lo`gic a la pota de DATA, l’emissor emetra` una ona a 433Mhz. I quan
fiquem un 0 lo`gic, no emetra`. Per la banda del receptor, quan rebi una ona a 433Mhz sabra`
que hi ha un 1, i quan no, un 0.
Figura 2.18: Esquema electro`nic del emissor de radiofrequ¨encia.
Per adequar les diferents tensions s’ha ficat la resiste`ncia R4. La pota TX del microcontro-
lador (RX de la radiofrequ¨e`ncia) es configurara` com a col·lector obert.
Figura 2.19: Esquema electro`nic del receptor de radiofrequ¨e`ncia.
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2.3.8 Ports d’expansio´
Els ports d’expansio´ serviran per poder afegir funcionalitats a posteriori.
Disposarem de:
• 3 entrades/sortides digitals
• 6 entrades analo`giques. Amb possibilitat de configurar-les com a entrades/sortides digi-
tals.
• Bus I2C.
• Bus SPI.
Figura 2.20: Esquema electro`nic dels ports d’expansio´.
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2.4 Disseny del circuit impre´s
Per fer el circuit impre`s el me´s compacte possible s’ha optat per fer un disseny a doble cara.
Tambe´ per aquesta rao´, la majoria de components son de muntatge superficial (SMD, Surface
Mounted Devices), els quals so´n molt me´s petits que els esta`ndards. Tot aixo` te´ l’inconvenient
de que la fabricacio´ manual es complica una mica, pero` els avantatges en la dimensio´ so´n
importants.
Alhora de dibuixar les pistes de massa, s’ha intentat que estiguin el ma`xim interconnectades
i que siguin gruixudes, d’aquesta manera es vol aconseguir que tinguin una tensio´ el me´s ho-
moge`nia possible en tot el circuit (idealment 0V). Aixo` tambe´ s’ha fet en les pistes que porten
la tensio´ de 3,3V i 5V.
(a) Superior (b) Inferior
Figura 2.21: Pistes del circuit impre`s.
Per protegir els circuits integrats d’interfere`ncies electromagne`tiques (EMI ’s5) hem aplicat
una malla connectada a massa que ocupa tota la zona on n’hi han. Veure la figura 2.21(b).
5Electromagnetic interference. Interfere`ncia electromagne`tica e´s qualsevol senyal que degrada, obstrueix o
interromp el funcionament desitjat d’un equip electro`nic.
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(a) Superior (b) Inferior
Figura 2.22: Renderitzacio´ del circuit impre`s en 3D.
2.5 Fabricacio´ del circuit impre´s
Degut als segu¨ents factors:
• Disseny complex a doble cara i amb moltes vies6.
• Pistes primes i poca separacio´ entre unes i altres.
• Acabat final.
Es va decidir encarregar la fabricacio´ a una empresa especialitzada.
Despre´s de demanar pressupost a diverses empreses, ens vam decantar per un fabricant
Xine´s. MakePCB oferia les millors condicions qualitat-preu. Aix´ı doncs, vam enviar el disseny
i en uns 20 dies vam rebre els circuits impresos. A la figura 2.23 podeu veure una mostra del
material rebut.
Finalment amb un soldador, estany, fundent7, pinces i molta pacie`ncia, vam soldar els
components.
6E´s una connexio´ ele`ctrica entre les dues cares del circuit impre`s.
7Me´s conegut amb la paraula anglesa flux. El fundent e´s un producte qu´ımic usat en un proce´s de soldadura
i en la fabricacio´ de plaques electro`niques i altres components electro`nics. Serveix, entre altres funcions, per
a¨ıllar del contacte de l’aire, dissoldre i eliminar els o`xids que poden formar-se i afavorir el ”mullat”del material
base pel metall d’aportacio´ fos, aconseguint que el metall d’aportacio´ pugui fluir i es distribueixi en la unio´.
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(a) Superior (b) Inferior
Figura 2.23: Circuit impre`s sense components.
Figura 2.24: Circuit impre`s amb components soldats.
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CAPI´TOL 3
Desenvolupament del software
3.1 Requisits
Necessitem que tingui les funcionalitats segu¨ents:
• Comunicacio´ amb un PC.
• Comunicacio´ entre unitat base i unitats remotes.
• Canviar l’estat de les sortides i llegir les entrades.
• Llegir l’estat dels sensors.
• Des d’un PC hem de poder comunicar-nos amb les unitat remotes.
3.2 Introduccio´ i plantejament
La programacio´ s’ha fet utilitzant el llenguatge C amb el compilador C18. Concretament la
versio´ gratu¨ıta d’aquest compilador. Com a eina integrada de desenvolupament hem utilitzat
el MPLAB X IDE Beta7.02 (versio´ per a GNU/Linux) i com a programador, el PICkit3.
La necessitat de poder comunicar-nos entre placa-placa i pc-placa, ens ha fet decidir a
utilitzar un protocol comu´ en els dos casos. Concretament el protocol Modbus. L’explicacio´
d’aquest protocol juntament amb la de la implementacio´ la trobareu a l’apartat 3.6 (pa`gina 35).
Hem estructurat el programa en mo`duls i biblioteques. Tenim els segu¨ents:
Main Mo`dul principal del programa.
Init Conte´ la rutina d’inicialitzacio´.
Ticks Genera una base de temps, per repartir tasques.
Rf Permet interactuar amb els mo`duls de radiofrequ¨e`ncia.
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Figura 3.1: Programador ICSP PICkit3.
Usb Permet interactuar amb l’USB.
Rtcc Permet interactuar amb el RTC.
Modbus Tot lo relacionat amb el protocol Modbus.
Mblrc Biblioteca que conte´ les funcions necessa`ries per utilitzar la suma de verificacio´ LRC.
Manchester Biblioteca que conte´ les funcions necessa`ries per utilitzar la codificacio´ Manches-
ter.
En les properes seccions anirem explicant les funcionalitats que s’han implementat.
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3.3 Inicialitzacio´ i rutina principal
L’aplicacio´ comenc¸a inicialitzant tots els perife`rics i estructures de dades necessa`ries per al
funcionament. Despre`s anira` executant funcions que s’encarreguen d’enviar/rebre missatges de
radiofrequ¨e`ncia, enviar/rebre missatges de l’USB, actualitzar la taula de dades del Modbus, i
mantenir l’hora del sistema.
Figura 3.2: Diagrama de flux del bucle principal.
El bucle que es veu a la figura (3.2) te´ la particularitat de que ha d’iterar cont´ınuament.
No podem quedar-nos processant un missatge de radiofrequ¨e`ncia i deixar d’escoltar l’USB. Per
tant, el temps que estem en cada bloc d’aquests, ha de ser quan me´s petit millor.
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3.4 Radiofrequ¨e`ncia
Tal com hem explicat a l’apartat de hardware, mo`duls de radiofrequ¨e`ncia (apartat 2.3.7), sabem
que per enviar dades necessitem canviar el valor de la pota data del transmissor i llegir de la del
receptor. Aixo` ho podem fer bit a bit, manera que ocuparia molt temps de “CPU”, o utilitzant
un perife`ric UART. Al utilitzar la UART tambe´ tenim l’avantatge de que, gra`cies al ser protocol
as´ıncron, s’ocupara` de saber quan una sequ¨e`ncia de bits representen un Byte.
Una altre particularitat d’aquests mo`duls de radiofrequ¨e`ncia e´s que no garanteixen la valide-
sa de les dades rebudes, ni permeten enviar a un receptor en concret (direccions). Per aquesta
rao´ hem implementat uns missatges que anomenem frame’s. A la taula 3.1 podem veure quina
informacio´ contenen.
Nom Descripcio´ Mida (en Bytes)
PREAMBLE Sequ¨e`ncia per inicialitzar i estabilitzar el recep-
tor.
8
SFD Start frame delimiter. Ens serveix per saber
quan comenc¸a un frame.
2
MAC DEST Direccio´ dest´ı. 1
MAC SOURCE Direccio´ origen. 1
PAYLOAD Dades que enviem. S’envia utilitzant la codifi-
cacio´ Manchester.
ma`xim 36
EFD End frame delimiter. Delimita la fi del PAYLO-
AD.
2
FCS Frame check sequence. Suma de verificacio´ del
frame.
1
GAP Separacio´ entre frames. 1
Mida ma`xima 52
Taula 3.1: Descripcio´ dels camps d’un frame de radiofrequ¨e`ncia.
Degut a que les dades s’envien codificades en Manchester, de 36 bytes de Payload que
disposem, seran dades u´tils la meitat. Es a dir, podrem enviar fins a 18 bytes d’informacio´.
La codificacio´ Manchester e´s un me`tode de codificacio´ d’una senyal ele`ctrica que consisteix
en que cada bit impliqui una transicio´ entre dos nivells de senyal.
Figura 3.3: Exemple de codificacio´ Manchester.
Nosaltres utilitzarem l’esta`ndard IEEE 802.3. Aix´ı doncs, un “0” sera` representat per “10”
i un “1” per “01”. La rao´ d’utilitzar Manchester es, perque` per mantenir una comunicacio´
estable, quan me´s transicions entre valor alt, valor baix, millor. La principal desavantatge e´s
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que per transferir les mateixes dades necessitem el doble d’ample de banda.
La informacio´ que conte un frame, a part de les dades “u´tils”, ens permet saber si el missatge
e´s per a nosaltres, qui l’envia, i gra`cies al FCS, podem comprovar que les dades no s’han
modificat en la transmissio´ i/o recepcio´.
Per tal d’utilitzar la UART2 primer hem de configurar uns registres del PIC que serveixen
per “mapejar” un perife`ric amb unes potes. Aquesta caracter´ıstica es diu PPS (Peripheral Pin
Select). Ho configurem aix´ı (veure figures 3.4 i 3.5:
0 PPSInput(PPS_RX2DT2 , PPS_RP20);
PPSOutput(PPS_RP19 , PPS_TX2CK2);
Codi 3.1: Configuracio´ del PPS, UART2.
Figura 3.4: Taula PPS. Fonts d’entrada.
Despre´s configurem els pins com a col·lector obert.
0 // Configurem l e s po tes com a c o l . l e c t o r o b e r t
ODCON2bits.U2OD = 1;
Codi 3.2: Configuracio´ de la UART2.
I finalment, configurem la UART2 de manera que no provoqui interrupcions, mode as´ıncron,
trama de 8bits i per funcionar a 2400 bauds.
0 Open2USART( USART_TX_INT_OFF &
USART_RX_INT_OFF &
USART_ASYNCH_MODE&
USART_EIGHT_BIT&
USART_BRGH_LOW ,
5 1249 ); // SPBRG
BAUDCON2bits.BRG16 = 1;
BAUDCON2bits.TXCKP = 1; // I n v e r t i r t x ( low on i d l e )
BAUDCON2bits.RXDTP = 1; // I n v e r t i r rx
Codi 3.3: Configuracio´ de la UART2.
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Figura 3.5: Taula PPS. Fonts de sortida.
El ca`lcul del registre SPBRG e´s fa com indica l’equacio´ 3.1.
SPBRG =
Fosc/BaudRate
16
− 1⇒ SPBRG = 48000000/2400
16
− 1 = 1249 (3.1)
El proces de l’enviament/recepcio´ de frame’s es controla mitjanc¸ant dues maquines d’estat.
Una per al receptor i una per a l’emissor.
Els possibles estats del receptor so´n:
• R IDLE. Estat de repo`s.
• R INCOMING. Hem detectat un SFD i per tant estem rebent un frame.
• R VALIDATE. Hem llegit un frame sencer. En aquest estat e´s quan es valida, es a dir,
comprovem que la suma de verificacio´ sigui correcte.
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Figura 3.6: Diagrama d’estats del receptor de radiofrequ¨e`ncia.
Els possibles estats de l’emissor so´n:
• T IDLE. Estat de repo`s.
• T SENDING. Estem enviant un frame.
Figura 3.7: Diagrama d’estats de l’emissor de radiofrequ¨e`ncia.
La funcio´ que gestiona aquestes maquines d’estat es diu processRF() i s’executa a cada
iteracio´ del bucle principal. A cada iteracio´ e´s llegeix/escriu com a molt un Byte.
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3.5 USB
L’USB servira` de pont entre la UART1 i el PC. Configurem la UART1 de manera que funcioni
a 57600 bauds, funcionament as´ıncron i trames de 8 bits.
0 Open1USART( USART_TX_INT_OFF &
USART_RX_INT_OFF &
USART_ASYNCH_MODE&
USART_EIGHT_BIT&
USART_BRGH_HIGH ,
5 51); // 57600 bauds
BAUDCON1bits.BRG16 = 0;
Codi 3.4: Configuracio´ de la UART2.
El ca`lcul del registre SPBRG e´s fa com indica l’equacio´ 3.2.
SPBRG =
Fosc/BaudRate
16
− 1⇒ SPBRG = 48000000/57600
16
− 1 = 613
12
≈ 51 (3.2)
El proces de recepcio´/transmissio´ de missatges es gestiona mitjanc¸ant una maquina d’estat.
Els possibles estats son:
• USB IDLE. Estat de repo`s.
• USB RECEIVING. Estem enviant un missatge.
• USB SENDING. Estem rebent un missatge.
Figura 3.8: Diagrama d’estats de l’USB.
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La funcio´ que gestiona aquesta maquina d’estat es diu processUSB() i s’executa a cada
iteracio´ del bucle principal. A cada iteracio´ e´s llegeix/escriu com a molt un byte.
A diferencia de la funcio´ processRF, la qual permet enviar/rebre qualsevol dada, aquesta
nome´s serveix per funcionar amb trames de Modbus. No creiem necessari implementar-ho me´s
gene`ricament perque` disposem de les funcions que ens proporciona la biblioteca del compilador.
3.6 Modbus
El protocol serie Modbus va ser publicat el 1979 per Modicon per utilitzar-lo amb els seus PLC ’s.
Es situa en el nivell 7 del model OSI 1 i es basa en l’arquitectura mestre/esclau. Gra`cies a que
e´s pu´blic, la implementacio´ e´s fa`cil i ra`pida, i que treballa amb blocs de dades sense suposar
restriccions, s’ha convertit amb un esta`ndard de facto en la indu´stria.
Existeixen dues variants del Modbus serie, la RTU i la ASCII. La diferencia principal entre
una i altre e´s la manera de representar les dades. En la variant RTU les dades e´s representen
en binari de manera compacte, mentre que en la ASCII s’utilitza la representacio´ llegible de les
dades en hexadecimal. Les trames RTU van acompanyades d’una suma de verificacio´ CRC 2
mentre que l’ASCII utilitza LRC 3.
Aquest protocol admet fins a 255 dispositius i normalment nome´s e´s un el que envia les
ordres. Les trames contenen la direccio´ del dispositiu dest´ı i nome´s aquest la executa. Tambe´
es pot fer que la executi tothom amb la direccio´ especial 0 (Broadcast).
Per a la comunicacio´ pc-placa utilitzarem la variant ASCII. Aquesta variant te´ la particula-
ritat que pots saber si comenc¸a o acaba una trama simplement llegint els cara`cters rebuts. El
cara`cter “:” indica un comenc¸ament de trama i “CR LF” indica el final.
Les trames que enviem entre placa-placa es fara` utilitzant una modificacio´ de la RTU. La
modificacio´ nome´s afecta a la suma de verificacio´. En comptes d’utilitzar la CRC utilitzarem la
LRC, que e´s la que s’utilitza en la variant ASCII. Aixo` e´s fa perque` enviar les trames en ASCII
per radiofrequ¨e`ncia te´ un cost (en temps) forc¸a me´s elevat que en RTU. I utilitzarem LRC,
perque` d’aquesta manera, quan des d’un PC volguem comunicar-nos amb una unitat remota,
en el pas de la unitat base a la unitat remota, no haurem de recalcular la suma de verificacio´.
Simplement passarem de ASCII a binari.
Hem implementat les funcions, Read Holding registers (funcio´ 3) i Write output word (funcio´
6).
Ara explicarem en que consisteixen aquestes funcions i com son les trames Modbus.
Funcio´ Read Holding registers
Descripcio´
Llegeix el contingut dels holding registers de l’esclau.
Peticio´
Especifica el registre de comenc¸ament (comenc¸a a comptar al registre 0) i el nombre de
registres a llegir. Per exemple, si volem llegir del registre 4 al 6 del esclau amb adrec¸a 2:
Resposta
En la resposta, les dades del registre, van empaquetades en dos bytes per registre, amb el
contingut binari justificat a la dreta dintre de cada byte. Per cada registre, el primer byte conte´
la part alta i el segon la part baixa de les dades d’aquest registre.
Un exemple de resposta podria ser:
1Interconnexio´ de sistemes obert.
2Comprovacio´ de redunda`ncia c´ıclica.
3Comprovacio´ de redunda`ncia longitudinal.
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Nom del camp Exemple (Hex)
Adrec¸a esclau 02
Funcio´ 03
Registre de comenc¸ament (part alta) 00
Registre de comenc¸ament (part baixa) 04
Nombre de registres a llegir (part alta) 00
Nombre de registres a llegir (part baixa) 02
LRC –
Taula 3.2: Modbus. Exemple peticio´ de la funcio´ Read Holding registers.
Nom del camp Exemple (Hex)
Adrec¸a esclau 02
Funcio´ 03
Nombre de bytes 04
Dades, part alta (registre 4) 00
Dades, part baixa (registre 4) F2
Dades, part alta (registre 5) 03
Dades, part baixa (registre 5) 2A
LRC –
Taula 3.3: Modbus. Exemple resposta a la funcio´ Read Holding registers.
El contingut del registre 4 e´s 00 F2 i del registre 5, 03 2A.
Funcio´ Write output word
Descripcio´
Escriu un valor dintre d’un holding register. Quan s’envia a broadcast, la funcio´ escriu el
mateix registre a tots els esclaus.
Peticio´
La peticio´ especifica el registre a escriure (comenc¸a a comptar al registre 0).
El valor a escriure s’especifica al camp dada de la peticio´. E´s fan servir 16 bits.
Exemple que escriu 0F 5A a l’adrec¸a 12 de l’esclau 3:
Nom del camp Exemple (Hex)
Adrec¸a esclau 03
Funcio´ 06
Registre de comenc¸ament (part alta) 00
Registre de comenc¸ament (part baixa) 0C
Dada (part alta) 0F
Dada (part baixa) 5A
LRC –
Taula 3.4: Modbus. Exemple peticio´ de la funcio´ Write Output Word.
Resposta
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Si tot va be´, despre´s d’escriure la dada, s’envia una copia de la peticio´.
Un exemple de resposta podria ser:
Nom del camp Exemple (Hex)
Adrec¸a esclau 03
Funcio´ 06
Registre de comenc¸ament (part alta) 00
Registre de comenc¸ament (part baixa) 0C
Dada (part alta) 0F
Dada (part baixa) 5A
LRC –
Taula 3.5: Modbus. Exemple resposta a la funcio´ Write Output Word.
Resposta amb una exepcio´
Descripcio´
Com a exemple ensenyarem una peticio´ a una adrec¸a no valida.
Peticio´
Exemple per llegir del registre 23 (no existent) de l’esclau amb adrec¸a 2:
Nom del camp Exemple (Hex)
Adrec¸a esclau 02
Funcio´ 03
Registre de comenc¸ament (part alta) 00
Registre de comenc¸ament (part baixa) 17
Nombre de registres a llegir (part alta) 00
Nombre de registres a llegir (part baixa) 01
LRC –
Taula 3.6: Modbus. Exemple peticio´ que provoca excepcio´.
Resposta
L’esclau respon amb una excepcio´:
Nom del camp Exemple (Hex)
Adrec¸a esclau 02
Funcio´ 81
Codi d’excepcio´ 02
LRC –
Taula 3.7: Modbus. Exemple resposta amb excepcio´.
Ha respo`s amb un codi d’excepcio´ 02. Aquest codi indica un acce´s a una adrec¸a no valida
(Veure la taula 3.9 per als possibles codis d’excepcio´).
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Registres
A continuacio´ hi ha la taula amb els possibles registres que podem utilitzar i la descripcio´ de
cadascun.
Nom Descripcio´ Registre Tipus
MB W TIME LO Hora del sistema (part baixa) 0 RW
MB W TIME HI Hora del sistema (part alta) 1 RW
MB W DATE LO Data del sistema (part baixa) 2 RW
MB W DATE HI Data del sistema (part alta) 3 RW
MB W DI1 Entrada digital 1 (DI1) 4 RO
MB W DO1 Sortida digital 1 (DO1) 5 RW
MB W DO2 Sortida digital 2 (DO2) 6 RW
MB W USRSW Polsador (USRSW) 15 RO
MB W USRLED LED (USRLED) 16 RW
MB W LLUM Sensor de lluminositat 17 RO
MB W TEMPERATURA Sensor de temperatura 18 RO
Taula 3.8: Registres accessibles mitjanc¸ant Modbus.
A la taula es distingeixen dos tipus de registres, RW i RO. El primer son registres de
lectura/escriptura, i el segon, registres que nome´s podem llegir.
Internament aquesta taula e´s un array de words4. Els valors d’aquests registres s’actualitzen
cada segon. Les lectures es fan sobre aquest array, en canvi, les escriptures es fan sobre el
perife`ric o dispositiu al que correspongui el registre. Es fa aquest tractament especial en les
escriptures per tal de que les accions siguin el me´s immediates possible. Per tal de no ocupar
molt de temps quan actualitzem els valors d’aquesta taula, es reparteix en diferents moments.
En la seccio´ 3.9 podeu veure com ho fem.
4Paraules de 16 bits.
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Excepcions
A continuacio´ hi ha la taula amb els possibles codis d’excepcio´ i el seu significat.
Nom Descripcio´ Nu´mero
MB E ILLEGAL FUNCTION El codi de funcio´ de la peticio´ no esta`
admesa.
1
MB E ILLEGAL DATA ADDRESS L’adrec¸a de dades rebuda en la peticio´
no es valida.
2
MB E ILLEGAL DATA VALUE El valor del cap de dades de la peticio´
no esta` adme`s.
3
MB E SLAVE DEVICE FAILURE Hi ha hagut un error mentre l’esclau
intentava executar la peticio´.
4
MB E ACKNOWLEDGE L’esclau ha acceptat la peticio´ i l’esta`
processant. Aquesta resposta s’utilit-
za quan el temps de proces e´s alt, per
tal de no provocar un timeout.
5
MB E SLAVE DEVICE BUSY L’esclau esta` processant una peticio´ i
no en pot atendre de noves.
6
MB E CRC NOT MATCH La trama Modbus esta` malformada o
s’ha corromput en la transmissio´.
10
Taula 3.9: Codis d’excepcio´ del Modbus.
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Direccionament de trames
Les trames enviades pel PC les rep la unitat base, llavors aquesta, depenent de l’adrec¸a esclau
d’aquest missatge, el retransmet a la unitat remota que toqui.
A continuacio´ teniu un diagrama de flux que esquematitza les operacions que ha de fer la
unitat base, quan rep un missatge del PC.
Figura 3.9: Diagrama de flux de la recepcio´ d’una trama Modbus enviada pel PC.
Quan el missatge no es per a la unitat base, aquesta l’envia cap a la unitat remota pertinent
mitjanc¸ant radiofrequ¨e`ncia. En el cas especial de ser broadcast (no tractat en els diagrames),
sera` enviat a totes les unitats remotes, i tambe´ executat.
Figura 3.10: Diagrama de flux de la recepcio´ d’una trama Modbus enviada per una unitat remota.
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Quan retransmet la peticio´ a una unitat remota, aquesta, executara` la peticio´, i li enviara`
la resposta Modbus a la unitat base. Els u´nics missatges de radiofrequ¨e`ncia que rebra` la unitat
base seran respostes a peticions Modbus. Per tant, lo u´nic que ha de fer e´s retransmetre la
resposta cap al PC.
Per u´ltim, en el diagrama 3.11 s’explica el proces que segueix una unitat remota al rebre un
missatge per radiofrequ¨e`ncia.
Figura 3.11: Diagrama de flux de la recepcio´ d’una trama Modbus a una unitat remota.
3.7 RTCC
El RTCC ve de les sigles real time controller and calendar i e´s un rellotge d’ordinador inclo`s
en un circuit integrat. Mante´ la hora, el dia de la setmana, el dia del mes, el mes i l’any. Per
accedir a aquestes dades ho farem utilitzant el bus I2C.
Els principals avantatges d’utilitzar aquest circuit integrat son: el baix consum d’energia,
allibera el treball al microcontrolador d’haver de mantenir el temps i la facilitat de calibrar-lo
per ser el ma`xim prec´ıs possible.
El bus I2C utilitza dos l´ınies per a trametre la informacio´, una per les dades i una per la
senyal de rellotge. El protocol de comunicacio´ es basa en el model mestre-esclau i tothom pot
fer de mestre, pero` en el nostre cas, nome´s ho sera` el PIC. Cada esclau te una direccio´ u´nica
que l’identifica.
Una transaccio´ consta dels segu¨ents passos:
1. Esperem a que el bus estigui lliure.
2. El mestre envia un patro´ que indica un comenc¸ament (start condition). Aixo` serveix per
“alertar” als dispositius esclau.
3. El mestre envia un byte que conte´ la direccio´ del dispositiu esclau amb qui vol parlar. El
bit de menor pes indica lectura (si e´s 1) o escriptura (si es 0).
4. Els esclaus comparen la direccio´ enviada amb la seva, si coincideix, fara` cas dels segu¨ents
bytes que es transmetin.
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5. L’esclau respon al mestre enviant un ACK.
6. A continuacio´ el mestre envia la direccio´ del registre que vol llegir/escriure.
7. L’esclau respon amb un ACK.
8. Ara el mestre pot comenc¸ar a llegir o escriure bytes de dades. Cada byte llegit/escrit e´s
respost per un ACK de l’esclau.
9. Quan s’acaba la comunicacio´ el mestre transmet una stop condition per deixar lliure el
bus.
Ja que el nostre compilador disposa d’una biblioteca per a la comunicacio´ I2C, hem utilitzat
aquesta.
Primer hem de configurar el perife`ric del PIC que gestiona el bus. De la mateixa manera
que hem hagut de ficar un valor a un registre per fer que la UART ane´s a una velocitat en
concret, aqu´ı tambe´ ho hem de fer. El registre es diu SSP2ADD i nosaltres el configurarem per
funcionar a 100Kbps (fo´rmula 3.3).
SSP2ADD =
Fosc/4
V elocitatenbps
− 1⇒ SSP2ADD = 48000000/4
100000
− 1 = 119 (3.3)
I es configura mitjanc¸ant:
0 SSP2ADD = 119; // per anar a 100 kbps
OpenI2C2( MASTER , SLEW_OFF ); // En e l mode 100 kbps , SLEW OFF
Codi 3.5: Configuracio´ del I2C.
Els registres que utilitzarem son:
Figura 3.12: Mapa de la memo`ria del RTCC.
Lo primer que fa el programa despre`s d’haver configurat el I2C e´s configurar el RTC, perque`
provoqui una interrupcio´ cada segon. Per aconseguir aixo` hem de “mapejar” la interrupcio´
externa 1 amb la pota 35 (RP12).
0 PPSInput(PPS_INT1 , PPS_RP12);
Codi 3.6: Configuracio´ del PPS per a la INT1.
3.8. SENSORS 43
Tot seguit configurem els registres del RTC que li indiquen que volem que faci un pols cada
segon. Aixo` ho fem escrivint el byte “01000000” a l’adrec¸a 7 de la seva memo`ria.
Despre`s llegim l’adrec¸a de la placa, la qual tenim guardada a la direccio´ zero de la EEPROM
que porta incorporada el RTC.
Per u´ltim, llegim l’hora i data per guardar-la en variables globals. A partir d’aquest moment,
el PIC mantindra` l’hora sense necessitat de llegir del RTC. Per saber quan ha passat un segon
utilitzem la interrupcio´ que hem configurat anteriorment, la qual es provoca cada segon. Tot
i aix´ı, cada dia a les 00:00h tornem a llegir la data i hora del RTC per assegurar-nos de que
estem sincronitzats.
Actualment el RTC no te´ una utilitat real, pero` hem pensat que pot ser molt u´til en
ampliacions futures. Per exemple per programar esdeveniments, registre de log’s, etc.
3.8 Sensors
Els dos sensors es llegeixen mitjanc¸ant el conversor analo`gic-digital. Per utilitzar aquest perife`ric
del PIC, fem servir les biblioteques que ens proporciona el compilador.
Configurem el conversor per tal de que:
• La frequ¨e`ncia del conversor sigui de Fosc / 64.
• El temps d’adquisicio´ de 20 Tad.
• Els 10 bits que conte´ el valor estiguin alineats a la dreta del word resultant.
• Desactivem les interrupcions ja que farem tot el proces per enquesta.
• I per u´ltim, especifiquem que volem que utilitzi la tensio´ d’alimentacio´ com a refere`ncia.
0 OpenADC(ADC_FOSC_64 &
ADC_RIGHT_JUST &
ADC_20_TAD ,
ADC_CH6 &
ADC_INT_OFF &
5 ADC_VREFPLUS_VDD ,
0b10111110 );
Codi 3.7: Configuracio´ del ADC.
Un cop fet aixo`, utilitzarem una caracter´ıstica d’aquest perife`ric que permet autocalibrar-se.
D’aquesta manera les conversions que farem despre´s, seran me´s fiables.
0 // Calibrem e l conversor AD
ADCON1bits.ADCAL = 1; // Activem l a c a l i b r a c i o
ConvertADC (); // Fem una convers io per t a l de que s ’ a u t o a j u s t i
while(BusyADC ()); // Esperem que acab i l a convers io
ADCON1bits.ADCAL = 0;
Codi 3.8: Calibracio´ del ADC.
Un cop calibrat, programem la conversio´ a fer, en aquest cas no es necessari perque` ja tenim
el canal 6 sel·leccionat (el del sensor de temperatura).
Despre`s, cada segon, agafarem el valor que ha convertit, per guardar-lo al registre que li
correspon de la taula de Modbus. I programarem el segu¨ent sensor a convertir.
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3.9 Timer
En aquest apartat explicarem com hem configurat el temporitzador 0 per tal de que provoqui
una interrupcio´ cada 10ms. Aixo` ens serveix per apujar uns flags cada 50ms que despre`s
utilitzem per repartir les tasques en el temps.
A continuacio´ podeu veure el diagrama de funcionament (figura 3.13).
Figura 3.13: Diagrama de funcionament del Timer 0.
• Mitjanc¸ant el bit T0CS podem escollir quina font de rellotge volem que utilitzi. Si interna
o externa.
• Despre`s podem escollir si volem prescaler. El prescaler serveix per ralentitzar la font
de rellotge fins a 256 vegades. Es a dir, si tenim que el rellotge ens dona una senyal a
12.000.000 Hz i la passem per el prescaler a 256, obtindrem una senyal a 46.875 Hz.
• Aquesta senyal incrementara` un registre de 16bits i quan faci overflow, provocara` una
interrupcio´.
• Per controlar el temps entre overflow i overflow hem de ficar un valor als registres TMR0L
i TMR0, tenint en compte a la frequ¨e`ncia que s’incrementara`. Entre els dos fan els 16
bits.
• Despre`s de cada overflow, hem de tornar a escriure el valor als registres TMR0L i TMR0.
Per a decidir quin prescaler necessitem i el valor de TMR0 hem fet una taula (figura 3.14).
Tambe´ podem veure si hi ha error.
3.9. TIMER 45
Figura 3.14: Taula de ca`lculs per al Timer 0.
Podem veure que utilitzant el mode a 16 bits i amb qualsevol prescaler de entre 2 i 64
obtenim un error del 0,00%.
L’equacio´ per calcular el valor del registre TMR0 e´s la (3.4).
TMR0 = RngTimer −
Fosc/4
Prescaler
1/Periode
(3.4)
On:
RngTimer (rang del timer) e´s 216 ja que utilitzem el mode a 16 bits.
Fosc e´s 48Mhz.
Prescaler e´s 32.
Periode e´s 0,01 segons.
TMR0 = 65536−
48000000/4
32
1/0, 01
= 61786 (3.5)
A la figura 3.13 hi ha el registre de configuracio´ del timer. Farem que funcioni a 16 bits,
entrada de rellotge interna, increment quan passa de baix a alt i activem prescaler de 1:32.
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Figura 3.15: Registre de control del Timer 0.
Escrivim el valor que em calculat utilitzant la funcio´ WriteTimer0 que guarda el valor als
registres TMR0L i TMR0. I per u´ltim activem el timer.
0 WriteTimer0( 61786 );
T0CONbits.TMR0ON = 1; // Activem e l t imer
Codi 3.9: Escriure valor del timer 0.
A la rutina d’interrupcio´ lo primer que fem e´s escriure el valor amb WriteTimer0 i despre`s
activem uns flags que utilitzem alhora d’actualitzar la taula de registres del Modbus. Aquests
flags s’activen de un en un i en trams de 50ms. D’aquesta manera podem actualitzar uns valors
als primers 50ms, uns altres als 100ms, uns altres als 150ms, etc. Aixo` e´s important perque`
mentre en tot moment podem rebre un missatge per radiofrequ¨e`ncia i per l’USB, i d’aquesta
manera, mai passem molt de temps “estancats” fent una tasca.
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3.10 Aplicacio´ d’escriptori
Per tal de demostrar el funcionament del firmware, s’ha desenvolupat una aplicacio´ d’escriptori
que permet llegir o modificar tots els registres de la taula Modbus.
Figura 3.16: Captura de pantalla de la finestra principal.
S’ha desenvolupat utilitzant el llenguatge de programacio´ Python i les biblioteques d’inter-
ficie d’usuari GTK+. El principal avantatge d’utilitzar Python juntament amb GTK+ e´s que,
si tenim una mica de cura al programar, funcionara` a entorns GNU/Linux i Microsoft Windows
sense haver de modificar res del codi font.
L’aplicacio´ es separa en 4 classes.
1. MainWindowApp. Dibuixa l’interf´ıcie d’usuari i gestiona les senyals que emeten els wid-
gets.
2. Mrfs10Driver. Gestiona la comunicacio´ amb la unitat base.
3. Mrfs10LogHandler
4. Mrfs10LogHandlerThread
3.10.1 Classe MainWindowApp
Aquesta classe s’encarrega de dibuixar l’interf´ıcie d’usuari i gestiona les senyals que emeten els
widgets.
L’interf´ıcie d’usuari s’ha definit mitjanc¸ant un fitxer XML que es crea utilitzant un programa
de disseny anomenat Glade.
En aquest fitxer XML tambe´ es defineixen les senyals que s’emetran quan hi hagin esdeve-
niments, com per exemple, clicar el boto´ de connectar.
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Figura 3.17: Dissenyador d’interf´ıcies GTK, Glade.
La classe MainWindowApp utilitza el Gtk.Builder() per a dibuixar la interf´ıcie a partir del
XML. Despre`s connecta les senyals que hem definit amb me`todes de la classe. Aix´ı, quan per
exemple cliquem a connectar, s’executara` la funcio´ onConnectActivate().
Per u´ltim crea una insta`ncia de la classe Mrfs10Driver, la qual sera` l’encarregada de la
comunicacio´ amb les plaques.
3.10.2 Classe Mrfs10Driver
La classe Mrfs10Driver s’encarrega de la comunicacio´ amb les plaques. Quan connectem l’USB
de la unitat base al PC, es crea un dispositiu de tipus serie virtual. Aixo` vol dir que es comporta
com si d’un port serie es tractes. Per a escriure i llegir d’aquest port utilitzem la biblioteca
PySerial. PySerial e´s una biblioteca que ens permet utilitzar ports serie de manera transparent
entre diferents sistemes operatius. Permet definir la velocitat de transfere`ncia, timeout’s, temps
d’espera entre bytes, etc.
Ja que la comunicacio´ no es immediata i a vegades poden passar segons, creem un thread
nou el qual sera` l’encarregat d’escriure les peticions i llegir les respostes. Si no fe´ssim aixo`,
quan envie´ssim una peticio´, la interf´ıcie d’usuari es quedaria bloquejada fins acabar de rebre la
resposta.
Per a dir-li les peticions que volem fer a aquest segon thread, utilitzem cues. D’aquesta
manera podem dir-li una serie de peticions i ja s’encarregara` d’anar-les enviant quant pugui.
Concretament utilitzem la biblioteca “Queue.Queue” la qual e´s thread-safe. Aixo` vol dir que
no e´s necessari utilitzar sema`fors o mutex’s per limitar l’acce´s a aquestes cues des de diferents
threads.
Concretament utilitzem dues cues. Una de baixa prioritat i una d’alta. Com es sobre-ente´n,
la cua d’alta prioritat sera` la que primer es buidara` abans de desencuar de la de baixa prioritat.
Aix´ı aconseguim que tasques com actualitzar els valors d’estat de les plaques (cua de baixa
prioritat) no obstaculitzin accions com activar una sortida digital (cua d’alta prioritat).
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A continuacio´ podeu veure les dades que s’encuen quan volem actualitzar la data i la hora.
0 def getTimeDate(self , numplaca , callback):
i f self.connected:
query = [ numplaca , 3, 0, mrfs10lib.MB_ADDRESS_TIME , 0, 4]
self.QuerysQueue.put( { "callback": callback , "query": query , "
numplaca": numplaca , "response": True } )
Codi 3.10: Exemple de dades encuades per llegir la data i la hora.
Com podeu apreciar, se li passa una funcio´ callback. Aquesta funcio´ sera` executada despre`s
d’haver rebut la resposta a la peticio´. Aix´ı per exemple en la funcio´ getTimeDate(self, numplaca,
callback) se li passa de funcio´ callback, la funcio´ cbTimeDate() de la classe MainWindowApp la
qual actualitza el widget on mostrem la data i la hora de la placa.
Per actualitzar els widgets des d’un altre thread em de tenir en compte que Gtk no e´s thread-
safe. Per tant, sempre abans de modificar quelcom, haurem de bloquejar el thread principal.
Aixo` ho fem utilitzant unes funcions que ens proporciona la mateixa biblioteca.
0 Gdk.threads_enter () # Bloquegem e l thread p r i n c i p a l
# Fem l e s modi f i cac ions a l s widges que necess i tem
Gdk.threads_leave () # Desbloquejem e l thread p r i n c i p a l
Codi 3.11: Bloqueig del thread principal utilitzant Gdk.
3.10.3 Classes Mrfs10LogHandler i Mrfs10LogHandlerThread
Totes les accions que fa la classe Mrfs10Driver e´s poden depurar gra`cies a que mantenim un
log. Aquest log el generem gra`cies a la classe logging.
Hem decidit que l’usuari de l’aplicacio´ l’ha de poder veure des de la mateixa finestra del
programa, i per poder fer aixo`, s’ha d’afegir un handler a la nostra insta`ncia de logging. El
handler serveix per canviar la manera de mostrar el log per defecte (la qual e´s imprimir-ho per
la sortida esta`ndard). Aix´ı doncs, hem fet un handler que ho imprimeix en un quadre de text.
Aquestes classes hereten de logging.Handler i redefineixen la funcio´ emit. Aquesta funcio´ e´s
la que s’encarrega d’imprimir per pantalla el String del log. La redefinim per tal de que vagi
a parar a l’a`rea de text de la finestra principal. Per u´ltim fem scroll per tal de que sempre es
vegi l’u´ltim esdeveniment.
0 def emit(self , record):
s = self.format(record) + ’\n’
self.textbuffer.insert( self.textbuffer.get_end_iter (), s )
insertMark = self.textbuffer.get_mark(’insert ’)
5 i f (insertMark != None):
self.textview.scroll_to_mark( insertMark , 0.0, False , 0.0, 0.0 )
Codi 3.12: Logging.
L’u´nica diferencia entre les classes Mrfs10LogHandler i Mrfs10LogHandlerThread e´s que
aquesta u´ltima, abans d’afegir el text i fer el scroll, bloqueja el thread principal, ja que, aquesta
classe s’utilitza des del thread secundari.
A la figura (3.18) podeu veure com hi han dos “loggers”. Un amb nom “Mrfs10Driver” i
l’altre “Mrfs10DriverThread-1”. Aquest u´ltim e´s el del thread que desencua i envia i rep les
trames Modbus. Tambe´ e´s pot veure de cada peticio´, la resposta que rebem.
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Figura 3.18: Exemple de log.
3.10.4 Descripcio´ de la interficie d’usuari
En aquesta seccio´ descriurem les diferents parts que formen la interf´ıcie d’usuari.
La finestra principal te´ les segu¨ents parts:
Figura 3.19: Interf´ıcie d’usuari.
1. Establir connexio´ amb la unitat base.
2. Tancar la connexio´.
3. Actualitzar valors de la placa sel·lecionada.
4. Sel·leccio´ de la placa a utilitzar.
5. Estat de la placa sel·leccionada.
6. Log.
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7. Menu´ principal.
Des del menu´ edita podem accedir al dia`leg de configuracio´ del port, i fixar la hora de les
plaques a l’actual del SO.
Figura 3.20: Menu´ principal.
Des de les prefere`ncies podem canviar el port serie.
Figura 3.21: Dialeg de prefere`ncies.
Finalment, des de Visualitzacio´ → Depuracio´. Podem ocultar o fer visible el log.
Figura 3.22: Visualitzar depuracio´.
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CAPI´TOL 4
Conclusions
4.1 Objectius assolits
Dels objectius espec´ıfics que vam planificar:
1. Buscar els components electro`nics me´s adients per a aquest sistema.
2. Fer els esquemes electro`nics de connexionat.
3. Dissenyar la placa de circuit impre`s1 (a partir d’ara CI).
4. Buscar un fabricant de CI i encarregar la fabricacio´.
5. Soldar els components a les plaques de CI
6. Programar les biblioteques necessa`ries per a fer u´s de tot el hardware.
7. Programar el software principal o firmware.
8. Desenvolupar una aplicacio´ d’ordinador que permeti controlar la unitat central, i a partir
d’aquesta, les remotes.
S’han complert tots a excepcio´ del punt 6. Concretament no hem implementat una biblioteca
per fer u´s de la memo`ria externa. No em necessitat emmagatzemar grans quantitats de dades
i amb la memo`ria que portava el RTCC ha sigut suficient. De totes maneres, en ampliacions
futures, tenir la memo`ria pot ser de gran utilitat.
1Coneguda amb la paraula anglesa PCB (printed circuit board)
53
54 CAPI´TOL 4. CONCLUSIONS
4.2 Treball futur
Degut a la naturalesa general del sistema desenvolupat, hi han moltes millores possibles.
• Seria recomanable millorar la font d’alimentacio´, per tal de que fos me´s eficient.
• Comunicacio´ entre PC i unitat base utilitzant Bluetooth.
• Gra`cies a l’anterior, aplicacio´ de mo`bil que es comuniqui utilitzant el Bluetooth.
• Possibilitat de programar accions en un calendari de manera que funcioni de manera
auto`noma. Sense necessitat de tenir el PC connectat.
• Possibilitat de programar accions depenent d’esdeveniments. Per exemple activar una
va`lvula de reg, quan l’humitat del terra baixi d’un llindar.
• Canviar els mo`duls de radiofrequ¨e`ncia per uns de me´s velocitat de transfere`ncia. Aixo`
ens permetria tenir millors temps de resposta.
4.3 Planificacio´ final
A l’hora de desenvolupar aquest projecte ens hem trobat amb una serie d’imprevistos que ens
han fet desviar-nos de la planificacio´ original.
• La primera causa ha estat la inexperie`ncia en dissenyar un circuit electro`nic mitjanament
complex. Amb el consequ¨ent cost en temps i errors.
• Una altre causa ha estat el retard en rebre el material. Concretament els circuits impresos.
• La tercera causa han estat els mo`duls de radiofrequ¨e`ncia. La poca documentacio´ que
donava el fabricant va provocar que perde´ssim molt de temps.
• Per u´ltim, la disponibilitat de l’autor no va ser la prevista. Concretament moltes jornades
van passar a ser 3h en comptes de les 4h previstes.
A continuacio´ podeu veure el llistat de tasques i el diagrama de Gantt reals.
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Figura 4.1: Llistat de tasques real.
Figura 4.2: Diagrama de Gantt real.
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CAPI´TOL 5
Valoracio´ econo´mica
En aquest cap´ıtol parlarem dels aspectes econo`mics del projecte. En primer lloc tenim el cost
dels components electro`nics, circuits impresos i software utilitzat. En segon lloc els costos en
recursos humans. I per u´ltim, el cost total del projecte.
5.1 Material
Codi Descripcio´ Quantitat Preu unitat (e) Preu total (e)
Microcontrolador:
PIC18F46J11-I/PT MICROCHIP - PIC18F46J11-I/PT 3 3,91 15,64
9B-12.000MAAJ-B CRISTAL, 12MHZ 6 0,76 2,28
RTCC:
MCP79410-I/SN MICROCHIP - MCP79410-I/SN -
RTCC, 12C, 1K EE, 64B SRAM,
8SOIC
3 1,24 3,72
AB26T-32.78KHZ ABRACON – AB26T-32.78KHZ –
CRISTAL
3 0,362 1,086
Memo`ria:
SST25VF010A-33-4I-SAE MICROCHIP - SST25VF010A-33-
4I-SAE
3 0,614 1,842
USB:
MCP2200-I/SO MICROCHIP - MCP2200-I/SO -
IC, USB2.0-TO-UART, W/GPIO,
20SOIC
3 1,69 5,07
2411 03 LUMBERG - 2411 03 - HEMBRA,
USB, TIPO B
3 0,49 1,47
Radiofrequ¨e`ncia:
WLS107B4B 433Mhz RF link kit 3 3,5 10,5
Reles:
G5LE-1-DC5 OMRON ELECTRONIC COMPO-
NENTS - G5LE-1-DC5 - POWER
RELAY, SPDT, 5VDC, 10A, PC
BOARD
4 1,41 5,64
Polsadors:
EVQQ2X03W PANASONIC - EVQQ2X03W - IN-
TERRUPTOR, SPNO, SMD
6 0,3 2,4
Condensadors:
C0603C0G1E120J TDK - C0603C0G1E120J - CAPA-
CITOR CERAMIC, 12PF, 25V,
C0G, 0201
12 0,008 0,096
(continua a la segu¨ent pa`gina)
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(ve de la pa`gina anterior)
MC0603N150K500CT MULTICOMP -
MC0603N150K500CT - CAPACI-
TOR CERAMIC 15PF, 50V, NP0,
0603
12 0,008 0,096
MC0603B104M250CT MULTICOMP -
MC0603B104M250CT - CAPA-
CITOR CERAMIC, 0.1UF, 25V,
X7R, 0603
27 0,006 0,162
C0603C0G1E101J TDK - C0603C0G1E101J - CAPA-
CITOR CERAMIC, 100PF, 25V,
C0G, 0201
3 0,008 0,024
MC0603X105M160CT MULTICOMP -
MC0603X105M160CT - CAPACI-
TOR CERAMIC, 1UF, 16V, X5R,
0603
12 0,014 0,168
UVR1H0R1MDD1TD NICHICON -
UVR1H0R1MDD1TD - CAPA-
CITOR ALUM ELEC, 0.1µF, 50V,
RADIAL
6 0,078 0,468
MAL203858337E3 VISHAY BC COMPONENTS -
MAL203858337E3 - CONDENSA-
DOR, RADIAL, 63V, 0,33 UF
6 0,09 0,54
515D106M025JA6AE3 VISHAY SPRAGUE -
515D106M025JA6AE3 - CAPACI-
TOR ALUM ELECT 10UF, 25V,
RADIAL
3 0,095 0,285
Resiste`ncies:
MC0603SAF1001T5E MULTICOMP -
MC0603SAF1001T5E - RE-
SISTOR, THICK FILM, 1KOHM,
100mW, 1%
20 0,006 0,12
MC0603SAF1002T5E MULTICOMP -
MC0603SAF1002T5E - RESIS-
TOR, THICK FILM, 10KOHM,
100mW, 1%
50 0,006 0,3
RC0603JR-0756RL YAGEO - RC0603JR-0756RL -
RESISTENCIA, PELI´CULA GRU-
ESA, 56OHM, 100mW, 5%
20 0,005 0,1
MC0603SAF1501T5E MULTICOMP -
MC0603SAF1501T5E - RESIS-
TOR, THICK FILM, 1.5KOHM,
100mW, 1%
20 0,006 0,12
RC0603JR-07150RL YAGEO - RC0603JR-07150RL -
RESISTENCIA, PELI´CULA GRU-
ESA, 150OHM, 100mW, 5%
20 0,005 0,1
CRCW0603620RJNEA VISHAY DALE -
CRCW0603620RJNEA - RE-
SISTOR, THICK FILM, 620OHM,
100mW, 5%
20 0,009 0,18
Diodes:
HSMH-C150 AVAGO TECHNOLOGIES -
HSMH-C150. - LED, SMD, RED
6 0,127 0,762
HSMG-C150 AVAGO TECHNOLOGIES -
HSMG-C150. - LED, SMD,
GREEN
15 0,132 1,98
1N4148WS-V-GS08 VISHAY SEMICONDUCTOR -
1N4148WS-V-GS08 - DIODO,
100V, 150MA, SOD323
6 0,066 0,396
BAT54JFILM STMICROELECTRONICS -
BAT54JFILM - DIODO, SC-
HOTTKY, SOD-323
3 0,096 0,288
1N5817 HY ELECTRONICS - 1N5817 - Di-
odo Schottky, 1A, 20V, DO-41
18 0,036 0,648
Font:
LM7805CT FAIRCHILD SEMICONDUCTOR
- LM7805CT. - REG. DE TEN-
SIO´N +5,0 V, 7805, TO-220-3
3 0,59 1,77
LD1117V33C STMICROELECTRONICS -
LD1117V33C - VOLTAGE REGU-
LATOR
3 0,35 1,05
5020122 ANSMANN - 5020122 - BATERI´A,
CR 2032
3 1,16 3,48
HU2032-LF RENATA - HU2032-LF - SOPOR-
TE, BATERI´A, THT, CR2032
3 1,16 3,48
Sensors:
LM61CIM3 NATIONAL SEMICONDUCTOR -
LM61CIM3.. - IC, TEMPERATU-
RE SENSOR, ± 3◦C, 3-SOT-23
3 0,54 1,62
APDS-9004-020 AVAGO TECHNOLOGIES -
APDS-9004-020 - PHOTODIODE,
LIGHT SENSOR, SMD
2 1,08 2,16
Transistors:
2N3904TF FAIRCHILD SEMICONDUCTOR
- 2N3904TF - TRANSISTOR,
NPN, 40V, TO-92
6 0,036 0,216
Connectors:
(continua a la segu¨ent pa`gina)
5.1. MATERIAL 59
(ve de la pa`gina anterior)
1-1634688-0 TYCO ELECTRONICS /
AMP - 1-1634688-0 - HEA-
DER, BOX,STRAIGHT, 10WAY,
2.54MM
3 0,74 2,22
BG095-10-A-N-D GLOBAL CONNECTOR TECH-
NOLOGY - BG095-10-A-N-D -
BOARD-BOARD CONN, HEM-
BRA, 10 VI´AS, 1FILA
4 0,77 3,08
CTB9300/2A CAMDEN - CTB9300/2A - MAC-
HO, VERTICAL, 2VI´AS
3 0,128 0,384
CTB9200/2A CAMDEN - CTB9200/2A - TER-
MINAL BLOCK, PLUG-IN, 2WAY
3 0,74 2,22
CTB9300/3A CAMDEN - CTB9300/3A - HEA-
DER, VERTICAL, 3WAY
6 0,32 1,92
CTB9200/3A CAMDEN - CTB9200/3A - TER-
MINAL BLOCK, PLUG-IN, 3WAY
6 1,14 6,84
SPC20479 SPC TECHNOLOGY - SPC20479
- SHUNT JUMPER, 2WAY,
2.54MM
3 0,098 0,294
BG030-10-A-0650-0300-N-
G
GLOBAL CONNECTOR TECH-
NOLOGY - BG030-10-A-0650-
0300-N-G - BOARD-BOARD
CONN, MACHO, 10 VI´AS, 1FILA
10 0,31 3,1
PCB:
Fabricacio´ i enviament dels PCB’s 3 99,75 99,75
TOTAL: 186,16 e
IVA 18%: 33,51 e
TOTAL+IVA: 219,67 e
Taula 5.1: Llistat de preus dels components electro`nics.
Software Preu (e)
Altium Designer 3921,01
MPLABX 0
Compilador C18 0
MPLABX 0
Gravador de PIC’s 37,35
TOTAL 3958,36 e
IVA 18% 712,50 e
TOTAL+IVA 4670,86 e
Taula 5.2: Preus de software.
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5.2 Recursos humans
Tasca Rol Hores Preu/Hora Total
Ana`lisi de requisits. Analista de sistemes. 60 37,00 e 2220,00 e
Disseny del hardware i muntatge. Electro`nic. 145 35,00 e 5075,00 e
Programacio´ i proves. Programador. 491 25,00 e 12275,00 e
TOTAL: 21745,00 e
Taula 5.3: Preus RRHH.
5.3 Total
Hardware 219,67 e
Software 4670,86 e
Recursos humans 19570,00 e
TOTAL: 24460,53 e
Taula 5.4: Preu total.
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Glossari de termes
EEPROM Sigles de Electrically-Erasable Programmable Read-Only Memory (memo`ria ROM
programable i esborrable ele`ctricament) e´s un tipus de memo`ria ROM que pot ser
programada, esborrada i reprogramada ele`ctricament..
ICSP de l’angles, In-Circuit Serial Programming. Aquesta funcionalitat permet gravar el
firmware del PIC sense haver de treure’l del circuit..
I2C I2C e´s un bus de comunicacions en se`rie. El seu nom ve d’Inter-Integrated Circuit
(Circuits Inter-Integrats)..
PLC Un controlador lo`gic programable (PLC en angle`s Programmable Logic Controller)
e´s un auto`mat industrial dissenyat per controlar processos sequ¨encials. Un PLC e´s
un dispositiu electro`nic que e´s pot programar per l’usuari..
RTC Un rellotge en temps real (en angle`s, real-time clock, RTC ), e´s un rellotge d’un
ordinador, inclo`s en un circuit integrat, que mante´ l’hora actual..
SPI El bus SPI (de l’angle`s Serial Peripheral Interface) e´s un esta`ndard de comunicaci-
ons, utilitzat principalment per a la transfere`ncia d’informacio´ entre circuits integrats
en equips electro`nics. El bus de interf´ıcie de perife`rics se`rie o bus SPI e´s un esta`ndard
per a controlar quasi qualsevol electro`nica digital que accepte un flux de bits se`rie
regulat per un rellotge. Inclou una l´ınia de rellotge, dada entrant, dada ixent i un
pin de xip select, que connecta o desconnecta l’operacio´ del dispositiu amb que` unisc
desitja comunicar-se. D’aquesta manera, aquest esta`ndard permet multiplexar les
l´ınies de rellotge..
UART Un transmissor/receptor as´ıncron universal (generalment abreujat com UART en
angle`s) e´s un tipus de receptor/transmissor as´ıncron, una pec¸a de maquinari que
tradueix dades entre formes paral·leles i serials. UARTs s’utilitzen comunament en
conjuncio´ amb altres esta`ndards de comunicacio´ com EIA RS-232..
EMI Electromagnetic interference. Interfere`ncia electromagne`tica e´s qualsevol senyal que
degrada, obstrueix o interromp el funcionament desitjat d’un equip electro`nic.
log Histo`ric d’accions fetes.
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Microcontrolador Un microcontrolador e´s un microprocessador especialitzat en controlar equips
electro`nics, i inclou en un sol xip les tres unitats funcionals d’un ordinador: una CPU,
memo`ria i unitats d’E/S (Entrada/Sortida), e´s a dir, es tracta d’un computador
complet en un sol circuit integrat.
Modbus Modbus e´s un protocol de comunicacio´ situat en el nivell 7 del model OSI, basat en
l’arquitectura mestre-esclau.
PCB Printed circuit board. Circuit impre`s.
Power-on reset E´s un dispositiu electro`nic que detecta el corrent aplicat al xip i genera un pols
de RESET fins que e´s estable. S’utilitza per evitar comportaments inesperats per
culpa de l’alimentacio´ del xip.
PPS Peripheral Pin Select serveix per “mapejar” un perife`ric amb unes potes del micro-
controlador.
pull-down Serveix per ficar a valor baix (0) com a valor per defecte.
Pull-up Serveix per ficar a valor alt (1) com a valor per defecte.
RAM La memo`ria RAM, de l’angle`s Random Access Memory (Memo`ria d’Acce´s Aleatori),
e´s un tipus de memo`ria informa`tica, caracteritzat per un acce´s directe en qualsevol
ordre (aleatori) en un temps constant, sense distincio´ de la posicio´ on es trobi la
informacio´ ni de la posicio´ de l’anterior lectura. S’associa amb tipus de memo`ria
vola`tils..
RTCC Veure RTC.
Thread En informa`tica, un fil d’execucio´ (thread en angle`s) e´s la unitat me´s petita de pro-
cessament que pot ser programada pels sistemes operatius, i que permet a un proce´s
executar diferents tasques al mateix temps. Cada fil te´ un proce´s que ha de ser
executat. Aquesta caracter´ıstica dona la possibilitat al programador de dissenyar
un programa que execute diferents funcions concurrentment. La te`cnica de progra-
macio´ amb fils d’execucio´ s’anomena multifil (Multithreading en angle`s) i permet
simplificar el disseny d’aplicacions concurrents i millorar el rendiment de la creacio´
de processos. Cadascun dels fils accedix a unes dades, quan una d’aquestes es utilit-
zada per dos o me´s fils es diu que la dada esta` en conflicte. Cada fil te´ una seccio´ on
s’accedix a estes variables, la qual s’anomena seccio´ cr´ıtica. Tots el fils s’executen
concurrentment. Aquesta caracter´ıstica e´s possible gracies al canvis de context.
