Peridot is an experimental user interface management system, or UIMS, that can create graphical, highly interactive user interfaces. A previous article' presented an overview of Peridot, concentrating on how the static displays (the presentation) ofthe user interfaces are created. This article describes how the dynamics of the user interface can be specified by demonstration.
stands for programming by example for real-time interface design obviating typing, is implemented in Interlisp-D on a Xerox DandeTiger (1109) workstation.
The central approach of Peridot is to allow the designer of the user interface to design and implement direct-manipulation user interfaces3'4 in a directmanipulation manner. The designer need not do any programming in the conventional sense, since all commands and actions are given graphically. The general strategy of Peridot is to allow the designer to draw the screen display that the end user will see, and then to perform actions just as the end user would-for example, by moving a mouse, pressing its buttons, turning a knob, or toggling a switch. The results are immediately visible and executable on the screen and can be edited easily.
The designer gives examples of typical values for parameters and actions, and Peridot automatically guesses (or infers) how they should be used in the general case.
Because any inferencing system will occasionally guess wrong, Peridot uses three strategies to ensure correct inferences. First, Peridot always asks the designer if guesses are correct. Second, the results of the inferences can be seen and executed immediately. Finally, the inferences can be undone if they are wrong. The interface can be edited easily, and the changes will be visible immediately. In addition, Peridot creates efficient code so that the final interface can be used in actual application programs.
As shown in a previous paper,1 this technique allows the presentation aspects of the interface to be created by nonprogrammers in a very natural manner. Peridot may even be simple enough for end users to modify their user interfaces with. This article describes how these ideas have been extended to allow the dynamics of the interaction to be programmed by demonstration, which is harder because of the dynamic and temporal nature of the interactions.
To control the dynamics, all parts of the interaction that can change at runtime are attached to active values. These are like variables except that the associated picture is updated immediately when the value changes. Input devices and application programs can set active values at any time to modify the picture. Active values also form the link between the application program and the user interface.
Throughout this article the term "designer" is used for the person creating user interfaces (and therefore using Peridot). "User," or "end user," means the person using the interface created by the designer.
Background and related work
Because programming user interfaces is difficult and expensive, there has been a growing effort to create tools, called user interface management systems,5`7 to help with the task. Many early (and some current) UIMSs require the designer to specify the interfaces in a textual, formal programming-style language. This Another important component of Peridot is constraints, which are relationships among objects and data that must hold even when the objects are manipulated. Peridot uses two kinds of constraints. Graphical constraints, the kind used in ThingLab" and related systems,22'23 relate one graphic object to another. Data constraints ensure that a graphical object has a particular relationship to a data value; these are used in the Process Visualization System,24 which was influenced by "triggers" and "alerters" in database management systems. 25 They are also similar to the "control" values in GRINS" except that they are programmed by example instead of textually and can be executed immediately without waiting for compilation.
In Peridot, data constraints are associated with active values, which have been used in artificial intelligence simulation environments. 26 (here, 100 and 0). Peridot then automatically creates a linear interpolation that modifies the height of the bar on the basis of the value of ScrollPercent, as shown in (d). Similarly, the designer moves the grey box to the bottom of the bar (d) and then to the top (e) and specifies that this corresponds to the active value WhereInFile showing the position in the file. When asked, the designer specifies that WhereInFile varies from the value of the parameter CharsInFile down to 1. These two active values can then be set independently or at the same time by an application. Next, the designer moves the simulated mouse (which represents the real mouse) over the grey box and presses the middle button (Figure 2f ). Since the box has already been defined to move in y with an active value, Peridot infers that the mouse should control this action while its middle button is down. Of course, for this and all other inferences, the designer is queried to ensure that the guess is correct. If it is not, Peridot investigates other possibilities. When the mouse is used to update the graphics, the active values are also set and an application will be notified if appropriate. Now Peridot tries to let the designer specify the input device actions mostly by demonstration. The goal is to let the designer simply move the devices the same way the end user would, and Peridot will create the code to handle the actions. For this to work, the system must infer how the specific actions on the example data should be generalized to handle any appropriate end-user data. In addition, exceptions and error cases must be handled.
An important consideration for any demonstrational system is how much should be done by demonstration and how much by conventional specification. It is usually much easier to implement the specification technique in UIMSs, and in some cases demonstration may actually be harder for the designer to use. This happens when the designer knows how the system should act and believes it would be much easier simply to specify the actions than laboriously demonstrate them. For example, to demonstrate by example whether an action should toggle, set, or clear a value, the designer must demonstrate the action twice. The first demonstration, over a set value, will cause the value to be cleared for the function toggle, stay set for set, and be cleared for clear. The second demonstration, over a cleared value, will cause the value to be set for the function toggle, be cleared for set, and stay cleared for clear. To specify which should happen, the designer need only choose toggle, set, or clear, which will probably be much quicker. In other cases, however, the number of possible choices is so large that it would be more difficult to use specification. This has been the case for most aspects of the presentation of user interfaces (the static pictures).1
To make Peridot as easy to use as possible, the specification method is allowed whenever there is a small number of easily delineated choices. Demonstration is considered the primary method, however, since it is more novel and difficult to provide, and thus more interesting in a research context. Typically, each part of the interface that can change at runtime will be controlled by an active value, as shown in Figure 2 , where ScrollPercent and WhereInFile vary continuously in a specified range.
Different kinds of control using active values are shown in Figures 1 and 3 . In Figure 1 the active value CurrentProperties contains a list of the names that are designated by a dot. In Figure 3 seven active values control a window that can scroll vertically or horizontally, move, or change size.
An important advantage of active values is that they allow the application to deal in its own units (O to 100 and 1 to CharsInFile in Figure 2 , and the string names of the font properties in Figure 1 ) and remain totally independent of how these values are represented graphically or how they are set by input devices. The graphics can be changed arbitrarily, and the application code is not affected.
Exceptional values
An important consideration is what to do when an active value is set outside its expected limits. This is obviously most important when the active value is set by an input device, but it can also have a hand in preventing application programs from setting values incorrectly. An application can supply a procedure that will support gridding and more complex types of semantic feedback (where the application must be involved in the inner feedback loop). Alternatively, one of Peridot's built-in range-checking routines can be used. (the default is "allow") and, in some cases, automatically infers the constraint.
Application notification
Another important consideration is when to notify an application program if an active value changes. This comes into play mainly when the value is changed by input devices, but an application procedure can also be used to tie certain active values together to provide semantic feedback. As an example, Figure 4 -------------------. Figure 4 ). Figure 6 . The response to the mouse action is limited only by the creativity of the designer. In (a) four arrows move with the mouse; in (b) text items move left and right; and in (c) number-pad buttons pretend to move in three dimensions. Clearly, the mechanisms described in the previous section can be used to attach the input devices' active values to active values controlling the graphics. The techniques described under the subsection "exceptional values" are used to restrict the values to certain limits, and the application will be notified when appropriate.
If this were all that was provided, however, then code would have to be written for each mouse dependency to cover all the requirements. The main problem is that interaction techniques need to be activated only under certain conditions. For example, a typical menu has a black rectangle that follows the mouse (Figure 5 ), but only while the mouse button is held down over the menu. When the mouse button is released, the current value is returned.
When specifying interactions of this type, Peridot uses a postfix-style sequence. First, the designer creates the graphics that should appear (the black rectangle in the menu, for example) and then specifies that it should depend on the mouse. The actual graphics that respond to the mouse actions are totally under the control of the designer. For example, in Figure 6a the four arrows move with the mouse; in Figure 6b the text items move left and right when the mouse button is pressed over them; and in (1) over a particular object (for example, the diamond in Figure 4 ), (2) over one of a set of objects (any of the strings in the menu-generalizing from Figure 5 where the mouse is over a particular item: Copy), or (3) anywhere on the screen. If the simulated button is down, Peridot assumes that the operation should happen continuously while the button is pressed. If the simulated button is pressed and released, the action will happen once when the button goes down. It is also possible to demonstrate that the action should happen once when the button is released, continuously while the button is up, or only after the mouse button has been pressed several times (for example, a double click). Exception areas, where the interaction is not allowed, can be defined by demonstration. In Figure 7 , for example, the black rectangle will not go over any of the names shaded in grey. Of course, the graphic presentation of the illegal items is determined totally by the designer and is independent of the exception mechanism. The value to use for the active value when the mouse is over an exception item, as well as the value used when the mouse goes outside the object's boundaries, can be specified by the designer.
The property-sheet interaction (Figure 1 ) is demonstrated much like the menu. The example value for the controlling active value is used to determine whether multiple items are allowed (as for the property sheet) or only one is allowed (as for the menu). The slider ( Figure   4 ) is programmed the same way as the scroll bar ( Figure   2 ). After each piece of the interaction is designed, it can be run immediately, using either the actual devices (by going into "run mode") or the simulated devices. An 
