This standard specifies five hash algorithms that can be used to generate digests of messages. The digests are used to detect whether messages have been changed since the digests were generated.
1.
INTRODUCTION
This Standard specifies five secure hash algorithms, SHA-1, SHA-224, SHA-256, SHA-384, and SHA-512. All five of the algorithms are iterative, one-way hash functions that can process a message to produce a condensed representation called a message digest. These algorithms enable the determination of a message's integrity: any change to the message will, with a very high probability, result in a different message digest. This property is useful in the generation and verification of digital signatures and message authentication codes, and in the generation of random numbers or bits.
Each algorithm can be described in two stages: preprocessing and hash computation. Preprocessing involves padding a message, parsing the padded message into m-bit blocks, and setting initialization values to be used in the hash computation. The hash computation generates a message schedule from the padded message and uses that schedule, along with functions, constants, and word operations to iteratively generate a series of hash values. The final hash value generated by the hash computation is used to determine the message digest.
The five algorithms differ most significantly in the security strengths that are provided for the data being hashed. The security strengths of these five hash functions and the system as a whole when each of them is used with other cryptographic algorithms, such as digital signature algorithms and keyed-hash message authentication codes, can be found in and .
Additionally, the five algorithms differ in terms of the size of the blocks and words of data that are used during hashing. Figure 1 presents the basic properties of these hash algorithms. and is used to determine the message digest.
Algorithm
The j th word of the i th hash value, where is the left-most word of hash value i.
Constant value to be used for the iteration t of the hash computation.
k Number of zeroes appended to a message during the padding step.
l Length of the message, M, in bits.
m Number of bits in a message block, M (i) .
M
Message to be hashed.
M (i)
Message block i, with a size of m bits.
The j th word of the i th message block, where is the left-most word of message block i.
Number of bits to be rotated or shifted when a word is operated upon.
N
Number of blocks in the padded message.
T Temporary w-bit word used in the hash computation.
w Number of bits in a word.
W t
The t th w-bit word of the message schedule.
Symbols and Operations
The following symbols are used in the secure hash algorithm specifications; each operates on wbit words. << Left-shift operation, where x << n is obtained by discarding the left-most n bits of the word x and then padding the result with n zeroes on the right. >> Right-shift operation, where x >> n is obtained by discarding the rightmost n bits of the word x and then padding the result with n zeroes on the left.
The following operations are used in the secure hash algorithm specifications:
The rotate left (circular left shift) operation, where x is a w-bit word and n is an integer with 0 ≤ n < w, is defined by
The rotate right (circular right shift) operation, where x is a w-bit word and n is an integer with 0 ≤ n < w, is defined by
The right shift operation, where x is a w-bit word and n is an integer with 0 n < w, is defined by SHR n (x)=x >> n. ≤
3.

NOTATION AND CONVENTIONS
Bit Strings and Integers
The following terminology related to bit strings and integers will be used.
1. A hex digit is an element of the set {0, 1,…, 9, a,…, f}. A hex digit is the representation of a 4-bit string. For example, the hex digit "7" represents the 4-bit string "0111", and the hex digit "a" represents the 4-bit string "1010".
2. A word is a w-bit string that may be represented as a sequence of hex digits. To convert a word to hex digits, each 4-bit string is converted to its hex digit equivalent, as described in (1) 3. An integer may be represented as a word or pair of words. A word representation of the message length, l , in bits, is required for the padding techniques of Sec. 5.1.
An integer between 0 and 2 32 -1 inclusive may be represented as a 32-bit word. The least significant four bits of the integer are represented by the right-most hex digit of the word representation. For example, the integer 291=2 8 + 2 5 + 2 1 + 2 0 =256+32+2+1 is represented by the hex word "00000123".
The same holds true for an integer between 0 and 2 64 -1 inclusive, which may be represented as a 64-bit word.
If Z is an integer, 0 Z < 2 64 , then Z=2 32 X + Y, where 0 ≤ ≤ X < 2 32 and 0 ≤ Y < 2 32 . Since X and Y can be represented as 32-bit words x and y, respectively, the integer Z can be represented as the pair of words (x, y). This property is used for SHA-1, SHA-224 and SHA-256.
If Z is an integer, 0 Z < 2 128 , then Z=2 64 X + Y, where 0 ≤ ≤ X < 2 64 and 0 Y < 2 64 . Since X and Y can be represented as 64-bit words x and y, respectively, the integer Z can be represented as the pair of words (x, y). This property is used for SHA-384 and SHA-512. 
Operations on Words
The following operations are applied to w-bit words in all five secure hash algorithms. SHA-1, SHA-224 and SHA-256 operate on 32-bit words (w=32), and SHA-384 and SHA-512 operate on 64-bit words (w=64).
1. Bitwise logical word operations: ∧ , ∨ , ⊕ , and ¬ (see Sec. 2.2.2).
2. Addition modulo 2 w .
The operation x + y is defined as follows. The words x and y represent integers X and Y, where 0 ≤ X < 2 w and 0 ≤ Y < 2 w . For positive integers U and V, let be the remainder upon dividing U by V. Compute
Then 0 Z < 2 w . Convert the integer Z to a word, z, and define z=x + y. ≤ 3. The right shift operation SHR n (x), where x is a w-bit word and n is an integer with 0 ≤ n < w, is defined by
This operation is used in the SHA-224, SHA-256, SHA-384, and SHA-512 algorithms.
4. The rotate right (circular right shift) operation ROTR n (x), where x is a w-bit word and n is an integer with 0 ≤ n < w, is defined by
Thus, ROTR n (x) is equivalent to a circular shift (rotation) of x by n positions to the right. This operation is used by the SHA-224, SHA-256, SHA-384, and SHA-512 algorithms.
5. The rotate left (circular left shift) operation, ROTL n (x), where x is a w-bit word and n is an integer with 0 ≤ n < w, is defined by
Thus, ROTL n (x) is equivalent to a circular shift (rotation) of x by n positions to the left.
This operation is used only in the SHA-1 algorithm.
6. Note the following equivalence relationships, where w is fixed in each relationship:
FUNCTIONS AND CONSTANTS
Functions
This section defines the functions that are used by each of the algorithms. Although the SHA-224, SHA-256, SHA-384, and SHA-512 algorithms all use similar functions, their descriptions are separated into sections for SHA-224 and SHA-256 (Sec. 4.1.2) and for SHA-384 and SHA-512 (Sec. 4.1.3), since the input and output for these functions are words of different sizes. Each of the algorithms include Ch (x, y, z) and Maj(x, y, z) functions; the exclusive-OR operation ( ⊕ ) in these functions may be replaced by a bitwise OR operation (∨) and produce identical results.
SHA-1 Functions
SHA-1 uses a sequence of logical functions, f 0 , f 1 ,…, f 79 . Each function f t , where 0 ≤ t < 79, operates on three 32-bit words, x, y, and z, and produces a 32-bit word as output. The function f t (x, y, z) is defined as follows: 
4.1.3 SHA-384 and SHA-512 Functions SHA-384 and SHA-512 both use six logical functions, where each function operates on 64-bit words, which are represented as x, y, and z. The result of each function is a new 64-bit word. 428a2f98 71374491 b5c0fbcf e9b5dba5 3956c25b 59f111f1 923f82a4 ab1c5ed5 d807aa98 12835b01 243185be 550c7dc3 72be5d74 80deb1fe 9bdc06a7 c19bf174 e49b69c1 efbe4786 0fc19dc6 240ca1cc 2de92c6f 4a7484aa 5cb0a9dc 76f988da 983e5152 a831c66d b00327c8 bf597fc7 c6e00bf3 d5a79147 06ca6351 14292967 27b70a85 2e1b2138 4d2c6dfc 53380d13 650a7354 766a0abb 81c2c92e 92722c85 a2bfe8a1 a81a664b c24b8b70 c76c51a3 d192e819 d6990624 f40e3585 106aa070 19a4c116 1e376c08 2748774c 34b0bcb5 391c0cb3 4ed8aa4a 5b9cca4f 682e6ff3 748f82ee 78a5636f 84c87814 8cc70208 90befffa a4506ceb bef9a3f7 c67178f2 4.2.3 SHA-384 and SHA-512 Constants SHA-384 and SHA-512 use the same sequence of eighty constant 64-bit words, . These words represent the first sixty-four bits of the fractional parts of the cube roots of the first eighty prime numbers. In hex, these constant words are (from left to right) } 512 { 79
5.
PREPROCESSING
Preprocessing shall take place before hash computation begins. This preprocessing consists of three steps: padding the message, M (Sec. 5.1), parsing the padded message into message blocks (Sec. 5.2), and setting the initial hash value, H (0) (Sec. 5.3).
Padding the Message
The message, M, shall be padded before hash computation begins. The purpose of this padding is to ensure that the padded message is a multiple of 512 or 1024 bits, depending on the algorithm.
SHA-1, SHA-224 and SHA-256
Suppose that the length of the message, M, is bits. Append the bit "1" to the end of the message, followed by k zero bits, where k is the smallest, non-negative solution to the equation . Then append the 64-bit block that is equal to the number expressed using a binary representation. For example, the (8-bit ASCII) message "abc" has length , so the message is padded with a one bit, then 
The length of the padded message should now be a multiple of 512 bits.
SHA-384 and SHA-512
Suppose the length of the message M, in bits, is bits. Append the bit "1" to the end of the message, followed by k zero bits, where k is the smallest non-negative solution to the equation . Then append the 128-bit block that is equal to the number expressed using a binary representation. For example, the (8-bit ASCII) message "abc" has length , so the message is padded with a one bit, then 
The length of the padded message should now be a multiple of 1024 bits.
Parsing the Padded Message
After a message has been padded, it must be parsed into N m-bit blocks before the hash computation can begin.
SHA-1, SHA-224 and SHA-256
For SHA-1, SHA-224 and SHA-256, the padded message is parsed into N 512-bit blocks, M
, M (2) ,…, M (N) . Since the 512 bits of the input block may be expressed as sixteen 32-bit words, the first 32 bits of message block i are denoted , the next 32 bits are , and so on up to
SHA-384 and SHA-512
For SHA-384 and SHA-512, the padded message is parsed into N 1024-bit blocks, M
, M (2) ,…, M (N) . Since the 1024 bits of the input block may be expressed as sixteen 64-bit words, the first 64 bits of message block i are denoted , the next 64 bits are , and so on up to ) .
Setting the Initial Hash Value (H (0) )
Before hash computation begins for each of the secure hash algorithms, the initial hash value, H
, must be set. The size and number of words in H (0) depends on the message digest size.
SHA-1
For SHA-1, the initial hash value, H
, shall consist of the following five 32-bit words, in hex:
SHA-224
For SHA-224, the initial hash value, H (0) , shall consist of the following eight 32-bit words, in hex:
HA-256, the initial hash value,
the following eight 32-bit words, in ex:
-two bits of the fractional parts of the square rime numbers.
HA-384, the initial hash val ollowing eight 64-bit words, in These words were obtained by taking the first sixty-four bits of the fractional parts of the square gh sixteenth prime numbers.
or SHA-512, the initial hash val following eight 64-bit words, in
These words were obtained by taking the first thirty 
, shall consist of the f hex: = cbbb9d5dc1059ed8
roots of the ninth throu
SHA-512
, shall consist of the hex: = 6a09e667f3bcc908
These words were obtained by taking the first sixty-four bits of th = e fractional parts of the square roots of the first eight prime numbers.
6.
SECURE HASH ALGORITHMS
In the following sections, the hash algorithms are not described in ascending order of size. SHA-256 is described before SHA-224 because the specification for SHA-224 is identical to SHA-256, except that different initial hash values are used, and the final hash value is truncated to 224 bits for SHA-224. The same is true for SHA-512 and SHA-384, except that the final hash value is truncated to 384 bits for SHA-384.
For each of the secure hash algorithms, there may exist alternate computation methods that yield identical results; one example is the alternative SHA-1 computation described in Sec. 6.1.3. Such alternate methods may be implemented in conformance to this standard.
SHA-1
SHA-1 may be used to hash a message, M, having a length of l bits, where . The algorithm uses 1) a message schedule of eighty 32-bit words, 2) five working variables of 32 bits each, and 3) a hash value of five 32-bit words. The final result of SHA-1 is a 160-bit message digest. a, b, c, d , and e. The words of the hash value are labeled , which will hold the initial hash value, H (0) , replaced by each successive intermediate hash value (after each message block is processed), H (i) , and ending with the final hash value, H (N) . SHA-1 also uses a single temporary word, T. 
, M
, …, M (N) , according to Sec. 5.2.1; and 3. Set the initial hash value, H (0) , as specified in Sec. 5.3.1.
SHA-1 Hash Computation
The SHA-1 hash computation uses functions and constants previously defined in Sec. 4.1.1 and Sec. 4.2.1, respectively. Addition (+) is performed modulo 2 32 .
After preprocessing is completed, each message block, M
, …, M
, is processed in order, using the following steps:
For i=1 to N: { 1. Prepare the message schedule, {W t }: Initialize the five working variables, a, b, c, d , and e, with the (i-1) st hash value: ), the resulting 160-bit message digest of the message, M, is However, if memory is limited, an alternative is to regard {W t } as a circular queue that may be implemented using an array of sixteen 32-bit words, W 0 , W 1 ,…, W 15 . The alternate method that is described in this section yields the same message digest as the SHA-1 computation method described in Sec. 6.1.2. Although this alternate method saves sixty-four 32-bit words of storage, it is likely to lengthen the execution time due to the increased complexity of the address computations for the {W t } in step (3).
For this alternate SHA-1 method, let MASK=0000000f (in hex). As in Sec. 6.1.1, addition is performed modulo 2 32 . Assuming that the preprocessing as described in Sec. 6.1.1 has been performed, the processing of M (i) is as follows: ), the resulting 160-bit message digest of the message, M, is
SHA-256
SHA-256 may be used to hash a message, M, having a length of bits, where . The algorithm uses 1) a message schedule of sixty-four 32-bit words, 2) eight working variables of 32 bits each, and 3) a hash value of eight 32-bit words. The final result of SHA-256 is a 256-bit message digest. , replaced by each successive intermediate hash value (after each message block is processed), H (i) , and ending with the final hash value, H (N) . SHA-256 also uses two temporary words, T 1 and T 2 . 
, …, M (N) , according to Sec. 5.2.1; and . Set the initial hash value, H , as specified in Sec. 5.3.3.
The SHA-256 hash computation uses functions and constants previously defined in Sec. 4.1.2
, is processed in order, 
, shall be set as specified in Sec. 5.3.2; and 2. The 224-bit message digest is obtained by truncating the final hash value, H(N), to its left-most 224 bits: , shall be set as specified in Sec. 5.3.4; and 2. The 384-bit message digest is obtained by truncating the final hash value, H (N) , to its left-most 384 bits: 
TRUNCATION OF A MESSAGE DIGEST
Some application may require a hash function with a message digest length different than those provided by the hash functions in this Standard. In such cases, a truncated message digest may be used, whereby a hash function with a larger message digest length is applied to the data to be hashed, and the resulting message digest is truncated by selecting an appropriate number of the leftmost bits. For guidelines on choosing the length of the truncated message digest and information about its security implications for the cryptographic application that uses it, see SP 800-107.
