Expenditure on Web-based initiatives has grown rapidly over the last 5 years, with a growing trend towards integrating these systems into the core business of many organisations. The architecture of these systems, however, tends to be quite complex -merging both a complex information architecture with a sophisticated technical architecture, with both being contextualised within new business models. An important key in achieving more effective Web system development within this rapidly changing environment will be a design approach that facilitates the creation of architectures that actively encompass both functional and informational elements, and which links both to the business model in a way that creates strong cohesion. This, in turn, requires both an appropriate architectural modelling language (particularly one that links the technology to the business model) and a process for carrying out the architectural design. In this chapter, we discuss both these aspects, looking at a model of Web systems that emphasizes the links between the various architectural elements and process level support for design activities.
INTRODUCTION
There has been recent phenomenal growth in investment in online systems. A recent International Data Corp report predicted that U.S. expenditure on Web-based initiatives would grow from US$12billion in 1999 to $43.6billion in 2002. The systems being developed are becoming increasingly important to the core business practices of many organisations and, consequently, to their business success. Essentially, they leverage the rapidly evolving infrastructure of the internet and the increasingly complex set of Web standards, protocols and technologies to provide sophisticated business applications, including but not restricted to: business-to-business (B2B) interactions; e-commerce and electronic retailing systems; business support and workflow management; governmental services; etc.
These systems are much more complex than simple web sites containing only static pages. They typically utilise Web technologies to provide a complex distributed front-end (often, though not universally, accessible through Web-browsers) combined with highperformance back-end software systems that integrate the systems with critical business processes.
The architecture of these systems tends to be quite complex -merging a multifaceted information architecture with a sophisticated functional architecture. The information architecture encompasses aspects such as content and interaction modelling, informational viewpoints, user adaptation and navigational support. The functional architecture typically has a structure composed of a diverse component-based middleware layer (Russell, 2000) with significant "glue" code, a highly customised thin front-end providing the interface and functionality to users of the system, and a highly customised back-end integrating the system with legacy and/or related systems. The component-based middleware layer usually makes extensive use of COTS (Commercial-Off-The-Shelf) subsystems with custom software created to integrate the various components.
The architecture (and in particular the technical aspects thereof) is usually highly constrained by the broader support infrastructure. For example, the requirements of having to work within the framework provided by existing Web browsers, data and document formats (such as HTML and XML), internet limitations (such as bandwidth and security issues), etc. places tight constraints on the form that solutions may take. It also means that the solutions are much more directly related to the business needs being addressed and the resultant business models.
Figure 1: Typical Web development process
This highlights the fact that the information and functional architectures are typically tightly coupled to the business architecture. A specific business architecture (comprising aspects such as workflow support, customer management, user interaction, user management and data management) will need to be reflected directly in both the information and functional architectures. This business architecture must, however, be a reflection of rapidly changing business needs and, indeed, of business models.
As illustrated in Figure 1 , functional modelling is well supported by suitable modelling notations and the modelling link between functional architectures and detailed functional designs is well established. Conversely, whilst modelling notations for detailed information design have begun to emerge, the equivalent notations at the architectural level are very poor and are not well linked with the detailed information design approaches.
This lack of effective modelling is particularly problematic given the particular characteristics of Web projects. These characteristics are most noticeable in the development processes that are typically adopted in commercial Web development. Industry best practice Web development tends to be highly incremental and, in particular, often removes the distinction between requirements specifications and design specifications, focussing simply on the more general concept of specification. This is partly a consequence of the domain uncertainty by both clients and developers (Sinha, 1999) . With conventional IT development, developers may use both an iterative and an incremental approach to gain feedback from a client as to whether or not a particular solution addresses the clients needs (and, in doing so, improve the developers' understanding of the clients' requirements). The iterative/ incremental development in Web projects, however, is intended not to evaluate solutions against a known set of needs but rather to actually help the client understand their own problem and formulate those needs.
As a consequence, many of the requirements are actually captured as part of an architectural specification rather than a more conventional requirements specification. This may appear to be anathema from the perspective of more conventional requirements engineering processes, but is a reflection of the need to cope with the short development timeframes, rapid technological change and significant client uncertainty. Merging the requirements process into the architectural design is tolerable because the architectures that are being explored are already relatively constrained by the broader infrastructure. This, nevertheless, remains a somewhat contentious issue.
This reliance on an architectural specification to form the bridge between the joint exploration of the problem and solution spaces and the incremental build cycle indicates that we need to support highly cohesive architectural models. A flaw in the specification at this point (such as the inability to adequately describe the system at a suitable level of abstraction) will result in poor specifications and inadequate solutions.
In this chapter, we explore these issues, considering approaches to developing a better cohesion between business needs and the architectural representations. Specifically, we will look at the need to couple a business architecture with both an information architecture and a functional architecture. It should be noted, before reading any further, that much of the discussion in this chapter poses questions, but does not provide concrete answers to these questions. This is because, in many cases, these answers do not yet exist. This does not mean that the issues themselves can be ignored -rather that we simply need to be much more careful in acknowledging them and being aware of their consequences.
BACKGROUND: WEB ARCHITECTURAL MODELLING
Web systems typically have a number of characteristics that differentiate them from more conventional IT systems Overmyer, 2000) . Possibly the most obvious difference between web and traditional software development is seen in regard to the specific technologies that are used and the ways in which these are constrained by the inherent architectural limitations of the internet/Web model. Partly as a consequence of this, the linkage between the business architecture and the technical design of the system is much tighter than for conventional software systems. Similarly, the information architecture (which covers aspects such as the content viewpoints, interface metaphors and navigational structures) is substantially more sophisticated than that of conventional software systems. This is partly a consequence of the fact that whereas conventional software systems focus on defining data types, Web systems typically have a major focus on the content itself.
Another aspect worth considering is the emphasis that is typically placed on open and modularised architectures for web systems (Haggard, 1998; Russell, 2000; Sinha, 1999) . Though not unique to Web systems, it is often more pronounced. Web systems are often constructed from multiple COTS (commercial off-the-shelf) components that are adapted and integrated together -particularly for the system back-end middleware layers. This implies that strong integration skills become much more critical in most Web projects.
The technology that underpins most web systems is also changing very rapidly. This has several consequences. The first is that it increases the importance of creating flexible architectures that can be updated and migrated to new technologies with minimal effort. For example, the need for reusable data formats (such as XML) increases substantially.
Of notable significance is the importance of content. Irrespective of the sophistication of the functionality and the creativity of the interface, a site is likely to fail without appropriate, substantial and up-to-date content. This demands an effective information design as well as suitable content management. Indeed, many Web systems, and in particular e-commerce systems, are being utilised by external users who therefore have no structured introduction to the interface. The system is typically the "public interface" for an organisation and, as such, performance and usability are key objectives, as is the need to engage users and provide much more evident satisfaction of users' needs and achievement of their objectives. The result is an increased emphasis on the information architecture and how it relates to the user interface and its associated structure and functionality.
These unique characteristics impact on the development process that is usually adopted. There are some obvious implications, such as the need to adopt a process that supports rapid development (Thomas, 2000) . More subtly, however, is the impact in the relationship between requirements, architecture and the built system. This can be seen best by looking at best practice in commercial development ).
Most commercial Web development follows a variant of the dual-cycle process shown in Figure 2 . The first cycle iterates around a series of white sites, story-boards and other similar exploratory design prototypes, with the aim of developing a clear specification of the system. This specification, however, typically includes not only the requirements but also the broad architectural design elements of the site (Gates, 2001; Haggard, 1998) . The second cycle covers the (usually fine-grained incremental) design and build process. This second cycle (and indeed elements of the first cycle) bear similarity to lightweight incremental processes like XP (eXtreme Programming (Beck, 1999) ).
We can see the significance of this process by contrasting it with the lightweight and iterative processes that are adopted in conventional IT development. Typically, these processes support the evaluation of intermediate designs in order to obtain feedback from clients regarding the applicability of proposed solutions as a way to clarify client requirements. Even processes like XP assume that the client understands and is able to articulate their needs (for example, documented as user stories in XP) (Martin, 2000) -something that is often not true (or at least somewhat sporadic) in Web projects.
Consequently, when applied to Web development, these incremental processes have a slightly different focus (Angelique, 1999; Fournier, 1999) -supporting the development of problem domain understanding. In effect, the process (specifically the first of the two key cycles shown in Figure 2 ) is aimed at developing a joint understanding of the combined problem/solution domain. Developers utilise rapid prototyping and exploratory design approaches to assist clients in understanding the problem domain and how this relates to potential solutions. The result is a specification that incorporates both requirements and design elements. In particular, the specification that is used as a basis for the detailed system design and build is effectively an architectural specification that embeds many of the requirements directly into a specific architecture.
An important consequence of a process that evolves the requirements in conjunction with the emerging architecture is that the architecture needs to be highly flexible -able to evolve as the clients' understanding changes and matures. Indeed, it is our contention (one which we are continuing to explore) that this means that architecture is therefore the appropriate point to ensure consistency and integration between the business needs and the system design.
So, let us consider what should be included in the architectural specification. Figure  3 provides a generalised framework for considering the elements of an architecture and how they relate to other modelling aspects. This figure includes three different dimensions.
• System abstraction: This depicts the progression from viewing the system as a "blackbox" that contributes to the overall business model through to the actual design and build. In particular, we can conceptualise the following abstraction levels: a business model defines the business approach and the role that the system plays in supporting the business; a business architecture defines the business processes, content, data transfers, client interactions, etc.; a system architecture defines the logical elements and physical components in the solution, the interfaces, constraints, etc.; and a system build defines the detailed structure of the solution.
• View abstraction:
This captures the move from a logical view of the system to a physical view of the system. Note that this is independent of the system abstraction. For example, we can have a physical view of the business model that shows how the business actually operates in the context of its business environment, or we can have a logical view of the system architecture that shows the major functional components (such as user profiling, content management, session control, etc.) • Modelling focus: At any given level of view of system abstraction we need to be able to focus on different modelling views. In particular, with Web systems we need to be able to model both the information being utilised, accessed or managed, as well as the functionality that supports this information. When we construct different development models, they will typically occupy a "region" within this modelling "space". For example, we can construct a functional system architecture that shows the major logical components in the system, such as client registration, order processing and content updating (Region X in Figure 3 ). Alternatively, we might define a logical information architecture that shows the broad navigational structure and how this relates to the underlying information domain model (Region Y in Figure 3 ). One final example might be a physical model of the system functional architecture, which includes the specific Web server, how it is interconnected with a given firewall and so on. In effect, when we look at existing modelling approaches, we can consider which parts of this modelling space they effectively handle.
Finally, it is worth noting that both the business needs and the technologies that underpin these applications are complex and rapidly changing. The ability of these systems to successfully address business needs in an effective manner is highly dependent upon not only the utilization of appropriate technologies (which impacts greatly on aspects such as performance and system evolvability) but also on suitable information and functional design (both of which impact on aspects of the system such as usability) and the integration of functional architectures with information architectures. 
Information Architecture
Let us consider the information architecture in a little more detail. The information architecture in Web systems is usually more complex than for conventional IT systems. This is partly a consequence of the heritage of these systems -evolving out of the early Web, which was primarily a distributed document management system that utilised hypertext concepts to support information location and retrieval.
Information architecture is an important discipline in its own right. It typically covers aspects such as: content and how it is managed; information structuring and access; user contextualisation; design of, and support for, navigation; information viewpoints; and presentation issues.
Various design approaches have been developed that focus on these aspects. For example, hypermedia design models such as RMM (Isakowitz, Stohr, & Balasubramanian, 1995) and OOHDM (Schwabe & Rossi, 1995) and, more recently, work on WebML (Ceri, Fraternali, & Bongio, 2000) emphasise the management of content and how this relates to the design of information viewpoints and the navigational structures that interconnect them. Although the details vary, these approaches typically model a Web system by commencing with a model of the underlying information, then aggregating this content into abstract views, then into specific web pages. Similarly, work on hypermedia specifications (German & Cowan, 1999; Guell, Schwabe, & Vilain, 2000; Paulo, Augusto, Turine, Oliveira, & Masiero, 1998) tends to emphasise the specification of information structures. All these approaches largely fail to consider functional elements.
Other approaches have been emerging from the information systems literature (Rosenfeld & Morville, 1998) . These tend to have less rich support for designing navigational aspects, but take a broader focus -considering not only the content and its structure but also the way in which it will be utilised, managed, controlled, accessed, updated etc. Unfortunately these approaches are yet to become widely utilised (or even understood) within the Web development community -possibly because they are seen as too awkward and not consistent with the exploratory prototyping that currently typifies Web development.
It is worth noting, however, that these approaches tend not to differentiate between the information architecture and the detailed design -seeing it as a seamless transition. Indeed, the architecture itself is rarely considered explicitly, tending to emerge either top-down out of the broader business needs or bottom-up out of the detailed design. Furthermore, the integration of the information architecture into the technical solution is rarely considered by these methods.
Functional Architecture
The second thread of the architecture is the functional architecture. Considering solely an information architecture may be sufficient for a static web site. However, complex dynamic web systems will invariably incorporate complex functionality that also needs to be considered.
Conventional software design -and in particular OO (Object-Oriented) and CBD (Component Based Development) approaches -is often used in designing Web systems. This extends from logical architectures to detailed system designs. One of the more common modelling languages used for this purpose is UML (Unified Modelling Language (OMG, 1999) ). UML, and other similar modelling languages such as OML (Firesmith, HendersonSellers, & Graham, 1997) tend to provide stronger modelling support for detailed design and largely fail to address architectural level issues -though it is possible to construct architectural diagrams that convey some of the required meaning.
Even more problematically, software modelling languages tend to focus on the functional elements and largely fail to provide suitable modelling support for the information architecture. A number of researchers have attempted to address this problem by adapting UML to Web development (Baumeister, Koch, & Mandel, 1999; Vilain, Schwabe, & Souza, 2000) . In most cases the result is somewhat cumbersome. In effect, the notation of UML has been utilised but not the underlying modelling constructs, with the result that we have a method for diagramming navigational diagrams, but not for reasoning about and manipulating the inherent models. Furthermore, these approaches have largely failed to integrate information modelling into the functional modelling.
One attempt to resolve this problem is the work by Conallen (Conallen, 1999) . This attempts to link the informational perspective with the functional components. For example, Conallen attempts to model the connection between client-side content and behaviour, and server-side functionality. The result is a useful start, but tends to focus on detailed design artifacts rather than supporting effective architectural modelling. Furthermore, the modelling of the informational aspects is rather limited. The result is an approach that is useful to for visualising the functional operation and how it relates to actual Web pages, but not to supporting the design of an information architecture.
Work on functional architectures for Web systems has tended to emphasise the understanding of different business patterns and how these support linking the business domain to specific solutions, including the architecture. Patterns categorise best practice in various domains. The topic area of patterns has been maturing and expanding from the early work on object-oriented patterns (Gamma, Helm, Johnson, & Vlissides, 1995) to more recently encompassing patterns for interfaces, business models, requirements etc. This patternsbased work has recently been extended to consider Web system business models and architectures. For example, (Adams, 2000) defines different patterns for the structural foundations of e-businesses: the e-channel pattern, the click-and-brick pattern, the e-portal pattern etc. Each of these patterns requires a different supporting technical architecture. Indeed, an over-riding theme in the emerging literature is the need to ensure (and the difficulty in doing so) that the business pattern matches well to the underlying technologies and the architecture into which they fit. This is captured well in IBM's Application Framework for e-Business (Lord, 2000) , which encompasses a set of "patterns for e-business". This work emphasizes that there should be an understood link between the business model (as represented by a suitable pattern) and the logical and physical patterns for the design of the system. In particular, the business patterns include a set of application topologies that help provide these insights into the desired system architectures.
Although IBM's application framework for e-business (and similar approaches such as J2EE Blueprints) provide an effective foundation for considering e-business architectures, they do tend to focus on the functional elements of the architecture and largely overlook informational aspects.
Conversely, the work captured in the Hypermedia Pattern Repository (see http:// www.designpattern.lu.unisi.ch/), collects patterns for Web systems that are largely focused on various elements of the information architecture, including navigation, interface and interactions, but tends to overlook functional aspects, particularly at the logical and physical levels.
We can gain some insights into how we might create better cohesion between the architectural elements by looking at the development process in some detail. A number of web and e-commerce system design approaches have been emerging over the last few years (Angelique, 1999; Burdman, 1999; De Troyer & Leune, 1997; Fournier, 1999) . These tend to focus on supporting functional design and/or understanding potential usage patterns, resulting in approaches that have a very restricted focus.
In contrast to this, the authors ; HendersonSellers, ) have been exploring the required extensions to the OPEN (Object-oriented Process, Environment and Notation) process framework (Graham, HendersonSellers, & Younessi, 1997) to make it more suitable for supporting Web development process. In particular, a number of tasks have been recently included that explicitly address the need to develop a cohesive architecture. These include tasks such as: "Design website architecture" and "Choose Architectural Pattern for website" . Whilst general software architecture design techniques can be used, specific techniques that cohesively link the design of the functional architecture with the design of the information architecture have yet to be developed.
So, where does this leave us? An important key in achieving more effective Web system development will be an architectural design approach that facilitates the creation of an architecture that actively encompasses both functional and informational elements and which links both of them to the business model in a way that creates strong cohesion. This, in turn, requires two key components: an architectural modelling language that allows representation of the link between the technology being used and the role it plays in both the business model and the underlying system architecture; and a process for carrying out the architectural design and utilizing this design suitably. Neither of these yet exists, but in the next section we will explore how we might move towards them.
IMPROVING ARCHITECTURAL MODELS
So how do we achieve improvements to the architectural models? A useful starting place is to investigate commercial Web specifications and from these data then to develop models of the evolving characteristics of Web systems. Figure 4 shows the key characteristics of Web systems as the system evolves. Consistent with the process shown in Figure  2 , there are three key levels: initial acceptance criteria that form the basis of the project initiation and/or tendering; the architectural specification; and the build specification. Note that the elements of the model are referred to as characteristics rather than requirements or design elements, since the distinction is somewhat arbitrary for Web projects. The model that underlies Figure 4 also captures aspects such as the causal relationships between these characteristics -an aspect that can be important in terms of both guiding development of the emerging system and in understanding the potential implications of changes.
The model that underlies Figure 4 not only captures the key system characteristics, but also the relationships between these characteristics. For example, it allows representation of the causal link between identification of stakeholders and characterisation of users. The most significant links are those between the business architecture and the functional and information architectures. The business architecture is essentially the external view of the system, describing how the specific business needs will be met. It incorporates aspects such as business processes and workflows, the types of user interactions that will be supported, site branding etc.
The business architecture, in turn, drives both the information architecture and the functional architecture. The information architecture will incorporate aspects such as interface metaphors, broad content requirements, information sources and content access control. The functional architecture will incorporate aspects such as the logical components of the system, the system interfaces and the core functionality as well as the key operating parameters and constraints.
This now gives us a starting point for considering the elements that need to be incorporated into an architectural specification, but we are still missing the modelling language(s) that allow us to represent these aspects. In effect, the above characterisation model provides a framework for structuring the relationships between the models, but does not provide the actual modelling language(s).
As we noted earlier, there has been some recent work in these directions, though this has tended to be limited to partial adaptation of information and hypertext modelling language (such as WebML (Ceri et al., 2000) ) to incorporate some functional aspects, or adaptation of UML to incorporate information modelling (such as work by Conallen (Conallen, 1999) ). The elements requiring to be modelled include various kinds of web pages: e.g. server pages, client pages. Modelling webpage as a class thus leads to serverpage and clientpage as being subtypes in the model (a serverpage is a special kind of webpage) and thus the use of the generalization relationship in the UML. Unfortunately, Conallen (1999) (Firesmith et al., 1997) which are informal groupings of model elements at the M1 (model) level. There has also been several more recent approaches -such as the work on MESH (Lemahieu, 2001) . This, along with the other approaches described above, has, however, tended to focus on linking information modelling and functional modelling at a detailed design level, rather than an architectural level. Addressing this issue remains an open research question.
IMPROVING ARCHITECTING PROCESSES
Figure 2 depicted some typical aspects of a web development process in which the architecture tends to emerge from a joint client-developer exploration of prototypes and partial designs -rather than being architected in the conventional sense. Both functional and information architecture aspects must be strongly linked back to the business architecture (which acts to couple these together) and the architecture models built up incrementally and iteratively. In addition to the constraints of the business architecture, the more detailed architecture will rely more heavily on pre-existing architectural elements as embodied in components and collections of components, such as COTS software. These architectural elements can then be fed back to the customer in the web prototyping mode of development described here.
One of the interesting research questions remaining is how to quantify an architecture. Derivation and application of software engineering metrics to the design would permit answers to questions such as: How detailed does the architectural specification need to become before we switch from the "exploration phase" into the "build phase"? Once we can monitor the changes in such architecture metrics, we can then understand to what extent changes might be permissible in the evolving architecture and at what stage in the incremental process. In addition, such techniques as refactoring can be evaluated for the contribution to increased quality as the architectural design evolves.
In effect, we need to be able to develop highly evolvable systems. If we consider the well-know maxim "form follows function", then, in the context of Web systems, the function continues to evolve constantly throughout the lifetime of a system, implying that the form will need to evolve. Indeed, given the initial lack of clarity (with respect to client needs) in most Web projects, the intended function of the system will evolve not only during the project lifetime but, even during the initial development, again implying that the form of the system (i.e. its architecture) will need to evolve even as it is being developed.
One final issue worth considering is related to the exploration phase shown in Figure  2 . During this phase, developers and clients will typically jointly explore partial designs and prototypes as a vehicle for removing client uncertainty. It is during this exploration, and the associated development of partial solutions, that the architecture begins to emerge. This means that we need to be understand what manner of prototypes will allow developers to
FUTURE TRENDS AND CONCLUSIONS
In this chapter we have posed numerous questions, raised a significant number of issues, yet only provided a few answers. Unfortunately this is a reflection of the rather immature state of current understanding about handling Web system architectures, particularly in the context of the rapid evolution and client uncertainty with regard to these systems.
Nevertheless, we have at least attempted to map out the terrain associated with these issues. Specifically, a number of general conclusions become evident. Possibly the most obvious is that the field is currently very fragmented -though this is to be expected given its relatively recent emergence and its continuing rapid change. For example, although various approaches to modelling Web systems are emerging, these tend to address specific aspects of the system and little work has been done to draw them together.
Most problematically from a systems perspective is the lack of any coherence at all in addressing the broad architectural issues, despite the widespread recognition that getting the architecture correct is correct (reflected in recent attention on infrastructure). Certainly, aspects of the architecture are being considered (such as in the e-business frameworks work by IBM) but, when functionality is considered, information is overlooked and vice versa. Despite these problems, the current research foci certainly indicate that attention is beginning to be paid to these problems.
