Introduction {#Sec1}
============

The cranial defect restoration is commonly performed when a patient suffers from head trauma due to an accident or injury^[@CR1]--[@CR3]^. The main aims of cranial defect restoration are to protect of the brain or improve the cranial appearance. RP (Rapid Prototype) skull models based on 3D CT data have been used to manually fabricate implants for decades^[@CR4]^. However, many disadvantages are shown by using the implants, including expensive cost, massive time, and complicated procedures^[@CR5]^. CAD/CAM techniques has been introduced to prefabricate tailored implants for decades which are precisely formed based on the CT data of the patient^[@CR6],\ [@CR7]^. Most Surgeons agree that the techniques provide precise planning of the cranial defect restoration surgery, and the implants are reliable with high grades biocompatibility and mechanical properties^[@CR8]^. However, the traditional CAD method using general softwares such as UG (Siemens PLM Software, Plano, USA), SolidWorks (Dassault Systèmes SOLIDWORKS Corp., Waltham, USA), Magic RP and 3-Matic (Materialise, Leuven, Belgium), Geomagic (3D SYSTEMS, Rock Hill, USA), etc.^[@CR9],\ [@CR10]^ is time consuming and complicated.

For example, Jardini *et al*.^[@CR10]^ presented a clinical application of the design and fabrication of a biomodel and customized implant for the surgical reconstruction of a large cranial defect using some commercial softwares such as Mimics, Magics and SolidWorks. Firstly, the CT image data were processed and converted through Mimics, and a 3D cranial model was reconstructed subsequently. Then, the 3D model was edited using Magics 15.0 software in order to minimize surface imperfections, and Boolean operations were then applied to reconstruct the cranial defect surface. After that, the new generated point cloud that defined the implant 3D geometry was processed to develop a CAD surface model. Finally, on the basis of this surface model, the customized implant for cranial reconstruction was designed in the SolidWorks software.

As for the 3-Matic software, the functions of combining surfaces, repairing and de-featuring, remeshing, modifying and editing, etc. are used for the implant design. Although the complexity level of the usage of the 3-Matic is lower than above mentioned method (for example, no need of importing and exporting), the user is still required to own the engineering background knowledge of geometry design and get very familiar with it. For this reason, it may be still too complicated and difficult for a surgeon to learn.

In addition, Chulvi *et al*.^[@CR11]^ proposed a system for automatically design the customized implants by linking two computer prototypes. The research used the Knowledge Based System technology to store and manage medical data and combined many existing software, including Mimics, 3D Slicer, ImLib3D, MITK, OsiriX and VTK. However, there is no further description about the detail algorithm. Scharver *et al*.^[@CR12]^ introduced a prototype system based on augmented reality to design the cranial implant. Yet several steps remain labor-intensive and expensive.

In this study, a novel software named EasyCrania for the design of cranial implant has been developed based on some well-known open-source toolkits including VTK (<http://www.vtk.org/>) and Qt (<http://qt-project.org/>). By adopting easier and more efficient approach, the time and complexity of designing the implant has been massively reduced. The comparison with traditional design method has been conducted and demonstrated the efficiency of our method.

Results {#Sec2}
=======

A general framework of the cranial implant design was introduced and several algorithms were presented, including mirroring model, clipping and surface fitting. A software named EasyCrania was developed under the platform of Microsoft Visual Studio 2010 (Microsoft, Washington, USA). Some famous open source toolkits including VTK (Visualization Toolkit, an open-source library for 3D computer graphics, image processing and visualization, <http://www.vtk.org/>) and Qt (a cross-platform application and UI framework, <http://www.qt-project.org/>) were involved. Several cases of customized cranial implant design were conducted using EasyCrania. Two cases are shown in Figs [1](#Fig1){ref-type="fig"} and [2](#Fig2){ref-type="fig"}.Figure 1Evaluating one case of the cranial implant with the CT data of the patient. Figure 2The 3D printed crania model and implant.

In addition, twenty participants designed the implant for the same cranial defect case using traditional softwares (including Mimics, Imageware, UG together) and EasyCrania respectively (shown in Fig. [3](#Fig3){ref-type="fig"}). The workflow of the former method is described as follows:On the basis of the original CT data, image segmentation is performed in Mimics software, and a 3D-reconstructed model of the crania can be obtained and exported in the format of ".stl".The 3D-reconstructed cranial model is then imported to the Imageware software. The user needs to manually draw the curves through the complicated functions of "creating and modifying new curves and surfaces", aiming at extracting the data of the cranial defect for surface fitting. In order to achieve the high quality result of surface fitting, it is also required to process the initial curved surface such as the removal of surface imperfections and smoothing treatment. Since the surface consists of triangle meshes, the function of "Auto surface" is used to optimize it and the result was exported as file in '.imw' format.Based on the '.imw' file of above procedure, the solid model of the implant was created through the functions of "creating models though curves and polylines" in the UG software, and the result was then exported as file in '.stl' format for the manufacture. Figure 3The comparison between the implants designed using EasyCrania and traditional softwares: (**A**) the implant designed using EasyCrania, (**B**) the implant designed using traditional softwares, (**C**) the distance filed between the two implants.

With respect to the later method, the user only needs to load the CT data to the EasyCrania firstly and the 3D-reconstructed model of the crania can be achieved through the image processing procedure. Secondly, the reference model can be obtained through a specified mirroring plane and the part of surface over the defect of the cranial model can be extracted. Then, some initial control points are indicated and the contour curve can be generated and updated dynamically, so that the clipped model can be extracted through contour clipping (also known as the surface fitting procedure). Finally, the initial implant with a smoother inner surface and the final implant fitting the edge of the defect are generated automatically.

The consumed time for each implant design through these two methods was measured respectively and the mean value was calculated. According to the results of statistical analysis and evaluation, the mean time of using several traditional softwares was 137.8 ± 5 mins, while the mean time of using EasyCrania was only 26.7 ± 2 mins. The distance field of the two designed implants through two methods indicated that they have no significant difference near the margin of the defect, which demonstrated that the implant designed by EasyCrania can fit the cranial model well. Furthermore, as the implant was generated base on the mirrored model, it was more symmetric and aesthetic than the one designed by traditional softwares.

In terms of the intra-rater reliability, the results were imported to a specific self-developed software using VTK for calculating the overlapping rate (shown in Fig. [4](#Fig4){ref-type="fig"}). The results demonstrated that the intra-rater reliability was stable (shown in Fig. [5](#Fig5){ref-type="fig"}), and the mean value was 87.07 ± 1.6%. With respect to the inter-rater reliability, one user have conducted the implant design for twenty times in the same case, and the mean inter-rater reliability was 87.73 ± 1.4% (shown in Fig. [6](#Fig6){ref-type="fig"}).Figure 4The calculation of overlapping rate. Figure 5The overlapping rate of twenty users. Figure 6The overlapping rate of implant design for twenty times in the same case.

Discussion and Conclusion {#Sec3}
=========================

Over the past years, the titanium mesh has been used as intraoperative malleable substitutes for the improvement of neurologic function in cranioplasty. However, it is expensive, and time-consuming due to the intraoperative mixing for the preparation, adaptation, and contouring of the implant for the defect^[@CR13]^. Recently, with the development of medical imaging and 3D printing technology, the polyetheretherketone (PEEK) customized implant has been manufactured to improve surgical outcome. Kim *et al*. (2012) prefabricated customized cranioplasty implants for 16 patients with large skull defects using MIMICS 13.1 Software (Materialise Inc., Leuven, Belgium) and Spectrum Z 510 3D Printer (Z Corporation, Burlington, MA, USA)^[@CR13]^. The results demonstrated that it is a cost-effective technique to overcome the shortcomings of intraoperative molding for the reconstruction of various cranial defects. Furthermore, the median operation time can be reduced significantly compared with the conventional non-customized implants. However, the design procedure of patient-specific implant based on the computer-aided design (CAD) technique is time-consuming and complicated, requiring high level of the engineering background for the users.

Therefore, a semi-automatic software named EasyCrania was developed in this study focusing on the user-friendliness for the surgeons. The EasyCrania can provide an easy and efficient approach to design a customized implant for cranial defect restoration surgery based on the 3D cranial model of the patient. The mirrored model can ensure the shape of the implant to be aesthetic looking, and the specified contour can guarantee the implant fits the edge of the defect well. Only three manual steps are needed, including choosing the anatomically symmetric points to generate the median plane and indicating two contours, which is much easier and simpler than the traditional ways. In conclusion, the achieved highlights of this study are:Efficient planning and reconstruction of the implant for cranial defect restoration;Mirroring skull based on the anatomically symmetric points of the model;Triangulation for an aesthetic looking initial implant;Evaluation the implant with the real CT data of the patient for clinical use;Exporting the implant as STL file for 3D printing.

Compared with the commercially available softwares, there is a trend of using some well-known open-source toolkits (such as VTK and Qt) in the development of computer-assisted surgery softwares. As VTK provides various kinds of new emerging, leading-edge algorithms in the field of medical image computing such as GPU-accelerated volume rendering, automatic functionality segmentation using the level set method, efficient non-rigid registration for multi-modality imaging, etc., the EasyCrania can be easily extended to meet individual complicated requirements of the surgeons^[@CR14]^.

Currently, the EasyCrania is just in a preliminary stage and need clinical trials to evaluate the reliability. In addition, as Delaunay triangulation algorithm is used to accomplish the surface fitting, if the surface is not convex, the triangulated surface may fail to fit the cranial defect. Nevertheless, future work still need to be done to improve the robustness of EasyCrania. Also, the prototype we proposed can be further developed with MeVisLab^[@CR15],\ [@CR16]^. As our research is based on some open source toolkits, it will be added into the extension module of 3D Slicer (an open-sourced software platform for visualization and medical image computing, <http://www.slicer.org/>) to be shared by the global community. Furthermore, since the VTK and Qt support for different operating systems (Windows, Linux, and Mac Os X), our software will be easily developed to a multi-platform application environment^[@CR17]^. In addition, on the basis of these algorithms, our novel technique may also be extended to other kinds of surgeries such as the reconstruction of maxillofacial defects in the future.

Methods {#Sec4}
=======

The CT data is firstly loaded in EasyCrania and the 3D model of the crania can be achieved by processing image threshold segmentation, region growing and Flying Edges^[@CR18]^. Based on the 3D cranial model, the mirrored model can be realized along the middle plane defined by anatomically symmetric points. Then, a surface is fitted on the basis of the region surrounding the skull defect, and the final implant is generated using surface clipping, surface offsetting, and ruled surface construction. The framework of EasyCrania is shown in Fig. [7](#Fig7){ref-type="fig"}.Figure 7The architecture of EasyCrania.

Mirroring Model {#Sec5}
---------------

This section mainly discusses how to achieve the mirrored model on the base of the 3D cranial model. Firstly, several anatomically symmetric points of the skull model are selected to generate the median plane. Obviously, we need to calculate the transform matrix T of the mirroring. Instead of directly calculate the matrix, we break the process into several steps. We firstly transform the plane origin to the coordinate origin, suppose the matrix of this step as T1, then transform the normal of the median plane along the X axis, and suppose the matrix is T2. The next step is to calculate the matrix T3 of rotating 180°around the Y axis. Then by inversing the process, we can acquire the matrix T, shown in Equation1. One case of mirroring models is shown in Fig. [8](#Fig8){ref-type="fig"}.$$\documentclass[12pt]{minimal}
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Contour clipping {#Sec6}
----------------

The clipping is conducted to extract the part of surface over the defect of the cranial model from the mirrored model. Firstly, a non-self-intersecting contour is indicated along the edge of the defect (Shown in Fig. [9(A)](#Fig9){ref-type="fig"}), then an implicit function is computed based on the contour (Shown in Fig. [9(B)](#Fig9){ref-type="fig"}). The implicit function is defined by the direction vector and the area of the contour. The direction vector is computed based on the normal of all the nodes on the contour. The clipping is accomplished by using a VTK class vtkClipPolydata, which takes an implicit function as the clipping function. The class would calculate the signed distance field of the model for clipping. If the cell of the model for clipping is inside the implicit function, the scalar value of it would be negative. If the cell is outside the implicit function, the scalar value would be positive. If the cell is on the implicit function, then the scalar value is set to be zero. Then based on the scalar value, the model inside the implicit function can be clipped out (Shown in Fig. [9(C,D)](#Fig9){ref-type="fig"}).Figure 9Contour clipping: (**A**) the contour along the defect edge, (**B**) the implicit function computed from the contour, (**C**) the clipped model and (**D**) the view of the crania model and the clipped model.

Surface fitting {#Sec7}
---------------

This section discusses how to reconstruct a surface combined the geometry information of the cranial model and the clipped model extracted through contour clipping. Delaunay triangulation algorithm^[@CR19]^ is used to fit the surface based on the points, which were selected by the indicated contour. The contour would specify the area for triangulation. In order to reduce the overlap points, all the points within the contour are firstly projected on the screen, and then the view coordinates are converted into world coordinates, where all the points are located on the surface at the present view angle. One case of surface fitting is shown in Fig. [10(A,B)](#Fig10){ref-type="fig"}, and the algorithm pseudocode is described as follows:Figure 10Surface fitting: (**A**) the contour indicate the area for Delaunay triangulation, (**B**) the triangulated surface.

Define SPList as the list of the points from the surface, and N as the number of the points.

Define DPList as the display coordinates of the points from the surface, and M as the number of the display points.

Define FinalList as the points for surface fitting.

Define Surfacepolydata is the result of surface fitting.

for i to N

{

  *P* ~*i*~ is the *i* ^*th*^ point of SPList;

  *D* ~*i*~ is the *i* ^*th*^ display coordinate point;

 vtkRenderer \*Ren;

 Ren- \> SetWorldPoint(*P* ~*i*~);

 Ren- \> WorldToDisplay();

 Ren- \> GetDisplayPoint(*D* ~*i*~);

 if (!DPList.iscontain(*D* ~*i*~))

  {

   DPList.append(*D* ~*i*~);

  }

}

for i to M

{

  *P* ~*i*~ is the i^th^ point of FinalList;

  *D* ~*i*~ is the i^th^ point of DPList;

 vtkWorldPointPicker \*WorldPointPicker;

 WorldPointPicker- \> Pick(*D* ~*i*~,Ren);

  *P* ~*i*~ = WorldPointPicker- \> GetPickPosition();

 FinalList.append(*P* ~*i*~);

 }

 vtkPolyVertex \*t_polyvertex;

 t_polyvertex- \> GetPointIds()- \> SetNumberOfIds(M);

for i to M

 {

  t_polyvertex- \> GetPointIds()- \> SetId(i,i);

 }

 vtkUnstructuredGrid \*Grid;

 Grid- \> SetPoints(FinalList);

 Grid- \> InsertNextCell(t_polyvertex- \> GetCellType(),t_polyvertex- \> GetPointIds());

 vtkDelaunay3D \*t_delaunay3D;

 t_delaunay3D- \> SetInput(t_UnstructuredGrid);

 t_delaunay3D- \> SetTolerance(1);

 vtkUnstructuredGrid \*t_delaunay;

 t_delaunay = t_delaunay3D- \> GetOutput();

 vtkDataSetSurfaceFilter \*surfacefilter;

 surfacefilter- \> SetInput(t_delaunay);

 vtkPolyData \*Surfacepolydata;

 Surfacepolydata = surfacefilter- \> GetOutput();

The generation of the initial implant {#Sec8}
-------------------------------------

The outer surface of the reconstructed model through Delaunay triangulation is rough, and the inner surface is poor. However, the shape of the outer surface fit the cranial model well. Chen *et al*.^[@CR20]^ introduced a semi-automatic method for template design, mainly consists tree steps including inner surface generation, outer surface generation and ruled surface generation^[@CR20]^. The input of the method is a model as the base of generating the template and a contour which indicates the shape of the template. In order to generate the initial implant, the contour indicated in surface fitting and the triangulated model are used as the input of the method. The generated initial implant is shown in Fig. [11](#Fig11){ref-type="fig"}.Figure 11The generated initial implant.

The generation of the final implant {#Sec9}
-----------------------------------

The initial implant has a smoother inner surface, but the shape doesn't fit the edge of the defect. By adopting the same method in the generation of the initial implant, the final implant with a smooth inner-outer surface can be achieved. In order to fit the cranial model at the edge, a contour is indicated based on the shape of defect from inside of the cranial model. The generated final implant is shown in Fig. [12](#Fig12){ref-type="fig"}.Figure 12The final implant: (**A**) the contour along the edge of the defect from inner surface of the crania model, (**B**) the final implant and the crania model, (**C**) and (**D**) different view of the final implant.
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