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Samenvatting  
 
De onderzoeksvraag die bij mijn onderzoek centraal staat, is: wat is de invloed van Design 
Patterns op de onderhoudbaarheid van software? De onderhoudbaarheid is een onderdeel dat 
de kwaliteit van de software bepaalt. Design Patterns dienen de kwaliteit van software te 
verhogen. Ze zijn ontworpen als oplossingen voor software voor veel komende problemen. Een 
overzicht van bekende wetenschappelijke betekenissen van onderhoudbaarheid en Design 
Patterns is weergegeven in deze scriptie. Daarnaast wordt in de literatuurstudie de invloed van 
Design Patterns op de onderhoudbaarheid beschreven.  
In de wetenschappelijke literatuur is in voorgaande onderzoeken nagegaan in hoeverre Design 
Patterns wel of niet de onderhoudbaarheid hebben beïnvloed.  
 
In de literatuur zijn diverse onderzoeken gedaan naar het gedrag van personen en ontwikkelde 
software. Hierbij is gelet op het wel of niet correct implementeren van Design Patterns. Uit deze 
onderzoeken, zijn factoren naar voren gekomen, die verklaren waarom Design Patterns de 
onderhoudbaarheid beïnvloeden. De factoren die gevonden zijn in de literatuur zijn: 
• De kennis van de onderhouder. 
• De complexiteit van Design Patterns. 
• Het onnodig toepassen van Design Patterns. 
• Het combineren van Design Patterns. 
• Het gebruik van commentaar in programmacode ten behoeve van Design Patterns. 
• De benodigde en toename van het aantal regels programmacode ,interfaces en classes 
bij het gebruik van Design Patterns. 
• De ondersteuning van Design Patterns in de programmeertaal of programmeertool kan 
de onderhoudbaarheid bevorderen. 
 
Prechelt schrijft dat door het opleiden van onderhouders het toepassen van Design Patterns is 
verbeterd. Door de opleiding zijn de onderhouders in staat om te herkennen of er een 
mogelijkheid is om een Design Pattern toe te passen. Prechelt schrijft tevens dat complexe 
Design Patterns onterecht worden toegepast. Hiervoor is een alternatieve oplossing ook 
afdoende geweest, omdat het toepassen van de Design Patterns te veel inspanning heeft 
gevergd. Later heeft Prechelt een onderzoek gedaan naar het gebruik van commentaar in 
programmacode van software t.b.v. Design Patterns. Hierbij is nagegaan of het gebruik de 
onderhouder ook helpt in zijn werkzaamheden. Uit het onderzoek blijkt dat programmacode 
t.b.v. de Design Pattern snel is te herkennen en de kans op fouten afneemt. Wel zal het in 
sommige gevallen tot een vertraging kunnen leiden, omdat het commentariëren ook tijd in 
beslag neemt. Het combineren van Design Patterns lijdt ook tot verhoogde complexiteit 
waardoor een Design Pattern onterecht niet wordt toegepast. 
 
Vokáč (Vokáč, 2004) heeft het onderzoek van Prechelt uit 1999 herhaald. Vokáč heeft hier voor 
een echte programmeer omgeving gebruikt. Hij komt grotendeels tot dezelfde conclusies, maar 
in zijn onderzoek zijn bepaalde Design Patterns wel eerder onterecht toegepast. 
 
Het doel van mijn afstudeeropdracht bestaat uit het in de praktijk toetsen van de bovenstaande 
factoren en na te gaan waardoor deze factoren in de praktijk ook voorkomen. Voor dit laatste is 
een serie interviews afgenomen onder architecten, die binnen een project verantwoordelijk zijn 
voor het toepassen van Design Patterns.  
Voor het afbakenen van de onderzoeken, is het van belang om de onderzochte aspecten te 
definiëren. Van Design Patterns zijn er verschillende soorten definities, waardoor de Design 
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Patterns van Gamma E. et al. (Gamma, 1994) in deze scriptie aangehouden worden. 
Onderhoudbaarheid wordt als volgt gedefinieerd: de inspanning om een wijziging in een 
software door te voeren.  
 
In de interviews die onder architecten zijn afgenomen, is gevraagd of deze factoren ook in de 
praktijk worden herkend en waardoor. De architecten hebben gewerkt met Design Patterns op 
verschillende projecten voor meerdere klanten. Dit wijkt af van de onderzoeken die in de 
literatuurstudie zijn gevonden, waar sprake is van geïsoleerde testen, of het analyseren van 
programmacode. De architecten dienen tijdens het interview antwoord te geven op 14 vragen. 
Deze vragen hebben tot doel te achterhalen of de architect de factoren ook in de praktijk heeft 
herkend. 
 
Uit de interviews met de architecten blijkt, dat de factoren in de praktijk zijn waargenomen. 
Maar de reden waarom de factoren in de praktijk worden herkend zijn anders, mede doordat de 
architecten in projecten voor verschillende opdrachtgevers werkzaam zijn in tegenstelling tot 
projecten in de literatuur die uitgevoerd zijn in een gesloten omgeving.  
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1 Inleiding 
1.1 Aanleiding voor dit afstudeeronderzoek 
 
De studie Master of Science in Business Processing and ICT wordt afgesloten met een 
afstudeertraject. Voor dit afstudeertraject is gekozen voor het thema beheersing van 
informatiesysteemverwerving met als mogelijke invalshoeken: planning, schatting en controle. 
Het onderzoektopic is de beheersing van het maakproces ofwel het management van 
applicatieontwikkeling. Dit kan betrekking hebben op het informatiesysteem (IS), IS-
ontwikkelproces en IS-ontwikkelpersoneel. 
De keuze voor dit onderzoekstopic is gemaakt, omdat dit aansluit bij mijn opdrachten tijdens 
mijn studie. Met dit onderzoekstopic wil ik mijn bekwaamheid op het gebied van architectuur 
vergroten,wat past bij mijn ambities. 
 
1.2 Projectkader 
 
Het ontwikkelen van software is een complex geheel. Het ontwikkelen van software begint 
vanaf het moment, dat er wordt gekozen binnen een organisatie voor het maken of laten 
maken van software voor de eigen organisatie, een andere organisatie of als product. Het eind 
van het ontwikkelen is moeilijk aan te geven. In veel gevallen is er geen stadium dat er geen 
veranderingen meer aan de software wordt gedaan. Er dienen namelijk aanpassingen aan de 
software gedaan te worden voor het doorvoeren van oplossingen van nieuwe eisen en het 
herstellen van fouten. Wanneer de processen van een organisatie ondersteund worden door 
software, veranderd de software mee als deze processen veranderen. Hierdoor verandert de 
software continu.  
Deze software ontwikkeling bestaat uit het inventariseren van de eisen, behoeften en 
verwachtingen van de organisatie. Deze uitkomsten dienen vertaald te worden naar een 
software oplossing. Dit dient op een zodanige wijze te worden uitgevoerd dat de kans op een 
succesvolle implementatie zo hoog mogelijk is. Een succesvolle implementatie is niet alleen 
bereikt wanneer de software foutloos is en voldeed aan de eisen, maar ook binnen de 
beschikbare tijd en budget heeft plaats gevonden. 
Voor het uitvoeren van de activiteiten en taken zijn diverse standaarden en methodieken 
ontwikkeld ten behoeve van de softwareontwikkeling. Elke methodiek is gericht op een bepaald 
onderdeel van het software ontwikkelingstraject. Zo zijn er methodieken op het gebied van het 
projectmanagement, waardoor het ontwikkelproces beheerst doorlopen kan worden. Een 
ontwikkelproces bestaat uit verschillende fases. Aan het eind van iedere fase dienen 
verschillende producten worden opgeleverd. Voorbeelden van deze fases kunnen zijn: ontwerp, 
bouw en test. Voorbeelden van projectmanagement methodieken zijn: Rational Unified Process 
(RUP) en Prince2.  
Nadat een softwareoplossing in productie is genomen, dient het beheerd te worden. Het beheer 
van de software richt zich er op dat de beschikbaarheid van de software, aan de verwachting 
voldoet. Een organisatie is afhankelijk van de beschikbaarheid van de software. Indien de 
software niet beschikbaar is, kan dit grote gevolgen hebben voor de organisatie. Voor het 
beheer van software zijn methodieken opgesteld, die alle facetten van het beheer beschrijven. 
Een selectie uit deze facetten is: gebruikers beheer, beveiliging en continuïteit. Het beheren van 
de gehele ICT-infrastructuur kan gedaan worden met methodieken, zoals Information 
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Technology Infrastructure Library (ITIL), Application Services Library (ASL) en Business 
Information Services Library (BiSL).  
Bij het maken van de software gaat het er om, dat de software gebouwd wordt volgens de eisen 
en wensen van de organisatie. Bij het bouwen van software dient rekening gehouden te worden 
met eventuele uitbreidingen in de toekomst. Deze dienen zonder te veel inspanning gedaan te 
kunnen worden. 
Voor het ontwikkelen van software zijn er standaarden, zoals Unified Modeling Language(UML), 
Service Oriented Architecture (SOA) en Design Patterns, Extreme programming en SCRUM. Al 
deze standaarden zijn er op gericht om een specifiek probleemgebied te verbeteren.  
Op het ontwikkelen van software door gebruik te maken van Design Patterns zal hieronder 
dieper op worden ingegaan. De ontwikkelde software bestaat uit een afspiegeling van de 
werkelijkheid. De werkelijkheid kan de organisatie zijn. Als in de werkelijkheid klanten en 
bestellingen voorkomen, dan zijn deze ook terug te vinden als objecten in de software. Zaken 
die meer van technische aard zijn spelen ook mee, zoals randapparatuur of koppelingen met 
andere systemen. De software dient hier ook mee om te kunnen gaan, in de software komen 
deze ook als object voor. Een type van een bepaald object heet een classe. Elke classe heeft 
specifieke eigenschappen en gedrag. 
Bij het gebruik van Design Patterns gaat het er om dat al deze classes in de juiste structuur met 
elkaar functioneren binnen de software. De Design Patterns zijn bedoeld voor het schrijven of 
bouwen van software oplossingen voor vaak voorkomende problemen die op een standaard en 
bewezen manier opgelost kunnen worden. 
Het boek van Gamma et al. (Gamma, 1994) over Design Patterns wordt regelmatig als 
voorbeeld genomen. In dit boek staan verschillende Design Patterns die binnen verschillende 
soorten groepen vallen. De groep creational patterns richten zich op het maken van classes. De 
groep structural patterns is voor oplossingen die zich op het gebied van structuur bevinden. De 
groep behavioral patterns geven oplossingen voor het gedrag van classes en classes onderling.  
Bij het ontwikkelen van software is de kwaliteit ook van belang, dit wordt software kwaliteit 
genoemd. Software kwaliteit is echter een breed begrip dat door verschillende indicatoren wordt 
bepaald, de onderhoudbaarheid is één van de indicatoren. In het kader van het onderzoek 
wordt het volgende onder onderhoudbaarheid verstaan: de mate van inspanning die gedaan 
dient te worden om nieuwe functionaliteit aan software toe te voegen of te veranderen (Boehm, 
1976). 
Het toepassen van Design Patterns dat gericht is op het opzetten van de software, waarbij 
rekening wordt gehouden met eventuele uitbreidingen, kan de onderhoudbaarheid beïnvloeden. 
In dit onderzoek wordt nagegaan of de onderhoudbaarheid van een applicatie toeneemt door 
het gebruik van Design Patterns. 
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1.3 Het onderzoeksmodel 
 
Doelstelling 
 
Bij de ontwikkeling van software spelen diverse competenties een rol: van project management 
tot en met de daadwerkelijke bouw. De kwaliteit van de gebouwde software kan gemeten 
worden in een veelvoud van verschillende kwaliteitskenmerken (Boehm, 1976).  
Bij dit onderzoek gaat het er specifiek om de relatie tussen het gebruik van Design Patterns 
tijdens de ontwikkeling en het kwaliteitskenmerk onderhoudbaarheid te toetsen. Welke 
aspecten bepalen de onderhoudbaarheid van software bij het gebruik van Design Patterns? Bij 
deze vraag gaat het er om, om een verklaring te vinden waardoor het gebruik van Design 
Patterns van invloed zijn op de inspanningen, die gedaan worden voor het veranderen van 
software. Door na te gaan wat de invloed is van het gebruik van Design Patterns op de 
onderhoudbaarheid van de software kan er inzicht worden verkregen of de onderhoudbaarheid 
toeneemt. Ook de reden kan achterhaald worden waardoor Design Patterns van invloed waren 
op de onderhoudbaarheid. Dit inzicht kan gebruikt worden om het gebruik van Design Patterns 
te bevorderen.  
De relatie tussen Design Patterns en de onderhoudbaarheid van software is in een 
literatuurstudie onderzocht. Het resultaat van deze literatuurstudie bestaat uit een overzicht 
van factoren dat de invloed bepaalde. Nagegaan kan worden of deze factoren, zich ook in de 
praktijk voordoen. Dit kan door middel van een empirisch onderzoek worden uitgevoerd. Deze 
toetsing kan worden voltrokken door het afnemen van interviews onder een groep ICT 
architecten van het bedrijf NCIM. 
 
Vraagstelling 
 
Op basis de bovenstaande doelstelling is de centrale vraag afgeleid, die als volgt luidt:  
In hoeverre wordt de onderhoudbaarheid van software door het gebruik van Design Patterns 
bepaald? 
 
Hiervan zijn de volgende deelvragen afgeleid: 
Deelvraag 1: Wat wordt er onder Design Patterns verstaan? 
Deelvraag 2: Wat wordt er onder onderhoudbaarheid van software verstaan? 
Deelvraag 3: Waardoor neemt de onderhoudbaarheid toe van software indien er gebruik wordt 
gemaakt van Design Patterns? 
Deelvraag 4: Worden de factoren die de onderhoudbaarheid bepalen bij het gebruik van Design 
Patterns in de praktijk herkend? 
Deelvraag 5: Waardoor komen de factoren ook in de praktijk voor, indien deze in de praktijk 
ook worden herkend? 
Deelvraag 6: Waardoor hebben de geïnterviewde architecten deze factoren niet binnen hun 
projecten ervaren? 
Deze deelvragen worden verder behandeld in de volgende hoofdstukken. 
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Opbouw van het verslag 
 
Dit onderzoek is gericht op de relatie tussen de onderhoudbaarheid van software en het gebruik 
van Design Patterns.  
Hoofdstuk 2 beschrijft het literatuuronderzoek. In dit literatuuronderzoek kan er een beeld 
verkregen worden wat er binnen de wetenschap bekend is over dit probleem. Vervolgens dient 
er een empirisch onderzoek gedaan te worden om deze kennis te toetsen in de praktijk. 
De antwoorden op de vraagstelling en deelvraagstellingen van het empirisch onderzoek, 
behandelt in hoofdstuk 3, worden bepaald aan de hand van de literatuur. Het empirisch 
onderzoek is door een veldopdracht uitgevoerd. Het empirisch onderzoek dient repliceerbaar te 
zijn. Dit is onder andere te bewerkstelligen door relevante vragen op te stellen voor het 
praktijkonderzoek. In de analyse worden de bevindingen onderbouwd om gevonden resultaten 
te verklaren.  
Hoofdstuk 3 beschrijft vervolgens de methode van onderzoek die gehanteerd is voor het 
beantwoorden van de onderzoeksvragen van het praktijkonderzoek.  
Hoofdstuk 4 geeft een overzicht van de resultaten van het empirisch onderzoek. Op basis van de 
resultaten geeft hoofdstuk 5 de conclusies van het onderzoek en worden aanbevelingen gedaan. 
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2 Literatuurstudie: De invloed van Design Patterns op de 
onderhoudbaarheid. 
 
2.1 De gebruikte zoekstrategie 
 
Het conceptueel onderzoeksmodel in figuur 1 geeft een overzicht over de uitvoering van de 
literatuurstudie.  
 
Theorie 
onderhoudbaarheid van 
software
Theorie Design Patterns
Invloed van Design 
Patterns op onderhoud 
van software
Analyse resultaten
Aanbeveling tot naderonderzoek op 
invloeden van architectuur op 
softwarekwaliteit.
 
Figuur 1: Conceptueel onderzoeksmodel 
Als eerste zal nagegaan worden wat er in de theorie verstaan wordt onder Design Patterns en 
onderhoudbaarheid. Hierbij worden ook de bestaande standaarden op het gebied van Design 
Patterns en onderhoudbaarheid opgenomen. 
Vervolgens wordt nagegaan wat er bekend is over de relatie tussen Design Patterns en de 
onderhoudbaarheid. De analyse van deze resultaten levert een advies met aanbevelingen. Deze 
aanbevelingen kunnen gebruikt worden ten behoeve van een vervolgonderzoek. Dit 
vervolgonderzoek kan ingaan op de onderhoudbaarheid van software in de praktijk, bij het 
toepassen van Design Patterns en zal een bijdrage leveren ten behoeve van de wetenschap. 
Bij het uitvoeren van de literatuurstudie werd gezocht naar documenten die binnen de 
richtlijnen vallen van het door de Open Universiteit Nederland opgestelde 
document:“Wetenschappelijk gehalte bepalen van een publicatie” 
Documenten die als basis voor de literatuurstudie kunnen dienen, zijn artikelen uit 
wetenschappelijke tijdschriften. Daarnaast kunnen ook boeken gebruikt worden waarnaar, 
binnen de wetenschap, regelmatig naar wordt verwezen. 
Voornamelijk wordt er gezocht in de literatuur na 2003 om een zo actueel mogelijk beeld van 
het probleem domein te krijgen. Boeken over Design Patterns en softwarekwaliteit kunnen wel 
van voor deze periode worden meegenomen, omdat deze standaardmethodieken beschrijven 
die nog steeds actueel zijn. 
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2.2 Literatuuronderzoeksvragen 
 
Door middel van deze literatuurstudie dient onderzocht te worden wat er al bekend is op het 
gebied van werken met Design Patterns en de onderhoudbaarheid. 
Voor het uitvoeren van de literatuurstudie luidt de centrale vraag: 
Wat is er al bekend op wetenschappelijk niveau over de invloed van het werken met Design 
Patterns op de onderhoudbaarheid van het informatiesysteem. 
Hiervan zijn de volgende deelvragen afgeleid: 
Deelvraag 1: Wat wordt er in de literatuur verstaan onder Design Patterns? 
Deelvraag 2: Wat wordt er in de literatuur verstaan onder onderhoudbaarheid? 
Deelvraag 3: Beschrijft de literatuur de invloed van het werken met Design Patterns op de 
kwaliteit van de software? 
 
2.3 Wat wordt er in de literatuur verstaan onder Design Patterns? 
 
In deze paragraaf wordt uitgelegd wat men in de literatuur onder Design Patterns verstaat. 
Hierbij wordt specifiek de Design Patterns van Gamma et al (Gamma, 1994) nagegaan. De 
antwoorden op de vragen geven een algemeen beeld van wat men in de literatuur onder Design 
Patterns verstaat en waarvoor deze gebruikt kunnen worden. 
Design Patterns zijn bewezen oplossingen van ontwerpproblemen van software. Vokáč stelt dat 
deze ook veelvuldig toegepast worden in software componenten. Design Patterns zijn zo 
opgesteld dat deze herkend kunnen worden als een oplossing voor een bepaald probleem. 
Tevens dient een Design Pattern een beschrijving te bevatten over de toepasbaarheid ervan. 
Hoe de Design Patterns worden hergebruikt dient ook beschreven te worden (Vokáč, 2004). 
Voor het oplossen van een probleem kan ook een handmatige oplossing gekozen worden. 
Hierbij gaat de gebruiker zelf een oplossing ontwikkelen. Vokáč stelt dat Design Patterns 
proberen een completere oplossing te zijn dan een handmatige oplossing. Een ander doel van 
Design Patterns is om loose coupling en flexibiliteit in systemen te bereiken (Prechelt , 1999). 
Loose coupling houdt in dat software onderdelen niet direct afhankelijk zijn van elkaars 
functionaliteit. De onderdelen kunnen onderling communiceren, waardoor ze elkaars 
functionaliteit kunnen gebruiken. Hierdoor hoeft een software onderdeel niet worden aangepast, 
als een gekoppeld onderdeel intern veranderd. Dit komt doordat Design Patterns het mogelijk 
maakte wijzigingen toe te voegen zonder oude programmacode te hoeven aan te passen. Door 
de precieze terminologie wordt het communiceren ook verbeterd tussen ontwerpers en 
ontwikkelaars. 
Design Patterns beschrijven oplossingen voor vaak voorkomende problemen met als doel het 
bevorderen van hergebruik (Prechelt, 2000).  
Design Patterns zijn een manier van aanpak, die het hergebruik van ontwerpinformatie mogelijk 
maakt. Daarnaast kan door het gebruik van Design Patterns het communiceren over het 
ontwerp effectiever verlopen (Tahvildari, 2002). Tahvildari geeft een overzicht van de 23 
opgestelde Design Patterns door Gamma et al. 
Een Design Pattern is een bewezen oplossing met als doel herbruikbare en onderhoudbare 
applicaties. Garcia gaat ook uit van Design Patterns van Gamma et al. (Garcia, 2005)  
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Design Patterns bewerkstelligen het hergebruik van oplossingen voor herhaaldelijke 
ontwerpproblemen. Dit wordt gedaan door Design Patterns te benoemen en te classificeren. 
Gamma et al zijn de meest gebruikelijk hanteerbare Design Patterns. (Bieman, 2003) 
Aversano beschrijft ook dat Design Patterns er zijn voor ontwerpproblemen die regelmatig 
voorkomen. Design Patterns maken het mogelijk dat er niet veel wijzigen of herontwerp hoeft 
te worden gedaan bij het wijzigen (Aversano, 2007). Design Patterns bewerkstellen loos en 
decoupling. Doordat onderdelen ge-decoupled zijn, is de software minder afhankelijk van 
software en hardware platformen. Voor de specifieke uitwerkingen van de Design Patterns 
wordt verwezen naar het boek van Gamma et al. 
De literatuur beschrijft dat Design Patterns een best practice zijn om software vraagstukken op 
te lossen (Ng, 2007). 
Beck geeft een beschrijving van Design Patterns (Beck, 1996). Hij beschrijft Design Patterns 
als: 
• onderdelen die een terminologie beschikbaar stellen voor communicatie over 
Design Patterns tussen ontwerpers. 
• elementen die gebruikt en hergebruikt kunnen worden als best practices. 
• onderdelen die het ontwerp beschikbaar stellen in een compact formaat. 
 
Schmidt noemt Design Patterns technieken voor het hergebruik van software ontwerp (Schmidt, 
1995). Design Patterns beschrijven de architectuur op een hoger niveau dan source code of 
object oriented niveau. Dit helpt bij het ontwikkelen van herbruikbare componenten en 
frameworks. 
Monroe beschrijft dat Design Patterns gebruikt worden om architecturen een abstract niveau te 
beschrijven (Monroe, 1997). Daarnaast wordt voor het oplossen van het probleem speciale 
Classes van het Design Pattern gebruikt. Waardoor het ontwerp overzichtelijk wordt omdat het 
probleem wordt afgezonderd van de andere Classes. 
Vokáč et al (2004) haalt aan dat Design Patterns als eigenschap bewezen heeft oplossingen te 
beschrijven voor ontwerpproblemen op een manier die te herkennen zijn, toe te passen en te 
hergebruiken. Het is niet de doelstelling om de Design Patterns gedetailleerd te beschrijven. 
Daarom zijn specifieke Design Patterns niet in de tekst opgenomen. 
 
2.3.1 Conclusie  
 
In de literatuur staat een Design Patterns bekend als een beschrijving van een 
ontwerpoplossing voor vaak voorkomende problemen. De Design Pattern bevordert de 
communicatie tussen ontwerpers en ontwikkelaars, doordat er gebruik gemaakt wordt door een 
terminologie. Indien men bekend is met de terminologie kan door het gebruik van een term 
direct een beeld verkregen worden wat hiermee bedoeld wordt. Zonder de relatief complexe 
betekenis herhaaldelijk te moeten uitleggen. 
Design Patterns bevorderen hergebruik. Design Patterns bevorderen flexibiliteit bij eventuele 
latere wijzigingen. Doordat er minder afhankelijkheden worden gecreëerd zijn wijzigingen 
makkelijker door te voeren. 
Een beschrijving van Design Patterns is vooral gericht op hun herkenbaarheid en 
toepasbaarheid. 
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2.4 Wat wordt er in de literatuur verstaan onder onderhoudbaarheid 
van software? 
 
In deze paragraaf wordt nagegaan wat onder onderhoudbaarheid wordt verstaan in de 
wetenschappelijke literatuur. Hierbij wordt beschreven wat de onderhoudbaarheid inhoud en 
waar deze afhankelijk van is.  
Boehm beschrijft dat de kwaliteitskarakteristiek onderhoudbaarheid bepaald wordt door de 
ondersteuning om een applicatie aan te passen of te corrigeren (Boehm,1976). Dit betekent dat 
programmacode begrijpbaar, testbaar en veranderbaar moet zijn. Hiervoor kan commentaar 
zijn toegevoegd aan programmacode. Daarnaast dienen de programmaonderdelen eenvoudig 
vindbaar te zijn. Het programma dient zo opgesteld te zijn dat er ruimte is voor aanpassingen, 
zodat herontwerp vermeden kan worden. Begrijpelijkheid bepaalt ook de onderhoudbaarheid, 
omdat degene die de programmacode onderhoudt de programmacode ook moet begrijpen. De 
testbaarheid bepaalt ook de onderhoudbaarheid. De aangepaste programmacode dient namelijk 
ook getest te worden.  
Khomh definieert onderhoudbaarheid als volgt (Khomh, 2008): De eenvoudigheid om een 
softwaresysteem of component aan te passen om een fout te herstellen, snelheid of andere 
eigenschappen te verbeteren of een wijziging door te voeren. 
Coleman verdeelt het onderhoud in drie verschillende soorten (Coleman, 1994):  
Corrective wordt uitgevoerd voor het herstellen van fouten in de software.  
Adaptive is voor het bruikbaar houden van de software in een gewijzigde omgeving of 
organisatie.  
Perfective dient voor het verbeteren van de software op het gebied van performance en 
onderhoudbaarheid. 
Franch geeft aan dat de ISO 9126 hoofdkarakteristiek maintainability is opgebouwd uit de 
karakteristieken (Franch, 2003): Analyzebility, changeability, stability, testability, 
maintainability compliance. De betekenis van deze karakteristieken zijn: de analyseerbaarheid 
van de software, de veranderbaarheid van de software, de stabiliteit van de software, de 
testbaarheid van de software en in hoeverre de software is opgezet volgens standaarden ten 
behoeve van het onderhouden. Kortom, al deze karakteristieken bepalen uiteindelijk de 
onderhoudbaarheid. 
 
2.4.1 Conclusie 
 
Onder onderhoudbaarheid in de literatuur wordt verstaan de ondersteuning van de software 
voor het aanpassen. Hierbij is de onderhoudbaarheid afhankelijk van ander karakteristieken. De 
onderhoudbaarheid is afhankelijk van de analyseerbaarheid, mogelijkheid tot het doorvoeren 
van wijzigingen, stabiliteit, testbaarheid en onderhoudsvriendelijkheid. Dit dient als doel om een 
zo snel en stabiel mogelijke oplossing te leveren. Na het uitvoeren van het onderhoud door 
deze oplossing dient er een zodanig klein mogelijk kans aanwezig te zijn, dat deze oplossing 
nog (functionele) fouten bevat.  
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2.5 Beschrijft de literatuur de invloed van het werken met Design 
Patterns op de kwaliteit van de software? 
 
Deze paragraaf geeft een overzicht van de bevindingen die op wetenschappelijk gebied zijn 
gevonden bij onderzoek naar de invloed van het gebruik van Design Patterns op de 
onderhoudbaarheid van de software. 
Prechelt heeft onderzoek gedaan, of het gebruik van Design Patterns leidt tot eenvoudigere 
applicaties. In dit onderzoek heeft hij het gebruik van de Design Patterns beschreven door E. 
Gamma et al als uitgangspunt te nemen. In dit onderzoek wordt nagegaan of het gebruik van 
een Design Pattern bijdraagt aan de onderhoudbaarheid van een applicatie t.o.v. van het 
gebruik van een specifieke oplossing voor het probleem. Het gebruik van een Design Pattern 
kan een te complexe oplossing zijn in sommige gevallen, omdat het probleem ook eenvoudig is 
op te lossen. Zeker wanneer ontwikkelaars minder ervaren zijn in het gebruik van Design 
Patterns. In dit experiment dienen de personen gebruik te maken van pen en papier om de 
oplossingen te maken. 
Prechelt heeft de volgende Design Patterns gebruikt, namelijk: Observer, Composit i.c.m. 
Visitor, Decorator en Decorator i.c.m. Abstract Factory gebruikt. Tabel 1 geeft een overzicht van 
de verwachtingen en uitkomsten bij het gebruik per Design Pattern.  
 
Design Pattern Observer Composite and 
Visitor 
Decorator Decorator and 
Abstract 
Factory 
Verwachting Complex, 
Flexibel 
Moeilijk te 
begrijpen. 
Eenvoudig toe 
te passen. 
Kan wel leiden 
tot fouten. 
Klein 
snelheidsverschil 
t.o.v. 
alternatieve 
oplossing. 
Resultaat Onnodig 
toegepast. In 
het bijzonder 
door personen 
zonder veel 
kennis van 
Design 
Patterns. 
Geen extra tijd 
nodig, ondanks 
dat deze Design 
Pattern complex 
is. 
Als verwacht. Als verwacht. 
 
Tabel 1: Verwachtingen en Resultaten per onderzocht Design Pattern door Prechelt et al (2001). 
In deze tabel is de observer een Design Pattern dat de lijst gebruikers van een object beheert, 
en zijn gebruikers attendeert wanneer het van status wijzigt. De composite is een Design 
Pattern waar een groep van objecten kunnen worden aangesproken als een object. De visitor is 
een Design Pattern wat een algoritme van het object scheidt van het object zelf. Met de 
decorator is het mogelijk om dynamische functionaliteit aan een bestaand object toe te voegen. 
De abstract factory Design Pattern handelt de problematiek af rond het creëren van objecten 
van bepaalde classes. 
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De resultaten van dit onderzoek hebben geleid tot de volgende inzichten: 
Werken met Design Patterns leidt meestal tot het beste resultaat, maar niet altijd. In dat geval 
kan een alternatieve oplossing gekozen worden. 
Het staat meestal vast dat Design Patterns beter geschikt zijn voor het oplossen van 
softwareproblemen. Soms is het moeilijk te bepalen of Design Patterns, of een alternatieve 
oplossing beter geschikt is. In dat geval dient de Design Pattern als standaard te worden 
geïmplementeerd. 
De software ontwikkeling dient zijn gezonde verstand te gebruiken bij het maken van een keuze 
tussen een Design Pattern of een alternatieve oplossing. Kennis van Design Patterns kan 
bijdragen tot het onderhouden van de applicatie. Deze kennis is te verkrijgen door opleidingen 
te volgen. 
In het tweede onderzoek van Prechelt (2000) is er onderzoek gedaan naar het gebruik van 
commentaar in programmacode t.b.v. de Design Patterns. In dit onderzoek wil Prechelt de 
gepretendeerde eigenschappen van Design Patterns valideren. Het gaat hierbij om de 
eigenschappen: 
• Het gebruik van Design Patterns verbetert de productiviteit en kwaliteit 
• Onervaren programmeurs kunnen hun ontwerptechnieken verbeteren 
• Design Patterns bevorderen het gebruik van best practices 
• Design Patterns verbeteren de communicatie tussen ontwikkelaars en onderhouders 
 
In dit onderzoek is er nagegaan of de expliciet gecommentarieerde Design Patterns de 
onderhouder helpt bij het onderhouden t.o.v. niet gecommentarieerde programmacode. 
Uit dit onderzoek is gebleken dat de onderhouders de programmacode sneller begrepen. 
Aangezien de begrijpelijkheid ook een onderdeel is van onderhoudbaarheid, komt dit ook 
onderhoudbaarheid ten goede. Aangegeven wordt om Pattern Comments Lines (PCL) te 
gebruiken in de praktijk. PCL bestaat uit extra commentaar in programmacode, die de werking 
van die programmacode beschrijft. De PCL kan worden gebruikt als design documentatie, 
omdat deze compact is. In een paar gevallen levert het gebruik van PCL een vertraging op, 
omdat de PCL ingevoerd dient te worden. Daarnaast heeft het gebruik van PCL invloed op de 
foutkans. In het geval dat PCL wordt gebruikt, zijn er minder fouten geconstateerd. Deze 
resultaten worden bereikt doordat PCL in vergelijking tot normaal commentaar beter te 
begrijpen is. Doordat PCL sommige design informatie herhaaldelijk beschrijft kan de 
onderhouder dit haast niet missen. Doordat onderdelen die deel uitmaken van een Design 
Pattern verspreid zijn door het gehele programma, kan de onderhouder toch nog dankzij PCL 
herkennen dat een onderdeel bij een Design Pattern hoort. 
Vokáč heeft het experiment van Prechelt (1999) herhaald. Alleen dit keer in een echte 
programmeeromgeving i.p.v. pen en papier. De behaalde inzichten zijn hetzelfde als bij 
Prechelt. Het Visitor Design Pattern kan meer onduidelijkheid scheppen dan dat het helpt. De 
Observer en Decorator kunnen moeiteloos onderhouden worden door ontwikkelaars, ook al 
hebben ze weinig kennis van deze Design Patterns. Een ontwikkelaar dient te kunnen aanvoelen 
wanneer en hoe een Design Pattern gebruikt moet worden. Ook een opleiding kan helpen tot 
het effectiever gebruik van Design Patterns. Wel dient daarbij rekening gehouden te worden dat 
Design Patterns verantwoord toegepast moeten worden en niet omdat dat Design Patterns 
populair zijn. 
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In de onderstaande tabel staan de resultaten per Design Pattern van het onderzoek van Vokáč. 
 
Design 
Pattern 
Observer Composite and 
Visitor 
Decorator Decorator 
and 
Abstract 
Factory 
Resultaat Geen 
negatieve 
ervaringen 
met de 
Observer 
Design 
Pattern. 
Visitor blijkt 
complex en wordt 
soms genegeerd 
om toe te passen, 
daardoor 
tijdsintensief en 
moeilijk 
onderhoudbaar. 
Composite 
veroorzaakt 
problemen, 
waarschijnlijk 
door de 
ondersteuning 
van de 
programmeertaal. 
Design 
Pattern is 
begrijpelijk. 
Design 
Pattern is 
begrijpelijk. 
Verschil t.o.v. 
Prechelt et al 
(2001). 
Blijkt niet 
complex en is 
wel juist 
toegepast. 
Blijkt wel complex 
en tijdsintensief. 
Geen Geen 
Tabel 2: De resultaten van Vokáč en de resultaten t.o.v. Prechelt et al(2001) 
Vokáč heeft een bestaand commercieel softwarepakket geanalyseerd. Hierbij worden de 
wijzigingen met betrekking tot Design Patterns bijgehouden over een periode van drie jaar. Hier 
uit blijkt dat Design Patterns met meer regels programmacode ook meer fouten hebben. 
Sommige Design Patterns bleken ook nadat ze juist zijn geïmplementeerd nog behoorlijk veel 
fouten te bevatten. 
Ng et al (Ng, 2007) heeft onderzoek gedaan naar het gebruik van Design Patterns door 
ontwikkelaars, die de software onderhouden. Hier wordt onderzocht of geïmplementeerde 
Design Patterns leiden tot betere programmacode bij wijzigingen. Er worden drie soorten taken 
herkend: 
1: Het toevoegen van nieuwe participants (classes) als onderdeel van een Design Pattern. 
2: Het wijzigen van bestaande interfaces van participant. 
3: Het toevoegen van een nieuwe client die gebruik maakt van de participants van de Design 
Pattern. 
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Als resultaat uit het onderzoek blijkt dat taak 1 door iedereen gedaan wordt. Hoewel taak 3 
minder wordt uitgevoerd en taak 2 de laatste uitvoeringsoptie is. Het hoge percentage 
gebruikers van Design Patterns suggereert dat de geïmplementeerde Design Patterns door de 
ontwikkelaars toegepast worden. Op de vraag of ontwikkelaars betere programmacode 
opleveren door gebruik te maken van Design Patterns kan gezegd worden dat dankzij Design 
Patterns er minder fouten worden gemaakt. 
Tahvildari is nagegaan of Design Patterns geschikt zijn voor het herbouwen en herstructureren 
van software. Tahvildari heeft de 23 Design Patterns hergeclassificeerd (Tahvildari, 2002). Een 
Design Pattern kan ook relaties hebben met een andere Design Pattern, daarom heeft Tahvildari 
de volgende relaties aangegeven per Design Pattern: uses, refines, conflicts, is-similar-to, 
combines-with, and requires. Deze relaties hebben allemaal betrekking op de relaties tussen 
software componenten. Deze relaties kunnen van invloed zijn op de herbouwbaarheid en het 
herstructureren van software. Op de relaties zelf zal niet verder worden ingegaan in deze 
scriptie. Het herbouwen van de software met Design Patterns kan beter onderhoudbare 
onderdelen op leveren. Tahvildari geeft aan dat het belangrijk is hoe het onderhoud verbeterd 
kan worden gedurende herbouwactiviteiten. Het resultaat van deze classificatie kan software 
engineers helpen bij het begrijpen van de complexe relaties tussen Design Patterns, het 
organiseren van Design Patterns en het gebruik van tools bij toepassen van Design Patterns.  
Tijdens het onderzoek zijn de Design Patterns ook toegepast in een bestaande software 
applicatie. Hierbij is ook geconstateerd dat na het toepassen van een aantal Design Patterns de 
applicatie beter onderhoudbaar is. De vraag is echter in hoeverre deze constatering valide is, 
omdat het aantal metingen beperkt is en de exacte meetgegevens ontbraken. 
Mens et al (Mens, 2001) geeft aan dat Design Patterns belemmeringen veroorzaken in de 
software structuur waardoor bepaalde wijzigingen kunnen worden belemmerd (Mens, 2001). Dit 
kan herkend worden door logisch redeneren. 
Schmidt heeft onderzocht hoe Design Patterns worden gebruikt binnen grote commerciële 
applicaties (Schmidt, 1995). Design Patterns helpen de software te documenteren op een 
abstracter niveau dan documentatie van programmacode of classes. Schmidt verwacht dat 
Design Patterns bruikbaar kunnen zijn voor onderhoudsprogrammeurs, hoewel dit nog niet 
aangetoond is, omdat de onderzochte software nog niet lang genoeg in gebruik is. 
Garcia geeft aan dat sommige Design Patterns van Gamma et al ervoor zorgen dat er minder 
afhankelijkheid is tussen software componenten. Hij geeft echter wel aan dat er Design Patterns 
zijn die kunnen leiden tot hogere afhankelijkheid van componenten, complexere bewerkingen 
en meer regels programmacode (Garcia, 2005). Naast de onafhankelijkheid van componenten 
dient er ook rekening gehouden te worden met afhankelijkheid, samenwerking en omvang bij 
het gebruiken van Design Patterns. Deze factoren kunnen de inspanning beïnvloeden, die 
gedaan moet worden om deze Design Patterns te implementeren. 
Aversano komt tot de conclusie dat de wijzigingsfrequentie en de hoeveelheid wijzigingen niet 
afhankelijk zijn van de gebruikte Design Pattern, maar van de rol die de Design Pattern heeft 
om de applicatie functionaliteit te ondersteunen (Aversano, 2007). Design Patterns worden 
veelal gewijzigd door het toevoegen van Classes, Interfaces en het toevoegen van clients. Dit 
komt overeen met de uitgangspunten van Ng et al. (Ng, 2007). Aversano geeft ook aan dat een 
ontwerper voorzichtig dient te zijn bij het selecteren van een Design Pattern, wanneer deze 
belangrijke onderdelen van de applicatie ondersteunen. Deze Design Patterns kunnen 
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waarschijnlijk vaak worden gewijzigd en dat kan nadelig zijn als hierbij een verkeerde Design 
Pattern wordt gekozen. 
Coleman heeft onderzoek gedaan naar het meten van onderhoudbaarheid van software. 
Coleman geeft aan, dat wanneer er gebruikt wordt gemaakt van metingen van de 
onderhoudbaarheid, dat de onderhoudende ontwikkelaars dan pas kunnen spreken van een 
onderhoudbaar systeem (Coleman, 1994). 
Li heeft onderzocht of objectgeoriënteerde metingen de onderhoudbaarheid kunnen voorspellen 
(Li, 1993). Aangezien Design Patterns veel verwantschappen hebben met object oriëntatie 
kunnen deze bevindingen ook worden meegenomen. Li schrijft dat metingen die voornamelijk 
op het gebied van de verbindingen tussen systeem componenten gebruikt worden, van invloed 
kunnen zijn op de onderhoudbaarheid. Li heeft als resultaat gevonden dat er een sterke 
verhouding is tussen de inspanning die gedaan wordt op het gebied van metingen en de 
onderhoudbaarheid van het systeem. De onderhoudbaarheid kan voorspeld worden door de 
source code te analyseren. De voorspelling is op verschillende manieren te berekenen, 
waardoor de voorspelling beter wordt onderbouwd.  
Kohlm heeft onderzoek naar de kwaliteitsverhoging van de software door het gebruik van 
Design Patterns gedaan (Kohlm, 2008). Uit dit onderzoek is gebleken dat het gebruik van 
Design Patterns niet altijd leidt tot betere kwaliteit van de systemen. Een aantal Design Patterns 
ondersteunen niet het hergebruik, uitbreidbaarheid en begrijpelijkheid. Daardoor geeft Kohlm 
aan, net zoals andere onderzoekers, dat Design Patterns met voorzichtigheid toegepast dienen 
te worden. 
Ó Cinnéide heeft ook onderzoek gedaan naar het toepassen van Design Patterns van Gamma et 
al. Praktische beperkingen zijn geconstateerd in dit onderzoek (Ó Cinnéide,2006), zoals Design 
Patterns worden niet door de programmeertaal ondersteund of een Design Pattern kan niet 
meer volledig worden ondersteund na een upgrade. Ook leidt het gebruik van een Pattern tot 
een grote afhankelijkheid, dit is strijdig met wat wordt gepretendeerd als reden om Design 
Patterns te gebruiken. Door de hoge afhankelijkheid is in de praktijk een volledige 
hercompilering van de programmatuur vereist. Dit bevorderde niet de onderhoudbaarheid, 
omdat hierdoor te veel componenten worden opnieuw opgeleverd. Nieuwe componenten dienen 
ook wederom worden getest, waardoor test procedures relatief lang kunnen duren. Ook Ó 
Cinnéide geeft aan dat bij het gebruik van Design Patterns niet alleen rekening gehouden 
moeten worden met het gebied waarbinnen deze Design Patterns gebruikt wordt maar 
eveneens dient men rekening te houden met software architecturen van een lager niveau en 
een hoger niveau. Bovendien is het software proces zelf en de sociale omgeving bij het 
toepassen van Design Patterns van belang.  
Bieman heeft onderzoek gedaan naar het onderhoud van software welke gebruikt maakt van 
Object Oriëntatie (Bieman, 2003). Hierbij is gekeken naar de relatie tussen ontwerpstructuur en 
classes, Design Patterns en onderhoudswijzigingen. Bij een aantal systemen is er geconstateerd 
dat er een relatie bestaat tussen de omvang van de classes en het aantal wijzigingen. 
Daarnaast is geconstateerd dat de classes van de Design Patterns vaker worden gewijzigd, 
omdat deze een centrale rol spelen. Bij deze resultaten worden er wel aangegeven dat er 
verschillen zijn per onderzocht systeem. Hierdoor is er geen sterk bewijs voor deze uitkomsten. 
Beck heeft onderzocht of Design Patterns die in de industrie zijn toegepast ook de 
eigenschappen waarmaken, waartoe ze worden gepretendeerd (Beck, 1996). Van Design 
Patterns worden gezegd dat ze communicatie, hergebruik en een compact ontwerp bevorderen. 
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Uit dit onderzoek blijkt dat Design Patterns een waardevolle ondersteuning kunnen bieden. Met 
name onervaren medewerkers kunnen gebruik maken van voorbeelden die gebruik maken van 
de terminologie van de Design Patterns. Daardoor kunnen ze al snel het ontwikkelteam 
ondersteunen. Daarnaast zijn goede Design Patterns moeilijk te schrijven, waardoor het lastig 
wordt om af te wegen om wel of geen Design Pattern te gebruiken. Vooral ook omdat er weinig 
meetgegevens voorhanden zijn op dit vlak. 
Bansiya heeft onderzoek gedaan naar het meten van kwaliteit bij het gebruik van 
objectgeoriënteerd ontwerpen (Bansiya, 2002). Aangezien object oriëntatie nauwe 
verwantschappen toont met Design Patterns kan het ook worden gebruikt. Bansiya beschrijft 
dat er steeds meer verlangd wordt naar complexe systemen. Daarom is het van belang om de 
kwaliteit van software te weten en aan de hand daarvan schattingen te kunnen doen. Het 
ontwerp is hiervan ook van belang. Om de gegevens hiervan te bepalen dienen metingen vanaf 
het begin van het opzetten van het systeem aanwezig te zijn. Bansiya neemt enkele 
kwaliteitskarakteristieken van de ISO 9116 standaard. Met de methode: Quality Model for 
Object-Oriented Design (QMOOD) worden de kwaliteitsgegevens gemeten. In dit onderzoek is 
aangetoond dat er een relatie bestaat tussen de kwaliteit van de individuele 
kwaliteitskarakteristieken en de gehele kwaliteit van het systeem. Daarnaast wordt vermeld dat 
de methode eenvoudig is toe te passen, waardoor het een zeer effectieve methode blijkt te zijn. 
Bansiya geeft ook aan dat bepaalde kwaliteitskarakteristieken individueel te bepalen zijn. Een 
aantal kwaliteitskarakteristieken is niet onafhankelijk of conflicterend. Zo wordt de 
onderhoudbaarheid ook bepaald door de flexibiliteit van een systeem. Het is onwaarschijnlijk 
om een hoge onderhoudbaarheid te hebben met een lage flexibiliteit. 
 
2.5.1 Conclusie  
 
Er zijn in de wetenschappelijke wereld diverse onderzoeken gedaan naar de relatie tussen het 
gebruik van Design Patterns en de kwaliteit van de software. Hierbij wordt gekeken naar de 
onderhoudbaarheid of naar een karakteristiek waar onderhoudbaarheid van afhankelijk is. Ook 
zijn in dit literatuuronderzoek onderzoeken naar de relatie tussen Object Oriented en onderhoud 
meegenomen, indien dit mogelijk is. De onderzoekers gingen in de meeste gevallen 
onderzoeken of de eigenschappen die Design Patterns worden toegeschreven, ook in de praktijk 
voorkomen. 
Concluderend kunnen we zeggen dat Design Patterns de onderhoudbaarheid verhogen 
wanneer: 
- Weloverwogen een keuze wordt gemaakt voor een Design Pattern. 
- De Design Patterns juist worden toegepast, waardoor wijzigingen in de toekomst leiden 
tot minimale aanpassingen. 
- Doordat Design Patterns loos-coupling bevorderen leidt dit tot minder aanpassingen. 
- Het gebruik van commentaar t.b.v. de Design Pattern. 
- Door gebruik te maken van metingen, zijn inspanningen t.b.v. wijzigingen beter te 
voorspellen. 
- Opleidingen bevorderen de kennis van Design Patterns, daardoor neemt ook de 
onderhoudbaarheid toe. 
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Design Patterns verlagen de onderhoudbaarheid wanneer: 
- De Design Pattern te complex is voor het probleem, een alternatieve oplossing had ook 
kunnen volstaan. 
- De Design Pattern is te complex voor de ontwikkelaars, waardoor deze moeilijk zijn te 
begrijpen. 
- De Design Pattern bestaat uit veel regels programmacode, waardoor de kans op fouten 
toeneemt. 
- Design Patterns worden niet toegepast, waarbij dat wel mogelijk is geweest. 
 
Design Patterns kunnen ook gecombineerd worden toegepast. Dit maakt het gebruik complexer. 
In hoeverre dit van invloed is op de onderhoudbaarheid is niet beschreven in de literatuur. 
De resultaten van de onderzoeken geven aan dat het gebruik van Design Patterns de 
onderhoudbaarheid verbeteren. De conclusies zijn echter in de onderzoeken niet altijd 
verifieerbaar of herhaalbaar. Dit literatuuronderzoek heeft een tal van factoren opgeleverd waar 
de onderhoudbaarheid van afhankelijk is. Deze factoren kunnen in een vervolgonderzoek nader 
worden onderzocht. In de praktijk kan worden nagegaan in hoeverre deze van invloed zijn op 
de onderhoudbaarheid. 
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3 Methode van praktijkonderzoek 
 
Onderzoeksmodel 
 
In het onderstaande model staat, in Figuur 2, de methode afgebeeld op welke manier het 
empirisch onderzoek is verlopen. Als eerste wordt helder gemaakt welke aspecten er spelen bij 
het gebruik van Design Patterns en de onderhoudbaarheid. Vervolgens wordt nagegaan welke 
factoren de onderhoudbaarheid bepalen. 
De resultaten van het onderzoek bestaan uit de antwoorden op de vragen die tijdens het 
afgenomen interview gegeven zijn. Deze resultaten zijn geanalyseerd geworden en leveren een 
overzicht met de indicatoren, die de onderhoudbaarheid bepalen op. Hierbij worden ook de 
redenen meegenomen die de geïnterviewde personen hebben meegegeven.  
 
Figuur 2: Onderzoeksmodel van het empirisch onderzoek. 
 
Het resultaat van het literatuuronderzoek is een overzicht van factoren die van belang zijn op 
de onderhoudbaarheid van software bij het gebruik van Design Patterns. In het empirisch 
onderzoek is getoetst of deze factoren ook in de praktijk herkenbaar zijn. Hierbij is bekeken 
naar de toepasbaarheid van deze factoren en indien deze niet herkend worden, wordt bekeken 
waarom dit het geval is. 
  21  
Dit onderzoek heeft plaats gevonden door het afnemen van interviews bij IT-specialisten. Deze 
antwoorden op basis van hun ervaringen in de praktijk. Het uitgangspunt van de interviews is 
een vragenlijst, die opgebouwd is aan de hand van de in het literatuuronderzoek gevonden 
factoren. Het analyseren bestaat uit het vergelijken van de resultaten van de interviews met de 
gevonden verklaringen in de literatuur. Dit leidt tot een verantwoording en uiteenzetting van de 
gevonden resultaten. Vervolgens is hieruit een complete conclusie opgesteld. 
 
3.1 Referentiemodel 
 
Het doel van het referentiemodel is het hebben van een model dat getoetst kan worden in de 
praktijk. 
Voor het empirisch onderzoek heb ik een referentiemodel opgesteld aan de hand van wat er in 
de literatuur gevonden is. In de literatuur zijn een aantal factoren beschreven die de 
onderhoudbaarheid van software bepalen. Deze factoren zijn direct of indirect afhankelijk van 
het gebruik van Design Patterns. 
 
Factor Omschrijving 
De kennis van de 
onderhouder. 
Een opleiding van een onderhouder kan het 
onderhouden efficiënter maken(Prechelt, 1999) 
De ervaring met Design Patterns bepaalt ook hoe 
effectief een software-probleem met Design Patterns 
kan worden opgelost. 
De complexiteit van Design 
Patterns. 
Sommige Design Patterns zijn complex en daarom 
moeilijk te begrijpen. Dit kan leiden tot fouten. Ook 
kan de tijd om de softwarewijziging door te voeren 
langer zijn dan nodig blijken. Sommige Design 
Patterns ondersteunen niet het hergebruik, 
uitbreidbaarheid en begrijpelijkheid( Kohlm) 
Het onnodig toepassen van 
Design Patterns. 
Een Design Pattern kan onnodig toegepast worden 
(Prechelt et al, 2001), waardoor het middel Design 
Pattern niet de oplossing voor het probleem is. Het 
kan in sommige gevallen ook afdoende zijn om een 
alternatieve oplossing toe te passen. Ook kunnen 
Design Patterns onterecht worden toegepast, omdat 
het een modeverschijnsel is (Vokáč). Indien een 
onjuiste beslissing is genomen om een Design Pattern 
toe te passen in een belangrijk deel van de software 
kan dit leiden tot een minder onderhoudsvriendelijke 
en fout gevoelige applicatie (Aversano) 
Het combineren van Design 
Patterns. 
De literatuur beschrijft dat Design Patterns ook 
gecombineerd kunnen worden toegepast (Prechelt, 
2000). Ik wil nagaan of dit ook de onderhoudbaarheid 
kan beïnvloeden. 
Het gebruik van 
commentaar in 
programmacode ten 
behoeve van Design 
Patterns. 
Commentaar kan bijdragen tot de herkenbaarheid 
van Design Patterns. Daarnaast draagt het bij tot 
foutreductie (Prechelt, 2000). 
De benodigde en toename Het gebruik van Design Patterns kan er toe leiden dat 
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van het aantal regels 
programmacode,interfaces 
en classes bij het gebruik 
van Design Patterns. 
het aantal regels programmacode en classes 
toenemen(Vokáč, 2004). 
De ondersteuning van 
Design Patterns in de 
programmeertaal of 
programmeertool kan de 
onderhoudbaarheid 
bevorderen. 
Ontwikkeltools kunnen het implementeren van Design 
Patterns vergemakkelijken. Programmeertalen dienen 
Design Patterns te kunnen ondersteunen. (Tahvildari, 
2002) 
Tabel 3:Afhankelijke factoren. 
3.2 Onderzoekprocedures 
Er wordt onderzoek gedaan binnen een beperkte groep. De groep van de te interviewen 
personen bestaat uit vier personen. Hiervoor is gekozen om het onderzoek af te ronden binnen 
een geringe tijdsduur. Dit doet echter niets af van de kwaliteit van het onderzoek. Bij het 
analyseren van de resultaten wordt rekening gehouden met het feit dat het onderzoek zal 
plaats vinden binnen een kleine groep, in plaats van een zeer omvangrijke groep. Indien er 
namelijk afwijkende antwoorden worden gegeven door de personen, dienen hier niet direct 
conclusies aan te worden verbonden.  
 
3.3 Waarneming en dataverzameling 
De onderzoeksmethode van het onderzoek bestaat uit een semi structured interview. Een semi 
structured interview bestaat uit een set van vragen, maar biedt daarna nog ruimte om 
aanvullende vragen te stellen tijdens het interview. De interviews worden gehouden door 
middel van een persoonlijk interview (face to face interview). Met name wordt het onderzoek in 
een semi structured interview uitgevoerd, om na te gaan welke views de onderzoekspersonen 
hebben op het gebied van de invloed van Design Patterns op de onderhoudbaarheid van 
software. Daarnaast heeft het de voorkeur voor een semi structured interview dat persoonlijk 
wordt uitgevoerd, omdat de kennis snel vergaard kan worden, door het aan de 
onderzoekspersonen te vragen.  
De waarnemingen die geregistreerd worden, bestaan uit de antwoorden van de ondervragingen. 
Als instrument wordt gebruikt gemaakt van een vragenlijst. Deze wordt als basis gebruikt voor 
het uitvoeren van het onderzoek. De vragenlijst staat vermeld in Bijlage C. 
De onderzoekseenheden, in dit geval de te ondervragen personen, bestaan uit architecten en 
senior systeemontwikkelaars in eigen werkomgeving. De architecten zijn werkzaam bij de 
NCIM-groep. De NCIM Groep is gespecialiseerd in het detacheren van hoog opgeleide 
professionals voor projectmanagement, consulting, softwareontwikkeling en system 
management in technische omgevingen. De NCIM Groep bestaat uit meer dan 100 bekwame 
professionals, die bouwen aan ICT-oplossingen voor opdrachtgevers in de sectoren Defensie en 
Veiligheid, Energie en Utilities, Telecommunicatie, Transport en Media, en Technische 
automatisering. Het is een vereiste dat deze personen gewerkt hebben met de Design Patterns 
van Gamma et al om software te ontwikkelen. 
Om de antwoorden niet door de omgeving en locatie te laten beïnvloeden, wordt het interview 
afgenomen in een klein kantoor zonder de aanwezigheid van computers, waardoor het niet 
mogelijk is gestoord te worden door e-mail berichten en/of telefoongesprekken. 
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De duur van het interview is ongeveer 1,5 uur lang. Indien de ondervraagde te lang uitweidt 
over een subvraag, wordt verzocht om het antwoord beknopt af te ronden om verder te gaan 
naar de volgende vraag. 
Door het betrekken van meerdere onderzoekspersonen, die ervaring hebben met Design 
Patterns binnen meerdere projecten is het mogelijk gebruik te maken van een grote diversiteit 
aan kennis en informatie. Het voordeel van een interview boven een survey of een 
questionnaire is dat bij interviews direct geborgd kunnen worden of het gegeven antwoord 
voldoet. Indien nodig wordt voor meer uitleg gevraagd aan de geïnterviewde. Een survey of 
questionnaire kan te beperkt zijn, omdat dit niet het gewenste antwoord kan opleveren. Een 
survey en questionnaire vinden schriftelijk plaats, waardoor er geen interactie plaatsvindt met 
de doelgroep. Ook kan de geïnterviewde persoon bij deze soort interviews niet aangeven als hij 
de bedoeling van de vraag niet begrijpt. 
Voor het interview staat een maximale tijd, afgestemd op het aantal vragen. 
In de interviews is gekozen voor open vragen, die eventueel wat uitleg nodig hebben. Daardoor 
is voor een face to face interview gekozen. Doordat de vragen beperkt zijn, kan deze methode 
makkelijk toegepast worden. Aangezien de vragen soms complex kunnen zijn, kan tijdens het 
interview aan de hand van het antwoord worden nagegaan of de ondervraagde de vraag heeft 
begrepen. Ook kan de interviewer aangeven binnen welke context de ondervraagde dient te 
antwoorden, zodat de antwoorden binnen de reikwijdte van het onderzoek vallen. Wel dient 
hierbij opgelet te worden dat er niet te veel sturing aan het interview wordt gegeven, zodat de 
ondervraagde niet bevooroordeeld is tot het antwoorden in een bepaalde richting. 
 
3.4 De vragenlijst als waarnemingsinstrument 
 
Voor het afnemen van de interviews is er een vragenlijst opgesteld. De vragenlijst staat 
vermeld in Bijlage C. In de vragenlijst komen de onderzochte factoren aan bod. Hieronder staat 
een overzicht met voorbeelden van een vraag per factor: 
• Heeft het gebruik van Design Patterns de communicatie verbeterd? 
• Kunt u aangeven of binnen uw projecten Design Patterns onnodig zijn gebruikt of 
onbewust niet zijn gebruikt, omdat de mogelijkheid tot toepassen binnen uw software 
niet herkend was? 
• Had het onderhoudspersoneel genoeg ervaring en kennis voor het toepassen en 
herkennen van Design Patterns? 
• Werd het gebruik van Design Patterns ondersteund door de ontwikkeltool en 
programmeertaal? 
• Heeft het commentaar in de programmacode t.b.v. Design Patterns de 
onderhoudbaarheid bevordert?  
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3.5 Keuze en verantwoording van de methode van waarneming 
Doordat de onderzoekspersonen praktijkervaring hebben met het toepassen van Design 
Patterns zijn deze geschikt voor het onderzoek. Daardoor kunnen deze personen direct hun 
bevindingen aangeven. In de onderzoeken van Prechelt (Prechelt, 1999) en Vokáč (Vokáč , 
2004) wordt er gebruik gemaakt van personen die nog een cursus op het gebied van Design 
Patterns nodig hebben. 
 
3.6 Begripsbepaling 
In deze paragraaf worden de definities gegeven van de begrippen die aanbod komen in dit 
onderzoek. Dit is om de begrippen af te kaderen en te beschrijven wat de begrippen betekenen 
in het kader van dit onderzoek. 
Design Pattern: Design Patterns zijn bewezen als oplossingen van ontwerpproblemen. Design 
Patterns maken het mogelijk om de oplossingen te vinden, her te gebruiken en toe te passen. 
Door de precieze terminologie wordt het communiceren ook verbeterd tussen ontwerpers en 
ontwikkelaars. De Design Patterns die door Gamma et al. zijn opgesteld worden als basis 
gebruikt voor dit onderzoek. 
 
Onderhoudbaarheid: De onderhoudbaarheid van software geeft aan de mate van inspanning 
die gedaan dient te worden om nieuwe functionaliteit aan de software toe te voegen of te 
veranderen. Dit is ook afhankelijk van in hoeverre software begrijpbaar, testbaar en 
veranderbaar is. 
Software: Een applicatie of informatiesysteem dat specifiek voor een klant is ontwikkeld.  
Onderhouder: Een onderhouder is iemand die binnen de rol software ontwikkelaar 
aanpassingen aan de software uitvoert. Onder de wijzigingen vallen functionele wijzigingen en 
wijzigingen om fouten te verhelpen. 
 
3.7 Analyse van de antwoorden 
De antwoorden van de geïnterviewde personen zullen worden geclassificeerd. De classificatie zal 
bestaan uit het groeperen van antwoorden van dezelfde strekking. Deze antwoorden zullen 
geclassificeerd worden als antwoord op de vraag in de praktijk. Hierdoor ontstaat een overzicht 
van de factoren uit het literatuuronderzoek die wel of niet in de praktijk van invloed zijn. Dit 
heeft als doel een beeld te verkrijgen van de redenen waarom deze factoren van invloed zijn. 
Er worden aan de factoren geen wegingsfactoren gekoppeld om na te gaan welke factoren meer 
of minder van invloed kunnen zijn. Hiervoor is besloten, omdat het niet het doel van het 
onderzoek is, om aan te tonen in hoeverre de factoren voorkomen in percentages of andere 
eenheden. 
De antwoorden van de personen zullen gedaan worden op hun ervaring. De antwoorden dienen 
beknopt gehouden te worden en zo veel mogelijk beperkt te blijven tot de vraagstelling. Het is 
niet de bedoeling dat men veel aanvullende informatie hoeft aan te leveren. Dit maakt de 
analyse te ingewikkeld. Ook kan dit van invloed zijn op de herhaalbaarheid van het onderzoek. 
De vragen zullen door mij worden gesteld aan de architect. De onderzoekeenheden bestaan uit 
vier architecten of senior software ontwikkelaars bij de NCIM-groep. Het onderzoek zal worden 
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uitgevoerd op kantoor bij NCIM in een vergaderruimte gedurende een sessie van anderhalf uur. 
De sessies zullen plaats vinden in de weken van 40 en 41 van 2009. 
 
3.8 Ethische aspecten 
De geïnterviewde personen hoeven in hun antwoorden geen bedrijfsnamen te noemen, 
waardoor eventuele geheimhoudingsverklaringen geschonden kunnen worden. Ook eventuele 
andere gegevens die gevoelig zijn hoeven niet vermeld te worden door de personen. Het 
onderzoek is hier ook niet op uit en daardoor is er al rekening gehouden bij het opstellen van de 
vragen. Van te voren wordt de persoon medegedeeld dat deze niet op vragen hoeft te 
antwoorden, zodat hij zich niet verplicht voelt om te antwoorden, waardoor eventueel gevoelige 
informatie wordt vrijgegeven. 
 
3.9 Betrouwbaarheid en validiteit 
Doordat de geïnterviewde personen op meerdere projecten Design Patterns hebben toegepast, 
hebben deze personen voldoende kennis om de vragen te beantwoorden. Doordat deze 
personen op meerdere projecten hebben gewerkt zullen de uitkomsten  
gebaseerd zijn op een diversiteit aan informatie. 
Het onderzoek is zo opgezet dat dit onderzoek herhaalbaar kan worden uitgevoerd. Er wordt in 
dit onderzoek naar gestreefd, dat wanneer dit onderzoek zal worden herhaald er dezelfde 
resultaten worden verkregen. Dit wordt gedaan door de vragen zo helder mogelijk te 
formuleren en de antwoorden eenduidig te classificeren. 
 
  26  
4 Onderzoeksresultaten 
 
In dit hoofdstuk wordt een analyse van de antwoorden gegeven. In bijlage D staat een 
overzicht van de antwoorden die gegeven zijn door de architecten. 
In de theorie zijn factoren geconstateerd, die verklaren wat de onderhoudbaarheid bepaald bij 
het toepassen van Design Patterns bij softwareontwikkeling. In de praktijk is dit onderzocht 
door middel van interviews af te nemen bij een groep architecten. In de onderzoeksresultaten 
wordt aangegeven of die factoren in de theorie ook in de praktijk worden aangetroffen. Daarbij 
wordt bij eventuele verschillen tussen theorie en praktijk de verklaring hiervoor aangegeven. 
In de projecten, waaraan de architecten hebben gewerkt, zijn de factoren uit de literatuur 
herkend. In de praktijk zijn de factoren herkend, maar de redenen daarvoor blijkt anders te zijn 
dan in de theorie. Dit wordt verklaard doordat de architecten op een totaal andere wijze met 
Design Patterns hebben gewerkt, dan op welke wijze de onderzoeken in de literatuur zijn 
uitgevoerd. Bij het onderzoek van Prechelt in 2000 dienen de geïnterviewden de opdrachten op 
papier uit te voeren, terwijl de architecten van dit onderzoek op projecten werken in de praktijk 
met echte software. Vokáč (Vokáč, 2004) heeft het onderzoek uitgevoerd door het analyseren 
van regels programmacode van groot software product, terwijl de architecten werken met 
Design Patterns in teamverband aan een software oplossing voor een opdrachtgever. Deze 
software applicatie en/of eventuele wijzigingen/uitbreidingen dienen binnen een bepaalde tijd 
opgeleverd te worden, die door de opdrachtgever wordt bepaald. Door het werken met deze 
omstandigheden wordt de software in een andere omgeving geconstrueerd dan een 
commercieel software product. Een commercieel software product wordt opgeleverd aan de 
markt, ipv een opdrachtgever. Een fout in de software heeft ook andere consequenties. Een fout 
in een commercieel product heeft gevolgen op een groep van klanten.  
Deze andere manier van omgaan met Design Patterns in dit onderzoek kan als een aanvulling 
op de bestaande literatuur dienen. In deze paragraaf worden per factor de resultaten 
beschreven. 
De kennis van de onderhouder. 
Het juist toepassen van Design Patterns blijkt in de theorie afhankelijk te zijn van de kennis van 
de onderhouder. Wanneer een onderhouder weinig of geen kennis heeft van Design Patterns, 
worden de Design Patterns niet of niet juist geïmplementeerd. 
Gebleken is dat de kennis van belang is op de onderhoudbaarheid. Dit wordt verklaard, doordat 
op projecten het toepassen van Design Patterns afhankelijk is van de ervaren personen, die de 
onervaren onderhouders aansturen. Ervaren personen in een project geven aan hoe en waarom 
Design Patterns dienen te worden toegepast. Dit deed men door te verwijzen naar het boek, 
website of cursus, waar beschreven staat wat een specifieke Design Pattern inhoudt. Hierdoor is 
het wel of niet juist toepassen van een Design Pattern niet zozeer van één individu afhankelijk, 
dit wordt verklaard doordat de ervaren personen samenwerken met minder ervaren personen, 
zodat de ervaren persoon een minder ervaren persoon kan aanvullen. De architecten geven aan 
dat niet alleen theoretische kennis van belang is, maar ook dat op basis van inzichten 
beslissingen worden genomen om Design Patterns toe te passen. 
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Architecten geven aan dat de onderhouder op basis van ervaring beter de “consequenties 
kunnen inschatten” of “afwegingen kunnen maken” bij het toepassen van Design Patterns. 
Deze verklaring blijkt af te wijken van de literatuurstudies, waar de onderzochte personen, 
individueel in een afgebakende omgeving Design Patterns dienen toe te passen. In het 
onderzoek van Vokáč (Vokáč, 2003) kregen de personen, die bij het onderzoek betrokken zijn, 
een cursus van één dag, deze personen kunnen dus niet op basis van ervaring beslissingen 
nemen. Door het gebruik van de termen die Design Patterns aanbieden wordt ook de 
communicatie tussen de projectleden verbeterd. Een architect geeft aan in zijn antwoorden dat 
er in “concepten” wordt gesproken, zodat niet ieder detail dient te worden uitgelegd. Aan 
andere onderhouders, die de Design Pattern beheersten, kan snel in Design Pattern concepten 
worden uitgelegd, waarvoor een Design Pattern dient te worden toegepast. Dit heeft als 
voordeel dat er niet inhoudelijk op een Design Pattern dient te worden ingegaan, wat weer 
tijdwinst oplevert. Eén architect heeft aangegeven dat personen die zich teveel in Design 
Patterns termen uitdrukken, weer het doel voorbij kunnen schieten.  
Een persoon die op de hoogte is van de standaardproblemen, waarvoor een Design Pattern een 
oplossing kan bieden, dient niet op zoek te gaan naar een zelfbedachte oplossing. Dit bespaart 
tijd naar het zoeken van een oplossing, daarnaast wordt er ook meteen een eerder bewezen 
oplossing gekozen, waardoor de kans op fouten afneemt. Alle vier architecten zijn er mee eens 
dat Design Patterns de communicatie verbeteren. Echter een van de architecten geeft aan dat 
soms een discussie ontstaat over hoe een Design Pattern dient te worden geïmplementeerd. 
Ook geeft deze architect aan dat iets wat op een Design Pattern lijkt onterecht als een Design 
Pattern wordt bestempeld. 
 
De complexiteit van Design Patterns. 
In de theorie wordt verklaard dat het toepassen van een Design Pattern afhankelijk is van de 
complexiteit van een Design Pattern. Complexe Design Patterns worden niet of niet correct 
toegepast, indien hiervoor een mogelijkheid is. 
Twee architecten geven aan in de interviews, dat wanneer een Design Pattern complex is, de 
onderhoudbaarheid hiervan ook complex is. Echter het toepassen van een alternatieve 
oplossing is nog complexer. Een architect geeft aan dat een Design Pattern een niet eenvoudige 
oplossing is, die een bepaalde investering vergt om toegepast te worden. Dit levert wel 
flexibiliteit op bij uitbreidingen. Door de investering van de Design Pattern kunnen eventuele 
uitbreidingen makkelijker aansluiten op de bestaande software. Wanneer er voor een 
alternatieve oplossing gekozen is, dan bestaat het risico dat er relatief veel werk wordt 
uitgevoerd om de uitbreiding tot stand te brengen. Hij geeft ook aan dat nieuwe collega’s 
inwerktijd nodig hebben voor het onder de knie krijgen van Design Patterns, echter bij het 
gebruik van Design Patterns kan er gerefereerd worden naar het boek Design Patterns van 
Gamma et al. 
Een voorbeeld van een probleem op het gebied van het toepassen van Design Patterns is het 
volgende: Een architect meldt dat een junior onderhouder de Design Pattern niet begreep en 
deze onterecht heeft verwijderd. Bij het verwijderen van deze Design Pattern wordt ook de 
geïnvesteerde moeite verloren, die voor het ontwikkelen van deze software met behulp van de 
Design Pattern is gedaan. Daarnaast kan men niet meer profiteren van de voordelen van de 
Design Pattern, waardoor eventuele uitbreidingen weer relatief veel inspanning kosten. 
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Het onnodig toepassen van Design Patterns. 
De literatuur schreef ook dat de onderhoudbaarheid afhankelijk is van het onnodig toepassen 
van Design Patterns. Het is in sommige gevallen ook afdoende om een alternatieve oplossing te 
gebruiken. 
De architecten geven aan dat in de praktijk vooral Design Patterns onnodig worden toegepast, 
door onervaren onderhouders. Dit wordt verklaard door het feit dat deze personen, die net 
kennis van Design Patterns hebben opgedaan, via cursus of boek, Design Patterns gelijk willen 
gaan toepassen. Twee architecten noemen dit het principe van de “gouden hamer”: men heeft 
een stuk gereedschap en wilt dit toepassen voor elk probleem. Een andere architect heeft 
ervaren dat onderhouders “los gingen” op Design Patterns als deze mensen net van cursus 
kwamen. Ervaren onderhouders passen Design Patterns toe op basis van een bepaald inzicht, 
die de onderhouders in de loop der tijd hebben opgebouwd. Door de programmacode te 
analyseren kunnen ze bepalen of het verstandig is om een Design Pattern toe te passen. Het 
toepassen van een Design Pattern vereist een bepaalde investering, die op den duur een 
tijdsbesparing en flexibiliteit gaat opleveren, vooral wanneer er veel veranderingen die 
aansluiten bij de Design Pattern, dienen te worden doorgevoerd. Deze veranderingen kunnen 
dan relatief snel en met weinig kans op fouten worden doorgevoerd. Door het praten over 
Design Patterns, wordt er over nagedacht, om wel of niet een Design Pattern toe te passen. De 
scope en de inzichten kunnen tijdens een project veranderen, waardoor beslissingen uit het 
verleden, in het heden onjuist kunnen lijken. In een eerder stadium, wanneer een Design 
Pattern niet is toegepast, is nog niet de kennis of eisen aanwezig om een juiste beslissing te 
nemen. De architecten geven aan dat op basis van voortschrijdend inzicht het in bepaalde 
gevallen moeilijk te bepalen is of een Design Pattern een juiste keuze kan zijn. 
 
Het combineren van Design Patterns. 
Een Design Pattern kan ook toegepast worden in combinatie met andere Design Patterns. Het 
combineren van Design Patterns blijkt in de praktijk plaats te vinden. Sommige Design Patterns 
zijn opgebouwd uit verschillende Design Patterns. Om één hoofd Design Pattern toe te passen, 
dienen er meerdere soorten Design Patterns te worden toegepast. Door een heldere 
naamgeving van de programmacode onderdelen, zijn deze snel herkenbaar. De Design Pattern 
aspecten of onderdelen zijn dan verwerkt in de naam van de onderdelen, die de herkenbaarheid 
bevorderd. Indien een onderhouder geïnteresseerd is in de werking of het doel van de 
toegepaste Design Patterns, kan deze onderhouder dit opzoeken in het Design Patterns boek. 
Deze manier van werken komt de onderhoudbaarheid ten goede. 
 
Het gebruik van commentaar in programmacode ten behoeve van Design Patterns.  
In de wetenschappelijke literatuur is er onderzoek gedaan of het commentaar in de 
programmacode, de onderhoudbaarheid verbeterde. 
Drie architecten geven aan dat het commentaar in programmacode, zo beknopt mogelijk dient 
te gebeuren. Er hoeft niet te worden aangegeven welke Design Patterns zijn toegepast. Dit 
blijkt al uit een heldere naamgeving van de classes. In de naamgeving van de classes is de 
naam van een Design Pattern verwerkt. Hieraan kon men zien hoedanig een Design Pattern is 
geïmplementeerd en welke onderdelen gebruik maken van de Design Pattern. Er hoeft niet in 
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het commentaar worden aangegeven waarom een Design Pattern is toegepast. Dit kan in het 
Design Pattern boek worden opgezocht. Bij het gebruik van commentaar bestaat het risico, dat 
het commentaar na het plegen van onderhoud niet meer juist is. Het commentaar beschrijft dan 
niet meer juist, wat de functie van de bijbehorende programmacode is. Daarnaast heeft één 
architect aangegeven, dat door het commentaar in de programmacode, de onderhouder 
gedwongen wordt het al ingevoerd Design Pattern te volgen. Hierdoor ontstaat niet een situatie 
waarin een Design Pattern naast een alternatieve oplossing is toegepast om hetzelfde probleem 
op te lossen. Dit is niet wenselijk omdat deze twee methoden beiden dienen te worden 
onderhouden. Dit betekent een dubbele inspanning wat de onderhoudbaarheid niet ten goede 
komt. 
 
De benodigde en toename van het aantal regels programmacode, interfaces en 
classes bij het gebruik van Design Patterns. 
In de theorie is beschreven dat de onderhoudbaarheid veranderde door het gebruik van Design 
Patterns, omdat het toepassen van Design Patterns extra classes, interfaces en regels 
programmacode vereisten.  
In de praktijk is gebleken dat de toename van de regels programmacode en het aantal classes 
de onderhoudbaarheid niet negatief heeft beïnvloed. Door de toename van de regels 
programmacode kan de kans op fouten ook toenemen. Bij toegepaste Design Patterns blijkt dit 
niet voor te komen. Dit wordt verklaard doordat de regels programmacode en classes zich in 
het verleden reeds bewezen hadden, dus het is niet daadwerkelijk nieuw geschreven 
programmacode. Daarnaast is de programmacode voor degene die een Design Pattern 
beheerste te begrijpen. Bij het verkeerd toepassen van een Design Pattern, is dit te herkennen 
aan de programmacode, omdat de ervaren onderhouder weet, waarvoor de programmacode 
geschreven is en op welke wijze deze dient te worden geïmplementeerd. De classes van de 
Design Pattern worden ook vaker getest, omdat ze een centraal onderdeel van de applicatie 
zijn, waardoor de kans op fouten afneemt. 
De ondersteuning van Design Patterns in de programmeertaal of programmeertool. 
Objectgeoriënteerde talen als c# en Java ondersteunen Design Patterns. Deze talen hebben ook 
al Design Patterns in zich. Het is ook mogelijk in niet objectgeoriënteerde programmeertalen 
Design Patterns toe te passen. Het toepassen van Design Patterns in de praktijk is mogelijk 
door de ondersteuning van de programmeertaal. Doordat de programmacode van Design 
Patterns in het verleden zich heeft bewezen, kan deze op een template-achtige wijze worden 
hergebruikt. 
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5 Conclusies en aanbevelingen 
 
5.1 Conclusie 
In hoofdstuk 1 is aangegeven dat dit onderzoek na wil gaan of het gebruik van Design Patterns 
van invloed kan zijn op de onderhoudbaarheid van software. Uit de literatuurstudie is gebleken 
dat een aantal factoren een rol spelen bij het gebruik van Design Patterns, die van invloed 
kunnen zijn op de onderhoudbaarheid. Deze factoren zijn: kennis van onderhouder, 
complexiteit van Design Pattern, het onnodig toepassen van Design Patterns, het combineren 
van Design Patterns en het gebruik van commentaar in programmacode ten behoeve van 
Design Patterns. 
Door middel van interviews onder een groep architecten is nagegaan of deze factoren ook 
herkend zijn in de praktijk, waar deze architecten gewerkt hebben. De conclusies zullen per 
factor en onderzoeksvraag worden geformuleerd.  
De onderzoeksvragen van het praktijkonderzoek zijn: 
Deelvraag 4: Worden de factoren die de onderhoudbaarheid bepalen bij het gebruik van Design 
Patterns in de praktijk herkend? 
Deelvraag 5: Waardoor komen de factoren ook in de praktijk voor, indien deze in de praktijk 
ook worden herkend? 
Deelvraag 6: Waardoor hebben de geïnterviewde architecten deze factoren niet binnen hun 
projecten ervaren? 
Uit de interviews is gebleken dat de architecten een aantal factoren hebben herkend. De 
verklaring hiervoor worden in de andere deelvragen behandeld. Omdat de architecten op 
meerdere projecten hebben gewerkt, komt het voor dat op aantal projecten bepaalde factoren 
niet herkenbaar zijn. Kortom, om een antwoord te geven op deelvraag 4, is niet iedere factor 
tijdens elk project herkend. 
 
Uit de interviews met de architecten blijkt dat de factoren in de praktijk zijn herkend. Voor 
iedere factor kan een verklaring gegeven worden, waarom deze in de praktijk is herkend, deze 
verklaring kan verschillen met een verklaring van een andere factor. In de literatuur vinden de 
onderzoeken naar de invloed van Design Patterns in afgesloten omgevingen plaats, dit verschilt 
met de manier waarop de architecten de Design Patterns hebben toegepast, namelijk in 
projecten voor opdrachtgevers. Hierdoor verschillen de redenen van herkenbaarheid van de 
factoren tussen literatuur en praktijk. 
 
Alle factoren zijn wel in de praktijk herkend. De architecten hebben echter de factor ‘het 
gebruik van commentaar’ anders ervaren. Een duidelijk antwoord op deelvraag 6 (Waardoor 
hebben de geïnterviewde architecten deze factoren niet binnen hun projecten ervaren?) is niet 
expliciet aan te duiden. De architecten hebben gemeld dat niet specifiek voor een Design 
Patterns commentaar geschreven wordt. Door de naamgevingen van verschillende software 
onderdelen zo te benoemen, naar Design Pattern concepten, komt dit ten goede van de 
onderhoudbaarheid. Andere onderhouders van de software kunnen, de onderdelen van een 
Design Pattern eenvoudig herkennen aan de naamgeving. 
In tabel 4 staan de conclusies per factor weergegeven. 
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Factor Herkend 
in 
Praktijk 
Onderbouwing 
De kennis van de 
onderhouder. 
Ja Ontwikkelaar dient kennis te hebben van Design Pattern 
Ervaring helpt bij het juist toepassen van de Design Pattern 
Door het werken in een team is het toepassen van een Design 
Pattern niet van een individu afhankelijk. 
De complexiteit van 
Design Patterns. 
Ja Het gebruik van een alternatieve oplossing kan complexer zijn. 
Design Patterns zijn in het algemeen complex, en zijn een 
investering, die uitbreidingen in de toekomst op een standaard 
manier mogelijk maken. 
Het onnodig 
toepassen van Design 
Patterns. 
Ja Minder ervaren ontwikkelaars kunnen te snel een Design 
Pattern toepassen, omdat ze niet over ervaring beschikken, 
om af te wegen of een alternatieve oplossing ook voldoende is. 
Van te voren is niet altijd te bepalen of een Design Pattern 
gewenst is. In een later stadium, wanneer meer kennis 
verkregen is, kan toch blijken dat een design Pattern een 
geschikte oplossing kan zijn. 
Het combineren van 
Design Patterns. 
Ja Design Pattens worden vaak gecombineerd toegepast. 
Door de onderdelen heldere naamgevingen te geven, die 
refereren naar de Design Patterns, zijn de Design Patterns 
eenvoudig te herkennen in de programma-code. 
Het gebruik van 
commentaar in 
programmacode ten 
behoeve van Design 
Patterns.  
Ja De programma code dient zo beknopt mogelijk te blijven. 
Door de onderdelen heldere namen te geven, die refereren 
naar de Design Patterns, zijn de Design Patterns eenvoudig te 
herkennen in de programma-code. 
Commentaar kan verouderen ten opzichte van de code. 
De benodigde en 
toename van het 
aantal regels 
programmacode, 
interfaces en classes 
bij het gebruik van 
Design Patterns. 
Ja Extra regels code dienen niet te leiden tot meer fouten, omdat 
de code van Design Patterns zich in het verleden al bewezen 
hebben. 
Code ten behoeve van Design Patterns wordt vaker getest, 
waardoor de kans op fouten afneemt. 
De ondersteuning van 
Design Patterns in de 
programmeertaal of 
programmeertool. 
Ja Objectgeorienteerde talen ondersteunen Design Patterns 
Een Design Pattern kan worden toegepast op een template 
achtige wijze. 
Tabel 4: Conclusies per factor 
5.2 Aanbevelingen 
 
Aan de hand van de gevonden resultaten van het literatuuronderzoek en praktijkonderzoek, 
kom ik tot de volgende aanbevelingen.  
Ten eerste kan een onderzoek naar het gebruik van Design Patterns in team verband, een 
bijdrage aan de wetenschap en het bedrijfsleven kunnen opleveren. 
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Ten tweede, aangezien Design Patterns worden toegepast in software, waar meerdere 
onderhouders aan werken, kan het van belang zijn om te kunnen weten wat de invloed daarvan 
is.  
Ten derde kan een onderzoek uitkomst bieden, of de foutkans afneemt bij het toepassen van 
Design Patterns. Aangezien het onderhouden van software bestaat uit het foutloos opleveren 
van een software wijziging.  
6 Reflectie 
 
Na de eerste opzet van de onderzoeksvragen en het beantwoorden van de onderzoeksvragen 
door middel van een literatuurstudie, heb ik de vraagstellingen aangepast naar aanleiding van 
het advies van mijn begeleider. De onderzoeksvragen die ik oorspronkelijk had gekozen waren 
te breed. Na het herformuleren van de onderzoeksvragen, blijkt bij het aanpassen van de 
literatuurstudie, dat er op wetenschappelijk gebied meerdere onderzoeken zijn gedaan, die 
precies aansluiten bij mijn onderzoeksvragen. Dit was in het begin niet het geval, mijn vragen 
waren toen te breed. Hiervan heb ik opgestoken, dat het van belang is om precies te weten en 
te formuleren wat er in het wetenschappelijk onderzoek wordt onderzocht. Dankzij de goede 
beschikbaarheid van de architecten heb ik de interviews vlot kunnen afhandelen. De 
terugkoppelingen van mijn begeleider en de aanvullingen van mijn medelezer heb ik als zeer 
waardevol ervaren. 
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Bijlage A: Verklarende woordenlijst 
ASL: Application Services Library is een procesraamwerk, dat de processen van het beheer, 
onderhoud en vernieuwing van informatiesystemen en applicaties beschrijft. 
BiSL: Business Information Services Library is een raamwerk voor het uitvoeren van functioneel 
beheer en informatiemanagement. 
Design Patterns: een generiek opgezette softwarestructuur, die een bepaald veelvoorkomend 
type software-ontwerpprobleem oplost. 
eXtreme Programming (XP): Een softwareontwikkelingsmethodiek. 
ITIL: Information Technology Infrastructure Library is een referentiekader voor het inrichten 
van de beheerprocessen binnen een ICT-organisatie. 
Prince 2: Projects IN Controlled Environments is een gestructureerde methode voor 
projectmanagement. 
RUP : Rational Unified Process of RUP is een iteratief softwareontwikkelingsproces. Bij een 
iteratief proces vinden de taken in herhalende stappen plaats. 
SCRUM: Scrum is een framework voor het managen van softwareontwikkeling. 
SOA: Service-Oriented Architecture is een vorm van Software Architectuur. 
UML: Unified Modeling Language is een modelmatige taal om objectgeoriënteerde analyses en 
ontwerpen voor een informatiesysteem te kunnen maken. 
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Bijlage B : Bronnen Literatuuronderzoek 
Voor het verkrijgen van kennis en inzicht over softwareontwerpen dat op wetenschappelijk 
niveau geschreven is, heb ik de volgende bronnen geraadpleegd: 
 
- Google scholar 
- Narcis  
- Emerald  
- Science direct   
- SpringerLink  
- Ebsco  
- LexisNexis   
- CiteSeer 
- Nederlandse Onderzoek Databank (NOB) 
- De site van IBM Systems Journal 
 
Binnen deze bronnen heb ik gezocht met de volgende zoektermen: 
-Design Patterns 
-maintainability  
-maintenance 
-software 
Daarnaast heb ik op de Nederlandse vertalingen van deze zoektermen gezocht binnen bronnen 
die ook Nederlandse documenten aanbieden. Op basis van de gevonden resultaten heb ik 
gezocht aan de hand van de gevonden standaarden en auteurs. 
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Bijlage C : De vragenlijst als waarnemingsinstrument 
Kunt u drie projecten benoemen waarbij u ervaring heeft opgedaan met het gebruik van Design 
Patterns?  
Kunt u voor ieder project de volgende vragen beantwoorden? 
Algemene vragen 
Vraag 1: 
Heeft u Design Patterns toegepast bij refactoring activiteiten? 
Vraag 1.1: 
Indien het antwoord van vraag 1 ja is: Heeft u daarna sneller wijzigingen of uitbreidingen 
kunnen doorvoeren in de software?  
Vraag 1.1.1: Indien ja, hoe kwam dit? 
Vraag 1.1.2: Indien nee, waarom was dit? 
Vraag 1.2: 
Indien het antwoord van vraag 1 ja is: Heeft dit geleid tot minder fouten in de software?  
Vraag 1.2.1: Indien ja, hoe kwam dit? 
Vraag 1.2.2: Indien nee, waarom was dit? 
Vraag 2: Heeft het gebruik van Design Patterns de communicatie verbeterd? 
Vraag 2.1: Indien ja, hoe kwam dit? 
Vraag 2.2: Indien nee, waarom was dit? 
Meer specifiekere vragen over het gebruik van Design Patterns. 
Vraag 3: Heeft de complexiteit van de Design Pattern de onderhoudbaarheid beïnvloed? 
Vraag 3.1: Indien ja, hoe kwam dit? 
Vraag 3.2: Indien nee, waarom was dit? 
Vraag 4:  
Vraag 4.1: Namen de LOC, aantal classes of interfaces toe bij het toepassen van Design 
Patterns?  
Vraag 4.1.1: Indien ja: hoe kwam dit?  
Vraag 4.1.2: Indien nee; waarom was dit? 
Vraag 4.2: Was dit van invloed op de onderhoudbaarheid? 
Vraag 4.2.1: Indien ja: hoe kwam dit?  
Vraag 4.2.2: Indien nee; waarom was dit? 
Vragen gebaseerd op de uitkomsten uit het literatuuronderzoek 
Vraag 5: Kunt u aangeven of binnen uw projecten Design Patterns onnodig zijn gebruikt of 
onbewust niet zijn gebruikt, omdat de mogelijkheid tot toepassen binnen uw software niet 
herkend was? 
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Vraag 5.1: Indien ja; hoe kwam dit? 
Vraag 5.2: Indien nee; waarom was dit? 
Vraag 6: Inleiding tot vraag: Design Patterns bevorderen hergebruik. Hierdoor kunnen de 
fouten afnemen. 
Kunt u aangeven of het aantal fouten binnen de software verminderde doordat er gebruik 
gemaakt werd van Design Patterns? 
Vraag 6.1: Indien ja; hoe kwam dit? 
Vraag 6.2: Indien nee; waarom was dit? 
Vraag 7: 
Inleiding tot vraag: Design Patterns kunnen ook gecombineerd worden toegepast. 
Hebt u Design Patterns ook gecombineerd toegepast?  
Vraag 7.1: Indien het antwoord op vraag 7 ja is: Kunnen onderhouders, die hierbij niet waren 
betrokken, later nog deze opzet herkennen en begrijpen, zodat hier efficiënt gebruik van 
gemaakt kan worden? 
Vraag 7.1.1: Indien ja; hoe kwam dit? 
Vraag 7.1.2: Indien nee; waarom was dit? 
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Vraag 8: Had het onderhoudspersoneel genoeg ervaring en kennis voor het toepassen en 
herkennen van Design Patterns? 
Vraag 8.1: Indien ja; hoe kwam dit? 
Vraag 8.2: Indien nee; waarom was dit? 
 
Vraag 9:Kwam de ervarenheid en kennis ten goede van het gebruik van Design Patterns? 
Vraag 9.1: Indien ja; hoe kwam dit? 
Vraag 9.2: Indien nee; waarom was dit? 
 
Vraag 10: Was de beslissing om een Design Pattern toe te passen juist of was een alternatieve 
toepassing afdoende geweest? 
 
Vraag 10.1: Indien ja; hoe kwam dit? 
Vraag 10.2: Indien nee; waarom was dit? 
Vraag 11: Werd het gebruik van Design Patterns ondersteund door de ontwikkeltool en 
programmeertaal? 
Vraag 11.1: Indien het antwoord op vraag 11 ja is; hoe was deze ondersteuning 
geïmplementeerd en in welke tool was dit? 
Vraag 11.2: Waarom niet? 
Vraag 12: Heeft het commentaar in de programmacode t.b.v. Design Patterns de 
onderhoudbaarheid bevordert? 
Vraag 12.1: Indien ja; hoe kwam dit? 
Vraag 12.2: Indien nee; waarom was dit? 
Vraag 13: Heeft het gebruik van Design Patterns het hergebruik bevorderd, zodat de structuur 
niet werd aangepast in latere wijzigingen, die doorgevoerd werden vanwege nieuwe functionele 
eisen? 
Vraag 13.1: Indien ja; hoe kwam dit? 
Vraag 13.2: Indien nee; waarom was dit? 
Vraag 14: In welke situaties zou u Design Patterns willen aanraden en/of afraden? 
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Bijlage D Antwoorden Interviews 
Vraag nummer:vraag Nr.: 
Architect  
Antwoord 
Kunt u drie projecten benoemen 
waarbij u ervaring heeft opgedaan 
met het gebruik van Design 
Patterns? 
1 Ja 
2 Ja 
3 Ja 
4 Ja 
1:Heeft u Design Patterns 
toegepast bij refactoring 
activiteiten? 
1 Ja 
2 Ja 
3 Ja 
4 Ja 
1.1 Heeft u daarna sneller 
wijzigingen of uitbreidingen 
kunnen doorvoeren in de software?  
1.1.1 Indien ja, hoe kwam dit? en 
1.1.2 Indien nee, waarom was dit? 
1 Ja, code ten behoeve van de Design 
Pattern is redelijk open, zodat overige 
zaken makkelijk zijn toe te voegen en aan 
te sluiten. Code die niet volgens Design 
Patterns zijn ontwikkeld blijkt vaak niet 
makkelijk. Er moet namelijk veel van het 
zelfde worden geschreven. 
2 Ja, men ziet meerdere cases verschijnen 
om Design Patterns toe te passen. Nieuwe 
cases kunnen voor de Design Patterns 
dienen. Bij adhoc oplossing zijn de 
wijzigingen lastiger door te voeren. De 
volgende wijziging is een wijziging in de 
adhoc oplossing en op meerdere plekken, 
wat meer werk is. Design Patterns zetten 
zaken op slot, het dwingt je tot een 
bepaalde werkwijze. Dit is niet altijd 
handig, omdat de nieuwe functionele 
wijziging niet altijd binnen de Design 
Pattern past. Het dwingt ook junior 
ontwikkelaars tot een bepaald stramien te 
werken. 
3 Ja, uitbreidingen kunnen sneller. Het 
gebruik van een Design Pattern is een 
investering. Afhankelijk van de grote van 
het project. Bij een klein project is een 
Design Pattern waarschijnlijk te complex 
en te groot. Bij het gebruik van een 
Design Pattern krijg je flexibiliteit, maar je 
krijgt ook complexiteit. Het wordt niet 
eenvoudiger. Nieuwe collega's hebben 
inwerk tijd nodig. Echter bij het gebruik 
van Design Patterns kan er naar het boek 
gerefereerd worden, als catalogus van de 
toegepaste Design Pattern. Bij een 
weggooi project geen Design Pattern 
toepassen, want je gaat er van uit dat hier 
nooit onderhoud op moet worden 
gepleegd. 
4 NVT, Architect 4 heeft geen Design 
Patterns bij refactoring toegepast. 
1.2 Heeft dit geleid tot minder 
fouten in de software?   
1.2.1 Indien ja, hoe kwam dit?  
1 Ja, Design Patterns maken het gebruik 
mogelijk van veel gebruikte code, die zich 
al meerdere keren heeft bewezen, 
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1.2.2 Indien nee, waarom was dit? waardoor dit betrouwbaarder is. Nieuwe 
wijzigen worden op een template achtige 
wijze toegevoegd, waardoor de kans op 
fouten minder is. 
2 Ja, De code van de Design Pattern wordt 
vaker aangeroepen en vaker/beter getest. 
Bij adhoc oplossingen worden zaken 
sneller over het hoofd gezien. Design 
Patterns hebben een gemeenschappelijke 
taal, waardoor snel gezien kan worden dat 
een Design Pattern verkeerd is toegepast 
in code. 
3 Ja, code is lastig te testen, daarom kan 
men een Design Patten toepassen. Dit 
maakt software makkelijker te testen. De 
core van een Design Pattern is stabiel, 
nieuwe code die daarop aansluit kan nog 
steeds fouten bevatten. Unit test kunnen 
helpen om het aantal fouten omlaag te 
brengen. 
4 NVT, Architect 4 heeft geen Design 
Patterns bij refactoring toegepast. 
Vraag 2 Heeft het gebruik van 
Design Patterns de communicatie 
verbeterd?  
2.1 Indien ja, hoe kwam dit?  
2.2 Indien nee, waarom was dit? 
1 Ja, er wordt in concepten gesproken. Je 
kunt in grote blokken denken. Je hoeft 
niet specifiek uit te leggen hoe iets werkt. 
2 Ja, over het algemeen wel. Bij 
ingewikkelder Patterns ontstaan er 
verschillende meningen over hoe een 
Design Pattern dient worden 
geïmplementeerd. Iets wat lijkt op een 
Pattern, krijgt soms ook onterecht een 
naam van een Design Pattern. 
3 Ja,  
Door het gebruikte Design Pattern te 
benoemen wist een andere ontwikkelaar 
wat er bedoeld werd. 
4 Ja, je kan over de zelfde zaken praten. Als 
Design Pattern bekend was bij de 
projectleden, dan kon er over het Design 
Pattern gepraat worden. Er kan gewezen 
worden waar de informatie te verkrijgen 
was. Er kon gediscussieerd worden 
waarom bepaalde dingen wel of niet 
gedaan konden worden. 
3 Heeft de complexiteit van de 
Design Pattern de 
onderhoudbaarheid beïnvloed?  
3.1 Indien ja, hoe kwam dit? 
3.2 Indien nee, waarom was dit? 
1 Ja, het nadenken over Design Patterns 
bevordert al de kwaliteit en 
onderhoudbaarheid omdat je al weet wat 
je probleem en je oplossing is. 
2 Ja,indien de Design Pattern complex was, 
dan was de onderhoudbaarheid daardoor 
ook complex. De Design Pattern was wel 
minder complex dan een adhoc oplossing. 
3 Ja, je krijgt flexibiliteit, maar dit gaat wel 
gepaard met complexiteit. Het wordt 
makkelijker om uit te breiden. Het kwam 
voor dat een junior het Pattern niet 
begreep en de Design Pattern ging 
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verwijderen. Dit is contraproductief. 
4 Ja, een zelf bedachte oplossing kan ook te 
complex worden. Een bepaalde toepassing 
van een Design Pattern was te 
overtrokken, te moeilijk om te 
onderhouden. Het had ook met een 
alternieve oplossing opgelost kunnen 
worden, als uitbreidbaarheid niet gewenst 
is. 
Vraag 4.1 Namen de LOC, aantal 
classes of interfaces toe bij het 
toepassen van Design Patterns? 
4.1.1 Indien ja: hoe kwam dit? 
4.1.2 Indien nee; waarom was dit? 
1 Ja, in eerste instantie wel. De toename 
kan gezien worden als een investering. 
Later is niet veel meer code nodig bij 
nieuwe functionele uitbreidingen. Risico 
volle stukken code lenen zich ook 
uitermate voor Design Patterns, omdat de 
Design Pattern zich reeds bewezen heeft. 
2 Interfaces en aantal classes namen toe. 
LOC namen niet toe. 
3 Ja, Door de extra complexiteit. Door een 
alternatieve oplossing te gebruiken en 
alles in een classe te op te nemen is het 
eenvoudiger. Deze oplossing kan ook een 
nette oplossing zijn. 
4 Ja, de classes namen toe door het 
toevoegen van interfaces en proxies, deze 
classes zouden er niet zijn, als er geen 
Design Pattern toegepast zou zijn. 
Hierdoor nemen de regels code ook toe. 
4.2 Was dit van invloed op de 
onderhoudbaarheid?  
4.2.1 Indien ja, hoe kwam dit?  
4.2.2 Indien nee, waarom was dit? 
1 Ja, indien een te complex Design Pattern 
was gekozen voor het probleem. Bij de 
toepassing van een Design Pattern speelt 
ook mee of de software ook aangeboden 
dient te worden aan een ander bedrijf, 
partij of afdeling. Hierdoor zullen eerder 
interfaces worden aangeboden, bij intern 
gebruik is deze noodzaak minder 
aanwezig. 
2 Ja, de Design Patterns waren beter 
onderhoudbaar en modules worden 
logischer. Dankzij interfaces is de 
implementatie minder afhankelijk van wat 
de implementatie doet. Zaken kunnen 
afzonderlijk worden bekeken. 
3 Ja, meer code heeft een negatieve 
invloed. Er dient ook meer code gelezen te 
worden. Bij het onderhouden van software 
dient eerder geschreven code, weer 
gelezen en begrepen worden, om een 
aanpassing hierop door te voeren. 
4 Ja, het werd makkelijker te onderhouden, 
de toename van classes, resulteerde in 
makkelijker te onderhouden software, 
omdat de classes de Design Pattern 
ondersteunen. 
5 Kunt u aangeven of binnen uw 
projecten Design Patterns onnodig 
zijn gebruikt of onbewust niet zijn 
1 Ja, Het is voorgekomen dat een Design 
Pattern vergeten is toe te passen. Dit 
kwam doordat het team of de ontwerper 
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gebruikt, omdat de mogelijkheid 
tot toepassen binnen uw software 
niet herkend was?  
5.1 Indien ja, hoe kwam dit?  
5.2 Indien nee, waarom was dit? 
niet van het bestaan van een Design 
Pattern afwist om een bepaald probleem 
op te lossen. Ervaren personen paste hun 
ervaring toe bij het beslissen om een 
Design Pattern toe te passen. Praten over 
Design Pattern leidt automatisch tot het 
wel of niet gebruiken van een Design 
Pattern.  
Nee, Er werd bewust gekozen om een 
Design Pattern niet toe te passen. 
2 Ja, er was een Design Pattern onnodig 
gebruikt, iemand alleen met theorie zal 
sneller onterecht toepassen. Er werd 
teveel Design Patterns aangeraden aan de 
hand van voorbeelden dat later een 
beperking kan gaan opleveren.  
Ja, onbewust niet gebruikt. Aan het begin 
van een project was niet zichtbaar of de 
Design Pattern een betere oplossing was 
geweest dan een Adhoc oplossing. 
Ervaring speelt mee om een Design 
Pattern toe te passen. Slechte ervaring in 
het verleden door ervaren persoon kan 
leiden tot onterecht niet toepassen, omdat 
deze persoon deze Design Pattern niet 
meer wilt toepassen. 
3 Ja, Een ontwikkelaar dient op basis van 
zijn ervaring een afweging te maken om 
een Design Pattern toe te passen. Hij kan 
de consequenties inschatten om een 
Design Pattern toe te passen. Er is veel 
ervaring nodig om beslissingen te nemen, 
ook om een Design Pattern weer weg te 
halen. Hiervoor dient een ontwikkelaar 
gevoel voor te ontwikkelen. Esthetisch is 
ook van belang, een ontwikkelaar dient 
kunnen te bepalen wat mooi is en wat niet 
mooi is. 
4 Ja, het is voorgekomen dat het Design 
Pattern over het hoofd werd gezien. Dit 
kwam door gebrek aan kennis van de 
Design Pattern en gebrek aan kennis om 
deze toe te passen. Het is ook 
voorgekomen dat de Design Pattern 
overbodig was. Er was gekozen voor om 
een Design Pattern naast een Adhoc 
toepassing te implementeren, waardoor 
dubbel onderhoud dient worden gepleegd. 
Er dient gekozen te worden voor een 
Design Pattern of voor een Adhoc 
oplossing. 
6 Kunt u aangeven of het aantal 
fouten binnen de software 
verminderde doordat er gebruik 
gemaakt werd van Design 
Patterns?  
6.1 Indien ja, hoe kwam dit?  
1 Ja, de code is al een keer getest. 
2 Ja, schaalbaarheid verbetert, dankzij 
Design Patterns. Je pakt een oplossing die 
zich bewezen heeft. 
3 Her gebruik bevordert minder code. Bij 
het toepassen van Design Pattern 
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6.2 Indien nee, waarom was dit? hergebruik je recepten en ideeën, dus niet 
alleen code. Code kan ook hergebruikt 
worden. Deze code is reeds al een keer 
getest en bewezen. Hierdoor is er minder 
kans op fouten. Indien door het toepassen 
van een Design Pattern duplicatie van 
code vermeden kan worden, kan hierdoor 
ook de kans op fouten worden verlaagd. 
Onder duplicatie wordt verstaan, de zelfde 
code die op meerdere plaatsen in de 
software voorkomt. 
4 Vermoedelijk wel met een Design Pattern 
wordt een standaard oplossing gekozen. 
Echter heb ik hier geen statistische 
gegevens van. Het voordeel van een 
Design Pattern is dat iedereen weet waar 
over gesproken wordt en wat de bedoeling 
is, mits de kennis aanwezig is. 
7 Hebt u Design Patterns ook 
gecombineerd toegepast?  
7.1 Kunnen onderhouders, die 
hierbij niet waren betrokken, later 
nog deze opzet herkennen en 
begrijpen, zodat hier efficiënt 
gebruik van gemaakt kan worden? 
7.1.1 Indien ja, hoe kwam dit? 
7.1.2 Indien nee, waarom was dit? 
1 Ja, dit heeft te maken met de ervaring 
van de ontwikkelaar, er wordt meestal 
geen standaard oplossing genomen, 
waardoor niet elke Design Pattern met de 
zelfde code wordt toegepast. De Design 
Pattern wordt in code met commentaar 
beschreven, waardoor deze makkelijk te 
herkennen is. 
2 Ja, de code dwingt men er toe om de 
Design Pattern te gebruiken, men herkent 
de Design Pattern en past deze toe. Het 
onderhoud wordt eenvoudiger. Design 
Patterns zijn al snel gecombineerd. 
3 Ja, Design Patterns zijn al snel 
gecombineerd. Door de naam in de 
interface te verwerken kan de 
ontwikkelaar gestuurd en geholpen te 
worden de Design Pattern te herkennen. 
4 Ja, Er was gecommentarieerd, welke, 
waar en waarom een Design Pattern was 
toegepast. 
8 Kunt u drie projecten benoemen 
waarbij u ervaring heeft opgedaan 
met het gebruik van Design 
Patterns?  
8.1 Indien ja; hoe kwam dit?  
8.2 Indien nee; waarom was dit? 
1 Ja, de ontwikkelaars hadden veel 
ervaring. Sommige ontwikkelaars praten 
alleen maar in Design Pattern termologie. 
Hierdoor kunnen minder ervaren personen 
het niet volgen. Junior ontwikkelaars 
hadden wel van Design Patterns gehoord 
maar nog niet toegepast. Ervaren 
personen kan een Design Pattern 
uitleggen aan niet ervaren persoon. 
Ervaren architecten kwamen met 
ontwikkelaars die veel ervaring hadden 
met technologie tot een geschikte 
oplossing. Onervaren personeel dien je 
veel over Design Patterns uit te leggen. 
2 Ja, ontwikkelaars die niet de literatuur 
kennen, herkennen de Design Pattern 
niet. Mensen die de literatuur gelezen 
hebben, herkennen de Design Pattern 
  45  
dankzij de naamgevingen in de code. 
Mensen met ervaring herkennen ze ook. 
De documentatie ondersteunt ook de 
vindbaarheid van de Design Pattern. De 
documentatie stuurt de ontwikkelaar. 
3 Ja, Design Patterns zijn te leren. Door de 
code obvious te maken, kan je een 
ontwikkelaar opweg helpen de Design 
Pattern te herkennen. Tijdens de duur van 
een project zijn er verschillende inzichten. 
Op basis van de inzichten worden 
beslissingen genomen om Design Patterns 
toe te passen. Dit heeft ook te maken met 
een voortschrijdend inzicht. Inzichten 
veranderen. Als er terug wordt gekeken, 
kunnen keuzes uit het verleden 
achterhaald zijn of lijken. Een persoon 
met een net afgeronde Design Pattern 
cursus ging los op het toepassen van 
Design Patterns.  
4 Ja, de ervaren personen vertelde de 
junioren, welke en hoe Design Patterns 
dienen worden toegepast. Kennis werd 
vergaard door seniors, website en boek. 
9 Kwam de ervarenheid en kennis 
ten goede van het gebruik van 
Design Patterns?  
9.1 Indien ja; hoe kwam dit?  
9.2 Indien nee; waarom was dit? 
1 Ja, het versnelt denken tot requirements 
en problemen rond de software. Mensen 
die geen Design Patterns kennen gaan zelf 
oplossingen verzinnen. Wanneer men over 
kennis van Design Patterns beschikt, gaat 
men eerst opzoek naar een geschikte 
Design Pattern. De kwaliteit van code 
neemt toe door opleiding in Design 
Pattern. 
2 Ja, indien men alleen theoretische kennis 
heeft en met name wanneer deze kennis 
net is opgedaan door boek of cursus, wilt 
men direct deze zo snel mogelijk 
toepassen. Hierdoor kan men onterecht 
een Design Pattern toepassen, dit noemt 
men ook wel het Gouden hamer 
syndroom. Hoe meer ervaring men heeft, 
hoe beter men een afweging kan nemen 
om een Design Pattern toe te passen, dit 
komt het systeem ten goede. 
3 Ja, door ervaring kan een ontwikkelaar 
betere afwegingen maken. 
4 Ja, als je ervaren wordt, dan kan je beter 
de consequenties inschatten. Dit helpt bij 
het nemen van een beslissing om een 
Design Pattern wel of niet te gebruiken. In 
het verleden is het een paar keer 
voorgekomen, dat iemand het verkeerd 
heeft ingezien, omdat een Design Pattern 
niet werd toegepast. De ervarenheid kan 
ook helpen bij het overdragen van kennis. 
10 Was de beslissing om een 
Design Pattern toe te passen juist 
1 Ja, in prototypes was een alternatieve 
oplossing afdoende geweest. Bij bepaalde 
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of was een alternatieve toepassing 
afdoende geweest?  
10.1 Indien ja; hoe kwam dit?  
10.2 Indien nee; waarom was dit? 
gecombineerde Design Patterns hoefde 
een Design Pattern niet worden toegepast. 
2 Ja, een alternatieve oplossing was 
voldoende geweest, door het ontbreken 
van voldoende voortschrijdend inzicht. 
Hierdoor is het systeem te complex 
gemaakt. Bij de juiste keuze, wordt dit 
niet zo ervaren omdat alles op hun plek 
valt. Indien de juiste Design Pattern was 
toegepast, dan kon dankzij deze Design 
Pattern onboard te hebben, makkelijk 
worden uitgebreid. Wanneer uitbreidingen 
van buitenaf worden gepushed, komen 
verkeerde beslissingen eerder aan het 
licht. De Design Pattern zit dan in de weg. 
De Design Pattern dwingt tot een nieuwe 
manier van werken, die voor de nieuwe 
situatie niet natuurlijk is. 
3 Het is voorgekomen dat een Design 
Pattern te zwaar was, deze is daarna ook 
verwijderd. Als de mogelijkheid tot het 
toepassen van een Design Pattern herkent 
wordt, dan wordt deze ook toegepast. Dit 
kan met meerdere personen te gelijk 
gedaan worden, omdat twee meer zien 
dan een. Bv wanneer een ontwikkelaar 
code dient te wijzigen, waar een andere 
ontwikkelaar verantwoordelijk voor is. 
4 Ja, de keuze voor de Design Pattern bleek 
juist. De Design Pattern werd toegepast 
om helderheid toe te passen in chaos. De 
structuur nam toe en code was 
makkelijker vindbaar. 
11 Werd het gebruik van Design 
Patterns ondersteund door de 
ontwikkeltool en programmeertaal? 
11.1 Indien het antwoord op  
vraag 11 ja is; hoe was deze 
ondersteuning geïmplementeerd 
en in welke tool was dit?  
11.2 Waarom niet? 
1 Ja, C# en Java. Door het gebruik van 
interfaces. Refactoring wordt ondersteund 
en maakt het invoeren van een Design 
Pattern makkelijker. In de taal C++ ook. 
2 Ja, Java, eclipse, Inteli-J, net beans. Biedt 
de mogelijkheid om naar Design Pattern 
te refacteren. Sommige Design Patterns 
zijn niet met een tool te bouwen. Libraries 
zijn wel beschikbaar. Objectgeoriënteerde 
talen ondersteunen het gebruik van 
Design Patterns. 
3 In vrijwel elke taal wordt het ondersteund. 
Zelfs onder C, wat geen objectoriëntatie 
en interfaces ondersteund, is het nog 
mogelijk om Patterns toe te passen. Via 
diagrammen was code inzichtelijk te 
maken, om aan te geven hoe en welke 
Design Pattern was gebruikt. Java en C# 
hebben interfaces. In een 
objectgeoriënteerde taal kunnen 
objectgeoriënteerde Design Patterns 
worden toegepast. 
4 Niet door tool. Wel door middel van een 
concrete taal. Deze ondersteunen 
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Patterns.(c++,c#,java), usings en 
disposable Patterns zijn taal afhankelijk. 
12 Heeft het commentaar in de 
programmacode t.b.v. Design 
Patterns de onderhoudbaarheid 
bevordert?  
12.1 Indien ja; hoe kwam dit?  
12.2 Indien nee; waarom was dit? 
1 Ja, doordat werd aangegeven welke 
Design Pattern wordt gebruikt, anders is 
het lastig om Design Patterns te 
herkennen. 
2 Ja, Design Pattern dient niet uitgebreid te 
worden gecommentarieerd, Het boek 
bevat voldoende informatie. Hierdoor 
wordt ook de documentatie korter. 
Commentaar is niet tijd rovend. Dankzij 
de naamgeving van de classes, waren de 
Design Patterns herkenbaar. Design 
Pattern dwingt interfaces te gebruiken. 
Design Documentatie beschrijft welke en 
waarom een Design Pattern is toegepast. 
3 Ja, bij refactoring kan duplicatie van code 
en commentaar verwijderd worden. Wat 
de onderhoudbaarheid ten goede komt. 
Door de code wordt de ontwikkelaar op de 
Design Pattern gewezen. Er bestaat een 
risico dat oud commentaar niet 
overeenkomt met nieuwe functionaliteit. 
Commentaar kan helpen, door een 
referentie uit het ontwerp op te nemen, 
waardoor de specificaties makkelijker bij 
de code zijn te zoeken. 
4 Ja, de overige projectleden konden lezen 
hoe een Design Pattern was toegepast. Er 
was een duidelijke reden beschreven, 
waarom een Design Pattern was gebruikt. 
13 Heeft het gebruik van Design 
Patterns het hergebruik bevorderd, 
zodat de structuur niet werd 
aangepast in latere wijzigingen, die 
doorgevoerd werden vanwege 
nieuwe functionele eisen?  
13.1 Indien ja; hoe kwam dit?  
13.2 Indien nee; waarom was dit? 
1 Ja, nieuwe functies sloten hier op aan. 
Adapter Design Pattern toegepast, die ook 
hergebruik bevordert. Een nieuwe 
implementatie van een Design Pattern 
onderdeel kan anders zijn dan een vorige 
of andere implementatie, dankzij 
interfaces of proxy. Dit is waarom er voor 
een Design Pattern werd gekozen. 
2 Ja, Het heeft hergebruik bevorderd. De 
toegepaste Design Pattern was daarvoor 
bedoeld en is daarom ook toegepast. Het 
maakt hergebruik eenvoudiger.  
Nee, Soms bleek de Design Pattern niet 
de juiste beslissing achteraf. Het was te 
bewerkelijk. 
3 Frameworks worden hergebruikt. 
Specifieke implementaties hoeven alleen 
maar geïmplementeerd te worden. Plugins 
worden makkelijker gemaakt. 
4 Ja, er waren bepaalde creatie en abonneer 
methoden toegepast. Latere functionaliteit 
was meer van het zelfde. Nieuwe 
functionaliteit kan makkelijk op de Design 
Pattern aansluiten. Soms beperkt het de 
interne structuur. Door regels wordt het 
functionele gebied verkleind, validaties 
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kunnen niet altijd worden afgedwongen. 
Dit kan betekenen dat op een later 
moment complexiteit dient worden 
toegevoegd om dit af te dwingen. 
14 In welke situaties zou u Design 
Patterns willen aanraden en/of 
afraden? 
1 Ik zou ze aanraden in elke situatie. Er 
dient eerst worden nagedacht om een 
Design Pattern toe te passen, daarna 
moet besloten worden om deze toe te 
passen. Indien het team te weinig kennis 
beschikt van Design Patterns, dienen deze 
personen eerst een cursus over Design 
Patterns te volgen. 
Ik zou ze afraden in het geval van 
throwaway code. 
2 Design Patterns lijken op elkaar, zijn 
subtiel verschillend, waardoor net de 
verkeerde Design Pattern kan worden 
toegepast. 
Design Pattern is meer dan code, je lost er 
een probleem mee op. Een ontwikkelaar 
dient zich altijd af te vragen of het Design 
Pattern wat wordt toegepast ook 
daadwerkelijk zijn probleem oplost. 
Een Design Pattern op de juiste manier 
toepassen betekent niet dat het probleem 
wordt opgelost. 
3 Bij eenvoudige weggooi applicaties, geen 
Design Pattern toepassen. 
Bij grote applicaties, waar afweging 
tussen complexiteit en flexibiliteit en waar 
flexibiliteit belangrijk is, kan het opwegen 
de complexiteit van Design Pattern mee te 
nemen. 
4 Altijd, het verduidelijkt en schept een 
structuur waar aan je makkelijker kan 
werken. 
Het zorgt er voor dat je zaken altijd op de 
zelfde manier toepast. Hierdoor hoeft het 
wiel niet opnieuw worden uitgevonden. Er 
kan op een template achtige manier 
gewerkt worden. 
Junioren dienen gecoacht te worden door 
een senior. Hierbij dient worden uitgelegd 
waarom Design Patterns zijn toegepast. 
Er dienen ook reviews plaats te vinden  
Er dient ook geïnvesteerd te worden in 
kennis omtrent Design Patterns. 
Tabel 4: Antwoorden architecten 
