Plagiarism has remained a serious setback especially in the academia. It is a major source of intellectual theft since it gives credits for scientific innovations to those who do not merit them. A number of efforts have been made by researchers to tackle plagiarism. However, one perceived research gap is the need to evolve verifiable computational techniques for detecting and quantifying the degree of plagiarism in digitized documents. This current research tackles this problem through a specialized plagiarism detection and quantification algorithm. It begins with a bipartitioned search operation known as F-Search. This is followed by a purge operation which excludes the plagiarized sections discovered during the initial pass, thus giving rise to a fresh search space. The resulting search space is passed through a more thorough search operation known as T-Search. At this stage, the algorithm deals with specific plagiarism hiding tricks termed as whitespace flooding. The final output is a statistic known as the Plagiarism Index, which is a numeric value in the range [0, 1] for estimating the degree of plagiarism. The scope of this research covers the text domain. Each experimental dataset is made up of a set of two documents designed in such a way that one is assumed as the original document, while the second as a plagiarized copy. The system is designed and implemented in MATLAB.
INTRODUCTION
The term plagiarism refers to the act of reproducing other people's intellectual work, without appropriate citations. In other words, plagiarism is a form of intellectual crime [1] , through which people steal or withhold the credit, which ought to have gone to the actual owner(s) of an intellectual work [2] . The Cambridge Advanced Learners Dictionary [3] defines plagiarism as the use of other persons' idea or part of their work, while pretending that it is one's own. Because of the importance of plagiarism to the academia and the productive society at large, a lot of research interests have been devoted to plagiarism detection in the recent time [4] . Unfortunately, manual plagiarism detection has been described as very difficult and time consuming [5] , thus the need to develop appropriate computational techniques to deal with the anomaly.
Studies on plagiarism in schools [6] have revealed two important categories of students' plagiarism. The first one is known as deliberate plagiarism, where someone is very much aware of the meaning and implications of plagiarism, but decided to indulge in it. The second one is known as accidental plagiarism [7] , where people are ignorant of the fact that they were committing the act. Thus there is an urgent need to educate the researchers on how to avoid accidental plagiarism. It has been widely suggested that the advent of Internet has fueled widespread occurrences of plagiarism. Some of the authors that share this view are [8] , [9] and [10] . Thus, cyber-plagiarism [11] refers to the practice of cutting and pasting information from the Internet into a formal writing without appropriate citations. The aim of this research is to develop a computational strategy for detecting and quantifying the degree of plagiarism in the text domain. A new statistic known as Plagiarism Index is used to achieve this objective. Some of the related works, the proposed algorithm and the experimental results will be presented in further details.
RELATED RESEARCH
A survey on plagiarism detection [12] outlined the application of attribute counting techniques based on average line length, file size, and average number of commas per line to derive file fingerprints. The resulting fingerprint is then used to estimate the degree of plagiarism. However, [13] has described this method as unreliable. A broad-based introduction to plagiarism detection, and its application, especially in the field of online journalism has been done by [14] . The research classified plagiarism detection into five categories namely external, intrinsic, cross-lingual, near-duplicate and partialduplicate plagiarism detection. The earlier works such as [15] and [16] were cited as building blocks to this classification system. A natural language processing-based plagiarism detection technique using set theory has been proposed by [17] . It involves a series of steps, such as tokenization, string normalization and chunking. One of the weaknesses of this algorithm is that it fails considerably when the input documents contain texts in more than one language. Source code plagiarism detection [18] is an evolving application area aimed at preventing incidences of software theft at the coding level. A research in this regard by [19] attempts to detect source code plagiarism using an information retrieval technique known as latent semantic analysis by deriving semantic information from source-code files. The application of plagiarism detection as a fundamental part of conference paper review has been proposed by [20] . The work focused on the use of similarity algorithms such as Cosine, Manhattan and Euclidian techniques to search for evidences of plagiarism. The major challenge with this method is that it is characterized by serious tradeoffs between system accuracy and performance. A comparative research [21] has applied practical tests on four variants of a plagiarism detection technique known as chunking. The aim was to scientifically determine the application areas that best fits each of these variants. It was reported that the first variant is best suited for database plagiarism solutions, and the second for quoted texts plagiarism solutions. Furthermore, the third variant which is known as hashed breakpoint chunking is best suited for large set of documents, while the fourth is said be the most appropriate when high degree of reliability is of utmost priority. Apart from several English Language-based implementations, researchers have also attempted to build plagiarism detectors in a number of other languages. For instance, the Hangul Plagiarism Detection System (HPDS) detects plagiarism in the Korean Language [22] , while the APlag System [23] detects plagiarism in Arabic documents. Plagiarism detection has also been attempted in multi-media. For instance, a typical research on plagiarism detection in music is the work done by [24] . Based on an extensive literature review, there are a number of issues that impede plagiarism solutions. As corroborated by [25] , [26] & [27] , three of such thorny issues are plagiarism detection, plagiarism quantification and multi-lingual plagiarism. The aim of the current research is to tackle the problem of plagiarism detection and quantification. The proposed algorithm attempts to detect cases of copying lines of a given document into another one without appropriate citations. It also detects cases of attempts to fool the plagiarism detector through the use of whitespaces, a technique which has been termed in this research as whitespace flooding. A major outcome of this research is its ability to estimate the degree of plagiarism using a numeric statistic termed as plagiarism index.
THE PROPOSED ALGORITHM
The aim of this section is to present the methodology of the current research. Fig. 1F is the workflow of the proposed plagiarism detection and quantification algorithm. It is made up of five compartments namely the Input, F-Search, BiPartition, T-Search, and the Index Quantifier. As shown in the workflow, the Input compartment accepts the two input documents represented with generic names Doc1 and Doc2. During the actual implementation, a standard nomenclature is adopted for these inputs. The aim of the algorithm is to computationally detect the existence of plagiarism between the input datasets, and to quantify the level of plagiarism involved. The F-Search engine performs a first level plagiarism search while the T-Search engine does a second level search. The letter 'T' stands for 'thorough'. Thus at the T-Search stage, the system performs a more thorough plagiarism search on the suspected search space. As shown in the workflow, the formation of the 'VAB' and 'SUS' partitions precedes the T-Search operation. The VABPartition represents the search space confirmed to be 100% plagiarized, line by line. The prefix 'VAB' therefore stands for 'verbatim'. In other words, this partition contains the area of the original document computationally confirmed to have been copied (plagiarized) verbatim into the second document. The SUS-Partition on the other hand, is the suspected partition. The prefix 'SUS' therefore stands for 'suspect'. It is made up the content of Doc 1 which is suspected to have been plagiarized into Doc2, but requires further proof or confirmation. It is the SUS-Partition that is usually passed through a thorough search. Finally, the results of the two search operations are combined to obtain the cumulative plagiarism index. This is done at the plagiarism index quantification stage.
SYSTEM IMPLEMENTATION
The system workflow in Fig. 1F was implemented using a number of steps as will be outlined in this section. Fig. 2F is the component diagram for the program modules. MATLAB was used for system implementation, thus, each module ends with the file extension 'm'. The data modules are listed in Fig.  3F . As shown in the diagram, the implementation data can be classified into three -the text files (with extension txt), the program output file (with extension out) and the implementation tables (with no extension). These will be explained in more details. 
The Pre-Processing Operation
The preparation of the dataset involves the extraction of the input documents to be passed through the plagiarism detection and quantification system. Though the system can analyze as many files as possible, it however accepts only two at a given time. The input files are in text format with standard names Origf.txt and Plagf.txt for Doc1 and Doc2 respectively. The choice of the standard nomenclature stems from the fact that the first file is assumed as the original while the second as the plagiarized copy. The aim of the current system is to computationally analyze the two files and search for traces of plagiarism. The input files are placed in the same directory of the computer system housing the executable program. The program module implemented to handle preprocessing is known as preprocess.m. It takes the two input files, and gives the output known as 'Twopartif.out'. The sample of this output file resulting from the experimental run is shown in Fig. 4F 
The F-Search Operation
As the name suggests, this is the first level plagiarism search section of the system. As shown in the main workflow, it follows the data acquisition stage. The F-Search is implemented using the PlagSearch1.m program module, which was designed using the flowcharts in Fig. 11F and Fig.  12F in Appendix A. The following set of transformation equations summarizes one of significant steps in the search operation, where the symbol ' .' represents a line by line data extraction of the right hand side (RHS) file to populate the left hand side (LHS) table.
The six output tables shown in the data module diagram in Fig. 3F are cell arrays. A cell array is an array of diverse data structures. The choice of cell arrays in the system implementation is based on the fact that they support fast. string search operations, thus making them appropriate for plagiarism search. The program module popabtab.m populates the system tables aatab and bbtab with the contents of the two input files, while the program module popggtab.m populates the global table ggtab with the content of the partition file shown in Fig.4F . 
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During the F-Search, each record in ggtab is computationally examined by the plagiarism search algorithm. The record structure of the global table is shown in Table T1 . 
Plagiarism Search Bi-Partition
As already explained at the workflow section, the plagiarism search space records are broken into two logical partitions. These are the VAB and SUS partitions respectively as shown in Fig. 5F . The formation of the logical partitions stems from a physical partition based on the four central symbols as demonstrated in Table T1 . Thus, the search space records with central symbol 'dot' make up the VAB-Partition. These are records confirmed to be 100% plagiarized by copying the contents of one input document (Origf.txt) into the second one (Plagf.txt). Similarly, the search space records having the other three central symbols form the SUS-Partition. It is the SUS-Partition that undergoes a further search process called T-Search (or thorough search). The formation of the SUSPartition is implemented through a process termed as system purge using a program module known as 'Syspurge.m' as indicated in Fig. 2F . The following set of transformation equations summarizes the purge operation.
where the symbol ' ' represents a line by line data extraction of the right hand side (RHS) 
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In summary, the purge operation ensures that the VABPartition data which are in the three tables aatab, bbtab and ggtab are excluded in the search space used for the T-Search operation. A precaution is taken to preserve the original data. Thus, instead of totally wiping out the unwanted data, a workaround step is taken to preserve the original data. This is by creating a set of mirror tables aanew, bbnew and ggnew based on equation (2). 
The T-Search Operation
The two tables -aanew and bbnew resulting from the purge operation are used as inputs into the T-Search (thorough search) operations. One of the discoveries made during systems implementation is that a plagiarism detection algorithm could be 'fooled' through the use of whitespaces. For instance, suppose S1 is a typical string in a digital document D1. Suppose S1 is plagiarized verbatim to form the new strings S2 and S3 in the documents D2 and D3 respectively as shown in Fig. 6F .
Fig. 6F: White Space Flooding in Documents
It is possible for a plagiarism detection system to erroneously assume that the strings S1, S2 and S3 are entirely different, even when they are exactly the same except for differences in the positions of whitespaces. In order to deal with this anomaly termed in this research as whitespace flooding, the algorithm performs whitespaces exclusion operation. Thus before performing strings comparisons with S1, S2 and S3, the algorithm first transforms them into the formats shown in 
The Plagiarism Index Quantifier
The plagiarism index of the system is the sum of the indices arising from both the F-Search and the T-Search operations. The Plagiarism Index for F-Search is given by equation (3).
where dtC = number of lines having '.' as the central symbol, xsC = number of lines having 'x' as the central symbol, ldC= number of lines having '<' as the central symbol, and gtC= number of lines having '>' as the central symbol after bipartition operation.
The Plagiarism Index for T-Search is given by equation (4).
where mtCount = number of plagiarism matches found during T-Search, DocSize1 and DocSize2 are the sizes of the first and second documents in terms of number of lines.
RESULTS AND DISCUSSION
Two documents were used as inputs to the plagiarism detecting system. The first one is a brief essay constructed in text format, while the second was generated by deliberately plagiarizing the first one. Thus, a number of lines of the original document were lifted verbatim and used to build the new document. The two input documents were given the standard input names. The first document (Origf.txt) and the second one (Plagf.txt) are shown in Fig. 8F The experimental result is shown in Fig. 10F . As shown in the screen capture, the values calculated for PlagIndexF and PlagIndexT are 0.09375 and 0.11538 respectively. These are the plagiarism indices during the F-Search and T-Search operations respectively. The overall index is the sum of the two indices which is 0.2091. The major validation analysis done on the result is to perform a manual check to confirm that system detected all occurrences of plagiarisms, done by deliberately copying the contents of one input document into another. Thus, all the lines copied verbatim, as well as the ones carefully manipulated through whitespace flooding were all detected and listed by the system.
CONCLUSION/FUTURE RESEARCH
The importance of plagiarism detection cannot be overemphasized. As already stated in the research scope statement, this work is designed to operate in the text domain. Further efforts to extend the capability of this plagiarism detection and quantification algorithm will consider other specialized file formats such as binary files, image files, video files, and so on. Again, the system inputs are files accessed by the system from an archive location at run time. Further system improvements will consider the possibility of picking the input files from a network rather than a stand-alone system. Another area identified for future research is the development of a visualization algorithm which will display the results of the plagiarism search in a graphical spreadsheet format. This is expected to be a positive deviation from the current text-oriented output format. Program takes arrays aanew and bbnew as input parameters.
Fig 10F: Plagiarism Search Result
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