We investigate a knowledge-based help system for developers of an integrated clinical information system (CIS). The first objective in the study was to determine the system's ability to answer users' questions effectively. User performance and behavior were studied. The second objective was to evaluate the effect of using questions and answers to augment or replace traditional program documentation.
The aim of this study was to examine a method for creating an online support system for developers of a clinical information system (CIS) from existing documentation and question-answer exchanges (Q-A's). A question-answer exchange consists of a user's question and an expert's corresponding answer. The study was motivated by the need to improve online support systems for system developers using locally developed programs within complex information systems. It examined the effectiveness of users of the support system to find answers to questions during routine development and use of the CIS. The study also examined the use of documentation contained in the two different parts of the support system: existing traditional documentation and collected Q-A's. BACKGROUND Documentation has long been a problem area in software development. It is often hastily and poorly done, if at all; is incomplete; and quickly becomes outdated. Even when documentation is complete and current, it may be large and require users to find the desired information by first searching through large amounts of irrelevant information. Often users either cannot find the information they want or cannot use it because it is written in such a way that they cannot understand it. Current online support systems, such as online tutorials, online manuals, and online help, have attempted to alleviate some of the problems, but are far from perfect. These systems, while often more easily searched and readily available than user documentation, can be very difficult to build and face many of the same problems as documentation (1) . To be effective, support systems must be
• maintainable,
• visually consistent,
• comprehensive accessible,
• accurate,
• oriented around the tasks that users must perform. (2) In complex systems involving many groups of developers and users, where programs are developed and used only locally, documentation seems to be merely an afterthought. Unfortunately, complex systems may be the most difficult to support with effective documentation.
The CIS at the Department of Medical Informatics, Columbia-Presbyterian Medical Center, is an applicable system. The CIS is a patchwork of many systems and interfaces, working together to collect, store, query, analyze, and display clinical information from disparate sources using many user interfaces. The program developers themselves form an integrated network as well, where groups of a few persons work on many varied and separate projects. Due to this modularity, even the existence of many programs is known only by a few developers. There is no systemwide standard for documentation, leading to documentation done in differing formats and accessed by different methods, and few programs are fully documented. As a result, no expert knows everything about the entire system, nor where such information is contained. Even if all the documentation were fully accessible, it would not necessarily contain information useful to other developers. The integration within the CIS forces some expansion by developers to become familiar with different domains. But when an application developer has a question about a part of the system with which she is unfamiliar (unavoidable in an integrated system), she is forced to search not only for the answer, but for the source of the answer. The source is usually another developer, and answers are obtained by asking that developer directly. With a small number of people, this verbal exchange may be the best support system. However, as the number of users increases, verbal support leads to much redundancy in information. Questions are asked repeatedly and documentation is frequently seen only as a ''last resort.'' Redundant questioning is not a problem peculiar to this domain. It has led many Usenet experts to write frequently asked questions documents (FAQs), to which they can refer most questioners. FAQs are not limited to Usenet; many applications include FAQs as part of the documentation, and FAQs are sometimes included as part of online support systems. Holloway included a keyword-searchable knowledge base of frequently asked questions as part of an electronic documentation system for a computing center (3). Kurisaki proposed an online help system for the UNIX operating system that replaces reference manual pages with frequently asked questions and their solutions (4). The proposed system was intended to help non-expert programmers find a command or receive advice from other users within the same working group. SYSTEM OVERVIEW At CPMC, we built a support system that combined program documentation and frequently asked questions into a knowledge base that was searchable from a common World Wide Web interface. The system was named the guide on resources for users (GURU). Collected documentation included existing support documents as well as general announcements and descriptions about the components of the system. Q-A's were collected as well. Initially, 60 questions and answers were collected from CIS developers as the initial GURU FAQ. Both types of documentation were updateable-developers submitted documents to GURU to be included in the help system, and Q-A's collected by the system were inserted into system's FAQ. Having the documentation and Q-A's in a common location allowed users to search through it. For the search engine, we used Cornell's SMART information retrieval system (5) and built a Web-based interface to the system. SMART was chosen because it is a fully automatic document retieval system; allows easy creation, maintenance, and use of on-line document collections; and is frequently used in other informatics research (6, 7) . By putting the resource on the Web, we made it accessible so that all developers of the CIS could be users of GURU. Figure 1 diagrams the components of GURU and the steps involved in receiving an answer and updating the GURU knowledge base. Users can enter questions and keywords into a search field, and GURU returns a list of up to 30 relevant documents and Q-A's. This list contains the hypertext links to the information in the GURU collection, so a user could then go directly to the relevant documents within seconds. For example, if a user wished to know where in the clinical database Visting Nurse Service information should be stored, he could type the question in the GURU web page and perform the search. GURU would then return the relevant documents. If no documents were returned, or none of the returned documents were deemed relevant by the user, the question would be forwarded to a human assistant. The assistant could find the answer by asking an appropriate expert. The answer would then be returned to the user, and the Q-A exchange would be added to the GURU knowledge base for future reference. One resource available to the human assistant is a list of experts for different components of the CIS.
METHODS
To evaluate the performance of this support system, we built a test set of questions by soliciting questions from various CIS developers. Each of these 47 questions was a specific question a developer had asked or had been asked. Answers to the questions were obtained either from the developer or from another expert. These answers were then used to rate answers that would be collected during the evaluation.
The first part of the study involved testing the system's ability to help developers find answers to questions. Fifteen developers of the CIS who had little or no experience with GURU were then selected to participate in the study. Some of the test questions had been solicited from some of these users, so care was taken to make sure users were not tested on their own questions. The group of developers consisted specifically of 4 students, 2 post-doctoral fellows, 5 programmers, and 4 faculty members. The experience of the users with the CIS ranged from 2 weeks to 8 years, with an average of 2.4 years. Subjects were also selfrated in experience prior to the study, and experience ranged from novice to expert. Each developer was given a list of 8 questions randomly chosen from among the 47 collected questions. The subjects first attempted to find answers to the questions using any documentation or support systems available. Then, after a quick explanation and demonstration of the features of GURU, the subjects attempted again to find answers to the given questions. Answers were collected by the researcher, and those answers obtained by using GURU were compared with answers obtained before using GURU. Comparison of the answers was done by both the researcher and the subjects. In all cases, the researcher and subject agreed whether there was improvement in the answer. Questions for which GURU was able to provide a better answer were noted.
The second part of the study tested the system's ability to enhance or replace the current documentation. Questions for which answers could be found in Q-A's but not the existing documentation would indicate the GURU system en- hanced the current documentation system by providing more information. Questions for which answers could be found both in Q-A's and existing documentation would indicate information for which the GURU system could replace the current documentation. Answers only found within documentation would indicate current limitations of GURU. The same set of test questions was again used. The GURU knowledge base was separated into two parts: previously existing documentation and the original Q-A's. The existing documentation and the Q-A's were both searched separately for answers to each of the questions, and questions that were answered correctly by the sources were noted. Table 1 presents the performance of each subject in number of questions, as well as the effect of the Q-A's. The table also shows the experience level of each developer, ranging from novice (1) to expert (5) . All but one of the test subjects, developer #6, showed some improvement when using the GURU system. The proportion of answers improved by using GURU to total questions asked is 0.39, with a 95% confidence interval from 0.305 to 0.478. The number of improved answers per subject ranged from 0 to 6, with an average improvement in 3.13 answers. Forty-three percent of the improved answers were attributable to the collection of the Q-A's. Table 2 show the dependence of the improvement on the experience level of the user. Users with an average self-reported experience level were more affected by GURU than novices or experts. The differences in improvement between experience levels is significant ( P Ͻ 0.05). Table 3 shows the performance of the GURU system in regards to the second part of the evaluation. The documentation files collected contained information to answer 35 of the 47 questions (74%). The Q-A's answered 23 (49%). The addition of Q-A's to the knowledge base was not shown to increase the number of questions answered by the help system, as almost all of the answers obtained from the Q-A's could also have been obtained from the existing documentation. 
RESULTS

DISCUSSION
The results of the study demonstrate the potential of the GURU system. The first part of the evaluation shows that GURU does help developers of the CIS find answers to questions. Answers to nearly 40% of the questions asked were improved by using GURU, and many more answers were at least equivalent to the information previously given by the users. These results can be attributed to all three components of the system: the collection of existing documentation, the Q-A's, and the search engine. Most of the questions could be answered by documentation that was already accesible to the users. Users seemed unable to answer questions without GURU because they did not know that the documentation existed, they did not know how to access it, or the documentation did not display the answers conveniently. While GURU did not change the format of the existing documentation, it did allow users easier access to it, as well as to search the set of documents for relevance. The Q-A's seemed the more convenient display of answers and were used by users even though they did not contain more information than the traditional documentation.
The results also demonstrate the dependence of improvement by GURU on the experience level of the user. The system is especially helpful to those users who are mildly experienced with the systems, but not nearly so helpful to users who are either novice or expert with the CIS. This may be because novice users do not know enough about the system to know what the answer could be. Such users either are unable to formulate good queries or are unable to recognize helpful information that is found. Often the system retrieved information containing correct answers, but the files were not even reviewed. Experts are unaided by the system for different reasons. Experts either know the answers to the questions already or know where to retrieve the documents that contain relevant information. GURU is unable to provide these users with any new information with Q-A's, either. Those answers unknown or inaccessible to experts are usually not accessible to GURU. However, it is important to note that above-average and expert developers were still aided to some degree by GURU, but not to the same degree as mildly experienced and average users.
The second part of the study did not show the addition of Q-A's to significantly enhance the information in the documentation. Only one question was answered only by the Q-A's. This does not mean that collecting the Q-A's was not useful, however. Table 1 showed that nearly half of the improved answers were found using the Q-A's, even though the answers were also usually contained in the documentation. Because most of the answers obtained from the documentation were reproduced in the Q-A's, collecting Q-A's may be seen as a feasible replacement for documentation. The relative return in information is much higher for the Q-A's. On average, the traditional documentation required 30K of text to answer a test question, while the Q-A's needed only 1K.
One reason Q-A's may be more efficient at capturing useful information is that Q-A's seem to collect information where documentation is lacking and extensive knowledge is needed. Most of the questions collected in this study were about the clinical data model. This result is not surprising-understanding the data model has required much effort. For example, the CPMC experience with building the Medical Logic Module (MLM) knowledge base has shown that the writing and testing of queries consumes more time than all other MLM tasks combined (8) . Understanding of data models is also an important barrier to sharing medical knowledge across institutions. One knowledge sharing study indicated that differences in vocabularies and site specific clinical databases cause the greatest number of modifications necessary to share logic modules (9) . By collecting questions and answers pertaining to this complex domain, GURU can increase documentation where it is most needed.
The Q-A's also can make the support system maintainable. Components of a CIS may vary to accommodate changes in technology. Thus documentation can become quickly outdated. (Perhaps it is anticipation of this problem that leads to incomplete documentation.) As systems change so do the questions concerning them, though documentation can stagnate. If Q-A's are collected and dated, they can be removed when the information is outdated and replaced by updated answers. With traditional documentation, users are left to guess which information is outdated and which is applicable.
The GURU system also increases available information by promoting documentation. Users may be more likely to write and submit information if they know it will be accessible. By becoming a repository of information for the whole CIS, GURU has been able to collect announcements, bug reports, and documents that may otherwise have been lost.
There are also limitations to this type of help system. As was shown by the study, the system is not as effective at helping inexperienced or highly experienced users. This may be because the system was not built with questions from novice users. However, creating an FAQ from novice user questions may not be helpful, since often inexperienced users do not know how to formulate ''good'' questions. The best solution to building an effective support system could be combination of FAQ and tutorial. Tutorials are easily built (relative to comprehensive reference manuals) and are effective in helping novice users. These users, having gained experience from the tutorial, could then use the FAQ more effectively.
GURU also seemed particular to the type of questions asked. It must be noted that the questions of the test set were solicited questions instead of questions submitted to the GURU developers. The submitted questions were actual questions asked by CIS developers and were collected as the initial GURU FAQ.
The test questions were just those recalled by the CIS developers. Answers to 68% of the test questions could be found in the documentation, while answers to only 44% of the submitted questions could be found ( P Ͻ 0.02). This difference may be attributed to a variety of factors. The original questions were probably solicited to GURU as a last resort, because an answer was not found after a long search, and were thus the more difficult to answer. The test questions were those most easily remembered and may have been remembered because they were frequently asked. Many documentation files were written to answer such redundant questions (the same problem GURU attempts to resolve). Thus GURU was successful at answering easier questions.
A big challenge in building such a system is use. While the system is easily located and available to all users, it still may not appear as accessible as other sources (most notably, a user in an adjacent cubicle). A large reason that test questions had to be solicited is that users were still using verbal exchange instead of the system to find answers. The system was effective using the questions collected, but it took more time than we had hoped to collect those questions. If the knowledge base is not built quickly enough, users will become indifferent to it. Use of the system also must be high enough to ensure quick correction of errors in the data. If systems are updated but no questions are collected regarding the changes, it will be less reliable than other alternatives. This lack of use is not a documentation or information retrieval problem, but behavioral. Unfortunately, GURU depends on use to be successful, and this problem can hamper its effect.
A final limitation to the system is that it requires a human assistant. Q-A's make the system maintainable, though they require active assistants to find answers not in the documentation. One person can maintain documentation for many programs, rather than there being a separate maintainer for each support document. However, this maintainer must operate at the convenience of the other users. As the system becomes larger, we assume that fewer unique questions would be asked, but the dynamic nature of CISs requires constant maintenance at some level. This requirement may seem strenuous, though it should be realized that active maintenance would be a requirement of any help system involving clinical information systems.
CONCLUSION
Improved methods are needed for building effective online support systems for developers. Complex clinical information systems involving many developers building local programs face many problems in creating effective documentation for users and other developers. In this research, the GURU system was presented and evaluated as an effective way to create and access support systems, though the difficulty of collecting enough questions to make the system effective remains an obstacle. 
