What added-value does modeling bring to the development process? An often stated value is the productivity improvement gained by using models to automatically generate code. Model-to-code generators provide automated support for bridging abstraction gaps, and thus relieve developers from routine, often tedious, decision-making and implementation activities. Developers using model-driven software development techniques should be able to deliver working software at a faster rate, and thus reduce time-to-market.
Euros (this is the average salary reported in a recent study), then software development manpower cost for this company is approximately 264 Million Euros. This is 0.45 % of the overall costs. While 264 Million sounds like a lot, it is relatively insignificant compared to other costs. For example, a software error that results in a recall of over one million cars can be very costly. Assuming a cost of 400 Euros per recall, the result would be over 400 Million Euros in cost. In such a scenario the cost of a recall easily exceeds the total software development manpower costs.
So what really counts in these cases? The answer should not be surprising: quality, quality, and quality. Time-tomarket is second significant concern for these organizations. Efficiency probably only counts, when the availability of experienced developers to hire is low.
Quality concerns can very nicely be addressed by modelbased development methods. Modeling techniques can be used to automatically synthesize and compose sub-models that capture different features of a distributed system. Composed models can be used to generate high quality code that works on appropriate middleware, but was developed independent of any technology stack and can therefore be reused rather unchanged. The big advantage of reuse is not the efficiency increase, but the reuse of quality that was already proven.
We therefore need appropriate tooling infrastructure for developers in the automotive and similar domains for quality and not that much for efficiency reasons. But we also need industries that have the courage to accept that the development process for software is significantly different from the traditional engineering process. Only then software will keep up with the desired quality and be there in time. Traditional engineering processes today significantly lack to address software specific characteristics, but appropriate combinations of software-aware development with the overall systems development are not yet established. To meet these challenges we need close collaborations between researchers in academia and practitioners in these industries and need to accept that computer science has to deal with applied research topics as well. We welcome submissions that describe industrial experience and innovative methods that resulted in advancing the state of the research and practice in model-driven software development.
We hope you enjoy reading this issue.
