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Tässä opinnäytetyössä esitellään vaihtoehtoinen tapa tuottaa pelin audiosisältö eli 
äänisynteesin käyttäminen äänitiedostojen sijasta. Äänisynteesi on analogisessa 
muodossaan ollut ainoa tapa tuottaa peliaudiota menneinä vuosikymmeninä. Kun muistia 
oli erittäin vähän, sisälsivät kotikonsolit ja kolikkopelit rautatasolla äänipiirin, joka huolehti 
äänisynteesistä ohjelmakoodissa annettujen komentojen mukaisesti. Nykyään 
kovalevytilan ja keskusmuistin suuri määrä mahdollistavat esiäänitettyjen äänitiedostojen 
käyttämisen peleissä. 
 
Toisaalta, digitaalisten äänitiedostojen koko on edelleen suuri. Prosessorit taas ovat 
kehittyneet niin tehokkaiksi, että reaaliaikaisen digitaalisen äänisynteesin mahdollisuudet 
ovat suuremmat kuin koskaan aikaisemmin. Äänisynteesillä pystytään, toteutuksen 
laadusta riippuen, jopa korvaamaan äänitiedostojen käyttö. Tämän uuden mahdollisuuden 
haluaa opinnäytetyö nostaa tietoisuuteen. Tutkielmaa voi ehkä pitää jopa haasteena tai 
provokaationa uuden (vai pitäisikö sanoa unohdetun) taidelajin harjoittamiseen: kuinka 
hyvä musiikkikappale tai mehukas ääniefekti voidaan aikaansaada pelkästään 
ohjelmakoodia käyttäen? 
 
Tutkielman aihe syntyi sitä kautta, että siinä yhdistyy ohjelmointi, retropelien estetiikka, 
elektroninen musiikki ja matematiikka. Aihepiireinä tutkielman teoriaosiossa ovat 
äänioppi, ääniaallot, digitaaliset signaalit, aaltomuotojen matemaattinen tarkastelu 
Fourier-analyysiä käyttäen sekä äänisynteesi peleissä. Teoriatiedon lisäksi tutkielma 
sisältää C++ -kielellä toteutetun ohjelmointiesimerkin, joka on ladattavissa internetistä ja 
jota voi vapaasti jatkokehittää omiin tarkoituksiinsa. Jatkokehittämisessä voi hyödyntää 
tutkielman esittämää tietoa. 
 
  
 ABSTRACT 
 
Author: Jarkko Matilainen 
Title of the Publication: Programmatic Audio Generation 
Field of Study: Natural sciences, Bachelor of Business Administration 
Keywords: games, game sounds, audio, game programming, audio synthesis, digital 
audio, digital signals 
 
This thesis introduces an alternative way to produce game audio. That is, synthesizing the 
sound instead of playing audio files. In the early decades of gaming, analog sound synthesis 
was the only way to implement game sound. When the amount of memory was highly 
limited, home consoles and arcade cabinets contained a built-in audio circuit that executed 
the audio synthesis according to the commands in the code. These days, the great amount 
of hard disk space and RAM memory make it possible to use pre-recorded audio files in 
games, which seemingly has made sound synthesis unnecessary. 
  
On the other hand, the size of digital audio files is still considered big, but the processor 
speed has evolved into such a degree, that the potential of digital sound synthesis is bigger 
than ever. Synthesized sound could sometimes even replace the usage of audio files. This 
thesis pursues to bring this possibility into awareness. It can even be considered as a 
challenge or provocation to practice this new (or forgotten) kind of art: how to produce the 
coolest music track or the juiciest sound effect with just a piece of code? 
  
The goal for this thesis was to combine four interesting things: programming, retro game 
aesthetics, electronic music and mathematics. The theory part of this thesis includes the 
following topics: acoustics, sound waves, digital signals, Fourier analysis of waveforms and 
utilizing audio synthesis in games. This thesis is not limited to theory, but also contains a 
synthesizer program as a programming example. Anyone can download the programming 
example from the internet and freely develop it for their own purposes. 
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 TERMISTÖÄ 
 
A/D-muunnos Analogisen signaalin muuntaminen digitaliseen muotoon. 
ADSR  Eräs verhokäyrän jaottelu: Attack, Decay, Sustain, Release. 
engine  Ohjelmistokehys, pelimoottori, moottori. 
FM-synteesi Frequency Modulation. Synteesityyppi, jossa oskillaattori 
moduloi toisen oskillaattorin taajuutta. 
header-tiedosto Otsaketiedosto (pääte .h). Käytetään esimerkiksi C++ -kielessä. 
LFO Matalataajuinen oskillaattori (Low Frequency Oscillator). 
Muuntelee jotain äänen parametria/parametreja jaksollisesti. 
MIDI Rajapintaratkaisu elektronisille musiikkilaitteille (Musical 
Instrument Digital Interface). 
näyte  Digitaalisen signaalin yksittäinen lukuarvo. 
näytteistystaajuus Kuinka monta näytettä digitaalinen signaali sisältää sekuntia 
kohti (per kanava). 
oskillaattori Jaksollisen värähtelyn lähde. Voi olla joko analoginen 
komponentti tai ohjelmallisesti toteutettu. 
portamento  Portaaton siirtyminen sävelestä toiseen. 
sample Pelien ja elektronisen musiikin kontekstissa yksittäinen 
digitaalinen ääni. Tarkoittaa englannin kielessä myös sanaa 
näyte. 
SID  Commodore 64:n äänipiiri. 
subtraktiivinen synteesi Vähentävä synteesi. Oskillaattorin tuottaman äänen spektriä 
muokataan suotimilla siten, että spektriviivojen määrä 
vähenee. Vastakohta additiivinen synteesi.  
verhokäyrä Yleensä instrumentin äänen voimakkuus ajan funktiona. 
Elektronisessa musiikissa verhokäyrä voidaan luoda muillekin 
parametreille. 
wavetable-synteesi Synteesityyppi, jossa hyödynnetään esiäänitettyä digitaalista 
ääntä. 
 
 
 1 JOHDANTO 
 
Tämä tutkielma on matemaattis-käytännöllinen katsaus digitaalisen äänisynteesin alkeisiin. 
Koska työ on tehty peliohjelmointilinjan opinnäytetyönä, se tarkastelee aihetta pelien 
näkökulmasta. Pelinäkökulmaan ei kuitenkaan rajoituta, vaan työssä esitettyä tietoa 
voidaan sellaisenaan hyödyntää muissakin äänisynteesiä vaativissa sovellutuksissa, kuten 
esimerkiksi syntetisaattoreissa ja musiikkiohjelmistoissa. 
 
Aihetta sivuavia aiemmin tehtyjä opinnäytetöitä ovat muun muassa Virtuaalisen 
musiikintuotannon teknologiat (Lahden ammattikorkeakoulu 2006) ja Opas digitaalisen 
pelin äänisuunnitteluun ja toteutukseen (Tampereen ammattikorkeakoulu 2010). Tämä 
tutkielma poikkeaa aiemmista siten, että siinä tietoisesti ei tarjota lukijalle taiteellisia 
ratkaisuja tai esitellä laajaa valikoimaa äänisuunnittelutyökaluja, vaan ensisijaisesti 
keskitytään käytännön äänisynteesiin ja työkaluista vanhimpaan ja tehokkaimpaan: 
matematiikkaan. Pienen tutkielman puitteissa ei tietenkään voida mennä syvällisyyksiin, 
mutta siinä voidaan esitellä esimerkiksi digitaalisen näytteistyksen ja yksinkertaisimpien 
ääniaaltojen taustalla olevaa matematiikkaa. Jotta asioita päästäisiin tekemään 
käytännössä eivätkä asiat jäisi lukijalle abstraktiksi, toteutetaan syntetisaattoriohjelma 
käyttäen tekniikkana C++ -kieltä ja Allegro 5 -ohjelmointikirjastoa. 
 
Digitaalisten äänitiedostojen kanssa tekemisissä olevat huomaavat nopeasti, että ne 
vaativat paljon muistia. Nykyään peleissä voidaan hyödyntää esiäänitettyjä äänitiedostoja 
resurssien puolesta varsin vapaasti, sillä tietotekniikka on kehittynyt siihen pisteeseen, että 
välimuisti lasketaan gigatavuissa ja kovalevytilaakin on tarjolla jopa tuhansia gigatavuja.  
Myös ääniassettien määrässä voi ilmetä runsaudenpulaa: internetistä voi mielin määrin 
ladata lisenssivapaita ääniefektejä (esimerkiksi sivustolta freesound.org) ja jopa valmista 
pelimusiikkia. Kirjoittajan mielestä tämä ei kuitenkaan ole järin pedagogista ja lisäksi 
nykytilanne tekee vaikeaksi antaa arvoa laadukkaalle peliäänimaailmalle, jonka tekemiseen 
on todella nähty vaivaa. Tämä tutkielma ammentaa inspiraationsa ajoista, jolloin resurssit 
olivat rajalliset eikä mitään saanut valmiina. Äänimaailman luomiseen saattoi tarvita jopa 
tietoutta äänisynteesistä sekä assembly-kielen osaamista. 
 
Tutkielman rakenne on seuraavanlainen: toisessa luvussa tarkastellaan ääniin, äänen 
aistimiseen ja signaaleihin liittyviä perusasioita. Kolmannessa luvussa selvitetään Fourier- 
muunnoksen avulla, miten ääniaallot ovat rakentuneet matemaattisessa mielessä. 
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Neljännessä luvussa luodaan katsaus historiallisten peliäänten maailmaan ja nähdään, 
miten peliäänet ja äänisynteesi liittyvät toisiinsa. Viides luku omistetaan käytännölle: 
toteutetaan C++ -ohjelma, joka tuottaa kaiken äänen ohjelmallisesti ja jonka on vieläpä 
tarkoitus kuulostaa hyvältä! 
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2 ÄÄNI JA ÄÄNIAALLOT 
 
Fysiikan kannalta ääni on väliaineessa etenevää värähtelyä. Kun jokin esine tai ilmiö 
aiheuttaa ilmaan paineenvaihtelua, tapahtuu seuraavaa: ilmanpaine-ero pyrkii 
tasoittumaan ympäristöön ja sen seurauksena ilmanpaineen vaihtelu etenee tapahtuman 
lähtöpisteestä kaikkiin suuntiin pallopinnan muotoisina vyöhykkeinä. Muodostuu tasaisella 
nopeudella eteneviä paineaaltoja, joita kutsutaan ääniaalloiksi. Kyseessä on mekaaninen 
aaltoliike, jonka edellytyksenä on väliaine. Ääniaallot voivat edetä esimerkiksi ilmassa ja 
vedessä, mutta tyhjiössä, eli ilman väliainetta, ääniaalto ei voi esiintyä. (Kärkkäinen, 
Makkonen, Meisalo & Suokko 1995, 26 – 32.) 
 
Ääniaallot etenevät nopeimmin kiinteissä aineissa ja hitaimmin kaasuissa. Niinpä äänen 
eteneminen ilmassa on verraten hidasta. Nopeuteen vaikuttaa muun muassa lämpötila ja 
vähäisessä määrin kosteus. Äänen nopeus kuivassa ilmassa yhden ilmakehän paineessa on 
suunnilleen 
 
𝑣𝑣 = 331𝑚𝑚 𝑠𝑠⁄ + (0,6 𝑚𝑚/𝑠𝑠/°𝐶𝐶) ∙ 𝑇𝑇, 
 
missä 𝑇𝑇 on ilman lämpötila celsiusasteina. (The Physics Classroom – The Speed of Sound 
2015.) 
 
Yksinkertaisimmassa tapauksessa ääni on peräisin harmonisesti värähtelevästä lähteestä. 
Värähtelyn tai liikkeen harmonisuus tarkoittaa sitä, että voima, joka pyrkii palauttamaan 
värähtelevän kappaleen tasapainoasemaan, on suoraan verrannollinen kappaleen 
poikkeamaan tasapainoasemasta. Esimerkkejä harmonisesta värähtelystä ovat heiluri ja 
jouseen kiinnitetty punnus. Harmonisen värähtelijän suorittama liike ajan suhteen voidaan 
ratkaista matemaattisesti tai kokeellisesti, ja osoittautuu, että harmonisen liikkeen kuvaaja 
on sinikäyrä. (Kärkkäinen, Makkonen, Meisalo & Suokko 1995; 9, 15, 23.) 
 
2.1 Äänen fysikaaliset parametrit 
 
Kuvitellaan äänilähde tuottamassa ääniaaltoja. Ääntä havainnoidaan paikallaan olevassa 
pisteessä (katso Kuva 1). 
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Kuva 1. Äänilähde ja äänen havainnoija 
 
 
Äänilähteen tuottamat ääniaallot etenevät tasaisella nopeudella joka suuntaan 
äänilähteestä, mutta havainnoija pysyy paikallaan, joten hänen kannaltaan ilmanpaine 
vaihtelee havaintopisteessä ajan funktiona. Yksinkertaisuuden vuoksi oletetaan, että 
ilmanpaine vaihtelee varsin yllätyksettömästi tasapainoaseman molemmin puolin, 
tasapainoaseman ollessa yhden ilmankehän paine (1 𝑎𝑎𝑎𝑎𝑚𝑚). Piirtämällä ilmanpaineen 
kuvaaja ajan funktiona saadaan näkyviin äänen aaltomuoto (Kuva 2). 
 
 
 
Kuva 2. Ilmanpaine ajan funktiona 
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Aaltomuodon kuvaajasta nähdään parametrit jaksonaika 𝑇𝑇 ja paineenvaihtelun amplitudi 
?̂?𝑝. Amplitudin eli maksimipoikkeaman asemasta käytetään yleensä tehollista 
äänenpainetta eli tehollisarvoa 𝑝𝑝, 
 
𝑝𝑝 = ?̂?𝑝
√2 . 
 
Värähtelyliikkeen jaksonajalla tarkoitetaan yhteen edestakaiseen värähdykseen kuluvaa 
aikaa ja amplitudilla värähtelyliikkeen suurinta poikkeama tasapainoasemasta. Värähtelyn  
taajuus 𝑓𝑓 on jaksonajan käänteisluku ja sen yksikkö on hertsi (𝐻𝐻𝐻𝐻, 1 𝐻𝐻𝐻𝐻 =  1 𝑠𝑠⁄ ): 
 
𝑓𝑓 = 1
𝑇𝑇
 
 
(Kärkkäinen, Makkonen, Meisalo & Suokko 1995, 11.) 
 
Ääniaaltojen mukana siirtyy energiaa. Äänen intensiteetti 𝐼𝐼 tarkoittaa sitä, kuinka paljon 
energiaa ääniaallot kuljettavat pinta-alan 𝐴𝐴 läpi ajassa 𝑎𝑎 (pinta-alaa ei tule sekoittaa 
amplitudiin, vaikka symboli on sama). 
𝐼𝐼 = 𝐸𝐸
𝐴𝐴𝑎𝑎
 
 
Intensiteetin yksikkö on 𝑊𝑊 𝑚𝑚2⁄ . Koska ääniaallot etenevät palloaaltoina ja pallopinnan ala 
on verrannollinen etäisyyden neliöön, on intensiteetti käänteisesti verrannollinen 
etäisyyden neliöön. (Kärkkäinen, Makkonen, Meisalo & Suokko 1995, 30.) 
 
Paineen yksikkö on pascal (𝑃𝑃𝑎𝑎, 1 𝑃𝑃𝑎𝑎 =  1 𝑁𝑁 𝑚𝑚2⁄ ) ja sille käytetään symbolia 𝑝𝑝. Normaalin 
ilmanpaineen 1 𝑎𝑎𝑎𝑎𝑚𝑚 (standard atmospheric pressure) on määritelty olevan 101 325 𝑃𝑃𝑎𝑎 
(The Engineering Toolbox – Pressure). Ihmisen kuulokynnys on tehollisen äänenpaineen 
kannalta 𝑝𝑝0 = 2 ∙ 10−5𝑃𝑃𝑎𝑎 ja intensiteetin kannalta 𝐼𝐼0 = 10−12𝑊𝑊 𝑚𝑚2⁄ . Ihmiskuulon 
logaritmisen luonteen ja valtavan dynamiikan vuoksi nämä yksiköt ovat vaikeasti 
ymmärrettäviä. Niinpä äänen voimakkuuden kuvaamiseen käytetään parametria 
intensiteettitaso, joka noudattaa logaritmista asteikkoa ja jonka yksikkö on desibeli (𝑑𝑑𝐵𝐵). 
Intensiteettitasolle käytetään symbolia 𝐿𝐿. Desibelillä ei ole fysikaalista dimensiota, se on 
vain lukuarvo. Intensiteettitason, intensiteetin ja tehollisen äänenpaineen välillä on yhteys 
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𝐿𝐿 = 10𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝐼𝐼𝐼𝐼0� 𝑑𝑑𝐵𝐵 = 10𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝑝𝑝2𝑝𝑝02� 𝑑𝑑𝐵𝐵 = 20𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝑝𝑝𝑝𝑝0�𝑑𝑑𝐵𝐵          (1) 
 
(Hyperphysics – Sound Intensity). Lasketaan muutama laskuesimerkki. Mikä on 
intensiteetin ja tehollisen äänenpaineen välinen yhteys? Kaavasta (1) voidaan johtaa 
 10𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝐼𝐼𝐼𝐼0� 𝑑𝑑𝐵𝐵 = 10𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝑝𝑝2𝑝𝑝02� 𝑑𝑑𝐵𝐵 ⇔  𝐼𝐼𝐼𝐼0 = 𝑝𝑝2𝑝𝑝02  ⇔  𝐼𝐼 = 𝐼𝐼0𝑝𝑝02 ∙ 𝑝𝑝2 , 
 
eli äänen intensiteetti ja samalla ääniaaltojen kuljettama energia on suoraan 
verrannollinen tehollisen äänenpaineen neliöön. Toinen lasku: jos kaiutinelementin 
liikerata kaksinkertaistuu, paljonko äänen voimakkuus eli intensiteettitaso kasvaa? Pienillä 
amplitudeilla voidaan kaiuttimen liikeradan suuruuden olettaa olevan suoraan 
verrannollinen paineenvaihtelun amplitudiin. Kaavan (1) perusteella 
 
∆𝐿𝐿 = 20𝑙𝑙𝑙𝑙𝑙𝑙10 �2𝑝𝑝𝑝𝑝0� 𝑑𝑑𝐵𝐵 − 20𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝑝𝑝𝑝𝑝0� 𝑑𝑑𝐵𝐵 = 20𝑙𝑙𝑙𝑙𝑙𝑙10 �2𝑝𝑝𝑝𝑝0 𝑝𝑝𝑝𝑝0� �𝑑𝑑𝐵𝐵 = 20𝑙𝑙𝑙𝑙𝑙𝑙10(2) 𝑑𝑑𝐵𝐵 
≈ 6,02 𝑑𝑑𝐵𝐵 . 
 
Intensiteettitaso kasvaa siis runsaat 6 desibeliä. Kolmas lasku: jos kaiutinelementtiin 
ohjatun signaalin teho kaksinkertaistetaan, paljonko intensiteettitaso kasvaa? Teho on 
energiaa aikayksikköä kohti ja intensiteetti on suoraan verrannollinen energiaan, joten 
tehon kaksinkertaistaminen merkitsee äänen intensiteetin kaksinkertaistumista. Niinpä 
 
∆𝐿𝐿 = 10𝑙𝑙𝑙𝑙𝑙𝑙10 �2𝐼𝐼𝐼𝐼0 � 𝑑𝑑𝐵𝐵 − 10𝑙𝑙𝑙𝑙𝑙𝑙10 � 𝐼𝐼𝐼𝐼0� 𝑑𝑑𝐵𝐵 = 10𝑙𝑙𝑙𝑙𝑙𝑙10 �2𝐼𝐼𝐼𝐼0 𝐼𝐼𝐼𝐼0� �𝑑𝑑𝐵𝐵 = 10𝑙𝑙𝑙𝑙𝑙𝑙10(2) 𝑑𝑑𝐵𝐵 
≈ 3,01 𝑑𝑑𝐵𝐵 , 
 
eli tehon kaksinkertaistaminen lisää äänen intensiteettitasoa noin 3 desibelillä. 
 
2.2 Äänen havaitseminen 
 
Normaali ihmisen kuuloalue on 20 Hz – 20 000 Hz (Kärkkäinen, Makkonen, Meisalo & 
Suokko 1995, 41). Iän myötä tai kuulovaurioiden seurauksena kuulo heikkenee. Yleensä 
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korkeiden äänten aistiminen heikkenee ensimmäisenä, joten ei ole erikoista, jos henkilö 
esimerkiksi ei kuule yli 10 000 Hz ääniä. Korvan herkkyys vaihtelee taajuuskohtaisesti. 
Kaikista matalimmat ja korkeimmat äänet aistitaan heikoimmin. Noin 500 Hz – 5 000 Hz 
äänet kuullaan voimakkaimpina ja korvan suurin herkkyys on noin 4 000 Hz tienoilla (SF 
Sound – Johdanto musiikkiteknologiaan: äänen havainnointi). Ottaen huomioon kuulon 
epäherkkyyden ylimmän ja alimman oktaavin osalta, voidaan audion generoinnissa säästää 
resursseja vaikkapa rajoittamalla generoidun audion taajuuskaista välille 40 Hz – 10 000 Hz 
ilman, että syntyy suurta vahinkoa. 
 
Ihmiskorvan dynamiikka-alue on valtava. Kuulokynnyksen on määritelty olevan 2 ∙ 10−5𝑃𝑃𝑎𝑎. 
Tämä vastaa hyväkuuloisen ihmisen kuulokynnystä 1 000 Hz taajuudella. Koska normaali 
ilmanpaine on 101 325 𝑃𝑃𝑎𝑎, on kuulokynnys tästä vain viidesmiljardisosa! Tämän vuoksi 
logaritminen desibeliasteikko on perusteltu. 
 
Ihmiskorvassa ja kuuloaistimuksen tulkinnassa on mekanismeja, joiden avulla ihminen 
havaitsee, mistä suunnasta ääni tulee. Psykoakustiikka opettaa, että on kolme 
suuntakuulemisen perusmekaniikkaa: vasemman ja oikean korvan välillä äänessä voidaan 
havaita voimakkuusero, vaihe-ero tai viivästyminen (tai eri mekaniikkojen yhdistelmä). 
Voimakkuusero voidaan havaita kaikilla taajuuksilla, jatkuvillakin äänillä, ja äänen tulkitaan 
tulevan suunnasta, josta se kuuluu voimakkaammin. Iskuäänten suuntakuuleminen 
perustuu äänen verraten hitaaseen nopeuteen ilmassa. Iskuääni voi saapua toiseen 
korvaan hieman aiemmin kuin toiseen ja tällöin äänen tulkitaan tulevan suunnasta, jossa 
se kuuluu aikaisemmin. Korvien välillä voidaan äänessä havaita vaihe-ero, kun ääni on 
taajuudeltaan pienempi kuin 1000 Hz. Tällöin äänen aallonpituus ylittää korvien välisen 
etäisyyden, ja vaihe-eroa käytetään suunnan tulkitsemisessa. (Helsinki University of Art and 
Design – Psykoakustisia teorioita). 
 
Kun generoidaan stereoääntä eli 2-kanavaista ääntä, voidaan psykoakustiikan 
suuntakuulemisen teorioita hyödyntää äänen suuntavaikutelman luomisessa. 
 
2.3 Perusaaltomuodot 
 
Kirjallisuus ja syntetisaattorit rajoittuvat yleensä esittelemään vain yksinkertaisimmat 
aaltomuodot siniaallon, kolmioaallon, kanttiaallon, saha-aallon ja kohinan. Aaltomuotoja 
tietysti on olemassa rajattomasti, mutta nämä viisi ovat suosituimmat. Syitä luultavasti 
ovat, että nämä aaltomuodot ovat matemaattisesti helposti ymmärrettäviä ja käsiteltäviä 
ja niitä on helppo generoida sekä analogisilla että digitaalisilla laitteilla. Lisäksi ne ovat 
osoittautuneet yksinkertaisuudestaan huolimatta musikaalisiksi: ne ovat käyttökelpoisia 
sekä musiikissa että pelien ääniefekteissä. 
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2.3.1 Siniaalto 
 
Siniaalto tai sinikäyrä (englanniksi sinusoid) on yksinkertaisin aaltomuoto. Äänellisen 
”puhtautensa” vuoksi siniaaltoa on pelien äänimaailmassa käytetty muun muassa huilua 
muistuttavana instrumenttina melodioissa ja ääniefektinä vaikkapa laseria ammuttaessa 
(Collins 2008, 17). 
 
Luonnossa siniaalto esiintyy harmonisessa värähtelyssä. Nimestään huolimatta siniaalto 
voidaan ilmaista yhtä hyvin kosinifunktion kuin sinifunktionkin avulla. Trigonometriasta on 
tuttua, että sinifunktio ja kosinifunktio ovat jaksollisia funktioita ja että niiden jakso on 2𝜋𝜋. 
Tämän vuoksi sinikäyrän yhteydessä käytetään parametria kulmanopeus eli kulmataajuus 
𝜔𝜔. Kulmanopeus on määritelmällisesti 
 
𝜔𝜔 = 2𝜋𝜋
𝑇𝑇
= 2𝜋𝜋𝑓𝑓 . 
 
Kulmanopeuden yksikkö on radiaania/s (Jackson 1991, 17). Siniaallon yhtälö on 
 
𝑥𝑥(𝑎𝑎) = A cos (𝜔𝜔𝑎𝑎 + 𝜙𝜙) = A cos �2𝜋𝜋
𝑇𝑇
𝑎𝑎 + 𝜙𝜙� = A cos (2𝜋𝜋𝑓𝑓𝑎𝑎 + 𝜙𝜙) , 
 
jossa 𝐴𝐴 on amplitudi ja 𝜙𝜙 (lausutaan fii) on vaihekulma (Jackson 1991, 16). Käytetään 
merkintää 𝑥𝑥(𝑎𝑎) tavanomaisen funktion merkintätavan 𝑓𝑓(𝑎𝑎) asemasta, koska kirjain 𝑓𝑓 on 
taajuuden symboli. Vaihekulman 𝜙𝜙 muuttaminen ei aiheuta mitään kuultavissa olevaa 
muutosta äänenä toistettavassa siniaallossa, ainoastaan graafisessa ja matemaattisessa 
esitysmuodossa. Sini- ja kosinifunktio ovat muodoltaan samat, mutta erivaiheiset. Ne 
voidaan muuntaa toisikseen muuttamalla vaihekulmaa. Esimerkiksi kosinifunktio 
vaihekulmalla 𝜙𝜙 = −𝜋𝜋
2
  vastaa sinifunkiota ilman vaihekulmaa (katso Kuva 3 ja Kuva 4): 
 
𝐴𝐴 cos �𝜔𝜔𝑎𝑎 − 𝜋𝜋2� = 𝐴𝐴 sin𝜔𝜔𝑎𝑎 . 
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Kuva 3. Siniaalto kosinifunktion avulla kuvattuna 
 
 
Kuva 4. Siniaalto sinifunktion avulla kuvattuna 
 
2.3.2 Kolmioaalto 
 
Kolmioaalto (englanniksi triangle wave) muodostuu yhtä pitkistä nousevista ja laskevista 
suorista. Kulmakertoimen itseisarvo pysyy samana nousu- ja laskusuorilla (Kuva 5). Äänenä 
kolmioaalto ei eroa kovinkaan paljon siniaallosta ja peleissä sitä on käytetty muun muassa 
musiikin bassoraitoihin. (Collins 2008; 18, 25). 
 
 
Kuva 5. Kolmioaalto 
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Kolmioaalto voidaan laskea esimerkiksi seuraavalla tavalla: 
 
𝑥𝑥(𝑎𝑎) = 𝐴𝐴 ��4 �𝑎𝑎
𝑇𝑇
− �
𝑎𝑎
𝑇𝑇
�� − 2� − 1� = 𝐴𝐴[|4(𝑓𝑓𝑎𝑎 − ⌊𝑓𝑓𝑎𝑎⌋) − 2| − 1]  , 
 
missä merkintä ⌊𝑎𝑎⌋ tarkoittaa luvun 𝑎𝑎 lattiafunktiota. 
 
2.3.3 Kanttiaalto 
 
Kanttiaalto (englanniksi pulse wave) koostuu vuorottelevista ylä- ja alapulsseista (Kuva 6). 
Käytetään yläpulssin kestolla merkintää 𝑤𝑤1 ja alapulssin kestolle merkintää 𝑤𝑤2. Yhden 
jaksonajan sisään mahtuu tarkalleen yksi ylä- ja alapulssi eli 𝑇𝑇 = 𝑤𝑤1 + 𝑤𝑤2. Pulssisuhde 𝐷𝐷 
kertoo, kuinka pitkä jommankumman pulssin kesto on suhteessa jaksonaikaan (Aalto-
yliopisto 2013 – Elektroniikan laboratoriotyöt). Tässä yhteydessä määritellään pulssisuhde 
yläpulssin keston mukaan, eli 
 
𝐷𝐷 = 𝑤𝑤1
𝑇𝑇
 . 
 
Kanttiaalto on äänensävyltään rikkaampi kuin sini- tai kolmioaalto. Kanttiaaltoa voidaan 
kuvailla onton tai kumean kuuloiseksi ja lisäksi pulssisuhdetta vaihtelemalla se saadaan 
kuulostamaan ”paksummalta” tai ”käheämmältä” (Collins 2008, 18). Peliaudiossa 
kanttiaaltoa on käytetty muun muassa musiikin lead-instrumentiksi ja sointuihin sekä 
ääniefekteihin (Collins 2008; 18, 25). 
 
 
Kuva 6. Kanttiaalto 
 
11 
Kanttiaalto voidaan generoida esimerkiksi kaavalla 
 
𝑥𝑥(𝑎𝑎) = 𝐴𝐴 ��𝑎𝑎
𝑇𝑇
−
𝐷𝐷2 − �𝑎𝑎𝑇𝑇 − 𝐷𝐷2�� − �𝑎𝑎𝑇𝑇 + 𝐷𝐷2 − �𝑎𝑎𝑇𝑇 + 𝐷𝐷2���                          = 𝐴𝐴 ��𝑓𝑓𝑎𝑎 − 𝐷𝐷2 − �𝑓𝑓𝑎𝑎 − 𝐷𝐷2�� − �𝑓𝑓𝑎𝑎 + 𝐷𝐷2 − �𝑓𝑓𝑎𝑎 + 𝐷𝐷2���            (2)  
 
 
2.3.4 Saha-aalto 
 
Saha-aalto (englanniksi sawtooth wave) muistuttaa muodoltaan sahanterää: funktion arvo 
nousee tai laskee lineaarisesti ja palautuu lähtöarvoonsa jaksonajan 𝑇𝑇 välein (Kuva 7). Myös 
nimitys ramppiaalto (ramp wave) on käytössä. Saha-aalto voidaan generoida esimerkiksi 
näin: 
 
𝑥𝑥(𝑎𝑎) = 𝐴𝐴 �2 �𝑎𝑎
𝑇𝑇
− �
𝑎𝑎
𝑇𝑇
�� − 1� = 𝐴𝐴[2(𝑓𝑓𝑎𝑎 − ⌊𝑓𝑓𝑎𝑎⌋) − 1] . 
 
Summaamalla nousevan ja laskevan saha-aallon voidaan generoida kanttiaalto, mitä 
tekniikkaa on hyödynnetty kaavan (2) muodostamisessa. Saha-aallon ääni on läpitunkeva. 
Se soveltuu hyvin esimerkiksi bassoraitoihin niin elektronisessa musiikissa kuin peleissäkin 
(Collins 2009, 17). 
 
 
 
Kuva 7. Saha-aalto  
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2.3.5 Muut aaltomuodot 
 
Erilaisia aaltomuotoja voi kehitellä loputtomasti, varsinkin, jos generoi ääntä ohjelmallisesti 
ja on siis vapaa käyttämään millaista kaavaa tai algoritmia hyvänsä. Voi esimerkiksi 
generoida saha-aallon ja kolmioaallon välimuotoja tai ”puoliympyräaaltoa”. 
 
Eräs käyttökelpoinen ”aaltomuoto” on satunnaissignaali eli kohina (Kuva 8). Valkoiseksi 
kohinaksi (englanniksi white noise) kutsutaan kohinaa, joka sisältää suurin piirtein yhtä 
voimakkaana kaikkia ihmisen kuuloalueeseen kuuluvia taajuuksia. Sitä on käytetty peleissä 
ääniefekteihin ja rytmi-instrumenttina (Collins 2009, 18). Valkoinen kohina sellaisenaan 
kuulostaa kireältä ja korvia raastavalta, koska ihmiskorva aistii tietyt korkeat taajuudet 
paljon herkemmin kuin matalat taajuudet. Korvalle miellyttävämpi variaatio 
vaaleanpunainen kohina (pink noise), jossa äänen voimakkuus on sitä pienempi, mitä 
korkeampi taajuus on kyseessä. Vaaleanpunaisen kohinan äänensävy on bassopitoisempi 
ja miellyttävämpi, sitä voidaan käyttää peleissä vaikka sateen kohinana ja lyömä- tai 
rytmisoittimen kaltaisena äänenä (Collins 2009, 18). 
 
 
 
 
Kuva 8. Valkoinen kohina 
 
 
2.3.6 Verhokäyrä 
 
Kun generoidaan ääntä tai soitetaan instrumenttia, ei ääniaalto voi jatkua loputtomiin 
samalla voimakkuudella, vaan ääni alkaa jostain ja loppuu johonkin voimakkuuden 
vaihdellessa ajan funktiona. Tätä voimakkuuden vaihtelua kutsutaan verhokäyräksi 
(englanniksi envelope). (Sibelius-akatemia, Akustiikan perusteet – Verhokäyrä.) 
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Tyypillisesti verhokäyrä jaotellaan kaavamaisesti osioihin attack, decay, sustain ja release, 
lyhennettynä ADSR. Kuva 9 havainnollistaa jakoa. Kuvassa esitetään siniaalto, jonka 
amplitudi on muokattu verhokäyrällä: 
 
 
Kuva 9. Verhokäyrä 
 
Verhokäyrän jakaminen ADSR-osioihin on yleinen käytäntö syntetisaattoreissa. Amplitudin 
lisäksi verhokäyrällä voidaan kontrolloida muitakin parametreja. Esimerkiksi Kuvassa 10 
nähdään Roland SH-201 -syntetisaattorin kahdet liukusäätimet ADSR-parametreille: toinen 
verhokäyrä kontrolloi suodinta eli filtteriä ja toinen kontrolloi äänen voimakkuutta. 
 
 
Kuva 10. Verhokäyrän liukusäätimiä Roland SH-201 -syntetisaattorissa 
 
 
2.4 Digitaalinen ääni 
 
Tyypillisesti signaali, esimerkiksi äänisignaali, on syntyhetkellään jatkuva funktio. Se 
voidaan esittää jatkuvana kuvaajana koordinaatistossa, jossa vaaka-akseli kuvaa aikaa ja 
pystyakseli kuvaa signaalin arvoa. Tietokoneen muistiin ei kuitenkaan ole mahdollista 
tallettaa jatkuvaa funktiota. Pohjimmiltaan kaikki data, jota tietokone käsittelee ja joka sen 
muistissa esiintyy, on kokonaislukuja. Tietokoneella käsiteltävät signaalit on muunnettava 
jatkuvista funktioista digitaaliseen muotoon. Tällä tarkoitetaan sitä, että signaali 
muunnetaan kokonaislukumuotoon eli diskretoidaan sekä ajan että amplitudin suhteen. 
Tälle muunnokselle käytetään useita päällekkäin meneviä termejä: näytteistys, 
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näytteenotto, digitointi tai A/D-muunnos. (Aumala, Ihalainen, Jokinen & Kortelainen 1995, 
28.) 
 
Joissain yhteyksissä on tarpeen puhua erikseen joko aika- tai amplituditason 
diskretoinnista. Amplituditason diskretointia voidaan kutsua kvantisoinniksi (englanniksi 
quantization). Aikatason diskretoinnille ei ole vakiintunutta suomenkielistä termiä, mutta 
nimitetään sitä näytteistykseksi tai samplaukseksi englanninkielisen termin sampling 
pohjalta. (Aumala, Ihalainen, Jokinen & Kortelainen 1995, 28.) 
 
Aina, kun signaalia halutaan käsitellä ja analysoida tietokoneella, se on muunnettava 
digitaaliseen muotoon A/D-muunnoksella. Muunnoksen jälkeen signaali esittää sarjana 
kokonaislukuja, näytteitä. Joskus käytetään termiä aikasarja tai sekvenssi (Aumala, 
Ihalainen, Jokinen & Kortelainen 1995; 7 – 8, 24). Kun puhutaan nimenomaan digitoiduista 
äänistä, käytetään tässä tutkielmassa termiä sample. Sample on vakiintunut nimitys 
digitaalisessa muodossa olevalle yksittäiselle lyhyelle tai lyhyehkölle äänelle niin 
pelinkehityksessä kuin elektronisessa musiikissakin. Termi sample on kontekstin 
perusteella erotettava englanninkielisestä sanasta ’sample’, joka merkitsee näytettä. 
 
2.4.1 Diskreetin funktion merkintätapa 
 
Diskreettiä funktiota merkitään eri tavoin, kuin jatkuva-aikaista funktiota. Jatkuva-
aikaisessa funktiossa käytetään kaarisuluissa olevaa ajanhetkeä 𝑎𝑎, joka on reaaliluku. 
Diskreetissä funktiossa käytetään hakasuluissa olevaa indeksiä, joka on kokonaisluku. 
Oletetaan jatkossa, että samplatussa signaalissa käytetään tasavälistä näytteistystä. 
Merkitään esimerkin vuoksi sinisignaali sekä jatkuvassa että diskreetissä muodossa: 
 
jatkuva: 
𝑥𝑥(𝑎𝑎) = cos(2𝜋𝜋𝑓𝑓0𝑎𝑎 + 𝜙𝜙) 
diskreetti: 
𝑥𝑥[𝑘𝑘] = cos(2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) , 
 
joissa 𝑓𝑓0 on taajuus ja ∆𝑎𝑎 on näytteistysväli ja 𝜙𝜙 on vaihekulma. (Aumala, Ihalainen, Jokinen 
& Kortelainen 1995, 24 – 25.) Tasavälisessä näytteistyksessä jatkuva-aikaisella ja 
diskreettiaikaisella signaalilla on yhteys  
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𝑥𝑥[𝑘𝑘] = 𝑥𝑥(𝑘𝑘Δ𝑎𝑎 + 𝑎𝑎0) , 
 
jossa 𝑎𝑎0 on näytteistyksen alkuhetki. Usein voidaan yksinkertaisuuden vuoksi olettaa, että 
𝑎𝑎0 = 0. 
 
 
2.4.2 Näytteistystaajuus ja laskostuminen 
 
Näytteistystaajuus (englanniksi sampling frequency tai sample rate) 𝑓𝑓𝑠𝑠 kertoo lukumäärän, 
kuinka monta digitaalisen signaalin näytettä vastaa yhden sekuntin mittaista ajanjaksoa. 
Esimerkiksi CD-tasoinen näytteistystaajuus on 44,1 kHz, mikä tarkoittaa, että tarvitaan 
44 100 näytettä sekuntin mittaisen äänen muodostamiseen (per kanava). Jos kanavia on 
kaksi, sisältää siis kumpikin kanava 44 100 näytettä sekuntia kohti. (Collins 2009, 13.) 
Pakkaamaton CD-laatuinen ääni viekin varsin runsaasti tilaa. Näytteistystaajuus on 
näytteistysvälin käänteisluku: 
𝑓𝑓𝑠𝑠 = 1∆𝑎𝑎 . 
  
Näytteistystaajuus rajoittaa sitä, kuinka korkeita taajuuksia digitaalinen ääni voi sisältää. 
Tarkastellaan esimerkiksi Kuvaa 11: millaisesta siniaallosta näytteet on otettu? 
 
 
 
Kuva 11. Näytepisteet 
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Näytepisteet 𝑦𝑦1 ja 𝑦𝑦2 näyttävät kuvaavan samaa signaalia, mutta ne on itse asiassa otettu 
aivan eritaajuisista signaaleista (Kuva 12): 
 
 
Kuva 12. Eritaajuiset sinisignaalit, mutta samat näytepisteet 
 
 
Tämä ilmiö, jossa korkeataajuinen signaali näytteistettynä kuvautuu matalataajuiseksi, on 
nimeltään laskostuminen (Aumala, Ihalainen, Jokinen & Kortelainen 1995, 24 – 25). 
 
Tarkastellaan kahden sinisignaalin 𝑥𝑥 ja 𝑦𝑦 näytteistämistä. Ensimmäinen signaali olkoon 
taajuudeltaan 𝑓𝑓0 ja toinen olkoon taajuudeltaan näytteistystaajuuden verran suurempi, eli 
𝑓𝑓1 = 𝑓𝑓0 + 𝑓𝑓𝑠𝑠. Nyt 
 
𝑥𝑥[𝑘𝑘] = cos(2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) , 
𝑦𝑦[𝑘𝑘] = cos(2𝜋𝜋𝑓𝑓1𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = cos(2𝜋𝜋(𝑓𝑓0 + 𝑓𝑓𝑠𝑠)𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = cos �2𝜋𝜋 �𝑓𝑓0 + 1∆𝑎𝑎� 𝑘𝑘∆𝑎𝑎 + 𝜙𝜙� = cos �2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 2𝜋𝜋𝑘𝑘 ∆𝑎𝑎∆𝑎𝑎 + 𝜙𝜙� = cos(2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = 𝑥𝑥[𝑘𝑘] , 
 
eli näytteistettynä nämä eritaajuiset sinisignaalit tuottavat saman sekvenssin! (Aumala, 
Ihalainen, Jokinen & Kortelainen 1995, 24 – 25.) Entä, jos 𝑓𝑓1 = 𝑓𝑓𝑠𝑠 − 𝑓𝑓0 ? 
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𝑥𝑥[𝑘𝑘] = cos(2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) , 
𝑦𝑦[𝑘𝑘] = cos(2𝜋𝜋𝑓𝑓1𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = cos(2𝜋𝜋(𝑓𝑓𝑠𝑠 − 𝑓𝑓0)𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = cos �2𝜋𝜋 � 1∆𝑎𝑎 − 𝑓𝑓0� 𝑘𝑘∆𝑎𝑎 + 𝜙𝜙� = cos �2𝜋𝜋𝑘𝑘 ∆𝑎𝑎
∆𝑎𝑎
− 2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙� = cos(𝜋𝜋𝑘𝑘 − 2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = cos(2𝜋𝜋𝑓𝑓0𝑘𝑘∆𝑎𝑎 + 𝜙𝜙) = 𝑥𝑥[𝑘𝑘] . 
 
Tuloksesta nähdään, että jos näytteistystaajuus on esimerkiksi 20 000 Hz, näytteistyy 0 Hz 
signaali aina samalla tavoin kuin 20 000 Hz, 1 000 Hz samalla tavoin kuin 19 000 Hz, 2 000 
Hz kuten 18 000 Hz ja niin edelleen. Tämä tarkoittaa sitä, että taajuuksia voidaan 
näytteistää yksikäsitteisesti vain näytteistystaajuuden puolikkaaseen 𝑓𝑓𝑠𝑠 2⁄  asti. Tätä 
taajuutta kutsutaan Nyquist-taajuudeksi 𝑓𝑓𝑁𝑁 (Nyquist frequency): 
 
𝑓𝑓𝑁𝑁 = 𝑓𝑓𝑠𝑠2  
 
(Aalto-yliopisto – Digitaalisen säädön verkkokurssi – Signaalin näytteenotto). Koska 
Nyquist-taajuutta suuremmat taajuudet laskostuvat aina vääriksi taajuuksiksi eli 
aiheuttavat häiriöitä diskreettiin signaaliin, ne tulisi joko suodattaa signaalista pois ennen 
näytteistystä tai huolehtia, että näytteistystaajuus on vähintään kaksi kertaa signaalin 
maksimitaajuutta suurempi. (Aumala, Ihalainen, Jokinen & Kortelainen 1995, 32.) 
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3 FOURIER-ANALYYSI JA ÄÄNEN SPEKTRI 
 
Tässä luvussa tutkitaan kysymystä: miksi eri aaltomuodot kuulostavat erilaisilta, vaikka 
niillä olisikin sama taajuus ja amplitudi? Mikä saa erilaiset aaltomuodot kuulostamaan 
erilaisilta? Tähän kysymykseen vastaamiseen tarvitaan uusi käsite, spektri. Tarkastellaan, 
mitä spektri kertoo äänestä ja miten spektri voidaan selvittää. 
 
3.1 Fourier-muunnos 
 
Tähän mennessä esiintyneet aaltomuotojen kuvaajat ovat sellaisia, joissa vaaka-akseli 
kuvaa aikaa ja pystyakseli poikkeamaa tasapainoasemasta. Tällaista tarkastelua kutsutaan 
aaltomuodon tarkasteluksi aikatasossa (time domain). Usein osoittautuu, että äänen tai 
minkä hyvänsä signaalin tarkastelu aikatasossa ei riitä sen ymmärtämiseen ja tehokkaaseen 
käsittelyyn. Signaalia on kyettävä tutkimaan myös taajuustasossa (frequency domain). 
(Jyrki Laitinen – Signaaliteoria.) 
 
Viimeisen runsaan kahdensadan vuoden aikana matemaatikot ovat tutkineet ja kehittäneet 
menetelmiä aika- ja taajuustasojen välisiin muunnoksiin. Pioneeri tällä saralla oli 
ranskalainen matemaatikko Jean Baptiste Fourier (1768 – 1830), joka tarvitsi muunnoksia 
alun perin lämmönjohtumisen teorian tutkimiseen. 1800-luvun alussa Fourier kehitti 
matemaattisia muunnoksia, joilla ajan suhteen esitetty signaali kuvataan taajuusalueessa. 
(Jackson 1991, 137 – 138.) 
 
Fourier tutki jaksollisia funktioita ja totesi, että rajoitetulle, määrätyltä integraaliltaan 
äärelliselle funktiolle löytyy esitysmuoto siniaaltojen summana. Sarjaesitysmuoto löytyykin 
käytännöllisesti katsoen kaikille jaksollisille signaaleille. Fourier ei kuitenkaan esittänyt 
tuloksiaan saati todistanut niitä nykypäivän matematiikan standardien mukaisesti. Tämän 
työn teki ensimmäisenä saksalainen matemaatikko Peter Gustav Lejeune Dirichlet (1805 – 
1859). Dirichlet selvitti, mitä ehtoja jaksollisen funktion on täytettävä, jotta tulkinta 
siniaaltojen summana on mielekäs. (Bhatia 2004, 7.) 
 
Ääniaaltojen kontekstissa Fourier-muunnosta voidaan käyttää aaltomuotojen 
sarjakehitelmien löytämiseen ja äänen spektrin määrittämiseen.  
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3.2 Fourier’n sarja 
 
Tarkastellaan jaksollista reaalifunktiota 𝑓𝑓(𝑎𝑎), jonka jaksonaika on 𝑇𝑇. Oletetaan, että funktio 
𝑓𝑓 täyttää Dirichlet’n ehdot (englanniksi Dirichlet conditions) eli funktio on rajoitettu ja sillä 
on äärellinen määrä minimi-, maksimi- ja epäjatkuvuuskohtia välillä �− 𝑇𝑇
2, , 𝑇𝑇2� 
(Matematiikkalehti Solmu). Kuvassa 13 esiintyvä kuvaaja on esimerkki tällaisesta 
funktiosta. 
 
 
 
Kuva 13. Dirichlet’n ehdot täyttävä jaksollinen funktio 
 
 
Fourier’n oivallus oli: funktio 𝑓𝑓 voidaan nyt esittää summalausekkeena, johon kuuluu 
tasavirtakomponentti 𝑎𝑎0 ja ääretön määrä siniaaltokomponentteja, joiden jaksonajat ovat 
𝑇𝑇, 𝑇𝑇
2
, 𝑇𝑇
3
, 𝑇𝑇
4
 ja niin edelleen. Tiedetään, että funktio 𝑓𝑓 toistuu jaksonajan 𝑇𝑇 välein, joten myös 
jokaisen siniaaltokomponentin on toistuttava jaksonajan 𝑇𝑇 välein. Jaksonajat siis ovat 
funktion jaksonaika 𝑇𝑇 jaettuna kokonaisluvulla. Kullakin siniaaltokomponentilla on 
yksilöllinen amplitudinsa 𝑎𝑎𝑘𝑘 sekä vaiheensa 𝜃𝜃𝑘𝑘. Kuva 14 havainnollistaa tätä: 
 
 
 
Kuva 14. Tasavirtakomponentti sekä ensimmäinen, toinen, kolmas ja neljäs 
siniaaltokomponentti  
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Kun kaikki komponentit on löydetty ja ne summataan yhteen, saadaan funktiolle 𝑓𝑓 esitys 
Fourier’n sarjamuodossa 
 
𝑓𝑓(𝑎𝑎) = 𝑎𝑎0 + �[𝑎𝑎𝑘𝑘 sin(𝜔𝜔𝑘𝑘𝑎𝑎 + 𝜃𝜃𝑘𝑘)] ,∞
𝑘𝑘=1
 
 
jossa 𝜔𝜔 on kulmanopeus, 𝜔𝜔 = 2𝜋𝜋
𝑇𝑇
. Fourier’n sarja esitetään yleensä muodossa, jossa 
sinilausekkeen sisällä ei esiinny summalauseketta. Tällöin sarjalausekkeen johtaminen ja 
matemaattinen käsittely on helpompaa. Vaihemuuttuja 𝜃𝜃𝑘𝑘  voidaan jättää pois, kun lauseke sin(𝜔𝜔𝑘𝑘𝑎𝑎 + 𝜃𝜃𝑘𝑘) korvataan kosini- ja sinilausekkeella, joista kummallakin on oma 
amplitudikertoimensa. Jaksonajaltaan yhteneväisten kosini- ja siniaaltojen summa 
nimittäin on siniaalto ja sen vaihe määräytyy kertoimien 𝑎𝑎𝑘𝑘 ja 𝑏𝑏𝑘𝑘 perusteella. Yhteys näiden 
kahden esitystavan välillä ilmenee yhtälöstä 
 
𝑎𝑎 ∙ cos 𝑎𝑎 + 𝑏𝑏 ∙ sin 𝑎𝑎 = 𝑟𝑟 ∙ sin(𝑎𝑎 + 𝜃𝜃) , 𝑟𝑟 = �𝑎𝑎2 + 𝑏𝑏2,   𝜃𝜃 = tan−1 𝑎𝑎
𝑏𝑏
 , 𝑏𝑏 ≠ 0 
 
(Cuthbert Nyack). Fourier’n sarja saa nyt muodon 
 
𝑓𝑓(𝑎𝑎) = 𝑎𝑎0 + ��𝑎𝑎𝑘𝑘 cos �2𝜋𝜋𝑘𝑘𝑇𝑇 𝑎𝑎� + 𝑏𝑏𝑘𝑘 sin �2𝜋𝜋𝑘𝑘𝑇𝑇 𝑎𝑎�� ∞
𝑘𝑘=1
 
 
(Lathi 1992, 420). Tasavirtakomponentti 𝑎𝑎0 sekä kertoimet 𝑎𝑎𝑘𝑘 ja 𝑏𝑏𝑘𝑘 (𝑘𝑘 = 1, 2, 3, …) saadaan 
laskemalla määrätyt integraalit: 
 
𝑎𝑎0 = 1𝑇𝑇 � 𝑓𝑓(𝑎𝑎)𝑇𝑇/2
−𝑇𝑇/2 𝑑𝑑𝑎𝑎 , 
𝑎𝑎𝑘𝑘 = 2𝑇𝑇 � 𝑓𝑓(𝑎𝑎)𝑇𝑇/2
−𝑇𝑇/2 cos �2𝜋𝜋𝑘𝑘𝑇𝑇 𝑎𝑎� 𝑑𝑑𝑎𝑎 , 
𝑏𝑏𝑘𝑘 = 2𝑇𝑇 � 𝑓𝑓(𝑎𝑎) sin �2𝜋𝜋𝑘𝑘𝑇𝑇 𝑎𝑎�𝑇𝑇/2
−𝑇𝑇/2 𝑑𝑑𝑎𝑎 . 
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3.3 Diskreetti Fourier-muunnos 
 
Otetaan tarkasteluun jaksollinen funktio, joka tällä kertaa on diskreetti. Olkoon sekvenssi, 
joka toistuu 𝑁𝑁 näytteen välein. Nyt siis näytteet 𝑥𝑥[0], 𝑥𝑥[1], 𝑥𝑥[2], … , 𝑥𝑥[𝑁𝑁 − 1] sisältävät 
koko funktion informaation. Diskreetin Fourier-muunnoksen (discrete Fourier transform) 
määritelmä on 
 
𝑋𝑋[𝑘𝑘] = �𝑥𝑥[𝑛𝑛] �cos �2𝜋𝜋𝑛𝑛
𝑁𝑁
𝑘𝑘� − 𝑖𝑖 sin �2𝜋𝜋𝑛𝑛
𝑁𝑁
𝑘𝑘��
𝑁𝑁−1
𝑛𝑛=0
,𝑘𝑘 = 0, … ,𝑁𝑁 − 1 
 
ja sen käänteismuunnos (inverse discrete Fourier series) on 
 
𝑥𝑥[𝑛𝑛] = 1
𝑁𝑁
�𝑋𝑋[𝑘𝑘]𝑁𝑁−1
𝑘𝑘=0
�cos �2𝜋𝜋𝑛𝑛
𝑁𝑁
𝑘𝑘� + 𝑖𝑖 sin �2𝜋𝜋𝑛𝑛
𝑁𝑁
𝑘𝑘�� ,𝑛𝑛 = 0, … ,𝑁𝑁 − 1 
 
(Jackson 1991, 407) Kuten jaksollinen reaalifunktio, myös diskreetti jaksollinen funktio 
rakentuu siniaaltokomponenttien summana, mutta tällä kertaa komponentteja on 
äärellinen määrä.  
 
3.4 Spektri 
 
Spektri tai äänispektri kuvaa äänen taajuusrakennetta: mistä osaäänistä eli minkä 
taajuisista yksittäisistä siniaalloista ääni koostuu (Äänipää – Äänen taajuus). Kun jollain 
instrumentilla soitetaan sävel tai syntetisoidaan jokin aaltomuoto, on syntyneen äänen 
spektrissä ensinnäkin perustaajuus 𝑓𝑓, joka vastaa aistittavaa sävelkorkeutta. Tämän lisäksi 
ääni sisältää harmonisia kerrannaisia, joista voidaan myös käyttää nimitystä yläsävelsarja 
tai harmoninen osaääneistö (englanniksi harmonic series). Harmonisten kerrannaisten 
taajuudet ovat 2𝑓𝑓, 3𝑓𝑓, 4𝑓𝑓, 5𝑓𝑓 ja niin edelleen. (Sibelius-akatemia, Akustiikan perusteet – 
Osaääneistö.)  
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Soittimen äänispektri voi sisältää perustaajuuden ja harmonisten kerrannaisten lisäksi 
hälyääniä, jonka sisältämät taajuudet eivät ole matemaattisessa tai musiikillisessa 
suhteessa perustaajuuteen. Hälyäänet eivät välttämättä ole ei-toivottuja, vaan ne yhdessä 
musiikillisten taajuuksien kanssa muodostavat soittimen sointivärin eli soundin. Esimerkiksi 
huilun ääneen kuuluu olennaisena osana puhalluksen aiheuttama kohina. (Äänipää – 
Äänen taajuus.) 
 
Perusaaltomuotojen ja muiden jaksollisten signaalien spektrit saadaan suoraan Fourier’n 
sarjasta. Tarkastellaan esimerkin vuoksi muutaman perusaaltomuodon Fourier’n sarjaa ja 
mitä se kertoo niiden spektristä. Kolmioaalto voidaan esittää Fourier’n sarjana 
 
𝑓𝑓(𝑎𝑎) = 8𝐴𝐴
𝜋𝜋2
∙� �
1(2𝑛𝑛 − 1)2 ∙ cos�(2𝑛𝑛 − 1) ∙ 2𝜋𝜋𝑓𝑓𝑎𝑎��∞
𝑛𝑛=1
  , 
 
jossa yksittäisten kerrannaistaajuuksien amplitudit ovat 
 
𝑎𝑎𝑛𝑛 = 8𝐴𝐴𝜋𝜋2𝑛𝑛2 , kun 𝑛𝑛 on pariton, 
𝑎𝑎𝑛𝑛 = 0 , kun 𝑛𝑛 on parillinen. 
 
(Bartsch 1990, 493). Kolmioaallon spektrissä esiintyy perustaajuuden lisäksi vain parittomat 
harmoniset kerrannaiset 3𝑓𝑓, 5𝑓𝑓, 7𝑓𝑓 ja niin edelleen. Näidenkin intensiteetti on vähäinen 
(kääntäen verrannollinen kerrannaislukujen neliöön), mikä tekee kolmioaallon 
äänensävystä tumman (Äänipää – Äänen taajuus). Kuvassa 15 nähdään kolmioaallon 
spektri: 
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Kuva 15. Kolmioaalto, kolmioaallon taajuussisältö 
 
Saha-aalto voidaan esittää Fourier’n sarjamuodossa 
 
𝑓𝑓(𝑎𝑎) = −2𝐴𝐴
𝜋𝜋
∙� �
1
𝑛𝑛
∙ sin 2𝜋𝜋𝑛𝑛𝑓𝑓𝑎𝑎�∞
𝑛𝑛=1
 
 
(Bartsch 1990, 495), eli yksittäisten kerrannaistaajuuksien amplitudit ovat 
 
𝑎𝑎𝑛𝑛 = −2𝐴𝐴𝜋𝜋𝑛𝑛 
 
Kuvasta 16 nähdään, että saha-aallon yläsävelsarjan amplitudit ovat selvästi suuremmat 
kuin kolmioaallolla. Tämän vuoksi saha-aalto kuulostaa paljon kirkkaammalta ja 
läpitunkevammalta. 
 
 
Kuva 16. Saha-aalto, saha-aallon taajuussisältö 
24 
Usein ollaan kiinnostuneita myös digitaalisten signaalien spektristä. Diskreetistä Fourier-
muunnoksesta saadaan 𝑁𝑁 kappaletta kompleksilukuja 𝑋𝑋[0],𝑋𝑋[1],𝑋𝑋[2], … ,𝑋𝑋[𝑁𝑁 − 1], 
joiden avulla spektri voidaan muodostaa. Diskreetissä Fourier-muunnoksessa termi 𝑋𝑋[𝑘𝑘] 
vastaa taajuutta 
 
𝑓𝑓𝑘𝑘 = 𝑘𝑘𝑁𝑁∆𝑎𝑎 . 
 
Pidetään mielessä, että näytteistystaajuus on 𝑓𝑓𝑠𝑠 = 1/∆𝑎𝑎 ja digitaalinen signaali voi sisältää 
taajuuksia vain Nyquist-taajuuteen 𝑓𝑓𝑁𝑁 = 𝑓𝑓𝑠𝑠/2 asti. Nyt 
 
𝑓𝑓𝑁𝑁 = 𝑓𝑓𝑠𝑠2 = 12∆𝑎𝑎 = 𝑁𝑁/2𝑁𝑁∆𝑎𝑎  , 
 
mikä tarkoittaa, että Nyquist-taajuus saavutetaan indeksillä 𝑘𝑘 = 𝑁𝑁/2. Tästä indeksistä 
eteenpäin taajuudet ovat laskostuneina alemmille taajuuksille. Tämän vuoksi niin sanottu 
yksipuolinen tehospektri on määritelty vain 𝑁𝑁/2 + 1 pisteessä, jos 𝑁𝑁 on parillinen tai (𝑁𝑁 + 1)/2 pisteessä, jos 𝑁𝑁 on pariton. Yksipuolisen tehospektrin määritelmä on 
 
𝑃𝑃(0) = 1
𝑁𝑁2
|𝑋𝑋[0]|2 
𝑃𝑃(𝑓𝑓𝑘𝑘) = 1𝑁𝑁2 (|𝑋𝑋[𝑘𝑘]|2 + |𝑋𝑋[𝑁𝑁 − 𝑘𝑘]|2) 
 
ja jos 𝑁𝑁 on parillinen, esiintyy lisäksi termi 
 
𝑃𝑃�𝑓𝑓𝑁𝑁/2� = 1𝑁𝑁2 |𝑋𝑋[𝑁𝑁/2]|2 
 
(Helsingin yliopisto 2012). 
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4 PELIEN AUDIOSISÄLTÖ 
 
Tässä luvussa tarkastellaan peliaudiota lähinnä historialliselta näkökannalta sen vuoksi, 
että vanhimmissa peleissä havaitaan parhaiten äänisynteesin vaikutus pelien 
äänimaailmaan. Peliaudion estetiikka kehittyy, mutta alun perin sille on antanut muotonsa 
muun muassa perusääniaaltojen synteesi lukuisten teknisten rajoitusten vuoksi. Synteesin 
ohella ei välttämättä ollut muuta tapaa äänten toteuttamiseen. Tämä alkuperäinen 
estetiikka elää vielä vahvana: esimerkiksi tietynlaisia syntetisoituja ääniä on helpoin 
kuvailla ”laserpyssyn ääneksi”, joistain äänistä taas tulee mieleen ufon lento, Super Marion 
hyppy tai pikseliräjähdys. Itse asiassa äänisynteesi on edelleen tärkeä työkalu futurististen 
ja ”avaruusmaisten” äänten luomisessa (Marks & Novak 2009, 108). 
 
Äänten suuri merkitys videopeleissä on ymmärretty jo aivan varhaisimmista peleistä 
lähtien. Videopeliäänten kolme tärkeintä tehtävää peleissä ovat palautteen antaminen 
pelaajalle, pelimaailmaan uppouttaminen sekä tarjota viihdettä ja hauskuutta. (Marks & 
Novak 2009, 4.) 
 
Palaute (englanniksi feedback) on sitä, että vaikkapa nappia painettaessa kuullaan 
ääniefekti visuaalisen vaikutuksen lisäksi. Äänipalaute on hyvä käytäntö ja on yleistä myös 
muissakin ohjelmistoissa kuin peleissä. Äänipalautetta voidaan peleissä käyttää laajasti 
ilmentämään pelimaailman tapahtumia ja tilaa. Uppouttaminen eli immersio (englanniksi 
immersion) ilmenee siten, että pelimaailma herää eloon pelaajan mielessä ja saa pelaajan 
unohtamaan ympäröivän todellisuuden. Peliäänet tekevät pelimaailmasta 
mukaansatempaavan tai realistisen. Peliäänten viihteellisyys merkitsee sitä, että 
esimerkiksi sellainen ääni, joka reaalimaailmassa olisi ei-toivottu, ärsyttävä tai korvia 
raastava, onkin pelissä niin hauska, että sen haluaa kuulla yhä uudelleen. (Marks & Novak 
2009, 4 – 6.) 
 
Verrattuna muihin audiota sisältäviin medioihin, kuten esimerkiksi televisioon ja elokuviin, 
pelit eroavat siinä suhteessa että pelaaja ei ole passiivinen kuuntelija, vaan on aktiivisessa 
roolissa aiheuttamassa erilaisia ääniä ja äänimaailman muutoksia. Kuultavan audion 
kannalta pelaajan roolia voidaan siis verrata soittajaan tai kapellimestariin. (Collins 2008, 
3.) 
 
4.1 Historiaa 
 
Ensimmäiset ääniefektejä sisältävät massatuotannossa olleet videopelit olivat 
pelihallikoneet Computer Space (1971) ja Pong (1972). Äänet eivät olleet realistisia tai edes 
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sellaisia kuin peleihin oli suunniteltu. Ne olivat sellaisia kuin kyseisten koneiden tekniikalla 
voitiin tuottaa. (Collins 2008, 8 – 9.) 
 
Mieleenpainuvista varhaisista peliäänistä puhuttaessa monilla muistuu mieleen 
Commodore 64:n äänipiiri MOS 6581 (Kuva 17). Sitä kutsutaan myös SID:iksi (Sound 
Interface Device) ja sen kehitti Robert Yannes 1981. SID-piiri sisältää neljä kanavaa eli se 
pystyy tuottamaan neljä eri ääntä samanaikaisesti. Kanavista kolme on suunniteltu 
melodioiden tai melodisten äänten tuottamiseen. Ne voivat tuottaa perusaaltomuotoja eli 
saha-aaltoa, kanttiaaltoa, kolmioaaltoa tai kohinaa. Piirin neljäs kanava on tarkoitettu 
efektiäänille ja se pystyi toistamaan kohinaa ja sampleja. Kanavajaon perusteella tällaista 
piiriä kutsutaan 3+1 -piiriksi. (Collins 2008, 30.) 
 
 
 
Kuva 17. MOS 6581 
 
 
Varhaisimmat tietokoneet oli tehty lähinnä bisneskäyttöön, joten ääniominaisuuksille ei 
nähty tarvetta. Ensimmäiset IBM-koneet sisälsivät pienen kaiutinelementin, joka pystyi 
toistamaan yhden sävelen kerrallaan vakiovoimakkuudella. Tällaisellakin laitteistolla pystyy 
toki toistamaan ilmeikästä peliaudiota, jos käyttää luovuutta. IBM kehitti PCjr-koneen 
tavoitteena saada laajempi käyttäjäkunta, myös kotikäyttäjistä. Koneessa oli Texas 
Instruments SN76496 -äänipiiri (Kuva 18), jota käytettiin myös kolikkopeleissä ja joka 
myöskin on 3+1 -piiri. Peliyhtiö Sierra sai toimeksiannon tehdä pelin, joka esittelee PCjr:n 
mahdollisuuksia. Vuonna 1984 julkaistu King’s Quest (Kuva 19) käyttää piirin kanavista yhtä 
melodiaan, kahta säestämiseen ja kohinakanavaa ääniefekteihin. Tämä koskee myös 
samalla pelimoottorilla tehtyjä Space Quest-, Police Quest- ja Leisure Suit Larry 
−pelisarjojen ensimmäisiä osia. Tavallisella PC:llä kyseisistä peleistä kuuli vain 
melodiakanavan. (Collins 2008, 29.) 
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Kuva 18. Texas Instruments SN76496 
 
 
 
Kuva 19. King’s Quest 
 
 
8-bittinen konsoli Nintendo Entertainment System (NES) on eräs maailman myydyimmistä 
pelikonsoleista. NES:n suoritin (Amerikan versiossa Ricoh RP2A03, Euroopan versiossa 
Ricoh RP2A07, Kuva 20) on rakenteeltaan integroitu: siinä on sisäänrakennettu 
audioyksikkö (Audio Processing Unit, APU), joka on säveltäjä Yukio Kaneokan 
suunnittelema (Collins 2008, 25). Edelleen, audioyksikkö sisältää kustomoidun PSG-
äänipiirin, jonka on suunnitellut Nintendon insinööri ja säveltäjä Hirokazu Tanaka (VGMPF: 
RP2A03, 2015).  
 
 
 
Kuva 20. Ricoh RP2A03  
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4.2 Pelimusiikki 
 
Musiikki ei pelkästään herätä ihmisessä elämyksiä, vaan sillä on myös aktivoiva vaikutus. 
Musiikilla on kyky vaikuttaa ihmiseen hyvin syvällisesti, se vaikuttaa suoraan tunteisiin ja 
jännitystilaan. Musiikki soveltuu hyvin muiden taidelajien kanssa käytettäväksi. Niinpä 
elokuvissa ja näytelmissä musiikki toimii tehokeinona ilmaistessaan kohtausten luonteen 
ja yleisen tunnelman. Sekä sankarihahmoilla että heidän arkkivihollisillaan voi olla oma 
musiikillinen teemansa. Mitä olisi esimerkiksi James Bond ilman teemasävelmäänsä? 
(Nordström 1995; 5, 11.) 
 
Pelimusiikilla on omanlainen estetiikkansa verrattuna muissa medioissa esiintyvään 
musiikkiin. Varhaisten pelien aikakaudella 70 – 80-luvuilla esiintyi paljon teknisiä rajoituksia 
mitä tuli pelimusiikkiin. Tekniset rajoitukset eivät suinkaan ole pahasta. Rajoituksiin 
kannattaa suhtautua luovasti ja pelimusiikin estetiikka onkin pitkälti peräisin rajoituksista 
(Collins 2008; 34, 36.) 
 
Kun pelin aikana soivaa musiikkia ei vielä voitu toteuttaa, saatiin esimakua Space 
Invadersista (1978), jossa vihollisten liikkeet aiheuttivat neljän nuotin mittaisen toistuvan 
sekvessin ja Asteroidsista (1979), jonka taustalla soi nopeutuva kahdesta nuotista koostuva 
”melodia”. Monipuolisemmat melodiat, joita voi jo kutsua musiikiksi, alkoivat yleistyä 
kolikkopeleissä PSG-äänipiirien (programmable sound generator) myötä. PSG-äänipiirit 
olivat yleensä 3+1 -piirejä ja eräs suosituimmista oli General Instruments AY-3-8910. 
Käytännössä äänten tuottaminen tehtiin siten, että piirin kullekin oskillaattorille ja 
oskillaattorin verhokäyrägeneraattorille annettiin assembly-kielellä käsky tuottaa haluttua 
aaltomuotoa. (Collins 2008; 10, 12.) 
 
 
4.3 Teknisiä rajoituksia 
 
Varhaisissa peleissä pelimusiikkia rajoitti paitsi käytettävissä olevien kanavien vähäinen 
määrä, myös muistikapasiteetin vähyys. Esimerkiksi Commodore 64 -lerpulla musiikille oli 
tyypillisesti varattu 5 – 10 kB muistia. Yleinen ratkaisu tilarajoitukseen oli luoda musiikki 
lyhyinä sekvensseinä, joita toistettiin peräkkäin (Collins 2008, 30). Muistirajoitusten vuoksi 
70 – 80-luvun vaihteen kolikkopeleissä oli tyypillisesti vain lyhyt musiikinpätkä pelin alussa 
ja lopussa ja muuten pelin äänimaailma koostui efektiäänistä (Collins 2008, 9). 
 
Atari 2600 –pelikonsolissa käytettiin TIA-piiriä (Television Interface Adapter) kuvan ja 
äänen toistamiseen. Musiikin tekeminen TIA-piirille oli haastavaa lukuisten rajoitusten ja 
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omituisuuksien vuoksi. Piirissä oli kaksi äänikanavaa, mutta ne olivat keskenään eri 
vireessä. Lisäksi sävelet, joita kanavat pystyivät toistamaan ja joita oli rajallinen määrä, 
olivat jokseenkin epävireisiä. Laitteen Amerikan- ja Euroopanversioissa sävelet olivat eri 
tavoin epävireessä. Niinpä vain harvoissa peleissä oli musiikki ja vielä harvemmissa musiikki 
sisälsi sekä basson että melodian. (Collins 2008; 21, 23.) 
 
Kuten mainittiin, PSG-äänipiirit tekivät kehittyneemmät pelimusiikit mahdollisiksi. Niissäkin 
kuitenkin oli omat rajoituksensa. Esimerkiksi NES:in äänipiiri on 5-kanavainen. Kaksi 
kanavaa toistaa kanttiaaltoa ja toinen niistä kykenee taajuuspyyhkäisyihin. Kanttiaallon 
pulssisuhdetta (esitettiin kappaleessa 2.3.3) voidaan vaihdella hyvin rajoitetusti. Yksi 
kanava toistaa kolmioaaltoa vakiovoimakkuudella. Näitä kolmea kanavaa käytettiin 
tyypillisesti melodioille ja bassolle, yleensä kolmioaaltokanava toimi bassona. Neljäs 
kanava on kohinakanava, jota käytettiin efektiäänille ja lyömäsoittimen kaltaisille 
rytmiäänille. Viides kanava toistaa sampleja (nykymittapuulla varsin heikolla laadulla) ja 
sitä käytettiin enimmäkseen rumpuäänille, mutta joskus jopa puhesampleille. (Collins 2008, 
25.)  (VGMPF: RP2A03, 2015.) 
 
Kun muistia oli käytössä todella rajoitetusti, täytyi pelimusiikki saada mahtumaan pieneen 
tilaan. Tärkeä keino on tietysti erillisen äänipiirin suorittama äänisynteesi itsessään: sen 
sijaan, että instrumentin sointi olisi talletettu muistiin digitaalisena samplena (mihin muisti 
ei olisi riittänyt), koodissa triggeröitiin äänipiiri tuottamaan perusääniaaltoa halutulla 
taajuudella. 
 
Musiikki ei kuitenkaan koostu vain yhdestä nuotista, vaan sävellysten nuottidatakin on 
mahdutettava pieneen tilaan. Vanhalla pelimusiikilla on tapana ”loopata”, eli se koostuu 
sekvensseistä, joita soitetaan peräkkäin tietyssä järjestyksessä. Looppaamisen lisäksi voitiin 
toki käyttää muitakin ratkaisuja tilan säästämiseen, vaikka looppaaminen oli usein 
musikaalisin ratkaisu (Collins 2008, 34). Esimerkiksi Commodore 64 -peleissä käytettiin 
toisinaan varsin ennakkoluulottomia keinoja: Times of Lore (1988) sisälsi joukon 
kitarasooloja, joita soitettiin peräkkäin satunnaisessa järjestyksessä. Myös Rock Star Ate 
My Hamster (1988) hyödynsi sekvenssejä, joita soitettiin satunnaisessa järjestyksessä. 
Jalkapallopelissä Ballblazer (1984) käytettiin fraktaalipohjaista pelimusiikin generointia. 
(Collins 2008, 32.) 
 
Eräs keksintö, joka edesauttoi pelimusiikin kehittymistä, on elektronisten musiikkilaitteiden 
rajapintastandari MIDI (Musical Instrument Digital Interface). MIDI-standardissa 
määritellään, millaisilla digitaalisilla signaaleilla viestitetään nuottidataa ja muuta 
ohjausdataa laitteiden välillä. MIDI-standardi luotiin 1983 ja ennen sitä saattoi olla liki 
mahdotonta tai ainakin monimutkaista kytkeä eri valmistajien syntetisaattoreita, 
sekvenssereitä ja muita laitteita toisiinsa (Marks & Novak 2009, 13). Pelimusiikkia MIDI 
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auttoi suuresti kahdella tavalla: säveltäjien ei enää tarvinnut ohjelmoida, vaan he saattoivat 
käyttää suosikki-MIDI-laitteistoaan MIDI-tiedostojen luomiseen. Toiseksi, MIDI-tiedostot 
vievät vain vähän muistia, koska ne eivät sisällä ääntä vaan ainoastaan ohjauskomentoja. 
MIDI:ä jatkettiin vuonna 1991 General MIDI:llä, joka on vielä standardoidumpi 
rajapintaratkaisu. Siinä on muun muassa sovittu 128 soittimen valikoimasta, joka on sama 
kaikilla kyseisen standardin täyttävillä laitteilla. Vaikka General MIDI oli edistysaskel, oli 
siinäkin toki muutamia puutteita. 128 äänen valikoima on yllättävän pieni, eivätkä kaikki 
niistä ole edes varsinaisesti soitinääniä (esimerkiksi ääni #125 on helikopterin ääni). 
Soittimet myös kuulostivat erilaiselta eri laitteilla, koska esiäänitetyt aaltomuodot eivät ole 
mitenkään vakioita. (Collins 2008, 49 – 50.) 
 
4.4 Peliaudion synteesityypit 
 
Commodore 64:n ja 8-bittisten konsolien PSG-piirien käyttämää äänisynteesityyppiä 
kutsutaan subtraktiiviseksi synteesiksi (Collins 2008, 38). 
 
Subtraktiivisessa synteesissä oskillaattorin tai oskillaattorien tuottamaa ääntä muokataan 
alipäästö-, ylipäästö- tai kaistanpäästösuotimilla. Tämän jälkeen äänen voimakkuutta 
kontrolloidaan verhokäyrällä. Tämä synteesityyppi on yleisesti käytössä analogisissa 
syntetisaattoreissa. (Collins 2008, 10.) 
 
Peliaudion ja äänisynteesin välinen kiinteä yhteys ei katkennut vielä 16-bittisten 
kotikonsolien ja kolikkopelien myötä. Päinvastoin, 16-bittisissä laitteissa tuli mahdolliseksi 
käyttää edistyneempiä synteesityyppejä. Sega Mega Drive julkaistiin Euroopassa vuonna 
1990. Amerikassa se oli julkaistu 1989 nimellä Sega Genesis. Mega Drive oli suosituin FM-
synteesiä (frequency modulation) hyödyntävä pelikonsoli. Laite käyttää äänen 
tuottamiseen rinnakkain kahta äänipiiriä: Yamahan 6-kanavaista FM-piiriä YM2612 sekä 
3+1 PSG-piiriä Texas Instruments SN76489. (Collins 2008, 38 – 40.) 
 
FM-synteesissä käytetään vähintään kahta oskillaattoria: kantoaaltoa (carrier wave) ja 
moduloivaa aaltoa (modulating wave). Moduloivalla aallolla muokataan (moduloidaan) 
kantoaallon taajuutta. Koska on mahdollista käyttää myös moduloivaa takaisinkyntentää ja 
useampaa oskillaattoria, saadaan FM-synteesillä aikaan monipuolisesti erilaisia 
aaltomuotoja. FM-synteesiä käytettiin muun muassa 1983 julkaistussa Yamaha 
DX7 -syntetisaattorissa. (Tampereen teknillinen yliopisto 2013 – Digitaalinen audio), (Collins 
2008, 10 – 11.) 
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Mega Driven kilpailijaksi kehitettiin Super Nintendo Entertainment System (SNES). Super 
Nintendo käyttää äänen tuottamiseen itsenäisesti toimivaa äänimodulia (Kuva 21). 
Äänimodulilla on oma prosessorinsa, 8-bittinen Sony SPC-700, joka ohjaa 16-bittistä 
digitaalista signaaliprosessoria (englanniksi digital signal processor, DSP). Digitaalinen 
signaaliprosessori on toimintaperiaatteeltaan wavetable-syntetisaattori. Siinä on 
kahdeksan stereokanavaa ja se sisältää myös digitaalisia efektejä: muun muassa yleiskaiku 
(reverb), panorointi (panning), suotimia sekä verhokäyrägeneraattori (envelope generator). 
Se sisältää myös valikoiman MIDI-instrumentteja. (SNESMusic 2015: How sound on SNES 
works), (Collins 2008, 45 – 46.) 
 
Wavetable-synteesi mahdollistaa realistisempien äänten tuottamisen, kuin subtraktiivinen 
synteesi tai FM-synteesi, koska siinä käytetään oskillaattorien sijasta esiäänitettyjä tai 
esilaskettuja sampleja. Varsinkin soittimien äänet saadaan paljon realistisemmiksi, koska 
niihin voidaan erikseen liittää aluke. Toisaalta taas wavetable-synteesi edellyttää, että on 
käytössä muistitilaa, johon samplet on talletettu. (Collins 2008, 11.) 
 
 
 
 
Kuva 21. SNES:n äänimoduli: 1 – Sony SPC-700 -prosessori, 2 – DSP (SNESMusic 2015: How 
sound on SNES works) 
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5 OHJELMOINTIESIMERKKI 
 
Tähän mennessä tutkielmassa on esitetty perustietoutta äänestä, äänen aistimisesta, 
erilaisista aaltomuodoista ja äänisynteesiin perustuvasta peliaudiosta. Tiedosta ei 
tietenkään ole hyötyä, jos sitä ei voi soveltaa käytäntöön. Niinpä tätä tutkielmaa varten on 
toteuttu ohjelma, joka tuottaa kaiken audion ohjelmallisesti.  
 
Tämä luku on tarkoitettu ohjelmoijille ja ohjelmoinnista kiinnostuneille, joilla on 
motivaatiota viedä digitaalinen äänisynteesi käytännön tasolle. Tämä luku tarjoaa pääsyn 
ohjelmakoodiin, joka toteuttaa äänisynteesiä ja jota voi vapaasti muokata ja käyttää omiin 
tarkoituksiinsa. Mikäli ei ole kiinnostunut näistä asioista, voi tämän luvun ohittaa ja siirtyä 
suoraan johtopäätöksiin. 
 
5.1 Tavoitteet 
 
Ohjelman taustalla oli ajatus, että käytännön äänisynteesiä olisi havainnollisinta esitellä 
syntetisaattorin avulla. Niinpä oli luontevinta toteuttaa syntetisaattoriohjelma, jota 
soitetaan käyttämällä näppäimistöä koskettimina. 
 
Keskeisiä tavoitteita ohjelmalle olivat muun muassa, että se voidaan toteuttaa käyttäen 
ilmaisia työkaluja, jotka ovat kenen hyvänsä saatavilla internetissä ja että ohjelman 
rakenne on modulaarinen eli osia siitä voidaan tarvittaessa käyttää muissakin projekteissa. 
 
5.2 Työkalut 
 
Työkalujen valintaperusteena oli ilmaisuuden lisäksi myös se, että niitä voi käyttää 
kaupallisiin tarkoituksiin. Näin ollen ohjelmointiesimerkin toteuttamistyökaluiksi valikoitui 
Microsoft Visual Studio 2010 Express -ohjelmointiympäristö ja Allegro 
5 -ohjelmointikirjasto. Nämä ovat ilmaisia ja tehokkaita työkaluja Windows-
sovelluskehittämiseen ja myös niiden kaupallinen käyttö on sallittu (MSDN Forum 2010 – 
Visual Studio 2010 Express is now available!), (Allegro 5 License). Lisäksi Allegro 5 on 
alustariippumaton (cross-platform), eli sitä käyttävä ohjelmakoodi voidaan kääntää useaan 
eri käyttöjärjestelmään. 
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5.3 Lähdekoodit 
 
Ohjelman lähdekoodi on saatavilla internetistä osoitteesta  
https://dl.dropboxusercontent.com/u/3886109/code/allegro_synth_151214.zip 
 
Lähdekoodien lisäksi paketti sisältää Visual Studio Solutionin (.snl) ja suoritettavan 
Windows-ohjelmatiedoston (.exe). Lähdekooditiedostojen sisältö löytyy myös tutkielman 
liitteinä: 
 
Liite 1 main.cpp 
Liite 2 graphics.h  
Liite 3 graphics.cpp 
Liite 4 controls.h 
Liite 5 controls.cpp 
Liite 6 audio.h 
Liite 7 audio.cpp 
Liite 8 synth.h 
Liite 9 synth.cpp 
 
Lisäksi tutkielmaan on liitetty ohjeet, miten Allegro 5 asennetaan Visual Studio 2010 
Express -ohjelmointiympäristöön. Asennusohjeet löytyvät Liitteestä 10. Kun 
esimerkkiohjelma on ladattu tietokoneelle ja Solution-tiedosto avataan Visual Studiossa, 
näkyvät projektin lähdekooditiedostot Kuvan 22 esittämällä tavalla Solution 
Explorer -näkymässä. Projektin kääntäminen edellyttää, että Allegro 5 on asianmukaisesti 
asennettu. 
 
 
Kuva 22. Esimerkkiohjelma Visual Studion Solution Explorer -näkymässä  
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5.4 Ohjelman toimintaperiaate 
 
Kun syntetisaattoriohjelma käynnistetään, etenee ohjelman suoritus, kuten Kuvassa 23 
kaavamaisesti esitetään. Ohjelman suorituksen kulku etenee käynnistys- ja 
initialisointivaiheiden kautta kahteen erilliseen säikeeseen, joita suoritetaan kunnes 
ohjelma lopetetaan. 
 
  
Kuva 23. Ohjelman suorituksen vaiheet 
 
Ohjelman on tarkoitus tuottaa ääntä ja kaikki ääneen liittyvä laskentatyö ja toisto on 
tärkeää suorittaa oikea-aikaisesti, koska muuten äänen toisto häiriintyy. Tämän vuoksi 
kaikki äänipuskureihin liittyvä laskentatyö ja niiden toistaminen suoritetaan erillisessä 
säikeessä, jotta ääni pysyisi mahdollisimman häiriöttömänä vaikka muun ohjelman 
suorittamisessa esiintyisi hidastelua. 
 
Ohjelman voidaan ajatella koostuvan kolmesta osiosta: 
 
1. main 
2. syntetisaattori 
3. engine. 
 
Main-osioon kuuluu kooditiedosto main.cpp ja syntetisaattoriosioon kuuluvat synth.h ja 
synth.cpp. Edelleen, engine eli ohjelmistokehys jakaantuu kolmeen osaan: 
 
1. grafiikkaengine 
2. kontrollit 
3. audioengine. 
 
Grafiikkaenginen muodostavat kooditiedostot graphics.h ja graphics.cpp. 
Grafiikkaengine avaa grafiikkaikkunan ja tarjoaa rajapinnan piirtofunktioihin. 
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Kontrolliosion, johon kuuluu controls.h ja controls.cpp, tehtävänä on tietää, mitkä 
ohjelman tarvitsemat näppäimet on painettu pohjaan. Audioengine on ohjelman laajin 
yksittäinen osio. Se tarjoaa rajapinnan, jolla sitä kutsutaan tuottamaan ääntä. Lisäksi 
audioengine tarjoaa metodit sen sisäisen tilan tarkkailuun. 
 
5.4.1 Luokkarakenne 
 
Ohjelmassa esiintyvät luokat Graphics, Controls, Audio ja Synth. Kuvassa 24 on esitetty 
luokkien rajapinnat ja jäsenmuuttujat: 
 
 
Kuva 24. Esimerkkiohjelman luokkarakenne 
 
 
5.4.2 Ohjelman osiot 
 
Ohjelman osioista main on se, joka luo luokkien instanssit. Luokkien Graphics, Controls, 
Audio instanssit muodostavat ohjelman enginen. Kun engine on luotu, luodaan 
syntetisaattori-instanssi. 
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Syntetisaattoriosion tehtävä on tarjota ohjelman käyttäjälle ohjelman käyttöliittymä ja 
tähän tehtävään se tarvitsee engineä. Syntetisaattori on ohjelman varsinainen logiikka. Se 
määrää, mitä näytölle piirretään ja miten käyttäjäsyöte vaikuttaa ohjelman toimintaan. 
 
Engineosion on periaatteessa tarkoitus olla sellainen, että se käy sellaisenaan muihinkin 
ohjelmaprojekteihin. Tässä ohjelmaesimerkissä engine on tarkoituksellisesti 
mahdollisimman suppea. Ohjelman rakenne on suunniteltu mahdollisimman 
modulaariseksi ja alustariippumattomaksi. Tästä syystä main-osio ja syntetisaattoriosio 
eivät ohjelmakoodissa sisällä mitään viittauksia siihen, millä engine on toteutettu. Engine 
voitaisiin siis toteuttaa osittain tai kokonaan eri tekniikalla ilman, että mainissa tai 
syntetisaattorissa tarvitsisi muuttaa lainkaan ohjelmakoodia tai että ohjelman toiminnassa 
havaittaisiin eroa. 
 
Seuraavaksi tarkastellaan lähemmin, mitä ohjelman vaiheiden aikana tapahtuu ohjelman 
käynnistyksestä eteenpäin. 
 
5.4.3 Käynnistysvaihe 
 
C++ -ohjelman suoritus alkaa aina globaalista funktiosta nimeltä main (C++ Reference 
2015). Tyypillisesti main-funktio kirjoitetaan ohjelmakooditiedostoon nimeltä main.cpp. 
Näin on toimittu tässäkin ohjelmointiesimerkissä. 
 
Käynnistysvaiheen voidaan ajatella sisältävän kaiken sen, mikä suoritetaan tasan yhden 
kerran ohjelman ajon aikana ja mikä ajoittuu ohjelman käynnistämistä seuraavaan lyhyeen 
ajanhetkeen. 
 
Kuten mainittiin, kooditiedosto main.cpp muodostaa main-osion. Käynnistysvaiheessa 
main-osio käynnistää enginen luomalla luokkien Graphics, Controls ja Audio instanssit. 
Enginen käynnistyminen ilmenee käyttäjälle siten, että grafiikkaikkuna aukeaa. Tämän 
jälkeen main-osio luo syntetisaattori-instanssin, välittää sille osoittimet engineen ja 
käynnistää syntetisaattorin. 
 
5.4.4 Initialisointivaihe 
 
Initialisointi on monitulkintainen käsite. Sen voi käsittää ainakin kahdella tavalla: 
initialisointivaiheen voidaan ajatella olevan osa käynnistysvaihetta, jolloin se suoritetaan 
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kertaluontoisesti, tai sitten sen voidaan ajatella edeltävän jotain ohjelman silmukkaa, 
jolloin se siis suoritetaan joka kerta ennen kyseiseen silmukkaan siirtymistä. Tässä 
esimerkissä initialisointi on myös jokseenkin saumaton osa kokonaisuutta, ja se sisältää 
kumpiakin edellä mainittuja piirteitä. 
 
Initialisointivaiheeksi tässä ohjelmassa voidaan nimittää sitä, kun muuttujat alustetaan 
alkuperäisiin arvoihinsa ja ohjelman silmukat käynnistetään. Syntetisaattorisilmukan 
käynnistämistä edeltää taulukkomuotoisten muuttujien alustaminen. Nämä taulukot 
sisältävät tiedot, mihin kohtaa näyttöä ja minkä kokoisina syntetisaattorin koskettimet 
piirretään. 
 
Audioenginen sisältämän audiosilmukan käynnistämiseen liittyy enemmän alustettavia 
muuttujia. Tällöin muun muassa alustetaan oscillator -tietorakenteen kaikki muuttujat. 
Kun projekti on avattu Visual Studioon, voi ohjelmoija muunnella syntetisaattorin 
verhokäyrää, LFO:ta ja portamentoa asettamalla eri arvoja muuttujiin 
 
oscillator.envelope_attack, 
oscillator.envelope_release, 
oscillator.lfo_attack, 
oscillator.lfo_amplitude, 
oscillator.lfo_frequency ja 
oscillator.portamento. 
 
Muuttujien alustamisen lisäksi audioengine varaa muistin äänipuskureille, asettaa 
puskurien sisällön Allegro 5:n samplemuotoon, jotta ne voidaan toistaa äänenä, ja 
käynnistää audiosäikeen. 
 
 
5.4.5 Käyttöliittymäsilmukka 
 
Käyttöliittymäsilmukka sisältyy syntetisaattoriosioon. Tässä vaiheessa suoritetaan 
ohjelman logiikka. Näytölle piirretään pianon koskettimisto ja käyttäjäsyöte otetaan 
vastaan. Käyttäjäsyöte luonnollisesti välitetään audioenginelle, jotta se pystyy tuottamaan 
oikean sävelen. 
 
Audioengineltä vastaanotetaan tietoa sen sisäisestä tilasta ja piirretään näytölle kuvaajana 
audiopuskurien sisältö. Kuvassa 25 on kuvankaappaus käynnissä olevasta ohjelmasta.  
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Kuva 25. Esimerkkiohjelma 
 
Käyttöliittymäsilmukassa pysytään, kunnes käyttäjä painaa esc-näppäintä. Tällöin 
audioenginelle ilmoitetaan, että ohjelma lopetetaan, ja sen jälkeen 
käyttöliittymäsilmukasta poistutaan. 
 
5.4.6 Audiosilmukka 
 
Syntetisaattoriohjelman laajin komponentti on luonnollisesti audioengine. Sen 
ohjelmakoodista suurin osa kuuluu audiosilmukkaan. 
 
Audiosilmukan toimintaperiaate on seuraava: on kaksi äänipuskuria, jotka sisältävät aluksi 
hiljaisuutta, mutta niiden sisältöä pystytään muokkaamaan mistä kohdasta hyvänsä. 
Äänipuskureita toistetaan vuorotellen. Aina, kun toistettavana oleva puskuri on 
loppumaisillaan, suoritetaan lyhyt siirtymä puskurista toiseen. Tällöin soiva puskuri 
häivytetään ulos ja toinen puskuri häivytetään sisään. Kun siirtymä on ohi, alustetaan 
kuulumattomiin jääneen puskurin sisältö hiljaisuudeksi. 
 
Tällä tekniikalla aikaansaadaan audion striimaus eli suoratoisto, johon voidaan generoida 
uutta ääntä reaaliaikaisesti. 
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Kuvassa 26 on esitetty audiosilmukan toiminta kaavamaisesti: 
 
 
Kuva 26. Audiosilmukan toiminnan vaiheet 
 
Silmukan keskeisimmät tehtävät ovat tarkkailla jatkuvasti, milloin äänibufferi on 
loppumaisillaan ja olla valmiina vaihtamaan bufferi. Tässä tehtävässään sitä voi verrata 
vinyylilevyjä vaihtelevaan DJ:hin. Silmukka on myös koko ajan valmiina renderöimään lisää 
ääntä buffereihin käyttäjäsyötteen perusteella. Tapahtumaa voisi verrata siihen, että DJ 
pystyisi kaivertamaan soimassa olevaan vinyyliin uutta ääntä siten, että tämä uusi ääni 
pyörähtäisi vinyylisoittimen neulan alle sekunnin murto-osan kuluttua kaivertamisesta. 
Toinen syy, miksi audiosilmukalle välitetään käyttäjäsyöte, on se, että silmukasta voidaan 
poistua, kun käyttäjä haluaa lopettaa ohjelman. 
 
5.4.7 Ohjelman lopetus 
 
Kun käyttäjä painaa esc-näppäintä, siirrytään ohjelmassa lopetusvaiheeseen. Tällöin 
poistutaan audiosilmukasta sekä käyttöliittymäsilmukasta, ja ohjelman suoritus palautuu 
main-osioon. Tällöin main poistaa luomansa instanssit. Poistamisen yhteydessä jokaisen 
instanssin tulee vapauttaa varaamansa muistitila.  
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5.5 Päätelmät 
 
Miten esimerkkiohjelma toimii suunnitelmiin ja tavoitteisiin nähden? 
 
Kaikilla testatuilla laitteilla ohjelma on toiminut hyvin. Käyttöjärjestelmänä laitteissa oli 
Windows 7, Windows 8 tai Windows 10. Ohjelman bugikorjaukseen ja hienosäätöön on 
käytetty aikaa. On toki mahdollista, että se sisältää edelleen toiminnallisia bugeja. 
Esimerkiksi kehitysvaiheessa ohjelmassa oli sellainen bugi, että se saattoi alkaa renderöidä 
ääntä eri puskuriin, kuin mitä se on toistamassa. Tällöin ääni katkeaa. Kyseistä bugia ei ole 
havaittu uusimmassa versiossa, mutta vaatisi lisää testailua eritasoisilla laitteilla, että 
ohjelmaan jääneet bugit löytyisivät. 
 
Ohjelman oli tarkoitus näyttää äänen spektri reaaliajassa käyttäen diskreettiä Fourier-
muunnosta. Tämä osoittautui kuitenkin liian hitaaksi ja se häiritsi ohjelman toimintaa. 
Spektrin näyttämistä varten olisi pitänyt ohjelmoida niin sanottu nopea Fourier-muunnos 
(Fast Fourier Transform, FFT), mutta sen toteuttamiseen ei ollut aikaa. Alun perin ohjelman 
oli tarkoitus tuottaa alipäästösuodatettua ja särötettyä saha-aaltoa, mutta nyt sen äänenä 
on viisinkertainen pulssisuhteen 𝐷𝐷 = 0,4 omaava kanttiaalto.  
  
Osoittautui, että syntetisaattoriäänen luomiseen tarvitaan yllättävän paljon koodia. Tämä 
on nähtävissä jo oscillator-tietorakenteen muuttujien määrästä. Muuttujia tarvitaan 
muun muassa verhokäyrään, LFO:hon JA portamentoon liittyvään ajastukseen. 
Käytännössä syntetisointikoodin määrä ei haittaa käyttöliittymäohjelmointia, koska 
audioengine piilottaa toiminnallisuutensa rajapinnan taakse. 
 
Engine on tarkoituksenmukaisen modulaarinen. Sen osioissa on kuitenkin varsin niukasti 
toiminnallisuuksia, joten niitä kannattaa laajentaa ennen peliprojekteihin soveltamista. 
Ohjelmasta tuli palautetta, että sen rakenne on looginen, mikä tekee koodin helposti 
luettavaksi. Parannusehdotuksia tuli liittyen muuttujien nimeämiskäytäntöön, 
muistinhallinnan tarkkailuun, ja C++ -standardissa esiintyvien, mahdollisesti hyödyllisten 
ominaisuuksien niukkaan käyttöön.  
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6 JOHTOPÄÄTÖKSET 
 
Tässä tutkielmassa perehdyttiin äänisynteesin alkeisiin pelien näkökulmasta. Havaittiin, 
miten pelien varhaiskaudella äänisynteesi oli kiinteässä yhteydessä peliääniin. 
Tutkielmassa esitetty tapa generoida synteettisiä ääniä ei luultavasti sovellu ”realistisiin” 
peleihin. Sen sijaan tyyliteltyihin peleihin ne voivat olla oiva lisämauste ja osaltaan luoda 
tunnelmaa. Pelien äänisuunnittelu on muutenkin työlästä, ja ohjelmallinen generointi 
edellyttää lisätyötä. Toisaalta omakeksimien ääniaaltojen luomiseen tehty audioengine 
antaa kätevästi suuntaviivat sille, mitä voidaan tehdä ja mitä ei. Usein rajoitukset ovat 
hyvästä ja ne havaitaan inspiroiviksi. 
 
Tutkielman aihe osoittautui yllättävän laajaksi. Äänisynteesiin liittyy paljon matematiikkaa, 
jota ei tutkielman puitteissa ehditty edes sivuta. Eräs matemaattinen aihepiiri, joka 
tutkielmasta oli jätettävä pois, on digitaaliset filtterit. Myös digitaalisten efektien 
tutkiminen olisi ollut mielenkiintoista, mutta valitettavasti siihenkään ei ollut aikaa.  
 
Mitä kaikkia mahdollisuuksia digitaalinen äänisynteesi peleihin tuo, sitä ei tutkielmassa 
edes yritettykään pohtia. Mutta se on varmaa, että digitaalisen äänisynteesin 
mahdollisuudet eivät ole lähimainkaan loppuun kalutut. 
 
Tutkielman tekemisen taustalla on ollut toive, että peliohjelmoijat saisivat tästä 
inspiraation tehdä kokeellista äänisynteesiä. Kokeiluissa ei voi mitään menettääkään. Jos 
onnistuu generoimaan hienon äänen, sillä voi mahdollisesti korvata ääniassetin, jolloin 
pelin vaatima kiintolevytila pienenee. Tämä on etu varsinkin mobiilipelien tapauksessa. 
Ohjelmallisesti generoituja ääniefektejä voi myös varioida mielin määrin parametreja 
muuttamalla. Näin voi luoda dynaamisen ja interaktiivisen äänimaailman. 
Loppumainintana vielä, että ohjelmalliseen audion generointiin ei juuri muuta tarvita, kuin 
keino toistaa puskurin sisältö äänenä ja eräs kätevimmistä ympäristöistä tähän on yllättäen 
Unity-pelimoottori. 
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LIITTEET 
 
LIITE 1 main.cpp 
LIITE 2 graphics.h  
LIITE 3 graphics.cpp 
LIITE 4 controls.h 
LIITE 5 controls.cpp 
LIITE 6 audio.h 
LIITE 7 audio.cpp 
LIITE 8 synth.h 
LIITE 9 synth.cpp 
LIITE 10 Allegro 5 -kirjaston asentaminen Visual Studio 2010 Express -projektiin 
 
LIITE 1: main.cpp  
#include "Graphics.h" 1 
#include "Controls.h" 2 
#include "Audio.h" 3 
#include "Synth.h" 4 
 5 
int main(int argc, char* args[]) 6 
{ 7 
    Graphics* graphics = new Graphics; 8 
    Controls* controls = new Controls; 9 
    Audio* audio = new Audio; 10 
    Synth* synth = new Synth(graphics, controls, audio); 11 
 12 
    synth->run(); 13 
 14 
    delete synth; 15 
    delete audio; 16 
    delete controls; 17 
    delete graphics; 18 
    return 0; 19 
} 20 
LIITE 2: graphics.h 
#ifndef GRAPHICS_H 1 
#define GRAPHICS_H 2 
 3 
#include <allegro5\allegro.h> 4 
#include <allegro5\allegro_primitives.h> 5 
#include <iostream> 6 
 7 
#define SCREEN_WIDTH    640 8 
#define SCREEN_HEIGHT   480 9 
 10 
class Graphics 11 
{ 12 
    public: 13 
        Graphics(); 14 
        ~Graphics(); 15 
        void set_color(int red, int green, int blue); 16 
        void draw_rectangle(int x, int y, int width, int height); 17 
        void update_screen(); 18 
 19 
    private: 20 
        ALLEGRO_COLOR color; 21 
        ALLEGRO_DISPLAY* window; 22 
        double delay_timer; 23 
        double fps_timer; 24 
        int fps; 25 
}; 26 
 27 
#endif28 
LIITE 3: graphics.cpp 
#include "Graphics.h" 1 
 2 
Graphics::Graphics() 3 
{ 4 
    al_init(); 5 
    al_init_primitives_addon(); 6 
    al_set_new_display_flags(ALLEGRO_WINDOWED); 7 
    window = al_create_display(SCREEN_WIDTH, SCREEN_HEIGHT); 8 
    al_set_target_bitmap(al_get_backbuffer(window)); 9 
 10 
    fps = 0; 11 
    fps_timer = al_get_time(); 12 
    delay_timer = 0.0; 13 
 14 
    set_color(0, 0, 0); 15 
    draw_rectangle(0, 0, SCREEN_WIDTH, SCREEN_HEIGHT); 16 
    update_screen(); 17 
} 18 
 19 
Graphics::~Graphics() 20 
{ 21 
    al_destroy_display(window); 22 
    al_uninstall_system(); 23 
} 24 
 25 
void Graphics::set_color(int red, int green, int blue) 26 
{ 27 
    color = al_map_rgb(red, green, blue); 28 
} 29 
 30 
void Graphics::draw_rectangle(int x, int y, int width, int height) 31 
{ 32 
    al_draw_filled_rectangle(x + 0.5f, y + 0.5f, x + width + 0.5f, y + height + 0.5f, color); 33 
} 34 
 35 
void Graphics::update_screen() 36 
{ 37 
    al_flip_display(); 38 
    fps++; 39 
    if (al_get_time() - fps_timer >= 1.0) 40 
    { 41 
        std::cout<<"fps="<<fps<<"\n"; 42 
        fps_timer = al_get_time(); 43 
        fps = 0; 44 
    } 45 
    double delay = (1.0 / 60.0) - (al_get_time() - delay_timer); 46 
    if (delay > 0) al_rest(delay); 47 
    delay_timer = al_get_time(); 48 
}49 
LIITE 4: controls.h 
#ifndef CONTROLS_H 1 
#define CONTROLS_H 2 
 3 
#include <allegro5\allegro.h> 4 
 5 
#define NUMBER_OF_KEYS      18 6 
 7 
class Controls 8 
{ 9 
    public: 10 
        Controls(); 11 
        ~Controls(); 12 
        void update_keyboard_state(); 13 
        bool key_pressed(int index); 14 
 15 
    private: 16 
        ALLEGRO_KEYBOARD_STATE keyboard_state; 17 
        int keycode[NUMBER_OF_KEYS]; 18 
}; 19 
 20 
#endif21 
LIITE 5: controls.cpp 
#include "Controls.h" 1 
 2 
Controls::Controls() 3 
{ 4 
    al_install_keyboard(); 5 
    int keycodes[NUMBER_OF_KEYS] = 6 
        {ALLEGRO_KEY_ESCAPE,                                            // quit the program. 7 
        ALLEGRO_KEY_A, ALLEGRO_KEY_W, ALLEGRO_KEY_S, ALLEGRO_KEY_E,     // C4, C#4, D4, D#4, 8 
        ALLEGRO_KEY_D, ALLEGRO_KEY_F, ALLEGRO_KEY_T, ALLEGRO_KEY_G,     // E4, F4, F#4, G4, 9 
        ALLEGRO_KEY_Y, ALLEGRO_KEY_H, ALLEGRO_KEY_U, ALLEGRO_KEY_J,     // G#4, A4, A#4, H4, 10 
        ALLEGRO_KEY_K, ALLEGRO_KEY_O, ALLEGRO_KEY_L, ALLEGRO_KEY_P,     // C5, C#5, D5, D#5. 11 
        ALLEGRO_KEY_LSHIFT};                                            // octave button. 12 
 13 
    for (int a = 0; a < NUMBER_OF_KEYS; a++) keycode[a] = keycodes[a]; 14 
    update_keyboard_state(); 15 
} 16 
 17 
Controls::~Controls() 18 
{ 19 
    al_uninstall_keyboard(); 20 
} 21 
 22 
void Controls::update_keyboard_state() 23 
{ 24 
    al_get_keyboard_state(&keyboard_state); 25 
} 26 
 27 
bool Controls::key_pressed(int index) 28 
{ 29 
    if (index < 0) index = 0; 30 
    if (index > NUMBER_OF_KEYS - 1) index = NUMBER_OF_KEYS - 1; 31 
    return al_key_down(&keyboard_state, keycode[index]); 32 
}33 
LIITE 6: audio.h 
#ifndef AUDIO_H 1 
#define AUDIO_H 2 
 3 
#include <allegro5\allegro.h> 4 
#include <allegro5\allegro_audio.h> 5 
#include <iostream> 6 
#include <math.h> 7 
                             8 
#define SAMPLERATE          44100 9 
#define BUFFER_LENGTH       100000 10 
#define FADE_IN_SAMPLES     1000 11 
#define AHEAD               1000 12 
#define MAX_RENDER_LENGTH   10000 13 
#define SCALE               1.0594631 14 
#define TUNING              261.626 15 
#define PI2                 6.28318 16 
 17 
class Audio 18 
{ 19 
    public: 20 
        Audio(); 21 
        ~Audio(); 22 
        void set_key_to_play(int key); 23 
        short get_audiosample(int buffer, int index); 24 
        int get_index_playing(); 25 
        int get_buffer_playing(); 26 
 27 
    private: 28 
        ALLEGRO_THREAD* audio_thread; 29 
        struct Oscillator 30 
        { 31 
            double envelope_attack; 32 
            double envelope_release; 33 
            double lfo_attack; 34 
            double lfo_amplitude; 35 
            double lfo_frequency; 36 
            double portamento; 37 
            bool currently_triggered; 38 
            double current_frequency; 39 
            double previous_frequency; 40 
            double phase; 41 
            double envelope; 42 
            double envelope_timer; 43 
            double lfo_timer; 44 
        } oscillator; 45 
        struct AudioBuffers 46 
        { 47 
            ALLEGRO_SAMPLE* sample[2]; 48 
            ALLEGRO_SAMPLE_ID sample_id[2]; 49 
            short* buffer[2]; 50 
            double* rendering_buffer; 51 
            int playing_buffer_index; 52 
            int rendering_buffer_index; 53 
            int playing_index; 54 
            int rendering_index; 55 
            bool stop_playing; 56 
            int key_to_play; 57 
            double pattern_timer; 58 
            Oscillator* oscillator; 59 
        } audio_buffers; 60 
        static void* audio_buffer_updater(ALLEGRO_THREAD* thread, void* parameter); 61 
        static void synthesize(bool trigger, double frequency, int length, 62 
            double* buffer, Oscillator* osc); 63 
        static void add_to_buffers(int index, int length, double amplitude, 64 
            double* source, short* buffer, short* next_buffer); 65 
}; 66 
 67 
#endif68 
LIITE 7 1(4): audio.cpp 
#include "Audio.h" 1 
 2 
Audio::Audio() 3 
{ 4 
    al_install_audio(); 5 
    al_reserve_samples(2); 6 
 7 
    oscillator.envelope_attack = 0.01; 8 
    oscillator.envelope_release = 0.08; 9 
    oscillator.lfo_attack = 6.0; 10 
    oscillator.lfo_amplitude = 0.025; 11 
    oscillator.lfo_frequency = 6.5; 12 
    oscillator.portamento = 0.03; 13 
    oscillator.currently_triggered = false; 14 
    oscillator.current_frequency = 0.0; 15 
    oscillator.previous_frequency = 0.0; 16 
    oscillator.phase = 0.0; 17 
    oscillator.envelope = 0.0; 18 
    oscillator.envelope_timer = 0.0; 19 
    oscillator.lfo_timer = 0.0; 20 
 21 
    for (int a = 0; a < 2; a++) 22 
    { 23 
        audio_buffers.buffer[a] = new short[BUFFER_LENGTH + FADE_IN_SAMPLES]; 24 
        memset(audio_buffers.buffer[a], 0, (BUFFER_LENGTH + FADE_IN_SAMPLES) * sizeof(short)); 25 
        audio_buffers.sample[a] = al_create_sample( audio_buffers.buffer[a], 26 
                                                    BUFFER_LENGTH + FADE_IN_SAMPLES, 27 
                                                    SAMPLERATE, 28 
                                                    ALLEGRO_AUDIO_DEPTH_INT16, 29 
                                                    ALLEGRO_CHANNEL_CONF_1, 30 
                                                    false); 31 
    } 32 
    audio_buffers.rendering_buffer = new double[MAX_RENDER_LENGTH]; 33 
    audio_buffers.rendering_buffer_index = 0; 34 
    audio_buffers.playing_buffer_index = 0; 35 
    audio_buffers.stop_playing = false; 36 
    audio_buffers.key_to_play = -1; 37 
    audio_buffers.oscillator = &oscillator; 38 
    audio_buffers.rendering_index = 0; 39 
 40 
    audio_thread = al_create_thread(audio_buffer_updater, &audio_buffers); 41 
    al_start_thread(audio_thread); 42 
} 43 
 44 
Audio::~Audio() 45 
{ 46 
    audio_buffers.stop_playing = true; 47 
    al_destroy_thread(audio_thread); 48 
    delete audio_buffers.rendering_buffer; 49 
    delete audio_buffers.buffer[0]; 50 
    delete audio_buffers.buffer[1]; 51 
    al_uninstall_audio(); 52 
} 53 
 54 
void Audio::set_key_to_play(int key) 55 
{ 56 
    audio_buffers.key_to_play = key; 57 
} 58 
 59 
short Audio::get_audiosample(int buffer, int index) 60 
{ 61 
    return audio_buffers.buffer[buffer][index]; 62 
} 63 
 64 
int Audio::get_index_playing() 65 
{ 66 
    return audio_buffers.playing_index; 67 
} 68 
 69 
int Audio::get_buffer_playing() 70 
{ 71 
    return audio_buffers.playing_buffer_index; 72 
} 73 
 74 
LIITE 7 2(4): audio.cpp 
void* Audio::audio_buffer_updater(ALLEGRO_THREAD* thread, void* parameter) 75 
{ 76 
    AudioBuffers* buf = (AudioBuffers*)parameter; 77 
    bool clear_buffer; 78 
    bool need_to_render = false; 79 
    bool trigger; 80 
    double frequency; 81 
    const double AMPLITUDE = 15000.0; 82 
    const int DELAY = (int)(0.4 * SAMPLERATE); 83 
    const double DELAY_AMOUNT = 0.45; 84 
 85 
    while (!buf->stop_playing) 86 
    { 87 
        al_play_sample( buf->sample[buf->playing_buffer_index], 88 
                        1.0, 89 
                        0.0, 90 
                        1.0, 91 
                        ALLEGRO_PLAYMODE_ONCE, 92 
                        &buf->sample_id[buf->playing_buffer_index]); 93 
        clear_buffer = true; 94 
        buf->pattern_timer = al_get_time(); 95 
        std::cout<<"playing buffer "<<buf->playing_buffer_index<<"\n"; 96 
 97 
        while (!buf->stop_playing && al_get_time() - buf->pattern_timer – 98 
            ((double)BUFFER_LENGTH / SAMPLERATE) < 0.0) 99 
        { 100 
            buf->playing_index = (int)(BUFFER_LENGTH * 101 
                 (al_get_time() - buf->pattern_timer) / ((double)BUFFER_LENGTH / SAMPLERATE)); 102 
            int render_length = buf->playing_index + AHEAD - buf->rendering_index; 103 
            if (render_length >= BUFFER_LENGTH) render_length -= BUFFER_LENGTH; 104 
            if (render_length > MAX_RENDER_LENGTH) render_length = MAX_RENDER_LENGTH; 105 
            if (render_length > 0) 106 
            { 107 
                if (buf->key_to_play >= 0) trigger = true; else trigger = false; 108 
                frequency = TUNING * pow(SCALE, buf->key_to_play); 109 
                synthesize(trigger, frequency, render_length, buf->rendering_buffer, buf->oscillator); 110 
                for (int a = 0; a < 5; a++) 111 
                { 112 
                    add_to_buffers( buf->rendering_index + AHEAD + a * DELAY, 113 
                                    render_length, 114 
                                    AMPLITUDE * pow(DELAY_AMOUNT, a), 115 
                                    buf->rendering_buffer, 116 
                                    buf->buffer[buf->rendering_buffer_index], 117 
                                    buf->buffer[1 - buf->rendering_buffer_index]); 118 
                } 119 
                buf->rendering_index += render_length; 120 
                if (buf->rendering_index >= BUFFER_LENGTH) 121 
                { 122 
                    buf->rendering_index -= BUFFER_LENGTH; 123 
                    buf->rendering_buffer_index = 1 - buf->rendering_buffer_index; 124 
                } 125 
            } 126 
            if (al_get_time() < buf->pattern_timer + (BUFFER_LENGTH / SAMPLERATE) - 0.5) al_rest(0.001); 127 
            if (clear_buffer && buf->playing_index > FADE_IN_SAMPLES) 128 
            { 129 
                memset(buf->buffer[1 - buf->playing_buffer_index], 0, 130 
                     (BUFFER_LENGTH + FADE_IN_SAMPLES) * sizeof(short)); 131 
                clear_buffer = false; 132 
            } 133 
        } 134 
        buf->playing_buffer_index = 1 - buf->playing_buffer_index; 135 
    } 136 
    return 0; 137 
} 138 
 139 
LIITE 7 3(4): audio.cpp 
void Audio::synthesize(bool trigger, double frequency, int length, double* buffer, Oscillator* osc) 140 
{ 141 
    const double DUTY_CYCLE = 0.4; 142 
    const int NUMBER_OF_WAVES = 5; 143 
    const double DETUNE = 0.002; 144 
 145 
    memset(buffer, 0.0, length * sizeof(double));  146 
    if (trigger) 147 
    { 148 
        if (!osc->currently_triggered) 149 
        { 150 
            osc->currently_triggered = true; 151 
            osc->envelope_timer = 0.0; 152 
            osc->lfo_timer = 0.0; 153 
            std::cout<<"starting to play frequency "<<frequency<<"\n"; 154 
            osc->current_frequency = frequency; 155 
            osc->previous_frequency = frequency; 156 
        } 157 
        if (abs(frequency - osc->current_frequency) > 0.1) 158 
        { 159 
            osc->envelope_timer = 0.0; 160 
            osc->lfo_timer = 0.0; 161 
            osc->previous_frequency = osc->current_frequency; 162 
            osc->current_frequency = frequency; 163 
            std::cout<<"sliding from "<<osc->previous_frequency<<" to "<<osc->current_frequency<<"\n"; 164 
        } 165 
    } 166 
    else 167 
    { 168 
        if (osc->currently_triggered) 169 
        { 170 
            osc->envelope_timer = 0.0; 171 
            osc->previous_frequency = osc->current_frequency; 172 
            osc->currently_triggered = false; 173 
        } 174 
        if (osc->envelope_timer >= osc->envelope_release) osc->phase = 0.0; 175 
    } 176 
    for (int i = 0; i < length; i++) 177 
    { 178 
        double current_frequency = osc->previous_frequency; 179 
        if (osc->currently_triggered) 180 
        { 181 
            current_frequency = frequency; 182 
            if (osc->envelope_timer < osc->portamento) 183 
                current_frequency = osc->previous_frequency + (osc->envelope_timer / osc->portamento) * 184 
                    (osc->current_frequency - osc->previous_frequency); 185 
        } 186 
 187 
        if (osc->lfo_timer < osc->lfo_attack) 188 
            current_frequency *= (1.0 + sin(osc->lfo_timer * PI2) * 189 
                (osc->lfo_timer / osc->lfo_attack) * osc->lfo_amplitude); 190 
        else 191 
            current_frequency *= (1.0 + sin(osc->lfo_timer * PI2) * osc->lfo_amplitude); 192 
 193 
        double waveform = 0.0; 194 
        for (int a = 0; a < NUMBER_OF_WAVES; a++) 195 
        { 196 
            double p = osc->phase * (1.0 - (DETUNE * NUMBER_OF_WAVES * 0.5) + a * DETUNE); 197 
            if (p - floor(p) < DUTY_CYCLE) 198 
                waveform += (1.0 / NUMBER_OF_WAVES); 199 
            else 200 
                waveform -= (1.0 / NUMBER_OF_WAVES); 201 
        } 202 
 203 
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        double amplitude = 1.0; 204 
        if (!osc->currently_triggered) 205 
        { 206 
            amplitude = 0.0; 207 
            if (osc->envelope_timer < osc->envelope_release) 208 
            { 209 
                amplitude = 1.0 - osc->envelope_timer / osc->envelope_release; 210 
                if (amplitude > osc->envelope) amplitude = osc->envelope; 211 
            } 212 
        } 213 
        else if (osc->envelope_timer < osc->envelope_attack) 214 
        { 215 
            if (osc->envelope > osc->envelope_timer / osc->envelope_attack) 216 
                amplitude = osc->envelope; 217 
            else 218 
                amplitude = osc->envelope_timer / osc->envelope_attack; 219 
        } 220 
        osc->envelope = amplitude; 221 
 222 
        osc->phase += current_frequency / SAMPLERATE; 223 
        osc->envelope_timer += 1.0 / SAMPLERATE; 224 
        osc->lfo_timer += osc->lfo_frequency / SAMPLERATE; 225 
        buffer[i] = waveform * osc->envelope; 226 
    } 227 
} 228 
 229 
void Audio::add_to_buffers(int index, int length, double amplitude, 230 
    double* source, short* buffer, short* next_buffer) 231 
{ 232 
    for (int a = 0; a < length; a++) 233 
    { 234 
        double wave = source[a] * amplitude; 235 
        if (a + index < FADE_IN_SAMPLES) 236 
        { 237 
            buffer[a + index] += (short)(wave * (a + index) / FADE_IN_SAMPLES); 238 
            next_buffer[a + index + BUFFER_LENGTH] += 239 
                (short)(wave * (1.0 - (double)(a + index) / FADE_IN_SAMPLES)); 240 
        } 241 
        else if (a + index < BUFFER_LENGTH) 242 
            buffer[a + index] += (short)wave; 243 
        else if (a + index < BUFFER_LENGTH + FADE_IN_SAMPLES) 244 
        { 245 
            buffer[a + index] += 246 
                (short)(wave * (1.0 - (double)(a + index - BUFFER_LENGTH) / FADE_IN_SAMPLES)); 247 
            next_buffer[a + index - BUFFER_LENGTH] += 248 
                 (short)(wave * (double)(a + index - BUFFER_LENGTH) / FADE_IN_SAMPLES); 249 
        } 250 
        else 251 
            next_buffer[a + index - BUFFER_LENGTH] += (short)wave; 252 
    } 253 
}254 
LIITE 8: synth.h 
#ifndef SYNTH_H 1 
#define SYNTH_H 2 
 3 
#include "Controls.h" 4 
#include "Graphics.h" 5 
#include "Audio.h" 6 
 7 
class Synth 8 
{ 9 
    public: 10 
        Synth(Graphics* g, Controls* c, Audio* a); 11 
        ~Synth(); 12 
        void run(); 13 
 14 
    private: 15 
        Graphics* graphics; 16 
        Controls* controls; 17 
        Audio* audio; 18 
}; 19 
 20 
#endif21 
LIITE 9: synth.cpp 
#include "Synth.h" 1 
 2 
Synth::Synth(Graphics* g, Controls* c, Audio* a) 3 
{ 4 
    graphics = g; 5 
    controls = c; 6 
    audio = a; 7 
} 8 
 9 
Synth::~Synth() {} 10 
 11 
void Synth::run() 12 
{ 13 
    int key_x[] = {50, 93, 110, 153, 170, 230, 273, 290, 333, 350, 393, 410, 470, 513, 530, 573}; 14 
    int key_width[] = {56, 30, 56, 30, 56, 56, 30, 56, 30, 56, 30, 56, 56, 30, 58, 15}; 15 
    int key_height[] = {200, 130, 200, 130, 200, 200, 130, 200, 130, 200, 130, 200, 200, 130, 200, 130}; 16 
    int key_shade[] = {255, 70, 255, 70, 255, 255, 70, 255, 70, 255, 70, 255, 255, 70, 255, 70}; 17 
 18 
    while (!controls->key_pressed(0)) 19 
    { 20 
        int key_to_play = -1; 21 
        int octave = 0; 22 
        for (int a = 0; a < 16; a++) 23 
        { 24 
            if (controls->key_pressed(a + 1)) key_to_play = a; 25 
        } 26 
        if (controls->key_pressed(17)) octave = 1; 27 
        if (key_to_play >= 0) 28 
            audio->set_key_to_play(key_to_play + octave * 12); 29 
        else 30 
            audio->set_key_to_play(-1); 31 
 32 
        for (int shade = 0; shade < 2; shade++) 33 
        { 34 
            for (int a = 0; a < 16; a++) 35 
            { 36 
                if (key_height[a] == key_height[shade]) 37 
                { 38 
                    graphics->set_color(key_shade[a], key_shade[a], key_shade[a]); 39 
                    if (key_to_play == a) 40 
                    {  41 
                        if (octave == 0) graphics->set_color(0, 0, 255); else graphics->set_color(255, 0, 0); 42 
                    } 43 
                    graphics->draw_rectangle(key_x[a], 100, key_width[a], key_height[a]); 44 
                } 45 
            } 46 
        } 47 
 48 
        for (int b = 0; b < 2; b++) 49 
        { 50 
            graphics->set_color(5, 5, 50 + b * 50); 51 
            graphics->draw_rectangle(0, 375 + b * 55, SCREEN_WIDTH, 50); 52 
            graphics->set_color(255, b * 128 + 127, 0); 53 
            for (int a = 0; a < SCREEN_WIDTH; a++) 54 
            { 55 
                short value = (audio->get_audiosample(b, a * (BUFFER_LENGTH + FADE_IN_SAMPLES - 1) / 56 
                    SCREEN_WIDTH)) * 25 / 32768; 57 
                if (value < 0) 58 
                    graphics->draw_rectangle(a, 375 + b * 55 + 25 + value, 1, -value); 59 
                else 60 
                    graphics->draw_rectangle(a, 375 + b * 55 + 25, 1, value); 61 
            } 62 
        } 63 
        graphics->set_color(255, 255, 255); 64 
        graphics->draw_rectangle(audio->get_index_playing() * SCREEN_WIDTH / 65 
            (BUFFER_LENGTH + FADE_IN_SAMPLES), 375 + audio->get_buffer_playing() * 55, 1, 50); 66 
 67 
        controls->update_keyboard_state(); 68 
        graphics->update_screen(); 69 
    } 70 
}71 
LIITE 10 1(2): Allegro 5:n asentaminen 
Allegro 5 -kirjaston asentaminen Visual Studio 2010 Express -projektiin 
 
Lähde: https://wiki.allegro.cc/index.php?title=Windows,_Visual_Studio_2010_and_Allegro5 
 
HUOM! Tämä asennusohje on Visual Studio 2010 Expressiä varten. Jos käytät jotain muuta 
ohjelmointiympäristöä tai toista Visual Studion versiota, tarkista asennusohjeet internetistä. 
 
— Mene sivulle https://www.allegro.cc/files/?v=5.0. Kohdasta  
             Windows Binaries -> MSVC 10 -> zip ladataan paketti allegro-5.0.10-msvc-10.0.zip. 
— Paketti puretaan. Tässä ohjeessa valitaan purkukansioksi C:\Allegro5. 
— Käynnistetään Visual Studio 2010 Express ja aloitetaan uusi projekti (Empty Project). 
— Lisää projektiin uusi tiedosto main.cpp. 
— Kirjoita main.cpp –tiedostoon koodi 
 
   #include <iostream> 
   #include <allegro5/allegro.h> 
    
   int main(int argc, char **argv) 
   { 
       ALLEGRO_DISPLAY *display = NULL; 
       if(!al_init()) 
       { 
           std::cout<<"failed to initialize allegro!\n"; 
           return -1; 
       } 
       display = al_create_display(640, 480); 
       if(!display) 
       { 
           std::cout<<"failed to create display!\n"; 
           return -1; 
       } 
       al_clear_to_color(al_map_rgb(0, 0, 100)); 
       al_flip_display(); 
       al_rest(2.0); 
       al_destroy_display(display); 
       return 0; 
   } 
 
— Avaa projektin Properties-valikko ja lisää asetukset: 
        — Configuration: All Configurations 
        — Configuration Properties -> C/C++ -> General -> Additional Include Directories: 
                     C:\Allegro5\allegro-5.0.10-msvc-10.0\include 
        — Configuration Properties -> Linker -> General -> Additional Library Directories: 
                     C:\Allegro5\allegro-5.0.10-msvc-10.0\lib  
        — Configuration Properties -> Linker -> Input -> Additional Dependencies: 
                     allegro-5.0.10-monolith-md-debug.lib 
        — Configuration Properties -> Debugging -> Environment: 
                     PATH=C:\Allegro5\allegro-5.0.10-msvc-10.0\bin;%PATH% 
        — Configuration Properties -> Linker -> System -> Subsystem: 
                     Console (/SUBSYSTEM:CONSOLE) (Tämä mahdollistaa tekstin tulostamisen konsoli- 
                     ikkunaan. Sitten kun konsoli-ikkunaa ei enää tarvita, vaihda tähän kohtaan 
                     Windows (/SUBSYSTEM:WINDOWS).)
LIITE 10 2(2): Allegro 5:n asentaminen 
— Poistu Properties-valikosta ja aja ohjelma Debug-moodissa, jolloin Visual Studio luo projektiin 'Debug'- 
             kansion. Kopioi Allegro 5 –paketin mukana tullut tiedosto 
     C:\Allegro5\allegro-5.0.10-msvc-10.0\bin\allegro-5.0.10-monolith-md-debug.dll tähän kansioon. 
— Mene taas Properties-valikkoon ja tee muutokset: 
        — Configuration: Release 
        — Vaihda Configuration Properties -> Linker -> Input -> Additional Dependencies muotoon: 
                     allegro-5.0.10-monolith-md.lib 
        — Configuration Properties -> Linker -> Debugging -> Generate Debug Info: No (muuten Visual Studio 
                     luo ohjelman suorituksen yhteydessä .pdb-tiedoston Release-kansioon) 
— Aja ohjelma Release-moodissa, jolloin Visual Studio luo projektiin 'Release'-kansion. Kopioi tähän 
             kansioon Allegro 5 –paketin mukana tullut tiedosto 
             C:\Allegro5\allegro-5.0.10-msvc-10.0\bin\allegro-5.0.10-monolith-md.dll 
 
Allegro 5 on nyt käyttövalmiina sekä Debug- että Release-tilassa. 
 
Vapaavalintainen lisäasetus: Allegro 5 –kirjaston staattinen linkkaus. Mikäli haluat ohjelman toimivan 
itsenäisesti ilman allegro-5.0.10-monolith-md.dll –tiedostoa, toimi seuraavalla tavalla: 
— Mene Properties-valikkoon ja tee muutokset: 
        — Configuration: Release 
        — Configuration Properties -> C/C++ -> Code Generation -> Runtime Library: 
                     Multi-threaded (/MT) 
        — Configuration Properties -> C/C++ -> Preprocessor -> Preprocessor Definitions: 
                     ALLEGRO_STATICLINK 
        — Vaihda Configuration Properties -> Linker -> Input -> Additional Dependencies muotoon: 
 
                     allegro-5.0.10-monolith-static-mt.lib 
                     dumb-0.9.3-static-mt.lib 
                     freetype-2.4.8-static-mt.lib 
                     libFLAC-1.2.1-static-mt.lib 
                     libogg-1.2.1-static-mt.lib 
                     libvorbis-1.3.2-static-mt.lib 
                     libvorbisfile-1.3.2-static-mt.lib 
                     openal-1.14-static-mt.lib 
                     zlib-1.2.5-static-mt.lib 
                     winmm.lib 
                     opengl32.lib 
                     gdiplus.lib 
                     psapi.lib 
                     shlwapi.lib 
 
— Nyt voit poistaa projektin 'Release'-kansiosta tiedoston allegro-5.0.10-monolith-md.dll, koska tätä 
             tiedostoa ei staattisen linkkauksen ansiosta enää ohjelman suorittamiseen. 
 
HUOM! Jos asennat Allegrosta eri version, kuin Allegro 5.0.10:n, vaihda kaikkialle, missä lukee 
allegro-5.0.10 käyttämäsi versio allegro-5.0.XX . 
