The International Olympiad in Informatics (IOI) is the premier competition in computing science for secondary education. The competition problems are algorithmic in nature, but the IOI Regulations do not clearly define the scope of the competition. The international olympiads in physics, chemistry, and biology do have an official syllabus, whereas the International Mathematical Olympiad has made the deliberate decision not to have an official syllabus. We argue that the benefits of having an official IOI Syllabus outweigh the disadvantages. Guided by a set of general principles we present a proposal for an IOI Syllabus, divided into four main areas: mathematics, computing science, software engineering, and computer literacy.
Introduction
The International Olympiad in Informatics, abbreviated IOI, is an annual competition in the field of computing science [12] . It was modeled after the International Mathematical Olympiad and first held in 1989. The IOI is targeted at students in secondary education, especially those talented in computing science. It has become the premier competition in this area.
The current IOI Regulations [12] describe the IOI as an annual international informatics competition. These regulations constrain the form and organization, but they do not restrict the actual content of the competition. From the very beginning [14] , the IOI competition has focused on problems of an algorithmic nature, see for example [4] . This much is stated in the annual Competition Rules.
In this article, we present a syllabus that better defines the actual scope of the IOI competition.
Overview
Section 2 takes a look at other international science olympiads and their approach to a syllabus. In Section 3, we explain the various benefits that an official IOI Syllabus could have. We also give some reasons for not having an official IOI Syllabus. Section 4 concerns the various roles of mathematics in computing science. We present some general principles to guide the design of an IOI Syllabus in Section 5. Section 6 contains our proposal for an IOI Syllabus. Section 7 concludes the article with a discussion.
Other International Science Olympiads
The international olympiads in physics (IPhO [13] ), chemistry (IChO [8] ), and biology (IBO [7] ) have officially defined syllabi, somehow connected to their regulations. On the other hand, the International Mathematical Olympiad (IMO [11] ) does not have an official syllabus, and this has been a deliberate decision. It appears that the younger international olympiads in astronomy (IAO [6] ), geography (IGeO [9] ), and linguistics (ILO [10] ) do not have an official syllabus.
The "general Regulations for an IMO" state in C1:
"The problems should, if possible, cover various fields of pre-university mathematics and be of different degrees of difficulty."
In current IMO practice, only four topics occur, but this is not an official policy: Geometry, Number Theory, Algebra, Combinatorics. Note that these topics are often not covered extensively (if at all) by mathematics curricula for secondary education in many countries. The IPhO Statutes state in §5:
"The theoretical problems should involve at least four areas of physics taught at secondary school level, (see Syllabus). Secondary school students should be able to solve the competition problems with standard high school mathematics and without extensive numerical calculation."
And in the IPhO Regulations to §5 state:
"The examination topics should require creative thinking and knowledge contained within the Syllabus. Factual knowledge from outside the Syllabus may be introduced provided it is explained using concepts within the Syllabus."
The IPhO Syllabus seems to cover all physics generally taught in secondary education. The Theoretical Part is divided into 11 subfields: Mechanics, Mechanics of Rigid Bodies, Hydromechanics, Thermodynamics and Molecular Physics, Oscillations and Waves, Electric Charge and Electric Field, Current and Magnetic Field, Electromagnetic Waves, Quantum Physics, Relativity, Matter. The Practical Part elaborates on measurement, instruments, errors, approximation and curve fitting, graphing, and safety in laboratory work. The IChO Syllabus classifies topics on three levels:
Level 1: These topics are included in the overwhelming majority of secondary school chemistry programs and need not to be mentioned in the preparatory problems.
Level 2: These topics are included in a substantial number of secondary school programs and maybe used without exemplification in the preparatory problems. "All disciplines of biology are acceptable for the IBO."
In Appendix I, it is stated that "the Theoretical test [. . . ] should cover the following 7 topics in the indicated proportions": Cell biology (20%), Plant anatomy and physiology (15%), Animal anatomy and physiology (25%), Ethology (5%), Genetics and Evolution (20%), Ecology (10%), Biosystematics (5%). Each of these topic areas is described in more detail (8 pages in total). The section on Basic Skills for the Practical Part of the IBO covers such things as science process skills, basic biological skills, biological methods, physical and chemical methods, microbiological methods, statistical methods, and handling of equipment.
Purpose and motivation for an IOI Syllabus
One of the main objectives of the IOI is "to bring the discipline of informatics to the attention of young people" (Statute S1.7 from the IOI Regulations). The olympiads in mathematics, physics, chemistry, biology, and geography are in the fortunate position that these sciences are regular exam topics in secondary education in most countries. Informatics, however, is not in this position. And even if it is, the topics of algorithmics and programming often receive minimal attention.
Algorithmics and programming were chosen as the main topics for the IOI competition; these were the only areas for which a sufficient number of self-taught contestants could be found. The wide availability of personal computers with easily accessible programming tools has helped create this situation. These areas are, in addition, fundamental to computing science.
Over the years, the difficulty level of IOI competition tasks has increased considerably. Among the best contestants, performance has certainly improved to warrant some increase in difficulty. But this improvement is not so much manifested by the 'average' contestant. In part, this disparity may be attributed to the lack of systematic education in computing science.
An IOI Syllabus would benefit:
• candidate IOI contestants,
• coaches of IOI contestants,
• teachers of computing science in secondary education,
• developers of curricula in computing science for secondary education,
• authors of computing science textbooks for secondary education,
• creators of competition tasks for the IOI and similar competitions,
• organizers of computing competitions,
• interested outsiders. We must also point out possible dangers in having an official IOI Syllabus. Such a syllabus could easily obtain the status of a dogmatic standard. Any attempt to step outside the scope of the syllabus could be blindly suppressed, thereby stifling innovation. The process of deciding about the appropriateness of candidate competition tasks could be paralyzed by time-consuming discussions about the syllabus. Coaches and contestants could be misled to believe that knowing what is in the syllabus will guarantee some success in the competition.
In view of these dangers, the syllabus must contain information concerning its proper use, must be flexible, and must include a mechanism for its ongoing revision.
Finally, there are a number of challenges in composing an IOI Syllabus, such as obtaining sufficient consensus on form and content, ensuring clarity and precision (a single interpretation), and ensuring sufficient completeness. We hope that this article will help address these challenges.
Roles of Mathematics in Computing Science
It is important to understand the various roles that mathematics plays in computing science. These roles are often confused, especially in secondary education. One can distinguish the following roles of mathematics in computing science:
(1) As a problem domain. For example, design an algorithm to compute the greatest common divisor of positive integers A and B.
(2) As a language to express formalized models, both in the problem analysis and the solution domain. For example, a street network can be modeled as a directed graph.
(3) As a language to reason about models. For example, if a graph has no cycles, then one can draw the conclusion that it has fewer edges than vertices.
(4) As a language to reason about computations, algorithms and data structures, and their implementation; in particular, to reason about functional correctness, termination, and efficiency. For example, the binary search algorithm applied to an array of N elements, terminates in O(log N ) steps.
Note that the second and third roles (concerning the formulation of and reasoning about models) are present in most branches of science. The type of mathematical models depends to some extent on the science in question. For instance, group theory (to study symmetry), differential equations, numerical analysis, probability theory and statistics are more relevant in the natural sciences. Logic and discrete models involving combinatorial structures are more relevant in computing science. The first and last role (as problem domain and for reasoning about computations) are more specific to computing science. Mathematical knowledge concerning the first role (as problem domain) could be avoided by allowing only competition tasks that involve non-mathematical problem domains. However, such a restriction would be unrealistic:
• There are few non-mathematical domains that all IOI contestants can be expected to know well enough. Such knowledge is often difficult to present succinctly and clearly as part of the problem statement in an attempt to compensate for deficiencies.
• Mathematics as a problem domain has the advantage that it allows very compact and precise problem statements. Furthermore, a rich problem domain is available through elementary mathematics, which should be well within reach of students from secondary education.
• Mathematics in the second role (to express models) is indispensable for the development of algorithmic solutions, even when dealing with algorithmic problems from a non-mathematical domain. There is a significant overlap between mathematics in the first and second role.
Mathematical knowledge in the first and second role mostly concerns concepts, terminology, and notations. Verhoeff [17] presents a classification of elementary concepts, terminology, and notations with respect to their usability in IOI competition tasks. This classification could be used in an IOI Syllabus. It should, however, be augmented with some relevant methods and techniques to combine and apply these elementary notions.
Mathematical knowledge in both the third and fourth roles both concerns reasoning, viz. about models and about computations. This skill demands some familiarity with mathematical logic. Contestants need the ability • to express conjectures and theorems (even if only informally), and • to construct and understand logical deductions, applying theorems.
They are also expected to know certain (elementary) mathematical theorems.
Note that the mathematics in the fourth role (reasoning about computations) is most specific to computing science, and is often not encountered in other branches of science. Unfortunately, it tends to be underexposed in secondary education.
Any IOI Syllabus must clarify what mathematical knowledge is important in what roles. However, it should always be kept in mind that the IOI is an informatics competition and not a math contest.
General principles behind the Syllabus
Our first principle is that we intend to capture the current accepted IOI practice in the syllabus. There may be reasons for changing the IOI and they may become even clearer by writing a syllabus, but it is not our goal to reform the IOI through the syllabus.
Because it does not seem to be documented anywhere, we feel that a brief explanation is in order as to why the IOI competition focuses on algorithmic problem solving and programming. This narrow focus is similar to the IMO, and contrasts sharply with the IBO, which strives for comprehensive coverage of the discipline.
The IOI competition is not meant to be an ordinary exam that tests whether the participants have learned their lessons. It is aimed at discovering and challenging talented pupils. For this, it was decided that depth rather than breadth, and innovative problems rather than standard exercises are of primary importance. To minimize the advantage of having special prior knowledge, the topics should be elementary and fundamental.
The reasons for requiring programmed implementations of algorithms are 1 :
• There is no standardized abstract algorithm notation suitable for use in the IOI. Programming languages have a well-defined syntax and semantics 2 , and can stand in to express algorithms.
• Pupils interested in computing typically know a popular programming language. It is easy to learn the basics of programming.
• Implementing an algorithm as a computer program requires you to fill in all the gaps. You cannot afford to be vague anywhere.
• Programs can be executed and thereby facilitate automated evaluation to some extent.
• Producing a working program is a satisfactory experience. This is common to all engineering disciplines.
• Programming is one of the fundamental topics of computing science. Nevertheless, the overwhelming details of modern computing platforms (programming languages, programming tools, operating systems, system and processor architecture) should not become an obstacle to success.
Currently, imperative programming languages are used in the IOI, but the authors wish to point out that functional languages would also be suitable for this purpose.
The broader context of algorithms
It is tempting simply to list various algorithms and data structures, and underlying design techniques that are relevant to the IOI competition. Rather than collecting a large number of topics for an IOI Syllabus, we find it more valuable to state some general principles to guide the inclusion and exclusion of specific topics.
The decision about the relevance of a particular algorithm should be based not only on how complicated the algorithm is when written in pseudocode. It is important to distinguish • how complicated an algorithm is (in a static sense) and
• how advanced the reasoning behind the algorithm's design is, concerning correctness and/or efficiency 3 .
Here are some typical examples:
• The pseudocode for the Knuth-Morris-Pratt string search algorithm is not complicated, but the reasoning behind its correctness is.
• The linear median selection algorithm by Blum et al. is not complicated, but the proof of its worst-case linear time efficiency is.
• Hoare's Quicksort is not a complicated algorithm, but the analysis of its average-case running time involves advanced mathematics.
Whether or not a specific algorithm is to be considered prerequisite IOI knowledge should also be based on the (mathematical) techniques relevant for the underlying reasoning.
It is also important to distinguish • how seemingly straightforward an algorithm is and
• how demanding it can be to implement it as an actual correct and efficient computer program.
Again, an example may help:
• Kruskal's algorithm for computing a minimum spanning tree is simple when expressed in terms of an abstract data type that maintains a partition of the nodes, but an efficient implementation of this data type is much more involved.
• Algorithms for determining whether two line segments intersect involve a careful case distinction, which can easily lead to hard-to-spot implementation errors.
It seems inappropriate to ask contestants to develop algorithms that require advanced reasoning techniques to understand their correctness and/or efficiency, even if the algorithms themselves are not complicated.
It may also not be a good idea to ask contestants to develop algorithms whose implementation is intrinsically troublesome, even if the abstract algorithm is not so complicated. Keep in mind that the IOI is not just an implementation contest.
Thus, the required reasoning techniques and implementation techniques play a fundamental role in selecting topics for the IOI Syllabus.
Main topic areas for an IOI Syllabus
To organize the relevant topics we have consulted the ACM curriculum models for college [1] and K-12 [2] . The latter refers to, and is in part derived from, the former, but the K-12 curriculum is too restrictive for our purposes. We have chosen to use the Computing Curricula (CC2001) topics of [1] as a basis for our syllabus proposal. Because CC2001 is aimed at university-level education, it offers the required depth. It also contains many topics that will not occur in the IOI competition. However, we think that it is good to be able to point out explicitly what further topics exist in computing and are not relevant for the IOI.
Taking a top-down view, we arrive at the following main areas:
• Mathematics, in particular, Discrete Structures (DS), but with small additions from number theory and geometry;
• Computing Science, in particular, Programming Fundamentals (PF), and Algorithms and Complexity (AL);
• Software Engineering, in particular, its application "in the small";
• Computer Literacy, in particular, use of a computer for program development and other competition-related purposes (e.g. submitting files via a web browser, printing).
Some basic science and engineering skills and methods will be included under Computing Science and under Software Engineering respectively.
Proposed IOI Syllabus
The proposed IOI Syllabus focuses on topics in the form of concepts. For further details on terminology and notations, we refer to [17] . An updated version of that document could be incorporated into a final IOI Syllabus.
The proposed IOI Syllabus classifies each topic into one of three categories:
Included: This is the default category. It means that the topic is relevant for the IOI competition, that is, it could play a role in the description of a competition task, in the contestant's process of solving the task, or in the model solution. Included topics are further qualified as: Not needed: This means that although the topic may be of interest, it will not appear in task descriptions or model solutions, and that it will not be needed to arrive at a solution. However, see also the note below about possible promotion to Included. Example: Binomial theorem in §6.1.2 DS4
Excluded: This means that the topic falls outside the scope of the IOI competition. Example: Calculus in §6.1.3
The classifications under Not needed and Excluded are not intended to be exhaustive, but rather serve as examples that map out the boundary. Topics not mentioned in the syllabus are to be treated as Excluded. However, topics not classified for use in task descriptions, including topics not mentioned, could be promoted to Included △, provided that they require no special knowledge and will be defined in terms of included non-⊖concepts, in a precise, concise, and clear way. Special cases of non-included topics can be good candidates for such promotion. For example, planar graphs are excluded, but trees (a special case) are in fact included. Note that the syllabus must not be interpreted to restrict in any way the techniques that contestants are allowed to apply in solving the competition tasks. Of course, each task or the Competition Rules can impose binding restrictions, which are to be considered as part of the problem statement (e.g. that no threads or auxiliary files are to be used).
Topics literally copied from [1] are typeset in sans serif font. However, competition tasks could involve a dialog with a reactive environment.
Algorithms and Complexity (AL)
We quote from [1] :
Algorithms are fundamental to computer science and software engineering. The real-world performance of any software system depends only on two things: (1) the algorithms chosen and (2) the suitability and efficiency of the various layers of implementation. Good algorithm design is therefore crucial for the performance of all software systems. Moreover, the study of algorithms provides insight into the intrinsic nature of the problem as well as possible solution techniques independent of programming language, programming paradigm, computer hardware, or any other implementation aspect.
AL1. Basic algorithmic analysis: 
Other Areas in Computing Science
The following areas are all excluded.
AR. Architecture and Organization: Excluded
This area is about digital systems, assembly language, instruction pipelining, cache memories, etc. The basic structure of a computer is covered in §6.4.
OS. Operating Systems: Excluded
This area is about the design of operating systems, covering concurrency, scheduling, memory management, security, file systems, real-time and embedded systems, fault tolerance, etc. The basics of using the high-level services of an operating system are covered in §6.4, but low-level system calls are specifically excluded.
NC. Net-Centric Computing: Excluded
PL. Programming Languages: Excluded
This area is about analysis and design of programming languages, covering classification, virtual machines, translation, object-orientation, functional programming, type systems, semantics, and language design. The basics of using a highlevel programming language are in §6.2.1.
HC. Human-Computer Interaction: Excluded
This area is about the design of user interfaces, etc. The basics of using a (graphical) user interface are covered in §6.4. We quote from [1] :
GV. Graphics and Visual
Software engineering is the discipline concerned with the application of theory, knowledge, and practice for effectively and efficiently building software systems that satisfy the requirements of users and customers.
In the IOI competition, the application of software engineering concerns the use of light-weight techniques for small, one-off, single-developer projects under time pressure. All included topics are ⊖.
SE1. Software design:
Fundamental design concepts and principles Design patterns
Structured design
In particular, contestants may be expected to
Transform an abstract algorithm into a concrete, efficient program expressed in one of the allowed programming languages, possibly using standard or competition-specific libraries. Make their programs read data from and write data to text files according to a prescribed simple format 9 .
Not needed : Software architecture, Design for reuse
Excluded : Object-Oriented analysis and design, Component-level design SE2. Using APIs:
In particular, contestants may be expected to Use competition-specific libraries according to the provided specification. In particular, contestants may be expected to Write and edit program texts using one of the provided program editors. Compile and execute their own programs. Debug their own programs. 9 Evaluation of submitted programs will only be based on input data that agrees with the prescribed input format. Submitted programs need not check input validity. However, when contestants offer input data of their own design, then obviously no such guarantees can be made. 10 Application Programming Interface. 11 Integrated Development Environment.
Not needed : Testing tools, Configuration management tools
Excluded : Requirements analysis and design modeling tools, Tool integration mechanisms SE4. Software processes:
Software life-cycle and process models
Understand the various phases in the solution development process and select appropriate approaches.
Excluded : Process assessment models, Software process metrics SE5. Software requirements and specification:
Functional and nonfunctional requirements
Basic concepts of formal specification techniques
In particular, contestants may be expected to Transform a precise natural-language description (with or without mathematical formalism) into a problem in terms of a computational model, including an understanding of the efficiency requirements. Formal methods concepts (notion of correctness proof, invariant)
Pre and post assertions
In particular, contestants may be expected to Reason about the correctness and efficiency of algorithms and programs.
Not needed : Formal verification
Excluded : Formal specification languages, Executable and non-executable specifications SE11. Software reliability: Excluded SE12. Specialized systems development: Excluded
Computer Literacy ⊖
Contestants should know and understand the basic structure and operation of a computer (CPU, memory, I/O). They are expected to be able to use a standard computer with graphical user interface, its operating system with supporting applications, and the provided program development tools for the purpose of solving the competition tasks. In particular, some skill in file management is helpful (creating folders, copying and moving files).
Details of these facilities will be stated in the Competition Rules of the particular IOI. Typically, some services are available through a standard web browser. Possibly, some competition-specific tools are made available, with separate documentation.
It is often the case that a number of equivalent tools are made available. The contestants are not expected to know all the features of all these tools. They can make their own choice based on what they find most appropriate.
Not needed : Calculator
Excluded : Word-processors, Spreadsheet applications, Data base management systems, E-mail clients, Graphics tools (drawing, painting)
Conclusion
Contestants are well served when given clear, correct, and timely guidelines as to what they may expect in a competition. They are poorly served when unanticipated expectations are placed on them. While no syllabus should be construed to supplant reason or discretion, we advance the current proposal as a framework through which to make the expectations on IOI contestants more clear.
The proposed syllabus provides a mechanism for contestants, educators, and contest designers to achieve a better common understanding of the skills and knowledge assumed of contestants. Space does not permit a detailed rationale for every choice; the authors have relied on their experience with international competitions, an examination of past tasks, and an analysis of benefits and drawbacks arising from the inclusion or exclusion of certain concepts and techniques. No doubt some of these choices are controversial -we hope that the structure we have presented will help to guide and focus the ensuing debate.
It is desirable to cite text books and other training materials that contestants and educators might use in preparation for the IOI. None of which we are aware fits the syllabus perfectly; current materials would have to be used selectively so as to be consistent with the syllabus. A book covering a substantial fraction of the syllabus topics is [3] .
Our immediate aim is that the IOI adopt a syllabus based on our proposal. In the medium term, we seek to identify specific resource materials supporting each of the included topics. In the long term, we believe it is appropriate to develop and distribute IOI-specific educational and training materials.
The authors wish to acknowledge the inspiration of the IOI Workshop [15] .
