Map Editor for OS Android by Buček, David
VŠB – Technická univerzita Ostrava
Fakulta elektrotechniky a informatiky
Katedra informatiky
Editor map pro Android
Map Editor for OS Android
2015 David Bucˇek


Rád bych na tomto místeˇ podeˇkoval všem, kterˇí mi s prací pomohli, protože bez nich by
tato práce nevznikla.
Abstrakt
Cílem této práce je vytvorˇení funkcˇní knihovny pro rozpoznávání rucˇneˇ kreslených map.
Implementace je realizována v jazyce Java pro OS Android i desktopovou edici Java SE.
Soucˇástí práce je shrnutí metod pro rozpoznávání obrazu, testování vzniklé knihovny
a ukázková aplikace.
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Abstract
The target of this thesis is to create library for handcrafted map recognition. Implemen-
tation for OS Android, as well as desktop edition, is realized in Java programming lan-
guage. Thesis includes a summary of image recognition methods, test cases for final li-
brary and sample application.
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Seznam použitých zkratek a symbolu˚
ADT – Android Development Toolkit
ASCII – American Standard Code for Information Interchange
BSD – Berkeley Software Distribution
EAN – International Article Number
GPS – Global Positioning System
GUI – Graphical User Interface
JSON – JavaScript Object Notation
JSON-LD – JavaScript Object Notation for Linked Data
NDK – Native Development Kit
NFC – Near Field Communication
OpenCV – Open Source Computer Vision
OS – Operacˇní systém
RPG – Role Playing Game
TCP – Transmission Control Protocol
QR code – Quick Response Code
XML – Extensible Markup Language
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61 Úvod
V pru˚beˇhu posledního desetiletí došlo k prudkému vývoji mobilních technologií, a s tím
souvisejícího prˇíslušenství. Soucˇástí dnešních mobilních telefonu˚ jsou senzory pro sní-
mání polohy, pohybu, orientace, dále prˇední a zadní fotoaparát nebo prˇenosové služby
zahrnující Bluetooth, Wi-Fi, NFC apod.
Tyto technologie lze prakticky využít v mapových aplikacích (GPS navigace, nale-
zení nejbližšího místa), cˇtení cˇárových kódu˚ (EAN, QR code) cˇi jiných typu˚ znacˇení, prˇe-
nosu dat mezi zarˇízeními (sdílení souboru˚, vzdálené ovládání) nebo v herním pru˚myslu.
Dobrým prˇíkladem takovéhoto využití mohou být ovladacˇe moderních herních konzolí
(PlayStation 3, PlayStation 4, Nintendo Wii, atd.). Prˇi ovládání her se rovneˇž využívá mož-
ností snímání a zpracování obrazu. Za zmínku stojí technologie Microsoft Kinect, která
nachází využití i prˇi veˇdeckých experimentech, nebo PlayStation Move, kdy je kamerou
snímána poloha ovladacˇe.
Úcˇelem této práce je prozkoumat možnosti využití fotoaparátu mobilního telefonu
k návrhu herních map. Využití lze najít u digitálních verzí klasických stolních her nebo
prˇi tvorbeˇ vlastních úrovní do mobilních her.
Nejdrˇíve jsou rozebrány zpu˚soby, jakými se mapy kreslí, a jaké prvky jsou na nich
vyobrazeny. Jsou zde stanovena pravidla, která musí mapa splnˇovat, a co vše bude vý-
sledná knihovna zohlednˇovat. Podrobneˇji je tato problematika probrána v kapitole 1.1.
V cˇásti Metody rozpoznávání obrazu (viz 2) jsou pak rozebrány jednotlivé zpu˚soby,
jak z nakreslené mapy získat její digitální reprezentaci. Du˚raz je prˇi tom kladen na obecné
možnosti práce s obrazem a je zvolena konkrétní metoda, která bude v této práci použita.
Cˇást Návrh (viz 3) pak obsahuje možné zpu˚soby implementace, vybrané technologie
a nástroje pro cílové rˇešení.
Kapitola Implementace (viz 4) rozebírá zajímavé cˇásti kódu výsledné knihovny. Sou-
cˇasneˇ je zde shrnuta celková struktura knihovny z pohledu kódu a popis jednotlivých
trˇíd a zpu˚sob jejich použití.
Testy knihovny a získané výsledky shrnuje kapitola Testování (viz 5). K práci je rov-
neˇž prˇiložena sada fotografií a naskenovaných snímku˚ rucˇneˇ kreslených map, vcˇetneˇ
šablon pro vytvorˇení vlastní mapy.
Nedílnou soucˇástí této práce je i ukázková aplikace, která demonstruje ru˚zné mož-
nosti vzniklé knihovny. V kapitole Ukázková aplikace (viz 6) je uveden bližší popis,
vcˇetneˇ návodu k použití.
1.1 Kreslení map
Mnoho deskových a spolecˇenských her využívá herní plán (mapu). V neˇkterých prˇípa-
dech je pevneˇ daný, v jiných je jeho tvorba závislá na kreativiteˇ hrácˇu˚. Plán lze sestavovat
z prefabrikovaných komponent nebo se celá mapa kreslí na papír. Kreslené mapy jsou ty-
pické pro veˇtšinu stolních her na hrdiny (RPG).
V mnoha prˇípadech je ale zpu˚sob vytvorˇení mapy závislý na herních pravidlech.
Musí splnˇovat ru˚zná omezení, jakými jsou: Formát papíru, tvar dlaždic, jejich vzájemnou
polohu, návaznost apod. Mapy se mohou skládat z dlaždic a nebo mu˚že být zarovnání
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cˇ. Cˇeský název Anglický název
1. Pravoúhlé Orthogonal
2. Pravoúhlé s posunem Orthogonal, staggered
3. Izometrické, normální Isometric, diamond
4. Izometrické, stupnˇovité Isometric, staggered
5. Šestiúhelníkové, vodorovné Hexadecimal, horizontal
6. Šestiúhelníkové, svislé Hexadecimal, vertical
Tabulka 1: Rozdeˇlení dlaždicových map
mapy omezeno sadou pravidel. V neˇkterých prˇípadech musí být mapa kreslena do prˇe-
dem prˇipravené šablony. Stejneˇ tak bývá omezen i seznam prvku˚, které mohou být na
mapu zaneseny. [1]
Typickým zástupcem takových her je naprˇíklad Dungeons & Dragons, která využívá
neˇkolik typu˚ map soucˇasneˇ. Nejcˇasteˇji používané formáty dlaždic zobrazuje obrázek 1.
Rozdeˇlení dlaždicových map zobrazuje tabulka 1. [2]
Pro samotné hraní je pak cˇasto du˚ležité i cˇíslování dlaždic, které usnadnˇuje orien-
taci hrácˇu˚ na mapeˇ. Všeobecneˇ známé je naprˇíklad znacˇení polí beˇžné šachovnice, kde
sloupce jsou oznacˇeny písmeny abecedy od A po H a rˇádky cˇíslicemi od 1 do 8. Zpu˚sob
zápisu je u každé hry jedinecˇný a závisí opeˇt na pravidlech. Prˇi cˇíslování závisí cˇasto i na
logice usporˇádání dlaždic. Možná cˇíslování jsou soucˇástí obrázku 1. [3]
81.2 Digitální tvorba map
Prˇi vytvárˇení mapy je du˚ležité rozlišit, zda-li je nutné uchovávat mapu jen jako obrázek
anebo i data o ní.
1.2.1 Vizuální mapy
Nástroje pro tvorbu vizuálních dat slouží pouze k vytvorˇení obrázku mapy. Mu˚že jít
o samostatné nástroje nebo rozšírˇení pro ru˚zné grafické editory.
Pro vytvárˇení vlastních dlaždic lze použít nástroj ShoeBox postavený nad Adobe Air.
Rozšírˇení obsahuje sadu funkcí pro zjednodušení práce, vcˇetneˇ exportu vzniklých dlaž-
dic pro ru˚zné jiné nástroje. [4]
Zástupcem stand-alone editoru˚ je naprˇíklad Campaign Cartographer 3. Jde o komercˇní
produkt spolecˇnosti ProFantasy Software Ltd. Nástroj obsahuje velké množství dokou-
pitelných balícˇku˚ vzhledu˚ a rozšírˇení. [5]
1.2.2 Mapy ve formeˇ dat
Vedle nástroju˚ pro tvorbu vizuálních map existují i nástroje, jejichž výstupem není pouze
obrázek mapy, ale její datová reprezentace. Veˇtšinou jde o specializované programy, ale
lze najít i nástroje schopné pracovat obecneˇ s mapou dlaždic.
Mezi takové nástroje patrˇí open-source editor Tiled. Pro uložení mapy používá vlastní
formát souboru˚ s prˇíponou .tmx, který je založen na XML. Podporováno je neˇkolik
druhu˚ dlaždic:
• pravoúhlé,
• izometrické,
• šestiúhelníkové.
Do nástroje lze nahrát vlastní sady dlaždic a obrázku˚, samotná mapa je pak cˇleneˇna do
vrstev. Samotné uložení dat vrstvy dlaždic mu˚že být v neˇkolika volitelných formátech,
vcˇetneˇ kompresí. Editor umožnˇuje i exporty pro neˇkteré herní enginy nebo do jiných
formátu˚, jako JSON. [2, 6]
V prˇípadeˇ pocˇítacˇových her bývají nástroje na tvorbu map cˇasto prˇímo jejich soucˇástí
nebo jsou distribuovány spolu s nimi. Existují rovneˇž programy, které umožnˇují mapy
nejen vytvárˇet, ale rovnou je i využít v digitálních verzích deskových her.
1.3 Vlastní formát map
Tato práce se zameˇrˇuje pouze na pravoúhlé mapy. Díky tomuto omezení je možné mapy
zakreslovat na beˇžneˇ dostupné cˇtverecˇkované papíry. Existují i specializované formáty
papíru s šestiúhelníkovými vzory pro konkrétní RPG hry, které ale nejsou beˇžneˇ do-
stupné. Velikost cˇtverecˇku˚ v tomto prˇípadeˇ nehraje roli, protože prˇi vytvorˇení snímku
papíru je velikost relativní vu˚cˇi prˇiblížení objektivu.
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V rámci této práce budou uvažovány prˇedevším formáty papíru A4 a A5 s velikostmi
cˇtverecˇku˚ 0,5 cm a 1 cm. Pro kreslení mapy lze použít jakoukoliv psací potrˇebu, nejlépe je
použít permanentní lihový fix s hrotem velikosti F nebo M. Barva je s ohledem na postup
rozpoznávání obrazu, který je popsán dále v práci, zanedbatelná. Nejcˇasteˇji byla v této
práci používána barva modrá a cˇerná.
Mapa bude na papírˇe zameˇrˇena podle kót v rozích. Bližší popis a výbeˇr tvaru je roze-
brán pozdeˇji v této práci.
Jelikož má práce sloužit k návrhu map do her, je nejdu˚ležiteˇjší cˇástí rozpoznání zdí
a cest na mapeˇ. Ty mohou být zakresleny bud’ po hranách cˇtverecˇku˚ nebo mohou být ve-
deny jejich strˇedy. S ohledem na dlaždicovou prˇedstavu reprezentace mapy bude použita
druhá zmíneˇná možnost.
Obrázek 3: Odlišné zpu˚soby zakreslení cesty do mapy
V rámci kreslení mapy není brán zrˇetel na velikost cˇtverecˇku na papírˇe, je ale nutné
dodržet jeden z daných rozmeˇru˚ mapy. Kóty jsou plneˇ vybarvené cˇtverce zabírající ob-
last vždy 2x2 cˇtverecˇky a oblasti mezi jejich hranami musí zu˚stat prázdné. Výjimkou je
doplnˇková znacˇka pro velikost mapy. Samotná mapa se pak nachází uvnitrˇ této vytycˇené
zóny a mu˚že mít rozmeˇry:
• Velká mapa: Delší strana 24 cˇtverecˇku˚, kratší 16.
• Malá mapa: Delší strana 16 cˇtverecˇku˚, kratší 10.
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Obrázek 4: Velikosti map vcˇetneˇ zobrazení znacˇky
Velikosti map byly zvoleny s ohledem na beˇžné formáty papíru˚ a velikosti cˇtverecˇku˚ tak,
aby se ideálneˇ vešly na stránku. Aby bylo možné rozpoznat velikost mapy již z nákresu, je
malá mapa opatrˇena znacˇkou. Ta je umísteˇna jeden cˇtverecˇek od strˇedu libovolné hrany
kóty a jde o vyplneˇný kruh s pru˚meˇrem velikosti cˇtverecˇku. Ukázka je zobrazena na
obrázku 4.
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2 Metody rozpoznávání obrazu
V rámci této práce je rozpoznání obrazu rozdeˇleno do dvou veˇtších celku˚, kdy každému
z nich náleží specifické metody.
2.1 Morfologické zpracování obrazu
Morfologie je obecneˇ chápána jako veˇda zabývající se tvarem a strukturou prˇedmeˇtu˚. Prˇi
zpracování obrazu je využívána matematická morfologie, která slouží jako nástroj pro
jednoznacˇné vytycˇení komponent na obrázku. Matematická morfologie vychází z vlast-
ností bodových množin a její principy jsou založeny na nelineárních operacích. Nejcˇasteˇji
se aplikuje nad binárními obrazy, lze ji ale snadno zobecnit i na barevné obrázky nebo
na obrázky ve stupních šedi. Morfologické operace se používají pro prˇedzpracování ob-
razu (odstraneˇní šumu, zjednodušení tvaru), zdu˚razneˇní struktury objektu˚ (kostra, zten-
cˇování, zesilování) a pro popis objektu˚ cˇíselnými charakteristikami (plocha, obvod, pro-
jekce). [8]
Morfologické operace jsou realizovány jako relace obrazu (bodové množiny X) s jinou
menší bodovou množinou B. Takováto množina se nazývá strukturní element (viz 2.1.1).
Morfologickou transformaci si lze prˇedstavit jako urcˇitý systematický pohyb strukturního
elementu B po obrazu X a vyhodnocení odezvy podle typu operace. Mezi dveˇ základní
morfologické operace patrˇí dilatace a eroze.
2.1.1 Strukturní element
Každý strukturní element se vztahuje ke svému lokálnímu pocˇátku, neˇkdy též nazýva-
nému aktuální nebo reprezentativní bod. Výjimecˇným a neprˇíliš žádoucím prˇípadem je,
když reprezentativní bod není soucˇástí strukturního elementu. Uvažujme, že konkrétní
strukturní element B je umísteˇn v neˇjaké poloze uvnitrˇ obrazu. Výsledek jejich vzájemné
relace se zapíše do výstupního obrazu na aktuální pozici. Pro binární obrazy je výsledek
této relace bud’ 0 nebo 1.
Speciálním prˇípadem strukturního elementu je tzv. izotropický strukturní element, u neˇ-
hož má morfologická transformace stejné chování ve všech smeˇrech. [9]
2.1.2 Dilatace a eroze
Dilatace je operací, která zveˇtšuje objekty v binárním obraze, zatímco eroze je jejím prˇes-
ným opakem. Obecné využití dilatace spocˇívá v zaplneˇní malých deˇr a necˇistot obrazu.
Eroze je naopak využívána k odstraneˇní malých objektu˚ nebo ke skeletonizaci. Z pohledu
matematiky lze dilataci vyjádrˇit jako vektorový soucˇet (rovnice 2) a erozi jako vektorový
rozdíl (rovnice 3). K vyjádrˇení dilatace je nutné nadefinovat reflexi (rovnice 1). [7, 10]
Bˆ = {w|w = −b, b ∈ B} (1)
X ⊕B = {x|(Bˆ)x ∩X ̸= ∅} (2)
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X ⊖B = {x|(B)x ⊆ X} (3)
Vlastnosti dilatace
• Komutativnost: X ⊕B = B ⊕X
• Asociativnost: X ⊕ (B ⊕ C) = (X ⊕B)⊕ C
• Rostoucí transformace: X ⊆ Y ⇒ X ⊕B ⊆ Y ⊕B
• Invariance k translaci: XT ⊕B = (B ⊕X)T
• Sjednocení posunutých bodových množin: X ⊕B = 
b∈B
Xb
Vlastnosti eroze
• Antiextenzivnost: (0, 0) ∈ B ⇒ X ⊖B ⊆ X
• Rostoucí transformace: X ⊆ Y ⇒ X ⊖B ⊆ Y ⊖B
• Invariance k translaci: XT ⊖B = (B ⊖X)T
• Pru˚nik posunutých bodových množin: X ⊖B = 
b∈B
Xb
2.1.3 Otevrˇení a uzavrˇení
Výše zmíneˇné operace se nejcˇasteˇji využívají ve vzájemné kombinaci se stejným struktur-
ním elementem. Rozdíl mezi operací otevrˇení (rovnice 4) a uzavrˇení (rovnice 5) spocˇívá
pouze v porˇadí aplikace dilatace a eroze. [7, 11, 12]
X ◦B = (X ⊖B)⊕B (4)
X •B = (X ⊕B)⊖B (5)
Tyto operace jsou využívány v rámci této práce prˇi analýze obrázku s mapou k zacˇiš-
teˇní obrazu.
2.1.4 Náhodná transformace
Náhodná transformace (Hit-or-Miss) je založena na dvou strukturních elementech. Ele-
ment B1 prˇedstavuje vzor hledaného objektu, element B2 pak koresponduje s pozadím
obrázku. Transformaci lze tedy vyjádrˇit rovnicí 6. [7]
X ⊛B =

X ⊖B1

−

X ⊕ Bˆ2

(6)
13
2.1.5 Skeletonizace
V mnoha prˇípadech se vyplatí omezit zkoumaný objekt pouze na jeho kostru. Kostra
zachovává co nejlépe tvar objektu a je tvorˇena množinou cˇar minimální šírˇky. Každý bod
na kostrˇe tvorˇí strˇed kružnice vepsané, která se dotýká hranice objektu ve dvou nebo více
bodech. [7, 11]
2.2 Segmentace obrazu
Jednou z významných cˇástí analýzy obrazu je jeho segmentace. Jejím úcˇelem je získat
informace o objektech v obrazu, které jsou reprezentovány neprˇekrývajícími se oblastmi.
Segmentace mu˚že být úplná nebo cˇástecˇná podle toho, zda oblasti souhlasí s objekty na
pu˚vodním obraze, cˇi nikoliv. Pro úcˇely analýzy obrazu není samotná segmentace dosta-
cˇující a na její výsledky je potrˇeba aplikovat další metody. [7, 13]
2.2.1 Prahování
Jedna z jednoduchých a cˇasto používaných segmentacˇních metod je prahování. Veˇtšinou
prˇedstavuje cˇást postupu v komplexneˇjších úlohách. Z pohledu implementace je tato me-
toda velmi jednoduchá a cˇasoveˇ nenárocˇná. Matematicky lze prahování vyjádrˇit pomocí
rovnice 7, kde g prˇedstavuje výstup, f vstup a T hodnotu prahu. [7, 14]
g(x, y) =

1 f(x, y) > T
0 f(x, y) ≤ T (7)
Pokud je hodnota prahu v rámci celého obrázku stejná, nazývá se prahování globál-
ním. V prˇípadeˇ adaptivního prahování se hodnota prahu urcˇuje pro každý zpracovávaný
bod obrázku zvlášt’ (tzn. v pru˚beˇhu zpracování se meˇní). [7]
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3 Návrh
Výsledkem práce bude knihovna pro analýzu obrazu a rozpoznávání map, která bude
rozcˇleneˇna na neˇkolik cˇástí.
Základem bude sada trˇíd a rozhraní pro obecnou práci s obrazem, která musí splnˇo-
vat následující požadavky:
• Trˇídy potrˇebné k základní práci (celocˇíselný bod a hranice obdélníkové oblasti
v dvojrozmeˇrném prostoru).
• Obecné rozhraní pro práci s obrázkovou bitmapou.
• Trˇídy pro uchování obrázku˚.
• Metody pro základní operace s obrazem, naprˇíklad:
– Práce s celým obrázkem (vyplneˇní oblasti se stejnou hodnotou pixelu, vykres-
lení cˇar a prˇevod indexu˚ na barvy).
– Práce s jednotlivými pixely obrázku (zvýšení/snížení hodnoty pixelu, vynáso-
bení hodnoty pixelu zvoleným cˇíslem, orˇíznutí hodnoty pixelu na danou mez
nebo nahrazení hodnoty pixelu jinou hodnotou).
– Vytvárˇení nových obrázku˚ nebo vyrˇíznutí podoblasti jako nový obrázek.
– Pokrocˇilejší metody pro práci s obrázkem (dilatace a eroze).
Nedílnou soucˇástí jsou i trˇídy pro analýzu obrazu a trˇídy zobecnˇující práci s mapou.
Ty umožnˇují zpracovat a uchovat data dlaždic a mapy. Obecneˇ se tedy tato sada dá roz-
deˇlit na:
• Trˇídy pro práci s dlaždicovými mapami.
• Rozhraní a výcˇtové typy pro práci s formáty papíru.
• Trˇídy a rozhraní schopné rozpoznávat mapy.
Nezávisle na výše zmíneˇných cˇástech knihovny jsou v práci zahrnuty i na platformeˇ
závislé komponenty. Konkrétneˇ jde o sadu trˇíd, která prˇemost’uje existující trˇídy pro práci
s obrázky tak, aby byly použitelné s knihovnou. Práce bude obsahovat toto rˇešení pro
platformy Android a Java SE.
3.1 Pokrocˇilé funkce
Vedle již zmíneˇných funkcí pro práci s obrazem bude knihovna obsahovat i funkce pokro-
cˇilejší. Pro potrˇeby zpracování a rozpoznání mapy budou využity funkce pro prahování
obrazu, vyplneˇní semínkovou metodou, hledání momentu˚ apod. Funkce budou navr-
ženy všeobecneˇ s du˚razem na jejich možnou znovupoužitelnost v jiných aplikacích, než
rozpoznání dlaždic.
Samotný pru˚beˇh zpracování od vstupního obrázku, až po výslednou dlaždicovou
mapu je zobrazen na obrázku 5.
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Obrázek 5: Pru˚beˇh zpracování obrázku
3.2 Volba programovacího jazyka
S ohledem na cílovou platformu (desktop a Android) prˇipadá v úvahu neˇkolik progra-
movacích jazyku˚. Aplikace pro operacˇní systém Android lze psát v jazyce Java, s využi-
tím NDK pak v jazyce C/C++. Existuje i možnost vytvárˇet aplikace v jiných jazycích, at’ už
vystaveˇných na platformeˇ Java (Groovy, Scala) nebo využívajících skriptovací prostrˇedí
(Lua, Python). [18, 19, 20, 21]
Jazyk Java umožnˇuje snadnou prˇenositelnost mezi platformami, má jednoduchou
syntaxi, kvalitní dokumentaci a je to primární jazyk pro vytvárˇení aplikací pro Android.
Mezi nevýhody Javy patrˇí komplikovaný prˇenos na platformu Apple iOS nebo Micro-
soft Windows Phone. V tomto ohledu je výhodneˇjší jazyk C/C++, který ale vyžaduje do-
plnˇující propojení do každé z platforem. Rovneˇž není ustálený co se týcˇe podporované
syntaxe, verzí a prˇekladacˇu˚, což mu˚že zpu˚sobovat problémy prˇi prˇenosu kódu. Další
zmíneˇné možnosti (prˇedevším pak skriptovací jazyky) se pro vytvárˇení knihovny prˇíliš
nehodí. [15, 16]
Jelikož je knihovna cílena na Android, bude implementace probíhat v programova-
cím jazyce Java. V rámci implementace a testování bude zohledneˇna i možnost propojení
s jazykem C/C++ pro potrˇeby lepšího výkonu.
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3.3 Vývojárˇské nástroje
V dobeˇ zahájení implementace byly k dispozici dva nástroje, které umožnˇují vývoj pro
Android v jazyce Java. První možností je integrované vývojové prostrˇedí Eclipse s balícˇ-
kem ADT, které se používá od prvních verzí Androidu. Novým rˇešením pro vývoj apli-
kací pro platformu Android je nástroj Android Studio, jehož první stabilní verze vyšla
v prosinci 2014.
3.3.1 Eclipse s ADT
Nástroj urcˇený pro vývoj aplikací v jazyce Java, ve kterém je sám napsán. V roce 2001 byl
Eclipse uvolneˇn jako open-source, spravovaný Eclipse Foundation. Pro potrˇeby vývoje
aplikací pro Android je rozšírˇen o balícˇek ADT. Ten prˇidává funkce vizuálního návrhu
GUI, automatickou kompilaci Android aplikací a emulátor pro jejich spušteˇní. Soucˇástí
je i sada nástroju˚ pro ladeˇní. [24]
3.3.2 Android Studio
Vývoj nového nástroje pro vytvárˇení aplikací platformy Android byl oznámen v kveˇtnu
2013 na konferenci Google I/O. [22] První ukázka se objevila záhy po oznámení, do fáze
beta se nástroj dostal v cˇervnu 2014. Stejneˇ jako Eclipse je i Android Studio vyvíjeno
v jazyce Java. Jako základ posloužilo vývojové prostrˇedí IntelliJ IDEA. [23]
Tento nástroj nebyl použit, protože v dobeˇ zahájení vývoje nebyl k dispozici ve sta-
bilní verzi. Dalším du˚vodem je rovneˇž fakt, že aktuální verze (na rozdíl od Eclipse) ne-
podporuje NDK. [25]
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4 Implementace
Základní struktura knihovny byla popsána již v cˇásti Návrh. Tato kapitola se veˇnuje po-
drobnému popisu kódu, vcˇetneˇ konkrétní implementace trˇíd a rozhraní. Soucˇástí jsou
také ukázky zajímavých cˇástí kódu a komentárˇe ke klícˇovým prvku˚m knihovny.
Celá knihovna se nachází v balícˇku buc0044.libbp a prˇípadných podbalícˇcích. Jed-
notlivé typy dlaždicových map a zpu˚sob jejich rozpoznání je rovneˇž v samostatných
balícˇcích. Projekt ukázkové aplikace a testovací prˇípady jsou umísteˇny mimo balícˇek
knihovny v samostatných projektech.
4.1 Verze a kompatibilita
Implementace je provedena v programovacím jazyce Java ve verzi 6. V dobeˇ vzniku této
práce byl jazyk Java dostupný již ve verzi 8 a nejvyšší vydaná stabilní verze operacˇního
systému Android byla 5.x (Lollipop). Ta, ve srovnání s verzí 4.x, již podporuje jazyk
Java ve verzi 7. [26] S ohledem na kompatibilitu knihovny jsou využity pouze prvky
kompatibilní s verzí 6. Platformoveˇ závislá cˇást pro Android je cílena na zarˇízení s verzí
systému 4.x, verze pro desktop vyžaduje beˇhové prostrˇedí Java ve verzi 6 a vyšší.
Oproti Javeˇ verze 6 prˇináší její vyšší verze podporu dynamicky typovaných jazyku˚
ve virtuálním stroji, rozšírˇené možnosti použití struktury switch, diamond operátor, vy-
lepšené cˇíselné literály a vícenásobné typy výjimek v bloku catch. Od verze 8 lze použí-
vat tzv. Lambda výrazy a zpracování kolekcí pomocí proudu˚. Jelikož by žádná z výše jme-
novaných vlastností neprˇinesla prˇi psaní knihovny žádnou výhodu, je Java ve verzi 6 do-
stacˇující. [27, 28]
4.2 Obecné prvky
S ohledem na prˇenositelnost knihovny bylo nutné oddeˇlit implementaci od balícˇku˚, které
nejsou multiplatformní. Proto bylo nutné vytvorˇit i trˇídy reprezentující prvky, které se
v jednotlivých platformách beˇžneˇ nacházejí. Pro tyto potrˇeby vznikly trˇídy:
• buc0044.libbp.Bounds
• buc0044.libbp.Point
Obeˇ trˇídy prˇedstavují celocˇíselnou reprezentaci (obdélníkové oblasti a bodu) ve dvoj-
rozmeˇrném prostoru. Po konstrukci objektu jsou data v nich nemeˇnná (immutable). Trˇída
buc0044.libbp.Bounds rovneˇž zajišt’uje validitu dat (hodnota levé hranice musí být
nižší než hodnota pravé, totéž pro horní a dolní hranici). Rovneˇž jsou plneˇ implemento-
vány metody equals(), hashCode() a toString().
Dále se v balícˇku nachází rozhraní buc0044.libbp.Paper, které reprezentuje roz-
meˇry cˇtverecˇkovaného papíru. Pocˇtem cˇtverecˇku˚ na stránce se myslí garantovaný pocˇet
úplných cˇtverecˇku˚ v daném rozmeˇru. Soucˇástí rozhraní je i výcˇtový typ pro nejcˇasteˇjší
formáty (vcˇetneˇ velikosti cˇtverecˇku), jak je vyobrazeno ve zdrojovém kódu 1.
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public interface Paper
{
public enum Format implements Paper
{
A4_10MM_24_16(24, 16),
A5_10MM_16_10(16, 10),
A6_5MM_24_16(24, 16),
A7_5MM_16_10(16, 10);
...
}
public int getNumberOfSquaresOnLongerSide();
public int getNumberOfSquaresOnShorterSide();
}
Výpis 1: Ukázka cˇásti implementace rozhraní Paper
Poslední obecnou trˇídou knihovny je buc0044.libbp.StopWatch, sloužící k za-
chycení doby trvání jednotlivých výpocˇtu˚ v nanosekundách. Trˇída se chová jako klasické
stopky, kdy volání metody tap() provede zaznamenání a výpis cˇasu na standardní vý-
stup.
4.3 Zpracování obrazu
Ke zpracování obrazu v rámci práce nebyla použita žádná rˇešení trˇetích stran. Celá ana-
lýza obrazu probíhá skrze vlastní trˇídy knihovny.
4.3.1 Prˇístup k obrázku˚m
Pro analýzu obrazu je potrˇeba umožnit nacˇítat a uchovávat obrázky, vcˇetneˇ možnosti prˇi-
stupovat k hodnotám jejich pixelu˚, prˇípadneˇ je meˇnit. Obecný prˇístup k jednotlivým pi-
xelu˚m obrázku je zajišteˇn pomocí buc0044.libbp.BitmapData. Rozhraní umožnˇuje
získat rozmeˇry bitmapy a hodnotu námi vybraného pixelu. Ta je reprezentována dato-
vým typem int, který v jazyce Java nabývá hodnot
−231, 231−1. Rozhraní, stejneˇ jako
veˇtšina komponent knihovny, nerˇeší význam hodnoty pixelu. [29]
package buc0044.libbp;
public interface BitmapData
{
public int getPixel(int x, int y);
public int getWidth();
public int getHeight();
}
Výpis 2: Deklarace rozhraní BitmapData
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V prˇípadeˇ, že je metoda getPixel() volána s argumenty mimo rozsah bitmapy,
musí volání této metody zpu˚sobit výjimku IndexOutOfBoundsException. Metody
getWidth() a getHeight() musí vracet vždy kladná cˇísla.
Obecným kontejnerem pro obrázky je trˇída buc0044.libbp.BitmapBuffer, která
implementuje výše zmíneˇné rozhraní. Obrázek je v tomto prˇípadeˇ uchován jako dvoj-
rozmeˇrné pole typu int. Objekt typu BitmapBuffer lze zkonstruovat trˇemi ru˚znými
zpu˚soby:
1. zadáním rozmeˇru˚ (všechny pixely budou mít hodnotu 0),
2. zadáním zdroje pixelu˚ (skrze rozhraní BitmapData, hodnoty pixelu˚ se zkopírují),
3. zadáním jiného objektu typu BitmapBuffer (hodnoty pixelu˚ se zkopírují).
Pro získání nové instance obrázku ve stupních šedi lze využít i volání statické metody
toGrayscale, která prˇedpokládá prˇedání barevného obrázku (složky (R,G,B) se zpru˚-
meˇrují).
Trˇída obsahuje i variantu metody getPixel(), která prˇijímá sourˇadnice ve formeˇ
desetinného cˇísla a vrací interpolovanou hodnotu pixelu˚. Vedle základních metod pro
práci s obrazem (blíže popsáno v cˇásti 3) obsahuje i neˇkolik metod pro práci s ru˚znými
typy hodnot pixelu˚. Prˇíkladem mu˚že být metoda replaceByColors() pro indexované
obrázky (viz 4.3.2), která nahradí každou hodnotu prˇedstavující objekt barvou. Samo-
zrˇejmostí je implementace metod zdeˇdeˇných ze trˇídy Object.
4.3.2 Význam hodnoty pixelu
Veˇtšina metod pro zpracování obrazu v této knihovneˇ chápe hodnotu pixelu svým vlast-
ním zpu˚sobem. Je proto nezbytné rˇídit se prˇi programování dokumentací knihovny. Du˚-
vodem je urychlení provádeˇní výpocˇtu˚, které nevyžadují prˇevádeˇt bitmapu na prˇíslušný
typ, ale pracují s bitmapou obecneˇ. Knihovna tedy nehlídá formát pixelu˚ bitmapy (ne-
provádí test platnosti hodnot prˇi vstupu), správné použití a zacházení s bitmapou je cˇisteˇ
v režii programátora. Nejcˇasteˇji je v metodách hodnota pixelu chápána jako jedna z ná-
sledujících možností:
• cˇernobílý obrázek (hodnota pixelu nabývá pouze hodnot {0, 1}),
• obrázek ve stupních šedi (hodnota pixelu nabývá pouze hodnot {0, 1, 2, . . . , 255}),
• barevný obrázek,
• indexovaný obrázek.
Hodnoty pixelu v barevném obrázku jsou tvorˇeny složkami (R,G,B). Jde tedy o kla-
sickou reprezentaci mícháním cˇervené, zelené a modré barvy. Každá z teˇchto složek na-
bývá hodnot {0, 1, 2, . . . , 255}, tedy zabírá prˇesneˇ jeden bajt z celkové hodnoty pixelu.
Java uchovává celocˇíselné hodnoty vždy ve velké endianiteˇ, nejvýznamneˇjší bajt je tedy
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nevyužit (beˇžneˇ je používán jako alfa kanál) a zbylé trˇi obsahují kanály (R,G,B), prˇesneˇ
v tomto porˇadí. Modrá složka je tedy v nejméneˇ významném bajtu. [7, 29]
Indexované obrázky se v analýze obrazu používají pro reprezentaci rozpoznaných
objektu˚. V tomto prˇípadeˇ se hodnota 0 používá jako reprezentace prázdného místa a hod-
nota 1 reprezentuje objekt. Ve speciálním prˇípadeˇ jsou využity i hodnoty {2, 3, 4, . . . , n}
pro reprezentaci konkrétních objektu˚ (v takovém prˇípadeˇ se hodnota pixelu 1 v obrázku
nenachází).
4.4 Dlaždicové mapy
Výsledkem procesu rozpoznání mapy je vrstva dlaždic, nesoucí informace o prvcích na
mapeˇ. K tomuto úcˇelu se v knihovneˇ nachází rozhraní buc0044.libbp.Tile repre-
zentující typ dlaždice na mapeˇ, buc0044.libbp.TileSet reprezentující sadu typu˚
dlaždic a rozhraní buc0044.libbp.TileData, které prˇedstavuje obdélníkovou vrstvu
dlaždic mapy.
package buc0044.libbp;
public interface Tile
{
public String getName();
public String getDescription();
public int getCode();
public TileSet<? extends Tile> getTileSet();
}
Výpis 3: Deklarace rozhraní Tile
Protože je knihovna navržena obecneˇ, typ použitých dlaždic záleží na druhu rozpo-
znávané mapy. Každý typ dlaždice má vedle jména a popisu i jedinecˇný cˇíselný kód
(v rámci jedné sady), prˇicˇemž kód 0 je zpravidla prázdná dlaždice. Pro zjednodušení im-
plementace rozhraní TileData je zde prˇedprˇipravená trˇída AbstractTileData s po-
mocnými metodami.
Samotné rozpoznání rˇeší rozhraní Analyzer s jedinou metodou analyze(), která
prˇijímá obrázek a vrací prˇíslušná TileData. Prˇi zpracování je zameˇrˇen obsah s mapou
a následneˇ je vyrovnán, což se deˇje v rámci metody cutContent(). Následneˇ je zpra-
cována každá dlaždice mapy zvlášt’ jako samostatný podobrázek. Zpracování dlaždice
je specifické pro každou sadu dlaždic, prˇípadneˇ se mohou lišit i další kroky pru˚beˇhu celé
analýzy. Beˇhem rozpoznávání mu˚že být vyvolána výjimka typu AnalyzeException.
4.4.1 Cesty
Soucˇástí knihovny je typ dlaždic pro cesty, kdy cesta prochází vždy strˇedem hrany. Tyto
trˇídy jsou umísteˇny v samostatném balícˇku buc0044.libbp.roads. Lze je použít k vy-
tvorˇení uzavrˇeného okruhu (závodní dráha) nebo libovolné spleti cest s neomezeným
pocˇtem koncu˚ (bludišteˇ). Vizuální ukázka teˇchto dlaždic je videˇt na obrázku 6.
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Obrázek 6: Ukázka dlaždic typu cesta (buc0044.libbp.roads.RoadTile)
Každý typ dlaždice musí být vždy reprezentován jedním objektem. Z tohoto du˚vodu
je pro implementaci rozhraní Tile výhodné využít výcˇtový typ (enum). [29] Celá sada
typu˚ dlaždic je sdružena typem RoadTileSet, který implementuje rozhraní TileSet.
Každá trˇída implementující toto rozhraní musí využívat návrhový vzor singleton. [30]
Pro rozpoznání jednotlivých dlaždic slouží metoda analyzeTile(), která je sou-
cˇástí trˇídy buc0044.libbp.roads.RoadAnalyzer. Metoda prˇijímá naprahovaný ob-
rázek a hranice vyhodnocované dlaždice. Na základeˇ hodnot na hranách pak zvolí a vrátí
typ dlaždice.
4.5 Trˇída LibBP
Nejvýznamneˇjší trˇídou celé knihovny je LibBP, která shlukuje ru˚zné statické metody.
Obecneˇ je lze rozdeˇlit na metody zpracovávající pokrocˇilé operace analýzy obrazu a po-
mocné obslužné metody.
4.5.1 Serializace dat z TileData
Pro práci s trˇídou TileData je zde umísteˇna metoda loadTileData(), zajišt’ující na-
cˇtení z uložených dat, a její proteˇjšek saveTileData(). Data dlaždic jsou v tomto prˇí-
padeˇ serializována do formátu JSON, takže výsledný rˇeteˇzec obsahuje pouze tisknutelné
znaky v kódování ASCII. Tento formát byl zvolen pro svou jednoduchost, a protože jej
lze snadno zpracovat ve veˇtšineˇ programovacích jazyku˚ a nástroju˚. Oproti formátu XML,
který se v této situaci také nabízel, má JSON prˇi uložení dat jednodušší syntaxi. Obnovení
dat zpátky do objektu je zajišteˇno pomocí reflexe jazyka Java, jelikož v serializovaných
datech je rovneˇž obsažen i název pu˚vodní trˇídy. Uložená data rovneˇž splnˇují podmínky
formátu JSON-LD, tedy obsahují znacˇku ”@context”. [6, 31]
4.5.2 Prahování a vyplnˇování oblastí
Pro potrˇeby prahování obrazu je v knihovneˇ obsažena metoda threshold(), prˇípadneˇ
je zde i pokrocˇilejší adaptiveThreshold(). Obeˇ metody prˇijímají i vracejí objekt typu
BitmapBuffer, což umožnˇuje rˇeteˇzit více akcí za sebe. Úpravy jsou provádeˇny prˇímo
v prˇedaném objektu, jehož instance je i vrácena.
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U beˇžného prahování je hodnota prahu prˇedána v druhém parametru metody. Pokud
je hodnota pixelu nad prahem, je nahrazen hodnotou 1, jinak je nahrazen hodnotou 0.
Fungování metody znázornˇuje vzorec 8, kde input a output jsou vstupní parametry.
output(x, y) =

1 input(x, y) > hodnota_prahu
0 jinak
(8)
Adaptivní prahování využívá dveˇ metody k vypocˇítání prahu: Pru˚meˇr a Gaussovu
funkci. Pro výpocˇet jádra Gaussovy funkce je v knihovneˇ metoda gaussianKernel(),
která vrací matici s normalizovaným jádrem. Matice musí obsahovat lichý pocˇet rˇádku˚
i sloupcu˚, a zárovenˇ musí být cˇtvercová. [32]
Hodnotu sigma, která je pro výpocˇet nezbytná, lze prˇedat v parametru metody. Nut-
nou podmínkou je, aby hodnota sigma byla kladná. V jiném prˇípadeˇ je hodnota sigma
vypocˇítána podle vzorce 10, kde promeˇnná kernel_size prˇedstavuje rozmeˇr matice.
radius =
kernel_size− 1
2
(9)
sigma = 0.3 · (radius− 1) + 0.8 (10)
Výpocˇet prvku matice jádra pak probíhá podle vzorce 11.
gaussianxy = e

−(x−radius)2
2sigma2
+
−(y−radius)2
2sigma2

(11)
Výsledkem prahování je obraz obsahující pouze hodnoty 0 a 1. Po odstraneˇní nežá-
doucích výsledku˚ (chyby prˇi prahování) je potrˇeba jednotlivé oblasti ocˇíslovat. K tomuto
úcˇelu se používá metod seed() a seedAll().
Metoda seed() prˇijímá sourˇadnice startu a hodnotu, kterou se má vybraná oblast
vyplnit. Vyplnˇování probíhá od startovního bodu všemi smeˇry, kde mají pixely stejnou
hodnotu (semínková metoda). Pro automatické ocˇíslování všech oblastí (cˇíslováno je od
hodnoty 2) lze použít metodu seedAll(). [33]
4.5.3 Momenty a rozpoznání entit
Jedna z klícˇových metod prˇi analýze obrazu je výpocˇet momentu˚. Ten zajišt’uje metoda
moment(), která prˇijímá parametry momentu p a q. Pro výpocˇet momentu m01 bude
volání metody vypadat následovneˇ:
double m01 = moment(buffer, 0, 1, value);
Výpis 4: Volání metody pro výpocˇet momentu
Promeˇnná buffer ve výpisu 4 prˇedstavuje vstupní obrázek a parametr value cˇíslo objektu
v obrázku, pro který má být moment spocˇítán. Metoda centerOfMass() pak využívá
výpocˇtu momentu˚ k nalezení teˇžišteˇ vybrané oblasti v obrázku.
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Nejkomplexneˇjší metodou je pak findEntities(), která vrátí pole objektu˚ typu
Entity. Vstupem metody je pouze objekt trˇídy BitmapBuffer obsahující prˇedem na-
prahovaný obraz. Každý prvek ve vráceném poli prˇedstavuje jeden nalezený objekt,
vcˇetneˇ jeho vlastností, jak je videˇt ve výpisu 5. [34]
static public class Entity
{
public int value; // hodnota pixelu
public Bounds bounds; // hranice obdélníkové oblasti
public int edges; // pocˇet hran pixelu˚ na hranici oblasti
public int perimeter; // pocˇet pixel u˚ na hranici oblasti
public int area; // pocˇet pixel u˚ v oblasti (obsah)
public double moment00;
public double moment01;
public double moment10;
public double moment02;
public double moment20;
public Point centerOfMass; // teˇžišteˇ oblasti
}
Výpis 5: Vnorˇená trˇída pro uchování informací entity
4.6 Knihovna OpenCV
V rámci vylepšení výkonu byla do projektu experimentálneˇ zahrnuta knihovna pro zpra-
cování obrazu OpenCV. Ta je naimplementována v jazyce C a obsahuje propojení do ja-
zyku˚ C++, Java, Python, MATLAB a dalších. Je plneˇ svobodná (pod licencí BSD), a lze
ji zkompilovat a použít na veˇtšineˇ dostupných desktopových i mobilních platformách.
Obsahuje mnoho modulu˚ pro základní i pokrocˇilou práci s obrazem. [35]
V rámci analýzy obrazu je v OpenCV neˇkolik funkcí, jejichž ekvivalent je soucˇástí této
práce. Protože OpenCV má dlouhodobou podporu ze strany vývojárˇu˚ a je vysoce opti-
malizovaná, byly cˇásti OpenCV v rámci testu˚ použity místo pu˚vodních metod. Výsledky
testu˚ jsou zobrazeny a rozebrány v cˇásti Testy výkonu (viz 5.4).
4.7 Platformová závislost
Prˇestože je knihovna navržena univerzálneˇ, obsahuje i cˇásti, které zjednodušují použití
na dané platformeˇ.
4.7.1 Implementace pro Android
Pro snadneˇjší použití knihovny na operacˇním systému Android byla do projektu za-
cˇleneˇna trˇída buc0044.bp.BitmapWrapper. Ke zpracování bitmap využívá Android
trˇídu android.graphics.Bitmap. Instanci této trˇídy lze získat mnoha zpu˚soby, nej-
cˇasteˇji nahráním ze zdroju˚ aplikace (resources), ze souboru nebo z fotoaparátu, apod.
Objekt trˇídy BitmapWrapper pak umožnˇuje tento typ zapouzdrˇit a prˇistupovat k pixe-
lu˚m bitmapy prˇes jednotné rozhraní knihovny (Pro úcˇely Java SE).
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4.7.2 Implementace pro desktop
Pro úcˇely použití knihovny na platformeˇ Java SE vznikl balícˇek propojující ji se systémem
komponent Swing. Prˇi implementaci lze tedy použít klasické postupy pro práci s obrázky,
jako je trˇída BufferedImage. Zapouzdrˇení pro rozhraní BitmapData pak zajistí trˇída
BufferedImageWrapper. [36]
Protože veˇtšina testu˚ probíhala na desktopu, obsahuje tato implementace i speciali-
zovaný balícˇek buc0044.libbp.testing. Jeho soucˇástí jsou metody pro rychlé nahrá-
vání a ukládání obrázku˚ ze trˇídy BitmapBuffer, vcˇetneˇ možnosti jejich zobrazení.
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5 Testování
Již beˇhem vývoje knihovny probíhaly testy jednotlivých soucˇástí, zda metody pracují
správneˇ. Po dokoncˇení všech cˇástí nutných k rozpoznání mapy na obrázku probeˇhla rˇada
testu˚ pro nalezení mezních prˇípadu˚. Za tímto úcˇelem vznikla sada fotografií nakresle-
ných map, zachycených pod ru˚znými úhly a v ru˚zném osveˇtlení. Soucˇástí této sady jsou
i fotografie se špatneˇ zachycenou mapou, které mají za úkol otestovat opravné mecha-
nismy knihovny.
5.1 Testovací zarˇízení
Knihovna byla testována pod obeˇma platformami, pro které je urcˇena. Desktopová verze
byla spoušteˇna na stolním pocˇítacˇi s operacˇním systémem Windows 8.1 x64, jehož hard-
warovou specifikaci zachycuje tabulka 2. Mobilní verze byla testována na všech zarˇíze-
ních, jejichž specifikace je v tabulce 3. [37, 38, 39]
Materˇská deska MSI 970A-G43
Procesor AMD FX-8350 VISHERA
Operacˇní pameˇti Kingston HyperX Fury 16GB (Kit 2x8GB) 1600MHz DDR3 CL10
Grafická karta MSI NVIDIA GTX 750 Ti (N750Ti-2GD5/OC)
Pevný disk Kingston HyperX 3K 120GB
Tabulka 2: Hardwarová specifikace pocˇítacˇe
Nexus 5 Lenovo A606 Lenovo Yoga 2
Display 4.95” 5” 10.1”
Rozlišení 1920x1080 854x480 1920x1080
Fotoaparát 8Mpx (1.3Mpx) 8Mpx (2Mpx) 8Mpx (1.6Mpx)
Procesor Qualcomm MediaTek Intel R⃝ AtomTM
SnapdragonTM 800 MT6290 Z3745
Frekvence jádra 4x 2.26GHz 4x 1.3GHz 4x 1.86GHz
Grafická karta Adreno 330, 450MHz ARM Mali-400 MP2 integrovaná
Operacˇní pameˇt’ 2GB 1GB 2GB
Tabulka 3: Hardwarová specifikace mobilních zarˇízení
Meˇrˇení probíhala postupneˇ na všech zmíneˇných zarˇízeních. Prˇedpokladem je, že po-
meˇr cˇasu˚ by meˇl být u všech zarˇízení používajících OS Android obdobný, bez ohledu na
jejich technickou specifikaci. Výsledky meˇrˇení jsou uvedeny níže v cˇásti 5.4.
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5.2 Podpu˚rná aplikace WannaPic
K usnadneˇní porˇizování rozsáhlých kolekcí fotografií vznikla aplikace WannaPic. Apli-
kace je rozdeˇlena do dvou cˇástí: klient a server. Klientská cˇást je urcˇena pro zarˇízení
s OS Android, zatímco serverová cˇást je navržena pro Java SE.
Klient je jednoduchá aplikace, která se automaticky prˇipojuje k serverové cˇásti apli-
kace. Spojení probíhá nad protokolem TCP. Serverová cˇást obsahuje rˇídící prvky, které
umožnˇují prˇímo ukládat snímky získané z fotoaparátu.
5.3 Testy prˇesnosti snímání
Soucˇástí prˇíloh je sada nafocených snímku˚ map za ru˚zných sveˇtelných podmínek a poloh
fotoaparátu. Ty byly využity k vyhodnocení schopnosti knihovny rozpoznat nakreslenou
mapu za neprˇíliš ideálních podmínek. Zrˇetel byl brán prˇedevším na:
• Úhel fotoaparátu, tedy nakloneˇní vu˚cˇi vodorovné a svislé ose.
• Rotace fotoaparátu v rámci roviny.
• Prˇiblížení snímku, zda je na neˇm pouze mapa nebo i cˇást okolí.
• Sveˇtelné podmínky (ideální, šero, blesk).
• Barva podkladu pod papírem nebo v jeho okolí.
Z výsledku˚ teˇchto testu˚ vyplynuly hranicˇní prˇípady, prˇi kterých analýza zacˇne cˇás-
tecˇneˇ nebo úplneˇ selhávat. Zameˇrˇení mapy probeˇhne správneˇ bez ohledu na rotaci a s ná-
klonem do 15 stupnˇu˚, prˇicˇemž schopnosti rozpoznání se horšily s naru˚stajícím náklonem.
Vzdálenost fotoaparátu od mapy nemeˇla na schopnost zameˇrˇení a rozpoznání žádný
znatelný vliv. V prˇípadeˇ zhoršených sveˇtelných podmínek (focení za šera) selhalo zameˇ-
rˇení i rozpoznání ve zhruba 40% prˇípadu˚. Prˇi použití blesku bylo selhání prakticky 100%,
což bylo zpu˚sobeno nerovnomeˇrným rozložením sveˇtla.
Obrázek 7: Porovnání fotografie mapy bez a s použitím blesku
Problém focení mapy za použití blesku je zanedbatelný z neˇkolika du˚vodu˚. Již z porˇí-
zeného snímku je znatelné, že je nekvalitní i na pohled uživatele. Odraz sveˇtla od bílého
papíru zpu˚sobí, že se jas obrázku rozloží radiálneˇ od prˇesveˇtleného strˇedu smeˇrem vneˇ.
Optimální je fotit vždy bez blesku, a to i za šera.
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5.4 Testy výkonu
Vedle schopnosti správneˇ rozpoznat mapu je du˚ležitým rysem knihovny i rychlost zpra-
cování. Beˇhem testu˚ se ukázalo, že rozlišení obrázku neovlivnˇuje prˇesnost rozpoznání,
pouze navyšuje cˇas nutný k jeho zpracování. Všechny testy proto probíhaly nad obrázky
s rozmeˇrem delší hrany 800 pixelu˚.
V rámci výkonnostních testu˚ byl na všech jmenovaných zarˇízeních zmeˇrˇen pru˚meˇrný
cˇas potrˇebný k analýze mapy. Na nejméneˇ výkonném zarˇízení se cˇas pohyboval v rˇádu
jednotek sekund, naopak u zarˇízení s vysokým výkonem byl výsledek v rˇádech setin
sekundy.
Jedna z možností, jak optimalizovat výpocˇet analýzy obrázku je již zmíneˇné nasa-
zení knihovny OpenCV ve verzi 3.x, která poskytuje neˇkteré používané funkce. Klícˇovým
krokem je prahování obrazu, které bylo zvoleno k porovnání ve výkonnostních testech.
Meˇrˇení probíhalo na všech zarˇízeních, popsaných v cˇásti 5.1. Cˇas byl meˇrˇen pro 100 vo-
lání prahovací funkce, a to pro prahování s pevnou hodnotou prahu (fixed) a adaptivní
prahování s využitím Gaussovy funkce (adaptive). Pro OpenCV byly zohledneˇny dva
zpu˚soby volání. V prvním prˇípadeˇ byla data obrázku prˇedávána postupneˇ (OpenCV1),
v druhém prˇípadeˇ byl celý obrázek prˇedán najednou (OpenCV2). Výsledné cˇasy jsou
uvádeˇny v jednotkách milisekund a byly zaokrouhleny na 3 desetinná místa. Pokud doba
beˇhu prˇekrocˇila 10 sekund, je cˇas uveden v sekundách.
Knihovna OpenCV1 OpenCV2
celkem pru˚meˇr celkem pru˚meˇr celkem pru˚meˇr
Fixed 29.113 0.291 ∼ 14s 138.647 66.930 0.669
Adaptive 951.111 9.511 ∼ 14s 138.024 96.856 0.969
Tabulka 4: Cˇasy výpocˇtu prahování na Nexus 5
Knihovna OpenCV1 OpenCV2
celkem pru˚meˇr celkem pru˚meˇr celkem pru˚meˇr
Fixed 2 530.224 25.302 ∼ 255s 2 547.616 4 443.496 44.435
Adaptive ∼ 99s 987.676 ∼ 264s 2 640.271 6 232.198 62.322
Tabulka 5: Cˇasy výpocˇtu prahování na Lenovo A606
Knihovna OpenCV1 OpenCV2
celkem pru˚meˇr celkem pru˚meˇr celkem pru˚meˇr
Fixed 791.609 7.916 ∼ 81s 808.371 1 965.840 19.658
Adaptive ∼ 20s 203.614 ∼ 81s 812.041 2 402.251 24.023
Tabulka 6: Cˇasy výpocˇtu prahování na Lenovo Yoga 2
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Knihovna OpenCV1 OpenCV2
celkem pru˚meˇr celkem pru˚meˇr celkem pru˚meˇr
Fixed 48.208 0.482 5 620.549 56.205 143.720 1.437
Adaptive 1 957.515 19.575 5 730.879 57.309 229.029 2.290
Tabulka 7: Cˇasy výpocˇtu prahování na platformeˇ Java SE
Z výsledku˚ výkonnostních testu˚ je patrné, že u OpenCV hraje velkou roli režie prˇedá-
vání dat, proto budou použity hodnoty cˇasu˚ OpenCV2. V prˇípadeˇ pevné hodnoty prahu
je cˇas knihovny a OpenCV srovnatelný a kolísá pouze v závislosti na použitém zarˇízení.
Naopak u adaptivního prahování je OpenCV neˇkolikanásobneˇ rychlejší, u jednoho ze za-
rˇízení až desetinásobneˇ.
Využití OpenCV by mohlo vylepšit cˇas potrˇebný k rozpoznání mapy, ale jeho použití
naprˇícˇ platformami by bylo komplikované. Pro Android je potrˇeba nahrát binární verzi
OpenCV nezávisle prˇes manažer, s ohledem na instrukcˇní sadu procesoru. Zautomatizo-
vat proces sestavení aplikace by bylo složité a není to ani úcˇel této práce.
29
6 Ukázková aplikace
Jako aplikace demonstrující funkcˇnost knihovny byla zvolena jednoduchá hra Bumerang.
Ta využívá dlaždice cest (balícˇek buc0044.libbp.roads) jako prˇedlohu pro 3D blu-
dišteˇ, které lze procházet z pohledu první osoby. Hra má vlastní, rucˇneˇ kreslenou gra-
fiku. Úcˇel hry je cˇisteˇ rekreacˇní, bludišteˇ nemá žádný daný cíl a zacˇíná se na náhodneˇ
vybraném místeˇ. Aplikace je napsána pro Android, minimálneˇ ve verzi 4.0.
6.1 Návrh
Aplikace je rozdeˇlena do dvou obrazovek: startovní a hlavní. Hlavní komponentou na
startovní obrazovce, která je orientována na výšku (portrait), je seznam uložených map,
ze kterých mu˚že uživatel vybírat. Pod ní se nachází tlacˇítko Let’s play!, umožnˇující zahá-
jit hru. Všechny ostatní akce jsou rˇešeny nabídkou, která umožnˇuje prˇidávat a editovat
mapy, vcˇetneˇ zobrazení jejich náhledu.
Obrázek 8: Startovní aktivita ukázkové aplikace
Akce Take a photo spustí aktivitu fotoaparátu s možností vyfotit mapu. Pokud byla
mapa vyfocena mimo aplikaci a je uložena v galerii telefonu, lze ji nahrát pomocí akce
Load photo.
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Hlavní obrazovka je umísteˇna vždy na šírˇku (orientace landscape), prˇicˇemž celou plo-
chu zabírá pohled hrácˇe do bludišteˇ. Vlevo dole se nachází ovládací krˇíž, v protilehlém
rohu pak mini-mapa. [15]
Obrázek 9: Hlavní aktivita ukázkové aplikace
6.2 Implementace
Hra je napsána cˇisteˇ pomocí trˇíd, které jsou soucˇástí platformy Android. Nevyužívá
žádné další pomocné frameworky nebo herní enginy.
6.2.1 Startovní aktivita
Startovní aktivita je postavena na základních GUI komponentách Androidu. K výbeˇru
mapy se používá komponenta android.widget.ListView, která je dále rozšírˇena
o možnost oznacˇení položky, tedy námi zvolené mapy. Pro interakci s uživatelem se po-
užívá trˇída android.app.AlertDialog, krátké textové zprávy se zobrazují pomocí
trˇídy android.widget.Toast. [15]
Rozpoznání dlaždic mapy probíhá ihned po nahrání (vyfocení) obrázku a mapy jsou
poté uchovávány cˇisteˇ ve formeˇ dat. K uložení map je využíváno úložišteˇ SQLite, které
Android v základu podporuje. Data mapy jsou serializována do formátu JSON, a ten je
následneˇ jako text uložen spolu s popiskem mapy do databáze. [15, 42]
6.2.2 Hlavní aktivita
Obrazovka hlavní aktivity obsahuje dveˇ prˇekrývající se komponenty. Vespodu se nachází
komponenta android.opengl.GLSurfaceView, která slouží jako plátno pro vykres-
31
lování celé hry. Nad ní je umísteˇn android.widget.ProgressBar, který je zobrazen
po dobu nahrávání potrˇebných cˇástí hry prˇi prˇechodu mezi aktivitami.
K vykreslování herní grafiky je použita technologie OpenGL ES 2.x. Obecneˇ je práce
s grafikou rozdeˇlena na 2D a 3D cˇást. O dvourozmeˇrné vykreslování se stará pomocná
trˇída StaticDraw, která umožnˇuje vykreslit cˇást textury na libovolnou cˇást obrazovky.
Toho se využívá pro vykreslení ovládacího prvku. Jelikož je pro každé vykreslení prvku
skrze trˇídu StaticDraw nutná inicializace a volání mnoha OpenGL funkcí, nehodí se
toto rˇešení na vykreslování velkého množství objektu˚. Pro tento úcˇel je zde trˇída Model,
která udržuje prˇedem prˇipravenou sestavu polygonu˚. Tato trˇída je použita pro vykreslení
mini-mapy i samotné herní scény. [43]
Mini-mapa je rˇešena jako matice cˇtvercových polygonu˚, na které je nanesena prˇí-
slušná textura s pru˚hledností. Orˇíznutí do rohu je rˇešeno pomocí funkce glScissor().
[43] Pro jednodušší orientaci se mini-mapa otácˇí spolu s pohledem hrácˇe.
Pro vykreslení bludišteˇ je každá dlaždice cesty nahrazena krychlí, jejíž steˇny jsou vidi-
telné zevnitrˇ. Pokud je mezi dveˇma dlaždicemi cesta, steˇna krychle se nezobrazí. Textury
steˇn jsou vybírány náhodneˇ podle prˇedem urcˇených pravidel. Mapa se rozdeˇlí na obdél-
níkové oblasti, které se mohou navzájem prˇekrývat, prˇicˇemž jejich pru˚nik je rˇešen jako
exkluzivní disjunkce (operace xor). [41] Pro jednotlivá prostrˇedí (oblasti) je zvolena jiná
textura stropu, podlahy a zdí. Textura zdi mu˚že být v neˇkolika variantách. Vedle základ-
ního vzhledu je soucˇástí i neˇkolik dekorativních zdí, které jsou vybírány náhodneˇ, s nižší
pravdeˇpodobností výskytu. Díky tomuto rˇešení nepu˚sobí bludišteˇ jednotvárneˇ, a lze se
v neˇm lépe orientovat. V rámci jedné mapy je kombinace oblastí i zdí vždy jedinecˇná,
tzn. prˇi opakovaném hraní jedné mapy vypadá bludišteˇ vždy stejneˇ.
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7 Záveˇr
Výsledkem této práce je funkcˇní knihovna schopná rozpoznat vlastnorucˇneˇ nakreslenou
herní mapu, vytvorˇenou tak, jak je uvedeno v úvodní cˇásti této práce. Pomocí vzniklé
knihovny lze vytvárˇet aplikace pro OS Andorid a Java SE, bez nutnosti použití knihoven
trˇetích stran nebo jakékoli dodatecˇné technologie.
V rámci návrhové fáze byly prozkoumány metody potrˇebné ke zpracování obrazu,
z nichž byly následneˇ vybrány cˇásti, použitelné pro rozpoznání mapy. Teoretické pod-
klady analýzy byly shrnuty ve vlastní kapitole.
Jednotlivé kroky implementace byly zdokumentovány v kódu a podrobneˇji popsány
v textu práce.
Celkové rˇešení bylo rˇádneˇ otestováno a byly odladeˇny všechny nalezené chyby. Z pro-
vedených testu˚ vyplynulo, že schopnost rozpoznání mapy je dostacˇující pro beˇžné pou-
žití. Doba nutná k celkovému rozpoznání obsahu mapy je prˇijatelná na všech testovaných
zarˇízeních.
Pro demonstraci praktického použití knihovny vznikla ukázková aplikace Bumerang,
kterou lze nalézt na prˇiloženém CD. Aplikace využívá všechny cˇásti knihovny a umož-
nˇuje uživateli projít se po vytvorˇené mapeˇ z pohledu první osoby ve 3D bludišti.
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A CD
Soucˇástí této bakalárˇské práce je CD, obsahující výslednou knihovnu vcˇetneˇ zdrojových
kódu˚ ve složce workspace. Ta obsahuje podsložky s jednotlivými projekty pro Eclipse s plu-
ginem ADT.
appcompat_v7 automaticky generovaný projekt pro udržení kompatibility
BP ukázková aplikace Bumerang pro OS Android
libBP samotná knihovna
Testing testovací úlohy pro knihovnu
WannaPicClient klientská cˇást podpu˚rné aplikace WannaPic pro OS Android
WannaPicServer serverová cˇást podpu˚rné aplikace WannaPic pro Java SE
V korˇenové složce disku je i digitální verze tohoto textu vcˇetneˇ zdrojových kódu˚ v ja-
zyce LATEX (složka BUC0044_BP). Prˇiloženy jsou i šablony pro kreslení map a všechny
testovací fotografie.
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B Šablony
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