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Povzetek
Naslov: Analiza protokola RSocket in njegova uporaba v mikrostoritvah
Avtor: Dominik Bečaj
Protokol RSocket je asinhroni binarni protokol, ki omogoča bolj optimalen
način komunikacije za današnje potrebe v porazdeljenih aplikacijah. Trenu-
tno najbolj uporabljen protokol HTTP/1.1 s komunikacijskimi načeli REST
ponuja le način komunikacije zahteve in odziva, kar pa ni vedno najboljši
možen način komunikacije, zato je nastala potreba po protokolu, ki je bolj
primeren. Ta diplomska naloga predstavlja nov protokol RSocket, ga pri-
merja z obstoječim protokolom HTTP in se sprašuje, kaj je prednost njegove
uporabe v mikrostoritvah. Za primerjanje protokola RSocket in protokola
HTTP je bila razvita poizkusna aplikacija, sestavljena iz mikrostoritev. Re-
zultat poizkusa je pokazal, da je protokol RSocket hitrejši in bolj učinkovit pri
komunikaciji med mikrostoritvami. Razlog za to je uporaba trajne povezave,
bolj učinkovito gručenje sporočil v medpomnilniku in manjša glava sporočila.
Ključne besede: RSocket, predstavitev, HTTP, primerjava, mikrostoritve.

Abstract
Title: Analysis of RSocket protocol and its use in microservices
Author: Dominik Bečaj
RSocket protocol is an asynchronous binary protocol, which is better suited
for communication in distributed applications. The currently most used
HTTP/1.1 protocol with the use of REST architectural style only offers
request/response communication that is not always the best way to com-
municate, which is why there is a need for a protocol which offers a better
way to communicate. This thesis presents the new RSocket protocol, com-
pares it to the existing HTTP protocol and questions its advantages for use
in microservices. A microservice application has been developed to compare
protocols RSocket and HTTP. The result of this comparison shows that the
RSocket protocol is faster and more efficient for communication between mi-
croservices. The reasons for this are: the use of persistent connection, a more
efficient caching of requests and a smaller frame header.




Danes je vse večja potreba po velikih in zapletenih zalednih sistemih za izpol-
njevanje zahtev uporabnikov, zato se je razvoj teh sistemov v zadnjih časih
osredotočil na mikrostoritve in na porazdeljene sisteme. Ti porazdeljeni sis-
temi potrebujejo hitro in učinkovito komunikacijo med seboj, ki je zmožna
prenašati velik volumen sporočil, za kar pa trenutni komunikacijski protokoli
niso optimalni [14]. Trenutno najbolj uporabljen protokol HTTP/1.1 podpira
le način komunikacije zahteve in odziva, kar ne zadostuje današnjim aplika-
cijam, ki vse več potrebujejo možnost dvostranske komunikacije in možnost
obdelovanja sporočil s pomočjo podatkovnih tokov.
V tej diplomski nalogi bomo predstavili protokol RSocket in ga primer-
jali s protokolom HTTP za uporabo v mikrostoritveni arhitekturi. Podrobno
bomo opisali njegove sestavne dele, mehanizme, lastnosti in kako poteka
komunikacija med pošiljateljem in prejemnikom. Preverili bomo, kakšne so
zahteve mikrostoritvene arhitekture za komunikacijski protokol in predstavili,
kako protokol RSocket ustreza tem zahtevam. Predstavili bomo poizkusno
mikrostoritveno aplikacijo in na njej primerjali hitrost ter učinkovitost po-
šiljanja velikega števila zahtev s protokoli HTTP/1.1, HTTP/2 in RSocket.
Preverili bomo, če je protokol bolj optimalen za komunikacijo med mikrosto-
ritvami in ali je sploh potreben, če že obstaja različica protokola HTTP/2.
V ugotovitvah bomo primerjali in komentirali rezultate protokola RSocket
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z HTTP/1.1 ter HTTP/2. V zaključku se bomo na podlagi funkcijske pri-
merjave protokolov in rezultatov poizkusov odločili, kateri protokol je bolj
optimalen za uporabo v mikrostoritveni arhitekturi.
Poglavje 2
Primerjava protokola HTTP in
RSocket
2.1 Protokol HTTP/1.1
Leta 1989 je Tim Berners-Lee predlagal sistem, ki bi povezal celoten internet
v mrežo, preko katere bi se pošiljalo obogatene dokumente HTML, kateri
vsebujejo povezave na druge dokumente, preko novega protokola HTTP. Prva
različica protokola, razvita leta 1991 in neuradno poimenovana HTTP/0.9,
je za pošiljanje podatkov uporabljala prenosni protokol TCP in omogočala
samo pošiljanje zahteve za HTML dokumente na določenem naslovu.
Protokol HTTP/1.1 [11], razvit leta 1999, je dodal veliko novih funkcio-
nalnosti in razčistil nered, ki je nastal zaradi neuradnega razvoja protokola
pod različico 1.0. Ta različica je sprejela veliko dodatkov neuradne različice
1.0, kot so ločitev glave sporočila od vsebine, vključitev različice protokola,
stanje zahteve in možnost pošiljanja drugih tipov dokumentov, ne samo do-
kumente HTML. Protokol je po novem omogočal trajne (angl. keep-alive)
povezave za pošiljanje večjega števila zahtev brez potrebe zapiranja in od-
piranja novih povezav in pošiljanje vsebine po delih, kar omogoča postopno
pošiljanje podatkov in po potrebi tudi dodatna polja glave. Dodal je tudi
možnost pošiljanja podatkov po cevovodu (angl. pipelining), kar omogoča
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pošiljanja več zahtev hkrati brez čakanja na odgovor predhodnih zahtev, to
pa zmanjša čas za razrešitev vseh zahtev. Protokol omogoča virtualne do-
mene z opredelitvijo gostitelja (angl. host), kar pomeni, da lahko strežniki
na enem internetnem naslovu nudi dostop do večjega števila domen. Zaradi
možnosti dodajanja novih polj h glavi sporočila se je protokolu čez leta do-
dajalo več nadgraditev, med bolj pomembnimi je možnost šifriranja sporočil
s protokolom SSL, pozneje pa s TLS in možnost nadgradnje povezave na nov
protokol Websocket, ki omogoča dvosmerno komunikacijo.
2.1.1 Komunikacijska načela REST
Leta 2000 je Roy Thomas Fielding na podlagi protokola HTTP/1.1 pred-
stavil komunikacijska načela REST [12] za lažjo komunikacijo med aplikaci-
jami, ki je nadomestil prejšnja načela SOAP [13]. Razvita načela določajo
pravila dostopa in spreminjanja virov na napravi brez potrebe hranjenja in
prenosa trenutnega stanja, kar je pripomoglo k razvoju robustnih in razširlji-
vih porazdeljenih sistemov in je še danes najbolj pogost način komunikacije
med aplikacijami in vmesniki. Poleg tega je njegov razvoj tudi začel celo-
tno industrijo ponudnikov vmesnikov, ki nudijo različne informacije, kot so
Open Weather Map za informacije o vremenu, Skyscanner za informacije o
letalskih poletih, TheCocktailDB za podatkovno bazo o različnih pijačah in
mnogo drugih.
2.2 Protokol HTTP/2
Protokol HTTP/2 je nastal zaradi potrebe po bolj zmogljivem protokolu za
vse bolj napredne spletne aplikacije, večje število multimedijskih vsebin in
potrebe po hitrejšem nalaganju spletnih vsebin. Google je leta 2012 nazna-
nil protokol SPDY, iz katerega so pozneje razvili novo različico protokola
HTTP/2. Organizacija IETF je leta 2015 predstavila različico protokola
HTTP/2 [9], ki služi kot nadgradnja različice HTTP/1.1. Različica pro-
tokola HTTP/2 je binarni protokol, ki glavo in vsebino sporočila pošilja v
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binarnem formatu namesto v besedilnem, kot pri prejšnji različici. Protokol
dodaja multipleksiranje povezave na več sej, ki omogočajo pošiljanje več raz-
ličnih zahtev brez potrebe po odpiranju novih povezav. Vsaka seja pošilja
sporočila na način dvosmerne komunikacije in podpira določanje prednostne
obdelave (angl. stream prioritization), kjer odjemalec strežniku izrazi željo,
katere seje naj obdela pred drugimi. Protokol dovoli strežniku predvidevanje
potrebne vsebine in predhodno pošiljanje te vsebine odjemalcu, ki jo shrani
in uporabi, ko jo potrebuje. Omogočeno je stiskanje glave (angl. header
compression) s pomočjo metode HPACK, ki hrani prejete vrednosti glave v
medpomnilniku, tako da lahko ob pošiljanju enakih vrednosti glave pošlje
samo kazalec na to vrednost v tabeli. Nova različica ima poudarek na mo-
žnosti enostavne nadgradnje iz različice protokola HTTP/1.1 in je pri tem
tudi uspešna, saj je bila hitro sprejeta. Konec leta 2015 ga je podpirala že
večina spletnih brskalnikov, novembra leta 2020 pa ga podpira že 49% [4]
spletnih strani.
2.3 Protokol HTTP/3
Protokol HTTP/3 [15] je nadgradnja različice protokola HTTP/2, ki je na-
stala zaradi uvedbe novega transportnega protokola QUIC in je trenutno še
vedno v razvoju. Nova različica za prenos okvirjev uporablja transportni pro-
tokol QUIC namesto protokola TCP, ker je bolj primeren za multipleksiranje
povezave v različne seje. Protokol TCP pri pošiljanju ne razlikuje različnih
sej, zato napake pri prenosu okvirjev vplivajo na celotno povezavo, tudi če
se napaka pojavi samo pri eni seji. QUIC to reši tako, da že na transportni
plasti loči povezavo v različne seje, tako da napake pri prenosu večinoma
časa vplivajo samo na posamezno sejo. Za pošiljanje sporočil protokol po-
nuja enosmerni podatkovni tok ali dvosmerno komunikacijo. Nov protokol
ima implementirano selitev povezave na druga omrežja, nadzor pretoka in
šifriranje povezave TLS 1.3 že na transportni plasti, njeno vzpostavljanje pa
je tudi hitrejše, ker jo protokol QUIC vzpostavi že v rokovanju. Za stiskanje
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glave se uporablja novo metodo QPACK, ki za razliko od prejšnje metode
asinhrono pošilja spremembe v dinamični tabeli s polji glave sporočil.
2.4 Protokol RSocket
Protokol RSocket je binarni komunikacijski protokol, ki temelji na pošiljanju
sporočil in omogoča njihovo obravnavanje po načelih odzivnih podatkovnih
tokov (angl. reactive streams). Za prenos okvirjev lahko uporablja poljuben
transportni ali aplikacijski protokol, ki zadostuje njegovim zahtevam. Ker
je protokol binaren, lahko pošlje vsebino v katerem koli formatu. Uporablja
tudi multipleksiranje povezave za pošiljanje sporočil preko sej in po vzposta-
vitvi povezave ne razlikuje med odjemalcem in strežnikom. Nadzor pretoka
ponuja na ravni povezave in seje, pri kateri je uporabljen sistem kredita,
kjer prejemnik pove, koliko sporočil je trenutno pripravljen sprejeti. Podpira
načine pošiljanja zahteve in odziva, zahteve brez potrebe odgovora, zahteve
za podatkovni tok in zahteve po dvosmerni komunikaciji. Protokol omogoča
obnovitev povezave in možnost ponovnega pošiljanja neposlanih sporočil.
Protokol RSocket bomo podrobneje predstavili v poglavju 3.
2.5 Funkcionalna primerjava protokolov
Med predstavljenimi protokoli so si najbolj podobni protokoli RSocket, HT-
TP/2 in HTTP/3, najmanj pa jim je podoben protokol HTTP/1.1. Protokoli
RSocket, HTTP/2 in HTTP/3 so binarni protokoli, medtem ko je HTTP/1.1
besedilni protokol. Za pošiljanje večjega števila zahtev protokola RSocket in
HTTP/2 uporabljata seje, protokol HTTP/3 uporablja seje, implementirane
na transportni plasti, protokol HTTP/1.1 pa cevovod. Metodo za stiskanje
glave izmed vseh omenjenih protokolov podpirata samo protokola HTTP/2
in HTTP/3. Vsi protokoli omogočajo šifriranje sporočil, vendar ima samo
HTTP/3 to implementirano na transportni plasti. Obnovitev povezave omo-
gočata samo protokola RSocket in HTTP/3. Obdelavo sporočil po načelih
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odzivnega manifesta [10] (angl. reactive manifesto) brez dodatkov podpira
samo protokol RSocket, drugi protokoli tega ne podpirajo. Vse opisane pri-
merjave so bolj pregledno prikazane v Tabeli 2.1.
Lastnost HTTP/1.1 HTTP/2 HTTP/3 RSocket










/ podpira / /
Stiskanje glave / HPACK QPACK /





Obnovitev povezave / / podpira podpira
Tabela 2.1: Funkcionalna primerjava protokolov
2.5.1 Funkcijske zahteve komunikacijskega protokola
za mikrostoritveno arhitekturo
Komunikacijski protokol za mikrostoritveno arhitekturo je ključnega pomena,
saj skrbi za izmenjavo podatkov med storitvami in drugimi vmesnimi členi
v arhitekturi. Protokol mora omogočiti kar se da hitro prenašanje zahtev,
te pa naj vsebujejo samo potrebne metapodatke za učinkovito pošiljanje.
Omogočati mora sinhrono pošiljanje zahtev, kjer pošiljatelj čaka na odgovor
prejemnika, in asinhrono pošiljanje, kjer pošiljatelj ne čaka na odgovor [8].
Podpirati mora možnost vzpostavitve trajne povezave in možnost pošiljanja
sporočil na način zahteve in odziva ter podatkovnega toka. Vzpostavljena
povezava mora biti odporna proti napakam z mehanizmi za okrevanje in
vsebovati postopek za ponovno vzpostavitev povezave, če se ta predhodno
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konča. Protokol mora podpirati možnost komuniciranja informacij o tre-
nutnem stanju povezave in obremenitvi sistemov, da lahko naslovi problem
preobremenjenosti. Omogočati mora tudi učinkovito pošiljanje velike količine
podatkov in podpirati pošiljanje podatkov v različnih formatih.
Poglavje 3
Opis protokola RSocket
Protokol RSocket je nastal zaradi potrebe po boljšem in standardiziranem
načinu komunikacije med porazdeljenimi aplikacijami v zalednem sistemu.
Njegovo prvo različico je razvilo podjetje Netflix skupaj z drugimi partnerji
leta 2015 [6] zaradi potrebe po nadomestitvi trenutnega protokola HTTP/1.1




Odzivno programiranje (angl. reactive programming) se ukvarja s prenaša-
njem podatkov s pomočjo asinhronih podatkovnih tokov med viri podatkov
in deli programa, ki se morajo odzvati na te podatke. Tehnike odzivnega pro-
gramiranja so se prvič pojavile pri funkcijskih programskih jezikih za lažje
ustvarjanje simulacij, kjer so lastnosti modela odvisne od časa. Kljub prvo-
tnemu namenu se je izkazalo, da ima tak način programiranja tudi koristi
v imperativnem programiranju za odzivanje na spremembe v podatkih. Ta
problem se je pred tem reševal s povratnim klicem določene funkcije, vendar
se je izkazalo, da pri takem pristopu hitro pride do veliko vgnezdenih klicev
(angl. callback hell). Novi pristop temelji na ideji, da lahko vsako informacijo
9
10 Dominik Bečaj
in dogodke spremenimo v podatkovni tok, na katerega se priključijo člani,
ki jih zanima sprememba stanja. To idejo nato še nadgradimo z možnostjo
spreminjanja in sestavljanja novih podatkovnih tokov, da tako dosežemo bolj
elegantne rešitve. Uporabo tega pristopa lahko vidimo v Primeru 3.1, kjer
ga uporabljamo za odzivanje na dvojni klik. Koristi tega pristopa vidimo pri
uporabniških vmesnikih, porazdeljenih sistemih, omrežjih in pri vseh proble-
mih, kjer se je potrebno odzvati na dogodke ali spremembe v stanju. Zaradi
priljubljenosti in uporabnosti odzivno programiranje podpira veliko knjižnic
in programskih jezikov. Najbolj popularna izmed njih je zbirka knjižnic Re-
activeX, ki obsega širok nabor jezikov in temelji na programskem vzorcu
opazovalca (angl. observer pattern).
1 const click = Observable . fromEvent ( window .document , ’click ’);
2
3 click. buffer (click. debounceTime (250))
4 .map(a => a. length )
5 . filter (x => x === 2)
6 . subscribe (e => this. message = ’Double click !’);
Primer 3.1: Uporaba odzivnega programiranja za odziv na dvakratni klik z
miško
3.1.2 Odzivni tokovi
Standard za odzivne tokove določa komunikacijo z asinhronimi podatkovnimi
tokovi s predpomnjenjem brez zaviranja novih podatkov (angl. head-of-line
blocking). Nastal je zaradi želje po enotnem načinu obdelovanja asinhronih
podatkovnih tokov, ki bi ustrezal načelom odzivnega manifesta in rešitev za
problem preobremenjenosti asinhronih sistemov pri obdelavi velike količine
podatkov. To standard dosega tako, da sistemu omogoča določanje števila
sporočil, ki jih je pripravljen sprejeti v določenem časovnem obdobju.
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3.2 Prenosni protokol
Protokol RSocket deluje na sejni in predstavitveni plasti modela OSI/ISO,
zato uporablja prenosni protokol in svoj okvir postavi v podatkovni del
okvirja prenosnega protokola, kot je prikazano na Sliki 3.1 za prenosni pro-
tokol TCP. Poleg tega lahko tudi uporablja druge aplikacijske protokole za
prenašanje okvirjev, dokler te izpolnjujejo njegove zahteve.
 0                   1                   2                   3   
 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|          Source Port          |       Destination Port        |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                        Sequence Number                        |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                    Acknowledgment Number                      |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|  Data |           |U|A|P|R|S|F|                               |
| Offset| Reserved  |R|C|S|S|Y|I|            Window             |
|       |           |G|K|H|T|N|N|                               |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|           Checksum            |         Urgent Pointer        |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                    Options                    |    Padding    |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                         RSocket frame                         |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
Slika 3.1: Okvir TCP prenosnega protokola, kjer je prikazano polje za okvir
RSocket z imenom RSocket frame
Protokol lahko uporablja za prenos več različnih protokolov, ki morajo izpol-
njevati naslednje zahteve:
• prenos mora biti zanesljiv,
• mora vzpostaviti trajno povezavo in ohranjati vrstni red prenesenih
okvirjev,
• mora zagotoviti preverjanje pravilnost prenesenih okvirjev.
Do sedaj je protokol preizkušen samo za aplikacijske protokole Websocket,
Aeron, HTTP/2 s pomočjo podatkovnih tokov in za prenosni protokol TCP.
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3.3 Številka seje
Številka seje je vključena v vsak okvir in se uporablja za multipleksiranje
povezave, tako da omogoča po eni povezavi prenesti več sporočil, ki pripa-
dajo različnim sejam. Največja možna številka seje je (231 − 1), seja številka
0 pa je rezervirana za vzpostavitev in vzdrževanje povezave. Ob ustvarja-
nju nove zahteve pošiljatelj ustvari novo številko seje, kjer velja pravilo, da
odjemalec uporablja liho številko seje, strežnik pa sodo številko seje, nato
pa številko seje povečujeta za 2. Če dosežemo največje možno številko seje,
se lahko zahteva vzpostavitev nove povezave ali pa ponovno uporabo prej-
šnjih številk. Če je zahtevana številka še vedno v uporabi, se lahko poskusi
naslednjo ali pa prejemnik sporoči napako. V primeru, da so vse številke
zasedene, je potrebno ustvariti novo povezavo. Če se odločimo za ponovno
uporabo številk seje, je priporočeno, da uporabljamo tudi funkcijo protokola
za obnovitev prekinjene povezave.
3.4 Okvirji
Okvir protokola RSocket, ki je prikazan na Sliki 3.2, vsebuje številko seje, tip
okvirja, zastavice in preostali del okvirja, ki je odvisen od tipa okvirja. Okvir
za tip okvirja dodeli 6 bitov, te mu omogočajo 63 različnih tipov okvirja, od
tega pa je 14 že določenih. Za zastavice je dodeljeno 10 bitov, njihov opis
pomena pa se nahaja v Tabeli 3.1. Okvir vsebuje zastavici I in M. Ostale
bite lahko poljubno uporabljajo različni tipi okvirjev. Protokol ne zagotavlja
pravilnosti vsebine okvirjev, za to odgovarja aplikacijska plast. V naslednjih




I določa, ali protokol prezre ta okvir
M določa, ali okvir vsebuje metapodatke
R določa, ali je omogočena obnovitev povezave
L določa, ali bo protokol spoštoval mehanizem za nadzor pre-
toka na ravni povezave
F določa, ali je okvir del fragmentiranega sporočila
C določa, ali je to zadnji okvir v podatkovnem toku
N določa, ali okvir vsebuje podatke
Tabela 3.1: Označba in opis pomena zastavic v okvirjih protokola RSocket
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|0|                         Stream ID                           |
+-----------+-+-+---------------+-------------------------------+
|Frame Type |I|M|     Flags     |     Depends on Frame Type...
+-------------------------------+
Slika 3.2: Osnovni del okvir protokola RSocket, ki ga vsebuje vsak okvir
3.4.1 Okvir za nastavitev povezave
Okvir za nastavitev povezave je tip okvirja, določen z 0x01. Uporablja se
za vzpostavitev povezave med odjemalcem in strežnikom. Po specifikaciji
protokola ima ta okvir vedno številko seje enako 0. Na Sliki 3.3 je prikazana
sestava okvirja in dolžina njegovih polj.
Okvir poleg osnovnih zastavic vsebuje še:
• zastavico R,
• zastavico L,
• številko verzije protokola,
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• interval za preverjanje stanja povezave v milisekundah,
• ob postavljeni zastavici R vsebuje tudi žeton za obnovitev seje,
• tip formata podatkov MIME,
• podatki o zmožnosti povezave.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                         Stream ID = 0                         |
+-----------+-+-+-+-+-----------+-------------------------------+
|Frame Type |0|M|R|L|  Flags    |
+-----------+-+-+-+-+-----------+-------------------------------+
|         Major Version         |        Minor Version          |
+-------------------------------+-------------------------------+
|0|                 Time Between KEEPALIVE Frames               |
+---------------------------------------------------------------+
|0|                       Max Lifetime                          |
+---------------------------------------------------------------+
|         Token Length          | Resume Identification Token  ...
+---------------+-----------------------------------------------+
|  MIME Length  |   Metadata Encoding MIME Type                ...
+---------------+-----------------------------------------------+
|  MIME Length  |     Data Encoding MIME Type                  ...
+---------------+-----------------------------------------------+
                     Metadata & Setup Payload
Slika 3.3: Okvir za nastavitev povezave RSocket protokola
3.4.2 Okvir za nadzor pretoka na ravni povezave
Okvir za nadzor pretoka na ravni povezave je določen s tipom okvirja 0x02.
Strežnik ga uporablja, da pove, koliko zahtev je pripravljen sprejeti v nekem
časovnem okvirju. Okvir vsebuje število zahtev, ki jih je strežnik pripravljen
sprejeti, in čas veljavnosti dogovora v milisekundah, njuna dolžina pa je
razvidna na Sliki 3.4.
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0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                         Stream ID = 0                         |
+-----------+-+-+---------------+-------------------------------+
|Frame Type |0|M|     Flags     |
+-----------+-+-+---------------+-------------------------------+
|0|                       Time-To-Live                          |
+---------------------------------------------------------------+
|0|                     Number of Requests                      |
+---------------------------------------------------------------+
                           Metadata
Slika 3.4: Okvir za nadzor pretoka na ravni povezave
3.4.3 Okvir za nadzor pretoka na ravni seje
Okvir za nadzor pretoka na ravni seje je določen s tipom okvirja 0x08 in
prikazan na Sliki 3.5. Uporablja ga odjemalec, da pove, koliko sporočil je
podatkovni tok pripravljen sprejeti v določeni seji.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+---------------+-------------------------------+
|Frame Type |0|0|     Flags     |
+-------------------------------+-------------------------------+
|0|                         Request N                           |
+---------------------------------------------------------------+
Slika 3.5: Okvir za nadzor pretoka na seje
3.4.4 Okvir za zahtevo in odziv
Okvir za zahtevo in odziv je določen s tipom okvirja 0x04. Uporablja se za
pošiljanje ene zahteve v pričakovanju enega odgovora. Okvir poleg osnovnih
zastavic vsebuje še zastavico F in polje, kjer se hrani vsebina zahteve. Če
je postavljena zastavica F, lahko za tem okvirjem pričakujemo več okvirjev
za podatke, ki skupaj sestavljajo zahtevo za prejemnika. Sestava okvirja je
prikazana na Sliki 3.6.
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0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+-+-------------+-------------------------------+
|Frame Type |0|M|F|     Flags   |
+-------------------------------+
                    Metadata & Request Data
Slika 3.6: Okvir za zahtevo in odziv
3.4.5 Okvir za zahtevo brez potrebe odgovora
Okvir za zahtevo brez potrebe odgovora je določen s tipom okvirja 0x05.
Uporablja se za pošiljanje podatkov prejemniku brez potrebe po povratnih
sporočilih. Ker pošiljatelj ne pričakuje odgovora prejemnika, se takoj po
koncu pošiljanja sporočila podatkovni tok zapre in seja zaključi. Okvir in
dolžina njegovih polj je prikazana na Sliki 3.7.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+-+-------------+-------------------------------+
|Frame Type |0|M|F|    Flags    |
+-------------------------------+
                     Metadata & Request Data
Slika 3.7: Okvir za zahtevo zahteve brez potrebe odgovora
3.4.6 Okvir za zahtevo za podatkovni tok
Okvir za podatkovni tok je določen s tipom okvirja 0x06. Uporablja se za
pošiljanje ene zahteve v pričakovanju nedoločene količine povratnih sporočil.
Sestava okvirja je prikazana na Sliki 3.8.
Okvir poleg osnovnih zastavic vsebuje še:
• zastavico F,
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• polje, ki označuje, koliko sporočil je pošiljatelj pripravljen sprejeti v
tem trenutku,
• polje z vsebino.
Vrednost, ki označuje, koliko sporočil je pošiljatelj pripravljen sprejeti v tem
trenutku, mora biti večja od 0, da lahko prejemnik začne pošiljati sporočila.
Za nadaljnje zahteve pošiljatelj uporablja okvirje za nadzor pretoka na ravni
seje.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+-+-------------+-------------------------------+
|Frame Type |0|M|F|    Flags    |
+-------------------------------+-------------------------------+
|0|                    Initial Request N                        |
+---------------------------------------------------------------+
                     Metadata & Request Data
Slika 3.8: Okvir za podatkovni tok
3.4.7 Okvir za zahtevo po dvosmerni komunikaciji
Okvir za zahtevo po dvosmerni komunikaciji je določen s tipom 0x07. Upora-
blja se za začetek dvosmerne komunikacije, kjer lahko pošiljatelj in prejemnik
pošljeta poljubno število sporočil. Ko se dvosmerna komunikacija vzpostavi,
prejemnik pošlje okvir za nadzor pretoka na ravni seje, nato pa komunikacija
poteka preko okvirjev za podatke, kjer morata obe strani upoštevati pravila
nadzora pretoka na ravni seje. Obe strani lahko kadar koli zapreta podat-
kovni tok in končata sejo. Okvir je prikazan na Sliki 3.9.




• polje s številom sporočil, ki je jih pripravljen pošiljatelj sprejeti.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+-+-+-----------+-------------------------------+
|Frame Type |0|M|F|C|  Flags    |
+-------------------------------+-------------------------------+
|0|                    Initial Request N                        |
+---------------------------------------------------------------+
                      Metadata & Request Data
Slika 3.9: Okvir za zahtevo po dvosmerni komunikaciji
3.4.8 Okvir za podatke
Okvir za podatke je določen s tipom okvirja 0x0A. Uporablja se za prenašanje
podatkov med pošiljateljem in prejemnikom, ko je potrebno poslati dodatna
sporočila na odprti zahtevi.
Okvir poleg osnovnih zastavic vsebuje še:
• zastavice F, C, N,
• polje z vsebino.
Zastavico N potrebujemo, ker je veljavna dolžina vsebine lahko tudi 0. Se-
stava okvirja je prikazana na Sliki 3.10.
Veljavne kombinacije zastavic C in N so:
• Obe zastavici sta postavljeni, kar pomeni, da okvir vsebuje podatke in
da se lahko podatkovni tok zapre.
• Samo zastavica C je postavljena, kar pomeni, da se podatkovni tok
zapre.
Diplomska naloga 19
• Samo zastavicaN je postavljena, kar pomeni, da okvir vsebuje podatke
in da se podatkovni tok še ne zapre.
Če ni postavljena zastavica C niti N, je okvir neveljaven.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+-+-+-+---------+-------------------------------+
|Frame Type |0|M|F|C|N|  Flags  |
+-------------------------------+-------------------------------+
                    Metadata & Data
Slika 3.10: Okvir za podatke
3.4.9 Okvir za napake
Okvir za napake je določen s tipom okvirja 0x0B. Uporablja se za sporočanje
napak, ki se zgodijo pri pošiljanju sporočil in pri povezavi. Okvir vsebuje
številko seje, kjer se je napaka zgodila, polje za tip napake in informacije o
napaki. Vsi definirani tipi napak so prikazani v Tabeli 3.2. Sestava okvirja
je prikazana na Sliki 3.11.
0                   1                   2                   3
0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
|                           Stream ID                           |
+-----------+-+-+---------------+-------------------------------+
|Frame Type |0|0|      Flags    |
+-----------+-+-+---------------+-------------------------------+
|                          Error Code                           |
+---------------------------------------------------------------+
                          Error Data




INVALID_SETUP 0x00000001 Napaka pri okvirju za nastavitev povezave
UNSUPPORTED_SETUP 0x00000002 Strežnik ne podpira parametrov podanih
v okvirju za nastavitev povezave
REJECTED_SETUP 0x00000003 Strežnik zavrača vzpostavljanje povezave
REJECTED_RESUME 0x00000004 Strežnik zavrača obnovitev povezave
CONNECTION_ERROR 0x00000101 Povezava se zapira zaradi napake, strežnik
ali odjemalec lahko brez čakanja zapreta
povezavo
CONNECTION_CLOSE 0x00000102 Povezava se zapira, strežnik in odjemalec
sta dolžna počakati, da se trenutne seje
zaključijo
APPLICATION_ERROR 0x00000201 Napaka na aplikacijski plasti
REJECTED 0x00000202 Prejemnik zavrača sporočilo zaradi svojih
razlogov
CANCELED 0x00000203 Prejemnik je prekinil zahtevo
INVALID 0x00000204 Zahteva ni pravilna
RESERVED 0xFFFFFFFF Rezervirano za nadgradnjo protokola
Tabela 3.2: Opis tipov napak pri okvirju za napake
3.5 Vzpostavitev povezave
Vzpostavljanje povezave se začne s pošiljanjem okvirja za nastavitev pove-
zave ali okvirja za obnovitev povezave. Ko prejemnik dobi okvir, se odloči,
ali mu nastavitve povezave ustrezajo, in na podlagi tega pošlje odgovor. Če
je postavljena zastavica L, bo uspešen odgovor prejemnika okvir za nadzor
pretoka na ravni povezave. Če pa omenjena zastavica ni postavljena, bo
prejemnik poslal navadno zahtevo. V primeru, da se prejemnik ne strinja s
parametri povezave ali pa je prišlo do napake, prejemnik pošiljatelju odgovori
z okvirjem za napake.
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Primer sestave okvirja za nastavitev povezave vsebuje:
• 4 bajte za številko seje, ki mora biti za vzpostavitev povezave vedno
decimalna vrednost 0 (0x00000000),
• 6 bitov, ki predstavljajo tip okvirja, in 10 bitov za tem, ki vsebujejo
zastavice za lastnosti povezave (0x0400),
• 2 bajta, ki predstavljata različico protokola (0x0001),
• 2 bajta, ki predstavljata podrazličico protokola (0x0000),
• 4 bajti, ki podajo interval v milisekundah za preverjanje, če je povezava
še vedno vzpostavljena (0x000f4240),
• 4 bajti, ki podajo najdaljši dovoljen čas brez odgovora strežnika v mi-
lisekundah (0x000186a0),
• 2 bajta za velikost sporočila v bajtih (0x10),
• sporočilo s tipom MIME formata podatkov povezave prikazano na
Sliki 3.12 kot application/json.
Slika 3.12: Primer sestave okvirja za nastavitev povezave poslanega s preno-
snim protokolom TCP
3.6 Obnovitev povezave
Operacija za obnovitev povezave omogoča, da se odjemalci ob prekinitvi
povezave ponovno povežejo s strežnikom in ohranijo prejšnje stanje pove-
zave. Začne se, ko odjemalec pošlje strežniku okvir za obnovitev povezave,
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ki vsebuje njegov identifikacijski žeton, številko zadnjega prejetega okvirja in
številko okvirja, od katerega lahko začne pošiljati. Strežnik najde povezavo
s pomočjo identifikacijskega žetona in se nato odloči, ali lahko na podlagi
številke zadnjega poslanega okvirja in drugih faktorjev povezavo obnovi. Če
se strežnik odloči, da obnovi povezavo, lahko pošlje okvir za potrditev ob-
nove povezave in začne pri zadnjem prejetem okvirju ali pa prej pošlje vse
neposlane okvirje in začne od njih naprej. Pri obnovitvi povezave se pravila
za nadzor pretoka ne upoštevajo več.
Strežnik odjemalcu pošlje okvir za napako v primeru:
• da ne podpira obnovitev povezave,
• da ne prepozna identifikacijskega žetona,
• da prejme okvir za obnovitev povezave takoj za okvirjem za vzpostavi-
tev povezave,
• da prejme dva okvirja za obnovitev povezave enega za drugim,
• da ne more obnoviti povezave iz katerega koli razloga.
3.7 Načini pošiljanja sporočil
Za razliko od protokola HTTP/1.1, ki podpira samo način pošiljanja zah-
tev na način zahteve in odziva, protokol RSocket podpira abstrakcije za več
različnih načinov pošiljanja sporočil, da olajša delo razvijalcem in zmanjša
zapletenosti razvoja aplikacije. Vsi ti načini so implementirani po principu
podatkovnih tokov. Edina razlika med njimi je, kdaj se te podatkovni tokovi
zaprejo.
3.7.1 Zahteva in odziv
Način pošiljanja sporočil zahteve in odziva pošlje eno zahtevo in počaka na
odgovor, kot je prikazano na Sliki 3.13. Ta način se uporablja najbolj po-
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gosto, saj ustreza večini potreb za komunikacijo in deluje podobno kot pri
protokolu HTTP/1.1. Podatkovni tok se tukaj zapre, ko pošiljatelj prejme
odgovor prejemnika.
Slika 3.13: Skica pošiljanja sporočila na način zahteve in odziva
Primer pošiljanja sporočila na način zahteve in odziva na Sliki 3.14:
Okvir zahteve vsebuje:
• 4 bajte za številko seje (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica M (0x1100),
• 3 bajte, ki označujejo velikost metapodatkov (0x000002).
Okvir odgovora vsebuje:
• 4 bajte za številko seje, ki je enaka številki seje zahteve (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica C in N (0x2860).
3.7.2 Zahteva brez potrebe odgovora
Zahteva brez potrebe odgovora pošlje sporočilo in ne pričakuje odgovora, kot
je prikazano na Sliki 3.15. Velika prednost tega načina je, da je hitrejši od
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Slika 3.14: Primer sestave okvirja za zahtevo in odziv ter odgovora poslanega
s prenosnim protokolom TCP
drugih načinov. Pošiljatelj lahko takoj po poslanem sporočilu zapre podat-
kovni tok in konča sejo, ker ne pričakuje odgovora.
Slika 3.15: Skica pošiljanja sporočila na način zahteve brez potrebe odgovora
Primer pošiljanja sporočila na način zahteve brez potrebe odgovora
na Sliki 3.16:
Okvir zahteve vsebuje:
• 4 bajte za številko seje (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica M (0x1500),
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• 3 bajte, ki označujejo velikost metapodatkov (0x000002).
Slika 3.16: Primer sestave okvirja za zahtevo brez potrebe odgovora posla-
nega s prenosnim protokolom TCP
3.7.3 Zahteva za podatkovni tok
Zahteva za podatkovni tok pošlje zahtevo in nato sprejme poljubno število
sporočil, kot je prikazano na Sliki 3.17. S tem načinom lahko čakamo na več
sporočil brez potrebe po poizvedovanju, kot pri protokolu HTTP/1.1. Tu
podatkovni tok zapre prejemnik, ko pošiljatelju pošlje svoje zadnje sporočilo.
Slika 3.17: Skica pošiljanja sporočil na način zahteve za podatkovni tok
Primer pošiljanja sporočila na način zahteva in odziv na Sliki 3.18:
Okvir zahteve vsebuje:
• 4 bajte za številko seje (0x00000001),
• 6, bitov ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica M (0x1900),
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• 4 bajte, ki vsebujejo število zahtev ki jih je pošiljatelj pripravljen spre-
jeti v tem trenutku (0x7fffffff),
• 3 bajte, ki označujejo velikost metapodatkov (0x000002).
Okvirji z odgovori vsebujejo:
• 4 bajte za številko seje, ki je enaka številki seje zahteve (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica N (0x2820).
Pri zadnjem sporočilu v podatkovnem toku je postavljena samo zastavica C,
kar pomeni, da se lahko podatkovni tok zapre (0x2840).
Slika 3.18: Primer sestave okvirja za zahtevo za podatkovni tok in odgovorov
poslanih s prenosnim protokolom TCP
3.7.4 Zahteva po dvosmerni komunikaciji
Zahteva po dvosmerni komunikaciji omogoča pošiljanje in sprejemanje po-
ljubnega števila sporočil, kot je prikazano na Sliki 3.19. Uporablja se, ko
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sporočila pošiljatelja vplivajo na sporočila, ki jih bo poslal prejemnik nazaj.
To bi lahko dosegli tudi z drugimi načini pošiljanja, vendar bi morali za-
pirati seje in hraniti prejšnje stanje seje, kar oteži razvoj aplikacije. Tukaj
se podatkovni tok zapre, ko katerakoli stran v komunikaciji sporoči, da želi
končati s pošiljanjem sporočil.
Slika 3.19: Skica pošiljanja sporočila na način zahteve po dvosmerni komu-
nikaciji
Primer pošiljanja sporočila na način zahteve po dvosmerni komu-
nikaciji na Sliki 3.20:
Okvir za začetek dvosmerne komunikacije vsebuje:
• 4 bajte za številko seje (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica M (0x1d00),
• 4 bajte, ki vsebujejo število zahtev, ki jih je pošiljatelj pripravljen spre-
jeti v tem trenutku (0x7fffffff),
• 3 bajte, ki označujejo velikost metapodatkov (0x000002).
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Okvirji s sporočili obeh strani vsebujejo:
• 4 bajte za številko seje, ki je enaka številki seje zahteve (0x00000001),
• 6 bitov, ki predstavljajo tip okvirja, ter 10 bitov za zastavice, od katerih
je postavljena zastavica N (0x2820).
Komunikacijo zaključi prejemnik z okvirjem, kjer je samo postavljena zasta-
vica C, kar pomeni, da se lahko podatkovni tok zapre in seja konča (0x2840).
Slika 3.20: Primer sestave okvirja za zahtevo po dvosmerni komunikaciji in
odgovori, poslani s prenosnim protokolom TCP
3.8 Fragmentacija sporočil
Protokol omogoča fragmentacijo sporočila na več manjših delov, če je spo-
ročilo preveliko. Eden izmed razlogov za njegovo uporabo je, da lahko pre-
velika sporočila zaradi daljše obdelave povzročijo dolgo čakanje na strani
prejemnika, kar preprečuje dostavo drugih sporočil, saj vsa potujejo po isti
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povezavi. Da se temu izognemo, protokol preveliko sporočilo pred pošiljanjem
razdeli na več manjših sporočil in postavi zastavico F, zadnjemu sporočilu
pa te zastavice ne postavi in tako nakaže zadnji del sporočila. Fragmentacija
je omogočena za metapodatke sporočila in za vsebino sporočila, vendar se
morajo pri prenosu fragmentiranega sporočila najprej prenesti metapodatki,
šele nato pa vsebina.
3.9 Nadzor pretoka
RSocket je protokol, ki ureja nadzor pretoka na nivoju seje in na nivoju
povezave. Protokol ta dva mehanizma posebej obravnava, ker se preko ene
povezave lahko prenaša več sej. Vsaka seja potrebuje svoj mehanizem nad-
zora pretoka za sledenje načel odzivnih tokov. Povezava pa potrebuje način
nadzora števila prenesenih zahtev po vseh sejah.
3.9.1 Nadzor pretoka na nivoju seje
Na nivoju seje ureja nadzor pretoka po načelih odzivnih tokov, z izjemo
podpore za neomejeno število zahtevanih sporočil s pomočjo rezervirane vre-
dnosti (263−1). Deluje tako, da odjemalec pove, koliko sporočil je pripravljen
sprejeti. Tukaj kot sporočila štejemo samo cela sporočila in ne posameznih
okvirjev, ki lahko predstavljajo le del sporočila zaradi fragmentacije. Na-
men nadzora pretoka na nivoju seje je, da ne preobremenimo prejemnika s
sporočili in da mu omogočimo obdelavo vsakega sporočila brez predpomnje-
nja. Ker je število zahtevanih sporočil kumulativno, lahko odjemalec pošlje
več zahtev za število sporočil, ki jih je pripravljen sprejeti. Primer nad-
zora pretoka na nivoju seje med pošiljateljem in prejemnikom je prikazan na
Sliki 3.21.
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Slika 3.21: Prikaz delovanja nadzora pretoka na nivoju seje
3.9.2 Nadzor pretoka na nivoju povezave
Na nivoju povezave se ureja nadzor pretoka tako, da strežnik odjemalcem
sporoči, koliko zahtev je pripravljen sprejeti v nekem časovnem okvirju. Stre-
žnik lahko predčasno posodobi ta sporazum ali pa ustavi vse zahteve od
odjemalca tako, da posodobi število zahtev na 0. Če prejemnik prejme več
zahtev, kot se je dogovoril s pošiljateljem, nove zahteve zavrne in pošlje nazaj
okvir za napako.
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3.10 Mehanizmi za porazdelitev bremena
Za podporo mehanizmom za porazdelitev bremena (angl. load balancing)
skrbi nadzor pretoka na nivoju povezave. Deluje tako, da prejemnik med
komunikacijo sporoča pošiljatelju, koliko zahtev je pripravljen sprejeti. Pre-
jemnik mu tako lahko sporoča svojo obremenjenost. Sistem za porazdelitev
bremena lahko na podlagi tega podatka preusmeri nove zahteve na storitve,
ki so manj obremenjene. Ta sporazum se redno posodablja ali pa poteče in
mora biti ponovno vzpostavljen. Tako ima sistem za porazdelitev bremena
aktualno predstavo o stanju storitve.
3.11 Podpora za preverjanje zdravja storitev
Za podporo za preverjanje zdravja storitev (angl. health checks) se lahko
uporablja več mehanizmov protokola RSocket. Najbolj priročna je uporaba
okvirjev za nadzor pretoka na nivoju povezave, ker lahko vsebujejo meta-
podatke, kjer lahko storitev doda informacije o svojem trenutnem stanju,
in ker se že privzeto ti okvirji pošiljajo periodično. Pri preverjanju zdravja
je tudi koristna informacija, koliko zahtev je prejemnik pripravljen sprejeti,
iz katere lahko povzame trenutno stanje storitve. Za pošiljanje trenutnega
stanja storitve se lahko tudi uporabi okvir za pošiljanje metapodatkov, ki
ga lahko poljubno pošljemo kadar koli, tako da nismo omejeni na periodično
pošiljanje okvirjev za nadzor pretoka na nivoju povezave.
3.12 Usmerjanje prometa
Protokol RSocket lahko informacije za usmerjanje okvirjev hrani v njihovem
polju za metapodatke. Metapodatki okvirja so v binarnem formatu, zato so
lahko podatki v njem v katerem koli podatkovnem formatu. To pomeni, da
se lahko uporablja že obstoječa rešitev usmerjanja z naslovi URL ali oznake,
ki jih pogosto uporabljajo asinhroni posredniki sporočil. Trenutna različica
specifikacije protokola ne vsebuje rešitve za usmerjanje prometa. Obstaja
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neuradna razširitev, ki določa pravila usmerjanja prometa. Razširitev upo-
rablja polje za metapodatke s poljubnim številom oznak, ki sporočajo, kako
usmerjati okvir do končnega prejemnika. To je namenjeno usmerjanju okvir-
jev posamezne seje in ne uporabi na ravni povezave. Ker protokol RSocket
temelji na pošiljanju sporočil, je omogočeno pošiljanje podatkovnih tokov
večim prejemnikom preko posrednika in vse odgovore nazaj posredovati poši-
ljatelju. Med bolj znanimi posredniki RSocket je posrednik Alibaba RSocket




S primerjavo smo želeli preveriti, kako se protokol RSocket primerja s pro-
tokolom HTTP/1.1 ter HTTP/2 in ali je res primernejši za uporabo pri
mikrostoritveni aplikaciji. Preveriti hočemo, kateri protokol je hitrejši pri
pošiljanju velikega volumna zahtev, kako se ti protokoli obnašajo ob njihovi
obdelavi in kakšen je vpliv uporabe trajne povezave pri pošiljanju večjega
števila zahtev. Primerjati želimo tudi velikost poslanih sporočil, da vidimo,
kateri protokol je bolj učinkovit. Poleg tega želimo tudi preveriti posto-
pek implementacije komunikacije za naštete protokole, da preverimo, kateri
protokoli imajo vse potrebne mehanizme, ki jih zahteva mikrostoritvena ar-
hitektura in kako dobra je njihova podpora.
4.2 Uporabljena orodja in metode
4.2.1 Docker
Docker [1] je odprtokodna programska oprema, ki ponuja izvajalna okolja
za poganjanje aplikacij ločeno od operacijskega sistema. To omogoča s tako
imenovanimi vsebniki, ki vsebujejo vso potrebno programsko opremo in knji-
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žnice za izvajanje aplikacije.
Prednost take izolacije aplikacij je:
• da omogoči neodvisnost od drugih aplikacij,
• da se odstranijo odvisnosti od operacijskega sistema,
• da omogoča enostavno prenosljivost aplikacije na druge naprave, kjer
se lahko identično razvojno okolje spet postavi.
Virtualizacija celotnega operacijskega sistema ponuja podobne prednosti,
vendar za to potrebuje več sistemskih virov kot vsebniki. Razlika med upo-
rabo Docker vsebnikov in virtualizacije operacijskega sistema za postavitev
aplikacij je prikazana na Sliki 4.1. Vsebniki uporabljajo jedra operacijskega
sistema in se obnašajo kot navadni programi, ki lahko uporabljajo vse sis-
temske vire, vendar omejijo dostop aplikacije samo na prostor v vsebnikih.
Vse podrobnosti okolja so opredeljene v eni datoteki, ki jo Docker uporabi,
da ustvari vsebnik. Ustvarjen vsebnik ima vlogo izvajalnega okolja za našo
aplikacijo.
Programsko opremo smo uporabljali za izolacijo mikrostoritev in vme-
snika od operacijskega sistema in tako zagotovili neodvisnost teh aplikacij.
Orodje Docker Compose smo uporabljali, da smo lahko enostavno nadzirali
vse pognane vsebnike. To orodje naredi tako, da prebere datoteko YAML,
kjer so opredeljeni vsi vsebniki in njihovi parametri ter kako naj jih Docker
požene.
4.2.2 Programsko okolje NodeJS
Programsko okolje NodeJS [2] je za razvoj zalednih aplikacij v programskem
jeziku JavaScript in se izvaja s pomočjo hitrega Googlovega prevajalnika V8.
Temelji na dogodkovni arhitekturi in na metodologiji asinhronega izvajanja,
kar pomeni, da lahko enostavno sprejema veliko zahtev hkrati. Okolje se
izvaja na eni sami niti, kjer se izvaja dogodkovna zanka, za vhodno/izhodne
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Slika 4.1: Razlika med uporabo Docker vsebnikov in virtualizacije operacij-
skega sistema za postavitev aplikacij
operacije pa uporablja gručo rezerviranih niti. Zaradi tega vhodno/izhodne
operacije nikoli ne ustavijo programa, kar spodbudi uporabo asinhronega
programiranja. To je velik razlog za hitrejše izvajanje programa v primer-
javi z drugimi načini. Tak pristop je odličen za horizontalno nadgrajevanje
sistema, kjer dodajamo nove naprave, da povečamo zmogljivost. Pristop ni
primeren za vertikalno nadgrajevanje sistema, kjer dodajamo dodatne sis-
temske vire eni sami napravi, ker se okolje izvaja na eni sami niti. Ogrodje
je med razvijalci priljubljeno, ker lahko uporabljajo isti programski jezik za
razvoj zalednih in čelnih aplikacij, za kar že obstaja ogromno število knji-
žnic, ki olajšajo in pohitrijo razvoj aplikacij. Njihovo uporabo olajša vgrajeni
urejevalnik paketov npm, ki skrbi za nameščanje in posodabljanje paketov.
Programsko okolje NodeJS smo uporabljali pri razvoju mikrostoritev in
vmesnika, ker je enostavno za uporabo in omogoča hiter razvoj aplikacij. Za
uporabo protokola RSocket smo uporabljali uradne knjižnice rsocket-core,
rsocket-tcp-server in rsocket-tcp-client za programski jezik JavaScript.
Programsko okolje privzeto podpira sprejemanje zahtev preko protokola HT-
TP/1.1, vendar smo za pošiljanje zahtev HTTP/1.1 uporabljali vgrajeno
knjižnico http, za pošiljanje zahtev HTTP/2 pa knjižnico http2.
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4.2.3 Programski jezik Typescript
Programski jezik Typescript [3] je nadgradnja programskega jezika Java-
Script, ki med drugimi dodaja podatkovne tipe, vmesnike in koncepte objek-
tnega programiranja, kot so razredi in dedovanje. Nastal je zaradi uporabe
obstoječega programskega jezika JavaScript za razvoj bolj obsežnih aplika-
cij, ki so potrebovale višje nivoje abstrakcije in preprečevanje pogostih na-
pak pri podatkovnih tipih spremenljivk. Primarni del programskega jezika
Typescript je njegov prevajalnik, ki sintakso prevede v programski jezik Ja-
vaScript. Za prevajanje lahko uporablja svoj prevajalnik ali pa prevajalnik
Babel. Zaradi teh lastnosti programski jezik omogoča tudi uporabljanje sin-
takse programskega jezika JavaScript in uporabo njegovih knjižnic, ki jim
lahko doda definicijske datoteke. Te datoteke vključujejo opise tipov spre-
menljivk in strukture objektov.
Pri projektu smo ga uporabljali za pomoč pri razvoju aplikacije. Pomagal
nam je zmanjšati število napak pri pisanju programa z dodajanjem tipov
spremenljivk in pripomogel k nastanku berljive programske kode.
4.2.4 Analizator omrežnih paketov Wireshark
Wireshark [5] je odprtokodna programska oprema za analiziranje omrežnih
paketov. Program omogoča zajemanje omrežnih paketov na določeni napravi
v sistemu in uporabniku s filtri pomaga zajeti le pakete, ki ga zanimajo. Za
zajem paketov program uporablja vmesnik pcap, zaradi česar lahko zajema
samo tipe paketov, ki jih podpira.
Program se pogosto uporablja za analiziranje omrežnega prometa in od-
krivanje napak na omrežju. Uporabljali smo ga za razumevanje poteka ko-
munikacije s protokolom RSocket. Z njim smo podrobno opazovali, kako se
obnaša komunikacijski protokol ob uporabi različnih prenosnih protokolov.
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4.2.5 Mikrostoritvena arhitektura
Mikrostoritvena arhitektura je način razvoja aplikacije, ki razdeli aplikacijo
na več posameznih delov, ki skupaj predstavljajo celotno aplikacijo. Vsaka
storitev je samostojna aplikacija, kar pomeni, da na stanje storitve ne vpliva
stanje drugih storitev. Z drugimi storitvami lahko komunicira samo preko
vmesnikov. Prednost uporabe take arhitekture je, da osamimo posamezne
dele aplikacije in tako omogočimo lažji razvoj in testiranje posamezne sto-
ritve aplikacije. Tak pristop pripomore k lažjemu odpravljanju težav ter
spreminjanju in nadgrajevanju aplikacije. Poleg tega lahko bolj učinkovito
dodelimo dodatne vire storitvam, ki jih potrebujejo. Pri monolitskem ra-
zvoju lahko dodelimo več virov samo celotni aplikaciji, čeprav večjo zmoglji-
vost potrebuje samo pri določeni funkciji. Uporaba te arhitekture predstavlja
svoje probleme, kot so potreba po dodatnih sistemih za urejanje omrežnega
prometa med storitvami, težji odziv na napake pri izvajanju, povečan čas
izvajanja zaradi potrebe po komunikacij med storitvami preko omrežja in
mnogo drugih [16].
Za razvoj aplikacije smo uporabili mikrostoritveno arhitekturo, ker smo
hoteli preveriti, ali je protokol RSocket bolj optimalen za komunikacijo med
mikrostoritvami kot obstoječi protokol HTTP/1.1 in HTTP/2.
4.3 Opis aplikacije
Poizkusna aplikacija je sestavljena iz 30 instanc iste mikrostoritve, ki raču-
najo Fibonaccijevo zaporedje, in vmesnika, preko katerega uporabnik pošilja
zahteve posamezni instanci.
Vsaka instanca vsebuje dve operaciji:
1. Prva operacija samostojno izračuna Fibonaccijevo zaporedje in pošlje
odgovor.
2. Druga operacija najprej kliče prvo operacijo instanc, od katerih je od-
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visna. Ko dobi njihov odgovor, izračuna svoje zaporedje, nato pošlje
odgovore vseh vpletenih instanc.
Instanca mikrostoritve je lahko odvisna od največ štirih drugih instanc, kar
pomeni, da mora ob klicu najprej poklicati svoje odvisne instance in nadaljuje
šele po tem, ko dobi njihov odgovor. Instance se med seboj razlikujejo po
svojem imenu in po številu odvisnosti od drugih instanc. Število ustvarjenih
instanc mikrostoritve in porazdelitev števila odvisnosti instanc smo določili
na podlagi analize drugih mikrostoritvenih aplikacij, tako da aplikacija pred-
stavlja kar se da povprečno mikrostoritveno aplikacijo.
Porazdelitev števila odvisnosti instanc od drugih instanc:
• 2 instanci sta odvisni od štirih instanc,
• 4 instance so odvisne od treh instanc,
• 1 instanca je odvisna od dveh instanc,
• 15 instanc je odvisnih od ene instance,
• 8 instanc ni odvisnih od nobene instance.
Na Sliki 4.2 je prikazana sestava poizkusne aplikacije, kjer puščice kažejo
možnost pošiljanja zahtev. V gruči so posamezne instance označene s svojo
identifikacijsko številko, njihova odvisnost od drugih instanc pa je prikazana
s puščicami. Pošiljanje zahteve instanci poteka tako, da uporabnik najprej
pošlje zahtevo vmesniku. Vmesnik to zahtevo posreduje določeni instanci, ko
prejme njen odgovor, jo posreduje nazaj uporabniku.
Uporabnik z vmesnikom komunicira s pomočjo protokola HTTP/1.1, kjer je
vsebina zahteve v formatu JSON. Celotna aplikacija lahko menja med upo-
rabo protokola HTTP/1.1, HTTP/2 in RSocket. Protokolu RSocket lahko
tudi menjamo prenosni protokol med protokoloma TCP in Websocket.
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Slika 4.2: Sestava poizkusne aplikacije
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4.4 Opis instance mikrostoritve
Posamezna instanca mikrostoritve je aplikacija, ki je narejena na program-
skem ogrodju NodeJS v programskem jeziku JavaScript. Glavna funkcija teh
instanc je, da sprejemajo zahteve, jih obdelajo in vrnejo odgovor. Instanci
se ob zagonu poda njeno ime kot vhodni parameter. Na podlagi podanega
imena instanca nato prebere svoje specifikacije iz registra storitev in se ustre-
zno inicializira. Podatek o odvisnosti instance od drugih instanc se naloži ob
inicializaciji in se hrani v pomnilniku aplikacije.
Aplikacija ima za sprejemanje zahtev postavljene naslednje strežnike:
• Za sprejemanje zahtev preko protokola HTTP/1.1 ima postavljen pri-
vzeti strežnik programskega okolja NodeJS. Strežnik zahteve razlikuje
po njihovem naslovu URL.
• Za sprejemanje zahtev preko protokola HTTP/2 je postavljen HTTP/2
strežnik brez šifriranja. Strežnik zahteve razlikuje po vrednosti polja z
naslovom v glavi sporočila.
• Za sprejemanje zahtev preko protokola RSocket je postavljen RSoc-
ket strežnik. Za pošiljanje zahtev uporablja način zahteve in odziva.
Strežnik zahteve razlikuje na podlagi metapodatkov o tipu sporočila.
Aplikacija sprejema in pošilja zahteve v formatu JSON. Pri vseh protokolih
se za serializacijo in deserializacijo podatkov uporabljata metodi stringify
in parse vgrajenega JavaScript objekta JSON.
Instanca mikrostoritve sprejema naslednje zahteve:
1. Zahteva na naslov / najprej pošlje zahteve na naslov /inter vsem
instancam, od katerih je odvisna, kot je prikazano na Sliki 4.3. Šele
po njihovem odgovoru izračuna svoje Fibonaccijevo zaporedje in pošlje
nazaj svoj odgovor ter odgovore vseh vpletenih instanc.
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2. Zahteva na naslov /inter samostojno izračuna Fibonaccijevo zaporedje
in pošlje svoj odgovor. Ta zahteva je ločena od zahteve /, da ne bi prišlo
do ciklične odvisnosti med instancami.
3. Zahteva na naslov /protocol se uporablja za spreminjanje protokola,
ki ga uporablja instanca za komunikacijo.
4. Zahteva na naslov /amount se uporablja, da se spremeni število klicev
na odvisne instance in je namenjena testiranju aplikacije.
5. Zahteva na naslov /transport se uporablja za spreminjanje prenosnega
protokola, ki ga uporablja protokol RSocket. Ob spremembi preno-
snega protokola se zaprejo vse odprte povezave in ponovno zaženejo
vsi strežniki RSocket.
6. Zahteva na naslov /closeAll se uporablja za zapiranje vseh povezav,
ki so vzpostavljene med protokoli RSocket, HTTP/1.1 z uporabo trajne
povezave ter HTTP/2.
4.5 Opis vmesnika
Vmesnik skrbi za komunikacijo med uporabnikom in instancami mikrostori-
tve. Narejen je v programskem ogrodju NodeJS. Uporabnik vmesniku pošilja
zahteve preko protokola HTTP/1.1, vmesnik pa lahko komunicira z instan-
cami preko protokola RSocket, HTTP/1.1, HTTP/1.1 z uporabo trajne po-
vezave ali HTTP/2.
Vmesnik sprejema naslednje zahteve:
1. Zahteva na naslov /:serviceName pošlje zahtevo instanci mikrostoritve
na naslov / in nato vrne njen odgovor. Ime instance se prebere s samega






















Ali so bile vse zahteve
razrešene?
razrešitev zahteve '/inter' razrešitev zahteve '/'
Slika 4.3: Diagram poteka sprejema zahtev za instanco mikrostoritve
2. Zahteva na naslov /protocol se uporablja za spreminjanje komunika-
cijskega protokola vseh instanc in samega vmesnika. To doseže tako, da
pošlje vsem instancam zahtevo na naslov /protocol z enakimi podatki,
kot jih je prejel v prvotni zahtevi.
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3. Zahteva na naslov /closeAll se uporablja za zapiranje vseh povezav,
ki so vzpostavljene med protokoli RSocket, HTTP/1.1 z uporabo trajne
povezave ter HTTP/2.
4.6 Register storitev
Podatki o vseh instancah mikrostoritve in njihovih odvisnosti od drugih in-
stanc so shranjeni v datoteki JSON. Datoteka vsebuje tudi številke vrat za
strežnike protokola HTTP/1.1, HTTP/2 in RSocket, ki jih aplikacija upora-
blja za komunikacijo. Kopijo te datoteke imajo vse instance in vmesnik. S
pomočjo te datoteke lahko vse instance in vmesnik poiščejo informacije za
komunikacijo z drugimi instancami in svoje odvisnosti od drugih instanc. Ta
rešitev je enostavna za izvajanje poskusov, vendar ni primerna za praktično
uporabo, ker ne podpira dinamičnega spreminjanja podatkov in zahteva po-
novni zagon storitev ter vmesnika, da ponovno preberejo podatke.
4.7 Opis okolja za preizkus
Posamezne instance mikrostoritve ter vmesnik smo postavili v vsebnikih Doc-
ker različice 19.03.13. Vsi vsebniki so bili zgrajeni na podlagi Dockerjeve
slike node:15-alpine. Za izvajanje smo uporabljali programsko okolje No-
deJS različico 15.9.0. Za komunikacijo s protokolom RSocket smo uporabljali
knjižnice rsocket-core, rsocket-tcp-server in rsocket-tcp-client raz-
ličice 0.0.19. Vse vsebnike smo pognali s programom Docker Compose razli-
čice 1.23.1. Preizkusni program smo napisali v programskem jeziku Python
in izvajali v prevajalniku Python različice 3.8.5. Ta je za opravljanje zahtev
uporabljal knjižnico requests različice 2.22.0. Pri poizkusu je komunikacija
potekala preko lokalnega omrežja.
Ponovljivost poizkusov je zagotovljena tako, da preizkusni program iz-
vede preizkuse različnih protokolov enega za drugim brez premora in tako
zagotovi kar se da enako razpoložljivost sistemskih virov. Da so posamezni
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poizkusi neodvisni pri vseh treh protokolih, se pred vsakim poizkusom pre-
kinejo vse predhodno vzpostavljene povezave. Ker protokola HTTP/1.1 in
HTTP/2 za prenos paketov uporabljata prenosni protokol TCP, ga pri poiz-
kusu uporablja tudi protokol RSocket, da je primerjava čim bolj pravična.
Naprava, na kateri so bili izvedeni preizkusi, je imela naslednje
specifikacije:
• dvojedrni procesor Intel i5 6200U 2.4GHz,
• 2 x 4GB DDR4 SDRAM pomnilnika s hitrostjo 2133MHz,
• mrežno kartico Intel Corporation Wireless 7265, 802.11ac.
4.8 Primerjava hitrosti
Poizkus smo naredili z namenom primerjanja hitrosti protokolov HTTP/1.1,
HTTP/1.1 z uporabo trajne povezave, HTTP/2 in RSocket na poizkusni
aplikaciji. Izvedli smo ga tako, da smo pognali preizkusni program, ki je po-
šiljal zahteve vmesniku za instanco mikrostoritve service15, ki je odvisna
od instanc service2, service8 ter service11. Program zabeleži potreben
čas za razrešitev zahteve in ga hrani v pomnilniku. Rezultat posameznega
poizkusa je povprečje 200 zaporedno izmerjenih časov ter njihov standardni
odklon. Skupno smo opravili 11 preizkusov. Pri vsakem naslednjem preiz-
kusu smo aplikaciji sporočili, naj število klicev odvisnih instanc service2,
service8 ter service11 poveča za 100. Sestava programa za izvajanje pre-
izkusov je predstavljena s psevdokodo v Primeru 4.1.
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1 for amount from 1 to 1000 increment by 100 do
2
3 set number of times dependencies are called by amount
4
5 for protocol in protocols do
6
7 switch protocol for whole application
8
9 for i from 1 to 200 do
10 close all open connections in the application
11 send request to service15
12 measure and store elapsed time
13 done
14
15 calculate and store average time and standard deviation
16 done
17 done
Primer 4.1: Psevdokoda programa za izvajanje preizkusov
Za klicanje vmesnika smo vzpostavili trajno povezavo med preizkusni pro-
gram in vmesnikom. Fibonaccijevo zaporedje se pri vseh vpletenih instancah
mikrostoritve računa do 36. člena, ker želimo imeti enako računsko zahtev-
nost za vse instance. Pri poizkusu pošiljamo zahteve samo eni instanci, zato
da je preizkus enostaven in da zmanjšamo število dejavnikov, ki bi lahko
vplivali na rezultat.
4.8.1 Rezultati
Protokole smo med seboj primerjali tako, da smo za vsak protokol vzeli se-
števek vseh 11 preizkusov in rezultat primerjali z drugimi protokoli. Časi
za razrešitev zahtev v Tabeli 4.1 in prikazani na Sliki 4.4 nam pokažejo, da
protokol HTTP/1.1 potrebuje največ časa za razrešitev zahtev v vseh 11 pre-
izkusih. Ob uporabi trajne povezave protokol HTTP/1.1 se čas skrajša za
1,61-krat. Sledi mu protokol HTTP/2, ki je 1,72-krat hitrejši od protokola
HTTP/1.1 z uporabo trajne povezave. Najhitrejši med vsemi protokoli je
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protokol RSocket, ki je 1,62-krat hitrejši od protokola HTTP/2 in 4.53-krat







3 5.31±1.44 4.66±1.27 5.14±1.9 4.85±1.91
300 79.28±18.63 48.57±8.29 32.11±7 55.68±14.6
600 146.89±12.11 93.6±10.6 54.61±6.15 70.06±16.16
900 212.47±11.06 136.39±12.76 78.94±6.2 78.6±18.1
1200 300.08±13.96 187.67±24.25 105.34±9.22 85.71±19.48
1500 377.8±24.05 225.64±21.02 130.07±11.18 91.93±21.58
1800 462.32±23.76 275.74±20.76 161.42±16.13 99.13±22.38
2100 532.52±53.77 327.37±22.71 189.95±12.25 98.33±21.87
2400 610.31±51.44 373.74±22.57 221.07±17.42 109.32±20.35
2700 691.92±28.67 435.13±21.38 249.98±19.06 116.78±24.7
3000 776.2±29.38 486.56±18.74 278.28±19.89 119.88±23.47
Tabela 4.1: Časi za razrešitev zahtev s standardnimi odkloni v milisekundah
4.9 Primerjava velikosti zahtev
Pri poizkusu smo primerjali velikost posamezne zahteve za protokole RSoc-
ket, HTTP/1.1 in različico HTTP/2.
Uporabljeni načini pošiljanja sporočil za različne protokole:
• Pri uporabi protokola HTTP/1.1 smo poslali sporočilo preko zahteve
POST, kjer je tip MIME application/json.
• Pri uporabi protokola HTTP/2 smo zahtevo poslali preko podatkov-
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Slika 4.4: Primerjava hitrosti protokolov HTTP/1.1, HTTP/1.1 z uporabo
trajne povezave, HTTP/2 in RSocket
• Pri uporabi protokola RSocket smo sporočilo poslali na način pošiljanja
sporočil zahteve in odziva.
Vse poslane zahteve imajo enako vsebino sporočila, ki ima dolžino 36 bajtov
in je v formatu JSON. Protokol HTTP/2 je pri meritvi uporabljal metodo
stiskanja glave HPACK, zato smo primerjali tudi velikost glave sporočila
po prvi poslani zahtevi. Meritev je bila izvedena s pomočjo analizatorja
omrežnih paketov Wireshark, pri čemer se je podatek o velikosti okvirja
prebral iz podatkovnega dela okvirja TCP.
4.9.1 Rezultati
Iz primerjave velikosti zahtev je iz Slike 4.5 razvidno, da imajo zahteve pro-
tokola HTTP/1.1 največjo velikost glave. Protokol HTTP/2 ima za 33,8%
manjšo glavo sporočila od protokola HTTP/1.1, po prvi poslani zahtevi pa se
njegova glava zmanjša še za 62,2%. Najmanjšo glavo ima protokol RSocket,
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RSocket HTTP/1.1 HTTP/2 HTTP/2 po prvi zahtevi
Velikost glave sporočila Velikost vsebine sporočila
Slika 4.5: Primerjava velikosti okvirjev protokolov RSocket, HTTP/1.1, HT-
TP/2 ter HTTP/2 po prvi zahtevi
4.10 Utemeljitev rezultatov
Rezultati preizkusa so skladni s pričakovanji, saj nam pokažejo, da protokol
RSocket za pošiljanje zahtev v večini primerov potrebuje najmanj časa in da
so njegove zahteve zaradi manjše glave sporočil manjše od zahtev protokolov
HTTP/1.1 ter HTTP/2. Implementacija komunikacije s protokolom RSocket
za mikrostoritveno aplikacijo je bila enostavna zaradi dobre podpore knjižnic
in ker omogoča pošiljanje sporočil na način zahteve in odziva.
Diplomska naloga 49
4.10.1 Primerjava rezultatov uporabe protokolov
RSocket in HTTP/1.1
Protokol HTTP/1.1 je bil bistveno počasnejši od protokola RSocket. Glavni
razlog za to je, da je za vsako zahtevo odprl novo povezavo, medtem ko
je RSocket vzpostavil povezavo le pri prvi poslani zahtevi in nato uporabljal
isto povezavo. Ob uporabi trajne povezave pri protokolu HTTP/1.1 se njegov
čas bistveno izboljša, vendar še vedno ne dosega hitrosti protokola RSocket.
Sklepamo, da je to posledica manjših velikosti zahtev protokola RSocket v
primerjavi s protokolom HTTP/1.1.
Zahteva je opazno večja pri protokolu HTTP/1.1, ker so podatki poslani v
besedilnem formatu in ker glava vsebuje več metapodatkov, kot so informa-
cije o pošiljatelju, tipu zahteve, različici protokola, tipu povezave in načinu
pošiljanja vsebine.
4.10.2 Primerjava rezultatov uporabe protokolov
RSocket in HTTP/2
Protokol HTTP/2 je bistveno hitrejši od protokola HTTP/1.1 in hitrejši od
protokola RSocket v poizkusih, kjer se je poslalo 300 in 600 zahtev. V vseh
ostalih primerih je protokol RSocket hitrejši. Iz analize omrežnega prometa
med pošiljanjem zahtev je razvidno, da je protokol HTTP/2 bolj intenzivno
združeval poslane zahteve skupaj, medtem ko jih je protokol RSocket pogo-
sto pošiljal posamezno in jih združeval le občasno. Združevanje zahtev bolj
optimalno izkoristi povezavo, ker se glava protokola TCP pošilja redkeje.
Združevanje zahtev znižuje hitrost prenosa, saj se zahteve pred pošiljanjem
nekaj časa hranijo v medpomnilniku. Tak način pošiljanja zahtev je smiseln
za pošiljanje zahtev preko javnega omrežja, ker je potrebno poslati manj po-
datkov, pri pošiljanju preko lokalnega omrežja pa količina podatkov nima
tako velikega vpliva.
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Primerjava velikosti zahtev nam pokaže, da različica protokola HTTP/2 ne-
koliko zmanjša velikost zahteve v primerjavi s protokolom HTTP/1.1. Pro-
tokol RSocket pošlje glavo z metapodatki kot protokol HTTP/1.1 v svoji
prvi zahtevi, vendar so ti podatki v binarnem formatu. Velikost zahteve
se bistveno zmanjša po prvi poslani zahtevi, ker se začne uporabljati me-
toda stiskanja vsebine glave HPACK. Ta metoda omogoča hranjenje prejetih
vrednosti glave v medpomnilniku, tako da se lahko ob pošiljanju enakih vre-
dnosti glave pošlje samo kazalec na to vrednost v tabeli. To pojasni razliko
v času za razrešitev zahtev med protokoloma HTTP/1.1 z uporabo trajne
povezave in HTTP/2, kljub temu da se pri obeh oblikah pošiljanja povezava
ne prekine. Vidimo tudi, da se pri protokolu RSocket večina stanja hrani
na ravni povezave, pri protokolu različice HTTP/2 pa se stanje hrani na
ravni seje. Sklepamo, da je to posledica tega, da protokol HTTP/2 poskuša
omogočiti enostavno nadgradnjo protokola iz prejšnje različice HTTP/1.1.
Poglavje 5
Zaključek
V diplomski nalogi smo predstavili protokol RSocket, opisali smo njegovo
delovanje ter principe. Predstavili smo protokole HTTP/1.1, HTTP/2 in na-
povedan protokol HTTP/3 ter pogledali, kako protokol RSocket rešuje pro-
bleme komunikacije mikrostoritvene arhitekture, kot so preobremenjenost,
preverjanje zdravja storitev in usmerjanje prometa. Protokol RSocket smo
primerjali s protokoloma HTTP/1.1 in HTTP/2 ter poskušali ugotoviti, ka-
teri je bolj optimalen za mikrostoritveno arhitekturo. Za primerjavo smo
ustvarili aplikacijo na mikrostoritveni arhitekturi in jo uporabili za primer-
javo hitrosti pošiljanja zahtev in velikosti zahtev. Na podlagi obdelane litera-
ture in izvedenih poizkusov na poizkusni aplikaciji smo prišli do ugotovitve,
da je protokol RSocket bolj optimalen za komunikacijo med mikrostoritvami
kot protokol HTTP/2. Protokol HTTP/2 se namreč osredotoča na omogoča-
nje enostavne nadgradnje različice protokola HTTP/1.1 ter na komunikacijo
med brskalnikom in strežnikom, zaradi česar ne nudi vseh prednosti, ki jih
nudi protokol RSocket.
Protokol RSocket je v primerjavi z drugimi protokoli bolj optimalen za ko-
munikacijo med mikrostoritvami zaradi možnosti dvostranske komunikacije
brez razlikovanja vloge strežnika in odjemalca, multipleksiranja povezave,
pošiljanja podatkov v binarnem formatu, nadzoru pretoka na nivoju sporočil
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in obdelavi podatkov po načelih odzivnega manifesta.
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