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Abstract—In software development, code clones are known to
cause difficulty in maintaining software. One of the reasons
is that it is difficult to systematically fix bugs that straddle
code clones caused by copying code fragments containing
bugs. Existing works supporting edits of code clones include
synchronization based on difference between tokens after
identifying code clones by tracing actions such as cutting,
copying, and pasting that are performed while editing a pro-
gram, and synchronization based on rules by comparing ab-
stract syntax trees between code clones. However, no research
clarifying the nature of code clone editing has been found.
In this thesis, we propose a mechanism that flexibly and
systematically edits code clones that maintain consistency by
describing the consistency to be retained between abstract
syntax trees of code clones by a bidirectional transformation
language after identifying code clones by tracing actions such
as cutting, copying, and pasting. Propagation of editing can
be done selectively. In this thesis, after clarifying desirable
formal properties in selective propagation, we show that
the proposed mechanism actually satisfies its properties and
demonstrate prototype implementation. Thus, our method
enables an implementation of update propagation while
maintaining consistentency of code clones.
1. はじめに
ソフトウェアの大規模化に伴い，ソフトウェア保守
は困難となっている．ソフトウェア保守の重要性は高
く，システム総費用の中で占める割合は大きい．ソフト
ウェア保守が困難な理由の一つとして，コードクローン
が存在する．コードクローンはコード片のクローンの
ことであり，一致又は類似したコード片のことである．
コピーアンドペーストによって発生したコードクロー
ンは，拡張や修正がなされる．あるコードクローンへ拡
張や修正が施された場合，関係するコードクローンに
変更を伝播する必要性がある．ただし，全ての拡張や修
正の伝播をしてはならず，選択的な伝播が求められる．
コードクローンに対する変更を伝播する仕組みとして，
例えば，Witら [4]や Chengら [2]の手法がある．これ
らの手法では伝播がどのような性質を持っているかは明
らかではない．
本研究では，双方向変換 [3]の仕組みを利用した一
貫性を保持したコードクローンに対する系統的な編集
を柔軟に行う機構の提案とプロトタイプ実装，評価を
行った．双方向変換は，2つまたはそれ以上のデータの
一貫性を維持するための変換である．本研究では，コー
ドクローンに一貫していない編集を双方向変換と捉え，
加えた編集を一貫している編集と見做すか，一貫してい
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ない編集と見做すかを選択することにより，双方向変換
を選択的に適用することによって， 一貫性を保持した
コードクローンに対する柔軟な編集機構を提供をする．
以下では， 2節で本研究に必要な基本知識を示し，
3節では，扱うモデルを紹介し，データモデルを扱う双
方向変換言語の定義をした後，コードクローンの編集
の伝播手法を明らかにし，伝播手法のプロトタイプ実
装を紹介し，実装に対する評価について述べる．4節で
関連研究と比較し，5節でまとめる．
2. 準備
本研究で扱う基本事項を示す．
2.1. 抽象構文木
抽象構文木とは，プログラムのソースコードを木に
よって表現したものである．順序木であり，子の数に
制限はない．多くのプログラミング言語は抽象構文木
によって表現することが可能であり，抽象構文木から，
ソースコードへの変換も可能である．
2.2. コードクローン
コードクローンとは，類似または一致したコード片
のことである．コードクローンには，様々なものがある
が Bellonら [1]によって以下の３つに分類されている．
タイプ 1 空白や改行を除いて全く同じコード片
タイプ 2 型や変数名，関数名が異なるコード片
タイプ 3 タイプ 2に加え，構造が異なるコード片
本研究では，タイプ 1，タイプ 2 に加え，タイプ 3 の
コードクローンを扱い，以下のように生成されたコー
ドクローンを扱う．コード片 tiがカット，コピー，ペー
ストなどで複製された tj が存在したとすると，ti と tj
はコードクローンであり，加えて，ti を編集した t′i と
tj を編集した t′j が存在したとすると，t′iと t′j もコード
クローンであり，t′i, t′j のように複製された後に，編集
を加えられたコードクローンを扱う．編集として，コー
ド片に対する抽象構文木の変更と定義する．
2.3. 編集スクリプト
コードクローンの編集動作を追跡するために，
Gumtree [5]を使用する．Gumtreeは 二つのソースコー
ドの抽象構文木間の人にとってわかりやすい差分スク
リプトを生成するツールである．Gumtreeでは，抽象構
文木のノードが非終端記号もしくは 終端記号，ソース
コードにおける位置情報と文字列の長さを持っているも
のを扱う．つまり，ソースコード間の差分スクリプトを
生成するための入力として，二つのソースコードとソー
スコードを Gumtreeが扱う抽象構文木のノードに適し
た形に変換可能なツールが必要である．Gumtreeの差分
スクリプトは，二つソースコードの抽象構文木が存在す
るとき，ノードが一致していることを表すスクリプト
(Match)，葉の挿入を表すスクリプト (Insert)，部分木の
移動を表すスクリプト (Move)，ノードの更新を表すス
クリプト (Update)，葉の削除を表すスクリプト (Delete)
の 5つのスクリプトからなる．
2.4. 双方向変換
双方向変換とは，二つ（もしくはそれ以上）の情報
源の間で変換を介して一貫性を維持する仕組みのこと
を指す．双方向変換では，変換対象の一方をソース，他
方の集合をターゲットとすると，ソースからターゲット
への変換を get，ターゲットからソースへの変換を put
と呼ぶ．双方向変換において，一貫性を保つための性質
を well-behavednessと呼ぶ．双方向変換言語では，get
又は putを記述することによって双方向変換を行う．本
研究で用いる get ベースと呼ばれる双方向変換の手法
では，getを記述し，putの自動導出することによって
well-behavednesを満たした双方向変換を実現する．双
方向変換が提供するwell-behabednessには様々なものが
存在するが，よく知られているものとして，GETPUT,
PUTGETがある．双方向変換を l とした時，ソースを
s，ターゲットを tとすると，GETPUT, PUTGETは以
下のように定義出来る．
s = P[[l]](s,G[[l]](s)) (GETPUT)
t = G[[l]](P[[l]](s, t)) (PUTGET)
GETPUTはソースをターゲットへと getによって変換
後，ターゲットを変更しない場合 putによってソースが
変更されない性質を示す．PUTGETでは，ソース sか
ら変換されたターゲットが存在した時に，修正を加えた
ターゲット t（左辺）と，sとその tを putした結果を用
いた getの結果（右辺）が等しいという性質を示す．
3. 提案手法
コードクローンの双方向変換を用いた伝播手法を提
案している [6] [8] [7]．コードクローンの編集は，関わ
りのあるコードクローン集合全体に対し適切に行う必要
がある．適切な修正はコードクローンごとのプログラム
構造の違いを考慮に入れたコードの挿入，削除，移動，
更新を双方向変換言語によって記述し，コードクロー
ンの修正を双方向に伝播することによって実現できる．
提案手法では，プログラムを抽象構文木によって表し，
コードクローンごとの変更を抽象構文木に対する双方
向変換で記述することで，双方向変換による規則性を
持った修正の伝播を行う．
3.1. 扱うデータモデル
デ ー タ モ デ ル と し て ，属 性 と 状 態 が
ノ ー ド に 存 在 す る 木 構 造 を 扱 う．木 構 造 は
Tree = (V, attributes, children, q0) の 4 つの組で
表す．V, attributes, children, q0 のそれぞれの定義は以
下の通りである．t ∈ Treeの時について説明する．
ノードの集合 t.V
ノードから属性への写像 t.attributes
属性には, typeLabel, label が存在し，ノード v ∈
t.V に対して，t.attributes(v) = {typeLabel 7→
x, label 7→ y} のとき，ノード v の typeLabel,
label 属性はそれぞれ x, y である．ノード v ∈
t.V の属性 a ∈ {typeLabel, label} を w に
変更した後の t.attributes を t.attributes[v 7→
(t.attributes(v))[a 7→ w]] と記す．
ノードから子どものリストへの写像 t.children
v ∈ t.Vとすると，t.children(v)でノード vの子ど
ものリストを表す．
木のルートノード q0
t.Vの中で一つだけ存在し，どのノードの子どもに
も属していない唯一のノードである．
3.2. 双方向変換の基本要素
双方向変換の基本要素として，Id, Delete(v) ,
Insert(sub, ith, p) , Update(v, attrs) , Move(v, nth, p)の
5つがある．双方向変換全体の集合 Lを次のように帰
納的に定義する．5つの基本要素は集合 Lに含まれる．
また，l1, l2 ∈ Lならば l1; l2 も Lに含まれる．ただし，
;は，Lの要素を直列に合成する．このように，Lを双
方向変換の基本要素とその合成を繰り返し適用したも
のの集合とする．
集合 Lの要素には，get , make put , put が存在し，
l ∈ Lとしたとき，G[[l]](s),M[[l]](s), P[[l]](s, t)とするこ
とで lの get , make put , put を表す．sは，双方向変換
のソースであり，tはターゲットである．get, make put,
putにおける変数 s, t は木の実体を表す．l ∈ Lとした
とき G[[l]], P[[l]]はGETPUT, PUTGETを直感的には満た
すが，証明されていない．
基本要素の getや putの意味を表すための補助関数
を列挙する．
ノードの存在の有無 hasVertex(v, s)
sは木であり，vはノードを表す．s.Vの中に vが
入っている場合には，真を返し，入っていない場合
には，偽を返す．
部分木 subtree(v, s)
sは木であり，vはノードを表す．vをルートノー
ドとする sの部分木を返す．sに vが存在しない場
合には，エラーを返す．
木の親 parent(v, s)
sは木であり，vはノードを表す．vがルートノー
ドの場合には，エラーを返し，その他の場合には，
親ノードを返す．
兄弟 brothers(v, s)
sは木であり，vはノードを表す．sにおける vの
兄弟ノードを返す．sに v が存在しない場合には，
エラーを返す．
兄弟における順序 nth(v, s)
sは木であり，vはノードを表す．sにおける vが
存在する兄弟の中で，vが何番目かを返す．sに v
が存在しない場合には，エラーを返す．
リストから削除 ldiff(v, l)
v はリストの要素を表し，l はリストを表す．l か
ら，vを削除したリストを返す．lに vが存在しな
い場合には，lを返す．
リストへの挿入 lins(v, i, l)
vはリストの要素，iは自然数，lはリストを表す．
lの i番目に v を挿入したリストを返す．lの長さ
が i未満の場合には，lの一番最後に挿入する．
図 1は，s ∈ Treeとしたときの基本要素に対する
getの意味を記述したものである．それぞれの getに対
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G[[Id]](s) = s
G[[Delete(v)]](s) =
{
s v /∈ s.V
(V \ V ′, a \ a′, c′′, r) otherwise
where (V, a, c, r) = s
(V ′, a′, c′, r′) = subtree(v, s)
c′′ = c[parent(v, s) 7→ bnew] \ c′
b = brothers(v, s)
bnew = ldiff (v, b)
G[[Insert(t, i, p)]](s) =
{
s p /∈ s.V
(V, a, c, r) otherwise
where V = s.V ∪ t.V
c = s.children[p 7→ lins(t.q0, i, s.children(p))] ∪ t.children
a = s.attributes ∪ t.attributes
r = s.q0
G[[Update(v, attrs)]](s) =
{
s v /∈ s.V
(V, a, c, r) otherwise
where V = s.V
a = s.attributes[v 7→ attrs]
c = s.children
r = s.q0
G[[Move(v, i, p)]](s) = G[[Insert(subtree(v, s), i, p)]](G[[Delete(v)]](s))
G[[l1; l2]](s) = G[[l2]](G[[l1]](s)) l1, l2 ∈ L
図 1. 双方向変換の基本要素における get
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M[[Id]]s = IdM[[Delete(v)]]s =
if nothasVertex (v, s) then
Id
let sub = subtree(v, s) in
let i = nth(v, s) in
let p = parent(v, s) in
Insert(sub, i, p)
M[[Insert(sub, ith, p)]]s =
Delete(sub.q0)
M[[Move(v, ith, p)]]s =
if not hasVertex (v, s) or not hasV ertex(p, s) then
Id
else
let i = nth(v, s) in
let p′ = parent(v, s) in
Move(v, i, p′)
M[[Update(v, attrs)]]s =
Update(v, s.attributes(v))
l1, l2 ∈ L,M[[(l1; l2)]]s =M[[l2]]G[[l1]](s);M[[l1]]s
図 2. 双方向変換の基本要素における make put l ∈ L,P[[l]](s, t) = G[[M[[l]]s]](t)
図 3. 双方向変換の基本要素における put
して説明する．G[[Id]](s)は sに対する恒等関数を表す．
G[[Delete(v)]](s)は s.Vの中に v が存在しなければ，恒
等関数を表し，存在する場合には vをルートノードとす
る部分木を削除した木を返す．Insert(sub, ith, p)は s.V
の中に pが存在しなければ，恒等関数を表し，存在す
る場合には pの ith番目の子どもに部分木 subを挿入し
た木を返す関数を表す．Update(v, attrs).get(s)は s.V
の中に v が存在しなければ，恒等関数を表し，存在す
る場合には vの属性を attrsに更新した木を返す関数を
表す．G[[Move(v, ith, p)]]は s.Vの中に v又は pが存在
しなければ，恒等関数を表し，両方とも存在する場合に
は，pの ith番目の子どもに vをルートノードとする部
分木を移動した関数を表す．G[[l1; l2]](s)は，sに対し，
l1による順方向変換を適用してから，G[[l2]]を適用した
木を返す関数を表す．
図 2，図 3 は，s, t ∈ Tree としたときの全ての集
合 Lに対する putの意味を記述したものである．それ
ぞれの Lの要素に対する putの意味について説明する．
Id は tに対する恒等関数を表す．Delete は s.Vの中に
v 又は v の親ノードが存在しない場合又は s.V の中の
vの親ノードが t.Vに存在しない場合に tに対する恒等
関数を表し，両方存在する場合には，sにおける vの親
ノード，vの兄弟ノードにおける順番で vをルートノー
ドとする sの部分木を tに挿入した木を返す．Insert は
t.Vの中に vが存在しない場合は tに対する恒等関数を
表し，存在する場合には，tから vをルートノードとす
る部分木を削除した木を返す．Update は，t.V又は s.V
に vが存在しない場合に tに対する恒等関数を表し，存
在する場合には，sにおける v の属性に，tにおける v
の属性を書き換えた木を返す．Move は，s.Vに v又は
vの親ノードが存在しない場合又は，t.Vに vが存在し
ない場合は tに対する恒等関数を表し，存在する場合に
は，tから vの部分木を削除し，sにおける vの親ノー
ド，vの兄弟ノードにおける順番で sにおける vをルー
トノードとする部分木を tに挿入した木を返す．
3.3. コードクローン編集の選択的伝播の概要
コードクローンの選択的伝播の処理は，伝播を行う
為の前処理 (init)，編集したコード片の保存 (save)，編
集内容の伝播 (ppg)，編集内容の非伝播 (cancel)，伝播
終了後の処理 (end) の 5つの処理によって構成される．
図 4は，2つのコード片に対する一貫した編集方法を
プッシュダウンオートマトンによって表したものであ
る．$はスタックのボトムマーカーを表し，変数 i, jは，
i ̸= j であり，コード片 i，コード片 j を表す. init(i, j)
で選択的伝播を行う為の準備を行い，選択画面ではコー
ド片 i又はコード片 jを選択可能である．コード片 iに
対する操作では，選択 iはコード片 iを選択する操作を
表し，終了 iはコード片 iに対する編集画面 iを終了す
る操作を表す．編集画面 iでは，コード片 iを編集出来，
save(i)した回数分，スタックに iが入る．スタックに
入っている iの数は選択する伝播の回数を表し，選択画
面から編集画面 iへは，コード片 jからコード片 iへの
伝播内容を伝播画面 iで ppg(i, j)もしくは cancel(i, j)
によってスタックに入っている jの数だけ，コード片 j
の変更のコード片 iへの伝播および非伝播の選択をした
後に end(i, j)で終了処理をすることで移動することが
できる．コード片 j についても同様である．
編集画面i save(i), i/ii
save(i), $/$i
選択画面
終了i, i/i終了i, $/$
編集画面j save(j), j/jj
save(j), $/$j
終了j, j/j終了j, $/$選択i, $/$ 選択j, $/$
伝播画面i
伝播開始j, $/$
伝播画面j
伝播開始i, $/$
init(i,j), $/$
end(i,j), $/$
ppg(i,j), j/ε
cancel(i,j), j/ε
end(j,i), $/$
ppg(j,i), i/ε
cancel(j,i), i/ε
図 4. プッシュダウンオートマトンによって表した双方向変換を選択
的に行う為の操作方法
図 5は cancel(j, i)のを行う時の流れを表したもの
である．cancel(j, i)は，コードクローン iに対する編
集をコードクローン j に伝播しない操作である．コー
ドクローンはコード片であり，ソースコードを構文解
析 (STEP 1)し，コードクローン部分の部分木へと変換
(STEP 2)した後に同期する．コードクローン iは元の
コードクローンを編集した部分木である．コードクロー
ン iの編集のコードクローン j に対する伝播を cancel
することで，元のコードクローンを介して，コードク
ローン jからコードクローン iに対する双方向変換が生
成され (STEP 3, 4)，コードクローン j に対する編集の
伝播が行われない．
3.4. 提案手法を実現する実装例
本研究ではプログラムの一部を表したコード片の間
の同期を想定しているが，プロトタイプとしては，プロ
グラム全体のソースコード間の選択的同期の実装を行っ
た．実装は，エディタ部分 (JavaScript+HTML+CSS)と
構文解析器 (CUP Parser Generator for Java)，Unparser
部分 (Java)，編集スクリプト生成器 (Gumtree)，双方向
変換部分 (OCaml)，受け渡しデータ (JSON)，コード片
の格納部分のキューによって構成される．フロントエン
ド部分では，init , save, ppg , cancel , end を図 4 に沿っ
て自動的に，又は，選択的に，他の構成要素を動作させ
る．図 6は実装におけるデータの流れを表したもので
ある．エディタを起動した時に，init(i, j)を行い，構文
解析器と双方向変換部の初期状態の設定を行う．構文
解析器にはコード i，コード jの保存，双方向変換部に
は，コードクローンの共通部分，共通部分から抽象構
文木 iと抽象構文木 j へのそれぞれの双方向変換の保
存を行う．save(i)では，コード片 iをキューに保存し，
ppg(j, i)では，キューに入っているコードを取り出し，
構文解析器，編集スクリプト生成器を通り，Unparserに
よって，エディタに伝播結果であるコード j を出力す
る．この時，構文解析器が持っているコード iを更新し，
双方向変換部が持っているコードクローンの共通部分，
共通部分から抽象構文木 iと抽象構文木 jへのそれぞれ
の双方向変換の更新を行う．cancel(j, i)では，キューに
入っているコードを取り出し，構文解析器を通り，双方
向変換部が持っている共通部分から，抽象構文木 iへの
双方向変換の保存を行う．この時，構文解析器が持って
いるコード iを更新する．end(j, i)では，構文解析器が
持っているコード jをエディタに描写されているコード
j に更新する．
3.5. 実装例における双方向変換の評価
プロトタイプ実装におけるMove, Insert, Deleteに対
する実験的な定性的評価と Insert, Move, Delete, Update
の計算量の見積りを実験的に行う．
3.5.1. 基本要素に対する動作検証. プロトタイプ実装
は，S式に対応している為，プログラミング言語である
Schemeに対するコードクローンの編集の伝播範囲の検
証を行う．図 7，図 8，図 9はそれぞれ左と右でコード
クローンになっている．左のコードをコード iと呼び，
右のコードをコード jと呼ぶ．コード iとコード jの共
通部分の抽象構文木を抽象構文木 cと呼ぶ．図 7の上段
のコード i，コード j が一致したコードクローンとなっ
ており，図 7から図 8，図 9の順番で上段のコードク
ローンから下段のコードクローンにかけて，コードク
ローンが変化する過程を表している．また，枠で囲まれ
た場所が注目すべき点となっている．
図 7は，Moveの例を示したものである．コード jの
3行目と 4行目を入れ換える編集を行った後，save(j)を
行い，コード j の (- x y)を (- y x)に (* x y)
を (* y x)に編集し，cancel(i, j), ppg(i, j)を行った
例である．その結果，コード jの 3行目と 4行目の入れ
換えはされず，ppg(i, j)をするとコード iの (- x y)
は (- y x) に，(* x y) は (* y x) に変化した．
cancel(i, j) を行うことで，抽象構文木 c からコード j
の抽象構文木に対し，3 行目と 4 行目部分に対応する
Moveを生成し，ppg(i, j)を行うことで，Moveの put方
向の変換により，(- x y)から (- y x)への変化と
(* x y)から (* y x)の変化が伝播し，コード移動
に追随して伝播している．Moveが設計通りに動作して
いることがわかる．
図 8は，Insertの例を示したものである．コード iの 7
行目に(* x x x)を挿入する編集を行った後，save(i)
を行い，(* x x x)から (* x x)へ編集し，save(i)
を行い，cancel(j, i), ppg(j, i)を行った例である．コー
ド iを編集した後，ppg(j, i)をしたが，コード jの抽象
構文木は変化していない．
STEP1構⽂解析 STEP2部分⽊への変換
STEP3編集スクリプトの⽣成
STEP4双⽅向変換⾔語への変換
コードクローンi
コードクローンj
抽象構⽂⽊表現 元のコードクローン 双⽅向変換⾔語
図 5. cancel(j, i) の流れ
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抽象構⽂⽊(JSON)編集スクリプト(JSON)
伝播後の抽象構⽂⽊(JSON)
伝播後のコード
コード
図 6. 実装例におけるデータの流れ
cancel(j, i)を行うことで，抽象構文木 cからコード
iに対し，(* x x x)の Insertを生成し，ppg(j, i)を
行うことで，Insert の値域の範囲の伝播を試みる．(*
x x x)から (* x x)の変更は値域に入っていないた
め，xについて，Deleteが生成される．値域外への編集
がされた時に，常に双方向変換が生成される．コード i
から，抽象構文木 cに対し，Insert;Deleteによる put方
向の変換が行われ，抽象構文木 cからコード j に対し，
get方向の変換が行われる．Insertの値域に入っていな
い変更をしたため，コード j の抽象構文木が変化せず，
Insertが設計通りに動作していることがわかる．
図 9は，Deleteの例を示したものである．コード i
の (* y x)を削除する編集をした後，save(i)を行い，
cancel(j, i), end(j, i)を行い，コード j に (- x y)を
挿入する編集をした後，save(j), ppg(i, j)をした例であ
る．コード iは，コード jに (- x y)を挿入した後に
ppg(i, j)をしても変化がなかった．
cancel(j, i)を行うことで，抽象構文木 cからコード
iに対し，(* y x)の Deleteを生成し，ppg(i, j)をす
ることで，コード j の (* y x)に対し，(* y x (-
x y))として (- x y)の挿入をコード j から抽象構
文木 cへと put方向の変換をし，抽象構文木 cからコー
ド iへと get方向の変換をする．抽象構文木 cからコー
ド iへの Deleteの get で (- x y)は削除されるため，
(- x y)の挿入は伝播されない．また，Deleteの get
の伝播範囲に入っていないことからも，(- x y)の挿
入が伝播しないことがわかる．よって，Deleteが設計通
りに動作している．
以上の例で，Move, Insert, Delete は成功しており，
簡単な例であれば実装の中で，Move, Insert, Deleteは
正しく動作すると予測される．
3.5.2. 基本要素に対する定量的評価. OSはmacOS Mo-
java Version 10.14, Processorを第 8世代 Intel Core i7の
図 7. Move の例
図 8. Insert の例
クアッドコア 2.7GHz(Turbo Boost使用時最大 4.5GHz)，
メインメモリを 16GB 2133MHz，OCamlのバージョン
4.06.1でネイティブコンパイルで実験を行った．表 1,
表 2は 100個のノードに対して，基本要素の getをそれ
ぞれ 1000回ずつを 1セットとして，11回計測したもの
から，最初の 1回を取り除いて，10セット計測したも
のの平均を µ，標準偏差を σとしたとき，µ± 2σで表
したものである．単位は msである．OSの時間を使用
して時間の計測を行っている．
表 1，表 2において，深い木は深さ 99又は 98の木
を表しており，浅い木は，深さ 1の木を表している．左
と記述がある場合には，最も左側に対して操作を行う．
右と記述がある場合にも同様に最も右側に対して操作
を行う．表 2の (a)は浅い木の左から右への葉の移動の
図 9. Delete の例
操作を表している．(b)は，浅い木の右から左への葉の
移動の操作を表している．(c)は，深さ 48から 48への
葉の移動の操作を表し，(d)は，深さ 2の 49個のノード
を持った部分木の移動を表している．(e)は，深さ 2の
葉から深さ 96への移動を表している．(f)は，深さ 96
から，深さ 2の葉への移動を表している．
最も時間がかかっているのが，Delete, Update, Move
の浅い木に対する最も右への操作又は最も左への操作
である．次に時間がかかっているのが，Moveの 49個
のノードをもった部分木の移動である．以上のことか
ら，getに対する最悪計算量を計測するためにはDelete,
Update, Moveの兄弟が多いノードへの操作を計測する
ことがよく，計算量を減らすためにも，そこに着目する
必要がある．ただし，今回の実験では，最も右と最も左
についてのみ計測したため，その他についても計測し
て，兄弟が多いノードが計算量が多くなるかどうかを
検証する必要がある．
表 1. Insert, Delete, Update における GET にかかる時間 (ms)
基本要素 深い木 浅い木の左 浅い木の右
insert 1.14 ± 0.13 0.02 ± 0.01 0.36 ± 0.05
delete 1.31 ± 0.35 11.80 ± 1.05 11.88 ± 1.05
update 1.58 ± 0.71 11.89 ± 0.80 12.15 ± 1.57
表 2. Move における GET にかかる時間 (ms)
(a) (b) (c)
12.46 ± 1.11 12.30 ± 0.87 2.98 ± 0.43
(d) (e) (f)
3.41 ± 0.64 2.87 ± 0.65 2.89 ± 0.25
4. 関連研究
4.1. コピーアンドペーストを利用したコードクロー
ン編集
Witらの手法 [4]では，ユーザの編集動作を追跡す
ることでコードクローンの認識を行い，コードクロー
ンの比較を字句比較することによって行っている．この
手法では，コードクローンの比較を単純な字句比較に
よって行っているため，コードクローン内のあるコード
が移動した場合に，移動した箇所のコードの同期を取る
ことが出来ない．また，自動的に表せない同期に対し，
人による同期内容の変更を行うことが出来ない．提案
手法では，人による同期の変更とコードクローン内の
コードの移動を考慮した同期が可能である．
4.2. ルールを用いたコードクローン同期
Chengらの手法 [2]では，コードクローンの比較を
差分を取ることによって行い，自動的に生成したルー
ルに合わせてコードクローンの編集の伝播を行う．ただ
し，ルールの生成を人の手によって行う事も可能であ
る．この手法では，編集の伝播ルールは自動的に生成さ
れた場合には伝播の規則の理解が困難な可能性があり，
コードクローン毎に全ての伝搬ルールを人によって記述
することは時間がかかる．提案手法では，一定の規則を
持ったコードクローンの編集の伝播が可能である．
5. おわりに
本研究では，コードクローンの繋がりを双方向変換
で定式化し，柔軟で一貫性のあるコードクローンの編
集の伝播の手法の提案と実装を行った．加えて，従来の
双方向変換より柔軟にするために双方向変換を選択的
に用い，コードクローンの伝播の実装を実際に用い，実
装の全体像について整理を行った．実装では，S式につ
いて Parserと Unparserを作成し，プログラミング言語
である Schemeで実験的に選択的伝播が可能であること
を本研究で作成した双方向変換言語の基本的な要素に
対し，示した．双方向変換言語がコードクローンへの編
集の伝播に適用された例は私達が知る限りない．双方
向変換によるコードクローンへの伝播の有用性をこれ
から確認していく必要がある．
今後の研究課題は以下の通りである．
• 複数クローンに対する同時編集への拡張
• 選択的双方向変換に対する性質の明確化
• 実際の開発への適用可能性の分析
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