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Bakalářská práce se zabývá analýzou, návrhrem a implementací programu pro vytvoření
obrazu, který využívá optimalizované metody sledování paprsku. Hlavní optimalizací je
rozdělení scény do pravidelné mřížky.
Abstract
This bachelor’s thesis describes analysis, design and implementation of an application for
reneding pictures based on optimized ray tracing. As the main optimalization is used the
method of uniform space subdivision.
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V dnešní době se počítače pomalu ale jistě staly pro značnou část lidí z rozvinutých zemí
neoddělitelnou součástí jejich běžného života. Neodmyslitelnou funkcí dnešních počítačů je
syntetizace obrazu1, který je v některých případech téměř neroznatelný od reatity. K dneš-
nímu stavu ale vedla dlouhá cesta lemována touhou vědeckých pracovníků a inženýrů po
vytvoření fotorealistického obrazu.
Již v šedesátych letech minulého století se začalo experimentovat se dvěmi hlavními
způsoby převedení 3D scény reprezentované datovou struktuou v paměti do 2D rastru,
které se používají dodnes. Jednalo se o scanline algorimus, který se běžně označuje jako
raserizace, a ray tracing. Tehdy ale ještě počítače neměly dostatečný výkon pro syntetizaci
složitých scén. Na začátku devadesátých let se ovšem přišlo na to, že scanline algorimus lze
jednodušeji akcelerovat na tehdejším hardware, a proto se stal v běžných aplikacích a hrách
používanější metodou i navzdory svým nevýhodám. Dnešní výkon osobních počítačů již
umožňuje provozovat i ray tracing v reálném čase, a proto se dostává čím dál tím více do
popředí zájmu.
Hlavním cílem této bakalářské práce bude vysvětlit princip metody sledování paprsku
a optimalizací pro vytěžení maximalního možného výpočetního výkonu z arhitektury mo-
derního více jádrového procesoru. Důležitou část práce tvoří analýza, návrh a popis imple-
mentace programu, který tuto metodu a optimalizace využívá pro vytvoření obrazu.
Následující kapitola shrnuje nastudované teoretické poznatky o metodě sledování pa-
prsku a snáží se je čtenáři srozumitelně bez zbytečných matematických formulací vysvětlit.
Na tuto kapitolu navazuje poslední čistě teoretická část práce nadepsaná
”
Optimalizace“,
ve které se nachází popis principů některých postupů, kterými lze syntetizaci obrazu u me-
tody sledování paprsku urychlit.
Čtvrtá kapitola se zaměřuje na anaýzu problému a návrhu programu, tak aby odpovídal
zadání této bakalářské práce.
V další kapitole je již popsaná samotná implementace programu, který využívá metodu
sledování paprsku pro vytváření obrazků z modelů, které jsou v paměti reprezentované
především jako trojúhelníkové sítě.
Šestá kapitola popisuje testování implementovaných optimalizacích a vyhodnocení do-
sažených výsledků.
Práci uzavírá sedmá kapitola celkovým hodnocením a pohledem na možnost budoucího
vývoje.





Ray tracing (česky sledování paprsku) je jedna z metoda převodu 3D scény do 2D rastru,
která sama řeší problém s viditelností. Je založena na fyzikálních poznatcích o šíření světla
v prostoru a díky tomu produkuje víc fotorealistickou grafiku než například jen samotný
scanline algoritmus, proto je taktéž v různých obměnách (path tracing[15], photon mapping[14],
. . .) užívána od počátku vizuálních efektů v kinematografii. Kvalitnější zobrazení ale stojí
o hodně více výkonu!
2.1 Ray-casting
Byl to první pokus o hrubou aproximaci fyziky světla. Poprvé tento algoritmus představil
Arthur Appel roku 1968 na konferenci AFIPS Joint Computer Conferences[3].
Jde o posílání paprsků z očí pozorovatele pixel po pixelu podle promítací roviny. U ka-
ždého paprsku se hledá ve scéně nejbližší těleso, se kterým se protíná. Posléze se vyhodnotí
podle světel ve scéně a materiálu nejbližšího tělesa barva, kterou pozorovatel v daném pixelu
uvidí.
I tento jednoduchý princip převodu scény do rastru má oproti scanline algoritmu vý-
hodu, protože lehce dovede rasterizovat neplanární tělesa jako koule, kužely a další.
Pomocí této metody byla například renderována dnes již legendární počítačová hra
Wolfenstein 3D (id Software, 1992).
2.2 Princip ray tracingu
Samotná metoda sledování paprsku dále rozšiřuje myšlenku ray-castingu podle fyzikálního
chování světla.
[11]Po vyhledání nejbližšího tělesa ve scéně, se kterým se paprsek protíná, nedochází
k okamžitému vyhodnocení barvy tělesa. V závislosti na materiálu tělesa se můžou vyslat
až tři další typy tzv. sekundárních paprsků. Jedná se o stínový paprsek, odrazový paprsek
a paprsek lomu světla. Paprsky, které byly vyslány v ray tracingu z pohledu pozorovatele,
se nazývájí primární paprsky.
[10]Stínový paprsek se z místa průniku vysílá směrem ke světelnému zdroji a je porovná-
ván se všemi tělesy ve scéně. Pokud bude některé z těles pronuto, je světelný zdroj zastíněn
a na primární těleso je vrhnut stín. Stínových paprsků je vysláno minimalně tolik, kolik se
ve scéně nachází světel. Tím vzniknou takzvané tvrdé stíny, které ale nevypadají fotore-











Obrázek 2.1: Princip ray tracingu
s mírným rozptylem určeným mřížkou nebo metodou Monte Carlo a následně výpočítání
intenzity stínu v daním bodě. To ale značně prodlouží výpočet celé scény.
V případě, že materiál tělesa má nastavenou odrazivost, bude vyslán odrazový paprsek.
Směr tohoto paprsku bude podléhat známé fyzikální poučce, která říká, že úhel odrazu je
roven úhlu dopadu, přičemž odražené paprsky zůstávají v rovině dopadu. Z pohledu ray
tracingu bude matematický přepis této poučky následovný.
~R = ~V − 2 ∗ ( ~N · ~V ) ∗ ~N (2.1)




Obrázek 2.2: Odraz paprsku na sférickém tělese
V reálném světě by takto odražný paprsek putoval dál prostorem a narážel do těles,
která by mohla část záření pohltit a část dále odrazit. Toto by se dělo do doby než by
bylo záření zcela pohlceno. Simulovat tento děj by bylo výpočetně značně náročné, proto se
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u ray tracingu zjednoduší tento princip rekurzivním sledováním daného paprsku do určité
hloubky a následného zpětného vyhodnocení výsledné barvy. Toto zjednodušení dovoluje
snadno simulovat zrcadlící se plochy.
Posledním typem sekundárního paprsku, který se u metody ray tracingu vysílá v situaci,






Obrázek 2.3: Lom paprsku na rozhraní dvou prostředí
Při přechodu putujícího paprsku z prostředí s indexem lomu světla n1 do jiného s inde-
xem lomu n2 zpravidla dojde k lomu a odražení paprsku zároveň. Poměr v jakém k oboum
jevům dojde vyjadřují Fresnelovy rovnice. Dále bude již uvažován pouze případ, že všechno
světlo se lomí. K samotnému lomu paprsku pak dochází podle Snellova zákona (viz 2.2).
n1 ∗ sinα1 = n2 ∗ sinα2 (2.2)
Jelikož ale počítat sinus dvou vektorů není tak pohodlné jako kosinus, který je skalárním
součinem dvou normalizovaných vektorů, tak je dobré Snellův zákon přepsat do vhodnější
podoby za použití substituce sin2 α+ cos2 α = 1. Výsledkem bude již v ray tracingu použi-
telnější vztah 2.3.
cos2 α2 = 1− n
2




Modely jsou aproximací reálných předmětů. V paměti počítače mohou být vytvořeny mnoha




Nevýhodou drátového hranového modelu je možnost vzniku nejednoznačnosti reprezentace
tělesa a to spolu s faktem, že tento model nedefinuje hmotu a ani povrch tělesa, tak je z
hlediska ray tracingu nezajímavý.




Modely reprezentují především prostor, který těleso zaujímá.
Jednou z možností uchování informace o těchto modelech je použítí metody CSG (con-
structive solid geometry). Model je uložen v paměti počítače prostřednictvím binárního
stromu, který se skládá na listech z transformovaných CSG primitiv kvádru, koule, kou-
želu, válce, poloprostoru a toroidu. V uzlech má potom tento strom množinové operace
sjednocení, průniku a rozdílu.
Povrchový model
Patří k nejpoužívanější metodě. Modely jsou definovány plochami, které tento model ohra-
ničují. Plochy mohou být reprezentovány například jako trojúhelníkové nebo bezierovy bi-
kubicé pláty.
Metody modelování povrchu
Následuje výčet několika metod pro modelování povrchu těles:
• Analytické modelování - jedná se o matematický popis povrchu tělesa. Může to
být například koule u které je uložena informace o jejím středu a poloměru.
• Plátování - výsledná plocha tělesa se získává hladkým navázáním plátů.
• Šablonování - 2D křivka je tažena podle nějaké křivky v prostoru a nebo je rotována
kolem osy.
• Procedurální - například 3D fraktály simulující vegetaci[12].
• Dekompoziční popis - popis objektu jako množiny koulí nebo krychlí, které repre-
zentují objem prostoru, které část tělesa zaujímá.
2.4 Osvětlovací model
Osvětlovací model vyjadřuje jednotlivé složky světla, které jsou odražené nebo procházejí
skrz těleso, a dělí se na lokální a globální osvětlovací model. Při lokálním se uvažuje, že
zdrojem světla ve scéně jsou pouze objekty, které reprezentují světlo. Do globálního modelu
osvětlení se započítává i světlo, které se odráží od těles ve scéně, tedy vlastně každé těleso
může být světelným zdrojem. Dále bude uvažován pouze lokální osvětlovací model.
Jedním z nejvíce používaných způsobů lokálního osvětlení tělesa a výpočet barvy kon-
krétního primárního paprsku se používá Phongův osvětlovací model[19]. Bui Tuong Phong
empiricky z pozorování osvětlování reálných předmětů zjistil, že výsledný odraz tělesa je
roven kombinaci okolního osvětlení, Lambertova difuzního odrazu matných částí materiálu
a spekulární odrazivosti lesklých částí.
Phong nakonec odvodil pro výpočet intenzity lokálního osvětlení vůči světlu následující
vzorec.
I = diff ∗ ( ~N · ~L) + spec ∗ (~V · ~R)α (2.4)
Kde ~L je pozice světla, ~V směr paprsku protínajícího těleso, ~R paprsek ze světla odražený
od tělesa, ~N je normála tělesa v bodě průniku, α je konstanta lesklosti materiálu a nakonec
diff a spec jsou konstanty difuzní a spekulární odrazivosti materiálu.
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    Okolní     +   Difuzní      +  Spekulární =  Phongův
                                                                     odlesk
Obrázek 2.4: Phongův odlesk (Phong reflection převzato z [20])
Jim Blinn později ještě výše zmíněnou rovnici modifikoval a dosáhl tak reálnějšího
osvětlovacího modelu. Výsledná metoda se nazýva Blinn-Phongova odrazivost a je popsaná
v [5]. Modifikace spočívá v nahrazení součinu vektorů ~V · ~R jiným skalárním součinem ~N · ~H,
kde ~H je poloviční vektor mezi světelným zdrojem a pozorovatelem.
~H = (~L+ ~V )/|~L+ ~V | (2.5)
Výsledná barva bodu obrazu, která je reprezentována primárním paprskem, je potom
součet všech součinů barvy tělesa a Phongovy intenzity pro každé světlo.
Materiál
Ve skutečném světě jsou předměty vyrobeny z rozdílných materiálů. Na základě struktury
materiálu dochází k absorpci, vyzařování, odrazu nebo lomu světla a lidé následně vnímají,
že odlišné materiály mají různou barvu, lesk, odrazivost, atd. Aby mohlo být toto mode-
lované výše zmíněnými rovnicemi, tak je nutné přiřadit tělesu informaci o jeho materiálu,
ze kterého je vyrobeno. Jedná se především o barvu nebo difuzní texturu tělesa, difuzní a
spekularní složku odrazu světla. Volitelné informace jsou například index lomu prostředí
nebo reflexi materiálu, která určuje jak dokonalá je zrcadlová plocha.
V tuto chvíli již bude možné v každém bodě tělesa určit správnou barvu, která kore-
sponduje s jeho reálným vzhledem.
2.5 Kolize paprsku s okolím
Celý ray tracing je postavený na testování průniku paprsků se všemi možnými tělesy u
nichž lze nějakým způsobem vypočítat průnik s paprskem na jejich povrchu. Toto testování
hodně ovlivňuje výslednou rychlost syntézy obrazu, proto je důležité volit rychlé algoritmy
a předpočítat co nejvíce proměnných, které by se mohly při vykreslování scény počítat
pořád dokola. Dále bude popsán jeden z mnoha algoritmů pro analytické testování průniku
paprsku s koulí a jeden pro testováni průniku s trojúhelníkem.
Kolize paprsku a koule
Bezesporu základním objektem, který se s ray tracingem neodmyslitelně spojuje je koule.
Hlavní podíl na tom má fakt, že vypočítat kolizi koule a paprsku je velmi snadné.
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Mějme obecnou rovnici koule
(x− xc)2 + (y − yc)2 + (z − zc)2 = r2
a parametrické rovnice přímky
x = x0 + t ∗ a
y = y0 + t ∗ b
z = z0 + t ∗ c
dosaďme parametrické rovnice přímky do obecné rovnice koule
(x0 + t ∗ a− xc)2 + (y0 + t ∗ b− yc)2 + (z0 + t ∗ c− zc)2 = r2
takto vzniklou rovnice převedem na kvadratickou a řešíme pro neznámou t
A = a2 + b2 + c2
B = 2 ∗ (a ∗ (x0 − xc) + b ∗ (y0 − yc) + c ∗ (z0 − zc))
C = (x0 − xc)2 + (y0 − yc)2 + (z0 − zc)2 − r2
za předpokladu, že je směrový vektor přímky normalizovaný, tak bude hodnota parametru
A rovna jedné, potom bude řešením diskriminant
t =
−B ±√B2 − 4 ∗ C
2
(2.6)
Pokud bude po dosazení do rovnice 2.6 a jejím vyřešení výsledkem záporné číslo, tak
paprsek kouli neprotíná. V opačném případě bude menší kladné číslo reprezentovat bližší
bod průniku. Samotný bod průniku se vypočítá jako součet počátku paprsku a směrového
vektoru paprsku vynásobeného honodtou t.
Kolize paprsku a trojúhelníku
Trojúhelník je univerzální objekt, jehož největší výhoda spočívá v možnosti seskupení více
nezávislých trojúhelníků dohromady, čímž vznikne složitější obejkt bez potřeby náročné
reprezentace ve stromové struktuře. Stromová struktura reprezentace je použita například
v metodě CSG, která byla popsána v části 2.3.
Tělesa reprezentovaná trojúhelníky mohou sestávat z desítek až stovek tisíc prvků. Z to-
hoto důvodu je nutné, aby byl test průniku s paprskem co nejrychlejší a zároveň aby
byla co nejnižší paměťová náročnost, proto bude dál popsán algoritmus testování, který
navrhl Tomas Möller a Ben Trumbore v publikaci Fast, Minimum Storage Ray-Triangle
Intersection[17]. Optimalizace jejich metody oproti standardní spočívá v tom, že nepotře-
buje žádné předpočítané data. Díky tomu jsou v paměti uloženy pouze tři vrcholy, což při
testování velkého množství trojůhelníků umožňuje lepší využití cache paměti procesoru.
[17]Samotný princip testování průniku paprsku a trojúhelníku spočívá v řešení jedno-
duché rovnice, že paprsek je roven bodu v trojúhelníku, tedy R(t) = T(u, v). Bod T(u, v)
na trojúhelníku je dán rovnicí 2.7,
T(u, v) = (1− u − v) ∗ ~V0 + u ∗ ~V1 + v ∗ ~V2 (2.7)
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kde (u, v) jsou barycentrické souřadnice1, které musejí splňovat podmínku u ≥ 0, v ≥ 0
a současně u + v ≤ 1. Po dosazení parametrické rovnice paprsku R(t) a bodu T(u, v) do
první rovnice již vznikne soustava 2.8 tří rovnic o třech neznámých.
~O + t ∗ ~D = (1− u − v) ∗ ~V0 + u ∗ ~V1 + v ∗ ~V2 (2.8)
Řešením soustavy rovnic 2.8 jsou barycentrické souřadnice (u, v), které v případě, že splňují
podmínky uvedené výše, tak paprsek protíná trojúhelník a hodnota neznámé t je rovna
vzdálenosti průniku a počátku paprsku.
2.6 Texturování
Mapování textur je metoda, která umožňuje přidat detaily a realsitický vzhled 3D modelům.
V dalším textu se bude uvažovat výhradně UV mapování textury na trojúhelníky.
UV mapování je nejpřesnější technika nanášení 2D obrázku na 3D model, která je
podobná například balení krabice s dárkem do okrasného papíru.
Obrázek 2.5: Princip UV mapování, převato z [22]
Každý vrchol trojúhelníku má při UV mapování ještě přiřazenu informaci o texturova-
cích souřadnicích (u, v), které se promítají do x a y osy texturové mapy, kdy (u, v) = (0, 0)
představuje levý horní roh textury a (u, v) = (1, 1) pravý dolní roh. Texturovací souřadnice
každého bodu musí splňovat podmínku u ≥ 0 a v ≥ 0.
Nejdůležitější částí UV mapování je zobrazení 3D souřadnice bodu průniku paprsku
tělesem I(x, y, z) na 2D souřadnice UV (u, v) a jejich interpolaci mezi texturovacími sou-
řadnicemi jednotlivých vrcholů. O tento převod se postarají nasledující dvě rovnice.
~I − ~C = u ∗ ( ~B − ~C) + v ∗ ( ~A− ~C) (2.9)
(u′, v′) = u ∗ (~U − ~W ) + v ∗ (~V − ~W ) + ~W (2.10)
Rovnice 2.9 je soustava tří rovnic, která se řeší pro neznámé (u, v). Kde vektory ~A, ~B,
~C jsou vrcholy trojúhelníku a vektor ~I reprezentuje bod průniku. Výsledkem jsou barycen-
trické souřadnice bodu průniku u a v.
1Barycentrické souřadnice jsou definované vrcholy trojúhelníku nebo napříklan čtyřstěnu. Jedná se o ho-
mogení souřadný systém.
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V rovnici 2.10 se interpolují barycentricé souřadnice (u, v) získané řešením rovnice 2.9
mezi texturovací souřadnice trojůhelníku, které jsou zadané 2D vektory ~U , ~V a ~W . Výsled-
kem je dvojice souřadnic (u′, v′), které jsou souřadnicemi texturovací mapy.
Mapovací souřadnice, které nyní ukazuji někam do mapovací textury, je nutné dále
zpracovat. Tomuto zpracování se říká filtrování textury. Je několik způsobů, kterými může
být textura filtrována. Od nejrychlejších, které ale nevynikají obrazovou kvalitou, až po
anisotropní filtrování. Následuje orientační výčet dnes užívaných filtračních metod:
• Interpolace podle nejbližšího souseda (Nearest-neighbor interpolation) - velmi
rychlá metoda, ale neduhem jsou vznikající artefakty.
• Nejbližší soused s mipmappingem (Nearest neighbor with mipmapping) - oboha-
cuje metodu nejbližšího souseda o škálování textury podle její vzdálenosti.
• Bilineární filtrování (Bilinear filtering) - výsledná barva je vypočítána ze čtyř nej-
bližších pixelů mapovací textury na základě jejich kombinace podle váhy, která je
určená vzdáleností pixelů od mapovací souřadnice.
• Trilineární filtrování (Trilinear filtering) - zdokonalení bilineárního filtrování tím,
že se výsledná barva interpoluje ze dvou rozdílných mipmapových vzorků.
• Anisotropní filtrování (Anisotropic filtering) - nejlepší metoda filtrování, která




Naivní implementace ray traceru, tak jak je popsaná v kapitole 2 je možná v případě, že
se budou zpracovávat jen velmi jenoduché scény. Jak vyplývá z pseudokódu algoritmu po-
psaného v [21], tak pro každý zobrazený bod je nutné otestovat všechna tělesa a najít to
nejbližší vzhledem k pozorovateli. Všemi tělesy se musí projít a otestovat jejich průnik s pa-
prskem taky pro všechna světla při vrhání stínů. Celý výpočet se rekurzivně dále opakuje,
pokud je těleso průhledné nebo odráží paprsky. Z toho je jasné, že při větším počtu objektů
ve scéně není skoro reálné se dočkat výsledku v rozumném času. Vždyť už v případě, že
bude ve scéně jen 100 000 trojůhelníků, 3 světla a bude požadovaný výstup 512x512 pixelů,
tak pro každý pixel se bude muset 400 000 krát testovat jestli trojůhelník protíná paprsek.
Pro celý obraz to bude neuvěřitelných 100 miliard testů!
Bezesporu nejdůležitější optimalizací je snížení počtu testovaných objektů pro každý
paprsek. Tyto metody se nazývají dělení scény na podprostor. Principielně jde o to, aby
test průniku s paprskem byl proveden opravdu jen pro tělesa, která mohou ležet v jeho
dráze. Díky tomu klesne významně časová náročnost na vytvoření výsledného obrazu.
Seznam některých obecných optimalizací, které vedou k urychlení metody sledování
paprsku:
• Snížení počtu testovaných objektů s paprskem
• Snížení složitosti testování půsečíku paprsku s objekty
• Využití SIMD architektury procesoru
• Paralelizace výpočtu
• Akcelerace výpočtu přes GPU
Implementace některých postupů, které vedou ke zrychlení sytnetizace výsledného ob-
razu:
• Dělení scény na (ne)uniformní podprostrory
• Rozdělení scény do octree, bsp-tree, kd-tree
• Rozdělení scény do hiearchickych obalových těles, která nemusejí být osově zarovnaná
• Podvzorkování scény
Dál budou blíže popsané některé z metod optimalizací, které byly jmenovány v sezna-
mech výše.
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3.1 Dělení scény na podprostrory
Principielně existují dva způsoby, kterými lze přistoupit k dělení scený na podprostory. Jde
o rozdělení scény do přesně dané 3D mřížky, kde jedno těleso může zasahovat do více voxelů1
mřížky, ale také některé voxely mohou být zcela prázdné. Druhou možností je naopak
rozdělení scény geometrickými útvary, které se hiearchicky dělí podle toho, jestli se v některé
části nachází příliš hodně objektů. Každá z těchto metod má své výhody a nevýhody, které
budou dál probírány se zaměřením na popis uniformního dělení do podprostorů.
Neuniformní dělení prostoru
U tohoto způsobu dělení scény vznikají stromové struktury, které je nutné složitě procházet,
aby byl průchod efektivní. Hlavními zástupci jsou bezesporu struktury KD-tree a Octree.
U obou dochází k dělení prostoru podle hlavních os. Tedy vzníkají osově zarovnané obalové
buňky. Nejsnáze lze toto dělení pochopit na principu metody Quadtree, která je 2D repre-
zentací Octree, a každý z jejich uzlů má 4 listy. Krásně podstatu algoritmu dělení a uložení
ve stromové struktuře vystihuje obrázek 3.1.
Obrázek 3.1: Quadtree
Největším problémem u dělení prostoru do stromové struktury je nemožnost zjistit pří-
mého souseda některého prvku. Musí se například z listu stoupat zpět po uzlech a vstupovat
do jiného podstromu. Tento problém lze řešit specifickými průchody, ale ty jsou již mimo
rozsah tohoto textu.
Uniformní dělení prostoru
Jak již bylo předesláno v úvodu podkapitoly, tak s jedná o dělení scény do 3D mřížky
stejně velkých voxelů. Tento přístup dělení má bezesporu velkou výhodu, protože každá
buňka má přesně definované své sousedy, a proto je jednoduché a rychlé tuto strukturu
projít. Na druhou stranu obrovským neduhem jsou paměťová náročnost a neefektivnost
využití paměti, které ale závisí na rozložení objektů ve scéně.
Na obrázku 3.2, který znázorňuje princip jak je prostor dělený, je jasně vidět neefektiv-
nost využití paměti. Z 56 buňek jich pouze 16 obsahuje referenci na některé těleso. Zbylá
část pouze existuje a zabírá systémové prostředky. Nelze se těchto buňek ale zbavit, potom
by přestala každá buňka mít své přesně dané sousedy!
1Voxel reprezentuje hodnotu v pravidelné mřížce v 3D prostoru. Analogií je ve 2D prostoru pixel.
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Obrázek 3.2: 2D Uniformní dělení prostoru
Průchod uniformní mřížkou
Pro průchod 3D mřížkou se nejvíce osvědčil upravený DDA2 algoritmus. Poprvé tuto úpravu
představili dva japonští vědci A. Fujimoto a K. Iwata v knize Tutorial: computer graphics;
image synthesis [9]. Později J. Amanatides a A. Woo popsali další optimalizaci v publi-
kaci A Fast Voxel Traversal Algorithm for Ray Tracing[2]. Pro tuto úpravu je velmi často
používáno označení 3DDDA. Algoritmus po počáteční inicializaci určuje postupně všechny
voxely, které paprsek protíná.
Princip je jednoduchý a sestává ze dvou fází. První je určení místa ve voxelu, kterým
paprsek vstupuje do pravidelné mřížky, a inicializace řídících proměnných pro další výpočet.
Jak je v [2] napsané, tak je nutné pro každou ze tří os v 3D prostoru určit směr paprsku a
to pouze jako informaci, jestli v daném směru hodnota stoupá nebo klesá. Dalším úkolem je
určit vzdálenost na paprsku, která je potřebná k překročení do sousedních voxelů ve všech
směrech. Nakonec je ještě nutné vypočítat, jaká vzdálenost ve směru paprsku je potřeba




Obrázek 3.3: Význam proměnných v 3DDDA algoritmu
Z výše popsaných tří údajů pro každý směr lze poté jíž interpolovat přesný pohyb mříž-
kou. Pro znázornění hodnot, které je nutné inicializovat slouží 2D reprezentace problému
na obrázku 3.3.
Samotná interpolace probíhá tak, že se veme nejmenší z MaxX, MaxY, MaxZ. K této
2Digital Differential Analyzer - uplatňuje se pro lineární interpolaci mezi dvěma body v 2D prostoru.
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proměnné se přičte nebo odečte v závislosti na směru příslušná hodnota Delta a postoupí
se v mřížce daným směrem.
3.2 Paralelizace výpočtu
Velkou výhodou ray tracingu je jeho snadná paralelizace, protože výpočet každého výsled-
ného pixelu obrazu je nezávislý proces. Data se při syntetizaci nijak nemodifikují, proto ani
není potřeba řešit výlučný přístup ke společným zdrojům mezi vlákny.
Pro vytěžení maximálního výkonu je dobré vzít v potaz funkci rychlé vyrovnávací paměti
u vícejádrových procesorů, především tedy cache L3. Z důvodu optimálního využití této
paměti je dobré zvolit jiný než řádkový průchod scénou, protože jak je v kapitole 1.8 knihy
Graphics Gems II[4] napsané, tak průchod po spojitých křivkách vede k lepšímu využití
cache paměti.
(a) Po řádcích (b) Po spirále
(c) Po hilbertově křivce (d) Po peanově křivce
Obrázek 3.4: Křivky průchodu scénou
Jak je patrné z obrázku 6.4a, tak při řádkovém průchodu vždy docházi na konci řádku
ke skoku na první sloupec dalšího řádku. Lze tedy předpokládat, že při větší scéně se
v této oblasti již nacházejí úplně jiná data a bude nutné celou vyrovnávací pamět naplnit
znova. Naproti tomu například při průchodu po spirále 6.4b, hilbertově 3.4c nebo peanově
3.4d křivce se stále postupuje po sousedních buňkách, proto je pravděpodobné, že využití
vyrovnávací paměti bude vyšší a tudíž se zvýší i rychlost. Test vlivu průchodu po řádcích,
spirále a Hilbertově křivce na rychlost metody sledování paprsku byl provedený v [16] s
výsledkem, že nejvíce efektivní z těchto tří je Hilbertova křivka.
3.3 Podvzorkování scény
Podvzorkování scény dovoluje snížení počtu vysílaných primárních paprsků a to sebou nese
i omezení počtu paprsků sekundárních. Postup, kterým se toho dosáhne, je rozdělení scény
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do mřížky s buňkama například velikosti 5x5 pixelu. V každé buňce se vypočítají barvy
rohových pixelů a zbylou plochu z těchto čtyř barevných hodnot aproximují. Pro buňku,
která má celkem 25 pixelů, tedy stačí metodou sledování paprsku vypočíst pouze 4 pixely.
To je úspora kolem 80 % výpočetního času. Bohužel vedlejším efektem této metody opti-
malizace je snížení kvality výsledného obrazu. Aby degradace obrazu nebyla tak markantní,
tak se zavádí takzvané adaptivní podvzorkování.
Adaptivní podvzorkování
Jedná se o rozšíření metody podvzorkování směrem ke zvýšení kvality obrazu, protože to je
její největší slabina. Adaptivní podvzorkování tedy již neaproximuje každou buňku mřížky,
ale je snaha o vyhodnocení, jestli by to bylo vhodné.
Vždy se testuje, jestli barvy z rohových pixelů byly vypočteny z povrchu jednoho nebo
více těles. V případě, že jde o více těles, tak je velká pravděpodobnost, že se barvy pixelů
liší, a proto k okamžité aproximaci nedochází, ale přitoupí se k rekurzivnímu rozdělení
buňky na čtvrtiny (například z jedné 32x32 vzniknou čtyři 16x16). Předchozí postup se
opakuje pro každou nově vzniknou buňku. V případě, že jsou barvy v rozích buňky vráceny
z povrchu stejného tělesa, tak může být přistoupeno k aproximaci zbytku buňky.
Pokud se jedná o texturované tělesa, tak je před samotnou aproximací ještě dobré tes-
tovat barevný odstín rohových pixelů. Pokud se příliš neliší, tak jsou zbylé body aproximo-
vány, jinak proběhne další dělení buňky.
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Kapitola 4
Analýza a návrh řešení
Cílem je vytvoření programu, který bude prostřednictvím metody sledování paprsku syn-
tetizovat obraz s co největší mírou fotorealismu. Vstupní scéna bude reprezentovaná 3D
modely načtenými ze souborů do operační paměti, kterým bude přiřazený materiál. Ve
scéně se ještě budou nacházet uživatelsky definované světla.
Výstup bude realizovaný dvěma způsoby:
• Zobrazení vytvořeného obrazu přes ortogonální projekci pomocí OpenGL
• Uložení výsledného snímku na disk
Nejvíce důležitým požadavkem na ray tracing je však rychlost s jakou dovede syntetizo-
vat scénu. Implementovány budou tedy všechny optimalizace, které byly popsané v kapitole
3. Především se bude jednat o rozdělení prostoru scény do pravidelné mřížky.
Použité postupy
Pro návrh jádra aplikace bude zvolený objektově orientovaný přístup. Tato volba je zásadní
pro splnění požadavku zadání na návrh programu, který bude moci implementovat různé
techniky sledování paprsku a mapování textur.
4.1 Struktura programu
Aby bylo možné přenášet raytracer mezi ruznýma platformama, tak jako jádro programu
byl zvolen volně šiřitelný multiplatformní OpenGL framework GLFW1. Drouhou zvolenou
knihovnou, která podporuje multiplatformní práci s vlákny, je GLEW2. Výše zmíňená dvo-
jice knihoven zajistí volání systémových služeb. Díky tomu se bude možné soustředit při
vývoji přímo na samotný ray tracing a práci se scénou.
Základní struktura programu budé následující:
• Načtení 3D modelů, texturových map a materiálů
• Nastavení scény, přidání světel
• Rozdělení scény na podprostory
1GLFW - víc informací na skránkách knihovny http://glfw.sourceforge.net/
2GLEW - víc informací na skránkách knihovny http://glew.sourceforge.net/
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• Inicializace kamery a okna programu
• Ray tracing scény
• Zobrazení výsledku případně i jeho uložení na disk
4.2 Datové formáty
Pro potřeby načítání 3D modelů s ohledem na jednoduchost implementace v ray traceru
padl výběr na textový formát OBJ (specifikace formátu je popsaná v [1]), který podporuje
hierarchickou reprezentaci geometrie a texturvání modelů.
Načítání texturové mapy a ukládání výsledných snímku bude prováďeno skrze jednodu-
chý binární formát TGA (specifikace formátu je popsaná v [18]).
Pro každý z těchto formátů bude odvozena třída z interfacu, která bude implementovat
načtení. Objetový přístup návrhu je v tomto případě zvolen s ohledem na polymorfismus a
tedy snadné rozšíření raytraceru o podporu dalších formátů.
4.3 Reprezentace scény
Scéna bude mít dvě úrovně reprezentace. V prvním případě půjde o umístění světel a modelů
do prostoru pomocí afinních transformací, které budou reprezentovány transformační maticí
4x4. Výsledkem tedy bude lineární pole, ve které budou uchovány odkazy na objekty a jejich
transformace.
Drouhou úrovní pohledu na scénu bude prostor, který obsahuje již jen základní stavební
prvky scény, kterými jsou trojúhelníky a koule. Tato reprezentace vznikne uplatněním trans-
formací modelů z první reprezentace scény. Nad touto datovou strukturou se bude provádět
optimalizace rozdělení scény na podprostory.
4.4 Optimalizace
Jelikož naivní algoritmus sledování paprsku je velmi náročný na výpočet i při výkonu dneš-
ních počítačů, tak je nutné do návrhu programu zahrnou všechny optimalizace, které byly
popsané v kapitole 3.
Paralelizace algoritmu
S rozvíjejícími se více jádrovými procesory společností Intel a AMD, které již v dnešní době
chystají 12 a více jádrová řešení v jednom čipu, a také speciální grafické jádro Larrabee[13],
které bude sestávat z mnoha malých x86 jader, je nutné algoritmus paralelizovat, aby se
využil všechen výkon, který procesor poskytuje.
Návrh pro paralelizaci vychází ze spirálového průchodu pormítací plochou. V praxi
to bude znamenat, že celá plocha se rozdělí na čtverce o stejných rozměrech, které se ve
spirálové posloupnosti vloží do fronty. Každé vlákno poté bude mít přes výlučný přístup
možnost si vybrat z fronty data pro výpočet.
Půjde v podstatě o implementaci návrhového vzoru
”
Thread pool“, kdy existuje fronta
úkolů a je spuštěno několik vláken, které z fronty vybírají data a zpracovávají je. Ve chvíli,
kdy je fronta prázdná, tak se vlákna suspendují nebo uvolní.
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Uniformní dělění podprsotru
Nejdůležitější optimalizce, která omezí počet testovaných objektů s paprsky. Vytvoření
pravidelné mřížky bude provedeno nad již transformovanou scénou (viz. 4.3). Dělit pro-
stor bude možné na mocniny čísla 8, tedy v každém směru 3D prostoru to bude mocnina
čísla 2. Maximální jemnost mřížky je na 32 bitových systémech limitovaná hodnotou 88,
protože pravděpodobně jíž při naplnění struktury přesáhne maximální paměťový prostor 2
GB, který může jeden proces alokovat! Důležitou součásti inicializace mřížky je přiřazení
informace, které základní objekty (trojúhelníky a koule) do každého voxelu zasahují. Tento
problém lze řešit hned několika způsoby :




rozděl a panuj“. Jedná se o rekurzivní dělení scény na osminy. A pro
každou nově vzniklou osminu testovat objekty, které do ní patří. Při dostatečném
dělení již projít voxely mřížky a otestovat patřičné základní tělesa na průnik.
3. Projít přes všechna základní tělesa ve scéně. Pro každé určit v jakém rozmezí voxelů
se může nacházet. Otestovat předopokládané voxely na průnik.
První metoda byla zavržena z důvodu vysoké časové náročnosti na výpočet, která je způ-
sobena kvadratickou složitostí algoritmu. Druhá varianta by se mohla jevit jako ideální,
problém ale spočívá v paměťové náročnosti, které se je lepší pří velké alokaci samotné
mřížky vyhnout.
Výběr padl tedy na třetí metodu. Jedná se v podstatě o metodu první, která však do-
znala značné linearizace složitosti algoritmu, a tudíž by něměl ani u velkého počtu primitiv
ve scéně být problém s rychlostí sestavení scény.
Za předpokladu, že bude scéna úspěšně sestavena, bude již připravena k optimalizova-
nému procházaní prostřednictvím 3DDDA algoritmu, jehož princip byl popsán v podkapi-
tole 3.1.
Adaptivní subsampling
S ohledem na kvalitu výsledného obrazu bude zvolena matice velikosti 4x4. Všechny rohové
body matice se nejprve otestují, leží-li na povrchu stejného tělesa. Jestli ne, tak budou ihned
dopočítány všechny pixely ray tracingem. V opačnem případě se přistoupí k rozhodnutí,
jestli se rohové pixely matice od sebe příliš liší. Tento výpočet bude proveden na základě
vzorce 4.1.
výsledná barva = testovaný rohový pixel− součet rohových pixelů
4
(4.1)
Každá složka výsledné barvy se podrobí testu, jestli nepřekračuje určitou míru tolerance.
Po překročení tolerance byť u jednoho pixelu a jedné barevné složky RGB modelu bude
nutné ray tracingem dopočítat i zbylé pixely matice.
V případě, že budou všechny pixely v toleranci, tak proběhne lineární interpolace roho-
vých barev mezi vnitřní pixely mřížky.
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4.5 Průsečíky s objekty
Je velmi důležité, aby tyto testy probíhaly co nejrychleji. Z toho důvodu byly vybrány
již optimalizované metody. U testování průsečíku paprsku a trojůhelníku bylo sáhnuto po
metodě popsané v publikaci Fast, Minimum Storage Ray-Triangle Intersection[17].
Pro testování průnikou koule a paprsku byl zvolen optimalizovaný algoritmus popsaný
v podkapitole 2.5. Optimalizace je detailněji vysvětlena i s ukázkou zdrojového kódu v [6].
4.6 Materiály a textury
Jak již bylo zmíněno, tak pro fotorealistickou grafiku je nutné mít ke každému objektu
přiřazen materiál. Ve výsledném ray traceru bude materiál reprezentovaný strukturou, která
bude mít následující vlastnosti :
• Barvu
• Referenci na texturu
• Difuzní složku odrazu světla
• Spekulární složku odrazu světla
• Index lomu světla
• Index odrazivosti materiálu




Cílem kapitoly je seznámit čtenáře se samotnou implementací aplikace a použitými postupy.
Výklad je postavený na analýze problému, který byl posaný v kapitole 4.
Jako implementační jazyk byl vybrán C++. Volba padla na tento jazyk především
z toho důvodu, že podporuje objektově orientovaný návrh programu. Dalšími důvody jsou
přenositelnost na jiné platformy a standardní sada šablon a vyšších datových typů, díky
kterým šel vývoj rychleji.
Navzdory volbě multiplatformních knihoven, jak bylo napsané v 4.1, je implementovaná
a ozkoušená pouze verze pro operační systém Windows. Zdrojový kód byl však psán s vyso-
kou pečlivosti, a proto by jeho přenesení na operační systém Linux neměl být problémem.
Nakonec bylo ještě nutné před samotnou implementací zvolit překladač jazyka C++.
Volba padla na Microsoft Visual C++. Jeho hlavní výhodou oproti konkurenci je především
to, že má nad sebou IDE se zabudovaným debuggerem.
Aby měl zdrojový kód dostatečnou úroveň, tak jsou dodržované následující pravidla pro
pojmenování:
• proměnné - je použita podtržítková notace : ligth source, ray source, . . .
• metody, funkce - je první písmeno víceslovného spojení malé, ostatní začínající
písmena slov jsou velkým : getMaterial, createUniformGrid, . . .
• třídy - je použita CamelCase notace : FileFormat, Texture, . . .
Při samotné implementaci byla vyvíjena snaha zbavit se co možná nejvíce operací dělení,
protože i na moderních CPU je to pořád pomalejší instrukce než násobení. Kde to šlo a
bylo ku prospěchu věci došlo k nahrazení dělení nasobením inverzní hodnotou.
5.1 Třídy pro práci s vektory a maticemi
Základními informacemi v prostoru jsou bod a směr. Pro jejich reprezentaci slouží třída
Vector3D. Ta implementuje všechny základní operace, které se nad vektory provádí. Jmeno-
vitě jde především o vektorový součin, skalární součin, násobení konstantou, součet, rozdíl,
normalizaci vektoru a délka vektoru.
Pro podporu afinních transformací v 3D prosturu je nutné, aby program zvládal taky
práci s maticemi. Jde konkrétně o matice s rozměry 4x4. V jádru ray traceru k tomuto účelu
slouží třída Matrix4, která se skládá ze čtyř řádků, které jsou reprezentovány Vector4D.
Matrix4 prostřednictvím metod createRotate, createScale a createTranslation umož-
nuje inicializaci tansformačních matic, které lze potom mezi sebou podle libosti násobit.
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5.2 Načtení a vytvoření scény
Pro reprezentaci scény slouží dvě třídy Scene a SceneGraph, které respektují návrh, který
byl učiněn v 4.3.
Třída Scene
Tato třída slouží v podstatě jako seznam modelů, objektů a světel, které se nacházejí ve
scéně. Ke každému modelu je uchovávána informace o jeho pozici jako transformační matice
a jako odkaz je uchována i informace o materiálu.
Třída využívá pro uchování informací o scéně proměnné objects, kde jsou informace
o modelech ve scéně a jejich materiály, primitives, která uchovává informaci o přímo
vložených trojúhelnících a koulích, a poslední proměnná lights nesoucí informace o světlech
ve scéně. Všechny tyto proměnné mají jako datový typ šablonu kontejneru std::list<>.
Metody slouží výhradně pro přidávání modelů, objektů a světel do scény. Návrh nepočítá
s možností, že by mohla být scéna modifikována!
Součástí implementace této třídy je i možnost načtení scény z jednoduchého textového
formátu, který byl inspirovaný formátem OBJ. O načtení se stará metoda loadFromFile().
Třída SceneGraph
Jedná se o implementaci rozdělení scény do pravidelné mřížky. Metoda create(), která
má jako vstup referenci na proměnnou typu Scene, provede transformace modelů, které
scéna obsahuje. Část metody je reprezentovaná kódem 5.1. Transformace probíhá tak, že se
prvně spočítá celkový počet základních objektů ve scéně a alokuje se pole faces pro tyto
objekty. Nyní se projdou všechny trojúhelníky každého modelu a vytvoří se jejich kopie,
která se vynásobí transformační maticí, čímž vznikne transformovaný trojúhelník (řádky
17-19). Ten se nakonec vloží do pole objektů a přiřadí se mu materiál, který měl ve scéně
Kód 5.1: SceneGraph::create() - Převod Scene na SceneGraph
1 faces_count = 0;
2 // spocita pocet objektu ve scene
3 for(it = scene_objects ->begin (); it != scene_objects ->end (); it++)
4 faces_count += it->object ->getFacesCount ();
5
6 // alokovani pameti pro scenu
7 faces = new Triangle[faces_count ];
8 primitives = new Primitive *[ primitives_count +1];
9 lights = new Light *[ lights_count +1];
10
11 // umisteni objektu do scney
12 for(it = scene_objects ->begin (); it != scene_objects ->end (); it++) {
13 of = it->object ->getFaces ();
14 // pruchod pres vsechny objekty telesa , jejich zkopirovani
15 // a transformovani do sceny
16 for(it_faces = of ->begin (); it_faces != of ->end (); it_faces ++) {
17 faces[i] = (* it_faces) * it ->transformation;
18 faces[i]. setMaterial(it ->material );





přiřazen model jehož byl součástí. Nakonec se toto pole překopíruje spolu se samostatnými
objekty z objektu Scene do pole primitives.
Ve chvíli, kdy je scéna transformovaná do pole primitives, tak již může být prove-
deno samotné rozdělení scény do uniformní mřížky. Tato funkčnost je prováděna metodou
createUniformGrid(). V kódu 5.2, je vidět, jak funguje přiřazení primitiv jednotlivým
buňkám.
Implementace je plně v souladu s analýzou problému. Algoritmus prochází pole primitives.
Pro všechny prvky pole se vypočítají hodnoty min cell[0], max cell[0], . . . , které ohra-
ničují výsek v pravidelné mřížce, ve kterém se může nacházet aktuální zpracovávaný objekt
(řádky 6 až 11).
Kód 5.2: SceneGraph::createUniformGrid() - Přiřazení objektů do buněk
1 for(unsigned int i = 0; i < primitives_count; i++)
2 {
3 p = primitives[i];
4
5 // minimalni hranice bunek , ve kterych teleso lezi
6 min_cell [0] = abs(( cell_bounds_x [0] - p->getMinX ()) * cell_idiff_x );
7 min_cell [1] = abs(( cell_bounds_y [0] - p->getMinY ()) * cell_idiff_y );
8 min_cell [2] = abs(( cell_bounds_z [0] - p->getMinZ ()) * cell_idiff_z );
9
10 // maximalni hranice bunek , ve kterych teleso lezi
11 ...
12
13 // pruchod vsema bunkama , ve kterych by mohlo primitivum lezet
14 for(unsigned int x = min_cell [0]; x < max_cell [0]; x++) {
15 for(unsigned int y = min_cell [1]; y < max_cell [1]; y++) {
16 for(unsigned int z = min_cell [2]; z < max_cell [2]; z++) {
17 cell_id = x * grid_line * grid_line + y * grid_line + z;
18 array_pointer = &primitives_array[cell_id ];
19
20 // pokud byl protnuty AABB , tak pridame primitovum do seznamu






Pro každou buňku této vymezené oblasti se teď provede test průniku objektu a osově
zarovnaného kvádru. Tento test provádí volně šiřitelná knihovna funkcí od studia Magic
Software, Inc.. Zdrojový kód těchto funkcí je uložen v souboru triangle AABB.h. Každý
úspěšný test znamená, že daný objekt leží v prostoru buňky, a proto je reference tohoto
objektu uložena do lineárně spojového seznamu z pole array pointer[], který patří k dané
buňce (řádky 17 až 22).
Po zpracování všech primitiv je pole lineárních seznamů naplněné referencema na ob-
jekty pro jednotlivé buňky mřížky. Protože procházení těchto seznamů by bylo při hledání
objektu zdlouhavé, tak v rámci zvýšení rychlosti ray tracingu je pro každý seznam zjištěn
počet prvků, které obsahuje. Pokud je to číslo větší než nula, tak se v patřičné buňce alo-
kuje dynamicky pole ukazatelů na datový typ Primitive. Do tohoto pole se překopírují
jednotlivé reference a ještě se v buňce uloží do atributu primitives count počet položek
v poli. V tuto chvíli je přístup ke každé referenci v buňce v konstantním čase a s minimální
paměťovou náročností. Tímto je uniformní mřížka vytvořena.
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5.3 Samotný ray tracing
Jádro celého ray traceru se nachází ve třídě Camera. Konktétně se jedná o metodu render(),
která má jako výstupní parametr pole, které obsahuje grafickou reprezentaci výsledné
syntetizované scény, která byla ray traceru předhozená prostřednictvím volání metody
setScene(). Tato metoda inicializuje potřebné proměnné pro ray tracing a potom vytvoří
požadovaný počet vláken, které budou instancí statické metody calcThread(), a provedou
samotný rendering celé scény.
Paralelizace
Podle návrhu byla implementovaná paralelizace sledování paprsku se spirálovým průcho-
dem průmětnou. Prvním krokem je vytvoření spirály. O to se postará privátní metoda
splitCalculation(). Na začátku metody se vynuluje proměnná claculation parts, která
bude jednotlivé části spirály uchovávat. Průchod po spirále zajistí jednoduchý konečný au-
tomat (viz 5.1), který má pouze 4 stavy, tedy jeden stav pro každý směr. V každém stavu
se vloží na konec fronty informace o pozici levého horního rohu, šířce a výšce části spirály.




step > 0 step > 0
step_max == 0
START
Obrázek 5.1: Konečný automat pro vytvoření spirály
Aby mohla vlákna bezpečně přistupovat k proměnné claculation parts bylo nutné
vytvořit výlučný systém přístupu. K tomu se výborně hodil GLFWmutex, který poskytuje
knihovna GLFW. Byla tedy vytvořena metoda getDataForCalculation() viz 5.3, která
na začátku zamkne mutex. Následně vybere ze začátku fronty data pro výpočet a vrátí je
prostřednictvím odkazu volajícímu. Nakonec uvolní zámek kritické sekce.
Kód 5.3: Camera::getDataForCalculation() - Výběr částí pro výpočet
1 // vylucny pristup do funkce z vice threadu
2 glfwLockMutex(mutex);
3
4 // vyber casti pro vypocet
5 if(claculation_parts.size() > 0) {
6 *part = claculation_parts.front ();
7 claculation_parts.pop_front ();
8 is = true;
9 }
10 else
11 is = false;
12






Ke sledování a vyhodnocování barvy jednotlivých paprsků slouží rekurzivní metoda rayTrace()
třídy Camera. Na začátku funkce se otestuje, jestli náhodou nebylo dosaženo již maximální
hloubky zanoření rekurze. V případě že ano, tak je výsledekem černá barva. Jinak se volá-
ním metody determineTraversalStart() pokračuje v inicializaci algoritmu pro průchod
uniformní mřížkou.
Inicializace 3DDDA algoritmu pro průchod uniformní mřížkou začíná testováním, jestli
paprsek vůbec protíná scénu a nejde mimo, to je naznačeno v kódu 5.4.
Kód 5.4: SceneGraph::determineTraversalStart() - Průsečík s buňkou
1 // prunik s bounding boxem cele sceny
2 if(! bounding_box.intersection (*ray , dist))
3 return false;
4
5 // prusecik s obalovym boxem sceny
6 it = ray ->getOrigin () + ray ->getDirection () * dist;
7
8 // urceni bunky
9 x = abs(( bounding_box.getMin ().x - it.x) * cell_idiff_x );
10 y = abs(( bounding_box.getMin ().y - it.y) * cell_idiff_y );
11 z = abs(( bounding_box.getMin ().z - it.z) * cell_idiff_z );
V případě, že paprsek ray protíná obalový kvádr scény bounding box, tak se vypočítá
bod it, ve kterém došlo k průniku. Z tohoto bodu se potom dopočítá na základě velikosti
jednotlivých buňek a celkové velikosti scény, ve které buňce průnik nastal. Následně se
vypočítají další řídící proměnné, tak aby mohl začít průchod.
(a) Nejbližší objekt (b) Předčasný průnik
Obrázek 5.2: Problém předčasného průniku
Při samotném procházení mřížky a hledání nejbližšího průsečíku bylo nutné řešit pro-
blém zjištění průsečíku s tělesem, které leželo až za skutečným nejbližším tělesem. Názorněji
jde pochopit tento problém z obrázku 5.2. Správně by měla být zasažena koule viz 5.2a.
Avšak při průchodu strukturou mřížky bude prvně přistoupeno do buňky označené na ob-
rázku 5.2b šedou barvou. Do ní zasahuje trojúhelník, proto s ním bude proveden test na
průnik. Test bude úspěšný, ale průsečík leží za hranicí aktuální buňky! Jelikož už v buňce
neleží žádné jiné těleso, tak by byl tento průsečík považován za nejbližší, což je samozřejmě
špatně. Řešením je testovat jestli místo průniku s objektem leží v aktuálně zpracovávané
buňce. Implementace tohoto řešení je v ůseku kódu 5.5 metody rayTrace(), který řeší
vyhledání nejbližšího objektu ve směru paprsku.
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Kód 5.5: Camera::rayTrace() - Průchod mřížkou a hledání nejbližšího tělesa
1 do
2 {
3 // pruchod vsemi primitivy bunky
4 for(int i = 0; i < traversal.cell ->primitives_count; i++) {
5 primitive = traversal.cell ->primitives[i];
6
7 if(refl = (float)primitive ->intersection(ray , dist)) {
8 nearest_primitive = primitive;
9 refraction_dir = refl;




14 // vypocteni pruseciku paprsku a primitiva
15 intersection = ray.getOrigin () + ray.getDirection () * dist;
16
17 if(found &&
18 !scene ->determineIntersectionCell (&traversal , intersection ))
19 found = false;
20 } while (!found && scene ->determineTraversalNextStep (& traversal ));
Po inicializaci a výběru první buňky mřížky se začnou procházet všechny objekty buňky
a testovat, jestli nastal průnik (řádky 4 až 7). V případě, že nastane, tak je uložen odkaz
na objekt do proměnné nearest primitive a indikováné proměnnou found, že byl objekt
nalezen. Tento objekt ale nejbližší být nemusi. Z toho důvodu je na řádcích 17 a 18 v
případě, že nějaké těleso bylo nalezeno, nutné podrobit průsečík s tímto tělesem testu. Je
tedy zavolána metoda, která podobným algoritmem, jako je uvedený v 5.4 vypočítá buňku,
ve které průnik nastal. V případě, že se tato honota neshoduje s aktuálně prohledávanou
buňkou, tak se hodnota found nastaví zpět na false a je postoupeno v mřížce na další
buňku.
Průchod uniformní mřížkou, tedy jádro algoritmu 3DDDA, je reprezenotvaný metodou
determineTraversalNextStep(), která byla volána v 5.5 na konci pro načtení další buňky.
Aplikovaný algoritmus v této metodě vychází z kapitoly 7.4.2 knihy Real-Time Collision
Detection[8].
Kód 5.6: SceneGraph::determineTraversalNextStep() - Průchod uniformní mřížkou
1 do
2 {
3 if(t_max.x <= t_max.y && t_max.x <= t_max.z) {
4 position.x += step_x;
5 t_max.x += t_delta.x;
6 }
7 else if(t_max.y <= t_max.x && t_max.y <= t_max.z) {
8 position.y += step_y;
9 t_max.y += t_delta.y;
10 }
11 else {
12 position.z += step_z;
13 t_max.z += t_delta.z;
14 }
15
16 // testovani , jestli se nenachazime za mrizkou
17 if(position.x >= grid_line ||
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18 position.y >= grid_line || position.z >= grid_line)
19 return false;
20
21 // vyber bunky
22 int id = position.x*grid_line*grid_line + position.y*grid_line + position.z
23 traversal ->cell = &uniform_grid_cells[id];
24 } while(traversal ->cell ->primitives == NULL);
Přesně podle toho, jak bylo napsané v kapitole 3.1, tak se vyhledá nejmenší z řídících
proměnných t max.x, t max.y nebo t max.z. K této se přičte příslušná složka vektoru
t delta. Nakonec ve směru, kterým paprsek v dané ose míří, proběhne posunutí v mřížce
přičtením honoty step, která nabývá hodnot 1 nebo −1. Výsledná pozice buňky se ještě
musí podrobit testu, jestli již nevyčnívá ven z mřížky. Pokud ano, tak je posun mřížkou u
konce. V opačném případě bude buňka vybrána a zkontrolována na obsah objektů. Buňka
bez objektů je ihned přeskočena tím, že proběhne nová iterace algoritmu průchodu. Buňka
s objekty je vrácena pro zpracování v poslední části algoritmu 5.5.
Po nalezení nejbližšího objektu, který paprsek protíná, se vyhodnotí podle materiálu
barva paprsku. Vyhodnocovací algoritmus je inspirovaný postupem uvedeným v [7], který
byl ale do značné míry optimalizovaný pro potřeby této práce. Jako první se vyhodnotí,
jestli je dané místo osvětlené nebo je zastíněné jiným objektem scény. Není-li zastíněné,
tak se vypočítá spekulární složka barvy objektu. V závislosti na nastavení projektu je
použita Phongova nebo Blin-Phongova metoda. Dalším krokem je výpočet difuzní složky.
V této části za předpokaldu, že má objekt nastaveny texturovací souřadnice, se určí texel
následujícím postupem.
Kód 5.7: Camera::rayTrace() - Výpočet texelu textury
1 // vypocet transformacnich koeficientu ’a’ a ’b’
2 // jedna se o reseni rovnice X - C = a * (B - C) + b * (A - C)
3 float I = face ->vertices [1].x - face ->vertices [2].x;
4 float J = face ->vertices [0].x - face ->vertices [2].x;
5 float K = face ->vertices [1].y - face ->vertices [2].y;
6 float L = face ->vertices [0].y - face ->vertices [2].y;
7 float a = (L*intersection.x-face ->vertices [2].x*L-
8 intersection.y*J+J*face ->vertices [2].y)/(I*L-K*J);
9 float b = (I*intersection.y-I*face ->vertices [2].y-
10 intersection.x*K+K*face ->vertices [2].x)/(I*L-K*J);
11
12 // vypocet texturovacich koordinatu u a v podle
13 // vzorce (u’, v ’) = a * (A’ - C ’) + b * (B’ - C ’) + C’
14 // kde A’, B’ a C’ jsou mapovani textury v jednotlivych rozich trojuhelniku
15 // t_c - texturovaci souradnice
16 float u = a*(face ->t_c [1].u - face ->t_c [2].u) + b*(face ->t_c [0].u -
17 face ->t_c [2].u) + face ->t_c [2].u;
18 float v = a*(face ->t_c [1].v - face ->t_c [2].v) + b*(face ->t_c [0].v -
19 face ->t_c [2].v) + face ->t_c [2].v;
20
21 // ziskani texelu textury
22 texel = nearest_primitive ->getMaterial()->getColor(u, v);
Jedná se o řešení transformačních rovnic, které byly blíže popsané v kapitole 2.6. Vý-
sledné body transformace u a v se ve funkci materiálu podrobí operaci modulo, aby se
zarovnaly do rozmezí 0–1 a s takto zarovnanými souřadnicemi se podle nejbližšího bodu v
textuře vybere a navrátí barva texelu, která bude započítána do Phongova osvětlovacího
modelu.
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Po vyhodnocení barvy primárního paprsku může dojít v závislosti na materiálu objektu
k případnému vytvoření sekundárních paprsků a rekurzivnímů volání metody rayTrace()
pro výpočet odrazu od objektu a lomu paprsků světla, které prochází objektem.
Při vytváření paprsků pro rekurzivní volání bylo nutné vyřešit problém s počátkem
paprsku, protože nebylo možné jako start paprsku přímo zvolit bod průniku s tělesem,
kvůli tomu, že by rekurze skončila tím, že by zasáhla to stejné těleso ve vzdálenosti 0.
Proto bylo nutné začátek paprsku trochu posunout viz 5.8. Jedná se o ono přičtení směru
vynásobeného konstantou 0, 01.
Kód 5.8: Camera::rayTrace() - Posun počátku sekundárního paprsku
1 rayTrace(Ray(intersection + refl * 0.01f, refl), color , recursion_depth - 1);
Ve chvíli, kdy jsou dokončeny i rekurzivní vyhodnocení je výsledná barva vrácena od-





Cílem této kapitoly je představit výsledky, kerých bylo dosažené optimalizacemi naivní im-
plementace algoritmu sledování paprsku. Zaměření testů je především na ovlivnění rychlosti
vytváření obrazu jednotlivými optimalizacemi.
6.1 Popis testovacích scén
Scéna 1
Jde o nejsložitější scénu, která podstoupí sadu testů. Scéna sestává ze 133 964 objektů.
Jedná se v převážné většině o trojúhelníky. Ve scéně je několik zrcadlících ploch a dvě koule,
na kterých se láme světlo. Model letadla má nanešenu i texturu. Objekty jsou osvětlované
třemi světly.
Obrázek 6.1: Scéna 1
Scéna 2
Jedná se o 3D mřížku, která je vytvořená ze 4000 koulí, které mají reflexní materiál a
osvětluje je jedno světlo.
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Obrázek 6.2: Scéna 2
Scéna 3
Poslední scéna zobrazuje čtyři různě barevné a lesklé koule, které jsou dohromady složené
ze 351 120 trojúhelníků. Ve scéně se nachází jedno světlo.
Obrázek 6.3: Scéna 3
6.2 Podmínky testů
Všechny testy byly provedeny na sestavě Intel Core 2 Duo T5670, 2 GB DDR2 667 MHz a
pod operačním systémem Windows Vista. Aplikace byla přeložena překladačem Microsoft
Visual C++ 2005 s optimalizací pro maximální rychlost a v nastavení
”
release“. Průmětna
obrazu byla nastavena na 512x512 pixelů, což znamená vyslání 262 144 primárních paprsků
a hloubka rekurze je u testovaných scen 4.
29
6.3 Výsledky testů
Vliv hustoty mřížky na rychlost syntetizace scény
Pro každou scénu byl při vytváření uniformní mřížky nastaven exponent od 2 do 7 a je
měřena doba za kterou bude vytvořen obraz scény.
Scéna 7 6 5 4 3 2
Scéna 1 3,945 s 10,871 s 37,274 s 138,242 s 612,613 s 3834,123 s
Scéna 2 4,126 s 2,455 s 1,765 s 1,668 s 1,953 s 3,561 s
Scéna 3 0,350 s 0,504 s 1,119 s 3,061 s 10,695 s 57,953 s
Tabulka 6.1: Vliv hustoty mřížky na rychlost syntetizace scény
Z hodnot v tabulce vyplývá, že čím je hustota mřížky větší, tím je rychlost synteti-
zace výsledné scény rychlejší, ale pro každou scénu exituje limitní hodnota této hustoty,
jak je vidět u druhé scény s exponentem 4. Tedy rychlost nestoupá do nekonečna! Po pře-
kročení limitní hodnoty dojde vlvivem nutnosti procházení velkého množství malých buňek
v mřížce, které obsahují pouze malé množství objektů, ale spíše neobsahují objekty žádné,
ke zpomalení sytnetizace scény!
Vliv paralelizace na rychlost syntetizace scény
Dalším testem je zjištění, jaký vliv na výsledný výkon má paralelní syntetizace scény. Hus-
tota uniformní mřížky je 87.
Scéna Jedno vlákno Dvě vlákna
Scéna 1 7,585 s 4,171 s
Scéna 2 7,243 s 4,314 s
Scéna 3 0.633 s 0,379 s
Tabulka 6.2: Vliv paralelizace na rychlost syntetizace scény
Výsledek tohoto testu je v souladu s očekáváním a chováním vícevlákonových aplikací.
Zrychlení se pohybuje kolem 75 až 80 % což se lehce blíží k teoretickým 100 %. Důvod,
proč je toto procento tak nízke je fakt, že při jednom vlákně na systému s dvoujádrovým
CPU běží toto vlákno většinu času na samostatném jádru. Při spuštění dvou vláken se však
již jedno vlákno musí dělit o výpočetní výkon s ostatními službami, které jsou spuštěné na
pozadí systému.
Vliv adaptivního subsamplingu na rychlost syntetizace scény
Posledním testem, který se zaměřuje na jednotlivé optimalizace, je zhodnocení vlivu adap-
tivního subsamplingu na rychlost rendringu. Pro každou scénu budou provedena tři měření.
Jedno měření s vypnutým podvzorkováním scény a další dvě se zapnutým podvzorkováním,
které bude mít míru tolerance odlišnosti barvy pixelů 0,035 respektive 0,07. Míra tolerance
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znamená, že se hodnota žádné barevné složky pixelu nebude lišit o více jak 3,5 % respektive
7 % proti průměru všech čtyř rohových hodnot.
Scéna Tolerance 0 % Tolerance 3,5 % Tolerance 7 %
Scéna 1 6,079 s 4,188 s 3,627 s
Scéna 2 4,786 s 4,306 s 4,066 s
Scéna 3 0,779 s 0,357 s 0,290 s
Tabulka 6.3: Vliv adaptivního subsamplingu na rychlost syntetizace scény
Zrychlení, kterého dosahuje tato metoda, je patrné z tabulky 6.3. Především je to zna-
telné u scén, kde se vyskytuje větší plocha stejné barvy, jako je tomu například u první a
třetí testované scény.
V případě této optimalizace je nutné zhodnotit ještě kvalitu výsledného obrazu. Při
toleranci 3,5 % ještě nedochází k výrazné degradací žádné části obrazu. U tolerance 7 %
je degradace již znatelná a to hlavně na povrchu objektů, které jsou pokryty texturovou
mapou.
(a) 0 % tolerance (b) 7 % tolerance
Obrázek 6.4: Degradace kvality obrazu při podvzorkování
Vliv všech optimalizací
Jedná se o celkový test, který měří rozdíl mezi naivní implementací algoritmu sledování
paprsku a jeho optimalizovanou verzí. Tento test byl provedený pouze nad druhou scénou,
která se skládá ze 4000 koulí, protože u zbylých dvou scén nebyly dostupné volné prostředky
pro tak dlouhý test. Lze například snadno z předešlých měření odhadnout, že první scéna
by se bez optimalizací syntetizovala téměř 4 dny!
Scéna Vypnuté optimalizace Zapnuté optimalizace
Scéna 2 93,045 s 1,786 s
Tabulka 6.4: Vliv všech optimalizací na rychlost syntetizace scény
V tomto případě se díky optimalizacím dosáhlo 52 násobného zrychlení syntetizace




Cílem této bakalářské práce bylo především nastudovat, navrhnout a implementovat me-
todu optimalizovaného sledování paprsku pro syntetizaci obrazu s ohledem na možnost
budoucí rozšířitelnosti aplikace. Tento cíl byl splněn.
Po prostudování dostupné literatury na téma sledování paprsku byla ověřena možnost
rozdělení scény na podprostory a urychlení výpočtu průniku paprsku s objektem. Na zá-
kladě nově nabytých znalostí byla navrhnuta za pomoci objektově orientovaného přístupu
struktura programu, která umožňuje implementaci různých technik sledování paprsků a
mapování textur. Podle návrhu byla nakonec implementována výsledná aplikace pro synte-
tizaci obrazu. Aplikace byla nakonec podrobena sadě testů.
Z tabulek jednotlivých testů vyplývá, že úvahy v návrhu byly správné a vedly k cel-
kovému zrychlení vytváření obrazu. U druhé testovací scény bylo dosaženo 52 násobného
zrychlení. U zbylých dvou scén nebyl celkový test proveden z důvodu vysoké časové ná-
ročnosti, ale i tak z tabulky testu vlivu uniformního děleni do podprostorů je zřejmé, že
zrychlení je u první scény téměř 1000 násobné a vytvoření obrazu třetí scény se zrychlilo
172x a tato čísla by se dál rapidně zvětšovala.
Optimalizací, která má největší vliv na rychlost, se podle očekávání stalo uniformní
dělení scény na podprostory, díky kterému se omezí počet testů mezi objekty a paprsky.
Případný další vývoj programu by mohl být zaměřený v zásadě třemi směry. Prvním
je vylepšení fotorealičnosti výsledného obrazu a rozšíření podpory datových formátů. Zde
jde například o implementaci kaustiky, aby skleněné předměty vpadaly opravdu realisticky,
nebo další metody jako jsou měkké stíny a hloubka ostrosti. Tyto efekty ale již neúměrně
prodlužují dobu syntetizaci scény, a proto by jako druhý směr rozšíření této práce mohlo
být zaměření na další optimalizace. Jednalo by se především o prozkoumání možnosti dělení
scény na neuniformní podprostory a akcelerace výpočů přes GPU (grafické karty). Třetí
možností budoucího vývoje programu je zaměření se na animované scény. Toto by ale zna-
menalo již větší zásah do struktury programu a pravděpodobně by se neobešlo bez zcela
nového návrhu programu. Jednalo by se však o velmi zajímavé rozšíření.
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• Elektronická verze textu bakalářské práce ve formátu PDF a její zdrojový text pro
LATEX.
• Vytvořené obrazy testovacích scén v rozlišení 2048x2048.
• Zdrojový kód implementace popisované v práci včetně řešení pro Microsoft Visual
Studio 2005 a všemi potřebnými soubory pro přeložení a rendering testovacích scén.
• Binární soubory spolu s dávkovými soubory pro rendering testovacích scén.
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