Abstract. In this paper we study two possible semantics for the realtime logic MTL (Metric Temporal Logic). In the rst semantics, called dense time semantics, time is modeled by the positive real numbers. In the second one, called ctitious clock semantics, real-time information is delivered by a global ctitious clock. We show that the ctitious clock semantics can be viewed as an abstraction of the dense time semantics. This abstraction relation is formalized by a parametric conservative connection. This formalization can be used to partially decide undecidable problems in the dense time semantics by reasoning on the ctitious clock semantics.
Introduction
It is now widely recognized that the use of formal methods is very useful (and often necessary) for developing correct concurrent and reactive systems. This observation is still clearer when dealing with real-time and hybrid systems. One of the favorite formalisms to specify and verify concurrent systems are temporal logics. Temporal logics 10, 17] are modal logics that enable the expression of properties about a.o. the ordering of events in executions of concurrent programs 14]. These logics are more and more used as tools for the veri cation of concurrent nite state programs 11, 6] .
The properties that can be expressed in temporal logics are qualitative constraints about the ordering of events; quantitative timing constraints cannot be expressed. Logics that are able to express quantitative requirements are called real-time logics 5, 4] . Real-time logics have received a lot of attention from the research community since the early 90s 13, 4, 5, 2, 3] . The formulae of a linear real-time logic are evaluated in timed sequences of states. There are two main ways to introduce real-time information in sequences of states, giving two di erent semantics for real-time:
Intuitively the ctitious clock semantics is a kind of abstraction of the dense time semantics: roughly, the dense real-time information is rounded by the clock rate. This paper is devoted to the study and the formalization of this relation between the two semantics.
An appropriate mathematical framework to relate semantic domains is abstract interpretation 7, 8] . In abstract interpretation an abstract domain is related to a concrete domain by a Galois connection 9]. Properties of Galois connections are used to conduct analysis in the concrete domain by computing in the abstract domain. To formalize the relation between the dense time and the ctitious clock semantics, we use a variant of a Galois connection. By similar principles we show that it is possible to partially decide the model-checking and satis ability problems in dense time semantics by computing in the ctitious clock semantics. Dense time logic is an adequate formalism at the speci cation stage, while ctitious clock logic deals easily with implementations. The formalization of the relation between the two semantics is thus also useful to ensure a proper transition.
The rest of this paper is organized as follows: section 2 introduces the two semantics of real-time and their respective logics: MTL DT for the dense time and MTL FC for the ctitious clock. Section 3 develops some de nitions of the theory of abstract interpretation and applies it to formalize the relation between the two semantics. Section 4 shows how to partially decide whether a given dense time formula f is satis able by deciding the satis ability of a related ctitious clock formulae # f or " f. Section 5 extends the approach to partially decide the model-checking in the dense time semantics. Due to the lack of space, the proofs are not presented in this paper, the interested reader can nd them in 16]. 2 The two semantics and their logics
The dense time semantics
In the dense time semantics, time is modeled by the real numbers 1 . State evolves with time: we represent this by a function from instants, i.e. real numbers, to states. As we are interested in discrete event systems, i.e. systems that evolve from state to state by non continuous changes, we can pair each state s of the system with the interval of time during which the system remains in this state s. A model of a system execution is an in nite sequence of couples (s i ; I i ) where s i is a description of the system state and I i is the interval of real time during which the system remains in the i th state of the system. It is clear that this numbering is only conventional, hence repetition (stuttering) of states is irrelevant.
Notation. Let I be an interval, i.e. a non-empty convex subset of the positive real numbers R + : l(I), respectively r(I), denotes the left, respectively the right, end bound of the interval I. Example 1 Some MTL DT formulae. In the intuitive readings below, we consider that p and q are state formulae and that the time unit is seconds : { (p ! 2 q). A p state is always followed by a q state within two seconds (bounded response time). { (: 2 q). q is never true during two seconds consecutively. { (p ! =3 q). A p state is always followed by a q state exactly 3 seconds later (exact response time).
We will now study \stuttering". It allows a simpli cation of the formalization of the relation between the dense time and the ctitious clock semantics. A step is a stuttering step if it links two successive identical states. { the concretization function which maps each abstract value a to its concretization (a) in the concrete domain.
Here the concrete values will be sets of dense time models and the abstract values will be sets of ctitious clock models. We concentrate now on the mathematical background underlying abstract interpretation. To be useful, the functions and must have particular properties: 
Formalizing the abstraction relation
In this subsection we de ne formally the relation between the dense time and the ctitious clock semantics. We use an abstraction and a concretization function. Before going into details, let us precise the intuition behind this relation. In the ctitious clock semantics, a global clock delivers information through ticks. The rate of this clock, noted , is the real amount of time that separates two ticks. gives the granularity of time in ctitious clock models: the di erence between two instants is rounded by the rate of the clock. Between two ticks we only know the ordering of states in the sequence and that the di erence between two instants in that interval is inferior to the rate of the clock. between the two ticks we have no information about the real-time. We do not know how long the system remains in state fpg, we only know that it evolves to state fqg before the following tick of the global clock.
Furthermore, when the system is in a given state, we do not know the exact amount of time it will take for the next tick to be produced. It is only known that this delay, noted d in the sequel, is strictly inferior to the rate of the clock (0 d < ). To relate the two semantics, we will de ne the behavior of a ctitious clock in the dense time semantics. If we consider a model m at time t the behavior of a particular clock is determined by the delay that separates t of the following tick of the clock and the rate of the clock. The behavior of the clock is determined in the sense that with d and we can predict the exact time of all the following ticks. We can now de ne a function which, given a dense time model m (concrete model), returns the ctitious model that is its abstraction for a given global clock of delay d and rate . To de ne the function in an elegant way, we rst put the model in \sliced" form: In m, the proposition p is true at each multiple of 8. Let C be the singleton fmg.
If we choose 1 = 7 and 2 = 9 ( 1 < 2 ) we have that: ( 1 (C) ). Clearly there is no model m 00 equivalent to m 0 modulo stuttering steps that belongs to 2 ( 2 (C)), as in this set all models respect <18 p, which is not the case of m 0 . Thus, we have that
In 12] Henzinger et al have studied how to use digital techniques to decide problems in the dense time semantics. Their work is not easily comparable to our because of the rather di erent semantical models used in the two works. Nevertheless we can assert that we propose a more general approach while in 12] they propose more preservation for restricted properties, i.e. digitizable properties, see the paper for details. 4 The satis ability problem
In this section we apply the development of previous sections. We show that it is possible to reason on the satis ability of MTL DT formulae by deciding the satis ability of related MTL FC formulae. The satis ability problem of a formula f is to decide whether there exists a model that satis es f. The satis ability problem is undecidable for MTL DT but decidable for MTL FC and f 1 is not satis able.
The theorem 28 gives us the basis for a partial automatic treatment of the satis ability problem in MTL DT , provided we de ne which formulae of MTL FC must be used for a given MTL DT formulae. In the point 1 of theorem 28 the formulae f 2 is a kind of under-approximation of f 1 . On the other hand, in the point 2, f 2 is an over-approximation of f 1 . We de ne now two constructive functions:
one noted " , which maps a MTL DT formula to its over-approximation in MTL FC , the other noted # , which maps a MTL DT formula to its under-approximation. De nition 29. The over-approximation " and the under-approximation # are de ned inductively as follows: { if " f is not satis able then f is also not satis able { if # f is satis able then f is also satis able
An example
To illustrate the applicability of the theory developed so far, we treat here an non-trivial problem which is part of the CSMA/CD protocol. This protocol is used to share an unique communication medium among several computers. The principle of the protocol is illustrated by the following scenario:
Example 6 CSMA/CD. When a computer wants to send some message, it tests if the line is busy. If not, it begins to send; on the contrary, if the line is busy, the computer waits. A collision occurs when more than one computer are transmitting at the same time. The delay of propagation plays an important role in the protocol: If one station begins to send, the other stations see that the station is sending, not directly but at most time units after, where is the propagation delay. Consequently, a collision may occur between 0 and time units after a computer has begun to send. The noise of the collision can also take time units to reach the sending computer. A computer is only sure that no collision will occur after 2 time units. A sending which is interrupted by a collision is lost. The sender of such a message must know that the message was lost.
We now formalize a part of the protocol in MTL DT . This set of axioms, noted S, describes the behavior of a computer taking part in the network:
1. :Sending Initially the computer is not sending.
(C ! 2 SeeC)
A collision is always perceived within 2 , 2 times the maximal propagation delay. :((Sending^SendingUEndToSend)^C) expressing that a computer cannot succeed in sending if a collision has occurred during this sending. This requires that the computer is always aware of the lost of one of its messages due to a collision. In the ethernet protocol the parameters are = 25:6 s and = 782 s. To show that the solution proposed ensures R, we must prove that S ! R is valid. Which is equivalent to show that :(S ! R) is not satis able. There does not exist an algorithm to check this in MTL DT but by the corollary 31 if we can establish that " :(S ! R) is not satis able for some then :(S ! R) is also not satis able. We have tested the satis ability of " :(S ! R) with the implementation of 15]. For the parameters = 50 s and also for = 150 s the automatic procedure can establish the non-satis ability of " :(S ! R) and thus, by corollary 31, that S ! R is valid in the dense time semantics. On the other hand, the validity of S ! R can not be established with a clock rate = 500 s: in this case, the granularity of time is not ne enough. Thus if the non-satis ability or satis ability of f can not be established by corollary 31 with clock rate 1, we can retry with a more precise clock rate 2 < 1.
The model-checking problem
The model-checking problem is to decide whether a program P satis es a given property expressed in a temporal logic. Here we are interested in verifying that a concurrent program exhibiting real-time behaviors veri es some property expressed as a real-time logic formula. A real-time program P can be modeled by a timed automaton which de nes a set of timed sequences of states: the models of its possible executions. As for the logic MTL, we can de ne the semantics of timed automata in the dense time framework or in the ctitious clock framework. 6 Conclusion
The formalization presented in this paper clari es the common intuition according to which the ctitious clock semantics can be seen as an abstraction of the dense time semantics. A conservative connection between the two semantics has been de ned. We have presented a method to partially decide the logic MTL DT . Another way to obtain an algorithmic approach to dense time is to de ne a decidable subset of MTL DT , for instance: MITL 1]. The postulate on which our approach is based, which is also a postulate of abstract interpretation in general, is that the exact real-time information is seldom necessary to prove interesting properties of systems. On the other hand the approach of MITL is to restrict the logic but all the exact real-time information is preserved during veri cation. It would be interesting to compare pragmatically the applicability of the two approaches. To our knowledge there is no implementation of satis ability and model-checking of MITL formulae. An important problem to implement eciently decision procedures in dense time is the absence of a good data structure which would allow combining discrete information (system state) and continuous information (dense time). In our proposal this problem disappears and symbolic data structures as Sharing Trees or BDDs can be used. This has already given good results for a satis ability checking procedure 15]. Some designs or implementations use a global clock to rule their real-time behavior. The ctitious clock semantics is well-suited to study those systems. On
