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Specialistično delo obravnava področje testnih pristopov, metod, tehnologij in procesov v 
proizvodnem ciklu testiranja kompleksnih elektronskih naprav in sistemov. Splošni 
obravnavi tematike v uvodnih poglavjih sledi konkreten primer praktične realizacije takega 
testnega sistema s tipičnimi problemi in metodami reševanja s katerimi se pri tem srečujemo. 
 
V osrednjem delu je v splošnem predstavljena celotna vertikala načrtovanja, verifikacije in 
končne implementacije posameznih faz avtomatskega testnega sistema ATS za testiranje 
produktov pri masovni proizvodnji. Iz vidika načrtovanja in realizacije gre za več stopenjski 
proces, ki je logično strukturiran na posamezne samostojne in neodvisne skupine testov 
oziroma testne nivoje. Ta razdelitev običajno zajema test ICT in Boundary scan (integriteta  
povezav na nivoju komponent in tiskanega vezja), programiranje (angl. »bring-up«), 
funkcijski, termalni, sistemski in konfiguracijski nivo. Vsak od teh nivojev je pomemben 
člen v proizvodnem ciklu naprave in mora upoštevati določene specifične lastnosti. Proces 
prehajanja med nivoji je natančno kontroliran in vnaprej določen. Vhodni pogoj vsakega 
naslednjega testnega nivoja je uspešno končan in zaključen predhodni nivo. Kontrola tega 
procesa je zagotovljena s primerno arhitekturo testnega sistema in ustrezno načrtovano 
avtomatsko testno aplikacijo GUI. Slednja deluje v povezavi z mreţno infrastrukturo, 
testnim streţnikom in informacijskim sistemom za shranjevanje rezultatov (SQL-DB). 
 
Implementacija celotnega proizvodnega testnega sistema je praktično predstavljena na 
izbrani napravi iz področja mikrovalovnega prenosa podatkov proizvajalca Aviat Networks, 
kjer sem tudi zaposlen. Moje delo tu se nanaša predvsem na področje, ki ga pokriva 
naslovna tema te naloge. Konkretno gre za digitalno signalno procesno enoto oziroma 
mikrovalovni usmerjevalnik CTR8540. To je eden večjih projektov, kjer sem bil aktivno 
udeleţen pri razvoju kompletnega testnega sistema od idejne zasnove do končne realizacije. 
Poudarek naloge je na vhodnih zahtevah in specifikacijah, načinu testiranja, splošni 
predstavitvi posameznih testnih nivojev, razvoju in pripravi testnih aplikacij, končni 
verifikaciji in implementaciji, analizi rezultatov ter odpravljanju konkretnih realnih 
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V zaključnem delu so podane še nekatere dodatne moţnosti za razne optimizacije in 
izboljšave testnega procesa, ki je precej dinamičen in se še vedno razvija v okviru novih 
tehnologij in pristopov. Pri uvajanju tovrstnih sprememb je vedno potrebno upoštevati večje 
število dejavnikov (finančne, časovne, tehnične, razpoloţljive vire). To je še posebej 
pomembno, če je testni proces pred tem ţe konsolidiran. Vsak nepredviden zastoj testnega 
procesa pri masovni proizvodnji namreč pomeni dodatne stroške, slabše bilance in razne 
druge negativne vplive. Zato so pri takih spremembah potrebne tehtne odločitve. 
 
Realizacija in implementacija izvorno podanih zahtev ali morebitnih naknadnih sprememb 
ob koncu razvojne faze vedno zahteva konsistentno in zlasti dosledno testiranje vseh 
funkcionalnosti, zanesljivosti in ponovljivosti. To se običajno izvaja v okviru cikličnih, tako 
imenovanih R&R testov na izbranem številu testnih vzorcev. Na osnovi analize dobljenih 
rezultatov se lahko okvirno oceni in določi tudi predvideno verjetnostno porazdelitev in 
statistično uspešnost testiranja širše populacije (angl. first pass yield, FPY). 
Končni cilj vsakega avtomatskega testnega sistema ATS je v največji moţni meri, 
zanesljivo, kvalitetno in časovno učinkovito testiran produkt. To pa je obenem tudi garancija 
za ţeleno delovanje naprave ali sistema pri stranki. 
 
Ključne besede in izrazi: 
 Avtomatski testni sistem, postaja ATS 
 Testne metode in tehnologije 
 Kontrolno-nadzorna testna aplikacija  
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 KLISH ukazni vmesnik 
 Uporabniški grafični vmesnik GUI 
 Mikrovalovni usmerjevalnik CTR8540 
 ICT/Boundary scan JTAG 
 Testni nivoji (programiranje, funkcijski, termični, sistemski, kofiguracijski) 
 Verifikacijsko testiranje in R&R 
 Vpeljava novega produkta v proizvodnjo (NPI) 
 Informacijski sistem logiranja podatkov (SQL-DB) 
 Analiza testnih rezultatov in problemov 
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ABSTRACT 
This postgraduate specialist thesis deals with the test approaches, methods, technologies and 
processes in the production testing cycle of complex electronic devices and systems. The 
general topics in the introductory chapters are followed by a practical example of a 
realization of such a test system with typical problems and solving methods we are facing. 
 
In the central part, the entire design, verification and final implementation of the individual 
phases of the automatic test system ATS for products testing in mass production are 
presented in general. From the planning and realization point of view, this is a multiple stage 
process which is logically structured into separate individual and independent test groups or 
test levels. This division usually covers ICT and Boundary scan level testing for connections 
integrity on the board and component level, firmware programming, functional, thermal, 
system and configuration level. Each of these levels is an important step in the production 
cycle of the device and must comply with certain specific characteristics. The process of 
transition between these levels is accurately controlled and pre-determined. The input 
condition of each subsequent test level is a successfully completed previous test level. 
Process control is ensured by test system architecture and automated test software 
application GUI. This application operates in conjunction with the network infrastructure, 
test server and data base information system for storing test results (SQL-DB). 
 
The practical implementation of the entire manufacturing test system solution is presented 
with selected device from microwave data transmission area, developed and produced by 
Aviat Networks, where I also work. My work here mainly refers to the areas covered by the 
main title theme. The device for which the practical test system solution was developed is a 
digital signal processing unit or the so-called Microwave router CTR8540. This is one of the 
major projects where I was actively involved from the beginning in the development phase 
of a complete test system, from the initial concept and ideas to the final realization.  
 
The focus of this work is on input test requirements and specifications, testing methods and 
approaches, individual test levels presentation, test applications development, final 
verification and implementation, test results analysis and on the real problems solving before 
and during the production phase.  
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The final part gives some options for optimizations and improvements of the test process, 
which is quite dynamic and still evolving in the context of new technologies and approaches. 
When we are introducing such changes, we must always take into account a larger number 
of factors (financial, temporal, technical and available resources). This is especially 
important if a test process has been previously already consolidated. Any unscheduled 
production testing stoppage means an additional cost, worse balance and various other 
negative impacts. Therefore, such changes require good reasons and well-tested solutions. 
 
Realization and implementation of the originally specified requirements or any subsequent 
changes at the end of the development cycle always require consistent verification testing of 
all functionalities, reliability and repeatability. This is usually done in the context of cyclical 
testing of a pre-determined number of test samples, the so-called R&R testing phase. Based 
on the analysis of R&R test results, we can assess the estimated probability distribution and 
statistical performance for the wider test units population, the so-called first pass yield 
(FPY). The ultimate goal of any automated test system is as far as possible good, reliable, 
high-quality and time-efficient pre-tested product. It is also a warranty for the desired 
operation of the device or system at the customer. 
 
Key words and phrases: 
 Automatic test system, test station ATS 
 Test methods and technologies 
 Test control applications 
 Python / TTL script 
 KLISH command interface 
 Graphic User Interface GUI 
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 Test levels (programming, functional, thermal, system, configuration) 
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Sodobni trendi načrtovanja in razvoja elektronskih gradnikov, naprav in sistemov zahtevajo 
čedalje večjo stopnjo integracije, kompleksnosti in funkcionalnosti. To še posebej prihaja do 
izraza tudi na področju telekomunikacijskih mikrovalovnih sistemov (linkov) za prenos 
podatkov. Pri tem se zahteve po prenosnih kapacitetah znotraj obstoječih regulativ stalno 
povečujejo. To se neposredno odraţa tudi pri razvoju vse bolj kompleksnih in procesno zelo 
zmogljivih elektronskih sistemov in naprav, ki morajo slediti sodobnim trendom, kot jih 
narekuje trg, konkurenca ter nenazadnje tudi inovativnost in nove ideje. 
 
Temu ustrezno morajo slediti tudi testne tehnologije in procesi testiranja v proizvodnem 
ciklu teh produktov. Pri masovni proizvodnji je tovrstno testiranje praviloma razdeljeno v 
več posameznih in medsebojno povsem neodvisnih faz. Testiranje poteka več stopenjsko v 
okviru tako imenovanih testnih postaj ATS (angl. Automated Test Station). Delitev testnih 
postaj na posamezne karakteristične tipe izhaja predvsem iz dejstva, da je proces kot celota 
laţje obvladljiv, če je smiselno razdeljen na posamezne manjše zaključene celote, ki 
postopoma in sekvenčno pokrijejo prav vse vidike testiranja. 
 
Dejanskih razlogov za tak pristop je sicer več: 
o Modularnost in laţja obvladljivost testnega procesa (večja transparentnost) 
o Narava samih testov (osredotočanje na izbrane specifične funkcionalnosti) 
o Testna arhitektura in organiziranost proizvodnega procesa (večja pretočnost) 
o Manj kompleksne namenske testne aplikacije (manjša verjetnost potencialnih napak) 
o Zgodnje odkrivanje napak in problemov na napravi (večja učinkovitost) 
o Večja preglednost testnih rezultatov (statistične analize, porazdelitve po tipu testa) 
o Laţje vzdrţevanje in podpora proizvodnemu procesu 
 
Moţni so sicer tudi drugačni pristopi s kombiniranjem in zdruţevanjem večjega števila 
osnovnih tipov testnih postaj. V določenih primerih, odvisno predvsem od vrste naprave, se 
s tem lahko doseţe določena optimizacija in poenostavitev testnega procesa. Praviloma pa se 
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Osnovne potrebe testiranja velike večine elektronskih naprav načeloma lahko pokrijemo ţe z 
osmimi osnovnimi tipi testnih postaj oziroma nivoji, ki bodo podrobneje predstavljeni v 
nadaljevanju. Ta struktura z izjemo nekaterih bazičnih testov ni vnaprej strogo določena in 
se lahko nekoliko spreminja v odvisnosti od vhodnih zahtev posameznih produktov in 
predvsem njihove narave (digitalna, analogna, mešana).  
 
Osnovne skupine proizvodnih testov večine elektronskih naprav so naslednje: 
o Nivo 1: ICT (ang. In Circuit Test)  
o Nivo 2: Boundary Scan (JTAG) 
o Nivo 3: Programiranje naprave (običajno še dodatno deljeno na več pod-stopenj) 
o Nivo 4: Pomnilniški stresni testi (RAM) 
o Nivo 5: Funkcijski test celotne naprave 
o Nivo 6: Termalni ciklični test z predpisanim temperaturnim profilom 
o Nivo 7: Sistemski test funkcionalnosti na višjih nivojih 
o Nivo 8: Končna konfiguracija in sistemska nadgradnja SW 
o Nivo 9: Opcijski dodatni hitri test pred pošiljanjem (PFCT)  
 
Dodaten, pomemben in obvezen testni nivo za RF naprave in sklope predstavljajo tudi 
različne vrste kalibracij  (Tx/Rx moči, VCXO-oscilatorji, IQ-uravnavanje, itd.). Ta korak je 
pri radijskih napravah lahko integriran ţe v okviru funkcijskega testa, običajno pa nastopa  
samostojno kot RF-kalibracija radijskih sklopov in verifikacija povezanih meritev.  
Iz zgornje skupine nivojskih testov je za vsak kompleksnejši digitalni produkt potrebno 
zagotoviti minimalno nivo programiranja in funkcijski test. Zelo priporočljiv je tudi 
Boundary scan test. Ta pripomore k učinkovitemu zgodnjemu odkrivanju napak na nivoju 
strojne opreme in izločanju naprav še preden se gre na naslednjo stopnjo testiranja. Če ni  
drugače določeno, se za proizvodnjo vedno realizira vsaj prvih 8 testnih nivojev. 
 
Izpostavljene prednosti tako zasnovanega testnega koncepta omogočajo laţji, preglednejši in 
učinkovitejši potek vseh nadaljnjih aktivnosti. Sem sodijo predvsem dizajn in razvoj testnih 
aplikacij, podporni informacijski procesi, priprava testnih postaj in testne dokumentacije, 
verifikacija pravilnosti delovanja, zanesljivost in ponovljivost, ter nenazadnje končna 
implementacija v ciljnem okolju. Tak način dela vodi proti konsistentni in celoviti realizaciji 
končne rešitve, ter hitrejšemu odpravljanju morebitnih problemov.  
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3. ENOTA AVIAT CTR8540 
 
Praktična implementacija avtomatskega proizvodnega testnega sistema bazira na enoti 
CTR8540, ki je bila v celoti (HW/SW) razvita v podjetju Aviat Networks, kot enem vodilnih 
svetovnih specialistov na področju mikrovalovnega prenosa podatkov, zvez in radijskih 
omreţij. Podjetje s sedeţem v Silicijevi dolini (Santa Clara, CA) ima med drugimi ţe več let 
pomemben razvojni center tudi v Sloveniji (Trzin). Celoten del strojne (angl. hardware) in 
pripadajoči del programske opreme (gonilniki, management, CLI) je bil razvit v Sloveniji, 
prav tako tudi koncept testiranja. Za laţje razumevanje koncepta testnega sistema je v 
nadaljevanju nekoliko pobliţje predstavljena tudi enota CTR8540, njene glavne 
funkcionalnosti, specifikacije, vgradni moduli (angl. plug-in) in bločni diagram enote. 
Podrobnejša analiza in tehnični detajli gradnikov presegajo okvir te naloge. 
3.1 Osnovna predstavitev enote CTR8540 
Enota CTR8540 je izredno kompakten večnamenski in več funkcijski notranji (angl. indoor) 
digitalni signalno-procesni mikrovalovni usmerjevalnik baziran na tehnologiji IP. Kot prvi te 
vrste z integrirano funkcijo mikrovalovnega usmerjevalnika (angl. router) predstavlja 
povsem novo generacijo tovrstnih naprav in prinaša številne poenostavitve tako na novih kot 
tudi obstoječih mikrovalovnih sistemih. Ker v enem predstavlja več funkcijsko platformo, 
zahteva manjše število potrebnih naprav v omreţju, laţje je vzdrţevanje in management, 
niţji so tudi stroški. Gre za evolucijo zdruţevanja starejših telekomunikacijskih protokolov, 
radijskih mikrovalovnih linkov in tehnologij IP v eni sami napravi. Glavni namen uporabe te 
naprave so hrbtenični sistemi brezţičnih telekomunikacijskih omreţij. 
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Enota CTR8540 bazira na fleksibilni programski arhitekturi in s tem omogoča številne 
funkcionalnosti: 
o Mikrovalovna usmerjevalna »indoor« enota  
o Usmerjevalno stikalo L2 (angl. Layer 2 Carrier Ethernet Switch) 
o Usmerjevalnik prometa IP/MPLS (pripravljen tudi za SDN) 
o PoE-injektor (preko ustrezne »plug-in« kartice) 
o TDM-pseudo-wire naprava (interni prenos kanalov E1/T1 preko paketov IP) 
Dodatne funkcionalnosti, konfiguracijo in način delovanja naprave pa omogoča napreden 
mreţni management sistem imenovan ProVision.  
3.2  Značilnosti in specifikacije strojne opreme 
Mikrovalovni usmerjevalnik je zasnovan okrog zmogljivega mreţnega procesorja Wintegra 
WP3 (WinPath3), ki je zadolţen za celotno mreţno-paketno procesiranje pod okriljem 
namenskih NPU-enot (WinGines). Ima tudi integriran splošno namenski CPU (MIPS core), 
na katerem teče operacijski sistem Linux, gonilniki za strojno opremo, uporabniški vmesnik 
CLI in glavna uporabniška aplikacija za konfiguracijo, nadzor in upravljanje naprave 
naprave na višjem nivoju. Maksimalna agregirana (zdruţena) prepustnost sistema (angl. 
throughput) znaša 8 Gbps. Za agregacijo prometa in povezovalno logiko celotnega sistema 
skrbi FPGA. Konfiguracija različnih moţnih variant internih podatkovnih poti (SerDes 
kanalov) omogočata dve navzkriţno povezovalni stikali CPS (ang. cross point switch), 
VSC3312 in VSC3316. Za prilagajanje in procesiranje električnih signalov vhodnih 
podatkovnih protokolov poskrbijo dodatna PHY-vezja (Vitesse VSC8552 za RJ45/Ethernet 
in LIU XRT86VX38 za E1/T1). Naprava podpira tudi sinhronizacijo preko ethernet omreţja 
(SyncE/1588v2). Od perifernih sistemov imamo še DPLL, temperaturne senzorje, senzoriko 
napajalnih napetosti, RTC-vezje (ura realnega časa), PID-regulator ventilatorjev, FRU 
EEPROM in EthMng-stikalo za upravljanje sistema preko telnet/ssh. Programska oprema 
enote je shranjena v dveh Flash vezjih tipa NOR (U-Boot) in NAND (Linux kernel in 
aplikacija). Nadgradljiva je preko SD-kartice ali sistemsko. Da pa vsi sklopi delujejo kot je 
potrebno, poskrbi napajalni sistem, ki preko vhodne napetosti (-48 V DC) in izolacijskega 
DC-DC 12 V pretvornika generira in distribuira osem različnih napajalnih napetosti za 
posamezne dele vezja. Preko štirih dodatnih univerzalnih razširitvenih mest pa je moţno 
vgraditi še različne tipe namenskih vmesniških kartice za specifične funkcije. [1]   
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CTR8540 integrirani uporabniški vmesniki: 
o 1 x Serial management port UART (V.24) 
o 1 x Konektor vhodne napajalne napetost (-48 V DC) 
o 8 x RJ45-vmesnik (električni ethernet vmesniki 10/100/1000Base-T, GigE) 
o 4 x SFP-vmesnik (optični ali električni oddajno-sprejemni vmesnik) 
o 2 x QSFP-vmesnik (povezovanje med več enotami - protection/diversity način) 
o 2 x E1/T1-vmesnik s po 16-timi kanali (TDM) 
o 4 x Univerzalno razširitveno mesto za različne vtične kartice (angl. plug-in) 
 
Slika 2: Podatkovni uporabniški vmesniki CTR8540 
3.3  Razširitvene kartice 
Osnovna enota CTR8540 podpira štiri dodatna univerzalna razširitvena mesta (angl. 
expansion slots), kamor je moţno vgraditi posamezne namenske vmesniške kartice (angl. 
plug-in modul) za specifične funkcije. Sistem podpira naslednje tipe vmesniških kartic: 
 
o PWR (redundanca glavnega napajanje enote) 
o PoEx2 (2 x GigEth port z napajanjem preko ethernet-a, PoE-injektor) 
o RACx1 in RACx2 (eno ali dvo-modemska IF radijska kartica) 
 
Slika 3: Opcijski »plug-in« vmesniški moduli za CTR8540 
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Vmesniške »plug-in« kartice so z matično enoto povezane preko posebne t.i. »back-plane« 
povezovalne kartice s štirimi razširitvenimi konektorji. Vsako razširitveno mesto pokriva 
naslednje signalne povezave: 
o Napajanje (12 V) 
o Ethernet in management kanal UART 
o Kontrolno-krmilni signali in referenčne ure 
o Podatkovni Tx/Rx kanali (4 x SerDes) 
 
Z izjemo kartice PWR, ki je lahko vgrajena samo v prvem razširitvenem mestu, preostale 
vmesniške kartice nimajo teh omejitev in so lahko poljubno kombinirane. Glavne lastnosti 
razširitvenih »plug-in« kartic: 
PWR modul 
- Redundanca glavnega napajanja na vhodnem 48 V nivoju in 12 V nivoju DC-DC 
- Izhodna moč do 200 W @12 V, »hot-swap« način delovanja 
- Monitoriranje toka, napetosti, temperature in alarmov 
POE modul 
- Priklop zunanjih enot z napajanjem preko etherneta (PoE++ IEEE 802.3 standard) 
- Dva podatkovna 1000Base-T GigEth vmesnika (RJ45) 
- Izhodna moč napajanja PoE do 75 W @44 V ... 57 V DC (prenos preko 2/4 paric) 
- Podpora SyncE in IEEE 1588 PTP (sinhronizacija) 
- Monitoriranje lokalne porabe moči, temperature in alarmov 
RAC modul 
- Modemska kartica (varianta z enojnim ali dvojnim modemom, RACx1/RACx2) 
- Generiranje in procesiranje IF signala (311MHz, Tx/Rx nivo moči: -8dBm /-27 do -6 dBm)  
- Podpora adaptivnih modulacij od QPSK pa vse do 1024 QAM 
- Pretočnost do 1 Gb/s (1024 QAM, XPIC konfiguracija) 
- Različni nivoji zaščite vzpostavljenih radijskih linkov (Hot Standby, Freq. Diversity, Ring) 
- Kompresija in enkripcija prometa (payload), nizke latence pri prenosu 
- Telemetrija ODU (Full-duplex 38.4 kbps, Tx 5.5 MHz,  Rx 4.5 MHz) 
- Različen nabor podpore pasovnih širin za ANSI/ETSI standarde 
    ANSI 3.75, 5, 10, 20, 25, 30, 40, 50, 60 in 80 MHz,  
    ETSI 3.5, 7, 14, 28, 40, 56, 112 MHz 
- Zdruţevanje kanalov 
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3.4 Bločni diagram enote 
Notranjo procesno strukturo enote CTR8540 prikazuje blok diagram na sliki 4. Opisno je ta 
del bil predstavljen ţe v poglavju 3.2, tukaj pa so razvidne še dodatne podrobnosti in 
notranja arhitektura strojne opreme. Diagram prikazuje glavne kontrolne sklope, podatkovne 




Slika 4: Blok diagram enote CTR8540 [2]   
 
 
Glavni sestavni sklopi enote: 
- Napajanje in distribucija napetosti DC/DC (1 V, 1.05 V, 1.2 V, 1.5 V, 1.8 V, 2.5 V, 3.3 V) 
- Centralno procesni del in povezovalna logika (Wintegra, NOR/NAND Flash, FPGA) 
- Periferija (PHY, LIU, DPLL, CPS, RTC, FRU) 
- Vhodno izhodni podatkovni vmesniki (porti) 
- Arhitektura glavnih SerDes podatkovnih poti (SD1, SD2, SD3, SD4, XAUI) 
- Organizacija razširitvenih vmesnikov zunanjih modulov (angl. expansion slots 0 - 3)  
- Ventilatorska enota (kontroler FPGA PWM, PID-regulator) 





SPECIALISTIČNI ŠTUDIJ ELEKTRONSKI SISTEMI                                                                             Stran 12 od 123 
 
3.5 Organizacija programske opreme  
Programska oprema enote CTR8540 bazira na operacijskem sistemu Linux. Ta na ukaznem 
CLI nivoju zagotavlja vse osnovne funkcionalnosti naprave, dostope do internih registrov in 
gonilnikov, manipulacije s podatki, konfiguracijo posameznih sklopov in izvajanje višje 
nivojskih funkcij. Sama mikro organizacija te strukture je sicer bolj kompleksna, več 
nivojska in presega okvir tega dela, zato bo tu predstavljena zgolj ilustrativno. Celotno 
programsko opremo bi precej v grobem lahko razdelili na štiri glavne skupine: 
 
 Zagonski program (angl. bootloader) in glavni sistemski parametri  
 Operacijski sistem (Linux) 
o Jedro (angl. kernel) 
o Osnovna aplikacija in ostale funkcionalnosti (angl. root file system) 
 Višje nivojska uporabniška aplikacija ISS (angl. Intelligent Switching Solution) 
 Grafični kontrolno nadzorni vmesnik (ProVision) 
 
Za potrebe proizvodnega testiranja sta pomembni samo prvi dve skupini. Višje nivojska 
uporabniška aplikacija in funkcionalnosti se preverjajo in testirajo v okviru SQA (angl. 
software quality assurance) in nazadnje še v okviru DVT  (ang. design verification testing).  
 
Za potrebe testiranja na različnih nivojih, je v okviru Linux CLI-vmesnika bila razvita tudi 
posebna ukazna aplikacija imenovana KLISH. Gre za pristop po vzoru ukaznega vmesnika 
CISCO na sistemih UNIX, kjer so ukazni seti in sheme osnovane na osnovi konfigurabilnih 
datotek XML. Tak pristop omogoča različne vnaprej pripravljene ukazne sheme (sistemske, 
testne, debug) za različne skupine uporabnikov (SQA, ATS, EVT, DVT, »super-user«). Pri 
tem je pomembno, da je dostop do osnovne Linux ukazne vrstice, kjer je moţno izvajati vse 
ukaze za neavtorizirane uporabnike onemogočen. Ker so osnovni Linux CLI-nivojski ukazni 
formati uporabniku običajno manj prijazni in se jih teţje zapomnimo, lahko na KLISH 
gledamo tudi kot vmesnik HMI (angl. human machine interface). Ukazi, ki jih vidi in 
uporablja uporabnik, so pri tem lahko poljubno kodirani v okviru datotek XML. V 
posamezne ukaze KLISH je moţno zdruţevati tudi večje število osnovnih Linux ukazov 
(recimo sekvence v okviru »bash shell« skript). Moţno je kreirati tudi različne poglede 
komand. Uporabni sta predvsem drevesna in ravna (angl. flat) struktura. [5] 
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Arhitektura in organizacija programskega dostopa do posameznih sistemskih naprav je 
podrobneje prikazana na spodnji sliki, kjer so lepo razvidni naslednji sistemski nivoji: 
 
 CLI-nivo (strukturirani ukazni vmesniki za posamezna področja) 
 Abstrakcijski nivo (izmenjava podatkov) 
 Aplikativni nivo naprav 
 Gonilniki naprav 
 Strojna oprema 
 
Slika 5: Arhitektura programskega dostopa do sistemskih naprav 
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Programsko sistemska arhitektura vmesnika KLISH (nivoji): 
 HW (strojni nivo, posamezne naprave s komunikacijskim dostopom) 
 Kernel space (gonilniki in registrski dostopi posameznih naprav) 
 User space (aplikativni nivo, »deamon level«) 
 KLISH CLI (konzolni dostop z oddaljenega računalnika, Python/TTL skripte) 
 
Slika 6: Arhitektura vmesnika KLISH 
 
Kompletno proizvodno testiranje naprave je običajno realizirano preko serijskega ali 
telnet/ssh dostopa in ukaznega vmesnika KLISH (»manufacturing mode«). Dizajn in 
realizacija testnih aplikacij je v tem načinu hitrejša, bolj transparentna in varna, saj nimamo 
neposredne interakcije z niţj niţĎenivojskimi funkcijami operacijskega sistema. [6] 
3.6 Praktična uporabe enote  
Na spodnji sliki je simbolično prikazan en način uporabe mikrovalovnega usmerjevalnika za 
dve neodvisni brezţični link povezavi (preko signala IF in kartice RAC, ter neposredno 
preko povezave PoE). Zunanji radijski enoti (ODU) sta v tem primeru seveda različni. 
 
Slika 7: Praktična uporaba enote CTR8540 (link zveza) 
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4. AVTOMATSKI TESTNI SISTEMI 
 
Pri masovni proizvodnji bolj ali manj kompleksnih elektronskih sistemov in naprav je 
potrebno v prvi vrsti zagotavljati ustrezno raven kakovosti in generalno gledano predvsem 
to, da izdelek v okviru podanih specifikacij deluje pravilno, zanesljivo in ponovljivo. To so 
osnovne zahteve, ki morajo biti izpolnjene ob koncu proizvodnega testnega cikla za prav 
vsako posamezno proizvedeno enoto.  
 
Te zahteve nam narekujejo sistematično in več stopenjsko testiranje na različnih, ţe 
uvodoma omenjenih testnih nivojih. Ob vse večji kompleksnosti in stopnji integracije 
današnjih elektronskih naprav in sistemov, si je tako testiranje teţko predstavljati brez 
ustrezne testne infrastrukture in avtomatizacije izvajanja testov. Osnovni cilj avtomatskih 
testnih sistemov je v čim večji meri in z minimalnimi interaktivnimi posegi operaterja 
pokriti vse vnaprej predpisane testne zahteve.  
 
Pri tem se enota, ki se testira poloţi na ustrezno pripravljen testni pripomoček (angl. test jig), 
ki mora biti realiziran tako, da v čim manj korakih omogoča priklop vseh potrebnih zunanjih 
priključkov, kablov in ostalih pripomočkov. V naslednjem koraku sledi s klikom na gumb 
»Start« zagon glavne testne aplikacije GUI. Običajno sistem pred dejanskim začetkom 
izvajanja testov zahteva še skeniranje osnovnih podatkov enote (serijska številka, 
identifikacijksa koda, revizija, po potrebi pa še nekatere druge). Serijska številka se med 
drugim uporabi tudi v imenu datoteke s testnimi rezultati. Od tega trenutka pa vse do konca 
se test izvaja  samostojno, z izjemo določenih interaktivnih dialogov, kot posledica raznih 
nepričakovanih situacij, napak ali drugih dogodkov. Izvajanje in napredek testiranja je 
moţno ves čas v ţivo spremljati tudi preko grafičnega vmesnika testne aplikacije. Ob koncu 
testa se generirajo in shranijo podrobne datoteke s testnimi rezultati in celotnim potekom 
izvajanja (angl. low level full log). V vnaprej pripravljene tabele in strukture podatkovne 
baze SQL pa se prenesejo samo ključni rezultati posameznih testov celote, ki so obenem tudi 
predmet evaluacije končnega rezultata testa (Pass/Fail). Ti podatki sluţijo za nadaljnje 
dodatne analize in statistike na nivoju podatkovne baze. Tako precej v grobem izgleda okvir 
splošnega avtomatskega proizvodnega testnega sistema za funkcijsko testiranje izbrane 
enote CTR8540 in tudi številne druge produkte. 
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Avtomatizacija z novimi tehnologijami in metodami vse bolj prodira na številna področja, 
tudi tista, ki so še do nedavnega bila v domeni ročnega preverjanja in testiranja (recimo 
razne vizualne kontrole ali ročne meritve). Poglavitna prednost čim večje stopnje 
avtomatizacije je predvsem v izločanju človeškega faktorja, kot moţnega vira vnosa 
dodatnih napak ali napačnih ocen. Od dobro in pravilno zastavljenega avtomatskega sistema 
se pričakuje predvsem ponovljiv in konsistenten odziv. To pa je mnogo bolj rizično, če v 
tem procesu aktivno sodeluje tudi človeški faktor. Kljub temu pa je človek še vedno 
nepogrešljivi del pri reševanju in analizi raznih teţjih problemov, ki se pojavljajo tekom 
testiranja. K učinkovitemu reševanju teh lahko precej pripomore tudi sama testna aplikacija 
z ustrezno strukturno realiziranimi testi in podrobnim logiranjem podatkov z raznimi 
dodatnimi informacijami. 
4.1 Načrtovanje in struktura testnega sistema 
Dizajn in končna izvedba avtomatskega proizvodnega testnega sistema vsakega novega 
razvojnega produkta je precej obseţna in sistematična naloga, ki zahteva številne aktivnosti 
in priprave. Aktivno vključuje in povezuje različne razvojne oddelke (HW, SW, mehaniko 
in testni inţeniring kot nosilec projekta). Za uspešno in pravočasno lansiranje ustrezne testne 
rešitve se načrtovanje in priprave morajo začeti ţe dovolj zgodaj, običajno ţe kar med samo 
razvojno fazo produkta. Razvoj in načrtovanje testnega sistema lahko delimo na dve 
poglavitni fazi. Faza-1 se nanaša na čas pred prvimi vzorčnimi enotami in faza-2, ki se 
navezuje na čas potem, ko so vzorčne enote ţe na voljo. 
V prvem delu gre predvsem za definiranje raznih testnih konceptov in splošnih zadev. Še 
posebej pa so tu pomembna številna usklajevanja glede mehanskih in električnih gradnikov 
produkta, ki imajo lahko pomembne neposredne vplive tudi na samo testabilnost produkta. 
Recimo, če osnovni dizajn vključuje kakšne manj robustne in občutljive gradnike ima to 
lahko dokaj negativne posledice na samo testiranje. Veliko tovrstnih potencialnih problemov 
se skuša rešiti in uskladiti ţe v tej začetni fazi. 
Fokus druge faze pa je bolj praktično naravnan. Poudarek tu je predvsem na pregledu in 
analizi testnih zahtev, spoznavanju s programskim okoljem novega produkta, postopnem 
preliminarnem testiranju, realizaciji posameznih testov, razhroščevanju testnih aplikacij, 
pripravi in verifikaciji končnih testnih postaj in različne testne dokumentacije. Običajno je 
zlasti za potrebe funkcijskih testov potrebno razviti tudi razne namenske testne kartice. 
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Celoten cikel načrtovanja in realizacije proizvodnega testnega sistema v splošnem torej 
pokriva naslednje večje naloge: 
 
 Seznanitev z novim produktom (lastnosti, preliminarni koncepti testiranja) 
 Pregled specifikacij in zahtev testiranja (MTG) 
 Dizajniranje mehanike testnih postaj (angl. test jig) 
 Načrtovanje ogrodja in infrastrukture testnega sistema (angl. framework) 
 Razvoj testnih aplikacij GUI in ostalih podpornih aplikacij 
 Priprava in razvoj informacijske podpore (podatkovna baza SQL) 
 Neodvisno testiranje in odpravljanje napak posameznih testnih funkcij 
 Definiranje podatkovne strukture FRU in priprava predlog (angl. template) 
 Dizajniranje avtomatizacije testnih postaj 
 Dizajniranje raznih kontrolnih plošč za nadzor in upravljanje testnih postaj 
 Dizajniranje dodatnih namenskih testnih kartic za različne I/O vmesnike 
 Verifikacijsko testiranje končnih testnih rešitev 
 Specifikacija TB-BOM (seznam celotne strojne opreme posamezne testne postaje) 
 Specifikacija SW-BOM (seznam celotne programske opreme in orodij) 
 Priprava testne dokumentacije za posamezne tipe postaj (ASP, PSS, Debug) 
 Priprava Agile ATS BOM-ov (končna uradna izdaja postaj preko sistema Agile, DB) 
 Splošna dokumentacija NPI (angl. New Product Introduction) 
o Proizvodna strategija in procesni diagram testiranja 
o Agile reference (BOM-struktura produkta, PN-referenciranje, testne postaje) 
o Dokumentacija za pripravo črtnih nalepk (SN, PN, REV, MAC, ...) 
o Informacijska struktura SQA-DB za spremljanje proizvodnje 
o Razni plani (pilotska proizvodnja, masovna proizvodnja) 
 Koordinacija aktivnosti na relaciji (Engineering/TE/CM) 
 Aktivna »on-line« podpora proizvodnemu procesu testiranja 
o Pomoč pri reševanju raznih problemov  
o Občasni obiski pri CM (piloti, nadgradnje, večji nepričakovani problemi) 
o Analize testnih rezultatov (statistike) 
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Sistem AGILE in strukturna predstavitev testne postaje 
Celoto posameznega produkta tako iz vidika bazičnega razvoja in testiranja sestavlja večje 
število posameznih gradnikov. Ker stvari niso statične in se tekom celotne ţivljenjske faze 
pogosto spreminjajo (na začetku bolj, kasneje manj), je potrebno imeti ustrezen sistem 
spremljanja teh sprememb (verzije, revizije). Brez tega bi lahko kaj hitro nastala velika 
zmeda. V podjetju za ta namen uporabljamo sistem Agile. Gre za sistem namenjen 
spremljanju cikla produkta, ki deluje na osnovi podatkovne baze Oracle. Z njim je moţno 
zelo sistematično spremljati vse spremembe preko ustreznih notranjih mehanizmov. Od teh 
se najpogosteje uporabljata predvsem dva: 
o ECO (angl. Engineering Change Order), za večje spremembe 
o DEV (angl. Deviation), za manjše časovno omejene spremembe 
 
Vsak posamezen gradnik Agile sistema ima dodeljen unikaten »Agile Part Number« (neke 
vrste identifikacijsko kodo). Nad to kodo se potem lahko izvajajo različne manipulacije 
(spremembe statusov, vključevanje v kosovnice, pripenjanje poljubnih priponk, spremembe 
revizij, itd.). Ta proces je natančno definiran in kontroliran, shranijo se vse spremembe in 
zgodovina. Vsaka taka sprememba mora biti tudi potrjena s strani vseh posameznikov, ki so 
na uradnih seznamih za potrjevanje (angl. approval list). Končni status potrjevanja je 
običajno status »Released« in pomeni, da CM (proizvajalec) lahko uporabi in implementira s 
tem procesom potrjene spremembe.  
Na ta način je proces popolnoma transparenten. Agile sistem je obenem tudi edini formalni 
uradni komunikacijski mehanizem proti CM oziroma proizvodnji. Praviloma se tam lahko 
uradno uporabijo samo stvari, ki so predhodno potrjene preko Agila.  
 
Na enak način so v Agilu pripravljeni in strukturirani tudi vsi testni BOM-i za posamezne 
testne postaje na vseh nivojih. Pri tem se običajno naredi ločene BOM strukture za strojno 
opremo (TB-BOM) in programsko opremo (SW-BOM). Strukture ki sodijo skupaj med sabo 
povezuje krovni nivo (ATS-BOM). Pomembno pri tem je, da so te strukture samozadostne. 
V praksi to načeloma pomeni, da mora biti na tej osnovi  zagotovljena samostojna postavitev 
in zagon testnih postaj brez večjih dodatnih teţav in problemov. Posamezni gradniki morajo 
imeti pripete vse potrebne priponke (ASP/PSS dokumentacijo z navodili za sestavo in 
uporabo testne postaje, programske aplikacije, in končne referenčne rezultate vseh testov, ki 
jih postaja pokriva. 
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TB-BOM (angl. Test Bench Bill  Of  Material) določa strojno opremo testne postaje: 
o Osnovni samostojni gradniki in mehanski deli opreme 
o Merilni instrumenti, napajalniki 
o Povezovalni kabli, adapterji 
o Razne testne kartice in pripomočki 
o Zunanji vmesniki (programatorji/debuggerji) 
 
SW-BOM (angl. Software Bill  Of  Material) določa programsko opremo testne postaje 
o Testne aplikacije GUI 
o Podporna orodja in druge namenske aplikacije 
o Gonilnike vseh zunanjih uporabljenih enot 
o Datoteke za programiranje (angl. firmware images) 
o Razne pred-definirane direktorijske strukture, ki jih uporablja testna aplikacija 
 
Primer konkretne, preko Agile sistema izdane izdane strukture SW-BOM (kosovnice) za 
programiranje testne enote CTR8540 je prikazan na spodnji sliki: 
 
Slika 8: Agile struktura kosovnice SW-BOM 
 
Prvi stolpec določa vse gradnike programske opreme potrebne za programiranje testne enote 
Vsak gradnik ima v okviru priponke pripadajočo fizično datoteko. Drugi stolpec vsakemu 
gradniku priredi unikatno Agile PN kodo, pod katero je prepoznan v sistemu. Tretji stolpec 
je samo komentar. Rdeče obarvana koda predstavlja krovni nivo tega BOM-a oziroma 
celotno kosovnico. Kode so izbrane po določenem ključu zaradi laţjega iskanja v bazi. 
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Predvsem iz vidika naročanja testnih sistemov se testno opremo običajno deli še naprej na 
generalno in specialno, oboje pa še na nekatere dodatne podskupine. 
Generalna oprema (splošno dostopna oprema) 
 Splošna (testni računalniki, napajalniki, standardni kabli, razni adapterji, ...) 
 Specifična (Bscan oprema, ICT) 
 Merilna (merilni instrumenti, analizatorji, osciloskopi, ...) 
 Programska (splošno namenska orodja in aplikacije drugih proizvajalcev) 
Specialna oprema (razvita znotraj Aviat Networks) 
 Razne kompleksnejše naprave in pripomočki za namenske funkcionalnosti 
 Kontrolno nadzorni sistemi testnih postaj (angl. ATS test jig control board) 
 Referenčne (angl. golden) enote 
 Testne kartice in adapterji za posamezne specifične namene 
 Testne in druge aplikacije za podporo testiranju 
4.2  Glavni kriteriji testiranja 
Vsak testni sistem mora izpolnjevati določene kriterije, ki so praviloma vnaprej določeni in 
predstavljajo osnovne pogoje testiranja. Mednje sodijo: 
 Ustrezna pokritost vseh funkcionalnosti (angl. test coverage) 
 Časovna učinkovitost testiranja 
 Zanesljivost testiranja 
 Robustnost testiranja  
 Ustrezen izplen (FPY) 
 Zbiranje testnih rezultatov 
 
Ustrezna pokritost ţelenih funkcionalnosti je v veliki meri doseţena ţe z osnovnim  več 
nivojskim testiranjem. Dejstvo je da vseh funkcinalnosti in sklopov vezja ni moţno pokriti 
na vseh nivojih testiranja. Recimo test ICT/Boundary scan je omejen predvsem na 
integriteto strojne opreme in tudi če je Pass, še ne more napovedovati dejanskega obnašanja 
na funkcijskem nivoju. Lahko samo rečemo, da je potreben predpogoj za funkcijski test. Za 
skupno pokritost enote glede na komponente ali sklope vezja se torej šteje seštevek vseh 
posameznih različnih pokritosti, dobljenih preko vseh posameznih testnih nivojev.  
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Pomemben faktor je tudi časovna učinkovitost testiranja. Ta ima neposredne vplive 
predvsem na  pretočnost testiranja (angl. through-put) in proizvodne kapacitete. Preteţni del 
vpliva na čas testiranja predstavlja ţe sam nabor vhodnih testnih zahtev in odzivnost sistema 
na nivoju programske opreme (ang. embedded test software). Opazen faktor pa lahko 
predstavlja tudi sama testna aplikacija, zato mora biti skrbno in optimalno načrtovana. 
 
Zanesljivost testiranja je prav tako pomembno merilo, ki nam pove v kolikšni meri se 
lahko zanašamo na testni sistem. Pri tem gre za verjetnost, da bo testni sistem deloval 
pravilno v okviru zajamčenih specifikacij in v predpisanih pogojih delovanja preko 
določenega časovnega obdobja. Ko govorimo o zanesljivosti je poudarek predvsem na testni 
aplikaciji. Lahko se zgodi (in se predvsem v začetnih fazah tudi dogaja), da je nekoliko 
nezanesljiva še sama vgrajena programska oprema. Testni sistem mora take in podobne 
situacije preko internega evaluacijskega procesa nedvoumno identificirati. Zato je v fazi 
razvoja potrebno posamezne testne funkcije natančno testirati in jih verificirati tudi z 
uporabo namenskih testnih vektorjev, ki simulirajo razne negativne primere, robne pogoje in 
v praksi manj verjetne situacije. Če testni sistem ni dovolj zanesljiv, se mam lahko zgodijo 
tako imenovani laţni rezultati (angl. false positive, false negative results). 
 
Robustnost testiranja mora biti zagotovljena za normalen in nemoten testni proces. Pri tem 
je mišljena tako mehanska kot tudi programska robustnost sistema. Na prvo je potrebno 
računati ţe tekom razvojne faze in izbrati predvsem ustrezne mehanske komponente, ki 
kasneje igrajo ključno vlogo pri testiranju (da se ne kvarijo pogosto ali da niso preveč 
občutljive). Zavedati se je treba, da je masovno testiranje del ustaljene rutine, kjer je 
rokovanje z napravo običajno nekoliko manj neţno, kot recimo pri delu v razvojnem 
laboratoriju. V zvezi s tem se na testnih postajah za bolj kritične in izpostavljene dele ter 
konektorje definira tudi ustrezne menjalne cikle (angl. mating cycle). Pri programski 
robustnosti pa je pomembno predvsem to, da razne nepredvidene situacije ali reakcije 
operaterja ne zmotijo regularnega poteka testiranja. Prav tako je pomembno, da testna 
aplikacija opozori na morebitne začetne napake ali neizpolnjevanje začetnih pogojev. 
Priporočljivo je, da v takih primerih ponudi dodatne interaktivne dialoge, v okviru katerih se 
test še lahko reši. Če recimo test ni uspešen zaradi neizpolnjevanja začetnih pogojev 
testiranja, ima to prav tako negativen vpliv na FPY, kot regularno neuspešen test, kjer je 
dejanski vzrok vezan na enoto oziroma neko funkcionalnost. 
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Izplen ali FPY (angl. First Pass Yield) je deleţ prvič uspešno testiranih enot. Gre za zelo  
pomemben statistični podatek, ki ima veliko teţo zlasti za PE (angl. product engineering) in 
v splošnem predstavlja zelo realno sliko celotnega testnega procesa izbranega produkta. 
Zaţeleno je seveda, da je ta procent čim večji (običajno nad 95%), ko sta proizvodnja in 
testni proces ţe konsolidirana. Vzroki za slabši FPY so lahko večplastni in kompleksni. 
Iščemo jih lahko pri samih testnih enotah (vgrajena programska oprema, strojna oprema), 
testnih aplikacijah (programske napake), izbranih konceptih, mehaniki testnih postaj, pa še 
kaj bi se našlo. Reševanje zahteva sistematične pristope in analize ter predvsem veliko 
dodatnega testiranja. Dvigovanje izplena od 95% navzgor lahko predstavlja ţe ogromne 
vloţke, porabo časa in virov, odvisno tudi od narave samih problemov. 
 
Zbiranje testnih rezultatov v primerni obliki je pomembno za spremljanje proizvodnje in 
dodatne statistične obdelave. Testni sistem v splošnem lahko shranjuje podatke na več 
načinov (lokalno, preko mreţe ali neposredno v podatkovno bazo). V praksi se pogosto 
uporabi kar kombinacijo teh načinov Na testnem streţniku je ţe vnaprej pripravljena 
direktorijska struktura za posamezne testne nivoje. Tu se shranjujejo vsi neposredni rezultati 
izvajanja testov oziroma celotna konzolna komunikacija. Generira se tudi datoteka (*.csv), 
kjer so shranjene samo ključne informacije posameznih testov (serijska številka, čas začetka, 
ime testa, merilni rezultat, testne limite, končni rezultat v obliki Pass/Fail in čas trajanja 
posameznega testa). Vsi ti podatki se od vsake testne enote v enaki obliki prenesejo tudi v 
ustrezne tabele podatkovne baze SQL.  
Zaradi boljše preglednosti poteka shranjevanje rezultatov na testnem streţniku običajno več 
nivojsko. Datoteke z rezultati so v tem primeru ločene z ustreznimi predponami, kot 
prikazuje spodnja tabela. 
 
Tabela 4-1: Nivoji shranjevanja testnih rezultatov 
 
Log level 1 P_ Pre-test log Status preverjanja začetnih pogojev 
Log level 2 L_ Full log  Celoten zapis konzolnega izvajanja 
Log level 3 E_ Error log Zapis vseh detektiranih napak 
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4.3 Vhodne zahteve testiranja 
Zahteve proizvodnega testiranja posameznega produkta definira razvojni tim po končani fazi 
EVT (angl. engineering verification testing). To je prva testna faza, ki sledi neposredno 
potem, ko dobimo prototipe novega produkta. Gre za izredno pomembno in obseţno fazo, 
katere glavni cilj je potrditev pravilnosti delovanja strojne opreme.  
Faza EVT vključuje naslednje pomembnejše aktivnosti: 
 začetni vizualni pregled (komponente, napajalni vodi, izločitev kratkih stikov) 
 verifikacija vseh napajalnih napetosti (šum, poraba moči, tokovi) 
 verifikacija vseh izvornih ur (angl. clocks) 
 oţivljanje naprave (bring-up, FPGA, bootloader, software programming) 
 verifikacija pravilnosti delovanja reset sekvenc 
 verifikacija pravilnosti delovanja internih vmesnikov in vodil 
 verifikacija in meritve podatkovnih poti (SerDes, eye diagram) 
 verifikacija komunikacijskih vmesnikov (Serial bus, Ethernet) 
 nastavljanje in kalibriranje posameznih sklopov vezja (fine tunning) 
 definiranje osnovnih začetnih nastavitev in inicializacijskih sekvenc  
 natančne meritve in definiranje robnih pogojev posameznih funkcionalnih sklopov 
 uradno poročilo in meritve o stanju strojne opreme (EVT-Report) 
 
Ustrezno zaključena in potrjena faza EVT je dejanska osnova za formiranje končnih testnih 
zahtev proizvodnega testiranja ATS. Te zahteve razvojni tim oblikuje v okviru posebnega 
uradnega dokumenta imenovanega MTG (angl. manufacturing test guideline), ki določa 
dejanske smernice in obseg testiranja. V bistvu gre pri tem za podmnoţico običajno nekoliko 
manj obseţnih izvedb testov, ki so bili izvedeni ţe v okviru testiranja EVT. Dokument MTG 
je glavna vhodna referenca za načrtovanje testnega sistema. Ključne zahteve, ki jih mora ta 
dokument podajati pa so naslednje:   
 specifikacija in opis testov 
 ustrezne reference (ukazi, registri, naslovi) 
 tip rezultata (celo število, znakovni niz, dvojiška vrednost) 
 limite izmerjenih rezultatov (ţelena vrednost in tolerance) 
 osnovne inicializacije in konfiguracije sklopov za izvedbo izbranega testa 
 dodatne reference za reševanje morebitnih problemov 
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V praksi je ponavadi tako, da se dokument MTG še nekoliko spreminja in prilagaja tudi 
tekom razvoja samega testnega sistema. Po večini gre za manjše popravke testnih limit, 
lahko pa tudi za večje vsebinske spremembe. Na manjšem številu prototipov ni enostavno 
predvideti vseh projekcij in obnašanja večjega nabora testnih vzorcev, zato so take korekcije 
pričakovane in potrebne. Včasih se lahko izkaţe, da gre še za kakšen večji problem in so 
potrebne bolj radikalne spremembe v samem testnem procesu. Podoben primer v povezavi s 
testno enoto CTR8540 bo podrobnejše predstavljen v nadaljevanju.  
 
Pomemben je še en vidik v razumevanju vhodnih zahtev proizvodnega testiranja. Zavedati 
se je potrebno, da gre pri tem predvsem za test osnovnih funkcionalnosti strojne opreme in 
ne toliko za performančne teste. Slednji morajo biti pokriti ţe znotraj faze EVT, dodatno pa 
še kasneje v fazi DVT (angl. design verification testing). Od vhodnih zahtev se torej 
pričakuje to lastnost, da morajo omogočati zanesljivo in časovno učinkovito izvedbo testa za 
čim večji obseg strojne opreme. Recimo, za proizvodni test neke podatkovne poti ni 
potrebno poganjati nazivnega prometa pri polni obremenitvi z zmogljivimi zunanjimi 
paketnimi generatorji, ampak ţe povsem zadostuje pošiljanje nekaj 100 paketov z internimi 
generatorji nazivnih ali manjših kapacitet. Če pri tem ne pride do napak se smatra, da je 
podatkovna pot funkcijsko delujoča.  
 
Testne zahteve so strukturirane glede na posamezne skupine testov znotraj izbranega 
testnega nivoja. Tipična delitev za bolj obseţen (funkcijski) test je običajno naslednja: 
 Osnovni funkcijski testi (periferija) 
 Meritve (digitalno analogni signali, radijski parametri) 
 Testi podatkovnih poti (generator paketnega prometa) 
 Testi zunanjih in notranjih vmesnikov (porti, razširitvena mesta) 
 Ventilatorska enota 
Način same realizacije testa ni predpisan. Moţna je uporaba različnih programskih jezikov, 
orodij in metod. V preteklosti so bili zlasti za testiranje radijskih linkov precej razširjeni 
grafični vmesniki (Agilent VEE, LabView), danes pa to mesto vse bolj prevzema popularen 
skriptni jezik python s svojim grafičnim vmesnikom. Za določene aplikacije se uporablja 
tudi Visual Studio (Microsoft). Dolgoročni cilj je kompletna migracija v okolje python. Za 
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PRIMER: MTG specifikacija za test ene izmed podatkovnih poti enote CTR8540 [3] 
 
Opis testa: 
V enem koraku naj se testira celotna podatkovna pot, ki vključuje »Data« in »Protection«  
SerDes podatkovno pot preko CPS16x16 in zunanjih testnih kartic s fiksnimi »loopback« 
povezavami. Pri tem uporabite interni paketni generator WP3 »bridge verify«. 
































Slika 9: Primer specifikacije testa MTG za podatkovno pot 
 
Pogoji testa:  
- Konfiguracija testne kartice (komponente R1, R2, R3, R4 opremljene) 
- Privzeta FPGA in CPS 16x16 inicializacija ob resetu 
- Konfiguracija notranjih poti CPS 16x16 (povezave kanalov) 
(12-8,  0-0, 8-12,  za razširitveno mesto 1) 
(13-9,  1-1, 9-13,  za razširitveno mesto 2) 
(14-10, 2-2, 10-14, za razširitveno mesto 3) 
(15-11, 3-3, 11-15, za razširitveno mesto 4) 
- Zagnan in inicializiran interni generator prometa (bridge verify) 
 
Testne komande: 
Razširitveno mesto 1: bridge verify fpga1 fpga1  
Razširitveno mesto 2: bridge verify fpga2 fpga2  
Razširitveno mesto 3: bridge verify fpga3 fpga3  
Razširitveno mesto 4: bridge verify fpga4 fpga4  
 
Testni kriterij:  
- Število poslanih in sprejetih paketov mora biti enako (»zero packet loss«) 
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4.4 Testni pristopi in tehnologije pri masovni proizvodnji 
Sodobni testni pristopi proizvodnega testiranja kompleksnejših naprav in sistemov temeljijo 
na porazdeljenem več nivojskem testiranju. Praktično je to izvedeno v okviru samostojnih, 
avtomatskih in medsebojno neodvisnih testnih postajah, imenovanih tudi ATS (angl. 
Automated Test Station) oziroma ATE (angl. Automatic Test Equipment). Številne prednosti 
takega pristopa so bile omenjene ţe uvodoma, vse pa izhaja iz dejstva, da je proces laţje 
obvladljiv, če je razdeljen na posamezne manjše zaključene celote. Napravo bi praktično 
lahko testirali tudi v okviru enega samega kompleksnejšega koraka, ki bi v ustrezni sekvenci 
vključeval različne tipe testov. Realizacija takega testa bi bila precej bolj kompleksna in 
cenovno manj ugodna, kot več nivojski pristop.  
V tej smeri se danes sicer razvijajo sistemi BRAT (angl. Benchtop Reconfigurable 
Automatic Tester) [10]. Gre za odprto arhitekturne »state of the art« modularne sisteme, ki 
bazirajo na industrijskem standardu VXI IEEE-488 z moţnostjo hitre re-konfiguracije za 
različne potrebe. Primerni so tako za digitalne, kot tudi analogne in RF-sisteme. Zdruţujejo 
številne funkcionalnosti, ki so uporabne pri testiranju naprav (digiatalno analogne meritve in 
procesiranje, funkcijski generatorji raznih vzorcev, osciloskopi, spektralni analizatorji itd.). 
Običajno imajo taki integrirani sistemi tudi lasten testni programski jezik, ki je prilagojen 
upravljanju in nadzoru naprav take testne postaje. Prednost testnih sistemov BRAT je 
predvsem v veliki fleksibilnosti in re-konfigurabilnosti testiranja produktov, pri čemer se 
ista testna postaja lahko uporabi večkrat za različne namene. Eden od močnejših globalnih 
ponudnikov visoko integriranih testnih rešitev BRAT je korporacija Advanced Testing 
Technologies, Inc. (ATTI), ki ponuja napredne in celovite rešitve za različna področja 
industrijskega testiranja.  
Podobne rešitve v smeri BRAT sistemov so bile v preteklosti razvite, realizirane in 
implementirane tudi ţe znotraj podjetja Aviat Networks, predvsem za višje nivojsko 
testiranje naprav in sistemov iz področja mikrovalovnih link povezav (druţina Eclipse). Za 
take sisteme velja, da niso ravno poceni. V splošnem pa je pri izbiri testnega pristopa in 
tehnologij potrebno upoštevati naslednje dejavnike: 
o naravo samega produkta (digitalni, analogni, kombinirani) 
o kompleksnost testiranja in funkcijske specifikacije 
o predvideno ţivljenjsko dobo produkta 
o ekonomični vidik 
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Slika 10: Integriran testni sistem BRAT, [10] 
 
Mnogo bolj kot sam način izvedbe testa, je v končni fazi pomembna predvsem dejanska 
pokritost testiranja oziroma funkcionalnosti naprave. Več nivojski pristop testiranja, ki  smo 
ga uporabili na primeru enote CTR8540 je predvsem cenejši in omogoča poljubno 
neodvisno širitev zmogljivosti samo izbranih testnih nivojev. To pride prav predvsem pri 
doseganju ţelenih proizvodnih kapacitet in premoščanju časovnih razlik posameznih testnih 
nivojev. Ključne testne tehnologije, ki jih je za ustrezno pokritost testiranja ne glede na 
način izvedbe potrebno upoštevati v čim večji meri, pa so naslednje: 
 
 Test AOI (angl. automated optical inspection) 
 Test AXI (angl. automated X-ray inspection) 
 Test ICT (angl. In circuit testing) 
 Test Boundary Scan (JTAG) 
 Funkcijsko testiranje posameznih sklopov in celote 
 Termalno testiranje (cikliranje s temperaturnim profilom) 
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4.4.1 Test AOI in AXI 
AOI (angl. automated optical inspection) in AXI (angl. automated X-ray inspection) sta dve  
specifični in precej omejeni alternativni metodi namenjeni predvsem zgodnjemu odkrivanju   
napak v povezavi s spajkanjem, pozicioniranjem in poravnavo komponent pri avtomatskem 
procesu opremljanja tiskanine (PCBA). Prva metoda se nanaša na vizualni, druga pa na 
rentgenski pregled vezja. Ti dve vrsti testiranja sta običajno izvedeni ţe v okviru 
avtomatiziranega procesa opremljanja tiskanine na produkcijski liniji. Zlasti test AXI 
(rentgen) pa pomembno mesto zaseda tudi v procesu analize raznih teţjih napak. [12] 
 
Testiranje AOI 
Glavna prednost vizualnega testiranja AOI je v zgodnjem odkrivanju napak vezanih na 
mehanske atribute sestavnih komponent, kot so prisotnost, odsotnost in neporavnanost. V 
določenih primerih je moţna tudi kontrola vrednosti samih komponent na osnovi 
prepoznavanja referenc. Test se običajno izvaja dvakrat in sicer prvič neposredno po 
polaganju komponent in drugič po dejanskem spajkanju (angl. reflow). Metoda temelji na 
tehnologiji imenovani »gray scale correlation«. Pri tem gre za primerjavo med referenčno 
sliko, ki se smatra da je pravilna (vnaprej pripravljen vzorec) in sliko, ki je zajeta med 
tekočo produkcijo (trenutni vzorec).  
 
Slika 11: Vizualni test AOI (»gray scale correlation«) 
 
Novejša metoda AOI temelji na vektorskem procesiranju slike in se imenuje »Vectoral 
Imaging«. Gre za iskanje posameznih vzorcev, definiranih na osnovi geometrijskih lastnosti 
vezja. S tem analiza slike ni več odvisna od barvnih sprememb, ozadja in nelinearnih 
sprememb velikosti komponent, ki se občasno lahko spreminjajo. Metoda je precej bolj 
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Testiranje AOI pa ima pomemben vpliv tudi na statistično kontrolo procesa, zlasti v smislu 
doseganja statusa produkcijske linije z ničnimi defekti (angl. zero defect production line). 
Pri tem je potrebno poudariti, da vizualno testiranje AOI lahko odkriva le probleme, ki so 
vezani in razvidni iz same površine vezja.  
 
Testiranje AXI 
Prednost testiranja AXI je predvsem v odkrivanju nevidnih napak in kratkih stikov kot 
posledica spajkanja ali drugih nepravilnosti. Metoda temelji na principu slikanja z 
rentgenskimi ţarki. Pri prehodu preko komponente se en del ţarka glede na gostoto 
materiala absorbira, na dobljeni sliki pa se to odraţa kot različni odtenki sivine. Na ta način 
lahko enostavno in hitro vidimo kakšne so razmere spajkanja tudi pod komponentami in 
hitro identificiramo slabše (hladne) spoje ali kratke stike. Ta pristop se še kot posebej 
uporaben izkaţe zlasti pri večjih BGA-komponentah. Obstajata dva principa analize AXI, 
2D (primer na sliki 12) in 3D. Slednji temelji na principu laminografije (poznanem tudi kot 
3D X-Ray). Pri tem principu se s posebnim postopkom odvzema posamezne 3D rezine vezja 
in postopoma sestavlja celotno 3D rentgensko sliko vezja. Ta nam daje vpogled še po tretji 
dimenziji in s tem dodatne informacije (recimo višino spajkanih spojev). 
 
Slika 12: Rentgenski test AXI 2D (označeno področje kratkega stika) 
 
Ker je testiranje AXI relativno počasno in zahteva visoke začetne investicije, ta test po 
večini ni redno vključen v osnovne faze proizvodnega testiranja. Običajno se ga uporabi 
samo v začetni uvajalnih fazi produkta z namenom zbiranja realnih podatkov za ustrezno 
nastavitev temperaturnih profilov spajkanja na produkcijski liniji. Kasneje pa sluţi kot 
nepogrešljiv pripomoček pri analizi raznih problemov in nedelujočih enot. Eden večjih 
ponudnikov testnih sistemov AXI je Agilent (Keysight). Investicije pa se gibljejo od 
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4.4.2 Test ICT 
Zgodovina testiranja ICT (angl. In-Circuit-Test) sega v leto 1970. Gre za strukturni test, ki 
bazira na mehanskem kontaktu testne točke na tiskanem vezju PCB preko posebnih 
kontaktnih igel (angl. bed-of-nails). To so posebni prilagodilni vmesniki, ki se morajo 
natančno prilegati testnim točkam na tiskanem vezju. Zagotavljajo mehanski in logični 
dostop do testne enote. Kontaktne igle so preko ţičnih povezav speljane na posebno 
kontrolno enoto, ki potem avtomatsko izvaja vse meritve, opcijsko pa lahko tudi razne testne 
protokole. Konice kontaktnih igel (»bed-of-nails«) so različnih oblik in dimenzij, odvisno od 
velikosti in oblike testnih točk. V praksi se za signalne testne točke precej uporabljajo igle s 
konico v obliki krone ali špice in dimenzij od 50 mil do 100 mil (1 mil = 1/1000 inch = 
0.0254 mm). Osnovni princip testiranja ICT prikazuje slika 13. 
 
 
Slika 13: In-Cirucit-Test diagram (»bed-of-nails«) 
 
Pri testiranju ICT gre za test na nivoju tiskanega vezja, komponent in povezav med njimi. 
Osredotoča se predvsem na električno-mehanske probleme, kot posledica napak pri 
sestavljanju enote (kratki stiki, prekinitve, napačne ali manjkajoče komponente), ne more pa 
ugotavljati sistemskih napak. Ker gre za strukturni test vezan na dizajn vezja je moţno s 
sodobnimi inteligentnimi programskimi orodji hitro in samodejno generirati avtomatske 
testne sekvence ICT. Natančnost diagnostike in detekcija potencialnih napak je odvisna 
predvsem od števila testnih točk, ki so na voljo.  
Zagotavljanje ustrezne pokritosti na nivoju ICT pa lahko pri današnjih vse bolj kompleksnih 
in visoko integriranih vezjih predstavlja ţe določen izziv zlasti iz dveh razlogov. Prvi je 
pomanjkanje prostora za testne točke, drugi pa je dejstvo da postavljanje testnih točk na 
tiskanem vezju lahko povzroča razne ne-konsistence v geometriji PCB-vezja, ki imajo 
potem razne negativne vplive na samo funkcijsko delovanje vezja. 
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Od bolj negativnih vplivov preveč in predvsem neprimerno postavljenih testnih točk se v 
praksi posledično pojavljajo razni odboji, parazitne kapacitivnosti, degradiranje signalne 
integritete, neidealne zaključitve in večanje šuma na signalnih linijah. V kolikor pa je testnih 
točk premalo se s tem manjša nabor moţnih testnih vektorjev in pokritost testiranja.  
Zaradi tega je glede testa ICT potreben določen kompromis (postavljanje bolj pomembnih 
testnih točk) in kombiniranje pokritosti z ostalimi testnimi tehnologijami. Kljub napredku in 
izboljšavam tehnologije ICT, je vidno opaţen trend stalnega zmanjševanja pokritosti 
testiranja ICT, kot neposredna posledica neravnovesja med dejansko moţnimi in na vezju 
implementiranimi testnimi točkami. Ponudniki storitev ICT danes ponujajo rešitve tudi s 
preko 5000 testih točk, vendar stroški takih sistemov postajajo zelo veliki (preko $50.000).  
Pri načrtovanju produkta za različne nivoje testiranja je izrednega pomena upoštevati tudi 
pravila DFT (angl. design for testability). Še posebej je to nujno za ICT in sam proizvodni 
proces izdelave in opremljanja tiskanega vezja.  
 
Slika 14: Graf večanja pomembnosti upoštevanja pravil DFT, [12] 
 
Glavne pomanjkljivosti tehnologije ICT: 
o Intruziven elektro-mehanski dostop do vezja (angl. back-driving),  
(degradacija tiskanine, ukrivljanje, moţne mehanske poškodbe) 
o Nekonsistentne kontaktne lastnosti (obraba igel, spremenjena upornost) 
o Zelo nizka (nična) stopnja fleksibilnosti za naknadne spremembe v dizajnu PCB 
Razvoj testa ICT se lahko začne šele ko je produkt (PCB) dokončno razvit, potrjen in 
stabilen. Vsaka naknadna sprememba, ki vpliva na postavitev testnih točk praviloma 
zahteva razvoj novega sistema ICT, kar pa je vse prej kot poceni. 
Posebna izvedba testa ICT so tudi »Flying Probe« testni sistemi. Temeljijo na uporabi 
preciznih elektro-mehanskih robotiziranih sond za dostop do PCB. Fiksne igle tukaj niso 
potrebne. Metoda je primerna bolj za analogne meritve in manjše proizvodne kapacitete. 
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4.4.3 Test boundary scan 
Test Boundary scan (poznan tudi pod imenom JTAG) je bil ob vse bolj naraščajoči 
kompleksnosti integriranih vezij in elektronskih sklopov logični odgovor na dve poglavitni 
omejitvi strukturnega testa ICT (problem prostora testnih točk in njihovega potencialnega 
negativnega vpliva na signalno integriteto). Za rešitev tega problema vse bolj omejenega 
testnega dostopa na vse bolj kompleksnih strukturah je bila ţe sredi 80-tih let razvita in leta 
1985 tudi uradno predlagana nova alternativna in komplementarna rešitev »Boundary-scan 
standard«. Ta nova revolucionarna metodologija testnega dostopa je leta 1990 postala tudi 
standardizirana v okviru standarda IEEE 1149.1 (digitalna vezja). Kasneje so sledili še 
standardi 1149.4 (analogna in mešana vezja), 1149.6 (AC sklenjena vezja) in še nekatere 
druge izpeljanke. Nova metoda testnega dostopa je ponudila naslednje rešitve: 
 Visoka testna pokritost kompleksnih vezij 
 Hitri razvojni cikli z minimalnimi potrebami po dodatnih testnih pripomočkih 
 Diagnostika napak visoke resolucije 
 Moţnosti programiranja v sistemu (angl. in-system programming) 
 Moţnost funkcijskega testiranja (dostop do jedra integriranih vezij) 
 Relativno nizki investicijski in vzdrţevalni stroški, hitra amortizacija 
 Občutno skrajšanje časa do končnega produkta (angl. time-to-market) 
 
Boundary scan metodo si lahko predstavljamo podobno kot sistem ICT, vendar brez 
dejanskih fizičnih testnih točk. Vlogo teh prevzame struktura tisočih navideznih testnih točk, 
ki so vse dosegljive preko 4-ţičnega testnega vodila JTAG. Te navidezne testne točke so v 
bistvu posebne dodatne »Bscan celice« vgrajene neposredno med vsakim fizičnem pinom in 
jedrom integriranega vezja. Boundary scan dejansko pomeni testiranje na obrobju 
integriranega vezja (angl. boundaries). Za podporo testiranja po tej metodi rabimo ustrezna 
integrirana vezja z vgrajenimi Bscan celicami oziroma komponente skladne s standardom 
IEEE 1149.1 in ustrezno strukturo testnega vodila JTAG na samem vezju. 
 
Za skladnost s standardom IEEE 1149.1 morajo komponente ustrezati naslednjim zahtevam: 
 Integriran TAP-kontroler z 4 ali 5-ţičnim testnim vmesnikom JTAG 
 Interne Bscan celice za vsak fizični pin s pripadajočo logiko in registri 
 Datoteka BSDL s podrobnim opisom implementacije Bscan in testnimi atributi pinov 
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Slika 15: Implementacija Bscan strukture znotraj integriranega vezja [13] 
 
Standardizirani signali TAP-kontrolerja: 
o TDI (angl. Test Data Input), vhodni podatki 
o TMS (angl. Test Mode Select), izbira testnega načina 
o TCK (angl. Test Clock), ura za prenos podatkov po vodilu JTAG 
o TDO (angl. Test Data Out), izhodni podatki 
o TRST* (angl. Reset), opcijski signal 
 
Glavni gradniki vsake Bscan komponente skladne s standardom IEEE 1149.1 so torej, TAP-
konroler dostopa  (angl. test access port), Bscan celice in jedro čipa (angl. core). Vsakemu 
fizičnemu pinu razen napajalnih pripada po ena Bscan celica, ki v normalnem 
(transparentnem) načinu delovanja povezuje jedro čipa z zunanjim pinom. Vsaka celica je 
povezana tudi z obema sosednjima v načinu serijskega pomikalnega registra.  
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V Bscan testnem načinu jedro čipa nima vpliva na izhode. Nadzor nad njimi preko Bscan 
celic prevzame TAP-kontroler, ki je krmiljen preko zunanje Bscan nadzorne aplikacije in 
ustreznega strojnega vmesnika (PCIe kartice). Običajna struktura verige JTAG z več Bscan 
komponentami je taka, da je TDO signal iz zunanje nadzorne enote pripeljan na TDI prve 
Bscan komponente, TDO iz zadnje Bscan komponente pa se vrača na TDI nadzorne enote. 
Vsi vmesni TDO-TDI pari so veriţno povezani. Signali TCK/TMS so enaki za vse Bscan 
komponente vezja, zato so priklopljeni paralelno. V vezju imamo lahko eno ali več 
neodvisnih verig JTAG. Običajno imamo več neodvisnih verig v kombinaciji z zunanjimi 
razširitvenimi TAP-porti. Veriga JTAG se običajno dizajnira tako, da so moţne tudi direktne 
premostitve posameznih komponent (mesta za premostitvene upore med TDI in TDO).  
 
Slika 17: Osnovna arhitektura Bscan verige JTAG [14] 
 
Osnovna ideja Bscan testiranja je v tem, da v testnem načinu lahko poljubno nastavljamo 
vrednosti podatkovnih bitov Bscan celic posameznih komponent in jih potem preslikavamo 
na fizične izhode. Celotno JTAG Bscan verigo si lahko predstavljamo kot večji serijski 
pomikalni register s paralelnimi vhodi in izhodi (»Boundary scan register«) nad katerim 
lahko izvajamo izbrane operacije. Določeni bitni kombinaciji v tem registru pravimo testni 
vektor. Ko so podatki (biti) preslikani na fizične izhode, točno vemo kaj lahko pričakujemo 
na drugi strani povezav. To preverimo z branjem oziroma preslikavanjem fizičnih vhodov 
pinov na drugi strani povezav v vhodne (angl. capture) registre Bscan celic. Če se rezultati 
ne ujemajo s pričakovanimi, takoj vemo da gre za napako na nivoju strojne opreme (kratek 
stik, prekinjena povezava, manjkajoči »pull-up/pull-down« upor ali kakšen drug problem). 
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Slika 18: Primer Bscan testnega vektorja in odziv pri napaki 
 
Na osnovi opisov BSDL posameznih komponent je številne standardizirane teste moţno 
generirati povsem avtomatsko v okviru razvojnih Bscan testnih aplikacij. Opise BSDL 
(datoteke) mora zagotoviti proizvajalec integriranega vezja. Pomembni parametri za 
avtomatsko in ročno načrtovanje testnih vektorjev so Bscan testni atributi fizičnih pinov. 
Določajo moţne operacije in testne sekvence testiranja. Različni atributi zahtevajo različne 
konfiguracije Bscan celic. Običajni Bscan-atributi posameznih pinov so lahko naslednji: 
 in (vhodni pin) 
 out (pin tipa 3-state ali odprti kolektor) 
 buffer (izhodni pin, vedno aktivno krmiljen, 2-stanji) 
 inout (dvosmerni pin) 
 linkage (običajno napajalni pini, analogni signali, nepovezani pini, Bscan ni podprt) 
 
Tipični Boundary scan test se običajno izvaja v naslednjih testnih korakih: 
 
Infrastructure test 
To je osnovni komunikacijski test posameznih JTAG verig. Preveri se dostop in prehod 
preko vseh posameznih komponent verige. Delovanje tega testa je predpogoj za večino 
ostalih testov in »interconnection« test. 
Interconnection test  
To je test medsebojnih povezav med vsemi fizičnimi pini, ki so pod okriljem Bscan celic in 
se jih lahko aktivno krmili in bere. Običajno je to najobseţnejši in najpomembneješi test. 
Pokriva širok nabor raznih testov (vhodno/izhodni pini, dvo-smerni pini, tri-state gonilniki, 
»pull-up/down upori, diferencialne parice). Za tovrstne teste obstajajo ţe vnaprej 
pripravljene testne knjiţnice z natančnimi testnimi vektorji. S premikanjem testnih vzorcev 
(»1« in »0«) od oddajne celice na eni strani preko vmesnih povezav do sprejemne celice na 
drugi strani je pokrita celotna električna integriteta povezav (mnogo več kot pri ICT-ju). 
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Cluster test 
Cluster test se nanaša na testiranje tistih delov vezja, ki niso Boundary scan kompatibilni. To 
so lahko deli vezja med dvema Bscan komponentama (recimo povezovalna logika) ali pa 
razna vodila in spominski elementi (SRAM, DRAM, DDR3). V kolikor je vmesna funkcija 
povezovalne logike znana, lahko z ustreznim krmiljenjem vhodov postavljamo ţelene 
izhode, te pa preverjamo s skeniranjem Bscan celic na drugi strani. Spominski elementi 
načeloma niso Bscan komponente, so pa običajno priključeni na neko procesno enoto 
(CPU), ki pa to je. Na strani procesne enote lahko z ustreznimi vektorji v celoti simuliramo 
regularno delovanje vodila in kontrolnih signalov ter s tem delovanje celotnega spominskega 
elementa. Običajno se pri teh testih testira s tako imenovanimi »walking-1« in »walking-0« 
testnimi vzorci, ki v celoti testirajo strojno integriteto priklopa na vodilu, ne pa same 
komponente v celoti. Pod okriljem cluster testa je moţno testirati tudi serijski kanal UART z 
Tx-Rx (angl. loopback) povezavo na RS232 strani. Na podoben način lahko z uporabo 
dodatnih zunanjih kartic in »loopback« ali »pull-up« pristopom testiramo številne signale 
raznih vhodno izhodnih konektorjev, ki so vsaj na eni strani zapeti na Bscan komponente. 
Pokritost pa se lahko še precej poveča, če se na zunanjo testno kartico vgradi kakšno Bscan 
komponento (CPLD/FPGA) in poveţe vse pine konektorja s pini te komponente. Pri tem se 
koristi samo interne Bscan celice. Za take primere pa rabimo na testno kartico pripeljati tudi 
testno vodilo JTAG, kar pa je potrebno načrtovati ţe v dizajn fazi produkta. 
 
Flash/EEPROM programming 
Na podoben način kot RAM je moţno v sistemu tudi kompletno programiranje vezij FLASH 
in I2C/SPI EEPROM-ov (brisanje/pisanje/verifikacija). Te funkcionalnosti zagotavljajo ţe 
ustrezne knjiţnice razvojnega orodja. Zavedati pa se je treba, da je tako programiranje zaradi 
nizke frekvence ure na vodilu JTAG (običajno med 10 in 20 MHz) lahko zelo počasno in 
precej neprimerno za vpisovanje večjih datotek. Metoda je primerna zlasti za hitro 
verifikacijo strojne integritete priklopa vezja FLASH v sistemu, za kar pa zadostuje ţe 
vpisovanje, branje in brisanje nekaj besed. Kar pa se tiče EEPROM-a, tu je metoda primerna 
tudi za ciljno programiranje, ker so binarne »image« datoteke običajno precej manjše. 
 
Naknadne spremembe in modifikacije v opisanih testih ne predstavljajo nobenih sprememb 
strojne opreme testne postaje. Potreben je samo nov Bscan projekt, ki se ustrezno naloţi in 
aktivira v nadzorni testni aplikaciji, kjer se potem tudi zaţene.   
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Zgradba osnovne testne postaje za Boundary Scan: 
 Kontrolni računalnik (PC) 
o Boundary Scan programska aplikacija in projekt 
o Boundary Scan kontroler (interna kartica PCIe) 
 Zunanji TAP-kontroler (razširitveno mesto za testne verige JTAG) 
 Povezovalni testni kabli 
o Kabel za povezavo med notranjim PC-kontrolerjem in zunanjo TAP-enoto 
o TAP-kabli (povezava TAP-kontroler in DUT) 
o Adapterski namenski JTAG-kabli za DUT (priklop testnih verig) 
 Testna enota (DUT) in napajalnik 
Dodatne adapterske kable je potrebno uporabiti v kolikor konektorji JTAG na DUT nimajo 
enakega razporeda pinov kot originalni TAP-kabli. Še bolj primerna pa je namenska 
adapterska povezovalna kartica in uporaba standardnih »flat« kablov (laţje vzdrţevanje). 
  
Standard IEEE 1149.1 predpisuje štiri obvezne in šest opcijskih instrukcij, ki jih prepoznava 
in procesira TAP-kontroler. TAP-kontroler je avtomat s končnim številom notranjih stanj, 
ki krmili vse ključne kontrolne signale (clock, shift, update) za instrukcijske in podatkovne 
registre. Obvezne inštrukcije pri tem so: 
 Extest (krmiljenje testnih vzorcev pri »interconnect« testih) 
 Bypass (hitri prehod preko komponente na drugo komponento)  
 Sample/Preload (postavljanje Bscan celic z vzorcem »capture« ali znano vrednostjo) 
Dodatne opcijske instrukcije so Intest, Idcode, Usercode, Runbist, Clamp in HighZ. 
Podrobnejše delovanje teh ukazov opisuje standard IEEE 1149.1. 
 
Slika 19: Bscan TAP-kontroler [13] 
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Boundary scan tehnologija testiranja ima številne prednosti v primerjavi s starejšo 
tehnologijo ICT. Ključni faktorji so večja fleksibilnost, hitrejši razvoj in niţji stroški 
testiranja. Predvsem vse večja problematika testnega dostopa pri tehnologiji ICT za sodobne 
elektronske sisteme narekuje ţe skoraj nujno uporabo Boundary scan tehnologije. Vse bolj 
pa se prakticira tudi kombinacija tehnologije ICT in Boundary scan skupaj, kjer se izkoristi 
prednosti obeh. Z ustreznim načrtovanjem vezja (DFT) in postavitvijo testnih točk preteţno 
na analogne dele lahko z ICT testiramo večino pasivnih komponent, z Bscan pa še digitalni 
del preostalega vezja. Pri teh rešitvah se Bscan implementira v okviru postaje ICT. 
 
Slika 20: Zmoţnosti odkrivanja napak s tehnologijo Boundary scan  
 
Tehnologija Boundary scan pa ima tudi nekaj slabosti: 
 Slabše zmoţnosti testiranja analognih komponent in delov vezja (1149.4) 
 Integracija dodatna logike v same komponente (sicer osnovna zahteva te tehnologije) 
o Okrog 300 logičnih vrat za TAP in okrog 16 za Bscan celico 
o Štirje dodatni fizični pin-i za testno vodilo JTAG 
o Zakasnitev signala za prehod enega MUX-vezja na vseh I/O signalih 
o Vpliv na signalno integriteto določenih signalov 
 Ne more točno testirati sistemskih ur (frekvence), lahko detektiramo le prisotnost ure 
 Testiranje povezljivosti s komponentami, ki niso tipa Bscan (omejeno) 
 
Večji ponudniki testne opreme za Boundary Scan: 
 GOEPEL Electronics (Cascon Galaxy) 
 ASSET (ScanWorks) 
 CORELIS (ScanExpress) 
 KEYSIGHT/Agilent (Boundary Scan Analyzer, N1125A) 
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Pregled Boundary scan standardov IEEE 1149.x 
 1149.1 (digitalna vezja, 1990) 
 1149.2 (razširjen digitalni serijski vmesnik) 
 1149.3 (vmesnik direktnega dostopa, opuščen) 
 1149.4 (mešani signali, analogno-digitalna vezja, 1991) 
 1149.5 (standard module test) 
 1149.6 (AC sklopljena vezja, PCIe, XAUI, SATA, 2003) 
 1532 (standardizacija programiranja ISP) 
Novi predlogi in iniciative: 
 P1581 (test povezljivosti komponent, ki niso Bscan) 
 P1149.7 (cJTAG, programsko preklapljanje naprednih JTAG načinov) 
 SJTAG (standardizacija podatkovnih struktur in podatkov) 
 P1687 (IJTAG, kontrola nad vgrajenimi instrumenti) 
 
4.4.4 Programiranje enote 
Programiranje enote gledano iz vidika testiranja ni test v pravem pomenu besede, lahko pa 
nanj gledamo tudi tako, saj je obvezni sestavni del proizvodnega testnega procesa. 
Programiranje zagotavlja osnovne pogoje za vse nadaljnje faze testiranja. S predpostavko, 
da sta predhodna testa (ICT in Boundary scan) uspešna, lahko z veliko gotovostjo trdimo, da 
bo tudi programiranje uspešno. Ni pa to nujno res. Ker gre za prvi konkreten test, kjer je 
aktivno udeleţen celotni centralno procesni del enote, se lahko pokaţejo kakšni problemi, ki 
so na predhodnih dveh nivojih še niso bili odkriti. Recimo tak tipičen primer je pravilnost 
delovanja in časovna kalibracija kontrolnih signalov in ur za dostop do pomnilnika DDR3 
preko vodila. Iz takih in podobnih razlogov fazo programiranja lahko smatramo kot dejanski 
test. Samo programiranje enote je običajno več nivojsko in zajema različne vrste pomnilnih 
elementov. Zelo pomemben sestavni del programiranja je tudi obremenitveni (stresni) test 
delovnega pomnilnika. Zaţeleno je, da se ta test izvede čim prej, vsekakor pa pred fazo 
glavnega programiranja, kjer se prvič zaganjata jedro (angl. kernel) in aplikacija 
operacijskega sistema. Obstaja več splošnih metod in pristopov programiranja. Bolj 
učinkovite in robustne so tiste, ki rabijo manj zunanjih podpornih sistemov in dodatnih 
orodij. Kot je bilo ţe omenjeno, je del programiranja lahko izveden predhodno tudi v okviru 
Boundary scan testa. Glavni cilj programiranja je popolno in samostojno delujoča enota. 
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Tipični pomnilni elementi pri programiranju naprav: 
 FRU EEPROM (osnovni proizvodni podatki enote) 
 I2C EEPROM (»booteeprom«, osnovni zagonski program) 
 SPI FLASH (FPGA konfiguracija) 
 NOR FLASH (U-Boot, glavni »bootloader«, uporabniški parametri)  
 NAND FLASH (operacijski sistem, jedro, aplikacija) 
 
Programiranje FRU EEPROM-a  
FRU (angl. field replaceable unit) je običajno manjši I2C-bus EEPROM (1k do 4k), kjer so 
shranjeni vsi pomembnejši proizvodni podatki enote: 
 Serijska številka enote (angl. serial number) 
 Identifikacijka številka enote (angl. part number) 
 Revizija enote (angl. revision) 
 Naslov MAC 
 Identifikacije raznih popravkov (angl. deviation number) 
 FRU ID (identifikacija FRU predloge) 
FRU je več nivojska struktura, ki zajema osnovni nivo vezja, produktni nivo in končni nivo 
šasije. Vsak nivo se deli naprej še na obvezne (angl. mandatory) in opcijske (angl. optional) 
podatke. V okviru opcijskih podatkov se shranjuje tudi pomembne sistemske parametre, ki 
se kasneje ne spreminjajo več. Celotno strukturo FRU natančno ureja in definira FRU IPMI 
Standard v1.0, ki je bil postavljen s strani večjih proizvajalcev elektronske opreme (Intel, 
HP, NEC in Dell). Standard natančno ureja eksaktno notranjo strukturo urejenosti in splošni 
format teh podatkov, tako da so funkcije za dostop do teh podatkov lahko standardizirane. 
 
Ker FRU shranjuje tudi ključne informacije za pravilno delovanje naprave je v fazi 
programiranja kot celote ta del običajno na vrsti kot prvi, ni pa to nujno. Odvisno od 
zasnove testne postaje se FRU lahko dejansko programira tudi ob koncu. Pri programiranju 
FRU-ja sta moţna dva osnovna pristopa: 
 Programiranje preko zunanjega vmesnika I2C (angl. debugger) 
 Programiranje iz sistema (ustrezna CLI komanda v aplikaciji) 
Prva metoda je neodvisna od ostalih pogojev in edina moţna, če mora biti FRU vpisan ţe na 
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Zahteva druge metode pa je ţe v celoti programirana in delujoča naprava. Pri tem se preko 
ustrezne sistemske komande pošlje vnaprej pripravljeno datoteko s podatki (srec/bin/hex). 
Datoteka s podatki se običajno generira z dodatno zunanjo aplikacijo, ki od nas zahteva 
skeniranje vseh podatkov iz naprave (nalepke s črtno kodo). Ker pa je teh podatkov običajno 
več se pri tem procesu uporablja vnaprej pripravljene predloge (angl. template), ki imajo ţe 
vpisan konstantni del podatkov. Pri tem je zelo pomemben tudi ustrezen mehanizem za 
kontrolo sintakse vhodnih podatkov (recimo, da na predvideno mesto serijske številke ne 
moremo vpisati revizije naprave itd.). Tudi sintakse samih podatkov morajo biti jasno 
definirane ţe pred tem. Rezultat take aplikacije je datoteka tipa srec, bin ali hex v skladu s 
standardom IPMI. To isto datoteko potem lahko uporabi zunanji vmesnik I2C za 
programiranje ali pa interna aplikacija (CLI funkcija). 
Ko je FRU enkrat vpisan, moramo poskrbeti tudi za ustrezno zaščito EEPROM-a (angl. 
write protection). Iz varnostnih razlogov je ta zaščita je izvedena tako, da je FRU odklenjen 
samo tekom proizvodnega procesa, potem pa ne več, razen z uporabo posebnega adapterja. 
Vsebina FRU-ja pa mora biti prosto dostopna preko vodila I2C na vseh nivojih. 
 
Programiranje Boot EEPROM-a  
Kot ţe ime pove gre pri tem za programiranje najbolj osnovnega zagonskega programa, ki 
izvede osnovo inicializacijo glavnega procesorja in pripadajočega pomnilnika. Podpirati 
mora vsaj eno od komunikacij, običajno je to kar serijska konzola UART. Edina moţnost za 
programiranje osnovnega Boot EEPROM-a je preko zunanjega programskega vmesnika I2C 
z ustrezno bin/hex datoteko. 
Boot EEPROM je za programiranje novih (sveţih) enot v proizvodnem procesu nujno 
potreben, kasneje pri stranki pa teoretično ne več. Aktivno vlogo igra le krajši čas, pri 
zagonu nove prazne enote, potem pa njegovo vlogo lahko v celoti nadomesti glavni »boot-
loader«. Zaradi te lastnosti sta moţna dva koncepta: 
 Enote s fizično vgrajenim Boot EEPROM-om 
 Zunanja Boot EEPROM adapterska kartica (samo za potrebe proizvodnje) 
Predvsem zaradi zmanjševanja stroškov se pogosto uporablja drugi pristop z uporabo 
adapterske »boot kartice«, potem pa to vlogo prevzame NOR Flash. Slabost take izvedbe je 
predvsem riziko ob  morebitni nadgradnji glavnega »boot-loaderja« na terenu. Če gre tu kaj 
narobe enota postane neodzivna in rešitev brez adapterske kartice ni več mogoča. Ko enota 
enkrat zapusti tovarno, se U-Boot (»boot-loader«) praviloma ne menja več. 
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Programiranje SPI FLASH 
Ta tip pomnilnika se predvsem zaradi serijskega vmesnika SPI in večjih kapacitet uporablja 
predvsem za programiranje konfiguracijskih datotek FPGA. Programiranje teh pomnilnikov 
za potrebe FPGA je lahko izvedeno na tri načine: 
 Preko zunanjega vmesnika JTAG (Lattice, Xilinx, Altera) 
 Preko Boundary scan testa (ISP metoda) 
 Interno preko centralnega procesorja in posredno naprej preko FPGA (CLI) 
Prva opcija je neodvisna od sistema. Potrebujemo samo zunanji programski vmesnik, 
programsko aplikacijo izbranega proizvajalca in ustrezno pripravljen projekt s programsko 
(konfiguracijsko) datoteko. Druga opcija je podobna in temelji na principu metode ISP  
Boundary scan testa. Tretja opcija pa je bolj specifična in zahteva predhodno ţe delujoč in 
konfiguriran FPGA. Primerna je zlasti za sistemske nadgradnje. Deluje preko ukaza CLI. 
Glavnemu procesorju se pošlje konfiguracijska datoteka, ki jo nato posreduje na FPGA, šele 
ta pa potem izvede dejansko programiranje Flash pomnilnika SPI. Dodatna alternativa temu 
programiranju pa je uporaba pred-programiranih Flash pomnilnikov SPI. 
 
Pri programiranju FPGA pomnilnikov tipa SPI Flash sta običajno podprta dva osnovna 
načina delovanja, tako imenovan »single boot« in »dual boot« način. Zanimiv in uporaben je 
predvsem drugi, ki omogoča uporabo rezervne kopije konfiguracije FPGA (angl. golden 
bitstream image). Pri programiranju se na različni lokaciji pomnilnika (primarna in 
sekundarna) shranita enaki kopiji. Sekundarna lokacija se pri tem zaklene, primarna pa je 
prosto dostopna za morebitne sistemske nadgradnje. Na posebej določeno mesto se zapiše 
tudi posebna »jump« instrukcija, ki določa naslov sekundarne lokacije. Če se pri nadgradnji 
primarne lokacije karkoli zalomi (recimo izpad napetosti med programiranjem), to FPGA ob 
naslednjem nalaganju konfiguracije avtomatsko zazna in skoči na naslov, kjer je shranjena 
kopija konfiguracije. Ta mehanizem 100% zagotavlja postavitev sistema tudi v takih ali 
podobnih kritičnih situacijah. Nastali problem primarne lokacije se lahko rešuje naknadno.  
 
Sodobni pristopi v zvezi s programiranjem FPGA pa se čedalje bolj nagibajo k temu, da so 
konfiguracijske datoteke za FPGA ţe del osnovnega programskega paketa, shranjenega v 
NAND Flash-u. Pri tem se FPGA posredno konfigurira kar iz pomnilnika NAND, vsakokrat 
ob zagonu naprave. S tem imamo en korak programiranja manj v proizvodni fazi, pa še 
stroškovno je bolj učinkovito, saj ne potrebujemo dodatnega SPI Flash pomnilnika. 
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Programiranje NOR FLASH 
NOR Flash pomnilnik je v večjih elektronskih sistemih običajno namenjen shranjevanju 
glavnega zagonskega programa (angl. boot-loader) in pripadajočih sistemskih parametrov.  
V strukturi programske opreme »boot-loader« zaseda zelo pomembno vlogo. Izbira 
pomnilnika tipa NOR Flash za »boot-loader« je smiselna iz dveh razlogov. Prvi je večja 
zanesljivost v primerjavi s pomnilnikom tipa NAND, drugi pa da velikost »boot-loader« 
datoteke običajno ne presega 1 MB. Tudi branje tega pomnilnika je nekoliko hitrejše kot 
NAND, vpisovanje in brisanje pa je precej počasnejše kot pri NAND. 
Programiranje NOR Flash-a največkrat poteka kar iz samega »boot-loaderja«, ki ga 
predhodno naloţimo v delovni pomnilnik RAM. Za to obstajajo posebej prilagojene RAM- 
verzije »boot-loaderja«, postopek nalaganja pa je v splošnem naslednji: 
o Zagon osnovnega »boot-loaderja« (I2C EPPROM) 
o Nalaganje in zagon RAM-verzije glavnega »boot-loaderja«  
o Inicializacija mreţnih nastavitev (Ethernet, NFS streţnik za TFTP prenose) 
o Kopiranje ciljne »boot-loader« datoteke (*.bin) iz NFS v RAM preko TFTP 
o Brisanje celotne vsebine NOR Flash 
o Programiranje ciljne »boot-loader« datoteke (*.bin) v NOR Flash 
o Reset in osnovna verifikacija (verzija, parametri) 
Po prvem zagonu iz ciljne lokacije (NOR Flash) se običajno preveri in po potrebi po-nastavi 
še osnovne zagonske »boot« parametre. Sektor, kjer so shranjeni sistemski parametri je 
ustrezno zaščiten oziroma zaklenjen. Za to običajno avtomatsko skrbi ţe funkcija za 
vpisovanje. Na tem mestu se lahko preveri tudi vsebina pomnilnika FRU. 
 
Alternativa za proizvodno programiranje je tudi uporaba zunanjih zagonskih kartic NOR 
Flash, ki po vklopu napajanja omogočajo direkten zagon sistema v »boot-loader« načinu 
delovanja. Od tu dalje pa je moţnosti spet več: 
o Ţe zgoraj opisana metoda preko TFTP ali serijskega vmesnika (počasneje) 
o Nalaganje RAM-verzije operacijskega sistema in dostop do ciljnih datotek preko 
pomnilnega medija USB, če je na voljo (neodvisnost od zunanjih povezav) 
o Uporaba pred-programiranih pomnilnikov NOR Flash  
 
Za proizvodni proces so moţni, a manj praktični tudi razni pristopi programiranja preko 
zunanjih vmesnikov (angl. debugger), ki imajo direkten dostop do vodila. 
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Programiranje NAND FLASH 
Programiranje NAND Flash je običajno zadnji korak pri programiranju. Ta pomnilnik je 
namenjen predvsem shranjevanju operacijskega sistema in končne aplikacije, kjer so tudi 
potrebe po kapacitetah bistveno večje. Velikost teh pomnilnikov gre danes vse tja do 256 
GB in naprej. Kompleksnost programiranja pomnilnikov NAND Flash je bistveno večja kot 
NOR Flash, zato je celoten proces običajno organiziran tako, da programiranje poteka iz 
nivoja ciljnega operacijskega sistema, kjer so na voljo bolj primerni višje nivojskih ukazi. 
Ker je začetni pogoj v tem primeru ukazna vrstica »boot-loaderja« (programiranje NAND 
Flash sledi neposredno po programiranju NOR Flash), je najprej potreben ustrezen prehod 
na nivo delujočega operacijskega sistema. 
Zelo uveljavljena in prakticirana metoda za ta korak se imenuje »NFS Boot«. Gre za 
nalaganje preko mreţnega podatkovnega sistema oziroma streţnika. Najprej potrebujemo 
nek streţnik z ustrezno vnaprej znano direktorijsko strukturo, ki med drugim vsebuje vse 
datoteke, potrebne pri programiranju. Ta streţnik je lahko realiziran v okviru virtualnega 
operacijskega sistema (angl. virtual machine box) in teče na istem računalniku kot nadzorna 
aplikacija GUI. Streţnik NFS mora omogočati to lastnost, da se enota, ki jo ţelimo 
sprogramirati lahko najprej polno zaţene iz nekega oddaljenega mesta, ter starta ciljni 
operacijski sistem in aplikacijo, kljub temu da je NAND Flash še povsem prazen. Za ta 
korak je v »boot-loader« ukazni vrstici potrebno najprej konfigurirati ustrezne zagonske 
parametre, vezane na mreţni del in tftp (naslovi IP), ter še nekaj drugih parametrov za 
prenos ciljnih datotek. Po izvedbi »reboot« ukaza, se sitem ţe mora naloţiti preko mreţe iz 
oddaljene lokacije. S tem, ko imamo na enoti delujoč operacijski sistem pa ciljno 
programiranje NAND Flash čipa določa samo še izvedba pravilne sekvence programskih  
ukazov. Operacijski sistema mora imeti seveda ustrezno podporo za programiranje 
izbranega NAND Flash čipa. 
V okviru procedure, ki sledi se v splošnem izvedejo naslednje aktivnosti: 
o Kreiranje in formatiranje logičnih particij za jedro operacijskega sistema 
o Programiranje jedra operacijskega sistema (običajno ločena datoteka) 
o Kreiranje in formatiranje logičnih particij za aplikacijo (primarna in sekundarna) 
o Programiranje aplikacije na vseh particijah (običajno ločena datoteka) 
o Pre-nastavitve določenih zagonskih »boot« parametrov za končni zagon iz NAND 
o Sistemski reset (prvi zagon iz ciljnega NAND Flash) 
o Prijava v sistem, preverjanje verzije in nekaterih drugih parametrov 
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Tudi tukaj obstaja alternativna metoda, ki za programiranje pomnilnika NAND Flash ne 
potrebuje infrastrukture streţnika NFS. Če ima enota na voljo vmesnik USB se lahko 
uporabi podoben princip, ki je bil kot alternativa opisan ţe pri programiranju NOR Flash. Če 
izhajamo iz »boot-loader« nivoja, ki mora podpirati ustrezne gonilnike za vmesnik USB, 
potem tudi tukaj lahko ciljni operacijski sistem iz medija USB najprej naloţimo v delovni 
pomnilnik RAM in ga tu zaţenemo. Od tu dalje pa so koraki fizičnega programiranja lahko 
popolnoma enaki, kot je bilo opisano pri prvem pristopu. Če ima enota, ki jo programiramo 
dostopen vmesnik USB, je bolj priporočljiva ta druga metoda. Ker ne zahteva infrastrukture 
streţnika NFS je rešitev manj kompleksna, bolj kompaktna in robustna.  
 
Pri programiranju vezij NAND Flash je treba biti pozoren še na eno stvar, to so pokvarjeni 
bloki (angl. bad blocks). Pojavljajo se kot posledica raznih nepravilnosti v strukturi 
integriranega vezja ţe pri sami izdelavi čipa, pa tudi kasneje in med delovanjem. Gre za 
normalen pojav, ki se z raznimi tehnikami in algoritmi detekcije ţe znotraj samega vezja 
NAND Flash tudi ustrezno obvladuje s prijemi, kot sta »bad block management« in 
korekcija ECC (angl. error code correction). Vsak pomnilnik NAND Flash vsebuje posebno 
tabelo referenc slabih blokov, BBT (angl. bad blocks table). Z upoštevanjem te tabele ni 
moţno, da bi podatek nehote zapisali na okvarjeno mesto. Slabi bloki tudi ne ovirajo 
delovanja sosednjih dobrih blokov. Po specifikacijah proizvajalcev število slabih blokov ne 
sme presegati 2 % vseh blokov, sicer se pomnilnik smatra kot neuporaben (čeprav sicer še 
vedno deluje, a ne dosega več maksimalne kapacitete). Po programiranju pomnilnika NAND 
Flash je nujno potrebno preveriti tudi tabelo BBT, da morebiti ne presegamo teh 2 % (test 
slabih blokov). Ker problem v praksi ni kritičen, se ta limita običajno postavi še niţje, da 
lahko čimprej detektiramo potencialno slabšo serijo pomnilnikov NAND Flash. 
4.4.5 Stresni test delovnega pomnilnika 
Kompleksnejši elektronski procesni sistemi so običajno zgrajeni okrog izbrane centralno 
procesne enote (mikroprocesor), ki za svoje delovanje nujno potrebuje tudi primerno velik 
zunanji dinamični pomnilnik RAM (SDRAM, DDR2, DDR3). Zagotavljanje integritete in 
pravilnosti delovanja tega sklopa (mikroprocesor - pomnilnik) je ključnega pomena za 
celotno napravo in kasnejše delovanje programske opreme. Stresni test pomnilnika je zato 
zelo pomemben korak in se praviloma izvaja v začetnem delu programiranja. 
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Iz vidika strojne integritete se vsi zunanji pomnilniki konsistentno testirajo ţe v okviru 
Boundary scan testa. Vendar pa ta test še zdaleč ni zadosten. Poudarek tukaj je predvsem na 
hitrem fizičnem preverjanju posamezne linije kontrolnega, naslovnega in podatkovnega 
vodila. Pri tem se običajno uporabi »walking 0« in »walking 1« metodo naslavljanja. V tem 
načinu fizično naslovimo in vpišemo le majhen del pomnilnika. Tudi prenosi na vodilu so v 
tem primeru zelo počasni in daleč od realnih razmer.  
Stresni obremenitveni test delovnega pomnilnika pa je mnogo bolj intenziven in 
sistematičen. Lahko pokrije celotni naslovni prostor in deluje v okviru realnih razmer (ure, 
hitrost vodila). Priporočljivo je, da se strest test izvede še pred glavnim programiranjem. 
Praviloma se ga izvaja iz ukazne vrstice »boot-loaderja«. Večina sodobnih »boot-loaderjev« 
mora podpirati tudi ustrezno komando za testiranje pomnilniških lokacij. Taka komanda 
mora sprejeti začetni in končni naslov pomnilniške lokacije, ustrezen vzorec in način 
ponavljanja. Na tej osnovi je moţno sestaviti kar kompleksen in učinkovit diagnostični 
program za testiranje pomnilniških lokacij. Primer: »mtest adr1 adr2« 
Testni ukaz za vsako podatkovno lokacijo med podanima naslovoma vpiše in prebere vse 
vrednosti, ki jih določa bitna dolţina podatka. Tak test bi 100% testiral celoten pomnilnik, 
vendar bi trajal predolgo (lahko več 10 minut). Iz vidika časovne učinkovitosti bil povsem 
neprimeren za proizvodno testno okolje.  
 
Zaradi tega se diagnostične stres test funkcije realizira bolj učinkovito. Namesto testiranja 
vseh moţnih vzorcev, se uporabi samo omejeno število natančno izbranih karakterističnih 
vzorcev. Ta izbor mora praktično odkriti večino potencialnih problemov znotraj in v okolici 
pomnilnika. Tipični vzorci (angl. pattern), ki se uporabljajo pri testiranju pomnilnikov so: 
o sprehod logične vrednosti 1/0 (0x1, 0x3, 0x7, ... 0x5, 0x15, 0x55) 
o sekvenca 0xAAAAAAAA - 0x55555555), izmenjavanje bitov, presluhi 
o sekvenca 0x00000000 - 0xFFFFFFFF), povečane tokovne obremenitve 
o naključni vpis znanega vzorca 
o test, če kakšen naslovni bit ostane v visokem ali nizkem stanju 
o test lokacij z inverzno vrednostjo 
S takim izborom testnih vzorcev pomnilniških lokacij, stresni test za proizvodno okolje naj 
nebi presegal 1 minute. Bolj intezivne teste pa se po potrebi še vedno lahko uporabi v fazi 
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Pri načrtovanju pomnilniških stress testov pa je potrebno biti pozoren še na eno stvar. 
Zavedati se je treba, da del delovnega pomnilnika zaseda tudi sam »boot-loader« bodisi v 
notranjem ali zunanjem pomnilniku. V testu je treba previdno omejiti področje testiranja, da 
nehote ne povozimo sami sebe in ne »zrušimo« sistema. 
 
Določeni proizvajalci mikroprocesorjev ali kompleksnejših integriranih vezij z vgrajenimi 
procesnimi enotami v okviru »boot-loaderja« ponujajo tudi lastne rešitve glede testiranja 
pomnilnikov. Standardni procesorski test preveri osnovne funkcionalnosti in dostope preko 
naslovno podatkovnih vodil. Stresni test pa se fokusira na podatkovni del in razne prenose 
med različnimi viri in destinacijami. Pri tem se testirajo tudi tako imenovani »burst« prenosi 
(bloki), ki precej obremenijo pomnilniški kontroler. Večina teh kontrolerjev je zaradi 
pohitritve prenosov ţe toliko pametnih, da sami ugotovijo, če ni sprememb na vodilu in 
dostopamo do iste fizične lokacije. V takih primerih sploh ne delajo več ponovnega dostopa 
do fizične lokacije, ampak vrnejo podatek kar iz svojega medpomnilnika. Vse to je treba 
upoštevati, če hočemo imeti zanesljive teste. 
 
Kalibracija dinamičnih pomnilnikov DDR 
Za pravilno delovanje stres testov je nujno potrebna tudi pravilna kalibracija oziroma 
časovno umerjanje DDR pomnilnikov. Ta kalibracija se nanaša predvsem na časovne 
nastavitve urinih in kontrolnih signalov vodila preko katerih mikroprocesor upravlja s 
pomnilnikom. Pomemben del kalibracije pomnilnikov DDR je tudi impedančno prilagajanje 
in zmanjševanje kapacitivnih vplivov na vodilih z namenom izboljšanja signalne integritete 
(odboji). Gre za tehnologijo impendančnega prilagajanja prenosnih linij na osnovi natančnih, 
znotraj DDR pomnilnika integriranih zaključevalnih uporov, bolj znano pod imenom ODT 
(angl. Dynamic On-Die Termination, ZQ calibration). Časovni del kalibracije običajno 
poteka tako, da se glavni urin signal frekvenčno zapelje do zgornje in spodnje meje, kjer 
pomnilnik in prenosi na vodilu še delujejo pravilno. Za končno nastavitev pa se vzame 
srednja vrednost teh dveh skrajnih mej.  
Sami postopki teh kalibracij so povsem avtomatski in samodejno vodeni s pomočjo 
vgrajenih sekvenčnih vezij oziroma avtomatov znotraj DDR. Kalibracija se praviloma starta 
samo ob prvem zagonu »boot-loaderja« iz ciljnega pomnilnika NOR Flash. V tem 
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4.4.6 Funkcijski test 
Funkcijski test enote je prvi obseţnejši test, kjer se preverja vse z vhodnimi zahtevami 
specificirane funkcionalnosti. Zaţeleno je, da so pri tem zajete, vse funkcionalnosti, ki jih 
enota ali naprava podpira. V tem pogledu je funkcijski test eden izmed pomembnejših, saj 
nam podaja celovit vpogled v dejansko stanje naprave. Tudi iz vidika načrtovanja in 
realizacije je to običajno najbolj kompleksen in obseţen test. Pri sami realizaciji 
funkcijskega testa sta moţna dva praktična pristopa. 
 Testni pristop 1: 
Ideja tega pristopa je, da ţe sama vgrajena programska oprema enote omogoča 
izvedbo samozadostnega testa skladnega z vsemi vhodnimi zahtevami in brez 
večjega števila uporabe zunanjih naprav in instrumentov. 
 Testni pristop 2: 
Ta pristop je nasprotje prvega in predvideva uporabo številnih zunanjih naprav, 
instrumentov in tehnologij. 
Iz te delitve neposredno izhajata dva zaključka. Prvi pristop zahteva kompleksnejšo izvedbo 
vgrajene programske opreme (večja podpora testiranju), rešitev je bolj kompaktna in 
predvsem cenejša, v primerjavi z drugim pristopom. V večini primerov je za proizvodno 
testiranje primernejša prva varianta (zlasti za digitalne naprave). To je odvisno predvsem od 
vhodnih zahtev testiranja. Drugi pristop je morda bolj aplikativen za testiranje naprav iz RF- 
področja. Velikokrat pa v praksi pride v poštev predvsem kombinacija obeh pristopov. 
 
Glavni namen funkcijskega testiranja je identifikacija in verifikacija pravilnosti delovanja 
strojne opreme, torej vseh internih in vhodno izhodnih vmesnikov enote. Funkcijski test 
mora biti relativno kratek, zanesljiv, učinkovit ter ustrezno strukturiran in segmentiran. Iz 
končnih rezultatov mora biti jasno razvidno, kaj je predmet testiranja, rezultat testa, merilo 
sprejemljivosti (kriterij), mesto napake, opcijsko pa še dodatni podatki ali izpisi (zlasti v 
primeru napak in teţav).  
Sama struktura funkcijskega testiranja ni vnaprej določena, je prilagodljiva in se lahko 
spreminja predvsem v odvisnosti od vrste in tipa enote, ki je predmet testiranja. Recimo 
testiranje RF-naprav v sklopu funkcijskega testa pogosto zahteva še razne kalibracije, kar pa 
v večjem delu ne velja za digitalne naprave. Ne glede na to, pa osnovna načela in kriteriji 
testiranja ostajajo enaki. 
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Funkcijsko testiranje mora pokriti naslednje splošne skupine testov, če je strojna oprema 
taka da tovrstne teste dopušča: 
 Napajalna napetost (vhodna moč, tok) 
 LED-testi (pravilnost delovanja signalnih LED-diod) 
 Test perifernih enot (dostopi, senzorika, vmesniki SD/USB, ...) 
 Komunikacijski vmesniki (UART, USB, Ethernet) 
 Vhodno/izhodni vmesniki 
 Razni interni razširitveni vmesniki (konektorji) 
 Digitalne podatkovne poti za prenos podatkov (SerDes) 
 RF-podatkovne poti za prenos  podatkov (sklopi IF/RF) 
 Kalibracije raznih RF-sklopov in vezij 
 Meritve radijskih parametrov (SNR, RSSI, RSL, CINR, EVM, ...)  
 Nazivna obremenitev portov PoE 
 Funkcionalnosti ventilatorske enote (FAN) 
Ker ima vsaka osnovna skupina lahko več različnih pod-testov, je zelo priporočljiva tudi 
ustrezna hierarhična organizacija in številčenje testov. 
 
Funkcijski test se izvaja na nivoju ciljnega operacijskega sistema testne enote. Krmiljen in 
nadzorovan je običajno iz testnega računalnika v Windows okolju (ni pa to nujno). Moţnosti 
za realizacijo testne aplikacije so različne: 
 Samostojne Windows izvršljive aplikacije (VisualBasic) 
 Aplikacije na osnovi grafičnih programskih vmesnikov (VEE, LabView) 
 Skriptne aplikacije (Python, TTL)  
 Razne višje nivojske integrirane rešitve (sistemi BRAT) 
 
V zadnjih letih pomembno vlogo na področju realizacije testnih aplikacij za različne nivoje 
testiranja prevzema predvsem skriptni programski jezik Python. Osnovni princip delovanja 
testne aplikacije na osnovi skriptnega pristopa je izvajanje testne skripte na nivoju ukaznega 
vmesnika enote CLI. Proces nadzira in kontrolira grafični vmesnik GUI, ki prav tako lahko 
bazira na Python ali kakšni drugi osnovi. Posamezna python skripta pri tem predstavlja en 
test ali skupino sorodnih testov. Testne skripte komunicirajo z zunanjimi napravami, preko 
standardnih vmesnikov (GPIB, USB, Serial, Telnet) in ustreznih programskih knjiţnic. 
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Če funkcijski test bazira na osnovi uvodoma omenjenega pristopa 1, potem mora številne 
testne funkcionalnosti podpirati ţe sama aplikacije enote (vgrajena programska oprema). 
Ker gre v večini primerov za precej specifične zahteve, ki niso toliko pomembne za samo 
končno delovanje naprave na terenu, se programska oprema testne enote v neki fazi običajno 
diferencira. V praksi to pomeni, da dobimo dve veji razvoja programske opreme. Ena se 
nanaša na uradno programsko opremo (za teren), druga pa na specifično testno, ki je 
primerna samo za potrebe proizvodnega testiranja. Tak pristop ima tako prednosti kot 
slabosti, a je slednjih precej manj. Dejstvo je, da se testna programska oprema ETS (angl. 
embedded test software) v končni fazi razvoja funkcijskega testa čedalje bolj poredkoma 
spreminja, kar pa ne velja za uradno programsko opremo. Ta se takrat še vedno 
izpopolnjuje, dodaja se še razne funkcionalnosti ali odpravlja morebitne napake. Vsaka taka 
sprememba pa predstavlja tudi določeno tveganje glede tistih funkcionalnosti, ki so vezane 
samo na testiranje. Po drugi strani pa pogoste menjave programske opreme pri proizvodnem 
testiranju ţe v splošnem niso zaţelene. To za sabo potegne cel proces verifikacijskega 
testiranja kompatibilnosti z  obstoječimi testi in določene prekinitve proizvodnega procesa.  
 
Sama končna realizacija funkcijskega testa pogosto zahteva uporabo raznih zunanjih kablov, 
testnih kartic ali kakšnih drugih pripomočkov, ki jih je potrebno pri menjavi vsake enote 
(DUT) fizično prestaviti. Ker to predstavlja določeno omejitev pretočnosti testiranja, se za 
funkcijski nivo (in tudi ostale) načrtuje ustrezne mehanske pripomočke oziroma naprave 
(angl. test jig). Glavni namen tega je večje število posameznih ročnih korakov operaterja 
nadomestiti z eno samo mehansko potezo, oziroma kolikor je pač optimalno moţno. To se 
rešuje z raznimi mehanskimi ročkami in ustrezno mehaniko testne priprave. Take rešitve 
zahtevajo precej finih mehanskih nastavitev, ustrezno robustnost, pogosto tudi kombinacijo 
elektro-mehanske gradnikov. Vgraditi je moţno tudi dodatno senzoriko in razne mehanske 
zaščite, vse z namenom čim večje stopnje avtomatizacije in zagotavljanja ustreznih začetnih 
pogojev za zagon testa. 
 
Po uspešno končanem funkcijskem testu enota teoretično ţe ustreza končnim funkcionalnim 
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4.4.7 Termalni test 
Specificirano območje delovanja številnih notranjih naprav (angl. indoor unit) s področja 
telekomunikacij se nahaja v območju  od -10 °C do +55 °C. Funkcijsko testiranje enote 
poteka pri sobni temperaturi. Tekom proizvodnega procesa enote lahko prihaja do raznih 
nepravilnosti, zlasti v povezavi s spajkanjem komponent kot so hladni spoji, počeni spoji in 
pomanjkljivo spajkani spoji. Del teh, bolj izrazitih problemov lahko uspešno odkrijemo ţe 
na Boundary scan testiranju, ţal pa ne vseh. Iz prakse je dobro znano, da taki nepopolni 
spoji lahko funkcionirajo povsem normalno pri sobni temperaturi, večje temperaturne 
spremembe in gradienti le teh pa povzročijo probleme ali celo odpoved delovanja enote. 
Glavni cilj termalnega testa je odkrivanje in izločanje prav takih potencialno rizičnih enot, ki 
so sicer uspešno prestale vse predhodne stopnje testiranja. 
V tem pogledu bi bilo idealno, če bi v okviru predpisanega termalnega cikla lahko ponavljali 
kar celoten funkcijski test. Vendar taka rešitev za proizvodno testiranje praktično ni 
sprejemljiva, ker bi bila sama realizacija testa prezahtevna zlasti iz vidika fizične izvedbe. V 
okviru termalnega cikliranja se običajno testira večje število enot naenkrat (16 ali več). To je 
odvisno predvsem od velikosti termalne komore. Priprava tolikšnega števila regularnih 
postaj za funkcijsko testiranje nebi bilo ekonomično upravičeno. Na tak način je testiranje 
vzorcev smiselno samo v okviru faze EVT in DVT. 
Pri termalnih testih se običajno naredi določena poenostavitev. Iz nabora funkcijskih testov 
se izbere samo tiste ključne teste in funkcionalnosti, ki v večji meri odraţajo glavne 
funkcionalnosti enote in pri tem ne potrebujejo številnih dodatnih zunanjih priključkov in 
povezav. Izbor teh testov določa pripadajoči dokument MTG. Do posamezne enote v 
termalni komori se praviloma priklopi samo napajanje in komunikacija (Serial ali Telnet). 
Tudi sama testna aplikacija za termalne teste je pripravljena nekoliko drugače. Ker termalni 
test običajno traja več ur (7 h), je potrebno vse izbrane teste ciklično ponavljati preko 
celotnega termalnega cikla. Pri tem je potrebno beleţiti rezultate vseh testov vseh 
posameznih ciklov. Zaradi večje preglednosti se vsakemu posameznemu testu določi tudi 
ustrezne skupne števce (Pass/Fail), iz katerih je hitro razvidno trenutno stanje in statistika po 
vsakem zaključenem ciklu. Ker se spremlja tudi temperatura lahko iz trenutnih rezultatov 
hitro ugotovimo ali ima enota probleme na višjih ali niţjih temperaturah ali morda samo ob 
prehodih. Tak test vedno starta pri sobni temperaturi, se spusti do minimalne (negativne) in 
zaključi preko maksimalne (pozitivne) temperature ponovno na sobni temperaturi.  
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Delovanje termalne komore med celotnim termalnim ciklom določa temperaturni profil, ki 
natančno specificira naslednje temperaturno-časovne lastnosti: 
o Začetne pogoje (temperatura, čas ogrevanja) 
o Čas niţanja temperature proti minimalni (gradient, negativna rampa) 
o Čas delovanja na minimalni temperaturi (stacionarno stanje nizke temperature) 
o Čas višanja temperature proti maksimalni (gradient, pozitivna rampa) 
o Čas delovanja na maksimalni temperaturi (stacionarno stanje visoke temperature) 
o Čas niţanja temperature proti sobni (gradient, negativna rampa) 
o Končni pogoj (čas delovanja, stabilizacija) 
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4.4.8 Sistemski in višjenivojski testi 
Osnovni sistemski test je prvi izmed višje nivojskih testov in se izvaja le, če je to posebej 
zahtevano. Sistemski test neke osnovne enote ali produkta se osredotoča predvsem na višje 
nivojske uporabniške funkcionalnosti tega produkta, enake ali podobne tistim, kot bodo 
kasneje uporabljene na terenu. Če je na sistemskem testu DUT (angl. device under test) 
samo ena samostojna enota, potem je za izvedbo takega testa običajno potrebna še vsaj ena 
ali več referenčnih enot (angl. golden unit), ni pa to nujno. Predmet testiranja sta lahko tudi 
obe enoti, temu primerno mora biti potem prilagojen sam test. Ključno pri teh testih je, da 
tudi sistemske in uporabniške funkcionalnosti delujejo tako, kot so bile načrtovane.  
 
Primer sistemskega testa iz področja telekomunikacijskih naprav je lahko vzpostavitev linka 
(dvosmerne povezave) na podani frekvenci med napravo A in B. Pri tem se preveri 
ustreznost radijskih parametrov na izbrani modulaciji QAM in izvede se testni prenos 
podatkov med napravama. V tem primeru se za sistem šteje kombinacija digitalne procesne 
enote in ustreznega radijskega modula RFM (angl. Radio Frequency Module) 
Če so posamezne sestavne enote, kot del modularnega sistema neodvisno in regularno 
testirane na vseh nivojih po celotni testni vertikali, potem se predpostavlja, da mora tudi 
poljubna uradno podprta sistemska kombinacija teh enot delovati brez problemov. V takih 
primerih sistemski test načeloma ni potreben in se ga ne izvaja ali pa se izvede samo hitri 
test PFCT (angl. Post Functional Continuity Test).    
 
V primerih, ko je končni proizvodni produkt nek natančno vnaprej definiran obseţnejši 
sistem ali kombinacija osnovnih sistemov, pa pridejo do izraza še drugi višje nivojski testi. 
Tukaj je govora o zelo specifičnih testih in naprednih sistemskih funkcionalnostih. Primer 
takega višje nivojskega testa je lahko test radijskega link širšega povezovalnega sistema v 
zaščitenem načinu delovanja (angl. protection mode). Pri tem mora ob izpadu enega sistema 
njegovo vlogo takoj prevzeti sosednji (redundantni) sistem, ki je bodisi v stalni 
pripravljenosti ali pa aktivno deluje vzporedno (moţnosti teh realizacij je več). Precej 
funkcionalnosti iz tega nivoja zelo podrobno pokrije ţe osnovno testiranje DVT. Včasih pa 
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4.4.9 Končna konfiguracija 
Zadnji korak v sklopu proizvodnega testiranja je končna konfiguracija enote. Pri tem 
dejansko ne gre več za testiranje, ampak samo še za ustrezne po-nastavitve sistema. Stanje 
enote ali naprave se po tem koraku ne spreminja več. Taka enota potem pride neposredno na 
teren oziroma k stranki. Končna konfiguracija lahko obsega tudi več posameznih neodvisnih  
korakov. Število teh je v veliki meri odvisno od predhodnega procesiranja enote. Običajno 
pa je v okviru konfiguracije potrebno izvesti naslednje aktivnosti: 
 Vpis podatkov FRU in kode CLEI za produktni nivo 
 Sistemska nadgradnja programske opreme 
 Nastavitev zahtevanih uporabniških zagonskih parametrov 
 Zagon in test enote v končnem uporabniškem načinu delovanja 
 
Podobno kot za osnovni nivo (angl. board level), je potrebno podatke FRU vpisati tudi za 
produktni nivo (angl. product level). Še posebej pomembna pri tem je koda CLEI (angl. 
Common Language Equipment Identification Code). To je 10-mestna znakovno številčna 
koda namenjena predvsem identifikaciji in sledenju telekomunikacijskih izdelkov. Določena 
je s strani uradnih telekomunikacijskih agencij. 
Sistemska nadgradnja programske opreme je potrebna zato, da se na enoto naloţi ustrezna 
uporabniška aplikacija. Ta je običajno drugačna kot tista, ki se uporablja za potrebe 
funkcijskega ali termalnega testiranja. Pri tem ne gre za osnovno ponovitev postopka 
programiranja, ampak se izvede uradna sistemska nadgradnja. Ta praviloma poteka na enak 
način, kot kasneje na terenu, če je potrebna. S tem se na dotični enoti tudi dejansko testira 
sam proces nadgradnje iz uporabniškega vidika. Ta lahko poteka preko SD-kartice, 
mreţnega sistema NFS ali podatkovnega medija USB. Le izjemoma pa korak sistemske 
nadgradnje ni potreben. To je moţno samo takrat, ko je proizvodno testiranje podprto z 
uradno uporabniško programsko opremo in z njo seveda tudi izvedeno. 
Običajno je pred pošiljanjem enote k stranki potrebno spremeniti še nekatere osnovne 
zagonske parametre. V večini primerov gre za spremembo načina delovanja enote 
(testni/uporabniški) in privzete nastavitve naslovov IP v uporabniškem načinu delovanja. 
Povsem zadnji korak konfiguracijske faze pa je še ponovni zagon enote v uporabniškem 
načinu in prijava v sistem. Sledi pakiranje in celotni testni cikel enote je s tem zaključen. 
Konfiguracijo sistema nadzira in vodi za to prirejena testna aplikacija GUI.  
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4.5 Realizacija in implementacija testnih rešitev 
Vsak nov dizajn testnega sistema zahteva najprej ustrezno načrtovanje in postavitev 
konceptov, ki določajo okvir nadaljnjega razvoja. Ta del je bil podrobneje predstavljen ţe v 
poglavjih 4.1 do 4.3. To so temelji, brez katerih ni moţno pričeti s konkretnim razvojem v 
smeri praktične realizacije testa. Z izrazom realizacija testne rešitve je mišljena predvsem 
priprava programske in mehanske testne opreme, implementacija pa se nanaša bolj na proces 
postavitve in zagona v realnem industrijskem okolju. Celoten proces zahteva številna 
usklajevanja in aktivno interdisciplinarno sodelovanje. Večji del teţe pri  realizaciji testne 
rešitve pade na razvoj testnih aplikacij in ustrezne mehanike (angl. test jig), ki omogoča 
učinkovito testiranje. 
Mehanski del testnega sistema (»test jig«) je lahko pasiven ali aktiven. Pri pasivni mehaniki 
testna aplikacija nima nobenih povratnih informacij o trenutnem stanju in se je kot take niti 
ne zaveda. Mehanika sluţi zgolj kot pripomoček, ki olajša ali optimizira določene korake. 
Pri aktivni, bolj napredni varianti mehanike pa se testna aplikacija le te mora zavedati. Tu je 
v uporabi še dodatna senzorika za sporočanje trenutnega statusa posameznih mehanskih 
sklopov in razni aktuatorji. Aktivna mehanika je nadzorovana z dodatnim kontrolno 
krmilnim vezjem, preko katerega glavna testna aplikacija upravlja s testno postajo. To vezje 
zagotavlja vse kontrolne, krmilne in merilne signale, na osnovi katerih se testna aplikacija 
odloča za ustrezne akcije. Najbolj kritične funkcionalnosti pri krmiljenju testne postaje so 
lahko realizirane tudi v sami strojni opremi te kartice, kot dodatna zaščita. Dostop do vseh 
signalov je najlaţje realizirati preko zunanjih enot DAQ (angl. data acquisition). Realizacija 
testnih postaj z aktivno mehaniko je še posebej priporočljiva in smiselna tam, kjer imamo 
večje število mehanskih korakov, ki jih mora izvajati operater. Kot glavna praktična 
prednost take rešitve se izkaţe blagodejen vpliv na FPY (angl. first pass yield), saj zagon 
testa ni moţen, če predhodno niso izpolnjeni vsi začetni pogoji testiranja. 
 
Pri realizaciji programske opreme in testne aplikacije se teţi k temu, da je končna rešitev 
čimbolj kompaktna in neodvisna. Pomemben je tudi poenoten pristop in platforma za 
različne teste. V podjetju Aviat Networks celoten razvoj novih testnih projektov poteka v 
okviru teh smernic. Razvoj testnih aplikacij bazira na osnovi skriptnega jezika Python in 
implementaciji na podlagi okolja Windows. Za uporabniški grafični vmesnik pa se uporablja 
osnova »Qt framework« oziroma »pyQt« za python okolje. 
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Slika 22: Primer uporabniškega grafičnega vmesnika Python-QT 
 
Realizacija testnih rešitev je moţna tudi v okviru grafičnih programskih orodij (VEE, 
LabView). Take rešitve so v splošnem manj pregledne in teţje za vzdrţevanje, zato se v 
zadnjem času nekoliko opuščajo, sicer pa z njimi ni večjih teţav. Določene rešitve pa so 
realizirane tudi v okviru orodij Visual Studio.NET. 
 
Ko sta programski in mehanski del razvoja testne rešitve zaključena, sledi še verifikacijsko 
testiranje celotne testne postaje. Namen tega testiranja je potrditi pravilnost delovanja vseh 
testov. Pri tem so zelo pomembni razni negativni testi, s katerimi se potrjuje pravilnost 
delovanja funkcij, ki evaluirajo rezultate. Ker vseh napak ni moţno reproducirati od zunaj, si 
je treba pomagati tudi z ustreznimi namenskimi testnimi vektorji. Po uspešni verifikaciji 
vseh testnih postaj so te pripravljene za implementacijo v proizvodno testno okolje.  
 
Končni korak implementacije testa za masovno proizvodnjo zahteva naslednje pogoje: 
o Vzpostavljena testna infrastruktura pri CM  (testni in DB streţnik, testna aplikacija) 
o Agile dokumentacija (TB-BOM, SW-BOM, ASP, PSS) 
o Pripravljena testna postaja (mehanika, instrumenti, kabli) 
o Poskusno testiranje (angl pre-pilot) 
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4.5.1 Arhitektura testnega sistema 
Sodoben avtomatiziran proizvodni testni sistem podprt s primerno informacijsko tehnologijo 
zahteva v ozadju ustrezno infrastrukturo. Ta mora omogočati učinkovito testiranje, zbiranje 
in upravljanje s testnimi rezultati ter predvsem enostaven in pregleden proces uvajanja novih 
testnih aplikacij in sprememb povezanih s samim testnim procesom. Testna infrastruktura se 
v splošnem lahko deli na dva dela in sicer na izvedbo in organizacijo testnega procesa 
(testna postaja) in informacijsko podporo (podatkovna baza). Oba dela sta med seboj precej 
povezana in morata biti delujoča za normalno procesiranje tako zastavljenega sistema. 
Arhitekturo testnega sistema v splošnem sestavljajo naslednji infrastrukturni gradniki: 
 Centralni streţnik s podatkovno bazo (SQL-DB) 
 Lokalni testni streţnik (TestApp) 
 Mreţni usmerjevalniki in stikala (angl. router, switch) 
 Testna postaja (računalnik, testna mehanika, testna aplikacija) 
















Local Test Network 
Testna postaja
Testni računalnik






Slika 23: Arhitektura proizvodnega testnega sistema 
 
Tako zasnovana mreţna infrastruktura testnega sistema je pregledna, transparentna in 
omogoča spremljanje dogajanja v realnem času. Lahko se poveţemo na katero koli testno 
postajo in posredno tudi v sam sistem enote, ki se testira. To se izkaţe kot še posebej 
koristno pri odpravljanju raznih teţav in »on-line« podpori proizvodnemu procesu. Ključni 
gradniki pri tem so podatkovni streţnik, testni streţnik in lokalna testna postaja (PC). 
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Kompletno arhitekturo testnega sistema določa naslednja delitev gradnikov: 
o Podatkovni streţnik (angl. data base server) 
o Testni streţnik in organizacija direktorijske strukture 
o Programska platforma testne postaje (okolje) 
o Zagonska aplikacija (angl. Test Launch) 
o Orodje za mapiranje testnih aplikacij na posamezne testne postaje 
o Način izdaje nove testne aplikacije 
o Uporabniški vmesnik GUI 
o Izvorna koda testne aplikacije  
o ATS-BOM (TB-BOM in SW-BOM) 
 
Podatkovni strežnik (SQL-DB) 
Podatkovni streţnik je praviloma del proizvodnega okolja, do katerega dostopamo preko 
povezave VPN. Njegova primarna naloga je shranjevanje ustrezno strukturiranih testnih 
rezultatov. Ena od izhodnih datotek testne aplikacije so tudi ustrezno formatirani rezultati za 
direktni prenos v podatkovno bazo. Ta prenos se izvede ob zaključku vsakega posameznega 
testa. Za to poskrbi ţe kar sama testna aplikacija oziroma poseben integriran modul, 
zadolţen za komunikacijo z bazo. Podatkovni streţnik vsebuje tudi različne podporne tabele 
s podatki in raznimi nastavitvami, ki se tako ali drugače tičejo samega testnega procesa, kot 
tudi višjih sistemskih nastavitev. V internih tabelah in strukturah podatkovne baze so moţne 
razne poizvedbe (angl. query), analize in primerjave. Ti podatki so tudi glavni vir raznim 
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Testni strežnik (TestProg, TestData) 
Testni streţnik je del mreţne infrastrukture proizvodnega okolja. Njegova primarna naloga 
je shranjevanje vseh testnih aplikacij in testnih rezultatov za vse nivoje proizvodnega 
testiranja. Dodatno lahko sluţi tudi kot streţnik DHCP za avtomatsko dodeljevanje naslovov 
IP posameznim testnim postajam  in streţnik TFTP za prenos datotek. Testna aplikacija 
mora biti na testni streţnik pravilno inštalirana, v imenu mape se uporabi 6-mestni format 
verzije. Organizacija direktorijske strukture testnega streţnika je strukturirana in vnaprej 
določena. Pokriva vse moţne produkte za vse moţne teste. Vsak produkt se v grobem deli 
na dve mapi oziroma pod-strukturi. To sta »TestProg« in »TestData«. Prva se navezuje na 
testne  aplikacije in vse v povezavi z njimi, druga pa določa organizacijo testnih podatkov.  
TestProg  Izbrana testna aplikacije produkta: 
o InstLib (knjiţnice uporabljenih instrumentov) 
o SupportLib (razne dodatne knjiţnice in druga orodja) 
o Param (inicializacijske datoteke, sekvence testov, limite) 
o SupportFiles (razne dodatne zunanje podporne datoteke) 
TestData  PE_Data  Izbran testni nivo  Testna enota iz druţine produkta  
o Testni rezultati (»low level log«, »DB log«) 
V splošnem testni streţnik vsebuje še številne druge mape in podporne sisteme. Sluţi pa tudi 
kot priročni vmesnik za izmenjavo raznih datotek med TE in CM. 
 
Programska platforma testne postaje 
Programska platforma v arhitekturi testne postaje določa testno okolje v katerem so razvite 
in procesirane posamezne testne aplikacije.  
o Python 2.7 
o Agilent VEE Pro version 7.5 
o Agilent I/O Library 15.0 
o Microsoft Visual Studio .NET (Visual Basic) 
o C/C++ (samostojne aplikacije) 
o Linux Ubuntu 10.04.1  
o Oracle Virtual Box Machine App, Ver. 4.1.6 
V zadnjem času vodilno vlogo na področju testiranja prevzema python programski jezik s 
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Zagonska aplikacija »Test Launch« 
Test Launch je samostojna programska aplikacija, ki je instalairana na vsakem posameznem 
računalniku testne postaje in omogoča enostaven zagon izbrane testne aplikacije iz testnega 
streţnika na osnovi identifikacijske kode testne postaje (angl. test station ID). Ta aplikacija s 
pomočjo podatkovne baze preveri in validira pravilnost verzije izbrane testne aplikacije.  
 
Mapiranje testnih aplikacij in postaj 
V okviru produkcijske podatkovne baze ima vsaka samostojna testna postaja specificirane 
določene atribute: 
 Identifikacijska koda testne postaje (»Station ID«) 
 Ime testne aplikacije za izbrano postajo 
 Pot do testne aplikacije na testnem streţniku 
 Tip izbrane testne aplikacije (uradna, razvojna, preizkusna različica) 
 Lokacijo testne postaje (razvojni laboratorij, različni proizvajalci) 
 Identifikacija uporabnika zadnjih sprememb 
 Datumske kode sprememb 
 
Del teh atributov je iz strani pooblaščenih uporabnikov moţno spreminjati v okviru posebej 
za to prilagojene programske aplikacije imenovane »Mapping Tool«. Uporablja se predvsem 
za izbiro ţelene verzije testne aplikacije na izbrani testni postaji. Nabor teh moţnosti pa je 
določen v posebnih tabelah znotraj produkcijske baze. Na ta način je doseţena določena 
fleksibilnost in avtonomnost pri spreminjanju testne programske opreme pri proizvodnem 
testiranju.  
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Izdaja nove testne aplikacije 
Proces izdaje nove testne aplikacije za proizvodno okolje vedno poteka preko »Mapping 
Tool« orodja. Po zaključenem testiranju in verifikaciji se nova testna aplikacija inštalira na 
testni streţnik. Sočasno se preko Agile sistema starta uradni zahtevek za spremembo (ECO). 
Ko je proces potrjevanja zaključen (status »released«), se novo testno aplikacijo lahko tudi 
dejansko aktivira za proizvodno testiranje. Če se pri tem izkaţe še kakšen nov problem, je 
prehod na prejšnjo ali morebitno novo preizkusno verzijo moţno izvesti hitro in enostavno. 
 
Uporabniški vmesnik GUI 
Uporabniški vmesnik, imenovan GUI (angl. graphic user interface)  v arhitekturi testnega 
sistema igra pomembno vlogo, saj predstavlja osnovni kontakt med uporabnikom 
(operaterjem) in testnim procesom. Podajati more vse pomembnejše informacije o trenutnem 
izvajanju testa, biti mora pregleden in intuitiven. Na začetku testa mora od nas zahtevati 
vnos osnovnih vseh potrebnih podatkov za start testa (identifikacijo uporabnika, 
identifikacijsko številko enote, serijsko številko in revizijo), po potrebi pa tudi več. Ko se 
izvajanje testa začne, operater nima več bistvene vloge, razen izjemoma v primeru kakšne 
interaktivnosti. GUI-koncept bo nekoliko podrobneje predstavljen v nadaljevanju. 
 
Izvorna koda 
Izvorna koda testnih aplikacij se vodi in shranjuje sistemsko znotraj podjetja. V ta namen se 
uporablja sistem GIT (angl. global information tracker). To je orodje za avtomatsko 
kontrolo verzij razvoja programske opreme. Prvotno je bil razvit za Linux potrebe, a je 
njegova uporaba vsesplošna. Avtomatsko beleţi vso zgodovino, verzije, primerja razlike in 
ima močno podporo za nelinearne poteke razvoja (vejitve kode). Repozitorij izvorne kode je 
dostopen preko povezav HTTP, FTP ali GIT. 
 
ATS-BOM 
ATS-BOM je struktura, ki na urejen in pregleden način podaja, opredeljuje in določa vse 
gradnike od najvišjih do najniţjih nivojev, ki tako ali drugače sooblikujejo zgradbo in 
arhitekturo sodobnega testnega sistema. Pravilno zasnovan ATS-BOM mora na strani 
proizvajalca omogočati neodvisno implementacijo programske in strojne opreme za vsak 
testni sistem. ATS-BOM v skupno celoto zdruţuje TB-BOM (strojna oprema) in SW-BOM 
(programska oprema). To je osnovna ideja in cilj splošnih Agile BOM-ov. 
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4.5.2  Testna aplikacija GUI 
Z izrazom GUI (angl. graphic user interface) je mišljena nadzorno kontrolna testna 
aplikacija, ki se izvaja med testom enote. Zgrajena je modularno in podpira več vzporednih 
opravil (angl. multi-threads). V splošnem aplikacija GUI zdruţuje naslednje aktivnosti: 
 Potek izvajanja testov in njihovo evaluacijo (automator) 
 Prikaz rezultatov na zaslonu (grafični vmesnik pyQt) 
 Komunikacijo s testno enoto (Serial, Ethernet, SSH, USB) 
 Komunikacijo z zunanjimi instrumenti (GPIB) 
 Komunikacijo s testnim in podatkovnim streţnikom (Ethernet, SQL-DB) 
 Kontrolo testne postaje (aktivna mehanika, senzorika) 
 Shranjevanje testnih rezutlatov  
 Generiranje testnih poročil (reporti) 
GUI temelji na osnovi programskega jezika python in predstavlja glavno programsko 
opremo vsake testne postaje. Testna aplikacija je običajno realizirana v obliki izvršne 
Windows datoteke (*.exe), ki se poganja na posamezni testni postaji. Ko se datoteka zaţene, 
se na določeno mesto avtomatsko razpakirajo potrebne datoteke skupaj s testnimi skriptami. 
Grafični vmesnik je narejen na osnovi programskega vmesnika »Qt framework« (pyQt).  
 
Če se osredotočimo samo na ključni testni del izvajanja aplikacije in pri tem izvzamemo vse 
ostale sestavne funkcionalnosti, potem delovanje programske opreme GUI lahko delimo na 
dva pomembnejša dela: 
 Testno procesni del (izvajanje skript) 
 Nadzorno kontrolni del (prikaz rezultatov, funkcije grafičnega vmesnika) 
 
Testno procesni del 
Posamezni testi ali skupine sorodnih testov so realizirani v obliki samostojnih python skript. 
Te skripte imajo neposredno interakcijo z vmesnikom CLI testne enote. Z njo komunicirajo 
preko izbranega komunikacijskega kanala (Serial, Ethernet, SSH, USB). Ta komunikacija je 
izvedena preko knjiţnic pyVISA (to je python vmesnik do standardnih VISA knjiţnic). Za 
pravilno izvajanje testov skrbi poseben modul imenovan automator, ki se kreira ob pritisku 
na gumb Start. Teče kot samostojno opravilo, paralelno z glavnim opravilom v katerem teče 
grafični vmesnik GUI (grafično okno za nadzor in upravljanje).  
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Automator dejansko izvaja posamezne teste in tudi evaluira vrnjene rezultate (Pass/Fail). 
Nabor testov naloţi iz (*.csv) datoteke, kjer so specificirani tudi vsi parametri testa (ID-
sekvenca, ime testa, limite in tip testa, ki določa tudi tip vrnjenega rezultat). Na osnovi 
identifikacije sekvence pokliče ustrezno skripto oziroma kodo, da izvede test. Teste izvaja 
po vrsti. Evaluacijo testov lahko prevzame tudi višji procesni nivo v samem GUI-ju. To je 
odvisno predvsem od izvedbe interne komunikacije med posameznimi moduli oziroma 
integracije s skriptami. Tehnika evaluacije na višjem nivoju se uporablja predvsem pri 
integraciji samostojnih testnih python skript in grafičnega vmesnika VEE, kjer dejansko 
evaluacijo izvaja kar sam grafični vmesnik. 
 
Nadzorno kontrolni del 
Ta del testne aplikacije predstavlja glavno opravilo, to je okno grafičnega vmesnika. To 
opravilo se zaţene preko skripte »RunGUI.py«. Glavna naloga opravila GUI je prikaz 
testnih rezultatov v realnem času in trigeriranje raznih akcij (dialogi, prikaz rezultata, konec 
testa, ...). Automator pošlje opravilu GUI vse potrebne podatke (parametre testa in 
evaluacijo rezultata). Komunikacija med automatorjem in opravilom GUI poteka preko 
posebnega Qt-jevega mehanizma, imenovanega »signal/slot«. Pri tem »slot« predstavlja 
izbrano funkcijo GUI opravila, »signal« pa je v vlogi proţilnika, ki ga postavlja automator. 
 
Shranjevanje rezultatov 
Končni rezultati testne aplikacije so običajno predstavljeni v dveh formatih. To je celotno 
konzolno izvajanje (potek aktivnosti) in ustrezno konsolidiran report s podatki, prirejen za 
prenos v podatkovno bazo. Ta report je razdeljen na glavo z osnovnimi podatki enote in 
povzetki vseh testov (ime testa, spodnja limita, zgornja limita, rezultat, tip, enota in čas 
trajanja testa). Za komunikacijo s testnim streţnikom in prenos rezultatov v podatkovno 
bazo skrbijo posebni programski moduli, ki so prav tako del grafičnega vmesnika. 
 
Privzeti način delovanja GUI grafičnega vmesnika je proizvodno testiranje. To pomeni da se 
izvajajo vsi testi tako, kot zahteva vhodna specifikacija MTG. Moţni so tudi razni drugi 
načini z omejenim ali posebej izbranim testnim naborom. Izbor testov in način izvajanja je 
moţno spremeniti v okviru konfiguracijskih datotek ali neposredno iz aplikacije (»debug 
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4.5.3 Primer realizacije testne postaje z aktivno mehaniko 
Za boljše razumevanje koncepta aktivne mehanike podani primer v nadaljevanju ilustrativno 
prikazuje dizajn kontrolno-krmilnega vezja, načrtovanega za upravljanje kompleksnejše 
testne postaje z realizacijo aktivne mehanike. Okvirno je podana tudi funkcionalnost testne 
aplikacije za tovrstno podporo. Konkretni primer se sicer nanaša na nek novejši razvojni 
produkt, ki ni predmet obravnave tega dela. Ne glede na to pa zanj veljajo enaki koncepti in 
metode testiranja, kot jih obravnava pričujoče delo. Mehanika spodnje testne postaje 























  J1 ........ 48V DC Output voltage connector for DUT PWR supply (MOSFET controlled)
J19 ........ Common connector for measurement signals (Agilent DAQ 34901A connections), D-SUB 25-F
  J17 ........ RSSI voltage connector multiplexed for XCVR 1-2 module (RSSI votage signal, RSSI_GND)
 J15, J16 ........ Solenoid relay connectors (+12V Control signal, GND)
J2 ........ Main PSU DC 48V input voltage connector (-48V PSU, GND -48V)
PCL ........ Power supply control logic circuit (PWR DUT, ES, proximity sensors, memory logic and external ON/OFF signal control)  
      J13, J14 ........ LED sensors connectors (+12V, GND, Color, Intensity)
J12 ........ Emergency Stop switch connector (4-pole, 48V,GND In/Out)
SPM ATS Control Board Connectors description:














































































































































































J18 ........ Common connector for test jig control signals (Agilent DAQ 34903A connections), D-SUB 9-F
ES
ES ........ Emergency Stop switch (2-pole, 48V/3A) 
1    9    8    2    3    4    5
R1
 1     2      3    4     5     6     7    8     9   10   11  12   13   14   15   16  17





J11 ........ +12V Out (Power supply for IORelay card, PROG station only), PCB lath connector










DUT PWR Enable Memory Status
DUT PWR Actual Status (isolated)
DUT PWR Enable D
DUT PWR Enable CLK
R1......... Optional 0-ohm resisitor (GND Jumper) for RSSI voltage measurement (common mode)




Agilent 34901A (Signal measurements)
 
Slika 26: Primer kontrolne enote za testno postajo z aktivno mehaniko 
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ATS Test jig initialization
PSU PWR = OFF
DUT PWR = OFF
1st_Run_Flag = 1 
1st_Run
Flag = 1 



















Test jig control  
(signal status log)
























If ATS Ready signal is set it is assumed that 
RFM loopback test card with hirose connector 
was properly inserted and we can increment 
„hirose insertion counter“ stored in EEPROM 
on test card as well a local sync-up counter, 
regardless to the further test proceeding. When 
max insertion limit number is exceeded, 
loopback card must be replaced with new one. 
Until then ATS GUI test proceeding is blocked.
Note 3:
In case if ATS test is failed GUI can log the 
following test jig control board signals: 
- ATS Ready status
- Emergency Stop status
- Actual DUT PWR supply status
- Input DUT PWR ON/OFF control signal (GUI)
With known state of these control board signals
we can identify also any other external root cause 
of the error (basic ATS start condition issues)
Note 1:
ATS GUI Test jig control flow is running 
in infinite loop with the following states:
- Waiting for GUI Start/Exit button
- Checking and control Test jig HW





test card with new
Yes
 
Slika 27: Primer realizacije GUI za testno postajo z aktivno mehaniko 
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4.6 Verifikacijsko testiranje testnih sistemov in R&R 
Ko je razvoj testne postaje zaključen in osnovna funkcionalnost pokrita, pride na vrsto zelo 
pomemben korak za zagotavljanje zanesljivosti, robustnosti in integritete testnega sistema. 
To je verifikacijsko testiranje. Glavni namen tega testiranja je odkrivanje morebitnih napak 
nastalih pri realizaciji in splošno potrjevanje pravilnosti delovanja testnega sistema kot 
celote. Pri tem se preveri širok nabor vhodnih situacij (predvidenih in nepredvidenih). To je 
preteţno ročni proces, pri katerem se pod drobnogled vzame glavne funkcionalnosti 
programske in mehanske opreme. Poudarek je zlasti na testiranju programske opreme. 
Pomembne faze pri tem testiranju so: 
 Test osnovnih funkcionalnosti pri regularnih vhodnih pogojih 
 Negativni vhodni testi (neregularni pogoji) 
 Specifični testi posameznih funkcij ali sklopov 
 Ponovljivost in proizvedljivost testnih rezultatov (R&R) 
 
Pri verifikaciji osnovnih funkcionalnosti in regularnih pogojih je poudarek na tem, da se 
pravilno izvajajo vse tiste procedure, za katere je bil test načrtovan. To je izvajanje 
posameznih testov, evaluacija in prikaz rezultatov, shranjevanje rezultatov, prenosi v 
podatkovno bazo, razne odločitve in načini delovanja, glede na različne vhodne pogoje. 
Pomembnejši del tega procesa je izvajanje tako imenovanih negativnih testov. To so vsi 
tisti testi, pri katerih namerno povzročimo take vhodne pogoje, pri katerih mora biti rezultat 
testa neuspešen (recimo namerno izključen kakšen od testnih kablov itd.). Pri tem se gleda 
ali je evaluacija rezultata skladna s pričakovanji.  
Pri negativnih testih ni vedno enostavno zagotoviti vseh moţnih vhodnih pogojev, ki vodijo 
do neuspešnih testov. To pride do izraza predvsem pri kakšnem internem procesiranju ali 
raznih specifičnih funkcijah. V takih primerih je potrebna uporaba tehnike namenskih 
testnih vektorjev. Gre za pristop, pri čemer na ključnih in skrbno izbranih mestih izvorne 
kode začasno po-nastavimo kakšne registre ali vrednosti spremenljivk tako, da nam 
predstavljajo neke robne pogoje ali teţje ponovljiva stanja, ki v realnih pogojih morajo 
voditi do neuspešnega testa. Pri tem gledamo odziv sistema in evaluacijo rezultata na 
globalni ravni. S takimi tehnikami je moţno vnaprej precej učinkovito verificirati in 
predvideti delovanje testnega sistema v realnem okolju.  
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Glede na samo kompleksnost testne postaje pa se je treba zavedati, da popolna verifikacija 
vseh funkcionalnosti v detajle ni vedno praktično izvedljiva oziroma smiselna, saj bi bil 
časovni vloţek za to prevelik. Zato je izrednega pomena, da se fokus verifikacijskega 
testiranja pravilno usmeri v tiste dele, ki so neposredno odgovorni za evaluacijo testnih 
rezultatov na osnovi podanih kriterijev. V tem pogledu mora biti proces evaluacije precej 
restriktiven in ne sme dopuščati različnega tolmačenja za iste stvari. V praksi to pomeni, da 
mora tudi kakšna povsem nepredvidena vhodna situacija povzročiti enak odziv sistema, kot 
če regularni pogoj za uspešen test nebi bil izpolnjen (Fail). 
  
R&R - Ponovljivost in proizvedljivost testov 
Posebno mesto pri verifikacijskem testiranju predstavljajo testi R&R (angl. repeatability and 
reproducibility). To so običajno posebej prilagojeni testi za ciklično izvajanje celotnega 
testa, posameznih sekvenc ali specifičnih funkcij. Glavni namen teh testov je dobiti 
statistični podatek, kako zanesljiv in predvsem ponovljiv je testni sistem. Če je rezultat pri 
nespremenljivih testnih pogojih nestabilen (fluktuira med Pass/Fail), je to neposredni znak, 
da imamo prisoten še nek problem. Ta je lahko vezan na programsko opremo testne 
aplikacije, vgrajeno programsko opremo ali testno enoto DUT. Reševanje takega problema 
zahteva dodatne specifične pristope in diagnostična testiranja za identifikacijo in rešitev 
napake. Z osnovmim uradnim testom R&R je v praksi mišljeno večkratno izvajanje testne 
aplikacije na izbranem vzorcu in testni postaji in pod nasledjimi zahtevami: 
 Enaki testni pogoji in postopki kot za proizvodno testiranje 
 Predpisano število testnih ciklov (20 - 50) 
 Predpisano število različnih testnih vzorcev (1 - 10) 
 Predpisano število različnih testnih postaj (opcijsko, če so na voljo) 
To testiranje se uradno izvaja tudi pri proizvajalcu v okviru faze PVT (angl. product 
verification testing). Dejanske testne pogoje določi produktni inţeniring (PE). 
V enaki ali nekoliko bolj parcialni obliki pa se konkreten del testiranja R&R izvede ţe v pod 
okriljem razvojne faze testnega sistema. Tu je pristop lahko tudi nekoliko drugačen. V obliki  
avtomatskega cikličnega testa se realizira bolj pomembne in kritične teste. Pri tem se za vsak 
posamezen test uvede še dodatne ciklične števce za statistično analizo. Na testih kjer 
sumimo, da gre za potencialne probleme vgrajene programske opreme se dodatno vpelje še 
ponovitvene sekvence in pripadajoče števce (angl. retry counters), opcijsko pa še razne 
mehanizme za reševanje predvidenih kritičnih situacij.  
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Tako zastavljen avtomatski ciklični test pustimo, da se izvaja preko noči (12 ur) ali še bolje 
preko vikenda (60 ur). Na ta način lahko izvedemo tudi po več tisoč ali 10-tisoč testov, kar 
je tudi iz statističnega vidika ţe kar konkretna in merodajna številka. Iz rezultatov dobimo 
ogromno povratnih informacij in precej realen vpogled v dejansko stanje testnega sistema in 
naprave. Pomebnejši izhodni podatki takega testa so običajno: 
o Statistika (deleţ uspešnih in neuspešnih testov, za vsak test posebej) 
o Projekcija ocene pričakovanega izplena (FPY) 
o Tip napake (konstantna, sporadična, ponovljiva, marginalna, soodvisna) 
o Informacija, če ponavljanje testa pomaga (število potrebnih ponovitev) 
o Razne druge specifične informacije »debug« značaja 
 
S temi podatki lahko učinkovito in primerno rešujemo vse identificirane probleme ţe pri 
samih vzrokih ali pa v smeri začasnih rešitev (angl. work-around). Podatki nakazujejo tudi 
na to ali je problem vezan na testno aplikacijo ali vgrajeno programsko opremo. Dokler taki 
ciklični testi niso ponovljivo uspešni, je prehod v proizvodno testno okolje lahko precej 
rizičen in pričakovan je slabši FPY. Tovrstno testiranje ima v razvojni fazi testnega sistema 
izredno pomembno vlogo in odločilno prispeva k hitrim in primernim končnim rešitvam. 
 
Splošno verifikacijsko testiranje  pa ni vezano samo na razvoj nove testne aplikacije. To je v 
nekoliko poenostavljeni varianti obvezno tudi ob vsaki novi nadgradnji testne aplikacije ali 
spremembi vgrajene programske opreme testne enote. Prav slednji korak zna biti precej 
problematičen. Obstaja namreč moţnost, da ţe preverjene in delujoče funkcionalnosti 
prenehajo delovati ali pa ne delajo več zanesljivo z novo vgrajeno programsko opremo. Ta 
pojav niti ni tako redek kot bi pričakovali. V teh primerih je poudarek testiranja predvsem na 
zagotavljanju kompatibilnosti za nazaj (angl. regression testing) in seveda preverjanju novo 
dodanih funkcionalnosti.    
Verifikacijsko testiranje testne postaje obsega: 
 Splošno verifikacijo pravilnosti delovanja testne aplikacije in postaje kot celote 
 Ciklični test R&R 
o Specifični v okviru TE (razvojna faza) 
o Standardni v okviru TE (validacija testne aplikacije GUI na več vzorcih) 
o Standardni v okviru PE (PVT faza) 
SPECIALISTIČNO DELO 
 
SPECIALISTIČNI ŠTUDIJ ELEKTRONSKI SISTEMI                                                                             Stran 69 od 123 
 
4.7 Tipični problemi testiranja novih produktov in metode reševanja 
Pri proizvodnem testiranju kompleksnih elektronskih sistemov in naprav bi bilo precej 
nerealno pričakovati, da problemov in napak ne bo. To je sestavni del takega procesa. Cilj 
pri tem je, da je deleţ teh problemov relativno majhen (nekaj %). Kljub sistematičnemu 
pristopu pri načrtovanju, realizaciji in verifikacijskem testiranju testnega sistema se v 
realnem industrijskem okolju še vedno dogaja, da naletimo na razne dodatne probleme. Ti so 
lahko povsem novi, spregledani, nepredvideni, sporadični, sistemski ali produkcijski z 
najrazličnejšimi vzroki. Skupna točka vsem je le ta, da imajo bolj ali manj negativen učinek 
na uspešnost testiranja oziroma izplen FPY. Ta pojav raznih dodatno eskaliranih problemov 
je pričakovano še posebej izrazit prav v začetni, uvajalni fazi novega produkta. V kasnejšem 
obdobju, ko je produkcijsko testni cikel ţe konsolidiran, praviloma tudi večji deleţ teh 
problemov izzveni. Po večini ostanejo samo tisti, ki so v celoti vezani na sam tehnološki 
proces izdelave. Tukaj testni inţeniring nima več nobenega vpliva, to področje je povsem v 
domeni proizvajalca. 
Za reševanje te problematike, je najprej potrebno natančno poznati naravo in tip problema. 
Glede dejanskih vzrokov je na samem začetku še teţko sklepati. Za to so običajno potrebne 
dodatne analize in specifična testiranja. Končne rešitve so lahko različne in odvisne od vrste 
samega problema. Probleme vezane na programsko opremo lahko rešujemo pri dejanskih 
vzrokih ali pa jih z raznimi tehnikami ustrezno zaobidemo, če to ni kritično za samo enoto. 
Vse rešitve niso vedno idealne. Upoštevati je potrebno več faktorjev, zato je glede tega v 
splošnem potreben širši konsenz testnega in razvojnega inţeniringa. Vsi reportirani problemi 
so sistemsko ustrezno vodeni in procesirani preko sistema za spremljanje (Jira Atlassian). 
 
Probleme, ki se pojavljajo tekom proizvodnega testiranja lahko glede na vzroke razdelimo 
na več osnovnih skupin, te pa še naprej:  
 Problemi vezani na tehnološki proces izdelave 
o Hladni spoji ali slabo spajkane komponente 
o Kratki stiki kot posledica spajkanja 
o Napačne, manjkajoče ali poškodovane (nedelujoče) komponente 
o Neustrezne poravnave konektorjev 
o Anomalije na tiskanem vezju PCB 
o Mehanske poškodbe komponent in vezja 
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 Problemi vezani na proces testiranja 
 Testna postaja (mehanika) 
o Poravnave mehanskih sklopov (zatikanje na konektorjih) 
o Nepopolni kontakti na različnih vmesnikih 
o Neustrezna priprava testne postaje (kalibracija, slabljenje, presluhi) 
o Kompaktnost mehanike (časovno odstopanje mikro nastavitev) 
o Nestabilnosti v delovanju kontrolne enote (aktivna mehanika) 
 Testna aplikacija GUI 
o Programske napake (angl. bug) 
o Sistemske napake pri izvedbi testov (sekvence, dodatne zakasnitev) 
o Nestabilno delovanje aplikacije (sesuvanje brez očitnih razlogov) 
o Razne mrtve zanke (angl. dead-loop)  ob nepredvidenih situacijah 
o Time-out (neodzivnost aplikacije, pasti) 
 Vgrajena programska oprema (angl. embedded test sofware, firmware) 
o Programske napake na nivoju ETS (angl. embedded software) 
o Ne-deterministično izvajanje ukazov preko konzole CLI 
(prehitro sproščen CLI, medtem ko se aktivnosti v ozadju še izvajajo) 
o Sporadični problemi in napake pri komunikaciji do internih naprav 
(razni problemi internih komunikacijskih kanalov, I2C, SPI, ...) 
o Nepopolne interne inicializacije posameznih naprav in sklopov 
o Neznane napake (WDT reset) 
 Napake operaterja (neupoštevanje navodil, izpuščeni koraki, nepazljivost ...) 
 
 Problemi vezani na dizajn enote  
 Sistemske napake posameznih funkcionalnih sklopov 
 Funkcionalnosti FPGA (zakasnitve, kontrolna logika, podatkovne poti...) 
 Neupoštevanje pravil DFT (dizajn tiskanega vezja) 
 
 Problemi vezani na testne zahteve 
 Marginalne napake in tolerance (preveč ostro postavljene limite) 
 Problematične (neprimerne) testne zahteve 
 Nepopolno specificirane testne zahteve (razne vejitve procesa) 
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V začetnem uvajalnem delu proizvodnega testiranja novega produkta so problemi bolj ali 
manj enakomerno porazdeljeni med posamezne skupine. Preteţni del vseh predstavljata 
tehnološki proces in testiranje. Problemi kot posledica tehnološkega procesa so detektirani 
ţe pri samem testiranju ali ţe prej in se jih relativno hitro sanira. Bolj problematični so 
problemi vezani neposredno na testni proces, še posebej če niso konsistentno ponovljivi. Iz 
te skupine izstopajo predvsem problemi, ki so tako ali drugače vezani na vgrajeno 
programsko opremo (ETS SW). Običajno se izkaţe da je teh še največ. Delno je to 
pričakovano, ker v začetni fazi razvoja programske opreme ETS še ni moţno konsistentno 
testirati vseh testnih funkcionalnosti. Takrat tudi še ni na voljo testnih enot. Kasneje tekom 
verifikacijskega testiranja pa kakšen zahtevnejši in sporadičen problem lahko ostane tudi 
prikrit in eskalira šele kasneje med testiranjem v realnem okolju.  
 
Ugotavljanje ali gre za problem testne aplikacije ali vgrajene programske opreme ni vedno 
enostavno. Za to so potrebne dodatne primerjalne analize in nemalokrat tudi specifične 
testne skripte, ki se fokusirajo zgolj na izbrani problem. Za te namene se veliko uporablja 
niţje nivojske skripte na osnovi TTL-makrojev (Tera Term terminal). Rezultati teh skript 
problematiko prikaţejo v bolj neposredni in izkristalizirani obliki. Posredno se nakazujejo 
tudi moţne rešitve na osnovi tehnike premoščanja glavnega problema.  
 
Problemi testnih aplikacij običajno zahtevajo konkretne rešitve (popravke). Pri reševanju 
problemov, kjer je vzrok vgrajena programska oprema pa sta vsaj dve moţni alternativi: 
 Reševanje na nivoju vgrajene programske opreme (dejanski popravki) 
 Reševanje na nivoju testne aplikacije (angl. work-around based solution) 
 
Reševanje po prvi varianti je primerno predvsem v začetnih fazah, ko se testna rešitev še 
razvija in so menjave programskih paketov ETS pogoste.  
Druga varianta pa ni vedno mogoča. V kolikor jo je moţno aplicirati, se kot primerna izkaţe 
predvsem kasneje, ko je testna rešitev ţe v proizvodnem okolju. Zavedati se je namreč 
potrebno, da menjava vgrajene programske opreme v kasneje, po osnovni implementaciji v 
proizvodno okolje pomeni večji proces, ki za sabo potegne precej več aktivnosti, kot denimo 
samo menjava testne aplikacije. Ta drugi pristop pa lahko pomeni tudi maskiranje 
dejanskega problema, zato je pri izbiri te alternative potreben tehten razmislek in natančno 
poznavanje same problematike, vzrokov in ozadja. 
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Pri realizaciji te druge variante se pogosto uporabi tehnika dodatnih ponovitev testa (angl. 
retry based workaround). Če izbrani test ni uspešen v prvo, se ga ponovi še enkrat ali celo 
večkrat. Število maksimalnih ponovitev je omejeno s posebnim parametrom. Če je vsaj ena 
izmed teh ponovitev uspešna se tudi celoten test smatra kot uspešen. Ta tehnika se sme 
uporabiti le, če s tem ni ogroţena dejanska funkcionalnost. Običajno se aplicira, ko natančno 
vemo, da je za nek problem kriva neka manjša sporadična nestabilnost na nivoju programske 
opreme ali morda ne-deterministično izvajanje komand CLI. S tem, ko znotraj testa 
omogočimo nekaj avtomatskih internih ponovitev tudi ne vplivamo na FPY. 
Ker so posamezni testi lahko kar zahtevni in vključujejo več različnih odvisnih sekvenc take 
ponovitve niso vedno povsem trivialne. To predstavlja tudi odklon od regularnega poteka 
izvajanja. Zaradi tega načina delovanja je smiselna ţe ustrezna sistemska podpora v ogrodju 
testne aplikacije (angl. framework), ki potem olajša samo realizacijo tovrstnih rešitev. 
 
Številne probleme, ki so posledica raznih časovnih ne-determinističnosti se dokaj uspešno 
rešuje z dodajanjem raznih časovnih zakasnitev v testni aplikaciji. Ta problematika se v 
večji meri izraţa pri komuniciranju testne aplikacije z nivojem vgrajene programske opreme 
preko vmesnika CLI. Problem je predvsem v tem, da ne poznamo natančno najslabših 
moţnih scenarijev izvajanja ukazov na nivoju vgrajene programske opreme, WCET (angl. 
worse case execution time). Teoretično testna aplikacija v izvorni kodi nebi smela vsebovati 
nobenega »delay« ukaza vezanega na izvajanje ukazov vgrajene programske opreme. To bi 
moralo striktno potekati po naslednjem principu: 
 pošlji ukaz 1, čakaj na odziv (»prompt«) 
 pošlji ukaz 2, čakaj na odziv (»prompt«), itd. 
Posamezni ukazi ETS nivoja so lahko precej kompleksni (npr. nalaganje profila modema, 
zagon generatorja podatkovnega prometa) in zahtevajo izvedbo večjega števila niţje 
nivojskih ukazov in sekvenc na nivoju operacijskega sistema. Če operacijski sistem 
kontrolne enote ni klasificiran kot RTOS (angl. Real Time Operating System), obstaja 
moţnost, da zaradi različnih prioritet opravil ali načina izvedbe vgrajenih funkcij prihaja do 
raznih usodnih napak. Tipičen primer take situacije je, če nam neka funkcija prehitro sprosti 
ukazno vrstico (»prompt«), medtem ko v ozadju še vedno izvaja predhodni ukaz. Če je 
naslednji ukaz slučajno tak, da zahteva nekaj v zvezi s tem istim sklopom ali entiteto, ki jo 
še vedno procesira predhodni ukaz, potem lahko hitro pride do nepredvidljivih ali celo 
usodnih situacij za sam sistem. To so tako imenovani časovno sekvenčni problemi. 
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Praviloma bi morale take funkcije in ukazi, ne glede na tip operacijskega sistema sprostitev 
ukazne vrstice zadrţati za toliko časa, dokler vse aktivnosti v povezavi s tem ne bi bile v 
celoti zaključene. Če bi pri tem prišlo do kakšne interne napake, bi se to lahko zaznalo preko 
parametra WCET, sistem bi generiral »time-out« napako z ustreznim sporočilom in kljub 
temu sprostil ukazno vrstico CLI, kontrolo pa predal testni aplikaciji. Na nivoju testnih 
aplikacij si pri teh problemih za zdaj lahko pomagamo zgolj z dodajanjem ustreznih 
zakasnitev, do katerih se pride eksperimentalno. Krajše opcijske zakasnitve do nekaj sekund 
načeloma niso kritične, sploh če pomagajo. Vsekakor pa to ni najbolj primerna rešitev. 
 
Marginalne napake (imenovane tudi robne ali mejne napake) so tiste, pri katerih izmerjene 
vrednost le za malo presegajo podane limite. Te so okvirno določene na osnovi specifikacij 
produkta, dokončno pa potrjene v fazi EVT. Ker gre tu za manjše število vzorcev je moţno, 
da še niso optimalno izbrane. Marginalne probleme se v splošnem rešuje s prilagajanjem 
vhodnih specifikacij (limit), ki morajo biti odobrene s strani razvojnega oddelka. Limite so 
sicer določene z osnovnimi produktnimi zahtevami in preko teh meja se ne sme. Idealno je, 
če so limite postavljene tako, da njihova srednja vrednost vsaj pribliţno sovpada s 
statističnim povprečjem aritmetične sredine večjega števila meritev izbranega testa. Pri tem 
je seveda zaţelena tudi majhna standardna deviacija oziroma razpršenost meritev (odklon).  
 
Včasih se izkaţe, da so vzroki teţav tudi v samih testnih zahtevah, ki se v ţelji s čim manj 
korakov testirati čim več izkaţejo za manj primerne ali celo rizične. V takih primerih so 
potrebne večje rekonstrukcije in adaptacije testnih aplikacij in pristopov. 
 
Ostali problemi se pojavljajo bolj poredkoma in se rešujejo posamično v okviru rednega 
vzdrţevanja in podpore proizvodnemu procesu. Od teh izstopajo občasni problemi v zvezi z 
mehaniko testnih postaj, razne mehanske poškodbe in tudi napake operaterja. Vse probleme, 
ki izhajajo iz tehnološkega procesa (izdelava PCB, polaganje komponent, spajkanje), 
avtonomno rešuje proizvajalec sam. Tu se občasno kot problematična izkaţe tudi kakšen 
pomanjkljivost v zvezi z DFT. 
Pred začetkom masovne proizvodnje se vedno naredi tudi pilotska serija, v okviru katere se 
razreši in analizira še zadnje večje probleme. Po končani pilotski seriji in zaključenem 
poročilu PVT mora biti proizvodno testni proces konsolidiran in pod kontrolo do te mere, da 
je moţna kakovostna in neodvisna masovna produkcija. 
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4.8 Informacijski sistem in spremljanje proizvodnje 
Pomemben del avtomatskega testnega sistema je tudi ustrezno podprt informacijski sistem 
za shranjevanje podatkov. Kot je bilo ţe omenjeno, se pri proizvodnem testiranju rezultati 
vseh posameznih evaluiranih testov shranjujejo tudi na podatkovni streţnik SQL-DB. Tu so 
definirane različne tabele in podatkovne strukture za posamezne produkte in različne teste. 
Upravljanje, kontrola, nadzor in analize teh podatkov so preteţno v domeni PE (angl. 
product engineering). Dostop do teh podatkov pa je lahko omogočen tudi vsem ostalim 
pooblaščenim uporabnikom in seveda tudi TE (angl. test engineering). 
  
Informacijski sistem ponuja in omogoča več prednosti: 
 Spremljanje proizvodnje po različnih časovnih obdobjih 
 Pripravo raznih statistik glede na izbrane reference 
(po testnih postajah, posameznih testih, izbranih napakah,  komponentah) 
o Splošni izplen (FPY) 
o Pojavljanje napak glede na lokacijo, test, časovno obdobje 
o Standarna deviacija testov (meritev) 
o Normalne porazdelitve in ocene verjetnosti posameznih napak 
 Pomaga pri analizah najrazličnejših problemov (histogrami testov) 
 Iskanje in filtriranje testnih enot in rezultatov po raznih kriterijih (poizvedba SQL) 
 Kreiranje in uporabo statičnih ali dinamičnih podatkovnih struktur in tabel, 
ki se aktivno vključujejo v sam testni proces (nadzor, kontrola, izračuni) 
 Arhiviranje testnih rezultatov  
 Sinhronizacijo podatkovnih baz po ostalih »back-up« lokacijah 
 
Vsi testni sistemi znotraj podjetja Aviat Networks koristijo večino zgoraj naštetih prednosti, 
ki jih ponuja opisana informacijska infrastruktura. Vzporedno s temi osnovnimi 
funkcionalnostmi podatkovne baze pa se za spremljanje in analizo proizvodnje uporabljajo 
tudi bolj napredna orodja. Ta lahko na osnovi različnih časovnih intervalov in ţelenih 
parametrov avtomatsko osveţujejo razne statistike in jih preko za to pripravljenih spletnih 
aplikacij tudi prikazujejo. S tem je omogočeno spremljanje proizvodnega procesa praktično 
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Ena izmed takih interno razvitih aplikacij za spremljanje je »ATS Monitor«. Ta prikazuje 
statistiko produkcijskega izplena (FPY) in opcijsko tudi analizo napak na tedenski ravni za 
različne testne postaje. Aplikacija je dostopna »on-line« preko spletne strani. 
 
V nadaljevanju je prikazanih nekaj splošnih primerov za statistično spremljanje proizvodnje 
in rezultatov testiranja na osnovi produktnega informacijskega streţnika SQL-DB. Grafi in 
tabele so pripravljeni na osnovi procesiranja testnih rezultatov iz podatkovne baze. 
 
 
Slika 28: ATS Monitor za spremljanje statistike FPY izbranega testa 
 
 
Slika 29:  Primer FPY po testnih postajah (PVT testiranje) 
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Statistične metode spremljanja in dodatnega procesiranja testnih rezultatov nam omogočajo, 
da na osnovi manjšega števila testnih vzorcev ali meritev spoznamo lastnosti celotne 
populacije testov in posledično predvidimo pričakovane rezultate bodočih testov. Preko 
normalne (Gaussove) porazdelitve pa lahko ocenimo tudi kakšne bodo verjetnosti, da bodo 
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5. AVTOMATSKI TESTNI SISTEM ZA PRODUKT CTR8540 
 
V okviru razvoja produkta CTR8540 sem bil zadolţen za načrtovanje, koordinacijo in 
postavitev testnega koncepta proizvodnega testiranja. Aktivno sem bil vključen pri 
realizaciji, verifikaciji, končni implementaciji in reševanju večjih problemov povezanih s 
testiranjem. Na projektu sem bil vključen ţe od samega začetka razvojne faze, zato sem 
lahko aktivno sodeloval z razvojnim oddelkom strojne in programske opreme, v smislu 
čimbolj optimalnih rešitev vezanih na samo testiranje. Nekaj sistemskih odločitev, na katere 
nisem imel veliko vpliva je bilo tudi takih, da niso omogočale najbolj optimalnih testnih 
rešitev. Soočil sem se tudi z nekaterimi večjimi problemi, in jih na koncu z različnimi 
prijemi uspešno rešil. Rezultat vsega tega dela, številnih ur razvoja, testiranja in verifikacije 
je kompletna in konsolidirana testna rešitev. Produkt CTR8540 je trenutno v fazi stabilne 
masovne proizvodnje. Izplen (FPY) je v povprečju blizu 100% z občasnimi nihanji do 85% 
kot posledica raznih zunanjih dejavnikov, na katere pa testni sistem nima vpliva. 
 
Za testni sistem CTR8540 je bil uporabljen koncept več nivojskega testiranja v okviru 
neodvisnih samostojnih testnih postaj s čim večjo testno pokritostjo posameznih nivojev. V 
okviru tega je bilo realiziranih in implementiranih šest samostojnih testnih postaj. Kot testno 
kontrolno okolje je bil upoštevan Windows7. Pri samih testnih aplikacijah je bilo 
uporabljenih več različnih pristopov, tehnologij in računalniških orodij: 
o Linux Virtual Machine Box (Linux) 
o Sistem NFS (Linux) 
o Python testne skripte (Linux/Windows) 
o Testne skripte TTL (Windows) 
o Visual Studio .NET (Windows) 
o Python GUI Qt (Windows) 
o VEE GUI (Windows) 
 
Več različnih orodij in pristopov iz vidika testiranja in kasnejšega vzdrţevanja sicer ni 
najbolj optimalna izbira. Tak pristop je bil potreben predvsem zaradi nekaterih sistemskih 
odločitev glede programiranja in izbire operacijskega sistema enote (Linux). Pomemben 
faktor pri tem je bil tudi čas razvoja (koncept Python GUI je bil tedaj šele v uvajalni fazi). 
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Celoten potek več nivojskega procesa proizvodnega testiranja enote CTR8540 prikazuje  
diagram na Sliki 31. Navedene so glavne aktivnosti, ki jih povzema posamezen testni nivo. 
Vhodni pogoj za prvo testno postajo (TP1) je enota, ki pride neposredno iz produkcijske 
linije. Pogoj vsake naslednje stopnje v procesu testiranja pa je uspešno zaključena 
predhodna stopnja oziroma testni nivo. 
 
ICT
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Programiranje
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 ISP (programiranje)
 Digitalni testi (clauster)
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 Ciklično izvajanje testov
 Monitoriranje alramov
 FRU (produkt level)
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Razvoj celotnega produkta, testnega koncepta in dejanskih testnih skript je potekal v 
Sloveniji (Aviat d.o.o). Pri končni testni rešitvi, zlasti realizaciji nekaterih grafičnih 
vmesnikov in integraciji končnih testov v VEE okolje pa je aktivno sodeloval tudi matični 
razvojni center iz Kalifornije (Santa Clara). Pri realizaciji testov ICT in Boundary scan smo 
sodelovali z zunanjimi specialisti za ta področja. Osnovno testiranje AOI in AXI pa 
zagotavlja ţe proizvajalec produkta, kot del njihovega produkcijskega testnega sistema.  
 
Poudarek mojega dela v tem sklopu se nanaša na pripravo in realizacijo testnih postaj za 
programiranje, funkcijski test, termalni test in konfiguracijo. Aktivno pa sem sodeloval tudi 
pri verifikacij in odpravljanju teţav na vseh ostalih nivojih, ter pri tem prispeval nekaj 
ključnih rešitev. Sem sodijo še številne druge povezane aktivnosti, ki se tičejo procesa 
celotne implementacije testnega sistema v produkcijsko okolje. 
5.1 Zahteve proizvodnega testiranja CTR8540 
Zahteve proizvodnega testiranja enote so bile specificirane posebej za vsak testni nivo. 
Nanašajo se na funkcijsko testiranje, termalno cikliranje in končno konfiguracijo. Pri testih 
ICT in Boundary scan se praviloma vedno realizira maksimalno testno pokritost, ki jo dizajn 
enote in testna tehnologija še omogočata. Podobno je potrebno programirati vse pomnilniške 
komponente, ki omogočajo pravilno in normalno delovanje naprave. Poudarek v 
nadaljevanju je predvsem na testnih zahtevah funkcijskega in termalnega testiranja. 
 
Zahteve funkcijskega testiranja 
Te zahteve so bile specificirane v okviru več glavnih skupin, ki zdruţujejo funkcijsko 
sorodne teste. Okvirne specikacije testiranja so bile naslednje: 
 Testno okolje: Linux Ubuntu 12.04.01, 64-bit (VirtualBox machine)  
 Kontrolno komunikacijski vmesnik: Ethernet management port (SSH protokol) 
 Komunikacijski vmesnik CLI (Klish mode) 
 Python testne skripte 
 Nadzor testiranja iz Windows okolja preko aplikacije GUI 
 
Za teste razširitvenih mest ciljnih »plug-in« kartic so bile zahtevane dodatne namenske 
testne kartice, za testiranje vhodno/izhodnih vmesnikov pa ustrezne »loopback« povezave. 
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Specifikacije testnih zahtev funkcijskega testiranja enote CTR8540: 
 Osnovni funkcijski testi 
 Serijska konzola 
 Testi LED 
 Ethernet management porti 
 Dostop do perifernih enot 
o WP3  
o FPGA 
o Ethernet PHY 
o Interno Ethernet management stikalo (Switch) 




o Naprave na vodilu I2C 
- Senzorika (temperaturni senzorji) 
- CPS3312 in CPS3316 (»SerDes cross point switch«) 
- Vmesniki SFP/QSFP  
- Kontroler DC HotSwap (tok, napetost, alarmi) 
 Podatkovni vmesniki sprednje strani 
 RJ45 (8) 
 SFP (4) 
 QSFP (2) 
 E1/T1 PRBS (16)  
 Interne podatkovne poti in razširitvena mesta 
 SD1 (4 x Data, CPS3316) 
 SD2 (4 x Protection, CPS3316) 
 SD3 (4 x SGMII, CPS3312) 
 SD4 (4 x Stolen, VSC8552) 
 XAUI (10 Gigabit media) 
 Ethernet porti razširitvenih mest (4) 
 Ventilatorska enota (4 x Fan) 
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Zahteve termalnega testiranja 
 
Termalni cikel: od -10 °C do +55 °C / 420 minut (glej sliko 21) 
Komunikacija z enoto: Serijski vmesnik UART 
Izbor testov: 
 Test prometa (podatkovne poti) 
 SD1, SD2, SD3, SD4, XAUI (»data path loopback«) 
 LIU PRBS (interna stran proti FPGA,  interni »loopback«) 
 Plug-in link status (sinhronizacija podatkovnega prenosa preko SerDes) 
 Senzorika 
 Temperature (vhodna, osrednja, izhodna) 
 Status ventilatorske enote (alarmi) 
 Vrtljaji ventilatorske enote (RPM) 
5.2 Realizacija testnih postaj 
V tem poglavju so nekoliko podrobneje predstavljeni praktične vidiki realizacije posameznih 
testnih postaj. Poudarek je na osnovni zgradbi, načinu izvajanja testa in končni GUI 
implementaciji. 
5.2.1 Boundary scan in ICT 
Čeprav test ICT nastopa kot prvi v procesu, je bil razvit, konsolidiran in implementiran kot 
zadnji. To je povsem običajno, saj gre za strukturni test povsem odvisen od geometrije vezja 
(PCB). Razvit je bil v sodelovanju s podjetjem ECT (Everett Charles Technologies), ki so 
specialisti na tem področju. 
Boundary scan je bil realiziran in verificiran ţe pred ICT. Razvoj testnih vektorjev namreč 
lahko starta ţe neposredno po tem, ko je zaključena in potrjena osnovna shematika vezja. 
Implementiran je v okviru rešitve, ki jo ponuja podjetje Asset in okolju programske opreme 
ScanWorks. Iz povsem praktičnih razlogov pa je Boundary scan test bil kasneje integriran v 
sklop ICT testa. Oba testa sta zdruţena v okviru ene same testne postaje. ICT se osredotoča 
bolj na teste analogne narave in komponent, Boundary scan pa na digitalno področje. S tem 
so v enem zdruţene tako prednosti enega kot drugega testa. 
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Slika 32: Implementacija testna postaje ICT 
 
Boundary Scan 
Glavni gradniki CTR8540 Boundary scan testne postaje so naslednji: 
o Programska oprema (ScanWorks, Asset) in testni vektorji (projekt) 
o Boundary scan kontroler (kartica PCIe) 
o TAP-kontroler (razširitveno mesto za verige JTAG) 




Slika 33: Gradniki testne postaje Boundary scan za CTR8540 
 
Enota CTR8540 ima dve neodvisni verigi JTAG (angl. JTAG chain). V prvi se nahaja glavni 
procesor, v drugi pa še vse preostale Bscan komponente.  
JTAG Chain 1: WP3 
JTAG Chain 2: FPGA, DPLL, PHY1, PHY2, PHY3, PHY4, LIU1, LIU2 
Za povezavo DUT s kontrolerjem TAP so bili uporabljeni namenski »pinout« prilagoditveni 
JTAG-kabli. Od nestandardnih Bscan testov je bil dodatno realiziran še »UART-loopback« 
test. Ta test je priporočljiv, ker ţe na najniţjem nivoju strojne opreme potrdi pravilnost 
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Slika 34: Blok diagram testne postaje Boundary scan za CTR8540 
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Tabela 5-1: Realizirani Boundary scan testi 
 
Tip testa Predmet testiranja Komentar 
Initialization Reset_chain1 Inicializacija kontrolerja TAP 
Reset_chain2 
Infrastructure spv_chain1 Test posameznih verig JTAG                
(TDI-TDO ...) spv_chain2 
Interconnection Device connections Povezanost komponent 
SRAM Memory test u17_ssram Testi statičnega RAM-a 
u36_ssram 








I2C temperature sensors u23_lm75 Dostop do registrov 




I2C EEPROM access 
(R/W) 
u84_24c04_program_data     Dostop do FRU EEPROM  
(branje/pisanje) u84_24c04_program_ff        
NOR Flash access (R/W) u30_u2_29gl032 NOR Flash dostop 
SPI Flash access  (R/W) u82_m25c64_data FPGA SPI Flash dostop 
u82_m25c64_ff 
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5.2.2 Programiranje enote 
Programiranje enote je bilo v celoti realizirano na nivoju python skript in avtomatizirano v 
okviru python aplikacije GUI. Gre za več fazni proces, ki uporablja tudi nekaj zunanjih 
programatorjev in pri tem kombinira izvajalno Linux okolje z nadzornim Windows okoljem. 
Programiranje enote CTR8540 v grobem delimo na štiri sklope: 
 Programiranje podatkov FRU (I2C EEPROM) 
 Programiranje konfiguracije FPGA (SPI Flash) 
 Programiranje programske opreme (NOR, NAND) 
 Stresni test pomnilnika (RAM-testi) 
Potek celotnega programiranja enote prikazuje spodnji diagram. 
 
Input 
New (empty) board 
Step 1
FRU Programming - board level
Step 3
NOR Flash Programming (U-boot)
Step 5
Default Boot Parameters setting 
1st Linux NFS boot
Step 6




Board programmed and ready for functional testing
FPGA Primary image programming
(auto started during NFS booting )Step 2
FPGA Golden image Programming
Step 4
Basic memory stress test (U-boot)
 
Slika 36: Diagram poteka programiranja enote CTR8540 
 
Infrastruktura postaje za programiranje 
 Delovna postaja (PC) za aplikacijo GUI 
 Linux podatkovni streţnik NFS (Oracle VM Virtual Machine, TFTP) 
 Zunanji programator I2C za FRU (Presto ASIX) 
 Zunanji programator JTAG za FPGA SPI Flash (Lattice HW-USBN-2A) 
 Zunanja Boot EEPROM adapterska kartica (EEPROM, I2C, JTAG) 
 Komunikacijski vmesniki (Serijski, Ethernet, USB) 
 Repozitorij NFS z ustreznimi datotekami (vmlinux, rootfs.tar.bz2, rootfs.ubi.img) 
 Lokalna podporna direktorijska struktura (razne datoteke in »firmware«) 
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Slika 37: Blok diagram postaje za programiranje CTR8540 
 
Potek programiranja 
Ob vklopu napajanja starta koda zagonski bootloader »nanoWinMon«, ki se naloţi iz I2C-
Boot EEPROM-a na adapterski kartici. Preko zunanjih adapterjev priklopljenih na to isto 
kartico se najprej zaprogramira podatke FRU in FPGA SPI Flash (konfiguracijska datoteka). 
Potem se iz ukazne vrstice »bootloader« najprej programira NOR Flash (U-Boot). Ta del 
poteka tako, da se preko serijske konzole najprej prenese RAM-različica U-Boot, ki ţe 
podpira funkcije za dejansko programiranje NOR Flash. Ciljna datoteka za vpis se prenese 
preko protokola tftp iz streţnika NFS. Sledi glavni in najkompleksnejši del programiranja 
NAND Flash. Osnovni koncept predpostavlja, da se to programiranje izvaja iz okolja Linux. 
Ker je NAND Flash na začetku še prazen, rabimo za ta korak najprej naloţiti operacijski 
sistem Linux preko mreţe streţnika NFS. Ta streţnik je definiran v okviru OracleVM 
VirtualBox postaje in 64-bitnega operacijskega sistema Linux Ubuntu 10.04.1, ki se nahaja 
na isti fizični delovni postaji kot aplikacija GUI. Dostopen je preko dodatne fizične Ethernet 
kartice in izbranega naslova IP. Pomemben del streţnika NFS je tudi repozitorij vseh datotek 
potrebnih za programiranje NAND Flash. Ko imamo na enoti enkrat postavljen in delujoč 
Linux, lahko starta dejanska sekvenca programiranja. Ta je nadzorovana preko serijske 
konzole, prenos vseh datotek pa poteka preko tftp in Ethernet managemet konzole. Tako 
zastavljen sistem NFS mora imeti vnaprej definirano direktorijsko strukturo.  
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Za nadgradnjo tega sistema sem pripravil tudi posebno »Linux bash « skripto, ki avtomatsko 
nadgradi Linux NFS verzijo in pripravi celoten repozitorij za programiranje z novimi 
datotekami. Vse ostale nastavitve so del Linux Ubuntu aplikacije. Ker je ta realizirana v 
obliki virtualne postaje imamo na testni postaji samo eno večjo datoteko »clone image«, v 
kateri je vključeno prav vse. Ta datoteka je tudi enostavno prenosljiva na druge postaje. 
Sekvenco programiranja in upravljanje z zunanjimi programatorji nadzoruje aplikacija GUI.  
 
 
Slika 38: Aplikacija GUI za programiranje CTR8540 
 
Tabela 5-2: Potrebne datoteke za programiranje 
Datoteka (firmware image) Opis 
vmlinux Linux kernel image 
rootfs.ubi.img File System image for NAND programming 
rootfs.tar.bz2 File System image pack for NFS Linux update 
u-boot.bin U-Boot image for NOR Flash programming 
uImage U-Boot based Linux kernel for NFS boot 
sd_fs.tar.bz2 SD card image 
 
Dodatne funkcionalnosti GUI 
Poleg osnovnega programiranja ima aplikacija GUI iz praktičnih razlogov podprtih še nekaj 
dodatnih funkcionalnosti: 
 Brisanje kompletne vsebine enote (vrnitev v osnovno začetno stanje) 
 Neodvisna nadgradnja U-Boot (NOR Flash) 
 Preverjanje začetnih startnih pogojev programiranja 
 Avtomatska sinhronizacija lokalne direktorijske strukture iz testnega streţnika ob 
vsakem zagonu aplikacije GUI (prenos novih datotek, če so zaznane spremembe) 
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Stresni test delovnega pomnilnika DDR3 
Stresni test pomnilnika se zaţene iz U-Boot. Pri tem sta na voljo dve opciji  
 wp3_diag stress (osnovni hitri test, 1min) – za proizvodno testiranje  
 wp3_diag (test vseh fizičnih lokacij, 5min) – za analize in verifikacije 
 
Pri enoti CTR8540 se posebej testira naslednje fizične pomnilniške lokacije: 
 Parameter memory 
 Packet memory 
 Internal memory 
 Application memory 
 
Izvedba testa iz U-Boot ukazne vrstice: 
CSR # wp3_diag stress 
 
SIU1: Parameter stress test 0x00050000 repetitions: 
[TRS  0- 7]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS  8-15]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 16-23]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 24-31]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 32-39]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 40-47]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 48-55]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 56-63]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
 
SIU2: Packet stress test 0x00050000 repetitions: 
[TRS  0- 7]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS  8-15]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 16-23]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 24-31]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 32-39]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 40-47]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 48-55]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 56-63]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
 
SIU3: Internal stress test 0x00050000 repetitions: 
[TRS  0- 7]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS  8-15]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 16-23]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 24-31]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 32-39]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 40-47]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 48-55]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 56-63]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
 
SIU4D: Application Part 1 stress test 0x00050000 repetitions: 
[TRS  0- 7]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS  8-15]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 16-23]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 24-31]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 32-39]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 40-47]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 48-55]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 56-63]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
 
SIU4D: Application Part 2 stress test 0x00050000 repetitions: 
[TRS  0- 7]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS  8-15]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 16-23]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 24-31]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 32-39]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 40-47]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 48-55]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 
[TRS 56-63]:   PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED     PASSED 









Slika 39: Diagnostični stresni test pomnilnika RAM (Tera Term) 
 
 
5.2.3 Funkcijski test 
Funkcijski test enote CTR8540 je realiziran v okviru python skript, ki se izvajajo pod 
okriljem Linux Ubuntu virtualne postaje. Test je nadzorovan preko vmesnika VEE GUI iz 
okolja Windows. Struktura testov je logično porazdeljena v posamezne skupine, ki 
zdruţujejo sorodne funkcionalnosti. Temu sledi tudi organiziranost python skript. Glavna 
skripta nadzoruje celoten potek izvajanja in kliče vse posamezne skripte (teste). Testne 
skripte niso del Linux Ubuntu direktorijske strukture, kot bi morda pričakovali. Fizično se 
nahajajo na vnaprej določeni lokaciji lokalnega testnega računalnika (C:\Ubuntu_Share) z 
Windows okoljem. Pri tem gre za tako imenovan dostop do direktorija v skupni rabi (angl. 
shared directory), ki je dostopen tako iz strani lokalnega Windows okolja, kot tudi iz Linux 
Ubuntu virtualnega okolja. To funkcionalnost omogoča aplikacija Oracle VM VirtualBox. 
Glavna razloga za tak pristop sta bila zahteva po neodvisnem krmiljenju in nadzoru testa iz 
Windows okolja (recimo nadgradnja testnih skript) in neodvisnost virtualne postaje od 
samih testnih pogojev (angl. »independent clone image«). S tem na celoten virtualni del 
testnega sistema (Linux Ubuntu, NFS streţnik, repozitorij datotek) lahko gledamo kot na 
statični procesno funkcijski del testne infrastrukture (angl. »black box approach«). 
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Glavno python skripto za funkcijsko testiranje je potrebno posredno zagnati iz Windows 
okolja v Linux Ubuntu virtualnem okolju. To pomeni, da je potrebno nekako »tunelirati« v 
Linux okolje. Problem sem praktično rešil s pomočjo terminala »Putty«, ki iz Windows  
okolja preko SSH povezave na ciljnem sistemu omogoča izvedbo poljubnega ukaza ali 
ukazne »bash« skripte. Primer: 
C:\Putty\putty -m commands_main_ats.sh -pw ubuntu -t -ssh ats_user@192.167.1.124 
Linux bash skripta (commands_main_ats.sh) pri tem dejansko poţene funkcijski test, potem 





Celotem ali izbran funkcijski test lahko ročno zaţenemo tudi neposredno iz Linux CLI 
okolja, ki ponuja še nekaj dodatnih moţnosti.  
Ime glavne skripte :  main.py 
Lokacija skripte : /mnt/ubuntu_share/ats_test 
Lokacija rezultata : /mnt/ubuntu_share/ats_test_log 
 
 Avtomatski zagon celotnega testa (način za GUI) 
ats_user@LinuxVirtualBox:~$  cd /mnt/ubuntu_share/ats_test 
    ats_user@LinuxVirtualBox:~$  python main.py 
 Zagon testa iz menija (interaktivni način) 
ats_user@LinuxVirtualBox:~$  cd /mnt/ubuntu_share/ats_test 
ats_user@LinuxVirtualBox:~$  python main.py menu 
 Zagon testa z dodatnimi argumenti (opcije)  
     ats_user@LinuxVirtualBox:~$  cd /mnt/ubuntu_share/ats_test 
ats_user@LinuxVirtualBox:~$  python main.py test <x> 
ats_user@LinuxVirtualBox:~$  python main.py test <x> repeat <y> 
            (»x« določa številko izbranega testa, »y« pa število ponovitev testa) 
 
Testna skripta se povezuje na DUT preko povezave SSH in fizičnega vmesnika Ethernet 
management na testni kartice. Vsa izmenjava podatkov in rezultatov testa poteka izključno 
preko direktorija v skupni rabi (C:\Ubuntu_Share). Končni rezultati primerni za prenos v 
podatkovno bazo so predstavljeni v Prilogi 1. 
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Funkcijski test v interaktivnem načinu (zagonski meni, glavne skupine testov, rezultat) 
 
************************************************* 




*                                               * 
*       Diagnostic Tests Menu, ver. 2.2.0       * 
*                                               * 
************************************************* 
*                                               * 
*    a) Test All                                * 
*                                               * 
*    q) Quit                                    * 
*                                               * 
*    1) LED test                                * 
*        1.1) Fan tray LED test                 * 
*        1.2) System LED test                   * 
*        1.3) Front Eth (RJ45) LED test         * 
*        1.4) SFP LED test                      * 
*        1.5) QSFP LED test                     * 
*    2) Peripheral Device Test                  * 
*        2.1)  Fpga Read Write tests            * 
*        2.2)  Dpll Read Write tests            * 
*        2.3)  Eth Phy Read Write tests         * 
*        2.4)  Liu Read Write tests             * 
*        2.5)  Wp3 Read Write tests             * 
*        2.6)  Qsfp Presence tests              * 
*        2.7)  Sfp Presence tests               * 
*        2.8)  Temperature Sensor tests         * 
*        2.9)  Hot-swap ctrl test               * 
*        2.10) RTC tests                        * 
*        2.11) SD Card test                     * 
*    3) Power Supply test                       * 
*        3.1) power Supply Voltage test         * 
*        3.2) power Supply Current test         * 
*    4) Plugin Eth Mng Ping Test                * 
*        4.1) Plugin Eth Mng Ping Test          * 
*    5) Data Path test                          * 
*        5.1) XAUI Data Path Loop               * 
*        5.2) front RJ45 Loop                   * 
*        5.3) front SFP Loop                    * 
*        5.4) expansion Data to Protection Loop * 
*        5.5) expansion SGMII                   * 
*        5.6) Diversity QSFP to Protection Loop * 
*        5.7) PHY stolen port to expansion Loop * 
*    6) PRBS Traffic test                       * 
*        6.1) Line side PRBS Loop               * 
*        6.2) Sys side PRBS Loop                * 
*    7) Fan test                                * 
*        7.1) Fan Control test                  * 
*                                               * 
************************************************* 
 
   Please select test and press enter: a 
 
ATS Test Report! 
 
    LED test........................................: PASSED  (All: 5 / PASS: 5 / FAIL:  0 ) 
    Peripheral Device Test..........................: PASSED  (All:11 / PASS:11 / FAIL:  0 ) 
    Power Supply test...............................: PASSED  (All: 2 / PASS: 2 / FAIL:  0 ) 
    Plugin Eth Mng Ping Test........................: PASSED  (All: 4 / PASS: 1 / FAIL:  0 ) 
    Data Path test..................................: PASSED  (All: 7 / PASS: 7 / FAIL:  0 ) 
    PRBS Traffic test...............................: PASSED  (All: 2 / PASS: 2 / FAIL:  0 ) 
    FAN test........................................: PASSED  (All: 1 / PASS: 1 / FAIL:  0 ) 
 
************************************************* 
*                                               * 
*           SELECTED TEST PASSED                * 
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Infrastruktura testne postaje za funkcijski test 
 Delovna postaja (PC) za aplikacijo GUI 
 Linux Ubuntu virtualna postaja in podatkovni streţnik NFS  
 Lokalna direktorijska struktura C:\Ubuntu_Share (fizične python skripte, rezultati) 
 Dodtana strojna oprema  
o 4 x Ethernet vmesnik za testiranje (Intel ET2 Quad Port Server) 
o Testne kartice za razširitvena mesta (SerDes »loopback«, EthMng vmesniki) 
























































































Plugin-4 / ATS Eth.Mng
 
 
Slika 40: Blok diagram postaje za funkcijsko testiranje CTR8540 
 
Testna komunikacija (povezava SSH) poteka preko testne kartice v razširitvenem konektorju 
številka 4. S tem se vmesnik tudi posredno testira. Na vseh preostalih Ethernet management 
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Testna kartica 
Testna kartica za funkcijski test enote CTR8540 je bila zasnovana kot testni adapter 
razširitvenih povezovalni mest. Zagotavlja trajno oţičene »loopback« povezave za 
podatkovne poti, urine signale in nekatere druge diskretne signale. Del teh povezav je tudi 
fleksibilnih in jih lahko z ustreznim opremljanjem kartice spremenimo (recimo »loopback« 
na istem kanalu ali prehod na drugi kanal). Privzeto opremljanje je prilagojeno zahtevam 




Slika 41: Testna kartica za testiranje razširitvenih mest CTR8540 
 
Povezave: 
 Podatkovne poti (SerDes kanali) 
o SD1 (Data channel @2G5) preko CPS3316 
o SD2 (Protection channel @2G5) preko CPS3316 
o SD3 (SGMII channel @1G) preko CPS3312 
o SD4 (Stolen channel @1G) preko PHY VSC8552 
 RJ45 Ethernet management 10/100Mb  
 Ure (Clk1, Clk2, Clk3) 
 Kontrolni signali (present, slot_irq) 
 Napajanje (12V, 48V) 
 
Na funkcijskem testu se koristi »loopback« povezave na podatkovnih kanalih (SD1  SD2,  
SD3  SD3, SD4  SD4) in Ethernet management kanale. Pravilno delovanje testne 
kartice mora biti zagotovljena z ustrezno inicializacijo sistema in konfiguracijo podatkovnih 
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Generator paketnega prometa 
Za potrebe funkcijskega testiranja podatkovnih poti se uporablja interni paketni generator 
znotraj glavnega mreţnega procesorja WP3 (Wintegra). Ta generator je kontroliran preko 
posebne namenske aplikacije imenovane »bridge verify«. Preko vmesnika Klish CLI se ta 
generator kliče na naslednji način: 
bridge verify [port1] [port2] –s [packet_size] –c [repeate_value] 
 
port1, port2: rj1 to rj8 or sfp1 to sfp4 or fpga1 to fpga4 
packet_size: min: 150 bytes (default), max: defined by MTU    
repeate_value: min: 1 (default), max: not limited 
 
Primer: 
> bridge verify rj1 rj2 -c 1 -s 150    
RJ1 link: up 1000 full auto:on 
RJ2 link: up 1000 full auto:on 
Sending 1 packets from (RJ1) to (RJ2) 
Packet sent from (RJ1) with length 150... 
02710768dfc0146c3bd6e08045008870684007f119d98c0a8b76ac0a8 
Received good packet... 
 
packets sent: 1, received identical: 1 bad: 0 
 
Funkcija nam v rezultatu vrne število vseh poslanih paketov, število enakih sprejetih 
paketov in število slabih (pokvarjenih) paketov. Število poslanih in sprejetih paketov mora 
biti vedno enako. Na voljo so še dodatne (»debug«) komande, s katerimi imamo dostop do 
raznih niţje nivojskih števcev in statusov pri paketnem prenosu podatkov. To pride v poštev 
predvsem pri analizi in odpravljanju raznih teţav pri podatkovnih prenosih (Priloga 3). 
 
Vmesnik GUI 
Vmesnik GUI je pri funkcijskem testu realiziran v okviru Agilent VEE grafičnega okolja. 
Njegova naloga je nadzor in kontrola nad izvajanjem testa, ter prikaz trenutnega statusa in 
končnih rezultatov. Zadolţen je tudi za pripravo končnih rezultatov posameznih testov v 
obliki (*.csv) datoteke in prenos podatkov v podatkovno bazo.  
Kombinacija VEE GUI-ja s python skriptami sicer ni najbolj običajna. Končna evaluacija 
testnih rezultatov se izvede ţe na nivoju python skript. VEE GUI v bistvu samo dodatno 
procesira rezultate python skript in jih ustrezno prikazuje na svojem nivoju. Zaradi 
določenih poenostavitev tega koncepta je bil dogovor tak, da python skripte pri evaluaciji 
vseh testov, kjer rezultat ni konkretna  številčna meritev vračajo samo 0 - Fail ali 1 - Pass. 
Na osnovi tega se GUI odloča za ustrezen prikaz rezultatov v grafičnem okolju.  
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Tak koncept integracije ima sicer tudi nekaj pasti. Če recimo python skripta ne generira 
datoteke z rezultati, potem VEE GUI ne more dokončati svojega dela. Ker ne more vedeti 
kaj se je točno zgodilo, po določenem času javi, da je prišlo do napake »time-out«. Zaenkrat 
v praksi teh problemov ni veliko in vse podobne rešitve na osnovi VEE GUI delujejo 
stabilno in ponovljivo. 
 
 
Slika 42: Aplikacija VEE GUI za funkcijski test CTR8540 
5.2.4 Termalni test 
Termalni test CTR8540 enote je na spodnjem nivoju realiziran v okviru posebne ciklične 
python skripte, ki na osnovi vhodnih parametrov ponavlja izbrano testno sekvenco znotraj 
predpisanega temperaturnega profila (od -10 °C do +55 °C). Zahtevani nabor testov določa 
ciklično spremljanje naslednjih funkcionalnosti: 
 kontinuiran promet vseh internih podatkovnih poti preko razširitvenih mest 
(obvezna uporaba testnih kartic na vseh štirih razširitvenih vmesnikih) 
 spremljanje sistemskih alarmov 
 spremljanje temperaturnih senzorjev 
 spremljanje delovanja ventilatorske enote (FAN) 
V primeru napake na katerem koli od naštetih sklopov se ta ustrezno zabeleţi, test pa se 
normalno nadaljuje naprej. Stanje vseh napak je razvidno iz statistike končnega rezultata.  
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Termalni test predvideva sočasno testiranje do maksimalno 16 enot preko serijskega 
vmesnika. Za tako rešitev je bila izbrana zunanja naprava »DeviceMaster Serial HUB« 
proizvajalca Comtrol, ki preko telnet povezave omogoča dostop do šestnajstih neodvisnih 
serijskih vmesnikov RS232. Na napravo se poveţemo preko telnet povezave kjer se poda 
tudi ustrezen »port«, ki predstavlja naslov enega od fizičnih serijskih vmesnikov. 
 
 
Slika 43: Vmesnik DeviceMaster Serial HUB 
 
 
Infrastruktura testne postaje za termalni test 
 Delovna postaja (PC) za aplikacijo GUI 
 Linux Ubuntu virtualna postaja (izvajanje termalne skripte) 
 Lokalna direktorijska struktura C:\Ubuntu_Share (python skripte, rezultati) 
 DeviceMaster Serial HUB 
 Testne kartice za razširitvene vmesnike, povezovalni kabli 
 
Ker se za vse posamezne teste uporablja ista python skripta je pri zagonu potrebno podati 
več parametrov. Teste ločimo glede na številko »porta«, ki določa fizični serijski vmesnik 
Ta številka se shrani tudi v imenu datoteke z rezultati. Sintaksa zagona termalnega testa: 
Linux CLI: [script_name][IP_address][DM_port][test_time][loop_cycles_nr] 
 
- Parameter 1: Ime skripte 
- Parameter 2: Naslov IP od DeviceMaster Ethernet porta  
- Parameter 3: Številka porta (ID): 8001 ... 8016, (telnet port) 
- Parameter 4: Čas testiranja [min], (420 min) 
- Parameter 5: Število testnih ciklov potrebnih za osveţitev podatkovnega bloka (rezultati) 
 
Primer konkretne komande za 7-urni test in logiranje rezultatov na vsakih 15 ciklov: 
mnt/ubuntu_share /thermal_test $ python tt_main_DM_v3.py "192.167.1.140" 
"8001" "420" "15" 
 
Izvedeni testi: 
 Podatkovne poti (SD1 to SD2, SD3, SD4, XAUI) 
 LIU test (PRBS) 
 Ventilatorska enota 










CTR8540 Thermal Test procedure (DUT = Main + 4 x test card)
P-Link SyncValue Init  (0x00FF for Slot 1- 4)
Global DUT Init 
Bridge start
SFP3 SerDes Fix (init)
Disconnect ProtTx - DataRx
Connect DataTx - ProtRx
P-Link status read
P-Link training and correction
DataTx to ProtRx Test
Disconnect DataTx - ProtRx
Connect ProtTx - DataRx
SGMII data path test
Slot-1 Prot tweak
Stolen data path test
XAUI data path test




Send 1 packet over each 
data path channel




P-Link training and correction
P-Link trained
3-times








P-Link is required for
data path synchronization
(Rx stream locked status)
 
 
Slika 44: Diagram poteka termalnega testiranja CTR8540 
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GUI za nadzor in upravljanje termalnega test je realiziran v Visual Studio .NET aplikaciji 
(VisualBasic). Ob zagonu termalnega testa najprej naredi poizvedbo koliko enot je sploh 
dejansko priključenih (»prescreen«). Preko podatkovne baze preveri, če je bil funkcijski test 
vseh teh enot uspešno zaključen. Šele potem starta z dejanskim testnim ciklom. Rezultati se 
prikazujejo in osveţujejo v okviru podatkovnih blokov, pri čemer vsak blok povzema 
rezultate zadnjih 15-tih ciklov (Priloga 3) , oziroma kot je določeno pri zagonu skripte.  
 
 
Slika 45: Aplikacija GUI za termalni test CTR8540 
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5.2.5 Konfiguracija sistema  
Končna konfiguracija sistema za primer enote CTR8540 pokriva naslednje zahteve: 
 Zagon enote s trenutno testno programsko opremo (angl. manufacturing software) 
 Programiranje FRU (produktni nivo) 
 Sistemska nadgradnja programske opreme na uradno (angl. customer software) 
 Nastavitev uradnih zagonskih uporabniških parametrov 
 Tiskanje produktnih nalepk 
 Prenos podatkov v SQL-DB 
Proces konfiguracije je na zgornjem nivoju realiziran preko aplikacije VEE GUI, ki upravlja 
s tremi pod-procesi (programiranje produktnih podatkov FRU, nadgradnja in nastavitve, 
tiskanje produktnih nalepk). Komunikacija z zunanjo »FRU Burner« aplikacijo poteka preko 
serijske konzole v načinu CLI. Na osnovi skeniranih podatkov dobimo iz podatkovne baze 
ustrezne končne produktne kode, ki se dejansko zapišejo v FRU. Te iste kode se v zadnjem 
koraku še natisnejo kot nalepke s črtnimi kodami (ang. bar codes). Glavni procesni del 
konfiguracije predstavljata dve TTL skripti. Prva izvaja sistemsko nadgradnjo programske 
opreme, druga pa konfiguracijo parametrov pod okriljem uradne programske opreme. 
 
Sistemska nadgradnja programske opreme 
Za ta korak so potrebni naslednji začetni pogoji: 
o Programiran produktni FRU in koda CLEI 
o Linux vmesnik CLI 
o Onemogočena glavna uporabniška aplikacija ISS 
o Pripravljena SD-kartica z uradno programsko opremo in licenco 
Nadgradnja uradne programske opreme poteka neposredno iz SD-kartice. Ta proces se starta 
avtomatsko, če sistem ob ponovnem zagonu enote zazna, da je trenutna delujoča verzija 
programske opreme različna od tiste na SD-kartici. Po končani nadgradnji in ponovnem 
zagonu se skripta prijavi tudi v uporabniško aplikacijo (AOS) in med drugim preveri, če se 
inštalirana verzija ujema s ciljno. Branje verzije v uporabniškem CLI načinu: 
aos# show swload 
Current Status:           Idle (5) 
Configured URI:           '' 
Load Progress:            (Not Applicable) 
Automatic Rollback:       Disabled 
Active version:           '2.2.0(12.1724)' 
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Konfiguracija sistemskih (U-Boot) parametrov 
Začetni pogoji za konfiguracijo parametrov so zagotovljeni ţe z uspešno zaključenim 
predhodnim korakom (sistemska nadgradnja). To so inštalirana uradna programska oprema, 
delujoča uporabniška aplikacija ISS in Linux konzola CLI v načinu AOS. Pri spremembi 
sistemskih parametrov gre po večini za mreţne nastavitve naslovov IP. Še posebej pa so 
pomembne nastavitve naslednjih parametrov, ki določajo pravilen način delovanja enote: 
 
 Parameter START_ISS: yes (avtomatski start aplikacije ISS v ozadju) 
 Parameter WATCHDOG_DISABLED: FALSE (omogočen WDT reset) 
 Parameter PRODUCTION_MODE: 1 (uporabniški način delovanja) 
 Parameter silent: 1  (onemogočeni Linux »boot« izpisi na konzoli) 
 
Posebej je preverjena pravilnost vsakega parametra. S temi nastavitvami enota vedno starta 
neposredno v uporabniškem načinu ISS (AOS CLI). V tem načinu direktnega Linux CLI 
dostopa ni več. Moţen je samo še v posebnem (angl. backdoor) načinu z ustreznim geslom. 
 
Slika 47: Aplikacija GUI za končno konfiguracijo CTR8540 
 
Del konfiguracije je lahko tudi sestava raznih modulov (integracija). Take primere se 
praviloma rešuje z dodatnim tipom testne postaje imenovane ASSY (angl. assembly). 
Pomemben korak pri tem je predvsem skeniranje in povezovanje serijskih številk sestavnih 
modulov med seboj in shranjevanje teh povezav na nivoju podatkovne baze.   
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5.3 Analiza problemov in rešitve 
Pomembna faktorja, da končni produkt deluje pravilno v okviru podanih zahtev in 
specifikacij sta sistematični pristop načrtovanja s ciljem čim večje zanesljivosti delovanja in 
dosledno verifikacijsko testiranje. Pri tem je seveda nujno potreben tudi ustrezno 
konsolidiran tehnološki proces izdelave in kvalitetne sestavne komponente. Tak način v 
veliki meri pripomore tudi k zgodnjemu odkrivanju raznih napak in praktičnih problemov.  
 
Kljub še tako dodelanemu sistemu, pa se je vseh problemov teţko povsem izogniti. 
Razlogov za to je več. Od povsem tehničnih na eni strani (novi materiali, komponente, 
tehnologije, variabilnost, kompleksnost, spremenljive vhodne zahteve), do povsem splošnih 
na drugi strani (omejeni časovni roki, pritiski konkurence in trga, zniţevanje stroškov, 
dodatna skrb za varnost). Vse to predstavlja določene rizike in tveganja pri razvoju, ki v 
končni fazi lahko posledično vodijo do manjših ali večjih tehničnih problemov. [7]  
 
Glavni vzroki za razne napake, probleme in nedelovanje produkta v skladu s pričakovanji 
so v splošnem lahko naslednji: 
 Napake v samem dizajnu (angl. inherently incapable design) 
Sem sodijo najrazličnejši problemi v povezavi s strojno opremo in delovanjem vezja. 
Verjetnost teh napak je premo sorazmerna s kompleksnostjo produkta. 
 Napetostna, tokovna ali temperaturna preobremenjenost sistema (angl. overstressed) 
To so primeri, ki se praviloma ne dogajajo pogosto, a imajo lahko precej negativne 
posledice. Z ustreznim načrtovanjem vezja (razne zaščite in omejitve) se jih da dokaj 
učinkovito premostiti. 
 Odstopanje komponent od predvidenih nazivnih vrednosti (angl. variation) 
Pri tem so kritični predvsem primeri, če dejanska obremenitev sistema preseţe varno 
območje delovanja (angl. load-strenght interfering distribution) 
 Iztrošenost in staranje (angl. wearout) 
Pri tem gre za počasno spreminjaje fizikalnih struktur elektronskih elementov in 
sistemov zaradi degradacijskih procesov in vplivov okolja (predvsem temperature) 
tekom daljšega časovnega obdobja delovanja naprave. V tem smislu so lahko še 
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 Skrite napake (angl. sneaks) 
Pri teh gre za primere oziroma stanja, ko sistem kot celota ne deluje pravilno, čeprav 
vsak posamezen sklop celote deluje povsem pravilno. Recimo izvedba neke 
regularne akcije ali sekvence ukazov v specifičnih pogojih povzroči nepravilnosti v 
delovanju sistema. Ta problem je sicer bolj značilen pri programski opremi. 
 Napake kot posledica nepravilnih specifikacij testiranja, uporabe, programske 
opreme, sestave, nepravilnega vzdrţevanja 
 Razne druge (nepredvidene) napake sporadičnega značaja 
 
Napake, problemi in nepopolnosti imajo lahko veliko različnih vzrokov in učinkov. Različna 
so lahko tudi dojemanja in kriteriji glede tega, kaj se sploh smatra kot neuspeh ali napaka. V 
splošnem pa velja, da se številne napake in probleme v praksi skoraj vedno da ustrezno rešiti 
in preprečiti, če jih le dovolj natančno analiziramo in spoznamo njihovo ozadje. [7]       
 
Problemi in rešitve pri CTR8540 
Glede na kompleksnost enote je bilo realno pričakovati prisotnost vsaj kakšnega problema. 
Glavne napake so se sicer identificirale in uspešno odpravile ţe tekom faze EVT. Pri tem je 
šlo predvsem za manjše probleme vezane na »oţivljanje« enote (angl. bring-up) in 
funkcionalnosti posameznih sklopov vezja (napajanje, ure, senzorika, povezave). Večje 
probleme vezane na strojno opremo in PCBA se praviloma rešuje z novo revizijo tiskanine. 
 
Za razvoj testnega sistema sem dobil enoto, ki je bila iz vidika strojne opreme delujoča in 
verificirana v okviru faze EVT. To je sicer osnovni začetni pogoj enote, potreben za začetek 
razvoja in realizacijo testnih aplikacij. 
Prvi obseţnejši korak, ki pri tem običajno sledi je natančna verifikacija pravilnosti delovanja 
vseh posameznih osnovnih gradnikov strojne in programske opreme. Ti so kasneje tako ali 
drugače uporabljeni znotraj končne testne aplikacije. Pri tem gre deloma za ročne postopke 
analize delovanja in odzivov sistema, deloma pa za avtomatizacijo niţje nivojskih testnih 
sekvenc posameznih sklopov, običajno v okviru skript TTL. Poudarek je na delovanju in 
odzivu strojne opreme, verifikacij posameznih ukazov in sekvenc, delovanju ukaznega 
vmesnika oziroma na splošno na delovanju vgrajene programske opreme ETS. Cilj tega je 
potrditi pravilnost delovanja sistema in še pred končno realizacijo GUI identificirati vse 
večje probleme, vezane zlasti na sam testni proces, v splošnem pa na celoten DUT. 
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Pri tem delu sem naletel na kar nekaj različnih problemov. Nekateri so se navezovali na 
strojno opremo, drugi na programsko, del problemov pa je bil tak, da jih v tej fazi še ni bilo 
moţno zanesljivo klasificirati. V večini primerov je šlo za manjše probleme, ki so se 
relativno hitro rešili bodisi z novimi verzijami vgrajene programske opreme, z manjšimi 
dodatnimi popravki na samem vezju, če je bilo moţno pa tudi z raznimi še dopustnimi 
premostitvami (angl. work-around) na nivoju testne aplikacije. V okviru preliminarnih 
testov funkcijskega testiranja sem zanesljivo potrdil naslednje bolj izstopajoče probleme: 
 Neustrezen način delovanja vmesnika RS232 UART za Bscan »loopback test« 
 Nekonsistentno delovanje PID-regulatorja za FAN (zaganjanje in nihanje obratov) 
 Izgubljanje paketov pri cikličnih prenosih preko različnih podatkovnih poti 
 Problem zaklepanja P-link sinhronizacije (interni problem FPGA)  
 Problem inicializacije izhodnih gonilnikov SerDes stikal CPS3316 in CPS3312 
 Razni problemi in napake vgrajene programske opreme ETS 
 
V nadaljevanju bosta podrobneje predstavljena in obravnavana dva problema in njuni rešitvi, 
ki sta mi vzela daleč največ časa. Prvi se nanaša na sporadično izgubljanja paketov pri testih 
podatkovnih poti SD1/SD2, drugi pa na P-link sinhronizacijo, vezano na podatkovne 
prenose. Gre za dva večja problema, ki sta bila prvič argumentirano potrjena šele v okviru 
TE testiranja. Njuni rešitvi sta zahtevali večje konceptualne spremembe v samem načinu 
testiranja, kot tudi vpeljavo nove ETS programske opreme. Neposredni vplivi predlaganih 
rešitev so bili kmalu opazni tudi pri občutnem izboljšanju FPY rezutlatov. 
 
PROBLEM 1: Izgubljanje paketov na poti SD1-SD2 
Za potrebe preliminarnega testiranja posameznih podatkovnih poti sem pripravil namenske 
ciklične skripte TTL. Pri tem sem upošteval natančno enake pogoje, kot jih določajo 
specificirane MTG zahteve za proizvodno testiranje. Zraven sem dodal še nekaj dodatne 
diagnostike, statistiko ponovljivosti meritev in razne »debug« izpise, kot pomoč pri kasnejši 
analizi. Na ta način so bile pripravljene skripte za vse podatkovne poti (RJ45, SFP, QSFP, 
SD1, SD2, SD3, SD4, LIU1 (sistemski del) in LIU2 (linijski del). 
Te skripte so bile zasnovane za ciklično izvajanje (pristop R&R). Znotraj posameznega cikla 
so se vedno izvedle vse faze izbranega testa (globalna inicializacija, lokalna inicializacija, 
konfiguracija podatkovnih poti in še nekatere druge nastavitve). Običajno so se izvajale 
preko noči (12 ur) ali čez konec tedna (60 ur), ko so bile testne postaje proste. 
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Ko je bilo izvedenih več 60-urnih cikličnih testov (običajno 5000 ponovitev vsakega testa) 
se je na vseh štirih razširitvenih mestih začel kazati ponovljiv vzorec izrazito naključnega 
izgubljanja paketov na podatkovnih poteh SD1 (Data) in SD2 (Protection). Na vseh ostalih 
poteh teh problemov ni bilo zaznati. Spodaj je del rezultatov enega izmed teh testov, ki 
pokriva podatkovno pot SD1 in SD2. 
 
# ### All packets sent: 5000 
# ### Good packets FPGA11 received: 4977 
# ### No packets   FPGA11 received: 23  ; Izgubljeni paketi (23/5000) 
# ### Bad packets  FPGA11 received: 0 
# ### Good packets FPGA22 received: 4979 
# ### No packets   FPGA22 received: 21  ; Izgubljeni paketi (21/5000) 
# ### Bad packets  FPGA22 received: 0 
# ### Good packets FPGA33 received: 4979 
# ### No packets   FPGA33 received: 21  ; Izgubljeni paketi (21/5000) 
# ### Bad packets  FPGA33 received: 0 
# ### Good packets FPGA44 received: 4987 
# ### No packets   FPGA44 received: 13  ; Izgubljeni paketi (13/5000) 
# ### Bad packets  FPGA44 received: 0 
 
Opomba:  
Izvedenih je bilo 5000 ciklov celotnega nabora testov. V okviru posameznega testa 
se je pošiljal po 1 paket dolžine 150-tih byte-ov. Reference FPGA11-44 se nanašajo 
na ukaze posameznih testov (Klish ukazni nivo). 
 
Arhitektura podatkovne poti je bila skladna z MTG zahtevami in taka, kot je razvidna iz 
primera (Slika 9). Pri tej konfiguraciji gre za optimizacijo z zdruţitvijo dveh podatkovnih 
poti v okviru enega samega testa. 
 
Analiza problema 
Kot je razvidno ţe iz zgornjih testnih rezultatov je bila iz strani vgrajene programske opreme 
v določenih testih reportirana popolna (100%) izguba paketov na vseh štirih kanalih. Ker so 
take napake lahko resen pokazatelj večjega problema je sledila še podrobnejša analiza. 
Testno skripto sem modificiral tako, da se je kontrolirano zaustavila pri prvi napaki tega 
tipa.  Pri pregledu niţje nivojskih števcev in statusov aplikacije »bridge verify« (teh je sicer 
preko 60), ki je zadolţena za nadzor in kontrolo generatorja podatkovnega prometa, je prišlo 
do pomembnih ugotovitev. Spodaj so izpisi ključnih treh števcev (poslani paketi, prejeti 
paketi in prejeti paketi z napakami FCS (angl. frame check sequeance). To so posebne kode 
namenjene samo za detekcijo napak, ki se dodajo v okvir paketnega prenosa.  
tx_packets : 10 
rx_packets : 10 
rx_err_fcs  : 10 
Iz stanja teh števcev lahko neposredno sklepamo, da smo fizično sprejeli vse pakete, a so bili 
ţal vsi pokvarjeni (angl. corrupted) in dejansko detektirani kot napake FCS. 
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Posredno iz tega sledi tudi ugotovitev, da aplikacija »bridge verify« kot del vgrajene 
programske opreme ni povsem pravilno reportirala tega stanja. Iz nekega razloga je to 
evaluirala kot »no packet received« (dejansko to pomeni povsem nekaj drugega). Eksaktno 
ločevanje med temi razlikami je pomembno, saj nam veliko pove o potencialnih vzrokih. Če 
poslanih paketov na sprejemu ni (100% izguba) najprej pomislimo na kakšno prekinitev poti 
ali nedelovanje kakšne od ključnih komponent. Sprejemanje paketov FCS pa nakazuje na 
potencialne probleme v zvezi z integriteto podatkovnih poti. Ta problem »bridge verify« 
aplikacije je bil ustrezno prijavljen in v eni od kasnejših verzij ETS tudi odpravljen tako, da 
nam sedaj ta funkcija vrača naslednje odgovore: 
- "Received good packet:" 
- "No packet received:" 
- "Received bad packet:" 
- "Received packet with FCS error:" 
 
Vendar pa sam vzrok teh precej naključnih napak s tem še ni bil pojasnjen. Včasih je bilo 
brez napak več 1000 testov, včasih le nekaj 100. Nekega vzorca ponavljanja ni bilo moč 
zaznati. Korak naprej sem prišel s prijemi postopnega konfiguriranja podatkovnih poti. V 
praksi to pomeni, da se od generatorja paketov (vir prometa) naprej Tx-Rx pot preko 
»loopback« povezav zaključuje ţe na več predhodnih stopnjah, odvisno od tega kaj 
omogoča dizajn vezja. S tem se lahko relativno enostavno izloči posamezne potencialno 
kritične odseke podatkovnih poti. Dizajn enote CTR8540 dopušča več takih »loopback« 
zaključitev: 
o Na vhodu FPGA (testiramo pot med generatorjem WP3 in FPGA) 
o Na izhodu FPGA (testiramo prehod preko interne logike FPGA) 
o Na vhodu stikala CPS3316 (testiramo pot med FPGA in CPS) 
o Na posamezni podatkovni povezavi SerDes preko razširitvenega mesta  
z uporabo testne kartice v »debug« načinu 
Vse te scenarije sem najprej verificiral ročno, potem pa pripravil še posamezne avtomatske 
ciklične skripte. Z ustrezno re-konfiguracijo stikal CPS3316 sem ločeno testiral podatkovni 
kanal SD1 in SD2. Vsi testi pod temi pogoji so bili uspešni, brez izgubljenih ali pokvarjenih 
paketov. To je bila pomembna ugotovitev, ki je potrdila, da posamezni deli vezja 
(podatkovne poti) delujejo pravilno in ponovljivo. Vse bolj je kazalo na to, da se dejanski 
problem skriva v konfiguraciji podatkovne poti, kot je bila predvidena za uradno funkcijsko 
testiranje (zdruţitev kanalov SD1/SD2 znotraj ene same poti). Naslednji logični korak je bil 
vpogled dejanskih električnih razmer na teh dveh podatkovnih kanalih. 
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Pri analizi električnih razmer v telekomunikacijskih prenosnih kanalih se običajno izvaja 
meritve na principu tako imenovanega očesnega diagrama (angl. eye-diagram). Pri tem gre 
za osciloskopsko sliko digitalnega signala, običajno odvzetega na strani sprejemnika. Signal 
se ponavljajoče vzorči in dodaja na vertikalni vhod spominskega osciloskopa, ki nam na 
zaslonu izrisuje značilne oblike, odvisne od kodiranja podatkov. Signal pri tem nikoli ne 
sme prečkati z ustrezno masko določenega osrednjega dela diagrama (»očesa«). Te maske so 
natančno določene za različne protokole podatkovnega prenosa in jih je potrebno upoštevati, 
če ţelimo imeti stabilne in brez-izgubne prenose. Primer »eye-diagram« meritev enote 
CTR8540 za kanal SD2 (Tx in Rx Protection) prikazujejo spodnje slike. 
 
 




Slika 49: CTR8540, eye-diagram SD2-Rx (pred in po implementiranih popravkih) 
Iz levih slik so lepo razvidne očitne kršitve maske (osrednji del). To razloţi naključno 
pojavljanje napak pri paketnem prenosu preko teh poti. 
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Na desni strani pa so predstavljene končne slike eye-diagramov kot posledica dodatnih 
sprememb v samem testnem pristopu in pre-nastavitvah linijskih parametrov podatkovnih 
poti na stikalu CPS3316.  
 
Rešitev problema 
Na osnovi vseh zbranih ugotovitev in dejstev (dejansko stanje pri prenosu paketov, rezultati  
parcialnih testov, eye-diagrami) je sledila dokončna odločitev za povsem spremenjen testni 
reţim. Izvorno predlagani testni pristop, kjer sta kanala SD1 in SD2 bila zdruţena v okviru 
enega samega testa je bil sicer praktičen, časovno učinkovit in kot tak povsem primeren za 
funkcijsko testiranje v proizvodnem ciklu. Toda v praksi taka konfiguracija poti ni 
pričakovana (promet bo vedno šel bodisi preko ene ali druge poti, nikoli pa preko obeh 
hkrati). Tudi osnovne inicializacije in specifične nastavitve (angl. fine tunning) linijskih 
parametrov prenosnih kanalov SerDes so bile bolj prilagojene realnim razmeram za končno 
uporabo na terenu, kot pa testiranju pod takimi pogoji s testnimi karticami. Vse to skupaj je 
imelo toliko negativnega vpliva na samo integriteto tako zastavljene podatkovne poti, da je v 
končni fazi onemogočalo stabilno in ponovljivo testiranje. 
Praktično bi bila moţna tudi rešitev, kjer bi izvorno predlagano konfiguracijo testa ohranili 
in ustrezno adaptirali samo linijske nastavitve posebej za proizvodno testiranje. Ker bi to 
predstavljalo prevelik časovni in stroškovni vloţek smo se raje odločili za ustrezno rešitev 
na nivoju testnega pristopa. Izvorno predlagani test sem razdelil na dva neodvisna dela tako, 
da se še vedno v celoti testirajo vse signalne linije in poti. V bistvu gre za svojevrsten trik, 
kjer se pri posameznem testu sočasno uporablja samo en par Tx-Rx prenosne linije, ki mora 
biti ustrezno konfigurirana preko CPS3316 stikala. Pri tem sta Tx in Rx liniji, ki nastopata v 
paru vedno od nasprotnih dveh kanalov. Ker je prvotni test razdeljen na dva dela, so rezultati 
posameznega testa samo delni. Šele uspešen test obeh delov pomeni popolno pravilnost 
delovanja obeh fizičnih kanalov SD1 (Data) in SD2 (Protection). Nova testa sta bila tudi 
temu primerno poimenovana: 
 Data-Tx to Protection-Rx test 
WP3  FPGA  CPS3316  Data Tx  Test card LB  Protection Rx  CPS3316 
 FPGA  WP3 
 
 Protection-Tx to Data-Rx test 
WP3  FPGA  CPS3316  Protection Tx  Test card LB  Data Rx  CPS3316 
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Končna konfiguracija podatkovnih poti za rešitev tega problema je eksplicitno razvidna iz 

























































Slika 51: Končna konfiguracija testa za podatkovno pot Data/Protection (2/2)  
 
Omenjena sprememba je imela manjše posledice tudi pri končni realizaciji testa. Kljub temu, 
da so testni ukazi ostali enaki se je bistveno spremenila konfiguracija in arhitektura testa, saj 
je bilo potrebno dodati še en test. Iz praktičnih razlogov sta oba delna testa na nivoju GUI-ja 
tretirana povsem samostojno, dejansko pa šele oba skupaj podajata informacijo glede 
SD1/SD2. Če je uspešen samo en delni test, neposredno še ne moremo sklepati na katerem 
kanalu je problem. Za to so potrebni dodatni prijemi in metode v okviru »debugiranja«. 
Rezultati preliminarnega testa z deljenim testiranjem podatkovne poti SD1/SD2: 
# ### Total test cycles: 5000 (60h) 
# 
# ### Data-Tx to Protection-Rx path test: 
# 
# ### Good packets FPGA11_dp received: 5000 
# ### No packets   FPGA11_dp received: 0 
# ### Bad packets  FPGA11_dp received: 0 
# ### Good packets FPGA22_dp received: 5000 
# ### No packets   FPGA22_dp received: 0 
# ### Bad packets  FPGA22_dp received: 0 
# ### Good packets FPGA33_dp received: 5000 
# ### No packets   FPGA33_dp received: 0 
# ### Bad packets  FPGA33_dp received: 0 
# ### Good packets FPGA44_dp received: 5000 
# ### No packets   FPGA44_dp received: 0 
# ### Bad packets  FPGA44_dp received: 0 
# ### Protection-Tx to Data-Rx path test: 
 
# ### Good packets FPGA11_pd received: 5000 
# ### No packets   FPGA11_pd received: 0 
# ### Bad packets  FPGA11_pd received: 0 
# ### Good packets FPGA22_pd received: 5000 
# ### No packets   FPGA22_pd received: 0 
# ### Bad packets  FPGA22_pd received: 0 
# ### Good packets FPGA33_pd received: 5000 
# ### No packets   FPGA33_pd received: 0 
# ### Bad packets  FPGA33_pd received: 0 
# ### Good packets FPGA44_pd received: 5000 
# ### No packets   FPGA44_pd received: 0 
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Kljub spremembi v testnem pristopu pa je še vedno bila potrebna tudi manjša po-nastavitev 
in prilagoditev linijskih parametrov, še zlasti na podatkovnem kanalu SD2 (protection). Te 
nastavitve se inicializirajo v okviru preklopnega stikala CPS3316 (enako tudi za kanale, ki 
gredo preko CPS3312). V okviru teh nastavitev se lahko konfigurira številne parametre, ki 
imajo vpliv na linijske lastnosti povezovalnih kanalov (nivoji signalov, impedance, Tx/Rx 
ojačanje, odboji, nivo trigeriranja izpada signala, ...). Nastavlja se jih v okviru globalno ali 
lokalno dostopnih registrov (vse enako ali različno po posameznih kanalih). To je dokaj 
zamuden postopek številnih sprememb registrov in neposrednega preverjanja odzivov preko 
osciloskopa (»eye-diagram«).  
Pomembnejši parametri stikal CPS, ki imajo direktne vplive na lastnosti linij so naslednji: 
 Vhodna impedančna izravnava  1 (angl. Input Signal Equalization-1) 
 Vhodna impedančna izravnava  2 (angl. Input signal Equalization-2) 
 Vhodno ojačanje (angl. Input Gain) 
 Izhodna prilagoditev 1 (angl. Output Preemhasis-1) 
 Izhodna prilagoditev 2 (angl. Output Preempasis-2) 
 Izhodni nivo signala (angl. Output Level) 
 Način delovanja izhoda (angl. Output Mode) 
 Triger nivo za izgubo signala (angl. LOS Threshold) 
 
Od teh parametrov so še posebej pomembni naslednji trije: 
 Output Preemphasis 
 Input Signal Equalization 
 LOS Threshold 
Z optimizacijo in finim nastavljanjem teh treh parametrov v praksi dosegamo še največje 
učinke linijskih prilagoditev. Spremembe so neposredno razvidne preko »eye-diagramov«.  
S prvim parametrom izhodni signal »popačimo« na tak način, da ima to ugodne vplive pri 
prenosu preko linije (izničevanje negativnih vplivov linije). Z drugim prilagajamo vhodne 
impedančne razmere tako, da je sprejem signala čimbolj optimalen. S parametrom LOS 
Threshold (angl. loss of signal trigger) pa določamo preklopni nivo pri katerem se postavi 
kontrolni signal, ki pove da je prišlo do izpada podatkovnega signala. Ker so za potrebe 
funkcijskega testiranja podatkovnih poti uporabljene pasivne »loopback« kartice mora ta 
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PROBLEM 2:  P-Link sinhronizacija 
 
Z izrazom P-link sinhronizacija (ali tudi plugin-link) je mišljen avtomatski interni proces 
sinhronizacije in zaklepanja osnovnega signala povezave SerDes. Ta proces se izvaja 
samodejno med tako imenovano »link trening« sekvenco. Nanaša se na del podatkovne poti 
med vezjem FPGA in zunanjo enoto priključeno preko razširitvenega mesta. Za izvajanje te  
sekvence je zadolţen avtomat s končnim številom stanj, realiziran znotraj FPGA. Njegovi 
glavni nalogi sta doseganje sinhronizacije povezave (zaklenjen podatkovni tok na Rx strani) 
in spremljanje napak pri prenosu. Informacijo oziroma trenutni status glede tega stanja drţi 
16-bitni register FPGA, ki je dosegljiv na naslovu 0x72 in razdeljen na dva dela. Prvi del, ki 
zaseda bite [7:0] se imenuje »Rx_Stream_Locked« in podaja status zaklenjenosti posameznih 
kanalov za vsa štiri razširitvena mesta (2-bita na kanal). Drugi del, ki zaseda bite [11:8] pa 
podaja informacijo o napakah tipa »Rx_Code_Violation« za posamezna razširitvena mesta. 
Pri tem gre za prepoznavanje vnaprej določenega bitnega vzorca, ki mora biti vedno prisoten 
na liniji SerDes, tudi če ni dejanskih podatkovnih bitov. Če vse deluje tako, kot je potrebno, 
potem mora imeti register 0x72 vrednost 0x00FF. To pa pomeni, da morajo biti postavljeni 
vsi »locked« biti, obenem pa ne sme biti postavljen noben »violation« bit. To je pričakovana 
sinhronizacijska vrednost. Odvisna je od fizične konfiguracije »plug-in« kartic 
razširitvenih mest. Za funkcijski test, kjer imamo prisotne vse štiri testne kartice je 
pričakovana sinhronizacijska vrednost vedno 0x00FF. Če je prebrana sinhronizacijska 
vrednost večja, to avtomatično pomeni napako »Rx code violation«, če ni enaka pričakovani 
vrednosti pa napako »Rx stream not locked«. V obeh primerih to pomeni problem pri 
podatkovnem prenosu (pri prvem detekcijo napak, v drugem pa je promet onemogočen).  
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Pri cikličnem testiranju podatkovnih poti SD1 in SD2 se je tudi potem, ko je bil problem 
izgubljanja paketov zaradi integritete podatkovne poti ţe v celoti rešen še vedno dogajalo, da 
je prihajalo do občasnih napak. V okviru dodatne analize sem v »debug« skripte začel 
vključevati tudi statuse P-Link sinhronizacije. Testne skripte do takrat niso predvidevale 
nobenih aktivnih posegov v ta del sinhronizacije, saj se je ta smatrala kot povsem avtomatski 
proces na nivoju strojne opreme FPGA. 
Potrebnih ni bilo niti 1000 ciklov, ko sem prvič ujel napako »Rx Code Violation« in kasneje 
tudi »Rx Stream not Locked«. To je bil jasen pokazatelj, da imamo nov problem, vezan na 
delovanje končnega avtomata znotraj vezja FPGA. Le ta bi moral sam podaljševati »link 
trening« sekvenco za toliko časa, dokler se vsi linki nebi sinhronizirali oziroma zaklenili na 
vhodni podatkovni tok. Pri tem je vidno izstopal predvsem problem »Rx Code Violation«. 
 
Rešitev problema 
Glede na vrsto problema, bi pričakovana rešitev tukaj morala biti nova dodelana verzija 
avtomata P-link sinhronizacije znotraj FPGA. Toda takrat je bilo precej ostalih stvari ţe 
verificiranih kot delujočih in menjava konfiguracije FPGA bi bila v tem trenutku precej 
rizična, saj bi s tem lahko vnesli še kakšne dodatne nove probleme. Po preučitvi še nekaterih 
ostalih registrov P-Link sklopa znotraj FPGA se je pokazala tudi moţnost rešitve problema 
na nivoju testne aplikacije. Register FPGA 0x70 je namenjen kontroli delovanja P-link 
sinhronizacije. Ima dva reset vektorja, posebej za vse Tx-kanale in posamezne Rx-kanale. 
Proţenje teh reset signalov avtomatsko starta tudi ponoven proces P-Link sinhronizacije. 
Tabela 5-4: Plug-in link, Register FPGA 0x70 (reset) 
 
Rešitev problema na nivoju testne aplikacije temelji na metodi večkratnega poskušanja 
ponovne sinhronizacije linka. Pri tem se aktivno spremlja status oziroma sinhronizacijsko 
vrednost registra 0x72. Če ni pravilna se najprej ugotavlja za kakšen tip napake gre. Glede 
na to se sestavi ustrezen reset vektor za problematične kanale in se ga vpiše v register 0x70. 
Od tu dalje aktivno vlogo spet prevzame FPGA (link trening sinhronizacija in zaklepanje). 
SPECIALISTIČNO DELO 
 














fpga wr “0x70  ResetVector“
RetryCntr1 = RetryCntr1 + 1
No
Get Rx Code Violation







fpga wr “0x70  ResetVector“
No
Get Rx Stream Locked status
 (Define Slot related Reset bits)
S1 ß NOT (Reg [b0 & b1])
S2 ß NOT (Reg [b2 & b3])
S3 ß NOT (Reg [b4 & b5])
S4 ß NOT (Reg [b6 & b7])
Compose reset vector
ResetVector ß Hex [S4,S3,S2,S1] 







P-Link training and test ATS R2.2 procedure (correction retry for Slot 1 to 4)
(continue here with regualr bridge verify test procedure)
Get P-Link Sync Value 
SyncVal ß 0x03 if Plugin S1,0,0,0
SyncVal ß 0x0F if Plugin S1,2,0,0
SyncVal ß 0x3F if Plugin S1,2,3,0
SyncVal ß 0xFF if Plugin S1,2,3,4
Input parameter
Number of plugins or test cards 
Supported configurations:
(S1, S1-S2, S1-S2-S3, S1-S2-S3-S4) 
Plugin Link Status Register (0x72) :
Read Plink Status
Reg ß (fpga rd 0x72)
Read Plink Status
Reg ß (fpga rd 0x72)
 
Slika 52: Diagram poteka za rešitev problema P-Link sinhronizacije 
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Za vsak tip napake to zanko izvajamo do maksimalno 10-krat. Pri vsaki ponovitvi je vedno 
potrebno preveriti obe moţni napaki (»Rx Code Violation« in »Rx Stream not Locked«). Pri 
slednji je potrebno resetirati samo tiste Rx kanale, ki dejansko niso zaklenjeni, vse ostale pa 
pustimo pri miru, da se izognemo nezanesljivemu zaklepanju ob resetu. 
Implementacija opisane P-Link testne rutine znotraj obstoječe testne sekvence je bila zelo 
uspešna in sluţi svojemu namenu. Kliče se jo neposredno pred vsakim testom podatkovne 
poti SD1/SD2 in tudi po vsaki re-konfiguraciji omenjenih dveh poti. Pri tem se beleţi tudi 
statistiko pojavljanja teh dveh napak. Problem P-Link sinhronizacije je bil na ta način 
uspešno rešen na nivoju testne aplikacije. Iz vidika funkcijskega testiranja je taka rešitev še 
vedno sprejemljiva, saj je poudarek testa na verifikaciji strojne opreme. Izpostavljeni 
problem, je bil potem tudi uradno potrjen in podobna začasna rešitev je sledila tudi na nivoju 
uradne vgrajene programske opreme. 
 
Po implementaciji rešitev obeh tukaj izpostavljenih problemov je več zaporednih 60-urnih 
ciklov testiranja podatkovnih poti bilo uspešnih brez enega samega izgubljenega paketa. 
Enake rešitve, kot za funkcijski test so bile implementirane tudi pri termalnem testu. 
Zaenkrat enote in testi delujejo stabilno, ponovljivo in tako kot je bilo načrtovano. FPY je v 
ţelenih mejah blizu 100%, z manjšimi nihanji. Problemi ki se občasno še pojavljajo, pa so 
posledica predvsem raznih zunanjih dejavnikov. 
5.4 Možne optimizacije in izboljšave  
Predstavljeni testni sistem, pristop in strategija enote CTR8540 je skladna s sodobnimi 
trendi proizvodnega testiranja kompleksnih elektronskih naprav. Pokriva vse ključne faze 
testiranja ter zagotavlja primerno in kvalitetno preverjen produkt.  
 
Stalni razvoj, izpopolnjevanje testnih tehnologij in povratni odzivi iz realnega okolja pa 
dopuščajo še kar nekaj prostora za razne optimizacije, izboljšave in večjo časovno 
učinkovitost testiranja. K temu precej pripomorejo tudi nova programska orodja, ki uspešno 
nadomeščajo starejše sisteme in pristope. Predvsem iz tega vidika realizacija testnega 
sistema enote CTR8540 v določenih segmentih ni maksimalno optimalna in jo je moţno še 
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Integracija različnih programskih orodij in pristopov je bila v primeru enote CTR8540 
predvsem posledica sistemske organiziranosti testnega projekta in ţelje po čim hitrejši 
delujoči končni rešitvi. Prehod na povsem novo testno razvojno okolje v celotnem obsegu 
testiranja naenkrat lahko prestavlja določen rizik. Zaradi tega je bil prehod na primeru testne 
rešitve za CTR8540 postopen s kombinacijo Python skript in VEE grafičnega okolja. 
Poenotenje na tem področju pa je vsekakor korak v pravi smeri za naprej. 
 
Pri testnem sistemu enote CTR8540, pa tudi v splošnem vidim še nekatere dodatne moţnosti 
optimizacij in izboljšav na več ravneh.  
 
 Poenoteno testno okolje in programska orodja 
Poenoteno testno okolje in programska orodja omogočajo večjo integriteto, preglednost, 
fleksibilnost in časovno učinkovitost. Posamezne sestavne gradnike, funkcije in module 
lahko večkrat uporabimo na različnih nivojih testiranja. 
 Vgrajena podpora reševanju ETS problemov na nivoju testnih aplikacij 
Problemi vgrajene programske opreme so lahko tudi razne sporadične nestabilnosti. 
Večino tovrstnih teţav lahko uspešno zaobidemo tudi na nivoju testne programske 
opreme, običajno s ponavljanjem testa. Z ustrezno sistemsko podporo takemu načinu 
delovanja posameznih testnih funkcij lahko precej prihranimo na času (hitrejše rešitve, ni 
potrebna menjava vgrajene programske opreme in celotno verifikacijsko testiranje).  
 Aktivna mehanika testnih postaj podprta z dodatno senzoriko 
Testne postaje z aktivno mehaniko in ustrezno senzoriko za zagotavljanje glavnih 
začetnih pogojev testiranja lahko bistveno pripomorejo k boljšemu rezultatu FPY. Laţni 
negativni testi v takih primerih niso moţni. Ker se pri aktivni mehaniki GUI natančno 
zaveda trenutnega stanja, zagon testa sploh ni moţen, če kateri od potrebnih korakov 
predhodno ni bil izveden (signal, ki predstavlja pripravljenost sistema ni postavljen). S 
tem se precej zmanjša tudi neposredni vpliv človeškega faktorja, kot pogost vir napak. 
 Avtomatizacija testnih postaj (PLC) 
Testne postaje z aktivno mehaniko običajno zahtevajo dodatno kontrolno krmilno vezje. 
Razvoj takih vezij (še zlasti če so zahtevnejša in sekvenčna) predstavlja določeno 
tveganje za napake. Namesto lastnega razvoja lahko uporabimo standardizirane gradnike 
avtomatizacije, kot so npr. manjši moduli PLC (angl. programable logic controller). Ti 
so ţe primerni za industrijsko okolje in jih je moţno enostavno re-programirati. 
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 Avtomatska samo-diagnostika testnih aplikacij 
Nekateri kompleksnejši testi pogojujejo sočasno delovanje več posameznih neodvisnih 
sklopov vezja, rezultat pa se nanaša samo na izbrano funkcionalnost. Recimo pri testu 
podatkovne poti, nas zanima samo, če paket pride nazaj natanko tak kot je bil poslan, pri 
tem pa mora pravilno delovati več sklopov (WP3, FPGA, stikala CPS, ...). Če tak test ni 
uspešen, ne vemo natančno kje je problem. Za ugotavljanje tega so običajno potrebne 
dodatne analize in ročne procedure. Z ustreznim načinom delovanja testne aplikacije pa 
bi tako analizo lahko tudi avtomatizirali. V tem načinu bi celoten test izvedli po delih 
preko posameznih sklopov. Vsak tak parcialni test bi ločeno evaluirali in s tem precej 
natančno določili potencialno mesto napake. Slabost pri tem pa je, da bi se nekoliko 
povečala kompleksnost in čas testiranja. Podobne učinkovite teste se sicer lahko pripravi 
tudi v okviru ločenih »debug« aplikacij ali namenskih skript. 
 Testiranje zanesljivosti delovanja testne opreme 
Zanesljivost delovanja testnega sistema je ključnega pomena. Rezultat testa mora biti v 
vsakem primeru merodajen in pri statičnih pogojih DUT tudi ponovljiv. Testne funkcije 
morajo pri evaluaciji upoštevati najrazličnejše okoliščine. Da se prepričamo v pravilnost 
delovanja testnega sistema pri vseh moţnih vhodnih situacijah (zlasti teţje ponovljivih) 
je zelo priporočljiva simulacija napak z ustreznimi testnimi vektorji na nivoju izvorne 
kode testne programske opreme. S tem lahko učinkovito simuliramo realno manj 
pričakovane situacije in dejanske odzive testne aplikacije. 
 Načrtovanje enote prijazne testiranju  
Potencialne prednosti glede testiranja in FPY vidim tudi v načrtovanju produktov, ki so 
prijazni procesom masovnega testiranja. S tem mislim predvsem na uporabo bolj 
robustnih gradnikov in konektorjev (v kolikor je to moţno). Tudi njihove fizične pozicije 
igrajo pomembno vlogo in vplivajo na samo testno postajo (mehaniko). 
 
Večina zgoraj naštetih optimizacij in izboljšav zaenkrat še ni implementiranih v okviru 
testnega sistema CTR8540. Kljub temu trenutna testna rešitev deluje skladno s pričakovanji 
in zahtevami. Čedalje več omenjenih optimizacij in izboljšav pa ţe aktivno vključujemo v 
najnovejše testne aplikacije za nove produkte. 
Robusten in enostaven pristop k testiranju produkta je ključni element za zagotavljanje 
njegove kakovosti. Primerno kakovost pa doseţemo takrat, ko se naši kupci vračajo nazaj, 
naši produkti pa ne več (Siemens). 
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Za tematiko tega specialističnega dela sem se odločil, ker v okviru podjetja Aviat Networks 
ţe več let delam na tem področju. V tem času sem se seznanil s celotnim procesom 
proizvodnega testiranja od osnovnega načrtovanja, razvoja, realizacije do končne 
implementacije v ciljnem okolju. Osvojil in razširil sem kar nekaj novih znanj in praktičnih 
izkušenj. Vse ključne stvari so zbrane in urejene v tem delu, ki obravnava tako splošne, kot 
praktične aspekte naslovne teme, spremljajočo problematiko, rešitve in poglede za naprej.   
 
Tehnologije in procesi pri proizvodnem testiranju kompleksnejših elektronskih naprav in 
sistemov pokrivajo zelo široko področje in različna interdisciplinarna znanja. Za dober in 
zanesljiv testni sistem morajo biti taki tudi vsi njegovi sestavni gradniki. To je osnovni 
pogoj za kvalitetno testiran produkt in garancija za njegovo dolgoročno pravilno delovanje. 
Glavni poudarek naloge je na splošni in praktični predstavitvi sodobnih testnih sistemov, 
pristopov in strategij. Podrobno so predstavljene ključne testne tehnologije, ki so pri takih  
sistemih danes ţe nujno potrebne. Praktični del se nanaša na realizacijo testnega sistema 
okrog enote CTR8540 in z njo povezanih problemov. Od slednjih sta bila izpostavljena in 
podrobneje obravnavana dva večja problema, na katera sem naletel tekom verifikacijskega 
testiranja. Podana je bila celotna analiza in rešitev obeh omenjenih problemov. 
 
Testni sistem enote CTR8540 je bil uspešno realiziran in implementiran v proizvodno okolje 
(Benchmark Electronics, Thailand), kjer še vedno aktivno deluje. Obravnavane so bile tudi 
moţne optimizacije in izboljšave celotnega sistema. Trendi testiranja za naprej kaţejo na 
dodatno konsolidacijo programskih platform, uporabo aktivne mehanike z dodatno 
senzoriko in avtomatizacijo določenih funkcionalnosti in sekvenc preko PLC kontrolerjev. 
 
Naloga je glede na zastavljene cilje zaključena in z njo sem v celoti zadovoljen. 
Predstavljala mi je svojevrsten izziv, še posebej v časovnem smislu, saj je priprava in 
pisanje potekalo vzporedno s sluţbenimi delovnimi obveznostmi na tekočih projektih. 
Predstavljeno delo se bo v praktičnem smislu nadaljevalo tudi še naprej v okviru novih 
projektov in izzivov, upam da prav tako uspešnih ali še boljših in z upoštevanjem 
najsodobnejših trendov na tem področju. 
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7. PRILOGE 
Priloga 1: Tabela rezultatov funkcijskega testa enote CTR8540 (ATS) 
 
CTR8540 TESTNAME MEAS MIN MAX UNITS TEST STATUS 
TP000010 DC Power Voltage 47.97807 45 55 DEC PASS 
TP000020 DC Power Current 0.7952464 0.1 1.5 DEC PASS 
TP000030 ATS_kiwi_Main_Test 1 1 1 DEC PASS 
TP000040 ATS_kiwi_Main_Test_Verify 0 0 0 DEC PASS 
TP000050 ATS test scripts version 2.2.2000 2.2.2000 2.2.2000 STR PASS 
TP000060 Bootloader version 2013.07.40 2013.07.40 2013.07.40 STR PASS 
TP000070 FPGA version 1.7.2020 1.7.2020 1.7.2020 STR PASS 
TP000080 File System version 1903 1903 1903 STR PASS 
TP000090 Aviat logo LED blinking test 1 1 1 DEC PASS 
TP000100 Fan tray LED blinking test 1 1 1 DEC PASS 
TP000110 System OK LED blinking test 1 1 1 DEC PASS 
TP000120 System ON LED blinking test 1 1 1 DEC PASS 
TP000130 Front eth Green LED blinking test 1 1 1 DEC PASS 
TP000140 Front eth Yellow LED blinking test 1 1 1 DEC PASS 
TP000150 Front eth Unknown LED blinking test 1 1 1 DEC PASS 
TP000160 SFP 0 LED blinking test 1 1 1 DEC PASS 
TP000170 SFP 1 LED blinking test 1 1 1 DEC PASS 
TP000180 SFP 2 LED blinking test 1 1 1 DEC PASS 
TP000190 SFP 3 LED blinking test 1 1 1 DEC PASS 
TP000200 Protection QSFP LED blinking test 1 1 1 DEC PASS 
TP000210 Diversity QSFP LED blinking test 1 1 1 DEC PASS 
TP000220 Fpga Read Write [fpga rd 0x1c] 1 1 1 DEC PASS 
TP000230 Fpga Read Write [fpga wr  1 1 1 DEC PASS 
TP000240 Fpga Read Write compare 1 1 1 DEC PASS 
TP000230 Fpga Read Write [fpga wr  1 1 1 DEC PASS 
TP000260 DPLL Read Write [dpll rd 0x0A] 1 1 1 DEC PASS 
TP000270 DPLL Read Write [dpll wr 0x0A 0x09 ] 1 1 1 DEC PASS 
TP000280 DPLL Read Write compare 1 1 1 DEC PASS 
TP000290 DPLL Read Write [dpll wr 0x0A 0x08 ] 1 1 1 DEC PASS 
TP000300 Eth PHY Read Write [phy rd 0 0 4] 1 1 1 DEC PASS 
TP000310 Eth PHY Read Write [phy wr 0 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000330 Eth PHY Read Write [phy wr 0 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000340 Eth PHY Read Write [phy rd 1 0 4] 1 1 1 DEC PASS 
TP000350 Eth PHY Read Write [phy wr 1 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000370 Eth PHY Read Write [phy wr 1 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000380 Eth PHY Read Write [phy rd 2 0 4] 1 1 1 DEC PASS 
TP000390 Eth PHY Read Write [phy wr 2 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000410 Eth PHY Read Write [phy wr 2 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000420 Eth PHY Read Write [phy rd 3 0 4] 1 1 1 DEC PASS 
TP000430 Eth PHY Read Write [phy wr 3 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000450 Eth PHY Read Write [phy wr 3 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000460 Eth PHY Read Write [phy rd 4 0 4] 1 1 1 DEC PASS 
TP000470 Eth PHY Read Write [phy wr 4 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000490 Eth PHY Read Write [phy wr 4 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000500 Eth PHY Read Write [phy rd 5 0 4] 1 1 1 DEC PASS 
TP000510 Eth PHY Read Write [phy wr 5 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000530 Eth PHY Read Write [phy wr 5 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000540 Eth PHY Read Write [phy rd 6 0 4] 1 1 1 DEC PASS 
TP000550 Eth PHY Read Write [phy wr 6 0 4 0x1140 ] 1 1 1 DEC PASS 
TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000570 Eth PHY Read Write [phy wr 6 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000580 Eth PHY Read Write [phy rd 7 0 4] 1 1 1 DEC PASS 
TP000590 Eth PHY Read Write [phy wr 7 0 4 0x1140 ] 1 1 1 DEC PASS 
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TP000320 Eth PHY Read Write compare 1 1 1 DEC PASS 
TP000610 Eth PHY Read Write [phy wr 7 0 4 0x01E1 ] 1 1 1 DEC PASS 
TP000620 Liu Read Write [liu rd 0 0x116] 1 1 1 DEC PASS 
TP000630 Liu Read Write [liu wr 0 0x116 0x0F ] 1 1 1 DEC PASS 
TP000640 Liu Read Write compare [0x0F  == 0x0F ] 1 1 1 DEC PASS 
TP000650 Liu Read Write [liu wr 0 0x116 0x00 ] 1 1 1 DEC PASS 
TP000660 Liu Read Write [liu rd 1 0x116] 1 1 1 DEC PASS 
TP000670 Liu Read Write [liu wr 1 0x116 0x0F ] 1 1 1 DEC PASS 
TP000640 Liu Read Write compare [0x0F  == 0x0F ] 1 1 1 DEC PASS 
TP000690 Liu Read Write [liu wr 1 0x116 0x00 ] 1 1 1 DEC PASS 
TP000700 Wp3 Read Write [wp3 rd 0x1159c] 1 1 1 DEC PASS 
TP000710 Wp3 Read Write [wp3 wr 0x1159c 0x12345678 ] 1 1 1 DEC PASS 
TP000720 Wp3 Read Write compare 1 1 1 DEC PASS 
TP000730 Wp3 Read Write [wp3 wr 0x1159c 0x00031980 ] 1 1 1 DEC PASS 
TP000735 QSFP access test configuration 1 1 1 DEC PASS 
TP000740 QSFP Presence [qsfp present 0] 1 1 1 DEC PASS 
TP000750 QSFP Presence [qsfp present 1] 1 1 1 DEC PASS 
TP000751 QSFP Bus Access [qsfp access 0] 1 1 1 DEC PASS 
TP000752 QSFP Bus Access [qsfp access 1] 1 1 1 DEC PASS 
TP000759 SFP access test configuration 1 1 1 DEC PASS 
TP000760 SFP Presence [sfp status 0] 1 1 1 DEC PASS 
TP000770 SFP Presence [sfp status 1] 1 1 1 DEC PASS 
TP000780 SFP Presence [sfp status 2] 1 1 1 DEC PASS 
TP000790 SFP Presence [sfp status 3] 1 1 1 DEC PASS 
TP000791 SFP Bus Access [sfp dump 0] 1 1 1 DEC PASS 
TP000792 SFP Bus Access [sfp dump 1] 1 1 1 DEC PASS 
TP000793 SFP Bus Access [sfp dump 2] 1 1 1 DEC PASS 
TP000794 SFP Bus Access [sfp dump 3] 1 1 1 DEC PASS 
TP000800 Temperature in range [sensor temp 1] 31 10 60 DEC PASS 
TP000810 Temperature in range [sensor temp 2] 41.5 10 60 DEC PASS 
TP000820 Temperature in range [sensor temp 3] 40.5 10 60 DEC PASS 
TP000830 Hot Swap controller access [sensor read 4] 1 1 1 DEC PASS 
TP000840 RTC Set Date-Time 1 1 1 DEC PASS 
TP000850 RTC Read Date-Time 1 1 1 DEC PASS 
TP000860 SD card [sd test] 1 1 1 DEC PASS 
TP000870 Main board voltage sensor 1 reading 1 1 1 DEC PASS 
TP000880 Main board voltage sensor 2 reading 1 1 1 DEC PASS 
TP000890 Measured voltage range test 47.253 40.5 57 DEC PASS 
TP000900 Current sensor reading 1 1 1 DEC PASS 
TP000910 Current consumption in range 0.804 0.5 1.2 DEC PASS 
TP000920 Plugin 1 Eth Mng Ping Test 1 1 1 DEC PASS 
TP000930 Plugin 2 Eth Mng Ping Test 1 1 1 DEC PASS 
TP000940 Plugin 3 Eth Mng Ping Test 1 1 1 DEC PASS 
TP000950 Plugin 4 Eth Mng Ping Test 1 1 1 DEC PASS 
TP000960 XAUI Data Path Loop configuration 1 1 1 DEC PASS 
TP000970 XAUI Data Path Loop  
[bridge verify xaui1 xaui1 -c 10 -s 150] 
1 1 1 DEC PASS 
TP000980 front RJ45 Loop configuration 1 1 1 DEC PASS 
TP000990 front RJ45 Loop [bridge verify rj1 rj2 -c 10 -s 150] 1 1 1 DEC PASS 
TP001000 front RJ45 Loop [bridge verify rj2 rj1 -c 10 -s 150] 1 1 1 DEC PASS 
TP001010 front RJ45 Loop [bridge verify rj3 rj4 -c 10 -s 150] 1 1 1 DEC PASS 
TP001020 front RJ45 Loop [bridge verify rj4 rj3 -c 10 -s 150] 1 1 1 DEC PASS 
TP001030 front RJ45 Loop [bridge verify rj5 rj6 -c 10 -s 150] 1 1 1 DEC PASS 
TP001040 front RJ45 Loop [bridge verify rj6 rj5 -c 10 -s 150] 1 1 1 DEC PASS 
TP001050 front RJ45 Loop [bridge verify rj7 rj8 -c 10 -s 150] 1 1 1 DEC PASS 
TP001060 front RJ45 Loop [bridge verify rj8 rj7 -c 10 -s 150] 1 1 1 DEC PASS 
TP001070 front RJ45 Loop deconfiguration 1 1 1 DEC PASS 
TP001080 front SFP Loop configuration 1 1 1 DEC PASS 
TP001090 front SFP Loop [bridge verify sfp1 sfp2 -c 10 -s 150] 1 1 1 DEC PASS 
TP001100 front SFP Loop [bridge verify sfp2 sfp1 -c 10 -s 150] 1 1 1 DEC PASS 
TP001110 front SFP Loop [bridge verify sfp3 sfp4 -c 10 -s 150] 1 1 1 DEC PASS 
TP001120 front SFP Loop [bridge verify sfp4 sfp3 -c 10 -s 150] 1 1 1 DEC PASS 
TP001130 front SFP Loop deconfiguration 1 1 1 DEC PASS 
TP001140 expansion Data to Protection Loop configuration 1 1 1 DEC PASS 
TP001150 expansion Data to Protection Loop  
[bridge verify fpga1 fpga1 -c 10 -s 150] 
1 1 1 DEC PASS 
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TP001160 expansion Data to Protection Loop 
[bridge verify fpga2 fpga2 -c 10 -s 150] 
1 1 1 DEC PASS 
TP001170 expansion Data to Protection Loop  
[bridge verify fpga3 fpga3 -c 10 -s 150] 
1 1 1 DEC PASS 
TP001180 expansion Data to Protection Loop  
[bridge verify fpga4 fpga4 -c 10 -s 150] 
1 1 1 DEC PASS 
TP001190 expansion Data to Protection Loop deconfiguration 1 1 1 DEC PASS 
TP001200 expansion SGMII configuration 1 1 1 DEC PASS 
TP001210 expansion SGMII [bridge verify sfp1 sfp1 -c 10 -s 150] 1 1 1 DEC PASS 
TP001220 expansion SGMII [bridge verify sfp2 sfp2 -c 10 -s 150] 1 1 1 DEC PASS 
TP001230 expansion SGMII [bridge verify sfp3 sfp3 -c 10 -s 150] 1 1 1 DEC PASS 
TP001240 expansion SGMII [bridge verify sfp4 sfp4 -c 10 -s 150] 1 1 1 DEC PASS 
TP001250 expansion SGMII deconfiguration 1 1 1 DEC PASS 
TP001260 Diversity QSFP to Protection Loop configuration 1 1 1 DEC PASS 
TP001270 Diversity QSFP to Protection Loop [bridge verify fpga1 fpga1 1 1 1 DEC PASS 
TP001280 Diversity QSFP to Protection Loop [bridge verify fpga2 fpga2 1 1 1 DEC PASS 
TP001290 Diversity QSFP to Protection Loop [bridge verify fpga3 fpga3 1 1 1 DEC PASS 
TP001300 Diversity QSFP to Protection Loop [bridge verify fpga4 fpga4 1 1 1 DEC PASS 
TP001310 Diversity QSFP to Protection Loop deconfiguration 1 1 1 DEC PASS 
TP001320 stolen to expansion Loop configuration 1 1 1 DEC PASS 
TP001330 stolen to expansion Loop [bridge verify rj5 rj5 -c 10 -s 150] 1 1 1 DEC PASS 
TP001340 stolen to expansion Loop [bridge verify rj6 rj6 -c 10 -s 150] 1 1 1 DEC PASS 
TP001350 stolen to expansion Loop [bridge verify rj7 rj7 -c 10 -s 150] 1 1 1 DEC PASS 
TP001360 stolen to expansion Loop [bridge verify rj8 rj8 -c 10 -s 150] 1 1 1 DEC PASS 
TP001370 stolen to expansion Loop deconfiguration 1 1 1 DEC PASS 
TP001380 Line side PRBS configuration 1 1 1 DEC PASS 
TP001390 Lineside Liu 0 PRBS Test 1 1 1 DEC PASS 
TP001400 Lineside Liu 1 PRBS Test 1 1 1 DEC PASS 
TP001410 Line side PRBS deconfiguration 1 1 1 DEC PASS 
TP001420 Sys side PRBS configuration 1 1 1 DEC PASS 
TP001430 Sysside Liu 0 PRBS Test 1 1 1 DEC PASS 
TP001440 Sysside Liu 1 PRBS Test 1 1 1 DEC PASS 
TP001450 Sys side PRBS deconfiguration 1 1 1 DEC PASS 
TP001460 Fan Controll configuration 1 1 1 DEC PASS 
TP001470 Fan Controll [fan status] 1 1 1 DEC PASS 
TP001480 Fan Controll set [fan start -rpm 4000] 1 1 1 DEC PASS 
TP001490 Fan Controll test [fan rd 1 rpm] @ 4000 4210 3200 4800 DEC PASS 
TP001500 Fan Controll test [fan rd 2 rpm] @ 4000 3827 3200 4800 DEC PASS 
TP001510 Fan Controll test [fan rd 3 rpm] @ 4000 3968 3200 4800 DEC PASS 
TP001520 Fan Controll test [fan rd 4 rpm] @ 4000 3946 3200 4800 DEC PASS 
TP001530 Fan Controll set [fan start -rpm 8000] 1 1 1 DEC PASS 
TP001540 Fan Controll test [fan rd 1 rpm] @ 8000 7923 6720 9280 DEC PASS 
TP001550 Fan Controll test [fan rd 2 rpm] @ 8000 7911 6720 9280 DEC PASS 
TP001560 Fan Controll test [fan rd 3 rpm] @ 8000 8145 6720 9280 DEC PASS 
TP001570 Fan Controll test [fan rd 4 rpm] @ 8000 7898 6720 9280 DEC PASS 
TP001580 Fan Controll set [fan start -rpm 16000] 1 1 1 DEC PASS 
TP001590 Fan Controll test [fan rd 1 rpm] @ 16000 15949 14400 17600 DEC PASS 
TP001600 Fan Controll test [fan rd 2 rpm] @ 16000 15898 14400 17600 DEC PASS 
TP001610 Fan Controll test [fan rd 3 rpm] @ 16000 15898 14400 17600 DEC PASS 
TP001620 Fan Controll test [fan rd 4 rpm] @ 16000 16263 14400 17600 DEC PASS 
 
Splošni podatki o testu izbrane enote: 
 
SN EBT1420B722 Serijska številka enote 
PN 151-142774-001 Identifikacijska številka 
REV 018 Revizija 
STATIONID KIWI-ATS09 Identifikacija testne postaje 
OPERID PB Identifikacija operaterja 
OVERALLSTATUS PASS Skupni končni status testa 
STARTTIME 4.6.2015 9:10 Čas začetka testiranja 
TOTALTESTTIME 0:05:07 Čas trajanja testa 
TESTSWPN 275-250580-020609 Identifikacija testne aplikacije 
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Priloga 2: Rezultati cikličnega termalnega testa (izpis zadnjaga podatkovna bloka) 
 
Main board SN: EBT1409A351 
 
FS version: ats-2.2.0.12.1903 
FPGA version: 1.7.20 
Winmon version: U-Boot 2013.07.40-aviat-ctr8540 (Feb 17 2015 - 13:22:02) 
Test script version: v5 
 
Data Log index: 52 
Wed Apr 8 20:33:10 2015 
 
Test results for Data to Protection 1:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Data to Protection 2:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Data to Protection 3:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Data to Protection 4:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for SGMII 1:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for SGMII 2:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for SGMII 3:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for SGMII 4:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Stolen 8:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Stolen 7:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Stolen 6:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for Stolen 5:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for XAUI data path:  
Packets sent: 780 
No packets received: 0 
Bad packed received: 0 
Good packets received: 780 
 
Test results for LIU 0:  
PRBS status check counter: 780 
PRBS0 lock status fail: 0 
PRBS0 lock status pass: 780 
 
Test results for LIU 1:  
PRBS status check counter: 780 
PRBS1 lock status fail: 0 
PRBS1 lock status pass: 780 
 
Test results for Fan status:  
FAN status check counter: 780 
Critical Fan Status: 0 
Major Fan Status: 0 
Normal Fan Status: 780 
 
Fan RPM and Temperature sensors status: 
Fan tray status: Normal operation 
Fan RPM: 4302 4268 4276 4313 
Temp. sensors: 29.000000 40.000000 39.000000 
 
Successfully trained plink: 90 
Failed to train plink: 0 
 
 
############# Test results ############ 
 
##### Data to protection test is PASS.  
 
##### SGMII test is PASS.  
 
##### Stolen test is PASS.  
 
##### XAUI test is PASS  
 
##### LIU test is PASS 
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Priloga 3:  Kontrolni števci paketnega prenosa pri testiranju prometa (»bridge verify«) 
 
# bridge -c s fpga1 
FPGA1: UP 
Enet Device stats 
HW: 
  txrx_frames_64                   : 0 
  txrx_frames_127                  : 0 
  txrx_frames_255                  : 20 
  txrx_frames_511                  : 0 
  txrx_frames_1023                 : 0 
  txrx_frames_1518                 : 0 
  txrx_frames_1522                 : 0 
  rx_bytes                         : 1541 
  rx_packets                       : 10 
  rx_err_fcs                       : 10 
  rx_multicast                     : 0 
  rx_broadcast                     : 0 
  rx_mac_control                   : 0 
  rx_mac_pause                     : 0 
  rx_mac_unknown                   : 0 
  rx_err_alignment                 : 0 
  rx_err_length                    : 0 
  rx_err_code                      : 0 
  rx_false_carrier                 : 0 
  rx_undersize                     : 0 
  rx_oversize                      : 0 
  rx_fragments                     : 0 
  rx_jabber                        : 0 
  rx_dropped                       : 0 
  tx_bytes                         : 1540 
  tx_packets                       : 10 
  tx_multicast                     : 0 
  tx_broadcast                     : 0 
  tx_mac_pause                     : 0 
  tx_defer                         : 0 
  tx_excess_defer                  : 0 
  tx_single_collision              : 0 
  tx_multi_collision               : 0 
  tx_late_collision                : 0 
  tx_excess_collision              : 0 
  tx_no_collision                  : 0 
  tx_mac_pause_honored             : 0 
  tx_dropped                       : 0 
  tx_jabber                        : 0 
  tx_err_fcs                       : 0 
  tx_control                       : 0 
  tx_oversize                      : 0 
  tx_undersize                     : 0 
  tx_fragments                     : 0 
DPS: 
  rx_host_frames                   : 0 
  rx_iw_frames                     : 0 
  rx_err_host_full                 : 0 
  rx_err_fbp_underrun              : 0 
  rx_err_nonvalid_mac              : 0 
  rx_err_mru                       : 0 
  rx_err_sdu                       : 0 
  tx_err_underrun                  : 0 
  rx_err_overrun                   : 0 
  tx_frames                        : 10 
DPS_IF: 
  serial_dps_if_stats.tx_frames    : 10 
  serial_dps_if_stats.tx_bytes     : 1500 
  serial_dps_if_stats.rx_frames    : 10 
  serial_dps_if_stats.rx_bytes     : 1541 
  serial_dps_if_stats.rx_dropped_frames : 0 
  serial_dps_if_stats.rx_pce_denied_frames : 0 












Bridge port stats 
  rx_valid_packets                 : 0 
  discard_vlan_acceptable_filter   : 0 
  discard_ingress_filter           : 0 
  discard_bridge_classifier        : 0 
  discard_unk_macsa                : 0 
  deny_mac_sa                      : 0 
  deny_mac_da                      : 0 
  rx_bc_valid_packets              : 0 
  rx_mc_valid_packets              : 0 
  forwarded_uc_packets             : 0 
  forwarded_bc_packets             : 0 
  forwarded_mc_packets             : 0 
  protocol_error                   : 0 
  res_mc_mac_deny                  : 0 
  discard_dfc_filter[0]            : 0 
  discard_dfc_filter[*]            : 0 
  discard_dfc_filter[31]           : 0 
  deny_cfm_frames                  : 0 
  bad_ip_version                   : 0 
  checksum_error                   : 0 
  ip_protocol_error                : 0 
  discard_pce_filter[0]            : 0 
  discard_pce_filter[*]            : 0 
  discard_pce_filter 
  WP_PCE_MAX_NUM_OF_FILTERS-1]     : 0 
  ingress_policer_non_conforming_packets : 0 
  rx_discard_lpm                   : 0 
  iw_mirror_fbp_underrun           : 0 
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Priloga 4: Končna uradna struktura FRU podatkov enote CTR8540 
 
# upgrade fru –read 
 
 Board Info Area: 
 ---------------- 
        Mfg. Date and Time : Tue Apr 14 14:24:00 2015 
        Board Manufacturer : BEI 
        Board Product Name : CTR8540 
       Board Serial Number : EBT1417E428 
         Board Part Number : 021-142741-002 
               FRU File Id : 55627 
                       MAC : 00:E0:E2:82:8F:80 
            Board Revision : 001 
                Board Type : 001 
                       HSC : 003 
                      BHSC : 002 
           Board Deviation : na 
 
 Product Info Area: 
 ---------------- 
         Manufacturer Name : BEI 
              Product Name : CTR8540 
 Product Part/Model Number : CTE-002-001 
           Product Version : 013 
     Product Serial Number : EBT1420B727 
                 Asset Tag : Asset Tag 
               FRU File Id : 55627 








Total Average pin 
coverage [%] Pin counts Inaccessible 
Capacitor 2952 38 98.71% 
Choke 193 1 99.65% 
Connector 995 33 96.73% 
Crystal 22 4 83.33% 
Diode 642 156 84.47% 
Fuse 4 0 100.00% 
Integrated circuit 5927 1035 37.93% 
LED 42 4 96.97% 
Resistors 2336 43 98.16% 
Switch 8 2 83.33% 
Transformer 424 48 85.71% 
Transistors 106 0 100.00% 
 
 
---- Boundary Scan Fault Coverage ----- 
 
Overall Node Coverage        : 46.03 % 
BSCAN Pin Fault Coverage     : 52.13 % 
Total Digital Fault Coverage : 48.76 % 
Total Board Fault Coverage   : 22.45 % 
SPECIALISTIČNO DELO 
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