We consider discrete-state plants represented by Controlled Petri nets (CtlPNs), where a subset of transitions can be prevented from ring by a supervisor. A transition in a CtlPN can re at a marking if there are su cient tokens in its input places and it is permitted to re by the supervisor. A CtlPN is live if it is possible to re any transition from every marking that is reachable under supervision. In this paper we derive a necessary and su cient condition for the existence of a supervisory policy that enforces liveness in CtlPNs. We show this condition cannot be tested for an arbitrary CtlPN. However, for bounded CtlPNs, or, CtlPNs where each transition is individually controllable, we show the existence of a supervisory policy that enforces liveness is decidable. We also show the existence of a supervisory policy that enforces liveness is necessary and su cient for the existence of a minimally restrictive supervisory policy.
Introduction
Areas that involve resource sharing like exible-manufacturing systems, distributed computing and operations management require an explicit resource allocation policy that provides clear directives on the equitable distribution of scarce resources. These allocation rules while being satisfactory on a standalone basis, often fail when interaction among the processes is considered. An anthropomorphic analogy could be the well-intentioned directive of waiting for the other person to use the doorway when two persons arrive simultaneously at either ends. While sensible, this directive creates a deadlock when the individuals on either side apply the same directive and wait inde nitely for the other to use the doorway. Analogous situations can occur with greater severity in the above mentioned application areas. In a sense, it is the study of this phenomenon that is the main focus of this paper. In particular, we study processes modeled by Controlled Petri nets (CtlPNs) 8, 9] . CtlPNs are extensions of standard Petri nets (PNs) 13, 14] . In the following two paragraphs we introduce the key ideas using PNs with the appropriate addendum for CtlPNs.
A transition in a PN is live if for any reachable marking there exists a valid ring sequence that results in a marking that enables the transition under consideration. If all transitions in a PN are live, then the PN is said to be live. Therefore, a live PN does not deadlock, although the de nition of liveness is stronger than just the absence of deadlocks (cf. section 2.3, 2]). A Controlled Petri net is derived from a PN by using an additional set of control-places. Control-arcs are arcs from control places to transitions in a CtlPN. The control places can be thought of as autonomous input places to transitions with a binary token load determined by an external agent, the supervisor. We refer to the \regular" places (i.e. the places that are not control-places) as state-places. The input place set to an arbitrary transition in a CtlPN can be partitioned into state-places and control-places. Transitions that (do not) have a control-place in the input place set are called controlled (uncontrolled) transitions. Without loss in generality we can assume each controllable transition has only one control-place in its input place set. A supervisory policy can be viewed as an implicitly de ned table that lists transitions that are permitted to re for each reachable marking of the CtlPN, where the uncontrollable transitions are always permitted to re. A transition in a CtlPN is state-enabled at a given marking if every input place to the said transition has a nonzero token-load. Similarly, a transition in a CtlPN is control-enabled at a given marking if the supervisory policy permits the ring of the said transition. A transition in a CtlPN has to be state-enabled and control-enabled to re. The notion of a valid ring sequence for a given marking is de ned accordingly. A transition in a CtlPN is live, if for every marking reachable under supervision, there exists a valid ring sequence that results in a marking under which the said transition is control-enabled and state-enabled (cf. level 4 liveness, section 4.1. 4, 14] ). A supervisory policy enforces liveness if every transition in the CtlPN is live under supervision. For a given CtlPN, the underlying PN can be obtained by deleting the control places and the control arcs. If the underlying PN of a CtlPN is live, the trivial policy of control-enabling all transitions under any marking enforces liveness. In a sense, in this paper we concern ourselves with CtlPNs where the underlying PN is not live and we explore conditions under which a supervisory policy that enforces liveness exists. We derive a necessary and su cient condition for the existence of a supervisory policy that enforces liveness in CtlPNs. We show the existence of a supervisory policy that enforces liveness in arbitrary CtlPNs is undecidable. However, for bounded CtlPNs, or, CtlPNs where each transition is individually controllable, we show the existence of a supervisory policy that enforces liveness is decidable.
We use the paradigm of supervisory control of Discrete Event Dynamic Systems (DEDS) 16 , 15] to enforce liveness in CtlPNs. The literature in supervisory control of DEDS concerns primarily two classes of problems: forbidden-state problems and forbidden-string problems. The following discussion concerning forbidden-state problems applies to forbidden-string problems as well. For forbidden state problems, we identify a subset of plant states as a desirable set. A supervisory control policy is a static table that provides a list of controllable transitions to be disabled for each state reachable in the closed-loop. The set of states reachable under supervision is said to be control-invariant. A supervisory control policy solves the forbidden-state problem if the set of states reachable in the closed-loop is a subset of the desired set. For various reasons it is of interest to identify the control policy that is minimally restrictive. Ramadge and Wonham provide a general technique to identify the minimally restrictive policy for nite-state systems in their paper 15]. We turn our attention to the problem in this paper. We have a CtlPN, the plant, with an underlying PN that is not live. Its transitions can be temporarily disabled by the supervisor. The objective is to implicitly identify a static table that lists the disabled transitions for the reachable markings under supervision to enforce liveness in the closed-loop. The solution to this problem involves three steps: (i) testing the existence of a supervisory policy that enforces liveness, (ii) the identi cation of the set of desirable (legal) states, and (iii) investigating the control-invariance of the desirable states.
A qualitative speci cation like liveness could also play a critical role in the quantitative analysis of DEDS (cf. 3, 7] for details). As an example, consider a stochastic PN simulated using the Generalized Semi-Markov Process (GSMP) paradigm (cf. chapter 1, 18] ). If the PN is live, and the probability density function of the ring time for each transition has an unlimited support, then set of reachable markings of the stochastic PN will be identical to that of the underlying untimed PN. In addition, for any reachable marking each enabled transition has a nonzero probability of being assigned the shortest ring time compared to its contending transitions. This suggests the probability of any transition ring in nitely often in any sample path is unity. If the underlying PN is not live, then there will be at least one transition that does not re in nitely often in every sample path. The supervisory policies introduced in this paper can help rectify any potential problems if the requirement that every transition res in nitely often almost surely is critical to quantitative control.
In the next section we present a brief overview of PN theory along with the de nitions of various terms used in subsequent text. Section 3 contains examples of CtlPNs that can, and cannot, be made live via supervision. These examples set the stage for the necessary and su cient condition for the existence of a supervisory policy that enforces liveness and related results in section 5. Section 4 contains a survey of relevant work in the literature. In section 6 we revisit the examples of section 3 and present some additional insights. Finally, in section 7 we conclude with some suggested future research directions. The appendix contains an algorithm that is critical to results presented in this paper. ! N is the initial marking function (or the initial marking), and N is the set of nonnegative integers. The state of a PN is the marking m: ! N that identi es the number of tokens in each 1 In this paper we restrict our attention to ordinary PNs. This is implicitly assumed when we suppose ( T) (T (1) where the symbol card( ) is used to denote the cardinality of the set argument, and x := fy j (x, y) 2 g. This notation is also applied to denote the predecessor or successor set of a set of places or transitions.
Symbols and De nitions
A string of transitions = t j 1 t j 2 t j k , where t j i 2 T (i 2 f1, 2, : : :, kg) is said to be a valid ring sequence starting from the marking m, if, the transition t j 1 is enabled under the marking m, and for i 2 f1, 2, : : :, k ? 1g the ring of the transition t j i produces a marking under which the transition t j i+1 is enabled. In the context of the marking being represented as a nonnegative, integral vector, the i; j-th entry of the n m incidence matrix C of the PN N is a matrix de ned as C i;j = 
Given two integer-valued vectors x, y, we use the notation x > y (x y) if each component of x is greater than (greater than, or, equal to) the corresponding component of y. A directed graph G = (V; A; ) is an ordered 3-tuple, where V is a nite set of vertices, A is a nite set of arcs and :A ! V V is the incidence function. For each a 2 A, if (a) = (v i ; v j ), then the arc a is said to originate (terminate) at v i (v j ). Following the notation used for PNs, we de ne a = fv i g and a = fv j g. For each v 2 V , we de ne v = fa 2 A j a = fvgg and v = fa 2 A j a = fvgg. A path in a directed graph is a sequence of edges = a 1 a 2 a k , such that a i = a i+1 (i 2 f1, 2, : : :, k-1g). The path originates at a 1 and terminates at a k . The fact that there is a path labeled from vertex v i to v j is represented as v i ! ! v j . For any vertex v 2 V , the set of vertices connected to v, fb v 2 V j 9 2 A ; such that v ! ! b vg, can be identi ed by a breadth-rst search algorithm (cf. section 23.2, 5]) with v being the source-vertex. 
The KM-tree of any PN is nite (cf. In the remainder we consider necessary and su cient conditions for the existence of a supervisory control policy that enforces liveness in an arbitrary CtlPN with a possibly non-empty uncontrollable transition set. First, we present a few motivating examples.
Motivation Via Examples
Consider the underlying PN of the CtlPN M in gure 2, which is not live. Transitions t 3 and t 4 are controllable, while transitions t 1 and t 2 are uncontrollable. The supervisory policy shown in tabular form in the same gure enforces liveness in the CtlPN. The marking (0 1 0 0 1) T is not reachable under supervision and the supervisory policy could have been unde ned for this marking but we chose to assign f1g 4 for the sake of completeness. It can also be shown that the supervisory policy shown here is minimally restrictive. The CtlPN in gure 2 is bounded, this permitted the expression of the supervisory policy as a table. When the plant CtlPN is unbounded the supervisory policy is usually represented as a procedure that computes the control (i.e. the enabled/disabled transitions) for a given marking. The CtlPN shown in gure 3 is not bounded. Also, its underlying PN is not live. In this paper, we use a C-like syntax as shown in this gure to describe supervisory policies that involve CtlPNs that are unbounded, or have a large, nite set of reachable states. Under the supervisory policy, the transition t 1 is control-enabled only when the place set fp 6 ; p 7 ; p 8 g has a nonempty token-load.
This supervisory policy enforces liveness.
For the CtlPNs shown in gure 4 (a) and (b) it is easy to see that there can be no supervisory policy that enforces liveness. A less obvious example of a nonlive, unbounded CtlPN that cannot be made live via supervisory control is shown in gure 5. In this example, the rst ring of transitions t 3 and t 8 will eventually result in a deadlock. These examples suggest that the condition for the existence of a supervisory policy that enforces liveness will concern the structure of the underlying PN. It is not hard to see that the initial marking will also in uence the existence of a supervisory policy. As an extreme example, consider the CtlPN of gure 2, with no tokens anywhere (i.e. the initial marking is the zero marking). Clearly, the supervisory policy can do nothing to enforce liveness. The existence of a supervisory policy that enforces liveness also depends on the set of supervisory policy that enforces liveness. We will see shortly that the existence of a supervisory policy that enforces liveness in a CtlPN depends on (i) the structure of the underlying PN, (ii) the initial marking, and (iii) the set of uncontrollable transitions. In the next section we survey some relevant results in the literature.
Review of Relevant Previous Work
In reference 8] Holloway and Krogh solve a class of forbidden marking (i.e. forbidden state) problems where the plant is represented as a marked-graph PN. For this problem they also consider in reference 9] the issue of guaranteeing closed-loop liveness of their supervisory policies. They assume the plant PN is live to begin with. There is no way to enforce liveness via supervisory control in marked-graph PNs that are not live originally. This is because a marked-graph PN is not live if and only if some directed circuit is empty. Additionally, the number of tokens in a directed circuit of a marked-graph PN remains invariant. So, if a directed circuit is empty at the initial marking, it will remain empty for all reachable markings. In other words, lack of liveness in marked graph PNs is only due to lack of su cient tokens at initialization and not due to any \dynamics." Supervisory control can do nothing to rectify this situation. In reference 16] Ramadge and Wonham consider plants with marked states. These states imply the successful completion of some task in the plant. In this context they introduce the notion of nonblocking supervisors that guarantee that the supervisory control actions do not result in a sequence of states that can never be completed to reach a marked state. Assuming transitions in a PN are assigned distinct event symbols, PN liveness speci cations guarantee for each event, and for each reachable state, there is a valid event sequence containing the event under consideration. It is quite possible that the PN liveness speci cation can be converted into an equivalent speci cation that guarantees nonblocking for a particular choice of marked states. For liveness speci cations the choice of marked states is not apparent. This issue is revisited in section 6.
In reference 22] Vishwanadham, Narahari and Johnson consider deadlock avoidance for PNs with nite reachability sets. Their approach essentially uses a search on the coverability graphs. To illustrate the shortcomings of exhaustive path analysis of the coverability graph for unbounded PNs we consider the unbounded PN shown in gure 6. This PN is obtained from gure 4.23 in Peterson's text 14], with appropriate modi cations to yield arcs with unity weights. This unbounded PN would deadlock after the execution of the ring sequence t 1 t 2 t 3 . However, the coverability graph of this unbounded PN, shown in gure 7(b), does not suggest the existence of the deadlock. Moreover, an analysis of the paths in the coverability graph yields the conclusion that the unbounded PN is live, while in reality it is not. This should come as no surprise as the coverability graph has limited use when the PN is unbounded.
The limited lookahead heuristic is frequently used in this context. Its performance is wellunderstood for the forbidden state problem in DEDS 4]. Reference 22] contains an application of this heuristic to a speci c PN model of a simple manufacturing system. However, for enforcing liveness, or deadlock avoidance in PNs there are no explicit directives on the required search depth that can guarantee liveness for arbitrary PN models. Banaszak and Krogh 1] consider PN models of concurrent process ows that involve resource sharing. The supervisory policy in their case is a restriction on the set of enabled transitions that can re at any instant. They present a provably correct deadlock avoidance algorithm for this class of PNs.
The list of references surveyed herein is certainly not complete. In particular, the issue of deadlock avoidance has also been extensively dealt with in the operating systems literature. The widely held opinion is that algorithms that prevent the occurrence of a deadlock by negating one of the four conditions necessary for deadlocks are often too conservative. The common consensus is that the issue of deadlock avoidance is still open despite signi cant advances over the past two decades (cf. page 134, 20]).
Main Results
We rst present a necessary and su cient condition for the existence of a supervisory policy that enforces liveness in theorem 5.1. This condition, stated on the potentially unbounded set of reachable markings, is shown to be testable when the set of uncontrollable transitions is empty (cf. corollary 5.1), and un-testable when the set of uncontrollable transitions is non-empty (cf. corollary 5.2). In corollary 5.3 we show the corresponding problem is solvable for bounded CtlPNs. In theorem 5.2 we show the above requirement can be e ectively converted into a test on circuits in the nite coverability graph of the underlying PN. The appendix contains an algorithm that tests the condition of theorem 5.2. Therefore for CtlPNs with an empty uncontrollable transition set the existence of a supervisory policy that enforces liveness is decidable. This is formally stated in corollary 5.1.
We now introduce some additional notation that will simplify the following discussion. The set of control-places C is de ned by the following properties: (i) 8 t i 2 T c , 9 c i 2 C; and (ii) card(C) = card(T c ).
The set of control-arcs B is de ned as B = f(c i ; t i ) j t i 2 T c g. Proof: From the construction we observe that a supervisory policy enforces liveness if and only if, under supervision, a marking that places a token in n+4 is reachable from any other reachable marking.
The su ciency of the above requirement follows from the fact that n+4 = e and n+4 = f n+4 g. To notice the necessity of the above condition we note the liveness of 1 can only be guaranteed by the repeated replenishment of the token-load of 1 empty when n+3 has a token and n+4 is empty, one of the e i j transitions can re uncontrollably resulting in a marking reachable under supervision from which a marking that places a token in n+4 can never be reached.
Therefore, any supervisory policy that enforces liveness must guarantee the emptiness of the places originally in 1 and 2 when n+4 is empty and there is a token in n+3 . We now consider the problem of deciding the existence of a supervisory control policy that enforces liveness in bounded CtlPNs. In corollary 5.3 we present a necessary and su cient condition for the existence of a supervisory policy that enforces liveness. Before we present the detailed proof, we rst present a procedure test condition (M) 
We now present some observations on procedure test condition (M). coverability graph has a nite number of vertices and the fact that the procedure does not convert the label of a vertex from \illegal" to \legal." To complete this observation we observe that at the end of each execution of the rst while-loop the size of the set A = fa 2 b A j ?(a) 2 T u and a is labeled \legal" and a is labeled \illegal."g is reduced by unity. For the nite coverability graph with a nite number of arcs, this will eventually result in A being empty.
During each execution of the second while-loop, either the number of vertices labeled \legal" that are connected to v 0 at the end of each execution will be fewer than the corresponding number at the start of execution, or, the number of edges connected to v 0 at the end of an execution will be fewer than the corresponding number at the start of the execution. Therefore, this process will culminate in all vertices connected to v 0 being labeled \legal," or v 0 being labeled \illegal." At which point the second while-loop will be exited, guaranteeing Proof: If a vertex v i is assigned a \legal" label before the execution of the while-loops, the statement of the observation is true. Since no edges are removed in the rst while-loop, the statement of the observation holds at the termination of the rst while-loop also.
As the induction hypothesis we assume that at the beginning of each execution of any statement in the second while-loop, the statement of the observation holds. The base case was established before entry into the second while-loop. If no edges are deleted at the current statement, the statement of the observation holds at the conclusion of the current statement also. If an edge a is deleted in the current statement, then the following conditions must be m. This is described concisely in gure 10. This supervisory policy is minimally restrictive. To see this, note that at any given marking, a transition is disabled only when its ring would result in a marking from which it would not be possible to re every transition inde nitely often, which is a necessary condition for liveness.
Discussion
The conditions of theorem 5.1 imply that if there exists a supervisory policy that enforces liveness in an arbitrary CtlPN M, then the underlying PN N has to be repeatable. A PN N is said to be repeatable if and only if 9 x > 0 (i.e. each component of x is strictly greater than zero), such that Cx 0 (cf. section 8, 13] ). This is a direct consequence of conditions 1a and 1b of theorem 5.1. However, repeatability is not su cient for a supervisory policy to enforce liveness. As we have seen in section 3, the initial marking and the set of uncontrollable transitions play a critical role in deciding the existence of a supervisory policy that enforces liveness. Unlike our de nition of a PN or CtlPN that includes the initial marking, some researchers in PN theory do not include the initial marking as a part of the de nition. The initial marking can be chosen at initialization. For this special case the repeatability of the underlying PN of the CtlPN is also su cient for the existence of a supervisory control policy that enforces liveness, provided the . Controllability of M legal is equivalent to the control-invariance of M legal . For the class of CtlPNs under consideration, the control-invariance of M legal follows trivially from the fact that in a CtlPN every transition is individually controllable.
In section 4 we had mentioned that there is a conceptual di erence between the forbidden-marking speci cations and speci cations for liveness. We now qualify this statement for CtlPNs where not all transitions are controllable. As an illustration we consider a CtlPN with an underlying PN as shown in gure 1. In the absence of supervision, the set of reachable markings of the underlying 
where i 2 f1; 2; : : :; mg, will be less restrictive than P 1 and P 2 . In theorem 6.1 we show that e P also enforces liveness in M. This implies that a minimally restrictive supervisory policy that enforces liveness exists if and only if there is a supervisory policy that enforces liveness in a CtlPN. Supervisory policy P 1 (P 2 ) accomplishes this objective by preventing the ring of the controllable transition t 5 (t 4 ) when place p 2 or p 6 has a token. The supervisory policy e P obtained from P 1 and P 2 using equation 6 is enumerated in the last column of the table in gure 14. The supervisory policy e P enforces liveness in the CtlPN shown in gure 13 and it is less restrictive than P 1 and P 2 . We turn our attention to the complexity of deciding the existence of supervisory policies that enforce liveness in an arbitrary CtlPN. First, we emphasize that in this paper we are concerned primarily with the solvability or unsolvability of the above problem under various restrictions. By corollary 5.2 we infer the problem is generally unsolvable. If the CtlPN is bounded, by corollary 5.3 we infer the existence of a supervisor that enforces liveness can be decided in nite time. The outlined approach in section 5 and the appendix requires the construction of a coverability graph of the underlying PN followed by additional computations. The number of vertices in a coverability graph of a PN can be exponentially related to the number of places and transitions. Additionally, the procedure outlined in the appendix involves the solution of a linear program. Although the time complexity of a linear program is polynomially related to the number of equations and variables 21], the number of equations and variables in our case can be exponentially related to the number of places and transitions. Consequently the computational complexity of the procedures that investigate the existence of a supervisory policy that enforces liveness is discouraging. This should come as no surprise as the test for the existence of a supervisor that enforces liveness in an arbitrary CtlPN is at least as di cult as the test for liveness of its underlying PN. Once the existence of a supervisory policy that enforces liveness is established, the next step involves the computation of the required control for each reachable marking. For bounded CtlPNs this can be done concurrently with the test for the existence of a supervisor, resulting in an exhaustive table that prescribes the control for each marking reachable under supervision. The size of this table would depend on the size of the set of reachable markings under supervision. However, this might not be possible for unbounded CtlPNs with an empty set of uncontrollable transitions. Thus avoiding the construction of the entire coverability graph for the marking m 2 . We suggest investigations into these approaches for future research.
Conclusion
In this paper we presented a necessary and su cient condition for the existence of a supervisory policy that enforces liveness in arbitrary, controlled Petri nets (CtlPNs). For CtlPNs where each transition can be individually controlled, we present a necessary and su cient condition for the existence of a supervisor that enforces liveness. Also, as a part of the proof of su ciency we introduced a minimally restrictive supervisory policy that enforces liveness in this class of CtlPNs. For CtlPNs with a non-empty set of uncontrollable transitions, we showed the problem of deciding the existence of supervisory policies that enforce liveness is unsolvable. For bounded CtlPNs we derived a computable necessary and su cient condition for the existence of a supervisory policy that enforces liveness. Additionally we showed that a minimally restrictive supervisory policy that enforces liveness exists if and only if there is a supervisory policy that enforces liveness in a CtlPN. As a future research topic we suggest investigation into improving the computational e ciency of the broad-brush procedures introduced in this paper.
de ned recursively as (q; ) = q and (q; ! ) = ( (q; !); ), where ! 2 , 2 and is the null-string. A string ! 2 is said to be accepted by P if and only if (s; !) 2 F. The set of all strings accepted by P is denoted as L(P). Letting 
