Abstract. Several aspect-oriented approaches have been proposed to specify aspects at different phases in the software life cycle. Aspects can appear within a phase, be refined or mapped to other aspects in later phases, or even disappear. Tracing aspects is necessary to support understandability and maintainability of software systems. Although several approaches have been introduced to address traceability of aspects, two important limitations can be observed. First, tracing is not yet tackled for the entire life cycle. Second, the traceability model that is applied usually refers to elements of specific aspect languages, thereby limiting the reusability of the adopted traceability model. We propose the concern traceability metamodel (CTM) that enables traceability of concerns throughout the life cycle, and which is independent from the aspect languages that are used. CTM can be enhanced to provide additional properties for tracing, and be instantiated to define customized traceability models with respect to the required aspect languages. We have implemented CTM in the tool M-Trace, that uses XML-based representations of the models and XQuery queries to represent tracing information. CTM and M-Trace are illustrated for a Concurrent Versioning System to trace aspects from the requirements level to architecture design level and the implementation.
Introduction
Several aspect-oriented approaches have been proposed to specify aspects at different phases in the software life cycle. At the programming level it appears that almost for every popular programming language there is now an aspect-oriented version in which crosscutting concerns are represented using dedicated language constructs. The early aspects domain has focused on defining approaches for modeling aspects at the level of requirements engineering and architecture design. Several design notations for representing aspects have been proposed in the context of aspect-oriented modeling using, for example, UML-based approaches. Aspects rarely occur in isolation. They are related to other artifacts within a phase or across multiple phases. Aspects can appear within a phase, be refined or mapped to other aspects in later phases, or may even disappear. Changes to an aspect can have consequences for other artifacts, which are directly or indirectly related to it. To assess the impact of a change to an aspect before it is made, it is necessary to have tool support for the storage and analysis of dependency relationships. Tracing aspects is necessary to support understandability and maintainability of software systems.
The concept of tracing implies usually following dependency relationships between artifacts. When developing large systems it is hard to identify the dependency relations.
Improving the traceability of artifacts supports not only the understandability but also is important for maintainability, adaptability and managing complexity. Traceability is a topic that is considered relevant and discussed in various domains. In requirements engineering lots of work has been done on tracing requirements from the stakeholders and in the design process [1, 2, 3, 4 ]. In the model-driven engineering approach [5, 6] traceability is considered important for tracing model elements. A reference model for requirements traceability is provided in [3] . Here a simple metamodel for traceability models is defined and elaborated for requirements traceability. In [7] a UML-based metamodel for requirements traceability is presented that is translated into a UML profile. In [6] a traceability model and a UML profile is presented that include both requirements and model elements. In [5] a metamodel is defined for traceability of models in model-driven development. Hereby, tracing is defined in the transformation specification.
The problem of traceability has recently also been addressed by the AOSD community [8] . The AOSD community encompasses the adoption of aspects throughout the lifecycle and for each phase aspects are specified. Although several initial approaches for traceability have been introduced to address traceability of aspects, two important limitations can be observed. First, tracing is tackled within a phase or does not cover the entire life cycle yet. For example, tracing of aspects has been defined within the requirements analysis phase [9] , from requirements to architecture [10] and from architecture to design [11] . Second, the traceability model that is applied usually is focusing on elements of specific aspect languages. The selection of tracing properties, however, might be dependent on the corresponding project requirements. The traceability model must be therefore sufficiently generic to cope with the different aspect-oriented approaches.
We propose the concern traceability metamodel (CTM) that enables traceability of aspects throughout the life cycle, and which is independent from the aspect languages that are used. CTM can be enhanced to provide additional properties for tracing, and instantiated to define customized traceability models with respect to the required aspect languages. We have implemented CTM in the tool M-Trace, that uses XML-based representations of the models and XQuery queries to represent tracing information. CTM and M-Trace are illustrated for a Concurrent Versioning System to trace aspects from the requirements level to architecture design level and the implementation.
The remainder of the paper is organized as follows. In section 2 we will shortly discuss the background on traceability. In section 3 we present as an example a concurrent versioning systems (CVS) and illustrate on it the need for tracing crosscutting concerns. In section 4 we define the requirements for concern traceability. Based on these requirements we will propose the concern traceability metamodel that will be explained in section 5. The CTM can be implemented in various ways. In section 5.3 we will present an implementation using XML. We will discuss then the application of CTM to trace aspects in and accross phases of the software development lifecycle in section 7. Section 8 will finalize the paper with the conclusions.
