Abstract: As enterprise integration increases, developers face increasingly complex problems related to interoperability. When enterprises collaborate, a common frame of reference or at least a common terminology is necessary for human-to-human, human-tomachine, and machine-to-machine communication. Ontology engineering offers a direction towards solving the inter-operability problems brought about by semantic obstacles related to the definitions of business terms and software classes. Ontology engineering is a set of tasks related to the development of ontologies for a particular domain. This paper is aimed at presenting the approach of ISO 18629, i.e. the Process Specification Language (PSL), to this problem. In the first part, the architecture of the standard is described, with the main features of the language. Then, the problems of the interoperability with PSL and the conformance to the standard are presented. The paper ends with an example showing the use of the standard for interoperability.
INTRODUCTION
As enterprise integration increases, developers face increasingly complex problems related to interoperability (Pouchard, et al. 2000 (Pouchard, et al. , 2002 , (Ray, et al. 2003) . Independent contractors and suppliers who collaborate on demand within virtual supply chains to bring to market new products must share productrelated data. Legacy vendor applications that are not designed to inter-operate must now share processes. When enterprises collaborate, a common frame of reference or at least a common terminology is necessary for human-to-human, human-to-machine, and machine-to-machine communication. Similarly, within a core enterprise where distributed collaboration between remote sites and production units take place, a common understanding of business and manufacturing-related terms is indispensable. However, this common understanding of terms is often at best implicit in the business transactions and software applications and may not even be always present. Misunderstandings between humans conducting business-related tasks in teams, and ad-hoc translations of software applications contribute to the rising costs of interoperability in manufacturing.
Ontology engineering offers a direction towards solving the inter-operability problems brought about by semantic obstacles, i.e. the obstacles related to the definitions of business terms and software classes. Ontology engineering is a set of tasks related to the development of ontologies for a particular domain. An ontology is a taxonomy of concepts and their definitions supported by a logical theory (such as first-order predicate calculus). Ontologies have been defined as an explicit specification of a conceptualization (Gruber, 1993) . Ontology engineering aims at making explicit the knowledge contained within software applications, and within enterprises and business procedures for a particular domain. An ontology expresses, for a particular domain, the set of terms, entities, objects, classes and the relationships between them, and provides formal definitions and axioms that constrain the interpretation of these terms (Gomez-Perez, 1998 ). An ontology permits a rich variety of structural and nonstructural relationships, such as generalization, inheritance, aggregation, and instantiation and can supply a precise domain model for software applications (Huhns and Singh 1997) . For instance, an ontology can provide the object schema of object-oriented systems and class definitions for conventional software (Fikes, et al., 1999) . Ontological definitions, written in a human readable form, can be translated into a variety of logical languages. They can also serve to automatically infer translation engines for software applications. By making explicit the implicit definitions and relations of classes, objects, and entities, ontology engineering contributes to knowledge sharing and re-use (Gomez-Perez 1998).
ISO 18629 is the newest in the family of standards aimed at facilitating interoperability for industrial data integration (of products and processes) in industrial applications in TC 184. Standardized within a joint committee, ISO TC 184 SC4/SC5, PSL provides a generic language for process specifications applicable to a broad range of specific process representations in manufacturing and other applications. PSL is an ontology for discrete processes written in the Knowledge Interchange Format (KIF) (Genesereth and Fikes 1992) itself an ISO candidate in (ISO/JTC1 1999), (Common Logic 2004) . Each concept in the PSL ontology is specified with a set of definitions, relations, and axioms all formally expressed in KIF. Relations specify types of links between definitions or elements of definitions; axioms constrain the use of these elements. In addition, the PSL ontology is based on set theory, first order logic, and situation calculus (Etchemendy 1992) . Because of this reliance on theories, every element in the PSL language can be proven for consistency and completeness (Gruninger 2003) . At the time of this writing, approximately half of the PSL definitions, relations and axioms have been proven to be consistent with the base theories.
The ISO TC184 is one of the one two hundred committees managed by the ISO (International Standardization Organization, Geneva, CH), its scope is : "Standardization in the field of industrial automation and integration concerning discrete part manufacturing and encompassing the applications of multiple technologies, i.e. information systems, machines and equipments and telecommunications". This means that the standards developed are applicable to manufacturing and process industries, applicable to all sizes of business, applicable to extending exchanges across the globe through e-business.
PSL is an international standard for providing semantics to the computer-interpretable exchange of information related to manufacturing and other discrete processes. Taken together, all the parts contained in PSL provide a language for describing processes throughout the entire production within the same industrial company or across several industrial sectors or companies, independently from any particular representation model. The nature of this language makes it suitable for sharing process information during all the stages of production. The process representations used by engineering and business software applications are influenced by the specific needs and objectives of the applications. The use of these representation models varies from one application to another, and are often implicit in the implementation of a particular application. One of the manufacturing models on which the PSL ontology is built is provided by the information models of the ISO 15531 MANDATE standard (standardization of manufacturing management information) (Cutting-Decelle et al., 2000-1) , particularly for resource management.
A major purpose of PSL is to enable the interoperability of processes between software applications that utilize different process models and process representations. As a result of implementing process interoperability, economies of scale are made in the integration of manufacturing applications. All parts in ISO 18629 are independent of any specific process representation or model used in a given application. Collectively, they provide a structural framework for interoperability. PSL describes what elements should constitute interoperable systems, but not how a specific application implements these elements. The purpose is not to enforce uniformity in process representations. As objectives and design of software applications vary the implementation of interoperability in a application must necessarily be influenced by the particular objectives and processes of each specific application.
ISO
PSL currently aims at specifying technical processes for achieving interoperability among various software tool representations used throughout industrial companies.
Although mappings to EXPRESS, XML and UML are planned in the future, PSL is not fundamentally based nor fundamentally makes use of Web services. As such, the approach followed, and the use of the language is different from the use of PSLX (PSLX, 2005) and BPEL4WS (BPEL4WS, 2005).
ARCHITECTURE AND CONTENT OF ISO18629
PSL (ISO 18629-1, 2004 ) is organized in a series of parts using a numbering system consistent with that adopted for the other standards developed within ISO TC184/SC4. PSL contains Core theories (Parts 1x), External Mappings (Parts 2x), and definitional extensions (Parts 4x). This discussion focuses on Parts 1x and 4x ; these parts contain the bulk of ISO 18629, including formal theories and the extensions that model concepts found in applications. Parts 1x are the foundation of the ontology, Parts 4x contain the concepts useful for modeling applications and their implementation. Table 1 presents the organization of ISO 18629. Core theories are required to formally prove that extensions are consistent with each other, and with the core theories. The core theories are at the root of the PSL ontology against which every item that claims to be PSL compliant must be tested for consistency.
Core Theories are a unique feature of PSL as no other standard in SC4 lends itself to formal, logicbased proof. Figure 1a illustrates concepts in the PSL Outer Core. Figure 1b shows Duration and Ordering. Figure 1c shows Resource Theories.
Domain-specific Definitional Extensions (Parts 41 -45):
The extensions to the Core and Outer-core are the constructs used in PSL to represent processes in an application. The Core and Outer Core alone are not sufficient to meaningfully represent the semantics of applications for the purpose of interoperability. They are necessary but have little expressivity by themselves. All terms in the extensions are given definitions using concepts specified and axiomatized in the Core theories. This ensures that definitional extensions are conformant to PSL. A software application will typically use the concepts defined in the extensions. Concepts in the Core and Outer core. Table 3 presents definitional extensions, and indicates upon which Core theories an extension relies. One must note that the assignment of an individual concept to a specific extension is relatively flexible; it is there for readability and ease of use of the standard. A concept may be moved from one extension to another without affecting the definitions of concepts and the PSL ontology. In other words, extensions do not need to belong to one rather than another of the categories in the left column. However, each concept must conform to the Core Theories in the middle column. Definitional extensions may use concepts defined in other extensions. Figure 2 illustrates how a concept X in a definitional extension is expressed using PSL Core and Core Theories. Concepts such as X help expressing processes used by applications with the semantics of PSL.
As an example, here is Definition 1 (English) for expressing for the concept of Resource Path (PSL version 0.5) about the activity occurrence occ2: The main purpose of PSL is to establish a computer language for exchanging processes between software applications such as CAD, and project design software.
As a specification language, PSL can be considered as a specification tool of the information and knowledge related to manufacturing management, as modeled by the MANDATE standard (ISO IS 15531-1, 2002).
The challenges of interoperability
The obstacles to the interoperability of software applications are common, and usually dealt with parsers. Obstacles due to semantic problems, i.e. problems about the "meaning" of a software object or entity, are less visible than those due to syntactic incompatibilities. The lack of formal specifications for the development of parsers may introduce errors even if syntax mapping is correct.
The semantic conflict presented in Figure 3 is the example of a "resource" in two software applications A and B: "resource" represents physical resources in: application A and human resources in application B. Without a formal specification of processes in a common formal language, poorly designed parsers for semantic mapping can lead to semantic errors that remain undetected. Syntactic interoperability does not resolve these conflicts. Another type of semantic conflict exists when constraints on a concept in applications A and B are different: For instance, an occurrence of an activity in application A is always possible (no constraints), whereas the occurrence of the activity for applica-
Names of Definitional Extensions
Core Theories being depended upon Resource tion B is possible only after another activity occurrence. The task of initiating a process that may or may not require user permissions is a good example.
Examples of concepts
A benefit of specifying processes using PSL is to formally encode each application's concept in a rigorous representation language that is machine readable and not leave semantic reconciliation to subjective, sometimes rushed decisions.
Another benefit in a domain where interoperability between applications has becoming ubiquitous is to reduce the burden of developing parsers for each translation between two applications. The PSL approach reduces the number of translators from O (n 2 ) to O (n) by requiring that an application maps its concepts to PSL concepts only, rather than mapping to all the other applications.
Interoperability and conformance
From the point of view of ISO 18629, two applications can interoperate if they are conformant with the same set of ISO 18629 extension. Software applications that claim conformance to PSL will: Specify application entities into the KIF language.
(Entities are the "things" used by applications to refer to processes, relations among these processes, functions, etc...), provide translation definitions between their processes represented in KIF and PSL definitions, implement syntactic translators between their applications and PSL process descriptions, Write a grammar using the using the Backur Naus notation (BNF). The PSL grammar written with BNF can be found on the PSL Ontology Web site (PSL Ontology, 2005) .
User defined extensions
User defined extensions of PSL are extensions that introduce new concepts. Typically, current extensions are sufficiently rich to express processes in existing software applications. However, the case where an application concept is not represented may arise. In this case, PSL can be extended to include a new extension by expressing new concepts using ISO 18629 parts 11-14 (PSL Core and the Core theories). Any new extension must also satisfy the constraints and axioms of ISO 18629. User-defined extensions and new definitions may be needed if an application contains a concept not included in PSL or for new domains. This is what "the PSL ontology is extensible" means.
USE OF THE STANDARD FOR INTEROP-ERABILITY.
In practice, ISO 18629 Parts 4X are what software applications will utilize to specify and exchange their processes using PSL. In order to facilitate specification, the National Institute of Standards and Technology has implemented the 20 Question Wizard (PSL 20 Question Wizard, 2005) , a utility that points to the appropriate definitions. A user specifies a process in details by answering questions and checking boxes for their process. The wizard returns the PSL definition for this process written in the KIF syntax.
Steps to follow in using PSL
The use of PSL for developing a high level translation between the source and target applications (A and B) is now explored. Two applications do not necessarily exchange all their processes for interoperability. Only one or a set of processes may be translated. After identifying the concepts to be exchanged, the translation is performed in three steps and outlined in Figure 4 (Pouchard, 2000) :
a. Syntactic translation : the native syntax of an application is parsed to PSL syntax (KIF). This parser keeps the terminology of the application.
b. Semantic translation to PSL : keeping the KIF syntax for the terminology of the application of interest, KIF definitions are written for that application using PSL definitions. These definitions are found within the concepts of the PSL extensions. The question wizard facilitates the attribution of definitions to the terminology and concepts of an application to PSL definitions. Translation definitions between an application and PSL ontology can be derived from the onto- logical definitions and axioms provided in the different parts of ISO 18629. c. Semantic translation from one application to another : At this point, the processes of the source and target applications have been expressed using PSL terms and KIF syntax. Each should have a one-to-one correspondence between each process definition and a PSL definition. The concepts of the source application are mapped to concepts of the target application using PSL as the intermediate language. On this basis, data for the relevant process can be exchanged. Following this procedure is not sufficient to claim conformance to PSL according to ISO 18629, but it is sufficient for process exchange with another application. (In order to claim full conformance to the standard, the grammar of the processes used in the application must be written using the BNF notation as seen in section 3.2.)
Translation definitions
Step a: A resource for A, {resourceA: inject_mold (r)}, written in KIF, is shown in Figure 5 :
Step b: The entities and structural relationships (the ontology of A) is then specified (Figure 6 ). Technical documentation supplemented by interviews are often used. The ontology of A specifies what kind of resource is implied by resourceA. Here resourceA (a machine-tool) is a resource that can be used by a process after another process that also requires resourceA completes its occurrence..In Figure 6 , ?r is a resource variable.. Once a definition of resource has been provided for A using A terminology, the next step is to look for possible mappings between resourceA and PSL concepts. Three cases occur: 1) a one-to-one mapping exists, 2)a one-to-one mapping is possible under certain conditions, 3)PSL does not contain the concept in question and needs to be extended to accommodate A. Examples for Case 1 and 2 are given here. This mapping is to be done for every concept and relation contained in A. The question wizard is of help for this task.
We must note here that the concept of "resource", as dealt with by the PSL language is taken with a meaning different from its usual interpretation in production management. However, a "resource" for PSL is close to the analogous concept defined within the ISO/IEC 62264 standard (ISO/IEC 62264-1, 2003) .
Case 1) PSL contains a concept of resource defined as --a resource is any object that is required by some activity --where "activity" ?a and "requires" are defined elsewhere in PSL (Figure 7) . PSL also specifies complex resources and defines the concept of a reusable resource --a resource ?r is reusable by an activity ?a if any other activity that also requires ?r is still possible to perform after ?a completes its occurrence, in every possible future (Figure 8) .
The PSL concepts, 'common,' 'occurs_over, ' 'legal_interval,' 'legal,' and 'legal_activity' in Figure 8 are defined elsewhere in PSL. In our example, a mapping appears to exist, but more information about A is needed before deciding for a one-to-one mapping.
This information must be obtained from the documentation for Application A, and other sources (vendors). PSL specifies that a reusable resource is such that, as soon as one activity occurs, it is always possible to perform the next activity. An example of reusable resource according to PSL is a machine that Case 2) A conditional mapping between a PSL and an application concept is required. The prototype implementation of ILOG TM , a scheduler, contained the concept ilcActivity. ilcActivity is narrower than a PSL activity. How much narrower must be defined for ilcActivity using PSL constraints. IlcActivity maps to a PSL non-deterministic activity applied to a set of resources.
A PSL activity is nondeterministic if and only if --it is a nondeterministic selection activity with respect to some resource set. The conditional mapping of A to PSL is shown (Figure 10 ).
Other research work has been done or is currently on-going, showing examples of interoperability among software tools using PSL, notably at the University of Stanford (CIFE) (Law 2001,) (Cheng et al., 2003) , and at the University of Loughborough (Cutting-Decelle et al., 2000) , (Cutting-Decelle et al., 2002) , (Cutting-Decelle et al., 2004) , (Tesfagaber et al., 2002) .
SUMMARY
This paper was aimed at showing to what extent standards based approaches can be helpful to facilitate information sharing and interoperability among software applications commonly used in manufacturing, and in manufacturing management. Most of the time, technical terms handled by those applications look similar, or, even worse, are exactly the same -however their meaning is different. This is particularly true of applications for which PSL was designed, "built" more or less on the same "manufacturing-flavoured" vocabulary, but with very different and multiple interpretations of the same terms. Given its properties, and its structure, the ISO 18629 standard can be considered as a powerful interoperability "tool" for the information systems of the enterprises.
