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Abstrakt
V tejto práci je stručne popísaný princíp fungovania sietí, smerovacích protokolov, taktiež
sú vysvetlené základy fungovania rôznych algoritmov pre vyhľadávanie najdlhších zhod-
ných prefixov implementovaných v smerovačoch. Väčšia časť práce sa venuje algoritmu
Tree Bitmap, ktorého demonštračný program bolo treba vytvoriť. Činnosť tohto algoritmu
je zobrazovaná pomocou prehľadných animácií.
Abstract
This thesis briefly describes principe of networks, routing protocols and there are described
basis of some existing longest prefix match algorithms, which are implemented in router’s
hardware. Main part of thesis deals with a Tree Bitmap algorithm, that demonstration
program creating is an objective of this work. The principe of this algorithm is demonstrated
by visual animations.
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Kapitola 1
Úvod
Vzájomná medziľudská komunikácia a výmena informácií na dlhšie vzdialenosti patrila už
v minulosti medzi veľmi skúmanú a vyvíjanú oblasť. Inak tomu nebolo ani u počítačo-
vých technológií, kde snaha o vzájomnú výmenu informácií bola markantná už na začiat-
ku vývoja, čo malo za následok aj zaužívanie nového názvu pre túto oblasť - informačné
technológie. Či už sa jedná o archaické vynálezy ako telegraf, doručovanie správ pomocou
poštových holubov, či v súčasnosti stagnujúce poštové služby alebo aj moderné informa-
čné prostriedky, mali všetky jednu významnú vlastnosť spoločnú. Tou je požiadavka na
doručenie informácií od odosielateľa k vopred stanovenému cieľu, v oblasti informačných
technológií ju nazývame smerovanie.
V pri súčasnej koncentrácii počítačov a množstva prenášaných informácií je smerova-
nie veľmi komplikovanou a rozsiahlou oblasťou. Využívajú sa pri ňom rôzne matematické
postupy a vzťahy nazývané smerovacie algoritmy.
Cieľom mojej práce je naštudovanie smerovania v IP sieťach, štúdium algoritmov pre
vyhľadávanie najdlhších zhodných prefixov používaných v smerovačoch, obzvlášť algoritmu
Tree Bitmap, na ktorý je práca zameraná. Výsledkom štúdia problematiky počas semest-
rálneho projektu bude vytvorenie jednoduchého demonštračného programu, ktorý názorne
vysvetlí princíp fungovania algoritmu nad skutočnými smerovacími tabuľkami. Práca bude
vychádzať z dizertačnej práce Wiliama N. Eathertona zameranej na štúdium tejto proble-
matiky [2]. Informácie z oblasti sietí som čerpal s viacerých zdrojov uvedených v literatúre.
Druhá kapitola sa zaoberá sieťami vo všeobecnosti, stručne popisuje vývoj sietí v histó-
rii, k súčasne používaným sieťam a sú načrtnuté trendy vývoja v budúcnosti. V detailnejšej
miere je vysvetlená problematika smerovania v sieťach. V tretej kapitole sú popísané al-
goritmy pre vyhľadávanie zhodných prefixov, prediskutované sú ich výhody a nevýhody.
Nasledujúca kapitola detailne popisuje algoritmus Tree Bitmap. Kapitola o návrhu zachy-
táva požiadavky na aplikáciu, spolu s vytvorením základného návrhu vzhľadu a funkčnosti
aplikácie. Šiesta kapitola popisuje implementáciu jednotlivých častí.
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Kapitola 2
Princípy smerovania v IP
2.1 Architektúra
Počítačová sieť je zoskupenie viacerých počítačov s cieľom zdieľať svoje zdroje. Obsahuje
prostriedky na efektívnu výmenu informácií medzi účastníkmi na rôznych miestach, v rôz-
nom čase a na rozdielnych platformách. Pri štúdiu tejto kapitoly som prevažne čerpal z [6]
a [1].
2.1.1 História
Vznik počítačových sietí súvisí s rozvojom výpočtovej techniky v 50-tych rokoch. Tieto
počítače sa zložito programovali (strojový kód), boli prístupné len pre úzky okruh odbor-
níkov. V 60-tych rokoch sa používajú dierne štítky, avšak programovanie je stále náročné
a chybové. V sálových počítačoch (mainframe) sa nachádzalo veľké množstvo dát, avšak
prístup k nim bol problematický. Éra prepájania sálových počítačov začala vo vojenskej a
univerzitnej oblasti. Jednotlivý výrobcovia používali svoje vlastné proprietárne protokoly,
ktoré umožňovali iba komunikáciu so zariadeniami rovnakých výrobcov, čo brzdilo roz-
siahlejšie nasadzovanie sietí. V roku 1978 bol uvedený ISO/OSI model, ktorý s príchodom
protokolu TCP/IP, začína aplikovať väčšina výrobcov sieťového hardwaru. Nakoľko siete
pracujú s rovnakým protokolom, je ich možné vzájomne prepojiť - vzniká internet.
2.1.2 Siete súčasnosti
Potreba rýchleho šírenia informácií spôsobuje veľký rozmach internetu, ktorý v súčasnosti
prepája milióny počítačov po celom svete, preto sa internet označuje aj ako
”
sieť sietí“.
Internet je tvorený koncovými počítačmi, aktívnymi sieťovými prvkami - smerovače (rou-
ter), prepínač (switch), atď. a pasívnymi sieťovými prvkami - komunikačné linky (optické
vlákna, wireless). Siete prepájajúce počítače v rámci jednej budovy, organizácie, nazývame
LAN (local area network), siete spájajúce jednotlivé organizácie a väčšie celky nazývame
WAN (wide area network).
2.1.3 ISO/OSI model
Riadenie sieťovej komunikácie predstavuje zložitý súbor činností, preto bolo treba rozdeliť
súvisiace činnosti do tzv. vrstiev (layer). ISO/OSI model definuje 7 hierarchicky usporia-
daných vrstiev (obrázok 2.1), pričom každá z nich vykonáva skupinu presne definovaných
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funkcií potrebných pre komunikáciu. Vrstva využíva služieb nižšej vrstvy a svoje služby po-
skytuje vyššej vrstve. Komunikácia vždy prebieha na rovnocenných vrstvách podľa istých
pravidiel, ktoré tvoria komunikačný protokol. V súčasnosti väčšina protokolov má už svoj
vlastný vrstvový model, ktorý sa líši od pôvodného ISO/OSI modelu, pretože sa prispôso-
buje novým potrebám.
Obrázok 2.1: ISO/OSI a TCP/IP model
2.2 IPv4 a IPv6
Informácie v tejto časti boli čerpané z [5]. Už v čase svojho vzniku bol protokol TCP/IP
úzko zviazaný s protokolom IPv4. Jednotlivé počítače a sieťové prvky sú v sieti identifiko-
vané pomocou adries. Tento protokol pracuje s adresami dĺžky 32 bitov, čo je vyše 4 milióny
adresovaných prvkov, navyše veľké množstvo adries je používaných na zvláštne účely (napr.
multicast), čo tento počet ešte zredukuje. Vzhľadom k rozmachu celého IT sektoru, je už
v súčasnosti počet IPv4 adries nedostatočný1 a riešením je preklad adries (NAT), ktorý
avšak nemá veľkú perspektívu. Vzniká nový protokol IPv6, ktorý je už v súčasnosti po-
maly nahrádza starý IPv4. Tento protokol pracuje s 128 bitovými adresami, čo umožňuje
adresovať neporovnateľne väčšie množstvo prvkov, avšak zároveň vzniká nová výzva pre
smerovače, nakoľko spracovanie týchto sietí je náročnejšie. Táto práca sa zaoberá protoko-
lom IPv4, preto sa všetky poznatky vzťahujú k tomuto protokolu.
2.3 Smerovanie
Smerovanie je proces, ktorý router používa na presun paketov do cieľovej siete, vytvára
rozhodnutie na základe cieľovej IP adresy, z paketu určí jeho ďalší smer, ktorý ho dovedie
do cieľa. Uplatňuje sa u sietí typu WAN. Pri spracovaní tejto časti som použil prevažne [3].
2.3.1 Smerovač
Smerovač patrí k aktívnym sieťovým prvkom, ktorý preposiela (smeruje) IP datagramy na
sieťovej vrstve, pričom využíva smerovaciu tabuľku (routing table). Môžeme si ju predstaviť
ako tabuľku, kde sa vyskytujú záznamy typu cieľová adresa a akcie k nej prislúchajúca (roz-
hranie, na ktoré bude paket preposlaný). Ak príde na rozhranie routera paket, na základe
1Aktuálny stav IPv4 priestoru na http://www.potaroo.net/tools/ipv4/
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smerovacej tabuľky sa vykoná príslušná akcia, a tou je doručenie cieľu alebo preposlanie na
ďalší smerovač.
U smerovačov rozlišujeme dva druhy protokolov. Prvým typom sú smerovacie protokoly,
ktoré môžu byť statické alebo dynamické. Dynamické protokoly umožňujú vzájomnú komu-
nikáciu medzi smerovačmi, kde si prenášajú potrebné informácie o sieti. Smerovače majú
v sebe implementované jednotlivé typy smerovacích algoritmov, ktoré umožňujú smerovať
pakety k cieľu výberom vhodného ďalšieho skoku (next hop), na základe dostupnosti jednot-
livých ciest sieťou. Jednotlivé smerovače sa medzi sebou prostredníctvom týchto protokolov
informujú o aktuálnej topológii siete, o adresách hostiteľov a siete, a hlavne optimálnej
ceste. Protokoly zároveň aktualizujú smerovacie tabuľky na smerovačoch. Významné proto-
koly: RIP (Routing Information Protocol), OSPF (Open Shortest Path First) alebo IGRP
(Interior Gateway Routing Protocol).
Smerovateľné protokoly zabaľujú dáta do paketov a ich doručenie k cieľu. Najvýznam-
nejším je IP protokol, ktorý avšak nezabezpečuje doručenie dát k cieľu ani ich poradie,
preto sa využíva v kombinácii s prokolom vyššej vrstvy TCP, teda protokol TCP/IP.
2.3.2 Smerovacie protokoly a metriky smerovania
Smerovače pri smerovaní využívajú 2 základné spôsoby. Statické smerovanie (neadapta-
tívne), ktoré je vopred naprogramované, cesty zadá administrátor manuálne alebo dyna-
mické smerovanie. Na dynamické smerovanie, nazývané aj adaptatívne, musí byť router
vybavený schopnosťou prijímať na sieti okrem paketov aj smerovacie informácie šírené pro-
stredníctvom smerovacích protokolov, preto sa využívajú v sieťach s vopred neznámou topo-
lógiou. Dynamické protokoly možno rozdeliť na protokoly pracujúce s vektorom vzdialeností
(distance vector), stavom linky (link state) a hybridné.
Statické smerovanie rozosiela pakety na základe údajov, ktoré sú v smerovači pevne
naprogramované, zadané administrátorom. Smerovač vždy pošle paket na port určený sme-
rovacou tabuľkou, medzi smerovačmi neprebieha žiadna vzájomná výmena smerovacích
informácií. K hlavným výhodám patrí presná a bezpečná cesta, nakoľko sa medzi sebou
neprenášajú žiadne smerovacie informácie, je efektívne využitá celá šírka pásma. Ďalšou
výhodou je cena zariadení. Hlavnou nevýhodou je v prípade kolapsu siete nutnosť opravy
administrátorom, čiže čas závisí od rýchlosti servisného zásahu. Tento typ je pre niektoré
riešenia často používaný.
Dynamické smerovanie je využívané tam, kde prichádza k častým a rýchlym zmenám
WAN topológie, zmena smerovacej tabuľky administrátorom by bola neskorá a často krát
nemožná ako aj riešenie problémov v prípade výpadku niektorého uzla.
Smerovanie s vektorom vzdialenosti pracuje na princípe predávania si smerovacích tabu-
liek susedom v sieti. Keď ju sused prijme, pridá k nej svoj vektor vzdialenosti a distribuuje
ju ďalej. Touto výmenou informácií sa jednotlivé smerovače dozvedia o celej topológii siete.
Medzi nevýhody patrí doba obnovenia funkčného stavu siete po havárii (konvergecia), ktorá
vzhľadom na nedostupnosť niektorých uzlov a nekorešpondujúce záznamy v tabuľke, môže
byť mierne dlhá. Konvergencia je jedným z najdôležitejších faktorov pri nasadení vo WAN
sieťach. Typickým predstaviteľov smerovania s vektorom vzdialenosti je protokol RIP.
Smerovanie so stavom linky bývajú označované ako protokoly najkratších ciest a sú
zložitejšie ako predchádzajúci typ. Medzi sebou si vymieňajú nielen informácie o smerovacej
tabuľke, ale aj oznámenia o aktuálnom stave linky. Každý smerovač si z informácii o stave
linky vytvára databázu dostupnosti uzlov a aktualizuje si smerovaciu tabuľku. Výmena
oznámení o zmene stavu sa spúšťa len pri vzniku udalosti v sieti, čím je zabezpečená rýchla
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konvergencia. Avšak aj tieto protokoly majú svoje nevýhody. Pri prvotnej inicializácii siete
sa vymieňa niekoľko násobne väčšie množstvo informácií a aj keď to je len dočasné, pre
siete s nižšou priepustnosťou to predstavuje problém. Druhou nevýhodou je cena zariadení
s týmto protokolom. Zástupcom je protokol OSPF.
Hybridné smerovacie protokoly využívajú vektor vzdialeností s uplatňovaním prísnejších
pravidiel, čo má za výsledok rýchlejšiu konvergenciu a nemusíme prenášať obsiahle informá-
cie o stavu liniek. Na rozdiel od smerovacích protokolov pracujúcich s vektorom vzdialenosti
nepracujú v periodických intervaloch, ale aktualizácie sú riadené udalosťami. Tento proto-
kol je vyvíjaný spoločnosťou Cisco Systems, Inc. pod názvom EIGRP (Enhanced Interior
Gateway Protokol) a nemá zásadnejšie nevýhody.
2.3.3 Rýchlosť spracovania IP datagramov
Na obrázku 2.2 si všimneme vyrovnávaciu pamäť a logiku smerovača. Do vyrovnávacej
pamäte sa datagramy ukladajú ako do fronty typu FIFO (First In First Out). Smerova-
cia logika musí na základe hlavičky datagramu, podľa smerovacej tabuľky rozhodnúť v čo
najkratšom možnom čase, na ktoré rozhranie daný datagram pošle. Nakoľko vyrovnávacia
pamäť má obmedzenú kapacitu, sa často stretávame s pojmom
”
wire speed forwarding“,
čiže smerovanie rýchlosťou prenosovej linky. Ak je smerovač schopný spracovávať prichád-
zajúce datagramy touto rýchlosťou, by sa jeho vyrovnávacia pamäť nemala naplniť, pretože
stihne všetky včas spracovať.
Obrázok 2.2: Schéma smerovacej logiky smerovača
2.3.4 Podsiete
Každá adresa sa skladá z 2 častí. Jedna časť identifikuje sieť, v ktorej sa zariadenie nachádza,
tiež býva nazývana ako sieťová adresa. Ďalšia časť označuje konkrétny prístroj v tejto sieti
označovaná ako adresa zariadenia. Rozlišujeme 2 typy rozdelenia do podsietí.
Prvým spôsobom je vytvorenie tried adries. Adresný priestor je rozdelený na určité
triedy (tabuľka 2.1), kde príslušnosť do konkrétnej triedy závisí od najvyšších bitov najvy-
ššieho bytu adresy. Toto riešenie však nie je efektívne, pretože ide o pevné rozloženie, čiže
sa nedokážeme citlivo rozdeliť adresu podľa konkrétnych požiadaviek, prichádza k veľkému
mrhaniu adresami.
Druhým spôsobom je tzv. subsieťovanie (subnetting). Adresu si môžeme ľubovoľne roz-
deliť na požadované časti. Týmto získame oveľa lepšie využitie adresného priestoru vzhľa-
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Trieda IP Bity najvyššieho Rozsah prvého Počet bitov
adresy rádu oktetu adresy v sieťovej adrese
Trieda A 0 0 - 127 7
Trieda B 10 128 - 191 14
Trieda C 110 192 - 223 21
Trieda D 1110 224 - 239 28
Tabuľka 2.1: Identifikácia tried adries
dom k topológii siete. Avšak v prípade spracovávania takto rozdelenej adresy, nikde nemáme
informáciu, ako je adresa rozdelená na dané časti a preto udávame aj sieťovú masku. Re-
prezentuje ju 32 bitová hodnota, ktorá obsahuje ľubovoľný počet za sebou idúcich jednotiek
nasledovaný samými nulami. Práve uvedený počet jednotiek nám označuje počet bitov z ad-
resy, ktorý sa použije ako sieťová adresa.
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Kapitola 3
Algoritmy pre vyhľadávanie
prefixov
Prefixom nazývame časť adresy, ktorá slúži smerovačom na preposielanie datagramov v
sieti. Pri vyhľadávanie prefixov v smerovačoch rozlišujeme 2 koncepty. Prvým konceptom
je vyhľadávanie navrhnuté na základe rôznych stromových štruktúr a ďalším je vyhľadá-
vanie na binárnej báze. Tieto vyhľadávania bývajú hardwarovo implementované, formou
špeciálneho obvodu.
3.1 Stromové algoritmy
V tejto časti sú načrtnuté niektoré spôsoby vyhľadávania prefixu, kde smerovacia tabuľka
je transformovaná na stromovú štruktúru. Čerpal som prevažne z diela [2].
3.1.1 Unibit Tries
Ako názov napovedá, jednotlivé uzly stromu reprezentujú vždy 1 bit z adresy. Vyhľadáva-
nie prebieha tak, že v každom kroku zoberieme jeden bit adresy a podľa hodnoty bitu sa
rozhodujeme, ktorou vetvou stromu pôjdeme, až kým neprídeme na koniec stromu. Výsled-
ným prefixom je posledný nájdený zhodný prefix. Štruktúra je excelentne rýchla vzhľadom
na aplikovanie zmien v tabuľke. Nevýhodou je jej rýchlosť, nakoľko v najhoršom prípade
predstavuje až 32 cyklov, pretože pristupujeme k adrese po jednotlivých bitoch (unibit).
Napríklad pre vyhľadanie adresy 1110100 sa zhodujú prefixy P1, P2, P5 a P7 (obrázok 3.1),
požadujeme najdlhšiu zhodu prefixu, preto hľadaným je P7.
Obrázok 3.1: Unibit Trie
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3.1.2 Controlled Prefix Expansion (CPE)
V porovnaní s Unibit Tries prechádza v jednom cykle viacero bitov, je nutné vytvoriť novú
databázu prefixov so zvolenou dĺžkou kroku (stride length) - zvolíme 3.
Problém vzniká napríklad u prefixu P2 = 1*, ktorý nepokryje ani dĺžku kroku. Riešenie
spočíva v doplnení zvyšných dvoch bitov všetkými kombináciami (100, 101, 110, 111) a P2
reprezentujeme štyrmi prefixmi. Avšak P4 = 101 a P5 = 111, teda majú dlhší zhodný prefix
strácajú rovnaké hodnoty v tabuľke prefixu P1 zmysel, čiže ich vynecháme.
Obrázok 3.2: Controlled Prefix Expansion bez Leaf Pushing
Obrázok 3.3: Controlled Prefix Expansion s Leaf Pushing
Obrázok 3.2 obsahuje databázu z predchádzajúceho príkladu s použitím kroku dĺžky
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3. Každý záznam obsahuje 2 položky: jednu pre ďalší skok (next hop) a jednu pre pointer
k ďalšej tabuľke s prefixmi.
Pamäťovú náročnosť možno znížiť optimalizáciou nazývanou
”
leaf pushing“ tak, že ka-
ždý uzol bude obsahovať len jednu položku: buď next hop alebo pointer k ďalšej tabuľke.
Problém vzniká s položkami ako 100. Riešením je posunutie next hop informácie k listom
stromu (viď obrázok 3.3).
3.1.3 Lulea Compressed Tries
Lulea schéma vychádza zo stromu s
”
leaf pushing“ a súčasne nahrádza opakujúce sa prvky
s rovnakou hodnotou jedným prvkom - compressed nodes. Jednotlivé hodnoty sú uložené
ako zoznam, pričom existuje bitmapa, v ktorej sú odstránené hodnoty označené nulou.
V pôvodnom koreňovom uzli je sekvencia P3, P3, P1, P1, ptr1, P4, P2, ptr2 (ptr1 pointer
k uzlu P6 a ptr2 pointer k uzlu P7). Odstránime opakujúce sa položky, teda P3, -, P1, -,
ptr1, P4, P2, ptr2. Teraz nahradíme pôvodný uzol bitovou mapou indikujúcou odstránené
pozície (10101111) a zmenšeným zoznamom (P3, P1, ptr1, P4, P2, ptr2).
Pri hľadaní zhody prefixu prechádzame jednotlivé uzly pokým nenarazíme na null poin-
ter. V tom prípade musíme vypočítať next hop súvisiaci s aktuálnym listom.
Veľkosť databázy je v porovnaní s ostatnými extrémne malá, avšak implicitné použitie
”
leaf pushing“ robí vkladanie nových položiek extrémne pomalým.
Obrázok 3.4: Príklad schémy Lulea
3.2 Nestromové algoritmy
Táto časť stručne popisuje možnosti binárneho vyhľadávania prefixov. Informácie pochád-
zajú z [2].
11
3.2.1 Binary Search On Ranges
Binárne vyhľadávanie na rozsahoch reprezentuje databázu prefixov ako vzájomne pre-
miešaný súbor rozsahov. Na obrázku 3.5 môžeme vidieť zobrazenú ukážkovú databázu
prefixov a ich grafickú podobu v rozsahoch. Pre grafickú reprezentáciu používame y-os
a zobrazujeme adresu o dĺžke 6 bitov. Podľa obrázka 3.5 vidíme, že jednotlivé rozsahy
môžu byť vzájomne vnorené. Čím menší rozsah, tým dlhší zhodný prefix reprezentuje. Pri
vyhľadávaní najdlhšieho zhodného prefixu.
Obrázok 3.5: Binárne vyhľadávanie na rozsahoch
Tabuľka 3.1 zobrazuje rozšírenie rozsahov podľa obrázka 3.5. Pohľadom do tabuľky
je zrejmé, že pri vyhľadávaní adresy nemusíme nenájsť presne vyhľadávanú adresu, ak
nájdeme 2 odpovedajúce položky, platí že najdlhším zhodným prefixom je vyššie položená.
Napríklad pri vyhľadaní adresy 101010 znázornenom na obrázku 3.5 je zrejmé, že tejto
adrese odpovedajú 3 rozsahy (P4, P2, P1). Podľa obrázka aj podľa tabuľky je zrejmé, že
najdlhším zhodným prefixom je P4.
Adresa Prefix
000000 P3
001111 P1
100000 P6
100011 P2
101000 P4
101111 P2
111000 P5
Tabuľka 3.1: Rozšárenie rozsahov
3.2.2 Binary Search on Prefix Lengths
Algoritmus založený na myšlienke úpravy tabuľky prefixov spôsobom, ktorý by umožnil
hashovanie. Neexistuje efektívna hashovacia metóda nad všetkými prefixami. Hashovanie
využijeme len pri vyhľadávaní prefixov s danou dĺžkou. Namiesto vyhľadávania každej mož-
nej dĺžky prefixu, použijeme binárné vyhľadávanie.
12
Kapitola 4
Tree Bitmap
V tejto kapitole je detailne popísaný algoritmus Tree Bitmap, ktorý je založený na stromovej
štruktúre. Umožňuje rýchle vyhľadávanie a oveľa rýchlejšie vykonávanie zmien v porovnaní
s ostatnými schémami. Informácie som čerpal z [2] a [4].
4.1 Princíp
Tree Bitmap vychádza z nasledujúcich postulátov:
• multi-bit node (reprezentuje viacero úrovní unibit uzlov) má 2 funkcie: pointer k sy-
novským uzlom a získame z neho next hop pointer.
• v moderných pamäťových technológiách je možné v jednom náhodnom prístupe do
pamäte získať a preniesť veľké množstvo dát, avšak doba náhodného prístupu do pa-
mäte sa dramaticky neskracuje. Tak musí byť veľkosť kroku (stride length) nastavená
optimálne vzhľadom na prenášané bloky z pamäte.
• hardware dokáže spracovať až veľké množstvo bitov v jednom cykle, avšak rozdiel
v rýchlosti procesora a v dobe prístupu do pamäte je natoľko veľký, že počas čakania
na pamäť môžeme softwarovo vykonávať ešte ďalšiu činnosť.
• pre udržanie rozumných hodnôt doby trvania aktualizovania hodnôt nie je vhodné
používať príliš veľké uzly, preto volíme menšie (maximálne 8 bitov). Malé straty rých-
losti spôsobené menšou veľkosťou použitého kroku sú kompenzované skrátením prístu-
pového času k jednému uzlu.
• pre prístup k jednému uzlu v jednom pamäťovom cykle je potreba zarovnania položiek
v pamäti
Na základe týchto faktov je Tree Bitmap algoritmus založený na 3 hlavných myšlienkach
4.1.1 Spôsob uloženia synovských uzlov v pamäti
Prvou myšlienkou je uloženie synovských uzlov (child nodes) tesne za sebou v pamäti,
to dovoľuje použitie len jedného ukazateľa na synovské uzly pre celý uzol, pričom ďalšie
sa vyrátajú pomocou offsetu (obrázok 4.1). Toto zredukuje počet ukladaných ukazateľov
v uzle a teda zníži veľmi dôležitú veľkosť samotného uzla. Jedinou nevýhodou je, že musíme
byť schopný alokovať bloky o rôznej dĺžke.
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Obrázok 4.1: Tree Bitmap s ukážkovou smerovacou databázou
4.1.2 Bitmapy
Druhou myšlienkou je použitie 2 bitových máp v každom uzle, jednu pre uložené prefixy
(Internal Tree Bitmap) a druhú pre externé ukazatele (Extending Paths Bitmap). Internal
Tree Bitmap má bit nastavený na 1, ak je daný prefix uložený v uzle.
Podľa obrázka 4.2 máme v databáze uložené 3 prefixy: P1 = *, P2 = 1* a P3 = 00*.
Interná bitmapa má 1 bit pre prefixy dĺžky 0, ďalšie 2 bity pre prefixy dĺžky 1, 4 bity pre
prefixy dĺžky 2 atď. Čiže ak zoberieme 3 bitový krok, tak interná bitmapa pre koreňový
uzol bude 1011000. Prvá 1 prislúcha P1, ďalšia P2 a posledná P3. Vlastne interná bitmapa
reprezentuje stromovú štruktúru v lineárnom formáte. Poradie bitov reprezentovaných v in-
ternej bitmape je nasledovné: *, 0*, 1*, 00*, 01*, 10*, 11*, 000*, 001*, 010*, 011*, 100*,
101*, 110*, 111*.
Rozšírená bitmapa (Extending Paths Bitmap) obsahuje všetky možné ukazatele na sy-
novskú uzly (2r). Podľa obrázka máme 8 možných listov v trojbitovom podstrome. Avšak
iba piaty, šiesty a ôsmy bit ukazujú na synovské uzly. Preto bitmapa vyzerá nasledovne:
00001101.
Obrázok 4.2: Reprezentácia stromu pomocou bitmáp
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4.1.3 Lazy strategy
Treťou myšlienkou je používať uzly o čo najmenšej veľkosti, aby sme znížili nároky na pre-
nášané dáta z pamäte. Uzol obsahuje iba rozšírenú bitmapu, internú bitmapu, jeden pointer
ukazujúci na blok synovských uzlov. Avšak potrebujeme ešte s jednotlivých uzlov získať next
hop informáciu. Toto je vyriešené samostatným polom s next hop informáciami, ktoré sú
asociované s jednotlivými uzlami. Aby sme efektívne pracovali s pamäťou alokujeme väčšie
celky, čiže jeden celok obsahuje viacej next hop ukazateľov. Pri vyhľadávaní používame tzv.
”
lazy strategy“, čiže sa nepozeráme do poľa pri nájdení každého prefixu, avšak počkáme až
prídeme na cieľový uzol a pozrieme sa až vtedy. Čiže získame len jeden prístup do poľa pre
celé vyhľadávanie, miesto prístupu v každom uzle.
4.2 Vyhľadávací algoritmus
Celkovo vyhľadávací algoritmus vyzerá nasledovne. Začíname koreňovým uzlom, z adresy
zoberieme prvé bity (počet závisí na použitom kroku, v našom prípade 3). Tieto prvé bity sú
indexom do rozšírenej bitmapy v koreňovom uzle, ktorý ukazuje na pozíciu P . Ak na mieste
P je hodnota 1, máme tam ukazateľ na synovské uzly. Zrátame počet jednotiek smerom
vľavo od tejto jednotky (vrátane), počet budeme považovať ako I. Keďže vieme ukazateľ
na blok synovských uzlov (nazveme y) a veľkosť uzlov (nazveme S), môžeme jednoducho
vyrátať ukazateľ na konkrétny uzol ako y + I ∗ S.
Predtým než sa presunieme na synovský uzol, musíme sa pozrieť do internej bitmapy,
či existuje jeden alebo viacej uložených uzlov odpovedajúcim ceste stromom k pozícii P .
V podstate chceme zrekonštruovať z internej bitmapy pôvodnú stromovú štruktúru. Naprí-
klad, predpokladajme že P1 je 101, používame krok 3 a aplikujeme to na koreňový uzol
obrázka 4.2. Najprv sa pozrieme na prefix 10*, ktorý odpovedá šiestej pozícii v internej
bitmape (pri transformácii do stromovej štruktúry) a pozrieme sa či tu je 1. Nie je tam,
preto musíme pozrieť na vyšší uzol, čiže prefix 1*. Ten odpovedá tretej pozícii v bitmape,
kde sa už jednotka nachádza tým sa končí vyhľadávanie.
Tento vyhľadávací algoritmus vyzerá, že by mohol prebiehať vo viacerých iteráciach,
avšak pri hardwarovej implementácii pomocou kombinačnej logiky je ho možné uskutočniť
v jednom cykle.
Aj keď už máme nájdený zhodný prefix v rámci uzla, ešte nemáme asociáciu s next
hop informáciou. Vyrátame si počet bitov pred pozíciou prefixu v internej bitmape, ktorý
nám indexuje pozíciu v poli s next hop informáciami. Pristupovanie do pola v každom
uzle by znamenalo zbytočné prístupy do pamäte, preto si index prenášame do synovských
uzlov. Preto keď skončíme vyhľadávanie (našli sme 0 v rozšírenej bitmape na odpovedajúcej
pozícii), máme index do pola s next hop informáciami a preto môžeme získať požadovanú
hodnotu.
4.3 Pseudokód pre Tree Bitmap
Uvedená dátová štruktúra reprezentuje použitú štruktúru v pseudokóde, avšak nie sú uve-
dené dátové typy, nakoľko reálne použité typy v hardwarovej implementácii nezodpovedajú
skutočným dátovým typom programovacích jazykov.
V pseudokóde 4.2 sme použili 3 polia, prvé pole nazvané stride[], ktoré slúži na
ukladanie určitého počtu bitov vyhľadávanej adresy na základe použitého kroku (napr. pre
krok 3 budú časti adresy po 3 bitoch). Druhým polom je nodeArray[], ktoré obsahuje
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trieNode
{
extendingBitmap; // rozšírená bitmapa
childAddress; // ukazateľ k bloku synovských uzlov
internalBitmap; // interná bitmapa pre uložené prefixy
resultsAddress; // pointer pre pole s next hop informáciami
}
Pseudokód 4.1: Tree Bitmap datová štruktúra
všetky uložené uzly. Posledným je resultArray[], ktoré obsahuje všetky výsledky - next
hop informácie.
// aktuálne spracovávaný uzol, začíname s koreňovým uzlom (index 0)
node = nodeArray[0];
// i je index do pola rozparsovaných adries podľa kroku
i = 1;
while(true)
{
if(treeFunction(node.internalBitmap, stride[i]) != null)
// tuná ukladáme najdlhší zhodný prefix
LongestMatch = node.resultsAddress + CountOnes(node.internalBitmap,
treeFuncion(node.internalBitmap, stride[i]);
if(extendingBitmap[stride[i]] == 0)
{
// našli sme cieľ, preto vyberieme next hop pointer
NextHop = resultArray[LongestMatch];
break;
}
else
{
// pokračujeme v prehľadávaní synovských uzlov
node = nodeArray[node.childAddress +
CountOnes(node.extendingBitmap, stride[i])];
i = i+1;
}
}
Pseudokód 4.2: Preudokód algoritmu Tree Bitmap
Ďalej sme použili 2 funkcie, ktoré je treba vysvetliť. Funkcia treeFunction vráti pozí-
ciu najdlhšej zhody prefixu, ak existuje, pričom využíva internej bitmapy. Druhou funkciou
CountOnes jednoducho zrátame počet jednotiek v bitovom vektore vľavo od zadaného in-
dexu.
Ostáva vysvetliť premenné. LongestMatch, uchováva potrebné informácie k prístupu
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do pola resultArray z predchádzajúcich uzlov. Premenná i nám udáva v ktorej úrovni
hľadania sa aktuálne nachádzame (level of search). Posledná node nám udáva aktuálne
spracovávaný uzol.
Celý cyklus končí ak už neexistuje ukazateľ na syna pre zadaný uzol (teda nie je 1 nasta-
vená v rozšírenej bitmape). Potom už len na základe premennej LongestMatch vyberieme
z poľa potrebnú next hop informáciu.
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Kapitola 5
Návrh aplikácie
V tejto kapitole je popísaný návrh grafického užívateľského rozhrania programu demonštruj-
úceho Tree Bitmap algoritmus.
5.1 Požiadavky
Navrhovaná aplikácia musí byť schopná prehľadne graficky znázorniť principiálnu funkčnosť
vyhľadávacieho algoritmu Tree Bitmap. Nakoľko tento algoritmus je v skutočnosti hardwa-
rovo implementovaný, býva paralelne v jednom cykle vykonávané veľké množstvo činností,
a kvôli prehľadnosti bude potrebný jeden cyklus animovať vo viacerých krokoch, čiže daný
demonštračný program nemusí presne do jednotlivých detailov zodpovedať reálnemu časo-
vaniu implementácie Tree Bitmapu. Avšak hlavný princíp, jednotlivé črty ako aj celková
funkčnosť algoritmu musí zostať zachovaná.
5.2 Cieľová skupina
Tree Bitmap je úzko špecifický algoritmus, ku ktorému sa možno dopracovať až pri hlbšej
štúdii vnútornej funkčnosti smerovačov. Na základe toho možno predpokladať, že užíva-
telia aplikácie budú mať znalosti z oblasti sietí a hlavne smerovania, preto bude vhodné
užívateľské prostredie prispôsobiť tejto skupine vynechaním triviálnych prvkov, ktoré by ho
mohli spraviť menej prehľadným.
5.3 Koncepcia programu
Program bude slúžiť ako demonštračná, prípadne výuková pomôcka. Vnútorne bude im-
plementovať funkčný algoritmus, ktorý bude vyhľadávať korektné výsledky. Avšak cieľom
programu je demonštrácia, preto nebude optimalizovaný vzhľadom k spracovaniu veľkých
reálnych smerovacích databáz.
Riešenie bude rozdelené na tieto podproblémy:
• vkladanie smerovacej tabuľky a vyhľadávanej IP adresy
• vytvorenie vnútornej databázy reprezentujúcu aktuálnu smerovacie tabuľku
• vyhľadanie zadanej IP adresy
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• grafická demonštrácia činnosti
• zobrazenie výsledkov
Popis riešenia jednotlivých podproblémov nájdete v kapitole Implementácia.
5.4 Grafický návrh
Grafické užívateľské rozhranie bude pozostávať z nasledujúcich komponentov: kresliaca plo-
cha, stavový panel, smerovacia tabuľka, ovládacie prvky, riadiace tlačidlá. Jednotlivé kom-
ponenty budú rozložené ako na obrázku.
Kresliaca plocha bude slúžiť pre vykresľovanie priebehu vyhľadávania IP adresy v Tree
Bitmap štruktúre. Vykresľovaný bude strom vrátane farebného odlíšenia jednotlivých uz-
lov v závislosti na prítomnosti next-hop informácie ako aj odlíšenia ciest v strome, ktoré
majú pokračovateľa ukazateľom na ďalší uzol od tých, ktoré v danom uzle končia. Ďalej tu
budeme zobrazovať aktuálne vyhľadávanú časť adresy, jednotlivé bitmapy, počet prístupov
do pamäte a výsledok vyhľadávania.
Stavový panel nám bude poskytovať aktuálne informácie o stave činnosti programu,
o jednotlivých fázach, v ktorých sa nachádza, ako aj o výsledkoch vyhľadávania.
Smerovacie informácie budeme vkladať v textovom formáte. Taktiež bude možné nasta-
viť strídus pre budovanie Tree Bitmap štruktúry. Demonštrácia bude mať nastaviteľných
niekoľko stupňov rýchlosti, pričom ju bude možné pozastaviť a krokovať.
Obrázok 5.1: Návrh grafického užívateľského rozhrania
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Kapitola 6
Implementácia
Táto kapitola sa zaoberá implementáciou, popisom použitých prvkov, riešením zaujíma-
vých pasáží, popisom ovládania programu s názornou ukážkou funkčnosti na zaujímavom
príklade.
6.1 Platforma
Aplikácia bude realizovaná formou Java Appletu, ktorý poskytuje ideálnu prenositeľnosť
a interaktivitu aplikácie. Applety sú spúšťané v kontexte internetového prehliadača, ktorý
spolu s nainštalovanou Java platformou tvorí bežné vybavenie dnešných osobných počítačov,
takže daná aplikácia bude platformne nezávislá. Internetový prehliadač musí mať povolenú
Javu a pre spúšťaný applet vytvorí kontajner, v ktorom sa applet následne spustí. Vzhľadom
k tomu, že applet beží v prehliadači, čo nie je plnohodnotné Java prostredie, vyplývajú
z toho aj určité bezpečnostné obmedzenia.
6.2 Vkladanie smerovacej tabuľky a vyhľadávanej IP adresy
Smerovacie informácie zadávame v textovej forme do pripraveného formulára. Jedna smero-
vacia informácia pozostáva z IP adresy, sieťovej masky, a rozhrania. Zápis musí rešpektovať
jeden z nasledujúcich spôsobov.
Prvý spôsob zápisu:
• adresa v dekadickej sústave, jednotlivé bajty oddelené bodkami, nasledovaná medze-
rou
• sieťová maska v dekadickej sústave, jednotlivé bajty oddelené bodkami, nasledovaná
medzerou
• rozhranie, ľubovoľný text slúžiaci ako identifikácia rozhrania (zvyčajne IP adresa alebo
fyzické označenie rozhrania)
adresa maska rozhranie
192.168.1.0 255.255.255.0 43.3.2.7
Druhý spôsob zápisu:
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• adresa v dekadickej sústave, jednotlivé bajty oddelené bodkami, nasledovaná znakom
/
• maska, ako číslo v rozsahu 0 - 32 udávajúce počet bitov z adresy, ktorý použijeme ako
adresu siete, nasledovaná medzerou
• rozhranie - ľubovoľný text slúžiaci ako identifikácia rozhrania (zvyčajne IP adresa
alebo fyzické označenie rozhrania)
adresa/maska rozhranie
192.168.1.0/24 43.3.2.7
Obidva hore uvedené spôsoby sú sémanticky identické, avšak odporúčam používať druhý
spôsob zápisu, nakoľko je lepšie čitateľný. Jednotlivé spôsoby zápisu je možné v rámci jednej
smerovacej tabuľky kombinovať. Každý ďalší smerovací záznam je potrebné vkladať na nový
riadok.
Do textového formulára je možné smerovacie tabuľky cez schránku kopírovať aj z iných
zdrojov, avšak efektívnejším riešením by bolo načítanie týchto tabuliek zo súboru. Nakoľko
applet beží v prehliadači, ktorý implementuje svoju bezpečnostnú politiku, nie je prístup
k súborovému systému možný.
Vyhľadávaná adresa sa zadáva v klasickom IPv4 formáte, pričom je kontrolovaný rozsah
jednotlivých oktetov.
6.3 Vytvorenie vnútornej štruktúry zo smerovacej tabuľky
Po spustení demonštrácie je najprv nutné zo smerovacej tabuľky vytvoriť štruktúru, ktorá
bude podľa požiadaviek algoritmu Tree Bitmap reprezentovať smerovaciu tabuľku. Táto
časť nie je demonštrovaná, prebieha na pozadí a pri väčších smerovacích tabuľkách sa môže
prejaviť miernym oneskorením spustenia demonštrácie.
Základnou stavebnou jednotkou algoritmu je uzol (Trie Node), ktorý pozostáva z dvoch
bitmáp: internej bitmapy a rozširujúcej bitmapy. Veľkosť týchto bitmáp závisí na použitej
dĺžke kroku, preto pri vytváraní štruktúry ako parameter slúži dĺžka kroku. Vytváranie
štruktúry spočíva v rozdelení si adresy siete na menšie časti podľa dĺžky kroku.
Všetky tieto menšie časti okrem poslednej nám slúžia na adresovanie rozširujúcej bit-
mapy podľa vzťahu:
index = bitsToInt(bitAddress)
V prípade, že na danom indexe bola 0, nastavíme na 1 a vytvoríme nový uzol. Ak v mape
bola 1, prejdeme na ďalší uzol vyrátaný na základe jednotiek v tejto mape a ukazateľa na
pole synovských uzlov. U tohto uzla pokračujeme s ďalšou časťou adresy.
Posledná časť adresy nám slúži na zmeny v internej bitmape, do ktorej sa indexujeme
prostredníctvom vzťahu:
index = 2addressLength − 1 + bitsToInt(bitAddress)
Nastavíme bit na 1, tým identifikujeme prítomnosť next-hop informácie a teda musíme
ešte uložiť rozhranie do poľa next-hop informácii.
Tento postup opakujeme pre všetky riadky smerovacej tabuľky a tak sa nám vytvorí
kompletná štruktúra pre vyhľadávanie adresy podľa algoritmu Tree Bitmap.
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6.4 Grafická demonštrácia vyhľadávania adresy
Algoritmus demonštrujeme na imaginárnom strome zostrojenom z internej a rozšírenej
bitmapy. Stromová štruktúra je prehľadnejšia a názornejšia, ako lineárna reprezentácia
bitmáp.
Obrázok 6.1: Vytvorený strom
Vytvorený strom je výšky stride − 1. Na obrázku 6.1 môžeme pozorovať zobrazovanie
jednotlivých jednotkových bitov bitmapy plným krúžkom v strome. Jednotlivé bity bitmapy
zodpovedajú jednotlivým uzlom stromu prechádzaného od koreňa smerom dolu, vždy zľava
doprava. Ďalej možno na obrázku vidieť zobrazenie rozširujúcej bitmapy vo forme bito-
vých hodnôt u jednotlivých uzlov spodnej úrovne stromu. Názorne sú zobrazené šípkami
znázorňujúcimi ukazatele na ďalšie synovské uzly.
Obrázok 6.2: Vyhľadávanie adresy v strome
Na obrázku 6.2 možno pozorovať samostatné vyhľadávanie adresy. V hornej časti možno
vidieť už nájdenú časť adresy, aktuálne spracovávaný bit adresy a zostávajúcu časť adresy.
Vyhľadávanie je zobrazované aj v strome, kde červenou farbou je zvýraznená cesta stromom,
pričom zobrazuje bitové hodnoty nad časti cesty. Cestu stromom vyberáme ako u binárneho
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stromu: ak spracovávame 0, ideme k ľavému uzlu, ak spracovávame 1, ideme k pravého uzlu.
Celé vyhľadávanie adresy je prehľadne animované.
Ak spracujeme celý uzol a existuje cesta k ďalšiemu uzlu, zobrazíme nový uzol a vy-
hľadáme rovnakým spôsobom ďalej. V prípade, že už neexistuje cesta stromom, musíme
zobraziť výsledok vyhľadávania.
6.5 Ovládanie programu
Program je spúšťaný v kontexte internetovej stránky, ktorá načíta applet. Stránka obsahuje
základný popis ovládania a základné vysvetlenie funkčnosti algoritmu Tree Bitmap.
Príprava demonštrácie algoritmu pozostáva z niekoľkých častí, ktoré aplikujeme v užíva-
teľskom rozhraní aplikácie, viď. obrázok 6.3. Najprv je potreba do textového poľa Routing
table zadať kompletnú smerovaciu tabuľku. Tabuľku je možné vpísať ručne, prekopírovať
z iného zdroja alebo použiť implicitne pripravenú tabuľku.
Obrázok 6.3: Aplikácia po spustení
Následne treba nastaviť dĺžku kroku (strídu) budovanej štruktúry. Demonštračný pro-
gram umožňuje nastavenie v rozmedzí 1 - 5. Odporúčané hodnoty používané v reálnej
implementácii z tohto rozmedzia sú 2 a 4.
Môžeme tiež upraviť rýchlosť demonštrácie, vyberieme jeden z 3 stupňov. Pre pozorné
vnímanie všetkých detailov a najlepšie pochopenie algoritmu volíme prvý stupeň, naopak
pre skúmanie len jedného javu, zväčša volíme najrýchlejší stupeň.
Ostáva nám zadať vyhľadávanú IP adresu. Zadáme platnú IPv4 adresu a všetko je
pripravené pre zobrazenie vyhľadávania. Tlačidlom Search spustíme vyhľadávanie.
Po začatí vyhľadávania sa nám tlačidlá pozmenia, pričom získame možnosť zastaviť
alebo len pozastaviť demonštráciu. V prípade pozastavenia demonštrácie je možné v nej
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znova pokračovať, alebo ju krokovať.
V kresliacom okne na obrázku 6.4 možno pozorovať v ľavom hornom rohu aktuálne
vyhľadávanú adresu, napravo od nej je zobrazovaný počet prístupov do pamäte. Pod nimi je
zobrazený aktuálny uzol vo forme stromu, v ktorom pozorujeme vyhľadávanie adresy. Ďalej
sú zobrazené jednotlivé bitmapy ako skutočná reprezentácia daného uzla. Tiež môžeme
pozorovať aj prítomnosť ukazateľa na next-hop. Pri ukončení vyhľadávania je zobrazený
výsledok, čiže nájdené rozhranie alebo neúspešné vyhľadávanie.
Obrázok 6.4: Príklad bežiacej aplikácie
6.6 Príklad vyhľadávania
Zaujímavým príkladom môže byť vyhľadanie adresy v uzle, v ktorom existuje viacero roz-
hraní prislúchajúcich k danej adrese. Toto docielime pre dĺžku kroku 4 položkami v smero-
vacej tabuľke:
• 172.16.0.0/16 int1
• 172.16.0.0/17 int2
• 172.16.0.0/18 int3
Pri vyhľadávaní adresy 172.16.0.1 bude mať uzol obsahujúci predchádzajúce smerovacie
položky štruktúru podľa obrázka 6.5. Tuná môžeme pozorovať situáciu, kde vyhľadávanej
adrese zodpovedajú 3 next-hop rozhrania. Pričom hľadáme najdlhší zhodnú prefix, čiže
prefix nachádzajúci sa najnižšie v strome, teda výsledným rozhraním je int3.
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Obrázok 6.5: Príklad vyhľadania prefixu
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Kapitola 7
Záver
Sieťová architektúra patrí k veľmi rozsiahlym a náročným oblastiam IT. K tejto odbornej
práci bola naštudovaná problematika smerovania v sietiach, kde boli rozšírené základné
poznatky z oblasti počítačových sietí získané počas štúdia. Boli prehĺbené vedomosti o fun-
kčnosti smerovačov a spolu so štúdiom algoritmov pre vyhľadávanie najdlhších zhodných
prefixov boli získané všetky potrebné informácie pre vývoj programovej časti práce. Spolu
s poznatkami o adresovaní v sieťach sa stali základom pre návrh užívateľského rozhrania
aplikácie a podrobné informácie o algoritme Tree Bitmap boli využité pri implementácii
funkčného jadra aplikácie.
Výsledkom práce je vytvorenie demonštračného programu prehľadne zobrazujúceho čin-
nosť algoritmu Tree Bitmap, ktorý môže slúžiť predovšetkým ako výuková pomôcka. Apli-
kácia prehľadne zobrazuje používané štruktúry, spolu s ich prehľadnou transformáciou do
stromovej podoby, kde je jednoducho demonštrovaná vyhľadávaná adresa. Celý proces je
možné realizovať nad reálnymi smerovacími databázami menších veľkostí.
V aplikácia implementuje základnú verziu algoritmu. V [2] sú načrtnuté rozšírenia, kto-
rých cieľom je zvýšiť efektivitu algoritmu. Ako ďalší vývoj by bolo možné tieto rozšírenia
implementovať a aplikáciu rozšíriť a štatistiky, kde by bolo možné jednotlivé varianty po-
rovnávať. Taktiež by bolo možné graficky zobrazovať budovanie vnútornej štruktúry zo
smerovacej databázy, vrátane možnosti zobraziť pridávanie a odoberanie jednotlivých sme-
rovacích informácií.
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