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Abstracció, Ocultació d’Informació i Encapsulació
 ABSTRACCIÓ: supresió intencionada (u ocultació) d’alguns detalls
d’un procés o artefacte, amb la finalitat de destacat més clarament
altres aspectes, detalls o estructures.
 L’omisió intencionada de detalls d’implementació darrere d’una
interfície simple s’anomena OCULTACIÓ D’INFORMACIÓ.
 No només els objectes apliquen este principi, pràcticament totes les
abstraccions.
 Parlem d’ENCAPSULACIÓ quan existeix una divisió estricta entre la
visió interna d’un component i la seua visió externa. Un component en
POO encapsula el comportament, mostrant només com eixe
component pot ser utilitzat però no les accions detallades que realitza
per executar l’acció sol·licitada. Este principi afavoreix la
intercanviabilitat.
 Això implica que en un programa OO no ha d’existir cap noció de
‘variable global’: classes comparteixen informació exclusivament
mitjançant mètodes i herència.
3Del tema anterior...
Concepte de P.O.O.
 Mètode d’implementació en què els programes s’organitzen com
coleccions cooperatives d’objectes, cadascun representa una instància
d’alguna classe, i les seues classes són totes membres d’una jerarquia
de classes unides mitjançant relacions d’herència. (Grady Booch)
 Utilitza objectes, no algoritmes, com blocs de construcció lògics
 Cada objecte és una instància d’una classe que representa la naturalesa d’eixe
objecte
 Les classes es relacionen unes amb altres por mitjà de jerarquies d’herència
 Programació sense herència: Programació amb tipus abstractes de
dades o programació basada en objectes, però NO ÉS PROGRAMACIÓ
ORIENTADA A OBJECTES
4Del tema anterior...
Característiques mínimes d’un LOO
 Les característiques bàsiques del paradigma OO (Alan Kay, 1993) són sis:
1. Tot és un objecte (mecanisme d’encapsulació)
2. Un programa és un conjunt d’objectes dient-se què fer mitjançant l’enviament de
missatges.
3. Tot objecte té un tipus (tot objecte és instància d’una classe). La característica més
important d’una classe es ‘què missatges puc enviar-li’?
4. Totes les classes d’un tipus particular poden rebre els mateixos missatges.
5. Les classes s’organitzen en una estructura d’arbre d’arrel única, anomenada
JERARQUIA D’HERÈNCIA. La memòria i el comportament associats amb instàncies
d’una classe estan immediatament disponibles per qualsevol classe associada amb
descendent en esta estructura d’arbre.
1. Donat que un cercle és una forma, un cercle ha d’acceptar sempre tots els missatges
destinats a una forma. Este principi de sustituibilitat és un dels conceptes més poderosos de
la POO.
6. Cada objecte té la seua pròpia memòria configurada a partir d’altres objectes. És a
dir, els nous tipus d’objectes es creen mitjançant la definició de paquets que
contenen objectes previament existents. Així, es pot augmentar la complexitat d’un
programa al mateix temps que s’oculta darrere la simplicitat dels objectes.
5Del tema anterior...
Característiques mínimes d’un LOO : Pas de missatges
 Els mètodes que accedeixen a les dades  altres mètodes només
poden ser invocats mitjançant el pas de missatges
 Cada mètode d’un objecte s’executa en un instant definit: quan
l’objecte rep un missatge demanant que es realitze una acció
concreta.
 Missatge <> Cridada a Procediment
 En un missatge el receptor és conegut, mentres que en una cridada a
procediment no existeix receptor. Per tant un procediment té 0 o més
arguments, i un missatge té 1 o més arguments
 La interpretació d’un mateix missatge pot variar en funció del  receptor
del mateix. A més a més, moltes vegades este receptor no es coneix
fins el moment de la invocació (en temps d’execució), mentres que en
una cridada a procediment o funció l’enllaç cridada-codi es produeix
sempre en temps de compilació.
 Per tant un nom de procediment/funció s’identifica 1:1 amb el codi a
executar, mentres que un missatge no
6Del tema anterior...
Característiques opcionals d’un LOO
 Polimorfisme




 S’han de soportar classes parametritzades (templates en C++) que defineixen tipus
genèrics.
 Sense restriccions
 Amb restriccions (herència)
 Gestió d’Errors
 Facilitat de recobrar-se davant errors inesperats al programa (tractament
d’excepcions).
 Asercions
 Expresions que especifiquen què fa el software en lloc de com ho fa
 Precondicions: propietats que han de ser satisfetes cada volta que s’invoca un servei
 Postcondicions: propietats que han de ser satisfetes al finalitzar l’execució d’un
determinat servei
 Invariants: asercions que expresen restriccions para la consistència global de les seues
instàncies.
7Del tema anterior...
Característiques opcionals d’un LOO
 Tipat estàtic
 És la imposició d’un tipus a un objecte
 Tot objecte es declara com instància d’una classe.
 S’assegura en temps de compilació que un objecte entén els missatges que se
li envien (existència, disponibilitat).
 Asignació i pas de paràmetres segueixen unes regles de compatibilitat
(herència)
 Evita errors en temps d’execució
 Recollida de fem
 Permet eliminar automàticament la memòria d’aquells objectes que ja no
s’utilitzen. Es basa en detectar quan ja no existeixen referències a un
objecte determinat, això mostra que s’ha deixat d’utilitzar.
 Concurrència
 És la propietat que distingueix un objecte actiu d’un altre no actiu.
Concurrència permet que diferents objectes actuen al mateix temps,
utilitzant diferents threads o fils de control.
8Del tema anterior...
Característiques opcionals d’un LOO
 Persistència
 És la propietat per què l’existència d’un objecte roman al temps (és a dir,
l’objecte segueix existint després que el seu creador deixa d’existir) o a
l’espai (és a dir, la localització de l’objecte canvia pel que fa a la direcció
on va ser creat).
 Reflexió
 Capacitat d’un programa de manipular l’estat d’altre programa durant la




Característiques Opcionals d’un LOO: conclusions
 La millor opció és que un llenguatge proporcione el major
nombre de les característiques mencionades
 Orientació a objectes no és una condició booleana: un llenguatge
pot ser ‘més OO’ que altre.
 No tot el món necessita totes les propietats al mateix temps
 El criteri de ‘ser més o menys OO’ ha de ser només un dels
factors que guien la recerca d’una solució software.







 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++





 “Esència” d’un objecte: abstracció dels atributs (característiques),
operacions, relacions i semàntica comuns a un conjunt d’objectes
 Així, una classe representa al conjunt d’objectes que comparteixen
una estructura i un comportament comuns
 Tant metodologies com llenguatges OO tenen el concepte de classe
com element central.
 Han de ser els únics mòduls
 No hi ha noció de programa principal, i els subprogrames no existeixen
com unitats modulars independents, si no que formen sempre part
d’alguna classe.
 El main es converteix en un simple punt d’entrada al programa, i no hauria
de contindre lògica de control.
 Tots els tipus de dades han de ser classes
12
Classe
Parts de la Definició
 Identificador de Classe: nom
 Propietats
 Atributs o variables: dades necessàries per descriure els objectes creats a
partir de la classe (les seues INSTÀNCIES)
 La combinació dels seus valors determina l’ESTAT d’un objecte
 Rols: relacions que una classe estableix amb altres classes
 Serveis, operacions, mètodes o funcions membre (C++): accions que un








 TAD: Especificació algebraica (abstracta) d’una estructura de dades juntament amb el
conjunt d’operacions que es poden fer sobre eixe tipus de dades. Un TAD s’associa a
una o més implementacions diferents. Com és una especificació formal, no suporta el
concepte d’herència.
 CLASSE: Concepte que descriu un TAD i una de les seues implementacions (total o
parcial). Així, una classe és un tipus abstracte de dades amb una implementació
possiblement parcial. Suporta herència.
 La POO es troba a un nivell d’abstracció superior que la PBO (Programació
Basada en Objectes o Programació amb TAD’s):
 Un TAD representa una vista del món centrada en dades (la seua estructura,
representació i manipulació), mentres que POO representa una vista del món
orientada al servei (què poden oferir eixos TADs a la resta del programa).
 La POO innova en aspectes com compartició de codi i reutilització. Estes innovacions
es basen en tres conceptes:
 Pas de Missatges: l’activitat s’inicia per una petició a un objecte específic. En este fet es troba
implícita l’idea que l’interpretació d’un missatge pot variar amb diferents objectes, i
consecuentment els noms d’operacions no necessiten ser únics -> codi més llegible.
 Herència: permet a TADs diferents compartir el mateix codi, proporcionant una reducció de la
seua mida i un increment de funcionalitat.








 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++





 Un objecte és un element tangible (ocupa memòria) generat a partir
d’una definició de classe.
 Es pot definir com una entitat (real o abstracta) amb un paper ben
definit en el domini del problema
 Segons Booch: Un objecte té un estat, un comportament i una
identitat
 Estat: conjunt de propietats (estàtiques) i valors actuals d’eixes
propietats (dinàmics)
 Comportament: forma en què actua i reacciona (canvis del seu estat i
pas de missatges). Ve determinat per la classe a la qual pertany l'objecte.








 L’estat d’un objecte pot influir en el seu
comportament
 Exemple: un compte pot canviar el seu
comportament en funció del seu saldo
 Compte amb saldo negatiu: no es pot retirar diners
però sí ingressar. Se li cobra comissió. Se li envia
notificació de reclam de posada al dia.
 Compte amb saldo positiu però saldo mijtà < 600
euros: pot retirar i ingressar diners, se li cobra comissió
de manteniment.
 Compte amb saldo mitjà>600 euros: pot retirar i





 Abans de començar a treballar amb un objecte, ha de
estar:
 Creat (reserva de memòria i enllaçat d’eixe espai a un nom
 Inicialitzat: procés no limitat a donar valors a les dades membre,
sinó més bé a l’establiment de les condicions inicials necessàries
per a la manipulació d’un objecte.
 L’encapsulació permet que este procés es realitze de manera
transparent a l’usuari.
 En alguns llenguatges, el procés de creació va unit al procés de
nomenar una variable.
 Per ex.,  C++: PlayingCard aCard(4,Pal::ORS);
 En altres no obstant això, és obligatori separar ambdues operacions
 Smalltalk primer declara una referència i després crea l’objecte





 Quan el que pretenem crear és un array d’objectes s’ha
de guardar en memòria dos conceptes
 L’array en sí mateix
 Cadascun dels objectes que componen l’array









Punters i ubicació en memòria
 Tots els llenguatges utilitzen punters per a la representació interna
d’objectes.
 Java: Quan diem ‘Java no té punters’ simplement indiquem que
Java no té punters que el programador puga vore, ja que totes les
referències a objecte són de fet punters en la representació
interna.
 C++: Distinguim entre:
 variables automàtiques: memòria stack.
Desapareix quan la variable ix d’àmbit de
manera automàtica.
 punters : memòria heap. Es creen amb
l’operador new. Ha d’eliminar-se













 En C++ és responsabilitat del programador alliberar la
memòria heap quan ja no hi ha més referències a ella.
 Altres llenguatges utilitzen un recolector automàtic
de fem (garbage collector).  (Java, C#, SmallTalk,
Clos)
 Este recolector automàtic és més costós (utilitza temps
d’execució) (menor eficiència) però dóna lloc a codi més
flexible a l’evitar:
 Quedar-se sense memòria a l’oblidar alliberar-la.
 No és possible que el programador intente usar memòria
després de que haja sigut alliberada.
 Evita que el programador intente alliberar la mateixa







 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++





 Atributs (dades membre o variables d’instància)
 Porció d’informació que té un objecte  o coneix d’ell
mateix.
 Nom + tipus de dades (primitius o abstractes)
 Es poden definir regles que limiten el rang de valors vàlids
 Tenen associada una visibilitat
 + Pública
 # Protegida (herència)
 - Privada (encapsulació)




 Alguns llenguatges de programació (e.x. Delphi, C#) defineixen un
concepte especial, al que anomenen de manera genèrica propietat ja que
és una combinació d’atribut + operacions de lectura/escritura sobre eixe
atribut.
 Amb compte! No confondre amb el concepte genèric de propietat
en UML, que feia referència al conjunt d’atributs + operacions +
rols de la classe
 Este concepte s’utilitza sintàcticament com una dada, però funciona







property palo: Palo read valorPalo write valorPalo;




end; ¿Com s’aconsegueis que
una propietat siga de





 Constant: Una casa es crea amb un nombre determinat d’habitacions
(característica estable):
 const int numHab;
 Variable: Una persona pot variar el seu salari al llarg de la seua vida:
 int sueldo;
 D’instància/De classe
 D’instància: atributs o característiques dels objectes representats per la
classe
 Es reserva espai per a una còpia d’ell per cada objecte creat
 int nomb;
 De classe: característiques d’una classe comuns a tots els objectes
d’eixa classe: STATIC




 Atributs de classe (estàtics): Amb una única zona de memòria per a
tots els objectes de la classe, i no amb una còpia per objecte, com el
cas de les variables d’instància.
 Les variables es diferencien de les variables globals en què permeten
preservar l’encapculació i faciliten execució concurrent (multithreading)
 Serveixen per:
 Enmagatzemar característiques comuns (constants) a tots els objectes
 Nombre d’eixos d’un cotxe
 Nombre de potes d’una aranya
 Emmagatzemar característiques que depenen de tots els objectes
 Nombre d'estudiants en la universitat
 Es pot utilitzar com identificador automàtic per a l'emmagatzematge de cada
objecte en una base de dades
 S'ha d'emmagatzemar espai per a elles en algun lloc (memòria estàtica)
 Un atribut estàtic pot ser accedit des de qualsevol objecte de la classe, ja




 Inicialització d'atributs de classe
 Si els inicialitzem des del constructor d'objectes s'inicialitzarien una vegada i una altra
 Si no es fa, l'àrea de dades queda sense inicialitzar
 Algú distint d'un objecte ha d'encarregar-se d'inicialitzar aquesta dada
 Solució
 Java: s’inicialitzen mitjançant bloc static
class Contador{
...
private static int count; //compartido
static{count=0;}
}
 C#: un camp de dades estàtic pot ser inicialitzat per un constructor declarat com
estàtic i sense arguments.




/*Amb compte! Tractar d’inicialitzar-lo dintre de la decl. de la
classe sense declarar-lo com constant ens dona el següent error:








 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++





 Operacions (tb anomenades funcions membre, mètodes o serveis de la classe)
 Defineixen el comportament d'un objecte: accions que pot realitzar un
objecte en funció dels esdeveniments que ocórreguen en el seu entorn i el
seu estat actual.
 Són interfícies a mètodes (codi)
De la mateixa forma que els atributs, tenen associada una visibilitat
 Igual que els atributs, poden ser constants o variables i estàtics o no estàtics
 A més, les operacions poden modificar l'estat del sistema (comandos) o no
modificar-lo (consultes)
 Signatura d’una operació en C++:
TipusRetorn
NomClasse::NomFMembre (params)
 Si una classe no sap exactament com implementar el comportament d'alguna
de les seues operacions, ens trobem davant un mètode abstracte (amb
signatura però sense cos)
 Si una classe és abstracta, no pot ser instanciada, encara que si es poden definir punters a
ella









 Operacions d'instància: operacions que poden realitzar els objectes de la classe.
Poden accedir a atributs tant d'instància com de classe
 Operacions de classe: operacions que accedeixen EXCLUSIVAMENT a atributs de
classe llevat que es passe explícitament el punter this. Permeten accedir als
atributs des de la pròpia classe (sense necessitat de conèixer cap instància,
mitjançant l'ORA)
 Constants/Variables
 Operacions no constants: no poden ser invocades per objectes constants
 Operacions Constants: Poden ser invocades per objectes constants o no constants
 Dins d'elles no es pot modificar l'objecte invocador (*this). Intentar-ho donarà un error
de compilació
 Els constructors i els destructors mai es defineixen com membres constants, ja que es
considera que sempre ho són, donat que han de tindre permís per a operar sobre
objectes constants
 Consultes/Ordres (etiqueta UML <<const>>).
 Consultes: operacions que proporcionen informació sobre l’estat (valors dels atributs) del
sistema (<<const>>).
 Ordres: operacions que modifiquen l‘estat del sistema.







 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++
 Relacions entre objectes
 Diseny O.O.
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Notació UML de Classes, Atrib. y Oper.
Equivalència C++
 Distints LOO posseeixen diferent sintaxi per a referir-se als mateixos
conceptes
 Les línies de codi no són un bon mecanisme de comunicació
 UML resol este problema i homogenitza la manera
en què es comuniquen conceptes OO
Carta
- num: int





  enum Pal{ORS,COPES,ESPASSES,BASTOS};
  Pal getPal(){return (pal);}
  int getNum(){return (num);}
 private:
  Pal pal;
  int num;
};
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  public int getPal() {return pal;}
  public int getNum()  {return num;}
  private int pal;
  private int num;
  public static final int ORS =1;
  public static final int COPES =2;
  public static final int ESPASSES =3;













  public Pal getPal(){return (pal);}
  public int getNum(){return (número);}
  private Pal pal;










 Donades les següents definicions de la classe Assignatura,
 amb quin seria més ràpid implementar un mètode de matriculació?
 quin d'elles podem dir que preserva el principi d'encapsulació?
 Com podríem fer que l'atribut nAlum fóra sol-lectura amb la versió 1? I
amb la versió 2?
 (proposta) Proporcioneu un exemple en el qual es vegen els avantatges

































Què passaria si intentàrem compilar aquests programes en un















 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++
 Relacions entre objectes
 Diseny O.O.
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Operacions predefinides d’una classe
Constructor
 Funció membre de la classe l'objectiu del qual és crear i inicialitzar
objectes.
 S'invoca sempre que es crea un objecte, bé directament o bé mitjançant l'operador
new
 L'enllaçat de creació i inicialització assegura que un objecte mai pot ser utilitzat
abans que s’haja inicialitzat correctament
 En Java y C++ tenen el mateix nom que la classe i no tornen cap tipus de
dades (ni tan sols void).
Class PlayingCard {







 En C++, C# i Java pot haver més d’una funció definida amb el mateix
nom (selector) sempre que el nombre/tipus d’arguments i/o el tipus de
tornada siguen suficients per a distingir què funció s’invoca cada vegada.
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    CDummy () {n++;};
    ~CDummy () {n--;};
    static int getN() const {return n;};
  private:
    static int n;
};
int CDummy::n=0;
int main () {
  CDummy a;
  CDummy b();
  CDummy j=new CDummy();
  CDummy *cplus=new CDummy; //tb pot anar amb parèntesi
  cout << a.getN() << endl;
  cout << b.getN() <<endl;
}
 Tiene definida una visibilidad, que suele ser pública.
 Puede haber varios por clase
 En este caso, su signatura deberá contener distinto número de










    CDummy () {n++;};
    ~CDummy () {n--;};
    static int getN() {return n;};//por qué no tiene sentido const?
  private:
    static int n;
};
int CDummy::n=0;
int main () {
  CDummy a;
  CDummy b;
  CDummy *j=new CDummy();
  CDummy *cplus=new CDummy; //tb puede ir con paréntesis
  cout << a.getN() << endl;
  cout << b.getN() <<endl;
  delete j; j=NULL;
  delete cplus; cplus=NULL;
}
 Té definida una visibilitat, que sovint és pública.
 Pot haver més d’un per classe
 En ese cas, la seua signatura haurà de contindre distint nombre de
paràmetres i/o paràmetres de distints tipus.
¿què eixida produeix?
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Operacions predefinides d’una classe
Constructors
 Els constructors en C++ tenen associada una visibilitat
 La utilització de la visibilitat ens dóna un gran poder quant a la permissió/no
permissión de determinades operacions.
 L’inicialització de dades membre en C++ es pot realitzar mitjançant
INICIALITZADORS en lloc de fer-ho en el cos del constructor
PlayingCard (p:Pal, n: int):pal(p),num(n){...};
 És convenient definir sempre un constructor que permeta l’inicialització sense
paràmetres (CONSTRUCTOR PER DEFECTE), on les dades membre
s'inicialitzen amb valors per defecte.
 Si no es defineix cap de manera explícita, el compilador genera un amb
visibilitat pública i que no reserva memòria. A més, no podem estar
segurs dels valors amb els quals inicialitza les dades membre.
 Si no hi ha un constructor sense paràmetres, no es pot fer reserva
d’arrays d'objectes d‘eixa classe.
 Els paràmetres d'un constructor, igual que els de qualsevol altra operació,
poden tenir associats valors per defecte.
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Operacions predefinides d’una classe
Constructor: exemple
 ¿Què seria necessari per què funcionassen les següents declaracions?
  Cub c; Cub c2(10); Cub c3(10,10); Cub c4 (10,10,10)
  ¿Com es faria un cub amb 10 cm d’amplària, 10 d’alçària i fondària indefinida?
  ¿Poden conviure les seguents definicions?
  Cub::Cub () || Cub::Cub (float ai=10, float fi=10, float li=10)
  ¿És possible definir el constructor Cub::Cub (float ai=10, float fi, float ai=10)?
Cub::Cub(void)
{



















 Dissenyeu e implementeu la definició en C++ d’una classe TCotxe, sabent
que ens interessa moure el cotxe, posar-li gasolina i pintar-lo, i que per el
correcte funcionament del programa hem de guardar informació sobre la
seua marca, el seu color, el nombre se sèrie, els kilòmetres que porta




    TCotxe(string,string,string,int,float,float);
    ~TCotxe();
    void reposarGaso(float);
    bool desplaçar(int,int);
    void pintar(string);
    void mostrarDades();
  private:
    string marca,color,n_serie;
    int conta_km;













+ reposarGaso(float l): void
+ desplaçar(int d, int v): bool
+ pintar (string c): void
+ mostrarDades (void): void
 Implementeu el constructor per defecte i un constructor
sobrecarregat que permeta assignar valors per defecte a tots els










TCotxe::TCotxe(string m, string c=NULL, string ns=-1, int








 ¿Poden conviure els dos constructors? ¿Què ocorre si es defineix tb un valor per
defecte per a la marca? ¿Podria definir un valor per defecte només per a eixa






Solució: main.cpp amb utilització de memòria estàtica







    j=j*i;
    reposar=meu.desplaçar(j,120);
    if (reposar==TRUE)
      meu.reposarGaso(30.0);
    if (i==5)
      meu.pintar("blanc");
 } //end for








Solució: main.cpp amb utilització de memòria dinàmica
 ¿Quan invoque ara al constructor?
int
main(){





   reposar=meu->desplaçar(j,120);
   if (reposar==TRUE)
      meu->reposarGaso(30.0);
   if (i==5)
      meu->pintar("blanc");
 } //end for
 meu->mostrarDades();







Operacions predefinides d’una classe
Constructor de còpia
 S’invoca de manera automàtica:
 Inicialització d’una variable a partir d’altra
 TCotxe a(b);
 Operador igual
 quan este forma part d’una declaració de variable: TCotxe a=b;
 Pas d’un objecte per valor
 Devolució d’un objecte per valor
 Per defecte es realitza una còpia bit a bit de l’objecte origen.
 Per definició, el constructor de còpia té un únic argument que és




  Vector(const Vector&);
  ~Vector();
  void Incrementa(pos,int);
 private:
  int longi;
  int *elements;
}
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Operacions predefinides d’una classe












Operacions predefinides d’una classe











  int i;
  elements = new int[longi];
  for (i=0;i<longi;i++)
    elements[i]=v.elements[i];}
¿per qué?
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Constructor vs. Mètode (I)
void o qualsevol altre
vàlid















Constructor vs. Mètode (II)
N/ASiInvocació per
defecte per a les
dades membre
(atributs)
NoSi (sense arguments)Generació per
defecte











long DNI; //sense lletra
};







cout << a.getNom() << a.getDNI() <<endl; // traure dades de Lluis;





 Funció membre de la classe
l'objectiu de la qual és alliberar
memòria obtinguda de manera
dinàmica.
 En C++ té el mateix nom que la
classe, però precedit pel símbol ~
(AltGr+4).
 En Java i Eiffel (amb garbage
collectors) són mètodes finalize
TCotxe::~TCotxe(){
 // els string autoinvoquen 




 És únic, no rep cap argument ni retorna cap tipus de dada (ni tan sols
void). Se sol definir com públic.
 Se invoca automàticament quan s’allibera la memòria d’un objecte
 Variables automàtiques:
 A l’eixir d’àmbit
int Suma() {TVector a; ...}
 Fent la cridada explícitament
a.~TVector();
 Variables dinàmiques: s’han d’alliberar sempre explícitament
TVector *a=new Tvector;
delete a; a = NULL;
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    public:
        Traça(string s):text(s){cout<<"Entrant en "<<text<<endl;};
        ~Traça(){cout<<“Eixint de "<<text<<endl;};
    private:
        string text;
};
class Dummy {
    public:
        Dummy(){Traça t("Constructor Dummy");}
        ~Dummy(){Traça t ("Destructor Dummy");}
        int getX() const{
Traça t("Mètode getX Dummy");
if (...){Traça t(“cond x en mètode getX dummy”);...}}
    private:
        int x;
};
int main () {
  Dummy d;
  d.getX();}
Quina seria l’eixida del programa? Com
eliminaríeu la traça?
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Forma canònica ortodoxa d’una Classe
 Totes les classes haurien de definir almenys quatre funcions
importants
 Constructor per defecte
 Constructor de còpia
 Operador d’assignació
 Destructor







 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++
 Relacions entre objectes
 Diseny O.O.
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Atributs, mètodes i objectes constants




Imatge (const int w, const int h);
private:




 Imatge::Imatge (const int w, const int h) : width(w),
height(h) { ...}:
 Mètodes constants: Els únics serveis constants poden ser consultes o
serveis selectors.
 Els objectes constants només poden invocar serveis constants
 Si un mateix mètode té una versió cte i una altra que no ho és:
 Els objectes no constants invoquen a la versió no cte i els objectes ctes




 Compilen els següents exemples? Funcionen bé?
class SinDMConstants{ //Classe sense dades membre constants
    private:
    int x;
        int y;
    public:
    //PARÀMETRES CONSTANTS
    SinDMConstants (int x=0, int y=0){x=x;y=y;}// 1?
    SinDMConstants (const int x, const int y){x=x;y=y;} //2?
        SinDMConstants(const int x=0, const int y=0){this->x=x; this->y=y;}; //3?
};
int main(){
    //VARIABLES CONSTANTS
    const int i; i=0; //4?






    private:
       const int x=0; // 6?
    const int y; //7?
public:
        ConDMConstants(const int x=0, const int y=0)
          {this->x=x; this->y=y;};//8?
        ConDMConstants (const int x, const int y):x(x),y(y){};//9?
 int getx(){return x;};//10a: Hi ha algn conflicte?
         int getx() const {return x;}; //10b: Es pot eliminar un getx? Quin?
void setx(const int v) {x=v;}; //11





cout<<c.getx()<<endl;//13a: A qui crida?






 Suposeu que, sobre la classe
Empleat, l’especificació de la qual en
UML és la presentada en la Fig. 1,
volem realitzar un programa que, a
més de l’especificat en la classe,
conte el nombre total d’empleats
que té l’empresa. ¿Com ho faríeu?
1. Variable global
2. Atribut normal
3. Atribut de classe (estàtic) públic
4. Atribut de classe privat
¿Quina és la millor opció?















 Escriviu la declaració en C++
de la nova Classe Empleat
seguint tres alternatives:
 Variable global
 Variable estàtica pública
 Variable estàtica privada
En tots els casos, implementeu
Constructor, Destructor i, en














Exercicis: ús d’atributs estàtics









int numEmpleats=0; //Variable global
int main(){
    Empleat juanito;
    numEmpleats++;//Incremente variable
    Empleat erQueManda;
    numEmpleats++;
       …}
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Exercicis: ús d’atributs estàtics
















    bool setNIF( string n);
    string getNIF();
    bool setNom( string n);
    string getNom();
    bool setDir( string n);
    string getDir();
    char calcularLNif (String num);







Exercicis: ús d’atributs estàtics
Alternativa II: Variable estàtica pública
//Empleat.h amb funcions inline
class Empleat {
public:
    Empleat(string n="No Name",string id ="000-00-0000"): 
nom(n), ident(id){numEmpleats++;}
    ~Empleat() {numEmpleats--;   }
    string getNom() const {return  nom;}
    void setNom(string name) {nom= name;}
    string getNIF() const {return ident;}
    void setNIF(string id) {ident = id;}
    static int numEmpleats;
   private:
    string nom;
    string NIF;
};
 Garantiria esta declaració de classe que la variable numEmpleats
està sempre en un estat consistent (i.e. reflexa exactament el
nombre d’objectes de la classe Empleat que coexistixen en la
aplicació?)
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Exercicis: ús d’atributs estàtics
Alternativa II en acció
int Empleat::numEmpleats = 0;
int main(){
    Empleat cap(“AAA","123");
    Empleat *aliasCap=&cap;
    cout << “Compte: " << Empleat::numEmpleats << endl;
    cout << "Compte: " << cap.numEmpleats << endl;
    cout << "Compte: " << aliasCap->numEmpleats << endl;
       cout << "Compte: " << (*aliasCap).numEmpleats << endl;
    Empleat programador(“BBB","123");
    Empleat *aliasProg=&programador;
    cout << "Compte: " << Empleat::numEmpleats<< endl;
    cout << "Compte: " << programador.numEmpleats << endl;
    cout << "Compte: " << aliasProg->numEmpleats << endl;
    cout << "Compte: " << (*aliasProg).numEmpleats << endl;
       return (0);
}
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Exercicis: ús d’atributs estàtics
Alternativa III: variables estàtiques privades
//Empleat.h amb funcions inline
class Empleat {
public:
    Empleat(string n =“Sense nom",string id ="000-00-0000") : 
nom(n), ident(id) {numEmpleats++;}
    ~Empleat(){numEmpleats--;}
    string getName() const {return nom;}
    void setName(string name) {nom = name;}
    string getid() const {return ident;}
    void setid(string id) {ident = id;}
       static int getNumEmpleats() {return numEmpleats;}
private:
    string nom;
    string ident;
    static int numEmpleats;};
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Exercicis: ús d’atributs estàtics
Alternativa III en acció




    Empleat cap(“AAA","123");
    cout<<“Compte: "<<Empleat::getNumEmpleats() << endl;
    cout << "Count: " << cap.getNumEmpleats() << endl;
    Empleat programador(“BBB","123");
    Empleat *ept = &programador;
    cout << "Count: " << Empleat::getNumEmpleats() << endl;
    cout << "Count: " << programador.getNumEmpleats() << endl;








 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++
 Relacions entre objectes
 Diseny O.O.
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Relacions entre Classes i Objectes
 Booch: Un objecte per si mateix és sobiranament avorrit.
 La resolució d'un problema exigeix la col·laboració d'objectes (agents)
 Açò exigeix que els agents es coneguen
 El coneixement entre agents es realitza mitjançant l'establiment de
relacions
 Les relacions es poden establir entre classes o entre objectes.
 A més, a nivell d'objectes, podem trobar dos tipus de relacions:
 Persistents: contenen camins de comunicació entre objectes que
s'emmagatzemen d'alguna manera i que per tant poden ser reutilitzats en
qualsevol moment.
 No persistents: contenen camins de comunicació entre objectes que
desapareixen després de ser utilitzats
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 Generalització
      (Tema 3)
Entre classes










El disseny d’Aplicacions OO
Relacions entre Classes i Objectes
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Relacions entre Classes i Objectes
Associació
 Expressa una relació (unidireccional o bidireccional) entre els
objectes instanciats a partir de les classes connectades .






















Relacions entre Classes i Objectes
Associació
 Cada extrem de l'associació es caracteritza per:
 Rol: paper que juga l'objecte situat en cada extrem de la relació en eixa
relació
 Implementació: nom del punter
 Multiplicitat: nombre d'objectes mínim i màxim que poden relacionar-se
amb un objecte de l'extrem oposat de la relació.
 Per defecte 1
 Format: (mínima..màxima)
 Exemples (notació UML)
1 Un i només un (per defecte)
0..1 (0,1)Zero a un
M..N Des de M fins a N (enters naturals)
* Zero a molts
0..* Zero a molts
1..* Un a molts (al menys un)
1,5,9 Un o cinc o nou
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Relacions entre Classes i Objectes
Associació
 Implementació en C++
 Només un punter o un array de punters de la dimensió
indicada per la cardinalitat màxima.
 La decisió sobre en quina classe s'introdueix la nova dada
membre depèn de la navegabilitat de l'associació.
 Si el màxim és *: array dinàmic de punters o estructura dinàmica
similar.
 En una associació, dos objectes A i B associats entre si
existeixen de forma independent
 La creació o desaparició d'un d'ells implica unicament la creació o









+ Casella (const Casella &c)
+ ~Casella()
...
Relacions entre Classes i Objectes
Associació: Exemple
 A partir del dibuix de la Fig., defineix la classe Peça (.h)
 Una peça es relaciona amb 0..1 caselles









- peça - casella
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   Peça(){casella=NULL;}; // Constructor per defecte.
 ~Peça(){casella=NULL;}; //Destructor
 Peça(const Peça &p){
 casella=p.casella;
 }
    Casella& getCasella(){return (*casella);};













+ Casella (const Casella &c)
+ ~Casella()
...
Relacions entre Classes i Objectes
Associació: Exemple
 A partir del dibuix de la Fig., defineix la classe Vaixell (.h)
 Un vaixell es relaciona amb 1..4 casellas









- vaix - cas
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    int numCaselles;
    Casilla *cas[MAX_CAS];
  public:
    Vaixell(){
      numCaselles=0;
      for (int x=0;x<MAX_CAS;x++)
        cas[x]=NULL;
    }
    Vaixell(const Vaixell& b){
      for (int x=0;x<MAX_CAS;x++)
        cas[x]=b.cas[x];
      numCaselles=b.numCaselles;
    }
    ~Vaixell(){
       for (int x=0;x<MAX_CAS;x++)
         cas[x]=NULL;
    }
};
 Detecteu alguna possible
inconsistència que no controle aquest
codi? Modifica el que siga necessari.
 Canviaria en alguna cosa el codi de
la classe Casella definit en l'exercici
anterior (llevat del nom del punter)?
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Relacions entre Classes i Objectes
Associació: Exercici
 A partir del dibuix de la Fig., defineix els fitxers de capçalera de la classe
Treballador i Projecte
 Un treballador ha de treballar sempre com a mínim en un projecte, i dirigir un
màxim de dos




























Relacions entre Classes i Objectes
Associació: Exercici
 Defineix el constructor, el constructor de còpia i el destructor de la
classe Treballador i de la classe Projecte.
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Relacions entre Classes i Objectes
Tot-Part
 Una relació Tot-Part és una relació en què un objecte forma part
de la naturalesa d’altre.
 Ho trobem en la vida real: ‘A està compost de B’, ‘A té B’
 Associació vs Tot-Part
 La diferència entre associació i relació tot-part radica en la asimetria
i transitivitat presents en tota relació tot-part.
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Relacions entre Classes i Objectes
Tot-Part
 A nivell teòric es distingeix entre dos tipus de relació tot-part:
 Agregació




 Una instància ‘part’ està relacionada, com a màxim,
amb una instància ‘tot’ en un determinat espai de
temps
 Quan un objecte ‘tot’ es eliminat, també són eliminats
els seus objectes ‘part’ (És responsabilitat de l’objecte
‘tot’ disposar dels seus objectes ‘part’)
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1. Pot l’objecte part comunicar-se directament amb objectes externs al objecte agregat?
 No  =>  inclusiva  (+ Composició)
 Si =>  no inclusiva (+ Agregació)
2. Pot canviar la composició de l’objecte agregat una vegada creat?
 Si  => compost dinàmic (+ Agregació)
 No => compost estàtic (+ Composició)
3. Pot l’objecte part caviar d’objecte agregat?
 Si  => component dinàmic (+ Agregació)
 No => component estàtic (+ Composició)
4. Pot l’objecte part ser compartit per més d’un objecte agregat?
 No  =>  disjunta (+ Composició)
 Sí =>  no disjunta (+ Agregació)
5. Pot existir un objecte part sense ser component d’un objecte agregat?
 Si  => flexible (+ Agregació)
 No => estricta (+ Composició)
Relacions entre Classes i Objectes
Caracterització Tot-Part
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6. Quants objectes d’una classe component pot tindre associats un objecte agregat?
 Més d’un  => multivaluada (indiferent)
 Màxim un => univaluada (indiferent)
7. Pot l’objecte agregat no tindre objectes d’una classe component en algun espai de temps?
 Si  => amb nuls permesos (+ Agregació)
 No => amb nuls no permesos (+ Composició)
Relacions entre Classes i Objectes
Caracterització Tot-Part
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A: Multiplicitat Mínima  (5)
0      →  flexible
> 0   →  estricta
B: Multiplicitat Màxima (6)
1      →  univaluat
> 1   →  multivaluat
C: Multiplicitat Màxima (4)
1     → disjunt
> 1  → no disjunt




D: Multiplicitat Mínima (7) 
  0     →  nuls permesos
  > 0  →  nuls no permesos
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 Si tenim en compte les restriccions 4 i 5, una composició es caracteritza per
una cardinalitat màxima de 1 en l’objecte compost







Relacions entre Classes i Objectes
Caracterització composició
 Alguns autors consideren la composició com una
agregació disjunta (l'objecte part no pot ser
compartit per més d'un objecte agregat en un
moment determinat) i estricta (no pot existir un
objecte part que no pertanya a un objecte
agregat).
 Altres autors no obstant això no imposen aquesta
restricció, i consideren que l'única diferència entre
els dos conceptes radica en la seua implementació;
així una composició seria una ‘Agregació per valor’
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Relacions entre Classes i Objectes
Agregació o composició?
 Agregació vs. Composició a nivell pràctic
 Utilitzarem agregació sempre que desitgem que la relació es
materialitze mitjançant referències (el que permet que p. ex. un
component estiga referenciat en més d'un compost)
 Així, a nivell d'implementació una agregació no es diferencia d'una
associació binària
 Exemple: Un equip i els seus membres
 Utilitzarem composició quan desitgem que la relació es materialitze
en una inclusió per valor (el que implica que un component està com
a molt en un compost, però no impedeix que haja objectes
components no relacionats amb cap compost)
 Si destruïsc el compost destruïsc els seus components




 Implementació en C++ de la relació TOT-
PART: mitjançant LAYERING
 Una classe A conté/agrega elements d’una classe B
quan la classe A inclou en la seua declaració alguna
dada membre de tipus B.
 Agregació: S’implementa com una asociació
 Composició: Vam dir que
 És responsabilitat de l’objecte ‘tot’ disposar
dels seus objectes ‘part’
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Relacions tot-part
Implementació de la composició (C++)
class A {
  private:
    B b;








    B b[10];
…};
// o B *b[10];
// si B té
// classes derivades
A




    B *b[10];
   int num_b;
…};
A




    B **b;
   int num_b;
…};
A




Implementació de la composició (C++)
class A {
  private:
    B *b[10];
   int num_b;
…};
A
0..10    - b
B
A::A(): numb(0) {
… for (int i=0; i<10; i++) b[i]=NULL; … }
A::addB(B& unB) {
…  b[numb++] = new B(unB); …}
A::~A() {
  …
  for (int i=0; i<numb; i++)















Algunes relacions poden ser considerades agregacions o










    private:
        string nom;
    public:
        Roda(string n){nom=n;};
};
class Bicicleta{
private: Roda *r[2]; //punter
public:
  Bicicleta(){r[0]=NULL; r[1]=NULL;}
  Bicicleta(Roda *r1, Roda *r2){
    r[0]=r1;
    r[1]=r2;
  };
  void canviarRoda(int pos, Roda *raux){
    r[pos]=raux;
  };
  ~Bicicleta(){
    r[0]=NULL;




Roda *r, *r2, *r3;
Roda *r= new Roda("primera");
















    private:
        Rueda *r[2]; //Continua sent un punter
    public:
        BicicletaComp(string p,string s){
    r[0]=new Roda(p);
         r[1]=new Roda(s);}
        ~BicicletaComp(){
                delete r[0]; r[0]=NULL;





















Observeu el diferent significat de la classe Planta en












   Planta(string, string);
   ~Planta();
   string getNom();
   string getEspecie();
   string getTemporada();
   void
setTemporada(string);
 private:






   Jardi(string);
   ~Jardi();
   Jardi(const Jardin &);
   void Plantar(Planta& ,string);
   void Arrancar(Planta &);
private:
   Planta *p[100];
   int numplantes;
   string emplaçament;
};
Què relació existeix entre Jardí i planta?




  for(int i=0;i<100;i++)
    p[i]=NULL;
}
Jardi::~Jardi(){















   if(j.p[i]!=NULL){
     p[i] = new Planta(j.p[i]->getNom(),
                       j.p[i]->getEspecie());
     p[i]->setTemporada(j.p[i]->getTemporada);
    }
   else






void Jardi::Plantar (string n, string esp,
                      string temps)
{
  if (numplantes>=100)
   cerr << "No caben més plantes en el jardí" << endl;
  else{
     Planta* lp = new Planta(n, esp);
     lp->setTemporada(tempo);
     for (int i=0; i<100; i++)
       if (p[i]==NULL) {
         p[i]= lp;
         break;
       }






void Jardi::Arrancar (string nom, string esp){
 if (numplantes==0)
  cerr << "No queden plantes en el jardí" << endl;
 else{
   for (int i=0; i<100; i++){
    if ((n==p[i]->getNom())&& (esp==p[i]->getEspecie())){
           delete p[i];
           p[i]=NULL;
           numplantes--;
           break;












Com canviaria el codi si decidírem implementar el jardí
com una agregació de plantes?
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Relacions entre Classes i Objectes
Relació d’Ús (Dependència)
 Una classe A usa una classe B quan no conté dades
membres del tipus especificat per la classe B però:
 Utilitza alguna instància de la classe B com paràmetre
en algun del seus mètodes per a realitzar una operació.
 Accedeix a les seues variables privades (classes amb
funcions amigues)









Relacions entre Classes i Objectes
Relació d’Ùs (Dependència): Exemple
 Suposem que no ens interessa guardar les gasolineres en les quals ha repostat
un cotxe: no és associació.
 No obstant això si existeix una interacció:
   float
   TCotxe::respostar(Gasolinera& g, float litres){
    float import=g.dispensarGaso(litres,tipusC);
  if (import>0.0) //si èxit dispensar
lGaso=lGaso+litres;
  return (import);
   }
Cotxe Gasolinera
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Relacions entre Classes i Objectes
Exercici 3
 Dibuixeu un diagrama de classes que mostre l’estructura d’un
capítol de llibre; un capítol està compost per diferents seccions,
cadascuna comprén diversos paràgrafs i figures. Un paràgraf







 UML i el diagrama de classes
 Constructors i destructors
 Propietats constants i de classe en C++
 Relacions entre objectes
 Diseny O.O.
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El disseny d’aplicacions OO
 Treballar amb un llenguatge OO (és a dir, amb un
llenguatge que soporta herència, pas de missatges i
polimorfisme) no és ni necessari ni suficient per a
realitzar POO.
 Objectiu principal: aconseguir crear un univers
d’agents el més independents possible entre si.
 Una possible tècnica a utilitzar és l’anomenada Disseny
Dirigit per Responsabilitats (responsibility-driven design)
[Wirfs-Brock].
 Recordem: responsabilitat implica no interferència per
part d’altres objectes de la comunitat.
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El disseny d’aplicacions OO
Interfície i Implementació
 L'èmfasi a caracteritzar un component software pel seu
comportament té una conseqüència fonamental: separació
d'interfície (què) i implementació (com).
 Principis de Parnas
 El desenvolupador d’un component sw C ha de proporcionar a
l’usuari de C tota la info necessària per fer un ús efectiu dels serveis
de C i no hauria de proporcionar cap altra informació.
 El desenvolupador d’un component sw C ha de rebre tota la
informació necessària per realitzar les responsabilitats necessàries
assignades al component i cap altra informació
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El disseny d’aplicacions OO
Mètriques de qualitat
 Acoplament: relació entre components software
 Interessa baix acoplament. Este s'aconsegueix movent les tasques a qui ja
té habilitat per a realitzar-les.
 Cohesió: grau en què les responsabilitats d'un sol component formen
una unitat significativa.
 Interessa alta cohesió. Esta s’aconsegueix associant a un únic component
tasques que estan relacionades en certa manera, p. ex., accés a les
mateixes dades.
 Components amb baix acoplament i alta cohesió faciliten la




 Suposeu que sou amos d’una empressa, i voleu informatitzar-la. Durant
el procés, us demanen que caracteritzeu als empleats de la vostra
empresa. Codifiqueu la interfície d’una possible classe Empleat,


























 Si no volem que es puga calcular des de el main() la lletra del NIF
d’un empleat  ¿què hauríem de fer?
class Empleat{
 public:
    bool setNIF( string n);
    string getNIF();
    bool setNom( string n);
    string getNom();
    bool setDir( string n);
    string getDir();









 Donada la Fig. 1 (classe Carta), modifiqueu eixa definició perquè
permeta girar una carta i posar-la cap amunt/cap avall. Escriviu el fitxer
Carta.h. En ell, implementeu totes les funcions membre de la classe
Carta mitjançant funcions inline.
Carta
- num: int
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