Since customer attention is increasing due to growing customer health awareness, it is important for the perishable food supply chain to monitor food quality and safety. This study proposes a real-time monitoring system that utilizes smartphone-based sensors and a big data platform. Firstly, we develop a smartphone-based sensor to gather temperature, humidity, GPS, and image data. The IoT-generated sensor on the smartphone has characteristics such as a large amount of storage, an unstructured format, and continuous data generation. Thus, in this study, we propose an effective big data platform design to handle IoT-generated sensor data. Furthermore, the abnormal sensor data generated by failed sensors is called outliers and may arise in real cases. The proposed system utilizes outlier detection based on statistical and clustering approaches to filter out the outlier data. The proposed system was evaluated for system and gateway performance and tested on the kimchi supply chain in Korea. The results showed that the proposed system is capable of processing a massive input/output of sensor data efficiently when the number of sensors and clients increases. The current commercial smartphones are sufficiently capable of combining their normal operations with simultaneous performance as gateways for transmitting sensor data to the server. In addition, the outlier detection based on the 3-sigma and DBSCAN were used to successfully detect/classify outlier data as separate from normal sensor data. This study is expected to help those who are responsible for developing the real-time monitoring system and implementing critical strategies related to the perishable supply chain.
Introduction
The usage of Internet of Things (IoT) sensors has greatly increased due to being cheaper, smaller, less power-consuming, and easier to use. The IoT sensors typically collect a huge amount of data and send it to a remote server. The data collected by the sensors must be analyzed and presented for different purposes. Various IoT architectures have been applied to many different areas and have demonstrated the potential of the IoT for improving the quality of life of our society [1] . All IoT applications require one or more sensors to collect data from the environment. Aloi et al. (2017) explained that smartphones may be used as a flexible gateway to collect and forward data received from different sensors/IoT devices to the internet [2] . The smartphone, specifically, is a very handy and user-friendly mobile device that has a host of built-in communication and data-processing features. With the increasing popularity of smartphones, researchers are showing an interest in building smart IoT solutions using smartphones because of their embedded sensors, such as accelerometers, digital
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Monitoring System in Food Supply Chain
Nowadays, consumers have become increasingly concerned about the quality and safety of food products. As a result, the quality control and assurance standards in the food industry are emerging or have already been implemented in various countries worldwide. By implementing quality assurance systems, consumers receive benefits in terms of better quality and safer food supply [8] . It is essential for the food industry to implement the systems necessary to improve quality assurance, food product integrity, food safety guarantees, and the transparency associated with these concepts along the complete food supply chains.
Temperature is the most critical factor affecting the safety and quality of perishable foods during the journey from producers to consumers. Therefore, it is important to keep foods at a safe temperature throughout the entire food supply chain. In recent years, IoT sensors have increasingly been applied in the food industry due to their promising capabilities. A real-time-monitoring, online-decision-support system based on RFID and sensor networks was developed to improve the delivery system for perishable products [18] . The proposed system monitors environmental conditions in real-time and provides warnings should the temperature, humidity, or other factors exceed the safety limit. The combination of monitoring and a decision-making support system showed promising results in reducing transportation losses. In addition, utilized WSN-based temperature control and management and found that the system was crucial for delivering perishable food products to consumers. The system also ensured that the food was in good condition and safe to eat [9] . Furthermore, Thakur and Foras (2015) have developed an EPCIS-based online system for time-temperature monitoring in a cold meat chain [10] . The system was tested during the transportation of chilled lamb products and temperature sensor data was collected from RFID-based temperature sensors. By implementing the monitoring system, the losses caused by quality deterioration due to temperature variations were reduced, thus improving the performance of the whole food supply chain.
The implementation of traceability and monitoring system ensures quality and sustainability in food supply chain. A traceability system provides track and trace for the complete food information, thereby guaranteeing food quality and safety [19, 20] . Manzini and Accorsi (2013) proposed conceptual framework for food supply chain which simultaneously control the quality, safety, sustainability, and logistics efficiency of food products and processes along the whole food supply chain [21] . Pizzuti and Mirabelli (2015) proposed global track and trace system based on the integration of parameters and data within the business process model generated to represent the behaviour of the whole supply chain. The system is expected to be adapted to different supply chains [22] . In addition, food traceability should be considered as an important part of logistics management in the food supply chain so that the product can be checked for safety and quality control, traced upward, and tracked downward at any time required [23] .
The concept of sustainability is based on three important dimensions: they are economic dimension (relates to the efficient use of resources), environmental dimension (ensuring the natural resources are available in the future), and social dimension (human health and welfare) [24] . Sustainability in food supply chain is necessary and one of the most important challenges is to ensure sustainable development and growth starting from the sharing of information among all the actors of the sector. Wognum et al. (2011) studied the current status of information systems to support sustainability in food supply chains [25] . The current study showed that traceability system serves mainly the social dimension of sustainability. The traceability system provides an effective and efficient platform to ensure consumer health by efficiently monitoring the food quality and safety in the complete life cycle of the food products. Furthermore, current study stated that environmental impact is not necessarily traceable directly to the end product and suggested that an extensive investigation of environmental policy through company websites for specific quality labels should be implemented to complement the traceability systems.
Current IoT technologies virtualization can be used dynamically in the operational management of food supply chains. Previous studies utilized virtualization, which allows for simulation of food process using software instead of by conducting physical experiments [26, 27] . Verdow et al. (2016) proposed the concept of virtual food supply chains from an Internet of Things perspective [26] . The virtualization model was tested on a case study of a fish supply chain and showed that the proposed model enables supply chain actors to monitor, control, and plan, as well as optimize, business processes remotely in real-time. In addition, Accorsi et al. (2017) studied the implementation of the IoT paradigm by proposing a simulation tool that can be applied to generic food supply chains [27] . The proposed simulation tool generalizes the main food supply chain stages that handle different products and varieties but share the processing and logistics chain, including processing and packaging, storage, and distribution to retailers.
Smartphone-Based Sensors
The smartphone may be used as gateway due to its mobility, low cost, and high computing power. First, the smartphone gathers the sensing data from the sensor device and sends it to the base station (server) at regular intervals. Moron et al. (2014) developed a mobile health system by utilizing the smartphone as a gateway. The smartphone gathers the sensing data from the sensors via Bluetooth and retransmits them to a remote server [4] . This system facilitated continuous, real-time patient tracking by utilizing three Bluetooth-enabled sensors: a pulse-oximeter, a single derivation ECG (electrocardiography) sensor, and a blood pulse monitor. The result of their study showed that modern commercial mobile smart terminals are capable of combining their normal operation as phones or multimedia reproducers and simultaneously performing as medical monitors.
Furthermore, by utilizing their embedded sensors, smartphones may be used as tools to assist in diverse agricultural tasks. Sharma et al. (2013) utilized smartphone-based sensors to gather work activity from farm employees [14] . The working pattern of the farmers and the frequency of visitation were gathered from GPS sensors. A machine-learning algorithm was created to automatically detect farm workers' activities (e.g., harvesting, bed making, standing still, and walking) based on data collected from various sensors on smartphones. Jagyasi et al. (2011) utilized the built-in digital camera, as well as the temperature and humidity sensor, in the smartphone to collect agricultural events from rural farmers so that they could obtain better advice from the agriculture expert [12] . In addition, the smartphone-based sensors were used as soil color sensors. Soil color information was read from images taken by the built-in digital cameras on smartphones and processed using image processing techniques to transform the RGB color space into colors in XYZ and HVC spaces [13] .
The smartphone application was also used to detect a tractor rollover and to report this emergency event [15] . The embedded sensors in the smartphone such as the accelerometer, gyroscope, and GPS sensor were utilized so that sensor data could be gathered. Next, the sensor data was analyzed using a mathematical model to calculate the stability index of the tractor. A warning message appeared on the phone's screen once the stability index dropped below a certain threshold. In addition, the application sent an email with the date, time, and GPS coordinates of the accident to the emergency contacts.
NoSQL for Big Data
The IoT sensor applications commonly have storing and large data processing features. As the amount of sensor data and clients grows rapidly, it becomes a difficult task to scale these systems. The traditional SQL database has several limitations on processing large amounts of unstructured data, and to overcome this problem, NoSQL database technologies have been developed. Unstructured data can be stored easily by a NoSQL database because of its ability to modify the database schema. SQL databases use fixed table structures, while NoSQL databases typically use key value stores in which data is stored and retrieved by a key (no fixed data structured). As the result, the NoSQL database is often easier to scale horizontally by adding servers instead of concentrating on creating a greater capacity in a single server. NoSQL databases also have higher performances because they are easier to design and implement, and achieve stable and fast read/write operations with massive data [16] .
MongoDB is an open source NoSQL database. MongoDB, unlike relational databases, stores its data in structured documents rather than the fixed tables required by relational databases. For instance, relational tables typically require each row-column intersection to contain a single, scalar value. MongoDB binary JSON (BSON) documents allow for a more complex structure by supporting arrays of values where each array itself may be composed of multiple subdocuments [28, 29] . Various studies have evaluated the performance of MongoDB. Veen et al. (2012) compared the read and write performance of NoSQL databases with PostgreSQL for storing and querying sensor data [16] . The results showed that MongoDB is the best solution for storing small or medium sized sensor data, Casandra is best choice for large sensor data, and PostgreSQL has better query capability. Nyati et al. (2013) compared the insertion and searching performance of MongoDB and MySQL in a single machine. The result showed that MongoDB outperformed MySQL in terms of insertion and data searching [30] . Recently, a MongoDB-based repository to handle RFID/sensor big data has been developed [31] . The current study utilized an embedding scheme-based sensor and shard key in a MongoDB database. The result was that by implementing the proposed system, it improved the read performance in the large sensor data repository. In addition, the MongoDB outperformed MySQL for frequently used queries.
It is important to evaluate the performance of NoSQL database from the viewpoint of sensor big data processing. Kumar et al. (2017) proposed the performance comparison of NoSQL database [32] . The result showed that the MongoDB outperformed CouchDB in term of write, read, update and delete test. The performance comparison of MongoDB and OrientDB has been performed in terms of the insert, update, delete, and search tests [33] . The result showed that for the insert, update, and delete tests, the MongoDB showed less response time compared to OrientDB. However, for search test, in which the index setting is enabled, the OrientDB offers a better performance compared to the MongoDB. Li and Manoharan (2013) revealed that the Couchbase and MongoDB are the fastest for read, write, and delete operations [34] . The experiments have been performed by comparison with other NoSQL databases such as RavenDB, CouchDB, and Cassandra. Pereira, et al. (2017) studied the performance comparison of MongoDB, Couchbase, and RethinkDB for multiple thread scenarios [35] . The result showed that the MongoDB had better performance compared to RethinkDB and Couchbase. However, for update and delete test, the Counchbase showed less response time compared to MongoDB and RethinkDB.
Based on previous literatures, the MongoDB showed less response time in terms of the read and write tests compared to other NoSQL databases. In our study, the proposed real-time monitoring system is used to store the huge amount of unstructured sensor data from multiple sensor devices and to present the sensor data in real-time. Therefore, in this study the MongoDB is utilized for real-time monitoring system.
Outlier Detection
Outlier detection refers to the problem of finding patterns in data that do not conform to expected normal behavior. In the case of sensor data, outliers are generated due to imperfect sensing devices and the flimsy nature of the network, which cause some of the data collected to be incomplete [17] . Sensors easily generate outliers, which introduce errors into sensing queries and data analysis. Outlier detection may be conducted centrally after all the data is collected by the database in the server. In our study, statistical and clustering approaches were used to detect outliers in sensor data.
Statistical-Based Approach
In statistical-based outlier detection, a statistical model that captures the distribution of the data is estimated. After that, the data is evaluated with respect to how well it fits the model. In this technique, a statistical (probability distribution) model is created and used to evaluate whether the data fits the model or not. The data is declared an outlier if the probability of the data instance being generated by this model is very low.
In this study, the 3-Sigma Rule is used to detect outliers based on the statistical approach [36, 37] . Given certain environmental conditions, each sensor data becomes a univariate variable x i (i = 1, . . . , n), where n is the amount of sensor data that assumes the data will follow a normal distribution. The 3-Sigma rule states that nearly all (99.7%) values lie within three standard deviations of the mean. Thus, if the sample data lies within µ ± 3σ, it is classified as normal data. Otherwise, the data is considered as an outlier.
Clustering is a popular approach in data mining that is used to group similar data points into clusters with similar behavior. Clustering may be used as a tool for outlier analysis, and several clustering-based outlier detection techniques have been developed. They rely on the key assumption that normal objects belong to large and dense clusters, while outliers form very small clusters or do not belong to any cluster at all [36] .
In this study, Density-Based Spatial Clustering of Applications with Noise (DBSCAN) is used to detect the outliers [38] . The goal is to identify dense regions, which may be measured by the number of objects close to a given point. The points that do not belong to any cluster are treated as outliers. Two important parameters are required for DBSCAN: epsilon (eps) and minimum points (MinPts). The parameter eps defines the radius of neighborhood around a point x ( -neighborhood of x), while MinPts is the minimum number of neighbors within the eps radius. Given the dataset D, which is marked as unvisited, DBSCAN works as follows:
• For each point unvisited x i in D, mark x i as visited and find that the -neighborhood of x i contains at least MinPts objects.
• If x i is not already assigned to a cluster, create a new cluster C. Add the objects in the -neighborhood of x i to a candidate set N. Add any objects in N (that do not belong to any cluster) to C .
•
For each object p in N, mark p as visited and find that the -neighborhood of p contains at least MinPts objects. Those objects in the -neighborhood of p are then added to the candidate set N and assigned to cluster C.
Iterate through the remaining objects in N and the unvisited points in the data set D.
At the end of the process, those points that do not belong to any cluster are treated as outliers.
Methodology
System Design
The real-time monitoring system is developed to ensure food quality for consumers in the perishable food supply chain. The proposed system utilizes smartphone-based sensors, a big data platform, and outlier detection methods. As may be seen in Figure 1a , the smartphone-based sensors are located in the cold storage of the producers, transporters, and distributors. The smartphone utilizes the temperature-humidity sensors, GPS, and camera. The sensor data that is collected by the sensors is sent by smartphone to the server side. The web-service receives the sensor data and stores it in the MongoDB database. Statistical-based and clustering-based outlier detection methods are used to classify and clean the outliers from the sensor data, which are stored in the MongoDB. Finally, the complete history of the sensor data such as the temperature, humidity, GPS, and image data is presented to the users in a web-based system. In addition, Figure 1b shows the process of outlier detection methods for sensor data in detail. The sensor data are stored in the MongoDB and the data preprocessing is applied for sensor data before passing data to the next phase of the system. Two outlier detection methods, 3-sigma rule and DBSCAN, are utilized to classify the outlier as separate from normal sensor data. Finally, the outliers are presented in the final system. The visualization is necessary for interpreting the result of these discoveries. In this project, an Android app is developed, installed in every client smartphone, and placed inside of every cold storage in the supply chain. The smartphone utilizes additional temperature and humidity sensors, as well as the embedded sensors in the phone, such as the GPS and camera. During the development stage, the Socket.IO library is used in the Android app to send the sensor data server-side. Socket.IO is a transport protocol that enables real-time, bidirectional, event-based communication between clients (in our case, the smartphone app) and a server. The smartphone works as a gateway by gathering the information from the sensors and retransmitting it to a remote server through a Wi-Fi link. The server-side web-based system is developed based on Express, a flexible Node.js web application framework. The Socket.IO library is utilized server-side so that sensor data sent by gateway is received by the server in real-time. In addition, the MongoDB driver is used by the Node.js application to store the sensor data in the database. The details of the system's design may be seen in Figure 2 . In this project, an Android app is developed, installed in every client smartphone, and placed inside of every cold storage in the supply chain. The smartphone utilizes additional temperature and humidity sensors, as well as the embedded sensors in the phone, such as the GPS and camera. During the development stage, the Socket.IO library is used in the Android app to send the sensor data server-side. Socket.IO is a transport protocol that enables real-time, bidirectional, event-based communication between clients (in our case, the smartphone app) and a server. The smartphone works as a gateway by gathering the information from the sensors and retransmitting it to a remote server through a Wi-Fi link. The server-side web-based system is developed based on Express, a flexible Node.js web application framework. The Socket.IO library is utilized server-side so that sensor data sent by gateway is received by the server in real-time. In addition, the MongoDB driver is used by the Node.js application to store the sensor data in the database. The details of the system's design may be seen in Figure 2 . In this project, an Android app is developed, installed in every client smartphone, and placed inside of every cold storage in the supply chain. The smartphone utilizes additional temperature and humidity sensors, as well as the embedded sensors in the phone, such as the GPS and camera. During the development stage, the Socket.IO library is used in the Android app to send the sensor data server-side. Socket.IO is a transport protocol that enables real-time, bidirectional, event-based communication between clients (in our case, the smartphone app) and a server. The smartphone works as a gateway by gathering the information from the sensors and retransmitting it to a remote server through a Wi-Fi link. The server-side web-based system is developed based on Express, a flexible Node.js web application framework. The Socket.IO library is utilized server-side so that sensor data sent by gateway is received by the server in real-time. In addition, the MongoDB driver is used by the Node.js application to store the sensor data in the database. The details of the system's design may be seen in Figure 2 . The IoT-generated sensor data from the gateway has a large, unstructured format and continuous generation characteristics. In this project, two sensor data schemas based on NoSQL and SQL databases are considered. Regarding the NoSQL database, Kang et al. (2016) utilized an embedding scheme-based sensor data repository because the sensor data is rarely modified (raw data) [31] . The current study found that the embedding scheme is appropriate for a large sensor data repository, which requires fast read and write performances. Thus, in this study, we utilize an embedding, scheme-based, sensor data repository, and an example of a sensor document may be seen in Figure 3a . This sensor document consists of the unique ID of the smartphone device, the recorded time, and the sensor data, which is embedded in a sub-document.
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The IoT-generated sensor data from the gateway has a large, unstructured format and continuous generation characteristics. In this project, two sensor data schemas based on NoSQL and SQL databases are considered. Regarding the NoSQL database, Kang et al. (2016) utilized an embedding scheme-based sensor data repository because the sensor data is rarely modified (raw data) [31] . The current study found that the embedding scheme is appropriate for a large sensor data repository, which requires fast read and write performances. Thus, in this study, we utilize an embedding, scheme-based, sensor data repository, and an example of a sensor document may be seen in Figure 3a . This sensor document consists of the unique ID of the smartphone device, the recorded time, and the sensor data, which is embedded in a sub-document. In addition, for a traditional SQL-based sensor data repository, two tables are created: the DeviceInfo and sensorData tables seen in Figure 3b . The DeviceInfo table stores the sensor device information and the column deviceID is defined as the primary key, while the sensorData is the relation table, which stores the details of the sensor data from each sensor device by its recorded time. The temperature, humidity, GPS (longitude and latitude), and image data for each sensor device is also stored in this table. In the sensorData table, the column deviceID is the foreign key referencing deviceID in the DeviceInfo table.
System Implementation
In this project, the sensor monitoring system is applied to the kimchi supply chain, including producers, transporters, distributors, and customers; the details are given in Figure 4 . Kimchi is a traditional Korean food prepared by fermenting vegetables and adding spices with probiotic lactic acid bacteria (LAB). Kimchi is considered a vegetable probiotic food that confers health benefits in a similar manner as yogurt and other dairy probiotic foods. The major ingredients of kimchi are cruciferous vegetables, green onions, red pepper powder, garlic, ginger, and fermented seafood (jeotgal) [39] . In the Korean kimchi industry, consumer concerns over food quality and safety are increasing. Eom et al. (2013) suggested that a monitoring system is necessary to predict the changes in fermented food [40] . The current study utilized RFID tags, pH, and temperature sensors to monitor the fermented maturity and quality of kimchi.
Kimchi (the product) is produced in a kimchi factory (the producer) and kept in cold storage. There is a strict policy regarding how long the product may be kept in cold storage. When the product is ready to be delivered, the transporter brings the product to the distribution center, where the product is kept in cold storage again. The product is then delivered by transporter to customers. During storage and transportation, the product must be kept at less than 10 °C to reduce hazards and improve product quality. In addition, for a traditional SQL-based sensor data repository, two tables are created: the DeviceInfo and sensorData tables seen in Figure 3b . The DeviceInfo table stores the sensor device information and the column deviceID is defined as the primary key, while the sensorData is the relation table, which stores the details of the sensor data from each sensor device by its recorded time. The temperature, humidity, GPS (longitude and latitude), and image data for each sensor device is also stored in this table. In the sensorData table, the column deviceID is the foreign key referencing deviceID in the DeviceInfo table.
Kimchi (the product) is produced in a kimchi factory (the producer) and kept in cold storage. There is a strict policy regarding how long the product may be kept in cold storage. When the product is ready to be delivered, the transporter brings the product to the distribution center, where the product is kept in cold storage again. The product is then delivered by transporter to customers. During storage and transportation, the product must be kept at less than 10 • C to reduce hazards and improve product quality. The additional temperature and humidity sensors were used for a smartphone-based monitoring system. The commercial temperature and humidity sensor Smart Temp Checker FTC-001 (FTLab, Gyeonggi-do, Korea) was used in this study [41] . The Smart Temp Checker is a small semiconductor sensor that measures temperature and humidity and is designed for individual smartphone use. The Smart Temp Checker plugs into a smartphone's headphone jack and is compatible with both Android and iOS. In this project, we developed an Android app using the supplied API to integrate the information from the sensor and the smartphone. The smartphone continuously receives temperature and humidity data from the sensor, and GPS data such as the longitude and latitude are gathered from the embedded GPS sensor in the smartphone. Images and data are collected from the front camera of the smartphone. The smartphone acts as an information gateway by gathering information from the sensor and retransmitting it to the remote server through a Wi-Fi link. The web service receives the sensor data and stores it in MongoDB. Figure 5 shows the assembled system with an example screen. 
Results and Discussion
A real-time monitoring system was developed based on Express, a flexible Node.js web application framework. In addition, a Socket.IO library was utilized to receive sensor data sent from the gateway in real time. The sensor data was stored in MongoDB and presented in the web-based interface, as shown in Figure 6 . The web-based system was installed server-side and may be The additional temperature and humidity sensors were used for a smartphone-based monitoring system. The commercial temperature and humidity sensor Smart Temp Checker FTC-001 (FTLab, Gyeonggi-do, Korea) was used in this study [41] . The Smart Temp Checker is a small semiconductor sensor that measures temperature and humidity and is designed for individual smartphone use. The Smart Temp Checker plugs into a smartphone's headphone jack and is compatible with both Android and iOS. In this project, we developed an Android app using the supplied API to integrate the information from the sensor and the smartphone. The smartphone continuously receives temperature and humidity data from the sensor, and GPS data such as the longitude and latitude are gathered from the embedded GPS sensor in the smartphone. Images and data are collected from the front camera of the smartphone. The smartphone acts as an information gateway by gathering information from the sensor and retransmitting it to the remote server through a Wi-Fi link. The web service receives the sensor data and stores it in MongoDB. Figure 5 shows the assembled system with an example screen. The additional temperature and humidity sensors were used for a smartphone-based monitoring system. The commercial temperature and humidity sensor Smart Temp Checker FTC-001 (FTLab, Gyeonggi-do, Korea) was used in this study [41] . The Smart Temp Checker is a small semiconductor sensor that measures temperature and humidity and is designed for individual smartphone use. The Smart Temp Checker plugs into a smartphone's headphone jack and is compatible with both Android and iOS. In this project, we developed an Android app using the supplied API to integrate the information from the sensor and the smartphone. The smartphone continuously receives temperature and humidity data from the sensor, and GPS data such as the longitude and latitude are gathered from the embedded GPS sensor in the smartphone. Images and data are collected from the front camera of the smartphone. The smartphone acts as an information gateway by gathering information from the sensor and retransmitting it to the remote server through a Wi-Fi link. The web service receives the sensor data and stores it in MongoDB. Figure 5 shows the assembled system with an example screen. 
A real-time monitoring system was developed based on Express, a flexible Node.js web application framework. In addition, a Socket.IO library was utilized to receive sensor data sent from the gateway in real time. The sensor data was stored in MongoDB and presented in the web-based interface, as shown in Figure 6 . The web-based system was installed server-side and may be 
A real-time monitoring system was developed based on Express, a flexible Node.js web application framework. In addition, a Socket.IO library was utilized to receive sensor data sent from the gateway in real time. The sensor data was stored in MongoDB and presented in the web-based interface, as shown in Figure 6 . The web-based system was installed server-side and may be accessed easily through a personal computer (PC), laptop, or mobile device by clients with an internet connection. Figure 6a shows the sensor data history of the temperature, humidity, longitude, latitude, and image. The sensor data is presented with its recorded time (when the sensor data is stored in MongoDB) and device ID (unique information on Android-based smartphones). In this example, the sensor data is collected every 5 seconds from one of the smartphone-based sensors inside the kimchi supply chain network.
accessed easily through a personal computer (PC), laptop, or mobile device by clients with an internet connection. Figure 6a shows the sensor data history of the temperature, humidity, longitude, latitude, and image. The sensor data is presented with its recorded time (when the sensor data is stored in MongoDB) and device ID (unique information on Android-based smartphones). In this example, the sensor data is collected every 5 seconds from one of the smartphone-based sensors inside the kimchi supply chain network.
(a) (b) (c) Figure 6 . The real-time monitoring system shows (a) the sensor data history, such as (b) temperature data, and (c) humidity data, presented in graphs.
The temperature and humidity data is very important to verify perishable agricultural food product quality. In this part, the temperature and humidity sensor data are presented in a graph so that users may easily understand the temperature-humidity history of the products in storage/during transportation in the upstream supply chain, as shown in Figure 6b and 6c, respectively. In addition, the longitude and latitude data reveals the location of the smartphone-based sensor (gateway). The image data will appear when the user moves the pointer (mouse cursor) over the preview link.
Performance of MongoDB-Based Real-Time Monitoring System
The proposed MongoDB-based real-time monitoring system should be scalable to accommodate the growing volume of data, queries, and clients without suffering noticeable performance loss. In this study, two performance evaluations were considered based on the capture response time and query response time. Capture response time is used for the write test and defined as the time needed by the sensor monitoring system to store the data in MongoDB. Query response time is used for the read test and defined as the time required by the server to present the data to clients. In this project, a single client computer ran a Java program to write and read sensor data. The client computer connected to a single server machine running a web application based on the Express and Node.js framework. Each test started with an empty database, and both tests (the write and read The temperature and humidity data is very important to verify perishable agricultural food product quality. In this part, the temperature and humidity sensor data are presented in a graph so that users may easily understand the temperature-humidity history of the products in storage/during transportation in the upstream supply chain, as shown in Figure 6b ,c, respectively. In addition, the longitude and latitude data reveals the location of the smartphone-based sensor (gateway). The image data will appear when the user moves the pointer (mouse cursor) over the preview link.
The proposed MongoDB-based real-time monitoring system should be scalable to accommodate the growing volume of data, queries, and clients without suffering noticeable performance loss. In this study, two performance evaluations were considered based on the capture response time and query response time. Capture response time is used for the write test and defined as the time needed by the sensor monitoring system to store the data in MongoDB. Query response time is used for the read test and defined as the time required by the server to present the data to clients. In this project, a single client computer ran a Java program to write and read sensor data. The client computer connected to a single server machine running a web application based on the Express and Node.js framework. Each test started with an empty database, and both tests (the write and read tests) were performed based on the amount of sensor data and the number of clients. The Java program used threads to simulate multiple clients. The detailed specifications of server and client computers are shown in Table 1 . For the write test, Figure 7a shows that as the amount of sensor data sent to the server increased, the capture response time of the server to store the data also increased. The number of clients also affected the capture response time, since it required more time to store sensor data sent by a high number of clients at the same time. The same pattern occurred for the read test and is presented in Figure 7b . As the number of clients simultaneously accessing the server increased, the query response time required by the server to satisfy requests also increased. The number of objects (sensor data) in the database also affected the query response time, since a large number of objects requires more time from the web application to find the specific records required to satisfy the request.
Node.js processes run on a single process by default. To take advantage of computers with multi-core systems, the Node.js provides a cluster module that allows users to split a single process into multiple processes or workers that run simultaneously and share the same server port [42] . In our experiment, an 8-core CPU was used as the server, and therefore, in order to maximize CPU usage, the cluster module was needed. Figure 7c shows the performance of the read test in a server with the workers setup. In this test, 250,000 sensor data were explored by a different number of clients. The result showed that the cluster module increased the system's performance. As the number of workers in Node.js increased, less time was necessary to satisfy the requests from clients, especially when the number of clients was high. In addition, the results showed the same pattern as the system required more time to satisfy a high number of clients. Figure 7d compares the write tests of MongoDB and MySQL. In this test, we used a single client and sent a different amount of sensor data to the server at the same time. The Java Program was developed client-side to send the sensor data to the Node.js web server. The result showed that MongoDB performed better when the amount of sensor data increased than MySQL did. When implemented, MongoDB required less time to store sensor data in the database. 
The Performance of the Smartphone-Based Sensor Monitoring System
In this project, we defined the smartphone-based sensor monitoring system as an Android app running on an Android-based smartphone and gathering sensor data from a temperature and humidity sensor and the phone's GPS sensor and camera. In this study, the smartphone app's various dimensions were analyzed. The smartphone gateway performances were evaluated based on the CPU and transmission rate. Four scenarios were considered in this study. Scenario 1 had the smartphone send the temperature and humidity data to the server, while in scenario 2, the smartphone sent GPS data (longitude and latitude) to the server. In scenario 3, the smartphone sent image data captured by the smartphone's front camera to the server. The last scenario had the smartphone send all of the sensor data (temperature, humidity, GPS, and image) to the server. For this experiment, a Samsung Galaxy Note 3 with Android OS V5 and 3 GB of RAM was used as the gateway.
The results showed that the CPU usage and transmission rate was affected by the type of sensor data being sent to the server. Figure 8a shows that the smartphone required high CPU usage to send the image data in scenarios 3 and 4 because the size of the image data was higher than any other type of sensor data. In addition, when the app was running alone, it required less CPU usage than it did when music and a video were simultaneously being played on the smartphone at the same time as the app was running. In addition, the transmission rate was also affected by the type of sensor data. Figure 8b confirms that the smartphone required the highest transmission rate to send the image 
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Outlier Detection Methods for Sensor Data
In this experiment, the humidity dataset was gathered from cold storages in the producer's kimchi supply chain networks. In our dataset, objects are not labeled as 'normal' or 'outlier', and thus unsupervised outlier detection methods are applied in this study. The statistical method for outlier detection based on the 3-sigma rule is presented here. We assume that the humidity sensor dataset follows a normal distribution, which is determined by two parameters: the mean, µ, and the standard deviation, σ. The 3-sigma rule was applied, and the mean and standard deviation collected from the humidity dataset were 53.013 and 2.677, respectively. Under the assumption of a normal distribution, 99.7% of objects occurred in the µ ± 3σ region. As such, in our dataset, humidity sensor data that occurs above 61.045 (upper limit) or below 44.981 (lower limit) are detected as outliers; these were 62.2, 82.3, 63.7, and 20.7.
In addition, the outlier detection based on DBSCAN was also applied. Using this approach, we tried different setup parameters and found that the optimal parameters for MinPts and eps were 5 and 6, respectively. Using these, the DBSCAN detected 20.7, 82.3, and 63.7 as outliers. The normal humidity sensor data and the outliers detected by the 3-sigma rule and DBSCAN may be seen in detail in Figure 9 . In this study, the 3-sigma rule was applied based on the simple assumption that the temperature and humidity sensor data follow a normal distribution. In reality, the kimchi supply chains keep their products fresh during storage and transportation. The product is strictly controlled 
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In addition, the outlier detection based on DBSCAN was also applied. Using this approach, we tried different setup parameters and found that the optimal parameters for MinPts and eps were 5 and 6, respectively. Using these, the DBSCAN detected 20.7, 82.3, and 63.7 as outliers. The normal humidity sensor data and the outliers detected by the 3-sigma rule and DBSCAN may be seen in detail in Figure 9 . In this study, the 3-sigma rule was applied based on the simple assumption that the temperature and humidity sensor data follow a normal distribution. In reality, the kimchi supply chains keep their products fresh during storage and transportation. The product is strictly controlled In this study, the 3-sigma rule was applied based on the simple assumption that the temperature and humidity sensor data follow a normal distribution. In reality, the kimchi supply chains keep their products fresh during storage and transportation. The product is strictly controlled and always kept at less than 10 • C [43] . Thus, as may be expected, temperature/humidity sensor data tends to be close to the mean (µ). However, in reality, many other types of dataset have complex distributions, and so the 3-sigma rule may not find true outliers. In the case of DBSCAN, the result depends on the parameters of eps, which defines the radius of neighborhoods from any point in the cluster. A low value of eps will build more clusters and classify un-clustered normal data as outliers, while a high value of eps will generate a lower number of clusters and classify true outliers into clusters (normal data). As such, an appropriate value of eps should be determined first to detect true outliers correctly.
This study utilized existing outlier detection methods to detect/classify outliers as separate from normal sensor data. The evaluation of the 3-sigma rule and DBSCAN cannot be presented in this study, because in our dataset the objects are not labelled; thus, the accuracy for both methods cannot be presented. However, the previous studies [44, 45] showed a good performance of DBSCAN for outlier detection (anomaly detection). Thang and Kim (2011) proposed DBSCAN-MP, which provides new way to use DBSCAN with multiple parameters [44] . The method was implemented for network intrusion detection, and the results showed higher detection rate as well as lower false positive rate compared to other algorithms. In addition, Chen and Li (2011) also showed that the intrusion detection based on enhanced DBSCAN algorithm achieved a higher degree of accuracy compared to other method [45] .
Conclusions
Due to growing health awareness, an efficient solution that ensures food quality for consumers is needed in the perishable food supply chain. This study proposes a real-time monitoring system by utilizing IoT sensors, a big data platform, and data mining methods. The proposed system integrates smartphone-based sensors, MongoDB, and outlier detection methods to provide an efficient and economical platform for environment-sensitive agricultural food products.
The system scalability of the proposed system was presented, and the server performance was given following a write and read test. The results showed that the capture and query response time are affected by the amount of sensor data sent to the server, as well as by the number of clients. As the amount of sensor data and the number of clients increased, the server required more time to satisfy all of the requests. Furthermore, the cluster module in Node.js was utilized to maximize the CPU usage of the server. The result was that the cluster module in Node.js increased the system performance of the multi-core single server. Finally, the performance of MongoDB was compared with an SQL-based database and showed a significantly lower processing time when the amount of sensor data sent by the client increased.
In addition, a smartphone was used as a gateway to send temperature, humidity, GPS, and image data to the server. The result was that the CPU usage and transmission rate were affected by the type of sensor data sent to the server. The smartphone required a higher CPU usage and transmission rate when sending image data compared to other types of sensor data. Furthermore, since outliers occur in sensor data due to imperfections in sensing devices and network communication problems, this study utilized statistical and clustering based outlier detection. The 3-sigma rule and DBSCAN were used to successfully detect/classify outlier data as separate from normal sensor data.
Finally, this study concluded that as the number of sensor data and sensor devices increases, the proposed system is capable of processing the massive input/output of the sensor data efficiently. The current commercial smartphones are sufficiently capable of performing as gateways for transmitting sensor data to the server. This study is expected to help those who are responsible for developing real-time monitoring in the perishable supply chain. In addition, integration of these technologies (NoSQL database, Smartphone-based sensors, and outlier detection) for the real-time monitoring system will increase customer satisfaction, as it can monitor product freshness throughout the complete supply chain.
This study only used a small sensor dataset based on an initial system implementation. With larger datasets, a comparison with other outlier detection methods should be considered in the near future.
The sensor dataset collected in this experiment was unlabeled, and thus the accuracy of the outlier detection methods cannot be presented. In addition, a further comparative study amongst the document-based NoSQL database (not only MongoDB) is necessary for sensor data processing.
