I-language over simple type structure is considered. Type Y== (0 --t (0 -+ 0)) + (0 -+ 0) is called a binary tree type because of the isomorphism between binary trees and closed terms of this type. Therefore any closed term of type Y+(Y-P ... -P (Y + Y) ) represents an n-ary tree function. The problem is to characterize tree operations represented by the closed terms of the examined type. It is proved that the set of 1 definable tree operations is the minimal set containing constant functions and projections and closed for composition and the limited version of recursion. This result should be contrasted with the results of Schwichtenberg and Statman, which characterize the I-definable functions over natural number types (0 + 0) -+ (0 --+ 0) by composition only, as well as with the result of Zaionc for I-definable functions over type (0 -t 0) + ((0 + 0) + (0 + 0)) which are also characterized by means of composition. 
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BINARY TREES AND TREE OPERATIONS
The set of binary trees T is defined recursively as follows: E is a tree and if t,, t, are trees then t, *t, is a tree. E is called the empty tree and t,, t2 are left and right subtrees respectively of the tree t, h t,. We investigate tree operations, i.e., functions f: T" -+ T. We begin by defining several tree operations. DEFINITION 1.1. The tree constructor h can be seen as a function h . . T2 + T. e" is the n-ary function which maps onto the empty tree E constantly. p; is the n-ary projection which extracts ith argument. We are going to investigate some classes of tree operations. belongs to X whenever functions g, fare in X Let us distinguish four classes of tree operations F, F,, F,, FL. DEFINITION 1.3. The class F of tree operations is defined as a minimal class containing functions A, e", p: and closed for composition and primitive recursion.
The subclass F, c F is a minimal class containing ", en, and p; closed for composition.
F1 is a class of all (n + 2)-ary tree functions f such that for every tree t, > ..', t, E T the binary function p defined as p(v, z) = f(y, z, t,, . . . . t,) belongs to Fo.
The class FL is a minimal class containing ", e", and pr closed for composition and the following version of primitive recursion: if ge FA and f~ Fj. n F, then the function h defined below belongs to Fj, : h(E, x, ) . ..) X") = g(x,, . ..) x,) h(s /\.s') X1) . ..) XJ = f(h(s, X1) . ..) x,), h(s', X1) . ..) x,), X,) . ..) x,). DEFINITION 1.4. If f, and fi are two n-ary functions then by f, A f2 we mean the n-ary function defined by formula, (fi hf2)(x,, . . . . x,) = (fi(X,, ...? x,)) A (f*(x, > .'.> x,)).
TYPED I-CALCULUS
Our language is based on Church's (1941) simple theory of types. The set of types is introduced as follows: 0 is a type and if z and p are types then s + p is a type. We will use the following notation: if zl, . . . . t,, r are types then by t,, . . . . TV + T we understand the type ri + (T* -+ ... -+ (5, --+ T)... xi then n(T)=O. If T=~x,,~~~x,,~x,T,~~~T~ then rr( T) = maxjk= i (n(lx, . . x, . T,)) + 1. For closed term S, rc(S) is defined as z(T) for T in the long normal form such that S =PV T. EXAMPLE 2.1. Let r be a following type (0, 0 -+ 0), 0, 0, 0 -+ 0. Every closed term K of type t admits one of four possible forms. Types of auxiliary variables are following p E (0, 0 + 0) and x, U, ZE 0:
where K, and K, are closed terms of type Z.
REPRESENTABILITY
The type Y is called a binary tree type because of the isomorphism between Cl(Y) and T. We define by induction that a closed term TE Cl(Y) represents a tree t. DEFINITION 3.1. The term %JXC. x of type Y represents the empty tree E. If trees t,, t, E T are represented by closed terms T,, T26 Cl( Y) then the tree t, A t2 is represented by the term ,lpx. p( T, px)( T, px). The unique (up to /?q conversions) term T which represents tree t is denoted by _t. Thus, we have a l-l correspondence between Cl( Y) and T. For example, the tree \ is represented by the term Appx . px(pxx). Proof.
Let f : T" + 2 -+ T be the function represented by F. Let t i, . . . . t, be fixed trees. Let us define the function p(y, z) = f( y, z, t,, . . . . t,). Let I( be the term of the type (0,O + 0), 0, 0,O + 0 defined by It-, . . .fn. The function p is represented by the term P = 1 YZpx . Kpx( Ypx)(Zpx). Now we prove the lemma by induction on the construction of term K of the type (0, 0 -+ 0), 0, 0, 0 -+ 0 (see Example 2.1). If K=,, Apxvz .x then P = ps ;1 YZpx . x so p( y, z) = E. Therefore, p E F,, which means that f E F, . If K is bq convertible to lkpxvz. v or ;Ipxvz .z then P=,, AYZpx . Ypx or P =Ps l YZpx . Zpx, respectively, so p( y, z) = y or p( y, z) = z. In both cases p E F,, which means that f E F, (Inductive step). Let K =Be ,lpxvz . p(K, pxyz)(K, pxyz), where K,, K2 are closed terms of type (0, 0 -+ 0), 0, 0, 0 -P 0. Assuming that the lemma is true for K, and for K2 we assume that p1,p2 belong to F,. But p(y, z)= (pr(y, z))"(p,(y, z)) sop belongs to F0 ; therefore f~ F, . 
t,). Let us assume that
the theorem is true for trees s and s'. Let t be the tree h(s, t,, . . . . t,) and t' be the tree h(s', t,, . . . . t,). Therefore we have t =Ba f& . . . t& =pv lpx .s(flyzyz. M(3Lp'x' . y)(lp'x' z) px)(lpx) t' =p,, H& . . .&=a7 llpx .s_l(/lyz .M(2p'x'. y)(3Lp'x' .z) px)(Lpx).
We count out the application of the term H to the arguments ShS: fi, . . . . I 2
Since Proof It follows, for example, from the grammar construction of the terms of type Y" + Y. Consult for details (Zaionc, 1987 (Zaionc, or 1985 . THEOREM 3.12 (Soundness). If h E Fi then h is A definable.
ProoJ Inductively on the construction of the functionj The function en which maps onto the empty tree constantly is represented by AT, . . ' T,, px . x. The projection p: is represented by AT, . . T,, px . Tipx. The function A is represented by %TSpx . p( Tps)(Spx). Lemma 3.10 guarantees that the set of i, definable functions is closed for composition. If the functions gE Fj, and f~ Fj, n F, are A definable then according to Lemma 3.8 the function obtained by primitive recursion is also A definable. If n(H) = 0 then H must be in the first form so H represents function h(t 1, . . . . t,,) = E. Therefore h belongs to Fi.. Let n(H) = n > 0. Suppose the theorem is true for all terms H' such that n( H') < n. If H is on the second form, i.e., H = AT, . . . T, px p(H, T, . +. T, px)( H, T, . . . T, px) so n(H,) < n and n( H2) < n. Therefore the functions h, and h, represented by H,, H, belong to FA. Since h = h, "hz, then h E FL (see Lemma 3.9). Let H be in the third form, i.e., H = AT, . . . T, px Tj(kyz. IT, . . . T, pxyz) (GT, ... T,px), where I and G are closed terms of appropriate types. Therefore, n(l) <n 
is represented by the term fi = ASTpx . S(Ayz . p( Tpy) z) x (see Lemma 3.5).
From Lemma 3.6, h(t) = &t, t). Therefore we have reduced the problem of finding the representation for H to the problem of finding the representation for less complex terms G and F. G represents g(c) = E. F is on the form F= AYZTpx. p(F, YZTpx)(F, YZTpx), where F, = AYZTpx . Tp( Ypx) and F, = 1 YZTpx . Zpx. F, represents f r( y, z, t) = append( t, y ) (see Example 3.3) and F2 represents the projection f,(Y, z, t) =z and we have f = fi h f2. Therefore we have the system of recursive functions which define the function h,
fly, z, f) = append(r, Y) Az EXAMPLE 3.15. This example shows the algorithm used at soundness theorem (3.12). Let the function h: T2 + T be given by a system of recursive equations. The problem is to find a term representing h. Let h be given as h(c, t) = g(t) = t h(s "as', t) = f(h(s, t), h(s', t), t) f(y, z, t) = t" y.
First it is easy to check that frz F,. 1 representability of the first-order integer functionals is characterized by the following theorem (see Schwichtenberg, 1975; Statman, 1979) . .. u,x . ui( WU, . . u,x) . This constitutes a l-l correspondence between Cl(B,) and C,*. Therefore any closed term of the type ( E8,)k + B, represents a k-ary word operation. 1 representability of the first-order word operations is characterized by the following theorem (see Zaionc, 1987) . For finite domains I definability is discussed in Statman (1983, p. 24) and in Zaionc (1987, p. 5) . The finite set { 1, . . . . n} can be identified with the type z, = 0" -+ 0. Open Question. It is easy to observe that any free algebra can be identified with some first order type (c.f. Coquand and Huet, 1985) . If A is an free algebra determined by the signature Z= (n,, . . . . nk), where nip N for i d k, then by a type ~~ we mean z 1, . . . . zk --, 0, where zi = On1 --+ 0 for i 6 k. It can be seen that closed terms of the type ~~ reflect constructions in the algebra A. Therefore any term of the type (zA)" + ~~ defines some n-ary mapping in this algebra. The problem is to find a characteristic of all 2 definable mappings in algebra given by signature 1. Having two algebras A and B we may also ask about the characteristic of all i definable mappings from A to B, i.e., the functions determined by closed terms of the type TA + TB.
EXAMPLES.
Algebra given by the signature (1,0) (natural numbers) generates type (0 -P 0) + (0 + 0). The problem is described in Theorem 5.2. Algebra (1, . . . . 1, 0) (strings over n-ary alphabet) is sketched in Theorem 5.4. Algebra (2,O) (binary trees) is discussed in this paper.
