Objective. To explore whether an 80:20 rule exists in Java from six coupling metrics over multiple versions of open-source software and, if so, whether that relationship is exacerbated over time. Methods. We used the automated tool JHawk to extract the 6 different coupling metrics from four Open-Source Systems. We then ranked the classes on each of these 6 coupling metrics and then analysed the top 20% of classes to see whether 80% of total coupling was contained therein. Conclusions. Only one metric appeared consistently to have an 80:20 relationship and that was the 'fan-in' metric. Evidence suggests that fan-in and fan-out have a complementary relationship. We found many of the other metrics had few, if any such relationships.
INTRODUCTION
Many social and naturally occurring phenomena are distributed according to an 80:20 rule (sometimes known as a power law). In other words, 'small' occurrences of an artefact or phenomenon are extremely common whereas 'large' instances are relatively rare. Wheeldon and Counsell [9] illustrated that a power law distribution existed in OO class relationships, particularly those related to coupling (via inheritance and aggregation). In this paper, we attempt to support or refute that earlier work by focusing on 6 separate, yet different coupling metrics to explore whether evolutionary coupling obeyed an 80:20 rule. We used an automated tool to extract each of the coupling metrics from four open-source systems (OSS). Excessive class coupling has often been related to the tendency for faults in software [4] . It is widely believed in the OO software engineering community that excessive coupling between classes creates a level of complexity that can complicate subsequent maintenance and potentially lead to the seeding of faults. In theory, we would expect coupling to increase through consistent application of maintenance as a system evolves and, hence, for any 80:20 rule to become exacerbated.
The research described in this paper relates to both software evolution and coupling [2, 3, 4] . In terms of software evolution, the laws proposed by Belady and Lehman [2] have provided the basis for many evolutionary studies in the past. In terms of coupling, a framework for its measurement was introduced in [3] ; variations for different programming styles have also been proposed [1] . The role of method invocation in creating faults is also highlighted by Briand et al. [5] . Chidamber and Kemerer (C&K) proposed six OO metrics amongst which was the Response for a Class (RFC) metric used in this study [4] . The study presented also attempts to shed light on which coupling types tend to exhibit specific trends (in this case an 80:20 rule). There are also parallels with the use and credibility of 'key' classes, i.e., certain classes in any system that comprise a large number of methods (and, by implication, a large amount of coupling).
PRELIMINARIES
The four systems studied were: For each of the five systems, we collected six independent, coupling metrics using JHawk [6]:
1.
Response for a Class (RFC): Defined by C&K [5] . The RFC is defined as the set of methods that can potentially be executed in response to a message received by an object of that class. 2.
Number of EXTernal methods called (EXT): The more external methods that a class calls the more tightly bound that class is to other classes 3.
Message Passing Coupling (MPC): The number of messages passed among objects of a class. 4.
PACK. Number of imported PACKages [8] . 5.
Fan-in (FIN). The FIN of a function is the number of unique functions that call the function. 6.
Fan-out (FOUT). Number of unique functions that a function calls.
DATA ANALYSIS
In the following analysis and for succinctness, we include in the tables for each system only the rows where at least one 80:20 rule was found to apply; equally, only the columns (i.e., metrics) where at least one 80:20 rule was found to apply are listed. If a value is omitted from a table, then no 80:20 rule applied in that case. (We note that for each system, the top 20% of classes will be exactly 20% of the total number of classes stated earlier in the description of the systems.) An 80:20 rule applies iff at least 80% of the coupling is incorporated in that top 20%. Table 1 shows the percentage in each of the coupling metrics over the five versions (V1-V5) of the Jasmin system for 20% of the classes on a package basis (the 2 packages in this case are jas and jasmin). The most striking feature of the values in Table 1 Table 2 shows the same data for the SmallSQL system. In common with the Jasmin system, the FIN metric satisfied the 80:20 rule across all versions studied. However, the rule is only marginally strengthened between V1 and V9 (88.54% to 92%) -there is no support for the view that evolutionary the 80:20 rule is strengthened. It is interesting that none of the values in Table 3 overlap. Inspection of the raw data revealed that generally, when FIN was high, FOUT was low (and vice-versa) Tables 1 and 2 support this theory and in Table 3 the six 80:20 relationships are nonoverlapping (further supporting this theory). In a practical sense, and one explanation for this phenomenon, is that if there are a high number of classes with large FIN values then by the law of averages there will be fewer classes with large numbers of FOUTs since the coupling that these latter classes need is satisfied by the classes with large FIN (and which they use). In other words, FIN and FOUT follow a 'hub' principle which minimises outgoings by maximising incomings. This would also support the use of 'key' classes (i.e., classes that contain a large amount of functionality that many other classes use) as a means of minimising coupling. In other words, and counter-intuitively, large classes (or classes with large amounts of coupling) can have a beneficial effect (if we assume minimising FOUT is an aspiration of developers). Figure 1 shows the pBeans metrics over the course of all 20 versions from Table 4 . The values follow the same trends for much of all 20 versions (except for RFC and FIN). Low values in the figure reflect a more even spread of coupling for that metric. Figure 2 shows the same values for the SmallSQL system. Coupling types appear to have the same pattern in both figures; inspection of the raw data for the other two systems revealed a similar trend. In other words, coupling remains relatively static for all systems as they evolve; an 80:20 rule is not exacerbated as a system evolves. 
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CONCLUSIONS
In this paper, we have explored the 80:20 in four open-source systems and six coupling metrics. The key findings were that certain metrics had a greater propensity for that rule than others, namely fan-in and, to a limited extent, fan-out. High use of these two features seemed to exclude the use of other types of coupling. Moreover, an 80:20 rule did not seem to worsen as a system evolved. Finally, we suggested that dominance of fan-in (particularly) might act as a 'hub' for 'key' classes and with which many other system classes communicate. We urge more studies into coupling and particularly evolutionary-based studies [7] ; all the data upon which this study rests can be made available to other researchers upon request.
