ABSTRACT
INTRODUCTION Federated vs. data warehousing approach
A commonly recognized obstacle for data extraction and integration is that the data associated with gene, protein and other bio-entities such as regulatory pathways have been generated and maintained in different data systems (Bukhman and Skolnick 2001) . The heterogeneity of these systems and their data representations have hindered the effective use of the available data (Baxevanis 2001) .
Two approaches have been taken by the biological community to access and integrate data from heterogeneous databases: the federated approach and the data warehousing approach (Karp 1995; Ritter 1994; Markowitz et al. 1996; Letovsky 1999; Shoop et al. 2001; Schonbach et al. 2000) . The federated approach builds a layer of software on top of distributed and heterogeneous databases and provides a query facility to access physically distributed data. The data warehousing approach extracts data from different databases and integrates and stores them into a centralized database for supporting complex analysis. These two approaches correspond to the virtual way and the materialized way of data integration, which is addressed in (Davidson et al. 1995) .
Most of the current large-scale data integration projects lean towards the federated approach. For example, BioKleisli (Davidson et al. 1995; Chung and Wong 1999) adopts a nested relational model, extends SQL, and uses a data source driver approach to build a federated system; OPM (Markowitz, V.M. et al. 1996; Eckman et al. 2001; Chen et al. 1998 ) uses an entity model and generic servers that retrofit and unify data sources, and provides a query language OPM-MQL to query the distributed data; IBM's DiscoveryLink (Hass et al. 2001 ) uses the relational model and the SQL language for modeling and accessing distributed data. Among the above-mentioned systems, BioKleisli and OPM can output integrated data in the XML format. The approaches taken by these systems have their own advantages and disadvantages (Shoop et al. 2001 , Leser et al. 1998 , Davision et al. 1995 , Markowitz et al. 1995 , Karp 1995 , Letovsky 1999 .
Although the federated approach has the advantages of providing local autonomies to existing systems, accessing up-to-date data from different data sources at run-time, and giving an integrated view for users to query distributed data, it also has the disadvantages in cost (i.e., costs in purchasing/development, installation and maintenance), performance (i.e., run-time query translation and data access from distributed data over the network), availability and reliability (i.e., possible site and network failures, making some data inaccessible).
Particularly, just retrieving a large quantity of data from those general-purpose databases is usually not very useful to a biologist. In the post-genomic era, biologists often need to selectively extract and integrate data from those general-purpose databases to form subject-oriented databases with their own data structures. Without a centralized and persistent database, it is very difficult for a biologist to perform complex follow-up analysis, computations, and simulations efficiently. Besides, a localized database will also allow the extracted data to be integrated with the biologists' own proprietary data for data analyses. The data warehousing approach can well meet the requirement.
A biological data warehouse, standing in contrast to a general-purpose database, is a subject-oriented and integrated collection of data (Schonbach et al. 2000) . It provides a consistent and integrated environment for biologists to extract and integrate data from generalpurpose databases, and performs complex follow-up analysis and knowledge discovery. Many biological systems have adopted the data warehousing approach. For example, IDG (Ritter et al., 1994) integrated data retrieved from 15 source databases into one AceDB database; 3DinSight integrated PDB, SWISS-PROT and PIR sequence databases, as well as information about functional sequence motifs, enzymes, reactions, metabolites, etc.; InterPro integrated data from several databases of protein domains and sequence motifs; BioMolQuest (Bukhman and Skolnick 2001) imported PDB, SWISS-PROT, Enzyme and CATH databases; PEDANT (Frishman et al. 2001 ) integrated both functional and structural information for 80 genomic sequences from external biological data sources., IXDB (Leser et al. 1998) integrated genomic data of the human X chromosome; MGI (Eckman et al. 1998) integrated genomic data into a Sybase database from external sources, such as GDB, NCBI, etc.; MetaFam (Shoop et al. 2001 ) is an integrated data warehouse which stores information about protein families and their sequences in an Oracle database. SLAD (Schonbach et al. 2000) is another database demonstrating a comprehensive datawarehousing integration environment.
In the data warehousing approach, most of the development efforts are on the retrieval of pertinent data from a large number of heterogeneous biological databases, followed by the extraction and transformation of the retrieved data, and eventually the integration and the loading of the integrated data into a mission-oriented, customized database. Most existing systems apply some forms of hard coding to deal with the idiosyncrasies of heterogeneous data sources during the processes of accessing, parsing and extracting data from different databases. This is very costly because different programs have to be written for different data sources and the developed program usually cannot be reused for accessing data from a different database. Furthermore, redundant program development efforts are carried out by different biological organizations. Some systems avoid hard coding by using specific scripts or formats to parse data. For example, IXDB parses data retrieved from each data source into an intermediate format IACE, then converts and stores the data into an IXDB database (Leser et al. 1998) . BioMolQuest uses Perl scripts to guide the detailed parsing of data retrieved from each data source (Bukhman et al. 2001) . KEGG (Ogata et al. 1999) provides tools for parsing and extracting data from an external database like GenBank. PEDANT develops wrappers for importing data from different external data sources (Frishman et al. 2001) . SRS achieves a better solution by adopting objects and rules for text parsing in its own scripting language, Icarus (Zdobnov et al. 2002) .
However, almost all of the existing warehousing-type systems are system-dependent in the sense that their integration facilities are developed specifically for their systems and the extracted and integrated data are in formats suitable only for their own use. The facilities are not for general applications and data are not in a standard format for use by other systems.
We believe that a generalized solution to the warehousing-type of data integration should provide a generalized methodology and mechanism for carrying out the steps of accessing, extracting, transforming and integrating the data retrieved from distributed data sources.
JXP4BIGI approach and its integration strategy
JXP4BIGI provides a general framework for data extraction and integration for building a biological data warehouse. The framework consists of four key components, as shown in Figure 1 : XML bio-entity templates, SQL-based queries and extraction logics, generalized wrappers for accessing distributed data sources, and a JXP Processor to schedule, interpret, and execute XML templates to construct XML bio-entities.
An XML bio-entity template, also called a JXP (Java XML Page), is an XML data structure for representing a bio-entity to be constructed by a biologist. Since XML is extensible and an XML data structure is very flexible, a data integrator can easily customize the data structure of a bio-entity (e.g., a gene or protein) that he/she intends to construct out of the data extracted from different data sources. In each template, the integrator can specify SQLbased queries and extraction logics for accessing and extracting data values from heterogeneous data sources for the attributes of the customized data structure. A number of generalized wrappers are developed to "wrap" the heterogeneous data sources. Each wrapper is used to access data of a specific format. It can be used to access data from different data sources that can provide data in the same format. The high-level specification of queries and extraction logics and the generalized wrappers allow the extraction of desired data without hard coding. JXP4BIGI is a system-independent framework (i.e., application-independent and platform-independent) designed for use by data integrators rather than application users. It provides the software and tools for data extraction and integration and for constructing desired bio-entities. The constructed bio-entities are in a neutral data representation (i.e., XML). They can be imported into a relational database management system by using a market-available XML/DB tool, or directly stored into a native XML database system. JXP4BIGI does not dictate the underlying DBMS used to store and process the constructed bio-entities. The application users can thus use the query language (e.g., SQL/XQL/XQuery) and the database management functionalities provided by the DBMS to process the bio-entities. Also, JXP4BIGI takes full advantages of the Java Server Page (Avedal and Ayers 2000) , JavaBean and Web server technologies to achieve the "Write Once Run Anywhere" feature. Coverage of Applications PDF created with pdfFactory trial version www.pdffactory.com
JXP4BIGI Framework

SYSTEM AND TECHNIQUES
How it works
JXP4BIGI uses a Java XML Page (JXP) as a template to specify an XML structure with tags to describe the structural properties of a bio-entity that a user wants to construct. A JXP is a Java Server Page (JSP) with an XML format. An example is given in Figure 2 . SQL queries with range and pattern specifications and simple JavaBean-based API calls are embedded in the XML tags to specify where and how data items are to be queried and extracted from various source databases. A source database is an existing biological database system which contains the source data. Each source database can provide a number of source data objects in the form of text files, HTML pages, relational tables, or some other format/structure, and an access mechanism such as HTTP, FTP or SOAP. The left side of Figure 2 shows a sample JXP for a gene entity. Its contents are extracted from HUGO (Human Gene Nomenclature Database) (HUGO 2002) , which provides a Web-based access to human genes in tab text files, and Ensembl (Ensemble 2002; Hubbard et al. 2002) , which provides a Web-based interface for users to query for genomic data of human, mouse, fly, etc., in a variety of formats. The right side of Figure 2 shows the constructed XML page.
Wrapping and querying structured data
One of the key ideas of JXP4BIGI is that, instead of programming for hundreds of data sources, we develop a generalized wrapper for each data format. Since different data sources may provide data with the same format, the same generalized wrapper can be used to access and extract data from these different sources. JXP4BIGI provides a set of built-in wrappers. As long as a source data object falls into one of the recognized format types, the integrator only needs to configure some properties and parameters for the source data object (see the section Configuration of source data objects). JXP4BIGI will automatically create a proper wrapper instance that references the source database name and recognizes the format of the source data object.
A wrapper is able to parse the data retrieved from a source data object and process an SQL query against the data contents to extract the desired data values. JXP4BIGI extends SQL's query specification capability by using the dot-notation used in object-oriented query languages as well as SQL3 (Sun Microsystems 1995 (Kulkarni 1994) for querying nested data structures. A nested structure can be a field containing either a nested object (Struct type in SQL3, or an Object type in Oracle 8i), or a nested table (the Array type in SQL3, or the Collection type in Oracle 8i). For example, Figure 3 shows a piece of EMBL formatted feature data of a gene entry retrieved from an Ensembl database. The feature data contains a number of sub-fields, such as source, CDS, and a number of exons. The query logic for querying exons, as shown below, will return an array of exons information: PDF created with pdfFactory trial version www.pdffactory.com
The above SQL statement selects exons in the FT field of the gene entity 'ENSG00000000457' from the Ensembl source database, where EG is an alias of Ensembl. The statement is interpreted and executed by an EMBL-format wrapper that encapsulates the source data. Different format wrappers use different algorithms to parse and manipulate the data they encapsulate when they process SQL queries. For example, the EMBL wrapper uses the format parser of BioJava (BioJava 2001). For an XMLformatted data source, the XML wrapper parses and accesses elements by using Java DOM or SAX for XML. For flat tab table format, the tab-table wrapper parses and stores the tab text in a two-dimensional data structure. If a source database allows direct access to its underlying RDBMS, a JDBC (Java Database Connection) (JDBC 1995 (JDBC -2002 wrapper would forward SQL query statements to the underlying system to process the source database. In this case, JXP4BIGI allows the systemspecific SQL language to be specified in a JXP.
Data extraction from semi-and unstructured data
SQL queries with dot-notation work well for processing structured data. However, we are often faced with semi-structured or unstructured data that do not have well-defined schemas (Leser et al. 1998) . Most systems that provide data with flat file formats, such as EMBL (Baker et al. 2000; EMBL 2002) , SWISS-PROT (Bairoch and Apweiler 2000), Genbank (Benson et al. 2000) , and DDBJ, contain semi-structured data. For example, each exon that we retrieve from the FT field of the example shown in Figure 3 actually contains 4 lines of text strings. Suppose a biologist is only interested in the data pairs that specify exon locations, these data pairs need to be extracted from the text strings. To facilitate this, we further extend the SQL language by introducing an EXTRACT clause to specify the range and the pattern of data in a semi-structured or unstructured data block from which the desired data are to be extracted. The syntax of the extended SQL statement is as follows:
SELECT field1, field2,… FROM data-source-objects EXTRACT field1=range(…)pattern(…) …WHERE…
The EXTRACT clause consists of two parts: a range specification to specify the boundary of the data block of a source data object from which data is to be searched, and a pattern specification to give the specific pattern to be matched against the text string within the specified range from which data is to be extracted. For the example for exons shown in Figure 3 , the extended SQL query is as follows:
The range specification "1=>1"means to search the string only on the first line. The pattern "@{%complement([?]..[?])} specifies that two data fields starting with "%complement(" and delimited by ".." are to be extracted as an exon location. The result returned by the query will be a set of exon locations. Figure 4 shows the detailed syntax of the range and pattern specifications. The symbol [?] surrounded by some delimiting characters or strings indicates the portion of the data block that is to be extracted. A special notation {[?]match string} in a pattern is used to express that a set of repeated and a variable number of data fields are to be extracted. The range and pattern Fig. 3 Example feature data in a nested structure Fig.4 Syntax for block range and pattern specifications specifications are extensively used for processing HTMLformatted data because HTML tags are for the purpose of data presentation rather than for structuring the data contained in an HTML page.
Configuration of source data objects
Making data sources configurable is the key for avoiding hard coding a wrapper for each data source. As aforementioned, the use of a generalized wrapper for each format type can significantly reduce the number of wrappers. However, such a generalized wrapper still needs to know some properties about each source data object that is to be accessed. JXP4BIGI uses a property configuration mechanism to allow the integrator to configure all the required properties and parameters for each source data object. Upon the first access of a source data object, an instance of a format wrapper is generated and initialized for the data object by reading its properties from a data source configuration file. The behavior of the wrapper is driven by the contents of the configuration file, which can be easily changed. There are four categories of properties that describe a source data object, as shown below:
a. Content and mapping information:
-content = Single/Batch is used to let the wrapper know that the source object contains either one or multiple source entries.
-map_id = a primary key or mapping ID is used to identify the connection or relationship between target entries and source entries. b. Format: specifies the format of the source data object -format = FreeText/TabText/TabHTML/HTML /XML /EMBLText /EMBLHTML/WebService… c. Source and protocol: specify where the content comes from and what the access protocol is.
-protocol = HTTP/FTP/file/SOAP/JDBC… -url = www…; or ftp…; or c:\file_dir,… d. Method and parameters: specify the access methods for the protocol as well as the required parameters for the protocol.
-method = Get / Post (for http) or whatever other methods can be used for other protocols. -parameter.name1 = value1 ……
IMPLEMENTATION
Detailed architecture JXP4BIGI provides a general framework as well as a toolkit to support the warehousing-type of data integration. Figure 5 shows the detailed architecture of the system. The JXP4BIGI framework runs in a Webbased environment with the support of Java Servlet and JSP. Major components run on the server side and within the Servlet and JSP engines. When an integrator starts an integration task from a browser-based user interface, the required parameters to run the task, including a JXP page file name and a database mapping file name (the file is used for specifying the biological entry ID mappings between source databases and the target system), are forwarded to the Integration Manager, which initiates an integration process on the Web server side. The manager accesses the Database Mapping Table file , and repeatedly processes each row of the table for each of the target data entries. The Integration Manager requests the corresponding JXP page for each entry by passing the target and source entry IDs into the page. If this is the first request, the JXP page will be automatically translated into a Servlet by the JSP engine. Then the Servlet will run. During the execution of the JXP's Servlet, if a query in the JXP is encountered, the component Data Source Manager behind the JXP page will look for the proper wrapper instance based on the source database name and the source data object name specified in the query. If the wrapper instance already exists, the query will be executed. Otherwise, a new wrapper instance will be created by reading the required properties from the configuration file. A source data object from a remote or local source database will be fetched into the wrapper instance. The created wrapper instance will be stored in a wrapper instance pool maintained by the Data Source Manager for subsequent use. For each query, the corresponding wrapper instance will perform the query processing and return a data set, which is in turn returned to the JXP's Servlet. The Servlet generates XML tags for the data in the returned data set, produces an XML page, and sends it to the Integration Manager, which stores it in a persistent store. The Integration Manager also reports the integration status and the result to the user through the user interface. The user can then review the XML page. A target database system can import all the constructed XML pages into its database by using an XML/DB conversion facility or store the XML pages directly into a native XML database.
JXP4BIGI has been used and tested in conjunction with the IKBAR system in two integration efforts to collect and integrate data for about 200 human genes related to cell death from HUGO, Ensembl, and SWISS-PROT (Bairoch and Apweiler 2000), and about 700 Drosophila genes from Flybase (FlyBase Consortium 2002) . The integrated data has been used in comparative genomic analysis of x-ray induced cell death.
SUMMARY
The key features of the JXP4BIGI approach can be summarized as follows: 1) JXP4BIGI is a system-independent framework for data extraction and integration for building a biological data warehouse. It provides a number of generalized wrappers and an extended SQL with range and pattern specification capabilities for extracting data from heterogeneous data sources. Information required for identifying and accessing heterogeneous data sources can easily be specified in configuration files without having to hard-code the information in wrapper programs. The generalized wrappers are developed for different data format types instead of different source database systems.
2) The EXTRACT clause is an extension to the SQL language. It allows semi-structured and unstructured data that has been retrieved from a source database to be further processed based on range and pattern specifications. Thus, unwanted data can be effectively filtered out during the construction of customized bioentities. The extended SQL provides users with a unified querying facility.
3) The JXP4BIGI approach allows data retrieval, extraction, transformation and integration to be carried out in a streamlined process to create bio-entities in the structures desired by biologists. 4) Since the templates used to define target bioentities are in the XML format, they allow target entities with very complex and flexible structures to be defined. The resulting XML documents that define bio-entities can be readily transported and shared with other biologists over the Internet. They can also be imported into a local database for further local processing and analysis. 5) By adopting Java, JSP, XML, and Web server technologies, JXP4BIGI takes full advantage of open standards and technologies developed by the IT industry. It uses the commercial JSP engine to interpret JXP template pages and to generate XML pages, thus minimizing the cost and effort of software development.
By using these open standards and technologies, JXP4BIGI offers a platform-independent implementation, achieving the advantage of "write once, run anywhere".
