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I SECURITY FRAMEWORKS. Besides classical language safety, this includes the-
ories and systems of trust and authentication, as well as policies of access control
and mechanisms for enforcing them. All this must be brought from a purely ver-
tical to a convincingly broad horizontal dimension.
I MODELS OF INTERACTION. Access control policies and ﬁrewalls hide sites’
activities from their environments and make interaction management a sensitive
point. Issues include coordination, orchestration, reconﬁguration, service dis-
covery, open-endedness via connection/disconnection or via enhanced/reduced
quality of service. The algorithmics of interaction should be developed, ini-
tiallydrawinginspirationfrommarketandgame-orientedmechanisms. Essential
concerns are absence of deadlocks, mechanisms for assessing various forms of
agreement and committed choice, different levels of description of interactions
reﬂecting particular programming abstractions.
I ABSTRACTION MECHANISMS. To account for the enormous heterogeneity and
variability of devices and resources, and yet have good design principles and
tools, we need to conceptualise notions and extract suitably abstract models.
This approach has proved to be a winner in many cases in the past. For instance,
it is the abstract notion of “process” which differentiates Linux from the (classic)
Apple OS; it is the abstract view of “ﬁle” which produces or avoids the effects of
ﬁle fragmentation; it is the concept of “concurrency” which is now part of many
languages and characterises, e.g., the passage from WIN95 to NT.
I PROGRAMMING LANGUAGE CONCEPTS. We need to cope with the interaction
of similar yet subtly different concepts and issues arising on different platforms.
This calls for new programming language mechanisms designed so as to deal
successfully with abstractions such as those discussed above. This will empower
the developers with the ability to design and implement correct programs to be
deployed across the treacherous “gaps” between vertical visions. It is important
here to go beyond the mere invention of new programming languages to develop
novel and general language-level abstractions and concepts, that can then be ap-
plied to any language and impact real-world programming practice.
I COMPONENTS, MODULARITY, INTERFACES. We need to realise tomorrow’s
notion of compositionality. Component-based development and object-oriented
methods fail hopelessly when the designer needs the ability to establish intercon-
nections dynamically, “just-in-time,” in a service-oriented manner. Interfaces,
compositionality and reuse must now be understood in a dynamic model of con-
ﬁguration, if systems are to be agile enough to operate under the new economic
rules. Tomorrow’s interfaces will have to allow systems to navigate across dif-
ferent computing visions by dynamically subscribing services developed over a
shared platform of global concerns.
I VALIDATION AND VERIFICATION TOOLS. Sharing tools among vertical visions
will be an essential advantage for the designer at various steps of the design
process, from requirement speciﬁcation to system prototyping. The set of tools
weneedtodevelopincludestestgenerators, symbolicinterpreters, typecheckers,
ﬁnite state model checkers, theorem provers of various kinds.