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SUMMARY
• Incorporating actions and side effects in 
FP/Haskell by means of monads 
– actions 
– combination of actions 
– do blocks 
– actions with result 
– return 
– monads for control structures
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FUNCTIONAL PROGRAMMING & 
REAL-WORLD APPLICATIONS
• (math) functions are not an effective abstraction to model 
every aspect that characterize a modern application   
• How to deal with ... ? 
– ...I/O and side effects 
– ...state (and time) 
– ...exceptions 
– ...concurrency 
– ....
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MONADS AND MONADIC I/O
• The problem is to support these features without 
compromising the purity of the functional approach 
– e.g. equational reasoning 
• Different kinds of techniques have been proposed 
– synchronized streams, continuations, ...  
• A recent one which has been adopted in Haskell is based 
on monads 
– based on Eugenio Moggi’s theoretical works  
• see bibliography for references
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MONADIC I/O
• Denoting actions in functional terms 
• A value of type IO a is an action that, when performed, 
may do some input/output, before delivering a value of 
type a 
• A possible conceptual representation:?
!
type IO a = World -> (a, World) ?
!
• A value of type IO a an I/O action or just action
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TYPE OF ACTIONS
• All IO actions will have a type IO a for some result type a.  
– when an action doesn't provide any useful data back 
to the program the unit type (written ())  
– the type of an action reflects the kind of action (IO) as 
well as the type of value that it provides as a result (for 
example String) 
• Examples of actions 
– print the string "hello" to the console: IO () 
– read a line of input from the console: IO String 
– establish a network connection to www.google.com on 
port 80: IO Socket 
– read two lines of input from the terminal, interpret 
them as numbers, add them together and print out the 
result: IO Int 
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BASIC I/O ACTIONS
• We can give IO types to some familiar operations:?
!
getChar :: IO Char ?
putChar :: Char -> IO ()  
putStrLn :: String -> IO ()	
!
• getChar is an I/O action that, when performed, reads a 
character from stdin (thereby having an effect on the world 
outside the program), and returns it to the program as the 
result of the action 
• putChar is a function that takes a character and returns an 
action that, when performed, prints the character on stdout 
(this is the effect on the world outside the program), and 
returns the trivial value () (= no value) 
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ACTIONS AND FUNCTIONS
• While actions can result in values that are used by the 
program, they do not take any arguments.  
• Example: putStrLn. 
– it is a function that takes one argument (a string) and 
returns an action of type IO (). 
– putStrLn is not an action, but putStrLn "hello" is. 
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WHO EXECUTES ACTIONS?
• Actions just specify something that can be done: they are 
not active in and of themselves.  
– so for instance, the definition: 
 
x = putStrLn "hello"  
 
doesn't cause the Haskell program to print out "hello" 
• In order to have an effect, actions need to be "run".  
• Haskell only runs one IO action in a program 
– called main, whose type is IO () 
• However actions can be combined 
– such that the single action performed by the Haskell 
program is a composition of multiple actions..
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SEQUENTIAL COMPOSITION: ?
BIND OPERATOR
• The predefined bind combinator >>= can be used to 
create a sequential composition of actions: 
– signature: ?
(>>=) :: IO a -> (a -> IO b) -> IO b?
!
• Examples:?
(getChar >>= putChar)?
!
echo :: IO ()?
echo = getChar >>= putChar
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THEN COMBINATOR (>>)
• This cannot be used for combining actions that don't 
return values. 
– e.g. executing 2 echoes in sequence: echo >>= echo  
• this does not work (wrong type signature..) 
– we should write: ?
echoTwice :: IO ()?
echoTwice = echo >>= ( \c -> echo) 	
• To this end, a second combinator >> (then) ?
(>>) :: IO a -> IO b -> IO b?
(>>) a1 a2 = a1 >>= (\x -> a2)	
• The echoTwice example:?
  echoTwice = echo >> echo
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AN EXAMPLE WITH BIND & THEN
• An example with both >>= and >>:?
!
echoDup :: IO ()?
echoDup = getChar >>= (\c -> ?
         (putChar c >> putChar c))
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DO BLOCKS
• Notations that allows to combine 2 or more actions in a single 
action more easily  
 
main :: IO ()  
main = do  
  putStrLn "hello"  
  putStrLn "world"	
!
• When 2 actions are combined by means of do, the result is an IO 
action that - when invoked - performs first first action and then 
performs the second action 
• if the first action had any side effects, those effects are visible to 
the second action when it is performed 
• The result of a do-block is the result of the last action 
– in the example it is IO () which is the result of  putStrLn "world"
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COMBINING ACTIONS WITH RESULT
• Do-blocks can also make use of the result of one action when 
constructing another action 
• For example: 
 
main:: IO ()  
main = do  
  line <- getLine                  --   line :: String  
  putStrLn ("you said: " ++ line)	
!
• This example uses the action getLine :: IO String which reads 
a line of input from the console  
• The do-block makes an action that, when invoked, invokes the 
getLine, takes its result and invokes the action putStrLn ("you 
said: " ++ line) with the previous result bound to line
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THE ARROW <-
• The arrow indicates that the result of an action is being 
bound 
• In the example: 
 
main:: IO ()  
main = do  
  line <- getLine                  --   line :: String  
  putStrLn ("you said: " ++ line)  
 
the type of getLine is IO String, and the arrow binds the 
result of the action to line which will be of type String
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COMBINING A SEQUENCE OF 
ACTIONS
• Do-blocks allow multiple actions to be specified in a 
single block 
• Example: 
 
main :: IO ()  
main = do  
    putStrLn "Enter two lines”  
    line1 <- getLine                -- line1 :: String  
    line2 <- getLine                -- line2 :: String  
    putStrLn ("you said: " ++ line1 ++ " and " ++ line2)
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USING A SEPARATE FUNCTION…
• Using a separate function 
 
promptLine :: String -> IO String  
promptLine prompt = do  
    putStr prompt  
    getLine  
 
main :: IO ()  
main = do  
    line1 <- promptLine "Enter a line:"  
    line2 <- promptLine "And another: "  
    putStrLn ("you said: " ++ line1 ++ " and " ++ line2)
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ACTIONS ARE NOT EXPRESSIONS
• do-blocks combine together actions, not expressions. 
• Consider the following function 
 
promptTwoLines :: String -> String -> IO String  
promptTwoLines prompt1 prompt2 = do  
    line1 <- promptLine prompt1    
    line2 <- promptLine prompt2   
    line1 ++ " and " ++ line2    -- ?? 
• This function is wrong since the last line of the do-block is 
an expression, not an action 
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RETURN FUNCTION
• To overcome the previous problem, the return function 
can be used 
– it takes any type of value and makes an action that 
results in that value 
• Example: 
 
promptTwoLines :: String -> String -> IO String  
promptTwoLines prompt1 prompt2 = do  
    line1 <- promptLine prompt1    
    line2 <- promptLine prompt2   
    return (line1 ++ " and " ++ line2)	
!
• Note that "return" does not affect the control flow of the 
program  
– it does not break the execution of the do-block
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BACK TO MONADS
• The key aspect of monads is that they allow for 
incorporating side-effects into a pure functional 
programming language 
• Formally, monads are defined as a family of types m a 
based on polymorphic type constructor m, with functions 
return, (>>=) and fail 
 
class Monad m where  
  (>>=) :: m a -> (a -> m b) -> m b  
  return :: a -> m a  
  (>>) :: m a -> m b -> m b  
  fail :: String -> m a  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MONADS FOR CONTROL STRUCTURES
• Monadic functions can be used to build control structures 
as used in imperative programming 
• Examples 
– infinite loops?
forever :: IO () -> IO ()?
forever a = a >> forever a?
!
– for each loops?
foreach :: [a] -> (a -> IO ()) -> IO ()?
foreach [] _ = return ()?
foreach (x:xs) act = act x >> foreach xs act	
• e.g.?
printNums = foreach [1..10] print
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• Defining foreach with map and foldr:?
!
foreach ns fa = sequence_ (map fa ns)	
!
where?
!
sequence_ :: [IO a] -> IO ()?
sequence_ as = foldr (>>) (return ()) as
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• A similar sequence action, that does not throw away the 
results:
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sequence :: [IO a] -> IO [a]	
sequence [] = return []	
sequence (a:as) = do 	
  r <- a 	
  rs <- sequence as 	
  return (r:rs) 
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