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Abstract
A new type of fully-holonomic aerial vehicle is identified and developed that can option-
ally utilize automatic cancellation of excessive thruster forces to maintain precise control
despite little or no throttle authority. After defining the physical attributes of the new vehi-
cle, a flight control mixer algorithm is defined and presented. This mixer is an input/output
abstraction that grants a flight control system (or pilot) full authority of the vehicle’s posi-
tion and orientation by means of an input translation vector and input torque vector. The
mixer is shown to be general with respect to the number of thrusters in the system provided
that they are distributed in a radially symmetric array. As the mixer is designed to operate
independently of the chosen flight control system, it is completely agnostic to the type of
control methodology implemented. Validation of both the vehicle’s holonomic capabilities
and efficacy of the flight control mixing algorithm are provided by a custom MATLAB-
based rigid body simulation environment.
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The invention of the small multirotor is not unlike the invention of the laser - it is a
solution looking for a problem. They are capable of impressive feats of acrobatics, and are
some of the most precisely maneuverable vehicles ever created. It is easy to watch them
fly and think, “That must be useful for something.” Unfortunately, despite broad interest in
the machines, they have yet to live up to their expectations. The only strong commercial
market is in the hobby industry, and while that’s changing, it’s happening slowly.1 Many
potential applications for multirotors have been identified - so what happened? Why aren’t
the skies filled with these small flying robots?
The answer partially lays in the legal and regulatory difficulty of integrating small auto-
mated flying machines within the existing airspace control infrastructure. Up until recently,
1“Consumer Drones Hit Turbulence While Commercial Markets Soar”
http://fortune.com/2016/11/11/consumer-drones-hit-turbulence-while-commercial-markets-soar/
1
it was illegal to operate any unmanned airvehicle for commercial purposes2, but these
restrictions have been lifted - and what about other countries that have never explicitly
forbid the commercial operations of UAS? Commercial opportunities have mostly mani-
fested in aerial surveying and photography. There’s no doubt that these are useful services,
but their implementation thus far seems somewhat underwhelming considering the tech-
nology’s potential.
The other half of the answer is that multirotors are performance-limited in terms of
flight time and payload capacity. Concisely, in order for multirotor to become widely
adopted, they must be able to fill the roles commonly performed by full-sized, manned
helicopters. Current unmanned platforms are either highly capable and extremely large,
or limited and small. Large vehicles like the Northrop Grumman RQ-4 Global Hawk or
the Lockheed-Martin K-MAX require lots of ground support equipment and are extremely
expensive, but have large payload capacities and an operational range of hundreds or thou-
sands of miles. Small vehicles like the DJI Inspire are relatively inexpensive, but can only
carry a few pounds and have flight times of around 15 - 30 minutes. There is a distinct lack
of a medium-sized platform capable of performing useful civilian tasks such as carrying
mobile high-definition television equipment from one side of town to the other. Thus, the
goal of this project is to provide the means to create such a machine by overcoming one of














Figure 1.1: A typical quadcopter. This one is based on the DJI F450 frame.
1.2 Background
Multirotor Description
Before proceeding, it is important to describe the anatomy of a multirotor and its func-
tionality. A multirotor can be described as a flying vehicle with a number of rotors sur-
rounding the center of mass (COM) (see Figure 1.1). The rotors are usually (but not always)
symmetrically distributed about the COM. There are several other terms used to describe
vehicles of this type, including “multicopter” and in popular parlance, “drone.” Note that
2“DOT and FAA Finalize Rules for Small Unmanned Airvehicle Systems”
https://www.faa.gov/news/press releases/news story.cfm?newsId=20515
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use of the term “drone” is usually incorrect, as it specifically describes a fully autonomous
vehicle. While multirotors are capable of full autonomy, it is currently uncommon to oper-
ate them in this manner. Other terms can be used which describe the system more precisely,
such as “quadcopter,” “quadrotor,” “hexacopter,” “hexarotor,” “octocopter,” and “octoro-
tor” - with each term specifying the number of rotors the system has. thruster array vehicle
(TAV) is a more generic term for vehicles that are like multirotors in that they use some
form of propulsion (not limited to, nor excluding rotors) arranged in an array about the
COM.




















Figure 1.2: “×” vs. “+” configuration and the rotor numbering convention
It is common for the forward direction of the vehicle to bisect Rotors 1 and 4 - this
is known as an “×” configuration. In the past, the most common arrangement was the
“+” configuration, where Arm 1 lies collinear with the xbf-direction (see Figure 1.2). This
change is due to the fact that multirotors are now commonly flown via a real-time video feed
wirelessly transmitted from a camera rigidly affixed to the front of the vehicle (known as
“FPV” or “First-Person Video” piloting). The body-fixed reference frame always denotes
the axis which coincides with the front of the vehicle as xbf, with the port-side direction
as ybf. This also implies that the zbf-axis will be positive in the up direction (gravity is in
4
the negative direction). Arm 1 and Rotor 1 will always be in the first quadrant (CCW) of
the body-fixed reference system for the “×” frame configuration, and the other rotors/arms
will be designated in increasing order in the counter-clockwise direction (Z-Positive). In
the “+” configuration, the xbf-axis will be collinear with Arm 1 (also referred to as ~d1).
Multirotor Operation
Figure 1.3: Typical Electronic Configuration (Simplified)3
From a reliability standpoint, multirotors far surpass traditional helicopters because
they have so few mechanical parts in comparison. This is part of the reason that there
is so much interest in these machines. While the mechanical configuration of multirotors
is usually fairly simple, they are electronically complex. All flight control and guidance
functions are governed by the flight controller (Figure 1.3). The flight controller includes
3“Wiring Diagram” (author unknown) https://i.imgur.com/knifx0n.png
5
at least one microcontroller and an array of MEMS-based sensors that form the Inertial
Measurement Unit, or IMU. This device is responsible for all state estimation functions,
as well. Other functions, such as video processing/transmitting, are usually performed on
ancillary modules. The motors are controlled by electronic speed controllers, or “ESCs,”
that receive speed commands from the flight controller via a pulse-width modulated (PWM)
signal. Command signals from the pilot are received by another module and are transmitted
wirelessly from a small hand-held controller. Finally, the system may include a secondary
radio transceiver that can be used for telemetry and/or remote control from a ground station
computer.
Basic Maneuvering
Multirotors are under-actuated systems. There is not an actuated method for each
degree of freedom - they are coupled. That is, there is no way for the vehicle’s rotors
to directly impart a lateral force on the vehicle’s frame because the entirety of the linear
force created is in the zbf direction (Figure 1.5-A, also see Figure 1.4 for frame nomencla-
ture). Thus, to translate forward, the vehicle must first pitch forward. The two aft rotors
increase their velocity by the same amount, while the forward rotors decrease their angular
velocity (Figure 1.5-B). This results in a torque along the ybf axis in the positive direction,
causing the vehicle to pitch forward.
With respect to the world coordinate system, the force acting in the zwf direction has
diminished slightly and has been proportionally added to the xwf direction (Figure 1.5-C).
The vehicle will continue to pitch forward until the flight controller has restored equilibrium
to the four rotors. Note that the diminished force in the zwf direction will cause the vehicle
to lose altitude, unless more heave is added by the flight controller. Depending on the
programing of the flight controller, the vehicle will either hold this attitude indefinitely and
6
continue translating forward, or the flight controller will return the attitude of the vehicle
back to a level orientation.
Because multirotors are under-actuated systems, all translations4 except for altitude
changes are purely the result of modifying the vehicle’s attitude with respect to the world
frame. More importantly, all attitude changes are performed by varying the speed of the
rotors, which affect the vehicle by creating a purely positive force5 in the zbf direction
located at the end of the rotor’s respective frame arm. All maneuvers in a traditional mul-
tirotor are the result of a change in yaw, pitch, roll, and/or heave6 commands. This is a
limitation intrinsic to all multirotor designs that is addressed in this research.
A software module operating within the flight controller known as the “mixer” is respon-
sible for transparently changing rotor speeds to perform a specified maneuver. Table 1.1
demonstrates the relative speed change imparted to the rotors by the mixer. Changes in
heave are obvious - all rotors change speed by the same amount to affect heave. Roll and
pitch motions are created by applying a torque (by raising and lowering rotor speeds) on
the appropriate axis of the vehicle’s frame. Yaw maneuvers are less obvious, and rely on
the reaction torques imposed on the rotor due to aerodynamic drag and the inertia of the
spinning mass. The even and odd rotor groups change speed in different directions for a
net gain in torque without affecting the overall heave produced by the system.
4A translation is a change in the position of the vehicle with respect to the world frame without consider-
ation for the vehicle’s orientation.
5The words “purely positive force” were used here because the rotors in traditional multirotor systems are
incapable of providing thrust force in the negative zbf direction. That is, they cannot reverse spin direction.
There are some multirotor systems colloquially termed as “3D multirotors” that can change the spin direction
of their rotors, however. They are not considered here for simplicity, but ultimately are subject to the same
limitations.
6Heave is defined in the context of this paper as the total vertical thrust of the vehicle, with respect to the




















Figure 1.4: World and body frame nomenclature
From this, it is easy to see that the maneuverability and stability of the vehicle depends
entirely on the system’s ability to accelerate the rotors. If the vehicle can quickly accelerate
its rotors, then it can rapidly perform a change in attitude. If the opposite is true, then the
vehicle will have trouble correcting its attitude and may even become unstable. Circum-
venting this limitation and creating a multirotor-like vehicle that can translate and rotate
without altering the speed of its rotors is the main goal of this research. This would miti-
gate any scaling issues related to the vehicle’s ability to accelerate its propulsive thrusters.
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Command
Relative Rotor Speed Response
1 2 3 4
+ Heave + + + +
− Heave − − − −
+ Yaw − + − +
− Yaw + − + −
+ Pitch + − − +
− Pitch − + + −
+ Roll + + − −
− Roll − − + +
Table 1.1: Multirotor Mixer Commands
1.3 Problem Description
One of the primary enabling technologies for contemporary multirotors is the commodi-
fication of small, high-performance brushless motors. They allow the vehicle’s rotor speed
to change quickly, endowing the vehicle with high-bandwidth attitude control. Unfortu-
nately, this performance does not scale up well. As rotors increase in diameter, their iner-
tia, drag force, and kinetic energy (at speed) all increase exponentially. This reduces the
available control bandwidth if the forces produced by the rotor are not properly matched to
the increased mass of the larger power systems. As stated by Pounds and Mahony in [1],
the power required for flight is inversely proportional to the rotor radius - but this increased
radius requires more torque to rapidly accelerate the rotor. Building a larger multirotor is
not simply an exercise in finding larger rotors and props.
Analysis is required to study this further. Consider any rotor. While the blade geom-
etry might vary dramatically from one rotor to another, from the perspective of the rotor’s
moment of inertia (MOI) in the spin axis, the only thing that changes is the distribution
and quantity of mass. If a range of rotors of identical geometry but increasing diameters
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Figure 1.5: Pitching-Translating Maneuver
By considering a range of geometrically identical simplified rotors of increasing size,
it is possible to observe how the kinetic energy changes with diameter and speed. Let the
model rotor blades consist of simple rectangular prisms whose length, width, and thickness
scale proportionally with the rotor diameter (see Figure 1.6). The blades are joined at the
spin axis and angled arbitrarily (but identically). If air resistance is disregarded, it can be
shown that the kinetic energy of the rotor increases (nearly) exponentially with speed and
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From Figure 1.7, it is clear that rotor energy scales in a nonlinear fashion with respect
to diameter and speed. The implication of this is that the vehicle’s power system (motors,
battery, wiring, etc) must also scale in this fashion with rotor diameter. System-level energy
can be studied by modifying the energy equation found in [2] (or [3]) for calculating the
power required to maintain a hover maneuver for a typical helicopter. The modified calcu-












Figure 1.6: Simplified Non-Aerodynamic Rotor Model
The previously mentioned modification to Equation 1.3 is simply the addition of the N
term, which multiplies the actuator disk7 area by the number of rotors in the vehicle sys-
tem (assuming that they are all of the same radius). ν in Equation 1.4 is simply a rough
efficiency factor of about 0.7. An analysis based on this estimation results in a graph that
relates vehicle mass and rotor radius to the instantaneous power required to maintain a
hover at sea level (see Figure 1.8). The bottom right corner of the graph surface repre-
sents a small 250-sized quadcopter that weighs about 650 grams, utilizes 6-inch rotors, and
requires about 40 watts to hover.
Consider a large quadcopter that is powered by a set of small four-stroke internal com-
bustion engines as proposed by Haus et al. in [4]. While Figure 1.8 is interesting for its
own merits, it takes on new meaning when the z-axis is modified to reflect the mass of
an arbitrary energy source required to sustain one hour of hover. Dividing the z-axis val-






































Figure 1.7: Rotor Kinetic Energy as it Varies with Speed and Rotor Diameter
ues of the graph by the specific energy value of gasoline8, the graph now reflects the total
mass of fuel required for an hour of hovering flight at sea level (see Figure 1.9). When
Figure 1.9 is compared to a similar graph that represents the mass of a high-performance
lithium-polymer (’LiPo’) battery9 required for an hour of hovering flight (Figure 1.10),
some interesting conclusions about large multirotor systems can be made (see Table 1.2 for
the specific energy values used in this analysis).
First, it is important to note that the listed mass required for one hour of hover (in both
cases) is in addition to the vehicle mass described by the Y-axis in Figures 1.9 and 1.10.
8“Fuel Energy Density” http://www.ior.com.au/ecflist.html
9“Panasonic NCR18650B Datasheet” http://industrial.panasonic.com/
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Figure 1.8: Power Required for a Quadcopter to Hover at Sea Level for Various System
Masses and Rotor Radii
Secondly, some configurations represented by the graphs are not possible. As an example,
the use of 0.15m on a 200kg quadcopter that is driven with 100kw of power would stall
and not create lift. Likewise, 1m props do not fit on a 0.65kg quadcopter. Finally, it is
intuitively reasonable that a 200kg machine with 1m props would consume about 21kw of
power in a hover.
Now consider a 200kg quadcopter with 1m props. If the vehicle was designed to use
LiPo batteries as its power source, the batteries required to supply 21kw-h of energy would
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Figure 1.9: Total Mass of Gasoline Required to Hover at Sea Level for Various System
Masses and Rotor Radii
weigh an additional 82kg. If the same vehicle was powered by gasoline, it would require
only 1.7kg of fuel. These examples illustrate that as size increases, it may no longer make
sense to design a vehicle to use a purely-electric power system. Perhaps in some cases,
internal combustion or even turbine engines might make more sense. The problem is that
large multirotors require highly-energetic, quickly accelerating rotors to maintain the same
level of performance that is expected of the smaller scale machines (or even to maintain
15
Figure 1.10: Total Lithium-Polymer Battery Mass Required to Hover at Sea Level for
Various System Masses and Rotor Radii
stable flight). This implies the need for massive electrical interconnections or extremely
high-performance motors - if such power plants are even available.
Additionally, some types of thrusters require a significant amount of time to change
their thrust output. This is because the thrust-producing mechanism must overcome its
intrinsic rotational inertia and speed up before more thrust is produced (for example, a








Lithium-Polymer Battery 263.9 0.95
Gasoline 13055.6 47.0
Table 1.2: Specific Energy Values for Common UAS Energy Sources
power plants at a fixed speed and changing the pitch of the rotors via a complicated system
of linkages to alter thrust output [1]. In such systems, the control bandwidth available to
maneuver and stabilize the vehicle is limited by the time required to change the rotor pitch
rather than the time required to change the rotor speed.
The control bandwidth available to maneuver and stabilize a multirotor, on the other
hand, is limited by the rate at which the vehicle’s motors can change the speed of their
respective rotors [5], [3]. Since changing rotor speed is an extremely energy-intensive
process (rotor energy is proportional to the square of the angular velocity of the rotor),
multirotors require immense power to operate. This works well for smaller vehicles, but
since rotors require exponentially more power to accelerate as their diameter increases,
increasing the vehicle size quickly becomes cost-prohibitive in terms of energy, power,
and mass. Thus, the practical utility of multirotors is limited to short flights, regardless of
their size. In order to build larger multirotors, vehicle performance and stability must be
decoupled from the machine’s ability to accelerate its rotors.
To design such a system, consider a multirotor-like vehicle that is incapable of changing
the speed of its rotors. This implies that the thrust is also invariant. Obviously, if the
machine is to be controllable at all, some means of thrust control must be devised. Systems
have be proposed [1] that use a collective to change the thrust output of speed-invariant
motors. However, this dramatically increases the mechanical complexity of the system to
the point where a more traditional helicopter would be more practical.
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If changing the pitch of the rotors is impractical, then the only other option for attenu-
ating thrust output is to move the entire rotor assemblies such that part of the heave is con-
verted to a lateral thrust. If all the rotors can be moved in this fashion, then the unwanted
lateral thrust can be canceled by creatively changing the attitude of each rotor resulting in
attenuated heave without any unwanted lateral force or moments. This system would be
able to maneuver simply by varying the attitude of the rotors with respect to each other. It
would be a compromise between the practical simplicity of a traditional multirotor, and the
robust yet complex helicopter. The design of such a vehicle is the focus of this paper.
1.4 Project Overview
In review, the goals of this project are 1) to overcome the scaling limitations of multiro-
tors while 2) maintaining or enhancing their maneuvering capabilities. Larger multirotors
require larger thrust forces to maneuver, which requires larger (and more massive) motors
and rotors. The power required to change the angular velocity of the vehicle’s rotors is
related to rotor diameter in a nonlinear way. Given two vehicles with an identical thrust-
to-weight ratio (TWR), both systems must be able to accelerate the rotors from hover to
maximum throttle in the same amount of time in order for the large vehicle to maneuver
as well as a smaller vehicle. Thus, increasing rotor diameter has diminishing returns in
regards to maneuvering performance because the power system required to drive the larger
rotor must supply exponentially more power.
To combat this, a new vehicle must be designed whose performance isn’t related to the
rate at which its power system can change its output. This implies that the vehicle must be
able to perform attitude changes and maneuver without altering the magnitude of its thrust
output. Maintaining constant thrust with the ability to maneuver can only be possible if the




2.1 Scope of Review
The goal of this thesis is to overcome the flight time and maneuverability limitations
intrinsic to large-scale multirotor aerial vehicles. Unfortunately, there is a dearth of infor-
mation on this topic. It seems that little work has been done in this area, and that most
information is anecdotal and entirely based in the non-academic sphere. While the reason
for this is unknown, it is possible that this field has been neglected due to the financial
burden in investigating this topic. Or, perhaps there simply hasn’t been much interest in the
area due to the practical limitations imposed by the power systems that are generally used.
This topic is ripe for exploration. This thesis’ introduction suggests that these machines
simply require impractical levels of power, and that their flight control mechanisms sim-
ply do not lend themselves to large-scale systems. This implies that vehicle performance
should be decoupled from the performance of the power-plant, and that thrust-vectoring is
a potential means to that end.
Thus, the focus of this literature review will be on thrust vectoring vehicles and the
approach taken to control such systems. Fully-articulated thrusters require at least two
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actuators per thruster, which in most cases leads to systems with under-determined equa-
tions of motion. Solving these equations is a difficult problem since their under-determined
nature implies they have infinite solutions.
There are many works that feature tilting rotors that are not applicable to this thesis.
In particular, this thesis will not consider fixed-wing VTOL craft with only forward-tilting
rotors for mixed-mode flight. These vehicles are bi-modal and rely on traditional control
surfaces for horizontal flight, and rotor speed manipulation for hovering flight. Addition-
ally, thrust-vectoring single-rotor systems are also outside the scope of this investigation,
as they are a fundamentally different vehicle.
2.2 Previous Work
2.2.1 Limitations in Multirotor Performance Due to Scaling Issues
Year Author Title
1992 J. Borenstein et al. The hoverbot, an electrically powered flying robot
1995 R. W. Prouty Helicopter performance, stability, and control
2007 Pounds, Mahony, andCorke System identification and control of an aerobot drive system
2009 Mahony et al. Design principles of large quadrotors for practical applications
2012 Mahony et al. Multirotor Aerial Vehicles: Modeling, Estimation, and Control of Quadrotor
2014 S. Kirby et al. Experimental study on the influence of controller firmware on multirotor actuatordynamics
2016 T.Haus et al. A novel concept of attitude control for large multirotor-uavs based on movingmass control
2016 T. Haus et al. Design considerations for a large quadrotor with moving mass control
Table 2.1: References pertaining to limitations in multirotor performance due to scaling
issues
Perhaps the most academic and theoretical work in this area comes from Mahony et al.,
entitled “Multirotor Aerial Vehicles: Modeling, Estimation, and Control of Quadrotor”
[6] (2012). This article is a comprehensive overview of all aspects of implementing small
multirotors, but most relevant to this thesis is the brief discussion on scaling effects. It
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should be mentioned that [6] is widely cited and a central reference to many of the papers
reviewed in this thesis.
From [6], a linear relationship between the vehicle’s characteristic (arm) length d and
rotor radius r is postulated. Mahony et al. also observed that work done in [7] and [2]
suggests that thrust and drag from the rotors scale with the square of rotor speed, and thus:
frotor ∝ α̇2d4 Qrotor ∝ α̇2d4 (2.1)
It follows that, after noting the relationship linear and rotational acceleration has with thrust








Finally, Mahony et al. implement Mach and Froude scaling [8] to ultimately find the rela-
tionships below:
Mach: a ∝ 1
d
, α̈ ∝ 1
d2
Froude: a ∝ 1, α̈ ∝ 1
d
(2.3)
Mahony et al. admit that this does not take into account for many important practical-
ities such as power system mass or motor performance. Furthermore, the performance of
the motor/rotor system is highly coupled and extremely difficult to estimate and general-
ize. They also state that this is of little consequence because they are focusing on small
systems which grant them few choices in part selection1. For this thesis, the results of
the incompressible flow (Froude) estimation in Equation 2.3 are most relevant (although
dubiously so, given the non-linear scaling of multirotor power systems - see Section 1.3).
1[6] was written in 2012 before multirotors were popular - small parts are easy to find in 2017
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This is because large multirotors tend to use very slow rotors, and it suggests an inverse
proportionality between angular acceleration and arm length.
In an earlier (2009) paper [1], Mahony is joined by Pound in an effort to design what
they term as a “large” quadcopter with a wet mass of 4-5 kg. It should be noted that the
systems envisioned by this thesis are on the order of 10x − 100x this size in mass. This
was an early paper, and as such, they were forced to design their own rotor blades due to
the lack of easily-available multirotor-optimized rotor blades on the market. Again, they
reference [2] but mention that the power for flight is inversely proportional to rotor radius.
While this is technically true, they conspicuously avoid any mention of power system mass
scaling effects or the complicated relationship between rotor and motor performance.
In [1], Pound and Mahoney mention that the rise-time (without reference) of their
machine must be below 0.2s in order for it to be stable and controllable. Note that Fig-
ure 3.6 of this thesis presents empirical measurements of an extremely common and well-
flying multirotor motor-rotor system with rise-times that are in fact greater than 0.2s. This
fact is presented here only to demonstrate the complexities in designing and estimating the
performance of multirotor systems, and to illustrate the importance of continuing this work.
Pound, Mahoney, and Corke elaborate on their work optimizing rotor rise time in [3]
by developing a feedback control compensator for regulating rotor speed and increasing
bandwidth. Here, they perform a system identification analysis of the motor, rotor, and
electronic speed controller (or ESC) system used in their quadrotor while qualitatively
reemphasizing the importance of rotor speed rise-time in the dynamic control of the vehicle.
The ESCs that were available at the time (2007) pre-dated the firmware advancements made
by Kirby in [5] (2014), and thus created their own ESCs for this paper.
After performing an analysis very similar to that presented in Equations 1.3 and 1.4 to
build the requirements for their custom rotor, they preformed step response experiments
to identify the open loop plant of their motor-rotor system. Ultimately, they were able
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to reduce the rise time from 0.2s to 0.05s. Again, no attempt was made to quantify the
minimum required rotor speed rise time.
Kirby et al. in [5] dramatically changed the world of multirotors by creating firmware
specifically for the application. Prior to this, ESCs contained firmware optimized for fixed-
wing aircraft which emphasized smooth speed changes rather than fast acceleration and
deceleration. “SimonK” firmware was the standard for many years following, although it
has been greatly improved on since.
Here, they focus on optimizing the rotor speed fall-time, and create separate models for
both the rising and falling systems. The motor-rotor system tested and modeled in [5] is the
same system (including firmware) tested in Section 3.2.1 of this thesis (with very similar
rise-times). While it is mentioned that rise-time is important, no limits are suggested on
what the maximum rise-time should be or how it relates to vehicle geometry and scale.
In [4], Haus et al. also acknowledge that ’large’ quadrotors require some level of spe-
cial treatment in comparison to ’small’ vehicles. Their project design involves two vehicles
- a small aquatic unmanned vehicle (or AUV), and a large quadrotor. The stated mission
requirements call for a quadrotor that can lift a payload in excess of 50kg for “a long period
of time.” They reason that the only technology capable of such feats is the internal combus-
tion engine (qualitatively referencing the poor energy density of batteries in comparison to
gasoline), and designed a vehicle with four direct-drive gas-powered rotors in a “+” con-
figuration. A quote from this 2016 paper perfectly captures the state or academic research
in the area of large multirotors:
“Although there has been tremendous advances in producing small combus-
tion engines, there is a growing concern within the robotics community that
these engines do not have the necessary dynamical capabilities to stabilize the
quadrotor in flight.”
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Without any further exploration, they present their work-around in the form of a large
quadrotor that shifts its center of mass for pitch and roll control (still relying on changing
the speed of the rotors for altitude and yaw changes). They published a second paper on the
topic [9] where they mention the fact that there has been no work done on the comparison
between internal combustion engines and brushless DC motors in relation to UAS.
Anecdotally, there is a YouTube channel created by Axel Borg that features a manned
H8-configuration multirotor entirely powered by direct-drive internal combustion rotors
(see Figure 2.1). The vehicle has a seat from which its creator has flown the vehicle. It
is controlled in the standard method - changing rotor speed to alter attitude. Again, this
information is presented in juxtaposition with [4] simply to frame the nebulous state of this
topic. It should be stated that there is no quantification of the stability of this craft, and it
may be that large changes in attitude would lead to a sudden crash.
Figure 2.1: Axel Borg flying on board his 30kW H8 internal combustion multirotor.
https://www.youtube.com/watch?v=ALYECvs06XI
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One of the most insightful explorations of this topic comes from [10], which might
be the first paper published (1992) on the topic of modern multirotors. Here, Borenstein
describes the motivation for creating the first multirotor as increased stability by virtue
of the propulsive masses being placed at the extreme ends of the vehicles arms, thereby
increasing the time-constant of the system. He mentions that previous work suggests that
small, model-sized helicopters are dynamically instable because they lack natural damping
and suffer from tiny time-constants. In fact, he suggests that the moment of inertia for a
quadcopter is roughly 25 times that of a similarly sized helicopter, yielding a time constant
that is five times greater.
This is important because increasing the scale of multirotors implies increasing not
only the mass of the propulsive elements, but also placing them further away from the
COM. There is a widely held belief in the hobbyist community that larger multirotors
are inherently less stable than smaller machines. Borenstein’s point about the increased
time-constant implies that the opposite is true. Furthermore, Borenstein acknowledges
the importance of minimizing the thrust rise-time. His solution was to implement both
rotor speed-based thrust control as well as a thrust plate to vary the pitch of the rotors.
This yielded very fast response times. This technique is mechanically complex and adds
more mass to the rotor system, but it has the virtue of increasing the overall efficiency
of the vehicle in comparison to the fixed-pitched rotors currently employed on modern
multirotors.
This exhausts the body of work in the topic of multirotor scaling, as far as the author
of this thesis is aware. It very much exists mostly the realm of hobbyists, and available
information is hearsay at best. It is, however, objectively true that the main limiting factor in
multirotor flight time and payload capacity lays in the energy density of their power systems
and the rate at which that energy can be converted into rotor speed. Even in the absence of
information on this topic, the author humbly suggests that thrust-canceling fully articulated
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and radially-symmetric thruster array (FARSTA) vehicles are the ultimate solution to the
energy density problem. This technology allows virtually any type of thruster to be used
for propulsion, regardless of the thruster’s output lag.
2.2.2 Early Attempts at Thrust Vectoring in Unmanned Vehicles
Year Author Title
2010 Kumon et al. Hovering control of vectored thrust aerial vehicles
2010 Lopez et al. Quad-tilting thrusters micro submarine: Modeling and control of the attitude
2012 Torres et al. A new auv configuration with four tilting thrusters: Navigation and hover tasks
2013 C. Kuo et al. Vector thrust multi-rotor copter and its application for building inspection
2015 Jayakody andKatupitiya
An adaptive variable structure control methodology for attitude and position
control of a vectored thrust UAV
Table 2.2: References pertaining to early attempts at thrust vectoring in UAVs
Thrust vectoring in multirotors is a relatively old topic, with the first paper ([11], 2010)
published around the time that multirotor technology started to gain popularity. In this
paper, Kumon et al. focus primarily on the virtues utilizing ducted fans in multirotor appli-
cations with thrust vectoring applied simply for yaw control. In their paper, the vehicle is
configured as a tricopter with one fan fixed, and two fans able to pitch on one axis (parallel
to the ybf axis). The aerodynamics of the vehicle are a secondary focus, centered around the
“ram drag” of the ducted fans. Yaw excluded, attitude control is accomplished by varying
the throttle of each of the thrusters. Katupitiya continues this work in [12] by implementing
an adaptive variable structure control method.
The AUV described in [13] and [14] features four thrusters that rotate on axes that are
parallel with the ybf axis of the vehicle. The control scheme used here is very similar to that
of [11], in that roll and pitch is controlled by thruster throttle and yaw motion is created by
pitching the thrusters. Any attitude can be obtained through a combination of thrust control
and thruster vectoring, however translation is limited to the xbf - ybf plane.
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Kou et al. published [15] a paper about an quadcopter designed to maintain a horizontal
attitude to minimize attitude-induced noise in photometry and building inspection. Here,
single-axis thrust vectoring is performed to tilt the vehicle’s rotors in the forward direction.
The authors use the Lagrangian to formulate a Euler-Lagrange system of equations that
describe the vehicles motion. They show that a “+” configuration (common at the time)
always produces unwanted torque in the zbf-axis, and suggest that an “×” or an “H” frame
does not suffer from this effect. Results are demonstrated with a simple flight test. No
mention of stabilization is made, however. This is important, as any speed difference in the
rotors would cause unwanted torque at off-nominal angles.
2.2.3 Thrust Vectoring in Under-Determined Multirotor Systems
Year Author Title
2012 Ryll et al. Modeling and control of a quadrotor uav with tilting propellers
2013 Hua, Hamel, andSamson Control of VTOL vehicles with thrust-direction tilting
2013 Ryll et al. First flight tests for a quadrotor uav with tilting propellers
2013 Senkul and Altug Modeling and control of a novel tilt - roll rotor quadrotor uav
2014 Senkul and Altug Adaptive control of a tilt - roll rotor quadrotor uav
2015 Abiko et al. Flight control systems of a quad tilt rotor unmanned aerial vehicle for a largeattitude change
2015 Ryll et al. A novel overactuated quadrotor unmanned aerial vehicle: Modeling, control, andexperimental validation
2015 Moutinho, Mateos, andCunha The tilt-quadrotor: Concept, modeling and identification
2016 Abiko et al. Fundamental numerical and experimental evaluation of attitude recovery controlfor a quad tilt rotor uav
2016 Aliyu et al. Performance evaluation of quadrotor with tilted rotors under wind gusts
2016 Senkul et al. Manufacturing and flight tests of a quadrotor UAS with tiltable rotors
2016 Yih Flight control of a tilt-rotor quadcopter via sliding mode
Table 2.3: References pertaining to thrust vectoring in under-determined multirotor systems
Before proceeding with this section, a brief discussion on the difference between deter-
mination and actuation is in order. While the concepts are similar and in fact mathemati-
cally related, there are some important differences. The determination of a system (over,
under, or unique) is a qualitative metric roughly describing the relation between the num-
ber of variables in a system of equations to the number of equations in the system. The
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actuation of a system (over, under, or fully) describes the relationship between the number
of degrees of freedom (or DOF) in the motion of a system to the number of DOFs that are
directly controlled by (in the case of this thesis) thrusters. Here, this section is primarily
concerned with the solvability of the systems’ equations of motion rather than the number
of controlled DOFs.
Specifically, while it might be easy to build or conceive of a multirotor with two-axis
thrust vectoring on each rotor, it is quite difficult to mathematically determine the pose of
each rotor for a desired outcome. There are some combinations of the number of rotors
(N ) and vectoring axes that are uniquely determined, but most are not. All of the papers
reviewed for this thesis either deal with specific vehicle configurations that achieve unique
determination, or some how formulate a solution by treating it as a control problem (usually
through optimization techniques). The papers in this section fall into the latter category.
Although the topic was almost universally dealt with in an implicit manor by the authors
(usually as a means to achieve full- or over-actuation), observing how others have attempted
to deal with the topic of determination is an insightful endeavor.
In [16] (2012), Ryll et al. devise the first model of a quadrotor with single-axis (arm
axis) thrust vectoring with a trajectory tracking controller for position and orientation. Like
many other papers, they consider the gyroscopic forces from the rotor to be 2nd order effects
that are left to be handled by the control system. Motor dynamics are also disregarded
and assumed to be negligible (a good assumption for small quadrotors, but potentially a
problem for larger systems). The angular accelerations of the servos that rotate the rotor
systems are also accounted for.
After creating a dynamic model of the system, they treat control over it as an out-
put tracking problem. Here, the authors have created a vehicle with eight inputs and six
outputs (over-actuated and underdetermined)2. Their solution to use output feedback lin-
earizion techniques to solve the problem. This, however, leads to a nonsingular matrix and
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to the realization that the instantaneous linear and angular velocity of the vehicle is not
dependent on the angular acceleration of the motor/rotor systems’ vectoring. Ultimately,
the authors resort to a dynamic output linearization scheme that uses the high-order deriva-
tives of measured system output and impose a constraint that prevents the rotor speeds from
going to zero.
Finally, Ryll et al. demonstrate that their solution allows for the use of an optimiza-
tion term. In [16], the authors opt for the minimization of system energy requirements.
Specifically, the extra two degrees of freedom afforded by the eight input system allows for
solutions that minimize energy used while still allowing for tracking control of the vehi-
cles attitude and position. They note that their solution requires knowledge of the vehicles
linear and angular acceleration, which are values often plagued by measurement noise. In
[18] and [19], they expand upon [16] by validating their work with both simulation and
experimental results.
In [20] (2013), Senkul and Erdinc devise a simulated quadrotor in which all rotor angles
are limited such that they all move simultaneously, in the same direction, and at the same
speed. In doing this, they implicitly acknowledge the under-determined nature of the two-
axis thrust vectoring quadrotor by constraining the thrusters such that they all move in
unison. It is stated that, in their simulation, attitude is constrained to be fixed with the
xbf - ybf plane parallel to the world x-y plane. While the specific details are sparse and
cryptic, it appears that the system they devised is essentially an inverse kinematic algorithm
that takes desired force (and presumably torque, although there is little mention of how3)
and generates thruster angles accordingly. It should be noted that their rotation model relies
2Hua et al. later point out in [17] that Ryll et al. are in fact only introducing two additional independently
actuated DOFs. Furthermore, they also point out that the rotors in [16] are only moved in coaxial pairs. This
information seems to be missing in all of Ryll et al.’s publications, so it is difficult to verify. After reviewing a
video of the machine in question (https://www.youtube.com/watch?v=hA-uNHW8MLE), it is clear that this
is a true statement.
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on the integration of angular velocities to find angular positions instead of a proper Euler
formulation.
Senkul and Erdinc follow up on this work a year later (2014) by publishing [21], which
introduces adaptive control. However, both [20] and [21] are limited to 2D applications,
because “In real life applications cross-functional trajectories will also be affected with
some random distortions while the vehicle is moving along in 3D space.” No further infor-
mation on what these random distortions are, or what causes them is provided.
Following the work of Ryll et al., the next major paper published in this area ([17])
was authored by Hua et al. in 2013. The primary focus of [17] was dealing with the
practicalities of thrust vectoring multirotors that have limited tilt angles - although their
work is generalized to all ’VTOL’ vehicles. Specifically, tilt limitation prohibits completely
decoupled control of the vehicle’s attitude and translations. This lead the authors to adopt
a bi-modal solution that adapts to one of two objectives - the primary being asymptotic
stabilization of either velocity or position, and stabilization of the craft’s orientation with
respect to a reference vector being the second.
In their formulation, Hua et al. use thrust, the angular velocity of the vehicle, and the
angular velocity of the thrust vector as control inputs. For the first objective (longitudinal
motion), the thrust vector is determined (converged) with a Lyapunov function candidate
that can be used for either reference velocity stabilization or tracking of a reference position
trajectory. For the second objective, the thrust vector’s angular velocity about the COM
and the vehicle’s angular velocities are determined assuming no limitation upon the thrust
3It is known to the author of this thesis (See Section 3.3.3) that stabilizing the orientation of a fixed-
attitude, thrust vectoring quadcopter is very difficult when the rotors are tilted off of the neutral, vertical
axis. Translation by simultaneous and parallel thruster tilting is trivial, but arbitrarily affecting torque in the
xbf - ybf plane while vectoring in this fashion is impossible. Furthermore, it is control over these torques
which ultimately govern the stability of the vehicle. The absence of information regarding the mechanism
that Senkul and Erdinc employ to perform this stabilization is quite conspicuous. Hua et al. in [17] do not
address this, either.
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vector angle. Then, after considering this limitation, the tilting angle is modified according
to another control law.
Despite the generality of the work in [17], specific mention of its applicability to a
two-axis thrust vectoring quadcopter was made. The vehicle in question maintains parallel
thrust vectors but with the ability to change rotor speed individually. In the first simu-
lation run (no limitation on rotor angle), and the vehicle followed the desired trajectory
(figure-eight) with minimal error while maintaining a relatively flat orientation and con-
stant heading. A second simulation run (with rotor angle saturation), the vehicle followed
the same desired trajectory, but exhibited slight ( 10 degree) attitude errors where the rotor
angle saturated.
A major problem with this paper, and with any vehicle that operates with parallel thrust
vectors, is that the vehicle can not arbitrarily affect torque in the arm plane without impos-
ing unwanted torque in the z-axis. It is unknown how [17] deals with this problem. Regard-
less, there is no mention of gyroscopic effects even if they are disregarded as 2nd order.
Moutinho, Mateos, and Cunha published [22] in 2015 about a quadrotor with two fixed
and two biaxially-vectoring rotors. Like many papers reviewed here, their primary goal was
to maintain a horizontal attitude while in flight. By choosing not to add servos to two of the
rotors, the authors create a system with eight possible inputs. It is unclear, but it appears
that the authors limit the system such that the magnitude of the pitch and roll angles of the
rotors is the same, but with different directions (parallel rotors). After devising a system of
equations, the authors proceeded to preform a system identification of the flight controller
and its sensors. This paper, however, does not conclude with an experimental flight, as
the author are waiting to complete identification of the servos. At the time of writing this
thesis, the authors have not yet published an update.
Also in 2015, Abiko et al. published [23], which details an “attitude transition flight
control system.” Their work is primarily centered around the task of transitioning an exper-
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imental single-axis vectoring quadcopter from horizontal flight to vertical flight (90◦ about
ybf). After developing the dynamic equations of the system, the authors lay out a switching
control system. Interestingly, they determine that their system (and probably all single-axis
vectoring quadrotors) is limited in that the maximum torque that can be affected upon the
vehicle’s frame is dependent upon the vehicle’s attitude. As a result, they find that their
quadrotor is only stable with a pitch angle of less than −66◦. This limitation is the reason
that Oosedo et al. chose to implement a switching control scheme (’normal’ control for
pitch angle 0◦ to −66◦, and ’perpendicular’ for −66◦ to −90◦). The work done in [23] was
verified both by simulation and experimentation. In fact, the work done here (and later in
[24]) is the only example of a successful experimental flight featuring full control of vehicle
attitude.
A year later, Abiko and Tashiro published [24]. This paper continues the work done in
[23] by implementing an impact detection and attitude recovery algorithm. Abiko mentions
that the previous work did not include disturbance rejection, and briefly outlines a method
for using the vehicle’s inertial measurment unit (or IMU) to do so. Again, both simula-
tion and experimental verification of the technique was successfully performed. External
disturbances were imparted to the experimental vehicle by means of two additional rotors
slung underneath the craft as a payload.
Four years after [18] is published, Yih improves upon the work of Ryll et al. in [25]
(2016) by introducing sliding mode control as a means to improve the robustness and per-
formance of the single-axis vectoring quadcopter. Unlike Ryll et al., the model in [25]
includes gyroscopic terms and also Coriolis forces. A conventional sliding mode control
was devised with a chatter suppression scheme for attitude dynamics. Then a second-order
sliding mode control was implemented for translational dynamics that also avoids chatter-
ing. Ultimately, they demonstrated that their control scheme can be shown via a Lyapunov-
based stability analysis to handle bounded uncertain terms given a large enough gain. A
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simulation of the proposed design successfully maintained a flat and level (identity orienta-
tion) attitude through an arbitrary trajectory with minimal deviation, despite a large initial
roll, pitch, and yaw position in addition to time-varying force and torque disturbances.
Also in 2016, Aliyu et al. create a model in [26] of a two-axis vectoring quadcopter,
implementing the work done in [18] and particularly in [27]. Their goal was to mitigate
changes in attitude caused by the vehicle’s reaction to wind gusts by addressing the intrin-
sic motion coupling created by the under-actuated nature of quadcopters. Cascaded PID
controllers were used to govern vehicle tracking, with inner PD controllers used to govern
the actions of the extra DOF provided by the rotor tilting mechanisms. Other papers not
relevant to this thesis are used to create the wind model. Two simulations are performed
in MATLAB, and the results showed that the machine created in [27] can maintain both
attitude and position while countering external disturbances from wind gusts. Like Ryll et
al. in [16] and [18], it appears that the rotors are constrained to move in pairs either by
design or consequence.
Two years after they published [21], Senkul and Erdinc return to the topic of two-
axis vectoring quadcopters in [28] (2016). This time, they built a prototype of a two-axis
vectoring quadcopter that allows (in concept only) for independent control of each rotor’s
direction by means of four two-axis automotive side-mirror actuators. Each motor/rotor
was mounted on one of the two-axis actuators, and positional feedback of each actuator was
provided by off-the-shelf MEMS-based IMU’s. No discussion of the (dubious) efficacy of
this arrangement was provided. Despite efforts to create a model for two-axis quadcopters
in their previous works ([20] and [21]), no such model was implemented and the vehicle
was flown under manual control only. Thrust vectoring was performed by tilting the rotors
(in unison) by a preset amount after hover was achieved. Again, the parallel-rotor torque
problem was neither discussed nor addressed.
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2.2.4 Thrust Vectoring in Uniquely-Determined Multirotor Systems
Year Author Title
2012 Mohamed and Lanzon Design and control of novel tri-rotor UAV
2013 Elfeky et al. Quadrotor helicopter with tilting rotors: Modeling and simulation
2014 Jiang and Voyles A nonparallel hexrotor uav with faster response to disturbances for precisionposition keeping
2014 Nemati and Kumar Modeling and control of a single axis tilting quadcopter
2015 Ryll et al. Modeling, control and design optimization for a fully-actuated hexarotor aerialvehicle with tilted propellers
2015 Ramp andPapadopoulos On modeling and control of a holonomic vectoring tricopter
Table 2.4: References pertaining to thrust vectoring in uniquely-determined multirotor sys-
tems
The authors of the papers in this section have found vehicle configurations that allow
for direct solutions of their respective equations of motion. That is, the number of sys-
tem inputs are equal to the number of system outputs - thus creating uniquely-determined
systems. Several of the resulting vehicles feature fully holonomic motion, as well. To
be clear, the goal of this thesis is to create a vehicle that is not dependent on the rate of
change of thruster output for control. In the course of realizing this goal, a fully holonomic
vehicle was ultimately devised as a means to this end. Thus, the primary interest here is
understanding how the authors of these papers achieved unique determination.
Mohamed and Lanzon were probably the first to present a truly practical thrust-vectoring
multirotor capable of holonomic motion with the publication of [29] in 2012. Here, they
present a simulated arm-axis vectoring tricopter. The arm-axis rotations in concert with
rotor speed control grants the vehicle six control inputs, which conveniently match the
three attitudinal and three positional acceleration outputs, creating a uniquely-determined
system. After formulating a state-space model of the system, the authors proceed to devise
an input-output feedback linearization and H∞ loop shaping design procedure control
scheme. In the course of doing so, they explicitly mention the virtues of having six inputs
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and six outputs. Finally, a simulation demonstrates the system’s ability to achieve a desired
attitude (identity) and position.
In [27] (2013), Elfeky, Elshafei, Saif, and Al-Malki take a simple approach to finding
the complete equations of motion for a quadrotor with thrust vectoring in two axes. They
noticed that in a four rotor system, there are twelve inputs (azimuth, elevation, and thrust
magnitude for each rotor) and twelve outputs if linear and rotational velocity are taken into
consideration as well as linear and rotational position. From this, they build a state space
model for the complete system.
While [27] elegantly outlines a working model for a fully-holonomic, two-axis thrust
vectoring quadcopter, it should be noted that this is not a general solution. This model
only works for quadcopters, since any other number of rotors would create an over or
under-determined system. Additionally, the implied integration of the linear and angular
velocities to find secondary linear and angular terms will be a source of noise. Through the
course of three simulations, the authors demonstrate force and torque decoupling, as well
as strong fault tolerance with a successful flight of the vehicle with two rotors disabled.
Nemati and Kumar simplify the single-axis vectoring quadcopter in [30] (2014) by
constraining the rotation of the rotors. Specifically, they set the angular displacement of
the pairs of even and odd rotors such that it is equal but opposite (i.e., rotors 1 and 3 have
the same angular displacement and point in the same direction). Thus, the vehicle uses
its four rotor speeds and two paired angular displacements as six system inputs to match
its six positional DOFs. The uniquely determined vehicle is then controlled by a simple
PD control loop governed by the dynamic equations outlined within [30]. A MATLAB
simulation was used to verify the work by demonstrating a vehicle that moved from one
position to another while changing its pitch by 18◦.
Both [31] and [32] take a similar and very interesting approach to achieving unique
determination in their systems. Instead of vectoring the thrust of the hexacopters featured
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in their works, the rotors are fixed at an angle such that they can affect force in all three
axes. This allows the vehicle full holonomic motion by selectively canceling and affecting
force in the xbf, ybf, and zbf directions by virtue of the angled rotors and the symmetry
afforded by the hexacopter-type frame.
The work done in both papers is similar. [31] is more simplistic in that the focus is
primarily on wind disturbance rejection, but it features a qualitative analysis very similar to
that which was (independently) performed in this thesis (see Section 3.3.2). It also features
an experimental verification done with a “peg-in-hole” setup. The work done in [32] is
focused on determining the optimal fixed angles of the rotor for a given task, as well as
the derivation of a feedback linearization and decoupling control scheme. Note that despite
the unique determination of the configuration, the authors of [32] opted to treat the system
as an optimization problem (as was done in Ryll’s previous work). It was verified by a
MATLAB simulation.
Later in 2015, Ramp and Papadopoulos published [33] about modeling a two-axis vec-
toring tricopter. They seem to miss the fact that this vehicle configuration is uniquely-
determined, instead citing “cost considerations” and other trivialities as the reason for
choosing a tricopter. The authors of [33] do note that their arm-axis vectoring tricopter
is capable of holonomic motion. Like [27], they use integration of the positional acceler-
ation term to create a uniquely-determined system - but instead with nine outputs in this
case.
In devising the equations of motion for their tricopter, Ramp and Papadopoulos start
by finding the dynamics equations for each of the three vectored rotors, followed by the
equations for the system as a whole. Then, taking the end goal of holonomic motion into
consideration, they implement a singularity-free geometric control technique that features
a global operational envelope. This, however, requires that the state of the forces and
moments created by the rotors can be estimated in real time.
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2.2.5 Implementation of Thrust Vectoring to Counter Rotor Failure
Year Author Title
2013 Segui-Gasco et al. A novel actuation concept for a multi rotor UAV
2016 Giribet et al. Analysis and design of a tilted rotor hexacopter for fault tolerance
2016 Nemati et al. Stability and control of tilting-rotor quadcopter in case of a propeller failure
Table 2.5: References pertaining to the implementation of thrust vectoring to counter rotor
failure
Several papers have been written that feature thrust vectoring as a means to recover
from rotor failure. In this section are reviews of three such papers. As previously stated,
it is useful to observe how others have dealt with the over actuation/under determination
problem - even though failure mitigation is not related to this thesis.
The first attempt at failure recovery by means of thrust vectoring (to the best of the
author’s knowledge) was in 2013, with the publication of [34] by Segui-Gasco et al. The
vehicle featured in this paper has some very interesting aspects, particularly the utilization
of gyroscopic forces as an actuation method. Most others choose to disregard this force.
This resulted in an extremely complex model. The system was over-actuated and under-
determined, and like many other papers, control allocation was implemented as part of an
optimized controller.
While the authors did create a prototype, it was only flown in one flight for one minute,
and the results were ambiguous. Hover was achieved, but the craft seemed very unstable -
pitch, roll, and yaw error oscillated by up to 15 degrees and showed little sign of attenua-
tion. The prototype was also tested for fault tolerance on a ball-joint platform. There was
no discussion or analysis of the results of this test. In fact, there wasn’t even a qualitative
description of the test results, and no mention of the efficacy of the fault tolerance system.
Overall, [34] is a very interesting paper, but the absence of verifiable results leaves much
to be desired.
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Nemati and Kumar revisit their work previous done in [30] with the publication of [35]
in 2016. Ultimately, this is just an application of their work done in [30], so this paper has
little additional relevance to this thesis. It is mentioned here simply for completeness.
Finally, as a fitting end to the literature review of this thesis, Giribet et al. published
[36] in 2016 featuring a fixed-tilt hexacopter (similar to [31] and [32]). Here, they explicitly
treat failure recovery as an actuator allocation problem. The authors go one step further and
chastise other authors for trying to incorporate actuator allocation into system dynamics and
control, stating that it’s a problem that needs to be addressed prior to developing control
strategies.
Giribet et al. find that tilting the rotors towards the zbf axis endows hexacopters with
the ability to regain complete control after a single rotor failure. They go on to prove that
six thrusters is the minimum number in order to regain complete control, citing previous
works that were only able to regain control of three of the four controllable DOFs after
rotor failure for vehicles with N < 6. Besides validating this thesis’ use of a mixer for
control allocation (as opposed to the methods used by other authors), the most relevant
aspect of [36] is that the work done by Giribet et al. could easily be incorporated into a
vehicle that implements the mixer outlined in this thesis. That is, [36] proves that vehicles
with fully-articulated radially symmetric thruster arrays with N >= 6 can be made fault
tolerant and redundant.
2.3 Remarks
There are several lessons to be learned from this review. Firstly, a surprisingly small
amount of research has been done on bounding the performance envelope of multirotors
in general. No one seems to be sure what the scaling limits are, and there is a very obvi-
ous conflict between popular opinion and the measured capabilities of real-life systems.
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Secondly, most work done on thrust vectoring multirotors is based upon control systems
designed to circumvent the problem of under-determination with optimization techniques.
While this works, it complicates an already difficult field of research by irrevocably inter-
twining the control allocation problem with the flight control problem. Finally, it has been
shown that these overactuated systems will readily lend themselves to fault-tolerant recov-
ery strategies once a viable thrust vectoring system becomes widely adopted. Unraveling
the flight control system from the actuator allocation problem is an important step in build-






The vehicle proposed by this work is not unlike a multirotor in appearance (see Figure
3.1). In fact, it suggests that a broader class of vehicles exists under which multirotors can
be classified as a smaller subset. In general, the new vehicle consists of a central mass
surrounded by an array of thrusters that are attached by arms. The central mass contains
most of the electronics and power system components. The arms are relatively long with
respect to their cross-section and should have a low-drag profile if the vehicle is intended
for high speed operation. They should also be stiff, strong, and have as little mass as
possible. The length of the arms influence the amount of torque that the thruster array
can impart upon the vehicle frame. They also serve as conduits feeding fuel, power, and
control signals to the thrusters, which are mounted at the arms’ end on fully-articulated
biaxial gimbals.
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Figure 3.1: A vehicle with a fully-articulated radially-symmetric (FARS) thruster array
performing a lateral translation maneuver with no induced moment (no change in attitude).
Note the obvious thrust cancellation between thrusters 1 and 2.
Fully-Articulated Radially-Symmetric Thruster Array
One of the most important aspects of the new vehicle design described in this thesis is
that the thruster array is required to be fully articulated and radially-symmetric (FARS). A
traditional multirotor, in contrast, would be classified as having a non-articulated radially-
symmetric propulsive thruster array. The term “radially-symmetric” refers to any geometry
that can be rotated about the centroid by an angle other than 360◦ resulting in an identical
configuration (see Figure 3.2). The importance of this will become clear when the details
of the mixing algorithm are explained in Section 3.3. Note that this does not mean that the
angle between each arm must be identical, nor is it required that the number of arms be
41
A: B: C:
Figure 3.2: A: Geometry featuring radial symmetry. B: Cutting planes dividing object into
radially-symmetric sectors. C: A radially-symmetric sector removed. Note that the cutting
planes in B could be rotated as a group with respect to the centroid without affecting the
final radial symmetry.
even. In some cases, the arms do not even have to be coplanar provided that they are still
radially-symmetric.
Thruster Requirements
The thrusters in the array can be of any type suited to the environment that the vehicle
is designed to operate in. The only requirements (beyond well-designed thrust output) is
that they produce little to no appreciable reaction torque effect (RTE) and/or gyroscopic
precession. In the case of thrusters with spinning elements such as ducted fans or turbojets,
the effects of gyroscopic precession may or may not impact the controllability of the air-
craft, as this is a complex function of rotor mass, rotor diameter, moment arm length, and
thrust output. Ultimately, the impact of these effects are a direct result of how well the craft
is designed. For the sake of simplicity, it is assumed that they are either well accounted
for in the design or completely eliminated by counter-rotating elements inside the thruster.
Additionally, altering the length of the arms govern the ratio of desired torque to undesired
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torque (RTE or gyroscopic precession), granting the system designer control over these
effects.
One of the reasons that this new vehicle is so interesting is that it can operate with
virtually any type of thruster that creates linear force. The design of the mixer presented in
this thesis is such that the thruster array is not even required to be throttled. For instance,
this design could be used to create an ion thruster-based satellite bus that does not require a
reaction-control thruster system, a rocket-propelled vehicle capable of both endo- and exo-
atmospheric flight, or a rotor-powered craft that can operate in water as well as fly through
the air. In theory, a vehicle could have multiple FARS arrays composed of different types
of thrusters, as well.
3.2 System Design
3.2.1 Justification
Consider a small, hovering quadcopter performing an altitude change maneuver with a
TWR greater than or equal to 2:11. The time required for the quad to achieve its maximum
vertical acceleration (neglecting aerodynamic drag on the airframe) is directly related to the
time required for the rotors to achieve their maximum angular velocity from their hovering
speed and the mass of the system. Equation 3.12 (below) demonstrates this, assuming that
all rotor speeds change in unison, the craft is in level hover, and no other maneuvers are
underway:
1A TWR of 2:1 is generally considered to be the smallest TWR for good performance in multirotors with
d ≤ 225mm. For d > 225mm, a TWR of 1.8:1 is considered acceptable for low-performance photographic
platforms.
2To be clear, all angular velocity and angular acceleration terms in Equations 3.1 & 3.2 refer to motion of
the rotors, not of the vehicle.
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Now consider the same quadcopter with its motors/rotors articulated by a servo on the
axis perpendicular to their respective arms and parallel to the xbf - ybf plane. Also con-
sider that this machine has the angular velocity of its rotors fixed at the maximum possible
speed of the motor/rotor system, and that all servos move in unison. To achieve hover, this
machine would have to position the rotor servos such that the effective heave of the tilted
rotors matches the weight of the complete system (Figure 3.3).
Note that the symmetrical arrangements of the rotors always causes all of the non-
heave-inducing force to be canceled. Thus, the heave of the craft is controlled entirely
by the servo positions (Figure 3.4). The time required for a vehicle in this configuration
to achieve its maximum vertical acceleration (again, neglecting aerodynamic drag on the
airframe) is directly related to the time required for the servos to achieve the position which
maximizes heave (see Equation 3.2).
44
f = ma f = constant, max rotor speed
fheave = Nf sin (90
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Figure 3.3: Vehicle with articulated thrust vectors performing a thrust-cancellation maneu-
ver to achieve hover.
If the proposed thrust vectoring system is successful, then it would decouple transient
thrust response from the vehicle’s roll, pitch, and yaw rate, as well as from the time required
to complete altitude changes. That is to say, changes in heave or torque imposed on the









Figure 3.4: Articulated Thrust Vector ~fn resulting in fheaven
rotors (or thrusters). In order to prove that this is at least possible, a small experiment was
performed to demonstrate the practicality of using thrust vectoring to attenuate multirotor
heave.
Figure 3.5: Tiger Motor 2212-920kv brushless motor with 9.4x5.0 Prop on an RCBench-
mark Series 1580 Thrust Stand and Dynamometer
The thrust rise-time of a small brushless DC motor from a common and extremely
stable quadcopter was measured using an RCBenchmark Series 1580 Thrust Stand and
Dynamometer (see Figures 3.5 and 3.6). Specifically, the motor tested was a Tiger Motor
2212-920kv brushless motor - identical to the motors found on the DJI Phantom and 3DR
IRIS. The rise time of this system (time for rotor speed to change from idle to maximum)
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was found to be about 0.35 seconds. Next, a MATLAB script was created that simulates
the heave output of the same motor/prop combination (running at maximum speed) as
the system is mechanically rotated from 0◦ to 90◦, effectively mimicking a thruster de-
attenuation maneuver (see Figure 3.7). The simulated system resulted in a rise time of only
0.18 seconds. The simulated servo was modeled after a Maxon EC 16 16 mm, 30 Watt
brushless motor (Part number 404080) with a 4:1 gearhead. From this experiment, it is not
only possible to achieve similar heave rise times by articulating the thruster, it is possible
to achieve quicker responses. This should work for any rotor size, provided that the tilting
servo is properly designed.
Figure 3.6: Tiger Motor 2212-920kv brushless motor with 9.4x5.0 Prop speed and thrust
risetime
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Figure 3.7: Articulating rotor system, moving from 0 (horizontal) to 90 degrees (vertical).
The graph on the left plots the motion of the system, and the graph on the right plots the
effective heave created by the rotating system.
3.3 Mixer Design
3.3.1 Mixer Definition
Generally speaking, a flight control mixer is a mechanical, electrical, or software based
device that converts high-level input commands into movements of the flight control devices
(Figure 3.8). They are commonly found on V-tail aircraft, multirotors, and helicopters. In
the case of manned aircraft, mixers are used to dramatically simplify the control scheme
presented to the pilot. For a V-tail airplane (Figure 3.9), the mixer translates pitch and
yaw commands from the yoke into angular deflections of the two tail-mounted control sur-
faces. This is important because adjusting these off-axis “ruddervators” to attain precise
attitude adjustments is very unintuitive. In multirotors, the mixer translates intuitive input
commands (yaw, pitch, and roll) into individual speed commands for each of the rotors,
thus making the machine much easier to control. Treating the design of this system as an
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~or~
Figure 3.8: A Flight Control Mixer converts simple inputs into complex control surface/de-
vice actions
Figure 3.9: Beechcraft Bonanza V35B, a V-tail airplane. Beechcraft (and a few other
manufacturers) refer to the mixer as an “interconnect” in their maintenance literature.
(CC BY-SA 3.0 Wikimedia Commons)
actuator allocation problem by implementing a mixer has the advantage changing a control
problem into a dynamics problem.
The system described in this thesis is intended to allow either the pilot or automatic
system (i.e. trajectory controller) to maneuver the fully articulated and radially-symmetric
thruster array vehicle (FARSTAV) by simply supplying a desired translation vector ~fd and
a torque vector ~τd to the mixer (relative to the body frame). The mixer then calculates the
required force (thrust) vector ~fn for each of the N FARS thrusters to create resultant forces
~fr & ~τr equivalent to the desired inputs ~fd & ~τd (see Figure 3.10). These force vectors
are then translated into servo commands by each gimbals’ respective inverse kinematic
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solver. Then, the servos point the gimbaled thruster in the proper direction as described
by the mixer. In this way, the extremely complex and holonomic FARSTAV can be easily
controlled.
The reason for implementing a mixer rather than an optimizing control strategy as an
actuator allocation method (as is so prevalent in the papers reviewed in this thesis’ liter-
ature review) is that it enables modularity. A mixer is a very simple black box that can
be positioned in a control loop between user inputs and any control block (attitude, etc).
As stated in [37], “Separating the mixer logic from the actual attitude controller greatly
improves reusability.” The algorithm presented in this thesis can be used with any control
scheme, making it incredibly versatile. In fact, it could be easily integrated into most of the
flight controllers that are commonly used on contemporary multirotors by simply replacing
the existing mixer algorithm.
Basic FARSTA Mixer Algorithm Overview
The basic mixing algorithm treats translation and rotation imposing forces separately,
then combines them in superposition. First, the controller or pilot supplies the desired input
vectors (~fd and ~τd). Then a correction vector is predetermined that will correct undesirable
translations caused by the fourth step. Third, the translating force vectors ~fn are deter-
mined and modified with the previously mentioned correction vector. Fourth, the rotation-
inducing torque vectors ~τn are determined. Finally, the results from third and fourth step
are combined to produce the thrust vectors required to satisfy the desired input force and
rotation.
Since unwanted translations are created by the rotation-inducing torque vectors (fourth
step), the second step pre-calculates a translation vector that cancels this unwanted force.
Because translation-inducing vectors never cause rotation in a FARSTA vehicle (as demon-
strated in Section 3.3.3), the error-correcting vectors from the second step can simply be
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added in superposition with the results from the force mapping algorithm in the third step.
The resulting forces produces vehicle movements identical to the mixer input (once con-















Figure 3.10: Simplistic FARS Thruster Array Mixer Diagram
Thrust-Canceling FARSTA Mixer Algorithm Overview
The thrust-canceling mixing algorithm operates identically to the basic mixer, with the
added step of calculating thruster attitudes that compensate for thrust that is in excess of
what is needed for the current maneuver. As previously mentioned in Section 1.3, some
thrusters require a significant amount of time to change their thrust output. The “thrust-
canceling” aspect of the mixer outlined in this section is designed to mitigate a TAV’s
dependency on thruster acceleration for control authority.
The mixer does this by optionally canceling out errant thrust vectors. For instance, if the
vehicle is commanded to purely hover but the total thrust currently produced by the vehicle
is greater than the vehicle’s weight, the mixer will automatically find a configuration of
thruster attitudes that will create a net thrust equal to the weight of the vehicle without
producing unwanted torques or lateral forces (see Figure 3.3). This is done by exploiting
the radial symmetry of the craft’s thruster array and the fact that torque production is always
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perpendicular to the moment arm. Note that this feature enables FARSTAVs to operate at
fixed thrust outputs, vastly increasing the number of possible types of thrusters that such a
vehicle can employ.
Under-determined Nature
The primary difficulty in implementing the mixer is the fact that the system is mathe-
matically over or under-determined for all but one case. That is, for each of the N thrusters
in the system, there are 3N variables that describe each thruster’s output (Equation 3.3).
For a FARSTAV operating in SO(3), there are a minimum of 9 variables that describe its
state. When considering the static case (relevant to the flight control mixer), and using a
desired translating force vector and rotating moment vector as the inputs to the mixer, there
are 6 inputs and 3N outputs - making the system under-determined for all but the seldom-
used two thruster configuration. This fact mandates either strict constraints or application
of other methods in order for this mixer to be solvable.
ξ̇ = v
mv̇ = mg +RF
Ṙ = R~Ω×
I ~̇Ω = −~Ω× I~Ω + ~T
where:







Translational and Rotational Force Decoupling
The equations of motion for the fully-gimbaled FARS thruster system are complex
and generally under-determined. The forces that induce translations and rotations must be
decoupled so that the attitude controller can stabilize the craft while performing maneuvers.
If the attitude controller can’t arbitrarily affect torque upon the craft’s frame regardless of
the maneuver that is underway, the craft can’t be practically stabilized.
A static model of the FARS thruster array is needed. In order to understand how the
mixer for a FARS thruster system can be designed, it is necessary to simplify the system
into its most basic constituents. At the highest level, vehicles featuring a FARS array can
be viewed as a complex assembly of simple subcomponents. The vehicle has a central
mass surrounded by arms and gimbaled thrusters. Each arm/thruster pair, along with an
equal portion of the central mass, can be described as a single, modular subcomponent in
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Figure 3.11: Conceptual ’Subcomponents’
For the following thought experiments, a thruster are temporarily defined as a massless
point that produces a force of one newton of invariable magnitude and arbitrary direction.
That is, the thruster can’t be throttled, but the direction of the resultant force is arbitrarily.
The center of mass portion (or point-mass, here) for each subcomponent is defined to be
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one kg, and the arm will also be massless. These thought experiments will initially be
presented as two-dimensional for simplicity, but the results are applicable to 3D space and
mathematically presented as such.
3.3.2 Simple Conceptual System
This section is designed to provide an intuition of how the force and torque are imparted
to the vehicle frame in a FARS thruster system.
Simple Conceptual System with N = 1
The point-mass is attached to the end of the straight, massless arm, and the massless
thruster is attached to the opposite end (creating an N = 1 system). If the thruster is
oriented perpendicular to the arm, a moment is generated about the point-mass in addition
to a translation-inducing force (see Figure 3.12, below). If the thruster is oriented parallel
with the arm, a pure translation is generated (Figure 3.13, below). If the thrust is pointed in
any other direction, both a translating force and a moment are generated as in Figure 3.12.
Notice that the moment is always generated about the point-mass, and is purely the result

















Figure 3.13: Single Thruster System - Pure Translation Maneuver
Translation is always generated in the same direction of the imposed force and acts only
on the COM. This holds true even for the three dimensional case. Also note that complete
decoupling of the rotational and translational movements is not possible with only one
thruster. It is important to note that only in the special case where the thruster force lies
collinear with the arm can translating force be generated without inducing a torque upon
the frame - that is, any (component of) force acting perpendicular to the arm will generate
a moment and a translation. The complete 3D equations of motion for this simple machine
are presented in Equation 3.4. Note that this system is under-determined and incapable of
rotations about the arm axis because the torque vector always acts perpendicular to it - thus,




































Ṙ = R~Ω× Iα̈ = −~Ω× I~Ω + ~τr
(3.4)
Thrust Cancellation and Unique-Determination in Simple Systems with N = 2
Now consider a 2D system that consists of two unit-length arms attached end-to-end
in a collinear fashion, with the unit-mass attached at the junction between the two arms.
If an identical thruster is attached on each end, the resulting model approximates a thrust-
vectoring bi-copter (N = 2). If the outputs of the thrusters are limited such that their thrust
vectors are always parallel and pointing in the same direction (see Figure 3.14), the sys-
tem can only generate translations because the moments generated by each thruster cancel
out. The vehicle’s symmetry (equal moment arms) guarantees this. If the vehicle is limited
such that the thrusters rotate in opposite directions but with equal absolute angular dis-
placements, both the direction and magnitude of the net translating force can be controlled
without creating a net moment. This is the essence of the thrust-cancellation mechanism.
Intuitively, this simple vehicle is capable of decoupled motion (see Figure 3.15) - it can
translate in any direction and rotate about the COM with controlled acceleration (force/-
torque magnitudes). Note that this system is uniquely determined for both the throttled and
unthrottled cases, but incapable of rotations about the arm axis because all torque vectors
56
act perpendicular to it - thus, it is under-actuated. Changing the system such that the arms
join with a 90◦ angle at the COM allows it to become fully-actuated in addition to uniquely
determined. This is because each of the two thruster/arm pairs can create a moment about




































Ṙ = R~Ω× Iα̈ = −~Ω× I~Ω + ~τr
(3.5)
Figure 3.14: 2D N = 2 System - All possible pure translation maneuvers
Figure 3.15: 2D N = 2 System - Force/torque decoupling
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3.3.3 Non-Canceling Mixer Implementation
Since the mixer can operate with variable-output thrusters and since operating in this
mode is less complex, the description of the operational details of the mixer will start
without the thrust-canceling subsystem. The following diagrams are based on a simplistic
skeletal frame with numbered thrusters. The mixer input vectors are transparent so that it
is obvious if the resultant (mixer output) vectors lay collinear with them (see Figure 3.16).
Translating Force Vector Mapping
The basic idea behind the design of the non-canceling mixer is that the magnitudes of
the input vectors are divided by the number of thrusters and then translated to each thruster.
Mapping the desired translation-inducing force vector ~fξd to each of the N thrusters in
the array is fairly straight forward. If the array is radially-symmetric, the ~fξn vectors are
mutually parallel, and ~fξn is located at the end of the nth arm, it can be guaranteed that no
forces besides ~fξd are generated on the frame (see Equation 3.6 & Figure 3.16). Note that
at this point ~fd = ~fξd , however this isn’t always the case. Later, an additional term is added












The torque produced by ~fξn on the body of the vehicles depicted by Figure 3.17 is can-
celed out due to the system’s radial symmetry. This is always true if ~fξn is constructed
as described by Equation 3.6, provided that radial symmetry is maintained, and that all
thrusters lay in the xbf - ybf plane. However, there are some frame configurations with
FARS thrusters outside of the xbf - ybf plane that also work. That is to say, all FARS con-
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Figure 3.16: Translational force vector mapping (no desired rotation and no net resultant
rotation). Note that the desired translational force input vector is identical to the resultant
translational force vector, and thus overlap.
figurations with β = 0 exhibit torque canceling, while only some FARSTA configurations
with non-zero β also feature this convenience.
Alternating d lengths Alternating β angles Alternating γ angles
Figure 3.17: Examples of radially-symmetric N = 6 frame configurations that exhibit
intrinsic torque cancellation while performing the same pure-translation maneuver
59
The fact that translating force can be applied to a FARSTA vehicle without introducing
attitude-altering torque is crucial to the operation of the mixer (and exploited in Section
10). It allows translating forces to be added in superposition without affecting attitude. To
understand why this is, consider the simpleN = 2 vehicle configuration once again (Figure
3.14). It is known that only the component of ~fn that acts perpendicular to the thruster arm
induces torque on the system. If a translation-inducing force vector ~fξ is applied by the
mixer to the N = 2 system (with ~τn = [0]), and it is properly distributed as prescribed
by Equation 3.6, then the components of the resulting ~fn that are perpendicular to the nth
arm are always equal in magnitude and direction - which always results in canceling ~τn
vectors. Note that for a N = 2 vehicle to be radially-symmetric, both arms must be the
same length. If this is not the case, one of the ~fn vectors induces more torque than the other
and a non-zero resultant torque will act upon the vehicle.
It should be noted that precisely affecting rotations in the xbf - ybf plane is vital to stabi-
lizing the vehicle. However, when a FARSTA vehicle is undergoing an arbitrary translation
as in Figure 3.17, imposing an arbitrary torque without producing unwanted motions is very
difficult and non-obvious. If it was simply a matter of changing thruster output magnitude,
this thesis would end here.
Furthermore, through the course of this research, simulations demonstrated that that
holonomic motion is possible in 1-axis (arm-axis) thrust vectoring vehicles if the thrusters
are allowed to throttle (and can do so quickly3). Several works reviewed for this thesis
utilize 2-axis thrust vectoring vehicles, but restrict the motion of the thrusters such that their
output vectors always remain parallel. It was also demonstrated that arbitrarily affecting
torque in the xbf - ybf plane while restricting the thruster motion in this fashion is impossible.
Such vehicles are not able to be stabilized.
3The definition of performance boundaries for the gimbal servos and thrusters are out of scope. System
identification is left as an exercise for future work.
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Rotating Torque Vector Mapping
Distributing an arbitrary desired input torque vector ~τd amongst the vehicle’s thrusters
is much more difficult compared to translational force vector mapping (Section 3.3.3) for
many reasons. The primary difficulty is that the system is underdetermined for N > 2.
Unique solutions can only be found algebraically by imposing artificial constraints on the
system. Rather than attempting to impose such constraints, non-orthonormal linear decom-
position is used to find N thruster attitudes that solve the static system for a desired trans-
lation and rotation.
An example of this non-orthonormal linear decomposition can be seen in Figure 3.18.
Once unit vectors (τ̂n) are established, the desired input torque vector ~τd is decomposed
upon these unit vectors. Then, the force vector required to generate these torques ~fτn is
determined along f̂τn .
To achieve this, the new unit vectors on which each thruster’s resultant torque will act
(τ̂n) must be determined. After these unit vectors are found, the force vectors that generate
torque along these unit vectors (f̂τn) can be designed. This can be done procedurally by
following the right-hand rule in conjunction with simple rotation matrices (See Algorithm
1). These aforementioned unit vectors τ̂n must be constructed such that (when the resulting
vector decomposition is realized in the body-fixed frame) the sum of the torque vectors ~τr
for all N thrusters can act upon the vehicle in each of the three orthonormal body-fixed
axes (xbf, ybf, and zbf).
To aid in the selection of these unit vectors, consider a worst-case vehicle frame con-
figuration where N = 4 with no dihedral angle (β = 0). This configuration is worst-case
with respect to unit vector τ̂n selection because all four arms are mutually perpendicular. If
the unit vector τ̂n for thruster n is coplanar with the xbf - ybf plane of the vehicle, then each
unit vector τ̂n is collinear with the adjacent arm in the system (see Figure 3.19). In such
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Figure 3.18: Torque unit vectors τ̂n constructed to evenly distribute the desired input torque
~τd (not shown) amongst the system’s thrusters (body-fixed frame removed for clarity).
a system, no thruster could impose a torque on zbf, resulting in a under-actuated system.
Note that this arrangement is like a traditional quadcopter in terms of torque production
with the exception that a quadcopter can still create RTE in the zbf axis.
If instead each thruster’s torque unit vector τ̂n were angled perpendicular to the xbf - ybf
plane, the system would be unable to affect torque in any direction other than zbf (see Figure
3.20). Thus, it becomes clear that if τ̂n falls somewhere between either coplanar with the
xbf - ybf plane or collinear with each other, then each of the thrusters can impart torque onto
any of the three orthonormal body-fixed axes. Algorithm 1 outlines a procedural method
for finding the proper orientation for each τ̂n, the results of which can be seen in Figure
3.18.
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Figure 3.19: Unit vectors τ̂n laying collinear with adjacent arms in the “worst case” N = 4
with β = 0 frame configuration. Note that each f̂τn generates a corresponding perpendicu-
lar τ̂n. If ~τn is applied along any τ̂n, it is impossible for ~τn to act in zbf.
More precisely, as long as the torque vectors generated by each thruster are not coplanar
(and N > 2), the span of the set of torque vectors contains any vector in IR3. If these
vectors are collinear, they are effectively infinitely coplanar. To ensure that each thruster’s
potential contribution to the net torque imposed upon the vehicle is equal, each τ̂n should
be identically oriented with respect to each arm as depicted in Figure 3.18 and described
by Algorithm 1.
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Figure 3.20: Unit vectors τ̂n laying perpendicular to the xbf - ybf plane can only produce
torque in zbf.
Algorithm 1: Find T̂ for arbitrary FARSTAV geometry
1 Function generateTorqueUV(d̂):
2 Ẑbf← create a 3×N matrix of unit vectors in the zbf direction;
3 Ŷbf← create a 3×N matrix of unit vectors in the ybf direction;
4 for n = 1 toN do
5 Rn←create a 3× 3 rotation matrix between xbf and the projection of arm n onto the xbf - ybf plane;




9 τ̂n← d̂n × τ̂tempn ;
10 return T̂;
Decomposing the Desired Input Torque Vector ~τd onto the Unit Vectors τ̂n by Non-
Orthonormal Linear Decomposition
In order for the desired input torque vector ~τd to be properly (evenly) distributed to each
of the FARS thrusters in the array, it must be decomposed onto then new unit vectors τ̂n
as opposed to a simply projected. This allows ~τd to be reconstructed from the component
vectors ~τn, meaning that the summation of all N ~τn vectors is equivalent to ~τd.
It is well known that any vector
−→
AB in IR3 can written as a linear combination of scalar
magnitudes and unit-direction components:
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−→
AB = âi+ bĵ + ck̂ (3.7)
It is also true that the same vector
−→
AB can also be broken into an arbitrary number of
components that do not necessarily have to be linearly independent:
−→
AB = a1û1 + a2û2 + · · ·+ aN (3.8)
Of course, the same is true for the desired input torque vector ~τd. Here, ~τd is written as a
linear combination of the torque vectors created by each thruster in the array (~τn):
~τd = ‖~τ1‖ τ̂1 + ‖~τ2‖ τ̂2 + ‖~τ3‖ τ̂3 + · · ·+ ‖~τN‖ τ̂N (3.9)
A system of N equations is desired to solve the static FARSTAV equations of thruster
attitude. In particular, a system needs to be constructed to find the unknown magnitudes
‖~τn‖ that are applied along the unit vectors τ̂n found in the previous section. Equation 3.9
can be manipulated thusly to create such a system:
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~τd = ‖~τ1‖ τ̂1 + ‖~τ2‖ τ̂2 + ‖~τ3‖ τ̂3 + · · ·+ ‖~τN‖ τ̂N
τ̂1 · ~τd = ‖~τ1‖+ ‖~τ2‖ τ̂1 · τ̂2 + ‖~τ3‖ τ̂1 · τ̂3 + · · ·+ ‖~τN‖ τ̂1 · τ̂N = ‖~τ1‖+
N∑
n=2
‖~τn‖ τ̂1 · τ̂n




‖~τn‖ τ̂2 · τ̂n




‖~τn‖ τ̂3 · τ̂n
...
τ̂N · ~τd = ‖~τN‖+
N−1∑
n=1
‖~τn‖ τ̂N · τ̂n
(3.10)
The goal is to find a solution to the system that results in a pure rotation maneuver (no
imposed translation). The above system of equations can be converted into matrix form,
and then solved.

1 τ̂1 · τ̂2 τ̂1 · τ̂3 τ̂1 · τ̂4 . . . τ̂1 · τ̂N
τ̂2 · τ̂1 1 τ̂2 · τ̂3 τ̂2 · τ̂4 . . . τ̂2 · τ̂N




... . . .
...



















The matrix A is square by design, but since τ̂n is composed of linearly dependent vectors,
it will have an infinite number of solutions. In this case, it is actually an exploitable advan-
tage. It means that there will always be a solution that has the desired outcome. However,
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there is nothing in the system of equations that limits or determines the solution’s impact
on translating force. In fact, it is probable that any solution found will create an undesired
translation (note the undesired resultant force vector ~fr in Figure 3.21). This is the error
mentioned at the beginning of this chapter.
The Moore-Penrose pseudoinverse is required to find a solution (see Equation 3.12,
below) to the system. Some advanced software packages like MATLAB are able to invert
matrix A without the pseudoinverse, but the solutions include zero-length magnitudes for
N > 2. The goal here is to find non-zero thrust magnitudes for each thruster in the array.
Moore-Penrose pseudoinverse has the advantage of finding solutions that evenly distribute
the torque-generating force among the thrusters. This is because it minimizes the sum of the
squares of the component torque magnitudes, thus making sure that any one vector doesn’t
grow overly large. Algorithm 2 contains a concise implementation of this computation. It
can be implemented generally for other similar tasks, but works very well for determining
‖~τn‖ . Note that the solution found in this step will generate an unwanted lateral force, so
a correction must be applied. It (the correction) must be pre-determined and is covered




Finally, after the vector B has been found (which contains ‖~τn‖), it must be combined with
the unit vector matrix T̂ in order to find T:
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3D View Top View
Rear View Starboard View
Mixer Output Results
Figure 3.21: Example of an arbitrary input torque vector. Notice that the desired transla-
tional force vector ~fd has zero magnitude, but that the resultant translational force vector
~fr does not. This deviation is corrected in the section titled “Correcting Undesired Transla-
tions.”
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‖~τ1‖ 0 · · · 0
0 ‖~τ2‖ · · · 0
...
... . . .
...









Algorithm 2: Find T matrix for a given T̂ matrix and the arbitrary input torque vector ~τd
1 Function nonOrthoLinearDecomp(T̂, ~τd):
2 nCols← getNumColumns(T̂);
3 nRows← getNumRows(T̂);
4 for col = 1 to nCols do
5 for row = 1 to nRows do
6 A [row, col]← T̂ [col, :] · T̂ [row, :];
7 end
8 C [col]← T̂ [col, :] · ~τd;
9 end
10 B ← A+ · C;
11 T← diagonalize (B) · T̂;
12 return T;
Correcting Undesired Translations
This correction step must take place prior to both force and torque mapping, but it is
presented now for clarity. Since there are infinite solutions, there must exist at least one
solution that provides ~τr = ~τd without any translating force. It is possible to pre-determine
the unwanted translating force and automatically subtract it from ~fd before any other step
in the process. This will not prevent the torque-mapping step from creating the error, but it
will fix the problem when the solutions for each step are added in superposition.
The notion behind this correction is as follows: Every torque is generated by a force
vector. If these force vectors can be determined in advance, their effect on the system can
be predicted and then countered. Consider the simple scalar calculation for torque:
τ = f · d (3.14)
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After ~fcomp is computed, it needs to be added to the system as an additional translating
force. This is done at the thruster level in the section titled “Using Superposition to Find
~fn and ~fr,” but for now, it can simply be interpreted as being added to ~fd:
~fd = ~fξd +
~fcomp (3.17)
Backtracking the Decomposed Torque Vector ~τn to Find the Torque-Generating Force
Vector ~fτn
Finding the forces that generate the torque vectors ~τn is simply a matter of taking the
cross-product of the torque vector ~τn and the vector describing the arm geometry ~dn.
~fτn = ~τn × ~dn (3.18)
Using Superposition to Find ~fn and ~fr
At this point, it is clear that quite a few intermediate vectors need to be calculated by the
mixer as it progresses towards the final result, ~fn (and ~fr). To recap the intermediary results,
thus far the mixer has found ~fξn , ~fτn , and ~fcompn for each of the N thrusters in the array. ~fξ
is the matrix containing the vectors ~fξn , which are the mutually-parallel purely translation-
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inducing force vector components calculated for each thruster. ~fτ is the matrix containing
the ~fτn vectors, which are the thrust vectors required to create the desired rotation-inducing
torque ~τd. Finally, ~fcomp is the matrix of thrust vectors ~fcompn that counter-act the undesired
translation-inducing forces created in the process of finding ~fτ .
~frawn = ~fξn + ~fτn
~fn = ~frawn + ~fcompn
or
~fn = ~fξn + ~fτn + ~fcompn
or






The resultant force vector can be obtained by summing the three previous mentioned
matrices (Equation 3.19). Figure 3.23 depicts the error compensated solution to the same
system shown in Figure 3.21, while Figure 3.22 depicts the solution to a system with the
same desired input torque as Figure 3.21, but with a desired translation force vector as
well. Note that the vector lengths in the figures automatically scale with the thrust output
magnitude (throttle) of the system - thus, ~τd is the same magnitude in both figures, even
though they appear with different lengths.
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Figure 3.22: Compensated Non-Canceling Mixer Results. Note that this is with the same
input vectors as in Figure 3.21 but with ~fcomp properly applied.
Figure 3.23: Non-canceling mixer results with non-zero length ~fd and ~τd input vectors.
Note: ~fraw not shown.
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3.3.4 The Thrust Vector Generator
The algorithm called the Thrust Vector Generator (or TVG) is the culmination of all
the previous sections in this chapter. It is the heart of the FARSTAV mixer. It is presented
below (Algorithm 3) for reference in the following sections. Only lines 2 - 11 have been
discussed thus far. The pseudocode in lines 12 - 21 are discussed in the following section
entitled “Thrust-Canceling Mixer Implementation.”
Algorithm 3: Generate F
1 Function thrustVectorGenerator(~fd , ~τd ,D, fn,current , thrustCancelation, ~fcorrection , tolerance):
2 d̂ = getUnitVectors(D) ; // Find matrix of unit vectors for D
3 T̂ = generateTorqueUV(d̂) ; // Algorithm 1
4 T = nonOrthoLinearDecomp(T̂,~τd) ; // Algorithm 2
5 for n = 1 toN do
6 ~fτn = ~τn × ~dn ; // Equation 3.18
7 ~fξn = f̂d
‖~fd‖
N
; // Equation 3.6
8 ~fcompn =










~fcompn ; // Equation 3.19
10 end
11 F = Ftheo;
12 if thrustCancelation == true then
13 F = thrustCancelingMixer(~fd , ~τd , F , fn,current , ~fcorrection) ; // Algorithm 5
14 end
/* */
/* Now to check if the results’ deviation is within tolerance... */
/* */
15 shouldBeZeroForce =
~fd−~fcomp∥∥~fd−~fcomp∥∥ × ΣF‖ΣF‖ ; // Quantify the deviation of ~fr from ~fd
16 shouldBeZeroTorque = (Σ (D × F ))× ~τd ; // Quantify the deviation of ~τr from ~τd
17 if (roundTo(shouldBeZeroForce,tolerance) != [000]T) or (roundTo(shouldBeZeroTorque,tolerance) != [000]T) then
18 isCorrected = false;
19 else
20 isCorrected = true;
21 end
22 return (F , isCorrected);
3.3.5 Thrust-Canceling Mixer Implementation
As previously mentioned, one of the most useful features of this mixer is that it can be
employed on vehicles with thrusters that are incapable of throttling. The system will also
work with slow throttling thrusters, provided it is modified to allow them to spin up prior
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to performing a maneuver that requires large amounts of thrust. This is accomplished by
exploiting radial symmetry to cancel out excessive or unwanted thrust. Thrust-canceling is
essentially limiting the thrust output of the craft by pointing unwanted vector components
at each other to make them non-productive in terms of translations or torques (see Figure
3.24 and 3.25). While this may seem inefficient, it allows thrusters that rely on gas combus-
tion (such as turbojets or internal-combustion driven fans/rotors) to operate at their design
speed.
The F matrix calculated at the end of line 11 in the TVG (Algorithm 3) can be inter-
preted as a theoretical value at that point in the algorithm. That is, it represents the ideal
matrix of thrust vectors that produce ~fd and ~τd. It has no intuition of the limitations of
the vehicle’s thrust capabilities or current thrust output. If the thrustCancelation argument
is set to “false,” this theoretical set of vectors is then passed on to the flight controller
and the system simply instructs the thrusters to orient and throttle as prescribed. If the
thrustCancelation argument is set to “true,” the thrust canceling algorithm (see Algorithm
4, below) attempts to reorient ~fn (known to be of magnitude fn,current) such that its force
component that is perpendicular to ~dn is equal to the aforementioned theoretical vectors
~ftheon .
Algorithm 4: Function to rotate the vectors in the F matrix such that their arm-perpendicular
components equal the theoretical force vector matrix Ftheo
1 Function thrustCancelingMixer(~fd , ~τd , ~fn , fn,current):
2 for n = 1 toN do
3 d̂n =
~dn∥∥~dn∥∥ ; // Find unit vector in arm direction
4 rotationAxis =
~dn×~fn∥∥~dn×~fn∥∥ ; // axis that ~fn will rotate on
5 thetaFn = getSignedAngleBetweenVectors(~fn, ~dn, rotationAxis) ; // Get current angle to arm. 3rd arg is normal for sign
ref.





· sin( thetaFn )
))
; // New rotation angle
7 Rk = createArbRotMat(newThetaFn, rotationAxis) ; // Create arbitrary rotation matrix about rotationAxis
8 ~fn =
(




10 return F ;
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Figure 3.24: Basic thrust canceling. Note that the (not shown) components of ~f1 and ~f2
that lay collinear with ~d1 and ~d2 respectively for this basic N = 2 system result in zero net
force in the xbf - ybf plane. Only the desired purely translating force vector results in the zbf
direction.
Figure 3.25: Basic thrust canceling with torque. This N = 2 system is creating ~τr in the zbf
direction while producing the same ~fr as in Figure 3.24. Note that the thrust magnitude is
the same for both figures.
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Error Correction Algorithm
Thrust cancellation occasionally generates unwanted translations or torques even though
the results are always “close” to the desired results. Algorithm 4 needs an iterative correc-
tion. Taking a similar approach to that of Equation 3.17, a corrective vector can be found
by subtracting the incorrect resultant force from ~fd. Repeating the entire mixer calculation
again, but with the corrective vector added to the previous ~fd yields yet another smaller
error. Repeating this process many times eventually results in an acceptable solution - but
this is very inelegant and computationally expensive. Interestingly, experimentation has
found that most (if not all) of this error can be quantified as a series that converges as
presented in Equation 3.20, below. There is a second error component that only occurs
occasionally, and it is addressed in the following paragraphs.
~fcorrectioni =








Algorithm 4 can be modified as follows to incorporate the converged error found in
Equation 3.20. Note that this algorithm (and the complete Algorithm 3 that contains it)
may have to be iterated a few times if the aforementioned (and yet to be discussed) second
error is present. Without this second error, only a few iterations are needed to achieve thrust
cancellation with minimal deviation from the desired input vectors.
The second error only occurs if the inputs ~fd and ~τd require more thrust than the machine
is currently producing (or is capable of). If ~fd and ~τd are too large for the system, ~fr
and ~τr will deviate from the anticipated results by an appreciable and detrimental amount.
Predetermining the upper thrust limit is usually a trivial matter, and if known, a limit can
be set in software to prevent the ill-effects. However, the upper torque production limit is
a complex function of thruster attitude as well as thruster output. Thus, while it might be
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Algorithm 5: Modified function to rotate the vectors in the F matrix such that their arm-
perpendicular components equal ~fξn . Contains the converged ~fcorrection
1 Function thrustCancelingMixer(~fd , ~τd , F , fn,current , ~fcorrection):
2 for n = 1 toN do





~dn∥∥~dn∥∥ ; // Find unit vector in arm direction
5 rotationAxis =
~dn×~fn∥∥~dn×~fn∥∥ ; // axis that ~fn will rotate on
6 thetaFn = getSignedAngleBetweenVectors(~fn, ~dn, rotationAxis) ; // Get current angle to arm. 3rd arg is normal for sign
ref.







; // New rotation angle




∥∥~fn∥∥ · Rk · d̂n);
10 end
11 return F ;
possible to predetermine these values, it must remain a subject for future work. In the mean
time, a practical work-around exists.
Complete Mixing Algorithm
As previously mentioned, both errors can be eliminated by iteration. This is accom-
plished by wrapping Algorithms 3 and 5 (which are presented as functions or subroutines
in this thesis) inside a third function that manages the correcting iterations (see Algorithm
6, below). Thrust cancellation is enabled with the simple boolean (thrustCancelation) that
forks the logical flow in an ’if’ statement (lines 5 - 21), thus removing the iterative cor-
rection completely if not required. Note that the thrustVectorGenerator function has an
integral mechanism that can warn the flight controller if a solution can’t be found for some
reason.
The error correction loop assumes that any error usually comes from implementing the
thrust cancellation function (Algorithm 5), and because of this, most of the loops/compu-
tation time should be spent trying to correct that error. The two ’if’ structures at lines 10
and 13 govern corrections for the second error, which occurs when ~fd and/or ~τd are too
large. They are designed to be alternately calculated every 15 loops so that ~fd and/or ~τd are
reduced by the smallest amount possible and also to permit the ~fcorrection correction ample
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Algorithm 6: Generate F , with optional thrust canceling
1 Function FARSTAVMixer(~fd , ~τd , fn,current , thrustCancelation,D, maxTrys, tolerance):
2 isCorrected = false ; // initialization...
3 ~fcorrection = [0, 0, 0]T;
4 counter = 0;
5 if thrustCancelation == true then
6 while (isCorrected == false) and (counter < maxTrys) do
7 (F , isCorrected) = thrustVectorGenerator(~fd , ~τd , fn,current ,D, thrustCancelation, ~fcorrection , tolerance) ; // Algorithm 3
/* The following code checks if thrustVectorGenerator found a solution. If it has not, it will
apply ~fcorrection several times. Then, it will occasionally reduce the desired force and
desired torque vectors by 2% in an attempt to correct any error due to overly large desired
values. Typically, 1-4 passes of ~fcorrection is all that is required. Correction attempts will
continue until a solution is found, or counter is greater than maxTrys. */
8 if isCorrected == false then







; // Equation 3.20
10 if isNumberEven(counter) and (counter mod15) then
11 ~fd = ~fd · 0.98;
12 end
13 if isNumberOdd(counter) and (counter mod15) then
14 ~τd = ~τd · 0.98;
15 end
16 end
17 counter = counter + 1;
18 end
19 else
20 (F , isCorrected) = thrustVectorGenerator(~fd , ~τd , fn,current ,D, thrustCancelation, ~fcorrection , tolerance) ; // Algorithm 3
21 end
22 return F , isCorrected;
opportunity to be effective. The rate that these corrections are applied can be tweaked
(along with the tolerance and maxTrys variables) to change the accuracy and computation
time of the mixer. The values presented in Algorithm 5 work very well for the simulation




4.1 Scope of Presented Work and Results
Thus far, this thesis has defined the fully-articulated radially-symmetric thruster array
vehicle, described the relation of multirotors to FARSTAVs, and detailed the theory and
practical implementation of the FARSTA mixer. In order to verify the results of this work,
a robust rigid body simulation environment was developed in MATLAB. At least a year of
work has gone into its development, and tens of thousands of lines of code were written to
bring the simulation to fruition.
The totality of this effort can not be captured here as it would result in a document
who’s length is not suited to an master’s thesis. Thus, only a small portion of this chapter
is dedicated to providing a brief description of the simulation, with the remainder serving
to layout the results in their full verbosity. Please note that the goal of this thesis is not to
write a simulation, nor is it to develop a new method of multirotor control.
79
4.2 Simulation Overview
4.2.1 Software Development Methodology
MATLAB R2015b was chosen to be the developmental platform for the simulation used
to verify the work in this thesis. The simulation is highly object oriented and comprised
of many generic class objects. It consists of a base script that configures the model objects
and governs the flow of the discrete-time simulation. Every aspect of the vehicle model is
procedurally generated and configured entirely in this base script. The vehicle model child
object is built with generic rigid body parent class objects. Each generic rigid body parent
class object has methods and properties that govern their dynamic behavior and graphical
representation within the simulation.
Specialized rigid body objects such as thrusters and gimbals are built as child object
classes that also inherit generic rigid body parent objects. Additional specialized objects
such as PID-controlled servos inherit other generic objects like motors and gearheads, and
can be incorporated into child objects (such as gimbals) that are also treated and rendered
as rigid body objects. Finally, there are “non-physical” inheritable objects such as homoge-
neous transformation classes that endow their children with the ability to move and rotate
within the simulation. See Figure 4.1 for an example of this hierarchy of objects.
This highly object-oriented, hierarchical methodology allows complex, specialized enti-
ties to be formed from simple, generic objects. In addition to allowing code to be reused as
often as possible, it provides the developer with very small, self-contained pieces of code
that are very easy to test and diagnose. In fact, all of the classes and functions written for
this simulation either come with companion test scripts or have test functionality built into
them. For instance, the homogeneous transformation class object was exhaustively tested
and then inherited by every other rigid body-based object in the simulation. Inevitably,
minor bugs were found with this (and every) class - but once the problems were fixed,
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Figure 4.1: A simplified example of class inheritance in the procedural FARSTAV model
object. Note that some objects, such as EnvironmentClass, contain many other objects (e.g.
a gravity model object, an atmospheric model object, etc).
the behavior of every object that inherited this class was instantly corrected as well. This
methodology makes it very easy for problems to be intuitively diagnosed and corrected.
4.2.2 Software Environment
As previously mentioned, the model of the vehicle is completely procedural. Every
aspect of the vehicle is determined by a user-specified parameter. For instance, the user can
change the dimensions of each of the vehicle’s arms, and various parameters like cross-
sectional area will automatically update and affect things like aerodynamic drag and physi-
cal appearance. The user can change the number of thrusters, and a corresponding number
of arms and thrusters will be generated, and the angular spacing between the arms will
automatically update to maintain radial symmetry. This angular spacing can also be over-
ridden to create irregular thruster arm configurations (see Figure 3.17). This flexibility
allows the user to easily simulate exotic and strange configurations. In fact, the simulation
isn’t limited to FARSTAVs - the environment allows any rigid body vehicle to be modeled
and tested (see Figure 4.2).
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Figure 4.2: Various models can be simulated. Graphical representation of objects can either
be procedurally generated, or imported from .stl files and then scaled and manipulated
without limit. Depicted here is a quadrotor with animated, spinning rotors - however any
rigid body machine can be simulated, such as a car or 6-DOF manipulator arm. The rotors
in this model are modified thruster objects that scale the spinning animation with input
throttle and compensate for the rendered frame rate to prevent animation artifacts.
After the vehicle has been modeled, it is instantiated in the main script. This main
script file computes the number of frames to render from the desired simulation length and
step time. The rigid body simulator accepts an 13x1 state vector, and solves the system
with MATLAB’s ODE45 function (explicit Runge-Kutta 4,5 pair). After solving, the main
script calls the rigid body object’s draw funcion that renders the video frame and saves it to
a video file. Data is collected on each run, and then after all the frames have been rendered,
the data is plotted for review.
The simulation environment includes altitude-dependent air density and a variable-
altitude ground. The altitude of the ground level can be changed to simulate flights orig-
inating at any location. The ground model can detect collisions and will reset the ODE
solver to avoid singularities. This allows for flight tests that start at rest with zero throttle
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or even simulation of ground vehicles. A vehicle that impacts the ground will bounce and
slide, and the user can set a coefficients of restitution and friction.
4.2.3 Mathematical Foundation of the Simulation
The rigid body solver is a quaternion-based implementation of David Baraff’s SIG-
GRAPH lecture notes, entitled “Physically based modeling: Rigid body simulation” [38].
This work is widely cited and provides a clear, detailed walk-through of the physics behind
state-based rigid body modeling and includes C-based pseudocode. The only modifica-
tion of the algorithm for this simulation is the addition of a callback method that enables
interrupting the solver in the event of a singularity (such as a collision with the ground).
Interruption callbacks are common in rigid body solvers such as this. Any child class that
inherits this MATLAB class object (after proper initialization) can call its “update” method
to render a frame using the algorithm set forth in [38].
4.3 Simulation Setup
To prove the efficacy of the proposed FARSTAV mixer, simulations are devised to
demonstrate its ability to find under-determined thrust-canceling solutions for both aN = 4
and N = 8 vehicle configuration, as well as a non-planer N = 10 vehicle. In total, four
simulations are performed, however. The N = 4 run was performed twice with different
attitude control coefficients to demonstrate the mixer’s ability to track an arbitrary trajec-
tory regardless of the vehicle’s attitude (see Table 4.1).
In all simulations, the throttle of each thruster in the array is fixed at maximum to
demonstrate the mixer’s thrust canceling function. The thrusters are set up to mimic the
dynamics of a Jetcat p200sx turbine engine, specifically 216.2 N of thrust output and a five
second spin-up time from 33,000 to 112,000 RPMs (data from manufacturer). Note that
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a 5 second thruster rise time would (intuitively) render any traditional multirotor unstable
and incapable of flight. This is just the baseline thrust output, however - the simulation
automatically adjusts the maximum thrust output of each vehicle to honor the 4:1 thrust to
weight ratio as dictated by the user-specified parameter. While inconsequential, the throttle
dynamics remain the same for each simulation run.
Run N Weight, kg Thrust, N β γ kpt kvt kpa kva
1 4 217.08 217.08 0.00 90.00 3.75 4.50 0.75 0.50
2 4 217.08 217.08 0.00 90.00 3.75 4.50 0.90 0.95
3 8 330.64 165.32 0.00 45.00 3.75 4.50 0.75 0.95
4 10 387.42 154.97 30.00 36.00 3.75 4.50 0.75 0.95
Table 4.1: Basic simulation parameters
The basic operation of the vehicles in the simulation is governed by a basic linear
trajectory generator. This method of the vehicle class takes a desired position as well
as the vehicle’s initial position and the simulation time-step as its inputs, and generates a
time-varying trajectory for the position controller to follow. As the goal is not to develop
control strategies, an attitude trajectory generator was not implemented for the sake of
simplicity. Instead, it is assumed that a level (identity) orientation is desired and that the
vehicle starts with a level orientation. Future work could include developing the omitted
system to provide for arbitrary orientation tracking. An attitude controller is included,
however, and is used to stabilize the vehicle’s orientation.
As previously mentioned, the simulated vehicles include PID-based controllers for both
the control of the thruster gimbals and thruster rotor speed. This is done to simulate the tran-
sient behavior of servo-driven gimbals and poorly-performing thrusters. While the thruster
models were designed to mimic small turbines, they were actually modeled as electric
motors with sluggish performance. The trajectory and attitude controllers for each vehicle




ξ̈d − g + kpte+ kvt ė
)
where:
e = ξd − ξ
ė = ξ̇d − ξ̇
(4.1)
τ = Iα̇× α̇− kvaα̇− kpaκ
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The body-frame thrust output signals from the position and orientation controllers are
then sent into the FARSTA mixer. The mixer, as described throughout this thesis, finds an
(optionally) thrust-canceling thrust vector for each of the N thrusters in the system. These
body-frame vector signals are then sent to each thruster’s inverse kinematic solver, which
command the servos in each gimbal to their appropriate position and adjust the thrusters’
throttle (if desired). Finally, the forces generated by the gimbaled thrusters are inputed into
the state vector (along with other information) and the simulation iterates to the next time
step. See Figure 4.3 for a diagram of the simulation operation.
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All simulations start with the vehicle positioned at the same arbitrary initial x-y-z coor-
dinates of (10m,−20m, 120m). The positional goal for all the simulations was arbitrarily
set at (−3.5m, 5m, 158.5m). As previously mentioned, both the initial attitude and desired
attitude were set to be level, or (φ, θ, ψ) = (0◦, 0◦, 0◦). Each simulation was set to have a
time step of dt = 1
30
s and a duration of 15s, recorded at a resolution of 1920x1080 at 30
frames per second. Each run produced a multitude of plots and all variables and settings
were recorded for future examination.
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4.4.1 Simulation Run 1
The first simulation run (presented below) was recorded while attempting to tune the
attitude controller for an N = 4 FARSTAV. While tuning the attitude controller was a fail-
ure in this run, it demonstrates the vehicle’s ability to translate in any direction regardless
of its attitude. Despite complete loss of attitude control, the vehicle was able to reach the
desired position. Table 4.2 (below) describes the important parameters of the simulation.
Run N Weight, kg Thrust, N β γ kpt kvt kpa kva
1 4 217.08 217.08 0.00 90.00 3.75 4.50 0.75 0.50
Table 4.2: First simulation run parameters
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Figure 4.4: Click or scan the image above to be linked to a private video of the results from
































Figure 4.5: Simulation 1: Flight path. This is a plot of a line traced out by the vehicle as it
moved from its initial position to its final position. Attitude is not represented.
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Figure 4.6: Simulation 1: Linear State. All translational information from the simulation
is provided in this plot.























































































































































Figure 4.7: Simulation 1: Angular State. All rotational information from the simulation is
provided in this plot.
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Compensation Failures = 35
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Figure 4.8: Simulation 1: Mixer Compensation Cycles. This plot presents the mixer’s suc-
cess and failure at compensating for excessive force and torque requests from the attitude
and trajectory controllers.
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Figure 4.9: Simulation 1: Trajectory controller output.
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s Attitude Controller - Control Variable
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Torque Not Due to Attitude Controller
Figure 4.10: Simulation 1: Attitude controller output.











Control and Mixer Output vs. Actual Output
x - Direction
~f9dx - Control Output
~f 0x - Mixer Output
~fx - Actual Thrust











Control and Mixer Output vs. Actual Output
y - Direction
~f9dy - Control Output
~f 0y - Mixer Output
~fy - Actual Thrust











Control and Mixer Output vs. Actual Output
z - Direction
~f9dz - Control Output
~f 0z - Mixer Output
~fz - Actual Thrust
Figure 4.11: Simulation 1: Control and Mixer Vs. Actual Thrust Output.
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Figure 4.12: Simulation 1: Thruster Angle



































































Figure 4.13: Simulation 1: Thruster Output, Body Frame
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4.4.2 Simulation Run 2
In this second simulation run, the N = 4 FARSTAV from the previous run is properly
tuned and successfully follows the desired trajectory while maintaining attitude stability.
Note the extremely straight flight path in Figure 4.15 and the less chaotic nature of every
other plot from this run (relative to the first run). It should also be noted in Figure 4.18 that
the mixer was much more successful in finding thrust-canceling solutions (most in one or
two cycles), and that the mixer’s error correction that occurred in the first five seconds is
reflected in almost every other plot.
Run N Weight, kg Thrust, N β γ kpt kvt kpa kva
2 4 217.08 217.08 0.00 90.00 3.75 4.50 0.90 0.95
Table 4.3: Second simulation run parameters
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Figure 4.14: Click or scan the image above to be linked to a private video of the results
from this simulation. Please ensure that playback is set for 1080p, or else certain details




























Figure 4.15: Simulation 2: Flight path. This is a plot of a line traced out by the vehicle as
it moved from its initial position to its final position. Attitude is not represented.
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Figure 4.16: Simulation 2: Linear State. All translational information from the simulation
is provided in this plot.






























































































































































Figure 4.17: Simulation 2: Angular State. All rotational information from the simulation
is provided in this plot.
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Figure 4.18: Simulation 2: Mixer Compensation Cycles. This plot presents the mixer’s suc-
cess and failure at compensating for excessive force and torque requests from the attitude
and trajectory controllers.
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Figure 4.19: Simulation 2: Trajectory controller output.
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s Attitude Controller - Control Variable
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Torque Not Due to Attitude Controller
Figure 4.20: Simulation 2: Attitude controller output.











Control and Mixer Output vs. Actual Output
x - Direction
~f9dx - Control Output
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Control and Mixer Output vs. Actual Output
y - Direction
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Control and Mixer Output vs. Actual Output
z - Direction
~f9dz - Control Output
~f 0z - Mixer Output
~fz - Actual Thrust
Figure 4.21: Simulation 2: Control and Mixer Vs. Actual Thrust Output.
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Figure 4.22: Simulation 2: Thruster Angle



































































Figure 4.23: Simulation 2: Thruster Output, Body Frame
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4.4.3 Simulation Run 3
The third simulation run features the successful flight of an N = 8 FARSTAV. While
the end results are not that different from the second simulation run, this run is important
for several reasons. First, the only programmatic difference between the two runs is that the
N parameter in the simulation initialization was changed from 4 to 8 and an adjustment to
the attitude controller constants. This demonstrates the flexibility of the object-orientated
rigid body simulation. Secondly, the mixer is identical to the previous two runs. This
demonstrates the mixer’s innate flexibility and ability to find thrust-canceling solutions
regardless of the value of N .
Run N Weight, kg Thrust, N β γ kpt kvt kpa kva
3 8 330.64 165.32 0.00 45.00 3.75 4.50 0.75 0.95
Table 4.4: Third simulation run parameters
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Figure 4.24: Click or scan the image above to be linked to a private video of the results
from this simulation. Please ensure that playback is set for 1080p, or else certain details





























Figure 4.25: Simulation 3: Flight path. This is a plot of a line traced out by the vehicle as
it moved from its initial position to its final position. Attitude is not represented.
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Figure 4.26: Simulation 3: Linear State. All translational information from the simulation
is provided in this plot.




























































































































































Figure 4.27: Simulation 3: Angular State. All rotational information from the simulation
is provided in this plot.
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Figure 4.28: Simulation 3: Mixer Compensation Cycles. This plot presents the mixer’s suc-
cess and failure at compensating for excessive force and torque requests from the attitude
and trajectory controllers.
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Figure 4.29: Simulation 3: Trajectory controller output.
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s Attitude Controller - Control Variable
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Figure 4.30: Simulation 3: Attitude controller output.













Control and Mixer Output vs. Actual Output
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Control and Mixer Output vs. Actual Output
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~f9dz - Control Output
~f 0z - Mixer Output
~fz - Actual Thrust
Figure 4.31: Simulation 3: Control and Mixer Vs. Actual Thrust Output.
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Figure 4.32: Simulation 3: Thruster Angle











































































































































Figure 4.33: Simulation 3: Thruster Output, Body Frame
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4.4.4 Simulation Run 4
The final simulation run presented here features an N = 10 configuration. It is sim-
ilar to the two previous runs, with the exception of a non-zero β (dihedral) angle. While
the simulated vehicle is large and impractical, this simulation run demonstrates the mixer’s
ability to cope with oddly configured, yet radially-symmetric systems. Aside from the
slight deviation from a flat and level attitude (which is likely the result of poor attitude con-
troller tuning), the simulated N = 10 vehicle successfully achieved the desired trajectory.
Run N Weight, kg Thrust, N β γ kpt kvt kpa kva
4 10 387.42 154.97 30.00 36.00 3.75 4.50 0.75 0.95
Table 4.5: Fourth simulation run parameters
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Figure 4.34: Click or scan the image above to be linked to a private video of the results
from this simulation. Please ensure that playback is set for 1080p, or else certain details




























Figure 4.35: Simulation 4: Flight path. This is a plot of a line traced out by the vehicle as
it moved from its initial position to its final position. Attitude is not represented.
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Figure 4.36: Simulation 4: Linear State. All translational information from the simulation
is provided in this plot.































































































































































Figure 4.37: Simulation 4: Angular State. All rotational information from the simulation
is provided in this plot.
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Figure 4.38: Simulation 4: Mixer Compensation Cycles. This plot presents the mixer’s suc-
cess and failure at compensating for excessive force and torque requests from the attitude
and trajectory controllers.
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Figure 4.39: Simulation 4: Trajectory controller output.
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s Attitude Controller - Control Variable
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Figure 4.40: Simulation 4: Attitude controller output.
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The work outlined in this thesis suggests that multirotors, helicopters1, and FARSTAVs
are all subspecies of vehicles that fall under the category of radially-symmetric thruster
array vehicles. In the course of this work, a new type of fully holonomic aerial vehicle
was identified and developed that can optionally utilize automatic cancellation of excessive
thruster forces to maintain precise flight control despite little or no throttle authority. After
precisely defining the physical attributes of the new vehicle, a flight control mixer algorithm
was defined and presented.
The mixer is an input/output abstraction that grants a flight control system (or pilot)
complete control of the vehicle by means of an input translation vector and input torque
vector. The mixer was shown to be general with respect to the number of thrusters in
the system provided that they are distributed in a radially symmetric array. As the mixer
1While a single rotor hardly constitutes an array, comparing traditional helicopters with vehicles such as
Honeywell’s RQ-16 “T-Hawk” in the context of radially-symmetric thruster array vehicles makes the relation
much less of a stretch. Similarly, counter-rotating coaxial rotorcraft could be considered to have a thruster
array of N = 1 despite being composed of two or more rotors.
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was designed to operate independently of the chosen flight control system, it is completely
agnostic to the type of control methodology implemented. Validation of both the vehicle’s
holonomic capabilities and efficacy of the flight control mixing algorithm were provided
by a custom MATLAB-based rigid body simulation environment.
5.2 Potential Applications
While the mixer is capable of thrust cancellation, it does not require it. Provided proper
feedback is supplied to the system and a minimum TWR is maintained, the mixer can
dynamically change the amount of force-canceling thrust attenuation to match the system’s
current thrust output for any given maneuver. That is, the throttle can be lowered to reduce
fuel consumption and maneuverability can be maintained regardless of the thruster’s tran-
sient dynamics.
Mission-Agnostic Space Exploration Vehicle
This throttle-agnostic property can be exploited to create interesting new vehicles. For
instance, rocket engines are very limited in their ability to throttle - often only to 80-90%
of total output. This limitation precludes these powerful engines from being utilized in
applications that require precise control of their output. Nevertheless, these engines are
required in oxygen-free environments.
Large rocket-powered vehicles such as satellite delivery vehicles rely on small-deflection
gimbals and precise control of their burn time for navigation. While this is adequate for lift-
ing, it makes for panic-inducing powered landings as “suicide burns2” are the only means
2A suicide burn is a landing maneuver for non-throttling vehicles that involves free falling until a precise
altitude is reached. At that altitude, retro-thrusters are engaged such that the vehicle’s vertical velocity is zero
at the time of impact with the ground. If the thruster engagement is delayed by a small amount, a potentially
catastrophic impact could occur.
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to control decent. If the calculations are wrong, there is no thrust margin left to prevent
hitting the ground with excessive force.
Consider a FARSTAV outfitted with rockets rather than rotors or turbines. Such a vehi-
cle would be endowed with fully holonomic motion and the ability to operate in virtually
any environment provided its thrust to weight ratio is high enough (which could potentially
be anywhere in the solar system). This machine could perform very precise orbital maneu-
vers as well as serve as a landing craft on bodies such as Mars or its moons without any
modification. In fact, it could even operate as a shuttle between the two, as it would make
an excellent transport after serving as a colony ship.
RCS-Free Communications Satellite
The U.S. Air Force currently operates an important communications satellite network
composed of satellites called AEHF or Advanced Extremely High Frequency. These vehi-
cles are equipped with four gimbaled ion thrusters. If a similar satellite or probe employed
this FARSTA mixer, it would be capable of altitude changes, course corrections, and atti-
tude control without the use of a standard reaction control system. This would essentially
combine two heavy and expensive systems into one, providing dramatic cost savings while
increasing system reliability and redundancy.
Multi-Environment UAS/AUV
A FARSTAV outfitted with ducted fans and sealed against water intrusion could provide
unique capabilities to maritime operations. Such a system could launch off the deck of a
surface vessel, fly to a remote location, and then dive into the water and operate as an
aquatic unmanned vehicle. The Navy could use it to covertly transport commandos from
a submarine onto a building on shore or the deck of an enemy boat. It could potentially
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even transfer personnel and resources between aircraft and submarines without requiring
the aircraft to land or the submarine to surface.
Heavy Lift Construction and Industrial Drone
Consider a FARSTAV outfitted with a multitude of large turbofan engines. This enor-
mously powerful machine could serve as a replacement for helicopters, but with a much
higher cargo capacity, smaller physical envelope, and greater range. A vehicle like this
could be used to transport complete buildings or bridge sections to remote locations. Heavy
industry would be able to move clusters of shipping containers long distances between
oceanic transports and land-based entities that aren’t equipped with deep harbors and mas-
sive gantries. Remote mining operations could transport large quantities of ore over moun-
tains and rivers to awaiting ships - or perhaps entire refineries could be made mobile.
5.3 Future Work
As Giribet et al. states in [36], the logical approach to dealing with highly over-actuated
systems such as the vehicles presented in this thesis is to first allocate the actuators before
implementing the control systems. The mixer outlined in this thesis does just that, and it
does so in a highly general fashion. This creates an opportunity for other researchers to
experiment with any conceivable control strategy to operate a FARSTAV that implements
this mixer rather than forcing them to rely on optimization.
It also opens up a vast field of research that would serve to improve and diversify
this new class of vehicles. While the basic rigid body simulations of the previous chap-
ter demonstrate the potential utility inherit to FARSTAVs, it does very little in regards
to exploring the ultimate performance capabilities of these machines. Ultimately, much
research and analysis is necessary to ascertain both the minimal performance requirements
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of the actuators that steer the thrusters as well as to develop an understanding of the ulti-
mate performance envelope of a general FARSTA-based vehicle given basic design criteria
(although the same could be said for multirotors, given that research in the field is nascent
at best). System identification is an important step in understanding the design criteria for
these machines.
In the short term, small incremental improvements to this work can be made by refining
this implementation’s crude attitude controller. As it exists now, it is capable of correct-
ing only very minor angular errors. Many of the possible applications of FARSTA-based
vehicles are reliant on the technology’s ability to maintain a flat orientation to fully realize
their novelty. Implementing an attitude controller capable of correcting and tracking large
angular displacements can lead to a larger variety of applications.
Additionally, a major source of computational cost is correcting errors in the mixer that
are due to the control system requesting more force and torque than is available. Alleviating
this burden from the computer that hosts the mixer could allow very inexpensive and small
prototypes to be constructed. Predetermining these limitations is quite difficult. Force out-
put and torque availability is highly dependent on the attitude of the thruster array. Gaining
the ability to cheaply compute the relationship between the two parameters with a simple
formula would be a significant advancement and eliminate a computationally expensive
portion of the mixer algorithm.
Further simulations can be performed with the existing simulation environment to study
the effects of alternative environments upon the vehicles’ performance. This could easily
be done by simply changing the coefficient of drag in the simulation to mimic aquatic and
space environments. That being said, refining the aerodynamic model could easily be the
subject of an entire Ph.D thesis. It may be more productive to perform AUV tests after a
working flight controller is developed in the course of constructing a working vehicle.
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After system identification is completed, verifying the simulation results with a physical
prototype should be a fairly straight forward but very important task. Although building
the prototype and designing the gimbals may be a technical challenge, the highly modular
firmware of the PIXHAWK/APM flight controller combined with its vast I/O capabilities
makes it an excellent choice for this effort. Each software module of these flight controllers
operate as independent programs running simultaneously in a real-time operating system.
In fact, there is a mixer program that could easily be modified to operate as a FARSTA
mixer. After the mixer is implemented, inputs from a pilot could be sent directly to this
module. The vehicle could be flight tested without the need to develop complex flight
controls, as the PIXHAWK/APM stack already incorporates proven control techniques.
Eventually the failure recovery algorithms from [36] could be implemented. This
should also be fairly straight forward, as Giribet et al. base their work on vehicles that
implement a flight control mixer for actuator allocation. Given that the mixer can handle
any number of thrusters, it is a good platform to test their work on an N >= 6 vehi-
cle. Implementing and expanding their work on FARSTAVs would be an important step
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