With the storage space for emails increasing everyday, email systems are serving as a data repository for many users. It is important to offer intuitive and flexible search utilities to provide better access to the information in the emails, especially in an enterprise setting. In this paper, we present TESO, a tool for Email Searching using Organizational information. TESO seeks to improve the relevancy of email search by integrating data from email servers, and organizational information from directory services and other resources. TESO has been developed as an addon for mozilla thunderbird. We have experimented using SQLLite as well as XML data to store the organizational information. Our studies also provide a solid test bed for existing algorithms for information integration and keyword search in relational databases and XML files.
INTRODUCTION
Although many of us spend significant amount of time on WWW (especially on social networking applications), email is still the most important channel for many of us to communicate [4] . In fact, wide use of social network applications generates many more emails that make organizing emails more challenging. Storage media have become dramatically affordable over the last few years, enabling large-scale archival of emails in email systems. It is important that efficient data integration and search tools are available to handle such a large collection of emails. Web-based email services and email clients include full text search support. Many Web search companies offer desktop applications that can index and search the file system, emails and browser caches. Many research prototypes exist as well [11, 9, 1, 2] . Most products and prototypes have stayed close to traditional IR: they lack the capability to discover and represent entities and relations among them or reconcile entities from diverse and heterogeneous sources. The work presented in this paper focused particularly on email data in an enterprise email system and where the related organizational information is readily available.
As explained in [1] , integrated search of users personal information, coupled with organizational and web information is widely viewed as an important goal in information retrieval. This is especially important in an enterprise setting. Although many social networking sites builds social networks by letting user to have circles or groups, organizing the emails based on similar concept has not been studied. Email lists are created to make it easy for a user to reach a predefined group of receivers. Many enterprise systems also allows emails sent to a defined group of users easily. However, such a convenience only resides on the sender's side. Let's consider an example from the real world: a mailing list of all graduate students at a department. When there is a need to reach all the graduate students, the email list is used to send out the email. Such a mailing list can serve as a "discussion forum" to allow discussion among such a well-defined group. This allows easy retrieval of the emails related this group by using searching of the mailing list name over the "to" field. However, when a user send a well-related email to an individual recipients, find such an email by the recipient will not be that easy if the recipient doesn't have some knowledge of the specific email.
Consider a search that's frequently used by a faculty member: search information on a new course proposal "CS570 Security in Computing". For most universities, course proposals have to go through a thorough review process, and are typically reviewed by several committees at different levels within the university. Email communications (comments or suggestions) from members in different committees often indicates different aspects for the course proposal: Members from the same department are more likely talking about the content of the course, members from other academic departments may talk about the interdisciplinary features of the course and impacts on their program, while members from the library most likely talk about the library resources that are needed to support the course. After the course is offered, emails from the students will be in a totally different category. This means that searching "CS570" can result in emails from different categories based on organizational information. Such organizational information can also evolve over time, and shares the characteristics of a temporal database.
The term of "Organizational Search" refers to the search in an email system using information in the email system as well as organizational information from other sources. There can be many resources where the organizational information is available, and the availability of such information may vary significantly from one organization to another. In general, the organizational information can be broadly classified into the following two categories:
1. Organizational information stored in directory servers and other structured data sources. Examples include information on Active Directory, student enrollment records in Banner systems at many universities. 2. Organizational information stored in unstructured data.
Examples include signature text in emails, organizational information in word documents in shared directory. For example, to search "president's announcement", it would make sense to identify the emails from the president and the office staff in the president's office.
The remainder of the paper is organized as follows. Section 2 presents the architecture of the proposed system. Section 3 describes handling of query processing. It reviews the recent developments in the area of the text search over relational data, which is the theoretical foundation of the work presented in this paper. Implementation and basic experiments on the effectiveness of the system are discussed in Section 4, and conclusions are given in Section 5.
ARCHITECTURE
The data processed in our system consists personal email data in the email system (or local archive) and organizational information obtained from various data sources. Take the use of TESO at a university as an example, the architecture of the system can be illustrated by Figure 1 .
Figure 1 TESO System Architecture
A TESO system consists of the following modules:
1. Data storage module: We need to consider emails and organizational data stored on various servers. For each of the organizational data storage, an adapter is needed to pull the data into the email search utility. Two data storage schemes are supported: XML native format and SQLLite databases.
2. Security controller module: As the organizational data storage may contain sensitive information that should not be visible to a user, the data pulled from the storage server must be filtered. An ACL (access control list) based implementation is used to filter the data used in the search to maintain the compliance with the security policy at the organization. This module has to be implemented by the hosting organization. 3. Indexing module: The organizational information pulled from the data storage will be stored in a local relational SQLLite database or XML file that can be accessed in Mozilla. The emails and the organizational data are indexed. Email indexes in thunderbird will be augmented with indexes for organizational data. 4. Query module: The query module interprets the user input and retrieves the emails based on the user input. We use the existing email search and search over the organizational data to carry out the query. 5. Clustering module: The search results are analyzed and clustered based on the organizational information in the email. As the implementation is still a work-in-progress prototype, the functions of this module are minimal at the time of writing of this paper. Combined with existing email classification/clustering techniques, this offers many possibilities that can change how emails are organized in an organizational setting.
QUERY PROCESSING
The most important problem to address in TESO is the integrated search on different "tables". A similar problem has been studied in the database communities: keyword search on structured and semi-structured data [2] , [3] . In traditional Web search, each page is viewed as an entity in the searching and ranking algorithms. Structured data, however, must be combined (because they are fragmented in the normalization process) in order to get the entities of interest. The data used in this project can be viewed as a relational database, where emails are stored in one relation. The "rows" in the email "table" are connected with data in other tables holding organizational information. This can be illustrated by Figure 2 .
Figure 2 Information Scattered in Different Entities
As shown in the above figure, a faculty can be related with a student through advising (Faculty↔Student) or through course enrollment (Faculty ↔ Section ↔ Enrollment ↔ Student). The entities shown in Figure 2 form a network with the two relations. In a relational database, this can be built using foreign-key relation. With indexing techniques for text data well developed, how to identify how the information in different chunks getting related with each other is the most important task. For this example, there are two networks (out of all possible networks) to search for when we consider how to relate faculty with the students. In a typical relational database, the number of tables and foreign-key relations are far more complicated than the example presented above, exploring all the foreign-key relations to build the network (graph) for searching is too expensive to be practical. Various techniques have been proposed, and candidate network based solutions are very well received in this area. The proposed system would provide an ideal dataset to experiment on several candidate network based algorithms. To improve the efficiency, we also plan to use the schema of the organizational information to control the generation of the candidate networks.
The second way to store the organizational information is using native file in eXtensible Markup Language (XML) format [15] . XML is the standard format for data exchange over the Internet, providing interoperability between different business applications. XML is tree structured, and allows sophisticated relation being represented in XML format. For example, for the same course registration information as shown in Figure 2 , it can represented by the following XML segment as in Figure 3 . In XML, the internal nodes are the markups, provides structure and semantic information in an application, and the real data are stored in the leaf nodes.
Figure 3 An XML Data Segment for Enrollment Data
To perform a query "CS570", the following query plan will be generated.
Figure 4 Query plan
In this scenario, the query processing can also be thought of as the twig queries in XML data processing [11] .
The target data for searching in this paper differs from traditional relational data or XML data in the following ways:  Raw data are from different sources that can be distributed on servers on the Internet. The search is focused on the emails. The organizational information, however, is from other sources. The format of the data can vary significantly from one to another.  There is no uniform query language across different data sources.
 Privacy and security are important for handle as the data involved contains sensitive organizational information and personal data. For example, it is appropriate to deliver the data segment that is presented in Figure 3 to a faculty member who is teaching a class, but it will be a privacy issue if the same information is disseminated to all the students in the same class.
To address these issues, adapters are needed to pull the data from various data sources to the system. After the data become available in the system, the candidate networks can be built in the same way as presented in traditional search in relational databases.
IMPLEMENTATION AND INITIAL USER EXPERIENCE

Add-on for Mozilla Thunderbird
Mozilla thunderbird is an open source email client developed by the mozilla foundation [14] . Thunderbird can manage emails and information from a variety of sources. It has features like full text search, message filtering, message grouping and labeling that help in managing and finding the messages. Mozilla also provides an open mechanism to allow add-on development for mozilla family of applications like firefox and thunderbird. It allows any organization to build their own extension which best fits their needs. The development is done using JavaScript which interacts with the JavaScript engine implemented in C++.
User Interface
A new text box for query input is created in the add-on tool as shown in Figure 5 . The search results are returned in the same way as in a traditional search.
Figure 5 Add-on Screen Shot
Indexing and data storage Gloda [13] , the indexing and search scheme in thunderbird, provides sophisticated full text search capabilities and easy search results categorization. The gloda indexes are stored in the same SQLite database. Query processing drives the generation and evaluation of candidate networks from the entities in the SQLLite database or XML data.
Experimental Studies
Instead of presenting comparative studies with other similar systems, we describe our initial user experiences in terms of relevance of the query results, as the development of the system is still ongoing.
Quality of search is difficult to quantify, and can vary significantly from one application to another [11] . For example, precision and recall can be used to quantify the set of search results on the web. However, relevance ranking plays a more important role in presenting the search results as most users will only look at the first few results. Email search, however, it is a common scenario that a user goes through a fair number of emails to find the match. In our experiment, we considered several measures:  Numbers of emails that are retrieved.  Number of retrieved emails that are relevant.  Number of retrieved emails that are irrelevant.  Number of relevant emails.
Please note that the number of relevant emails is unknown, as we didn't have a benchmark set of emails that are tagged already. However, the irrelevant results can be identified in our experiment. We expect that a good search system should retrieve more relevant emails, while minimizing irrelevant emails.
We use common queries that the author is expected to perform in our studies, and conducted comparisons between normal text search and organizational search. Please note that relevant is not a simple match. An email with a word that matches the keyword doesn't mean that the email is relevant. Relevant can only be determined by the user to mean that the user would like to see the specific email. The comparison between organizational search and normal text search is shown in From the above comparison, it is clear that the organizational search is effective in retrieving many more relevant emails than using normal text search. We didn't intend to use this limited experiment to show that organizational search proposed in this paper is more effective, but we believe that it does offer an important facet in email search.
CONCLUSIONS AND FUTURE WORK
With the recent advancement in storage technologies, email archives are becoming an important data repository. Although social networking has been successfully in building online communities, how to utilize the social networking information in email management, especially in an enterprise setting, has not been well studied. Our study has shown that using organizational information in email search can improve the search quality by retrieving more relevant emails to the user. The organizational information provides a meaningful facet to present the search results to the user, thus resulting better information navigation and user experiences.
To make the tool more practical, we plan to build a common framework to allow information from various sources being pushed (manually or programmatically) to our tool, achieving better information integration.
Another important feature that we plan to implement is the ranking of the search results. Unlike free-text search in web search, each match is deemed of the same weight. The emails are usually sorted based on properties of the emails like "to", "from", "received date", and etc. When the search is enhanced with organizational information, it is important to rank the search results and present the results in the order of relevancy.
