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Si bien la orientación a aspectos es aceptada como un mecanismo efectivo para la separación de crosscuting concerns, la característica de
obliviousness entre aspectos donde el programa base desconoce la existencia de los mismos, hace que el comportamiento del sistema sea mucho
más difícil de comprender. Además, debido al hecho de que los aspectos afectan varios elementos de la aplicación, es probable que los mismos
interfieran entre sí de alguna manera. Esto da lugar a que se produzcan interacciones entre los aspectos, necesarias para lograr la funcionalidad
final esperada. Las interacciones entre aspectos son un tema abierto de investigación. Sanen et al. presentan un estudio sobre las interacciones,
donde los autores clasifican las mismas en las siguientes categorías: dependency, conflict, mutex y reinforcement. 
El presente Trabajo de Grado propone estudiar las interacciones entre aspectos sobre una implementación de complejidad considerable, que
involucre varios aspectos funcionales. Para esto, se implementó un software complejo como es el de las máquinas tragamonedas, dominio en el
cual hemos trabajado por 3 años. En este estudio se reportan casos concretos de interacciones y se presentan implementanciones para el
tratamiento de las mismas. En algunos casos mediante mecanimos ad­hoc y en otros casos con una solución genérica, aplicable a otros dominios.
Programación Orientada a Aspectos.
Interacciones entre Aspectos: dependency, reinforcement, conflict y
mutex.
Crosscuting concerns. 
Ingeniería de Software.
Máquinas tragamonedas. 
Java. 
AspectJ. 
Se identificaron interacciones sobre los crosscuting concerns
funcionales y no funcionales del dominio. Las mismas se categorizaron
según la taxonomía de Sanen et al. Se seleccionó una interacción para
cada una de las categorías, para las cuales se estudió e implementó un
mecanismo para su tratamiento sobre el software desarolado. Las
interacciones fueron implementadas de forma tal que la SM se
comporte de la manera deseada. Para cada uno de los mecanismos
desarolados, se analizaron ventajas y desventajas con respecto a la
mantenibilidad, genericidad, escalabilidad y modularización.
Se implementó el software de una SM que incluye varios crosscuting
concerns funcionales y permite la interacción con el usuario. Se
identificó el código corespondiente a las interacciones del dominio
reportadas por Zambrano et al. Se seleccionó una interacción para
cada una de las categorías de la taxonomía propuesta por Sanen et al.
Para cada interacción se estudió un mecanismo que permite su
tratamiento, realizando una implementación concreta del mismo sobre
el software desarolado. Para cada uno de los mecanismos
desarolados se analizaron ventajas y desventajas sobre distintos
factores de la Ingeniería de Software.
Se propone como trabajo a futuro, aplicar los mecanismos propuestos
en otros dominios, analizando si los mismos permiten implementar
otras interacciones pertenecientes a las categorías presentadas en
este trabajo. De esta manera se puede comprobar si las
generalizaciones propuestas son reusables. Por otra parte, es
necesario profundizar el estudio de los mecanismos planteados e
implementar formas alternativas para tratar las interacciones, con el
objetivo de eliminar algunas de las limitaciones de los mecanismos
propuestos.
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Capítulo1
Introducción
Sibienlaorientaciónaaspectos1esaceptadacomounmecanismoefectivopara
laseparacióndecrosscutingconcerns[17],lacaracterísticadeobliviousnessentre
aspectos[8]dondeelprogramabasedesconocelaexistenciadelosmismos,hace
queelcomportamientodelsistemaseamuchomásdifícildecomprender.Además,
debidoalhechodequelosaspectosafectanvarioselementosdelaaplicación,es
probablequelosmismosinterfieranentresídealgunamanera.Estodalugaraque
seproduzcaninteraccionesentrelosaspectos,necesariasparalograrlafuncionalidad
finalesperada.
Lasinteraccionesentreaspectossonuntemaabiertodeinvestigación[20].Sanen
etal.[23]presentanunestudiosobrelasinteracciones,dondelosautoresclasifican
lasmismasenlassiguientescategorías:dependency,conflict,mutexyreinforcement.
ElpresenteTrabajodeGradoproponeestudiarlasinteraccionesentreaspectos
sobreunaimplementacióndecomplejidadconsiderable,queinvolucrevariosaspec-
tosfuncionales.Paraesto,seimplementóunsoftwarecomplejocomoeseldelas
máquinastragamonedas,dominioenelcualhemostrabajadoportres(3)años.
Enesteestudiosereportancasosconcretosdeinteracciones[29]ysepresentan
implementancionesparaeltratamientodelasmismas.Enalgunoscasosmediante
mecanimosad-hoc,comolospresentadasen[28]yenotroscasosconunasolución
genérica.
1EnelpresentedocumentoalreferirnosaaspectosesenelsentidodeAspectOrientedProgram-
ming.
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1.1. Motivación
Lasinteraccionesentreaspectossehanestudiadoanivelesteóricos[4]ohansido
analizadasapartirdeejemplosmuysimples,porlotantoesnecesarioestudiarlas
mismasencasosconcretosdelmundoreal.Paraesto,proponemoslaimplementan-
ciónorientadaaaspectosdeunsoftwaredeunacomplejidadconsiderable.
ElsoftwaredeunaSM(SlotMachines)presentanumerososejemplosdeinterac-
cionesentreconcerns.Consideremoselsiguientecaso:
LasSMsposeenunacantidadconsiderabledecontadores,quereflejanlas
actividadesqueocurrendentrodeesta.Porejemplo:cantidaddejuegos
realizados,cantidaddemonedasinsertadas,cantidaddedineroapostado.
Porotrolado,existenprotocolosdecomunicaciónusadosparamonito-
reardemaneraremotaelcomportamientodeunaSM,quereportanla
informaciónquealmacenanloscontadores.
Enestesistema,unaspectomantienelainformacióndeloscontadoresafectando
diferentesconcerns.Alavez,unaspectoquereportaestainformaciónnecesitade
loscontadoresparaproveersufuncionalidadcorrectamente.Estasrestriccionesy
otras,debenserrespetadasparaasegurarelcorrectofuncionamientodelsistema.Al
implementarunsistemadeestascaracterísticasesnecesarioestudiarycontrolarlas
interaccionesaspectualeslocualmotivaestetrabajodetesis.
1.2. Objetivos
Elobjetivoprincipaldeestetrabajoestratarlasinteraccionesentreaspectos,
implementandomecanismosdeformaad-hocogenéricos,conelfindeasegurarque
secumplanlasrestriccionesimpuestasporlasinteraccionesenundesarroloorientado
aaspectos.
Paraesto,tomandocomoreferencialosconcernsmásrepresentativoseneldomi-
niodelasSM,estudiadosenlaetapadeanálisisderequerimientos[30],sepropone
implementarelsoftwaredeunaSMmedianteelusodeAspectOrientedProgramming.
Estedesarroloeslabaseparaestudiarlosmecanismosnecesariosparatratarlas
interaccionesaspectualesyanalizarsuimpactoenelsistema.
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1.3. Contribuciónyresultadosobtenidos
SeimplementóelsoftwaredeunaSMqueincluyevarioscrosscutingcon-
cernsfuncionalesypermitelainteracciónconelusuario.
Seidentificóelcódigocorrespondientealasinteraccionesdeldominioreporta-
das[29].
Seseleccionóunainteracciónparacadaunadelascategoríasdelataxonomía
propuestaporSanenetal.[23].Paracadainteracciónseestudióunmecanismo
quepermitesutratamiento,realizandounaimplementaciónconcretadelmismo
sobreelsoftwaredesarrolado.
Paracadaunodelosmecanismosdesarroladosseanalizaronventajasydes-
ventajassobredistintosfactoresdelaIngenieríadeSoftware.
1.4. Estructuradeldocumento
ElsiguientecapítulodetalalosconceptosmásimportantesdelaProgramación
OrientadaaAspectos(AOP)[18].Tambiénsedescribelaclasificaciónparalasin-
teraccionesentreaspectospropuestaporSanenetal.[23].Porúltimo,seintroducen
lascaracaterísticasmásrelevantesdeAspectJ[16],extensiónparaAOPdellenguaje
JavautilizadaenlaimplementacióndelsoftwaredeunaSM,
Elcapítulo3introduceconceptosreferidosaldominiodelasmáquinastragamo-
nedas.Sedetalanrequerimientosyfuncionalidadessobreloscualesseidentifican
variosconcernsdeldominio.Entrelos mismos,seidentificaroninstanciasdelas
interaccionesquesonelobjetodeestudiodelpresentetrabajo.
Elcapítulo4presentadetalesdelaimplementacióndelsoftwaredeunaSMrea-
lizadautilizandoAspectJ.Sedescribenlosobjetosyaspectosquecomponencada
concern.EnelapéndiceAsepuedeencontrareldetalecompletodelmodelodeobje-
tosdesarrolado.EnelapéndiceBseindicalamaneradeinteractuarconelsoftware
presentado.
Enelcapítulo5sedetalanlosmecanismosdesarroladosparaeltratamiento
lasinteraccionesencontradas.BasadosenlaclasificacióndeSanenetal.[23],se
estudianinteraccionesdeldominioparalostiposMutex,Conflict,Dependency y
Reinforcement.Sobreelfinaldeestecapítulosepresentaunanálisisdelosmecanis-
mosdesarrolados.Enelmismosediscutenventajasydesventajasenloreferidoa
generalización,modularización,escalabilidadyotrosfactores.
Parafinalizarsepresentanlasconclusionesobtenidassobreelestudiodelasin-
teraccionesentreaspectosysepresentanposiblestrabajosfuturos.
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Capítulo2
ProgramaciónOrientadaa
AspectoseInteraccionesentre
Aspectos
EnestecapítulosedetalanlosconceptosmásimportantesdelaProgramación
OrientadaaAspectos(AOP)[18].Esteenfoqueparalaprogramcación,permitela
modularizacióndecrosscutingconcerns,paralocualintroducealaspectocomouna
unidadpararepresentarlos.
Laseparacióndecrosscutingconcernsrequierequelosaspectosinteractúen,de
mododelograrlafuncionalidadfinalesperada.Sanenetal.[23]proponenunaclasi-
ficaciónparaestasinteracciones.Lascategoríasdelamismasedescriben,dadoque
seránutilizadasparaclasificarlasinteraccioneshaladaseneldominiodelasSM.
Porúltimo,seintroducenlascaracaterísticas másrelevantesdeAspectJ [16],
extensiónparaAOPdellenguajeJava.Lamismafueutilizadaenlaimplementación
delsoftwaredeunaSM,realizadaparaelestudioconcretodelasinteracciones.
2.1. ProgramaciónOrientadaaAspectos
Unaaplicaciónorientadaaobjetos,seestructuraenfuncióndeobjetosquecola-
boran.Unadelasmayoresventajasdelaorientaciónaobjetos,esqueunsistema
desoftwarepuedeserconstruidoconunacoleccióndeclases,dondecadaunatiene
responsabilidadesqueestánclaramentedefinidas.
Sinembargo,existenfuncionalidadesdeunsistemacuyaimplementaciónnopue-
desermodularizadayporlotantosuimplementaciónseencuentradistribuidaen
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diferentesclases,loquesedenominacrosscutingconcern.
Ejemplosdecrosscutingconcernsnofuncionalesson:lafuncionalidaddelogging,
manejodeexcepciones,persistenciaoinyeccióndecódigoutilizadoparaanálisisde
rendimiento(profiling),etc.Estoscrosscutingconcerns,entreotros,fueronrepor-
tadosporRashidetal.[22]enelestudiosobreelusodeaspectosenlaindustria.
Estosconcernsnopuedenserencapsuladosdeformaadecuada[18],porlatanto
traenaparejadosefectosnegativosenelcódigofuente.
Unodeelosestenerlaimplementacióndeciertapropiedaddistribuida.Estepro-
blemaseconocecomoscateredcodeocódigodisperso.
Otroproblemaasociado,consisteenqueunmismomódulonosóloimplementeel
comportamientoreferidoasuresponsabilidad,sinotambiénotroscomportamientos
extrínsecoscorrespondientesaloscrosscutingconcerns.Estoseconocecomotangled
codeocódigoenmarañado.
Conelobjetivodetratarestosproblemas,nacelaProgramaciónOrientadaaAs-
pectos,presentadaporKiczalesetal.[18]en1997.Lamismaobtuvorápidamente
laatencióndelacomunidadcientífica,siendoseñaladaporelMIT enelaño2001,
comounadelastecnologíasclavesdelapróximadécada[26].
Esteenfoquepretendeserunasoluciónalproblemadeencapsularcrosscutingcon-
cerns,mediantemódulosdenominadosaspectos.
Laimplementacióndeunaspecto,incluyeelcomportamientodelcrosscuting
concernylaespecificacióndeloslugaresendondeseráejecutadodichocódigo.
Unjoinpointesunpuntobiendefinidoenlaejecucióndeunprograma,porejemplo:
lalamadaaun método,laasignacióndeunavariableoellanzamientodeuna
excepción.
Losaspectossecomponendepointcutsyadvices.Unpointcutdefineunpredicado
sobrelosjoinpoints.Porejemplo,todaslaslamadasalmétodomenelobjetoA.
UnadviceesequivalenteaunmétodoenOOP,contieneelcomportamientoque
implementaelcrosscutingconcern.Unadviceesasociadoaunpointcut.Deesta
manera,cuandoentiempodeejecuciónunjoinpointescapturadoporunpointcut,
elcódigodeladviceasociadoesejecutado.
Unadvicepuedeserdefinidoparaserejecutadoantes,despuésoalrededordel
joinpointseleccionado.Enunadvicequeesejecutadoluegodelalamadadeun
método,esposibleobtenerelvalorderetornodelmismo.Porotrolado,enunadvice
definidoalrededordeunjoinpoint,elprogramadortienelaposibilidaddedecidirsi
seejecutaonoeljoinpointcapturado.
Enalgunoscasos,paraimplementaruncrosscutingconcerndemaneraefectiva,
puedesernecesarioalterarlaestructuraestáticadelprograma.AOPproveedeun
mecanismodenominadointer-typedeclarations,quepermiteafectarlaestructurade
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lasclases.Deestamanera,esposibledesdeunaspectoañadirmétodosyatributos
aclasesyaexistentes.
Definidoslosaspectos,lacomposicióndelosmismosconelcódigodelaaplicación,
serealizaenunprocesodenominadoweaving.Aunqueexistensimilitudesentrelos
lenguajesdeAOP,unadiferenciaescencialresideenelmomentoenqueserealiza
esteproceso.Estopuedeocurrirentiempodecompilaciónoentiempodeejecución,
loquedalugaralaclasificacióndelenguajesestáticosodinámicos.
2.2. Interaccionesentreaspectos
Laorientaciónaaspectosesaceptadacomounmecanismoefectivoparalase-
paracióndecrosscutingconcerns[17].Estosedebe,entreotrascosas,algradode
expresividadqueesteenfoquebrindaalprogramador.
Sinembargo,lacaracterísticadeobliviousnessentreaspectos[8]dondeelprograma
basedesconocelaexistenciadelosaspectos,hacequeelcomportamientodelsistema
seamuchomásdifícildecomprender.
Debidoalhechodequelosaspectosafectanvarioselementosdelaaplicación,es
probablequelosmismosinterfieranentresídealgunamanera.Estodalugaraque
seproduzcaninteraccionesentrelosaspectos,necesariasparalograrlafuncionalidad
finalesperada.
Enalgunoscasos,lasinteraccionessondeseables,ysupresenciadebeserasegu-
rada.Esteeselcasodedependenciasentreaspectos,dondeunaspectorequierede
otroparafuncionar.
Encambioenotroscasos,siexistenaspectoscuyocomportamientoesincopatible,
esnecesarioevitarquelainteracciónseproduzca.
2.2.1. Taxonomíadelasinteracciones
EnelreportetécnicodeAOSD-EuropesobreAspectsInteractions[23],losauto-
resclasificanlasmismasenlassiguientescategorías:dependency,conflict,mutex y
reinforcement.
Dependency:estaformadeinteraccióncubrelassituacionesdondeunaspecto
A,dependedeotroaspecto,B.Enunasituacióndedependencia,sielaspectoBno
seencuentrapresente,elaspectoAnopuedefuncionardemaneracorrecta.
Conflict:lainteraccióndetipoConflictcapturalassituacionesdondeseprodu-
ceninterferenciassemánticasentreaspectos.Dosaspectos,AyB,puedenfuncionar
correctamentesinoseencuentranpresentesalmismotiempo.Lapresenciadeambos,
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puedegenerarerroresocomportamientosnodeseadosenlaaplicación.
Mutex: estaformadeinteracción,tratalaexclusiónmútuaentreaspectosque
proveenlamismafuncionalidad.Alnoseraspectoscomplementarios,unopuede
usarse,elotrono.
Reinforcement:esuntipodeinteracciónpositiva,seproducecuandolapre-
senciadeunaspectoA,influyepositivamentesobreotro,B.ElaspectoApuede
funcionarsinlapresenciadeB,perodeestaresteúltimopresente,Abrindafuncio-
nalidadextendida.
Estataxonomíaquedescribelasformasenquelosaspectosinteractúan,esuti-
lizadaenelcapítulo5delpresentetrabajo,paraclasificarlasrelacionesentrelos
concernsdeldominiodelasSM.
2.3. AspectJ
AOP noestáligadaaunúnicolenguajeoparadigmadeprogramación.Hoy
endíaexistenvariasextensionesdeAOP[7,16,24]paradiferenteslenguajesde
programación[3,9,15].Entrelasmismas,seencuentralaimplementaciónpionera:
AspectJ[16],extensiónparaAOPdellenguajeJava[13].
AspectJesellenguajedeaspectosconmayorinfluenciayeselpuntodereferencia
paraotroslenguajes.FuecreadoporunequipodeXeroxPARC[27],lideradopor
GregorKiczales,enelaño1997.Desdeentonces,haacompañadolaevolucióndel
lenguajeJAVA.
AspectJhasidoutilizadoenlaindustria,pruebadeestoesqueformapartedel
frameworkSpring[1].
LaherramientamáspopularparalaprogramaciónconAspectJeselplug-inAJDT[6]
paraelIDEEclipse[5].Elmismoofreceunconjuntodesólidasherramientas,que
facilitaneldesarrolodeaplicacionesorientadasaaspectos
2.3.1. Sintaxis
AspectJ proveealusuarioprogramadordeunanotaciónparadefiniraspectos,
pointcuts,advicesyinter-typedeclarations.Acontinuaciónserealizaunabrevedes-
cripcióndelasintaxisdeestaextensión.Paramayordetalesepuedeverlaguíade
programaciónenlíneadeAspectJ[25].
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Pointcuts
Lospointcutspuedenserdeclaradosenunaspecto,claseointerface.Comoenlas
variablesymétodosdeJava,enunpointcutsepuedeespecificarsuniveldevisibili-
dad:public,protected,etc.
EnAspectJ,lospointcutspuedenseranónimosonombrados.Losanónimossonde-
claradosenellugardondeseusan,porejemploaldefinirunadvice.Encambio,los
pointcutsnombradossonelementosreusables,dadoquepuedenserreferenciadosde
diferenteslugares.Lafigura2.1detalalasintaxisdelospointcutsnombrados.
Código2.1:Sintaxisdelospointcutsnombrados.
1[accessspecifier]pointcutpointcut_name([args]):
2 pointcut_definition
Alaizquierdadelos“:”seencuentraelnombredelpointcutydelladoderecho
sudefinición.Aquímedianteunpredicado,seidentificanlosjoinpoints.
Enelfragmentodecódigo2.2,sepuedeverladefinicióndeunpointcut,denomi-
nadoaccountOperations.Elmismocapturalaejecucióndetodoslosmétodos
deunaclaselamadaAccount.
Código2.2:EjemplodedefinicióndeunpointcutenAspectJ.
1protectedpointcutaccountOperations():
2 call(*Account.*(..))
Advice
Comofueexplicado,cuandoentiempodeejecuciónunjoinpointescapturado
porunpointcut,elcódigodeladviceasociadoesejecutado.Acomparacióndelos
pointcuts,enAspectJlosadvicessólopuedendefinirsedemaneraanónima.
Paraindicarel momentoenquelafuncionalidaddeladvicedebaserejecutada,
AspectJproveelaspalabrasclaves:before,afteryaround.Mediantelasmismas,se
defineeltipodeunadvice.
Laestructuradeunadvicepuededividirseentrespartes:ladeclaracióndeltipodel
advice,laespecificacióndelpointcutyelcuerpo.
UtilizandoelpointcutaccountOperations(),esposibledefinirunbeforead-
vicequeimprimeun mensajeantesdelaejecucióndecada métododelaclase
Account.Esteejemplosepuedeverenelfragmentodecódigo2.3,dondeseutiliza
lavariablethisJoinPoint,disponibleenelcuerpodeladvice,lacualcontiene
informacióndeljointpointcapturado.
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Código2.3:Usodeun pointcutnombradoenunbeforeadvice.
1before():accountOperations(){
2 System.out.println("Executing:"+thisJoinPoint);
3}
Elejemploanterior,tambiénpuededefinirseutilizandopointcutsanónimos.En
lafigura2.4,dichopointuct,sedefinedentrodelaestructuradelpropioadvice.
Código2.4:Usodeun pointcutanónimoenunbeforeadvice.
1before():call(*Account.*(..)){advicebody}
Enladeclaracióndeunadviceesposibleespecificarqueinformacióndecontexto
estádisponibleparaserutilizadaenelcuerpo.Porejemplo,esposibleaccederal
objetoenejecuciónsobreelcualeljointpointescapturado.
Enunaroundadvice,lamaneradeindicarqueseprocedaconlaejecucióndelmétodo
quehasidocapturado,esmedianteelusodelapalabraclaveproceed().
Elfragmento decódigo 2.5, define unaroundadvice sobreel método
Account.debit().Enladefinicióndeladviceseespecificancomoparámetros:
elobjetosobreelcualseejecutaelmétodoyelparámetroqueesterecibe.Deesta
manera,elprogramadorpodríaevaluarunacondición,paradecidirsiprocederono
conlaejecucióndelmétodo.
Código2.5:Ejemplodedefinicióndeunaroundadvice.
1voidaround(Accountaccount,floatamount)
2 call(*Account.debit(float))
3 &&target(account)
4 &&args(amount)
5{
6 if(_debitCondition){
7 proceed(account,amount);
8 }
9}
Aspecto
Elconstructoraspect,cuyasintaxisdetalalafigura2.6,indicaqueelelemento
queestásiendodefinidoesunaspecto.Estaentidadtieneunnombreyunaespe-
cificacióndeacceso.Losaspectospuedenserabstractos,extenderotrosaspectosy
tambiénimplementarinterfaces.Elcuerpodeunaspectocontieneelcódigoenel
cualsedefinen,entreotroselementos:inter-typedeclarations,pointcutsyadvices.
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Código2.6:Sintaxisdeunaspecto.
1[accessspecification]aspect<AspectName>
2[extendsclass_or_aspect_name]
3[implementsinterface_list]{
4...aspect_body
5}
Elfragmentodecódigo2.7defineunaspectoAccountLogging,queheradade
AbstractLogging.Elcuerpodeesteaspectodefineloselementospreviamente
detalados.
Código2.7:Ejemplodeunaspectoquedefineunpointcutyunadvice.
1publicaspectAccountLoggingextendsAbstractLogging{
2
3 protectedpointcutaccountOperations():
4 call(*Account.*(..))
5
6 before():accountOperations(){
7 System.out.println("Executing:"+thisJoinPoint);
8 }
9}
Inter-typedeclarations
Medianteelusode pointcutsyadvicesesposiblemodificarelcomportamiento
dinámicodeunsistema.Paraafectarlaestructuraestáticadelmismo,AspectJpro-
veedeunmecanismodenominadoIntroduction.Estemecanismopermitealterarla
estructuradeclases,interfacesyotrosaspectos.
UnejemplodeusodeIntroductionsepuedeverenelfragmentodecódigo2.8.El
aspetodeclaradoagregaalaclaseAccount,unavariableenlalínea3yunmétodo
enlaslíneas5a7.Amboscomponentessedefinendelamismamaneraqueenuna
claseJava,conlaúnicadiferenciaqueseanteponeelnombredelaclasedestino.
Código2.8:Definicióndeunavariableyun método mediante Introduction.
1publicaspectAccountOperationsAspect{
2
3 privateintAccount._varName;
4
5 publicintAccount.getVarName(){
6 return_varName;
7 }
8}
12 CAPÍTULO 2. AOP E INTERACCIONES ENTRE ASPECTOS
Weaving
En el compilador de AspectJ, la fase de weaving puede ser ejecutada en tres
momentos diferentes:
Compile-time weaving : es la forma utilizada cuando se dispone del código fuente
de las aplicación.
Post-compile weaving : es utilizado para realizar el proceso de weaving sobre
archivos .class o archivos JAR.
Load-time weaving : el proceso de weaving se produce en el momento en que
un archivo .class es cargado en la JVM. Para poder ser utilizado este modo, el
run-time environment debe proveer de weaving class loaders.
Capítulo3
ConcernsenelDominiodelas
Slots Machines
Enelpresentecapítulo,introducimosciertosconceptosgeneralesreferidosaldo-
miniodelasmáquinastragamonedas.
Enestesentido,resultaprioritariodetalarrequerimientosyfuncionalidadesqueal
finaldelcapítuloseránidentificadoscomoconcernsdeldominio.Entreestoscon-
cernsseidentificaráninstanciasdelasinteraccionesquesonelobjetodeestudiodel
presentetrabajo.
3.1. DominiodelasSlots Machines
Unamáquinatragamonedas1esundispositivoquepuedeserencontradogeneral-
menteencasinosypermiteinteractuarconunjuegodeapuestas.
Figura3.1:EjemplosdeSMselectromecánicas.
1SlotMachine,laabreviaturaSMseráutilizadadeaquíenmás.
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Estas máquinas, que eran completamente electromecánicas, han ido evolucionando
para convertirse en la actualidad, en computadoras que ejecutan un software de alta
complejidad.
Figura 3.2: SMs modernas donde la interacción se realiza mediante una pantalla
táctil.
En cuanto al software de una SM, es necesario y escencial explicar que se com-
pone de un juego y un conjunto de subsistemas cuya funcionalidad varía desde la
interacción con el hardware hasta la comunicación con servidores remotos.
A continuación se describen ciertas características del juego y de estos subsistemas,
algunos de los cuales derivarán en concerns del dominio.
3.1.1. El juego
Los juegos se componen de 3 o 5 rodillos (reels), los cuales giran cuando el jugador
presiona el botón de girar (spin). Para poder jugar se debe contar con créditos, que
pueden ser ingresados de distintas formas de acuerdo al hardware con el que cuente
la SM.
En las máquinas con juegos multilíneas es necesario seleccionar la cantidad de líneas
sobre las que se quiere apostar (selected paylines) y por cada línea se apuesta una
cantidad de créditos (bet per line). Estas acciones determinan el costo de la jugada:
bet per line x selected paylines.
Al presionar el botón de spin, se descuenta el costo de la jugada de los créditos
actuales y un sorteo determina de forma aleatoria la nueva posición de los reels.
Luego, se evalúa si hubo líneas ganadoras de acuerdo a la configuración de la tabla
de pagos (paytable). Ésta indica cual es el multiplicador que se aplica a la apuesta
por línea para cada combinación de símbolos que otorgue premio.
De haber créditos ganados, se suman a los actuales, los cuales pueden ser retirados
(cashout) cuando el jugador lo determine.
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3.1.2. Meters
ElregistrodetodalaactividadqueocurreenunaSMsealmacenaenuncon-
juntodecontadoresquesondenominadosMeters.Esteconjuntoderivadediferentes
documentosqueincluyenregulacionesyrecomendacionesdelaboratoriosdecertifi-
cación[10].
LosvaloresdelosMeters debenserconsistentesentodomomentoydadoque
almacenaninformaciónsensible,existeunprocedimientolegal muyestrictopara
reiniciarlos.
ElaccesoalosmismosserealizamedianteunavistadelainterfazgráficadelaSM,
alacualsetieneaccesomedianteelusodelavesdeseguridad.
LamayoríadelosMeterssonutilizadosparaactividadesdecontaduríayaudito-
ría,yaseanrealizadasporelpropiocasinooporentesreguladoresexternos.Todos
losvaloressealmacenandigitalmente,peroaúnenlasmáquinasmásmodernas,se
cuentaconunaseriedecontadoreselectromecánicosquesonexigidosporlasregu-
laciones.
EnunaSMpuedenencontrarsecientosdeMeters quealmacenantodotipode
información,desdelacantidaddecréditosapostadoshastaelnúmerodevecesque
setrabóunamoneda.
Paradarcuentadeloexplicitadoanteriormente,acontinuaciónsedetalanalgu-
nosMeters quesepuedenencontrarenunaSM:
CurrentCredits:cantidaddecréditosdisponiblesparajugar.
TotalDrop:totaldecréditosinsertados.
TotalOut:totaldecréditoscobrados.
Gameplayed:cantidaddejugadasrealizadas.
Game Won:cantidaddejuegosdondeseganóalmenosuncrédito.
GameLost:cantidaddejuegosdondenohubopremios.
3.1.3. Hardware
EnlaactualidadunaSMesunacomputadoraconprestacionesindustrialeslacual
cuentacondiferentesdispositivosdehardware.
Enlafigura3.3seindicanlosdispositivosfísicosquesepuedenencontrarenelgabi-
netedeunaSM.Luego,sedescribenlasfuncionalidadesmásrelevantesdelhardware.
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Figura3.3:GabinetedeunaSlotMachine.
Enunprincipio,parapoderutilizareljuegosedebecontarconcréditos,que
puedenseringresadosdedistintasformas.Cuandoeljugadordecideretirarsedela
SM,deberetirarsuscréditos.Losdispositivosquepermitenestasoperacionesson:
CoinAcceptor:permiteelingresodemonedasofichas,lascualessonconver-
tidasacréditossegúnladenominacióndelaSM.Estedispositivosóloacepta
valoresdemonedaspre-configurados.
Bil Acceptor:esundispositivoutilizadoparaingresarbiletes,aligualque
elcoinacceptorsóloaceptavalorespre-configurados.
Thermal Ticket Printer:imprimeunticketcuandoelusuariorealizala
accióndecashout.Esteticketcontieneuncódigodebarrasconinformación
queesutilizaporservidoresdeloscualessedarámásdetaleenlasubsección
3.1.6.
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TicketReader:esotromedioparaelingresodecréditosalaSM.Elsistema
deticketingposibilitaelintercambiodecréditosentreSMs.Escomúnencontrar
elbilacceptoryelticketreaderenunmismodispositivofísico.
Coinhopper: permitecobrarloscréditosenmonedasofichas.
Encuantoalosmediosdepago,unaSMpuedetenerconfiguradostantoelcoin
hoppercomoelsistemadeticketing.Enelcasodetenerambos,eljuegopagarácon
ticketscuandoyanocuenteconmonedasofichas.
Porotrolado,dentrodelosdispositivosrelacionadosconlaseguridadyexigidos
porlasregulacionessepuedenencontrarsensoresquepermitendetectarlaintrusión
enlaSMadiferentesniveles.Unejemploeselsensordemaindoor,quepermitesaber
cuandoesabiertalapuertadelgabinete.
TodalainformacióndelossensorestambiénescontabilizadaenlosMeters.
Conrespectoalhardwareutilizadoporelpersonaldelcasino,esdecir,losasis-
tentesdejuego,sepuedenencontrarlossiguientesdispositivos:
TowerLamp:dispositivoluminosoutilizadoparalamaralasistentedelca-
sino.
EstalámparapuedeencenderseporuneventogeneradoporlaSM,porejem-
plo,cuandoeljugadorganaeljackpotocuandohayunerrorquenopermite
continuareljuego.
AlarmBel: alarmasonoratambiénutilizadaparalamaraunasistentede
juegoensituacionessimilaresalasdescriptaspreviamente.
AttendantKeyswitch:esteswitch,queseactivamedianteunalaveespecial,
esutilizadoenocasionesdondelaintervenciónhumanaesrequerida.
OtradelascaracterísticasdelasSMsesquetambiénsepuedenencontrarcon-
tadoreselectromecánicos,estossonexigidosporlasregulacionesparaciertosub-
conjuntodeMeters.
Parafinalizar,podemosdecirqueunaSMtambiéncuentaconDIPswitcheslos
cualesestánubicadosenunlugarsegurodelgabinteysonutilizadosporejemplo,
paracambiareljuegoamodoDemo.Estemodoesdetaladoenlasección3.1.7.
HardwareAbstractionLayer
SepuededecirquelainteracciónentreestosdispositivosyelcoredelaSMserealiza
medianteelintercambiodeeventos.Elcuadro3.4listaeventosdelosdispositivos
detaladospreviamente.
18
Dispositivo
Bill Acceptor Bil accepted
Bil Stacked
Bil Returned
Bil Rejected
Bil jam
Bil Stacker Ful
Stacker Open
Ticket Printer Ticket printed Printer out of paper
Attendant
Key switch
Attendant arrived/leaved
Sensors Cabinet Open
Cabinet Closed
CPU enclosure open/closed
Dip switches Reset meters, Demo mode
Coin Hopper Coin Paid Hopper Empty
Coin cheatedCoin Acceptor Invalid Coin
Eventos frecuentes Eventos no frecuentes
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Figura3.4:Eventosgeneradosagrupadospordispositivo.
Estoseventospuedensercondicionesdeerrorquedebenserreportadasaotros
sistemasyqueademás,enalgunoscasos,puedengenerarcambiosenlaformaenque
laSMsecomporta.
Lainteracciónconelhardwareagregaunnivelmásdecomplejidadqueelsoftware
deunaSMdebesoportar.
Ennuestraexperiencia,eshabitualqueexistauncomponentedesoftwaredenomina-
doHAL(HardwareAbstractionLayer),elcualbrindaunniveldeabstracciónhacia
losdispositivosfísicos.Loseventosanteriormententedescriptosviajandesdeyhacia
laHALparaelcontroldelhardware.
3.1.4. Programresumption
UnaSMesundispositivoelectrónico,ycomotalpuedesufrircortesdeenergía.
LainformaciónsensiblequesealmacenadentrounaSMrequieredeunmecanismo
quegaranticelaposibilidadderestauracióndelosdatosyasegurelaconsistenciade
lainformación.
EstafuncionalidadrecibeelnombredeProgramResumption.
LainformacióndeunaSMquedebeguardarseincluyeentreotrosdatos:laposi-
cióndelosreelsylosvaloresdelosmeters.
Estemecanismoesexigidoporlamayoríadelasregulacionesyagregaunaaltacom-
plejidadalsoftwaredebidoaquecadacambioenciertasvariablesdelsistemadebe
guardarseantesdecontinuarconlaejecucióndelprograma.
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3.1.5. Game recall
Otro punto importante, es que las regulaciones también requieren una funciona-
lidad que recibe el nombre de Game Recall , cuyo objetivo es proveer el detalle de
al menos los últimos 10 juegos realizados en la SM. Este detalle es utilizado por el
personal de los casinos para resolver posibles conflictos sobre el comportamiento del
juego.
Cada Game Recall debe contener entre otros datos: créditos apostados, símbolos
que salieron sorteados, líneas ganadoras con el detalle de los créditos ganados por
línea. Además, la información de entrada y salida de dinero entre cada juego debe
quedar registrada en el Game Recall .
Otro punto importante, es que la lista de Game Recall también es parte de los datos
que la funcionalidad de Program Resumption debe tener en cuenta para persistir.
3.1.6. Communication protocols
Es pertinente señalar que el software de las máquinas tragamonedas está conec-
tado a sistemas de monitoreo en tiempo real y esto se debe principalmente a la
necesidad de control sobre el movimiento de dinero.
Además de controlar el correcto funcionamiento de la SM, los sistemas de moni-
toreo son utilizados para las operaciones de contaduría dentro y fuera de los casinos.
Para esto, existen diferentes normas sobre protocolos de comunicación, las cuales, uti-
lizan diversas tecnologías entre las que se destacan el uso de puerto serie o conexiones
ethernet.
Algunos protocolos funcionan con la técnica de polling, en la cual, un servidor
de monitoreo pide los datos a la SM de manera regular. También existen protocolos
basados en web services.
Es importante destacar que una SM debe tener la capacidad de poder trabajar
con más de un Communication Protocol al mismo tiempo. Estos protocolos proveen a
grandes rasgos la misma funcionalidad que incluye entre otras: la consulta de valores
de los Meters ó configurar una SM de manera remota.
La especificación de los Communication Protocols define cientos de mensajes, estos
pueden ser agrupados en cuatro categorías:
Configuración remota
Los mensajes en esta categoría son utilizados para configurar parte de una
SM de forma remota. El mensaje set current time pertenece a esta clasificación
y permite configurar la hora de la SM.
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OtroejemplosedaenunaSMconmúltiplesjuegosdondeesposibleseleccionar
eljuegoactualdemaneraremotautilizandoestetipodemensajes.
ConsultadeMeters
EstegrupodefinemensajesyrespuestasutilizadosparaconsultarlosMetersen
unaSM.Estosmensajessonlosqueseutilizanenlosservidoresparalasacti-
vidadesrelacionadasconcontaduría.
Sistemadeticketing
EnalgunoscasinosnoseutilizadineroparainteractuarconlaSM,sinoque
cuandoeljugadoringresaajugarcompraciertacantidaddecréditosysele
otorgaunticket.
EsteticketpuedeserinsertadoenlaSMyutilizandoelcódigodebarrasque
posee,seconsultaconunservidorcuantoscréditosdebenacreditarse.
Otracaracterísticaqueposeeelsistema,esquecuandoeljugadorrealizala
operacióndecashout,seimprimeunticket.Esteasuvez,puedeserinsertado
enotraSMopuedesercobradoporventanila.
Loquerespectaalmanejodeticketsesrealizadoporservidoresdedicadosyla
comunicacióndelasSMscondichosservidoresserealizautilizandomensajes
quepertenecenaestacategoría.
EventosentiemporealyErrorsConditions
Muchosdeloseventosqueocurrenduranteeljuegodebenserreportadosalos
sistemasdemonitoreo.UnclaroejemplodeestosonlosdenominadosBegin-
GameyEndGame.
Tambiéndeserposible,debenserreportadosloseventosyErrorsCondi-
tionsdescriptosenlasección3.1.3.
Estoesopcionalenlamayoríadelasregulaciones,debidoaquenotodoslos
dispositivosfísicostienenlamismacapacidadparaladeteccióndeerroresy
generacióndeErrorsConditions.Sifuesendetectados,debenserenviadosme-
diantelosprotocolosdecomunicación,dadoqueesinformaciónútilparalos
casinos.
Eneldesarrolodelpresentetrabajo,seconsiderarondosCommunicationProto-
cols.Unodeelosesunprotocolopropietario,delcualnosepuedendardetales,el
mismoseránombradocomoPCP.
Elotroprotocoloelegidoesabierto,basadoenwebservices,denominadoG2S[11].
3.1.7. ModoDemo
EsimportantesaberquelasSMdebencumplirconregulaciones,lascualesvarían
dependiendodelpaísoestadodondedebaserinstalada.
Existenenteslamadoslaboratoriosdecertificación,quienesluegoderealizarun
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amplio conjunto de pruebas, certifican que una SM es apta para ser instalada. Estas
pruebas son muy extensas, abarcan ítems como probar completamente la paytable
del juego o uso intensivo del hardware.
Para las pruebas de software, las SMs cuentan con un modo especial de funciona-
miento denominado Demo. La principal característica del mismo es que el juego se
comporta de manera particular, permitiendo simular el ingreso de créditos o forzar
la salida de premios.
Esta funcionalidad es necesaria debido a que existen premios cuya probabilidad de
salir es muy baja, al poder seleccionar que premio ganar en la próxima jugada se
puede probar de forma completa la tabla de pagos del juego.
Una SM funciona en modo Demo dependiendo el estado de un DIP switch interno,
pudiendo darse el caso de que un SM instalada en un casino, sea pasada temporal-
mente a este modo. Por esto, las regulaciones exigen que los eventos en modo Demo,
no deben ser contabilizados por los Meters ni deben reportarse a los Communication
Protocols.
3.2. Concerns identificados en el dominio a nivel de re-
querimientos
Dada las características descriptas de las SMs y nuestra experiencia de trabajo
en el dominio, se identificaron los concerns que se detallan a continuación:
Game: contiene la lógica de un juego de reels. El juego tiene créditos, los
cuales se utilizan para realizar una apuesta sobre determinadas paylines, los
reels giran y con el resultado del sorteo se determina la cantidad de créditos
ganados.
Game Recall: este concern mantiene la información más relevante de los
últimos juegos, que en caso de ser solicitada por personal del casino o un ente
regulador la misma este disponible.
Meters: mantiene actualizada la colección de contadores que son obligatorios
y relevantes en una SM. Por ejemplo, cantidad de dinero ingresado, cantidad
de juegos realizados, entre otros.
Program resumption: este concern es el que implementa el soporte para
que ante un corte de energía en la SM, el juego pueda ser restaurado al estado
previo al corte con todos los datos correspondientes.
Erros conditions: ante determinadas condiciones la SM debe generar un error
y actuar según especifican las regulaciones. Por ejemplo, deshabilitar el juego
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siunapuertaesabierta,oencenderlatowerlampparalamarapersonaldel
casinosisetrabaraunamoneda.
Comunicationprotocols:losprotocolossoncapacesderecibircomandos,
quepuedenrequerirdatos,porejemplo,elvalordeunmeter.Estoscomandos
tambiénpuedecambiarelestadodelaSM,porejemploelcomandosettime.
Además,esopcionalreportarestadosyerrorsconditionsdelaSMsegúnla
regulaciónutilizada.
Demo: elconcerndedemoeselquepermiteforzardeterminadospremios.
Todaslasaccionesrealizadasenestemodo,nodebencontabilizarsenideben
serreportadasenlosprotocolosdecomunicación.
Dadalacomplejidaddeldominio,sepuedenencontrardiferentes manerasde
descomponerlosconcerns,laeleccióndescriptafuerealizadade maneratalque
reflejelasinteraccionesquesonobjetodeestudiodeestetrabajo.
Cadaunodeestosconcernstieneunconjuntoderequerimientosquerepresenta
unacaracterísticaopropiedaddelsistema.Algunosdeestosconcernsseránmode-
ladoscomoaspectosyotroscomocomponentes,eldetaledeldiseñoobtenidose
presentaráenelpróximocapítulo.
3.3. Relacionesentreconcerns
Lasrelacionesquesedanentrelosconcernsdeldominio,semuestranmediante
unanotaciónad-hoc
Demo
Game
Game 
Recal Meters PCP
6 7
3
33
3
3
1 2 4 5
G2S
Prog. Resumptiom
Errors conditions
enlafigura3.5.
Figura3.5:Relacionescrosscutingentrelosconcernsdeldominio.
EnestafiguraelbaseconcerndeGameesrepresentadoporunrectángulo,mien-
trasqueloscrosscutingconcernssonrepresentadosporóvalos.Lasrelacionesde
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crosscuts, representadas por flechas, son las que se detallan a continuación:
1. Demo a Game: El concern de Demo necesita alterar el comportamiento normal
del juego para permitir la salida de premios.
2. Game Recall a Game: Game Recall requiere guardar datos a medida que el
concern de Game va cambiando de estados.
3. Program resumption a Game Recall, Game, Meters, PCP y G2S : el concern de
Program resumption controla la persistencia de datos y es por esto que tiene
una relación con los concerns donde varían datos que deben ser restaurados.
4. Meters a Game: parte de los datos que contienen los Meters pertenecen al
concern de Game y los mismos deben estar actualizados en todo momento.
5. PCP a Game: Varios eventos generados en el concern de Game requieren ser
reportados mediante los protocolos.
6. G2S a Game: Al igual que PCP, este protocolo debe reportar cambios en el
estado del juego.
7. Error Conditions a Game: dado que varias de las condiciones que pueden ge-
nerar las Errors Conditions están dentro del comportamiento del concern de
Game.
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Capítulo4
ImplementaciónOrientadaa
AspectosdeunaSM
Unodelosobjetivosdeestetrabajoconsisteenrealizarunaimplementación
queinvolucrevarioscrosscutingconcernsfuncionalesdeldominioparaestudiarlas
interaccionesentrelosmismosyproponermecanismosparasuresolución.
Enelpresentecapítulosedescribendetalesdelaimplementacióndelsoftwarede
unaSMrealizadautilizandoAspectJ.
Losbaseycrosscutingconcernssonlosqueseidentificaronenelcapítuloanterior.
Acontinuaciónsepresentandetalesdediseño,sobrelosobjetosyaspectosque
componencadaconcern.EnelapéndiceAsepuedeencontrareldetalecompleto
delmodelodeobjetosdesarrolado.
Notaciónutilizada Losgráficospresentadosenestecapítuloestánrealizadosen
unavariacióndeldiagramadeclasesUML.Lafigura4.1muestraunejemplo
deestanotación,donde:
Unconcernesrepresentadoporunpackage.
Unaaspectoesrepresentadoporunrectánguloquecontieneelestereotipo
«aspect»yelnombredelmismoensuinterior.
Unarelacióndecrosscutsesrepresentadaporunalíneapunteadadesdeel
aspectohaciaelelementoafectado.
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Figura4.1:Ejemplodelanotaciónutilizada.
4.1. Game
Gameesunconcernfuncionalquenoatraviesaotrosconcernsdeldominio.La
figura4.2muestralasclasesdeesteconcern,elcualimplementalafuncionalidad
principaldeunjuegodeapuestas.
Las clases principales de este concern son: Game,ReelsManager y
BetManager.UnainstanciadelaclaseGametienecréditosqueseutilizanpara
realizarapuestas.LasmismassonadministradasporunobjetoBetManager,que
puedecalcularelcostodecadajugada.Esteobjetoademás,tienelacapacidadde
determinarloscréditosganadosencadajuego.Esteconcerntambiéncuentaconun
objetoReelsManager,queimplementaporejemplo,elsorteodelossímbolosde
cadareelparaunajugada.
Figura4.2:ClasesdelconcernGame.
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Elsiguientefragmentodecódigomuestracomointeractúanestosobjetosenelmé-
todoplay()delaclaseGame.PrevioainvocarelmétodoReelsManager.spin()
paragirarlosreels,sedelegaenelobjetoBetManagerelcálculodelcostodela
jugada(línea5).Luegoconlossímbolossorteados,obtenidosdelReelsManager,
elmanejadordeapuestascontrolasihubolíneasganadoras.
Código4.1:Método play()delaclaseGame.
1publicclassGame{
2 ...
3 publicbooleanplay(){
4 ...
5 if(subtractCredits(_betManager.playCost()))
6 {
7 _reelsManager.spin();
8 won=_betManager.checkWon(_reelsManager.
getCurrentSymbols());
9 ...
10 }
11 ...
12 }
13}
4.2. HAL
Enesteconcernseencuentranrepresentadoslosdispositivosfísicosconlosque
cuentaunaSM.Eneldiseñoobtenidonoexistenaspectosdentrodeesteconcerny
lainteracciónconlosdispositivosseproduceatravésdeunainstanciadelaclase
HAL,cuyainterfazsepuedeverenlafigura4.3.Eldetaledelrestodelasclasesde
esteconcernsepresentaenelApéndiceA.
EnlaimplementacióndesarroladaunobjetodelaclaseHALpermitelainteracción
conpulsadores,detectarlaaperturadelapuertadelgabinete,cambiarelestadodel
switchdedemo,guardaryobtenerdatosdeunamemorianovolátil.
AdemásdelaclaseHALylasclasesquerepresentanlosdipositivos,estecon-
cerndefinelainterfazIHALSignalHandler.Instanciasdeclasesqueimple-
mentenestainterfaz,sepuedenregistrarcomo listenersutilizandoel método
registerHandler(IHALSignalHandleraHandler).
Deestamanera,cuandoundipositivoenvíaalaHALunasignaldeterminada,se
procedeanotificardelamismaatodosloslistenersregistrados,comosepuedever
enelfragmentodecódigo4.2.
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Figura4.3:APIdelaclaseHAL.
Código4.2:Método dispatchSignal()delaclaseHAL.
1publicclassHAL{
2 ...
3 publicvoiddispatchSignal(HALSignalsignal){
4 for(IHALSignalHandlerhandler:_signalsHandlers){
5 handler.process(signal);
6 }
7 }
8}
4.3. Meters
Elrequerimientoprincipaldeesteconcernesmanteneractualizadaunacolección
decontadores.Paraestoseutilizaunajerarquíadeaspectos,realizadaenprodeuna
mejormodularizacióndelosadvices.
El aspecto de base MetersAspect tiene una referencia a un objeto
MetersManager.Esteobjetocuentaconunacolecciónparaalmacenarlosvalo-
resdelosmeters.
ElaspectoMetersAspect,proveedemétodosquesonheredadosyusadosporlos
subaspectos.Estosmétodospermitenobteneromodificarlosvaloresalmacenados
delobjetoMetersManager.Unejemplodeesto,eselmétodosetMeter(),cuya
definiciónsemuestraenelfragmentodecódigo4.3,elcualasociaunvaloraun
meter.
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Código4.3:Método setMeter()delaspectoMetersAspect.
1publicabstractaspectMetersAspect{
2 ...
3 protectedvoidsetMeter(Metermeter,intvalue){
4 metersManager().setMeter(meter,value);
5 }
6}
Enestasubclasificación,cadasubaspectodefinepointcutsqueatraviesandistintas
clases.Lospuntosdeinterésdedichosadvices,sonlosmétodosindicadosenlafigura
4.4,endondeelvalordeunmeteresleídoomodificado.
Figura4.4:ClasesyaspectosdelconcerndeMeters.
Elfragmentodecódigo4.4,muestracomosecapturalamodificacióndelaslíneas
seleccionadasduranteunaapuestamedianteunafteradvice.Utilizandoelmétodo
heredadosetMeter(),seactualizaelvalorasociadoalmeterLINES,enelobjeto
MetersManager.
Código4.4:Afteradvice sobreelpointcutBetManager.setLines().
1publicaspectMBetManagerextendsMetersAspect{
2 ...
3 after(intlines):args(lines)&&
4 BetManager.setLines(int){
5 setMeter(Meter.LINES,lines);
6 }
7}
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4.4. ProgramResumption
LaresponsabilidaddelconcerndeProgramResumptionconsisteenpersistircier-
tosdatosdelaSM,porejemplolosvaloresdelosmeters.Paraestoseutilizauna
jerarquíadeaspectos,comomuestralafigura4.5.Estosaspectostambiénrestauran
elestadodelaSMduranteeliniciodelsistema.
Figura4.5:ClasesyaspectosdelconcerndeProgramResumption.
LossubaspectosutilizanmétodosqueelaspectoProgramResumptionAspect
provee,paraobteneryguardardatos.Laimplementacióndeestosmétodos,usalos
serviciosprovistosporlaHAL,paraalmacenaryrecuperardatosdelamemoriano
volátil.
Ellistado4.5muestrapartedelcódigodelaspectoMeters.Enlaslíneas3a5
sedefineelpointcutquecapturalaactualizacióndeunmeter.Luegoenlaslíneas
7a11,sedefineelafteradvice,queenlalínea10persisteelcambioutilizandoel
métodoheredado.
Código4.5:Afteradvice utilizadoparapersistirlosmeters.
1publicaspectPRMetersextendsProgramResumption{
2 ...
3 pointcutsetMeter(Metermeter,intvalue):
4 args(meter,value)&&
5 execution(voidMetersManager.setMeter(Meter,int));
6
7 after(Metermeter,intvalue)returning():
8 args(meter,value)&&setMeter(Meter,int)
9 {
10 save(meter.toString(),String.valueOf(value));
11 }
12}
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4.5. GameRecal
Laresponsabilidaddeesteconcernconsisteenguardarlosdatosrelevantesde,
al menos,losúltimos10juegos,talcomoindicanlasregulaciones.Los módulos
principales,comosepuedeverenlafigura4.6,son:unaspectoqueafectalaclase
GameyunobjetoGameRecallManagerquemantieneunacoleccióndeobjetos
GameRecall.
Figura4.6:ClaseyaspectosdelconcernGameRecal.
EljoinpointdeinterésdelaspectoGameRecallAspect,eselmétodoplayen
elobjetoGame.Comosepuedeverenelfragmentodecódigo4.6,antesdelsorteo
quedeterminalanuevaposicióndelosreels,eladviceasociadoguardapartedel
estadodelaSMenunobjetoGameRecall.
Código4.6:ImplementacióndelaspectoGameRecallAspect.
1before():execution(booleanGame.play(..))
2{
3 concerns.game.Gamegame=concerns.game.Game.get();
4 _gc=newGameRecall();
5 _gc.setBet(game.getBetManager().getBetPerLine());
6 _gc.setLines(game.getBetManager().getPaylines());
7 _gc.setPlayCost(game.getBetManager().playCost());
8 _gc.setCredits(game.getCredits());
9 _gc.setDate(game.getTime());
10}
Demanerasimilaralfinalizarlajugada,medianteunafteradvice,secompletan
losdatosenelobjetoGameRecall.Esteadviceguardalasposicionesdelosreels
yloscréditosganados.LuegoelobjetoGameRecallesagregadoalacoleccióndel
objetoGameRecallManager.
4.6. ErrorsConditions
ElconcerndeErrorsConditionsimplementaeltratamientodediferenteseventos
deacuerdoalasregulaciones.Porejemplo,cuandosedetectalacondicióndedoor
32 CAPÍTULO4.IMPLEMENTACIÓNAODEUNASM
open,sedebebloquearlaUI deljuegoylosdispositivosdeentrada,ademásde
encenderlatowerlampparaindicarqueserequierelapresenciadeunasistente.
Lafigura4.7muestralasclasesinvolucradasenesteconcern.Unaerrorcondition
cuentaconunconjuntodeacciones,lascualesdebenaplicarsecuandolamismaocu-
rre.Asuvez,dichasaccionesdebendeshacersecuandolaerrorconditiondesaparece.
Figura4.7:ClasesdelconcerndeErrorCondition.
Esteconcernademás,cuentaconunaspectocuyaimplementaciónsemuestra
enelfragmentodecódigo4.7.Dichoaspecto,utilizaunbeforeadvicequeestá
asociadoaliniciodelsoftwaredelaSM.Enelmismo,unainstanciadelaclase
HALSignalHandler,seagregacomolistenerenlaHAL.
Código4.7:RegistrodeunlistenerenlaHAL.
1publicaspectErrorConditionsAspect{
2 before():execution(*Game.init()){
3 HAL.get().addHandler(newHALSignalHandler());
4 }
5}
Elhandlercreadoporelaspectoesnotificadocuandounasignalocurre.Es-
tehandlercreaencasodesernecesario,unaErrorConditionparasutrata-
miento.Elfragmentodecódigo4.8muestrapartedelaimplementacióndelaclase
HALSignalHandler.Elmétodoprocess(HALSignal),evalúaenunswitchla
errorconditionrecibida.Estoesposibledadoquelamismaperteneceauntipoenu-
merativo.Encadaramadelswitch,líneas5a10,sedefinenlasseñalesalascuales
debeasociarseunaerrorcondition.Lamismaescreadaysusaccionessonaplicadas
segúnelcaso.
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Código4.8:CreacióndelaerrorconditionDoorOpen.
1publicclassHALSignalHandlerimplementsIHALSignalHandler
2{
3 @Override
4 publicvoidprocess(HALSignalsignal){
5 switch(signal){
6 caseMAIN_DOOR_OPEN:
7 newDoorOpen().applyActions();
8 break;
9 caseMAIN_DOOR_CLOSE:
10 ...
11 }
12}
4.7. G2SyPCP
Estosconcernsencapsulanelcomportamientodelosprotocolosdecomunicación,
ademásdesuinteracciónconlaSM.UnprotocolopermitequelaSMreporteinforma-
ciónyrecibacomandos.Laocurrenciadedeterminadoseventos,debeserreportada
alossistemasdemonitoreo.Unejemplodeesto,eselcomienzodeunjuego,indicado
poreleventoBeginGame.Porotrolado,unaSMpuederecibircomandos,loscuales
puedenconsultarunvalorcomoeselcasodelcomandoGetMeteroalterarelestado
delaSM,comolohaceelcomandoSetTime.Enlafigura4.8sepuedenverlasclases
involucradasenesteconcern.
Figura4.8:ClasesdelosconcernsG2SyPCP.
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Cadacomandoquepuedeserrecibidoporuna SMimplementalainterfaz
ProtocolCmd.Lamismadefineelmétodoexecute(),elcualcontieneelcompor-
tamientoasociadoalcomando.UnejemplodeestoeslaclaseSetTime,quetiene
comoacciónasociadamodificarlahoradelaSM.
Enestaimplementación,lajerarquíadecomandosescompartidaporambospro-
tocolos.Estosedebeaquelosprotocolosbrindanlamismafuncionalidad.Lospro-
tocolossolodifierenenlaformaenquelosmensajessonserealizadosolosintervalos
detiempoutilizadosparaelintercambiodemensajes.
Enesteconcernexisteunajerarquíadeaspectosqueseveenlafigura4.9.Estos
aspectossonutilizadosparacapturareventosocurridosenotrosconcerns,porejem-
ploeliniciodeunjuegoenlaclaseGame.
Elaspectodebase,definelospointcutsdeinterésparalosprotocolos.Cadasubaspec-
toimplementalosadvicescorrespondientes,conelobjetivodenotificaralossistemas
demonitoreoentiemporeal,deloscambiosenlaSM.
Figura4.9:JerarquíadeaspectosutilizadaparanotificarcambiosenlaSM.
Elfragmentodecódigo4.9,muestraelbeforeadvicedelaspectoPCPAspect,que
notificadelcomienzodeunajugadaalossistemasdemonitoreo.Paraestoutilizael
métodoheredadosend().
Código4.9:Notificacióndelevento Begin Game enelprotocoloPCP.
1publicaspectPCPAspectextendsCommProtocolAspect
2{
3 ...
4 before():Game.play()
5 {
6 send(newBeginGameEvent());
7 }
8}
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4.8. Demo
Lafuncionalidadprincipaldeesteconcernespoderseleccionarquepremioganar
enlapróximajugada.EstorequierealterarelcomportamientodelcoredelaSMpara
permitirseleccionarelpremiootorgadoporeljuego,paraestosedebeafectarlaforma
enlaquesedeterminalaposicióndelosreels.Poresto,elconcerndeDemoafecta
alconcerndeGame,comosepuedeverenlafigura4.10.
Figura4.10:ElaspectoDemoafectaalobjetoReelsManager.
EnelaspectoDemo,laejecucióndelmétodoReelsManager.spin()escapturada
porunaroundadvice,paraalterarelsorteodelasposicionesdelosreels.Cuandoel
mododemoseencuentraactivo,sefuerzalasalidadeundeterminadooutcomeyen
casocontrarioseprocedeconlaejecuciónnormaldelmétodo.
Dadoqueelprocesodeweavingserealizaentiempodecompilaciónyelaspecto
Demoestásiemprepresente,elmismomantieneenunavariablesuestadodeactiva-
ción.EstavariablecambiadevalorsegúnelestadodelswitchdedemoenlaHAL.
ParalaactualizacióndelamismasecuentacondosadvicessobrelaclaseHAL,uno
sobreelpointcutdemoSwitchOn()yotrosobredemoSwitchOff().
Código4.10:Advices utilizadospara modificarelestadodel mododemo.
1publicaspectDemo{
2 privateboolean_on=false;
3 ...
4 after()returning():execution(voidHAL.demoSwitchOn())
5 {
6 _on=true;
7 }
8 after()returning():execution(voidHAL.demoSwitchOff())
9 {
10 _on=false;
11 }
12}
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Laimplementacióndeestafuncionalidadsepuedeverenelfragmentodecódigo
4.11.Lavariable_outcomecontienelasposicionesdelosreelsquepermitenganar
elpremioseleccionadoporelusuariomediantelaUIdelaSM.Medianteelaround
adviceseevitalaejecucióndel métodoReelsManager.spin()ysealterala
posicióndecadaunodelosreels.
Código4.11:Advice utilizadoparaforzarunoutcomeen mododemo.
1voidaround():execution(voidReelsManager.spin())
2{
3 if(_on){
4 ArrayList<Reel>reels=Game.get().getReelsManager()
5 .getReels();
6 for(inti=0;i<reels.size();i++){
7 reels.get(i).setOffset(_outcome[i]);
8 }
9 }else{
10 proceed();
11 }
12}
Capítulo5
InteraccionesentreAspectos
EnelcapítuloanteriorsedescribierondetalesdediseñoeimplementaciónAO
delsoftwareparaunaSM.Comofuedescriptoenelcapítulo2,entrelosaspectos
generaninteracciones,lascualessonelobjetodeestudiodeestetrabajo.Ejemplos
delasmismassepuedenencontrarentrelosconcernsdescriptosanteriormente.
ExisteunconflictoentreDemo yMeters,dadoquelosmeters nodebenser
alteradosenmododemo.
UnainteraccióndetipoMutex sedacuandodosomásCommunicationProtocols,
queproveenlamismafuncionalidad,estánactivosalmismotiempo.
ExisteunainteraccióndetipodependencyentrelosCommunicationProtocolsyel
concerndeMeters,porelhechodequeestosdebenserreportadosporlosprotocolos.
PorúltimounainteraccióndetiporeinforcementsedacuandounaSMtienela
capacidaddedetectarErrorsConditions.EstássonutilizadasporlosCommunication
Protocolsparaserreportadasentiemporeal,ampliandolafuncionalidaddelos
protocolos.
Enestecapítulosedetalanlosmecanismosdesarroladosparaeltratamiento
estasinteracciones.Losmismospermitenlograrelcomportamientodeseadoparael
softwaredeunaSM.
Sobreelfinal,sepresentaunanálisisdelosmecanismosdesarrolados.Enelmismo
sediscutenventajasydesventajasenloreferidoageneralización,modularización,
escalabilidadyotrosfactoresdelaIngenieríadeSoftware.
5.1. InteraccionesidentificadaseneldominiodelasSM
Apartirdelestudiodelosrequerimientosyconsiderandolataxonomíadeinterac-
cionesdeSanenetal.[23],lasrelacionescrosscutingeinteraccionesquesedanentre
losconcernsdeldominio,semuestranmedianteunanotaciónad-hocenlafigura5.1.
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Estegráficocompletaelpresentadoen3.3,dondeseindicaronlasrelacionesentre
losconcerns
Demo
Game
Game 
Recal Meters PCP
4
5
2
1
3
3
G2S
Prog. Resumptiom
Errors conditions
<conflict>
<conflict>
<reinforcement>
<dependency>
<mutex>
.
Estaesunaseleccióndelasinteraccionesmásrepresentativas,hayotrasquenofueron
incluídasenlafiguraparaevitarsobrecargarelgráfico.
Figura5.1:Relacioneseinteraccionesentrelosconcernsdeldominio.
EnestafiguraelbaseconcerndeGameesrepresentadoporunrectángulo,mien-
trasqueloscrosscutingconcernssonrepresentadosporóvalos.Lasrelacionesde
crosscutsseindicanconlíneassólidas,mientrasquelasinteraccionesestánrepresen-
tasporlíneaspunteadas.Lasinteraccionesdelafigura5.1sonlassiguientes:
1.ConflictentreDemoyProgramResumption:dadoquelosdatosalteradosen
modoDemonodebenserpersistidos.
2.ConflictentreDemoyG2S:segeneraporelhechoqueambosconcernsno
puedenestaractivosalmismotiempo,dadoqueunodelosrequerimientosdel
mododemoesqueloseventosnoseanreportadosalosprotocolosdecomuni-
cación.
3.DependencydeG2SyPCPsobreMeters:unadelascaracterísticasdelos
protocolosdecomunicaciónesquedebenreportarelestadodelosmeters.Para
estodependendelcorrectofuncionamientodelconcerndeMeters paraenviar
datosválidos.
4.Mutex entreG2SyPCP:estainteracciónsegeneraporqueambosprotocolos
implementanuna mismafuncionalidad.Porejemplo,conambosprotocolos
activos,derecibirseuncomandoquecambialahoradelaSMde manera
remota,podríanproducirseinconsistenciasenlosdatosguardadosporlaSM.
5.ReinforcementdeG2SconErrorConditions:dadoqueelrequerimientode
reportarlasErrorsConditionsnoesobligatorio,sedaunainteraccióndetipo
reinforcementcuandoestosdatosestándisponiblesypuedenserutilizadospor
losprotocolosparaelreportedelosmismosentiemporeal.
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Enlaspróximasseccionesseexplicanlosmecanismosdesarroladosparaeltrata-
mientodelassiguientesinteracciones:
TipoMutex:entrelosCommunicationProtocolG2SyPCP.
TipoConflict:entreDemoy:CommunicationProtocols,ProgramResumption,
GameRecal yMeters.
TipoDependency:CommunicationProtocolssobreMeters.
TipoReinforcement:ErrorConditionaCommunicationProtocols.
5.2. Mutex
Estaformadeinteraccióntratalaexclusiónmútuaentreaspectos,lacualsepre-
sentasidosaspectosbrindanunamismafuncionalidad.Anteestecaso,esnecesario
asegurarquesóloseutiliceunodelosaspectosalavez.Denotratarestainteracción,
laejecucióndeambosaspectos,puedegeneraruncomportamientonodeseadoenel
sistema.
ElsoftwaredelasSMpuedeteneractivomásdeunprotocoloalavez.Como
seexplicóenlasección3.1.6,losdiferentesprotocolosimplementanfuncionalidad
similar.Estasoperacionessepuedendividirendosgrupos:porunladolasque
obtienendatosdelaSMyporotrolado,lasqueconfiguransuestado.Laejecuciónde
estasúltimas,enprotocolosdiferentes,puedeserlacausadeerroreseinconsistencias.
Ejemplosconcretosdeoperacionesquepuedengenerarestosproblemasson:
Settime:estecomandopermiteconfigurardemaneraremotalahoradeunaSMy
esenviadoperiódicamenteporlossistemasdemonitoreo,utilizandodiferentes
protocolos.Enciertasocasiones,puededarseelcasodequelosservidoresque
envíanloscomandosnoesténsincronizados.SilaSMestáutilizandomásde
unprotocoloalavez,puedegenerarseinformacióninconsistente.Porejemplo,
ellistadodegamerecal,podríatenereventosdesordenadoseneltiempo.
Setprogressive:muchosjuegoscuentanconunacaracterísticalamada“pozoacu-
mulado”(progressive).EstafuncionalidadpermitequeungrupodeSMs,apor-
tenunporcentajedelasapuestasaunpozocomún,pudiendocualquierade
elaspagarelpozoacumuladocomopremiomayor.
Paralaimplementacióndeestacaracterística,tambiénsonutilizadoslospro-
tocolosdecomunicación.Siseutilizamásdeunprotocoloalavez,sepueden
generarvariosproblemas.UnejemploeselvalordelpozoporelqueunaSMpar-
ticipa,elcualsemuestraenundisplaydeledssobreelgabinete.Dichovalor
esrecibidofrecuentementevialosprotocolos,dadoquevaríaconelaportede
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cadajuego.Derecibirelvalordelpozodediferentesprotocolos,laSMestaría
mostrandoalusuarioinformaciónincorrecta.
Comosedetalóenelcapítuloanterior,lafuncionalidaddelosprotocolosG2S
yPCPseimplementóconaspectos.Laoperacionescomosettimeysetprogressive
generanunainteraccióndetipoMutex.
5.2.1. ImplementacióndelaInteracción
Comofueexplicado,ejecutaroperacionesquealterenelestadodelaSMdesde
protocolosdiferentespuedeserlacausadeerroresoinconsistencias.Unaopción
paratrataresteproblema,esasignarlepermisoaunprotocolopararealizareste
tipodeoperaciones.Desafortunadamente,estoresultaserunasolucióndemasiado
globalparalosrequerimientosdenuestrosistema,dadoqueesnecesarioquedistintos
ítemsdeconfiguraciónseanmodificadospordiferentesprotocolos.Porejemplo,siel
protocoloPCPobtieneelpermisoparaejecutarelcomandosettime,estonodebe
implicarquelaobtengaparaelrestodelasoperaciones.
Porlotanto,esnecesarioquelasoluciónbrindeunniveldegranularidadmás
fino,quepermitacontrolarlaexclusiónmútuaporoperación.Lasoluciónquese
proponeparalograrestoconsisteen:
1.Identificareljointpoint(operación),quealserejecutadodesdeprotocolos
diferentes,produceelconflicto.
2.Capturardichaejecuciónmedianteunaroundadvice.
3.Evaluarunareglaendichoadvice,paradecidirsiprocederono,conlaejecución
delmétodo.
Lafigura5.2muestralosmódulosquecomponenelmecanismopropuesto.Se
definióunajerarquíadeaspectosMutex,quetienecomocolaboradorunobjeto
LockType,queimplementaelpatróndediseñoStrategy[12].Esteúltimo,especifica
unareglaparticular,lacualpermitedeterminarsiunobjetopuedeobtenerellock.
ElaspectoabstractoMutexdefineunaroundadvice,elcualesasociadoalabs-
tractpointcuttryLock().Endichoadviceseevalúalaregladefinidaenelobjeto
LockTypeasociado.Porcadacasodondeseanecesariounmutex,sesubclasificará
elaspectodefiniendounpointcutconcreto.
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Figura5.2:Clasesabstractasdelmecanismo.
LaimplementacióndelaspectoabstractoMutexsepuedeverenelfragmentode
código5.1.Enlalínea3sedefinelavariable_lockquecontendrálainstanciade
LockType.Luego,enlalínea4sedeclaraunabstractpointcutalcualseasociael
aroundadvicedefinidoentrelaslíneas6y10.Enelcuerpodelmismosedelegaen
elobjetoLockTypeladecisiónrespectodesiprocederonoconlaejecucióndel
método.
Código5.1:CódigogenéricodelaclaseMutex.
1publicabstractaspectMutex{
2
3 privateLockType_lock;
4 protectedabstractpointcuttryLock(Objects);
5 ...
6 voidaround(Objects):tryLock(s){
7 if(_lock!=null&&_lock.tryLock(s)){
8 proceed(s);
9 }
10 }
11}
Porotraparte,lassubclasesdelajerarquíaLockTypedebenimplementarel
métodotryLock(Objecto).Comoseejemplificamásadelante,cadasubclase
implementaunlógicaparticular.Deestamaneraunainstanciadeestajerarquíaserá
usadacomosevioenellistadodecódigo5.1,paradeterminarsiprocederonocon
laejecucióndelmétodo.
Parainstanciarelmecanismo,elprogramadornecesitasubclasificarelaspecto
Mutexyrealizardosacciones:
1.Definirelpointcutquecapturaeljoinpointgeneradordelconflictoyque
necesitasercontroladoporunmutex.
2.InstanciarelLockTypedeseado.
Acontinuación,sedetalacomoestemecanismogenérico,fueinstanciadopara
resolverelconflictodelaoperaciónSetTime.
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5.2.2. Instanciacióndel mecanismoparaelcomandoSetTime
Pararesolveresteconflicto,fueronsubclasificadoselaspectoMutexylaclase
LockType,comosepuedeverenlafigura5.3.Laestrategiadelockingelegidapara
tratarelconflictodelaoperaciónsettimesedenominóFirstLockerKeepsLock.
Lamismadefinequesóloelprimerobjetoencapturarellockpuedevolveraobte-
nerlo.
Figura5.3:InstanciacióndelmecanismoparaelcomandoSetTime.
Elfragmentodecódigo5.2muestralaimplementacióndelmétodotryLock()de
laclaseFirstLockerKeepsLock.Laprimeravezqueunobjetoadquiereellock,
pasaasereldueñodelmutex(línea7).Enlaspróximascapturasdejoinpoints,se
comparalaidentidaddelosobjetosparadeterminarsiquienintentaobtenerellock
eseldueño.
Código5.2:Método tryLockdelaclaseFirstLockerKeepsLock.
1@Override
2publicbooleantryLock(Objecto){
3 synchronized(lock()){
4 if(_owner!=null){
5 return(_owner.equals(o));
6 }
7 _owner=o;
8 }
9 returntrue;
10}
Definidalaestrategiaautilizar,sedefinióelaspectoSetTimequeheredade
Mutex,enelcual:
1.Seconcretizóelabstractpointcut,definiendoel mismosobreeljoinpoint
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ProtocolCommand.execute().
2.SeespecificóqueFirstLockerKeepsLockeseltipodeestrategiaelegida.
Lacodificacióndeestasaccionessepuedeverenellistadodecódigo5.3,que
muestralaimplementacióndelaspectoSetTime.Enlalínea3crealainstanciade
FirstLockerKeepsLockymedianteelmétodosetLockType()seindicaque
estaeslareglaaevaluar.
Luegoentrelaslíneas6y9seconcretizaelpointcut,indicandoqueelMutex
debeevaluarsesobreelmétodoProtocolCommand.execute(),delasubclase
Timestamp.
Código5.3:CódigodelaspectoSetTime.
1publicaspectSetTimeextendsMutex{
2 {
3 setLockType(newFirstLockerKeepsLock());
4 }
5
6 protectedpointcuttryLock(Objects):
7 call(voidProtocolCommand.execute())&&
8 this(s)&&
9 target(Timestamp);
10}
Lafigura5.4muestraenundiagramadesecuenciaeltrabajodelmecanismopara
elcasodondeelprotocoloG2StieneellockparaelcomandoSetTime.
Figura5.4:DiagramadesecuenciaparalaejecucióndelcomandoSetTime.
Deestamaneraquedacompletalainstanciacióndelmecanismo.Anteunnuevo
casodeinteracciónquerequieradeunMutex,bastaconsubclasificarelaspecto
Mutex,paraconcretizarelpointcutyespecificarelLockType.
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5.2.3. Estrategiasalternativas
Otra estrategia de lock implementada se denominó
ProtocolOnlineKeepsLock. Enla misma,seevalúasielprotocoloque
poseeellockestáenlínea.Estetipodelock, muestraqueesposibledefinir
estrategiasmáscomplejassiseconocendetalesdeldominio.
Lafigura5.5muestraunejemplodeusodeestaestrategia,dondeelprotocolo
PCPposeeellock,peroseencuentrafueradeservicio.Cuandoserecibeuncomando
desdeelprotocoloG2S,esteobtieneellockyelcomandoesejecutado.
Figura5.5:DiagramadesecuenciadelaestrategiaProtocolOnlineKeepsLock.
5.3. Conflict
LainteraccióndetipoConflictcapturalassituacionesdondeseproduceninterfe-
renciassemánticasentreaspectos.Estoocurrecuandounaspectodejadefuncionar
correctamenteantelapresenciadeotro,debidoaqueestosaspectosrepresentan
requerimientoscontrapuestos.
Lanecesidaddeunmecanismoparatratarestetipointeracción,surgeconelobjeti-
vodeasegurarquelosaspectosqueseencuentranenconflicto,funcionendemanera
correcta.
Comosevioenel3.1.7,eneldominiodelasSMelconcerndeDemoatraviesaa:
Game:dadoqueenmododemodebeserposibleforzarlasalidadepremios.
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ProgramResumption:loscambiosenmododemonodebenserpersistidos
enestemodo.
Meters: lasregulacionesexigenqueloscambiosenlosmetersenestemodo
nodebenmantenersealvolveralmodonormal.
GameRecal:idemaMeters.
CommunicationProtocols:paraesteconcern,lasregulacionesindicanque
unaSMenmododemodebereportasecomofueradeserviciohacialosbackends.
Estosconcerns,entranenconflictoconelconcerndeDemocuandoesteseactiva.
Estogeneralanecesidaddecontarconunmecanismo,quepermitaresolverestos
conflictos,alterandoelcomportamientodedichosconcerns.
5.3.1. Tratamientodelainteracción
Comosedetalóen4.8,elaspectoDemoimplementalafuncionalidadprincipal
delconcerndeDemo.Dichoaspectoeselresponsabledealterarlaformaenque
serealizaelsorteoaleatoriodelasposicionesdelosreels,deformataldequese
puedaseleccionarquepremioganarenlapróximajugada.Elaspectoutilizauna
variablequerepresentaelestadodelswitchdedemo,lacualseactualizadesdedos
advicesqueafectanlaclaseHAL,unosobreelpointcutdemoSwitchOn()yotro
sobredemoSwitchOff().
DadoqueAspectJesunlenguajedondeelprocesodeweavingserealizaentiem-
podecompilación,noesposibledesvincularunaspectoenruntimecomoenun
lenguajedinámico.Porejemplo,noesposibleevitarelconflictoconelconcernde
Meters desinstalandoelaspectoMetersAspect.
EnlaimplementacióndelsoftwaredelaSM,sedecidióqueelaspectoDemo
ademasdeimplementarlafuncionalidadprincipaldelconcern,implementelosme-
canismosparatratarlasinteraccionesqueproducenconflicto.Estassoncomofue
descripto,conlosconcerns:Meters,ProgramResumption,CommunicationProto-
colsyGameRecal.
Esnecesarioqueelmecanismopararesolvercadainteracción,conozcadetalesde
laimplementacióndelconcernconelquedebetratar,parapoderanularpartedesu
funcionalidad.Laideageneralpararesolverestosconflictos,sebasaenencontrarun
joinpointquedeserevitadasuejecución,seanulelafuncionalidaddelconcern.A
continuaciónsedescribenlosdetalesdeimplementacióndecadacaso.
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5.3.2. Tratamientodelainteracciónentrelosconcerns: Demoy
Meters
Lasregulacionesindicanquelosvaloresdelosmetersquesemodifiquenenmodo
demonodebenversereflejadoscomocambiosalsalirdeestemodo.Encambio,no
especificanqueacciónrealizarconlosvaloresactualesdelosMeterscuandosepasa
amododemo.
Enlaimplementaciónrealizada,setomoladecisióndereiniciarlosvaloresalactivarse
elmododemoyrestaurarlosmismosalvolveramodonormal.
Comosedetalóen4.3,laimplementacióndelconcerndeMeters utilizauna
instanciadelaclaseMeterManagerparaguardarlosvaloresdelosmeters.Esta
instanciaesutilizadaparaalmacenarlosvaloresdelosmetersporlossubaspectosque
afectandiferentespartesdelsistema.Laresolucióndelconflicto,sebasaencambiar
lainstanciadeMetersManagerqueestosaspectosutilizan,alestarlaSMenmodo
demo.
Comomuestralafigura5.6,elaspectoDemoafectaelmétodogetManager()
delaspectoMetersAspect.Sielmododemoseencuentraactivo,seretornauna
instanciadeMetersManagerqueesmantenidaporelaspectoDemo.
Figura5.6:ElaspectoDemoafectaeljoinpointMetersAspect.getManager().
Elfragmentodecódigo5.4muestraelaroundadviceutilizadoparatratarelcon-
flictoconelconcerndeMeters.CuandoeljoinpointMetersAspect.manager()
esalcanzadoentiempodeejecución,enlalínea4deladvice,seevalúasielmo-
dodemoseencuentraactivo.Siesteeselcaso,seretornaunainstanciadelobjeto
MetersManagerqueeslocalalaspectoDemo,comosepuedeverenlalínea5.
Cuandolaevaluacióndelacondiciónesfalsa,seprocedeaejecutardemaneranor-
malelmétodo(línea6).EstoretornarálainstanciadeMetersManagerdelaspecto
MetersAspect,quenosufrióalteracionesduranteelmododemo.
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Código5.4:Aroundadvice delaspectoDemoutilizadoparatratarelconflictoconel
concerndeMeters.
1MetersManageraround():
2 execution(MetersManagerMetersAspect.manager()
3{
4 if(_demoIsOn){
5 return_fakeMetersManager;
6 }else{
7 returnproceed();
8 }
9}
Estaformaderesolverelconflicto,implicaqueelaspectoDemoconozcaque
reemplazandolainstanciadelobjetoMetersManagerdelaspectoMetersAspect,
anulaelconcerndeMeters.
LamismaestrategiapuedeutilizarseparaelconflictoconelconcerndeGameRecal,
dondeelaspectoGameRecallAspecttienecomocolaboradorunainstanciadela
claseGameRecallManager.
5.3.3. Tratamientodelainteracciónentrelosconcerns: Demoy
ProgramResumption
LaresponsabilidaddelconcerndeProgramResumptionconsisteenpersistircier-
tosdatosdelaSM,porejemplolosvaloresdelosmeters.Lasregulacionesseñalanque
losvaloresdeconfiguraciónoestadosquevaríenenmododemo,debenserrevertidos
alsalirdeestemodo.
Comosevioenlasección4.4,laimplementacióndelconcerndeProgramResum-
ptionsecomponedeunajerarquíadeaspectos.Lossubaspectosutilizanmétodos
queelaspectoProgramResumptionAspectprovee,paraobteneryguardardatos,
utilizandolosserviciosprovistosporlaHAL.
LosmétodosdelaspectoProgramResumptionAspectretornanunvalordetipo
boolean,estoindicasilaoperaciónpudoserrealizadaenlaHAL.Elmecanismopara
resolverelconflictoenmododemo,consisteenevitarlaejecucióndelosmétodosde
lasuperclase,anulandolafuncionalidaddelconcerndeProgramResumption.
Comosepuedeverenelfragmentodecódigo5.5,seutilizaunpointcutque
capturalaejecucióndetodoslosmétodosqueretornanunvalordetipobooleandel
aspectoProgramResumptionAspect.Delamismamaneraqueparaelconcernde
Meters,seprocedeconlaejecuciónnormalsielmododemonoseencuentraactivo.
Denoserasí,seretornafalse,indicandoquelaoperaciónnopudoserrealizada
enelobjetoHAL.
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Código5.5:Aroundadvice delaspectoDemoutilizadoparatratarelconflictoconel
concerndeProgram Resumption.
1booleanaround():
2 execution(booleanProgramResumptionAspect.*(..));
3{
4 if(_demoIsOn){
5 returnfalse;
6 }else{
7 returnproceed();
8 }
9}
Enestecaso,elacoplamientoentreelmecanismoyelconcerndeProgramRe-
sumptionesalto.Lasoluciónsebasaenconocerquelosmétodosdelaspectobase
sonutilizadosporlajerarquíayqueanulandosuejecuciónseevitaelconflicto.
5.3.4. Tratamientodelainteracciónentrelosconcerns: Demoy
CommunicationProtocols
Conelobjetivodemantenerconsistenteslosdatosenlossistemasdemonitoreo,
lasregulacionesindicanqueunaSMenmododemodebereportasecomofuerade
servicio.
Poresto,nodebenenviarsenotificacionesdeeventos,quedeproducirseestandola
SMenmodonormal,seríanreportados.Unejemplodeesto,eseleventodebegin
game.Además,unaSMenmododemoquerecibecomandosdeconsultadesdeun
servidor,deberesponderconun mensajequeindiquequeseencuentrafuerade
servicio.
Comosedetalóen4.7,losaspectosdelconcerndeCommunicationProtocolmoni-
toreanelcomportamientodedeterminadosobjetosconelobjetivodereportareventos
alosservidores.DichoseventossonenviadosutilizandoelmétodosendEvent()
delobjetoCommProtocol.
Porotrolado,cuandounobjetoCommProtocolrecibeuncomandodesdelossiste-
masdemonitoreo,dichocomandoesprocesadosielprotocoloseencuentraenlínea.
Encasocontrario,seretornaunmensajequenotificaqueelprotocoloestafuerade
servicio.
Tanto alrecibir uncomando,como alenviar un mensaje, un objeto
CommProtocolvalidamedianteelmétodoisOnline()cualessuestado.Este
joinpointeselqueutilizaelmecanismopararesolverelconflictoconelconcernde
CommunicationProtocol.Ellistadodecódigo5.6,contienelaimplementacióndel
aroundadvice.Delamismamaneraqueconloscasosanteriores,sóloseejecutael
proceed()sielmododemonoseencuentraactivo,encasocontrarioseretorna
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false.
Código5.6:Aroundadvice delaspectoDemoutilizadoparatratarelconflictoconel
concerndeCommunicationProtocol.
1 booleanaround():
2 execution(booleanCommProtocol.isOnline());
3 {
4 if(_demoIsOn){
5 returnfalse;
6 }else{
7 returnproceed();
8 }
9 }
Deestamanera,sielmododemoseencuentraactivo,loscambiosdeestados
enlaSMnoseranreportadosporlosprotocolos.Delamismaforma,alrecibirun
comandodesdelossistemasdemonitoreolaSMsereportarácomofueradeservicio.
5.3.5. Generalizacióndel mecanismo
Analizandoloscasosplanteados,seobservaquetodoslosconflictosfuerontrata-
dosutilizandounaroundadvicequeretornaunvalorqueanulalafuncionalidaddel
concernenconflicto.Elcuadro5.1muestraparacadaconcernenconflicto,elpoint-
cutsobreelqueseinstaloelaroundadviceyelvalorderetornoutilizadocuandoel
mododemoseencuentraactivo.
Cuadro5.1:Pointcutsyvaloresderetornoutilizadospararesolverlosconflictos.
Concern en
conflicto
Pointcutqueanulaelconflicto Valorderetornoque
resuelveelconflicto
Meters MetersAspect.manager() fakeMetersManager
GameRecal GameRecallAspect.manager() fake
GameRecallManager
Program Resum-
ption
ProgramResumptionAspect.* false
Communication
Protocol
CommProtocol.isOnline() false
Enlosadvicesutilizadospararesolverlosconflictossedetectóunpatrónquese
muestraenellistado5.7.Utilizandoelmismo,laresolucióndeunconflictosepuede
resumirenlossiguientespasos:
1.Definirelpointcutquecapturaelolospuntosdelcódigoenloscualesalterando
suvalorderetorno,se“desactiva”elconcernenconflicto.
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2.Detectarcualeselvalorderetornonecesarioenestepointcut,paraanularel
conflicto.
3.Instanciarunaroundadvicesobreelpointcutidentificado,queretornaelvalor
detectadoencasodeestarenunasituacióndeconflictoopermitelaejecución
normalencasocontrario.
Código5.7:Patróndetectadoenloscasosimplementados.
1 RETURN_TYPEaround():POINTCUT()
2 {
3 if(CONFLICT_CONDITION){
4 returnCONFLICT_RESOLUTION_VALUE;
5 }else{
6 returnproceed();
7 }
8 }
5.4. Dependency
EstaformadeinteraccióncubrelassituacionesdondeunaspectoA,parafun-
cionardemaneracorrecta,dependedeotroaspectoB.SiBnoestápresente,el
comportamientodeApodríagenerarerroresenelsoftware.Dadalacaracterísti-
cadeobliviousnessentreaspectos[8],esnecesariodesarrolarunmecanismoque
garanticequenoseproduzcanerroresentreaspectosdependientes.
EnelsoftwaredelasSMlosprotocolosdebenresponderconsultas,comosevio
en3.1.6.Porejemplo,sielprotoloPCPrecibeunaconsultasobreelvalordeun
meterdeterminado,esnecesarioconsultaralconcerndeMeters sobreelmismo.Si
esteconcernnoestáfuncionando,esdecirlosmetersnoestánsiendoactualizados,
elvalorquereporteelprotocoloseráincorrecto.Existeentoncesunainteracciónde
tipodependency,entrelosconcernsde:Meters yCommunicationProtocols.
5.4.1. Tratamientodelainteracción
Aniveldeimplementacióncomosedetalóenelcapítulo4,losaspectosdel
concerndeMeters mantienenactualizadoselobjetoMetersManager.Elmismo
contienelosvaloresdelosmetersytienelacapacidadderetornarelvaloractualdeun
determinadometer.Comotambiénfuedetalado,losprotocolosdecomunicaciónal
recibirunainstanciadeProtocolCmd,procedenaejecutarelmétodoexecute()
delmismo.
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Comosepuedeverenlafigura5.7,esnecesarioqueenlaejecucióndelmétodo
GetMeter.execute(),sepuedaobtenerdelobjetoMetersManagerelvalordel
metercorrespondiente.Estainteracción,generaunadependenciadesdeelcomando
deprotocoloGetMeterhaciaelobjetoMetersManager,objetosdelosconcernsde
CommunicationProtocolyMeters respectivamente.
Figura5.7:DependenciaentrelosobjetosGetMeteryMetersManager
Estaesunarelacióndeconocimientoquecruzalasfronterasdelosconcerns.A
nivelderequerimientosydiseño,esdeseablequeladependenciaseadocumentadade
maneraexplicita.Sinembargo,aniveldeimplementaciónnoesnecesarioeldesarrolo
deunmecanismoparasutratamiento,yaqueesunarelacióndecolaboraciónque
puederesolversedediferentesmaneras.
Pararesolverladependencia,unaopciónesqueelobjetoGetMetertengauna
referenciaalainstanciadeMetersManager.Lamismapodríaserrecibidapor
parámetroenelconstructordelaclaseGetMeter.Deestamanera,cuandoelmétodo
GetMeter.execute()esprocesado,seconsultadirectamenteelvalordelmeter
requeridoaesteobjeto.
Otraalternativa,esutilizarunbeforeadvicesobreelmétodoexecute().Enel
mismoseguardaelvalordelmeterrequeridoenunavariabledeinstanciadelobjeto
GetMeter.Deestamaneraalejecutarelmétodo,sedisponedelvaloractualizado.
5.4.2. Lainteraccióndetipo Dependencynorequiereunaimple-
mentaciónad-hoc
Paraasegurarquelainteraccióndetipodependencyplanteada,nogeneraproble-
masenelsoftwaredeunaSM,esnecesarioquesecumplanlassiguientescondiciones:
1.QueelsistemacuenteconlafuncionalidaddelconcerndeMeters paraqueel
concerndeprotocolospuedarealizarlaconsulta.Enestecasoesnecesarioque
elobjetoMetersManagerexista.
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2. Que el concern de Meters este funcionando correctamente. Es decir, que los
aspectos estén actualizando los valores del objeto MetersManager.
Para dar por válido el punto 1, nuestra implementación nos asegura que:
Una SM no puede funcionar sin el módulo de Meters, como es indicado por las
regulaciones.
El objeto MetersManager siempre va a estar creado e inicializado en runtime.
De esta manera, se descartan mecanismos básicos de runtime check. Por ejemplo,
validar que el objecto MetersManager no sea nil antes de solicitarle el valor de
un meter.
Para el punto 2, como el objeto MetersManager es actualizado por diferentes
aspectos, un posible mecanismo podría consistir en asegurar que estos aspectos esten
funcionando y por ende el objeto MetersManager tenga los valores correctos.
Pero para que esto no ocurra, deberían cumplirse alguna de las siguientes condiciones:
Que los aspectos que actualizan el objeto MetersManager no esten instala-
dos. Esto puede pasar por estar utilizando un lenguaje donde el proceso de
weaving sea dinámico, lo cual no se cumple con AspectJ. También puede ocu-
rrir si se utilizara load-time weaving, lo cual tampoco se cumple dado que la
implementación realizada cuenta con una única configuración.
Que no se cumplan determinadas condiciones que los aspectos del concern de
Meters validan antes de actualizar el objeto MetersManager y que el con-
cern de Communication Protocol desconoce.
De cumplirse esta última condición, los valores de los Meters serían inválidos.
Sin embargo, esta necesidad de asegurar consistencia es responsabilidad del con-
cern de Meters y no de un mecanismo para tratar interecciones de tipo Dependency.
Si bien es necesario a nivel de requerimientos y diseño, indicar la relación de
dependencia; de lo anterior se concluye que en la implementación no es necesario
un mecanismo para tratar la interacción. Si no se cumple alguna de las condiciones
planteadas, sería correcto que el sistema falle.
Este puede ser el caso de una NullPointerException si el MetersManager no está
inicializado. Un mecanismo de try/cath que proteja al sistema de la posibilidad
de que el MetersManager sea nil, sería redundante. Si pudiera hacer unweaving
de un aspecto, se podría chequear la presencia del mismo. Pero nuevamente, se está
protegiendo al sistema de cosas que no pueden pasar dentro de este contexto.
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5.5. Reinforcement
Estetipodeinteracciónseproducecuandolapresenciadeunaspectoinfluyepo-
sitivamentesobreotro,permitiendoqueesteúltimopuedaextendersufuncionalidad.
Comofuevistoenelcapítuloanterior,elsoftwaredeunaSMcuentaconlacapaci-
daddedetectarcondicionesdeerrorytratarlasmismasdeacuerdoaloqueindican
lasregulaciones.Laserrorsconditionssegeneranapartirdedeterminadasseñales
dehardware,poresto,elconjuntodeerrorsconditionsquepuedeserdetectadoen
unaSM,puedevariardeunaaotra.
Alavez,lasregulacionesindicanquelosprotocolosdebennotificarlaserrorscon-
ditionsalosservidoresdemonitoreo,cuandolaSMtengalacapacidaddedetectarlas.
Cadaprotocolotieneunconjuntodeerrorsconditionsqueleinteresareportar,pu-
diendoesteconjuntovariarentrediferentesprotocolos.Deestamanera,losprotocolos
puedenampliarsufuncionalidad,graciasalainformaciónqueproveeelconcernde
ErrorsConditions.Seproduceentoncesunainteraccióndetiporeinforcemententre
losconcernsdeErrorsConditionsydeCommunicationProtocols.
5.5.1. Tratamientodelainteracción
Elobjetivodelmecanismodesarroladoesqueelprogramadortengaquetomar
unadecisiónexplícitasobrenotificaronounaerrorcondition.Esdeseablequeen
situacionesendondeelsoftwaredelaSMescala,el mecanismoayudeaqueel
programadornoolvidereportarlaserrorconditions.Estepuedeserelcasoendonde
seimplementaunnuevoprotocolooelsistematienelacapacidaddedetectaruna
nuevaerrorcondition.
Comosedetalóenelcapítuloanterior,elconcerndeHALnotificaaloslisteners
registradosanteunasignal.Comosevioenlasección4.7,ellistenerqueregistrael
concerndeErrorConditionesquiencreauninstanciadeErrorConditionyluego
invocaalmétodoErrorCondition.applyActions().Esteeseljoinpointde
interésalqueseasocialaejecucióndelmecanismoquesedescribeacontinuación.
Paratratarestainteracciónpositivayayudaraquelamismaseproduzca,se
desarrolóunmecanismoad-hoc.DichomecanismoagregaaunaErrorCondition
lacapacidaddenotificarseenunprotocolo.Cuandounprotocolocapturalaejecución
delmétodoErrorCondition.applyActions(),solicitaalainstanciadeesta
errorconditionquesenotifique.
Paraesto,sealterólaestructuradelajerarquía ErrorConditionme-
dianteelusode inter-typedeclarations,desdelosaspectosdelajerarquía
CommProtocolAspect.Lafigura5.8,indicalamodificaciónqueintroduceelaspec-
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toG2SAspectenlaclaseErrorCondition.Endichoaspectosedefineelmétodo
abstractonotifyG2S().
Figura5.8:ElmétodonotifyG2S()esagregadoalaclaseErrorCondition,
desdeelaspectoG2SAspect.
LacodificacióndeestaacciónparaelprotocoloG2S,sepuedeverenelfragmento
decódigo5.8.Deestamanera,cadasubclasedelajerarquíaErrorCondition,
deberáimplementarelmétodoabstractonotifyG2S().
Código5.8:Métodoagregadoalaclase ErrorConditionmedianteelusode inter-
typedeclarations.
1publicaspectG2SAspectextendsCommProtocolAspect{
2 ...
3 publicabstractvoidErrorCondition.notifyG2S();
4}
Luego,elaspectoG2SAspectdefineunbeforeadvice.Elmismoseasociaalpoint-
cutquecapturaErrorCondition.applyActions().Comomuestraelfragmen-
todecódigo5.9enlalínea7,endichoadviceseinvocaelmétodonotifyG2S()
sobrelaerrorconditiondetectada.
Código5.9:Beforeadvicequedetectaunaerrorconditionysolicitalanotificación
dela misma.
1publicaspectG2SAspectextendsCommProtocolAspect{
2 ...
3 before(ErrorConditionerrorCondition):
4 target(errorCondition)&&
5 execution(voidErrorCondition.applyActions());
6 {
7 errorCondition.notifyG2S();
8 }
9}
EncadasubclasedelajerarquíadeErrorCondition,elmétodonotifyG2S()
contienelaimplementaciónconcretaparanotificarlaerrorconditionenelprotocolo
G2S.Comosepuedeverenlafigura5.9,paralasubclaseDoorOpen,estecomporta-
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mientotambiénesagregadomedianteelusodeinter-typedeclarationsenelaspecto
G2SAspect.
Figura5.9:ElmétodonotifyG2S()esagregadoalaclaseDoorOpenporelaspecto
G2SAspect.
PorcadaocurrenciadeunaErrorConditionqueunprotocoloestéinteresadoen
notificar,debeenviareleventocorrespondiente.Elfragmentodecódigo5.10,muestra
laimplementacióndel métodonotifyG2S()paraelcasodelaerrorcondition
DoorOpen.Enlalínea4,secreauneventoquerepresentadichaerrorconditiony
esenviadoporelprotocoloG2S.
Código 5.10:Implementación del métodonotifyG2S() enlaerrorcondition
DoorOpen.
1publicaspectG2SAspectextendsCommProtocolAspect{
2 ...
3 publicvoidDoorOpen.notifyG2S(){
4 protocol().sendEvent(newDoorOpenEvent());
5 }
6}
CuandounanuevaErrorConditionesagregadaalsistema,segeneraunerror
decompilaciónsielmétodonotifyG2S()noestáimplementado.Deestamanera,el
desarroladordeberáredefinirelmétodo,viéndoseobligadoadecidirexplicitamente
sidichaErrorConditiondebeonoserreportada.
Enelcasodequeunnuevoprotocoloseaagregadoalsistema,osiesnecesario
queunprotocoloexistentecuenteconlacapacidaddenotificarerrorsconditions,se
deberánrealizarlassiguientesacciones:
Introducirmedianteinter-typedeclarationselmétodonotifyProtocolName
enlasuperclaseErrorCondition.
DefinirelbeforeadvicequesolicitaaunainstanciadeErrorConditionque
senotifiquealcapturareljointpointErrorCondition.applyActions().
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DefinirelmétodonotifyProtocolNameencadaerrorconditiondelajerar-
quía.Enelcuerpodeestemétodo,sedebecompletarlafuncionalidadrequerida
parareportarlaerrorconditiono,dejarelmétodovacío.Enestecasosein-
dicademaneraexplícita,queesaerrorconditionparticularnonecesitaser
reportada.
Lafigura5.10, muestraelresultadodeagregarlafuncionalidaddereportar
laserrosconditionsenelprotocoloPCP.Porcadanuevoprotocolo,lasuperclase
ErrorCondition,contendráelmétodoabstractoquelassubclasesdebendefinir.
Figura5.10:Resultadodeagregarlacapacidaddenotificarerrorconditionsenel
protocoloPCP.
Deestamanera,quedacompletaladescripcióndelmecanismopararesolverla
interaccióndetiporeinforcement.Conlasolucióndescrita,selogróqueunadeci-
siónexplícitadebasertomadacuandounaErrorConditionesagregadaalsistema,
favoreciendoaqueestainteracciónpositivaseproduzca.
El código que componelasoluciónse divide entrelasjerarquías de
CommProtocolyErrorCondition.Sinembargo,elcomportamientoagregado
enlajerarquíadeErrorConditionsehizomedianteelusodeinter-typedeclara-
tions,quedandolatotalidaddelcódigoenelmódulodeCommunicationProtocols.
5.6. Análisisdelosmecanismosdesarrolados
Acontinuaciónsepresentaunanálisisdelosmecanimosdesarrolados.Sediscuten
ventajasydesventajasenloreferidoageneralización,modularización,escalabilidad
yotrosfactores,paracadaunadelassolucionesquefueronpresentadaseneste
capítulo.
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5.6.1. Modularización
EnelmecanismopresentadoparatratarlainteraccióndetipoMutex seobtuvo
undesarrolómodular,enelcuallosaspectosdeldominiosonindependientesdela
implementacióndemutex.
Cadamutexquedaencapsuladoenunaspecto,porlotanto,paraincluirunmutex
alcanzaconcompilarelaspectoquelocontiene.Porelcontrario,paraeliminarel
mutex,sedebeexcluirdelprocesodecompilaciónelaspectoqueloimplementa.
Notarquenohaynecesidaddemodificaralgúnobjetouaspectodelsistemayque
enAspectJ esposibleconfigurarqueaspectosformanpartedeunadeterminada
compilación.
EnloquerespectaalasoluciónparatratarunainteraccióndetipoConflict,el
mecanismodesarroladofueincorporadodentrodelaspectoquecontienelafuncio-
nalidadprincipaldelconcernDemo.
DesacoplarcompletamenteelmecanismogeneraríaunainteraccióndetipoDepen-
dencyentreelaspectoDemoyelaspectoqueresuelveelconflicto.Estoesdebidoa
queelmododemo,requiereparaactivarsetantodesufuncionalidadprincipalcomo
delaresolucióndelosconflictosqueseproducenconelrestodelosconcerns.
Comofuedetalado,pararesolverlasinteraccionesdetipoReinforcement,se
definióunmecanismoquerequiereserimplementadocompletamenteparacadaproto-
colo.Dadoelusodeinter-typedeclarations,elcódigoqueloimplementaseencuentra
enelconcerndeCommunicationProtocols,másespecíficamenteenelaspectoque
implementalafuncionalidaddelprotocolo.Estaimplementaciónpodríamodulari-
zarseaúnmás,separandoelcódigodelmecanismoenotroaspecto.
5.6.2. Generalización
Delosmecanismosdesarrolados,selogrógeneralizarlasoluciónparalasinterac-
cionesdetipoMutex.
LaimplementacióndelmecanismoMutex,puedeserreutilizadaparaotrosaspectos,
yaquelamismaesindependientedeldominiosubyacente.Algunasdelasestrategias
implementadasparalaresolucióndelmutex,tambiénsonindependientesypueden
serreutilizadassinmodificaciones.
ParalainteraccionesdetipoConflictnoseobtuvounageneralizacióndelme-
canismo,perosísedetectóunpatrónderesoluciónenloscasosimplementados.El
mismoconsisteentratarcadaconflictoconunaroundadvice,elcualpermiteconti-
nuarlaejecuciónnormaldenomediarconflicto.
Nofueposibleimplementarunsolucióngenéricaparatratarestainteracción.Como
semostróenlatabla5.1,cadacasonecesitadeuntratamientoparticularyademás,
noesposiblereferenciarlosadvicesenAspectJdadoquesonanónimos.
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5.6.3. Escalabilidad
EsesperablequesegenerennuevoscasosdondeseanecesarioelmecanismoMu-
tex.Estopuededeberseporejemplo,anuevoscomandosquemodifiquenelestadode
laSMylosmismospuedanserrecibidospormásdeunprotocolodecomunicación.
Enestesentidolasoluciónpresentadaesescalable.Cuandounnuevocomandore-
quierasertratadoconunMutex,sólosedebedefinirunaspectoquedefinedemanera
concretaelabstractpointcutyespecificarcualeslapolíticaautilizarparadeterminar
laobtencióndellock.
LasoluciónparalasinteraccionesdetipoConflict,puedeserutilizadaennuevas
situacionesdondelogreidentificarseunjoinpoint,quedeevitarsuejecuciónprevenga
laocurrenciadeunconflicto.Utilizandoelpatróndetectado,sedebedefinirun
aroundadvicesobreelpointcutendondeelconflictoseproduce.
EnelcasodelasinteraccionesdetipoReinforcementesnecesariocontemplar
queelsistemapuedeevolucionardedosmaneras:antelaaparicióndeunanueva
ErrorConditionyelsoporteparanuevosprotocolos.Porlotantovemosqueelme-
canimopresentadopermiteextenderelsistemacorrectamente.
Enprimerlugar,cuandounanuevaErrorConditionesagregadaalsistema,sede-
beránagregaralamismalosmétodonotifyProtocol()paracadaunodelos
CommunicationProtocols.
Porotrolado,sepodríadarelcasodequeseañadaunnuevoprotocolo,enesta
situaciónsedeberáimplementarenlajerarquíadeErrorConditionelmétodo
notifyNewProtocol().
5.6.4. Mantenibilidad
UnadesventajaocarenciadelmecanismoMutex,conrespectoalamantenibi-
lidad,eslaimposibilidaddenotificarlafaltadelmismocuandoesnecesario.Está
claroqueparanuevoscasos,dondeseanecesariounMutex,esenlaetapadediseño
dondedebeindicarse.
Sinembargo,sepuedengenerarinconsistenciasenlaSMparaloscasosdondeun
determinadopointcutpaseaserinválido,debidoaquesemodificalaestructuradela
clasequelocontiene.EnelcasodeAspectJ,eldesarroladorsolorecibiráunwarning
dequenosepudorealizarelweavingdemaneracorrecta.
Esteesunproblemaconocidocomofragilpointcutproblem[14,19]dondedadala
limitadaexpresividadparadefinirlospointcutsquebrindanloslenguajes,dichos
pointcutssuelenestaracopladosalaestructuradelcódigobase.Comoconsecuencia
deelo,cambiossegurosenelcódigodebase,puedentenerunimpactoinesperadoe
indeseablesobreelcomportamientodelosaspectosenelsistema.
Elconcern DemoproduceunainteraccióndetipoConflict convarioscon-
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cernsdeldominio,laimplementacióndeestainteraccióncomplicalamantenibilidad.
Comofuedetalado,enestecasoseutilizaunaroundadvicequeretornaunvalor
queanulaelconflicto.Esporelo,quenosólosedebeprestaratenciónacasosde
pointcutsinválidos,sinotambiénaloscambiosenlainterpretacionquesehacede
losvaloresderetorno,yaquepuedeninvalidarlaresolucióndelconflicto.
Porotrolado,tareasdedebuggingseveránafectadasporelmecanismoConflict,
debidoaquelosaroundadvicesseencuentransiempreinstalados,aúncuandoel
mododemonoestáactivo.
Estopodríaresolversededosmaneras:unaopciónestenerdosbinarios,dondeuno
deelostieneelmecanismodesarrolado.Luego,dependiendodelestadodelswitch
dedemo,sedecidecualutilizar.Estoduplicaelcostodecertificarunjuego,dado
quesecuentacon2aplicaciones.
Otraopción,esutilizarunacaracterísticadeAspectJquepermiterealizarelweaving
entiempodecarga.Deestamanerasepodríaconfigurarsidisponeronodelmodo
demo.AmbasopcionesdescriptasrequierenreiniciarelsoftwaredelaSM.
Aunquenohubonecesidaddedesarrolarunmecanismoad-hocparalainteracción
detipoDependency,lamismaesdifícildemantener,dadoquenohayalgoexplícito
enelcódigofuentequeayudeapreservarla.
5.6.5. Weavingdinámico
Parafinalizar,dadalaexperienciadehabertrabajadoconAspectS[2],sediscuten
acontinuacióncaracterísticasdelosmecanismosqueseveríanafectadassiseutilizara
unalenguajedeweavingdinámico.
ParalaintereraccióndetipoDependencynohubonecesidaddedesarrolarun
mecanismo.Comofuedescripto,estosedebeenprincipioalusodeunlenguaje
estático.Siestenofueraelcaso,seríanecesariountipodechequeoquepermita
asegurarqueelconcerndelquesedependeseencuentreactivo.
ParaelcasoespecíficodeMeters,sedeberíacontrolarqueelobjetoMetersManager
estesiendoactualizadoydenoserasi,noreportarlosvaloresenlosprotocolosde
comunicación.
EnelcasodelasoluciónpropuestaparaeltipoConflict,deusarweavingdiná-
mico,losaspectospodríanserinstaladosyremovidosentiempodeejecuciónsegún
elestadodelswitchdedemo.
Porúltimo,elmecanismopresentadoparalainteraccióndetipoReinforcement,
obligaadecidirexplicitamentesiunaErrorConditiondebeonoserreportadaantes
delacompilación.Deutilizarunlenguajedeweavingdinámicoynotomarladecisión
denotificarunaErrorCondition,unerrorentiempodeejecuciónseproduciría
cuandoseintentanotificarunaErrorConditionporprimeravez.
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Capítulo6
ConclusionesyTrabajosFuturos
Enestetrabajosehanestudiadointeraccionesentreaspectosenundominiode
laindustria,comosonlasSlotMachines.
Seidentificaronvarioscrosscutingconcernsfuncionalesmedianteelestudiodelos
concernsmásrepresentativoseneldominio,tomandocomopuntodereferencialos
yaestudiadosenlaetapadeanálisisderequerimientos[30].
Sobreloscrosscutingconcernsfuncionalesynofuncionalesdeldominio,seiden-
tificaronvariasinteracciones.Lasmismassecategorizaronsegúnlaclasificaciónde
Sanenetal.[23]enMutex,Conflict,Dependency yReinforcement.
Seseleccionóunainteracciónparacadaunadeestascategorías,paralascualesse
estudióunmecanismoquepermitesutratamiento,realizandounaimplementación
concretadelmismosobreelsoftwaredesarrolado.
LascuatrointeraccionesfueronimplementadasdeformatalquelaSMsecomporte
delamaneradeseada.Decadaunodelosmecanismossepuededestacar:
Mutex:sedesarrolóunmecanismomodularquepudosergeneralizadoycuenta
conlaventajadeserindependientedeldominiosubyacente.Unadesventajadel
mecanismoesquepuedeverseafectadoporelfragilpointcutproblem[14,19].
Reinforcement:seimplementóunmecanismoad-hocmedianteelusodeinter-
typedeclarations.Elmismopermitequeelsistemaescaledeformacorrecta
cuandounanuevaerrorconditionnecesitaserreportadaocuandounSMutiliza
unnuevoprotocolo.
Conflict:enestecasotambiénseimplementóunmecanismoad-hoc,sobreel
cualsedetectóunpatrónparatratarlasinteracciones.Elmismoesaplicable
ensituacionesdondelogreidentificarseunjoinpoint,quedeevitarsuejecución
prevengadeunainteraccióndeestetipo.
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Dependency : se concluyó que no hace falta un mecanismo para tratar esta
interacción en el contexto de trabajo a nivel de implementación.
Para cada uno de los mecanismos desarrollados, se analizaron ventajas y desven-
tajas con respecto a la mantenibilidad, genericidad, escalabilidad y modularización.
En un sistema desarrollado usando orientación a aspectos los aspectos interactúan
necesariamente de varias maneras. La implementación de las interacciones puede
realizarse de manera manual y ajustada a cada caso, pero esta práctica es propensa
a errores y genera problemas de mantenibilidad. Por lo tanto, es necesario contar con
soporte para las interacciones, en lo posible a nivel de lenguaje.
Se propone como trabajo a futuro, aplicar los mecanismos propuestos en otros
dominios, analizando si los mismos permiten implementar otras interacciones per-
tenecientes a las categorías presentadas en este trabajo. De esta manera se puede
comprobar si las generalizaciones propuestas son reusables. Por otra parte, es ne-
cesario profundizar el estudio de los mecanismos planteados e implementar formas
alternativas para tratar las interacciones, con el objetivo de eliminar algunas de las
limitaciones de los mecanismos propuestos.
En este trabajo se ha logrado estudiar e implementar las interacciones entre as-
pectos, analizando los desafíos que ellas presentan, lo cual constituye el núcleo de
la propuesta de esta tesina. El desarrollo de la misma ha contribuido a afianzar
mis conocimientos y adquirir otros nuevos. Además, representa una experiencia muy
valiosa, contribuyendo a mi formación profesional y personal.
ApéndiceA
ModelodeObjetos
Enelcapítulo4sedecribendetalesdeimplementacióndecadaconcernteniendo
encuentacomolosobjetosinteractúanconlosaspectosdelsistema.Acontinuación
sedetalanlasreponsabilidadesdelosobjetosinvolucradosenlasolución.
A.1. PaqueteGame
LasclasesdelpaqueteGamesepuedenverenlafiguraA.1.
FiguraA.1:ClasesdelpaqueteGame.
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Game
• implementa la interfaz de alto nivel de un juego de apuestas.
• el juego puede estar habilitado o deshabilitado.
• un juego necesita de créditos para realizar una jugada, además de estar
habilitado.
• en cada jugada se descuentan los créditos que se apuestan y se suman los
ganados, si es que los hubo.
• se puede jugar mientras queden créditos o hasta que el jugador retira los
mismos.
BetManager
• Maneja el sistema de apuestas del juego: configuración de las líneas de
pago, cantidad de líneas apostadas, cantidad de créditos apostados por
línea.
• Conoce el costo de cada jugada ( betPerLine x selectedPaylines ).
• Define una colección de objetos Payline, los cuales se utilizan para
saber si hay líneas ganadoras entre las seleccionadas.
Payline:
• Representa una línea de apuesta en un juego de reels.
• Una payline puede estar activa, es decir apostada o no.
• Permite determinar que cantidad de símbolos iguales consecutivos hay
en sus posiciones y con esto saber si es o no una línea ganadora.
ReelsManager:
• Crea e inicializa 5 objetos de la clase Reel.
• La operación de spin() delega en cada reel el sorteo de la nueva posición.
• Permite consultar la ventana de símbolos resultante del sorteo.
Reel:
• Modela una tira circular de símbolos.
• El método spin() genera una nuevo offset de manera aleatoria.
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A.2. PaqueteHAL
LasclasesdelpaqueteHALsepuedenverenlafiguraA.2.
FiguraA.2:ClasesdelpaqueteHAL.
Device
•Representaundisposivodehardware.
•Undisposivopuedeestaronoactivo.
CoinAcceptor
•Estaclaserepresentaundisposivoquepermiteelingresodemonedasal
juegoatravésdelaHAL.
•Unamonedaingresadapuede:
◦serválidaytenerunvalorreconocido.
◦serinválida(invalidCoin).
◦trabarydeshabilitareldispositivo(coinTilt).
Door
•Estaclaserepresentaunpuertadelgabinete,comopuedeserlamaindoor.
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•UnaEGMtieneunpuertaprincipalquedeserabierta,debedeshabilitar
eljuegoporcompleto.
NVRAM
•Estaclaserepresentaundispositivodememoriadeaccesoaleatoriono
volátil.
•Permiteguardardatoscomounpar(clave,valor).
•Permiterecuperardatosapartirdeunaclave.
TowerLamp
•RepresentalalámparaquetieneunaEGMquepuedeencenderseo
apagarsedeacuerdoalosdistintosestadosdelaEGM.
HAL
•HardwareAbstractionLayer
•Estaclaseabstraedelacomunicaciónconlosdispositivosfísicosalresto
deloscomponentesdelsoftware.
A.3. Paquete Meters
LasclasesdelpaqueteMeters sepuedenverenlafiguraA.3.
FiguraA.3:ClasesdelpaqueteMeters.
Meter
•Estaclaseseutilizaparadefiniruntipoenumerativo.Elmismoesusado
paraelmanejodemeters.
•Algunosvaloresson:GAMES,CREDITS,LINES, WIN,CASHOUT.
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MetersManager
•Mantienaunmapademeters.
•Paraelaccesoalosmismosseutilizaeltipoenumerativoanteriormente
descripto.
•Paraunmeterenparticularestaclasepermite:
◦asignarunvalorespecífico.
◦consultarelvaloractual.
◦incrementarelvaloractual.
◦decrementarelvaloractual.
A.4. PaqueteGameRecal
LasclasesdelpaqueteGameRecal sepuedenverenlafiguraA.4.
FiguraA.4:ClasesdelpaqueteGameRecal.
GameRecall
•UnobjetoGameRecallmantieneinformacióndeunajugadaenparticu-
lar.
•Estainformaciónsecomponede:
◦fechayhoraenqueserealizólajugada.
◦datosdelaapuestarealizada(bet,lines).
◦cantidaddecréditosquehabíaeneljuegoantesderealizarlajugada.
◦cantidaddecréditosganados.
◦símbolosdelosreelsqueresultarondelsorteo.
GameRecallManager
•Mantieneunapilaconlasúltimosgamerecals.
•PermiteagregarunnuevoobjetoGameRecall.
•Permiteconsultarelcontenidodelapila.
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A.5. PaqueteErrors
LasclasesdelpaqueteErrorssepuedenverenlafiguraA.5.
FiguraA.5:ClasesdelpaqueteErros.
Action
•Representaunaacciónaserrealizadaanteunaerrorcondition.
•Unaacciónpuedeaplicarseodesaplicarse.
•LasclasesDisableGame,TurnOffInputDevicesyTowerLampOn
implementanlainterfazAction.
ErrorCondition
•Esunaclaseabstractaquecontienelasaccionesquesetomanalgenerarse
unaerrorconditionparticular.
•Algenerarseunaerrorconditionseaplicanlasacciones.
•Cuandounaerrorconditiondejadeestarpresente,sedesaplicanlasac-
ciones.
DoorOpen
•EsuntipodeErrorConditionquesegeneraalabrirseunpuertayse
cancelaalcerrarselamisma.
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A.6. PaqueteProtocols
LasclasesdelpaqueteProtocolssepuedenverenlafiguraA.6.
FiguraA.6:ClasesdelpaqueteProtocols.
ProtocolCmd
•Esunainterfazquedebenimplementarloscomandosqueseenvíany
recibenatravésdeunprotocolodecomunicación.
•Lassiguientesclasesimplementandichainterfaz:
◦SetTimeestecomandoalejecutarseconfiguralahoradelaEGM.
◦GetMeteralrecibirestecomandodeberetornarseelvalordelmeter
requerido.
◦GetGameRecallalrecibirestecomandoseretornalalistadegame
recals.
CommProtocol
•Unainstanciadeestaclase,esunthreadqueestaalaesperaderecibir
unobjetoProtocolCmd.
•Tambiéntienelaresponsabilidaddeenviaralosprotocolosloseventos
queocurrenenlaSM.
•AlrecibirseunProtocolCmdseejecutalaacciónasociadaalcomando.
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ApéndiceB
Softwaredesarrolado
ElsoftwaredelaSMdesarroladosecomponededosproyectosdenominados:egm
yegmui.Elproyectoegmcontienelaimplementacióndescriptaenloscapítulos4y
5,mietrasqueegmuiimplementaunainterfazgráficaquefacilitalainteraccióndel
usuarioconelproyectoegm.Acontinuaciónsedescribendetalesdelainteracción
delusuariocondichosoftware.
B.1. ProyectoEgm
ElproyectoegmpermitelainteraccióndelusuarioconelsoftwaredelaSMme-
diantelalíneadecomandos,sinnecesidaddeutilizarlaUI.Elusuariodebeintroducir
ciertasletrasonúmerosquesecorrespondencondeterminadasacciones.Elfragmento
decódigoB.1muestrapartedelasalidadelcomandoh(help)quelistaloscomandos
quesonaceptadosyquepermiteninteractuarconlaSM.
CódigoB.1:ListadecomandoaceptadosporlaSMen modoconsola.
Game/>:h
[GAME]
p play
l linesbutton
b betbutton
i insertcoin
[HAL]
a tooglemaindooropen/close
d toogledemoswitchon/off
[PROTOCOLS]
1 G2Ssettime
2 PCPsettime
3 G2Sgetmeter
4 G2SgetMeter
71
72 APÉNDICEB.SOFTWAREDESARROLLADO
B.2. ProyectoEgmUI
ElproyectoegmuiutilizalalibreríaQtJambi[21].Lamismapermiteutilizarel
frameworkQtparaeldesarrolodeinterfacesgráficasdesdeJava.Acontinuaciónse
describenloscomponentesdelainterfaz.
Lainterfazdesarroladasedivideentrescomponentes.LafiguraB.1muestrael
componenteprincipaldelavista,dondeseindicanlossiguienteselementos:
1.Indicadordelacantidaddecréditosqueseestánapostando(betperlinex
selectedpaylines).
2.Indicadordelacantidaddecréditosganadosenlaúltimajugada.
3.Botónparacambiarlacantidaddelíneasapostadas.
4.Botónparacambiarlacantidaddecréditosapostadosporlínea.
5.Botónpararealizarlaaccióndeplay.
6.Botónpararealizarlaaccióndecashout.
FiguraB.1:Vistaprincipaldelainterfazgráfica.
Lainterfazcuentaconunsegundocomponentequepermiteelmonitoreodelos
meters,gamerecalsyhoradelaSM.ElmismosepuedeverenlafiguraB.2,donde
seindica
:
1.Esellistadodecadaunodelosmetersconsuvalorasociado.
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2.Muestralalistadelosúltimos10gamerecals.Paracadaunoseindicatimes-
tamp,datosdelaapuestaycréditosganados.
3.IndicalahoradelaSM.
FiguraB.2:Vistadelistadodemeters,gamerecalsyhoradelaSM.
LafiguraB.3muestraelpanelquepermitesimularelcomportamientodelos
protocolosdecomunicaciónyalgunasfuncionesdelaHAL.ParalosprotocolosG2S
yPCPesposibleenviarloscomandos:
Settime.
Getmeter(GAME).
Getgamerecal.
LoseventosdelaHALquepuedensersimuladosdesdedichopanelson:
Dispositivo:coinacceptor,eventoinsertcoin.
Dispositivo:Maindoor,eventos:open,close.
Dispositivo:DIPswitch,eventos:Demoon,Demooff.
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FiguraB.3:PaneldecontroldeHAL,protocolosG2SyPCP.
Ademásestepanelcuentaconellogdeloseventosrecibidosporcadaprotocolo.
En1delafiguraB.3,sepuedeverlarecepcióndelanotificacióndelaerrorcondition
Dooropenyen2seobservalarespuestaalcomandoGetMeterenelprotocoloPCP.
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