Abstract-Location privacy has become one of the critical issues in the smartphone era. Since users carry their phones everywhere and all the time, leaking users' location information can have dangerous implications. In this paper, we leverage the idea that Wi-Fi parameters not considered to be "sensitive" in the Android platform can be exploited to learn users' location. Though the idea of using Wi-Fi information to breach location privacy is not new, we extend the basic idea and show that clever attackers can do so without being detected by current malware detection techniques. To achieve this goal, we develop the Unauthorized Location Inference attack (UnLocIn) that is transparent to both the victim user and the malware detection software, using the seemingly insensitive permission to access WiFi state. This permission is used by 51 of the top 100 free apps on Google Play. We demonstrate that the UnLocIn attack allows the attacker to infer the victim's location with 50 meter accuracy in 20% of cases and within a few hundred meters on average. In addition, we discuss potential defenses against our proposed UnLocIn attack.
I. INTRODUCTION
Location privacy has become one of the hottest topics in the mobile era. Millions of apps are downloaded everyday, and many of them collect sensitive location data of mobile users. As shown in past research, modern smartphones are equipped with a variety of sensors that can be used to infer a user's location. In addition to GPS and cell tower trilateration [20] , the embedded cameras [15] and microphones [7] can be considered as sources of sensitive location information.
Websites such as PleaseRobMe.com have made users aware of the dangers related to the potential misuse of location information. This awareness has caused an increasing number of users to pay more attention to the potential location privacy risks of mobile applications. Therefore, on the popular Android mobile platform, users are given control over their location privacy settings through a permission system. At installation time, a user can reject any application that requests suspicious access to sensitive information. Moreover, a user can explicitly deactivate location services such as GPS or install an application to fake the user's location.
Additionally, in order to protect users' location privacy, many researchers have proposed approaches for automatic detection and prevention of location information leakage. Conti et al. proposed a system to dynamically grant permissions based on the context of users [9] . For example, users can define location-and time-based constraints on the ability for applications to access GPS location. Dynamic information flow tracking is another widely used technique for detecting privacy violations. TaintDroid [11] is one such program that can be used for dynamic flow analysis in Android. It resides in the lower level of the Android OS and tracks the flow of sensitive data in third-party applications. TaintDroid will notify the user in the event that sensitive data leakage is detected.
While information flow tracking tools such as TaintDroid are a promising step toward providing user location privacy, we claim that it is an incomplete solution. To demonstrate our claim, we propose the Unauthorized Location Inference attack, which we refer to as UnLocIn, to exfiltrate sensitive location information without being detected by the user or leakage detection tools. Our goals in developing the UnLocIn attack rely on two primary capabilities: 1) to collect enough location data to localize the user/device and 2) to bypass current malware and data leakage detection methods. We developed and tested our UnLocIn attack to show that the two conditions are achievable on current Android devices. We achieve the first goal by exploiting the "access Wi-Fi state" permission, which is typically used to determine whether the phone is connected to the Internet through a Wi-Fi connection. According to our survey, 51 out of the 100 most popular free apps on Google Play such as Pandora, Angry Birds, or Skype ask for this permission. For our second goal, we analyze available malware detection methods and propose a generalized implicit information leak approach to bypass these methods. Given the exfiltrated data, we propose two techniques for inferring the user's location by exploiting publicly available location services. As part of our study, we perform various experiments to evaluate the accuracy of our location inference technique. Moreover, we discuss potential defenses against our proposed UnLocIn attack.
The remainder of this paper is organized as follows. In Section II, we detail the requirements for a successful attack and describe our proposed UnLocIn attack model. In Section III, we present methods for bypassing malware detectors. In Sections IV and V, we describe and evaluate the accuracy of location inference techniques for UnLocIn. Finally, we discuss potential defense mechanisms in Section VI and conclude the paper in Section VII.
II. UNLOCIN MODEL AND REQUIREMENTS
The goal of the proposed UnLocIn attack is to track a user's location "without being caught". Thus, there are two primary requirements to make the UnLocIn attack successful:
• Requirement 1: The malicious application running on the victim's device should be transparent to the user and transparent to malware detection tools.
• Requirement 2: The malicious application should collect and exfiltrate sufficient information to infer the victim's location.
Together, these requirements ensure that the victim is neither directly aware of nor alerted by malware detection tools of the data collection process that enables the attack success. Note that we assume the malicious application is installed on the victim's device; this can be achieved by repackaging a popular application or developing malware masked as a game, each of which is out of the scope of this work.
In order to meet the two attack requirements, we design the UnLocIn attack with two parts, as shown in Figure 1 . First, UnLocIn uses a malicious Android application installed on the victim's device to collect relevant data in background, occasionally reporting the collected data. Second, UnLocIn uses a server to collect and analyze the relevant data to infer the victim's location. As the UnLocIn application can be included in any standard Android application, it does not require the mobile device to be rooted. Common tools used to infer a user's location include GPS positioning and cell tower trilateration. However, if the UnLocIn malware tries to access these location sources directly, the victim will be notified at installation time about the required sensitive permission, as shown in Figure 2 . In addition, the Android system automatically notifies the victim through an icon on the status bar during each request for GPS location access, as shown in Figure 3 . Clearly the use of these location sources violates Requirement 1 for the UnLocIn attack. Therefore, an alternative data collection technique is required.
In order to meet Requirement 1 for the transparency of the UnLocIn attack, we exploit the seemingly insensitive Android permission to "access Wi-Fi state". This permission is typically used to check whether a user has a Wi-Fi connection and is able to transfer data at a high rate or in large quantity. However, this permission also allows an application to obtain information about neighboring Wi-Fi Access Points (APs). At installation time, a victim will see only that the malicious application requests the "access Wi-Fi state" and "Internet connection" permissions. These permissions are common to most of the apps that require an Internet connection.
Once the malicious application is run for the first time, it periodically (e.g. every 5 minutes) scans for neighboring Wi-Fi APs. As a result it stores a list of SSIDs (Service Set Identification), BSSIDs (Basic Service Set Identification), RSSIs (Received Signal Strength Indication) with a corresponding timestamp. The application will then upload the data to the UnLocIn server, either through a periodic or opportunistic upload.
As we will describe later in Section IV, the information about surrounding Wi-Fi APs is sufficient for the location inference aspects of the UnLocIn attack, thereby fulfilling Requirement 1. In what follows, we will introduce our approach for bypassing malware scanners to perform the UnLocIn attack without being detected, thereby fulfilling Requirement 2.
III. BYPASS MECHANISM
In this section, we demonstrate how UnLocIn meets Requirement 1 for transparency to both user observation and malware detection. Our approach is based on an in-depth investigation of both the Android permission system and the currently available malware detection tools. First, we only use non-sensitive permissions to bypass permission-based detection approaches. Second, for malware scanners which typically use dynamic flow analysis, we develop a technique to thwart their detection capabilities. More specifically, we use implicit information leakage and code obfuscation to avoid being caught. According to our experiments, the design goal is reached and our application successfully bypasses current detection techniques.
To bypass permission analysis tools, we only require permission to access Wi-Fi state, which is very commonly used. If permission analysis tools try to label it as a sensitive permission, many popular applications on the market will trigger a false alarm. According to our experiment, these popular permission-based analysis tools fail to detect our malicious behavior.
To bypass malware scanners which typically use dynamic flow analysis, we investigated various aspects of defenses against application-based attacks [16] , [18] , [8] and automated discovery of privacy leaks [21] , [18] , [10] . We found that tracking implicit leakage is a common limitation for dynamic flow analysis. For instance, implicit leakage shown in Algorithm 1 will not be detected by dynamic flow analysis.
However, if we only naïvely implement the algorithm for the implicit information leak, as shown in Algorithm 1, we would need to enumerate all possible locations through the if-else clauses. In our work, we design and implement a generalized implicit leak algorithm shown in Algorithm 2. In our approach, we break down the sensitive information into characters and then perform the implicit assignment. For example, to send the GPS latitude coordinate "-112.245", we break it down to "-", "1", "1", "2", ".", "2", "4", "5" and perform implicit assignment on the character level, thus avoiding enumeration of a large number of possible values.
Algorithm 2 Generalized Implicit Information Leak
unicode hashmap = hashmap of unicode characters bypassed data = empty string for each character in sensitive information find matching character in unicode hashmap bypassed data = bypassed data + character from unicode hashmap return bypassed data To evaluate our bypass approach of information flow analysis, we tested our app with TaintDroid [11] , one of the most representative dynamic analysis tools to date. We first installed the UnLocIn Android application without any implicit routine on TaintDroid with Google Nexus S and Android 4.1.1. As soon as the application started, the TaintDroid system was able to catch the sensitive information leak, as shown in Figures 4 and 5. We then installed a modified version of UnLocIn using the implicit information leakage routines. The UnLocIn application ran over a few days, collecting the device's Wi-Fi scans and sending them to a remote server. The TaintDroid system was not able to detect any information leak during the whole testing period. From the above results, we learn that our app can bypass current analysis techniques by using limited permissions and the implicit information leak technique. In the current research, there has been a limited number of works addressing the implicit information leak, though static analysis can theoretically be used. Gilbert et al. proposed building a control dependencies graph to identify implicit information leakage [13] . However, this method runs into problems such as over-tainting, which results in the high rate of false positives [6] . Therefore, detection and prevention of implicit information leaks remains an open research problem, and our detection bypass mechanism allows us to satisfy Requirement 1 for the success of the UnLocIn attack.
IV. LOCATION INFERENCE
In this sections, we demonstrate how Requirement 2 can be satisfied by inferring a victim's location from Wi-Fi readings alone. Though the idea of using Wi-Fi for localization is not new, many approaches have been developed typically for controlled environments, for example using pre-calibrated systems in known environments to achieve high positioning accuracy. However, in our scenario, the victim's environment is completely unknown. In the following, we describe two location inference approaches based on BSSIDs and SSIDs collected from the victim's phone. Both proposed approaches use publicly available information sources and no pre-calibration is required.
A. BSSID-based Location Inference 1) Positioning based on Wi-Fi fingerprints: As described in Section II, the malicious application running on a victim's phone collects BSSIDs of observed Wi-Fi APs and their corresponding RSS values. It is broadly known that this information can be used for inferring the device's location.
In our attack, we need an access a Wi-Fi positioning database in order to infer the victim's location from the collected BSSIDs and RSS values. Google [1] , Skyhook [4] , Wigle [5] and other services have created a global WiFi signature database by bootstrapping the database through war-driving [14] . Google and Skyhook allow developers to use their position inference service through restricted SDKs. Specifically on Android, the developer has an option to activate the positioning capability and expect to receive location information. The SDK will automatically request Wi-Fi information from the phone and return estimated location as a result. However, the SDK does not provide test functionality allowing a developer to simply input BSSID and RSS values to return a location, independent of a deployed app. Wigle exposes more capabilities to the developer community, but, based on our observations, Wigle has low geographical coverage and is not up-to-date in may areas. We are aware that Google and Skyhook provide their business partners a paid serverside location inference service. After signing a binding contract and paying a service fee, business partners get access to the functionality, which would allow them to input a set of BSSIDs and RSS values to get an inferred location. However, in an location tracking scenario, the attacker will likely want to remain anonymous, so these subscription services are not a viable option.
In our work, we decided to exploit the Google services for positioning purposes as their fingerprint database are well maintained and offer a good geographical coverage. Our goal is to implement a process where we can input BSSID and RSS and receive an output in form of latitude and longitude. We have achieved this by developing an location inference technique based on an Wi-Fi spoofing approach [19] . We use a Wi-Fi AP to broadcast the collected Wi-Fi fingerprints and use a Android phone to obtain the victim's location.
2) Tools: Figure 6 shows the attack tool set-up to infer a victim's location.
• Android phone with Internet connection: In our experiment we used the APIs of the Android SDK in order to infer the device's location. By putting the phone in airplane mode, we ensure that the phone does not use GPS or cell towers for positioning. However, in airplane mode, the Android phone allow us to keep Wi-Fi capabilities on. Thus, the device was able to receive the spoofed Wi-Fi beacon messages. Additionally, through a Wi-Fi connection, the device was connected to the Internet and was able to query Google's Wi-Fi fingerprinting database in order to infer the device's location.
• Device capable of broadcasting Wi-Fi beacons messages: In our experiment we used an external WiFi access point in order to broadcast spoofed WiFi beacons messages. However, any wireless internal card embedded in PCs or laptops can be used if they are supported by file2air, which is described below.
• Faraday cage (optional): As we conducted our experiment in an indoor environment, we used a Faraday cage in order to shield Wi-Fi signals from neighboring access points. Instead of building a Faraday cage the attacker could also find an environment with far from Wi-Fi access points.
• File2air [2] : We use file2air to send out spoofed Wi-Fi beacon frames. 3) Location Inference: Figure 7 shows the process of location inference based on BSSIDs. As described in Section II, the malicious application running on the victim's phone collects the observed BSSIDs and sends them to the attacker. The attacker in a different location can use this information to infer the victim's location.
First, the attacker uses a Wi-Fi AP to broadcast Wi-Fi beacon packages with spoofed BSSIDs. Then the attacker places an Android phone in a vicinity to the Wi-Fi AP. An application running on the phone utilizes Google's positioning capability and stores the estimated location. Since GPS and cell tower sensors are deactivated in airplane mode, only Wi-Fi is used for estimating the device location. By broadcasting spoofed Wi-Fi beacons packets, the application queries Google's WiFi fingerprint database and returns the location of the victim. 
B. SSID-based Location Inference
As mentioned above, in order to infer the victim's location from BSSIDs we assume that the utilized Wi-Fi fingerprint database has a sufficient coverage and contains fingerprints geographically close to victim's location. However, we cannot assume that these databases will cover all locations on the globe. Therefore, in some cases, the BSSID-based approach may not return a result. In what follows, we thus introduce an approach which uses SSIDs (instead of BSSIDs) to infer the victim's location.
One of the key insights of our work is that the SSIDs of WiFi APs often contain sufficient information to leak a victim's location. Many of the public AP's SSIDs contain names of point of interests. Thus, even without training data, which is required by traditional Wi-Fi positioning methods, an attacker can infer a victim's location with low cost processing.
1) Positioning with Cues:
We find that SSIDs associated with public or business places are good resources for location inference. Tables I and II show examples collected from a user's device. SSIDs such as "GoogleWiFi" and "GoogleWiFiSecure" are good examples. Since it is well known that Google provides free wireless Internet service in the city of Mountain View, CA [3], the attacker can narrow down the search space.
Next, cues that the attacker can exploit are keywords such as "public" or "guest", as shown in Table I . "CHM Public" or "MSFTGUEST" are candidates the attacker might be interested in. MSFT is the NASDAQ stock quote of Microsoft Corporation and its office is located right next to Computer History Museum (CHM) in Mountain View, CA. In many cases, as shown in Table II , SSIDs carry names of commercial stores (e.g. "Sunnyvale Carwash") and include geographical information (e.g. "HolidayInnExpress/Santa Clara").
In our work, we developed an approach to infer locations from the collected SSIDs. First, we applied pre-processing techniques such as eliminating SSID duplicates, replacing special characters with spaces, separating concatenated words and removing keywords such as "guest" and "public". Then we query online business/place directories in order to find the point of interests. Yelp and Foursquare are two publicly available APIs used in our experiments. In case a place is found based on pre-processed keywords, the APIs return a latitude and longitude of the place. We use this information to estimate the approximate location of a victim.
2) User Profiling with Timestamps and SSIDs: A combination of timestamps and SSIDs exposes additional sensitive information of a victim. For example, by considering timestamps an attacker can reconstruct the victim's moving trajectory and the transportation means. Figure 9 shows a map with exposed locations sorted by timestamps. Additionally, the map shows the inferred traveled trajectory. Since a victim moved from point A to point B in one minute, we can infer that a victim drove a car (or was in a bus) on Bayshore Fwy.
Additionally, from the collected dataset we observed a significant correlation between an occurrence of a certain SSID and time of the day. Thus, by applying techniques proposed by Nguyen et al. [17] , an attacker can infer where a victim works or where a victim typically goes for lunch. Additionally, the victim's future locations can be predicted based on the collected dataset. Fig. 9 : Timestamps can assist in location tracking using SSIDs alone.
V. EVALUATION
In order to evaluate the accuracy of the location inference technique proposed for use in the UnLocIn attack, we deployed our malicious application on a user's phone to simulate the attack. The phone was carried by a typical university student for one week. The application ran in the background and collected Wi-Fi readings and GPS locations (for ground truth in evaluating accuracy) every 5 minutes on average. In total, data from 1370 Wi-Fi scans was collected, containing 356 unique SSIDs and 498 unique BSSIDs.
A. Evaluating BSSID-based Location Inference
From the collected dataset, we observed that the person is in a stationary mode most of the time, i.e., the set of observed Wi-Fi BSSIDs remain similar. Thus, from the dataset we first identify all the unique sets of BSSIDs and infer the location only for them. For example, if at two different times t 1 and t 2 , we observe the same set of BSSIDs, then we only need to infer the location at one of the times.
Due to the limitations of the used Wi-Fi AP, we were able to broadcast at most 4 concurrent Wi-Fi beacon frames. Thus, each of the 1380 Wi-Fi scans in our dataset corresponds to at most 4 BSSIDs. For each unprocessed set of BSSIDs, we thus picked the 4 with the highest RSSI values, in order to keep the most significant BSSIDs. From the original 1380 Wi-Fi scans, we obtained 470 unique sets of at most 4 BSSIDs.
We used a Wi-Fi AP to broadcast each of these 470 unique sets of BSSIDs. The application running on our Android device recorded both the observed BSSIDs and the locations predicted by the Android API. By putting the phone in the airplane mode and activating only the Wi-Fi capability we ensured that the phone used only Wi-Fi readings for the positioning purposes.
Through this process we were able to build a mapping between the unique set of BSSIDs and the corresponding location. We used this mapping to infer the location of the 1370 Wi-Fi scans. We were able to infer locations for 1136 of the total 1370 Wi-Fi scans (83%). For the remaining 17% of Wi-Fi scans the Android API did not returned any results. Through the analysis, we found that the victim was at a location where Google had not yet collected Wi-Fi fingerprints.
In order to evaluate the positioning accuracy, we collected the GPS positions of the victim's phone and used them as the reference positions. The distance error is computed as a distance between the position inferred through our approach and the reference position. Figure 10 shows the cumulative number of Wi-Fi scans having a distance error lower than a certain value. As we observe from the figure, in more than one third (513 of 1370) of the cases, we were able to predict the location with a distance error less than 250 meters, and in 20% of the cases (300 of 1370), the error was less than 50 meters. The average distance error for the 1136 Wi-Fi scans was less than 500 meters. Fig. 10 : We show the cumulative number of Wi-Fi scans having a distance error less than a certain value. For one third (513 of 1370) of the Wi-Fi scans, the distance error was less than 250 meters, and in 20% of the cases (300 of 1370), the distance error was less than 50 meters.
B. Evaluating SSID-based Location Inference
As shown in the previous section, we can successfully infer the victim's location based on the collected BSSIDs. This is possible since Google's Wi-Fi fingerprint database contains entries close to the location of the victim. However, as we observed, this fingerprint database does not have 100% geographical coverage, as there are cases in which the BSSIDbased location inference ap proach does not return any results. In such cases, we can instead use the collected SSIDs to infer the victim's location.
We applied pre-processing of SSIDs as described in Section IV-B. Keywords obtained through pre-processing were input into the Foursquare and Yelp APIs. As the results, 18 SSIDs out of 356 unique SSIDs were matched to a certain location. Table III shows an example of one search result. We manually inspected the results and observed that all 18 SSIDs belong to known public places such as schools, universities, city libraries, restaurants, or companies. This result indicates that inferring a victim's location using SSIDs is practical, given that the set of SSIDs contains enough metadata such as the name of the business or other places. Along with the location search using Foursquare and Yelp APIs, we also analyzed the relative frequency of SSIDs to the particular victim. Table IV shows the top 7 BSSIDs with the number of Wi-Fi scans they appeared in. As we can see, the SSID "2WIRE964" appeared 682 times, about 50% of all the 1370 scans. By correlating the appearance of this SSID with the time of the day and the day of the week we were able to infer that this SSID is broadcast by a Wi-Fi AP near the victim's home. By observing locations of informative SSIDs that are accessed at similar times as "2WIRE964", an attacker can infer the approximate home location of the victim.
SSID
As the result of this experiment shows, SSIDs collected from a victim's device can leak a significant amount of sensitive information. We believe that this data leak have dangerous implications for a victim, similar to the risks publicized by websites such as PleaseRobMe.com. 
VI. DEFENSE MECHANISM
To defend against the proposed UnLocIn attack, we describe two lightweight defense mechanisms based on finegrained permissions and permissions assisted by static analysis.
A. Fine-grained Permission System
In this paper, we have shown how to exploit the Android permission system to infer users' location. This is possible through exploiting the seemingly insensitive permission "access Wi-Fi state". Through this permission, we were able to scan for surrounding Wi-Fi APs and collect sensitive information.
In order to address this issue, we propose the use of a more fine-grained permission system. From our survey, 51 out of 100 top apps on Google Play store use the permission "access Wi-Fi state". Most of these apps are bandwidthsensitive apps (such as music streaming Pandora app or video calling Skype app). Thus, these apps use the "access Wi-Fi state" permission to detect stable Wi-Fi connection in order to optimize their data transfer. However, it is not clear how would they benefit from getting information about neighboring Wi-Fi APs. Therefore, we propose to extract the capability of reading information about Wi-Fi APs from "access WiFi state" permission into a new "get information about Wi-Fi APs" permission. This new permission should be considered as sensitive as the permission for accessing coarse or finegrained location information. Furthermore, we can extend the method to the whole permission system, i.e. dividing generic permissions into sensitive and non-sensitive parts.
B. Permission Analysis Assisted by Static Analysis
The proposed fine-grained permission system works well with existing permissions and resources. However, there may be new attacks utilizing new resources to infer sensitive information. This threat makes it necessary to apply a dynamically updated permission system. In order to detect new attacks, we can use feedback from static analysis tools to redefine the rules about dangerous permissions. Figure 11 shows how to use feedback from static analysis to improve permission analysis. We maintain a dynamic sensitive permission database and use static analysis to update the database. If we identify malicious behavior from a permission which was labeled as non-sensitive, we will add this permission into sensitive permission database and vice versa.
In the initialization stage, we will deploy permission analysis, defining malicious sets of dangerous permissions to build a sensitive permission database, such as "read contact information" and "access internet" [12] . In the next step, we extract permissions required by the app and analyze them according to the sensitive permission database. As results from permission analysis might run into false negative and false positive to some extent, we propose an algorithm to update sensitive permission database for better accuracy by applying static analysis. For the case of false negatives, malicious behaviors are discovered by static analysis from an app with benign permission sets according to the permission analysis. In such cases, we will add permission sets considered as benign into the sensitive permission database. By this approach, we are enabled to discover new emerging attacks. On the other hand, if apps with some sensitive permission sets are actually benign from result of static analysis, those permission sets might not be used by real-world attackers very often. In such cases, there is a good reason to remove it from the sensitive permission database.
VII. CONCLUSION
We have demonstrated our design of the UnLocIn attack, performing inference of users' location using Wi-Fi state information in Android devices while remaining transparent to both user observation and malware detection tools. We have shown that UnLocIn can bypass current detection tools and achieve a reasonable location accuracy to successfully track mobile users. In addition, we showed that both WiFi BSSIDs and SSIDs can expose sufficient information to allow location inference using either APIs provided by location service providers or by mining SSIDs for names or locations that expose enough information on their own. Specifically, UnLocIn can track users to an accuracy of a few hundred meters, with the top 20% of cases achieving an accuracy of less than 50 meters. Finally, we discussed potential defense mechanisms against this type of attack using fine-grained permissions or a static analysis-assisted permission system.
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