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Overview 
 
The aim of this project is to design an implement a low cost acquisition system 
intended for control applications using the Arduino prototyping platform. 
Arduino has become a popular open-source single-board microcontroller 
among electronic hobbyists, and it is gaining acceptance as a quick prototyping 
tool for engineering and educational projects also. 
A computer, using a control application done in LabVIEW or IDE Arduino, must 
control all the system by cable or wireless.  
The project is divided in four chapters. In the first chapter, the project definition 
is introduced detailing each one of the requirements and specifications must 
meet the overall system. In the second chapter, it describes an acquisition 
system and the components involves as well as all the stages where the data 
is added.  
The third chapter shows the platform selected to implement the overall system. 
For the selection of each component, it has considered different alternatives 
according to the requirements specified on the project definition.  
Finally, in the last chapter, it deploys an application to check the correct 
performance of the overall system. In this case, the application selected is 
based in a temperature control of a water jug. With this objective, it has been 
considered various scenarios using some components of the platform. 
Basically, in the scenario where all the stages happen on the Arduino module 
is known as autonomous system. In contrast, when these stages are divided 
between the Arduino module, and other system, the scenario is known as 
dependent system. 
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Introduction 
The main objective is to implement a low cost acquisition system intended for 
control applications using the Arduino prototyping platform. Arduino has 
become a popular open-source single-board microcontroller among electronic 
hobbyists, and it is gaining acceptance as a quick prototyping tool for 
engineering and educational projects also. The system must meet the following 
requirements: 
• Suitable for educational purpose 
o Low cost: The components must be affordable. 
o Easy to assembly due to the constitution of the modules. 
o Able to run on different platforms: the overall system can operate 
in different operating systems. 
o Open hardware and open source: This means that the hardware 
and the software used has a public access. Anyone can use it and 
improve it. 
• Suitable for control applications 
o Bidirectional: It is necessary that the data can be transmitted in 
both directions due to the actuator system. 
• Wired / Wireless connection 
• Autonomous or dependent system 
A computer, using a control application done in LabVIEW, must control all the 
system by cable or wireless. Another possibility tested in this project is to make 
the control application as autonomous system, where all the stages are 
performed on the same system. 
This control application must display all the data obtained from the acquisition 
system, and save it into a file document in order to obtain a historic of the 
measures.  
In this project, it has been considered an analog signal from a temperature 
sensor to check the versatility of the system. On the one hand, thermistor has 
been designed with his corresponding conditioning circuit, to linearize the 
sensor behaviour. On the other hand, it has proceeded to design an RTD 
sensor (Pt1000), and their conditioning circuit. Both sensors are based on the 
variation of the resistance of a conductor with a temperature. 
In addition, this project allows to develop hardware systems (wireless 
communication, conditioning circuits and sensors) and software systems (data 
acquisition and control system), combined in several scenarios.  
The project is divided in four chapters. In the first chapter, the project definition 
is introduced, detailing each one of the requirements and specifications to 
develop it. In the second chapter, it describes an acquisition system and the 
components involves on this system as well as all the stages where the data is 
added.  
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The third chapter shows the platform selected to deploy the overall system. For 
the selection of each component, it has considered different alternatives 
according to the requirements specified on the project definition.  
Finally, in the last chapter, it deploys an application to test the overall system. In 
this case, the application selected is based in a temperature control of a water 
jug. With this objective, it has been considered various scenarios using some 
components of the platform. Basically, in the scenario where all the stages 
happen on the Arduino module is known as autonomous system. In contrast, 
when these stages are divided between the Arduino module, and other system, 
the scenario is known as dependent system. 
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1. CHAPTER 1. PROJECT DEFINITION 
In this chapter, it will be defined the objectives and the main specifications and 
requirements to develop the system.  
1.1. Objectives 
The main objective is to build a general system to obtain data from an external 
device, and manipulate it to achieve a certain output. The system can be 
autonomous or dependent. Therefore, in both cases, the data obtained during 
the processing must be displayed on a computer. 
At the end of this project, a series of prototypes should be available for use in 
the control application implemented in this case. The final prototypes will be the 
following: 
 
• Acquisition system connected directly a computer via USB. 
• Autonomous acquisition system  
• Acquisition system connected to a computer via wireless. 
 
In both cases, a computer, using an application done in a programming 
environment must display the data received from the acquisition system on 
screen. 
The structure of the overall system is divided in three stages, showed in Figure 
1.1. These three stages are acquisition, processing and the action against 
certain device. Each of these stages will be discussed in next chapters. This 
device can be the same used in the acquisition system or another. 
 
 
 
 
Figure 1.1 Block diagrams of the overall system 
 
Consequently, the system must be developed to establish a bidirectional 
communication between different elements because it acquires a signal from 
the acquisition board, which is processed.  
This processing implies a control signal against the same system or another 
system. For this reason, the serial communication must have bidirectional, while 
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the system is acquiring data, a control signal is received in the actuator system 
to generate a specific function. 
In addition, the acquisition system developed in this project must meet the 
following requirements: 
 
• Suitable for educational purpose 
o Low cost: The components must be affordable. 
o Easy to assembly due to the constitution of the modules. 
o Able to run on different platforms: the overall system can operate 
in different operating systems. 
o Open hardware and open source: This means that the hardware 
and the software used has a public access. Anyone can use it and 
improve it. 
• Suitable for control applications 
o Bidirectional: It is necessary that the data can be transmitted in 
both directions due to the actuator system. 
• Wired / Wireless connection 
• Autonomous or dependent system 
 
1.2. Specifications and technical requirements 
 
In this paragraph, all the specifications and technical requirement to take into 
account on the development of this project will be described.  
The main specifications for the acquisition system must be the following: 
 
• Several analog and digital inputs. (Minimum 2 analog channels and 2 
digital channels. 
• Outputs: Voltage free contacts. 
• Bit resolution on ADC must be at least of 10 bits. 
• The sampling frequency must meet the Nyquist Theorem. 
• Conditioning the input signal according a correct level. 
• Display obtained data on laptop. 
 
To implement the acquisition system has been decided using Arduino 
Duemilanove modules due to the main characteristics that presents, which are 
the following: 
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• Affordable. 
• Allows running in multi-platform. 
• Simple programming environment. 
• Expandable software and hardware. 
 
Therefore, since years ago, this platform is being used in education to solve 
engineering problems such as the system deployed in this project. This 
selection implies to use additional modules for establishing a communication 
with other systems due to ease of connection between both modules. 
Consequently, the modules used to transmit the information are the following: 
 
• Xbee Module 
o This module transmits the information thorough the Zigbee 
protocol, which is described in detail in section 3.2.3.2. 
 
• Wifly Module RN-130C 
o This module transmits the information using the standard IEEE 
802.11, which is described in detail in section 3.2.3.3. 
 
For checking the correct operation of the platform designed, an application has 
been developed. This application controls the temperature of water in a jug. For 
this application, different electrical and electronic components are needed.  
 
• A Protoboard to implement the conditioning circuits for both sensors. 
• Two sensors for temperature measurements 
o RTD: HEL-700 
o NTC Thermistor 
• Regulated switch power supply for the actuator system. 
 
And all the electrical components such as: resistors, capacitors, and others, 
which are necessary for the implementation of the conditioning circuits of each 
sensor. The application selected will be a temperature control of a water jug, 
which implies a temperature measurement from a sensor with the following 
specifications: 
 
o Temperature Range: from 20 to 80ºC. 
o Resolution: 0,1ºC. 
o Accuracy: ±0.2 ºC. 
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o Sensor Technology: NTC thermistor and RTD. 
 
In order to design the overall system, these requirements must be interpreted 
from an engineering point of view.  
In order to measure the environment temperature variations a resistive sensor 
is used, as it exploits the predictable change in electrical resistance of some 
materials with changing temperature.  
The first step is to obtain the dynamic range and the minimum number of bits 
per sensor thorough the following expression, where M is the measurement 
range, ∆M is the resolution and N, the number of bits. 
 
levels 600
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MMRangeDynamic  MINMAX ==
∆
−
=                 
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This means that the Digital Acquisition System must have, at least, ten bits 
Analog to Digital Converter. 
Taking into account the power supply and the components available, the output 
rails from the overall system will be + 5 V. The input rail for the action system is 
+ 9 V this means, in order to obtain a better performance. 
With this information, the minimum change in the input signal that it can be 
detected: 
                                     
V4,88m
2
05
2
VVG 10n
FSR
in =
−
==⋅
          (1.4) 
In further chapter, it will be analysed all the temperature circuit, in order to prove 
the accomplishment of the requirement. 
The period of time during which the input signal is being measures, time width, 
is controlled from the LabVIEW application.  
This control application must display all the data obtained from the overall 
acquisition system, and save it into a text document in order to obtain a history 
of the measures. A computer, using a control application done in LabVIEW or 
IDE Arduino, must control all the system remotely. Consequently, the overall 
system must be bidirectional because the data is sent in both directions. 
The components and configurations that affect to the system’s autonomy are 
obtained in the chapter referred to the control applications.  
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2. CHAPTER 2. ACQUISITION AND ACTUATION 
SYSTEM 
In this chapter, it will be explained the main features of an acquisition system 
detailing each of its stages. Moreover, the acquisition system can be processed 
and normally, this processing implies an output action against the same system 
involved, or with an alternative system. Then, it will be studied the actuation 
system. 
2.1. Acquisition system 
As seen in Figure 2.1, an acquisition system is composed by a series of 
elements. In this Figure, it can see a general acquisition system, which it has 
been developed in this project. This system is structured thorough hardware 
elements, but it is also necessary a software elements to establish certain 
functionalities to achieve a correct operation. 
 
 
 
Figure 2.1 A general acquisition system 
 
The first element in an acquisition system is known as transducer or sensor, 
because it converts a physical energy in other type of energy. Their main 
function is to measure the magnitude of interest. In this case, the temperature 
generates a thermal energy, which it is converted to electrical energy. 
Generally, the amount of energy converted into the sensor is very small. Then, 
the output signal must be conditioned to adapt it for next stages in the process. 
 
Consequently, there are different parameters to consider in the performance of 
the acquisition system. Some of these parameters [2] are the following: 
 
• Measurement range 
 
This range is defined for the maximum and minimum value that it can be 
measured for the sensor, and this obtain an acceptable behaviour. 
 
• Sensibility 
 
It is the relationship between the input and output magnitude in absence 
of errors. If the relation is constant in the measurement range, the sensor 
is linear. 
16                                            Arduino based acquisition system for control applications  
 
 
 
• Resolution 
This parameter is defined as the minor change in the input variable that 
can be detected on the output. 
 
• Precision 
The precision defines the degree of concordance between the result and 
the value of the measurement magnitude. 
 
As it can be seen in chapter 3, the selected platform includes a temperature 
sensor, an Arduino Module and a computer. Each of these elements has certain 
limitations as to the parameters specified above.  
 
The second element involved in the acquisition system is the Arduino Module. 
This module, according to its structure of analog and digital pins, can receive 
the information from the sensor or another external device. However, the analog 
to digital converter provides by Arduino has a limitation of ten bits. Then, the 
measurement range must be between 0 and 1024.  
 
And finally, the last involved element is the computer. The computer processes 
the data from the Arduino module connected to a computer by a serial 
communication.  
 
The input signal in acquisition system can be analog or digital. Referring to the 
analog signal from the sensor must be converted to digital signal using a CAD 
(Converter Analog to Digital).  
 
 
 
 
Figure 2.2 Sampling, quantification and codification in an acquisition system 
 
 
This conversion is divided in three stages, as shown in Figure 2.2. The stages 
are the following: 
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• Sampling 
The sampling process is the conversion from the continuous signals to 
discrete signals. Consequently, the signal is measured in specific periods 
of time. The sampling frequency is determined by the Nyquist criterion, 
which says that it should be at least twice the bandwidth of the signal. 
 
• Quantification 
In this stage, it represents the amplitude signal using a finite number in a 
certain time. If the converter has n bit, there are 2n values or states that 
can be represented. 
 
• Codification 
Finally, the last stage defines the representation of the assigned value for 
the signal thorough a symbol combination, 1 and 0 in binary codification. 
 
Then, the signal is ready to be processed by an application code, which it will 
determine an output signal according to a specific requirements. 
 
 
2.2. Actuator system 
In the case of a control system such as the one developed in this project, the 
electrical signal must be converted to a non-electric action. For this reason, it is 
necessary to establish an actuator system capable of processing an output 
signal.  
For example, in Figure 2.3, it shows a general actuator system composed by 
four components. This system produces an action against a determinate 
element. The computer thorough an application developed with specific 
software sends an output signal. The acquisition board receives this signal and 
processes it. Consequently, the output signal is sent to a driver or controller that 
performs certain action according to this signal.  
Usually, the controller is a mechanical component which closes or opens a 
specific circuit in order to obtain a particular action against a plant.  
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Figure 2.3 A general action system 
 
In the applications developed in this project, the actuator system is activated by 
a relay. This relay activates a power supply system to provide energy to a plant. 
This system has as outputs, voltage free contacts. 
Consequently, the plant receives power and the thermal resistance is heating 
until reaching a certain temperature controlled by a controller described in 
section 4.2. In this section the operation of the PID controller is described in 
detail. 
CHAPTER 3. Prototype implementation  19 
 
3. CHAPTER 3. PROTOTYPE IMPLEMENTATION 
In this chapter, it will explain all the components used to design the whole 
system, detailing all the specifications, technologies and any particularities 
about each of them.  
3.1. Platform 
A platform is defined as a system that serves as a base to run a series of 
elements, either hardware or software.  
To implement the acquisition system has been decided using Arduino 
Duemilanove according to the main characteristics of this module. 
Therefore, since years ago, this platform is being used in education to solve 
engineering problems such as the system deployed in this project. This 
selection implies to use additional modules for establishing a communication 
with other systems due to ease of connection between both modules. 
Consequently, the modules used to transmit the information are the following: 
 
• Xbee Module 
o This module transmits the information thorough the Zigbee 
protocol, which is described in detail in section 3.2.3.2. 
 
• Wifly Module RN-130C 
o This module transmits the information using the standard IEEE 
802.11, which is described in detail in section 3.2.3.3. 
 
For checking the correct performance of the platform designed, an application 
has been developed. This application controls the temperature of water in a jug. 
For this application, different electrical and electronic components are needed.  
 
• A Protoboard to implement the conditioning circuits for both sensors. 
• Two sensors for temperature measurements 
o RTD: HEL-700 
o NTC Thermistor 
• Water Jug 
• Regulated switch power supply for the actuator system. 
 
 
20                                            Arduino based acquisition system for control applications  
 
For the communication between the Arduino and the computer two different 
solutions have been considered: a wired connection using the USB port and a 
wireless one using the wifi protocol. 
In the following sections, the hardware and software elements implemented in 
the development of the platform will be detailed. 
 
3.2. Hardware  
In this section, we will explain the details about the hardware elements of the 
prototype.  
3.2.1. Arduino module, Duemilanove 
Arduino offers several models with different characteristics. The main 
differences between the modules are the number of inputs and outputs, the type 
of microcontroller and the capacity of the Flash memory. Taking into account 
the requirements, the best option is the Duemilanove module.  
As it can see in Figure 3.1, the Duemilanove module provides different inputs 
and outputs, either analogs or digitals. Moreover, also provides a PWM outputs. 
The main features of the Duemilanove module are the following: 
 
• Microcontroller ATmega328 
• Operating Voltage: 5V 
• Digital I/O pins: 14 
• Analog inputs: 6 
• Flash memory: 32 KB. 
 
 
Source: 
http://arduino.cc/en/Main/arduino
BoardDuemilanove 
 
Figure 3.1 Sketch of Arduino Duemilanove module 
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The main component of the module is the microcontroller. The internal capacity 
is the difference between the types of microcontrollers used. Moreover, this 
microcontroller is very common for its simplicity and low cost. 
The data acquired for each analog pin is set to a value between 0 and 1024, 
which corresponds to 0 to 5 V, respectively.  
 
3.2.2. Xbee module 
The Xbee module is a specific device developed to establish wireless 
communications based on the Zigbee protocol. It can transfer data between 
different devices thorough the wireless communication. 
This module (see Figure 3.2) allows a serial communication between two 
devices, a transmitter and a receiver, separated by 100 meters in outdoor 
places without any obstacle. In contrast, when the communications is 
established in indoor places, the distance is reduced to 30 meters 
approximately. Despite of this, the distance is determined by other factors such 
as the transmission power and the antenna selected. In the module selected in 
this scenario, the transmission power is around 1mW and the antenna is a 
dipole. 
 
 
Figure 3.2 Xbee Module 
 
 
3.2.3. Communication with a computer 
In order to establish a possible scenario developed in this project, it is 
necessary to choose a type of communication according to requirement 
specified on the project definition. Due to this requirement, the communications 
must be wired or wireless. Nevertheless, the wireless technologies are 
increasing their market penetration.  
Consequently, the technologies studied and implemented in this project are the 
following: 
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• USB communication 
• Zigbee communication 
• Wifi communication 
Moreover, an important reason to use these technologies is because Arduino 
offers specific modules adapted for Duemilanove.  For these reason, and other 
criteria such as those standardized technologies allows to connect it with other 
devices, which uses the same technologies without any incompatibility. 
For example, the second technology selected, wifi communication, widely used 
by many devices, allows joining with any device to control or view only certain 
data. In the following paragraphs, these technologies are explained in detail. 
 
3.2.3.1. USB communication 
Universal Serial Bus, known as a USB, is an interface plugs and play between a 
computer and certain devices such as keyboards, mousse, scanners, printers, 
modems or in this case, an Arduino Module. 
USB allows baud rates higher than other systems such as parallel port or serial 
port, with an average around 12 Mbps. 
It works as an interface for data transmission and energy distribution. This 
interface can distribute 5 V for power and data transmission. This fact is an 
important feature for this project, due to many components receives power from 
the Arduino module thorough a USB communication. 
 
3.2.3.2. Zigbee communication 
In this paragraph, it has analyzed the Zigbee communications with all their main 
features. Zigbee is a protocol based on standard IEE 802.15.4 defined by 
wireless communications. This technology allows that low power electronic 
devices such as Xbee module can establish a wireless communication. 
Therefore, the communication is established in a single channel thorough a 
frequency. It works in the band of 2,4Ghz. For example, another wireless 
communications such as Bluetooth uses a protocol which works with a 
frequency hopping.  
Zigbee offers the possibility to work with different baud rates, however in this 
application is necessary to enable the communication with a baud rate of 
19200. Otherwise, the scenario does not work correctly. 
Another particularity of this technology refers to admit different topologies of 
configuration, such as point-to-point, multipoint, peer-to-peer, or a complex 
sensor networks. 
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The main advantages offered by these modules are summarized in the 
following 5 characteristics: 
 
• Low cost. 
• Low power consumption. 
• Flexible and extensible networks. 
• Simple and cheap installation. 
• Free bands. 
 
Another important feature is that it also has a MAC address and Ethernet 
devices, the difference between them, it is not possible to have two devices with 
the same MAC address. 
The Figure 3.3 shows the scenario [5] implemented in this project. As seen in 
this figure, it is composed by different elements, joined together for different 
type of communications, from cable or Zigbee communication.  
The baud rate varies according the elements involved in a communication. For 
example, the Xbee communication works with a baud rate of 19200 while the 
connection between the receiver module and the notebook is configured to 
9600 due to the serial communication established. 
 
Sensor 
(Circuit)
 
 
Figure 3.3 Zigbee communication scenario 
 
First, the role for each module has to be set, the first one will be the transmitter 
and the other one, the receiver. To do this, it can be used a serial 
communications program such as HyperTerminal, which is included in Windows 
operating systems. However, for simplicity in the configuration, it has chosen a 
DIGI enterprise software called X-CTU, and can be downloaded for free.  
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Table 3.1 shows the configuration to define this scenario composed by a 
transmitter and a receiver. With this configuration is set a PAN network between 
both devices. Nevertheless, it does not imply that other devices can be added to 
this network. 
 
Table 3.1 Xbee module configuration 
Parameter TRANSMITTER 
Ref: S9706 
RECEIVER 
Ref: S9379 
ATID ATID3332 ATID3332 
DH DH0 DH0 
DL DL1 DL0 
MY MY0 MY1 
BD BD4 BD4 
WR WR WR 
CN CN CN 
 
The parameter ATID defines the ID of the personal network (Personal Area 
Network). 
The functions of the parameter set before are the following: 
 
• DH: Adjust the 32 bits most significant for addressing. By default=0. 
• DL: Adjust the 32 bits less significant for addressing. By default=0. 
• MY: Set the address of 16 bits for the module. If MY=0xFFFF or 
0XFFFE, it enables the addressing mode of 64 bit. By default =0. 
• BD: API mode enabled with the escape character. Adjust the 
transmission rate of the module and their client connected by serial 
interface. By default=3. 
 
 
3.2.3.3. Wireless communication using the standard IEE 802.11 
Another possibility to establish connection between an Arduino module and a 
computer can be through a wifi module (show Figure 3.4). This module allows 
to be connected easily to an Arduino Duemilanove through the pins selected. 
The module RN-130C [9] uses the standard IEEE 802.11, which allows 
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connection through any access point such as router or directly to a computer, if 
an ad hoc network has been set. 
 
 
Figure 3.4 Wifly module RN-130c 
 
The main features of this module are the following: 
 
• High throughput, up to 4 Mbps sustained rate with TCP/IP and WPA2. 
• Ultra-low power. 
• UART data/control interfaces. 
• Supports different infrastructure connections, point-to-point such as ad 
hoc network or point-to-multipoint. 
 
The first two points are very important for the whole system. The first one, 
because the system is more efficient and faster, and the second one, due to the 
autonomy of the remote module. 
Figure 3.5 shows the ad hoc network implemented in this project between a wifi 
module connected to Arduino and a computer. The network configuration is 
explained in detail in Annex D.1.  
 
Table 3.2 Ad hoc network configuration 
 Wifly Computer HP 
IP 172.26.1.1 172.26.1.5 
Netmask 255.255.255.240 255.255.255.240 
Gateway 172.26.1.1 172.26.1.1 
Primary  DNS 161.72.0.0 161.72.0.0 
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The wifi module creates an ad hoc network with the SSID “Arduino”. Moreover, 
this module acts as a gateway. Then, on the computer, only is necessary to 
search available networks, and select that network which corresponds to the 
identifier of the desired network. Notice that all the devices belonging to the ad 
hoc network must have a static IP. Moreover, every network device must be 
configured as a gateway. 
 
 
Figure 3.5 Ad Hoc network scenario 
 
Finally, it is possible to access to the module, obtaining all the readings from the 
different channels. In this case, it has developed a template using html, which 
can be accessed through any web browser. It is only necessary to open a web 
browser and introducing the module IP address or a corresponding ID.   
The current values for each channel can be displayed; refreshing the current 
page in the browser. In Figure 3.6 a template that shows the current value of 
each channel and the output value can be seen. The contents of the template 
can be modified thorough the implemented code. 
 
 
 
Figure 3.6 Browser with result of the overall system 
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According to this communication mode, it may access to the application 
thorough any other mobile device, such as a Smartphone.  
3.2.4. Laptop 
The laptop is other element involved in the development of this project. The 
main features of the laptop (see Figure 3.7) used in the development of this 
project are the following: 
 
• Operating System: Windows Vista Home Premium 
• Model: HP Pavilion dv-2700 
• Processor: Intel Core 2 Duo CPU T5750 2,00 GHz 
• RAM: 4GB 
 
 
Figure 3.7 HP Pavilion dv-2700 
 
3.2.5. Actuator driver 
The actuator system is activated by a relay. The relay is an electromechanical 
device which functions as a switch controlled by an electrical circuit. 
One of the important advantages of the electromagnetic relay is the electrical 
separation between the current, which flows through the coil of the 
electromagnet, and the circuits controlled by contact. It means that can handle 
high voltages and high power with small voltages of control. In addition, also it 
offers the possibility to control a remote device by using small control signals. 
The model selected has a contact configuration known as SPDT. It means that 
there are a single pole and a double throw. The operating voltage is 6 V, which 
implies to reduce the output voltage from the Arduino (Vin). Consequently, it is 
necessary to adapt the output voltage received from Arduino to a maximum 
voltage supported by the relay. 
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Relay
 
Figure 3.8 Output driver (circuit) 
 
Figure 3.8 represents the output driver. This circuit is composed by a several 
resistances, a transistor and a diode. The transistor used corresponds to the 
model BC547 that has a low power and low frequency operation. In this case, 
the selected value resistance applied on the circuit is calculated according to 
polarize correctly the transistor and avoiding strange behaviours. 
 
It can be use this type of transistor due to the maximum current in the relay 
according to the limited current supported by the transistor. 
On the other hand, the diode connected in parallel with the relay coil serves to 
absorb the voltages that are generated on all inductive circuits.  
If the signal applied on the base of the transistor has enough amplitude referred 
to voltage and also enough current, there will not have any difficulty if the base 
current is capable of saturating the transistor. Then, the transistor runs 
correctly, and it will be efficient as a switch for the relay. 
 
 
 
Figure 3.9 Actuator system 
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In this case, the relay opens or closes the supply device called Telemechanical 
ABL7 CEM24012 (see Figure 3.9) according to the control received from 
Arduino. This device can provide a maximal nominal power about 30 W 
approximately. Therefore, among its features include a high degree of stability 
of output voltage and a good efficiency. A regulated switched mode power 
supply is connected with the water jug thorough cable. Consequently, the 
voltage supplied to the resistance of the jug, makes it hot until reaching a 
certain temperature established by the control application. 
 
 
Relay
INOUT
 
 
Figure 3.10 Output driver (photograph) 
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3.3. Software  
In this section, we will explain all the detail referred to the application code 
developed and the programming language selected to deploy it.  
3.3.1. IDE Arduino 
IDE Arduino is a programming environment used to program Arduino modules. 
The programming environment is implemented by programming language 
called Processing/Wiring. This language collects many functions from C 
language. However, Arduino provides specific libraries, used only in this 
environment. 
The advantage of being an open platform is that it is not required to purchase a 
license, avoiding a considerable expense.  
The platform offers the possibility to make any project in which involved different 
inputs, and thorough an application developed in Arduino, it can be establish a 
specific output.  
The applications developed with this environment in the project meet certain 
functionalities. These functionalities correspond to the role established for each 
module. This approach allows classifying the applications according this role, 
and if there is an autonomous system or a dependent system. Consequently, it 
obtains the following applications detailed in next section. 
3.3.1.1. Scenarios developed 
In this section, all the scenarios developed are described depending on the 
location, the transmitter or the receiver. According to this premise, it describes 
the following scenarios. 
 
• Applications on the transmitter 
 
o Autonomous system 
The data is acquired from the Duemilanove Module, and a part of 
the application code is used for data processing, resulting in an 
output. This output is applied directly to digital pin contained in the 
module. Finally, the data is sent to receiver by Xbee 
communications, which can be represented later in a notebook. 
o Dependent system 
In this mode, the data is sent to receiver by Xbee communication 
without processing.  
o Wifi communication 
The last code, the data is acquired and processed. Later, the data 
is sent to a receiver, which must be a device that has wifi 
connection. Consequently, an Arduino receiver is not required to 
implement the scenario applied. 
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• Applications on the receiver 
 
o Autonomous system 
The receiver gets the data and later, these are transferred to a 
computer by serial communication. Then, it is represented by an 
application, LabVIEW or processing. 
o Dependent system 
In this case, the receiver gets the data by Xbee communication. In 
order to process and represent the data has been developed an 
application in LabVIEW. In next paragraphs, this application is 
specified in detail.   
  
Notice that the first step in the application development is to define different 
parameters showed in Figure 3.11.  
The first parameter refers to include the libraries that can be used in this code. 
For example, in the code developed is included the Xbee library as a result of 
the communication established between the transmitter and the receiver 
module. In addition to this, it is required to specify settings according to the 
selected communication. With this information, the modules can establish a 
communication at the correct baud rate. Otherwise, the communication is not 
done correctly, and the information could be altered. 
 
Figure 3.11  Baud rate configuration for Arduino 
 
3.3.2. Processing 
Processing [10] is a programming language and environment development for 
open source based in Java. Processing can be an alternative to display the data 
from the acquisition system. 
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Processing allows two methods to exchange data with Arduino. On the one 
hand, it can upload a library from Arduino to Processing. Consequently, it must 
download the library and introduce it inside a Processing folder. The next step 
consists in configuring Arduino for both applications can communicate correctly. 
Only, it is necessary upload to Duemilanove module a specific firmware 
responsible for establishing the necessary protocol for communication between 
those elements. 
In contrast, the second method provides another conception. It can control 
Arduino from Processing without including any library. The method consists in 
taking the data from the serial port directly. 
This method has been implemented in the development of this project. On the 
receiver Arduino has upload an application, which collects data from Xbee 
communication. The data are processed, and then, sent via serial port to 
notebook. 
Finally, Processing only needs to read the data from the serial port and 
manipulate them as needed.  
For example, the Figure 3.12 shows a possible representation for the data 
obtained from Arduino. In the front panel we can observe a specific distribution, 
on the left side the two analog channels are located and on the right, the two 
digital channels. Furthermore, the temporal evolution of each channel is plotted, 
and its corresponding value inserted in a label. However, the representation by 
graphs is not easy to make it, because it must establish a manual axis and then, 
draw the signal point to point. Notice that the distribution is limited by the 
screen. Processing allows obtaining the current date and timing and showing it 
updated on screen. 
The main features of this application are detailed below: 
 
• Free and open source. 
• Interactive programs using 2D, 3D or PDF output. 
• Works on many operating systems. 
• Provides over 100 libraries about different topology. 
• Offers a good documentation on how to use it. 
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Figure 3.12 Front panel of the application developed in Processing 
 
3.3.3. LabVIEW 
The need to control and acquire data from the Arduino implies to use software 
designed for this purpose. In this case, it is implemented using LabVIEW, which 
allows to control and to automate the different parts of the project. LabVIEW is 
an environment based on blocks. This software allows controlling and designing 
applications using the concatenation of different blocks, each one with a specific 
function. 
The main advantage of LabVIEW is the ability to integrate it with a multitude of 
hardware devices, regardless of manufacturer. Due to its composition, based on 
graphical tools, implies a versatile use and easy to learn. 
Two different parts compose all the applications developed in this project with 
LabVIEW: the Front Panel and the Block Diagram. 
The Front Panel is divided in different tabs, depending on the application. In the 
Figure 3.13, shows a Front Panel of an application, in the configuration tab, it is 
possible to control all the parameters involved in the application. On the other 
hand, in the analogue, digital and output tab, it displays all the values processed 
thorough a graph or a label. 
The applications developed with LabVIEW in this project can be classified in 
two types. When the acquisition, processing and action are developed in a 
remote module, only sends the information to the computer to display it on 
screen, without any manipulation. This scenario is known as an autonomous 
system. In contrast, when the remote module only acquires the signal, and the 
processing and action are managed by the computer, we refer to the system as 
a dependent system. 
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In the last case, the application developed is composed by the different stages 
described in previous paragraphs. The different stages are the following: 
 
• Acquisition 
In this stage, the data is acquired from the sensors connected to Arduino. 
The input string is divided in four parts according to each channel, 2 
analogues and 2 digitals. The values are between 0 and 1024 for analog 
channels, and 0 or 1 for digital channels. 
There is one restriction to take into account; the input string must follow a 
certain format. If this requirement is met, the reading is not done 
correctly. 
 
• Interpolation 
Before developing the application, it carried out a sample with a properly 
calibrated thermometer, obtaining a series of points (Voltage - 
Temperature). This method allows establishing a proper calibration of the 
measurement. Then, the process variable (input voltage) is converted to 
temperature using the table contains the voltage-temperature conversion 
of a number of points. The intermediate points are converted according 
to the function determined by two reference points in the table. 
 
• PID Controller 
When the process variable has been compared with the setpoint, and it 
is smaller, then the PID control is activated. Previously, the PID must be 
defined with a tuning parameters obtained using the method known as 
Ziegler-Nicholson method, which will be detailed in subsequent sections. 
These parameters can be defined in the configuration tab. Finally, this 
stage only has an output value determined between 0 and 1. This value 
is sent to Arduino thorough serial port established on the application.  
 
• Actuation 
In the last stage of the process, the output value is sent to Arduino via 
serial communication. The output of the previous stage (PID Control) is 
between 0 and 1. However, the final value sent to Arduino is between 0 
and 255 (ASCII code) to represent the entire range of values correctly. 
Consequently, the value belongs to an ASCII character, which is 
converted to float on the receiver. 
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Figure 3.13 Block diagram of the overall application in LabVIEW 
 
It is important to consider that the channels can be controlled by establishing 
whether or not the readings are made. This function can be enabled or disabled 
through the switches at the top right of the settings tab (see Figure 3.14). It 
might change the file location from the configuration tab. 
 
 
Figure 3.14  Control panel application 
The detailed block diagrams of the application developed are shown in Annex 
B.2.3. 
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It should be noticed that one of the objectives described on the project definition 
was the bidirectional communication between the transmitter and the receiver. 
This fact, allows acquire the information from the sensor and return the control 
output to the receiver.  
In Figure 3.15 [13], it can see than in the receiver module, the microprocessor 
does not appear because the specification of the module does not allow 
maintain two different serial communications. For this reason, the jumpers must 
be switched to USB communication on the Xbee module. However, the 
autonomous system does not have this limitation. 
 
 
PC
RxTx
USB
Without µP
 
Figure 3.15  Assembly dependent system, showing the absence of the receiver 
chip 
 
3.4. Overall system 
The overall system (see Figure 3.16, it includes the control application) is 
composed by all the components or elements detailed in the previous sections. 
In summarize, the overall system operation is divided into different steps or 
stages, detailed in the following points: 
 
• Signal acquisition 
All the signals from the different sensors are acquired by the inputs 
(analog or digital) of Arduino. 
• Processed by software 
In this stage, the signals acquired from the different channels are 
processed by software. There are two options to process them, the first 
one, consists in making an application in the own Arduino module with 
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the software IDE Arduino. The second one, in contrast, it uses an 
application created on LabVIEW, which runs on the computer. 
• System response 
According to the processed made in the previous stage, an output signal 
is sent to Arduino to determine a specific function. This function consists 
in providing power thorough the regulated switch mode power supply to 
water jug during a period of time.  
 
JUG
COMPUTER
RECEIVER
TRANSMITTER
INPUTS (Sensors)
POWER SUPPLY
RELAY
 
Figure 3.16 Overall system 
As seen in Figure 3.16, the power supply of the complete system is divided in 
parts represented by the different elements of the scenario. In the Table 3.3, 
each component receives power supply from another system.  
In some cases, the Arduino module provides power to different components. 
Otherwise, the power provides from an external devices such as the computer, 
a transformer or batteries. Due to the diversity of power, the overall system 
needs to be powered with different voltages. Depending on the component of 
the system, it must be powered by single voltage, or, in other cases, with dual 
voltage. For example, the operational amplifier must be powered by dual 
voltage, from 9 V to -9 V.  
However, mostly the overall power corresponds to a voltage of 5 V provides 
from the transmitter, or the receiver. On the other hand, the action system 
needs to have 6 V for a correct operation. For this reason, the pin called Vin 
from Arduino Module, which provides 9 V from a transformer, is connected 
directly to input voltage of the overall action system. 
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Table 3.3 Power supply configuration 
Component Power input 
Arduino Receiver Supplied by the computer 
Arduino Transmitter Transformer (9 V) 
Xbee Module Arduino Module 
Wifi Module Arduino Module 
Water jug Regulated switch mode power supply (220 V – 24 V) 
NTC Sensor Arduino Transmitter 
Pt1000 Sensor External battery ( 9 V) 
 
 
The circuits will be described in detail on chapter 4. 
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4. CHAPTER 4. APPLICATION TO TEMPERATURE 
CONTROL SYSTEMS 
In this chapter, we will explain the control application developed in this project 
with all the theoretical and practical details. This application allows controlling 
the temperature of water in a jar, thorough a PID controller. The aim of this 
application is to check the correct performance of the overall system described 
in previous sections. 
4.1. Control System 
A control system is defined as a system that can regulate their own behaviour 
or other system in order to achieve a predetermined operation or function, so as 
to reduce the failures and obtaining the desired results. Consequently, it takes 
into account a lot of factors and parameters, either internal or external to the 
system. For this reason, the main objective of this kind of system is to avoid 
errors or correct them if there is anything.  
In order to get a correct behaviour, each system can be programmed according 
to predetermined requirements. 
There are different alternatives to classify control systems. According to their 
behaviour, it is possible to determine two types; open-loop control system or 
closed-loop control system. 
 
• Open-loop control system 
This type of system is also known as a non-feedback controller, because 
there is not any feedback and it is not possible to adjust the control. In 
conclusion, the input process variable determines an output variable 
without taking into account the output value on the controller. The main 
features of these systems are the following: 
 
 Easy to apply due to limited structure. 
 The output is not compared with the input process variable. 
 Instabilities when there are disturbances. 
 The accuracy depends on previous calibration. 
 
• Closed-loop control system 
In contrast with the previous system, the action control is influenced or 
determined by the output signal, consequently, in this system exist a 
feedback exists. The main features of these systems are the following: 
 More complexity, but allows better parameterization. 
 The output is compared with the input process variable. 
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 More stable when there are disturbances. 
 
The main advantage of a closed-loop system compared to the other is the 
possibility to correct the disturbances affecting the system. 
The application developed in this project has been implemented in accordance 
with the characteristics established in the closed-loop systems. The application 
selected requires that the output signal has an effect upon the process input to 
correct the disturbances or any other circumstance.  
4.2. PID Controller 
One of the most important elements in a control system is the controller. In this 
project has used a type of controller known as a PID controller [3], widely used 
in industrial processes. 
 
In expression 4.1, it can see a typical structure of a PID control system, where 
the error signal e(t) (see expression 4.2) is used to generate the proportional, 
integer, and derivative actions, with the resulting signals weighted and finally 
added to form the definitive control signal o(t) applied to the plant model. In the 
formula x can see a mathematical representation of the PID controller explained 
before. 
 
 (t) eKdt e(t) K  (t) e  K(t) o Output d
t
0
iP ⋅++⋅== ∫                   (4.1)  
(t)  VariableMeasured - Setpoint (t) e =                          (4.2) 
 
 
The output of the PID controller is generated from the sum of three 
components, which are calculated from the input error. These three parts are 
detailed below: 
 
• Proportional 
 
The proportional term is a basic part in any PID controller. This element 
provides a proportional corrective action to the error. As shown in 
expression 4.1, the error is multiplied by a constant KP. 
 
• Integral 
 
The integral term provides an integral corrective action to the error. 
However, the integral action also has a destabilizing effect due to the 
added phase shift. As it has shown in expression 4.1, the error is 
multiplied by a constant known as Ki. The integral part can be calculated 
adding the error at each sample time. This element is very important 
because it tends to cancel the offset error. 
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• Derivative 
 
This last term provides predictive properties to the performance, 
generating a proportional action to the rate of change of the error. As 
shown in expression 4.1, the error is multiplied by a constant Kd. In 
contrast to the integral part, the derivative part tends to give stability to 
the system, but sometimes can generate large signal values. 
 
The block diagram in Figure 4.1 shows the closed-loop system developed in 
this project. It is composed by different elements such as the sensor, the 
actuator or controller and the plant. In this project the controller or actuator will 
be a potentiometer, the plant is a water jug and finally, a different temperature 
sensor. 
Other important parameter is the setpoint that defines the limit of certain 
magnitude or variable. For example, in this system the setpoint is the 
temperature which the control system aims to reach. 
As explained before, the output (o(t)) will contain three parts; proportional, 
integral and derivative, depending on the error induced by the difference 
between the error and the measurement value from the sensor. 
 
 
 
 
Figure 4.1 Closed-loop system 
 
It is important to notice that the disturbances induced in the plant can alter the 
output value. For this reason, it is appropriate to use a closed-loop system due 
to the corrective effect thorough the PID controller.  
Consequently, it is necessary to obtain the parameters of the controller. Then, it 
uses an appropriate method called Ziegler-Nichols to find these parameters. 
This method is explained with detail in section 4.2.1. 
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4.2.1. Ziegler-Nichols method 
The main characteristics of the developed system allow using the step response 
method called Ziegler-Nichols method, which is characterized by two 
parameters, L and T, obtained from open loop response. Figure 4.2 represents 
a sketch of a step response from a general system. 
For example, the step response of the plant model has been measured through 
an experiment. This experiment consisted in submitting the overall system to a 
temperature change. In this case, the change produced was from ambient 
temperature to approximately 65 degrees. Consequently, it was obtained a step 
response similar to that shown in Figure 4.2. 
 
 
 
Figure 4.2 Sketch of the step response about a general system 
 
 
It should be noticed that this plot represents the step response of the system, 
and therefore, it can extract the parameters defined by the PID controller.  
 
First of all, it is necessary to find the tangent line at the step response at its 
point of inflection. After, the intersection with the maximum value and the time 
axis, defines two points. This response is characterized by two parameters; L 
corresponds to the delay time and T, is the time constant. Finally, according to 
this method of tuning the PID controller, the parameters can be obtained 
through to the following equations:  
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( )LT  1.2K c =                                               (4.3) 
 
L 2Ti =                                                       (4.4) 
 
L 0.5Ti =                                                    (4.5) 
 
4.3. Temperature control 
The application aims to control the temperature of a water jug thorough a PID 
controller. For this application is necessary to choose the appropriate 
temperature sensor [1]. Consequently, due to the multitude of temperature 
sensors on the market, it has decided to select two models widely used in 
different applications.  
In the selection of these sensors have been taken into account the initial 
requirements established. Due to the small signal obtained from the sensors, it 
must apply conditioning circuits to adapt it. The conditioning circuits are formed 
by active elements like operational amplifiers and regulators. For this reason it 
is necessary to provide energy to the system.  
We studied two possibilities to develop the control applications: an autonomous 
system and a dependent system. The first one works independently, because 
the signal is acquired, processed and actuated in the own Arduino module.  
The second one works different, in this case, the signal is acquired by an 
Arduino module and sent it to a laptop, which process it and after, returns an 
output control signal against a determinate system. 
Both systems perform the same, but the control application code is different for 
each one. However, it may appreciate some differences in the final result 
caused by the delays of the some components involved in that system. 
Moreover, the application code can produce some differences between both 
systems. Another perturbation on the system can be produced by the serial 
communication (wireless).  
These applications have been developed using two programming tools: IDE 
Arduino for an autonomous system, and LabVIEW for a dependent system. 
For an autonomous system, the batteries seem the better option to supply the 
circuit, but, it is necessary to use other components to assure the stability of the 
supply voltage. On the other hand, the Arduino module provides a single ended 
voltage, but the operational amplifiers need a differential supply ±5V. Then, 
another device is needed to a correct supply. Finally, a transformer with a 
power supply of 9 V gives energy to the action system, mainly composed by a 
relay and other components to ensure a proper operation. 
In conclusion, the aim of this application is to maintain a temperature of a water 
jug using the control system explained previously. For this, a PID controller will 
be implemented, whose function is to apply an output value according to the 
measurement from the sensor.  
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In next paragraphs, the detail of each application for the selected sensor has 
been studied. First, the circuit used for the application is described, detailing all 
the components and because these have been implemented. Next, the constant 
values applied for each PID controller and the process to obtain them. 
Finally, the test obtained for each application will be displayed trough a graphic, 
where the temperature and the output will be represented in the time domain.  
 
4.4. Sensors 
The system acquires signals from various sensors (see Figure 4.3). These 
signals are separated in channels according to the type of input established by 
Arduino module. In this case, the system developed in this project has four input 
channels. 
 
Pt1000
Potenciometers
NTC Thermistor
Switch
 
Figure 4.3 Conditioning circuits of the sensors on the protoboard 
 
• Analog channel 1: NTC Thermistor sensor. 
• Analog channel 2: Pt1000 sensor or potentiometers. 
• Digital channel 1: Digital input emulated by a switch. 
• Digital channel 2: Digital input emulated by a switch. 
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The purpose of this report is to develop an acquisition system composed by 
different inputs. For this reason, it has been applied a scenario that integrates 
two analog signals from temperature sensors or another from a potentiometer. 
According to this, the value of this input will be between 0 and 1024.  
On the other hand, the digital signals are selected from a switch, which is a 
button. When the button is pressed, the sent value is 1, in contrast, this value is 
0.  
Each sensor has a conditioning circuit consists of different components such as 
resistors, capacitors, operational amplifiers, regulators, etc. In next paragraphs, 
it will explain in detail the performance of each one. 
 
4.4.1. NTC Thermistor  
The first application developed contains a NTC sensor in order to measure the 
temperature of the water jug, which will be connected to an acquisition system 
to obtain the data generated. 
4.4.1.1. Characteristics  
A thermistor is a resistive sensor of temperature. Its operation is based on the 
variation of the resistivity that shows a semiconductor with temperature. There 
are two types of thermistor depending on the sign of the coefficient, which are 
the following: 
• NTC (Negative Temperature Coefficient) 
• PTC (Positive Temperature Coefficient) 
 
In this case, we selected a NTC sensor to implement this prototype. The NTC 
sensor are mostly modelled by the following expression, where RT is the 
resistance for a temperature (T), R0 is the resistance for a reference 
temperature (T0) and B is the characteristic temperature of the material. For 
more information, it can consult the main features on the Annex A.1. The 
temperature must be expressed in Kelvins: 
 






−⋅
⋅=
0
11
TT
B
e0T R  R                                            (4.6) 
 
The main inconvenient presented by the thermistor is its nonlinearity. This 
nonlinearity has been solved applying a specific circuit design as usual to 
improve linearity.  
4.4.1.2. Circuit design 
We designed a conditioning circuit to linearize the behavior of the sensor. For 
this reason, the circuit selected to obtain a correct behaviour uses a series 
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resistance throughout the expression 4.7, where RTc is the equivalent resistance 
at the central point of the measurement range, and Tc, the corresponding 
central temperature. 
 
C
C
Tc 2TB
2T- B R  R
+
⋅=                                           (4.7) 
 
The final design includes four resistances: the thermistor and the sum of the 
rest, the series resistance to linearize the thermistor (R = R2+R3+R4 = 755 Ω ). 
Then, it has used a voltage divider in order to relate resistance with 
temperature, and consequently, the temperature with the voltage. The 
expression for a voltage divider is the following: 
 






+++
++
=
432NTC
432
S0 RRRR
RRR
 VV                                   (4.8) 
 
For example, the simulation in Figure 4.4 shows the output voltage for different 
values of resistance (NTC sensor), on the left, at 20 degrees and on the right, at 
80 degrees.  
 
Vs
V0
RNTCVs
V0
RNTC
 
 
Figure 4.4  Circuit simulation in Proteus at different temperature. On the left, 
simulation at 20 degree and on the right, at 80 degrees. 
 
 
With the circuit simulation using Proteus, we obtained the corresponding output 
voltage represented in the following table: 
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Table 4.1 Output Voltage at corresponding temperature 
Parameter 20 ºC 80 ºC 
RT  (Ω) 2747,304 276,405 
V0  (V) 1,078 3,660 
 
4.4.1.3. Control Application 
Figure 4.5 represents the block diagram of the application implemented in the 
project. The following block diagram shows the evolution of each stage: 
 
 
 
Figure 4.5 Application block diagram 
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The first step in the application is to acquire data from the sensors connected to 
Arduino. Next, it proceeds to convert the voltage reading into temperature for 
the first analogue channel. Referring to the other channels, the reading is not 
modified. The established order to measure the readings must be the same 
appears in the application, without variation.  
Below, in the next step, the algorithm interpolates the values obtained according 
to determined values established for each temperature in the range of 
measurement. 
Next, the interpolated value is compared with the setpoint. If both values are the 
same, the output will be 0. Otherwise, if value is smaller than setpoint, the PID 
control is activated according to the parameters defined and the output will be 
determined between 0 and 1. In both cases, the output will be sent to Arduino to 
establish an action. The output value determines how much time should be on 
the power control. 
Data processed from the channels through the Arduino, are displayed on the 
screen in the front panel, and are saved in a file. The values taken from each 
channel (analogue and digital) are represented while the system is running. 
Finally, in the last step, the system returns to the first step without any delay, 
and the system acquire new values to start the process. 
 
For this sensor, the electrical characteristic that describes it is resistivity. The 
range of resistors specified by the manufacturer for working within the range 
specified in this project is [276,40 – 2747,30]Ω for [20 – 80] ºC. 
The following block diagram (see Figure 4.6) shows a closed-loop system 
developed for this application. 
 
 
Figure 4.6 Close-loop system of the NTC temperature system 
 
The next step in the process is to find the three parameters defined in a PID 
controller. In order to obtain these values, it processes to make an experiment 
based in submitting the plant to a step response from initial temperature of 
water jug until the maximum temperature reached, around 65 degrees. Next, 
the array of values obtained has been analyzed using MATLAB as it can see in 
Figure 4.7.  
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Figure 4.7 Graphic behaviour of the plant with NTC Thermistor 
According to the Ziegler-Nichols method, it can obtain the tree parameters 
detailed in the next table.  
Table 4.2 Experimental parameters obtained for NTC 
Parameter Value 
KC 171,49 (adimensional) 
Ti 1,12 (minutes) 
Td 0,28 (minutes) 
 
However, the algorithm used in the autonomous system does not accept a time 
constant for an integral and derivative parts. Then, these parameters must be 
converted using the following expressions: 
 
     cp KK =                                                    (4.9) 
i
p
i T
K
K =                                                 (4.10) 
dpd TKK ⋅=                                            (4.11) 
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Table 4.3 Experimental parameters obtained for NTC ( gains ) 
Parameter Value (adimensional) 
Kp 171,40  
Ki 153,03  
Kd   47,99 
 
 
The temperature sensor has been calibrated using the experiment implemented 
to find the PID parameters which consisted in submitting the plant to an 
increment of the temperature until reaching a determined value. It has been 
used the expression extracted from the characterization. This curve expression 
relates the voltage measured with the resistance of the sensor. We used a 
reference temperature sensor in order to relate resistance with temperature, 
and consequently, the temperature with the voltage.  
It is important to notice that all the experimental tests have been made using the 
prototype described in the chapter 3 and basically the acquisition system. 
Then, using the same experiment, it has measured the corresponding voltage 
for each temperature with a multimeter. According to this, the following results 
have been obtained: 
Table 4.4 Characterization values of NTC 
Temperature Voltage 
20 0 
25 1,24 
30 1,47 
35 1,71 
40 1,94 
45 2,21 
50 2,44 
55 2,66 
60 2,88 
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4.4.2. Pt1000 sensor 
The second developed application contains a Pt1000 sensor in order to 
measure the temperature of the water jug, which will be connected to the 
acquisition system. 
4.4.2.1. Characteristics 
In order to measure the temperature of a water jug, a resistive sensor is used, 
as it exploits the predictable change in electrical resistance of some materials 
with changing temperature. These kinds of sensors are called: Resistance 
Thermometers or Resistive Thermal Devices (RTD). For this project, the 
Honeywell RTD HEL-700 has been chosen as temperature sensor. It is a Film 
thermometer (see Figure 4.8) based on platinum. 
 
 
 
Figure 4.8 Honeywell HEL-700  
 
The RTD are modelled by the expression 4.12, where R is the resistance for a 
temperature (T), R0 is the resistance for a reference temperature (T0). 
 
 
     ( )( )000T T-Tα1R R ⋅+⋅=                                     (4.12) 
 
Compared to thermistors, platinum RTDs are less sensitive to small 
temperature changes and have a slower response time. However, thermistors 
have a smaller temperature range and stability. 
 
4.4.2.2. Circuit design 
The final model developed is based on a pseudobridge structure. This design is 
divided in three main blocks: the power supply (regulator), the pseudobridge, 
and a voltage amplifier. 
The structure of a Wheatstone bridge allows suppressing the offset generated 
by the nominal value of the RTD. 
Notice that the value of R0 can be so high, so, the variations of the signal are 
too low compared with the signal offset. 
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Placing an operational amplifier like shows Figure 4.9, the output will be a linear 
function depending on the RTD value, because the current through the RTD will 
be constant depending on the value of Vs. 
The Figure 4.9 shows the overall design for the RTD (without the low pass filter 
at the output). 
Notice that the useful signal is added by means of an inverting adder 
operational amplifier structure. R7 and R8 are calculated to establish the gain for 
the useful signal. It has been selected an inverting amplifier structure, so the 
selected resistors are R7 = 1150 Ω and R8 = 27 kΩ. The final gain is: 
 
 
23,47
R
RG
7
8
−=−=
                                           (4.13) 
 
 
 
 
Figure 4.9 Circuit simulation of the Pt1000 sensor at 60 degrees 
 
Is important to find an experimental value closer to the theoretical value, so, two 
resistors in series have been used to achieve a resistance close to the 
calculated one (notice that the practical value is smaller than the theoretical 
one, it is that way to avoid the saturation of the amplifier). 
With these values of the components, the following output rails are obtained 
through the next expressions: 
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The Figure 4.10 shows the power supply circuit applied on the input 
conditioning circuit. It has been structured using two components, a regulator 
and an operational amplifier.  
KA336 is the model selected for a regulator. These are useful as a precision 2.5 
V low voltage reference for power supplies or op amp circuitry. The 2.5 V make 
it convenient to obtain a stable reference from low voltage supplies as needed 
in the supply stage. 
The operational amplifier selected is the TLV272. It was used as a voltage 
follower because the voltage is transferred unchanged, the amplifier is a unity 
gain buffer and the output voltage follows or tracks the input voltage. 
Moreover, the amplifier allows transferring a voltage from a circuit, which has 
high output impedance, to a second circuit with low input impedance. The 
interposed buffer prevents the second circuit from loading the first circuit 
unacceptably and interfering with its desired operation. 
 
 
 
 
Figure 4.10  Power supply circuit implemented on the input conditioning circuit. 
 
The closest commercial value to these resistors according to the requirement 
related to the current are showed in Figure 4.10, 4K7 and 2K7 in series 
connection with a power supply ( 5 V ). 
Finally, with this configuration, we got a stable voltage on the input of the 
conditioning circuit. 
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The range of the nominal values of the RTD at corresponding temperature is 
defined in the following table: 
 
Table 4.5 Resistance and voltage values calculated from the expressions 
Parameter 20 ºC 60 ºC 80 ºC 
RT  (Ω) 1075 1225 1300 
V0  (V) 0.027 3.448 5.159 
 
4.4.2.3. Control Application 
For this sensor, the electrical characteristic that describes it is the resistivity. 
The range of resistors specified by the manufacturer for working within the 
range specified in this project is [1075 – 1300]Ω for [20 – 80] ºC. 
As said in the previous paragraphs, one of the main elements involves in a 
control system would be the PID controller. For this reason, it is important to 
find the three constants defined in a PID. In order to obtain these values, it 
processes to make an experiment based in submitting the plant to a step 
response from initial temperature of water jug until the maximum temperature 
reached, roughly 65 degrees. Next, the array of values obtained is analyzed 
using MATLAB as it can see in Figure 4.11. 
 
 
Figure 4.11 Graphic behaviour of the plant with a RTD 
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According to the Ziegler-Nichols method, we can obtain the three parameters 
detailed in the next table.  
Table 4.6 Experimental parameters for a RTD 
Parameter Value 
KC 88,12 (adimensional) 
Ti 1,22 (minutes) 
Td 0,30 (minutes) 
 
However, the application code implemented in autonomous system does not 
accept a time constant for an integral and derivative parts. Then, these 
parameters must be converted to a gain constant using the expressions 
described in the paragraph x. With these expressions, it obtains a gain constant 
for each part of the PID controller (see Table 4.7).  
 
Table 4.7 Experimental parameters for a RTD ( gains ) 
Parameter Value (adimensional) 
Kp 88,12  
Ki 73,18  
Kd 18,29 
 
The temperature sensor has been calibrated using the experiment implemented 
to find the PID parameters. It has been used the equation extracted from the 
characterization (see Table 4.8). This curve equation relates the voltage 
measured with the sensor’s resistance. It has used a reference temperature 
sensor in order to relate resistance with temperature, and consequently, the 
temperature with the voltage.  
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Table 4.8 Characterization values for RTD 
Temperature Voltage 
20 0 
25 0,68 
30 1,04 
35 1,44 
40 1,82 
45 2,28 
50 2,67 
55 3,06 
60 3,50 
 
 
 
4.5. Experimental tests 
4.5.1. Autonomous system 
In the first scenario studied in this project (see Figure 4.12 and Annex B.1), the 
data is acquired from the Duemilanove Module, and a part of the application 
code implemented is used for data processing, resulting in an output.  
This output is applied directly to digital pin contained in the module. Finally, the 
data is sent to receiver by Xbee communications, which can be represented 
later in a notebook.  
The receiver gets the data and after, these are transferred to a computer by 
serial communication. Then, it can be represented by an application, with 
LabVIEW or Processing. 
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(Circuit)
Acquisition, Processing and Actuation Display
 
Figure 4.12 Autonomous system 
 
4.5.1.1. NTC sensor 
The Figure 4.13 shows the temperature evolution. In this measurement, it can 
be observed that the temperature increases slowly until reaching 30 ºC 
approximately. During a period of time, the temperature increases and then, it 
reach a setpoint temperature, where the system maintain a constant 
temperature. 
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Figure 4.13  Autonomous system testing (using NTC sensor). Temperature vs 
Time. 
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In this case, the Figure 4.14 shows the output established for the control 
application developed. The value is between 0 and 1, and represents the period 
of time during the power supply is active. When the temperature reaches the 
setpoint, the output value is 0 during certain periods of time. 
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Figure 4.14  Autonomous system testing (using NTC sensor). Output vs Time. 
4.5.1.2. Pt1000 sensor 
The prototype for the autonomous system using the RTD sensor (see Annex 
C.1) is the same than the implementation used for the NTC sensor. It has been 
made a test in order to prove the general system. 
The Figure 4.15 shows the temperature evolution. In this measurement, it can 
be observed that the temperature increases slowly until reaching 30 ºC 
approximately. During a period of time, the temperature increases and then, it 
reach a setpoint temperature, where the system maintain a constant 
temperature. 
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Figure 4.15  Autonomous system testing (using RTD sensor). Temperature vs 
Time. 
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In this case, the Figure 4.16 shows the output established for the control 
application developed. The value is between 0 and 1, and represents the period 
of time during the power supply is active. When the temperature reaches the 
setpoint, the output value is 0 during certain periods of time. 
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Figure 4.16  Autonomous system testing (using RTD sensor). Output vs Time. 
 
4.5.2. Dependent system 
In this scenario (see Figure 4.17 and Annex B.2), the role has been modified. 
The data is sent to receiver by XBee communication without processing. In this 
case, the receiver gets the data by XBee communication in order to process 
and represent the data with an application which has been developed in 
LabVIEW.  
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(Circuit)
Acquisition Processing, Action and Representation
 
 
Figure 4.17 Dependent system 
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4.5.2.1. NTC sensor 
Figure 4.18 shows the evolution of the temperature measured as in the 
autonomous system. 
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Figure 4.18  Dependent system testing (using NTC sensor). Temperature vs 
Time. 
 
 
Figure 4.19 shows the evolution of the output control in real time. 
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Figure 4.19 Dependent system testing (using NTC sensor). Output vs Time. 
 
4.5.2.2. Pt1000 sensor 
The prototype for the dependent system using the Pt100O sensor (see Annex 
C.2) is the same than the implementation used for the NTC sensor. It has been 
made a test in order to prove the general system. 
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Figure 4.20 shows the evolution of the temperature measured as in the 
autonomous system. 
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Figure 4.20  Dependent system testing (using RTD sensor). Temperature vs 
Time. 
From the comparison between the other studied scenarios, it can be observed 
some disturbances. This difference is consequence of parameters not taken 
into account such the delay produced by the computer and LabVIEW or other 
parameters can come from components as the protoboard and the cables. 
These components produce some capacitance effects and increase the period 
in the same quantity for all the values measured. 
 
Figure 4.21 shows the evolution of the output control in real time. 
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Figure 4.21  Dependent system testing (using RTD sensor). Output vs Time. 
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5. CONCLUSIONS 
5.1. Overall conclusions 
The overall system meets all the objectives proposed in this project. The 
hardware and the control algorithms implemented are capable of acquiring data 
from the sensors. Moreover, it can process data in both directions, 
consequently is a bidirectional system. 
At the end of this project, a series of prototypes are available for using as an 
acquisition system for different applications. The final prototypes are the 
following: 
 
• Acquisition system connected directly a computer via USB. 
• Autonomous acquisition system  
• Acquisition system connected to a computer via wireless (Zigbee or wifi 
protocol). 
 
It is important to notice that an autonomous scenario studied in this project 
offers advantages compared with the dependent system, because it does not 
need another element to process the data. However, the dependent system 
offers the possibility to apply an algorithm less closed than the algorithm 
deployed on the autonomous system due to the limitations on the programming 
language. 
Therefore, the platform selected has allowed studying a lot of possibilities 
related to the communication, circuit design and the algorithm through different 
tools such as IDE Arduino, LabVIEW or Processing. In conclusion, the 
development of this project has allowed an interdisciplinary knowledge in 
different areas of the technology. 
Nowadays, Arduino represents an appropriate tool capable of solving 
engineering problems such as the application developed due to its main 
characteristics. Due to this, the Arduino environment is being introduced as a 
tool in education to support for solving determinated problems in engineering. 
Moreover, we have used a tool as Matlab to evaluate the values obtained from 
the experiments or tests implemented.  
Also, this way of working supports a pedagogical model of learning process 
where the student is an active participant in the whole process, from the 
conception of the idea until the final product or prototype. 
On the other hand, rather than the Zigbee communication, we have deployed a 
scenario with a wifi communication. This is a very important element due to the 
accessibility offered by this kind of communication. 
The tests performed on both systems verify the correct performance of the 
acquisition system and the algorithm developed for the temperature control 
Conclusions   
taking into account the entire factors involved on the application, such as the 
PID parameters.  
All the conditioning circuits for both sensors have to be designed in order to fulfil 
all the specifications, and there are several trade-offs that have to be resolved 
in an optimal way. 
Always exists a limit in terms of resolution and errors, either for signals or 
analog signals. The system has to be designed with a limited resolution. There 
are also many external and internal factors than can affect to the performance, 
like the protoboard, the tolerance or the connections used. Another limitation 
can be caused by the Arduino module due to the number of bits of the 
converter. 
Many of the interfering factors can be diminished by means of using more 
accurate elements. Obviously, this would represent and increment in price. Due 
to this trade of between price and quality, it is very important to characterize and 
have knowledge of the global behaviour. 
Finally, in future works could treat the following concepts: 
• Improve the conditioning circuits. 
• Apply new plants. 
• Characterize the uncertainty. 
5.2. Environmental study 
Nowadays, engineering projects must take into account the environmental 
impact.  
At the end of the life of each device, those must be deposited in containers of 
waste electrical and electronic equipment for recycling. 
The use of batteries as a power source, for different components is harmful to 
health and the environment, if the batteries are not recycled correctly. These 
batteries contain heavy metals which are very harmful to health. The layer 
which protects them is readily decomposed and if these batteries are located 
into an inadequate location such as on the ground, the waste is filtered and 
consequently, it may pollute the water. Moreover, it recommends using 
rechargeable batteries or direct connection to power source, allowing a long 
period of duration, and prevents continuous replacement of batteries. 
The protoboard is the most problematic component due to its constitution. The 
board is made of bakelite, a thermostable type. This plastic is infusible and 
insoluble. However, those present a high resistance compared to 
thermoplastics. Consequently, the recycling of these components is more 
difficult. 
All the components used in the development of this project meet with the RoHS 
Directive which aims to restrict certain dangerous substances commonly used 
in electronic and electronic component. 
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A. Sensor specifications 
A.1. Thermistor 
Table A.1 Equivalent resistance at corresponding temperature 
Temperature 
[°C] 
R(T)/R25 Resistance 
[Ohm] 
20,0 1,24877442 2747,304 
21,0 1,19387812 2626,532 
22,0 1,14169619 2511,732 
23,0 1,09208064 2402,577 
24,0 1,04489225 2298,763 
25,0 1,00000000 2200,000 
26,0 0,95728058 2106,017 
27,0 0,91661788 2016,559 
28,0 0,87790256 1931,386 
29,0 0,84103160 1850,270 
30,0 0,80590792 1772,997 
31,0 0,77243999 1699,368 
32,0 0,74054153 1629,191 
33,0 0,71013114 1562,289 
34,0 0,68113204 1498,490 
35,0 0,65347175 1437,638 
36,0 0,62708187 1379,580 
37,0 0,60189779 1324,175 
38,0 0,57785851 1271,289 
39,0 0,55490637 1220,794 
40,0 0,53298691 1172,571 
41,0 0,51204862 1126,507 
42,0 0,49204282 1082,494 
43,0 0,47292345 1040,432 
44,0 0,45464695 1000,223 
45,0 0,43717208 961,779 
46,0 0,42045983 925,012 
47,0 0,40447324 889,841 
48,0 0,38917733 856,190 
49,0 0,37453895 823,986 
50,0 0,36052669 793,159 
51,0 0,34711080 763,644 
52,0 0,33426306 735,379 
53,0 0,32195671 708,305 
54,0 0,31016637 682,366 
55,0 0,29886798 657,510 
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56,0 0,28803869 633,685 
57,0 0,27765683 610,845 
58,0 0,26770180 588,944 
59,0 0,25815406 567,939 
60,0 0,24899505 547,789 
61,0 0,24020713 528,456 
62,0 0,23177355 509,902 
63,0 0,22367837 492,092 
64,0 0,21590644 474,994 
65,0 0,20844338 458,575 
66,0 0,20127548 442,806 
67,0 0,19438972 427,657 
68,0 0,18777369 413,102 
69,0 0,18141560 399,114 
70,0 0,17530421 385,669 
71,0 0,16942883 372,743 
72,0 0,16377927 360,314 
73,0 0,15834584 348,361 
74,0 0,15311927 336,862 
75,0 0,14809078 325,800 
76,0 0,14325195 315,154 
77,0 0,13859478 304,909 
78,0 0,13411165 295,046 
79,0 0,12979526 285,550 
80,0 0,12563867 276,405 
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A.2. RTD (Pt1000) 
 
Figure A.1 Pt1000 specifications 
 
 
 
Figure A.2  Accuracy and minimal change of temperature.  
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B. Control Application NTC 
B.1. Autonomous System 
B.1.1. Arduino Transmitter 
The application code uploaded to the Arduino transmitter is detailed below: 
 
#include <XBee.h>  
//including the PID library 
#include <PID_v1.h> 
 
// Create an object type Rx16Response to establish a connection 
XBee xbee = XBee(); 
uint8_t payload[] = {'0','1','2','3','4','5','6','7','8','9','10','11'}; 
 
// Variables used in the application 
int analogPin=0; 
int analogPin2=1; 
int digitalPin=7; 
int digitalPin2=8; 
int analogValue=0; 
int analogValue2=0; 
int digitalValue=0; 
int digitalValue2=0; 
float analogValueg=0; 
int analogValue2g=0; 
int digitalValueg=0; 
int digitalValue2g=0; 
float temperature; 
char s[32]; 
char o[32]; 
 
//Indicate the direction of the remote XBee Arduino.  
Tx16Request tx = Tx16Request(0x0001, payload, sizeof(payload)); 
TxStatusResponse txStatus = TxStatusResponse(); 
 
//Define Variables we'll be connecting to   
double Setpoint, Input, Output;      
double Outputsend; 
//Specify the links and initial tuning parameters   
PID myPID(&Input, &Output, &Setpoint,171.40,153.03,47.99, DIRECT);  
 
float valueon = 0; 
float valueoff = 0; 
int ledState = LOW; 
long previousMillis= 0; 
boolean flag = true; 
long tvalueon = 0; 
long tvalueoff = 0; 
const int ledPin1 = 13; 
 
//Routine that it will be executed when starting the module arduino 
void setup() { 
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  //Start the serial connection between Arduino's 
  xbee.begin(9600); 
  //Start the connection between an PC and Arduino 
  Serial.begin(19200); 
  pinMode(ledPin1, OUTPUT); 
  Serial.print("Serial connection enabled at 19200!\n"); 
  Serial.print("xBee connection enabled at 9600!\n\n"); 
  Serial.print("The system is sensoring...\n\n"); 
   
  //Initialize the variables 
  analogValue=0; 
  analogValue2=0; 
  digitalValue=0; 
  digitalValue2=0; 
   
  //Initialize the variables we're linked to   
  Input = temperature;   
  Setpoint = 30.0;   
    
  //Turn the PID on   
  myPID.SetMode(AUTOMATIC);   
  myPID.SetOutputLimits(0,1); 
} 
 
//Routine that it will be executed after finishing the setup () method 
void loop() { 
   
   //Reading the sensor value at this time 
   analogValue = analogRead(analogPin); 
   analogValueg = (analogValue * 5.0) / 1024.0; 
    
   // Interpolation 
     if(analogValueg >0 && analogValueg <=1.24){ 
        temperature = (4.032258065 * analogValueg) + 20.0; 
     } 
     if(analogValueg >1.24 && analogValueg <=1.47){ 
        temperature = (21.73913043 * analogValueg) - 1.95652174; 
     } 
     if(analogValueg >1.47 && analogValueg <=1.71){ 
        temperature = (20.83333333 * analogValueg) - 0.624999994; 
     }   
     if(analogValueg >1.71 && analogValueg <=1.94){ 
        temperature = (21.73913043 * analogValueg) - 2.173913034; 
     } 
     if(analogValueg >1.94 && analogValueg <=2.21){ 
        temperature = (18.51851852 * analogValueg) + 4.074074071; 
     } 
     if(analogValueg >2.21 && analogValueg <=2.44){ 
        temperature = (21.73913043 * analogValueg)- 3.043478249; 
     } 
     if(analogValueg >2.44 && analogValueg <=2.66){ 
        temperature = (22,72727273 * analogValueg)- 5,454545462; 
     } 
     if(analogValueg>2.66 && analogValueg <=2.88){ 
        temperature = (22.72727273 * analogValueg)- 10.454545462; 
     } 
    
   //Implementation of PID control 
   Input = temperature;   
   myPID.Compute(); 
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   Serial.println (Output); 
   dtostrf (Output, 2, 4, o); 
   Outputsend= (Output * 255.0); 
    
   valueon = (((float)Outputsend * 20000.0)/255.0); 
   valueoff = (20000.0 - valueon); 
   tvalueon = valueon; 
   tvalueoff = valueoff;  
    
   //Sets the time set by the PID according to the measured temperature 
     if (millis() < (previousMillis + tvalueon + tvalueoff)){ 
       flag = true; 
     } 
     else { 
      flag = false; 
      previousMillis = millis(); 
     } 
     if (flag == true){ 
      if (millis() > (previousMillis + tvalueon)){ 
      digitalWrite(ledPin1, LOW); 
      } 
      else{ 
        digitalWrite(ledPin1, HIGH); 
      } 
     }   
    
   //String floatToString(double number, uint8_t digits); 
   dtostrf (temperature, 2, 5, s); 
    
   analogValue = analogRead(analogPin); 
   analogValue2 = analogRead(analogPin2); 
   digitalValue = digitalRead(digitalPin); 
   digitalValue2 = digitalRead(digitalPin2); 
      
   //Save the information into a payload to transfer vía XBee when it is necessary 
   payload[0]=s[0]; 
   payload[1]=s[1]; 
   payload[2]=s[2]; 
   payload[3]=s[3]; 
   payload[4]=s[4]; 
   payload[5]=analogValue2; 
   payload[6]=digitalValue; 
   payload[7]=digitalValue2; 
   payload[8]=o[0]; 
   payload[9]=o[1]; 
   payload[10]=o[2]; 
   payload[11]=o[3]; 
    
   //Send the information to the remote Arduino      
   Serial.println (payload[0]); 
   Serial.println (payload[1]); 
   Serial.println (payload[2]); 
   Serial.println (payload[3]); 
   Serial.println (payload[4]); 
   Serial.println ((int)payload[5]); 
   Serial.println ((int)payload[6]); 
   Serial.println ((int)payload[7]); 
   Serial.println (payload[8]); 
   Serial.println (payload[9]); 
   Serial.println (payload[10]); 
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   Serial.println (payload[11]); 
   xbee.send(tx);             
   //Wait 2s to repeat the same action 
   delay(2000); 
} 
B.1.2. Arduino Receiver 
The application code uploaded to the Arduino transmitter is detailed below: 
 
#include <XBee.h> 
 
// Create an Xbee object to establish the connection 
XBee xbee = XBee(); 
XBeeResponse response = XBeeResponse(); 
 
// Create an object Rx16Response for reading data from the connection 
Rx16Response rx16 = Rx16Response(); 
 
// Create an integer of 8 bits to transmit information 
uint8_t analogdata01 = 0; 
uint8_t analogdata02 = 0; 
uint8_t analogdata03 = 0; 
uint8_t analogdata04 = 0; 
uint8_t analogdata05 = 0; 
uint8_t analogdata2 = 0; 
uint8_t digitaldata = 0; 
uint8_t digitaldata2 = 0; 
uint8_t outputdata0 = 0; 
uint8_t outputdata01 = 0; 
uint8_t outputdata02 = 0; 
uint8_t outputdata03 = 0; 
 
// Variables used in the application 
boolean high; 
int analogvalue; 
int analogvalue1=0; 
int analogvaluef=0; 
int analogvalue01; 
int analogvalue02; 
char analogvalue03; 
int analogvalue04; 
int analogvalue05; 
int analogvalue2; 
int digitalvalue; 
int digitalvalue2; 
int ledPin; 
char prueba [5]= {""}; 
char output [4]= {""}; 
 
// Routine to execute when starting the module Arduino 
void setup() { 
   
  // Start the serial connection between Arduino's 
  xbee.begin(9600); 
  // Start the connection between an PC and Arduino 
  Serial.begin(19200); 
  Serial.println("Serial connection enabled at 19200!"); 
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  Serial.println("xBee connection enabled at 9600!\n"); 
  Serial.println("We are going to discover the remote status of PIN in xBee module...\n\n"); 
   
  // Initialize the variables 
  ledPin=13; 
  analogvalue=0; 
  analogvalue1=0; 
  analogvaluef=0; 
  analogvalue01=0; 
  analogvalue02=0; 
  analogvalue03=0; 
  analogvalue04=0; 
  analogvalue05=0; 
  analogvalue2=0; 
  digitalvalue=0; 
  digitalvalue2=0; 
  high=false; 
   
  digitalWrite(ledPin, HIGH); 
  delay(1500); 
  digitalWrite(ledPin, LOW);   
} 
 
// Routine that will run continuously 
void loop() { 
   
// Reading the data packet 
    xbee.readPacket(); 
     
    // The information obtained is processed 
    if (xbee.getResponse().isAvailable()) { 
      xbee.getResponse().getRx16Response(rx16); 
      analogdata01 = rx16.getData(0); 
      analogdata02 = rx16.getData(1); 
      analogdata03 = rx16.getData(2); 
      analogdata04 = rx16.getData(3); 
      analogdata05 = rx16.getData(4);      
      analogdata2 = rx16.getData(5); 
      digitaldata = rx16.getData(6); 
      digitaldata2 = rx16.getData(7); 
      outputdata0 = rx16.getData(8); 
      outputdata01 = rx16.getData(9); 
      outputdata02 = rx16.getData(10); 
      outputdata03 = rx16.getData(11); 
       
      //Temperature 
      prueba[0] = analogdata01; 
      prueba[1] = analogdata02; 
      prueba[2] = analogdata03; 
      prueba[3] = analogdata04; 
      prueba[4] = analogdata05;     
       
      //Output 
      output[0] = outputdata0; 
      output[1] = outputdata01; 
      output[2] = outputdata02; 
      output[3] = outputdata03;      
       
      // Convert the information received to an integer 
      analogvalue01= analogdata01;  
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      analogvalue02= analogdata02;  
      analogvalue03= analogdata03; 
      analogvalue04= analogdata04;  
      analogvalue05= analogdata05;  
      analogvalue2 = (int)analogdata2; 
      digitalvalue = (int)digitaldata; 
      digitalvalue2 = (int)digitaldata2; 
       
      float temp = atof(prueba); 
      float outp = atof(output); 
 
      Serial.print(temp);//    
      Serial.print(","); 
      Serial.print(analogvalue2); 
      Serial.print(","); 
      Serial.print(digitalvalue); 
      Serial.print(","); 
      Serial.print(digitalvalue2); 
      Serial.print(","); 
      Serial.println(outp); 
       
} 
} 
 
B.1.3. Processing 
The application code to display the variables obtained by Arduino on a graph 
are the following: 
 
 import processing.serial.*; 
  
 String imagen; 
 PFont f;   
 int intValue;  
 int minutos; 
 int segundos; 
 int horas; 
 float [] channels; 
 float[] ach1s; // Definition of the array to analog channel 1  
 float[] ach2s; // Definition of the array to analog channel 2  
 float[] dch1s; // Definition of the array to digital channel 1  
 float[] dch2s; // Definition of the array to digital channel 2 
 float[] outps; 
 int arrayindex = 0; 
 float ach1; 
 float ach2; 
 float dch1; 
 float dch2; 
 float outp; 
 PrintWriter file; 
 
 Serial myPort; 
  
 void setup() { 
 size(1000, 700); 
 f = loadFont("Arial-Black-48.vlw"); // STEP 3  Load Font 
 ach1s = new float[420]; 
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 ach2s = new float[420]; 
 dch1s = new float[420]; 
 dch2s = new float[420]; 
  
 // List all the available serial ports 
 println(Serial.list()); 
 myPort = new Serial(this, Serial.list()[1], 19200); 
 myPort.bufferUntil('\n'); 
 fichero = createWriter("positions.txt"); //Create a file to save data 
 } 
  
 void draw() { 
   
 background(0); 
 for(int i=1; i<420; i++) { 
 ach1s[i-1] = ach1s[i]; 
 ach2s[i-1] = ach2s[i]; 
 dch1s[i-1] = dch1s[i]; 
 dch2s[i-1] = dch2s[i];} 
  
 ach1s[420-1] = ach1; 
 ach2s[420-1] = ach2; 
 dch1s[420-1] = dch1; 
 dch2s[420-1] = dch2; 
  
// Draw each value for the different channels (ach1, ach2, dch1, dch2) in the corresponding 
graph 
for(int i=1; i<420; i++) { 
  stroke(3,250,87); 
  strokeWeight(3); 
  point(30+i, 150+(255-ach1s[i])); 
  line(30+(i-1), 150+(255-ach1s[i-1]),30+i, 150+(255-ach1s[i])); 
  point(30+i, 150+(512-ach2s[i])); 
  line(30+(i-1), 150+(512-ach2s[i-1]),30+i, 150+(512-ach2s[i])); 
  point(550+i, 150+(255-(dch1s[i]*100.0))); 
  line(550+(i-1), 150+(255-(dch1s[i-1]*100.0)),550+i, 150+(255-(dch1s[i]*100.0))); 
  point(550+i, 150+(512-(dch2s[i])*100.0)); 
  line(550+(i-1), 150+(512-(dch2s[i-1]*100.0)),550+i, 150+(512-(dch2s[i]*100.0))); 
 } 
  
//Print the values showed on the front panel 
 textFont(f,16);                  
 fill(255);                         
 text("DATA ACQUISITION SYSTEM",300,50);   
 PImage img; 
 img = loadImage("arduino.jpg"); 
 image(img,150,5,100,75); 
 PImage img2; 
 img2 = loadImage("eetac.jpg"); 
 image(img2,650,5,330,50); 
 
//Get the current date and time 
 int d = day();    // Values from 1 - 31 
 int m = month();  // Values from 1 - 12 
 int y = year();   // 2003, 2004, 2005, etc. 
 int ho = hour();    // Values from 1 - 31 
 int mi = minute();  // Values from 1 - 12 
 int seg = second();   // 2003, 2004, 2005, etc. 
  
 //Print the current date 
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 String s = String.valueOf(d); 
 text(s, 10, 28); 
 text('/', 35, 28); 
 s = String.valueOf(m); 
 text(s, 50, 28);  
 text('/', 75, 28); 
 s = String.valueOf(y); 
 text(s, 90, 28); 
   
 //Print the current time 
 String t = String.valueOf(ho); 
 text(t, 10, 48); 
 text(':', 35, 48); 
 t = String.valueOf(mi); 
 text(t, 50, 48);  
 text(':', 75, 48); 
 t = String.valueOf(seg); 
 text(t, 90, 48); 
  
 //Draw the middle line 
 strokeWeight(4); 
 strokeCap(ROUND); 
 line(500, 100, 500, 680); 
  
 //Draw the different labels showed on the front panel  
 fill(9,12,131); 
 text("ANALOG CHANNELS",50,150); 
 text("DIGITAL CHANNELS",550,150); 
 fill(250,18,18); 
 text("CHANNEL 1",50,200); 
 text("CHANNEL 2",50,450); 
 text("CHANNEL 1",550,200); 
 text("CHANNEL 2",550,450); 
 fill(80,14,139); 
 text("Temperature:",200,200); 
 text(ach1, 350,200); 
 text("ºC",450,200); 
 text("Output:",200,230); 
 text(outp, 350,230); 
 text("Units",450,230); 
 text("Analog Data 2:",200,450); 
 text(ach2,350,450); 
 text("Units",450,450); 
 text("Digital Data 1:",700,200); 
 text(dch1*5, 850,200); 
 text("V",950,200); 
 text("Digital Data 2:",700,450); 
 text(dch2*5, 850,450); 
 text("V",950,450); 
 fill(255); 
 text("Tº",10,250); 
 text("t",460,420); 
 text("n/d",5,510); 
 text("t",460,675); 
 text("V",530,250); 
 text("t",970,425); 
 text("V",530,510); 
 text("t",970,680); 
   
 fill(255); 
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 stroke(255); 
 strokeWeight(1);  
  
 //Print the lines of graph analog channel 1 
 line(30, 405, 450, 405); 
 line(30, 405, 30, 250); 
  
 //Print the lines of graph analog channel 2 
 line(30, 517, 30, 662); 
 line(30, 662, 450, 662); 
  
 //Print the lines of graph digital channel 1 
 line(550, 250, 550, 405); 
 line(550, 405, 970, 405); 
  
 //Print the lines of graph digital channel 2 
 line(550, 517, 550, 662); 
 line(550, 662, 970, 662); 
  
//Print values separated by comma, in a specified file 
 file.print(ho); 
 file.print(":"); 
 file.print(mi); 
 file.print(":"); 
 file.print(seg); 
 file.print(','); 
 file.print(ach1); 
 file.print(','); 
 file.print(ach2); 
 file.print(','); 
 file.print(dch1); 
 file.print(','); 
 file.print(dch2); 
 file.print(','); 
 file.println(outp); 
 file.flush(); 
 } 
   
 void serialEvent(Serial myPort) { 
 // get the ASCII string: 
 String inString = myPort.readStringUntil('\n'); 
  
 if (inString != null) { 
 // trim off any whitespace: 
 inString = trim(inString); 
 // split the string on the commas and convert the resulting substrings into an integer array: 
 float[] channels = float(split(inString, ",")); 
 if (channels.length >=5) { 
 ach1 = channels[0]; 
 ach2 = channels[1]; 
 dch1 = channels[2]; 
 dch2 = channels[3]; 
 outp = channels [4]; 
   
 } 
 } 
 } 
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B.1.4. LabVIEW 
On the other hand, it can be displayed the variables obtained by Arduino on a 
graph thorough the following block application: 
 
 
Figure B.1 Display system 
 
B.2. Dependent system 
B.2.1. Arduino Transmitter 
The application code uploaded is the same than the code used in the 
autonomous system, described in Annex C.1.1. 
B.2.2. Arduino Receiver 
In this scenario, there is not any application code uploaded on the Arduino 
moduel, because, the microcontroller must be extracted from the module in 
order to obtain a bidirectional communication. 
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B.2.3. LabVIEW 
 
Figure B.2  System configuration 
 
 
 
Figure B.3 Transmission control signal 
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Figure B.4  Overall system, where includes three stages: acquisition, 
interpolation and controller 
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C. Control Application Pt1000 
C.1. Autonomous system 
C.1.1. Arduino Transmitter 
The application code uploaded to the Arduino transmitter is detailed below: 
 
#include <XBee.h>  
//including the PID library 
#include <PID_v1.h> 
 
// Create an object type Rx16Response to establish a connection 
XBee xbee = XBee(); 
uint8_t payload[] = {'0','1','2','3','4','5','6','7','8','9','10','11'}; 
 
// Variables used in the application 
int analogPin=0; 
int analogPin2=1; 
int digitalPin=7; 
int digitalPin2=8; 
int analogValue=0; 
int analogValue2=0; 
int digitalValue=0; 
int digitalValue2=0; 
float analogValueg=0; 
int analogValue2g=0; 
int digitalValueg=0; 
int digitalValue2g=0; 
float temperature; 
char s[32]; 
char o[32]; 
 
//Indicate the direction of the remote XBee Arduino.  
Tx16Request tx = Tx16Request(0x0001, payload, sizeof(payload)); 
TxStatusResponse txStatus = TxStatusResponse(); 
 
//Define Variables we'll be connecting to   
double Setpoint, Input, Output;      
double Outputsend; 
//Specify the links and initial tuning parameters   
PID myPID(&Input, &Output, &Setpoint,88.12,72.2295,26.436, DIRECT); 
 
float valueon = 0; 
float valueoff = 0; 
int ledState = LOW; 
long previousMillis= 0; 
boolean flag = true; 
long tvalueon = 0; 
long tvalueoff = 0; 
const int ledPin1 = 13; 
 
//Routine that it will be executed when starting the module arduino 
void setup() { 
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  //Start the serial connection between Arduino's 
  xbee.begin(9600); 
  //Start the connection between an PC and Arduino 
  Serial.begin(19200); 
  pinMode(ledPin1, OUTPUT); 
  Serial.print("Serial connection enabled at 19200!\n"); 
  Serial.print("xBee connection enabled at 9600!\n\n"); 
  Serial.print("The system is sensoring...\n\n"); 
   
  //Initialize the variables 
  analogValue=0; 
  analogValue2=0; 
  digitalValue=0; 
  digitalValue2=0; 
   
  //Initialize the variables we're linked to   
  Input = temperature;   
  Setpoint = 30.0;   
    
  //Turn the PID on   
  myPID.SetMode(AUTOMATIC);   
  myPID.SetOutputLimits(0,1); 
} 
 
//Routine that it will be executed after finishing the setup () method 
void loop() { 
   
   //Reading the sensor value at this time 
   analogValue = analogRead(analogPin); 
   analogValueg = (analogValue * 5.0) / 1024.0; 
    
   // Interpolation 
     if(analogValueg >0 && analogValueg <=0.68){ 
        temperature = (7.35 * analogValueg) + 20.002; 
     } 
     if(analogValueg >0.68 && analogValueg <=1.04){ 
        temperature = (13.88 * analogValueg) + 15.56; 
     } 
     if(analogValueg >1.04 && analogValueg <=1.44){ 
        temperature = (12.5 * analogValueg) + 17; 
     } 
     if(analogValueg >1.44 && analogValueg <=1.82){ 
        temperature = (13.15 * analogValueg) + 16.067; 
     } 
     if(analogValueg >1.82 && analogValueg <=2.28){ 
        temperature = (10.869 * analogValueg) + 20.21; 
     } 
     if(analogValueg >2.28 && analogValueg <=2.67){ 
        temperature = (12.82 * analogValueg)+ 15.77; 
     } 
     if(analogValueg >2.67 && analogValueg <=3,06){ 
        temperature = (12.82 * analogValueg)+ 15.77; 
     } 
     if(analogValueg>3.06 && analogValueg <=3.50){ 
        temperature = (11.36 * analogValueg)+ 20.24; 
     }    
 
   //Implementation of PID control 
   Input = temperature;   
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   myPID.Compute(); 
   Serial.println (Output); 
   dtostrf (Output, 2, 4, o); 
   Outputsend= (Output * 255.0); 
    
   valueon = (((float)Outputsend * 20000.0)/255.0); 
   valueoff = (20000.0 - valueon); 
   tvalueon = valueon; 
   tvalueoff = valueoff;  
    
   //Sets the time set by the PID according to the measured temperature 
     if (millis() < (previousMillis + tvalueon + tvalueoff)){ 
       flag = true; 
     } 
     else { 
      flag = false; 
      previousMillis = millis(); 
     }  
     if (flag == true){ 
      if (millis() > (previousMillis + tvalueon)){ 
      digitalWrite(ledPin1, LOW); 
      } 
      else{ 
        digitalWrite(ledPin1, HIGH); 
      } 
     }   
    
   //String floatToString(double number, uint8_t digits); 
   dtostrf (temperature, 2, 5, s); 
    
   analogValue = analogRead(analogPin); 
   analogValue2 = analogRead(analogPin2); 
   digitalValue = digitalRead(digitalPin); 
   digitalValue2 = digitalRead(digitalPin2); 
      
   //Save the information into a payload to transfer vía XBee when it is necessary 
   payload[0]=s[0]; 
   payload[1]=s[1]; 
   payload[2]=s[2]; 
   payload[3]=s[3]; 
   payload[4]=s[4]; 
   payload[5]=analogValue2; 
   payload[6]=digitalValue; 
   payload[7]=digitalValue2; 
   payload[8]=o[0]; 
   payload[9]=o[1]; 
   payload[10]=o[2]; 
   payload[11]=o[3]; 
    
   //Send the information to the remote Arduino      
   Serial.println (payload[0]); 
   Serial.println (payload[1]); 
   Serial.println (payload[2]); 
   Serial.println (payload[3]); 
   Serial.println (payload[4]); 
   Serial.println ((int)payload[5]); 
   Serial.println ((int)payload[6]); 
   Serial.println ((int)payload[7]); 
   Serial.println (payload[8]); 
   Serial.println (payload[9]); 
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   Serial.println (payload[10]); 
   Serial.println (payload[11]); 
   xbee.send(tx);             
   //Wait 2s to repeat the same action 
   delay(2000); 
} 
 
C.1.2. Arduino Receiver 
The application code uploaded to the Arduino transmitter is detailed below: 
 
#include <XBee.h> 
 
// Create an Xbee object to establish the connection 
XBee xbee = XBee(); 
XBeeResponse response = XBeeResponse(); 
 
// Create an object Rx16Response for reading data from the connection 
Rx16Response rx16 = Rx16Response(); 
 
// Create an integer of 8 bits to transmit information 
uint8_t analogdata01 = 0; 
uint8_t analogdata02 = 0; 
uint8_t analogdata03 = 0; 
uint8_t analogdata04 = 0; 
uint8_t analogdata05 = 0; 
uint8_t analogdata2 = 0; 
uint8_t digitaldata = 0; 
uint8_t digitaldata2 = 0; 
uint8_t outputdata0 = 0; 
uint8_t outputdata01 = 0; 
uint8_t outputdata02 = 0; 
uint8_t outputdata03 = 0; 
 
// Variables used in the application 
boolean high; 
int analogvalue; 
int analogvalue1=0; 
int analogvaluef=0; 
int analogvalue01; 
int analogvalue02; 
char analogvalue03; 
int analogvalue04; 
int analogvalue05; 
int analogvalue2; 
int digitalvalue; 
int digitalvalue2; 
int ledPin; 
char prueba [5]= {""}; 
char output [4]= {""}; 
 
// Routine to execute when starting the module Arduino 
void setup() { 
   
  // Start the serial connection between Arduino's 
  xbee.begin(9600); 
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  // Start the connection between an PC and Arduino 
  Serial.begin(19200); 
  Serial.println("Serial connection enabled at 19200!"); 
  Serial.println("xBee connection enabled at 9600!\n"); 
  Serial.println("We are going to discover the remote status of PIN in xBee module...\n\n"); 
   
  // Initialize the variables 
  ledPin=13; 
  analogvalue=0; 
  analogvalue1=0; 
  analogvaluef=0; 
  analogvalue01=0; 
  analogvalue02=0; 
  analogvalue03=0; 
  analogvalue04=0; 
  analogvalue05=0; 
  analogvalue2=0; 
  digitalvalue=0; 
  digitalvalue2=0; 
  high=false; 
   
  digitalWrite(ledPin, HIGH); 
  delay(1500); 
  digitalWrite(ledPin, LOW);   
} 
 
// Routine that will run continuously 
void loop() { 
   
// Reading the data packet 
    xbee.readPacket(); 
     
    // The information obtained is processed 
    if (xbee.getResponse().isAvailable()) { 
      xbee.getResponse().getRx16Response(rx16); 
      analogdata01 = rx16.getData(0); 
      analogdata02 = rx16.getData(1); 
      analogdata03 = rx16.getData(2); 
      analogdata04 = rx16.getData(3); 
      analogdata05 = rx16.getData(4);      
      analogdata2 = rx16.getData(5); 
      digitaldata = rx16.getData(6); 
      digitaldata2 = rx16.getData(7); 
      outputdata0 = rx16.getData(8); 
      outputdata01 = rx16.getData(9); 
      outputdata02 = rx16.getData(10); 
      outputdata03 = rx16.getData(11); 
       
      //Temperature 
      prueba[0] = analogdata01; 
      prueba[1] = analogdata02; 
      prueba[2] = analogdata03; 
      prueba[3] = analogdata04; 
      prueba[4] = analogdata05;     
       
      //Output 
      output[0] = outputdata0; 
      output[1] = outputdata01; 
      output[2] = outputdata02; 
      output[3] = outputdata03;      
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      // Convert the information received to an integer 
      analogvalue01= analogdata01;  
      analogvalue02= analogdata02;  
      analogvalue03= analogdata03; 
      analogvalue04= analogdata04;  
      analogvalue05= analogdata05;  
      analogvalue2 = (int)analogdata2; 
      digitalvalue = (int)digitaldata; 
      digitalvalue2 = (int)digitaldata2; 
       
      float temp = atof(prueba); 
      float outp = atof(output); 
 
      Serial.print(temp);//    
      Serial.print(","); 
      Serial.print(analogvalue2); 
      Serial.print(","); 
      Serial.print(digitalvalue); 
      Serial.print(","); 
      Serial.print(digitalvalue2); 
      Serial.print(","); 
      Serial.println(outp); 
       
} 
} 
 
C.2. Other information 
The rest of the applications (Processing, LabVIEW and IDE Arduino) are the 
same than the application used for the NTC sensor. However, there is a 
difference related to the PID parameters. According to the temperature control 
described on the previous chapters, the value defined for the parameters are 
specified in Table 4.6. 
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D. Wireless communication (Wifi) 
D.1. Setting Up Ad Hoc Wireless Network 
In this project, it has deployed an Ad Hoc network between an Arduino module 
and a computer. For this reason, it must configure a network on a Wifly Module. 
Finally, all the parameters set in the module are the following: 
 
WiFly Ver 2.21, 07-11-2010 
Beacon=100 
Probe=150 
OPEN=*OPEN* 
CLOSE=*CLOS* 
REMOTE=*HELLO* 
FlushSize=64 
MatchChar=0 
FlushTimer=10 
IdleTimer=0 
CmdChar=$ 
IF=DOWN 
DHCP=OFF 
IP=172.26.1.1:80 
NM=255.255.255.240 
GW=172.26.1.1 
HOST=0.0.0.0:80 
PROTO=TCP, 
MTU=1460 
FLAGS=0x7 
BACKUP=0.0.0.0 
DNS=161.72.0.0 
Name=server1 
Backup=backup2 
FTP=208.109.78.34:21 
File=wifly-GSX.img 
User=roving 
Pass=Pass123 
SSID=ARDUINO 
Chan=0 
ExtAnt=0 
Join=4 
Auth=OPEN 
Mask=0x1fff 
Rate=12, 24 Mb 
Linkmon=0 
Passphrase=rubygirl 
SleepTmr=0 
WakeTmr=0 
Trigger=0x1 
Autoconn=0 
IoFunc=0x0 
IoMask=0x20f0 
PrintLvl=0x1 
TimeEna=0 
TIMEADR=129.6.15.28:123 
Zone=7 
24                                            Arduino based acquisition system for control applications  
 
Baudrate=9600 
Flow=0x1 
Mode=0x0 
JoinTmr=1000 
Replace=0x24 
DeviceId=WiFly-GSX 
Password= 
Format=0x0 
Sensors=0x0 
BCAST=255.255.255.255:55555 
Interval=0x7 
 
 
 
With the instruction “get wlan” is achieved the main parameters set to establish 
the communication: 
 
SSID=ARDUINO 
Chan=0 
ExtAnt=0 
Join=4 
Auth=OPEN 
Mask=0x1fff 
Rate=12, 24 Mb 
Linkmon=0 
Passphrase=rubygirl 
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D.2.  Application code on Arduino transmitter 
The information acquired from the sensors is sent to computer by wireless 
communication. In order to display the information of each channel in any 
browser, it can develop an application code with IDE Arduino.  
 
#include "WiFly.h" 
#include <PID_v1.h> 
 
Server server(80); 
 
void setup() { 
  WiFly.begin(); 
  Serial.begin(9600); 
  Serial.print("IP: "); 
  Serial.println(WiFly.ip()); 
  server.begin(); 
  pinMode(ledPin1, OUTPUT)  
} 
 
void loop() { 
  
  Client client = server.available(); 
    
  if (client) { 
    // an http request ends with a blank line 
    boolean current_line_is_blank = true; 
    while (client.connected()) { 
      if (client.available()) { 
        char c = client.read(); 
        // if we've gotten to the end of the line (received a newline 
        // character) and the line is blank, the http request has ended, 
        // so we can send a reply 
        if (c == '\n' && current_line_is_blank) { 
          // send a standard http response header 
          client.println("HTTP/1.1 200 OK"); 
          client.println("Content-Type: text/html"); 
          client.println(); 
          client.println("<meta http-equiv=Content-Type content=text/html; charset=utf-8 />"); 
          client.println("<title>ARDUINO_WIFI</title>"); 
          client.println("<base href='C:/Users/Miguel/Desktop/WiFly_WebServer'>"); 
          client.println("</head>"); 
          client.println("<body>"); 
          client.println("<bgcolor='blue'>"); 
           
           
          // output the value of each analog input pin 
           
          client.println("<FONT size=4 color=blue face=Tahoma>"); 
          client.println("<H1>ACQUISITION SYSTEM </H1>"); 
          client.println("<br />"); 
           
          //ANALOG CHANNELS 
          client.println("<FONT size=4 color=red face=Tahoma>"); 
          client.println("<H2>ANALOG CHANNELS</H2>"); 
          //analog channel 1 
          client.println("<FONT size=4 color=green face=Tahoma>"); 
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          client.println("<H3>ANALOG CHANNEL1</H3>"); 
          client.print("Temperature: "); 
          client.print(temperature); 
          client.print("<br />"); 
          client.print("Output: "); 
          client.print(Output); 
          client.println("<br />"); 
          //analog channel 2 
          client.println("<H3>ANALOG CHANNEL2</H3>"); 
          client.print("Analog value 2: "); 
          client.print(analogValue2); 
          client.println("<br />"); 
          client.println("<hr align=left size=3 noshade>"); 
          client.println("<br />"); 
           
          //DIGITAL CHANNELS 
          client.println("<FONT size=4 color=red face=Tahoma>"); 
          client.println("<H2>DIGITAL CHANNELS</H2>"); 
 
          //digital channel 2 
          client.println("<FONT size=4 color=green face=Tahoma>"); 
          client.println("<H3>DIGITAL CHANNEL1</H3>"); 
          client.print("Digital Value: "); 
          client.print(digitalValue); 
          client.println("<br />"); 
 
          //digital channel 2 
          client.println("<H3>DIGITAL CHANNEL2</H3>"); 
          client.print("Digital Value 2: "); 
          client.print(digitalValue2); 
          client.println("<br />"); 
          client.println("<hr align=left size=3 noshade>"); 
          client.println("<br />");           
          break; 
        } 
        if (c == '\n') { 
          // we're starting a new line 
          current_line_is_blank = true; 
        } else if (c != '\r') { 
          // we've gotten a character on the current line 
          current_line_is_blank = false; 
        } 
      } 
    } 
    // give the web browser time to receive the data 
    delay(50); 
    client.stop(); 
  } 
} 
