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	Povzetek	
Diplomska	 naloga	 obravnava	 načine	 optimiranja	 spletnih	 aplikacij	 v	 brskalniku.	 Poudarek	 je	 na	
optimiranju	 njihovih	 elementov,	 ki	 posredno	 ali	 neposredno	 vplivajo	 na	 uporabniško	 izkušnjo,	 ki	
postaja	 ena	 izmed	 ključnih	 konkurenčnih	 prednosti	 na	 trgu	 programske	 opreme.	 Razvijalci	 so	 prve	
brskalnike	zasnovali	kot	bralnike	enostavnih	dokumentov	in	niso	predvideli,	da	se	bodo	nekoč	v	njih	
izvajale	tudi	aplikacije	z	bogatim	uporabniškim	vmesnikom.	Kljub	temu,	da	brskalniki	niso	bili	zasnovani	
za	razvoj	tovrstnih	aplikacij,	pa	 lahko	s	poznavanjem	nekaterih	metod	 in	razumevanjem	arhitekture	
brskalnika	uporabnikom	zagotovimo	prijetno	izkušnjo.	
Pomemben	del	vsakega	optimiranja	je	merjenje	uporabniške	izkušnje,	saj	tako	empirično	preverimo	
učinek	 optimiranja.	 Preden	 pa	 se	 lotimo	merjenja	 uporabniške	 izkušnje,	 je	 potrebno	 izbrati	 nabor	
količin,	ki	najbolj	verodostojno	odražajo	uporabnikovo	dojemanje	aplikacije.	V	tem	diplomskem	delu	
sem	na	podlagi	modela	RAIL	(ang.	response,	animation,	idle,	load),	ki	ga	je	razvilo	ameriško	podjetje	
Google,	meril	čas	odziva	vmesnika	na	uporabnikova	dejanja	(klik,	tipkanje),	hitrost	izvajanja	animacij	
in	čas	nalaganja.			
V	prvem	delu	teoretičnega	dela	sem	predstavil	sodobne	spletne	aplikacije	in	okolje,	v	katerem	delujejo.	
Poseben	 poudarek	 sem	 dal	 na	 osnovno	 nalogo	 vsakega	 brskalnika,	 to	 je	 upodabljanje	 spletnih	
dokumentov.	Sodobne	aplikacije	so	postale	grafično	bogate,	saj	tekmujejo	z	uporabniško	izkušnjo,	ki	
jim	jo	lahko	zagotovijo	klasične	aplikacije	z	neposredno	podporo	operacijskega	sistema.	To	pomeni,	da	
moramo	 poskrbeti	 za	 številne	 animacije,	 prehode,	 slike,	 video	 vsebine	 itd.	 Razumevanje	 načina	
obravnave	spletnih	dokumentov	je	ključno,	v	kolikor	se	želimo	izogniti	pastem	v	obliki	neučinkovite	
izrabe	strojnih	zmožnosti	in	posledično	slabši	uporabniški	izkušnji.	
V	drugem	delu	sem	se	posvetil	optimiranju.	Pri	razvoju	programske	opreme	so	tipični	cilji	optimiranja	
zmanjšanje	 potrebnega	 števila	 strojnih	 virov,	 izboljšanje	 uporabniške	 izkušnje,	 zmanjšanje	 količine	
prenesenih	podatkov,	izboljševanje	razširljivosti	itd.	Ti	cilji	se	lahko	med	seboj	prepletajo.	Zmanjšanje	
količine	 prenesenih	 podatkov,	 na	 primer,	 pozitivno	 vpliva	 na	 uporabniško	 izkušnjo,	 saj	 se	 manjše	
količine	 podatkov	 prenesejo	 hitreje.	 Po	 drugi	 strani	 pa	 se	 nekatera	 optimiranja	 izključujejo.	 Tako	
stiskanje	podatkov	bistveno	zmanjša	količino	podatkov,	potrebnih	za	prenos,	a	po	drugi	strani	poveča	
potrebo	po	procesni	moči.	Zato	je	zelo	pomembno,	da	vemo,	kaj	želimo	z	optimiranjem	doseči.	V	tem	
diplomskem	 delu	 sem	 vsa	 optimiranja	 presojal	 po	 tem,	 koliko,	 če	 sploh,	 so	 izboljšala	 vrednosti	
parametrov,	ki	vplivajo	na	uporabniško	izkušnjo.	
V	praktičnem	delu	sem	izboljšave,	opisane	v	teoretičnem	delu,	preizkusil	v	aplikaciji.	Rezultati	so	bili	
dobri,	 se	 je	 pa	 jasno	 pokazalo,	 da	 imajo	 spletne	 tehnologije	 določene	 omejitve,	 ki	 so	 večinoma	
	posledica	odločitev	iz	začetnih	let	razvoja	brskalnika.	Takšnih	primerov	je	veliko,	eden	izmed	njih	pa	je	
dejstvo,	 da	 se	 HTML	 (hiperbesedilo,	 ang.	 hypertext	 markup	 language),	 CSS	 (prekrivni	 slogi,	 ang.	
cascading	style	sheets)	in	JavaScript	koda	spletne	aplikacije	tolmačijo	in	ne	prevajajo	v	binarno	kodo,	
kar	 se	 odraža	 v	 počasnejšem	 delovanju,	 saj	 se	 tolmačenje	 izvaja	 ob	 vsaki	 zahtevi	 po	 spletnem	
dokumentu,	 prevajanje	 pa	 je	 enkratno.	 Tudi	 zaradi	 omenjenega	 je	 zelo	 težko	 zagotoviti	 podobno	
uporabniško	 izkušnjo,	 kot	 jo	 ponujajo	 aplikacije,	 ki	 delujejo	 z	 neposredno	 podporo	 operacijskega	
sistema.	 Kljub	 temu	 pa	 prednosti	 v	 obliki	 enostavnosti	 razvoja,	 podpore	 na	 različnih	 operacijskih	
sistemih	in	napravah	ipd.	večinoma	odtehtajo	nekoliko	slabšo	odzivnost	in	počasnejše	delovanje.	
Ključne	besede:	optimiranje,	uporabniška	izkušnja,	brskalnik,	splet,	RAIL,	hiperbesedilo,	JavaScript	
	
	 	
	Abstract	
This	thesis	describes	how	to	optimize	web	applications	in	a	browser	with	the	focus	on	user	experience.	
Initially,	web	browsers	were	simple	document	readers	and	were	not	designed	to	be	environments	for	
applications	with	a	rich	user	interface.	Consequently,	the	architecture	of	a	web	browser	is	not	ideal	for	
the	 development	 of	 such	 applications,	 but	 with	 an	 understanding	 of	 a	 browser’s	 architecture,	
developers	can	still	create	a	satisfactory	user	experience.	
An	important	part	of	the	optimization	of	a	user	experience	is	measuring.	This	way	we	can	empirically	
validate	the	results	of	the	optimization.	Before	we	start	with	measuring,	it	is	necessary	to	define	which	
metrics	best	reflect	the	user’s	perception	of	the	interaction	with	an	application.	In	this	thesis,	the	user	
experience	is	measured	based	on	RAIL	(response,	animation,	idle,	load)	model,	developed	by	Google.	
In	the	first	part	of	the	thesis,	a	modern	web	application	and	its	environment	are	presented.	Because	
the	user	experience	of	web	applications	competes	with	the	user	experience	in	native	applications,	it	is	
important	that	developers	have	knowledge	about	loading	data	from	servers,	rendering	of	a	web	page	
and	JavaScript	compiler.	This	way	developers	can	avoid	bad	designs	in	the	time	of	the	development	
and	consequently,	a	bad	user	experience.	In	the	second	part,	the	focus	is	on	optimizing	and	techniques	
how	 to	 achieve	 it.	 The	 optimizations	 are	 grouped	 into	 three	 categories:	 optimizing	 of	 loading,	
optimization	of	 JavaScript	 scripts	and	optimizing	of	 rendering.	 In	 the	 last	part	of	 the	 thesis,	 all	 the	
described	optimizations	are	tested	on	a	real	single-page	application.	Overall,	most	of	the	presented	
optimizations	improved	the	user	experience.	
It	 is	 challenging	 to	 provide	 the	 same	 quality	 of	 user	 experience	 in	 web	 browsers	 and	 in	 native	
applications.	Some	designs	from	the	initial	years	of	development	are	limiting.	However,	compared	to	
native	apps,	web	applications	have	many	other	advantages,	such	as	simple	development,	support	for	
multiple	platforms	and	devices	etc.	and	are	a	great	solution	for	many	problems.	
Key	words:	optimization,	user	experience,	browser,	web,	RAIL,	hypertext,	JavaScript	
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Splet	 druge	 generacije	 je	 v	 tehničnem	 smislu	 prinesel	 drugačno	 rabo	 večinoma	 že	 obstoječe	
tehnologije.	Na	začetku	je	vsebino	spleta	ustvarjala	manjšina	uporabnikov,	temu	primerne	pa	so	bile	
tudi	tehnične	in	grafične	rešitve.	Namesto	dinamičnega	HTML	je	bil	uporabljen	statičen,	vsebine	so	bile	
shranjene	v	datotečnem	sistemu	strežnika	namesto	v	relacijskih	zbirkah,	dinamični	jeziki	so	bili	redko	
uporabljeni,	vsebina	pa	je	bila	prilagojena	namiznim	računalnikom.		
S	prihodom	spleta	druge	generacije	je	postala	pomembna	dinamičnost,	zato	se	je	na	strani	odjemalca	
(brskalnika)	 pojavil	 skupek	 tehnologij,	 poimenovan	 AJAX	 (asinhroni	 JavaScript	 in	 XML,	 ang.	
asynchronous	JavaScript	and	extensible	markup	language),	ki	je	omogočil,	da	se	je	delček	spletne	strani	
nadgradil	 z	 novo	 vsebino	 s	 strežnika,	 ne	 da	 bi	 za	 to	 potrebovali	 osvežitev	 celotne	 spletne	 strani.	
Tehnično	 gledano	 AJAX	 pomeni	 uporabo	 objekta	 XMLHttpRequest	 za	 asinhrono	 komunikacijo	 s	
strežnikom,	označevalna	jezika	XML	ali	JSON	(ang.	JavaScript	object	notation)	za	zapis	podatkov,	ki	si	
jih	izmenjata	strežnik	in	brskalnik,	ter	HTML	in	CSS	za	predstavitev	teh	podatkov	in	mehanizma	DOM	
(ang.	 document	 object	 model)	 za	 osvežitev	 dela	 spletne	 strani	 brez	 ponovnega	 nalaganja	 celotne	
strani.	Vse	naštete	tehnologije	je	potrebno	povezati	med	seboj,	kar	naredimo	s	programskim	jezikom	
JavaScript	[3].		
Asinhrono	 nalaganje	 podatkov	 s	 strežnika	 je	 zelo	 spodbudilo	 tudi	 spremembe	 v	 načinu	 podajanja	
informacij	s	strežnika.	V	prvi	generaciji	spleta	je	večinoma	veljalo,	da	strežnik	pripravi	celotno	spletno	
stran	 in	 jo	 poda	 brskalniku,	 ta	 pa	 jo	 zgolj	 izriše.	 Z	 vedno	 večjo	 vlogo	 JavaScripta	 in	 možnostjo	
asinhronega	nalaganja	podatkov	pa	se	je	začel	programski	del	spletnih	aplikacij	vse	bolj	premikati	na	
stran	odjemalca,	saj	je	to	prineslo	številne	prednosti.	Med	njimi	so	boljša	uporabniška	izkušnja,	zaradi	
le	delnega	osveževanja	spletne	strani,	lažje	vzdrževanje	aplikacije	in	poenostavljen	razvoj,	predvsem	
zaradi	ločitve	podatkovnega	in	aplikativnega	dela.	Vse	bolj	so	se	začele	uveljavljati	t.i.	spletne	storitve	
(ang.	web	services),	ki	preko	aplikacijskih	programskih	vmesnikov	(API,	ang.	application	programming	
interface)	ponujajo	zgolj	surove	podatke,	te	pa	nato	vizualizirajo	odjemalci.	
1.2 Prenos	uporabniške	izkušnje	namizne	aplikacije	na	splet	
Spletna	infrastruktura	je	do	danes	postala	dovolj	zmogljiva,	da	lahko	vrsto	aplikacij,	ki	so	se	dolga	leta	
lahko	izvajale	zgolj	na	namiznih	operacijskih	sistemih,	prenesemo	na	splet.	Narava	klasičnih	spletnih	
aplikacij	vključuje	osveževanje	celotne	strani	in	prehajanje	med	njimi,	kar	je	neželeno,	zlasti	ko	želimo	
imeti	 aplikacije	 z	 zelo	 aktivnimi	 uporabniki.	 Za	 ponazoritev	 si	 lahko	 predstavljajmo	 uporabniško	
izkušnjo	novičarske	spletne	strani,	ki	ima	anketo.	V	kolikor	se	uporabniku	ob	glasovanju	osveži	celotna	
stran	 in	ne	 le	 del,	 ki	 prikaže	 rezultate	 ankete,	 je	 izkušnja	 v	 prvem	primeru	 slabša,	 saj	 je	 praviloma	
potreben	 daljši	 čas	 nalaganja,	 poleg	 tega	 pa	 se	 ob	 ponovnem	 nalaganju	 pogosto	 spremeni	 tudi	
postavitev	 vsebine,	 ki	 jo	 je	 uporabnik	prebiral.	 V	primeru	 izdelave	 spletne	 aplikacije	 z	 več	 stranmi,	
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katerih	osveževanje	v	celoti	bi	bilo	nezaželeno,	lahko	izdelamo	aplikacijo,	ki	se	prikazuje	znotraj	ene	
spletne	strani	(SPA).	Takšna	spletna	stran	se	nikoli	ne	osveži	v	celoti,	ampak	vedno	zgolj	deloma.	
Značilnosti	SPA	so	[4]:	
• Za	 navigacijo	 po	 spletni	 strani	 se	 uporablja	 HTML5	 History	 API	 ali	 povezave	 s	 sidri	 (ang.	
anchors).	
• Vsebina	 spletne	 strani	 je	 večinoma	 sestavljena	 iz	 posameznih	 delčkov,	 ki	 se	 naložijo	
postopoma.	 Vsebina	 teh	 delčkov	 je	 navadno	 zapisana	 v	 formatu	 JSON,	 aplikacija	 pa	 jo	
večinoma	pridobi	z	asinhronimi	klici	strežnikovega	programskega	vmesnika,	tipično	gre	za	REST	
(ang.	representational	state	transfer)	API.	
• Aplikacija	navadno	uporablja	enega	od	načinov	ločitve	poslovne	in	prikazne	logike.	Običajno	
se	uporabljata	modela	MVC	(ang.	model,	view,	controller)	ali	MVVM	(ang.	model,	view,	view	
model).	
• Pogosta	je	dvosmerna	komunikacija	med	aplikacijo	in	strežnikom	(uporaba	tehnologij	HTML5	
Web	Sockets	ali	Socket.io).	
• Pogosta	 je	 uporaba	 lokalnega	 shranjevanja	 podatkov	 (ang.	 local	 storage),	 ki	 prepreči	
nepotreben	promet	med	strežnikom	in	aplikacijo.		
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2 Brskalnik	
Brskalnik	je	programska	oprema,	katere	osnovna	funkcionalnost	je	prikazovanje	HTML	dokumentov	in	
ostalih	vsebin	s	svetovnega	spleta.	Zaradi	lastnosti	spleta,	kot	so	široka	podpora	različnim	napravam	in	
operacijskim	 sistemom,	 združljivost	 s	 starejšimi	 različicami	 in	 odprtost,	 je	 brskalnik	 postal	 eden	
najpogosteje	uporabljenih	programov.	
2.1 Zgodovina	
Prvi	brskalnik,	ki	se	je	imenoval	WorldWideWeb,	je	bil	izdelan	leta	1991.	Ustvaril	ga	je	Tim	Berners-Lee,	
ki	 je	 uspel	 združiti	 najrazličnejše	 tehnologije	 takratnega	 časa	 v	 spletni	 brskalnik.	 Prvi	 pravi	 grafični	
brskalnik,	NCSA	Mosaic,	 je	bil	 izdan	 leta	1993.	V	naslednjih	 letih	 je	 sledil	bliskovit	 razvoj,	 ki	 sta	mu	
hitrost	narekovali	podjetji	Netscape	s	svojim	Navigatorjem	in	Microsoft	z	Internet	Explorerjem.	Vnela	
se	je	prava	vojna	na	trgu	brskalnikov,	na	koncu	pa	je	zmagal	Microsoft,	predvsem	zaradi	vgrajevanja	
Internet	Explorerja	v	svoj	operacijski	sistem	Windows,	ki	je	imel	prevladujoč	položaj	na	trgu.	Leta	2002	
je	bil	delež	uporabe	Internet	Explorerja	kar	95	%	[5].		
Eden	 izmed	 brskalnikov,	 ki	 je	 poskrbel,	 da,	 kljub	 monopolnemu	 položaju	 Microsofta	 na	 trgu	
brskalnikov,	 inovacije	 in	 razvoj	 niso	 zastali,	 je	 bil	 Mozilla	 Firefox.	 Razvoj	 tega	 brskalnika	 je	 začelo	
podjetje	Netscape,	 kjer	 so	poskušali	 izdelati	 konkurenčen	brskalnik	na	osnovi	odprte	 kode.	 Že	 zelo	
zgodaj	je	ponudil	nekatere	funkcionalnosti,	ki	se	danes	zdijo	samoumevne,	kot	so	na	primer	zavihki,	in	
si	na	ta	način	pridobil	veliko	zvestih	uporabnikov.		
Podobno	 kot	 Firefox	 tudi	 Safari	 ni	 brskalnik,	 ki	 bi	 kadarkoli	 imel	 ogromen	 delež	 med	 uporabniki	
namiznih	brskalnikov	(Slika	3).	Kljub	temu	pa	je	zelo	vplival	na	trg,	saj	je	jedro	Safarija,	ki	se	imenuje	
WebKit,	 odprtokodno	 in	osnova	 za	 številne	druge	brskalnike,	med	drugim	 za	Google	Chrome,	 ki	 je	
danes	 prva	 alternativa	 Internet	 Explorerju	 na	 namiznih	 operacijskih	 sistemih	 (Slika	 2).	 Z	 razcvetom	
pametnih	 telefonov	 je	 vloga	WebKita	 še	narasla,	 saj	 večina	mobilnih	naprav	uporablja	brskalnik,	 ki	
temelji	na	njem.	Najpogosteje	so	to	brskalnik	mobilne	platforme	Android,	Safari	za	mobilne	naprave	in	
mobilna	različica	Chrome.	
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dokumenta,	na	primer	besedilo	in	slike,	od	njegove	vizualne	predstavitve,	ki	zajema	postavitev,	
pisave,	barve,	dimenzije	elementov	itd.			
• JavaScript	je	dinamični	programski	jezik,	ki	omogoča	pisanje	skript,	namenjenih	izvajanju	na	
odjemalcu,	 to	 je	 brskalniku.	 Med	 drugim	 je	 z	 njim	 mogoče	 asinhrono	 komunicirati	 s	
strežnikom,	 spreminjati	 vsebino	 prikazanega	 dokumenta,	 preusmeriti	 uporabnika	 na	 drugo	
stran	in	podobno.	Čeprav	je	JavaScript	najbolj	znan	po	svoji	pomembni	vlogi	v	brskalniku,	pa	
njegova	uporaba	ni	omejena	zgolj	na	brskalnik.	V	zadnjih	letih	se	je	namreč	zelo	uveljavil	kot	
skriptni	jezik,	ki	se	izvaja	na	strežniku.	Zaradi	zmožnosti,	da	odloži	izvajanje	posameznih	funkcij	
v	 prihodnost	 (ang.	 nonblocking	 nature),	 je	 zelo	 zanimiv	 povsod,	 kjer	 želimo	 izvesti	 veliko	
ukazov,	a	morajo	ti	pogosto	čakati	zaradi	nalaganja	vira	z	oddaljenega	strežnika,	počasnosti	
trdega	diska	ali	pa	zaradi	kakšnega	drugega	razloga.		
• HTTP	(ang.	hypertext	transfer	protocol)	je	protokol	za	prenos	nadbesedila	(ang.	hypertext),	to	
je	besedila,	ki	vsebuje	logične	povezave	(ang.	hyperlinks)	do	drugih	besedil.	Gre	za	protokol,	ki	
temelji	 na	 arhitekturi	 strežnika	 in	odjemalca.	V	praksi	 to	pomeni,	 da	odjemalec	 (na	primer	
brskalnik)	 sproži	 HTTP	 zahtevo	 do	 strežnika,	 ta	 pa	 lahko	 v	 imenu	 odjemalca	 izvede	 neko	
opravilo	ali	pa	mu	odgovori	z	vsebino.	
2.3 Zgradba	in	delovanje	brskalnika	
Brskalnik	 je	 kompleksna	programska	oprema,	 ki	 se	neprestano	 razvija	 in	 izpopolnjuje.	Brskalniki	 so	
lahko	 popolnoma	 odprtokodni	 (Mozilla	 Firefox,	 Chromium),	 popolnoma	 zaprtokodni	 (Internet	
Explorer)	 ali	 pa	 imajo	 nekatere	 dele	 odprtokodne,	 druge	 pa	 zaprtokodne	 (Chrome).	 Ker	 je	 lažje	
analizirati	popolnoma	odprtokodne	brskalnike,	sta	osnovna	struktura	brskalnika	in	njegovo	delovanje	
v	nadaljevanju	predstavljeni	na	primeru	Firefoxa	in	Chromiuma.	
2.3.1 Osnovna	struktura	
Kot	prikazuje	Slika	4,	brskalnik	sestavljajo	naslednji	gradniki	[7]:	
• Uporabniški	 vmesnik.	 Običajno	 ga	 sestavljajo	 naslovna	 vrstica,	 gumbi	 za	 navigacijo	 ipd.	
Poenostavljeno	bi	lahko	rekli,	da	uporabniški	vmesnik	brskalnika	obsega	vse,	razen	glavnega	
okna,	v	katerem	je	prikazana	spletna	stran.	
• Pogon	brskalnika	(ang.	browser	engine).	Ta	usklajuje	uporabniški	vmesnik	in	upodabljanje.	
• Pogon	za	upodabljanje	(ang.	rendering	engine),	ki	izrisuje	vsebino	na	zaslon.	V	primeru,	da	je	
vsebina	v	obliki	HTML,	pogon	vsebino	razčleni,	tolmači	in	jo	prikaže	na	zaslonu.	V	primeru,	da	
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2.3.2 Nalaganje	spletnega	dokumenta	
Prvi	korak,	potreben	za	prikaz	 spletne	strani,	 je	nalaganje	vseh	njenih	sestavnih	delov	 (virov).	Ti	 se	
lahko	nahajajo	lokalno,	denimo	na	trdem	disku,	večinoma	pa	so	naloženi	na	spletnih	strežnikih.	Količina	
virov,	potrebnih	za	prikaz	sodobnih	spletnih	strani	in	aplikacij,	ni	zanemarljiva.	Raziskave	organizacije	
HTTP	Archive	 iz	 začetka	 leta	2013	kažejo,	da	sodobna	spletna	stran	v	povprečju	naloži	deset	HTML	
dokumentov	(52	kB),	55	slik	(812	kB),	15	JavaScript	dokumentov	(216	kB),	pet	CSS	dokumentov	(36	kB)	
in	še	pet	ostalih	virov	(195	kB)	[6].	V	kolikor	brskalnik	dlje	časa	obtiči	pri	nalaganju	ključnih	virov,	bo	
blokirana	 celotna	 aplikacija,	 kar	 negativno	 vpliva	 na	 uporabniško	 izkušnjo.	 Posledično	 se	 je	 del	
brskalnika,	ki	skrbi	za	nalaganje	virov,	iz	preprostega	mehanizma	za	nalaganje	virov	razvil	v	kompleksno	
programsko	 opremo,	 ki	 zna	 inteligentno	 ugibati,	 optimirati	 in	 postavljati	 prioritete,	 ponuja	 pa	 tudi	
različne	programske	vmesnike,	ki	se	jih	lahko	poslužijo	razvijalci	aplikacij.	
2.3.2.1 Struktura	mrežnega	dela	
Struktura	mrežnega	dela	sodobnega	brskalnika	 je	predstavljena	na	Sliki	5.	Razdeljena	 je	na	različne	
nivoje,	pri	čemer	velja,	da	zgornji	nivo	uporablja	storitve	spodnjega.	Na	najvišjem	nivoju	so	API,	preko	
katerih	razvijalci	lahko	upravljajo	zahteve.	V	primeru	HTTP	zahtev	ali	komunikacije	z	uporabo	protokola	
WebSocket	sledi	nivo,	v	okviru	katerega	brskalnik	upravlja	predpomnilnik,	piškote	ipd.,	pod	njim	pa	je	
nivo,	 ki	 skrbi	 za	 varnost.	 Na	 koncu	 pa	 je	 nivo,	 kjer	 brskalnik	 upravlja	 z	 vtičnicami	 (ang.	 sockets)	
raznoraznih	 protokolov,	 najpogosteje	 pa	 je	 uporabljen	 protokol	 TCP	 (ang.	 transmission	 control	
protocol)		[8].		
Za	 razvijalce	 spletnih	 aplikacij	 je	 pomembno,	 da	 se	 lahko	 maksimalno	 osredotočijo	 na	 razvoj	
funkcionalnosti	 svojega	 izdelka.	 Zato	 je	 zelo	 dobrodošlo,	 da	 brskalnik	 sam	 poskrbi	 za	 upravljanje	
povezav	na	nižjih	nivojih.	V	praksi	to	pomeni,	da	razvijalcu	aplikacije	ni	potrebno	izbirati	transportnega	
protokola,	 na	 primer	 TCP	 ali	 UDP	 (ang.	 user	 datagram	 protocol),	 izvajati	 DNS	 (ang.	 domain	 name	
system)	 poizvedb,	 skrbeti	 za	 izolacijo	 zahtevkov	 med	 posamičnimi	 aplikacijami,	 implementirati	
predpomnenja	(ang.	cache),	razvrščanja	na	podlagi	prioritet	itd.	Kljub	temu	je	zelo	pomembno,	da	se	
razvijalci	 zavedajo,	 katere	 tehnologije	 so	 v	 ozadju	 in	 kakšne	 so	 njihove	 glavne	 lastnosti,	 saj	 s	 tem	
znanjem	lahko	zgradijo	boljše	in	hitrejše	aplikacije.	V	nadaljevanju	bodo	predstavljeni	posamezni	nivoji,	
in	sicer	od	najnižjega	do	najvišjega.	
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Arhitektura,	ki	predvideva	 ločeno	upravljanje	zahtevkov	 in	vtičnic,	omogoča	tudi	druga	optimiranja,	
kot	 sta	 vnaprejšnje	odpiranje	 vrat	 in	 razporejanje	pasovne	 širine	 (ang.	bandwidth)	med	vtičnicami.	
Kljub	optimiranju	pa	ima	večina	brskalnikov,	zaradi	potencialno	prevelike	obremenitve	strojnih	virov,	
nastavljeno	omejitev	maksimalnega	števila	šestih	vrat	na	posamezen	izvor.	V	praksi	to	pomeni,	da	ni	
mogoče	vzporedno	prenašati	več	kot	šest	virov	 iz	 izvora,	kar	predstavlja	resno	omejitev	za	sodobne	
aplikacije.	Razvijalci	so	rešitev	poiskali	v	uporabi	več	domen	(ang.	domain	sharding)	in	združevanju	več	
virov	v	enega	(ang.	sprinting).	Slabost	prve	je,	da	je	potrebno	narediti	dodatno	DNS	poizvedbo,	obe	pa	
povečujeta	kompleksnost	aplikacije.	
Varnostni	nivo	
Na	 tem	nivoju	mrežnega	dela	brskalnika	 so	 izvedeni	nekateri	 varnostni	mehanizmi,	 kot	 sta	politika	
istega	izvora	(ang.	same-origin	policy)	[9]	in	TLS	(ang.	transport	layer	security)	pogajanje	[10].	Varnostni	
nivo	ni	obširneje	predstavljen,	saj	varnost	ni	osrednja	tema	te	diplomske	naloge.	
Predpomnenje	in	upravljanje	piškotov,	sej	in	avtentikacije	
Izvedba	mehanizma	za	predpomnenje	ni	lahka	naloga,	zato	je	zelo	dobrodošlo,	da	to	nalogo	namesto	
razvijalca	opravi	brskalnik.	V	ta	namen	mora	razvijalec	le	nastaviti	ustrezna	polja	v	glavi	HTTP	zahtevka	
(npr.	Cache-Control,	ETag	in	Last-Modified).	
Preden	brskalnik	pošlje	zahtevek	na	strežnik,	preveri,	ali	je	vir	že	naložen	v	predpomnilniku.	V	kolikor	
vir	 že	obstaja,	uporabi	njegovo	 lokalno	kopijo.	Če	pa	vir	ni	na	 voljo	 v	predpomnilniku,	ga	brskalnik	
zahteva	 od	 strežnika.	 Ko	 brskalnik	 dobi	 zahtevani	 vir,	 ga	 samodejno	 doda	 v	 predpomnilnik,	 če	
preneseni	vir	to	dovoljuje.		
Mrežni	 nivo	 brskalnika	 skrbi	 tudi	 za	 avtentikacijo,	 upravljanje	 sej	 in	 piškotov.	 Gre	 za	 pomembne	
mehanizme	skoraj	vsake	sodobne	aplikacije,	za	katere	mora	brskalnik	zagotoviti,	da	delujejo	na	nivoju	
izvorov.	 V	 praksi	 to	 pomeni,	 da	 avtentikacija	 na	 enem	 izvoru	 ne	more	 vplivati	 na	 avtentikacijo	 na	
drugem	izvoru.	
Dostop	aplikacije	do	mrežnega	nivoja	
Aplikacije	uporabljajo	različne	API	za	dostop	do	virov.	Mrežni	nivo	brskalnika	ponuja	sledeče:	
• XMLHttpRequest	 –	 omogoča	 asinhrono	 nalaganje	 virov.	 To	 pomeni,	 da	 v	 brskalniku	 že	
naložena	spletna	stran	lahko	zahteva	dodatno	informacijo	s	spletnega	strežnika.	
• Server-Sent	Events	EventSource	–	API,	ki	omogoča	poslušanje	dogodkov	na	strežniku.	Ker	ga	
ne	vsebujejo	vsi	brskalniki,	njegova	uporaba	v	aplikacijah	ni	široko	razširjena.		
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• WebSocket	–	protokol,	ki	omogoča	dvosmerno	komunikacijo	med	strežnikom	in	brskalnikom.	
Podpirajo	ga	vsi	moderni	brskalniki.	Uporaben	 je	 zlasti,	 kadar	aplikacija	potrebuje	prenos	v	
realnem	času.		
• WebRTC	–	je	protokol,	ki	podpira	neposredno	komunikacijo	med	brskalniki,	brez	vpletenosti	
osrednjih	spletnih	strežnikov	(ang.	peer	to	peer).		
V	 praksi	 se	 najpogosteje	 uporablja	 XMLHttpRequest.	 Na	 drugi	 strani	 podpora	WebRTC	 v	 sodobnih	
brskalnikih	še	vedno	ni	popolna.	
2.3.3 Upodabljanje	spletnega	dokumenta	
Po	tem,	ko	mrežni	del	brskalnika	dobi	zahtevano	spletno	vsebino,	to	preda	pogonu	za	upodabljanje.	
Glavna	naloga	slednjega	je	upodobitev	spletne	vsebine,	ki	je	praviloma	zapisana	v	jeziku	HTML,	njena	
oblika	pa	je	določena	v	jeziku	CSS.	Poleg	samih	spletnih	strani	je	moderen	brskalnik	sposoben	upodobiti	
tudi	 vrsto	 drugih	 dokumentov,	 na	 primer	 PDF	 dokumente	 in	 multimedijske	 vsebine,	 zapisane	 v	
formatih	mpeg,	jpeg,	gif	itd.	Čeprav	na	trgu	obstaja	razmeroma	veliko	brskalnikov,	pa	je	pogonov	za	
upodabljanje	 bistveno	manj.	 V	 odprtokodni	 skupnosti	 prevladujeta	Mozillin	 Gecko	 in	Webkit,	med	
zaprtokodnimi	pa	je	najbolj	znan	Trident,	ki	ga	uporablja	Internet	Explorer.	
Upodabljanje	spletnega	dokumenta	v	pogonih	Gecko	in	Webkit	(Slika	7)	poteka	po	sledečem	vrstnem	
redu	[7]:		
1. Razčlenjevanje	HTML	in	CSS	dokumentov	in	pretvarjanje	v	objektni	model	dokumenta	(DOM).	
2. Grajenje	 upodobitvenega	 drevesa	 (ang.	 rendering	 tree)	 –	 to	 drevo	 je	 pravzaprav	 skupek	
pravokotnikov	z	vizualnimi	lastnostmi,	kot	so	barve	in	dimenzije.	
3. Računanje	velikosti	in	postavitve	elementov.	Po	tem,	ko	že	vemo,	koliko	in	katere	pravokotnike	
imamo,	 jih	moramo	 še	 ustrezno	 postaviti	 na	 zaslonu	 po	 vnaprej	 znanih	 in	 standardiziranih	
pravilih.	Razvijalci	WebKita	za	ta	korak	uporabljajo	izraz	layout,	medtem	ko	razvijalci	Mozilla	
Firefox	uporabljajo	izraz	reflow.		
4. Zadnja	faza	je	barvanje	(ang.	painting).	V	tej	fazi	se	izrišejo	slikovni	elementi	(ang.	pixel)	vseh	
gradnikov		upodobitvenega	drevesa.	
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2.3.3.4 Gradnja	upodobitvenega	drevesa	
Vzporedno	 z	 gradnjo	 DOM	 drevesa	 brskalnik	 gradi	 tudi	 upodobitveno	 drevo	 (ang.	 render	 tree),	
sestavljeno	 iz	 vizualnih	 elementov.	 Lahko	 bi	 rekli,	 da	 gre	 pri	 upodobitvenem	 drevesu	 za	 vizualno	
predstavitev	dokumenta.	
Ker	je	že	sama	ideja	o	izvedbi	upodobitvenega	drevesa	popolnoma	v	domeni	razvijalcev	brskalnika,	so	
se	pojavile	razlike	v	terminologiji,	kljub	temu	pa	sta	izvedbi	v	brskalnikih	Firefox	in	WebKit	zelo	podobni.	
Firefox	imenuje	elemente	v	upodobitvenemu	drevesu	okvirji	(ang.	frames),	WebKit	pa	uporablja	izraz	
upodobitveni	objekti	(ang.	renderer,	render	object).		
Vsak	upodobitveni	objekt	predstavlja	pravokotno	ploščino,	katere	velikost	je	definirana	s	CSS	pravili.	
Objekt	vsebuje	geometrične	podatke,	kot	so	višina,	širina	in	postavitev.	Vsak	objekt	se	zna	pobarvati,	
kar	 pomeni,	 da	 zna	 izrisati	 pisave,	 slike,	 barve	 ozadja	 in	 podobno.	 Poleg	 tega	 se	 zna	 objekt	 tudi	
postaviti.	 Kako	 se	 postavi,	 je	 odvisno	 od	 vrednosti	 atributa	 display,	 ki	 pa	 lahko	 zavzame	 sledeče	
vrednosti:	
• medvrstično	(ang.	inline)	–	upodobitveni	objekt	se	postavi	ob	drugega,	njegova	širina	in	višina	
se	izračunata	glede	na	vsebino	objekta,	
• brez	(ang.	none)	–	upodobitveni	objekt	se	ne	postavi	na	zaslon,	
• blok	(ang.	block)	–	upodobitveni	objekt	se	postavi	v	novo	vrstico,	ima	vnaprej	definirano	širino	
in	višino,	
• medvrstični	blok	 (ang.	 inline	block)	 –	upodobitveni	objekt	 se	postavi	ob	drug	upodobitveni	
objekt,	ima	vnaprej	definirano	širino	in	višino.		
Čeprav	so	upodobitveni	objekti	tesno	povezani	z	DOM	drevesom,	obe	drevesi	sta	si	po	zgradbi	tudi	
podobni,	pa	vsi	DOM	elementi	niso	prisotni	v	upodobitvenem	drevesu.	Gre	za	elemente,	ki	so	brez	
vizualne	predstavitve.	Primer	takega	elementa	je	head.	Enako	velja	za	elemente,	ki	se	na	zaslonu	ne	
prikazujejo	(imajo	CSS	slog	display:none).	So	pa	v	upodobitveno	drevo	pripeti	elementi,	ki	imajo	vidnost	
zgolj	skrito	(CSS	slog	visibility:hidden),	saj	ti	zavzamejo	nek	prostor	na	strani.	
Obstajajo	 tudi	 DOM	 elementi,	 ki	 imajo	 več	 vizualnih	 objektov	 v	 upodobitvenem	 drevesu.	 To	 so	
praviloma	zahtevnejši	elementi,	ki	ne	morejo	biti	opisani	le	z	enim	upodobitvenim	objektom.	Takšen	
primer	je	element	select,	ki	ima	tri	upodobitvene	objekte:	prvega	za	osnovni	prikaz,	drugega	za	spustni	
meni	in	tretjega	za	gumb.	Tipičen	primer	je	tudi	besedilo,	ki	je	zaradi	dolžine	razdrobljeno	v	več	vrstic.	
Vsaka	nova	vrstica	bo	namreč	dodana	kot	nov	upodobitveni	objekt.	Zanimiv	je	tudi	primer,	ko	znotraj	
elementa,	 ki	 ima	 vrednost	 atributa	 display	 nastavljeno	 na	 medvrstični	 prikaz	 (inline),	 vstavimo	
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elemente,	 ki	 imajo	 postavitev	 različnega	 tipa.	 V	 takšnem	 primeru	 bo	 brskalnik	 okrog	 vseh	
upodobitvenih	objektov	naredil	anonimni	upodobitveni	objekt,	ki	bo	postavljen	kot	blok.		
Kljub	podobnosti	zgradbe	DOM	in	upodobitvenega	drevesa,	se	lahko	zgodi,	da	so	nekateri	elementi	v	
upodobitvenem	drevesu	popolnoma	na	drugem	mestu	kakor	v	DOM	drevesu.	V	večini	primerov	gre	za	
plavajoče	elemente	(float:left	ali	float:right)	ali	absolutno	postavljene	elemente1	(position:absolute).		
Gradnja	upodobitvenega	drevesa	se	začne,	ko	se	v	DOM	drevo	dodata	elementa	html	in	body.	Takrat	
se	 namreč	 v	 upodobitvenem	drevesu	 ustvari	 korenski	 upodobitveni	 objekt	 (ang.	 root	 renderer),	 ki	
vsebuje	ostale	upodobitvene	objekte.	Nato	vsaka	sprememba	na	DOM	drevesu	sproži	tudi	spremembo	
upodobitvenega	drevesa.	
2.3.3.5 Računanje	slogov	
Grajenje	 upodobitvenega	 drevesa	 zahteva	 predhodno	 računanje	 vizualnih	 lastnosti	 vsakega	
upodobitvenega	objekta	(ang.	style	computation).	Podatki	o	slogu	pridejo	iz	različnih	virov,	na	primer	
iz	medvrstičnega	sloga,	podanega	v	atributu	style,	 iz	 različnih	atributov	HTML	ali	pa	 iz	zunanjih	CSS	
datotek.	 Prav	 tako	 ima	 vsak	 brskalnik,	 in	 včasih	 tudi	 uporabnik,	 privzete	 sloge,	 ki	 jih	 je	 ravno	 tako	
potrebno	upoštevati.	
Računanje	sloga	prinaša	nekatere	izzive:	
1. Podatki	o	slogih	so	shranjeni	v	obsežni	podatkovni	strukturi.	Posledično	lahko	pride	do	težav	s	
preveliko	porabo	spomina,	v	skrajnem	primeru	pa	tudi	do	njegovega	pomanjkanja.	
2. V	kolikor	iskanje	ustreznega	pravila	ni	ustrezno	optimirano,	lahko	to	predstavlja	zmogljivostni	
problem.	CSS	selektorji	imajo	namreč	lahko	kompleksno	strukturo,	kar	lahko	izjemno	upočasni	
proces	iskanja	ujemajočih	se	pravil.	
3. Tudi	po	 tem,	ko	so	vsa	pravila	 za	 selektor	najdena,	 se	 lahko	zgodi,	da	obstaja	več	pravil,	 ki	
nastavljajo	 isto	 lastnost.	Potreben	 je	mehanizem,	ki	določi,	katero	pravilo	 ima	prednost.	Ta	
mehanizem	je	precej	kompleksen	in	posledično	upočasnjuje	gradnjo	upodobitvenega	drevesa.	
Brskalniki	omenjene	 izzive	 rešujejo	na	 različne	načine.	WebKit	na	primer	uporablja	 koncept	delitve	
podatkov	o	slogih	 (ang.	 sharing	style	data),	 s	katerim	zmanjša	potrebo	po	spominu.	To	pomeni,	da	
lahko	različna	vozlišča	v	DOM	drevesu	uporabljajo	iste	objekte	z	informacijami	o	slogu.	Da	pa	se	takšna	
																																								 																				
1	 Kadar	 je	 element	 postavljen	 absolutno,	 to	 pomeni,	 da	 je	 postavljen	 relativno	 glede	 na	 zadnji	 element,	 ki	 ni	 postavljen	
statično.	Element	je	lahko	postavljen	relativno	tudi	glede	na	okno	brskalnika,	v	takšnem	primeru	gre	za	fiksno	postavitev.	Pri	
privzeti	(statični)	postavitvi	se	element	izriše	v	vrstnem	redu,	kot	je	naveden	v	HTML	dokumentu.	
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optimizacija	lahko	izvede,	morajo	biti	elementi	v	DOM	drevesu	med	seboj	sorodni	(ang.	siblings,	imajo	
skupnega	očeta)	ali	bratranci	(ang.	cousins,	otroci	elementa,	s	katerim	imajo	skupnega	očeta),		in:	
• morajo	imeti	enako	miškino	stanje	(npr.	miškin	kazalec	prekriva	element),			
• noben	element	ne	sme	imeti	definiranega	ID,	
• imena	značk	se	morajo	ujemati,	
• ujemati	se	morajo	razredi	(ang.	class),	
• nabor	preslikanih	atributov	mora	biti	enak,	
• imeti	morajo	 enako	 stanje	 povezave	 (ang.	 link	 state,	 povezava	 je	 bodisi	 obiskana	 ali	 še	 ne	
obiskana),	
• imeti	morajo	enako	stanje	fokusa	(element	je	izbran,	na	primer	s	klikom	na	miškin	gumb),	
• element	ne	sme	biti	spremenjen	s	selektorji	po	atributu,	
• element	ne	sme	imeti	medvrstičnega	sloga	(ang.	inline	style),	
• sorodstveni	selektorji	(ang.	sibling	selectors)	ne	smejo	biti	uporabljeni	(npr.	+,	:first-child	itd).	
Viri	CSS	pravil	
CSS	pravila	prihajajo	 iz	 zunanjih,	notranjih	 in	medvrstičnih	 slogovnih	elementov	 ter	vizualnih	HTML	
atributov:	
• Zunanje	slogovne	elemente	vključimo	v	glavi	HTML	dokumenta	z	elementom	link,	notranje	pa	
z	elementom	style.	
• Medvrstične	 slogovne	 elemente	 (ang.	 inline	 style	 attributes)	 lahko	 pripišemo	 večini	 HTML	
elementom	s	pomočjo	HTML	atributa	style,	katerega	vrednost	predstavljajo	CSS	pravila.	
• Primer	vizualnega	HTML	atributa	je	bgcolor,	s	pomočjo	katerega	lahko	nastavimo	barvo	ozadja	
elementa.	
Sloge	je	potrebno	povezati	z	ustreznim	elementom.	V	primeru	medvrstičnih	slogovnih	elementov	in	
HTML	vizualnih	atributov	to	seveda	ni	težko,	saj	so	podani	neposredno	v	definiciji	samega	elementa.	
Razreševanje	 zunanjih	 in	 notranjih	 slogovnih	 elementov	 pa	 je	 težje,	 zato	 se	 brskalniki	 poslužujejo	
različnih	metod,	s	katerimi	dosežejo	večjo	učinkovitost	in	posledično	lahko	elemente	hitreje	upodobijo.	
Najbolj	znana	metoda,	ki	jo	uporabljata	tako	Firefox	kot	WebKit,	po	razčlenitvi	slogov	pravila	dodaja	v	
različne	 skupine	 preslikav	 (ang.	 hashmaps)	 glede	na	 selektor.	 Selektor	#abc	 a	 .red	 bi	 bil	 na	 primer	
dodan	v	 skupino,	kjer	 so	selektorji	 razreda,	saj	 je	 zadnji,	najožji	 izbor	elementov,	ki	ustrezajo	 temu	
selektorju,	 izdelan	 na	 podlagi	 razreda.	 Ostale	 skupine	 vključujejo	 še	 selektorje	 identifikatorjev	 in	
elementov,	obstaja	pa	tudi	splošna	skupina,	kjer	so	vsa	ostala	pravila,	ki	ne	morejo	biti	uvrščena	v	eno	
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od	omenjenih	skupin.	Na	takšen	način	se	izloči	več	kot	95	%	pravil,	za	katere	sploh	ni	potrebe,	da	so	
vključeni	v	proces	iskanja	ustreznega	pravila.		
Mehanizem	določitve	teže	slogovnega	pravila	
Objekt	v	DOM	drevesu	ima	informacije	o	slogu	lahko	eksplicitno	definirane,	lahko	jih	podeduje	ali	pa	
ima	privzete	vrednosti.	Zato	se	lahko	hitro	zgodi,	da	je	na	voljo	več	kot	ena	definicija	lastnosti	znotraj	
objekta.	 Pri	 razrešitvi	 dileme,	 katero	definicijo	 izbrati,	 si	 brskalnik	 pomaga	 s	 t.i.	 kaskadnim	vrstnim	
redom,	kar	pomeni,	da	upošteva	predpisan	vrstni	 red	uveljavljanja	pravil,	 ki	 je	 sledeč	 (1	–	najmanj	
pomembno,	5	–	najbolj	pomembno):	
1. deklaracija	v	brskalniku,	
2. uporabniške	nastavitve	v	brskalniku,	
3. avtorjeve	deklaracije	na	spletni	strani,	
4. avtorjeve	deklaracije	na	spletni	strani,	označene	z	important!,	
5. uporabnikove	deklaracije,	označene	z	important!.	
Najmanj	 pomembne	 so	 torej	 deklaracije	 v	 brskalniku.	 Uporabnikove	 deklaracije	 prevladajo	 nad	
avtorjevimi	deklaracijami	samo,	če	so	označene	z	ukazom	important!.		
Deklaracije	istega	reda	bodo	razvrščene	po	specifičnosti	in	v	vrstnem	redu,	v	katerem	so	bile	navedene.	
Vizualni	atributi	v	HTML	so	prevedeni	v	CSS	deklaracije	in	so	obravnavani	kot	avtorjeva	pravila	z	nizko	
prioriteto.	
Specifičnost	selektorjev	je	definirana	na	podlagi	kombinacije	vrednosti	štirih	spremenljivk:	
• spremenljivka	a	ima	vrednost	1,	če	je	deklaracija	podana	z	atributom	style,	drugače	pa	nima		
vrednosti,	
• vrednost	spremenljivke	b	je	enaka	številu	id	atributov	v	selektorju,	
• vrednost	 spremenljivke	c	 je	enaka	številu	ostalih	atributov	 in	psevdo	 razredov	 (link,	hover,	
active...)	v	selektorju,	
• vrednost	spremenljivke	d	je	enaka	številu	imen	elementov	(table,	li,	ul...)	in	psevdo	elementov	
(first-line,	first-letter...)	v	selektorju.	
Če	 zlepimo	 vrednosti	 spremenljivk	 a,	 b,	 c	 in	 d,	 dobimo	 specifičnost	 selektorja.	 Številski	 sistem,	 v	
katerem	 predstavimo	 vrednosti	 spremenljivk,	 izberemo	 glede	 na	 največjo	 vrednost	 omenjenih	
spremenljivk.	Če	 imajo	na	primer	spremenljivke	vrednosti	a	=	3,	b	=	7,	c	=	8	 in	d	=	16,	zlepek	števil	
zapišemo	v	šestnajstiškem	številskem	sistemu.	
	 21	
Na	tem	mestu	omenimo	še,	da	je	uveljavljanje	pravil	postopen	proces,	saj	ni	nujno,	da	so	v	trenutku	
uveljavljanja	pravil	vsa	CSS	pravila	že	naložena.	WebKit	uporablja	zastavico,	ki	označuje,	ali	so	bili	vsi	
viri	CSS	naloženi.	Če	vsi	slogi	še	niso	popolnoma	naloženi,	potem	so	ob	pripenjanju	v	upodobitveno	
drevo	uporabljeni	nadomestni	pravokotniki,	ki	so	kasneje,	ko	se	naložijo	vsa	pravila,	še	enkrat	izrisani.	
2.3.3.6 Postavitev	upodobitvenih	objektov	na	zaslonu	
Ko	je	upodobitveni	objekt	ustvarjen	in	dodan	v	drevo,	še	nima	položaja	niti	velikosti.	Računanje	teh	
vrednosti	se	pri	WebKit	projektu	imenuje	layout,	razvijalci	Firefoxa	pa	uporabljajo	izraz	reflow.	
Pri	 večini	 HTML	 dokumentov	 je	mogoče	 izračunati	 geometrijo	 elementov	 z	 enim	 sprehodom	 skozi	
drevo	(ang.	flow	based	layout	model).	To	pomeni,	da	elementi,	ki	so	kasneje	v	obdelavi,	praviloma	ne	
vplivajo	na	geometrijo	elementov,	ki	so	bili	pred	tem	v	obdelavi.	Postavitev	je	izračunana	z	leve	proti	
desni,	od	vrha	proti	dnu	strani.	Obstajajo	tudi	izjeme,	na	primer	HTML	tabele,	ki	lahko	zahtevajo	več	
kot	en	sprehod	po	upodobitvenem	drevesu.	
Koordinatni	 sistem	 je	 v	 takšnem	modelu	 smiselno	postaviti	 glede	na	korenski	upodobitveni	objekt.	
Korenskemu	objektu	je	določen	položaj	0,0,	njegove	dimenzije	pa	so	dimenzije	predstavitvenega	polja	
(ang.	viewport).	Ta	je	na	namiznih	računalnikih	skoraj	vedno	enak	vidnemu	delu	okna	v	brskalniku.	Za	
izražanje	položaja	posameznih	elementov	se	uporablja	odmik	od	leve	in	zgornje	stranice	korenskega	
upodobitvenega	objekta.	
Vsi	upodobitveni	objekti	imajo	lastno	funkcijo	layout	ali	reflow,	ki	rekurzivno	kliče	istoimenske	funkcije	
svojih	otrok,	ki	naj	bi	bili	postavljeni	na	zaslon.	Postavljanje	upodobitvenih	objektov	na	zaslon	je	torej	
rekurziven	proces.	V	kolikor	gre	za	začetno	upodabljanje	ali	spremembo,	ki	vpliva	na	vse	elemente	v	
dokumentu	(na	primer	sprememba	velikosti	pisave),	se	rekurzija	začne	v	korenskem	upodobitvenem	
objektu	in	se	nato	nadaljuje	čez	vse	elemente	v	hierarhiji.	To	imenujemo	globalni	način	postavljanja	
elementov.	
Drugi	način	postavljanja	je	inkrementalni	način,	ki	se	izvede,	kadar	so	le	nekateri	upodobitveni	objekti	
potrebni	 ponovnega	 postavljanja.	 To	 se	 zgodi,	 na	 primer,	 ko	 je	 v	 DOM	drevo	 dodan	 nov	 element,	
posledično	pa	je	nov	element	dodan	tudi	v	upodobitveno	drevo.	
Računanje	postavitve	je	lahko	zelo	zahteven	proces,	zato	brskalniki	uporabljajo	zastavice	(ang.	dirty	bit	
system),	s	katerimi	zagotovijo,	da	se	ponovno	izračunajo	postavitve	le	tistih	upodobitvenih	objektov,	
kjer	so	se	pojavile	spremembe.	V	kolikor	je	torej	potrebna	majhna,	inkrementalna	sprememba,	se	na	
upodobitvenem	objektu	nastavi	zastavica	(ang.	dirty	bit),	ki	označuje,	da	je	potreben	ponoven	izračun	
postavitve.	Poleg	te	obstaja	še	zastavica	(ang.	children	are	dirty),	ki	označuje,	da	je	pri	enem	od	otrok	
	 22	
upodobitvenega	objekta	potrebno	ponovno	izračunati	postavitev.	Tako	brskalnik	še	dodatno	zmanjša	
količino	dela,	ki	je	potrebna	za	osvežitev	spremenjenih	elementov.	
Postavitev	posameznega	upodobitvenega	objekta	
Proces	postavitve	posameznega	upodobitvenega	objekta	je	sledeč:	
1. Oče	upodobitvenega	objekta	ugotovi	svojo	širino.	
2. Oče	upodobitvenega	objekta	se	sprehodi	čez	svoje	otroke	in:	
a. jih	ustrezno	postavi	(nastavi	koordinate	x	in	y),	
b. kliče	funkcijo	(reflow	ali	layout),	ki	izvede	postavljanje	otrok,	v	kolikor	je	to	potrebno.		
3. Oče	upodobitvenega	objekta	na	podlagi	otrok,	odmikov,	toleranc	ipd.	ugotovi	svojo	višino.	To	
višino	bo	uporabil	tudi	njegov	oče	(oče	očeta	upodobitvenega	objekta).	
4. V	 zadnjem	 koraku	 se	 pobriše	 zastavica,	 ki	 označuje,	 da	 je	 upodobitveni	 objekt	 potrebno	
ponovno	postaviti.	
Računanje	širine	upodobitvenega	objekta	
Širina	upodobitvenega	objekta	je	izračunana	s	pomočjo	CSS	lastnosti,	kot	so	width,	padding,	margin	in	
border.	V	osnovi	je	algoritem	za	izračun	širine	sledeč:	
• V	 prvem	 koraku	 se	 izračuna	 širina	 okvirja	 (ang.	 container),	 v	 katerem	 se	 upodobitveni	
objekt	 nahaja.	 Širino	 dobimo	 tako,	 da	 od	 maksimalne	 širine	 odštejemo	 polnilo	 (ang.	
padding),	rob	(ang.	border)	in	drsnik	(ang.	scrollbar).	
• Širina	upodobitvenega	objekta	je	definirana	kot	CSS	lastnost	width.	V	kolikor	je	podana	v	
relativnih	 enotah,	 se	 preračuna	 v	 absolutne	 glede	 na	 širino	 okvirja,	 v	 katerem	 se	
upodobitveni	objekt	nahaja.	
• Nato	so	dodane	horizontalne	obrobe	in	odmiki.	
• V	naslednjem	koraku	se	izračunata	minimalna	in	maksimalna	širina.	V	kolikor	je	izračunana	
širina	večja	od	maksimalne,	se	uporabi	maksimalna	širina.	Če	je	izračunana	širina	manjša	
od	minimalne,	se	uporabi	minimalna	širina.	
2.3.3.7 Barvanje	
Barvanje	(ang.	painting)	je	proces,	ki	na	zaslonu	izriše	upodobitveni	objekt.	V	fazi	barvanja	se	brskalnik	
sprehodi	skozi	upodobitveno	drevo	in	kliče	metodo	paint	na	objektih,	ki,	nekoliko	poenostavljeno,	na	
zaslon	izriše	vsebino	posameznega	objekta.		
Podobno	kot	pri	postavljanju	upodobitvenih	objektov	imamo	tudi	pri	njihovem	barvanju	v	osnovi	dva	
načina,	 in	 sicer	 globalnega	 in	 inkrementalnega.	 Princip	 je	 praktično	 identičen	 kot	 pri	 postavljanju	
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objektov.	Seveda	pa	dogodki,	ki	sprožijo	ponovno	barvanje,	navadno	niso	enaki	kot	dogodki,	ki	sprožijo	
ponovno	postavljanje.	Zaradi	spremembe	barve	ozadja	bo	na	primer	brskalnik	moral	ponovno	barvati	
objekt,	ne	bo	pa	mu	potrebno	ponovno	izračunati	njegove	dimenzije	in	ga	postaviti	na	zaslon.	
Barvanje	poteka	v	več	fazah,	ki	so	definirane	v	okviru	jezika	CSS.	V	prvi	fazi	se	pobarva	ozadje	(ang.	
background	color),	nato	sledi	 izris	slike	v	ozadju.	Naslednji	korak	 je	barvanje	roba,	nato	otrok	 in	na	
koncu	še	CSS	obrobe	(ang.	CSS	outline)	[11].		
2.3.4 JavaScript	pogon	
Strojna	 oprema	 računalnika	 ne	 razume	 abstraktnih	 elementov	 programskih	 jezikov,	 kot	 so	 objekti,	
funkcije,	zanke	in	podobno.	Da	se	program,	ki	vsebuje	tovrstne	abstraktne	elemente	lahko	izvede,	se	
mora	najprej	prevesti	v	strojno	kodo,	to	je	množico	ukazov,	ki	so	lahko	izvedeni	na	procesorju.	Izvorno	
kodo	lahko	prevedemo	v	strojno	kodo	na	dva	načina:	
• Z	 vnaprejšnjim	 prevajanjem	 v	 strojno	 kodo.	 Izvajalno	 okolje	 prejme	 program,	 ki	 je	 že	
preveden	 v	 strojno	 kodo,	 kar	 pomeni,	 da	 ni	 tako	 pomembno,	 kako	 dolgo	 se	 izvorna	 koda	
prevaja	 v	 strojno.	 Tovrstni	 prevajalniki	 zato	 lahko	 uporabijo	 številne	 tehnike,	 s	 katerimi	
optimirajo	hitrost	izvajanja	strojne	kode.	
• S	sprotnim	tolmačenjem	programa	v	strojno	kodo.	Izvajalno	okolje	prejme	program,	napisan	
v	izvorni	kodi,	ki	se	prevede	v	strojno	kodo	vsakič,	ko	uporabnik	zahteva	njegovo	izvajanje.	Ker	
razvijalcu	 ni	 potrebno	 vedno	 znova	 vnaprej	 prevajati	 programa,	 je	 razvijanje	 takšnih	
programov	lahko	hitrejše.	Na	drugi	strani	je	izvajanje	takšnih	programov	običajno	počasnejše,	
saj	v	času	prevajanja	ni	mogoče	uporabiti	tehnik,	s	katerimi	lahko	dosežemo	optimalno	strojno	
kodo,	 saj	 bi	 to	 preveč	 podaljšalo	 čas	 prevajanja.	Uporabnik	 bi	 dolgo	 prevajanje	 občutil	 kot	
počasno	izvajanje	programa.	
Čeprav	je	JavaScript	jezik,	ki	se	lahko	prevaja	v	strojno	kodo	na	oba	načina,	je	bil	zasnovan	z	namenom	
tolmačenja.	Ker	to	pomeni,	da	morajo	brskalniki	prevajati	 JavaScript	kodo	v	strojno,	 imajo	vgrajene	
temu	 namenjene	 JavaScript	 pogone:	 Chrome/Chromium	 ima	 V8,	 Firefox	 SpiderMonkey,	 Internet	
Explorer	 pa	 Chakro.	 Zlasti	 na	 mobilnih	 napravah	 je	 pomemben	 tudi	 pogon	 JavaScriptCore,	 ki	 ga	
uporablja	Safari.		
2.3.4.1 Razvoj	arhitekture	prevajalnikov	
Arhitekture	pogonov	se	med	seboj	 razlikujejo	 in	se	skozi	 leta	spreminjajo.	Kot	prikazuje	Slika	12,	 je	
arhitektura	prvih	prevajalnikov	JavaScript	kode	delovala	na	sledeč	način	[13]:	
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2.3.4.2 Optimiranja	v	Javascript	pogonih	
Poznavanje	 izboljšav,	ki	 so	 jih	uvedli	 razvijalci	 JavaScript	pogonov,	 je	zelo	koristno	tudi	za	 razvijalce	
aplikacij,	saj	se	s	tem	znanjem	lahko	izognejo	marsikateri	slabi	praksi,	ki	bi	imela	za	rezultat	počasno	
delovanje	in	posledično	slabo	uporabniško	izkušnjo	ali	celo	nezmožnost	izvedbe	funkcionalnosti	zaradi	
prepočasnega	delovanja.	V	nadaljevanju	bom	predstavil	nekaj	optimiranj	pogona	V8,	ki	pa	so	na	enak	
ali	zelo	podoben	način	izvedene	tudi	v	drugih	pogonih	[13].	Slabost	izkoriščanja	tovrstnega	optimiranja	
je,	da	je	včasih	omejeno	na	en	pogon	in	posledično	en	brskalnik.		
Skriti	razredi	(ang.	hidden	classes)	
JavaScript	je	jezik,	ki	nima	razredov	(ECMAScript	5,	kasnejše	verzije	jih	imajo),	zato	so	optimiranja,	ki	
bi	 izkoriščala	 dejstvo,	 da	 so	 objekti	 določenega	 tipa,	 težja.	 JavaScript	 pogoni	 zato	 ustvarijo	 tako	
imenovane	skrite	razrede	v	času	izvajanja	programa.	V	kolikor	program	ustvari	nov	objekt	in	je	njegov	
skriti	razred	enak	tistemu,	ki	ga	je	pogon	že	ustvaril	za	nek	drug	objekt,	pogonu	ni	potrebno	še	enkrat	
pripraviti	optimiranj	za	novoustvarjeni	objekt,	s	čimer	je	izvajanje	lahko	hitrejše.	Oglejmo	si	primer:	
function Point(x, y) { 
 //inicializacija lastnosti objekta v njegovem konstruktorju 
  this.x = x; 
  this.y = y; 
} 
//ustvarjanje novih objektov 
var p1 = new Point(11, 22); 
var p2 = new Point(33, 44); 
// Do te točke imata p1 in p2 skupen skriti razred. 
p2.z = 55;  
// Objektu p2 je dodana lastnost z, zato objekta p1 in p2 nimata več skupnega skritega 
// razreda. Pogon mora pripraviti strategijo optimiranja za vsakega posebej. 
Z	namenom	znižanja	števila	optimiranj,	ki	jih	izvede	pogon,	je	priporočljivo,	da	razvijalci	deklarirajo	in	
priredijo	vrednosti	vsem	lastnostim	objekta	v	njegovem	konstruktorju	in	to	vedno	v	enakem	vrstnem	
redu.	Ta	je	pomemben,	ker	pogon	ne	ustvari	le	skritega	razreda	za	končno	stanje	objekta,	ampak	tudi	
za	vsa	njegova	prehodna	stanja.	
Dinamično	spreminjanje	tipov	
JavaScript	omogoča	dinamično	spreminjanje	tipa	spremenljivke	(ang.	dynamic	typing).	To	pomeni,	da	
je	lahko	vrednost	spremenljivke	na	enem	mestu	v	programu	obravnavana	kot	niz	znakov,	na	drugem	
kot	število,	na	tretjem	pa	kot	polje	vrednosti	(ang.	array).	To	je	zelo	udobno	za	programerja,	saj	mu	ni	
potrebno	vnaprej	definirati	tipa	spremenljivke	ali	vedeti,	koliko	elementov	bo	v	polju,	katerega	tipa	
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bodo	ipd.	Po	drugi	strani	dinamično	spreminjanje	tipa	spremenljivke	vodi	v	povečano	kompleksnost	
JavaScript	pogona,	kar	pa	se	odraža	tudi	v	njegovem	počasnejšem	delovanju.	
Pogon	V8	skuša	ta	problem	v	primeru	uporabe	števil	ublažiti	tako,	da	uporablja	tehniko	označevanja	
(ang.	 tagging),	 s	 katero	 ima	 pogon	 na	 voljo	 preprost	 mehanizem,	 s	 katerim	 hitro	 identificira	
spremenljivke,	ki	so	številskega	tipa,	posledično	pa	lahko	za	ta	tip	spremenljivke	uporabi	optimirano	
kodo.	 Če	 je	 to	 mogoče,	 hrani	 pogon	 števila	 v	 32-bitnem	 zapisu,	 pri	 čemer	 uporabi	 zadnji	 bit	 kot	
indikator,	ali	je	spremenljivka	število	ali	ne.	To	pomeni,	da,	v	kolikor	uporabljamo	v	kodi	števila,	ki	jih	
lahko	zapišemo	z	31	biti	(na	primer	cela	števila),	pogon	deluje	hitreje,	kot	če	uporabimo	števila,	ki	jih	
ni	mogoče	zapisati	z	31	biti	(na	primer	racionalna	števila).	
Zelo	zaželeno	je	tudi,	da	tip	spremenljivke	spreminjamo	kar	se	le	da	redko.	Tako	pogonu	prihranimo	
nekaj	dela,	saj	mu	ni	potrebno	pogosto	izvajati	kode	za	optimiranje.	
Polja	
Programerji	 lahko	z	velikimi	in	redkimi	polji	otežijo	delo	prevajalniku.	Redka	polja	so	tista,	ki	nimajo	
definiranih	vrednosti	na	vseh	mestih.	V	kolikor	definiramo	vrednosti	na	mestih	0,	1,	2	in	3000,	ostala	
pa	 pustimo	 nedefinirana,	 imamo	 primer	 redkega	 polja.	 V	 takšnih	 primerih	 V8	 za	 shranjevanje	 ne	
uporablja	hitre,	linearne	strukture,	ampak	pretvori	polje	v	t.i.	asociativno	polje	na	podlagi	zgostitvene	
funkcije	(ang.	hash	map).	Uporaba	asociativnih	polj	 je	počasnejša,	saj	mora	program	vedno,	ko	 išče	
vrednost	za	določen	indeks	v	polju,	najprej	izračunati	indeks	s	pomočjo	zgostitvene	funkcije,	nato	pa	
za	tisti	indeks	še	poiskati	vrednost.		
Pri	izdelavi	aplikacij	je	zato	priporočljivo	ustvariti	pogoje,	v	katerih	prevajalnik	lahko	uporabi	hitrejšo	
linearno	strukturo	za	shranjevanje	polj.	Razvijalec	to	lahko	naredi	tako,	da:	
• uporablja	polja,	ki	niso	redka,	se	začnejo	z	0	in	imajo	vsa	mesta	zapolnjena,	
• se	izogiba	brisanju	elementov	v	poljih,	še	posebej,	če	imajo	ta	številske	vrednosti,	
• se	izogiba	branju	indeksov,	ki	nimajo	definirane	vrednosti,	
• se	izogiba	uporabi	različnih	tipov	spremenljivk	v	polju.	
Polimorfizem	
V8	predpomni	rezultate	prevajanja	pogosto	izvajanih	delov	kode.	V	kolikor	imamo	na	primer	funkcijo,	
ki	opravi	operacijo	seštevanja	dveh	števil,	si	pogon	zapomni	izvedbo	operacije.	Ob	naslednjem	klicu	
iste	 funkcije	 bo	 ta	 operacija	 izvedena	 hitreje,	 saj	 je	 postopek	 seštevanja	 že	 znan.	 Pogon	 takšno	
optimiranje	lahko	izvaja,	dokler	je	tip	spremenljivk	enak.	V	kolikor	bi	se	tip	spremenljivke	spremenil,	bi	
pogon	moral	še	enkrat	prevesti	funkcijo,	kar	bi	pomenilo	počasnejše	izvajanje	JavaScript	kode.	
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Koda	opisanega	primera	je	sledeča:	
function add(x, y) { 
  return x + y; 
} 
add(1, 2);      // funkcija add je monomorfna 
add("a", "b");  // funkcija add postane polimorfna, njeno izvajanje pa počasnejše 
Polimorfizem	je	orodje,	ki	programerjem	poenostavi	programiranje,	vendar	pa	je	cena	takšnega	načina	
programiranja	 neoptimalno	 izvajanje,	 saj	 se	 vmesna,	 vnaprej	 pripravljena	 optimiranja	 ne	 morejo	
uporabiti.	
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3.1.2 Aplikacija	naj	izrisuje	animacije	s	60	sličicami	na	sekundo		
Animacije	so	tako	rekoč	del	vsake	spletne	aplikacije,	saj	v	ta	okvir	spadajo	tudi	dejanja,	kot	je	na	primer	
pomikanje	zaslona	(ang.	scrolling).	V	kolikor	se	število	izrisanih	sličic	na	sekundo	zelo	spreminja	in	pade	
bistveno	 pod	 60,	 to	 negativno	 vpliva	 na	 dojemanje	 uporabniške	 izkušnje.	 Zato	 ima	 model	 RAIL	
zastavljen	cilj,	da	aplikacija	izriše	animacije	na	zaslon	z	vsaj	60	sličicami	na	sekundo.	
3.1.3 Aplikacija	naj	izvaja	računsko	zahtevna	opravila	v	času	mirovanja	
Čas	 mirovanja	 aplikacije	 je	 čas,	 ko	 se	 ne	 izvaja	 nobena	 animacija,	 ali	 opravilo	 kot	 posledica	
uporabnikovega	 dejanja.	 Ta	 čas	 lahko	 izkoristimo	 za	 dokončanje	 nekaterih	 nalog	 v	 ozadju,	 denimo	
naložimo	dodatno	vsebino.	Pri	tem	moramo	paziti,	da	dela	ne	izvajamo	v	intervalih,	daljših	od	50	ms,	
saj	 v	 nasprotnem	 primeru	 lahko	 podaljšamo	 odzivni	 čas	 na	 morebitno	 uporabnikovo	 dejanje,	 za	
katerega	želimo,	da	je	krajši	od	100	ms.	
3.1.4 Aplikacija	naj	se	naloži	v	manj	kot	sekundi	
Če	se	spletna	aplikacija	nalaga	več	kot	sekundo,	začnemo	izgubljati	pozornost	uporabnika.	To	pa	ne	
pomeni,	da	moramo	naložiti	vso	vsebino	že	v	prvi	sekundi.	Dovolj	 je	že,	da	v	prvi	sekundi	naložimo	
osnovno	vsebino	in	omogočimo	osnovne	funkcionalnosti	spletne	aplikacije,	kot	so	pomikanje	zaslona,	
usmerjanje	in	podobno,	ostale	pa	naložimo	naknadno.	
3.2 Metode	optimiranja	uporabniške	izkušnje	
V	 tem	 poglavju	 bo	 predstavljena	 teoretična	 podlaga	 nekaterih	metod,	 s	 katerimi	 lahko	 dosežemo	
boljšo	uporabniško	izkušnjo	pri	uporabi	spletne	aplikacije.	Metode	so	razvrščene	v	tri	skupine:	
• optimiranje	virov,	
• optimiranje	JavaScript	kode	in	
• optimiranje	upodabljanja.	
3.2.1 Optimiranje	virov	
Bliskovit	 razvoj	 telekomunikacijskih	 omrežij	 je	 omogočil,	 da	 v	 sodobnih	 spletnih	 aplikacijah	 lahko	
uporabimo	veliko	raznovrstne	vsebine,	kot	so	slike	in	video.	Kljub	povečanim	omrežnim	zmogljivostim,	
pa	je	še	vedno	pomembno,	da	so	viri	optimirani,	zlasti	kadar	uporabniki	spletne	aplikacije	uporabljajo	
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omrežje,	ki	ima,	kljub	zadostnim	prenosnim	hitrostim,	že	po	zasnovi	velike	zakasnitve	(ang.	latency).	
Praviloma	so	to	mobilna	omrežja.	
3.2.1.1 Optimiranje	velikosti	datotek	z	uporabo	stiskanja	HTTP	sporočil	
Z	namenom,	da	bi	bila	povezava	med	strežnikom	in	brskalnikom	kar	najbolje	izkoriščena,	prenos	pa	kar	
se	da	hiter,	se	v	HTTP	protokolu	uporablja	stiskanje	sporočil.	Osnovna	ideja	stiskanja	je,	da	so	podatki,	
ki	 jih	 strežnik	pošlje	brskalniku,	 stisnjeni	 z	brezizgubnim	kompresijskim	algoritmom,	ki	ga	 razumeta	
tako	brskalnik	 kot	 strežnik.	Na	 ta	način	 se	 zmanjša	količina	prenesenih	podatkov,	posledično	pa	 se	
poveča	tudi	efektivna	hitrost	prenosa.	
HTTP	stiskanje	je	lahko	izvedeno	na	enega	od	dveh	načinov,	izbrani	način	pa	je	nakazan	z	dodajanjem	
polja	Transfer-Encoding	ali	Content-Encoding	v	HTTP	zahtevek.	Uporaba	prvega	polja	označuje,	da	je	
stisnjen	 posamezen	 del	 vsebine	 vira.	 V	 primeru,	 da	 je	 uporabljeno	 polje	 Content-Encoding,	 pa	 to	
pomeni,	da	je	stisnjen	celoten	vir	[16].		
Izmenjava	med	brskalnikom	in	strežnikom	v	primeru	uporabe	polja	Content-Encoding	poteka	na	sledeč	
način:	
1. Najprej	 brskalnik	 pošlje	 HTTP	 zahtevek	 s	 poljem	 Accept-Encoding,	 s	 katerim	 pove,	 katere	
kompresijske	postopke	razume:	
GET /encrypted-area HTTP/1.1 
Host: www.example.com 
Accept-Encoding: gzip, deflate 
2. V	 kolikor	 strežnik	 podpira	 enega	 od	 navedenih	 kompresijskih	 postopkov,	 stisne	 vsebino	 z	
ustreznim	algoritmom	in	odgovori	z:	
HTTP/1.1 200 OK 
Date: mon, 5 Jan 2016 22:38:34 GMT 
Server: Apache/1.3.3.7 (Unix)  (Red-Hat/Linux) 
Last-Modified: Wed, 08 Jan 2003 23:11:55 GMT 
Accept-Ranges: bytes 
Content-Length: 438 
Connection: close 
Content-Type: text/html; charset=UTF-8 
Content-Encoding: gzip 
Komunikacija	med	brskalnikom	in	strežnikom	v	primeru	uporabe	polja	Transfer-Encoding	poteka	na	
podoben	način.	
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Opozoriti	 je	 potrebno,	 da	možnost	deflate	 pravzaprav	 ne	 predstavlja	 istoimenskega	 podatkovnega	
formata,	definiranega	v	RFC	1951,	ampak	predstavlja	podatkovni	 format	zlib,	kot	 je	definiran	v	RFC	
1950.	Posledica	zamenjave	so	bile	različne	izvedbe	v	brskalnikih,	kar	je	na	koncu	prineslo	nedelujoče	
spletne	strani.	Razvijalci	nekaterih	bolj	popularnih	spletnih	strežnikov,	kot	je	Apache,	so	se	zato	odločili,	
da	možnosti	deflate	 sploh	ne	bodo	podprli.	Zato	 je	priporočljiva	uporaba	možnosti	gzip,	kjer	gre	za	
format,	ki	uporablja	algoritem	deflate	in	zaščitno	kodiranje	CRC	(ang.	cyclic	redundancy	Check).	
3.2.1.2 Optimiranje	velikosti	JavaScript	dokumentov	(minimizacija)	
Z	odstranjevanjem	odvečne	 vsebine	 lahko	 zmanjšamo	 velikost	 JavaScript	 dokumenta,	 pri	 čemer	 se	
funkcionalnost	aplikacije	ne	spremeni.	Tipični	primeri	so	odstranjevanje	komentarjev	in	presledkov	v	
kodi,	 odstranjevanje	 neuporabljene	 kode	 ter	 uporaba	 krajših	 imen	 za	 spremenljivke	 in	 funkcije.	
Postopek	 je	 podoben	 stiskanju,	 vseeno	 pa	 je	 med	 njima	 bistvena	 razlika.	 Pri	 stiskanju	 je	 vedno	
potreben	 tudi	 obraten	 proces,	 pri	 procesu	 minimizacije	 pa	 ne,	 saj	 lahko	 tolmač	 deluje	 enako	 z	
optimirano	kot	originalno	kodo.	
Obstaja	kar	nekaj	orodij,	s	katerim	lahko	optimiramo	velikost	JavaScript	datotek.	Najbolj	popularna	so:	
• UglifyJS	 je	priljubljeno	orodje	za	minimizacijo,	ki	ga	je	moč	namestiti	kot	NPM	(ang.	node.Js	
package	manager)	paket.	
• YUI	compressor	je	razvilo	ameriško	podjetje	Yahoo!.	Napisano	je	v	javi	in	se	ga	uporablja	kot	
orodje	v	terminalnem	oknu.	
• Google	 Clousure	 compiler	 deluje	 drugače	 kot	 večina	 tovrstnih	 orodij,	 saj	 JavaScript	 kodo	
raztolmači,	jo	analizira	in	odstrani	kodo,	ki	se	nikoli	ne	izvede.	Na	koncu	na	novo	sestavi	kodo	
in	jo	minimizira.	
• JSMin	je	preprostejše	orodje,	saj	odstrani	le	komentarje	in	nepotrebne	presledke	v	kodi.		
Slabost	minimizacije	se	pokaže	zlasti	v	težji	berljivosti	kode	in	posledično	zahtevnejšemu	iskanju	vzroka	
morebitne	napake.	Na	srečo	imajo	moderni	brskalniki	orodja	(ang.	prettifyers),	ki	naredijo	kodo	bolj	
berljivo.	
3.2.1.3 Optimiranje	števila	HTTP	zahtevkov	za	nalaganje	grafičnih	vsebin	
Sestavni	del	skoraj	vsake	aplikacije	so	tudi	slike,	ki	se,	tako	kot	ostali	viri,	naložijo	z	uporabo	protokola	
HTTP.	 V	 kolikor	 je	 HTTP	 zahtev	 veliko,	 morajo	 nekatere	 počakati,	 saj	 brskalnik	 omejuje	 število	
vzporednih	povezav.	Poleg	tega	že	sama	vzpostavitev	HTTP	povezave	med	strežnikom	in	odjemalcem	
zahteva	nekaj	časa.	
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Huffmanovega	algoritma.	Pred	začetkom	stiskanja	gredo	podatki	skozi	različne	filtre,	ki	ne	spremenijo	
količine	podatkov,	ampak	uredijo	podatke	na	način,	da	so	ti	bolj	stisljivi.	Poleg	tega,	da	obstaja	več	
filtrov,	ki	so	lahko	izvedeni	v	različnem	vrstnem	redu,	obstaja	tudi	več	možnih	strategij	algoritma	LZ77,	
s	katerimi	ta	išče	ponavljajoče	se	znake.	Na	voljo	je	torej	veliko	različnih	načinov	stiskanja	slike.	Kateri	
je	najboljši,	je	nemogoče	vnaprej	predvideti,	saj	to	zavisi	od	slike	[17].	
V	spletnih	aplikacijah	 imamo	pogosto	slike,	ki	niso	stisnjene	z	optimalno	kombinacijo	filtrov	 in	LZ77	
strategij.	V	teh	primerih	si	lahko	pomagamo	s	priljubljenim	orodjem	pngcrush.	Njegova	naloga	je	sliko	
stisniti	 s	 preizkušanjem	 različnih	 kombinacij	 strategij.	 Ker	 je	 vseh	 kombinacij	 preveč,	 pngcrush	
uporablja	 posebne	 hevristike,	 s	 katerimi	 izbere	 kombinacije,	 za	 katere	 obstaja	 večja	 verjetnost,	 da	
prinesejo	dober	rezultat	[18].	Kot	rezultat	program	vrne	najmanjšo	sliko.	
Poleg	opisanega	postopka	pngcrush	lahko	opravi	še	naslednje	izboljšave:	
• odstranjevanje	 podatkov	 za	 popravljanje	 barv	 (ang.	 color	 correction),	 saj	 ti	 večinoma	 niso	
potrebni,	
• zmanjševanje	bitne	globine	in	dolžine	palete,	
• odstranjevanje	in	popravljanje	meta	podatkov.	
3.2.1.5 Optimiranje	hitrosti	nalaganja	statične	vsebine	z	domen	brez	piškotov	
Večina	spletnih	aplikacij	uporablja	piškotke	za	najrazličnejše	namene,	kot	so	identifikacija	uporabnika,	
oglaševanje	 ipd.	 Ko	 enkrat	 ustvarimo	 piškotek	 na	 domeni,	 se	 ta	 pošlje	 strežniku	 ob	 vsakem	 HTTP	
zahtevku	 na	 to	 domeno.	 Čeprav	 ne	 gre	 za	 veliko	 podatkov,	 pa	 je	 piškotek	 nesmiselno	 pošiljati	 na	
strežnik,	v	kolikor	ga	ta	ne	potrebuje.	Strežnik	na	primer	ne	potrebuje	piškotkov	za	strežbo	statičnih	
vsebin,	kot	so	slike	in	skripte,	zato	je	zato	takšne	vsebine	smiselno	servirati	z	druge	domene,	saj	se	na	
ta	 način	 samodejno	 znebimo	 piškotkov.	 Če	 se	 na	 primer	 neka	 aplikacija	 nahaja	 na	 domeni	
www.domena.com,	lahko	vsebino,	ki	potrebuje	piškotke,	serviramo	s	te	domene,	statično	vsebino	pa	
serviramo	 z	 domene	 static.domena.com.	 V	 primeru,	 da	 je	 ustvarjen	 piškotek	 za	 vrhnjo	 domeno	
domena.com,	potem	opisan	način	ne	bo	deloval,	zato	moramo	registrirati	novo	domeno.	
Vendar	pa	je	potrebno	biti	pazljiv,	katere	vire	nalagamo	z	druge	domene.	Kot	je	opisano	v	poglavju	o	
upodabljanju	 HTML	 dokumenta,	 se	 spletna	 stran	 ne	 izriše,	 vse	 dokler	 niso	 naloženi	 vsi	 slogi.	 S	
premikom	CSS	dokumenta	na	drugo	domeno	lahko	podaljšamo	čas,	ki	je	potreben,	da	se	ta	naloži,	saj	
je	potrebna	dodatna	DNS	poizvedba	in	ločena	TCP	povezava.	V	primeru,	da	vsebino	serviramo	preko	
varnega	protokola	HTTPS	 (ang.	HTTP	over	 SSL),	 se	 lahko	 čas	upodabljanja	 spletne	 strani	 zaradi	 TLS	
pogajanj	[10]	še	dodatno	podaljša.	Omenjene	slabosti	pridejo	do	izraza	še	zlasti,	kadar	je	uporabnik	v	
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omrežju,	kjer	so	zakasnitve	visoke.	Podobno	kot	velja	za	nalaganje	CSS	datotek,	velja	tudi	za	nalaganje	
JavaScript	datotek.		
3.2.1.6 Vnaprejšnje	nalaganje	povezanih	virov	
Vnaprejšnje	 nalaganje	 povezanih	 virov	 (ang.	 link	 prefetching)	 razvijalcem	 omogoča,	 da	 povedo	
brskalniku,	 kateri	 povezani	 viri	 naj	 bodo	 naloženi	 vnaprej,	 saj	 obstaja	 velika	 verjetnost,	 da	 jih	 bo	
uporabnik	 obiskal.	 Nalaganje	 teh	 povezav	 se	 izvaja	 brez	 vednosti	 uporabnika	 po	 tem,	 ko	 se	 naloži	
osnovna	stran.	Ko	uporabnik	izbere	eno	izmed	prednaloženih	povezav,	se	vsebina	prikaže	hitreje,	kar	
bistveno	izboljša	uporabniško	izkušnjo.	Čeprav	funkcionalnost	junija	2016	še	ni	uradno	standardizirana,	
jo	podpira	večina	modernih	brskalnikov,	z	izjemo	Safarija	[19].	
Poznamo	 več	 vrst	 vnaprejšnjega	 nalaganja,	 in	 sicer	 standardnega	 (ang.	 standard	 link	 prefetching),	
vnaprejšnje	 DNS	 poizvedbe	 (ang.	 DNS	 prefetching)	 in	 predupodabljanje	 (ang.	 prerendering).	
Vnaprejšnje	nalaganje	brskalniku	naročimo	tako,	da	v	glavo	HTML	dokumenta	vključimo	element	link	
na	enega	od		sledečih	načinov:	
<link rel="prefetch" href="http://www.example.com/"> <!— standardno vnaprejšnje nal.-> 
<link rel="dns-prefetch" href="http://example.com/"> <!— vnaprejšnja DNS poizvedba -> 
<link rel="prerender" href="/page/to/prerender"> <!— vnaprejšnje predupodabljanje -> 
Tudi	 v	 primeru	 uporabe	 vnaprejšnjega	 nalaganja	 je	 potrebna	 previdnost.	 Vnaprejšnje	 nalaganje	 se	
namreč	zanaša	na	specifikacijo	protokola	HTTP,	ki	predvideva,	da	metodi	GET	in	HEAD	ne	povzročata	
spremembe	stanja	vira	na	strežniku.	Kljub	temu	so	se	v	spletni	skupnosti	zakoreninile	navade,	kot	je	
na	primer	izvedba	odjave	z	GET	zahtevkom.	Če	bi	prednaložili	spletno	stran	z	odjavo	prek	GET	zahtevka,	
bi	 uporabnika	 odjavili	 brez	 njegove	 vednosti.	 Vnaprejšnje	 nalaganje	 prinaša	 tudi	 nekatere	 druge	
nevšečnosti,	kot	so	izmaličena	statistika	obiskov,	nepotrebna	izraba	zakupljenih	podatkov	(pomembno	
zlasti	pri	mobilnih	povezavah),	povečano	varnostno	tveganje	in	celo	pravne	probleme.	
3.2.2 Optimiranje	JavaScript	kode	
Podobno	kot	vsak	programski	jezik	tudi	JavaScript	ponuja	številne	načine,	s	katerimi	lahko	optimiramo	
hitrost	 izvajanja	 kode.	 Na	 tem	mestu	 bi	 bilo	 nemogoče	 zajeti	 vse	 tehnike,	 zato	 sta	 v	 nadaljevanju	
predstavljeni	samo	dve,	in	sicer:	
• optimiranje	delovanja	uporabniškega	vmesnika	 z	 izogibanjem	 izvajanju	 zahtevnih	 računskih	
operacij	v	glavni	niti	(uporaba	t.i.	spletnih	delavcev,	ang.	web	workers)	in	
• optimiranje	 delovanja	 uporabniškega	 vmesnika	 z	 izogibanjem	 tvorjenju	 prevelike	 količine	
odpadnih	objektov	(uporaba	bazena	objektov).	
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uporabi.	 Z	 uporabo	 bazena	 objektov	 se	 poraba	 spomina	 v	 odvisnosti	 od	 časa	 spremeni	 v	 linearno	
funkcijo,	kot	to	prikazuje	Slika	17.	
Bazen	objektov	lahko	naredimo	na	različne	načine,	ključno	pa	je,	da	nikoli	ne	zbrišemo	sklica	na	nek	
objekt	iz	bazena.	Jasno	moramo	tudi	ločiti	objekte,	ki	so	aktivni,	in	objekte,	ki	so	primerni	za	reciklažo.	
Na	takšen	način	programer	zopet	dobi	možnost	upravljanja	s	spominom.	Pri	uporabi	te	tehnike	se	je	
potrebno	zavedati,	da	običajno	ne	zmanjšamo	porabe	spomina,	ampak	čas	in	sredstva,	ki	se	porabijo	
za	nepotrebno	brisanje	in	ustvarjanje	objektov.	
Pri	 uporabi	 bazena	 objektov	moramo	 biti	 previdni,	 saj	 povzroči	 nekaj	 stranskih	 učinkov,	 kot	 je	 na	
primer	počasnejši	zagon	skripte,	zaradi	tvorjenja	začetnega	bazena	objektov,	in	večja	poraba	spomina	
v	trenutkih,	ko	aplikacija	ne	potrebuje	vseh	objektov	v	bazenu.	
3.2.3 Optimiranje	upodabljanja	dokumenta	
S	 prihodom	 zahtevnejših	 elementov	 uporabniškega	 vmesnika,	 kot	 so	 animacije	 in	 prehodi,	 so	 se	
razvijalci	srečali	s	številnimi	zmogljivostnimi	ovirami.	Z	izboljšavami	na	ravni	brskalnika,	kot	je	uporaba	
grafičnega	 procesorja	 namesto	 centralne	 procesne	 enote,	 se	 je	 zmožnost	 brskalnika,	 da	 upodobi	
zahtevne	elemente	uporabniškega	vmesnika,	bistveno	izboljšala.	Kljub	temu	pa	lahko	tudi	pri	razvoju	
spletnih	aplikacij	upoštevamo	nekatere	dobre	prakse,	ki	izboljšajo	hitrost	in	odzivnost	uporabniškega	
vmesnika.	
3.2.3.1 Uravnotežena	uporaba	upodobitvenih	nivojev	
V	poglavju	o	upodabljanju	HTML	dokumenta	je	bilo	predstavljeno,	kako	brskalnik	upodablja	elemente	
v	 več	 različnih	 nivojih.	 V	 določenih	 primerih	 to	 zahteva	 vsebina	 v	HTML	 ali	 CSS,	 kot	 na	 primer,	 ko	
prekrivamo	več	HTML	elementov	s	prosojnim	ozadjem.	To	pomeni,	da	je	končna	upodobitev	odvisna	
od	vseh	prekrivajočih	se	elementov,	zato	ne	more	potekati	zgolj	v	enem	nivoju.		
Dejstvo,	 da	 je	 upodabljanje	 v	 več	 nivojih	 zaradi	 strojnega	 pospeševanja	 lahko	 hitrejše,	 razvijalci	
izkoriščajo	pri	optimiranju	hitrosti	upodabljanja.	Razvijalci	lahko	na	število	nivojev	vplivajo	neposredno	
z	uporabo	CSS	lastnosti	will-change	ali	posredno	z	ustrezno	izbiro	HTML	elementov	in	CSS	lastnosti.	V	
kolikor	na	primer	razvijalec	ustvari	animacijo	s	pomočjo	CSS,	bo	brskalnik	samodejno	ustvaril	nov	nivo	
za	elemente	animacije.		
Podpora	 CSS	 lastnosti	will-change	 je	 bila	 dodana	 relativno	 pozno,	 pred	 tem	pa	 se	 je	 v	 brskalnikih,	
temelječih	 na	 WebKitu,	 pogosto	 uporabljala	 nastavitev	 webkit-transform:	 translateZ(0)	 v	 ostalih	
brskalnikih	pa	njen	ekvivalent.	Z	uporabo	te	CSS	 lastnosti	zagotovimo,	da	se	bo	element	upodobil	v	
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novem	nivoju,	 s	 čimer	 lahko	 pospešimo	 upodabljanje.	 Pri	 tem	 je	 potrebno	 biti	 previden,	 saj	 lahko	
dosežemo	tudi	nasproten	učinek,	še	zlasti,	kadar	je	število	nivojev	zaradi	izbire	HTML	elementov	in	CSS	
lastnosti	že	samo	po	sebi	veliko.		
3.2.3.2 Izogibanje	 nepotrebnemu	 ponovnemu	 postavljanju	 in	 barvanju	 upodobitvenih	
objektov		
V	poglavju	o	upodabljanju	HTML	dokumenta	je	opisano,	kako	lahko	spreminjanje	DOM	drevesa	sproži	
tako	ponovno	barvanje	kot	ponovno	postavljanje	upodobitvenih	objektov.	Predvsem	slednje	je	lahko	
zelo	zahteven	proces,	zlasti	kadar	je	potrebno	postaviti	veliko	objektov.	Pri	razvoju	modernih	spletnih	
aplikacij	se	ponovnemu	barvanju	in	postavljanju	upodobitvenih	objektov	ne	moremo	izogniti,	lahko	pa	
s	premišljenim	pisanjem	kode	bistveno	zmanjšamo	njihovo	pogostost.		
Vzemimo	primer	dodajanja	elementa	p	(odstavek)	v	DOM	drevo.	V	kolikor	bi	vsak	tak	element	v	DOM	
pripeli	 samostojno,	 bi	 brskalnik	 moral	 vsakič	 znova	 izračunati	 postavitev	 in	 ustrezno	 pobarvati	
upodobitvene	objekte,	 zato	 je	 zaželeno,	da	aplikacija	 čim	manjkrat	 spremeni	DOM	drevo.	 Eden	od	
načinov,	 kako	 zmanjšati	 število	 spreminjanj	 DOM	 drevesa,	 je	 uporaba	 fragmenta,	 ki	 je	 minimalna	
implementacija	korenskega	objekta	DOM	drevesa.	Ker	ni	pripet	v	DOM	drevo,	pripenjanje	elementov	
nanj	ne	sproži	ponovnega	postavljanja	ali	barvanja	upodobitvenih	objektov.	Ko	so	vsi	elementi	pripeti	
na	 fragment,	 se	 lahko	 celoten	 fragment	 pripne	 na	 ustrezno	mesto	 v	DOM	drevesu.	Na	 ta	 način	 je	
postavljanje	 in	barvanje	upodobitvenih	objektov	 sproženo	 zgolj	 enkrat.	 Spodaj	 je	primer	 kode,	 ki	 s	
pomočjo	fragmenta	doda	nove	objekte	v	drevo	DOM:	
var docFragm = document.createDocumentFragment(); // ustvarimo nov fragment dokumenta 
var elem, contents; 
for(var i = 0; i < textlist.length; i++) { 
    // ustvarimo elemente p in jih dodamo v fragment  
    elem = document.createElement('p'); 
    contents = document.createTextNode(textlist[i]); 
    elem.appendChild(contents); 
    docFragm.appendChild(elem); 
} 
// Fragment pripnemo v dokument, sprožilo se bo ponovno postavljanje in barvanje. 
document.body.appendChild(docFragm); 
Vsi	elementi	niso	enako	zahtevni	za	upodobitev.	Predstavnik	zahtevnejšega	elementa	je	tabela,	ki	lahko	
vzame	 tudi	 do	 trikrat	 več	 časa	 kot	 običajen	 element.	 Zelo	 pomembno	 je	 tudi,	 kako	 je	 element	
postavljen.	Elementi,	ki	so	postavljeni	absolutno	ali	fiksno,	so	manj	nezahtevni	za	postavljanje,	saj	ne	
zahtevajo	preračunavanja	postavitve	celotnega	dokumenta.	Zato	 je	zelo	priporočljivo,	da	animirane	
elemente,	ki	že	po	svoji	definiciji	stalno	prožijo	barvanje	in	postavljanje,	postavimo	absolutno	ali	fiksno.	
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4 Optimiranje	uporabniške	izkušnje	na	primeru	aplikacije	Axolotl	
V	 praktičnem	 delu	 bom	 z	 uporabo	 nekaterih	metod,	 ki	 sem	 jih	 predstavil	 v	 predhodnih	 poglavjih,	
optimiral	aplikacijo	Axolotl.	Axolotl	je	potrebam	diplomske	naloge	prilagojen	del	dejanske	platforme	
za	digitalno	oglaševanje	AdCreator	[21],	ki	jo	je	razvilo	podjetje	Celtra.	AdCreator	je	sistem	v	oblaku,	ki	
uporabnikom	omogoča	 izdelavo,	upravljanje	 in	analizo	dinamičnih	digitalnih	oglasov,	ki	se	pretežno	
prikazujejo	 na	mobilnih	 napravah.	 Za	 prikaz	 optimiranja	 spletne	 aplikacije	 seveda	 ne	 potrebujemo	
celotne	platforme,	zato	je	v	Axolotlu	izveden	le	del,	ki	je	namenjen	upravljanju	promocijskih	kampanj.	
Slednje	 v	 oglaševalskem	 svetu	 predstavljajo	 skupek	 oglasov,	 ki	 promovirajo	 izdelek,	 idejo,	 storitev,	
akcijsko	ponudbo	itd.	V	aplikaciji	so	narejene	še	nekatere	prilagoditve,	kot	 je	na	primer	odstranitev	
odvisnosti	 od	 REST	 storitev	 in	 strežnikov	 za	 predpomnjenje.	 Ker	 gre	 za	 testno	 aplikacijo,	 sem	 vse	
podatke,	ki	bi	jih	pridobili	s	klicem	API	storitev	ali	drugih	strežnikov,	dodal	kar	v	izvorno	kodo	aplikacije.	
Z	drugimi	besedami:	podatki	v	Axolotlu	se	ne	nalagajo	dinamično.	
4.1 Aplikacija	Axolotl	
Axolotl	je	preprosta	aplikacija,	ki	je	prikazana	na	eni	strani.	Kot	je	razvidno	s	Slike	18,	je	uporabniški	
vmesnik	aplikacije	sestavljen	iz:	
• Traku	sličic	oglasov	(ang.	coverflow),	ki	jih	je	uporabnik	nazadnje	oblikoval.	
• Tabele	kampanj.	V	kolikor	bi	na	primer	trgovina	želela	oglaševati	znižane	cene,	bi	naredila	
novo	kampanjo,	 vključila	pa	bi	oglase,	 ki	bi	promovirali	 znižane	 cene	artiklov.	Na	 seznamu	
kampanj	so	prikazani	le	njeni	najpomembnejši	podatki,	kot	so	ime,	število	oglasov,	podatki	o	
panogi,	 času	 izvajanja,	 trenutnemu	stanju,	načrtovani	 in	dejanski	 izpostavljenosti	na	spletu	
itd.	Tabelo	je	mogoče	razvrstiti	s	klikom	na	ime	želenega	stolpca.	Klik	na	stolpec	last	change	
tako	na	primer	povzroči	razvrščanje	po	zadnji	uveljavljeni	spremembi.		
• Orodne	 vrstice	 za	 upravljanje	 kampanj,	 kjer	 je	 poleg	 gumbov	 za	 upravljanje	 kampanj	 še	
preprost	filter,	s	katerim	lahko	omejimo	podatke	v	tabeli	na	arhivirane	ali	aktivne	kampanje.	
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• razvrščanje	in	filtriranje	seznama	kampanj	kampanj,	
• pomikanje	zaslona	na	seznamu	kampanj,	
• odpiranje	povezav.		
Internetna	 povezava	 je	 eden	 od	 najpomembnejših	 faktorjev,	 ki	 vplivajo	 na	 končno	 uporabniško	
izkušnjo.	 V	 tej	 diplomski	 nalogi	 je	 s	 pomočjo	 orodij	 Google	 Developer	 Tools	 simulirana	 simetrična	
hitrost	povezave	1	MB/s	s	časom	do	potrditve	40	ms	(ang.	round	trip	delay	time,	RTT).	
Pri	uporabi	testne	aplikacije	po	predstavljenem	scenariju	pred	optimizacijo	so	hitro	opazni	naslednji	
problemi:	
• Kazalec	 nalaganja	 (ang.	 loader)	 se	 ne	 prikaže	 prej	 kot	 v	 eni	 sekundi.	 To	 pomeni,	 da	 nismo	
dosegli	cilja,	da	se	barvanje	izvede	najkasneje	100	ms	po	uporabnikovem	dejanju.	
• Stran	se	nalaga	okrog	10	sekund.	Cilj	doseči	nalaganje	 strani	v	manj	kot	 sekundi	nikakor	ni	
dosežen.	
• Sličice		v	seznamu	oglasov	se	nalagajo	dlje	kot	100	ms.	
• Razvrščanje	kampanj	je	počasno	in	traja	dlje	kot	100	ms.	Časovni	kriterij	barvanja	ni	izpolnjen.	
• Odpiranje	povezav	je	počasno	in	traja	več	kot	5	sekund	na	povezavo.	
• Vsebina	se	pri	pomikanju	zaslona	izrisuje	z	manj	kot	60	sličicami	na	sekundo.	
4.4 Optimiranje	
V	tem	delu	bom	predstavil	rezultate	optimiranja	uporabniške	izkušnje	z	metodami,	ki	sem	jih	opisal	v	
prvem	delu	diplomske	naloge.	Tako	kot	v	teoretičnem	delu,	so	tudi	tukaj	razvrščene	v	tri	skupine,	ki	
vključujejo	optimiranje	virov,	optimiranje	JavaScript	kode	in	optimiranje	upodabljanja.	
4.4.1 Optimiranje	virov	
Aplikacija	 se	 na	 počasnih	 povezavah	 nalaga	 tudi	 10	 sekund	 in	 več.	 Z	 analizo	 mrežnega	 prometa	
ugotovimo,	 da	 moramo	 prenesti	 več	 kot	 4	 MB	 podatkov,	 kar	 je	 glavni	 razlog	 za	 tako	 dolg	 čas.		
Zmanjšanje	 potrebne	 količine	 podatkov	 za	 prenos	 je	 zelo	 pomembno,	 v	 kolikor	 želimo	 pospešiti	
nalaganje	 aplikacije.	 V	 nadaljevanju	 si	 poglejmo,	 kako	 različne	 metode	 optimiranja	 pripomorejo	 k	
boljšemu	delovanju.	
4.4.1.1 Optimiranje	velikosti	tekstovnih	datotek	z	uporabo	stiskanja	
Najbolj	 popularne	 rešitve	 za	 serviranje	 spletnih	 strani	 izvirajo	 iz	 odprtokodne	 skupnosti	 Apache	 ali	
podjetja	Microsoft	 [26].	V	 tem	diplomskem	delu	 je	uporabljen	 spletni	 strežnik	 Express,	 ki	 se	 redko	
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4.4.1.2 Optimiranje	velikosti	JavaScript	dokumentov	
Minimizacijo	kode	sem	opravil	z	orodjem	uglifyJS,	predvsem	zaradi	njegove	enostavne	namestitve	v	
razvojno	 okolje	 aplikacije	 Axolotl.	UglifyJS	 ponuja	 kar	 nekaj	 možnosti,	 s	 katerimi	 lahko	 dosežemo	
optimalno	 minimizacijo,	 vendar	 pogosto	 za	 ceno	 spremenjene	 funkcionalnosti.	 Takšen	 primer	 je	
možnost	screw-ie8,	ki	bo	poskrbela	za	boljšo	minimizacijo	za	ceno	nedelovanja	v	starejših	različicah	
brskalnika	Internet	Explorer.	
V	 tem	 diplomskem	 delu	 sta	 uporabljeni	 možnosti	 compression	 in	 mangle.	 Prva	 skuša	 zamenjati	
originalne	zapise	kode	s	krajšimi	izrazi.	Tako	na	primer	odstrani	ključno	besedo	var	na	vseh	mestih,	kjer	
je	uporabljena	po	nepotrebnem,	saj	je	bila	spremenljivka	že	predhodno	definirana.	Možnost	mangle	
zamenja	imena	spremenljivk	in	funkcij	s	krajšimi	imeni.	
Rezultati	
Velikost	 prenesenih	 datotek	 pred	minimizacijo	 je	 bila	 3,8	MB,	 po	 njej	 pa	 2,4	MB.	 Če	 na	 spletnem	
strežniku	uporabimo	gzip	stiskanje,	 je	velikost	datotek	pred	minimizacijo	940	kB,	po	minimizaciji	pa	
732	kB.	Velikost	datoteke	axolotl.js,	ki	je	bila	pravzaprav	edina	minimizirana,	se	je	zmanjšala	z	597	kB	
na	393	kB.		
Ker	nas	zanima	predvsem	vpliv	optimizacij	na	uporabniško	izkušnjo,	sem	izmeril	tudi	skrajšanje	časa	do	
prikaza	prve	vsebine.	Ta	se	je	skrajšal	na	2	sekundi,	kar	kaže	na	izboljšanje	za	0,5	s.	
4.4.1.3 Stiskanje	PNG	slik	
Stiskanje	PNG	slik	 sem	 izvedel	 s	programom	pngcrush.	Njegovo	delovanje	 je	opisano	v	predhodnih	
poglavjih,	sam	pa	sem	slike	stiskal	s	sledečim	ukazom:	
pngcrush -brute vhodnaSlika.png izhodnaSlika.png  
Rezultati	
S	stiskanjem	PNG	slik	se	je	količina	prenesenih	podatkov	zmanjšala	z	732	kB	na	694	kB.	Kljub	uporabi	
časovno	zahtevnejše,	a	učinkovitejše	izbire	brute,	 je	prihranek	minimalen	in	se	pri	času	prikaza	prve	
smiselne	 vsebine	 ne	 pozna.	 Tudi	 sličice	 se	 ne	 naložijo	 opazno	 hitreje.	 Tako	 majhni	 prihranki	 so	
posledica	 dejstva,	 da	 so	 bile	 vse	 slike	 že	 pred	 optimiranjem	ustrezno	 pripravljene	 za	 serviranje	 na	
spletu.	 Kljub	 temu	 je	 to	 optimiranje	 smiselno	 sistematično	 izvajati,	 saj	 se	 zlasti	 v	 primeru,	 kadar	
uporabniki	 sami	nalagajo	vsebine	na	spletni	 strežnik,	kaj	hitro	 lahko	zgodi,	da	naložijo	 slike,	ki	niso	
prilagojene	za	splet.
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Aplikacija	Axolotl	po	optimiranju	števila	zahtevkov	z	združevanjem	sličic	v	eno	samo,	predstavljenim	v	
predhodnem	poglavju,	sproži	8	zahtevkov,	od	katerega	jih	7	ne	bi	potrebovalo	piškota,	saj	gre	za	slike,	
JavaScript	kodo	in	CSS	dokumente.	To	pomeni,	da	brskalnik	po	nepotrebnem	pošlje	na	strežnik	56	kB	
podatkov.	Količina	podatkov,	ki	jo	brskalnik	pošlje	strežniku	v	primeru,	ko	piškotek	ni	prisoten,	znaša	
približno	0,5	kB	na	zahtevek,	skupaj	torej	4	kB.	Za	primerjavo:	strežnik	brez	piškotkov	pošlje	brskalniku	
okrog		900	kB	podatkov.	
Rezultati	
Na	 simulirani	 povezavi	 (1	 Mb/s,	 40	 ms	 RTT)	 pošiljanje	 dodatnih	 56	 kB	 ne	 povzroča	 poslabšanja	
uporabniške	izkušnje,	saj	se	čas	do	prve	upodobitve	dokumenta	ni	spremenil.	Odvečni	promet	se	je	
zelo	enakomerno	razdelil	med	HTTP	zahtevke,	ki	se	izvedejo	v	razponu	šestih	sekund.	Ker	kapaciteta	
povezave	ni	bila	izkoriščena	v	celoti,	se	čas	nalaganja	aplikacije	ni	opazno	podaljšal.	To	pa	ne	pomeni,	
da	 v	 drugih	 aplikacijah	 in/ali	 drugačnem	 okolju	 nalaganje	 z	 domene	 brez	 piškotkov	 ne	 bi	 prineslo	
opaznejšega	 izboljšanja,	 še	 zlasti,	 kadar	 je	 aplikacija	 zelo	 bogata	 z	 slikami	 in	 drugimi	 viri,	 ki	 ne	
potrebujejo	podatka	o	piškotku.	
Oglejmo	si,	kako	optimiranje	vpliva	na	prenos	ene	od	slik	aplikacije	Axolotl,	in	sicer	ikone	za	razvrščanje	
sort_desc.gif,	 ko	 upočasnimo	 prenos	 podatkov	 od	 uporabnika	 k	 strežniku	 na	 128	 kb/s.	 S	 pomočjo	
programa	curl,	ki	teče	v	unixovi	ukazni	vrstici,	lahko	100-krat	poženemo	zahtevek	po	sliki.	Povezava	je	
upočasnjena	preko	posredniškega	strežnika	(ang.	proxy)	Charles,	ki	posluša	na	vratih	8888.	Koda	ukaza	
je:	
for i in {1..100};do curl --proxy 127.0.0.1:8888 -s -w "%{time_total}\n" -o /dev/null 
'http://192.168.56.121:8080/img/sort_desc.gif' -H 'Accept-Encoding: gzip, deflate, 
sdch'; done 
Mediana	vseh	časov	je	znašala	0,05	s.	Nato	HTTP	zahtevku	dodamo	še	8	kB	velik	piškotek.	V	spodnjem	
ukazu	je	seveda	skrajšan,	saj	8	kB	besedila	zavzame	kar	nekaj	prostora:	
for i in {1..100};do curl --proxy 127.0.0.1:8888 -s -w "%{time_total}\n" -o /dev/null 
'http://192.168.56.121:8080/img/sort_desc.gif' -H 'Cookie: Cookie=piskot'; done 
Mediana	 vseh	 časov	 zahtevkov	 s	 piškotom	 je	 znašala	 0,113	 s,	 torej	 63	ms	 dlje	 kot	 v	 primeru	 brez	
piškota.	Vidimo,	da	je	optimiranje	smiselno,	zlasti	ker	 je	zelo	enostavno	–	potrebno	je	 le	registrirati	
novo	domeno	ali	poddomeno	in	vire,	ki	ne	potrebujejo	piškota,	prenašati	z	nove	domene.	Za	potrebe	
diplomske	 naloge	 nisem	 registriral	 nove	 domene,	 ampak	 sem	 na	 osebnem	 računalniku	 popravil	
datoteko	hosts	 (Windows:	 %SystemRoot%\System32\drivers\etc\hosts,	 Unix:	 /etc/hosts)	 na	 sledeč	
način:	
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127.0.0.1       localhost 
192.168.56.121  static.domena.com 
V	HTML	sem	se	na	vir	z	nove	domene	skliceval	na	sledeč	način:	
<link rel="stylesheet" href="http://static.domena.com/assets/axolotl.css" 
rel="stylesheet"/> 
4.4.1.6 Optimiranje	nalaganja	z	vnaprejšnjim	nalaganjem	povezav	
V	aplikaciji	AdCreator	povezave	v	traku	oglasov	vodijo	do	urejevalnika,	v	katerem	je	mogoče	popraviti	
vsebino	oglasa.	Vključitev	urejevalnika	v	diplomsko	nalogo	bi	vzela	precej	časa,	zato	povezave	vodijo	
kar	na	primere	oglasov	ali	slike.		
Ker	se	v	aplikaciji	Axolotl	ne	uporabljajo	domene,	ali	pa	so	te	definirane	na	lokalnem	računalniku,	vpliv	
vnaprejšnjega	 razreševanja	 DNS	 naslovov	 ni	 analiziran.	 V	 nadaljevanju	 je	 zato	 na	 dveh	 primerih	
predstavljen	le	vpliv	klasičnega	vnaprejšnjega	nalaganja	povezav	in	upodabljanja.		
V	 prvem	primeru	 predpostavimo,	 da	 večina	 uporabnikov	med	 uporabo	 aplikacije	 obišče	 tudi	 stran	
../assets/creative/index.html?5af79c6a.	 Zato	 je	 spletno	 stran	 smiselno	 vnaprej	 upodobiti.	 To	 je	
mogoče	narediti	s	spodnjo	HTML	kodo:	
<link rel="prerender" href="../assets/creative/index.html?5af79c6a> 
V	drugem	primeru	predpostavimo,	da	veliko	uporabnikov	izbere	povezavo	../assets/img/test.jpg	in	ima	
zato	smisel	to	sliko	vnaprej	naložiti	v	brskalnikov	predpomnilnik.	To	naredimo	s	sledečo	kodo:	
<link rel="prefetch" href="../assets/img/test.jpg"> 
Vnaprejšnje	nalaganje	povezav	 je	 izboljšalo	uporabniško	 izkušnjo.	V	prvem	primeru	 se	 je	nalaganje	
spletne	strani	pohitrilo	s	5	s	na	0,1	s.	V	drugem	primeru	pa	z	11	s	na	0,2	s.	Razlike	so	zares	velike,	vendar	
pa	se	je	potrebno	zavedati,	da	bi	bile	v	primeru	hitrejših	internetnih	povezav	te	precej	manjše.	
4.4.2 Optimiranje	izvajanja	JavaScript	kode	
4.4.2.1 Preprečevanje	izvajanja	zahtevnih	računskih	operacij	v	glavni	niti	
V	 sodobnih	 spletnih	 aplikacijah	 se	 zahtevnejše	 računske	 operacije	 zelo	 pogosto	 izvajajo	 kar	 v	
brskalniku.	V	aplikaciji	AdCreator	se	tako	 izračunajo	nekateri	analitični	podatki.	Ker	v	Axolotlu	ni	na	
voljo	dovolj	analitičnih	podatkov,	je	algoritem	za	računanje	statističnih	podatkov	kampanje	zamenjan	
z	algoritmom,	ki	izvede	veliko	število	osnovnih	računskih	operacij	nad	naključno	generiranimi	števili.	
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4.4.3.2 Izogibanje	 nepotrebnemu	 ponovnemu	 postavljanju	 in	 barvanju	 upodobitvenih	
objektov		
Da	bi	preprečili	odvečno	postavljanje	in	barvanje,	aplikacija	Axolotl	doda	vse	vrstice	v	tabelo	v	enem	
koraku	z	uporabo	fragmenta.	Ko	sem	odstranil	 to	optimizacijo,	nisem	opazil	poslabšanja,	saj	 so	vse	
ključne	metrike	ostale	enake.	Izkaže	se,	da	čas,	ki	je	potreben	za	upodabljanje,	ne	predstavlja	največje	
ovire	za	čim	hitrejšo	upodobitev	na	zaslonu.	Največji	problem	predstavlja	količina	elementov,	ki	mora	
biti	vstavljena	v	DOM	drevo.	Ker	tega	števila	brez	bistvenega	posega	v	obliko	spletne	strani	ni	mogoče	
zmanjšati,	sem	se	odločil	za	izvedbo	postopnega	vstavljanja	DOM	elementov.	
Aplikacija	Axolotl	se	nalaga	v	dveh	korakih.	V	prvem	se	naloži	podstat	aplikacije	–	JavaScript	koda,	CSS	
dokumenti,	grafični	elementi	itd.	V	drugem	koraku	aplikacija	Axolotl	naloži	vsebino,	v	mojem	primeru	
seznam	kampanj	in	oglasov.	Že	s	prostim	očesom	lahko	opazimo,	da	se	indikator	nalaganja	ob	koncu	
nalaganja	 vsebine	 ustavi.	 Razlog	 odkrijemo	 z	 analizo	 izvajanja	 Javascript	 kode.	 Iz	 dolžine	 rumenih	
trakov	 na	 Sliki	 28	 razberemo,	 da	 zelo	 pogosto	 ne	 izpolnimo	 kriterija	 izvajanja	 JavaScript	 kode	 v	
intervalih	pod	50	ms,	kar	povzroča	neodziven	uporabniški	vmesnik.	V	primeru	aplikacije	Axolotl	se	to	
odraža	na	kazalcu	nalaganja,	ki	se	ustavi.	A	ker	v	trenutku	neodzivnosti	uporabniški	vmesnik	še	ni	v	
celoti	naložen,	uporabnik	(razen	odjave	ali	prehoda	na	drugo	stran)	še	nima	možnosti	interakcije,	s	tem	
pa	se	zmanjša	tudi	negativen	vpliv	na	dojemanje	uporabniške	izkušnje.	
Na	 srečo	 vsi	 intervali	 procesorsko	 niso	 zelo	 intenzivni	 in	 posledično	 ne	 pomenijo	 poslabšanja	
uporabniške	 izkušnje.	 Izkaže	se,	da	 je	procesorsko	najbolj	obremenjujoče	vstavljanje	vrstic	 tabele	v	
DOM.	Tovrstnih	operacij	žal	ni	mogoče	izvesti	v	ločenem	procesu	s	spletnimi	delavci,	zato	je	potrebno	
poiskati	alternativno	rešitev.	
V	 tabeli	 je	 trenutno	60	vrstic	 (kampanj),	kar	pomeni,	da	 jih	večina	ni	prikazanih	na	uporabnikovem	
zaslonu.	To	dejstvo	lahko	izkoristimo	tako,	da	na	začetku	prikažemo	samo	prvih	nekaj	vrstic,	kasneje	
pa	dodamo	še	ostale.	S	tem	razporedimo	sestavljanje	DOM	skozi	daljše	časovno	obdobje,	s	čimer	se	
izognemo	intenzivni	uporabi	glavne	niti.	Dodatna	prednost	te	rešitve	je	tudi,	da	se	čas	do	prikaza	prve	
vsebine	bistveno	zmanjša.	Čas	do	prvega	izrisa	slik	v	traku	oglasov	znaša	700	ms,	do	izrisa	prve	vrstice	
v	tabeli	pa	1	s.	Pred	izboljšavo	je	bil	čas	do	prve	vsebine	enak	času	do	izrisa	celotne	vsebine	in	je	znašal	
kar	3200	ms.	Zelo	se	je	pohitrilo	tudi	razvrščanje	vrstic	v	tabeli.	
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5 Zaključek	
V	 uvodnem	 delu	 diplomskega	 dela	 sem	 predstavil	 značilnosti	 sodobnih	 spletnih	 aplikacij,	 okolje,	 v	
katerem	delujejo	in	kako	se	je	to	okolje	razvijalo.	Poznavanje	zgodovine	razvoja	okolja	je	pomembno	
za	 razumevanje	 strukture	 brskalnika.	 Osnovna	 naloga	 slednjega	 je	 prikazovanje	 dokumentov,	 ki	 je	
kompleksen	proces,	razumevanje	katerega	terja	kar	nekaj	časa	in	truda.	Vendar	pa	poznavanje	tega	
procesa	razvijalcem	spletnih	aplikacij	omogoča,	da	lahko	učinkoviteje	optimirajo	programe	ali	pa,	kar	
je	še	pomembnejše,	že	v	času	razvoja	sprejemajo	dobre	arhitekturne	rešitve.	
V	teoretičnem	delu	diplomskega	dela	je	največji	izziv	predstavljalo	raziskovanje	arhitekture	brskalnika.	
To	je	bilo	težavno,	predvsem	zaradi	pomanjkanja	kvalitetne	literature.	Razlogi	so	različni,	od	dejstva,	
da	nekateri	razvijalci	ne	razkrivajo	informacij	o	arhitekturi	svojih	brskalnikov,	do	tega,	da	se	arhitektura	
brskalnika	spreminja	in	je	težko	najti	literaturo,	ki	ni	vsaj	delno	zastarela.	Potrebno	je	bilo	tudi	pripraviti	
pregled	metod	 in	 načinov,	 s	 katerimi	 lahko	 izboljšamo	 uporabniško	 izkušnjo	 spletne	 aplikacije.	 Pri	
klasičnih	 spletnih	 straneh	 je	 izbor	metod	 večinoma	 osredotočen	 na	 optimiranje	mrežnih	 virov,	 pri	
spletnih	aplikacijah,	ki	tečejo	na	eni	strani,	pa	to	ni	več	dovolj.	Iskal	sem	metode,	s	katerimi	je	mogoče	
optimirati	elemente	uporabniške	izkušnje	(upodabljanje	animacij,	odzivnost	uporabniškega	vmesnika	
ipd.),	in	se	čim	bolj	približati	izkušnji,	ki	jo	ponujajo	klasične	aplikacije.	
V	praktičnem	delu	so	bili	postopki,	opisani	v	teoretičnem	delu	diplomskega	dela,	uporabljeni	na	testni	
aplikaciji.	 Večina	 optimiranj	 je	 bistveno	 izboljšala	 parametre,	 ki	 vplivajo	 na	 uporabniško	 izkušnjo,	
nekatera	pa	so	imela	zanemarljiv	vpliv,	kar	bi	se	lahko	spremenilo	pod	drugačnimi	pogoji	testiranja	in	
ob	drugačni	vsebini	aplikacije.	V	diplomskem	delu	arhitekture	uporabljene	aplikacije	nisem	bistveno	
spreminjal,	čeprav	bi	tako	dosegel	še	bistveno	boljše	rezultate.	Z	ustrezno	arhitekturo	bi	lahko	izločil	
številne	nepotrebne	operacije.	Takšen	primer	je	razvrščanje	kampanj,	kjer	vedno	na	novo	vstavimo	vse	
elemente	v	DOM	drevo,	čeprav	 je	potrebnih	sprememb	na	DOM	drevesu	bistveno	manj.	Predvsem	
sem	želel	predstaviti	metode,	ki	so	splošne	in	niso	specifične	za	konkretno	aplikacijo.	
Merjenje	 uporabniške	 izkušnje	 je	 zahtevno,	 zlasti	 ker	 je	 težko	 zagotoviti	 stabilno	 merilno	 okolje.	
Brskalnik	 namreč	 deluje	 na	 operacijskem	 sistemu	 skupaj	 s	 številnimi	 drugimi	 programi	 in	 njihov	
medsebojni	vpliv	je	zelo	težko	izločiti.	Zato	sem	vedno	opravil	več	meritev,	izločil	ekstremne	vrednosti	
in	vzel	povprečje	ostalih	vrednosti.	Postopek	merjenja	bi	vsekakor	še	lahko	izboljšal,	na	primer	tako,	
da	bi	naredil	še	več	meritev.	Žal	pa	orodja,	ki	sem	jih	uporabil,	niso	najbolj	primerna	za	ponavljanje	na	
stotine	meritev.	Verjetno	bi	bilo	smiselno	spremeniti	tudi	postopek	računanja	rezultata	kot	povprečja	
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ostalih	meritev.	Povprečje	je	lahko	zelo	zavajajoče,	saj	povprečna	vrednost	lahko	zelo	odstopa	od	tiste,	
ki	se	pojavi	največkrat.	Na	drugi	strani	računanje	mediane	prinese	druge	slabosti,	kot	je	zanemarjanje	
vrednosti,	ki	se	pojavijo	v	manjšini,	a	so	morda	vseeno	relevantni.	Verjetno	bi	bilo	smiselno	združiti	
oba	načina	predstavitve	rezultatov.	
Okolje,	v	katerem	delujejo	spletne	aplikacije,	se	ves	čas	razvija.	Zato	bodo	morda	nekatere	tehnike,	
predstavljene	v	tem	diplomskem	delu,	že	v	bližnji	prihodnosti	nepotrebne.	Na	drugi	strani	pa	se	bodo	
pojavile	nove	potrebe	in	zahteve.	Bistveno	je,	da	kot	razvijalci	spletnih	aplikacij	razumemo	okolje,	v	
katerem	teče	aplikacija,	in	izkoristimo	ves	potencial,	ki	nam	ga	ta	ponuja.	 	
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