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Resum 
 
El objetivo de este proyecto es crear una aplicación que sirva de ayuda al 
estudio y simulación de problemáticas globales. 
 
La aplicación ha de ser utilizable por alumnos y educadores enmarcados 
dentro de la iniciativa GENIe. Esta iniciativa tiene como uno de sus objetivos 
concienciar a dichas personas de las problemáticas globales a las que se 
enfrentará la sociedad durante el siglo XXI. Enseñándoles a estudiar los 
problemas mediante herramientas de simulación, cada persona puede 
comprobar por sí misma sus efectos sobre el futuro del planeta, y buscar 
soluciones alternativas. 
 
Con la aplicación que se ha desarrollado, se puede modelar un sistema global 
a partir de las entidades que lo conforman y crear funciones matemáticas que 
permiten simular su comportamiento dinámico en el tiempo. Con este modelo, 
y a partir de los datos reales que se conocen del sistema, se pueden realizar 
predicciones a futuro del comportamiento del mismo bajo diferentes 
escenarios. 
 
Dichas predicciones nos ayudarán a extraer datos y conclusiones que nos 
permitirán actuar sobre el sistema para modificar su comportamiento.  
 
La aplicación se ha diseñando para su utilización a través de Internet. Se han  
empleado tecnologías estándares y ampliamente extendidas con el objetivo de 
que sea fiable, utilizable en múltiples sistemas y fácilmente ampliable. 
 
 
 
 
 
 
 
 
 
 
 
 Title: Development of a reasoning support software tool 
Author:  José María Olmo Parejo 
Director: Juan Carlos Aguado Chao 
Date:  September, 5th 2005 
 
 
 
 
Overview 
 
The goal of this project is to develop a reasoning support system that aims the 
understanding and simulation of global issues. 
 
Students and instructors within the GENIe initiative will be the main users of 
the program. One of the goals of this initiative is to make this people become 
aware of the problems that society will have to face in the 21st century. With 
the aid of simulation tools, users can check by themselves the effects of the 
global issues over the future world, and try to find alternative solutions to these 
problems. 
 
Using the developed software a complex system can be modelled from its 
entities and mathematical algorithms can be created to simulate its dynamic 
response. With this model and the known real world data concerning the 
system it will be simple to predict the future response of the system under 
different scenarios. 
 
This “alternative futures” will help users to come to conclusions that will be 
useful to act on the system in order to modify its behaviour. 
 
The software is designed as an Internet server, using standard and well-known 
technologies in order to make it reliable, able to run on different kinds of 
systems and easy to extend and upgrade. 
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INTRODUCCIÓN 
 
El objetivo de este proyecto es crear una aplicación que sirva de ayuda al 
estudio y simulación de problemáticas globales. Estos estudios están 
enmarcados dentro de las actividades desarrolladas en el programa GENIe 
(Global-Problematic Education Network Iniciative). 
 
Entre los objetivos de dicho programa está el estudiar los problemas globales a 
los que se enfrenta nuestra sociedad y buscar posibles alternativas que nos 
lleven a diferentes escenarios de futuro. Compartiendo estos conocimientos y 
expectativas, alumnos y educadores de todo el mundo aprenden a sentirse 
parte de la sociedad globalizada del siglo XXI. 
 
Una de las piezas clave de la iniciativa GENIe es proporcionar a alumnos y 
educadores una herramienta informática de soporte a la toma de decisiones 
(Decision Support System o DSS), que les ayude en el estudio de 
problemáticas relacionadas con la sostenibilidad, el medio ambiente, el 
desarrollo humano, etc. 
 
Con este tipo de aplicaciones, se puede simular un sistema y extraer datos y 
conclusiones que nos permitan actuar sobre el mismo para modificar su 
comportamiento. 
 
Hasta la fecha, la herramienta que se utiliza dentro de esta iniciativa es un 
programa denominado Globesight. Este programa tiene los inconvenientes de 
que es complejo de utilizar, requiere conocimientos de programación, y ha 
quedado desfasado en la tecnología que utiliza. Con el presente proyecto, se 
pretende ofrecer una herramienta alternativa a Globesight, más intuitiva y 
sencilla de utilizar, y aprovechando las ventajas que nos ofrecen las últimas 
tecnologías en materia informática para este tipo de aplicaciones. 
 
Con estas premisas en mente, en el capítulo 1 profundizaremos un poco más 
en los antecedentes del proyecto y de la iniciativa GENIe, concretaremos qué 
es un sistema de ayuda a la toma de decisiones y detallaremos las 
características del programa Globesight. 
 
En el capítulo 2, veremos de qué funcionalidad queremos dotar a nuestro 
nuevo DSS. Muchas de las funciones a implementar serán similares a las de 
Globesight puesto que, no lo olvidemos, los usuarios potenciales de la nueva 
aplicación son aquellos que lo utilizan actualmente. Se explicarán también los 
motivos que nos han llevado a implementar el sistema como una aplicación 
web. 
 
En el capítulo 3 se describirán las tareas principales del proyecto, desde el 
análisis de requerimientos hasta la presentación. También se hará un inciso 
sobre la metodología utilizada para la realización del mismo: UML para las 
especificaciones y el diseño y un ciclo de vida iterativo e incremental para el 
desarrollo. 
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A partir del capítulo 4, entraremos en la parte más técnica de la memoria. En él 
veremos las especificaciones de la aplicación: el diagrama de contexto, que 
nos modela las operaciones que los usuarios podrán realizar, y el modelo de 
datos. 
 
En el capítulo 5, se detallará el diseño de nuestro DSS. Observaremos que se 
ha dividido la aplicación en cuatro paquetes principales, dependiendo de qué 
función cumplen las clases incluidas en cada uno de ellos. A continuación, 
veremos los diagramas de clases de cada paquete y, por último, el diseño de la 
interfaz de usuario. 
 
En el capítulo 6, se resumirá el trabajo realizado durante las diferentes fases de 
desarrollo. Como corresponde al ciclo de vida iterativo e incremental, el 
desarrollo se ha dividido en fases, al final de cada una de las cuales se va 
obteniendo una versión de la aplicación más avanzada. También se describirá 
el coste estimado del proyecto y los problemas encontrados. 
 
Al final del desarrollo, es necesario realizar una serie de pruebas globales para 
comprobar el correcto funcionamiento de todo el conjunto. Estas pruebas serán 
el objeto del capítulo 7. 
 
Por último, en el capítulo 8 se enumerarán una serie de ampliaciones posibles 
que se pueden llevar a cabo sobre la base implementada. Este proyecto ha 
sido desarrollado teniendo siempre en mente que se pudieran añadir nuevas 
funcionalidades de forma sencilla, de manera que se convierta en una 
aplicación que evolucione, y no en un producto cerrado. Es por ello que se ha 
intentando en la medida de lo posible recurrir a tecnologías estándar y 
ampliamente extendidas. 
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CAPÍTULO 1. ANTECEDENTES 
1.1. Global-Problematic Education Network Iniciative (GENIe) 
La idea del desarrollo de una herramienta de soporte a la toma de decisiones 
se inspira en la iniciativa GENIe, que pretende, entre otras cosas, estudiar y dar 
a conocer los problemas globales a los que se enfrenta nuestra sociedad en 
diferentes ámbitos ínter-disciplinares, lo que se conoce como la Problemática 
Global. 
 
Los objetivos generales de dicho programa son: 
 
• Proporcionar a estudiantes y profesores de diferentes culturas una 
oportunidad para compartir su conocimiento y sus expectativas sobre la 
evolución de la sociedad global en el siglo 21. 
• Preparar a los estudiantes con una carrera profesional y unas actitudes 
adecuadas para una sociedad global. 
• Proporcionar a estudiantes y educadores un sentimiento de pertenencia 
a una sociedad global y un sentido de optimismo y responsabilidad 
sobre el mundo del mañana. 
 
Para conseguir estos objetivos, una de las piezas clave de la iniciativa GENIe 
es proporcionar a alumnos e investigadores una herramienta informática de 
soporte a la toma de decisiones, para el estudio de problemas complejos. 
 
En el ámbito de GENIe las problemáticas a analizar son de carácter global 
(sostenibilidad, medio ambiente, desarrollo, etc.) y el sistema que se analiza y 
sobre el que se pretende actuar es nuestro mundo (o zonas concretas del 
mismo). 
 
 
1.2. Sistemas de Ayuda en la Toma de Decisiones 
1.2.1. Definición 
 
Los Sistemas de Información para la Ayuda en la Toma de Decisiones 
(Decision Support Systems, DSS a partir de ahora) empezaron a desarrollarse 
en la década de los 70. Se trata de sistemas informáticos cuyo objetivo es 
ayudar a las personas que han de tomar decisiones en problemas complejos 
de la vida real a predecir cuales podrían ser los efectos de dichas decisiones, 
permitiendo a estas personas tomar la decisión más adecuada. Incluso, hay 
sistemas que van más allá y calculan automáticamente las diferentes 
posibilidades, proporcionando directamente sugerencias sobre las decisiones 
que se deben tomar para obtener un resultado óptimo. 
 
Para realizar estas predicciones, los DSS se basan principalmente en aplicar 
modelos de análisis de cada problema concreto a los datos históricos del 
mismo. Como los problemas a resolver suelen ser complejos y no 
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estructurados (de lo contrario no valdría la pena emplear la gran cantidad de 
recursos necesarios para crear un DSS) los DSS suelen desarrollarse 
enfocados a resolver un tipo de problema concreto. Por tanto, se pueden 
clasificar por el tipo de problema al que están enfocados como por ejemplo: 
 
• Sistemas de Información para Ejecutivos (Executive Information 
Systems, EIS) 
• Ayuda a la Decisión en Grupos (Group Decision Support Systems, 
GDSS) 
• Ayuda a la Gestión (Management Support Systems, MSS) 
• Ayuda a los Ejecutivos (Executive Support Systems, ESS) 
 
Es importante recalcar que los DSS son herramientas que ayudan en el 
proceso de decisión, pero que no lo sustituyen, y siempre están bajo el control 
del usuario: dependen de él para la obtención de los datos de partida y los 
modelos de análisis, y al final le presentan los resultados, en base a los cuales 
el usuario toma finalmente una decisión. 
 
La efectividad de un DSS, por tanto, depende de la calidad de los datos de los 
que disponga y de lo ajustado que sea el modelo de análisis a la realidad del 
problema a resolver. 
 
 
1.2.2. Estructura de un DSS 
 
Los sistemas de ayuda a la toma de decisiones, se pueden dividir en tres 
componentes principales, que se encuentran en la mayoría de ellos: 
 
• Sistema de Gestión de las Bases de Datos (SGBD): Es la fuente de los 
datos para el DSS. Este componente proporciona al sistema una 
abstracción respecto a la forma de almacenamiento y proceso de los 
datos. 
• Sistema de Gestión de la Base del Modelo (SGBM): El papel del SGBM 
es análogo al del SGBD. Su objetivo es transformar datos en 
información útil para la toma de decisiones, proporcionando 
independencia entre los modelos específicos utilizados en el DSS y las 
aplicaciones que presentan los resultados. También puede asistir en la 
construcción de los modelos, especialmente cuando éstos son muy 
complejos. 
• Sistema de Generación y Gestión del Diálogo (SGGD o interfaz de 
usuario). Es el componente que permite al usuario interaccionar con el 
sistema. Como los usuarios son a menudo gestores sin formación 
informática, se necesitan interfaces intuitivos y fáciles de usar. Estos 
interfaces ayudan en la construcción del modelo y en la interacción con 
el mismo. 
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Fig. 1.1 Interacción entre los componentes de un DSS 
 
 
1.2.3. Funcionamiento 
1.2.3.1. Base de conocimientos 
 
La base de conocimientos es donde se almacena la información necesaria para 
razonar sobre un problema determinada. El conocimiento no se limita a datos, 
sino que también puede contener reglas, experiencias de problemas anteriores, 
etc. 
 
El conocimiento en la base se puede clasificar en dos grupos: hechos, que 
representan lo que sabemos que es cierto en un momento dado, e hipótesis, 
que representan las reglas o relaciones que creemos que existen entre los 
hechos. 
 
 
1.2.3.2. Adquisición del conocimiento 
 
El conocimiento se ha de introducir en el DSS transformándolo en forma de 
datos y modelos (los hechos) y en forma de reglas de análisis (las hipótesis). 
 
Una o más personas, llamadas Ingenieros de Conocimiento, y que están 
especialmente entrenadas para estructurar el conocimiento de los expertos en 
un dominio concreto, son las encargadas de trasladar dicho conocimiento 
dentro del DSS. 
 
 
Base de 
Modelos 
Base de 
Datos 
 
SGBM 
 
SGBD 
 
SGGD 
Usuario 
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1.2.3.3. Proceso del conocimiento 
 
El motor de inferencia es la parte de la base de conocimiento que aplica las 
reglas para deducir la información que el usuario desea. 
 
En un DSS, este proceso consiste en leer los datos del SGBD, estructurarlos 
según el modelo definido, aplicar las reglas de análisis definidas y presentar los 
resultados al usuario de forma que este sea capaz de entenderlos y analizarlos. 
El SGBM es el componente que se encarga básicamente de estas 
operaciones. 
 
Normalmente es la parte más complicada de todo el sistema. Por muchos 
datos que tengamos, si no disponemos de unos modelos de análisis ajustados 
al problema que estamos analizando no vamos a ser capaces de encontrar la 
solución correcta. De ahí viene la importancia de la realimentación de los 
resultados. 
 
 
1.2.3.4. Interpretación y realimentación 
 
El usuario es tan parte del DSS como el hardware y el software donde está 
implementado. 
 
Primero, porque en última instancia es el usuario el que interpreta los 
resultados y toma la decisión correspondiente, aunque el DSS le pueda sugerir 
una pauta de actuación. 
 
Segundo, hay muchos DSS que basan su funcionamiento en un realimentación 
continua por parte del usuario, es lo que se llama un sistema de "persona en el 
ciclo" (human-in-the-loop). En estos sistemas, el usuario, después de tomar 
una decisión y ejecutarla, introduce en el DSS los resultados de su acción, y 
vuelve a ejecutar el proceso para comprobar si las predicciones iniciales se 
cumplen o es necesario modificar las decisiones tomadas. Después de las 
correcciones oportunas, se vuelve a procesar el modelo, y así, se repite el ciclo 
de forma continua hasta que se soluciona el problema. 
 
La realimentación también nos permite comprobar si el modelo de análisis es 
correcto, y corregirlo en caso de detectar que no se ajusta lo suficiente a la 
realidad. 
 
 
1.2.4. Futuro de los DSS 
 
Los DSS son cada vez más comunes en grandes empresas, donde el coste de 
una decisión errónea puede ser muy alto. Para éstas, disponer de un sistema 
que ayude a predecir el resultado de diferentes alternativas, o que sugiera 
varias acciones a tomar a partir de las bases de información disponibles resulta 
imprescindible. Además, cada vez existen más tipos de DSS, lo que permite 
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implantarlos en muchos departamentos diferentes como producción, recursos 
humanos, investigación, marketing, etc. 
 
Las administraciones públicas y otros organismos sin ánimo de lucro también 
tenderán a utilizar estos sistemas. 
 
Para las administraciones, disponer de información de calidad sobre los 
ciudadanos es muy importante para poder dar un servicio adecuado a los 
mismos, cosa que a veces puede resultar complicada debido al gran número 
de organismos diferentes que conforman todo el entramado de la 
administración pública. La utilización de  DSS en este caso permitiría agrupar 
todos los datos disponibles y procesarlos para obtener información útil que 
ayude a buscar soluciones a los problemas más comunes de la población. 
 
Lo mismo aplicaría a otro tipo de organismos, dependientes de gobiernos o no, 
que necesitan gestionar grandes cantidades de datos para poder tomar 
decisiones rápidas y acertadas en caso de catástrofes naturales, accidentes, 
etc. 
 
 
1.3. El programa Globesight 
 
Uno de los objetivos de la aplicación es servir de alternativa a un programa ya 
existente, Globesight. 
 
Globesight, que es la abreviatura de Global Foresight, ha sido desarrollado por 
la Case Western Reserve University (Ohio, EE.UU.) y se presenta a sí mismo 
como una "Herramienta de Apoyo al Razonamiento". Es, en definitiva, una 
herramienta DSS. 
 
El principio de Globesight consiste en simular matemáticamente la dinámica de 
un sistema global con ayuda de un actor humano (usuario). Se basa en 
predecir el comportamiento del sistema mediante modelos basados en el 
comportamiento actual del sistema y de la evolución prevista. A partir de esta 
previsión, los actores humanos han de tomar las decisiones que consideren 
necesarias, influenciando de esta forma en el sistema. Esto provocará que el 
comportamiento del mismo cambie, por lo que es necesario actualizar este 
nuevo comportamiento en el modelo y volver a simular. Así, tenemos una 
nueva previsión más ajustada que nos permite volver a decidir cómo actuamos 
sobre el sistema. El modelo, por tanto, se realimenta manual y continuamente 
(persona en el ciclo). 
 
Este programa lleva años siendo utilizado por estudiantes y educadores, 
especialmente los relacionados con el programa GENIe de la UNESCO, pero 
tiene el inconveniente de que se está quedando obsoleto, ya que hace años 
que no se modifica. Existen múltiples versiones en diferentes plataformas pero 
sobre la que se ha basado este proyecto es la versión de Windows, que data 
de 1998. 
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1.3.1. Breve resumen de sus posibilidades 
 
El programa en su versión para Windows (realizado en Visual Basic) permite 
realizar las siguientes operaciones: 
 
• Definir un modelo utilizando variables hasta con dos dimensiones 
• Ver y dibujar variables de entrada 
• Dar valor a variables de entrada manualmente y mediante cálculo 
numérico (interpolación, extrapolación) 
• Definir el comportamiento dinámico del sistema utilizando una función en 
C++ 
• Definir el comportamiento dinámico del sistema utilizando un editor 
gráfico 
• Guardar una copia de una variable 
• Calcular un modelo 
• Definir vistas para mostrar variables de entrada y/o de salida 
• Exportar modelos a ficheros de texto 
• Importar modelos desde ficheros de texto 
 
 
1.3.2. Limitaciones 
 
El programa tiene varias limitaciones importantes, algunas debidas a la 
antigüedad de la aplicación y otras a la propia idiosincrasia de los modelos: 
 
• Es necesario saber programar para definir modelos complejos. Aunque 
en la última versión existe una ayuda gráfica para modelar, que es muy 
útil para cálculos sencillos, para funciones complejas es más práctico 
hacer el programa en C++. 
• Las variables están limitadas a dos dimensiones. 
• Su ejecución da problemas en sistemas operativos modernos (en la 
versión de Windows). 
• La exportación de datos está limitada a los formatos de ficheros propios. 
 
 
1.3.3. Proyectos actuales 
 
Los desarrolladores originales de Globesight han desarrollado una versión en 
Java del programa. Esta versión incorpora algunas mejoras destacables 
respecto a la de Visual Basic, como exportar datos a XML o generar informes 
en HTML y PDF. Sin embargo, adolece del inconveniente de que también es 
necesario saber programar (en Java) para definir las funciones de cálculo de 
los modelos, y las variables siguen limitadas a dos subíndices o dimensiones. 
 
También están en fase inicial de desarrollo de una versión web y un web 
service (un servicio que se pone a disposición de otras webs para que lo 
utilicen) de Globesight (ver [5]). 
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CAPÍTULO 2. ALCANCE 
2.1. Requerimientos generales 
 
Para poder desarrollar cualquier aplicación que sea útil y adecuada para las 
necesidades de los usuarios, lo primero que hay que preguntarse es qué 
requisitos ha de cumplir la misma. 
 
Los requerimientos iniciales se tomaron con el director del proyecto, basados 
en la funcionalidad del programa Globesight y en otras posibilidades que 
permitirían actualizar la aplicación a la tecnología existente actualmente. 
 
 
2.1.1. Funcionalidad 
 
Los requerimientos funcionales de la aplicación desarrollada son los siguientes: 
 
• Permitir la lectura de datos numéricos en diferentes formatos. 
• Realizar un tratamiento numérico de esos datos mediante funciones 
definidas por el usuario así como mediante funciones estadísticas 
predefinidas. 
• Permitir crear nuevas bases de datos como combinaciones matemáticas 
de los datos numéricos introducidos. 
• Permitir extrapolar al futuro series de datos en función de diferentes 
funciones estadísticas. 
 
 
2.1.2. Usabilidad 
 
Uno de los objetivos principales es que la aplicación sea lo más fácil de utilizar 
posible, y que su aprendizaje por parte de los usuarios sea rápido. Para ello se 
establecieron los siguientes requerimientos de usabilidad: 
 
• Entorno amigable e intuitivo. 
• Interfaz gráfica adecuada para la visualización de los datos. 
• Que sea utilizable por cualquier tipo de usuarios, aunque estos no sepan 
programar. 
 
 
2.1.3. Arquitectura 
 
Por último, es necesario hacer mención de los requerimientos de arquitectura, 
que condicionaron la elección de la plataforma software y las herramientas de 
desarrollo a utilizar: 
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• Plataforma Windows, y si es posible una versión para Linux. 
• Programado en un lenguaje orientado a objetos. 
• Que permita su integración en un servidor de Internet. 
• Que permita también el trabajo en local, sin tener que conectar a 
Internet. 
• Que se trate de un software de código abierto, para permitir la 
introducción de mejoras futuras. 
 
 
2.2. Evaluación de opciones 
 
Del análisis de estos requerimientos y teniendo en cuenta el tiempo disponible 
se realizó un primer filtro para descartar aquellas funcionalidades que se 
consideraron de poco valor añadido respecto al coste que suponía su 
implementación. En el siguiente cuadro podemos ver el resultado de dicha 
evaluación: 
 
Coste
Ut
ilid
a
d
Importación de datos
Funciones estadísticas predefinidas
Funciones definidas por el usuario
Exportación de datos
Interpolación de variables
Entorno amigable
Interfaz gráfica
No programaciónCódigo abierto
Versión Windows Versión Linux
Integración en servidor web
Funcionamiento local
No implementadas
 
Fig. 2.1 Filtrado de los requerimientos iniciales 
 
 
Por tanto, hay ciertos requerimientos que se han dejado para futuras 
ampliaciones por las siguientes razones: 
 
• Exportación de datos: puesto que siempre se trabaja en servidor, no es 
necesario exportar datos para trabajar en local, aunque podría ser útil 
exportar datos para otro tipo de aplicaciones (p.e. Excel) y por eso se 
plantea para las siguientes fases. 
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• Funcionamiento en local: aunque puede ser útil para trabajar en aquellos 
lugares donde no haya conexión a Internet, su coste en tiempo es 
demasiado elevado para que se haya incluido. 
• Funciones estadísticas predefinidas: el motivo de no incluirlas es que 
pueden ser simuladas mediante funciones definidas por el usuario, y 
además tampoco existen en Globesight (se programan a mano). 
 
Una vez decididos qué requerimientos se iban a implementar definitivamente, 
era necesario seleccionar los componentes que permitirían la implementación 
del sistema de forma que fuese ampliable, escalable y que pudiese ser 
mantenido de una forma sencilla por un administrador. 
 
 
2.2.1. Arquitectura 
 
Nos hemos decidido por una aplicación web, para proporcionar acceso al 
programa desde cualquier ordenador con acceso a Internet, ya que la opción 
de crear una aplicación cliente es más complicada de mantener y de portar 
entre varios sistemas operativos. Además si se seleccionan los componentes 
adecuadamente, el paso de versión de servidor a local es mucho más sencillo 
que el contrario (ver el Capítulo 8. Futuras líneas de trabajo). 
 
Ante la necesidad de proporcionar una aplicación con visibilidad en Internet, se 
ha optado por una arquitectura de “tres capas”, compuesta por: 
 
• Un servidor de base de datos, donde se guardan los datos de la 
aplicación. 
• Un servidor de aplicaciones, donde reside la lógica de la aplicación y se 
realiza el procesado de los datos. 
• Un programa cliente (en nuestro caso un navegador web), que es donde 
el usuario final ve el resultado de las operaciones ejecutadas en el 
servidor de aplicaciones. 
 
La arquitectura de tres capas se está extendiendo rápidamente en los últimos 
años para aplicaciones Web. Las ventajas principales de esta arquitectura 
respecto a la tradicional de dos capas (un cliente que se conecta directamente 
contra la base de datos) son: 
 
• El funcionamiento de la aplicación se encuentra en nuestro servidor, lo 
cual facilita la actualización y el mantenimiento de la misma. 
• Los accesos a la base de datos se realizan exclusivamente desde el 
servidor de aplicaciones, lo cual nos permite aumentar la seguridad 
restringiendo el acceso desde cualquier otro lugar. 
• Multiplataforma: sólo se necesita un navegador web compatible para 
utilizar la aplicación, por lo tanto se puede utilizar desde Windows, Linux, 
Mac, etc. 
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2.2.2. Plataforma software 
 
La arquitectura de tres capas se puede implementar mediante diferentes tipos 
de plataforma. De entre ellas, se ha decidido utilizar la plataforma J2EE porque 
es una plataforma estándar (avalada por Sun) y muy extendida, lo que permite 
disponer de miles de aplicaciones y componentes de software compatibles. 
 
La otra opción más destacada era .NET (de Microsoft), pero se descartó 
porque las páginas web dinámicas generadas por esta plataforma (.asp) no son 
100% compatibles con navegadores que no sean el Internet Explorer (ver por 
ejemplo [12]), lo cual podría dar problemas para utilizar la aplicación desde 
Linux u otros sistemas que no sean Windows. 
 
 
2.2.3. Componentes de software 
 
Para implementar la aplicación, se han escogido los siguientes componentes 
de software: 
 
• Servidor de base de datos: MySQL 4.1.10. Este gestor de BBDD tiene 
una versión gratuita para uso no comercial que es la que se ha utilizado 
en el desarrollo del proyecto. Es un servidor muy extendido para 
aplicaciones web, robusto y muy rápido, algo muy importante para esta 
aplicación que ha de realizar cálculos de forma intensiva. 
• Servidor de aplicaciones: Apache Tomcat 5.5. Este servidor de 
aplicaciones es uno de los más extendidos (ver [13]) dentro de la 
plataforma J2EE y tiene las ventajas de ser gratuito y de código abierto, 
con lo cual existe una gran comunidad de desarrolladores y usuarios que 
proporcionan soporte y ampliaciones. Para implementar la lógica de la 
aplicación se ha utilizado Java, y la presentación se genera 
dinámicamente mediante el uso de JSP. 
• Servidor web: Apache 2.0. Es el servidor web más extendido (ver [14]) 
del mercado y tiene un conector que le proporciona compatibilidad con 
Tomcat. 
 
Esto es en cuanto a componentes principales se refiere. En el Anexo 1. 
Instalación, se detalla de forma completa todos los componentes que se utilizan 
en la aplicación. 
 
El siguiente esquema resume la arquitectura final de la aplicación: 
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Fig. 2.2 Arquitectura de la aplicación 
 
 
2.3. GLDSS 
 
Como toda aplicación que se precie, nuestro DSS deberá tener un nombre por 
el cual poder referenciarla. En este caso se ha buscado un nombre genérico, 
que diera una idea de su utilidad y que se pudiera resumir en unas siglas 
sencillas. 
 
El nombre escogido es GLDSS, que serían las siglas aproximadas de la frase 
Global Decision Support System. 
 
Como dato, indicar que los dominios de Internet www.gldss.org, 
www.gldss.com y www.gldss.net están libres actualmente, por si se quieren 
utilizar para la instalación de la aplicación. 
 
 
2.4. Globesight vs. GLDSS 
 
Desde un principio, aunque uno de los objetivos de la aplicación GLDSS es ser 
una alternativa a Globesight, se planteó diseñar todo el proyecto desde cero, es 
decir, que no fuera una mera versión web de Globesight. 
 
Las razones han sido, por un lado, que no hubiera tenido sentido hacer algo 
que ya están desarrollando los autores originales de Globesight (además 
podría haber problemas de copyright), y por el otro superar algunas de las 
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limitaciones de dicha aplicación debidas a la estructura de creación de los 
modelos. 
 
 
2.4.1. Qué hace GLDSS que no hace Globesight 
 
• Definir una estructura completamente libre de entidades, variables y 
valores, organizadas jerárquicamente. No estamos limitados a variables 
de dos dimensiones. 
• Las variables pueden ser de diferentes tipos: boleano, entero, texto, 
decimal y fecha. No estamos limitados sólo a variables numéricas. 
• Trabajar desde cualquier plataforma que tenga un explorador web, sin 
tener que instalar ningún software en el ordenador cliente. Además, no 
es necesario llevarse los modelos y los datos de un lugar a otro, ya que 
están todos centralizados en un servidor. 
• Definir funciones con una notación matemática estándar, sin necesidad 
de saber programar en ningún lenguaje. 
• Modificar el tamaño de las vistas gráficas. 
 
 
2.4.2. Qué hace Globesight que no hace GLDSS 
 
• Exportar datos a ficheros de texto. 
• Definir funciones de cálculo de complejidad arbitraria; al tratarse de un 
programa en C++, se puede implementar cualquier tipo de función que 
se permita en este lenguaje. 
• Definir funciones sencillas mediante un editor gráfico. 
• Guardar copias de una variable. 
• Gráficos tipo Map. 
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CAPÍTULO 3. DESARROLLO DEL PROYECTO 
3.1. Planificación 
 
Esta es la planificación del proyecto obtenida a partir de la descomposición del 
mismo en tareas principales y del posterior desarrollo del mismo: 
 
 
 
 
Fig. 3.1 Planificación del proyecto 
 
A continuación vamos a describir brevemente cada una de las tareas 
 
 
3.1.1. Planificación inicial 
 
Consiste en descomponer el proyecto en las tareas principales que se deberán 
llevar a cabo e intentar cuantificar la duración de las mismas, teniendo en 
cuenta la complejidad de cada una de ellas y siempre con el horizonte temporal 
del final del proyecto. 
 
 
3.1.2. Análisis de requerimientos 
 
Es la tarea que se ha comentado en el capítulo 2, consistente en definir lo más 
detalladamente posible en qué va a consistir el proyecto, qué hará y qué no 
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hará, y cómo se va a implementar. La tarea se dividió a su vez en tres sub-
tareas: 
 
• Estudio de la funcionalidad de Globesight: para ver qué características 
tenía sentido implementar y cuales no, ver qué limitaciones tiene, etc. 
• Toma de requerimientos adicionales: junto con el director de proyecto, 
ver qué otra funcionalidad sería necesaria además de la que se 
planteaba en la definición del PFC. 
• Elección de la arquitectura: como ya se ha comentado es muy 
importante dicha elección ya que condicionará el resto del desarrollo del 
proyecto, por lo que vale la pena emplear cierto tiempo en escoger la 
combinación de componentes adecuada a lo que queremos hacer. 
 
 
3.1.3. Diseño técnico 
 
Ya con la funcionalidad clara en mente, se puede empezar a diseñar los 
diferentes módulos de la aplicación. Al tratarse de una aplicación compleja, se 
ha dividido el diseño en cuatro partes: 
 
• Diseño de la arquitectura: en este caso, más que la arquitectura física, 
que ya vendrá dada por la plataforma escogida, se diseña la división en 
módulos y componentes de nuestra aplicación. 
• Diseño del modelo de datos: consiste en diseñar la estructura de datos 
que habrá de soportar toda la funcionalidad de la aplicación. 
• Diseño de objetos: diagramas de clases de los objetos que van a 
proporcionar la funcionalidad de la aplicación. 
• Diseño de pantallas: definir el flujo de pantallas y su contenido. 
 
 
3.1.4. Desarrollo 
 
Esta tarea es la que supone el principal esfuerzo del proyecto. La tarea de 
desarrollo se ha subdividido en cuatro sub-tareas prácticamente análogas a las 
tareas de diseño: 
 
• Configuración de entorno de desarrollo: consiste en instalar todos los 
componentes de la arquitectura en el ordenador que se utilizará para 
desarrollar, junto con las aplicaciones de programación que sean 
necesarias. 
• Creación del modelo de datos: implementar los programas en SQL que 
permitirán crear las tablas del modelo de datos. 
• Desarrollo de objetos: implementar los objetos de Java que 
proporcionarán la funcionalidad principal a la aplicación. 
• Desarrollo de pantallas: consiste en el desarrollo de la interfaz de 
usuario e incluye tanto las JSP para generar las pantallas dinámicas 
como de las clases java que les dan soporte. 
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3.1.5. Pruebas 
 
Las pruebas se realizaron en fases, conforme se iba finalizando cada uno de 
los módulos en los que se ha dividido el desarrollo: 
 
• Gestor de BD 
• Gestor de modelos y el motor de cálculo 
• Pantallas 
• Vistas gráficas 
• Importación y exportación 
 
Además, se han realizado unas pruebas generales, de rendimiento y de 
compatibilidad, una vez la aplicación ya estaba finalizada, para comprobar el 
funcionamiento completo. 
 
 
3.1.6. Instalación final 
 
Inicialmente esta tarea se pensó para realizar la instalación en el servidor 
destinado para ello en la web de la cátedra de la UNESCO de la UPC. Pero 
como todavía no se ha decidido cuál va a ser el emplazamiento definitivo de la 
aplicación, lo que se ha hecho es instalar la aplicación completa en un 
ordenador portátil de cara a realizar las demostraciones que sean necesarias. 
 
 
3.1.7. Documentación memoria 
 
Es la tarea que incluye la elaboración del presente documento y anexos. 
 
 
3.1.8. Preparación de la presentación 
 
Consiste en preparar la presentación del PFC, material de soporte 
(transparencias, folletos, etc.) y demostraciones de la aplicación. 
 
 
3.1.9. Presentación 
 
Presentación oral del PFC. 
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3.2. Metodología de desarrollo 
 
En el análisis y el diseño de la aplicación se ha utilizado la especificación UML 
para describir los procesos, la arquitectura y los objetos de la aplicación. 
 
El concepto de UML se basa en dividir cada proyecto en un número de 
diagramas que representan las diferentes vistas del proyecto, tanto estáticas 
como dinámicas. Todos estos diagramas juntos son los que definen el 
proyecto. Es importante recalcar también que el propio estándar sugiere que no 
es necesario realizar todos los tipos de diagrama (actualmente hay 9 tipos de 
diagramas definidos), sino únicamente los que se consideren necesarios para 
el proyecto. 
  
Para el desarrollo y las pruebas se ha realizado una implementación por fases, 
siguiendo un ciclo de vida iterativo e incremental. En este tipo de desarrollos, 
los requerimientos y el análisis se realizan una única vez, y los distintos pasos 
de la implementación del sistema (diseño, desarrollo, etc.) se realizan en 
múltiples fases, en las cuales se va añadiendo funcionalidad progresivamente. 
En nuestro caso, la división en fases fue, por orden de implementación: 
 
• Gestor de BD 
• Modelos + Motor de cálculo 
• Interfaz de usuario 
• Ampliación del Motor de cálculo 
• Vistas gráficas 
• Importación y exportación de ficheros 
 
Algunas metodologías que siguen este tipo de ciclo de vida son, por ejemplo, 
Extreme Programming (XP), recomendada para proyectos de corta duración,  y 
Rational Unified Process (RUP), recomendada para proyectos a largo plazo. 
Aunque se podría haber utilizado XP, hay características de la misma que no 
se ajustan al presente proyecto. 
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CAPÍTULO 4. ESPECIFICACIONES 
4.1. Diagrama de contexto 
 
El siguiente diagrama de casos de uso nos muestra la relación de los actores 
externos con el sistema y los procesos que éstos pueden utilizar. 
 
 
 
 
 
Fig. 4.1 Diagrama de casos de uso 
 
 
En nuestra aplicación consideraremos básicamente dos tipos de actores: 
Administradores y Usuarios. Los administradores podrán realizar las mismas 
acciones que los usuarios, pero además podrán dar de alta otros usuarios. 
 
 
4.2. Modelo de datos 
 
El modelo de datos de la aplicación es el siguiente: 
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Fig. 4.2 Modelo de datos de GLDSS 
 
 
La entidad USUARIO representa a cualquier tipo de usuario de la aplicación. La 
entidad GRUPO permite agrupar usuarios, por ejemplo para definir distintos 
permisos de acceso en función del grupo. 
 
MODELO es el punto de entrada a la funcionalidad de la aplicación. De ella 
dependen las cuatro entidades principales de trabajo: 
 
• ENTIDAD permite modelar los “objetos” del sistema que queremos 
simular. Las entidades a su vez pueden tener ATRIBUTOS que 
representan las características de los objetos modelados. 
• FUNCION definen las operaciones de cálculo que imitan el 
comportamiento dinámico del sistema. El resultado de una función se 
guarda en un determinado atributo. 
• ESCENARIO es un agrupador de entidades y funciones cuya utilidad es 
definir diferentes resultados de un sistema bajo diferentes 
comportamientos (funciones) que afectan a diferentes elementos del 
mismo (entidades). 
• VISTA permite definir diferentes tipos de visualizaciones para los 
resultados de las simulaciones. 
 
Si las entidades anteriores nos permiten modelar el comportamiento del 
sistema, las restantes son las que guardarán los datos de dicho sistema: 
 
• INSTANCIA representa un “objeto” concreto dentro de la categoría 
definida por la entidad correspondiente. 
• VALOR es el valor que toma un atributo de una instancia de una entidad 
para un punto determinado del TIEMPO. 
Diseño   21 
CAPÍTULO 5. DISEÑO 
5.1. Arquitectura 
 
GLDSS se ha dividido en cuatro bloques bien diferenciados según su área de 
trabajo: 
 
• Gestión de la Base de Datos: este módulo proporciona toda la 
funcionalidad de acceso a la BD, centralizando todas las operaciones 
contra la misma. No se accede a ninguna tabla de la BD desde fuera de 
estas clases. 
• Gestión de la Base de Modelos: este componente define las estructuras 
y comportamientos de los modelos de la aplicación. Se basa en los 
servicios del gestor de datos para guardar las definiciones de los 
modelos en la BD. 
• Motor de Cálculo: este módulo permite definir y ejecutar las funciones 
que procesan los datos de los modelos. Utiliza el gestor de modelos 
para obtener la estructura de los mismos y las funciones a ejecutar, y a 
través del gestor de datos lee los valores de entrada y almacena los 
resultados de salida. 
• Presentación: este módulo engloba toda la lógica de la interfaz de 
usuario, y no sólo incluye clases de Java, si no también JSP, ficheros de 
configuración, etc. 
 
  
 
 
 
Fig. 5.1 Arquitectura de paquetes de la aplicación 
 
 
Si recordamos el diagrama de componentes de un DSS del capítulo 1, 
podemos decir que el paquete GestorBD corresponde al SGBD, los paquetes 
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GestorBM y MotorCalculo integrarían el componente SGBM y el paquete 
Presentacion junto con las páginas web desarrolladas formarían el SGGD. 
 
Como raíz de los paquetes, se ha escogido el prefijo org.gldss. 
 
 
5.2. Gestión de datos 
 
El módulo de Gestión de la Base de Datos consiste básicamente en todas las 
clases que son necesarias para acceder a las tablas del modelo de datos. Hay 
varias formas de realizar este tipo de acceso. En este caso se ha utilizado la 
técnica de los Data Access Objects (DAO) para encapsular todo el acceso a la 
base de datos. Un DAO es una clase de Java que representa un objeto del 
modelo de datos (que a su vez puede corresponder con una o varias tablas de 
la BD, dependiendo de la implementación). 
 
Los DAO de la aplicación proporcionan todas las funciones para leer, crear y 
actualizar registros en la BD. En la actualización, además, se ha implementado 
un mecanismo que únicamente modifica la base de datos cuando realmente se 
ha actualizado alguno de los datos del DAO. Esto evita accesos innecesarios 
que penalizan el rendimiento del sistema. 
 
 
 
 
Fig. 5.2 Diagrama de clases del paquete gestorBD 
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5.3. Gestión de modelos 
 
El paquete de Gestión de Bases de Modelos contiene la funcionalidad 
necesaria para definir la estructura de los modelos de la aplicación. 
 
La clase principal es Modelo, que incluye como atributos una lista de Entidad, 
una lista de Escenario, una lista de Funcion y una lista de Vista. 
 
Cada Entidad incluye una lista de sus atributos en forma de DAOAtributo 
directamente. 
 
El Escenario incluye también dos listas, que guardan las relaciones n..m con 
Entidad y Funcion. 
 
Por último, en este paquete también se ha definido un ArbolEntidades, que es 
una estructura auxiliar que almacena las entidades en forma de árbol. Cada 
entidad está almacenada como un NodoArbolEntidades que contiene una lista 
con todas sus entidades hijas. Esta forma de almacenar las entidades es útil 
cuando se requiere acceder a todas ellas de forma jerárquica. Por ejemplo, 
para representarlas en pantalla. 
 
  
 
 
Fig. 5.3 Diagrama de clases del paquete gestorBM 
 
 
5.4. Motor de cálculo 
 
El Motor de Cálculo es como el procesador la aplicación. Es lo que permite 
simular el comportamiento dinámico de un modelo mediante el tratamiento 
numérico de los datos de entrada. 
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Fig. 5.4 Diagrama de clases del paquete motorCalculo 
 
 
Se han diseñado e implementado tres clases para este paquete. Las dos 
principales son ParserFunciones y Procesador, y probablemente son las clases 
más complejas de todo el proyecto. 
 
ParserFunciones es una clase que permite gestionar las funciones del modelo, 
ofreciendo, entre otras, las siguiente operaciones: 
 
• Definir una función como una expresión matemática y validar su sintaxis 
• Obtener la lista de variables de entrada de la función 
• Obtener la lista de variables de salida de la función 
• Dar valor a las variables 
• Evaluar la función 
• Obtener el resultado de la función 
 
Esta clase se basa para su funcionamiento en una librería de procesado de 
expresiones matemáticas denominada JEP (ver [6] ). Dicha librería proporciona 
funcionalidad para validar y evaluar expresiones matemáticas complejas. 
 
Sobre esta base, ParserFunciones implementa un mecanismo que permite 
traducir las funciones de los modelos de GLDSS (que hacen referencia a 
variables de entidades y a funciones especiales de la aplicación) a una 
expresión matemática compatible con JEP. 
 
Una ventaja importante de JEP es que se puede ampliar su funcionalidad 
añadiendo tantas nuevas operaciones como queramos. Por ejemplo, para 
GLDSS se necesitaba una función para agregar todos los valores de un 
determinado atributo de una entidad hija. Para ello se creó la clase SumAll. 
Esta clase hereda de PostFixMathCommand, que es una clase de JEP, y suma 
todos los valores que recibe en una lista. 
 
Procesador es la otra clase principal. Esta se encarga de buscar los valores 
adecuados en la BD para las variables de entrada, pasárselos a  
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ParserFunciones y solicitarle que evalúe la función, obtener el resultado y 
volverlo a guardar en la BD. 
 
Para hacer esto, tiene que relacionar cada variable de la función con un 
atributo en la BD, filtrando las variables especiales (p.e. la que hace referencia 
al año de cálculo actual) y las variables retardadas (las que hacen referencia a 
una variable en el pasado). 
 
Procesador proporciona métodos para ejecutar una única función o para 
ejecutar todo un escenario. En este último caso, además, permite dos modos 
de ejecución: año a año y función a función. 
 
En el modo año a año, el procesador lee los valores de las variables de entrada 
en cada año y va ejecutando las funciones una a una para ese año, antes de 
pasar al  siguiente. Esto similar a la forma de funcionar de Globesight y es útil 
cuando las variables se calculan haciendo referencias cruzadas a con otras 
variables. 
 
En el modo función a función, en cambio, el procesador lee una función y la 
evalúa para todos los años del rango antes de pasar a la siguiente. Esto tiene 
la ventaja de que es más rápido, ya que el procesador lee todos los valores que 
necesita antes de procesar cada función y no tiene que volver a acceder a la 
BD para leer datos. Además, la función ya está compilada y no es necesario 
volverla a compilar para cada año. Este modo de funcionamiento es útil si no 
hay variables que se calculen con referencias cruzadas. Normalmente, a no ser 
que el sistema simulado sea muy complejo, esto es así. 
 
En el capítulo 7.2, Pruebas de rendimiento, se pueden ver estadísticas de 
ejecución del procesador utilizando ambos modos. 
 
 
5.5. Gestión de la presentación 
 
El último módulo que forma la aplicación es el de gestión de la presentación. 
Este paquete tiene dos funcionalidades principales. Por un lado, presentar por 
pantalla las variables del modelo en múltiples formatos: tablas, gráficos de 
líneas, de barras, etc. Por el otro, gestionar la interfaz de usuario propiamente 
dicha: pantallas, formularios de introducción de datos, errores, etc. 
 
El diagrama de clases resumido de este módulo es el siguiente: 
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Fig. 5.5 Diagrama de clases del paquete presentación 
 
 
5.5.1. Vistas del Modelo 
 
Las clases principales del paquete tienen como función la visualización de 
Vistas. Las vistas se definen en el modelo para mostrar variables de entrada, 
de salida o ambas. 
 
La clase Vista incorpora un objeto de tipo Grafico, que a su vez puede ser de 
tres tipos: Tabla, para mostrar valores en forma numérica, Grafico2D, para 
dibujar gráficos de dos dimensiones y Grafico3D, para mostrar gráficos 
tridimensionales. 
 
La clase Dato es de soporte sirve para guardar un par de valores (X,Y) de un 
gráfico cualquiera. 
 
Una vez tenemos todos los datos a dibujar cargados dentro del gráfico, 
utilizamos los servicios de una librería gráfica llamada JfreeChart, que se 
encarga de generar un fichero de imagen a partir de los datos que le hemos 
pasado. Esta imagen será la que visualice el usuario en su navegador cuando 
quiera ver una vista. 
 
Las tablas, en cambio, se construyen dinámicamente como un informe en 
HTML. 
 
Dentro del paquete util, se encuentra una clase de utilidad para leer la 
configuración del servidor. Y dentro del paquete ctl se agrupan las clases de 
control de la presentación, que veremos a continuación. 
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5.5.2. El modelo MVC 
 
Para gestionar la interfaz de usuario, se decidió utilizar el patrón de diseño 
Model-View-Controller (MVC). Bajo este patrón, también conocido en J2EE 
como Model 2, se divide la lógica de proceso de las peticiones HTTP, que se 
realiza mediante “controladores”, de la presentación propiamente dicha. 
 
En la plataforma J2EE, la presentación se realiza con JSP y los controladores 
suelen ser servlets (aunque también se puede utilizar JSP para ello). Los 
servlets son unas clases de Java especializadas en procesar peticiones HTTP 
y se ejecutan en el servidor de aplicaciones. 
 
En J2EE existen multitud de entornos de trabajo (frameworks) que permiten 
implementar este modelo de forma rápida. Estos entornos se encargan de 
gestionar todo lo relacionado con la petición HTTP (parámetros, respuestas, 
redirecciones, etc.), que normalmente es lo más engorroso de codificar dentro 
de un servlet. De esta forma, nosotros sólo tenemos que codificar las clases 
que realizan la lógica de la interfaz de usuario, sin perder tiempo en tareas 
mecánicas que no aportan valor. 
 
En GLDSS, se ha utilizado uno de estos entornos, llamado Maverick (ver [7]). 
Este entorno, está basado en otros más famosos, como Struts, pero sólo 
implementa la funcionalidad mínima necesaria para gestionar la arquitectura 
MVC y deja al programador libertad para escoger qué lenguaje utiliza para la 
presentación (JSP, XML, etc.). El principio de funcionamiento de este entorno 
es el siguiente: 
 
 
Servidor de Aplicaciones Servidor de
Base de
Datos
Contendor
de Servlets
DAOs
(Modelo)
BBDD
JSP
(Vista)
1
Petición
2
*.m
3   Mapeo maverick.xml
4   (instancia)
5
Clases de 
Presentacion
(Controlador)
Distribuidor
de Maverick
6   Resultado
7
Redirección
Clientes
9
Respuesta
8
 
Fig. 5.6 Esquema de funcionamiento del modelo MVC 
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Como vemos, Maverick actúa como un intermediario entre el contenedor de 
servlets y los elementos del modelo MVC. Su función es buscar qué 
controlador corresponde a cada petición del cliente, pasarle los parámetros y 
recoger el resultado de la operación. En función de dicho resultado, el 
distribuidor de Maverick redirige la respuesta a una vista concreta, que puede 
utilizar los objetos del modelo instanciados por el controlador para generar una 
página de respuesta con contenido dinámico procedente de la BD. 
 
 
5.5.3. Controladores 
 
Como era de esperar, las clases del modelo las forman las de los paquetes 
gestorBD y gestorBM. 
 
En cuanto a las clases de los controladores, son las que cuelgan del paquete 
ctl dentro del paquete presentacion. No vamos a verlas todas en detalle aquí, 
porque son demasiadas y su funcionalidad es similar en muchos casos. 
 
Para resumirlo, diremos que normalmente hay dos o más clases del 
controlador por cada pantalla de la aplicación: una que se ejecuta al cargar la 
pantalla y cuya función es instanciar todos los objetos del modelo que sean 
necesarios para que la JSP correspondiente pueda generar el contenido de la 
pantalla. Y el resto que se ejecuta cuando pulsamos un botón de un formulario 
en la pantalla y que se encarga de validar los datos introducidos en el 
formulario y realizar las acciones necesarias contra el modelo. Cada botón de 
acción en la pantalla tiene su correspondiente clase controladora que se 
encarga de procesar dicha acción. 
 
Como es lógico, las pantallas que sólo muestran datos y no tienen ningún 
formulario sólo necesitan una clase controladora. 
 
 
5.5.4. Pantallas 
 
En el proyecto se han empleado páginas JSP para implementar el último 
elemento del modelo MVC, las pantallas (o vistas) de la aplicación. Una vez 
que el controlador ha leído y procesado los datos de la BD, la JSP accede a 
dichos datos y los formatea para mostrarlos por pantalla. 
 
Las JSP (JavaServer Pages) mezclan código de formato (HTML, XML, etc.) 
con código Java en un único fichero, lo cual permite generar páginas web 
dinámicas, ya que el código Java es interpretado por el servidor de 
aplicaciones antes de enviar la página resultante al cliente que la solicitó. 
 
En el presente proyecto, para desarrollar las JSP de la aplicación se ha 
utilizado el estándar de J2EE JSTL 2.0 (JavaServer Pages Standard Tag 
Library). Este estándar define una serie de etiquetas (tags) que permiten añadir 
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lógica a la JSP sin tener que insertar ni una sola línea de código Java en ellas, 
ya que proporciona mecanismos para el control de flujo, para acceder a 
propiedades de objetos Java, para acceder a parámetros de la petición HTTP, 
etc. (ver [2], [18] y [19]). 
 
Su utilización, por tanto, permite una mayor claridad en el código de las JSP, y 
mayor facilidad de mantenimiento. Por ejemplo, con este estándar sería posible 
que un diseñador se dedicara a hacer las páginas, sin necesidad de saber 
Java, mientras que un programador podría cambiar el código de la aplicación 
tantas veces como quisiera sin afectar a la presentación, siempre que 
mantenga los mismos nombres para acceder a las propiedades de los objetos, 
claro. 
 
Este modo de funcionamiento, además, encaja a la perfección con la filosofía 
MVC.  
 
 
5.6. Diseño de la interfaz de usuario 
 
Para acabar con el detalle del diseño de la aplicación, veremos el diseño 
general de la interfaz de usuario. 
 
 
5.6.1. Flujo de navegación 
 
Las diferentes pantallas que formarán la aplicación se agruparán según la 
funcionalidad a la que estén asociadas: 
 
• Gestión de usuarios 
• Definición de modelos 
• Ejecución de escenarios 
• Gestión de ficheros 
 
5.6.1.1. Gestión de usuarios 
 
Para esta funcionalidad se definen cuatro pantallas: 
 
• Pantalla de Inicio (el punto de entrada a la aplicación) 
• Pantalla de Registro (para nuevos usuarios) 
• Pantalla de Acceso al sistema (para usuarios ya existentes) 
• Cambio de password (para usuarios ya existentes) 
 
El flujo de pantallas será el siguiente: 
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Fig. 5.7 Flujo de pantallas de gestión de usuarios 
 
 
5.6.1.2. Definición de modelos 
 
Para esta funcionalidad se definen las pantallas siguientes: 
 
• Gestión de modelos  
• Definición de entidades 
• Definición de funciones 
• Definición de escenarios 
 
El flujo de pantallas será el siguiente: 
 
 
 
Fig. 5.8 Flujo de pantallas de gestión de modelos 
2.0 Gestión de 
modelos 
2.1 Definición 
de entidades 
2.2 Definición 
de funciones 
2.3 Definición 
de escenarios 
1.1 Registro 1.2 Acceso al 
sistema 
1.0 Inicio 
(login) 
1.3 Cambio 
de Password 
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5.6.1.3. Ejecución de escenarios 
 
Para esta funcionalidad se definen las pantallas siguientes: 
 
• Ejecución de escenarios 
• Introducción de datos (entidades y variables) 
• Definición de vistas 
• Ejecución de un escenario 
• Visualización de resultados 
 
El flujo de pantallas será el siguiente: 
 
 
 
Fig. 5.9 Flujo de pantallas de ejecución de escenarios 
 
 
5.6.1.4. Gestión de ficheros 
 
Para esta funcionalidad se definen las pantallas siguientes: 
 
• Importar proyecto 
 
El flujo de pantallas será el siguiente: 
 
3.0 Ejecución 
de escenarios 
3.1 
Introducción 
de datos 
3.3 Ejecución 
de un 
escenario 
3.4 
Visualización 
de resultados 
3.2 Definición 
de vistas 
3.1.1 
Introducción 
de variables 
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Fig. 5.10 Flujo de pantallas de gestión de ficheros 
 
 
5.6.2. Definición de pantallas 
5.6.2.1. Inicicio (1.0) 
 
Esta pantalla permitirá a los usuarios ya registrados entrar en el sistema y 
trabajar con modelos guardados en sesiones anteriores. Para entrar al sistema 
el formulario se solicitará únicamente: 
 
• Nombre de usuario 
• Password 
 
 
5.6.2.2. Registro (1.1) 
 
Esta pantalla permitirá a los nuevos usuarios del sistema registrarse en el 
servidor. Para registrarse será necesario rellenar un formulario en el que se 
solicitan una serie de datos: 
 
• Nombre de usuario 
• Password 
• Nombre completo 
• … 
 
Una vez registrado, el usuario pasará automáticamente a estar activo en el 
sistema. 
 
 
 
4.0 Gestión de 
ficheros 
4.1 Importar 
proyecto 
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5.6.2.3. Acceso al sistema (1.2) 
 
Una vez que el usuario ha entrado en el sistema, accede a esta pantalla de 
bienvenida. En ella aparecerá un resumen de los últimos objetos con los que 
haya estado trabajando. 
 
 
5.6.2.4. Definción de modelos (2.0) 
 
Esta pantalla será la pantalla principal para gestionar los modelos. Contendrá 
los siguientes campos: 
 
• Lista de modelos del usuario 
• Creación de un nuevo modelo 
• Definición de entidades  enlace a la pantalla 2.1 
• Definición de funciones   enlace a la pantalla 2.2 
• Definición de escenarios  enlace a la pantalla 2.3 
• Ejecución de escenarios  enlace a la pantalla 3.1 
 
 
5.6.2.5. Definición de entidades (2.1) 
 
Esta pantalla permitirá definir las entidades del modelo y sus variables. 
 
 
5.6.2.6. Definición de funciones (2.2) 
 
Esta pantalla permitirá definir las funciones que trabajarán sobre las entidades 
del modelo para el cálculo de resultados. 
 
 
5.6.2.7. Definición de escenarios (2.3) 
 
A partir de un modelo podremos definir varios escenarios en esta pantalla, cada 
uno de ellos con diferentes funciones para calcular las variables de salida. 
 
 
5.6.2.8. Ejecución de escenarios (3.0) 
 
Esta pantalla será la pantalla principal para ejecutar los diferentes escenarios 
de un modelo. Contendrá los siguientes campos: 
 
• Lista de escenarios del modelo 
• Introducción de datos  enlace a la pantalla 3.1 
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• Definición de vistas  enlace a la pantalla 3.2 
• Ejecución de un escenario  enlace a la pantalla 3.3 
• Visualización de resultados  enlace a la pantalla 3.4 
 
 
5.6.2.9. Introducción de datos (3.1) 
 
Esta pantalla permitirá introducir los datos de las entidades de entrada del 
modelo. Contendrá las siguientes áreas de trabajo: 
 
• Lista de entidades del escenario 
• Introducción manual de instancias de entidad 
• Introducción de variables  enlace a la pantalla 3.1.1 
 
5.6.2.10. Introducción de variables (3.1.1) 
 
Esta pantalla permitirá introducir los datos de las variables de una instancia de 
entidad. Sólo se podrá acceder a ella desde la correspondiente instancia de 
entidad. Contendrá las siguientes áreas de trabajo: 
 
• Lista de variables de la entidad 
• Valores de la variable 
• Introducción manual de valores 
• Interpolación de valores 
 
La interpolación permitirá crear datos mediante diferentes tipos de funciones: 
interpolación lineal, exponencial, etc. 
 
 
5.6.2.11. Definición de vistas (3.2) 
 
Esta pantalla permitirá definir vistas en las cuales representar las variables del 
modelo, tanto de entrada como de salida. 
 
 
5.6.2.12. Ejecución de un escenario (3.3) 
 
Esta pantalla permitirá ejecutar las funciones asociadas a un escenario 
determinado. Los campos mostrados serán los siguientes: 
 
• Lista de escenarios del usuario 
• Rango de años sobre el que realizar la simulación 
• Modo de cálculo del escenario 
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5.6.2.13. Visualización de resultados (3.4) 
 
Esta pantalla permitirá visualizar las diferentes vistas definidas en el proyecto 
con los resultados de la ejecución de los distintos escenarios. Los campos de la 
pantalla incluirán: 
 
• Lista de vistas del modelo o del escenario 
 
 
5.6.2.14. Gestión de ficheros (4.0) 
 
Esta pantalla será la principal para gestionar la importación y exportación de 
ficheros de datos y modelos. Contendrá la siguiente información: 
 
• Lista de modelos del usuario 
• Importar proyecto  enlace a la pantalla 4.1 
 
 
5.6.2.15. Importar proyecto (4.1) 
 
Esta pantalla permitirá importar un proyecto como un modelo de la aplicación. 
Se mostrará una lista de formatos compatibles y al pulsar sobre uno de ellos se 
accederá a un asistente que guiará al usuario paso a paso durante la 
importación del proyecto. 
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CAPÍTULO 6. IMPLEMENTACIÓN 
6.1. Fases de la implementación 
 
La implementación del proyecto, se realizó por fases, como se ha comentado 
en el capítulo 2. Podríamos destacar 4 fases principales durante el desarrollo: 
 
 
6.1.1. Funcionalidad básica 
 
Alcance: 
Desarrollo de la funcionalidad de la base de datos, de la base de modelos y 
una primera versión básica del motor de cálculos. 
 
Objetivos: 
El objetivo era disponer de una plataforma que sirviese de base a toda la 
aplicación, permitiendo trabajar con modelos, datos y realizar cálculos 
sencillos. 
 
De esta forma se podía pasar al desarrollo de las pantallas de forma completa, 
ya que en este punto se podían probar todas las operaciones que debería 
realizar el programa. 
 
También era importante que el desarrollo fuese lo más robusto posible, con 
control de excepciones, y que diese información de ayuda a desarrollos 
posteriores, escribiendo mensajes de log detallados en un fichero. 
 
Resultados: 
 
 
Tabla 1 Resultados fase 1 
 
Módulo Avance 
Modelo de datos 80% 
Gestor BD 80% 
Gestor BM 70% 
Motor de Cálculos 20% 
 
 
6.1.2. Interfaz gráfica 
 
Alcance: 
Desarrollo de las pantallas de la aplicación y del flujo entre ellas. 
 
Objetivos: 
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Disponer de una versión beta de la aplicación, que permita ver todas las 
opciones disponibles en la misma. 
 
Con esta versión se realizó una primera demostración al director del proyecto, 
obteniendo sus impresiones y una lista de recomendaciones y posibles mejoras 
a realizar. 
 
Resultados: 
 
 
Tabla 2 Resultados fase 2 
 
Módulo Avance 
Modelo de datos 90% 
Gestor BD 90% 
Gestor BM 70% 
Motor de Cálculos 20% 
Vistas 10% 
Pantallas 70% 
Navegación 80% 
Aspecto 30% 
 
 
6.1.3. Proceso y visualización de datos 
 
Alcance: 
Ampliación de la funcionalidad de cálculo de escenarios y visualización de los 
resultados obtenidos. 
 
Importación de modelos desde Globesight. 
 
Objetivos: 
Convertir el rudimentario motor de cálculos inicial en un procesador de 
funciones suficientemente potente como para modelar sistemas dinámicos 
genéricos. 
 
Visualización de los resultados obtenidos mediante en cálculo de modelos de 
forma gráfica. 
 
Por último, de la demostración inicial con el director de proyecto se plateó la 
necesidad de proporcionar un mecanismo que permitiese importar datos y 
modelos existentes en Globesight. 
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Resultados: 
 
 
Tabla 3 Resultados fase 3 
 
Módulo Avance 
Modelo de datos 100% 
Gestor BD 100% 
Gestor BM 100% 
Motor de Cálculos 100% 
Vistas 80% 
Pantallas 80% 
Navegación 80% 
Aspecto 30% 
Importación 50% 
 
 
6.1.4. Usabilidad 
 
Alcance: 
Mejorar el aspecto general de la aplicación y su facilidad de uso. 
 
Objetivos: 
Partiendo de las pantallas ya definidas en la segunda y tercera fase, modificar 
su aspecto para que la utilización de la aplicación sea cómoda y agradable a la 
vista. 
 
También se plantea modificar ligeramente la navegación entre algunas 
pantallas para facilitar su utilización y crear algunas pantallas nuevas de ayuda. 
 
Resultados: 
 
 
Tabla 4 Resultados fase 4 
 
Módulo Avance 
Modelo de datos 100% 
Gestor BD 100% 
Gestor BM 100% 
Motor de Cálculos 100% 
Vistas 100% 
Pantallas 100% 
Navegación 100% 
Aspecto 100% 
Importación 100% 
Ayuda en pantalla 100% 
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6.2. Coste de la implementación 
 
El coste de la implementación se puede calcular teniendo en cuenta el número 
de horas empleadas en la misma, multiplicando por la tarifa aproximada de un 
programador senior en el mercado de servicios profesionales actual. 
 
No se tienen en cuenta costes de software, puesto que todas las herramientas 
y componentes que se han utilizado son de libre distribución u ofrecen una 
versión gratuita para uso no comercial. 
 
Tampoco se tienen en cuenta costes de hardware. El proyecto se ha 
desarrollado utilizando un ordenador personal, y se espera que para su 
implantación definitiva se utilice un servidor ya existente en la UPC. 
 
Al total de horas del desarrollo hay que añadir las horas empleadas a redactar 
la memoria, que serán 113. Estas horas no se tienen en cuenta para el cálculo 
del coste pero se indican como referencia para conocer el esfuerzo total del 
proyecto, que sería de 476 horas. 
 
Con estas consideraciones, el cálculo es sencillo: 
 
 
Tabla 5 Coste de la implementación 
 
Tarea Horas empleadas Coste por hora Coste tarea 
Planificación y gestión 8             30,00         240,00   
Análisis funcional 12             30,00         360,00   
Diseño técnico 40             30,00      1.200,00   
Desarrollo 287             30,00      8.610,00   
Pruebas 16             30,00         480,00   
Total 363    10.890,00   
 
 
6.3. Problemas encontrados 
 
Algunos problemas encontrados durante la implementación del proyecto han 
sido: 
 
• Poca disponibilidad de información sobre el programa Globesight: 
muchos de los requerimientos se han  extraído de dicho programa, pero 
a la hora de buscar información sobre el mismo ha sido complicado 
encontrar algo, excepto algunas pequeñas reseñas en [4], [5] y [8]. De 
hecho, la página teóricamente oficial del programa 
(genie.cwru.edu/globesight.htm) no está disponible. 
• Diferencias entre exploradores: los exploradores más utilizados, Internet 
Explorer y Mozilla Firefox, interpretan algunos códigos de estilo de 
diferente manera y se ha tenido que rediseñar alguna página. 
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CAPÍTULO 7. PRUEBAS 
7.1. Pruebas funcionales 
 
Las pruebas funcionales consisten en comprobar que el sistema cumple con 
todas las especificaciones funcionales y los requerimientos de la aplicación. 
 
También se ha de validar que el programa es capaz de gestionar errores en su 
utilización, como por ejemplo introducir texto en un campo numérico, etc. 
 
Las pruebas realizadas, en forma resumida, han sido las siguientes: 
 
 
Tabla 6 Resultado de las pruebas funcionales 
 
Prueba Funcionalidad probada Resultado 
Registro en el sistema - Creación de un usuario 
- Introducción de claves erróneas 
- Introducción de usuario duplicado 
Correcto 
Entrada al sistema - Entrada con usuario y clave incorrecta 
- Entrada correcta 
Correcto 
Definición de un modelo - Creación de un modelo 
- Creación y borrado de entidades 
- Creación y borrado de variables 
Correcto 
Definición de funciones - Creación de una función 
- Creación de una función con errores 
- Borrado de funciones 
Correcto 
Definición de escenarios - Creación y borrado de escenarios 
- Añadir y quitar entidades a escenarios 
- Añadir y quitar funciones a escenarios 
Correcto 
Definición de vistas - Creación y borrado de vistas de 
diferentes tipos 
- Añadir y quitar atributos a la vista 
Correcto 
Introducción de datos - Añadir y borrar valores a una entidad 
- Añadir y borrar valores a un atributo 
Correcto 
Ejecución de escenarios - Simulación de un escenario función a 
función 
- Simulación de un escenario año a año 
Correcto 
Visualización de resultados - Visualización de vistas de distintos 
tipos 
Correcto 
Importación de proyectos de 
Globesight 
- Importación del modelo de población 
de Globesight 
Correcto 
 
 
7.2. Pruebas de rendimiento 
 
Se han realizado dos tipos de pruebas de rendimiento: 
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7.2.1. Pruebas de navegación 
 
Utilizando una aplicación específica para ello, Microsoft Web Application Stress 
Tool. Esta aplicación es sencilla pero suficiente para nuestro propósito ya que 
permite capturar la navegación que realiza un usuario por una página web y 
repetir las operaciones realizadas durante un periodo de tiempo midiendo la 
capacidad del servidor. 
 
Hemos definido tres escenarios: 
 
• Login: sólo entramos y salimos de la aplicación. 
• Navegación Pantallas: entramos en la aplicación y navegamos por todas 
las pantallas. 
• Crear-Borrar entidad: entramos en la gestión de modelos, creamos una 
entidad y la borramos. 
 
Los dos primeros implican únicamente lectura de la BD, mientras que el tercero 
incluye escritura y borrado de registros de la misma. Lo que se ha hecho para 
cada escenario es modificar el número de peticiones simultáneas que se 
realizaban contra el servidor y medir bajo esas condiciones qué rendimiento 
obteníamos en páginas leídas por segundo. 
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Fig. 7.1 Resumen de las pruebas de rendimiento 
 
De estos resultados obtenidos podemos ver que a partir de 5 usuarios 
concurrentes el rendimiento del sistema empieza a bajar un poco. Aún así, con 
30 usuarios simultáneos aún es capaz de servir más de 31 peticiones por 
segundo, lo que implica que cada usuario podría estar solicitando una página 
cada segundo. 
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Hay que destacar también que las pruebas se han realizado utilizando como 
servidor un PC doméstico con Windows que no está optimizado para funcionar 
como servidor (en servidores Windows se recomienda tener una máquina con 
varios procesadores). 
 
7.2.2. Pruebas de cálculo 
Se han definido varias funciones que realizan diferentes tipos de cálculo y se 
han ejecutado sobre un juego de datos extenso, midiendo los tiempos 
empleados. 
 
 
Tabla 7 Resultado de las pruebas de cálculo 
 
Prueba Funcionalidad probada Tiempo 
- Función sencilla, 1000 iteraciones 0,35 s 
- Función recursiva, 1000 iteraciones 0,962 s 
- Escenario con 3 funciones, 1000 iteraciones, 
Función a función 
1,863 s 
Pruebas de cálculo 
- Escenario con 3 funciones, 1000 iteraciones, 
Año a año 
886,5 s 
 
 
Como habíamos comentado antes, el modo de ejecución Año a año se ha de 
utilizar en casos excepcionales, ya que su rendimiento es muy inferior al otro. 
 
7.3. Pruebas de compatibilidad 
 
Las pruebas de compatibilidad han consistido en probar el sistema en varias 
plataformas cliente. 
 
Para las pruebas se han utilizado los exploradores Mozilla Firefox 1.0, Microsoft 
Internet Explorer 6 y Opera 8, que se cuentan entre los exploradores más 
utilizados actualmente en Internet. 
 
Se ha comprobado que con todos ellos las páginas de la aplicación se 
visualizan correctamente. 
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CAPÍTULO 8. FUTURAS LÍNEAS DE TRABAJO 
 
Desde el principio se ha planteado la aplicación como un sistema a 
evolucionar, ya que no es factible que en un desarrollo de 6 meses se pueda 
implementar una funcionalidad similar a la de una aplicación como Globesight, 
que se ha desarrollado durante más de dos años en su versión de Visual Basic 
y desde 1999 hasta la actualidad en sus versiones Java/Web. 
 
Teniendo esto en cuenta, el programa se ha diseñado de forma modular y 
utilizando tecnologías estándar, que permitirán realizar las ampliaciones de 
forma rápida. Además, el código está estructurado y documentado, para 
facilitar su comprensión. 
 
Algunas de las posibles ampliaciones que se podrían realizar sobre la base 
implementada, son las siguientes: 
 
• Funcionamiento en local: la aplicación se puede instalar en un PC 
cualquiera con Windows o Linux, pero para ello es necesario instalar el 
servidor de aplicaciones y el de base de datos por separado y 
configurarlos, lo cual es una tarea engorrosa. Pero ambos servidores 
disponen de una versión incrustada (embedded) que se podría utilizar 
para crear una aplicación que en un único archivo se instalase y 
funcionase en cualquier PC con una máquina virtual de Java instalada. 
• Ampliación de los formatos de importación y exportación de datos: por 
ejemplo con ficheros Excel, Access, XML, etc. 
• Trabajo en grupo: de base se ha creado una estructura de grupos de 
usuarios, aunque no se gestiona de ninguna forma (todos los usuarios 
son de un grupo genérico, llamado “Usuarios”). Sería posible añadir una 
gestión de grupos que permitiera, por ejemplo, a todos los usuarios de 
un determinado grupo trabajar con los mismos modelos a la vez. 
• Generación de informes: se pueden crear informes en PDF o HTML a 
partir de una vista. O incluso, dada la flexibilidad del módulo de vistas, 
se puede crear un nuevo tipo de vista que genere su salida directamente 
como un informe, con los títulos y encabezados que se deseen. 
• Ampliación de los tipos de gráficos: la librería gráfica utilizada 
(JFfreeChart) permite la representación de decenas de gráficos 
diferentes. Para este proyecto se han configurado los más típicos, pero 
se podrían configurar el resto tomando como ejemplo los que ya hay. 
• Ampliación de las funciones soportadas por el motor de cálculo: Podría 
ser de utilidad añadir funciones más complejas al motor de cálculo, 
como funciones estadísticas para calcular la media de dos variables, etc. 
Partiendo del ejemplo de la función _sumAll, creada a medida para esta 
aplicación, se pueden crear cualquier tipo de función que sea calculable 
en Java, esto es, casi cualquier cosa. 
• Creación de funciones gráficamente: que permita definir los cálculos a 
realizar sobre las variables del modelo de forma gráfica. Este es un 
requerimiento bastante complejo. 
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CAPÍTULO 9. CONCLUSIONES 
 
Los sistemas informáticos de soporte a la toma de decisiones se están 
convirtiendo en piezas clave de muchas organizaciones hoy en día. Conforme 
la potencia de cálculo aumenta y se abaratan los costes del hardware 
necesario para este tipo de herramientas, hay más empresas que se deciden a 
implantar un sistema de este tipo en diferentes niveles de la cadena de toma de 
decisiones: directores, ejecutivos, gerentes, grupos de trabajo, etc. 
 
Parece lógico, por tanto, que también dentro del mundo de la formación y la 
educación se plantee la utilización de estas herramientas para el estudio de 
todo tipo de problemas y la búsqueda de soluciones alternativas. 
 
Es el caso del presente proyecto, donde se ha desarrollado una aplicación 
informática destinada a servir de soporte al estudio de problemáticas globales, 
dentro de áreas tan dispares como la sostenibilidad, el desarrollo, el cambio 
climático, etc. 
 
El disponer de este tipo de herramientas ayuda a evaluar las consecuencias de 
modificar cualquier parámetro del modelo analizado y plantear diferentes 
escenarios de futuro en base a dichas modificaciones. Con esto, el proceso de 
aprendizaje se enriquece, ya que el usuario puede ver al instante los efectos de 
sus posibles acciones sobre un sistema y sacar sus propias conclusiones. 
 
Para poder dar cabida a modelos de todo tipo, la aplicación que he 
desarrollado permite definir una estructura flexible de entidades y variables, 
trabajar con funciones matemáticas genéricas, utilizar la variable del tiempo en 
los cálculos y mostrar los resultados con diferentes tipos de gráficos. 
 
Por supuesto, un proyecto tan ambicioso como crear un DSS para que lo 
utilicen estudiantes y educadores de todo el mundo siempre estará sujeto a 
peticiones de cambio y mejora por parte de sus usuarios. En esta aplicación he 
tenido en cuenta esto desde las fases iniciales, por lo que he dividido el 
programa en módulos, he documentado el código y he utilizado los estándares 
más extendidos en cuando a programación web se refiere. Haber tomado estas 
precauciones desde un principio facilitará las posteriores modificaciones que se 
quieran realizar sobre el sistema. 
 
Durante el desarrollo del mismo, he podido emplear los conocimientos 
aprendidos durante la carrera en las diferentes asignaturas de informática. 
También me ha servido de mucha ayuda el haber aprendido a mirar el mundo 
desde una perspectiva más social que tecnológica en la asignatura de 
Tecnología y Sociedad. 
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Anexo 1. MANUAL DE INSTALACIÓN 
 
En este manual, vamos a indicar paso a paso las instrucciones necesarias para 
instalar y configurar correctamente GLDSS en un servidor de aplicaciones. 
 
 
1.1 Requerimientos del servidor 
 
Para un correcto funcionamiento de la aplicación, son necesarios los siguientes 
elementos de software: 
 
• Tomcat 5.5.x 
• MySQL 4.x o superior 
 
En cuanto a los requerimientos de hardware, la aplicación puede correr en 
cualquier servidor que sea capaz de ejecutar el servidor de aplicaciones, 
aunque dependiendo del número de usuarios concurrentes a los que se 
pretenda dar servicio se deberá utilizar un hardware más o menos potente. 
 
 
1.2 Ficheros de la aplicación 
 
Los ficheros de la aplicación están distribuidos bajo la siguiente estructura de 
directorios: 
 
 
 bin   
  
  
 BD  
  
  
  
 scripts de la BD 
  
  
 webapps  
  
 
  
 gldss.war 
 doc   
  
  
 Manuales  
  
  
 Javadocs  
 src   
  
  
 Ficheros .jsp  
  
  
 Ficheros .java  
 
Fig. A1.1 Estructura de directorios de la distribución 
 
 
• bin: este directorio contiene los ejecutables de la aplicación. Está 
subdividido en dos directorios: 
o BD: contiene una serie de scripts que se han de ejecutar para 
crear la estructura del modelo de datos. 
52  Creación de una herramienta informática de soporte a la toma de decisiones 
o webapps: contiene un fichero comprimido con todos los ficheros 
de la aplicación GLDSS. 
• doc: este directorio contiene la documentación. 
• src: en este directorio se distribuye el código fuente de las clases Java y 
de las pantallas. 
 
 
1.3 Proceso de instalación 
 
Partiendo de los directorios anteriores, vamos a proceder a instalar la 
aplicación paso por paso. 
 
 
1.3.1 Creación de la Base de Datos 
 
En el directorio bin/BD existen una serie de scripts .sql y un fichero 
creación_BD.cmd (o .sh para Linux) que al ejecutarlo nos va lanzando los 
scripts de creación en el orden correcto. El script acepta dos parámetros: el 
usuario con el que crearemos los objetos de la BD (normalmente root) y el 
password. 
 
Por si se prefiere crear la base de datos manualmente, el orden de ejecución 
de los scripts es: 
  
1. creacion_base_datos.sql: este script crea la base de datos. 
2. creacion_usuarios.sql: crea un usuario para acceder a la base de datos 
desde la aplicación. Se puede cambiar el password que se asigna al 
usuario por defecto. 
3. creacion_tablas.sql: crea las tablas del modelo de datos. 
4. datos_iniciales.sql: inserta datos estáticos necesarios para el 
funcionamiento de la aplicación. 
 
Nota: Es recomendable cambiar el password del usuario de la aplicación. Para 
ello, modificar el fichero creacion_usuarios.sql: 
 
	
				 !
"#$"%	&	'
 
También, si la base de datos no se encuentra en el mismo ordenador que el 
servidor de aplicaciones, hay que poner la dirección IP del mismo en lugar de 
“localhost”. 
 
 
1.3.2 Despliegue de la aplicación 
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Copiamos el fichero bin/webapps/gldss.war en el directorio de Tomcat 
webapps. Si el servidor Tomcat no está configurado en modo Autodeploy, será 
necesario reiniciarlo para que detecte la aplicación que acabamos de crear. 
 
Una vez hecho esto, Tomcat habrá creado la siguiente estructura de directorios 
debajo de su directorio webapps: 
 
 
 
 gldss   
  
  
 etc  
  
 
 images  
  
  
 META-INF  
  
  
 WEB-INF  
   
  
 classes 
   
  
 lib 
 
Fig. A1.2 Estructura de directorios de la aplicación 
 
 
Dentro de esta estructura, nos interesan los directorios META-INF y WEB-INF, 
que es donde se encuentran los ficheros de configuración de la aplicación. 
 
 
1.3.3 Configuración 
 
En el directorio META-INF, se encuentra un único fichero de configuración: 
 
• context.xml: en este fichero se configura el contexto de la aplicación. En 
nuestro caso, la única configuración de contexto que hemos creado es la 
de los parámetros de conexión a la BD: 

()**+,-,. **/
(-.012341
 015-,-1
 6#0127891
 0123:.69:44:;;<=4>--
0?.#'0?.#'#$0#$1
 ,75.01..6923,71
 .8,701@<<1
 .8	01;<1
 .8%,01@<<<<14/
 
De todos los parámetros nos interesan especialmente la URL de 
conexión con la BD. En ésta, se ha de indicar correctamente la dirección 
del servidor de la BD y el puerto de conexión (en el ejemplo localhost 
porque el servidor de BD y de aplicaciones se encontraban en la misma 
máquina). El nombre de user y el password han de coincidir con los 
que se especificaron en el script creacion_usuarios.sql descrito en el 
punto 1.1.1 de este manual. 
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En el directorio WEB-INF, se encuentran dos ficheros de configuración: 
 
• web.xml: este fichero contiene la configuración de la aplicación. Entre 
otros datos, contiene el título de la aplicación (display-name), su 
descripción (description). No es necesario modificar este fichero a no ser 
que queramos modificar el título que aparecerá en el navegador al 
cargar la aplicación. Se recomienda NO modificar ningún otro 
parámetro de este fichero, pues la aplicación podría dejar de funcionar. 
• log.properties: contiene la configuración de los ficheros de registro de 
eventos. Se puede modificar el nivel de registro (log4j.rootLogger), el 
nombre y directorio de destino de los ficheros (log4j.appender.A1.file), el 
tamaño máximo de los mismos (log4j.appender.A1.MaxFileSize) el 
número de ficheros antiguos que se guardan 
(log4j.appender.A1.maxBackupIndex) y el formato de los mensajes 
(log4j.appender.A1.layout.ConversionPattern). Esta configuración se 
verá más detalladamente en el siguiente apartado. 
 
Si se realiza algún cambio en la configuración, es necesario reiniciar el servidor 
de aplicaciones para que sean efectivos. 
 
 
1.4 Fichero de registro 
 
Por último, hacer una mención a la configuración del fichero de registro. En 
este fichero la aplicación escribe mensajes cada vez que ocurre un 
determinado evento. Qué tipo de eventos se escriben depende del “nivel de 
eventos registrados” que indiquemos en el parámetro log4j.rootLogger. Existen 
cinco niveles posibles: 
 
1. DEBUG: se utiliza durante la fase de desarrollo del programa para 
escribir información que ayude a depurar errores. 
2. INFO: información genérica. 
3. WARN: indicación de posibles problemas al encontrarse algún 
resultados que no se esperaba durante la ejecución de una operación.  
4. ERROR: se ha producido un error durante la ejecución de alguna 
operación que impide continuar con la misma. 
5. FATAL: error grave de la aplicación que puede incluso impedir que ésta 
continúe ejecutándose y sea necesario reiniciarla. 
 
Si se establece un determinado nivel de registro, se escribirán en el fichero 
todos los eventos que correspondan a ese nivel o superior. 
 
La instalación de la aplicación viene configurada por defecto con el nivel INFO, 
ya que en este nivel la cantidad de información registrada no es muy grande y 
nos permite comprobar que todo funciona correctamente. No se recomienda 
utilizar la aplicación en modo DEBUG a no ser para buscar algún error y 
durante un breve período de tiempo, ya que en este nivel se registran gran 
cantidad de mensajes que pueden llenar el disco e impactar negativamente en 
el rendimiento de la aplicación. 
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Además del nivel de registro, es posible configurar otra serie de parámetros: 
 
• log4j.appender.A1.file: Nombre y directorio del fichero. Por defecto utiliza 
el directorio logs de Tomcat, pero se puede modificar. El nombre del 
fichero por defecto es gldss.log. 
• log4j.appender.A1.maxBackupIndex: El fichero de registro está 
configurado en modo rotativo. Esto significa que cuando un fichero 
alcanza un tamaño determinado se renombra añadiendo un sufijo 
numérico al nombre del fichero y se crea un nuevo fichero de registro. 
Para evitar que el número de ficheros crezca indefinidamente, llenando 
el disco del servidor, se puede indicar un número máximo de ficheros a 
guardar. Cuando se alcanza ese máximo, el fichero más antiguo se 
borra. Por defecto, la aplicación viene configurada para guardar tres 
ficheros de log. 
• log4j.appender.A1.MaxFileSize: indica el tamaño que ha de alcanzar el 
fichero de registro para que se cree uno nuevo. Por defecto, 1000 MB.  
• log4j.appender.A1.layout.ConversionPattern: permite indicar el formato 
de los mensajes de log. El formato establecido por defecto es: 
FECHA_Y_HORA TIPO_DE_ERROR NOMBRE_CLASE MENSAJE 
 
Para más información sobre la configuración del fichero de registro (modos de 
escritura, parámetros, formato de los mensajes, etc.) se puede obtener 
información del manual de la librería log4j: http://logging.apache.org/log4j/docs 
 
 
1.5 Comprobación de la instalación 
 
Una vez realizados todos los pasos de configuración y reiniciado el servidor, 
podemos comprobar que la  aplicación funciona correctamente de la siguiente 
manera: 
 
• Fichero de registro: en el fichero gldss.log han de aparecer las 
siguientes líneas de información (siempre que se haya configurado el 
nivel de registro a INFO o DEBUG): 
 
A<<B*<C*;@ A<:BA:DDECFG 	  H7#7I  *
:JD2-+,.-
A<<B*<C*;@ A<:BA:DGE=<@ 	  H7#7I  *
:5--+,,K-
A<<B*<C*;@ A<:B;:<CECD@ 	  H7#7I  *
:L.#,,K-.-
 
• Abrir la aplicación: con un navegador en el propio servidor comprobar 
que se carga la página inicial http://localhost:puerto_tomcat/gldss: 
 
56  Creación de una herramienta informática de soporte a la toma de decisiones 
 
Fig. A1.3 Pantalla inicial de la aplicación 
 
 
• Entrar a la aplicación como Administrador: usuario: admin, clave: admin. 
• IMPORTANTE!: Cambiar la clave del administrador: pulsar en Cambiar 
clave e introducir una nueva clave. 
 
Si todas estas operaciones se realizan sin problemas, la aplicación está 
correctamente instalada. 
 
 
1.6 Posibles problemas 
 
Algunos de los problemas más comunes que se pueden encontrar a la hora de 
instalar la aplicación son: 
 
Tabla A1.8 Resolución de problemas 
 
Problema Posibles causas Posibles soluciones 
La aplicación no arranca • Algún fichero de configuración no 
es correcto 
 
• Revisar el fichero de 
registro para buscar pistas 
sobre el error 
• Revisar todos los pasos 
del manual de instalación 
No aparecen los mensajes 
iniciales en el registro 
• Algunas configuraciones de 
Tomcat sobrescriben el registro 
de mensajes al arrancar 
• Comprobar si la aplicación 
funciona mediante un 
navegador. Seguramente 
la aplicación ha arrancado 
aunque no se muestren 
los mensajes de registro. 
• La aplicación no ha arrancado • Mirar el fichero de registro 
para comprobarlo 
No se ve la página inicial 
• No se encuentran los ficheros 
.jsp 
• Comprobar el directorio 
webapps/gldss de 
Tomcat para ver que se 
haya desplegado 
correctamente. Si no es 
así, reiniciar Tomcat y 
revisar los pasos del 
manual de instalación 
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• No hay conexión con la base de 
datos 
• Hacer un ping al servidor 
de la base de datos para 
ver si hay conectividad. Si 
no es así, arreglar el 
problema. 
El usuario admin no puede 
entrar a la aplicación 
• Hay conexión pero se produce 
un error 
• Revisar los parámetros de 
usuario y password en los 
ficheros de configuración. 
• Comprobar que se hayan 
ejecutado los scripts de 
creación de la BD 
correctamente y el usuario 
de la aplicación existe en 
la BD. 
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Anexo 2. MANUAL DE USUARIO 
2.1 Introducción 
2.1.1 Qué contiene este manual 
 
Este manual proporciona una guía paso a paso de cómo utilizar la aplicación 
GLDSS. Se describirán todas las pantallas y opciones de la misma a través del 
modelado de un ejemplo sencillo. 
 
 
2.1.2 Notación 
 
Durante el desarrollo de este manual se seguirán las siguientes pautas de 
notación: 
 
• [Opcional]: cuando aparece esta marca delante de un paso determinado 
para cumplir una tarea significa que dicho paso no es obligatorio. 
 
 
2.2 Pantallas iniciales 
2.2.1 Pantalla de acceso al sistema 
 
Esta es la pantalla inicial. Desde ella se puede acceder a la aplicación como 
usuario registrado o registrar un nuevo usuario. 
 
También podemos ver en la parte superior algunos elementos comunes de 
toda la aplicación, como la barra de título, donde se mostrará el nombre de la 
pantalla en la que nos encontramos, y las opciones de idioma. 
 
 
 
 
Fig. A2.1 Pantalla de acceso al sistema 
 
 
Acceso a la aplicación 
Registrar nuevo usuario 
Idiomas 
Barra de título 
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2.2.2 Pantalla de registro 
 
En la pantalla de registro podemos dar de alta nuevos usuarios. Será necesario 
introducir un nombre, un usuario y una clave. La clave ha de tener como 
mínimo 8 caracteres. Al pulsar el botón “Registrar”, se crea el nuevo usuario y 
se accede a la aplicación. Lo primero que haremos en el ejemplo que 
desarrollaremos a lo largo de todo este manual es crear un usuario. 
 
 
 
 
 
Fig. A2.2 Pantalla de registro 
 
 
2.2.3 Pantalla de bienvenida 
 
Esta es la primera pantalla a la que se accede al entrar en la aplicación. En ella 
se puede ver un mensaje de bienvenida y el menú principal. Este menú nos 
permite movernos por los diferentes módulos de la aplicación, cambiar la clave 
del usuario o salir de la aplicación. 
 
Nótese que cuando pasamos el cursor sobre una opción del menú, debajo del 
mismo aparece un texto con la descripción de la misma. 
 
 
 
 
Datos del usuario 
Menú principal 
Ayuda en línea 
Área de trabajo 
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Fig. A2.3 Pantalla de bienvenida 
 
2.2.4 Cambio de clave 
 
La pantalla de cambio de clave nos permite modificar la clave que utiliza el 
usuario para acceder al sistema. 
 
 
 
 
Fig. A2.4 Cambio de clave 
 
 
2.3 Definición de modelos 
2.3.1 Creación de un modelo 
 
Pulsando en el menú principal sobre la opción “Definición de modelos”, 
accederemos a la pantalla principal para trabajar con nuestros modelos. 
Veremos que en esta pantalla, aparece el submenú del módulo de modelos. 
Mediante este submenú, podremos navegar por las diferentes pantallas del 
módulo. 
 
Vamos a crear un nuevo modelo para trabajar con él durante el resto del 
manual. Para ello, le asignamos un nombre y pulsamos el botón “Crear” 
 
 
 
 
Submenú del módulo 
Creación de un nuevo modelo 
Lista de modelos 
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Fig. A2.5 Creación de un modelo 
 
 
2.3.2 Definición de entidades 
 
Al crear un modelo, o al pulsar en el submenú de “Entidades”, navegamos a la 
pantalla de definición de entidades. Lo primero que vemos, a la izquierda del 
área de trabajo, es un árbol con la estructura de entidades del modelo. Al crear 
el modelo se crea una entidad raíz automáticamente con el nombre del modelo. 
El resto de entidades colgarán de ella. Los nodos del árbol representan las 
entidades del modelo. Podemos pulsar sobre una de ellas para seleccionarla. 
 
A la derecha de la pantalla, veremos los detalles de la entidad seleccionada y 
sus variables, y podremos modificarla o borrarla. También tenemos dos 
formularios que nos permitirán crear nuevas entidades y variables. 
 
 
 
 
 
Fig. A2.6 Definición de entidades 
 
 
En el modelo de ejemplo, vamos a crear dos entidades, una padre y una hija. 
Para crear nuevas entidades en el formulario de nueva entidad debemos: 
 
 
1. Asignarle un nombre (máximo 255 caracteres, no se pueden utilizar 
espacios ni signos de puntuación ni comenzar por “_”). Algunos 
nombres, como el nombre de la entidad del modelo, comienzan por “0:”. 
Estos son nombres especiales generados por el sistema. 
2. Asignarle un tipo. Inicialmente sólo está disponible el tipo Entidad. Esto 
se puede ampliar en un futuro.  
3. [Opcional] Escribir la descripción (texto libre de hasta 255 caracteres) 
Estructura de 
entidades 
Detalle de una entidad 
Crear 
entidad 
Variables de 
la entidad 
Crear 
variable 
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4. Seleccionar la entidad padre. En el desplegable se muestran todas las 
entidades creadas previamente. Para crear una entidad raíz (que cuelga 
justo del modelo) seleccionar el modelo como padre. 
 
 
 
 
 
Fig. A2.7 Creación de una entidad 
 
 
Ahora añadiremos dos variables a la entidad2. Para añadir una variable hay 
que completar los siguientes paso: 
 
1. Seleccionar la entidad en el árbol de entidades. Sobre esta entidad se 
crearán las variables. 
2. Asignarle un nombre a la variable (máximo 255 caracteres, no se 
pueden utilizar espacios ni signos de puntuación ni comenzar por “_”). 
3. Asignarle un tipo. Los tipos disponibles son: Boleano, Fecha, Numérico, 
Entero, Texto. 
4. Marcar si la variable es dinámica o no.  Las variables pueden ser 
dinámicas, las que tienen valores distintos para cada año y se calculan 
cada año, y las estáticas, que sólo tienen un valor fijo. 
5. [Opcional] Escribir la descripción (texto libre de hasta 255 caracteres) 
 
 
 
 
 
Fig. A2.8 Creación de una variable 
 
 
También crearemos una variable en la entidad1. 
 
Nombre de la entidad Tipo Descripción Entidad padre 
Nombre de la variable Tipo Dinámica Descripción 
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Fig. A2.9 Variables de la entidad padre 
 
 
2.3.3 Definición de funciones 
 
Esta pantalla nos permite definir las funciones de cálculo que simularán el 
comportamiento dinámico del sistema. 
 
A la izquierda del área de trabajo, veremos de nuevo el árbol de la estructura 
del modelo. Esto nos ayudará a ver cómo es el modelo sin necesidad de volver 
a la pantalla anterior continuamente. El resultado de una función se almacenará 
en la variable que hayamos seleccionado en la parte inferior izquierda. Las 
funciones, pueden tomar como parámetros de entrada cualquier variable 
pertenezca a la misma entidad que la variable de salida. La única excepción es 
cuando queremos sumar los valores de una variable perteneciente a una 
entidad hija. Esto se verá más claro en el ejemplo. 
 
Después de definir la estructura del modelo, ha llegado el momento de crear 
las funciones para calcular las variables. Empezamos por la entidad hija. La 
variable de entrada la calcularemos como una recta de pendiente unidad con la 
siguiente fórmula: 
 
7@07@@M@
 
En esta fórmula, podemos ver ya una de las operaciones especiales que se 
pueden realizar en la aplicación, que es referirse a un valor pasado de una 
variable. Para ello, se utiliza la notación nomVar_RETARDO_. El valor del 
retardo indica cuanto vamos a retrasar la variable en el tiempo para buscar el 
valor de la misma. En este caso, para calcular var1 en el año actual buscamos 
su valor en el año justo anterior y sumamos 1. Así, obtendremos una recta. 
 
Ahora, para calcular la variable de salida, multiplicaremos la variable de 
entrada por dos: 
 
var2 = var1 * 2 
 
Con esto ya tenemos las funciones de la entidad hija. En la aplicación, 
quedarían definidas así: 
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Fig. A2.10 Funciones de la entidad hija 
 
Los pasos para definir una función son los siguientes: 
 
1. Seleccionar la entidad en el árbol de entidades. 
2. Seleccionar la variable donde queremos guardar el resultado de la 
función. 
3. Asignar un nombre a la función (máximo 255 caracteres). 
4. Introducir la ecuación de la función. Esta puede tener una longitud de 
hasta 65535 caracteres. Ver en la Tabla A2.1 los operadores admitidos 
para las expresiones. 
 
Para definir el cálculo de la variable de la entidad padre, utilizaremos una 
función especial de nuestra aplicación: _sumAll. Esta función, suma de forma 
agregada los valores de una determinada variable para cada instancia de una 
entidad hija. Esto nos permitirá, por ejemplo, crear una entidad padre que sea 
el “mundo” y una hija que sean “paises”, y con _sumAll en la entidad “mundo” 
podríamos obtener la suma total de todos los “paises” de una determinada 
variable. En nuestro ejemplo, definiremos la fórmula de la siguiente manera: 
 
 
 
Fig. A2.11 Función de la entidad padre 
 
Como es posible que una entidad padre tenga más de una entidad hija, en la 
función _sumAll hay que indicar la variable a sumar anteponiendo el nombre de 
la entidad de forma explícita con la notación entidad.variable. 
 
Ya tenemos las funciones del modelo definidas. Como se debe ir ya intuyendo, 
las funciones y operadores especiales comienzan por el carácter “_”, de ahí 
que ni las entidades ni las variables puedan comenzar por ese carácter. En la 
siguiente tabla, se resumen los operadores que se pueden utilizar en la 
expresión de una función. 
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Tabla A2.1 Operadores admitidos por una función 
 
Funciones especiales Descripción 
_sumAll suma una variable de una entidad hija para todas 
las instanacias de entidad. 
Operadores especiales  
_anyo, _any, _year Referencia el año actual de cálculo 
_anyoIni, _anyIni, _firstYear Referencia al año inicial del cálculo del escenario 
_anyoFin, _anyFin, 
_lastYear 
Referencia al año final del cálculo del escenario 
Operadores matemáticos  
^, !, +x, -x, %, /, *, +, -, <=, >=, <, >, !=, ==, &&, || 
Funciones matemáticas  
sin(x), cos(x), tan(x), asin(x), acos(x), atan(x), atan2(y, x), sinh(x), cosh(x), 
tanh(x), asinh(x), acosh(x), atanh(x), ln(x), log(x), exp(x), abs(x), rand(), mod(x), 
sqrt(x), if(exp), str() 
 
 
Para más información sobre operadores y funciones matemáticas, dirigirse al 
manual de JEP (www.singularsys.com/jep/doc/html/index.html), que es el 
componente utilizado para validar las expresiones de las funciones. 
 
 
2.3.4 Definición de escenarios 
 
Los escenarios son una figura que nos permite agrupar entidades y funciones 
para crear diferentes resultados a partir de un modelo. Cada escenario se 
calculará por separado. 
 
Para crear un escenario lo único que tenemos que hacer es: 
 
1. Asignar un nombre al escenario y crearlo. 
2. Seleccionar el escenario recién creado en la lista de escenarios. 
3. Añadir entidades al escenario. Es importante que añadamos todas las 
entidades que se utilicen en las funciones del escenario, ya que sino no 
podremos darles valor antes de realizar los cálculos. 
4. Añadir funciones al escenario. Las funciones se han de añadir en el 
orden que queramos ejecutarlas. Esto es importante si el valor de una 
variable depende de otra que se ha de haber calculado antes. Si no 
seleccionamos ningún orden en el desplegable, éste se va asignando 
automáticamente conforme vamos añadiendo funciones. 
 
Esta es la pantalla de definición de escenarios, donde veremos los escenarios 
del modelo. Si seleccionamos uno de los escenarios veremos sus funciones y 
entidades asociadas. Para nuestro ejemplo, crearemos un único escenario en 
el que añadiremos todas las entidades y funciones del modelo: 
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Fig. A2.12 Definición de escenarios 
 
 
2.4 Cálculo de escenarios 
2.4.1 Escenarios del modelo 
 
La primera pantalla que aparece al entrar en el módulo de cálculo de 
escenarios nos muestra una lista de escenarios del modelo con el que estamos 
trabajando. Seleccionando uno de los escenarios, accederemos a la pantalla 
de introducción de valores. 
 
 
 
 
Fig. A2.13 Lista de escenarios 
 
 
2.4.2 Introducir valores 
 
Antes de calcular un escenario, hay que introducir los valores iniciales que 
alimenten el modelo. 
Lo primero es crear las instancias de las entidades. Estas instancias 
representan los objetos concretos del sistema que estamos modelando. Por 
ejemplo, si tenemos una entidad que sea “país”, sus instancias serían cada uno 
de los países con los que vamos a trabajar. 
 
Lista de escenarios Nuevo escenario 
Entidades del 
escenario 
Funciones del 
escenario 
Añadir 
entidades 
Añadir 
funciones 
Lista de escenarios 
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En el ejemplo crearemos una instancia para la entidad padre. 
 
 
 
 
 
Fig. A2.14 Instancias de la entidad padre 
 
 
Cuando una entidad tiene una entidad padre, veremos que aparece un campo 
desplegable en el formulario de creación. Este nos sirve para seleccionar a qué 
valor concreto de la entidad padre pertenece la instancia que estamos creando 
de la entidad hija. Por ejemplo, si la entidad hija de “país” fuese “región”, está 
claro que cada región concreta sólo puede pertenecer a un país. 
 
En nuestro ejemplo, crearemos dos instancias de la entidad2. 
 
 
 
Fig. A2.15 Instancias de la entidad hija 
 
 
Después de crear las instancias, hay que dar los valores iniciales a las 
variables. Para ello: 
 
1. Seleccionar una entidad. Nos aparece la lista de sus instancias 
2. En la instancia para la que queramos dar valores, pulsamos el botón 
Variables de la instancia.  
3. Se abrirá la pantalla de variables de la instancia. 
 
 
 
 
Fig. A2.16 Valores iniciales 
Crear una instancia 
Instancia padre 
Lista de Instancias 
Lista de Variables 
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4. Seleccionar la variable a la que queremos dar valores. 
5. Aparecerá un formulario donde podremos introducir los valores 
manualmente. 
6. Introducir un valor de la variable y el año correspondiente. 
7. Pulsar añadir valor. 
 
Para nuestro ejemplo, crearemos un único valor inicial para cada instancia de 
la entidad hija, ya que el resto de valores ya se calculan con las funciones. 
 
 
 
 
 
Fig. A2.17 Valores iniciales 
 
 
Como podemos ver, también es posible asignar valores a una variable 
mediante funciones de interpolación. Para ello, una vez seleccionada una 
variable pulsamos el botón de Interpolar valores. Se abrirá una ventana donde 
podremos introducir los parámetros de la interpolación. 
 
 
 
Fig. A2.18 Interpolar valores 
Crear un valor 
Lista de valores 
Interpolar valores 
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Seleccionaremos el tipo de interpolación, completamos los valores deseados y 
pulsamos el botón de Interpolar. Se abrirá una ventana con la representación 
gráfica de la variable interpolada. Si el resultado es correcto, pulsamos Guardar 
Valores y los valores calculados se asignarán a la variable correspondiente. Si 
pulsamos Cancelar, no se guardará ningún valor. 
 
Para nuestro ejemplo pulsaremos Cancelar ya que sólo necesitamos dos 
valores en las variables de entrada. 
 
 
 
Fig. A2.19 Variable interpolada 
 
 
2.4.3 Definición de vistas 
 
Las vistas son los objetos que nos permiten representar gráficamente las 
variables del modelo. Para definir una vista, debemos: 
 
1. Asignarle un nombre 
2. Asignarle un tipo. 
3. [Opcional] Especificar un intervalo de salto entre puntos dibujados, para 
no dibujar todos los puntos de la gráfica, sólo uno de cada n. 
4. Seleccionar la vista recién creada. 
5. Añadir las variables que se quieren visualizar: 
a. Seleccionar la variable. 
b. Seleccionar la instancia de entidad concreta que se quiere  
representar. 
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c. Introducir el rango temporal en el cual se quiere representar la 
variable. 
 
Una vez se ha creado una vista, se puede modificar su nombre, tipo y el 
intervalo de salto en cualquier momento. Para modificar el rango temporal de 
una variable, podemos borrarla y volverla a añadir o simplemente volviéndola a 
añadir se actualizan sus datos. 
 
 
 
 
 
Fig. A2.20 Definición de vistas 
 
 
Para nuestro ejemplo vamos a definir dos vistas, una con líneas de los valores 
de las entidades hijas y otra con puntos con las variables var2 de las hijas y la 
variable sumaVar2 de la entidad padre, que recordemos es suma de las dos 
hijas. 
 
 
 
Fig. A2.21 Vistas del ejemplo 
 
 
2.4.4 Ejecución de escenarios 
Con los valores iniciales introducidos podemos proceder a procesar los 
escenarios. En la pantalla de ejecución de escenarios nos aparece una lista de 
Nombre de la vista Tipo Intervalo entre puntos 
Variable Instancia de 
entidad 
Rango de 
años 
Lista de variables 
Lista de vistas 
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los escenarios definidos. Seleccionamos uno, a continuación el rango temporal 
de la simulación y por último el modo de cálculo. Existen dos modos de cálculo, 
a saber: 
 
• Año a año: el procesador de funciones lee los valores de las variables de 
entrada en cada año y va ejecutando las funciones una a una para ese año, 
antes de pasar al  siguiente. Esto es útil cuando las variables se calculan 
haciendo referencias cruzadas a con otras variables. 
• Función a función: el procesador lee una función y la evalúa para todos los 
años del rango antes de pasar a la siguiente. Esto tiene la ventaja de que es 
más rápido, ya que la función sólo se lee una vez y el procesador lee todos 
los valores que necesita antes de procesarla. Este modo de funcionamiento 
es útil si no hay variables que se calculen con referencias cruzadas. 
 
Se recomienda, por tanto, utilizar el modo Función a función ya que es más 
eficiente y, normalmente, los modelos no serán tan complejos que requieran 
calcular variables de forma cruzada (en nuestro ejemplo sería si el cálculo de 
var1 dependiese de var2 y el de var2 de var1). 
 
Es importante destacar que el año inicial no se calcula. Es decir, las funciones 
se procesan desde el Año inicial + 1 hasta el Año final. Esto es así porque el 
primer año se considera el de partida y es en el que se establecen las 
condiciones iniciales. De ahí que en la asignación de valores a las variables del 
ejemplo sólo hemos dado un valor precisamente en el año 2000, que será el 
primero del rango: 
 
 
 
 
 
Fig. A2.22 Ejecución de escenarios 
 
 
2.4.5 Visualización de resultados 
 
Podemos acceder a esta pantalla en cualquier momento para ver las vistas que 
hemos definido, aunque si no hemos ejecutado ningún escenario sólo 
podremos ver los datos iniciales que hayamos introducido. 
 
Lista de escenarios 
Intervalo de cálculo 
Modo de cálculo 
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Fig. A2.23 Visualización de resultados 
 
 
Seleccionando una vista se abre la visualización: 
 
 
 
Fig. A2.24 Resultados del ejemplo, hijas 
 
 
Podemos situar el cursor sobre uno de las líneas del gráfico y se nos muestra 
los valores de dicho punto. También podemos modificar el gráfico cambiando el 
tamaño del mismo y pulsando Redibujar. Esto también es aplicable a otros 
tipos de gráficos, como los puntos: 
 
Lista de vistas del modelo 
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Fig. A2.25 Resultados del ejemplo, suma 
 
 
2.5 Importación de modelos 
 
Por último, veremos las opciones de que dispone el programa para importar  
modelos desde ficheros de texto. 
 
2.5.1 Importar modelo 
 
La importación de modelos se ha realizado en forma de asistente, de manera 
que esta pantalla nos irá guiando paso a paso por las diferentes operaciones a 
realizar. Lo primero que veremos es una lista de los tipos de modelos 
soportados. 
 
En esta versión, se pueden importar modelos de Globesight. Dependiendo del 
tipo de modelo, los pasos a seguir serán diferentes. 
 
Modelo de Globesight: 
1. Dar un nombre al modelo a importar. 
2. Importar las entidades del modelo: deberemos exportar las entidades 
desde Globesight a un fichero .ent y este fichero será el que 
seleccionemos en esta pantalla. Se creará un nuevo modelo con un 
árbol de entidades correspondiente. Para agrupar las variables, se 
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creará una entidad raíz llamada “world”. Se creará también un escenario 
por defecto que contendrá todas las entidades. 
3. Importar los valores: deberemos exportar todas las variables del modelo 
en un fichero .val, seleccionamos este fichero en el paso 3 de la 
importación y se cargarán los valores en las entidades y variables 
correspondientes. Dependiendo del número de valores a cargar y de la 
velocidad de la conexión este proceso puede durar varios minutos. Se 
puede dividir el fichero de valores en varios, exportando las variables en 
grupos desde Globesight. Pero para importar los diferentes ficheros se 
ha de pasar siempre por los pasos anteriores para que el asistente sepa 
qué estructura tenían las variables en Globesight. Es importante en este 
caso dar siempre el mismo nombre al modelo para que no se cree uno 
nuevo cada vez y que todos los valores se carguen sobre el mismo. 
 
 
 
 
 
 
 
Fig. A2.26 Importación de modelo de Globesight 
 
 
Limitaciones: 
• No se pueden importar funciones ya que en Globesight las funciones se 
programan en C++ y no se puede hacer una conversión automática. Por 
tanto, una vez importadas todas las entidades y todos los datos habrá 
que convertir manualmente el programa que calcula las variables a 
funciones de GLDSS. 
• No se pueden importar vistas. 
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Anexo 3. CODIGO FUENTE 
 
El código fuente se puede examinar en el CD que acompaña a la memoria del 
proyecto. A modo de ejemplo, se incluye aquí una de las clases de la 
aplicación. 
 
/* 
 * Created on 17-mar-2005 
 */ 
package org.gldss.presentacion; 
 
import java.util.ArrayList; 
import java.util.Iterator; 
import java.util.Vector; 
 
import org.apache.log4j.Logger; 
import org.gldss.gestorBD.BDRegistroNoExisteException; 
import org.gldss.gestorBD.DAOVista; 
import org.gldss.gestorBD.DAOVistaAtributo; 
 
/** 
 * @author José María Olmo Parejo 
 * 
 * <p>Esta clase representa una vista con todos sus atributos</p> 
 */ 
public class Vista extends DAOVista { 
     
    /** 
     * Lista de los atributos de la vista 
     */ 
    private ArrayList atributos; 
     
    // Variable para escribir logs 
    private static Logger logger = Logger.getLogger(Vista.class); 
     
    /** 
     * Contructor por defecto. Crea una nueva vista vacía 
     */ 
    public Vista() { 
        super(); 
        atributos = new ArrayList(); 
    } 
     
    /** 
     * Constructor de búsqueda. Busca una vista en la BD 
     * @param vistaID de la vista 
     */ 
    public Vista(Integer vistaID) { 
        super(); 
        try { 
            super.busca(vistaID); 
            // Buscamos los atributos de la entidad 
            cargaAtributos(vistaID); 
 
        } catch (BDRegistroNoExisteException e) { 
            logger.info("No se encontró el registro " + e.getMessage()); 
        } catch (Exception e) { 
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            logger.error("Error buscando la vista " + vistaID); 
        } 
    } 
 
    /** 
     * Constructor de búsqueda. Busca una vista en la BD 
     * @param nombre Nombre de la vista 
     * @param modeloID Modelo a la que pertenece 
     */ 
    public Vista(String nombre, Integer modeloID) { 
        super(); 
        try { 
            super.busca(nombre, modeloID); 
            // Buscamos los atributos de la vista 
            cargaAtributos(super.getRowID()); 
             
        } catch (BDRegistroNoExisteException e) { 
            logger.info("No se encontró el registro " + e.getMessage()); 
        } catch (Exception e) { 
            logger.error("Error buscando la vista " + nombre); 
        } 
    } 
     
    /** 
     * Constructor que copia una Vista 
     * @param vista Vista a copiar 
     */ 
    public Vista(DAOVista vista) { 
        super(); 
        try { 
            super.busca(vista.getRowID()); 
            // Buscamos los atributos de la vista 
            cargaAtributos(super.getRowID()); 
             
        } catch (BDRegistroNoExisteException e) { 
            logger.info("No se encontró el registro " + e.getMessage()); 
        } catch (Exception e) { 
            logger.error("Error buscando la vista " + vista.getNombre()); 
        } 
    }  
     
    // Accesores 
    /** 
     * @return La lista de atributos de la vista 
     */ 
    public ArrayList getAtributos() { 
        return atributos; 
    } 
 
    /** 
     * Busca una vista en la BD y la carga en memoria junto con sus atributos 
     * @param vistaID ID de la vista 
     */ 
    public void cargaVista(Integer vistaID) { 
        try { 
            super.busca(vistaID); 
         
            // Buscamos los atributos de la vista 
            cargaAtributos(super.getRowID()); 
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        } catch (BDRegistroNoExisteException e) { 
            logger.info("No se encontró el registro " + e.getMessage()); 
        } catch (Exception e) { 
            logger.error("Error cargando la vista " + vistaID); 
        } 
    } 
 
    /** 
     * Busca una vista en la BD y la carga en memoria junto con sus atributos 
     * @param nombre Nombre de la vista 
     * @param modeloID Modelo a la que pertenece 
     */ 
    public void cargaVista(String nombre, Integer modeloID) { 
        try { 
            super.busca(nombre, modeloID); 
         
            // Buscamos los atributos de la vista 
            cargaAtributos(super.getRowID()); 
             
        } catch (BDRegistroNoExisteException e) { 
            logger.info("No se encontró el registro " + e.getMessage()); 
        } catch (Exception e) { 
            logger.error("Error cargando la vista " + nombre); 
        } 
    } 
     
    /** 
     * Carga los atributos y los datos de la representación gráfica del atributo 
     * @param vistaID ID de la vista 
     * @throws Exception En caso de error al acceder a la BD 
     */ 
    private void cargaAtributos(Integer vistaID) throws Exception { 
        if(atributos == null) 
            atributos = new ArrayList(); 
         
        Vector vattr = DAOVistaAtributo.buscarListaDAOVistaAtributoVistaID(super.getRowID()); 
        Iterator i = vattr.iterator(); 
        while(i.hasNext()){ 
            DAOVistaAtributo va = (DAOVistaAtributo) i.next(); 
            atributos.add(va); 
        } 
    } 
     
    // Funciones auxiliares 
    /** 
     * Devuelve una representación de la vista en forma de String: 
     *   - Nombre de la vista 
     *     +- Lista de atributos 
     * @return El nombre de la vista y la lista de sus atributos 
     */ 
    public String toString() { 
        String str = new String(super.getNombre()); 
        Iterator i = atributos.iterator(); 
        while(i.hasNext()) { 
            str += "\n    +- " + (DAOVistaAtributo) i.next(); 
        } 
        return str; 
    } 
     
} // fin Vista 
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Anexo 4. GLOSARIO DE TÉRMINOS 
 
ASP (Active Server Pages). Las páginas ASP, son un tipo de 
HTML que además de contener los códigos y etiquetas 
tradicionales, cuenta con programas (o scripts) que se 
ejecutan en un servidor Microsoft Internet Information Server 
antes de que se desplieguen en la pantalla del usuario. Por 
lo general este tipo de programas realizan consultas a 
bases de datos, siendo los resultados de éstas los que el 
ususario final obtiene. La extensión de estos archivos es 
".asp." 
C++ Lenguaje de programación genérico orientado a objetos. 
HTML (Hypertext Markup Language). Lenguaje utilizado para crear 
los documentos de hypertexto para uso en el WWW. El 
HTML es un código, donde se rodea un bloque de texto con 
los códigos que indican cómo debe aparecer. También 
permite insertar objetos en un documento o especificar 
enlaces a otros documentos. 
HTTP (Hypertext Transfer Protocol) Protocolo creado para 
distribuir y manejar sistemas de información multimedia. 
HTTP ha sido usado por los servidores WWW desde su 
inicio en 1993. 
J2EE (Java2 Enterprise Edition) Ampliación estándar del lenguaje 
Java que proporciona funcionalidades orientadas a la 
creación de aplicaciones servidores. 
Java Lenguaje de programación orientado a objetos, 
multiplataforma y multihilo. Se utiliza principalmente para 
crear aplicaciones que se puedan ejecutar de forma segura 
a través de Internet. 
JSP (Java Server Pages) Tecnología para generar páginas web 
de forma dinámica en el servidor, desarrollado por Sun 
Microsystems, basado en scripts que utilizan una variante 
del lenguaje Java. Forma parte de la tecnología J2EE. 
Linux Versión de libre distribución del sistema operativo UNIX el 
cual incluye características como multitarea real, memoria 
virtual, librerías compartidas, dirección y gestión propia de 
memoria. 
MVC (Modelo Vista Controlador) Patrón de diseño de software 
que separa el modelo de datos de una aplicación, la interfaz 
de usuario, y la lógica de control en tres componentes 
distintos de forma que las modificaciones al componente de 
la vista pueden ser hechas con un mínimo impacto en el 
componente del modelo de datos. Esto es útil ya que los 
modelos típicamente tienen cierto grado de estabilidad 
mientras que la interfaz de usuario usualmente sufre de 
frecuentes cambios. 
.NET .NET es un proyecto de Microsoft para crear una nueva 
plataforma de desarrollo de software con énfasis en 
transparencia de redes, con independencia de plataforma y 
82  Creación de una herramienta informática de soporte a la toma de decisiones 
que permita un rápido desarrollo de aplicaciones. 
PDF (Portable Document Format) Formato gráfico creado por la 
empresa Adobe el cual reproduce cualquier tipo de 
documento en forma digital idéntica, facsímil, permitiendo 
así la distribución electrónica de los mismos a través de la 
red en forma de archivos PDF. 
Struts Herramienta de soporte para el desarrollo de aplicaciones 
Web bajo el patrón MVC bajo la plataforma J2EE. Struts se 
desarrolla como parte del proyecto Jakarta de la Apache 
Software Foundation. 
Servlet Pequeña aplicación Java la cual se ejecuta en un servidor y 
envía el resultado al usuario junto en una página web 
generada dinámicamente. 
UML (Unified Modelling Language) Especificación de notación 
orientada a objetos, la más utilizada actualmente ya que se 
ha desarrollado a partir de las especificaciones anteriores 
(BOOCH, RUMBAUGH y COAD-YOURDON) y a las que ha 
venido a sustituir. Ha sido diseñada para modelar cualquier 
tipo de proyectos, independientemente de sus 
características y del lenguaje de programación. 
Web Service Sistema software diseñado para soportar la 
interoperabilidad máquina - máquina a través de una red. 
Los otros sistemas interactúan con el Web service utilizando 
mensajes preestablecidos. 
XML (eXtensible Markup Language) Conjunto de reglas estándar 
destinada a la definición y estructuración de datos y 
documentos sobre un formato de texto plano. 
 
