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Abstrakt
Diplomová práce pojednává o technikách tvoření malého spustitelného programu s omezenou 
velikostí na 64kB. Popisuje jeden z možných způsobů použití knihovny OpenGL pro takovéto účely. 
Blíže se zabývá fyzikou tuhých těles, tvorbou shaderů, dynamickým generováním textur a ozvučením 
intro aplikace. Prezentuje využití WinApi pro vytváření okna, V2 syntetizér pro hudbu a GLSL pro 
tvorbu shaderů. Vše je demonstrativně vytvořeno pod operačním systémem Windows.
Abstract
Master's Thesis is about the techniques of creating a small executable program with size limited to 
64kB. Describes one of the possible ways to use OpenGL for such purposes. With more detail 
describe the rigid body simulation, creating shaders, dynamic generating of texture and make music 
in intro scene applications. Presents using of WinApi to create windows, V2 synthetizer for sound 
and GLSL language for creating shaders. Everything is demonstratively created under Windows.
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1 Úvod
Pro lepší pochopení mé práce je důležité vědět, co znamenají některé pojmy, jako je třeba intro. To a 
mnoho dalších zajímavostí  vám vysvětlím v následující kapitole.  V podkapitole: „Můj  záměr“ se 
zmíním o tom, pro jaké intro jsem se rozhodl a jaký má děj. V dalších kapitolách této práce vás pak 
seznámím s možnou tvorbou intro aplikace, zodpovím na otázku: „Jakým způsobem docílit chtěnou 
velikost“, rozvedu způsob vytváření textur pomocí Perlinova šumu, ke kterému přidám příklady mého 
použití  a  nakonec  osvětlím metody vytváření  dynamických  scén.  Zde  se  pozastavím u  simulace 
fyziky, kolize mezi objekty a reakce na ně. Konkrétně se zmíním o matematickém modelu simulace 
pádu kostky domina a popíši užití Eulerovy metody pro diskrétní simulaci tohoto jevu. Dále podrobně 
rozvedu způsob dodání hudby pomoci V2 syntetizéru a osvětlím techniky vytváření video záběrů.
1.1 Intro aplikace
Pojem intro vznikl z anglického slova introduce – představit. Grafické intro vždy vznikalo za účelem 
prezentovat  schopnosti  programátora.  Mělo  by  sloužit  jako  vizitka  toho,  co  programátor  dokáže 
vytvořit. Mnoho takovýchto vývojářů se dostalo k velmi zajímavému zaměstnání a pracují například 
u herních společností, spolupracují na vývoji nových grafických akcelerátorů, stali se profesionálními 
hudebníky, nebo založili vlastní prosperující IT firmy. O jejich znalosti a know-how je velký zájem. 
Toto byl také jeden z důvodů, proč jsem se chtěl tvorbou intra zabývat.
První intra vznikaly s generací dětí, které vyrostly s prvními domácími počítači v osmdesátých letech 
20. století, odkdy se mimo jiné datuje i vznik počítačového pirátství. Crackeři (ti kteří odstraňovali 
ochrany proti  kopírování  z  počítačových her)  začali  přidávat  před hru svoje  grafické prezentace, 
takzvané  „cracktro“,  aby  jejich  těžká  práce  s  prolamováním  ochrany  neztratila  svého  autora. 
Prolomení nebylo nijak jednoduché a stejně tak vytvoření zajímavého grafického podpisu. A tak se 
občas stalo, že „cracktro“ vypadalo lépe než hra samotná. Proto některé piráty přestalo bavit zbavovat 
hry ochran a soustředili se výhradně na ony krátké prográmky, které se k nim přilepovaly. Tito lidé se 
postupem času od pirátské scény zcela oddělili, vytvořili si nové skupiny a začali tvořit pouze intra a 
dema. Začínali na počítačích C64, později na Amize, které vděčíme za zrod demoscény v dnešní 
podobě. Intro se postupem času stalo jedním z nejzajímavějších druhů digitálního umění.
Dnes se k nám intra a dema většinou nedostávají spolu s crackovaným softwarem, ale jsou volně 
šířena přes  internet jako samostatná díla prezentující umění tvůrců.
V dnešní době se více než na technickou stránku hledí na stránku uměleckou. Přesto to nejsou sto 
megabytové  filmy,  ale  malé,  často  jen  několika  kilobytové  spustitelné  programy,  obsahující 
nekonvenční efekty, hudbu a příběhy. Bez použití nákladného vybavení video-studií a vývojářských 
firem dokáží  jejich tvůrci  stvořit  unikátní  audiovizuální  díla,  ve kterých divákovi  předvádějí  své 
schopnosti. 
Informace v tomto textu jsou převzatý ze stránek scene.cz[1].
1.2 Můj záměr
Mým  cílem  je  vytvořit  grafické  intro,  které  by  prezentovalo  mé  programátorské  schopnosti  a 
dovednosti. Rozhodl jsem se vytvořit  reálnou simulaci pádu domina. V mé bakalářské práci jsem 
tuto část kódu udělal sice věrohodně ale pouze pro přesně rozestavené kostky domina, které musely 
být  stejně  velké  a  nezáleželo  na  jejich y-ové  souřadnici  ani  na  natočení.  Nyní  jsem se  věnoval 
vytvoření plnohodnotné fyzikální simulací tuhých těles. Intro jsem již nedělal pomoci fixního pořadí 
vykreslování  nýbrž  použitím  novějších  technik  pro  zobrazování  v  OpenGL a  to  pomocí  shader 
programů. To mi umožnilo vytvořit věrohodnější osvětlení per pixel a přidání reflexní složky světla. 
Scéna je umístěna v místnosti, kde jsou demonstrativně použity různé efekty podporované knihovnou 
OpenGL. Veškeré textury a modely jsou v maximální možné míře generovaný dynamicky při startu 
programu, aby spustitelná verze měla co nejmenší velikost.
2 Prostředky pro tvorbu aplikace
Už v názvu práce je zmiňována velikost,  kterou musím dodržet.  Mým prvním krokem bylo tedy 
vytvořit  základní  aplikaci,  která  by  zabírala  co  nejméně  místa  a  zároveň  obsahovala  všechny 
náležitosti, jako je vytvoření okna a inicializace knihovny OpenGL. Pro vytvoření okna jsem si vybral 
WinApi, které je obsažené v každém Windows a není tedy nutno přidávat žádnou knihovnu. V dnešní 
době se již upouští od užívání knihovny OpenGL s „fixním pipeline“. Nyní se OpenGL používá ve 
spojení s programováním shaderů. Proto i já jsem se rozhodl pro použití modernější technologie[6]. 
Blíže vás s tímto fenoménem seznámím v dalších podkapitolách(2.1 a 2.2). Po vytvoření a přeložení 
prvního programu,  který splňoval výše uvedené požadavky program již zabral 28kB. To je téměř 
polovina celkové velikosti, které intro mělo mít. To se mi samozřejmě nelíbilo, a proto následovaly 
úpravy, jež popisuji v podkapitole2.5 a 2.6.
2.1 OpenGL
OpenGL je multiplatformní knihovna pro tvorbu grafických programů. Instaluje se spolu s operačním 
systémem Windows, proto lze v intro aplikacích s výhodou použít.  OpenGL umožňuje aplikacím 
hardwarovou podporu grafických efektů. Je to programové rozhraní mezi grafickou kartou a aplikací. 
Pomocí OpenGL se dá  do programů lehce integrovat 2D a 3D grafika. Knihovna je vytvořena tak, 
aby byla nezávislá na jazyce, ve kterém je použita. Aplikace s použitím OpenGL jde použít takřka ve 
všech jazycích stejným způsobem. Jen se mění způsob vytvoření okna, do kterého OpenGL kreslí. 
Z mého zadání plyne práce pod operačním systémem Windows, kde je nejjednodušší a velikostně 
nejvýhodnější pro vytvoření okna použít Win API. V dnešní době je OpenGL ve více verzích:
• 1.x - Fixní pipeline
• 2.x - Programovatelná pipeline (GLSL)
• 3.x - Geometry shader, Deprecation
• 4.x - Hardwarová tesselace, dvojitá přesnost
Já jsem si pro programování intra vybral OpenGL 2.0 s verzí GLSL 1.20. Je to totiž nejvíc, co se 
svojí grafickou kartou NVIDIA GeForce Go 7300 dokážu spustit. 
OpenGL se chová jako stavový automat, který má pouze registry buď se zapamatovanou informací 
jakým  způsobem  se  má  zobrazovat,  nebo  přímo  vykreslení  nějakého  primitiva  (úsečka,  bod, 
troúhelník, …). Vykreslení scény se provádí procedurálně, voláním funkcí OpenGL. Pro zobrazení se 
vyberou  data  z  framebufferu,  kde  jsou  uloženy  informace  o  jednotlivých  pixelech  (barva, 
průhlednost,  hloubka).  OpenGL  nezaručuje  identické  zobrazení  na  dvou  různých  grafických 
adaptérech. Pouze definuje, jaké operace má grafická karta vykonat. Jak je ve skutečnosti vykoná, to 
záleží na hardwarové reprezentaci (např. rozdílný algoritmus interpolace antialiasingu,…). OpenGL 
řeší  hodně  věcí  v prostoru za vás,  ale spousty jich také neřeší.  Mezi věci,  které  řeší,   a stojí za 
zmínění,  patří:  vytváření  primitiv  (bodů,  čar  a  ploch  v  prostoru),  vyplňování  ploch,  rasterizace 
(převod  3D  do  2D),  hloubková  kontrola  (těleso  se  vykreslují  od  nejvzdálenějšího),  interpolace 
souřadnic pro texturu, použití Mipmap textur, atp. Avšak neřeší věci, jako je: stín, odlesky (kaustiky) 
nebo  osvětlovací model.
2.2 Shader
Shader je program, který dokáže ovládat přímo hardware na grafické kartě (programovatelný grafický 
řetězec  grafické  karty  –  GPU).  K  vytváření  takovýchto  programů  lze  použít  specializované 
programovací  jazyky,  jako  je  například  Cg  od  společnosti  NVIDIA  nebo  HLSL  od  společnosti 
Microsoft určený pro aplikace tvořené DirectX, Xbox a Xbox360. Cestu, kterou jsem si vybral já, je 
programování shaderu pomocí GLSL určeného pro OpenGL. Shadery se rozdělují podle toho, kterou 
jednotku grafického řetězce ovlivňují. Já jsem využil  Fragment a Vertex shader. 
Program pro vertex shader může ovlivňovat informace o vrcholech, jejich polohu, barvu, … Tento 
program se provede pro každý vertex (vrchol) vstupní geometrie scény. Do programu vždy vstoupí 
jeden vrchol, upraví se a zase vystoupí. V této části nelze vrcholy přidávat, ani odebírat. Nejčastější 
využití  vertex  shaderu  je  pohyb  ve  scéně,  kdy  se  každý  bod  vynásobí  pohledovou  (natočení  a 
posunutí pozorovatele ve scéně) a „world“ (pozice, natočení a měřítko mezi modely ve scéně) maticí. 
Lze využít také pro simulaci vody, kdy se posouvají vertexy, aby se pohybovala hladina nebo pro 
simulaci látky, či provazu.
Fragment  shader,  někdy nazývaný také pixel  shader,  slouží  pro úpravu barvy  jednotlivých ploch 
(trojúhelníky,  čtyřúhelníky  a  N-úhelníky).  Program je  prováděn  na  každém pixelu  rasterizované 
scény.  Pomocí  fragment  shaderu  se  nanáší  textury,  upravují  normály  dle  bump  mapy  a  vytváří 
Phongovo stínování.  Vstupy fragment shaderu jsou výstupy z vertex shaderu, které  se interpolují 
přímo k bodu na povrchu.
2.3 Můj vertex a fragment shader
Shader je textový řetězec, který se nepřekládá ale interpretuje až za běhu programu. Zvykem je ho 
nechávat jako textový soubor, který se celý načte a přepošle shader programu. Výhoda je v tom, že se 
nemusí znovu překládat celý program kvůli změně shaderu, který se stejně interpretuje až při spuštění 
aplikace. V mém případě má být však jen jeden binární soubor tak tato varianta byla poupravena na 
tvorbu konstantního pole znaků. Uvažoval jsem o obfuskaci tohoto textového řetězce ale ta by byla 
potřeba jen pokud by chyběl  jen pár bajtů. Bylo by to moc velké znepřehlednění kódu pro malou 
úspora místa. V intro aplikaci se pokouším využít svou grafickou kartu na notebooku na maximum. 
Používám tedy shader verze 120. Je to sice jedna z nejstarších verzi shaderu ale nejlepší kterou mí 
podporuje  hardware.  Jako  vstup  mého  vertex  shaderu  je  pozice  vrcholu(position),  jeho 
normála(normala)  transformační  matice(model)  pro  posunutí  modelu,  polohu  kamery(cam)  a 
matice  zajišťující  perspektivu(proj).  Dále  si  pro  zpracování  vertexu  potřebuji  oddělit  posunutí 
kamery  od  její  rotace.  Zasílám  si  tedy  zvlášť  také  její  posunutí.  Výstupem  shaderu  jsou  pak 
souřadnice  vrcholu  ve  světových  souřadnicích(gl_Position),  pozice  oka(eyePos),  správně 
pootočená  normála(eyeNormal),  pohledový  vektor(view)  a  texturovací  koordináty(coord). 
Souřadnice se vypočtou jakou násobení transformačních matic  je důležité dodržet  správné pořadí 
protože maticové násobení není komutativní. Výstupní souřadnice vrcholu se umísťují do proměnné, 
která je zabudovaná v jazyku GLSL a má název gl_Position.[11]
gl_Position=proj*cam*model*vec4(position,1.)
eyePos = (model*vec4(position,1.)).xyz
eyeNormal = (model*vec4(normal,0.)).xyz
Fragment shader se stará pouze o spravne zobrazení barvy na povrchu nějakého segmentu materiálu. 
V mém případě  jde o vybrati správného pixelu z textury a jeho zesvětlení a ztmavení působením 
světla.  Intenzita  výsledná  barvy(If)  se  tedy  rovná  sečtením  intenzity  ambientního(Ia), 
difuzního(Id) a reflexivního(Is) osvětlení. If=Ia+Id+Is. Intenzita ambientního osvětlení se pak 
spočte  jako  Ia = Al * Am  ,  kde  Al je  ambientní  složka  světla  a  Am je  ambientní  složka 
materiálu. Materiálová ambientní složka je jeho barva tedy pixel z textury. Tato složka světla by se 
dala  ještě  rozšířit  o  ambientní  osvětlení  prostředí.  Tedy  ambient  occlusion  ale  tu  jsem 
neimplementoval. V mém shaderu pokud zobrazím kouli jen pomoci ambientního osvětlení dostanu 
jednobarevný kruh. Difuzní část světla se vypočte jako Id = Dl * Dm * LambertTerm, kde 
Dl je difuzní složka světla a Dm je difuzní složka materiálu. LambertTerm je proměnná určující 
náklon ke světlu. Čím je stěna kolměji ke světlu tím víc je osvětlena a  LambertTerm se blíží k 
hodnotě 1. Vypočte se jako LambertTerm = dot(N, L). Na obrázku2.1 vlevo je vidět difuzní 
osvětlení  zelené  koule  a  obdélníku.  Uprostřed jde vidět  testování  správnosti  nanesení  normál  na 
povrch koule. Normála zde byla nanesena jako barva povrchu koule. 
Poslední složkou osvětlení je spekulární část nebo taky reflexivní odraz světla. Vpravo na obrázku2.1 
lze pozorovat jak by mělo vypadat. Jedná se o zobrazení světla na povrchu objektu.
Is = Sm x Sl x pow( max(R dot E, 0.0), f ), kde opět  Sm znamená odrazovou 
složku materiálu a  Sl složku světla.  E je pohledový vektor a  R je reflektovaný vektor ke světlu. 
Reflektovaný znamená odražený od povrchu podle normály znázorněno na obrázku2.2.
R = reflect(-L, N), kde  N je normála povrchu a  L je vektor ke světlu(-L je pak vektor od 
světla k povrchu). Vynásobením dvou normovaných vektorů pak dostáváme kosinus úhlu, který spolu 
svírají. Hodnota f pouze určuje jak moc velká bude oblast kde půjde odraz světla vidět. V příkladu a 
také v intro aplikace má hodnotu 60.
Ilustrace 2.1: Difuzní osvětlení(vlevo), Normály(uprostřed) a celkové osvětlení(vpravo)
Ilustrace 2.2: Reflektovaný vektor R ke světlu
2.4 Maticové operace
Vzhledem k tomu,  že GLM je knihovna pro C++, je pro mě  nevýhodné ji použít. Také by mi v 
programu zabírala místo, které dokáži využít efektivněji. Proto jsem si vytvořil sadu jednoduchých 
operací  s  maticemi jako náhradu. Při  používání shaderů  již zaniká výhodná využit  zabudovaných 
maticových operací jako je Translatef, Rotatef a Scalef.
K těmto třem operacím jsem ještě přidal vytvoření jednotkové matice, kopírování matic a násobení 
matic. Násobení matic není komutativní, proto je důležité dbát na seřazení transformačních operací 
(TRS – Transform, Rotate, Scale). 
2.5 Techniky použité pro minimalizaci kódu
Zmenšení výsledného binárního kódu jsem svěřil do rukou překladače. Pokud jsou dodrženy zásady 
správného programování, zbylou část optimalizace kódu pro velikost zařídí překladač se správnými 
přepínači, které lze nalézt v [2]. Jednou ze zásad pro psaní malého kódu je psát vše co nejobecněji, 
aby funkci šlo znovu použít i pro podobnou operaci někdy později. Další pravidlo říká, že pokud na 
něco lze použít cyklus, použije se a nebude se pod sebou vícekrát vypisovat stejný kód. Pokud jsou 
bloky  kódu  podobné,  mají  se  zobecnit  a  vložit  do  jedné  funkce.  Při  zadávání  desetinného 
čísla (konstanty) je vhodné vložit za číslo postfix f, který říká překladači, aby toto číslo ukládal do 
float proměnné, která je velikostně menší než double, do kterého by se konstanta vloží implicitně.
Další  možností  minimalizace  aplikace,  v  mém  případě  je  to  neschůdný  způsob,  je  nepoužívání 
standardních knihoven.  Díky  těmto knihovnám se spouští  jako  první  funkce  main()s  předáním 
argumentů  při  spuštění  a mnohé další  funkcionality (trunc, implicitní  konverze datových formátů, 
…), se kterými jako programátor počítám. Je velmi nemilé, pokud je nelze použít. Programátor je pak 
nucen hledat a implementovat jejich náhrady. Tato úspora místa je pouhé cca 2kB, zatímco náročnost 
programování vzroste takřka na dvojnásobek.
Pro nastavení vlastností a chování překladače a linkeru se používají takzvané přepínače (flags). Pro 
tvorbu intra je nejzajímavějším přepínačem -Os, který stejně jako ostatní optimalizace (O1, O2, atd.) 
zapíná  sadu  jiných  přepínačů.  Přepínač  -Os  zapne  optimalizaci  kódu  zaměřenou  na  velikost 
výsledného souboru. V podstatě zapne všechny optimalizace -O2, které nemají za následek zvětšení 
výsledného kódu. Tato optimalizace zapíná i některé vlastní optimalizace [2].
Ilustrace 2.3: Operace: 1 Identita, 2 posuv, 3 měřítko, 4 rotace podle os X, Y a Z
Dalším přepínačem, který mám při překladu zapnutý, je -s. Přepínač -s upravuje způsob linkování. 
Zajišťuje, aby se nevytvářely statické proměnné na haldě  a nepřikládaly se ke spustitelné aplikaci 
knihoven, které se nepoužívají. Posledním přepínačem, který používám, je -std=c99. Tento přepínač 
oznamuje kompilátoru, že program je psaný podle normy C99. To, že kód je psaný podle nějaké 
normy samo o sobě nijak kód nezmenšuje, ale napomáhá psát onen kód čitelněji a umožňuje vytvářet 
rychlejší a velikostně menší konstrukce (vytváření proměnných v parametrech cyklu for, ...).
Existují i další optimalizace, ale ty jsou již hardwarově závislé. Kdybych  je použil, bylo by intro 
nepřenositelné na jiné počítačové sestavy,  což je z jeho podstaty základní vlastnost,  co by  mělo 
splňovat.
Optimalizace, které jsem použil, napomáhají zmenšit výsledný spustitelný program, ale mají jednu 
hodně velkou nevýhodu při vývoji. A to znatelné zpomalení překladu programu. Je vhodné si vytvořit 
dva soubory pro překlad (Makefile). Jeden pro rychlý překlad na ladění programu, druhý pak pro 
překlad,  s  ohledem na  velikost  výsledného  spustitelného programu(.exe  verze),  aby  bylo  možno 
průběžně sledovat narůstání velikosti.
2.6Samorozbalovací archiv
Při pročítání stránek od jiných autorů intro-aplikací jsem se dozvěděl, že pro konečnou minimalizaci 
aplikace používají speciální samorozbalovací archiv. Výsledný soubor se při spuštění nejdříve rozbalí 
do paměti  RAM, a teprve poté se interpretuje jeho obsah. Testoval jsem 3 nejvíce doporučované 
programy:  exepacker,  UPX  a  Kkrunchy.  Bohužel  nemůžu  udělat  srovnání,  protože  na  mou 
diplomovou práci šel použít jen jeden. A to nová verze UPX. Neměl jsem tedy moc na výběr, ale s 
výsledkem  jsem spokojený,  jelikož  moji  základní  verzi  (vytvoření  okna  a  inicializace  shaderu) 
zmenšil  z  původních  10kB  na  pouhých  5kB.  Dosáhl  neuvěřitelného  kompresního  poměru  55%
(ušetřeno 45% místa). U konečné verze se zvukem bylo nutné překládat pomoci g++ a výsledek po 
statickém přidání  standardních  knihoven  C++  má  velikost  270kB  a  po  úpravě  pomoci  UPX  se 
velikost zmenšila na 74kB což bohužel přesahuje limit 64kB. Pro aplikaci psanou v C a překládanou 
překladačem gcc byl výsledek uspokojivější. Po překladu aplikace zabírá 97kB a po úpravě pomoci 
UPX zde  bylo dosaženo zkomprimované velikosti pouhých 40,5kB. Komprimační poměr byl 41.8% 
ušetřilo se tedy 57,2% velikosti programu. Což je hodně slušný výsledek.
UPX verze 3.08 [4]
UPX  je  bezplatná,  šiřitelná,  přenosná,  rozšiřitelná  a  vysoce  výkonná  aplikace  pro  komprimaci 
spustitelných souborů.  Používá se bez GUI (grafického uživatelského prostředí).  Ovládá se pouze 
přes příkazovou řádku, kdy se spouštěcím parametrem  zadá, který soubor chceme komprimovat, 
a jak  velkého  kompresního  poměru  se  má  docílit (stupnice  od  1  do  9,  kde  devítka  je  nejvíc 
komprimovaný). Tento způsob použití se mi líbí z důvodu, že lze napsat skript, který spustí překlad 
následovaný voláním upx pro okamžité  sbalení  po překladu programu (programátor  má okamžitě 
přehled kolik bude zabírat aplikace po kompresi). UPX používá  bezeztrátový kompresní algoritmus 
LZMA vyvinutý programátorem Igorem Pavlovem. 
3Textury
Každá  grafická  aplikace  potřebuje  textury.  Textura  je  popis  detailní  struktury  povrchu  objektu 
nezávislý  na  jeho  geometrii.  Jeden  vzorek  textury  nazýváme  texel.  Proces  nanášení  textur  na 
geometricky definovaný povrch objektu nazýváme texturování. Z hlediska vizuálního vnímání textura 
pomáhá vzájemně odlišovat a rozpoznávat jednotlivé objekty. Z hlediska zobrazování počítačových 
3D modelů  objektů  umožňují  textury  dosáhnout  řádově  vyššího  stupně  realističnosti  výsledného 
obrazu.  Textury můžeme chápat jako rastrové obrazce, které se mapují na povrchy těles. Dodávají 
tělesům informaci o barvě povrchu. Pokud se nepoužijí textury, mohou tělesa mít jen jednobarevný 
povrch, který nedodá scéně realističnosti. Textury se dělí:
1. Podle počtu dimenzí, ve kterých jsou uložená data:
• 1D: Data jsou uložena v jedné dimenzi (texturování přímky,  vytvoření efektu třesoucí se 
ruky při kreslení čáry)
• 2D: Nejpoužívanější (texturování ploch, některé detaily na modelu není třeba modelovat, 
stačí znázornit texturou)
• 2.5D: Jsou uloženy ve 2D formátu ale data v nich jsou z prostorového šumu přenesena na 
plochu (textura  koule  je  rozbalený  povrch  koule  bez  nutnosti  uchovávat  informaci  o 
vnitřní struktuře koule, jak je tomu u 3D)
• 3D: Zaznamenání vnitřní struktury materiálu (mramor, dřevo s letokruhy, hlína s kameny 
uvnitř, masa s vnitřní strukturou šlach, …) 
• 4D: Časově proměnné textury ( mraky které s časem mění svoji vnitřní strukturu, voda s 
prouděním vln v ní)
2. Způsobem, jak je uložena informace o jednom texelu:
• RGB: Tři čísla, která udávají poměr složek barev červené, zelené a modré
• RGBA: Totéž co RGB, jen je přidaná informace o průhlednosti (alfa kanál)
• RED, GREEN, BLUE: Pouze jeden kanál barvy
3. Způsobem získání dat pro texturu:
• Staticky: Data jsou uložena v souboru, odkud se načtou a uloží do datové struktury
• Dynamicky: Data se generují až za běhu programu pomoci funkcí
4. Typem dat, kterými jsou popsány složky barev: float, double, unsigned byte, …
5. Způsobem použití textury:
• Bump mapping: Upravuje normálové koordinátory, nemění tvar
• Displacement mapping: Udává posun vrcholu od normální polohy
• Enviromental mapping: upravuje odlesky materiálu
3.1 Proč dynamické textury
Dynamické textury se vytváří až za běhu programu, proto nezabírají tolik místa jako textury, které 
mají statická data uložena v nějakém souboru (bmp, png, tif, …). Aby se intro svou velikostí vešlo do 
64kB,  tak  nemůže  obsahovat  soubory  se  statickými  texturami.  Je  takřka  nutností  je  generovat 
dynamicky. Kdyby byla v intru použita jediná statická textura o rozměrech 512x512px, byla by to 
jediná věc, co by program mohl obsahovat bez načítání a zobrazení textury (Ilustrace 3.1,  Tabulka
3.1).
Proto jsem začal hledat možnosti dynamického generování textur. A našel jsem tyto způsoby:
1. Textura části fraktálu: Vypadá složitě, ale je generovaná opakovaným použitím 
jednoduchých pravidel (složité generování útvarů, které chci).
2. Náhodná procházka: Někdy nazývaná chůze opilce. Program prochází po texelech, upraví 
obsah texelu, na kterém stojí a náhodným směrem vykročí na další.
3. Funkcionální: Vykreslení geometrických tvarů: kruh, čtverec, přímka, … Nevypadá 
realisticky, příliš strojové, nutnost dodat náhodnost.
4. Šumové textury: Vytvoření pseudonáhodného generátoru šumu. A následná skládání a 
úprava šumu. 
3.2 Perlin šum
Jako na světě  nenajdete 2 kamínky identické, stejně tak byste ve virtuální scéně  neměli  najít dvě 
místa, které vypadají totožně. Aby nenastávalo opakování stejné textury přidává se k normální textuře 
zašumění. Nejlépe s různou velikostí. Generování Perlinova šumu jsem převzal z knihy[3]. 
Pro  generování  n-rozměrné  textury  s  šumem  potřebuji  n-semínkový (Seeds)  pseudonáhodný 
generátor generující výsledek. Použil jsem tedy klasického pseudonáhodného generátoru[3] s úpravou 
na 3 rozměrný. K semínku x přičítám y*113 a z*69069. Tento generátor zachová základní vlastnost 
nutnou pro tvorbu perlinových textur - pro stejné 2 kombinace čísel vyjde vždy stejná hodnota.
Tabulka 3.1: velikosti souboru
16barev.bmp 131190 Bajtů
24bit.bmp 786486 Bajtů
256barev.bmp 263222 Bajtů
32830 Bajtů
62566 Bajtů
64809 Bajtů
146152 Bajtů
B&W.bmp
_.gif
_.jpg
_.PNG
Vyhlazení šumu
Pro vyhlazení šumu používám 2 funkce:
1. double SmoothedNoise(int x, int y, int z)
Zjistí  náhodnou hodnotu  pro  souřadnice  x,  y,  z,  vynásobí  ji  0.125krát,  poté  se  zeptá  na 
hodnoty sousedící s touto hodnotou vertikálně, horizontálně a hloubkově (liší se o jedničku v 
jedné souřadnici) a vynásobí je hodnotou 0.0625. Nakonec se ještě vytvoří hodnoty lišící se 
ve dvou (ty se násobí 0.03125krát) a třech(násobí se 0.015625krát) osách. Veškeré násobení 
lze vidět  na trojrozměrné matici na obrázku  3.2. Výsledná hodnota zahlazeného šumu pro 
bod[x, y, z] se vypočte jako součet výše zmíněných a váhově  vynásobených hodnot. Tato 
vyhlazovací funkce zajistí, aby textura měla plynulý přechod do všech tří směrů. Hodnoty v 
matici jsou váhou hodnot pro danou pozici. Uprostřed matice leží bod[x, y, z].
2. double Interpolate(double a, double b, double frac)
Tato  funkce  vytváří  Kosinovu  interpolaci  mezi  hodnotami  a a  b,  neboli proloží  každou 
mezeru mezi  body první  nebo druhou polovinou Kosinovy křivky.  Záleží  na tom, zda je 
následující bod výše nebo níže..
Vyhlazení  v  podstatě  slouží  jako  přiblížení  šumu  s  dopočítáním  barvy  pixelu,  které  leží  mezi 
generovanými  hodnotami.  Na  obrázku3.4 vidíte  úplně  vlevo  nejvíce přiblížený šum,  poté  trochu 
méně  přiblížený  a  nakonec  přiblížený  nejméně.  Obrázek  vpravo  ukazuje  zajímavou  vlastnost 
Ilustrace 3.2: Trojrozměrná matice vyhlazení, zleva se mění souřadnice z: -1, 0, 1
Skládání šumu
S jednoduchým,  jen vyhlazeným šumem žádných extra  zajímavých  textur  nelze  docílit.  Je  třeba 
poskládat víc šumů  s různou amplitudou a frekvencí. Skládání takovýchto šumů lze vidět v 1D na 
obrázku3.5. Obdobně se děje také 2D, jen s rozdílem, že takovéto skládání probíhá na úrovni barev. 
Persistence  uváděná  v  obrázku3.5 udává,  jakým  poměrem  se  bude  zmenšovat  amplituda 
u následujícího šumu. Dále je v obrázku vidět šum, který se sečte a nakonec vytvoří šumovou křivku. 
V posledním příkladu jde vidět, jak lze zašumět prvotní signál ostatními natolik, že takřka zaniká. Je 
tudíž  už  jedno,  zda  jsme předtím šumy vyhlazovali  a  prokládali  křivkou.  Takovýmto  způsobům 
nastavení by se mělo předcházet, jsou totiž zbytečné.
Pro představu, jak mohou vypadat výsledné textury Perlinova šumu, připravil jsem názornou ukázku 
na obrázku 3.6.
3.3 Hledání pravé textury
Má představivost  s  koeficienty pro tvorbu Perlin šumu nesahala dostatečně  daleko, proto jsem si 
vyrobil   pomocnou aplikaci.  Na  scénu jsem si  umístil  světlo,  jednu čtvercovou  texturu  a  model 
otexturovaného schodu. Aplikace má implementační omezení na 1000 textur. Ovládání pomocného 
programu:
• a,s,w,d pohyb ve scéně
• myš natočení scény
• F6 generování textury a její namapování na schod a čtverec
• f / F zvětšení/zmenšení frekvence šumu
• m / M zvětšení/zmenšení amplitudy šumu
• t / T zvětšení/zmenšení poměru stejnosti při sčítání šumových funkcí
• p / P zvětšení/zmenšení počtu sčítaných funkcí
• h / H Posunutí výsledného Perlin šumu nahoru/dolů
• v Slouží pro výpis aktuálního nastavení do souboru
Ukázku z této pomocné aplikace lze zhlédnout na obrázku 3.6
3.4 Použité textury v intru
První texturu, kterou jsem pro intro generoval, byla textura později použita pro kouli. Jelikož mohu 
generovat 3D šum, není třeba řešit návaznosti a artefakty, které vznikají u vrcholu koule při nanášení 
nevhodné textury.  Aby program běžel  rychleji,  nenanáším na  kouli  přímo  tuto 3D texturu  (není 
nutnost uchovávat informaci o vnitřní struktuře), ale vygeneruji si z 3D šumu 2.5D texturu. Dojmu 
letokruhů  v  dřevě  jsem docílil  vynásobením posuvu v  ose y dvěma  (roztažení).  Šumem jsem si 
vytvořil texturu připomínající letokruhy dřeva. Po zprovoznění generování vhodné šumové textury 
následovalo  obarvení  barvou.  V  programu  InkScape  jsem  si  vytvořil  barevný  přechod,  který 
obsahoval  barvy,  jež  připomínaly  barvu  dřeva (obrázek  3.7).  Namapoval  jsem tento  přechod  na 
hodnoty šumu 0-255. Výslednou texturu dřeva lze zhlédnout na obrázcích 3.8  a 4.5.
Další texturu, kterou jsem musel pro scénu generovat, byl povrch kostek domina. Opět jsem použil 
přechodu, tentokrát zlaté barvy, aby vytvořila vjem zlatého důlku Ilustrace 3.9 s odleskem.
Pro vytvoření  kolečka  na textuře se musí  nejprve inicializovat  pole  s  informací  o jedné čtvrtině 
kruhu (kolik pixelu na ose Y bude potřeba obarvit pro hodnotu X, kterou reprezentuje ukazatel do 
pole). Data nemám uložena staticky, protože by to bylo paměťově náročnější a muselo by existovat 
pro více rozlišení. Naimplementoval jsem algoritmus vyplňování kruhové plochy[5].
Program je celý tvořen univerzálně, aby šlo kdykoliv změnit velikost textur (kvalitu obrazu). Podklad 
jsem nenechal čistě černý, nýbrž jsem jej nechal generovat Perlin šumem, který byl vytvářen s malou 
amplitudou. Výsledek byl poté posunut blíže k nule, aby textura byla tmavší. Navíc jsem protáhl osu 
Y, pro vznik natažených šedých obrazců. Souřadnice, kde budou generované tečky, jsou vypočteny v 
cyklech, aby kód zabíral co nejméně místa. Textury vytvořené pro kostky domina obrázek3.10 jsem 
také využil pro otexturovaní modelu klasické kostky s čísly 1 až 6.Kostky lze shlédnout ve scéně na 
levé straně  od schodiště.  Zábradlí u schodiště využívá textury zobrazující nulu na domino kostce. 
Dalším druhem textur,  které  jsem v  intro aplikaci  použil  byly textury generované funkcí.  Takto 
vytvořené  povrchy  byly  naneseny  na  plátna  obrazů  a  plochy  stěn  místnosti.  Plochy  stěn  mají 
opakující se vzor a mají připomínat tapety. Tyto textury již nejsou generované Perlínovým šumem ale 
jsou to matematicky popsané funkce. Tyto obrazy se tedy mohou zpřesňovat dle velikosti textury. 
Čím větší bude tedy rozlišení textury tím budou tyto obrazy přesnější a detailnější. Pro opakující se 
vzor využívám periodičnosti goniometrických funkcí. Abych dosáhl zajímavějších vzorů využívám 
přetékání bez znaménkových čísel. Při obarvování funkcí používám dvou technik. Obarvení nějakého 
intervalu hodnot konkrétní barvou nebo lineárním přechodem mezi dvěma barvami. Textury vznikly 
jako výsledek testování funkcí a jejich vzhledu. Tedy jen po upravováním náhodného složení více 
goniometrických funkcí dohromady. Nyní podrobně popíši funkci definující obraz naproti schodiště, 
který je jen v odstínech šedi. Výslednou grafiku funkce lze vidět na obrázku 4.5 vlevo. Jedná  se o 
funkci sinus sečtenou s funkci kosinus, kde sinu pro sinus byl argument x-ová souřadnice obrázku a 
pro kosinus to byla y-ová souřadnice. Samozřejmě obě upravené tak aby byly v rozsahu 0 až 2*π. 
Tedy rozsah kde se goniometrická funkce zatím neopakuje. Výslednou hodnotu jsem vynásobil 255 
aby byly použity všechny odstíny šedi a zároveň aby byly vidět ostré hrany. Ostré hrany jsou tvořeny 
vložením záporné hodnoty do bez znaménkové proměnné. Interpretace takového vložení způsobí že 
se udělá modulo maxima, které lze do takovéto proměnné uložit. Tedy hodnota -1 se uloží jako 255 (-
2 jako 254,-3 jako 253, …). Veškeré ostré hrany na tomto obrazu tedy znázorňují nulovou hodnotu 
funkce.
Ilustrace 3.10: textury čísel
4 Tvorba modelů
V  intru  jsem  se  snažil  ušetřit  co  nejvíce  místa,  proto  nahrávání  modelu  z  nějakého  formátu 
nepřicházelo v úvahu. Veškeré modely vytvářím s co největší úsporou místa, dynamicky, za běhu 
pomocí cyklů a hromadného přiřazování stejných hodnot. Takto vyrobit bylo třeba 2 modely. Model 
koule a kostky domina.
4.1 Model Koule
Na první pohled by se zdálo, že je to triviální záležitost, ale jakmile člověk přijde o nástavbovou 
knihovnu GLU s přídavnými funkcemi pro openGL nastávají těžší chvilky. Proto jsem se rozhodl 
popsat, jak jsem kouli implementoval já.
Rozhodoval jsem se mezi vytvořením koule jako pravidelného mnohostěnu (Icosphere) a tvořením 
koule  pomocí  pruhů  poledníků  a  rovnoběžek(UVSphere).  Oba  způsoby  jsou  zobrazeny  na 
obrázku4.2. Výhody IcoSphere v začátku spočívaly v menším počtu trojúhelníků,  pomocí kterých 
bych byl schopen vytvořit pravidelnější kouli. Hned u druhého kroku - tvorba texturovací souřadnice 
- jsem si toto rozhodnuti rozmyslel a vytvořil jsem raději UVSphere. Body jsem generoval ve funkci, 
které jsem předal počet rovnoběžek a poledníků. Vytvořil jsem si horní a spodní bod, protože k nim 
vedou  jen  trojúhelníky,  a  pak  jsem si  pro  každý  poledník  spočetl  jeho  poloměr  a  jeho  výšku 
poměrově. Na každé takto stanovené rovnoběžce jsem pak rovnoměrně vytvořil tolik bodů, kolik je 
poledníků (obrázek4.1). 
Jelikož jsem vytvářel jedničkovou kouli, mohl jsem si dovolit napsat, že normálový vektor se rovná 
poloze  bodu.  Texturovací  souřadnice  už  byly  o  něco  složitější.  Protože  jsem  chtěl  namapovat 
obdélníkovou texturu na povrch koule,  musel jsem si  zdvojit  jeden bod v každé  rovnoběžce (ve 
stejném poledníku). Aby tento bod mohl mít 2 texturovací souřadnice - jednu pro začátek a druhou 
pro konec textury. Pak již šlo dostat správně vygenerovanou texturu na kouli. Takováto textura musí 
mít menší hustotu u horního a dolního okraje a zároveň vetší hustotu uprostřed. Vyplývá to z velikosti 
trojúhelníku na který se mapuje. Poslední věc, kterou je třeba pro model vytvořit, je pole propojů, kde 
je uloženo, které vrcholy tvoří trojúhelník. Zde jen nesmíme zapomenout, že na každé rovnoběžce je 
jeden bod jen kvůli texturovacím souřadnicím, kruh trojúhelníků se tedy nesmí uzavírat.
Ilustrace 4.2: IcoSphere vlevo, UVSpehere vpravo
Ilustrace 4.1: Vygenerované body koule
4.2 Model kostky domina
Jedna kostka domina se skládá z 28vertexů,  které můžete vidět  na obrázku4.3. 8 vrcholů  z čelní 
strany, 4 ze zadní strany a po čtyřech ještě zleva, zprava, z vrchu a zespodu. Na přední straně je jich 8 
z důvodu, aby zde mohly být naneseny 2 textury s čísly kostky. Úzké okraje okolo všech stěn vytváří 
dojem zakulacených hran (např. Obdélník 6,7,17,16 nebo trojúhelník 6,11,16 popřípadě na obrázku 
neviděný trojúhelník 24,13,21 či  obdélník 8,10,27,25).  Střed souřadnic  k tomuto modelu jsem si 
zvolil na přední dolní hraně uprostřed, aby pro následnou simulaci pádu stačilo model rotovat okolo 
osy X. 
Dalším důležitým krokem bylo  přidání  normál  a  vytvoření  texturovacích  souřadnic  pro  vrcholy. 
Normály  jsem odvodil  od  toho,  kterým směrem je  kolmice  (pouhých  6  druhů  normál  dle  stran 
krychle). U souřadnic pro textury nastal  problém, jelikož při  nanášení textury číslic potřebuji pro 
jeden vrchol  2 souřadnice textury.  Musel  jsem upravit  svůj  prvotní  předpoklad,  že  každý bod v 
prostoru bude mít jedny souřadnice umístění, jedny normály a  jedny textury. Strukturu jsem rozšířil 
o další texturovací souřadnice. V budoucnu je možné tyto souřadnice použít pro bump mapu nebo 
druhou texturu (překryv více textur). Druhý, a to mnohem závažnější problém s otexturováním bylo 
vymyslet,  jak  namapovat  obdélníkovou  texturu  na  kostku.  Jasnější  to  snad  bude  z  obrázku4.4. 
Vzpomněl jsem si, z jakého tvaru se stříhá povrch pro krychli a pokusil se ho použít. Jenomže jsem 
narazil na problém s obdélníkovou hranou (16,17,7,6), které mohu umístit vrchol 6 pouze do jednoho 
místa. Tentýž problém je také v ostatních rozích (na obrázku4.4 naznačeno červenými čísly). Pro 
tento problém jsem se rozhodl řešit vytváření 2.5D textur, ale v konečném důsledku se ukázalo, že je 
to  zde  zbytečné,  jelikož nastává  mapování  lichoběžníku  na  plochu tvořenou dvěma pravoúhlými 
trojúhelníky a s tím se OpenGL neumí správně vypořádat. Rozhodl jsem se tedy pro řešení, které je 
nejméně viditelné. Zmenšil jsem zaoblení, aby chyba co nejvíc zanikala a nechal jsem ji projevit jen 
na kratších zaobleních, aby se neprojevovala tolik. Na obrázku4.4 vpravo lze vidět, jak jsem toho 
dosáhl, namapoval jsem dvakrát jeden a tentýž prostor (vyznačeno červeně).
4.3 Scéna
Scéna obsahuje jednu místnost, ve které jsou všechny modely a celé intro se v ní odehrává. Scéna 
obsahuje modely domina, koule a krychle.  Model krychle je jednoduché spojení šesti čtverců a je 
doufám zbytečné ho zde popisovat tak podrobně jak předchozí modely. Ale složení těchto modelů do 
jiných součástí již za popis stojí. Zajímavý je rám obrazu, který je také použit jako rám dveří, lze 
vidět na obrázku4.5. Dřív byly určité motivy dávány na více věcí v místnosti. Někteří tomu umělecky 
říkají designově  sladěný nábytek. Také já jsem chtěl zapůsobit na příjemné vnímání scény. Stejně 
jako vše v této místnosti také tento rám je tvořen pouze krychlemi, čtverci a koulemi. Tento konkrétní 
rám je složen ze 4 koulí v rozích a různě roztažených a natočených 4 krychlí tvořících vnější a 4 
krychlí  tvořících vnitřní  rám obrazu.  Plátno pak tvoří  jeden roztažený čtverec.  Ve scéně  jsou na 
obrazech vyobrazeny funkce, které jsou následně obarveny. Tato na ilustraci je složení funkcí sinus a 
kosinus s využitím pěkného efektu přetékání bez znaménkových bajtů, které se provádí v jazyku C 
implicitně. Dále je ve scéně použito pro obrazy a tapety na stěnách obdobných funkcí pouze jinak 
vnořených a obarvených. U podlahy jsem se znovu inspiroval ve skutečném světě  a to zámeckou 
dlažbou. Porovnání lze vidět na ilustraci 4.6.
Na této dlažbě bych rád poukázal na nádhernost a současně i ohavnost vytváření programů s malou 
velikostí.  Jelikož vím, že tvary v dlažbě  jsou totožné rozhodl jsem se celou podlahu generovat v 
jednom trojitém cyklu. Jeden cyklus udává barvu jeden řádek a poslední sloupec právě vykreslované 
dlažební kostky. Barva kostky jde přes hodnoty -1, 0 a 1. Je to z důvodu ovlivňování dalšího  výběru 
transformace. Při nule vykresluji kostky s nejtmavší barvou. Jsou to čtverce nejdřív pootočené o 45° a 
poté  roztažené  o 1/√(3) .  Dvě  výšk  rovnostranného  trojúhelníku  se  musejí  rovnat  úhlopříčce 
čtverce.
4.4 Tvorba modelu složeného z domina
Model domina je tvořen binárním stromem. To proto, aby každá struktura znázorňující jednu kostku 
domina, znala své maximálně dva potomky, kterým bude muset zaslat informaci o pádu na ně. Stačí 
binární strom, protože každá kostka může rozpohybovat maximálně dvě další. Model poskládaný z 
domina se vytváří posloupností volání funkcí, které alokují místo pro strukturu, inicializují ji a zařadí 
ji  do  binárního  stromu.  Všem  funkcím  se  předává  v  parametru,  která  struktura  kostky  je  pro 
následující  sekvenci  kostek  rodičovskou (Ilustrace  4.8 a  Ilustrace  4.9 znázorňuje  rodičovskou 
strukturu  červenou  barvou).  Pokud  funkce  má  jen  jedno  zakončení (není  to  žádné  dělení,  tudíž 
všechny kostky mají  jen jednoho potomka),  vrací  jako návratovou hodnotu ukazatel  na poslední 
kostku. Pokud ve funkci nastává dělení (existuje zde alespoň jedna kostka, která má víc potomků), tak 
jako návratová hodnota z funkce se vrací ukazatel na strukturu, která pokračuje rovným směrem. 
Pokud žádná nepokračuje rovně, tak se vrací struktura, která směřuje vpravo. Druhý směr se vrací 
upravením ukazatele na strukturu, který byl funkci předán jako předek.
Funkce upravující model domina:
1. DominoPrimka
Vytvoří lineárně za sebou řazené struktury ve směru, jak je otočen předek. Této funkci je v 
parametru zadáno, kolik kostek se má lineárně za sebou vytvořit a ukazatel na strukturu, která 
bude rodičovskou pro tuto posloupnost kostek.
2. DominoZatacka
Připojí za rodičovskou strukturu, která je opět předána parametrem funkce, sekvenci struktur 
domina vytvářející zatáčku. Typ zatáčky je definován číslem, které funkce zjistí ze svého 
parametru. Typ může nabývat těchto hodnot:
• 1...Vytvoří  zpětnou zatáčku.  Zatáčku  ve tvaru U (zatáčí  o 180°).  Otáčí  se  ve směru 
doprava  (po  směru  hodinových ručiček).  Tuto zatáčku tvořím čtyřmi  kostkami,  vždy 
pootočenými o 45° a posunutými vpřed a doprava, aby dotyk byl ve stejném místě, jako 
když by byla kostka klasicky postavena lineárně před ní (Ilustrace 4.8). 
• 2...Stejně  jako  1  vytváří  zpětnou  zatáčku  o  180°,  tentokrát  ale  točenou  doleva 
(v protisměru hodinových ručiček), znázorňuje druhý obrázek na Ilustrace 4.8.
• 3...Zatáčka vpravo o 90° (po směru hodinových ručiček). Opět posunutí kostky vpravo a 
dopředu stejným způsobem jako u 1, jen se tentokráte nestaví 4, ale pouze 2 kostky. Je to 
v podstatě poloviční zatáčka jako 1 (Ilustrace 4.8). .
• 4...Totéž co 3, jen s tím rozdílem, že zatáčka je vedena doleva (v protisměru hodinových 
ručiček), ukazuje poslední obrázek z Ilustrace 4.8. 
3. DominoOdbocka
Připojí k předkovi nějaký druh odbočení. Tato funkce odbočení chápe jako jakýkoliv druh 
vytvoření z jednoho konce dva(existuje právě jedna taková kostka, která má dva potomky). 
Jednotlivé druhy odbočení se opět volí číselnou konstantou.
• 1...Vytvoří  pravoúhlé  odbočení  vpravo  a  zároveň  druhý  konec  pokračuje  dál  rovně. 
Zatáčení  je  děláno  funkcí  DominoZatacka  s  typem zatáčky  3.  Aby  se  nepřekrývaly 
kostky musel jsem rovný směr ještě poupravit a to tím způsobem, že jsem nejdříve kostku 
hned za  předkem posunul  o  její velikost  vlevo  a  kostku  po  této  kostce o  tu  stejnou 
velikost  vpravo  aby  rovný směr  pokračoval  v  tom stejném směru(Ilustrace 4.8 první 
obrázek). 
• 2...Totéž co 1 jen pravoúhlé odbočení není vpravo ale je vlevo. Je zrcadlově otočené vůči 
odbočení druhu 1(viz Ilustrace 4.9 2. obrázek).
• 3...Připojí k modelu odbočku typu T. Jeden konec po tomto rozdvojení pokračuje vpravo 
a  druhý  vlevo(dvakrát  zavolá  DominoZatacka  jednou  s  typem  3  poté  pro  druhého 
potomka  rodičovské  struktury  s  typem  zatáčky  4  )  je  znázorněno  na  Ilustrace  4.9 
předposledním obrázkem
• 4...Rozdvojení typu Y. Jen se jeden potomek posune o víc než svoji velikost vlevo a 
druhý potomek o tu samou velikost vpravo(Ilustrace 4.9 poslední obrázek).
Posloupnost volání těchto funkcí je proveden pouze jednou na začátku programu, kdy se inicializují 
potomci ke globální proměnné, která ukazuje na první postavenou kostku(kořenová kostka → nemá 
předka).  Poté se k modelu domina přistupuje pouze přes tuto strukturu. Funkci pro vykreslení se 
zasílá ukazatel na kostku od které se má začít vykreslovat. Je to takto uděláno z důvodu, kdyby byl 
moc velký model, tak ať se dá některé části, které již nepůjdou v záběru vidět, nevykreslovat(nakonec 
jsem nevytvořil natolik velký model, aby tato funkčnost byla potřeba použít). 
Ne  každý  si  toho  možná  všimne,  ale  model  z  domina,  který  jsem použil  pro  intro  scénu,  má 
znázorňovat českou vlajku. Při startu se domino rozdělí na dva proudy jeden dělá brzdící zatáčky, aby 
koncové kostky dopadaly současně. A druhý proud po kterém letí kamera vede k druhé straně vlajky 
aby vyplnil modrý klín na vlajce.
5 Fyzika
V této  kapitole  budu podrobněji  popisovat  vytváření  fyzikální  simulace  pro  pád  domina.  Jakým 
způsobem  použít  jen  to  hlavní  z  fyziky  pro  simulaci  pádu  kvádru.  Popíšu  práci  a  operace  s 
kvaterniony. Osvětlím způsob vytváření diskrétní simulace. Nevytvářím simulaci, která by vypočítala 
přesné polohy těles ale takovou, která nejvíc připomíná realitu. Simulace je sice uzpůsobena k tomu 
aby na rychlejších strojích mohla být vykonávána přesněji ale to by ovlivnilo jakým způsobem tuto 
simulaci uvidí uživatel na různě výkonných strojích a to není vhodné pro intro aplikaci. Simulace 
není vytvořena obecně  nýbrž právě na míru toho co v intro aplikaci potřebuji, aby bylo možné ji 
implementovat  do  velikosti  64kB.  Neřeším  tedy  momenty  obecných  těles  jen  kvádrů  různých 
velikostí. Totéž platí pro hledání kolizního bodu.
5.1 Informace o kostce
Jak již jsem zmínil výše(kapitola4.4) každá kostka domina je reprezentovaná jako uzel v binárním 
stromě. Aby simulace mohla korektně fungovat musí si každá kostka pamatovat svou aktuální polohu 
v prostoru a také rychlost a směr pohybu(proměnné jsou znázorněné na Ilustrace 5.1).
kostka musí pamatovat svou váhu, která je odvozena od objemu kostky (potažmo měřítko pro funkci 
scale). Aby se správně vypočetl točivý moment musí si kostka pamatovat momenty setrvačnosti[8]. 
Pomocí momentů setrvačnosti jsem schopný vypočítat jakým momentem působí bod na kostce, který 
se otáčí okolo osy rotace. Hlavní momenty pro homogenní kvádr s těžištěm v počátku a hranami a, b 
a c rovnoběžnými s osami x,y a z vypočtem trojnásobnou integrací v kartézských souřadnicích: 
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nezajímají tyto složky ale výsledný moment I ,  který  se vypočítá: I=n X⋅I 1+nY⋅I 2+nZ⋅I 3 , 
kde  n je jednotkový vektor určující osu otáčení.  V mé implementaci  nelze použít přímo vektor z 
kvaternionu určujícího úhlovou rychlost ale musí se ještě nechat rotovat podle aktuálního natočení 
kostky, které je uloženo v rotaci.
Dalšími parametry uloženými spolu s kostkou, které jsou nutné pro simulaci, jsou proměnné o stavu 
kostky. Jestli už danou kostku něco uvedlo do pohybu, čas životnosti kostky a informace o takzvané 
smrti, kdy už se kostka nepohybuje (Nepřesnost eulerovy metody a floatu způsobuje, že se kostka na 
zemi chvěje).
Parametry, které jsou totožné pro všechny kostky jsou jako globální proměnné. Patří mezi ně rozměr 
jednotkové  kostky  (vzdálenost  stěn od  středu ve  třech  osách),  elasticita  (pružnost  při  odrazu  0-
neodrazí se a 1-odrazí se bez ztrát).
5.2 Diskrétní simulace
Fyzika je vykonávána jako diskrétní fyzikální simulace. V každém časovém intervalu se musí provést 
posuv kostek dle jejich rychlostí, vyřešit kolizi se stěnou, testovat na kolizi s jinou kostkou a nakonec 
vyřešit kolizi kostky s kostkami. Pro usnadnění provádění operací s každou kostkou domina jsem si 
vytvořil  funkci,  která projde přes všechny uzly binárního stromu ve kterém jsou kostky uloženy. 
Provede  s  kostkou  operaci(funkci),  která  je  této  funkci  poslaná  jako  parametr.  Nyní  vysvětlím 
jednotlivé funkce simulace.
• Posuv je zadán u každé kostky hodnotou rychlosti translačního posuvu a rotační rychlosti. 
Provádí se vynásobením rychlosti krát dt(delta time – přírůstek času). U translace je to jen 
násobení vektoru konstantou a přičtení ke stávající poloze. U rotační je to vynásobení úhlu 
kvaternionu s dt a poté složením aktuálního natočení s tímto(násobení kvaternionu). Nakonec 
se ještě projeví gravitace, která zvětšuje translační rychlost ve směru -y.
• Kolize se stěnou může nastat pouze tak, že se dostane některý(může i více) z vrcholu za 
hranici určující tuto plochu. Kolize se detekuje tak, že se vytvoří matice transformace pro tuto 
kostku a všechny vrcholy(jsou dané středem a velikostí kostky) se upraví dle teto matice. 
Poté se testuje zda vrchol leží za hranici plochy. Vypočte se průměrný bod z bodů, které jsou 
za hranicí. Pro tento bod se pak řeší kolize dle závěru v kapitoly 5.4.
• Kolize kostky s kostkami.  Kolize může nastat pouze tak, že narazí jedna hrana o druhou 
nebo vnikne jeden z vrcholů do druhé kostky viz kapitola5.3. 
• Vyhodnocení  kolize se  provádí  pouze  pokud  došlo  k  1  a  více  kolizí  u  vyhodnocované 
kostky. Pokud je více kolizí  spočte se výsledek jako by to byla jen tato kolize. Výsledky 
kolizí se sečtou a podělí počtem vzniklých kolizí.
Pro nedostatek výpočetní síly má každá kostka omezenou dobu životnosti od doby kdy do ní něco 
vrazí do doby kdy se uklidní. Ve všech těchto částech zmiňovaných výše se na začátku testuje jestli 
se má simulace pro danou kostku vykonávat. Testuje se zda už se má provádět a jestli se má ještě 
pokračovat v simulaci. Po celou dobu simulace velice záleží na velikosti simulačního kroku. Zjistil 
jsem, že není dostatečné počítat tuto simulaci pouze při vykreslování. Proto celou simulaci spouštím 
asynchronně vůči vykreslování. Simulace se spouští pomocí časovače každých 20ms. Ani to nestačilo 
aby  kostky  nevnikaly  do  sebe  a  správně  detekovaly  svou  kolizi.  Proto  se  každých  20ms  udělá 
několikrát tato simulace s dílčím derivačním krokem. Tedy s menším časovým posunem dt. To už 
stačilo, aby byla simulace funkční a běžela správnou rychlostí avšak problém se přenesl na výpočetní 
výkon počítače. Při větším počtu řešení kolizí již bohužel dochází ke značnému zpomalení počítače. 
Proto se v programu nevyskytuje větší počet najednou do sebe narážejících domino kostek. To je 
dosti omezující a bohužel kvůli tomuto nelze simulovat klasický pád mnoha kostek domina najednou 
a musí být v intru použity jen fragmenty pádu.  
5.3 Určení kolizního bodu mezi dvěma kostkami
Vniknutí vrcholu kostky X do kostky Y se testuje tak, že se vytvoří inverzní transformace kostky X a 
ta  se  vynásobí  transformací  kostky  Y.  Tímto  násobením  dosáhneme  transformace  která  je  mezi 
kostkami. Nyní stačí  vynásobit vrcholy kostky umístěné v počátku souřadnic touto transformaci a 
problém hledání  kolizního  bodu  se  přenesl  na  hledání  kolize  obecně  umístěné  kostky  s  kostku 
umístěnou v počátku souřadnic. Tedy pouze sledovat zda některý z vrcholů neleží současně ve všech 
třech osách v intervalu velikost kostky.
Na obrázku5.2 je vidět  testování  kolize  kostek které  mají  skutečnou polohu,  která  je znázorněna 
vpravo nahoře. Zeleně je znázorněna kostka v počátku souřadnic, vůči které se provádí test na kolizi. 
Červeně vlevo dole je pak znázorněna transformace kostky X vůči kostce Y. Pro červenou kostku je v 
počátku  souřadnic  kostka  Y.  Naopak pro modrou transformovanou Y(vpravo  dole)  je v počátku 
souřadnic kostka X. Test na vniknutí bodu jedné kostky do druhé se provádí nejprve jako průnik bodu 
kostky X do Y. Poté když není kolize tak se provádí test průniku bodu kostky Y do X. Pro urychlení 
je  zde  přidáno  testování  na  ne-kolizi.  Existuje  pravidlo  říkající,  že  pokud  existuje  rovina,  která 
odděluje všechny vrcholy jedné kostky od vrcholů druhé neexistuje kolize. V praxi to znamená, že při 
testu na vniknutí do intervalu(velikost kostky) sleduji zároveň jestli není jedna ze stěn kostky, která je 
v počátku souřadnic, touto oddělující rovinou.
Náraz hrany o hranu je o něco málo složitější a vykoná se až ve chvíli, kdy neexistuje vrchol co by 
vnikl z jedné kostky do druhé a zároveň žádná ze stěn kostek není oddělující rovinnou. Opět jak u 
vnikání vrchu se vytvoří transformační matice rozdílu kostek (nyní je již jedno, která kostka se umístí 
do středu souřadnic a která bude posunutá). Vytvoří se vektor pro každou hranu kostky a vynásobí se 
transformační maticí. Je důležité, aby vektor měl velikost délky hrany(odečtou se dva vrcholy). Nyní 
se zkoumá jakou konstantou se musí vektor vynásobit, aby právě vnikal do kostky. To znamená, že 
jeho X-ová souřadnice vektoru je velikost  druhé kostky v tomto směru(X-ová velikost).  Stejným 
způsobem se také testuje přes Y a Z. Pokud je tato konstanta v rozmezí 0 až jedna tak se jedná o náraz 
této hrany.
Ilustrace 5.2: Kolize kostek X a Y
Jak  u  nárazu  hranou  tak  i  po  vniknutí  bodu  se  musí  přepočítat  souřadnice  kolizního  bodu  do 
světových souřadnic. Navíc se také musí určit normála nárazu. Pokud vnikne vrchol jedné kostky do 
druhé pak se normála převezme od nejbližší stěny. Je to nejpravděpodobnější, že bod vnikl právě přes 
tuto stěnu. Měl jsem také implementovanou metodu, která určila normálu podle toho kde byl vrchol v 
předchozím simulačním kroku. Dle toho se určilo přes kterou stěnu musel projít a od ní se převzala 
normála. Bohužel nastává i případ, kdy se bod před další kolizí z kostky nedostane a v tu chvíli se 
špatně  určí  normála.  Pro určení  normály při  nárazu  hrany o hranu jsem se zamyslel,  že  by tato 
normála měla být nejspíš stejná ať už narazí kostka X do Y nebo naopak. Navíc čim víc se bude blížit 
nárazu  o  stěnu  tím  víc  by  se  měla  normála  rovnat  této  stěně.  Po  této  úvaze  jsem se  rozhodl 
implementovat výpočet normály jako vektor kolmý k oběma hranám. Tento kolmý vektor se spočte 
jako vektorový součin normalizovaných hran. A poté se určí směr aby narážela kostka X do Y.
Je nutné řešit vícenásobnou kolizi, kdy do jedné kostky vnikne více než jeden bod kostky druhé. V 
takovém případě se spočte průměrný bod a ten se považuje za kolizní. Například pokud má kostka 
kolizi  celou  stěnou proniknou čtyři  body.  Vrátí  se  tedy střed  strany.  Pokud pronikne celá  hrana 
považuje se za kolizní bod střed této hrany.
5.4 Výpočet impulsu
Pro správnou funkcionalitu fyzikálního modelu si zavedu název impulsní síla. Jelikož předpokládám, 
že se těleso nedeformuje při  nárazu, nastává změna sil působících na těleso v jednom okamžiku. 
Tento okamžik nastává při kolizi tělesa s jiným tělesem nebo se stěnou. Než přejdu ke vzorcům s 
výpočtem impulsu ujasním některé proměnné použité v rovnicích.
mA , mB hmotnosti objektu
r̄ AP , r̄ BP Vektor z těžiště do bodu nárazu P
ωA1 , ωB1 Kvaternion úhlové rychlosti před kolizí
ωA2 , ωB2 Kvaternion úhlové rychlosti po kolizi
v̄ A1 , v̄ B1 Posuvná rychlost kostky před kolizí
v̄ A2 , v̄ B2 Posuvná rychlost kostky po kolizi
v̄ AP1 , v̄ BP1 Rychlost bodu P před nárazem
v̄ AP2 , v̄ BP2 Rychlost bodu P po nárazu
n̄ Normálový vektor strany kostky B
e Elasticita(0-bez odrazu, 1-odraz bez ztrát)
Pro výpočet úhlové rychlosti z kvaternionu je potřeba z kvaternionu získat osu a úhel a poté zvětšit 
velikost jednotkového vektoru určujícího osu otáčení o velikost pootočení (reálná část kvaternionu).
Nyní vypočteme celkovou rychlost bodu P pro kostku A a kostku B před nárazem a po nárazu.
v̄ AP1=v̄ A1+ωA1×r̄ AP
v̄ AP2=v̄ A2+ωA2× r̄ AP
v̄ BP1= v̄ B1+ωB1× r̄ BP
v̄ BP2= v̄ B2+ωB2× r̄ BP
(1)
Znaménkem ⋅ značím rozšiřování vektoru skalárem. Oproti tomu × značí vektorový součin. 
Jen pro zopakování výsledkem vektorového součinu je vektor kolmý k oběma původním vektorům s 
velikosti obsahu rovnoběžníku, který svírají.
Rovnice pro relativní rychlost v̄ AB1 bodu P před kolizí a po kolizi v̄ AB2 :
v̄ AB1= v̄ AP1v̄ BP1 v̄ AB2=v̄ AP2 v̄ BP2 (2)
Abychom mohli rychlosti mezi sebou porovnávat vyjádříme si je vzhledem k normále n̄ pak vztah 
mezi rychlosti před a po kolizi bude vypadat následovně:
v̄ AB2⋅n̄=e v̄ AB1⋅n̄ (3)
Když teď máme vyjádřený vztah mezi rychlostmi můžeme prohlásit, že po nárazu dochází ke 
skokové změně rychlosti za přičinění takzvané impulsní síly. Tato impulsní síla má stejný směr jako 
normála n̄ a má velikost j . Můžeme tedy napsat vztahy pro rychlosti po kolizi:
v̄ A2=v̄ A1+ j n̄ /mA
ωA2=ω A1+ r̄ AP× j n̄/ I A
v̄ B2= v̄ B1 j n̄/mB
ωB2=ωB1 r̄ BP× j n̄/ I B (4)
Dosadíme-li rovnici 2 a následně 1 do rovnice 3 dostaneme tuto rovnici:
(v̄ AP2v̄ BP2)⋅̄n=e v̄ AB1⋅n̄
(v̄ A2+ωA2× r̄ AP2v̄ B2ωB2× r̄ BP2)⋅̄n=e v̄ AB1⋅n̄
Rozšíříme levou stranu o rovnice s impulsem j(rovnice 4):
 Ve vzorci na levé straně si všimněte výskytu v̄ AB1 dle rovnice 2. Vytkneme a dáme vpravo:
( j n̄/mA+(r̄ AP× j n̄)× r̄ AP / I A+ j n̄ /mB+( r̄ BP× j n̄)× r̄ BP / I B)⋅̄n=(1e) v̄ AB1⋅n̄
Pokud vynásobíme dva normované vektory dostáváme 1: n̄⋅n̄=1 poté vytkneme j :
Navíc použijeme tento zákon: ( Ā×B̄)⋅C̄=(B̄×C̄ )⋅Ā
j ( 1
mA
+ 1
mB
+( r̄ AP×n̄)
2 1
I A
+(r̄ BP×n̄)
2 1
I B
)=(1+e) v̄ AB1⋅n̄ vyjádříme si j :
j= (1+e) v̄ AB1⋅n̄
( 1
m A
+ 1
mB
+( r̄ AP×n̄)
2 1
I A
+( r̄ BP×n̄)
2 1
I B
)
Pro odvozeni impulsní síly, která působí při nárazu kostky do stěny(nehybné těleso - statické) stačí 
pouze dosadit mB=∞ , I B=∞ a v̄ AB1= v̄ AP1 do vzorce na výpočet j :
j= (1+e) v̄ AP1⋅n̄
( 1
m A
+(r̄ AP×n̄)
2 1
I A
)
(v̄ A1+ j n̄mA
+(ω A1+ r̄ AP× j n̄I A
)×r̄ AP( v̄ B1 j n̄mB
)(ωB1 r̄ BP× j n̄I B
)× r̄ BP)⋅n̄=e v̄ AB1⋅n̄
5.5 Kvaterniony
Matematicky řečeno se jedná o zobecněním(nekomutativní rozšíření) komplexních čísel ve 3D. Jistý 
pan  W. A.  Hamilton někdy v  17.  století  přišel  na  to,  že  je  zapotřebí  zavést  jednu reálnou a  tři 
imaginární  složky,  aby  byla  správně  vytvořena  tato  algebra  tvořící  grupu.  Kvaternion  je  tedy 
uspořádaná čtveřice  q=(w, x,  y,  z).  Z čehož složka  w představuje reálnou část  a  složky  x,  y a  z 
představuji  imaginární  vektor.  Pro  použití  v  Grafice  jsou důležité  jednotkové  kvaterniony(|q|=1), 
kterými lze popsat rotace v prostoru. Jednotkový kvaternion q1 popisuje natočení velikosti φ okolo 
jednotkového vektoru v⃗ . q1=(cos(φ/2) , v X⋅sin(φ/2) , vY⋅sin (φ/ 2) , vZ⋅sin(φ/2)) Jediný a 
zároveň hodně důležitý důvod proč nepoužívat pro popis rotace pouze osu a úhel je, že takto popsané 
rotace nelze skládat dohromady.  Nelze kombinovat  rotace.  U fyzikální  simulace je nutné skládat 
dohromady rotace před nárazem s výslednicí po nárazu. Tato operace je nekomutativní (záleží na 
pořadí  násobenců).  Pro výpočet  výsledné  rotace  se  násobí  původní  hodnota  rotace s  vypočtenou 
reakcí. Násobení kvaternionů q1=(w1 , v⃗1) a q2=(w2, v⃗2) :
q=q1⋅q2=(w1⋅w2 – v⃗1⋅v⃗2 , w1⋅v⃗2+w2⋅v⃗1+ v⃗1×v⃗ 2)
Další velice důležitou operací s kvaterniony je převod na rotační matici.
M=[
1
2( y2+z2) 2(xy+ zw) 2(xz
 yw)
2( xy
zw ) 1
2( x2+z2) 2( yz
xw)
2(xz+ yw) 2( yz
xw) 1
2(x 2+ y2)]
Tuto matici lze jednoduše rozšířit  na matici 4x4 přidáním nul všude kromě  hlavní diagonály, kde 
bude 1. Poté se již dá matice kombinovat s jinými transformačními maticemi. Opačná transformace se 
dělá  pomoci  převedení  čísla  na  jeho  konjugaci.  Pro  jednotkové  kvaterniony  stačí  vynásobit 
imaginární  část  mínus  jedničkou: q1=(w ,
x ,
 y ,
z ) Tato  operace  zjednodušuje  detekci 
kolize protože se nemusí hledat  inverzní matice k rotaci. Normovaní se provádí stejně jako u vektoru 
všechny  složky  kvaternionu  na  druhou  a  poté  sečtené  pod  odmocninou  se  musí  rovnat  1.  Pro 
inicializaci  složek rotace a rychlosti  používám kvaternion identity,  který nevytváří  žádnou rotaci. 
Pouze reálná část se rovná 1 q I=(1,0,0, 0) . Při převedení toho kvaternionu na matici vznikne 
matice identity. Je důležité nezapomenout na to že složka w sice představuje reálnou část a udává o 
jaky uhel se bude rotovat ale nelze upravovat pouze ji. Pokud chci zmenšit rychlost musím kvaternion 
převést na osu a uhel. Poté upravit úhel a převést zpátky na kvaternion. Tato úprava je nutná při 
zmenšení uhlové rychlosti z důvodu tření a odporu vzduchu. Velice výhodnou operaci je násobení 
vektoru s kvaternionem. Není totiž nutné převést kvaternion na matici a pak násobit maticí vektor 
nýbrž stačí provést dvě násobení kvaternionu. Pro vektor v a kvaternion q je výsledek w:
(0,w X ,wY ,wZ )=q⋅(0, v X , vY , vZ )⋅q
1
Kvaternion  q-1 představuje opačnou rotaci vůči  q. Převod kvaternionu na vektor a úhel je inverzní 
operací k vytváření kvaternionu. Nejdřív se vypočte úhel acos (qW )⋅2 poté se každá imaginární 
složka podělí funkci sin polovičního uhlu tedy hodnotou √1
qW
2
 Takto jednoduše to ovšem lze 
provádět pouze s normovaným kvaternionem.
5.6 Pohyb ve scéně
Při vytváření intro scény jsem si musel implementovat také pohyb kamery, abych měl přehled nad 
tím, co jsem kam ve scéně umístil. Pohyb je obdobný jak ve 3D hrách, ovládá se klávesy A, S, W, D 
a  pohybem  myši  pro  natočení.  Vytvoření  rotací  kamery  pomocí  tahu  myší,  byl  ten  jednodušší 
problém, proto s jeho popisem začnu.
Přestal jsem zobrazovat kurzor myši. Ve smyčce zpráv jsem začal odchytávat také tahy myši. Tah 
myši je předáván jako rozdíl aktuální polohy vůči  předchozí. Zkontroloval jsem, zda je kurzor na 
středu obrazovky. Pokud není na středu, myš se pohnula, je třeba upravit úhel natočení kamery a 
posunout opět kurzor na střed (kurzor se nesmí dostat mimo okno). Pokud došla zpráva o pohybu 
kurzoru, ale ten se nachází uprostřed obrazovky, znamená to, že se jedná o navracení kurzoru zpět na 
střed obrazovky a tento pohyb se nemá brát v potaz. Vlastní výpočet hodnoty: 
yuhel+=(xPos-width/2.0f)/width*90;  
xuhel+=(yPos-height/2.0f)/height*90;
Globální proměnné xuhel a yuhel udávají, o jak velký úhel se má natočit kamera, před vykreslením 
scény. Proměnné xPos a yPos jsou změny polohy vůči středu obrazovky. Číslo 90 na konci vzorečku 
udává rychlost natáčení ve scéně. Pokud přejedete myší přes celou velikost okna tak se vám kamera 
natočí o 90°.
Pro pohyb pomocí kláves A, S, W, D jsem musel opět vytvořit odchytávání zpráv systému. Tyto 
klávesy udávají, kterým směrem se má posunout scéna. Klávesy W a S provádějí vůči sobě právě 
opačnou operaci. Stejně tak klávesy A a D. Vytvořil jsem funkci pro přepočet polohy kamery u 
klávesy W (pohyb kamery vpřed).
cam.x-=sin(yuhel*M_PI/180)*cos(xuhel*M_PI/180)*rychlost;
cam.y+=sin(xuhel*M_PI/180)*rychlost;
cam.z+=cos(yuhel*M_PI/180)*cos(xuhel*M_PI/180)*rychlost;
Struktura cam udává polohu kamery. Xuhel a yuhel se mění při pohybu myši. Proměnná rychlost 
udává, o jakou vzdálenost se pohneme daným směrem ve scéně. Obdobné je to i s klávesou S. Jen 
jsou převrácené znaménka (v ose x se přičítá a v osách y a z se odčítá).
Při stisku klávesy A a D se nemění posunutí na ose y, protože vektor ukazující směr nahoru je 
neměnný. Pro výpočet posunutí pootočíme kameru do směru vpravo nebe vlevo a aplikujeme stejný 
výpočet jako pro pohyb vpřed jen bez změny polohy v ose y. Při stisku klávesy A, pro výpočet 
posunu, přičteme k úhlu v proměnné yuhel hodnotu 90°. Pro klávesu D hodnotu 90° odečteme. Pro 
správné vykreslení je pak nutné zavolat tyto transformace v tomto pořadí: 
glRotatef(xuhel,1.0f,0.0f,0.0f);
glRotatef(yuhel,0.0f,1.0f,0.0f);
glTranslatef(cam.x, cam.y, cam.z);
Této techniky pohybu se využívá i při  vytváření video sekvencí, které jsou popsány v následující 
kapitole. Už se však neovlivňují proměnné  cam,  xuhel a  yuhel pomocí klávesnice a myši ale 
pomoci výstupu z funkce pro generování pohybu kamery.
5.7 Záběry kamery
Scéna není vše co se musí v intru vytvořit. Je také důležité poskládat dohromady sekvencí zajímavých 
záběrů, které diváka zaujmou. Je zvykem vytvořit intro, které bude mít nějaký děj nebo spád událostí. 
A to jak divák vnímá intro se velice odvíjí od toho jakým způsobem jsou vytvořené vide sekvence 
neboli střih videa. Já jsem se snažil dosáhnout efektu pohledu z první osoby. Tedy aby si divák 
připadal jako by scénou sám osobně procházel. Aby ho intro pohltilo a vtáhlo do děje. Několika 
pokusy jsem se snažil vypozorovat, kterým směrem se dívám já pokud vcházím do neznámé místnosti 
a následně kterým směrem se dívám pokud se pohybuji po schodech. 96% dotazovaných prohlásilo, 
že jim opravdu tento pohyb připomíná chůzi po schodech. Pro modelování pohybu kamery jsem 
potřeboval využít nějaké křivky. Jednou z možností je vytvářet pouze lineární pohyb. Výsledek se 
však v řídicích bodech trhá a nenavazuje plynule na další záběr. To je značně nepěkné pro plynulejší 
pohyb je lepší použít sofistikovanějších křivek například Bezierovy křivky. Avšak ty není vhodné 
použít pro špatné určování řídicích bodů. Bezierová křivka totiž neprochází svými řídícími body jen 
se k ním přibližuje dle jednotlivých vah bodu. Pro mé řešení je nejvýhodnější použití kubické Spline 
křivky, kde základem pro výpočet jednotlivých oblouků je tzv. Fergusonova kubika. Tato křivka je 
daná čtyřmi řídícími body. Křivka prochází 2. a 3. bodem. První a poslední bod určují směr, kterým 
pokračuje křivka po průchodu středovými body(dva a tři). Určením jednoho úseku křivky čtyřmi 
body zaručí plynulost přechodu. Já jsem každý záběr v intru popisoval strukturou, která obsahuje 
čtyři řídicí body pro každou osu pohybu(celkově tedy pro určení polohy je to 12 čísel), čtyři body pro 
natočení kamery v ose X a čtyři body pro natočení v ose Y. Natočení kamery v ose Z jsem 
nevytvářel, protože takovéto natočení nevypadá přirozeně a ani se při pohybu v 3D prostoru 
nepoužívá. Struktura jednoho záběru tedy obsahuje 5 krát po 4 bodech mezi kterými se vytváří Spline 
křivka plus ještě obsahuje informaci o délce záběru. Pro snadnější práci jsem si tedy vyrobil funkci, 
která mi vrátí natočení a polohu kamery pro záběr. Vstupem této funkce je jeden záběr a normovaná 
vzdálenost od 2. bodu tedy hodnota 0 až 1 určující umístění aktuálního bodu na křivce mezi 2. a 3. 
řídicím bodem. Vše je znázorněno a popsáno na obrázku5.4
 Další pomocnou funkcí je vytvoření následujícího snímku, který má plynule navazovat. Takovýto 
snímek má tři ze čtyř řídicích bodů totožné. V této funkci se první řídící bod zahodí, druhý nakopíruje 
na první místo, třetí na druhé a čtvrtý řídící bod se nakopíruje na pozici třetího řídícího bodu 
výsledného záběru. Tedy stačí doplnit vždy jen jeden bod a to bod do kterého se má dostat kamera v 
následujícím záběru. Body přes které má projít kamera jsem určoval pomocným programem, ve 
Ilustrace 5.4: Kubická spline křivka
kterém jsem se volně pohyboval scénou a pokud jsem potřeboval vědět aktuální polohu a natočení 
kamery nechal jsem si tyto informace vypsat do souboru. Výsledek bylo pak pospojování záběrů 
dohromady. Vše je řízeno časem. Při vykreslování se pak podle času rozhodne, který záběr se má 
použít. V záběru se dle dílčího času rozhodne v jaké části křivky se právě bod nachází a dle toho se 
určí natočení a poloha kamery. Na obrázku2.3 lze vidět Spline křivku která je určena 4 řídícími body 
fialovou barvou a aktuální poloha kamery červená. Tato poloha kamery je v normované vzdálenosti 
0,2 to znamená, že tento záběr již zobrazuje scénu 1/5 své délky. 
Na obrázku lze vidět čtyři zajímavé záběru ze scény. Vlevo nahoře je vidět model postavený z kostek. 
Vpravo nahoře je vidět pohled na scénu když zrovna začíná intro aplikace. Pohled zvrchu na schody a 
místnost. Vlevo dole jde zhlédnout tikající hodiny zobrazující systémový čas. A vpravo dole jde vidět 
dynamická scéna pádu několika kostek po schodech.
6 Zvuk
V této kapitole podrobně popíši jak donutit intro aplikaci, aby začala vydávat zvuky. Je hned několik 
možnosti jak toho dosáhnout. Je možnost si udělat vše sám od starání se a rozpoznávání zvukové 
karty až po nějaký svůj hudební syntetizér a úsporný formát pro hudbu. Nejlépe ještě aby hudba byla 
generovaná nějakou funkcí. Ano i to je možnost ale natolik složitá, že by to vystačilo na víc než jednu 
další  diplomovou práci.  Asi  nejjednodušší  by bylo dodat  si   do aplikace knihovnu,  která by vše 
obstarávala za nás. Problém je v tom, že tato knihovna nesmí být velká a musí byt šance ji přibalit do 
binární  verze programu.  Po prozkoumání  možností,  které  mám a které  používají  jiní  autoři  intro 
aplikací  jsem se  rozhodoval  mezi  knihovnou  mini  FMOD  1.70[9]  a  knihovnou  libV2[10].  Po 
zběžném prozkoumání se mi nepodařilo u sebe zprovoznit ani jednu. Po delším zkoumání podlehla 
knihovna libV2 a proto celý zbytek kapitoly budu věnovat právě této knihovně.
6.1 Zprovoznění překladu libV2
Mé intro je překládáno překladačem gcc(spolu s minimem GNU pro Windows pro požívání makefile) 
zatímco  ukázkový  příklad  přibalený  ke  knihovně  používal  překladače  pro Visual  Studio 5/6.  Ke 
knihovně je také přibalen binární soubor, který přehrává hudbu a má velikost 16kB. Tento binární 
soubor  mi  šel  přehrát.  Začal  jsem tedy  s  úpravou  vzorového  příkladu,  aby  šel  přeložit  pomoci 
překladače gcc. Při překladu byl největší problém vložený assembler kód. Syntaxe assembleru pro 
Visual Studio se totiž liší od syntaxe pro GNU gcc.  Assembler jako takový na pochopení nebyl 
složitý a byly to jen 4 úseky, které se musely přepsat rozhodl jsem se tedy se je pokusit nahradit. 
Největší problém bylo na adresovat v assembleru proměnné. U prvního segmentu assembleru to bylo 
jednodušší, protože všechny proměnné byly parametry funkce a proto musely být na zásobníku dle 
jejich pořadí.
Druhý a třetí segment assembleru se mi podařilo přepsat za použití globálních proměnných, které se 
pak v assembleru adresují pomocí návěští, které se jmenuje stejně jak proměnná jen má navíc před 
začátkem znak podtržítku(moje globální proměnná  a má  potom návěští  _a). Tento způsob se mi 
nezdál ničím výhodný navíc to znamenalo zavést globální proměnné proto jsem radši tento assembler 
zpátky přepsal do kódu C++. Lze vidět na obrázku6.2. V posledním fragmentu assembleru byl podlý 
podraz nejspíš little BIG endian. Tento problém mi pomohl prolomit kamarád Tomáš Milet, proto mu 
touto cestou chci vyjádřit dík. Přepis posledního assembleru je na obrázku32.
Nyní již překlad hlásil pouze klasické problémy nedostatku knihoven a neznámé reference. Je nutné 
při  překladu dodržet  pořadí  přidání  knihovny  libV2 a  teprve  poté  přilinkovat  -ldsound.  Při 
překladu nesmí být zapnuta optimalizace na na velikost při  ní totiž aplikace padá. Je vhodné mít 
zapnutý  parametr  -s.  Tento  parametr  radikálně  zmenšuje  velikost.  Již  mi  vzorová  aplikace  šla 
přeložit a přehrávala hudbu myslel jsem, že mám hotovo. Záhy jsem zjistil, že knihovna není psaná v 
C ale v C++. Překladač gcc automaticky rozpozná zda se nejedná o C++ syntaxi a pokud ano použije 
pro překlad g++. Pro mě to znamenalo, že je nutné upravit kompletně celé moje intro do formy pro 
C++. Naštěstí je jazyk C takřka podmnožinou jazyka C++. Musel jsem upustit od některých věcí, 
které  jsem využíval  v  C.  Když  se  to  vezme  kolem a  kolem tak jsem jen víc  zkrášlil  kód  v  C. 
Překladač  mi totiž hlásil hodně redundantních definicí. Pro odstranění stačí začít  používat klíčové 
slovíčko extern, které není v C explicitně vyžadováno.
6.2 Výběr hudby
Je možnost stáhnout doplňky k midi tvořícímu systému pro expoert do V2M souborového formátu. 
Nejvíce používaným MIDI editorem je asi FL Studio, pro které existuje Plug-in pro vytváření V2M 
souborů.  Tento  Plug-in  a  zároveň  i  V2  syntetizér  pochází  od  německých  tvůrců  Inro  aplikací 
FarBrausch zaručuje to tedy jistou spolupráci avšak tu jsem netestoval. Nejsem žádný skladatel a 
nemám vlohy pro psaní hudby dal jsem se tedy do hledání V2M souborů na internetu. Není to snadné 
ale  našel  jsem 2  sbírky  V2M  souboru  odkaz  byl  u  videa  od  FarBrausch.  Abych  byl  schopný 
rozhodnout, která hudba se mi bude hodit stáhl jsem si doplněk do Winampu pro přehrávání V2M 
souborů. Není sice stabilní ale pro nalezení té správné hudby stačí. Intro aplikace by měla na konci 
mé práce obsahovat pouze jeden binární soubor s velikostí do 64kB proto hudbu nemůžu dodat jako 
další soubor. V2M soubor je také binární a lze vložit do hlavičkového souboru jako pole. Pro převod 
používám linuxovou aplikaci xxd, která převod udělá automatizovaně  s parametrem -i. Při výběru 
hudby není třeba se  obávat,  že má hudba větší  velikost  než 64kB.  FarBrausch spoléhá na to,  že 
výsledná binární verze bude ještě upravena jeho exe-packerem. Formát V2M je přizpůsobený pro 
maximální kompresi pomoci exe-packeru kkrunchy nebo UPX.
7 Závěr
Moje intro aplikace obsahuje minimalistickou inicializaci OpenGL spolu s použitím shaderu  menší 
než 6kB. Pomocí shaderu je pak dosaženo per pixel osvětlovacího modelu spolu s reflexí. V intru je 
implementováno úsporné uložení modelů, které se generují až při spuštění. Textury se ve scéně také 
generují dynamicky a to buď  z funkcí nebo pomoci Perlinova šumu. Intro aplikace obsahuje plně 
funkční diskrétní simulaci pevných těles, která je pro minimalizaci konkretizovaná na hranoly. Tedy 
kolize  hranolu  s  pevnou  plochou  a  mezi  sebou  navzájem.  Obsahuje  sestřih  video  sekvencí 
ozvučených hudbou. A toto vše jsem implementoval do velikosti 64kB. Aplikace splňuje požadavky 
zadání  diplomové  práce  a  stále  zbývá  prostoru  na  zdokonalování  scény  a  dodávání  dalších 
vylepšujících efektů jako je například jiný shader pro různé kostky nebo částicový systém jisker při 
kolizi. U intro aplikací se každý může soustředit na oblast, která ho zajímá a tu rozvíjet ať už je to 
skládání hudby vytváření 3D modelů nebo jen nějaká oblast vizualizace 3D dat. U mé intro aplikace 
by nebylo těžké ji napsat. Nejsložitější bylo správně zprovoznit velice špatně odladitelné úseky kódu, 
mezi  které  patří:  úprava shaderu a  kontrola  správné fyzikální  reakce kostek (fyzikální  simulace). 
Mnohokrát u fyzikální simulace jsem si již myslel, že funguje správně a pak se objevil případ, kdy 
tomu tak nebylo. U shaderů je problém si vypsat obsah proměnných jediný možný způsob ladění je 
zobrazovat hodnotu barvou nebo polohou. Zdrojové kódy mé intro aplikace zabírají 675,5kB z čehož 
zabírá  409kB  hlavičkový  soubor  s  hudbou  a  107kB  syntetizér  hudby.  Po  přeložení  aplikace  se 
správnými přepínači  pro překladač  zabírá spustitelná verze 160kB a po úpravě  samorozbalovacím 
archivem se konečně dostávám do hodnot zadání a to na velikost 48.640B. Čili mi zbývá stále ještě 
celých 16kB na možná rozšíření.
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