This paper describes the interactive debugging feature of GPSS/H (1), a new implementation of GPSS for IBM 360/370 computers. In GPSS/H, interactive debugging of a simulation model is carried out by means of a simple, but powerful command language. Commands are provided to selectively display model data on a terminal, to set breakpoints at arbitrary points in a model, and to step through a model one or more blocks at a time. An overview of the command language and an illustrative example of its use are presented in this paper.
THE NEED FOR INTERACTIVE DEBUGGING FACILITIES
The debugging of GPSS models has traditionally been a batch-oriented activity. In a batch environment, when an error is discovered in the execution of a model, the courses of action available to the programmer are limited. If the programmer is lucky, the cause of the problem may be obvious enough to be inferred directly from "standard" program output. If the problem cannot be located by examining standard output and proofreading the program, additional output must be obtained. The first type of additional output requested is often "snap" output, providing snapshots of the state of the model at a more frequent interval than standard output. Generally easily incorporated into a model, snap output may help to narrow down the time at which the error occurs and (possibly) the location within the program. If snap output is insufficient to solve the problem, more detailed output may be required, to provide an audit trail of actions taken by the model. This type of output can be very difficult to properly target. If the scope of the trace output is too large, insufficient information will be produced to locate the problem, necessitating preparation of another run. If the scope of the trace output is too small, much time will be spent examining the output to find the critical pieces of evidence. Finally, the lowest level of debugging technique available to the batch-mode programmer is modification of the model to trap highly specific conditions and print appropriate information. A well-designed model, if it is to be debugged in a batch environment, should be programmed to contain built-in debugging aids, to facilitate the production of trace output and to minimize the number of changes that must be made purely for debugging purposes.
There are two major difficulties associated with batch-mode debugging as outlined in the preceding paragraph. First, the selection of what output to print must be completely specified prior to making a run. Second, no matter how generalized the built-in debugging aids are in a model, errors can occur which necessitate modification of the model to isolate the problem. When the problem is found and fixed, the changes must be removed. Interactive debugging can do a great deal to alleviate these two difficulties. First, because the programmer can dynamically decide what output to display as the program is being run, targetting output is mu~ easT~.--/Ts-~o~-F~xe~tion approaches the time and place of an error, the programmer can request increasingly detailed output. If necessary, the model can be executed one block at a time, with the programmer observing the effects of the execution of every block. Second, when debugging is done by means of an interactive command language, exogenous to the model, the number of changes that must be made purely for debugging purposes is minimized. The DISPLAY command, for example, may obviate the need for insertion of PRINT blocks.
To be perfectly fair, it should be pointed out that there are some advantages to batch-mode debugging. The ability to produce bulk output and the absence of connect-time charges come readily to mind. The best approach to debugging simulation models, then, may be a mixture of batch and interactive techniques. In an ideal work environment, the programmer should have both techniques at his disposal, choosing between them as he sees fit.
THE HISTORY OF GPSS INTERACTIVE DEBUGGING
Prior to the implementation of GPSS/H, interactive debugging aids for GPSS models were relatively limited. Probably the most advanced of the pre-GPSS/H packages is GPSS/Norden (2). GPSS/Norden provides excellent tools for selective display of model data, aids for maintaining external libraries of matrix SAVEVALUE data, HELP blocks for GPSS Interactive Debugging Facility (continued) communicating with terminals, and a SIMSCRIPT-Iike (3) report generator. However, GPSS/Norden has no provision for setting breakpoints in a model, nor does it allow execution of one or more blocks at a time (step mode).
The interactive debugging feature of GPSS/H was originally implemented as a tool for verifying the correctness of the internal operation of the compiler and simulator. The original debugging feature was a small (about 600-700 lines of PL/I) appendage to the logic of the simulator. Considerable effort was put into its design and implementation, to insure that it provided an accurate and independent view of actions taken by the simulator. After initial use proved to be very helpful, examples of use of the package were shown to users of GPSS. At their encouragement, the package was "cleaned up" and documented, making it usable by GPSS programmers not necessarily familiar with the internal implementation of GPSS/H. As presently constituted, the package provides the user with a collection of simple, but very powerful commands for interactive debugging, easily mastered in about one hour.
INITIATING INTERACTIVE DEBUGGING OF A MODEL
Interactive debugging of a GPSS model is requested by use of the TEST keyword on the system command which invokes GPSS/H. The exact format depends, of course, on the operating system being used. For example, under the University of Michigan Terminal System (4) the following command might be used:
$RUN UNSP:GPSSH SCARDS=TESTPROG PAR:TEST
When such a request is made, compilation and loading of the model proceed in the usual fashion; however, at the point at which execution would normally begin, control passes to a command interpreter, which prints a "READY" message on the user's terminal. At this point, the user assumes (and hopefully retains) control of model execution.
AN OVERVIEW OF THE GPSS/H INTERACTIVF DEBUGGING COMMAND LANGUAGE COMMAND SYNTAX
The command scanner is relatively tolerant of minor errors. For example, extra blanks and missing ")" delimiters are generally accepted without complaint. Commands may be abbreviated, with ambiguities resolved in favor of the more frequently used command. Thus "STEP" can be abbreviated "STE", "ST", or "S", while the less frequently used "STOP" command can be abbreviated only as "STO". Command lines which begin with a dollar sign ("$") are passed to the command interpreter of the host operating system (only in systems which allow dynamic command interpretation). For example, the Michigan Terminal System (MTS) user could enter the following command to request that MTS print the estimated cost of the current terminal session:
SDISPLAY COST Command lines which begin with an asterisk ("*") are treated as comments, i.e., are ignored.
In the descriptions which follow, items which appear in upper case must be typed exactly as shown, with the exception of commands, which may be abbreviated as described above. Items in lower case represent symbols to be substituted by the user. Ellipsis ("...") is used to denote optional repetition of the proceeding item. The allowable values for "entity", "entity2", "info", and "regs" are as follows:
" Tables l thru 7) Finally, note that any output can be terminated by pressin 9 the attention interrupt button on the terminal.
SETTING BREAKPOINTS
Local or global breakpoints can be established at any block in a program, with no limit on the number in effect at any time. Global breakpoints remain in effect until they are explicitly removed. Local breakpoints remain in effect only for the duration of a single command. Global breakpoints can be established on the BREAK or RUN commands. Local breakpoints can currently only be specified on the CONTINUE command.
When a transaction attempts to enter a block at which a breakpoint is set, a message is printed, identifying the transaction and block, and control returns to the command interpreter. Note that if a breakpoint is established at a GENERATE block, it will be recognized twice per transaction: when the transaction "arrives" at the GENERATE block, and when the successor arrival (if any) is scheduled.
Associated with each global breakpoint is an "ignore" count, which defaults to "infinity" and may be set by the IGNORE command, allowing the breakpoint to be ignored a specified number of times.
In addition to block-oriented breakpoints, two special pseudo-breakpoints are provided, in order" to give the user greater control. The "NEXT" breakpoint is recognized by the simulator when it "picks up" an active transaction in its scan of the current events chain. The "SYSTEM" breakpoint is recognized whenever the transaction currently moving through the program relinquishes control (e.g., is denied entry into a block). The SYSTEM breakpoint is particularly useful as a "fence," when a transaction is being tracked through a program in highly detailed fashion. If the transaction being tracked unexpectedly loses control of the simulation (i.e., is "dropped"), control is retained by the programmer, because (s)he is informed how and why the transaction was dropped, if the SYSTEM breakpoint is set. The NEXT breakpoint can provide great insight into the current events chain scan by identifying transactions as they are "picked up" during CEC scan. Both the SYSTEM and the NEXT breakpoint may be used in local and global fashion, but do not have associated "ignore"
Counts.
The RUN and CONTINUE commands, which can set breakpoints, are described below. The syntax of the BREAK, UNBREAK, and TGNORE commands is as follows:
BREAK block-number ...
NEXT SYSTEM
UNBREAK block-number ...
NEXT SYSTEM IGNORE block-number optional-count OVERALL RUN CONTROL
A program can run either in normal mode or in step mode. In normal mode, execution proceeds at "full speed," stopping only when breakpoints are encountered, errors are discovered, etc. In step mode control returns to the command interpreter after a specified number of blocks have been executed.
Normal execution is initiated by the RUN command. In addition to initiating execution, the RUN command can also establish one or more global breakpoints. Normally, one or more global breakpoints are established with the RUN or BREAK commands, in order to provide for interaction. Normal execution of a program is resumed by use of the CON-TINUE command. The CONTINUE command accepts an optional list of local breakpoints, which remain in effect only for the duration of the command. This provides a convenient way to continue execution to one of a number of potential blocks.
Step mode is entered by use of the STEP command, which accepts an optional count of the number of blocks to be executed. If no count is given, a count of one is assumed. Note that the count is interpreted in terms of total block executions, not in terms of attempted block executions. The step count is decremented each time the total count for some block in the program is incremented. Control returns to the command interpreter when the count goes to zero; however, occurrence of some other event may cause control to return to command mode before the count has gone to zero. For example, a breakpoint may be encountered. Whenever such a premature return is GPSS Interactive Debugging Facility (continued) made, the remaining step count is printed as a warning. Note that step mode cannot be resumed with a CONTINUE command, which is only for resumption of normal mode. Instead, a new STEP command must be issued, specifying the desired count.
The syntax of the RUN, CONTINUE, and STEP commands is as follows:
The following sequence of commands establishes global breakpoints at blocks 36 and SAM, runs the program until execution (presumably) reaches one of these blocks, executes five more blocks (unless a breakpoint is encountered), clears the breakpoint at block 36, and resumes execution until block 42 or SAM is reached:
When debugging a program in step mode, it is frequently very useful to establish a SYSTEM breakpoint, to determine how and why transactions are "dropped" by the simulator. It is also convenient to "skip ahead" to the next transaction to be moved through the program. The following sequence of commands turns off the global SYSTEM breakpoint, skips ahead to the next "pick up" of a CEC transaction, and reestablishes the SYSTEM breakpoint° UNB SYSTEM C NEXT BR SYSTEM
The following sequence accomplishes the same thing, but causes a message to be printed when the current transaction is "dropped," assuming that the SYSTEM breakpoint is currently in effect.
C C NEXT
Because it is so frequently desired to skip ahead to the next CEC scan pickup, without the nuisance of an intervening message, the NEXT command is provided. It is equivalent to a "CONTINUE NEXT" command, except that the SYSTEM breakpoint is temporarily inhibited. The NEXT command is specified as follows: 2. Input lines are typed in lower case and are preceded by a ">", the input prompting character.
3. Command abbreviations become shorter as the example progresses. Thus "continue" becomes "con" and "c".
4. The abbreviations CEC and FEC stand for "Current Events Chain" and "Future Events Chain," respectively. 
