ABSTRACT
INTRODUCTION
A proportional-integral-derivative PID controller is a control loop feedback controller widely used in industrial control systems. A PID controller calculates an "error" value as the difference between a measured process variable and a desired set-point. The controller attempts to minimize the error in outputs by adjusting the process control inputs. The PID controller algorithm involves three separate constant parameters: the proportional, the integral and derivative values, denoted P, I, and D. These values can be interpreted in terms of time: P depends on the present error, I on the accumulation of past errors, and D is a prediction of future errors, based on current rate of change. The weighted sum of these three actions is used to adjust the process via a control element in the system. By tuning the three parameters in the PID controller algorithm, the controller can provide control action designed for specific process requirements. The response of the controller can be described in terms of the responsiveness of the controller to an error, the degree to which the controller overshoots the setpoint, and the degree of system oscillation [1, 2] . However, since the controller parameters are fixed during control after they have been chosen through a certain (optimal) method, the conventional C-PID controller can't always keep satisfying performances, so, the use of the PID algorithm for control does not guarantee optimal control of the system or system stability. To overcome these disadvantages, C-PID controller should be improved. The gains of PID controller should be adjusted dynamically during the control process. Many on-line tuning algorithms, such as fuzzy logic, neural network and genetic algorithm, adaptive PID controller, model predictive PID controller, analytical PID controller and GS-PID controller have been introduced into C-PID controller to achieve desired control performances for the entire operating envelope of system [3] [4] [5] [6] [7] . Usually, PID tuning to find the proper values for PID controller gains involves trial and error. With the analytical PID libraries included in the LabVIEW Control Design and Simulation Module, the tools to find sets of PID gain values automatically for a given user model (process) are available, which ensures system closed-loop stability. Also, it is possible to input minimum gain and phase margin values to specify the optional performance constraints on the PID controller [8] .
In this paper, gain scheduling technique, based on LabVIEW software is used to improve the behaviour of C-PID controller used to maintain the temperature of heating process constant.
GAIN SCHEDULING BASED ON LABVIEW SOFTWARE
LabVIEW-Laboratory Virtual Instrument NI Engineering Workbench-is a new graphical development software with built-in functionality for data acquisition, instrumentation and control, measurement analysis, and data presentation. LabVIEW delivers extensive acquisition, analysis, and presentation capabilities, so it is possible to create an application, simulation and presentation in a single environment without utilizing for other software.
Unlike general purpose programming languages, NI LabVIEW provides functionality specifically customized to the needs of measurement, control, and automation applications, accelerating the development process from built-in analysis capabilities to connectivity with a wide variety of input/ output I/O (digital I/O, analog I/O and counters). LabVIEW delivers what engineers and scientists need to quickly build, test and measure data acquisition, embedded control, scientific research, process monitoring systems, and a documentation facility that provides a full time and date details about the measuring values needed to be restored in a file. LabVIEW uses a graphical programming language called the G language. This language represents programs in a symbolic form called the block diagram, which reduces a lot of syntactical details, so the user will concentrate on the flow of information than the procedure. Also, the graphical form of the programs keeps users from making syntax errors as in text-based language and this saves time. In LabVIEW there is an ability to execute each sub-routine by itself without the need of making a main program, and also it is possible to run sub-routines and view the parameters in the main program. In addition to all of the facilities above, there is a very important ability of writing all the information needed to a text file with a full time and date details about the values generated by the program. Moreover, it is possible to create an error message or an alarm when there is a problem in the process, or if some specified values jumped over the permissible errors.
LabVIEW ties the creation of user interfaces, called front panels, into the development cycle. LabVIEW programs (subroutines) are called virtual instruments VIs. Each VI has three components: block diagram, front panel and connector pain. The last is used to represent the VI in the block diagrams of other VIs. The front panel is built using controls and indicators. Controls are inputs: they allow a user to supply information to the VI. Indicators are outputs: they indicate, or display, the results based on the inputs given to the VI. The back panel, which is a block diagram, contains the graphical source code. All of the objects placed on the front panel will appear on the block diagram as terminals. The block diagram also contains structures and functions which perform operations on controls and supply data to indicators. The structures and functions are found on the functions palette and can be placed on the block diagram. The LabVIEW programming environment makes it simple to create some applications. The PID Virtual Instruments VIs with National Instruments hardware can be used to develop different LabVIEW control applications based on PID controllers. In general, the block diagram of C-PID controller is presented in Figure 1, 
The algorithm of C-PID controller can be given as: Equation (3) can be rewritten as:
where
is integral gain and
The LabVIEW PID Control Toolkit uses Ziegler and Nichol's heuristic methods for determining the parameters of PID controller, depending on the system dynamic performance: fast, normal and slow.
Since the proposed controller will be implemented and experimentally tested for heating process system, where the temperature change is considered to be slow, so the tuning formula for slow action will be used.
The PID controller parameters for slow action are listed in Table 1 , where u K and u T are programmed values for proportional gain and integral time constant for critically damped process. 
The block diagram of SG-PID controller is shown in Figure 2 . Gain scheduling VI in LabVIEW software is the responsible for adjustment of controller parameters. This VI returns the set of PID gains corresponding to the error signal. It is a combination of different arithmetic and comparison functions that collectively are responsible of the controller behavior according to the change in process variable. The gain scheduling variable is the relative error, defined by equation (1), multiplied by minus unity. The relative error is examined to determine which gain set is the most suitable for the controller. Three ranges for the error are picked according to how large the relative error is. Each range has its conditions. The relationship between relative error and conditions is shown below: 
The conditions were programmed with comparison functions. The three cases were programmed in a way, where only one case is activated, or they are all OFF ( pv < sp ). After the gains are loaded into the PID controller, in association with signals pv and sp , the controller calculates the error and returns an output signal out C , which is expressed as:
The controller output signal out C controls the operation of the actuator in the system (fan motor in this paper).
PRACTICAL INVESTIGATION OF PROPOSED SG-PID CONTROLLER
The performance of SG PID controller based on LabVIEW software has been experimentally investigated for heating process control system. The block diagram of the heating system is shown in Figure 3 . The system consists of a set of physical components (hardware) and virtual instruments VIs (LabVIEW software), which are interconnected to each other in order to realize the required control algorithm. The main hardware components are: 5. Thermistor LM35 type, which is used as a temperature sensor. The thermistor has been installed inside the box to precisely measure the actual temperature. 6. Interfacing device NI myDAQ, is used for interfacing between the LabVIEW software, thermistor and fan motor. This device provides analog input AI, analog output AO, digital input and output DIO, power supplies and digital multimeter DMM functions. The internal structure of NI myDAQ is shown in Figure 5 [9] . The temperature controller in the system is a LabVIEW software (PID and gain scheduling) controller downloaded in a computer. The schematic diagram and picture of experimental setup are shown in Figures (6, 7) . In order to study the effect of using GS-PID controller on the system performance, two controllers were used: C-PID controller and GS-PID controller. The C-PID controller has only one set of gains, while the SG-PID controller was enhanced with the gain scheduling tool in LabVIEW software. The readings were taken from the waveform graph on the front panel window of LabVIEW, recorded and analyzed. The gains were calculated by using Nicholas Ziegler frequency method. These gains are represented in Table (1) . These gains were loaded to controller and then tuned to get an optimal response. The two types of PID controller were experimentally tested under the same conditions. The outputs of the two controllers were computed by formulas shown in Tables (2, 3 
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. The responses of C-PID and GS-PID controllers are shown in Figures (8, 9) . C-PID controller took 92 seconds to reach the setpoint temperature; and the overshoot was 4.5 o C. The system reached steady-state after 45 seconds.
The response of GS-PID controller, compared with that of C-PID controller has been improved. The time to reach the setpoint temperature has been reduced to 81 seconds and the overshoot was 1 o C. The second test illustrates the response of the two controllers to sudden change in setpoint temperature. Figure ( 
CONCLUSIONS
Based on the experimental results and observations, the following conclusions can be done:
1. The feasibility of using LabVIEW-based SG-PID controller is demonstrated.
2. Gain scheduling makes the process variable reach the steady state faster, compared with conventional PID controller. 3. Gain scheduling makes the system more stable to sudden changes in the setpoint variable or process variable. 4. Gain scheduling reduces the dynamic and static errors in the system.
