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DOM	 Do	 inglês,	 Document	 Object	 Model,	 é	 uma	 convenção	 utilizada	 para	 a	 representação	 e	
interação	com	objetos	em	documentos	HTML,	XHTML	e	XML.	
HTTP	 Do	inglês,	Hypertext	Transfer	Protocol,	é	um	protocolo	de	comunicação	de	dados	da	web	

























em	 Engenharia	 Informática	 no	 Instituto	 Superior	 de	 Engenharia	 do	 Porto,	 ramo	 de	 Sistemas	
Gráficos	e	Multimédia.	Esta	unidade	curricular	faz	parte	do	percurso	académico	do	mestrado	e	é	
realizada	 anualmente	 no	 segundo	 ano	 do	 curso,	 tendo	 como	 principal	 objetivo	 a	 pesquisa	 e	
desenvolvimento	científico	sobre	um	tema	relacionado	com	a	área	de	estudo.	
1.2 Âmbito	de	Desenvolvimento	


















completo	de	 criação	de	um	motor	 de	 jogos	 2D	 chamado	 Scarlett	Game	Studio.	Nos	 seguintes	
capítulos,	irá	ser	apresentada	uma	abordagem	extensiva	sobre	o	desenvolvimento	deste	tipo	de	





De	 forma	 a	 suportar	 o	 crescimento	 tecnológico	 do	 âmbito	 envolvente,	 existe	 a	 necessidade	
crescente	 de	 uma	 documentação	 extensiva	 e	 atualizada	 sobre	 todo	 o	 processo	 empregue	 no	
planeamento	 e	 construção	 de	 um	 motor	 de	 criação	 de	 jogos.	 Grande	 parte	 da	 informação	









e	 pessoais.	 Com	 o	 objetivo	 de	 endereçar	mais	 facilmente	 os	 desenvolvedores,	 as	 tecnologias	






desenvolvimento	 que	 ou	 por	 falta	 de	 experimentação	 ou	 necessidade,	 não	 providenciam	




Como	 foi	 mencionado	 previamente,	 o	 processo	 de	 desenvolvimento	 de	 motores	 de	 jogos	 é	







































e	nesse	 sentido	a	existência	dos	motores	de	 jogos	é	 fundamental	na	 simplificação	do	mesmo.	
Tipicamente,	 um	motor	 de	 jogo	dispõe	 de	 várias	 funcionalidades	 abstratas	 que	permitem	aos	
desenvolvedores	 produzir	 com	 agilidade	 diferentes	 tipos	 de	 jogos.	 Porém,	 alguns	 podem	 ser	
orientados	 a	 um	 género	 em	particular,	 como	 por	 exemplo,	 tiro	 em	 primeira	 pessoa	 (também	
conhecido	como	First	Person	Shoter	em	inglês).	
Na	atualidade,	existem	vários	motores	de	 jogos	que	possuem	funcionalidades	e	especificações	
que	 os	 fazem	 distinguir	 dos	 demais.	 Um	 dos	 critérios	 mais	 relevantes	 é	 a	 dimensão	 espacial	









ser	 implementadas	 com	 base	 nas	 tendências	 e	 necessidades	 atuais.	 É	 compreensível	 que	 os	




Apesar	 de	 existir	 uma	 grande	 pluralidade	 de	 alternativas,	 existe	 tipicamente	 um	 conjunto	 de	
funcionalidades	 que	 está	 presente	 na	 maioria	 dos	 motores	 de	 jogos.	 Estas	 funcionalidades	
normalmente	 fazem	 parte	 do	 núcleo	 da	 arquitetura	 de	 um	 motor	 e	 são	 habituais	 aos	
desenvolvedores.	
2.1.1 Renderização	







realizado	 pelo	 motor	 de	 jogo	 (Eberly,	 2006).	 As	 bibliotecas	 disponibilizam	 uma	 interface	 de	
programação	 (API)	 que	 é	 utilizada	 na	 realização	 das	 operações	 relacionadas	 com	processo	 de	
renderização.	
Nota:	como	pode	ser	observado	nos	capítulos	seguintes,	a	biblioteca	de	renderização	utilizada	
neste	 desenvolvimento	 é	 o	WebGL,	 e	 nesse	 sentido	 a	 documentação	 apresentada	 irá	 incidir	
especialmente	sobre	essa	framework.	
Tipicamente	existe	uma	sequência	de	passos	necessários	para	a	renderização	de	objetos	a	qual	
chamamos	 de	 pipeline	 de	 renderização	 (o	 processo	 vai	 ser	 explicado	 com	maior	 detalhe	 em	


















contextos	 (Gregory,	 2009).	 Dependendo	 da	 plataforma	 onde	 o	 jogo	 é	 executado,	 alguns	














Felizmente	 para	 quem	 está	 a	 desenvolver	 um	 motor	 de	 jogo,	 não	 existe	 a	 necessidade	 de	
implementar	de	base	um	sistema	de	colisão	complexo.	Existem	várias	bibliotecas	disponíveis	tais	






Alguns	 motores	 de	 jogos	 não	 possuem	 uma	 interface	 de	 utilizador	 e	 toda	 a	 sua	 utilização	 é	
realizada	por	código	usando	a	API	fornecida.	Com	o	intuito	de	auxiliar	e	agilizar	o	desenvolvimento	
de	videojogos,	alguns	motores	de	jogos	fornecem	também	um	editor	que	permite	criar	de	forma	
visual	 os	 cenários	 de	 jogo.	 Além	 de	 facilitar	 algumas	 tarefas	 em	 geral,	 também	 permite	 que	
utilizadores	sem	conhecimento	de	programação	possam	contribuir	no	desenvolvimento	dos	jogos.	







Os	editores	de	motor	de	 jogo	 são	algumas	vezes	 confundidos	 com	editores	de	níveis.	 Embora	




























Apesar	 de	 não	 ser	muito	 comum,	 também	 existem	 formas	 de	 criar	 estes	 scripts	 usando	 uma	
interface	visual	(mais	concretamente	Visual	Scripting).	Este	último,	permite	que	utilizadores	que	









muito	 importante	pois	 tornar-se-ia	complicado	reiniciar	 todo	o	motor	de	 jogo	sempre	que	um	
script	fosse	editado.	
A	 tendência	 atual	 que	 existe	 sobre	 scripting	 recai	 principalmente	 sobre	 projetar	módulos	 que	
podem	ser	atribuídos	a	objetos	virtuais	no	jogo.	Estes	módulos	podem	ter	ou	não	propriedades	
que	 idealmente	 possam	 ser	modificadas	 no	 editor.	 Desta	 forma	 é	 possível	 criar	 cenários	 com	
comportamentos	 semelhantes	 que	 podem	 ser	 replicados	 em	 diferentes	 objetos	 sem	 grandes	
dificuldades.		
2.2 Soluções	relacionadas	
Na	 atualidade	 existem	 bastantes	 soluções	 disponíveis	 no	 que	 toca	 ao	 desenvolvimento	 de	
videojogos.	 Com	 o	 objetivo	 de	 identificar	 as	 principais	 características	 dos	 motores	 de	 jogos	





vantagens	 que	 possui	 é	 a	 sua	 comunidade	 crescente	 que	 tem	 dado	 suporte	 ao	 seu	
desenvolvimento	(Creighton,	2010).		














Uma	 vez	 que	 fornece	 um	 leque	 de	 opções	 elevado	 acaba	 por	 tornar	 o	 ambiente	 bastante	
complexo	e	a	documentação	vasta.	Seria	interessante	se	a	interface	de	utilizador	pudesse	“vestir”	
uma	 variante	 mais	 básica	 que	 incluísse	 apenas	 as	 funcionalidades	 essenciais.	 Desta	 forma	 o	
utilizador	poderia	ir	desbravando	pouco	a	pouco	todas	as	possibilidades	existentes.	


































funcionalidade	 é	 disponibilizada	 por	 uma	 API	 de	 programação.	 A	 biblioteca	 de	 renderização	














anos	 tem	 existido	 um	 envolvimento	 bastante	 interessante	 da	 comunidade	 que	 além	 de	
contribuírem	com	sugestões,	podem	contribuir	com	implementações	no	próprio	motor	pois	está	
disponível	em	código	aberto.		









e	 Linux	 (também	 é	 possível	 a	 exportação	 para	 Android,	mas	 com	 um	 custo	 associado	 a	 uma	
biblioteca	de	terceiros	necessária	para	a	execução	do	mesmo).		
Este	motor	 fornece	 um	 sistema	 de	 scripting	 inspirado	 ao	 que	 existe	 disponível	 no	Unity3D.	 É	
possível	programar	blocos	de	código	em	C#	que	podem	ser	então	associados	a	objetos	de	jogo.	
Tal	como	no	Unity3D,	as	propriedades	podem	ser	alteradas	no	editor	sem	existir	a	necessidade	de	




















































tipicamente	 é	definido	um	ponto	de	origem	 sobre	qual	 todas	 as	 operações	 realizadas	 vão	 ser	
aplicadas.	Por	exemplo,	ao	efetuar	a	rotação	sobre	um	objeto,	o	seu	resultado	é	sempre	sobre	a	




construções	 mais	 detalhadas,	 as	 câmaras	 (visão	 de	 jogo)	 também	 são	 mais	 complexas	 pois	
incluem	a	noção	de	profundidade.	






Um	 sistema	 de	 coordenadas	 com	 três	 dimensões	 pode	 ser	 apresentado	 sucintamente	 com	 o	
seguinte	formato:	
{O;	V,	A,	D}	












Os	 identificadores	v,	a	 e	d	 são	 escalares	 que	medem	 a	 relação	 do	movimento	 com	 a	 direção	











































𝒐 = 	𝒎 ∗ 𝒏	
Quando	uma	matriz	possui	o	mesmo	número	de	linhas	e	colunas	chamamos	de	matriz	quadrada	


















um	processo	 bastante	 intensivo	 e	 qualquer	 otimização	 aplicável	 é	 fundamental.	Outra	 grande	




















































Note-se	 que	 para	 adicionar	 a	 operação	 de	 rotação	 ou	 dimensão,	 outros	 vetores	 e	 respetivos	
valores	devem	ser	adicionados	aos	elementos	de	entrada.	
A	operação	de	rotação	por	definição	corresponde	ao	movimento	circular	de	um	objeto	sobre	um	







Em	 duas	 dimensões	 o	mais	 comum	é	 a	 utilização	 do	 plano	 XY	 que	 pode	 ser	 representado	 da	
seguinte	forma:	
Rotação	=	
𝒄𝒐𝒔 𝜽 − 𝒔𝒊𝒏 𝜽 𝟎
𝒔𝒊𝒏 𝜽 𝒄𝒐𝒔 𝜽 𝟎
𝟎 𝟎 𝟏
	



























Nesse	 sentido,	 se	 pretendermos	 triplicar	 o	 tamanho	 no	 eixo	 X	mantendo	 o	 valor	 original	 nos	
restantes	eixos,	ficaríamos	com	a	seguinte	operação:	













A	 rasterização	 é	 uma	 das	 técnicas	 mais	 comuns	 quando	 se	 pretende	 apresentar	 visualmente	
imagens	de	cenários	virtuais	em	tempo	de	execução.	Um	dos	objetivos	principais	envolvidos	no	
processo	 é	 solucionar	 o	 problema	 que	 existe	 em	 identificar	 os	 objetos	 que	 devem	 ser	
apresentados	com	base	na	câmara	de	visualização	aplicada.	









operar	 num	 resultado	 que	 vai	 ser	 apresentado	 em	 pixéis,	 as	 decisões	 de	 apresentação	 são	






























Planear	 a	 estrutura	 de	 um	 motor	 de	 jogo	 é	 uma	 tarefa	 bastante	 extensa,	 é	 preciso	 ter	 em	










• Capacidade	 de	 criar	 e	 gerir	 projetos	 de	 videojogos	 em	 duas	 dimensões	 (2D),	 usando	
funcionalidades	como:	scripting,	exportação	de	projetos,	editor	visual	de	mapas,	editor	
de	scripts.	


























Nos	 capítulos	 seguintes	 irá	 ser	 apresentada	 a	 documentação	 extensiva	 sobre	 cada	 um	 dos	
módulos	expostos	na	Figura	9.	
4.3 Requisitos	funcionais	
A	 seguinte	 lista	 apresenta	 os	 requisitos	 funcionais	 e	 contém	 as	 funcionalidades	 principais	 do	
editor	Scarlett	Game	Studio.	A	lista	foi	construída	não	só	com	base	sobre	o	que	existe	atualmente	




a	 ser	 executada,	 deverá	 ser	 criada	 automaticamente	 a	 estrutura	 do	 projeto	 na	 pasta	
selecionada.	
•	Guardar	projeto	
















































Esta	 funcionalidade	permite	 clonar	objetos	que	estejam	associados	ao	cenário	de	 jogo	






O	 Editor	 deverá	 fornecer	 uma	 ferramenta	 que	 permita	 efetuar	 operações	 de	









O	 Editor	 deverá	 fornecer	 um	 mecanismo	 que	 permita	 modificar	 o	 ambiente	 de	


















sem	 uma	 conexão	 ativa	 com	 a	 internet.	 Todos	 os	 dados	 e	 preferências	 devem	 ser	
guardados	localmente.	
4.4 Requisitos	não	funcionais	










O	 sistema	 deverá	 ser	 seguro,	 as	 operações	 consideradas	 não	 seguras	 deverão	 ser	
executadas	num	meio	contido	para	não	causar	problemas	críticos.	É	importante	que	não	
sejam	 perdidos	 dados	 durante	 a	 utilização.	 Devem	 ser	 utilizados	 testes	 ao	 longo	 do	
desenvolvimento	do	projeto	para	assegurar	a	fiabilidade	do	mesmo.	
•	Eficiência	































































































Descrição	 Esta	 ação	 permite	 remover	 um	 cenário	 de	 jogo	 associado	 ao	 projeto.	

















Descrição	 Esta	 ação	permite	 selecionar	um	ou	vários	objetos	de	 jogo	disponíveis	


















ao	 cenário	 selecionado.	 Deve	 ser	 utilizado	 um	 editor	 de	 propriedades	


























































Descrição	 Esta	 ação	 permite	 compilar	 os	 scripts	 adicionados	 ao	 jogo	 em	






























































































Descrição	 Esta	 ação	 permite	 aos	 utilizadores	 deslocar	 a	 câmara	 do	 editor	
possibilitando	a	navegação	pelo	cenário	de	jogo.	Para	a	execução	desta	































































menor	 redundância	 possível,	 as	 tecnologias	 escolhidas	 neste	 desenvolvimento	 são	
maioritariamente	compatíveis	com	ambientes	web.	
4.6.1 Lado	do	cliente	




navegadores	 de	 internet	 existentes,	 mas	 com	 a	 vantagem	 de	 serem	 executados	 nativamente	














Porém,	 não	 apenas	 por	 experiência	 pessoal,	 mas	 também	 por	 possuir	 uma	 comunidade	





Numa	 breve	 descrição,	 o	 AngularJS	 tem	 como	 principal	 objetivo	 estender	 as	 funcionalidades	
existentes	 em	 HTML	 dando	 a	 possibilidade	 de	 criar	 ambientes	 web	 dinâmicos.	 O	 HTML	 por	
natureza	é	uma	boa	escolha	para	a	apresentação	de	documentos	estáticos,	mas	não	foi	construído	
com	o	intuito	de	apresentar	conteúdo	dinâmico	(normalmente	utilizam-se	bibliotecas	de	terceiros	
tais	 como	 o	 jQuery	 no	 sentido	 de	 ultrapassar	 esta	 limitação).	 Além	 disso,	 utiliza	 o	 padrão	 de	
desenvolvimento	 MVC	 (Model-View-Controller)	 que	 permite	 isolar	 a	 lógica	 da	 aplicação	 da	







para	 gráficos	 3D/2D.	 As	 suas	 semelhanças	 com	OpenGL	 nativo	 são	 um	 grande	 beneficio	 pois	
poderá	facilitar	a	integração	futura	com	um	motor	de	renderização	de	mais	baixo	nível.	Existem	
algumas	bibliotecas	de	auxilio	ao	desenvolvimento	com	WebGL	(alguns	utilizadores	consideram	































Com	 o	 objetivo	 principal	 de	 armazenar	 as	 alterações	 realizadas	 no	 projeto	 ao	 longo	 do	 seu	
desenvolvimento,	 será	 utilizado	 o	Git,	 um	 sistema	 de	 controlo	 de	 versões.	 Em	 particular	 será	
utilizado	o	serviço	Bitbucket	pois	permite	a	criação	de	projetos	privados	e	a	definição	de	tarefas	e	
problemas	associados	ao	desenvolvimento.	













negócio	 da	 aplicação,	 é	 responsável	 pela	 renderização	 e	 atualização	 do	 conteúdo	 de	 jogo.	 É	
importante	relembrar	que	este	módulo	pode	ser	utilizado	individualmente	sem	o	auxilio	do	editor	
caso	 o	 utilizador	 assim	 prefira,	 sendo	 implicada	 a	 necessidade	 de	 uma	 API	 em	 Javascript	 que	
exponha	as	funcionalidades	implementadas.	
5.1 Preparação	
Este	módulo	está	dividido	em	múltiplos	 ficheiros	 Javascript	que	 contêm	o	modelo	de	dados	e	




module.exports = function(grunt) { 
 
    var sortDependencies = require("sort-dependencies"); 
    var copyToDirectory = "<path_to_export>"; 
 
    // Project configuration. 
    grunt.initConfig({ 
        pkg: grunt.file.readJSON('package.json'), 
        uglify: { 
            options: { 
                banner: '/*! <%= pkg.name %> <%= grunt.template.today("yyyy-mm-dd") %> */\n' 
            }, 
            build: { 
                src: 'build/<%= pkg.name %>.js', 
                dest: 'build/<%= pkg.name %>.min.js' 
            } 
        }, 
        concat: { 
            options: { 
                separator: ';' 
            }, 
            dist: { 
                src: [ 
                    'node_modules/matter-js/build/matter.js', 
                    sortDependencies.sortFiles("src/**/*.js")], 
                dest: 
                    'build/<%= pkg.name %>.js' 
            } 
        }, 
        copy: { 
            main: { 
                src: 'build/<%= pkg.name %>.js', 
                dest:  copyToDirectory + '<%= pkg.name %>.js' 
            } 
        }, 
        jshint: { 
            beforeconcat: ['src/**/*.js'] 
        }, 
        watch: { 
            scripts: { 
                files: ['src/**/*.js'], 
                tasks: ['dev-concat', 'copy-to'], 
                options: { 
                    interrupt: true 
                } 
            } 
        } 





    // Load the plugins here 
    grunt.loadNpmTasks('grunt-contrib-jshint'); 
    grunt.loadNpmTasks('grunt-contrib-uglify'); 
    grunt.loadNpmTasks('grunt-contrib-concat'); 
    grunt.loadNpmTasks('grunt-contrib-watch'); 
    grunt.loadNpmTasks('grunt-contrib-copy'); 
 
    // Default task(s). 
    grunt.registerTask('default', ['jshint', 'concat', 'uglify']); 
    grunt.registerTask('watcher', ['watch']); 
    grunt.registerTask('dist', ['uglify']); 
    grunt.registerTask('dev', ['concat', 'watch']); 
    grunt.registerTask('dev-concat', ['concat']); 










Como	previamente	mencionado,	 uma	das	principais	 funções	da	 framework	é	a	 capacidade	de	
executar	um	videojogo	sendo	responsável	pelo	seu	fluxo	durante	o	processo.	








tempo,	 normalmente	 são	 contabilizados	 o	 número	 de	 ciclos	 para	 apresentar	 ao	 utilizador	 a	
quantidade	de	quadros	apresentados	num	segundo	(conhecido	por	FPS	–	frames	per	second).	








Em	 Javascript,	 as	 fases	de	 atualizar	 e	 apresentar	 devem	 ser	 apenas	 executadas	quando	existe	
necessidade	para	tal.	Por	exemplo,	caso	o	utilizador	esteja	com	o	browser	minimizado	ou	numa	
outra	aba	pode	não	ser	preciso	a	sua	realização.	Afortunadamente,	podemos	requisitar	um	novo	








No	 final	 da	 execução	 da	 nossa	 função	 de	 apresentação,	 realizamos	 novamente	 o	 pedido	 de	
animação	com	o	objetivo	de	executar	continuadamente	o	processo:	
Game.prototype._onAnimationFrame = function (timestamp) { 
 
   // atualizar cenário: 
   this._gameScene.update(timestamp); 
    
   // apresentar cenário: 
   this._gameScene.draw(timestamp); 
 
   // requisitar quadro de animação: 
   requestAnimationFrame(this._onAnimationFrame.bind(this)); 
}; 
 
Game.prototype._init = function() { 
   // chamar a primeira vez com o timestamp a 0: 










mais	quadros	por	 segundo	do	que	outros.	Nesse	sentido	é	 importante	que	os	objetos	de	 jogo	
possuam	o	mesmo	comportamento	apesar	das	diferenças.	Não	é	desejado	que	um	objeto	de	jogo	












GameScene.prototype.update = function() { 











Dessa	 forma	 quando	 multiplicamos	 o	 valor	 de	 deslocamento	 por	 ‘delta’	 obtemos	 um	 valor	
normalizado	adequado	à	capacidade	de	processamento	do	dispositivo.	
GameScene.prototype.update = function(delta) { 







Game.prototype._onAnimationFrame = function (timestamp) { 
    // primeira execução? 
    if (this._totalElapsedTime === null) { 
        this._totalElapsedTime = timestamp; 
    } 
 
    // calcular valor de delta: 
    var delta = timestamp - this._totalElapsedTime;  
    this._totalElapsedTime = timestamp; 
 





















<canvas id="glcanvas" width="100%" height="100%”> 




Pode	 ser	 utilizado	 CSS	 (ou	 atribuição	 em	 linha	 diretamente	 no	 código	 HTML)	 para	 estilizar	 o	
elemento	‘canvas’	selecionado	podendo	aplicar	algumas	propriedades	como	posição	e	tamanho.	
Na	 função	de	 inicialização	 ‘initWebGL()’,	 que	é	 chamada	após	o	 carregamento	da	página	web,	
inicializamos	 o	 contexto	WebGL	 efetuando	 assim	 a	 primeira	 fase	 necessária	 para	 o	 uso	 desta	
biblioteca:	
function initWebGL() { 
   // Em primeira instancia vamos buscar o elemento canvas 
   var canvas = document.getElementById("glcanvas"); 
 
   // Alguns navegadores possuem identificadores diferentes para referenciar o WebGL, 
dessa 
   // forma utilizamos vários com o objetivo de atingir o maior número possível de casos. 
   var gl = canvas.getContext("webgl") || canvas.getContext("experimental-webgl"); 
 
   // WebGL inicializado com sucesso? 
   if (!gl) { 
      return; 
   } 
 
   // Definição da cor de fundo: 
   gl.clearColor(0.0, 0.0, 0.0, 1.0); 
 
   // Limpa o conteúdo já renderizado no canvas (caso exista) aplicando a cor de fundo 
   // definida em cima: 
   gl.clear(gl.COLOR_BUFFER_BIT); 
} 
	
A	 definição	 da	 resolução	de	 visualização	 (em	pixéis)	 pode	 ser	 alterada	 conforme	o	 necessário	
usando	a	função	‘viewport’	do	contexto	WebGL:		
















pipeline	 são	 os	 Shaders,	 que	 não	 são	 nada	 mais	 do	 que	 pequenas	 aplicações	 executadas	

























As	 variáveis	 do	 tipo	Attribute	 são	 valores	 aplicados	 individualmente	 a	 cada	 vértice	 fornecido.	
Note-se	que	este	apenas	pode	ser	utilizado	em	Vertex	Shaders.	
Depois	 de	 ler	 a	 afirmação	 anterior,	 surge	 certamente	 a	 questão	 sobre	 como	 passar	 valores	
individuais	a	cada	um	dos	vértices	ao	Fragment	Shader.	Para	resolver	esse	problema	são	utilizadas	






// vertex shader  
attribute vec2 position; 
 
uniform mat4 uMatrix; 
uniform mat4 uTransformMatrix; 
 
void main() { 
   gl_Position = uMatrix * uTransformMatrix * vec4(position, 0.0, 1.0); 
}   
 
// fragment shader 
void main() { 






dimensão,	 rotação)	 aos	 objetos	 que	 tencionamos	 apresentar.	 Como	 já	 foi	 explicado	
anteriormente	 neste	 documento,	 a	 escolha	 de	 matrizes	 neste	 tipo	 de	 operações	 deve-se	
principalmente	ao	facto	de	serem	eficientemente	calculadas	nos	dispositivos	que	as	executam	e	




representa	 a	 transformação	 da	 câmara	 no	 cenário	 (uMatrix)	 e	 a	 outra	 (uTransformMatrix)	 a	
transformação	do	objeto	que	estamos	a	apresentar.		
Por	 fim,	 existe	 a	 necessidade	 de	 saber	 como	 integrar	 e	 executar	 estes	 programas	 no	 código	
Javascript	da	 framework.	Como	foi	descrito	anteriormente,	os	Shaders	 são	programas	que	são	
executadas	 nas	 unidades	 de	 processamento	 gráfico.	 Resumidamente,	 para	 os	 executar,	
começamos	por	criar	uma	nova	 instancia	de	um	programa	ao	qual	associamos	os	Shaders	que	
desejamos	utilizar.	Depois	de	inicializado,	sempre	que	quisermos	utilizar	o	programa,	vinculamos	
a	 sua	 instancia	 ao	 contexto	WebGL.	 No	 anexo	 1	 está	 presente	 uma	 classe	 de	 auxilio	 criada	
especificamente	 para	 tratar	 destes	 assuntos	 associados	 ao	 WebGL	 onde	 poderá	 encontrar	
exemplos	da	sua	inicialização.		
































Observando	 a	 Figura	 11,	 conseguimos	 perceber	 que	 sempre	 que	 precisarmos	 de	 desenhar	 um	
objeto	 vão	 ser	 executadas	 as	 funções	 de	 apresentação	 do	 WebGL.	 Ou	 seja,	 caso	 quisermos	
mostrar	3	objetos	de	seguida,	todo	o	processo	apresentado	vai	ser	executado	três	vezes.	























Tal	 como	 o	 cenário,	 o	 objeto	 possui	 varias	 fases	 de	 processamento	 associadas.	 Por	 exemplo,	
quando	o	cenário	é	 iniciado,	 todos	os	objetos	pertencentes	 também	o	são,	ou	em	outro	caso,	
quando	o	cenário	é	atualizado	ou	apresentado.		





para	 todas	 os	 outros	 tipos	 de	 objetos	 existentes.	 É	 nesta	 classe	 que	 podem	 ser	









































A	 lógica	 aplicada	 nos	 exemplos	 demonstrados	 em	 cima	 aplica-se	 de	 forma	 similar	 a	 outros	
dispositivos	 de	 entrada	 como	 por	 exemplo	 um	 controlador	 (em	 inglês	 é	 comum	 chamar	 de	
Joystick).	
5.7 Componentes	
A	 utilização	 de	 componentes	 em	 motores	 de	 jogos	 é	 uma	 prática	 bastante	 comum.	 Na	 sua	
essência,	componentes	são	procedimentos	programáveis	que	podem	ser	atribuídos	a	objetos	de	
jogo	 com	 o	 objetivo	 de	 tornar	 o	 seu	 comportamento	 dinâmico.	 No	 Scarlett	 Game	 Studio,	 a	
implementação	 deste	 mecanismo	 está	 associada	 à	 construção	 de	 scripts	 que	 sucintamente	
descritos,	são	pedaços	de	código	que	os	utilizadores	podem	escrever	com	o	objetivo	de	definir	
comportamentos	específicos	em	componentes	criados.	
O	 fluxo	de	um	componente	é	bastante	 similar	ao	de	um	objeto	de	 jogo.	Quando	um	objeto	é	
inicializado,	todos	os	componentes	atribuídos	também	o	são.	O	mesmo	acontece	quando	existe	



















O	 sistema	de	 física	pode	 ser	 compreendido	 como	um	componente	 individual	que	 tal	 como	os	
objetos	é	atualizado	em	cada	quadro	de	processamento.	Para	 cada	 cenário	de	 jogo	existe	um	
mundo	virtual	com	configurações	típicas	de	um	universo	material	(por	ex.	gravidade).	Depois	de	
instanciado,	 podem	 ser	 adicionadas	 entidades	 ao	 mundo	 que	 interagem	 fisicamente	 entre	 si	
(colisões,	ligações...).	É	importante	notar	que	as	entidades	do	mundo	“físico”	podem	não	conter	
a	 totalidade	de	objetos	existentes	num	cenário.	 Inicialmente	os	objetos	de	 jogo	não	possuem	
















































Boundary.overlap = function (boundaryA, boundaryB) { 
    var normA = boundaryA.getNormals(); 
    var normB = boundaryB.getNormals(); 
 
    function getMinMax(boundary, norm) { 
        var probeA = boundary.topRight.dot(norm); 
        var probeB = boundary.bottomRight.dot(norm); 
        var probeC = boundary.bottomLeft.dot(norm); 
        var probeD = boundary.topLeft.dot(norm); 
 
        return { 
            max: Math.max(probeA, probeB, probeC, probeD), 
            min: Math.min(probeA, probeB, probeC, probeD) 
        } 
    } 
 
    var p1, p2, normNode, norm; 
    for (var i = 0; i < 4; i++) { 
        normNode = i >= 2 ? normB : normA; 
        norm = i % 2 == 0 ? normNode.bottom : normNode.right; 
        p1 = getMinMax(boundaryA, norm); 
        p2 = getMinMax(boundaryB, norm); 
 
        if (p1.max < p2.min || p2.max < p1.min) { 
            return false; 
        } 
    } 
 


















A	 base	 de	 dados	 foi	 implementada	 em	MySQL	 e	 guarda	 a	 informação	 sobre	 os	 utilizadores,	



































































































Fault	 Identifica	 possíveis	 erros	 que	 possam	 ter	









    <SOAP-ENV:Body> 
        <ns1:requestResponse 
xmlns:ns1="http://anlagehub.com/scarlett_ws/service.php?wsdl"> 
            <return xsi:type="xsd:string">{"result":{"code":5,"message":"Invalid 
parameters"}}</return> 
        </ns1:requestResponse> 
    </SOAP-ENV:Body> 
</SOAP-ENV:Envelope> 
6.2.2 Princípios	de	Implementação	




$server = new soap_server(); 
$server->configureWSDL("server", SERVICE_NAMESPACE); 
$server->soap_defencoding = 'UTF-8'; 
 
// example function: 
function request($request) { 
   // .. 
 







                  array("request" => "xsd:string"), // lista de parametros 





















A	 base	 de	 dados	 apresentada	 no	 subcapítulo	 6.1	 é	 operada	 diretamente	 pelo	 PHP	 usando	 a	















Toda	 a	 comunicação	 com	 o	 serviço	 é	 sob	 o	 protocolo	 HTTPS,	 sendo	 que	 todo	 o	 conteúdo	
transferido	é	encriptado	e	não	observável.	A	ligação	é	estabelecida	em	TLS	sendo	que	existe	um	



































O	 editor	 do	 Scarlett	 Game	 Studio	 é	 construído	 com	 a	 utilização	 de	 múltiplas	 tecnologias.	 A	
interface	 de	 utilizador	 foi	 desenvolvida	 usando	 tecnologias	 web	 (HTML,	 Javascript,	 CSS...)	
podendo	ser	executadas	em	qualquer	recipiente	apropriado	para	o	efeito	(por	ex.	Chromium).	Em	





Este	 recipiente	 encontra-se	 em	 código	 aberto	 e	 conta	 com	 uma	 elevada	 comunidade	 de	
contribuidores.	




como	 já	 foi	mencionado,	 este	 recipiente	utiliza	Node.JS	 o	 que	permite	executar	determinadas	
operações	nos	sistemas	dos	utilizadores.		
É	importante	notar	que	existem	dois	processos	principais	numa	aplicação	executada	pelo	Electron.	
Um	é	 o	 processo	 de	 apresentação	onde	o	 conteúdo	 é	mostrado	 ao	 utilizador	 (semelhante	 ao	
processo	disponível	quando	uma	página	é	executada	num	navegador	web)	e	existe	 também	o	













Os	 seguintes	blocos	de	 código	 apresentam	um	exemplo	de	 comunicação	 (usando	o	 canal	 IPC)	
entre	ambos	os	processos:	
// No processo principal: 
const {ipcMain} = require('electron'); 
ipcMain.on('asynchronous-message', (event, arg) => { 
   // ... 
}) 
 
// no processo de apresentação: 
const {ipcRenderer} = require('electron'); 
ipcRenderer.send('asynchronous-message', "hello world"); 
7.2 AngularJS	
Com	 o	 objetivo	 de	 tornar	 o	 desenvolvimento	 do	 editor	mais	 ágil	 e	 declarativo,	 foi	 utilizada	 a	




a	 lógica	 da	 aplicação	 da	 apresentação	 da	 interface	 de	 utilizador.	 O	HTML	 por	 si	 não	 fornece	
mecanismos	de	declaração	dinâmica	de	conteúdos.	Um	dos	pontos	mais	fortes	do	AngularJS	é	a	
possibilidade	 de	 estender	 o	 vocabulário	 existente	 no	 HTML	 tornando-o	 dinâmico	 e	 mais	
expressivo	 (Karpov	&	Netto,	2015).	Esta	 framework	pode	ser	 integrada	com	outras	bibliotecas	




conteúdo	 de	 apresentação	 é	 compilado	 pelo	 recipiente	 contendo	 os	 valores	 definidos	 no	
documento	automaticamente.	Desta	forma	não	é	necessário	atualizar	o	conteúdo	manualmente	






• Template	 –	 o	 template	 é	 a	 estrutura	HTML	 da	 aplicação	 ou	 fragmento.	 Construir	 um	
template	 é	 exatamente	 o	mesmo	que	 escrever	 uma	página	HTML	 exceto	 que	 contém	
sintaxe	adicional	permitindo	que	informação	seja	apresentada	do	modelo	de	dados.	De	
uma	 certa	 forma	 é	 um	 pouco	 semelhante	 a	 uma	 experiencia	 de	 desenvolvimento	 em	











Contém	 propriedades	 que	 guardam	 valores	 que	 depois	 podem	 ser	 apresentados	 no	
template.	Cada	controlador	possui	um	scope	distinto	que	possui	noção	hierárquica	sobre	














.controller("index", ["$scope", function ($scope) { 





passada	 por	 argumento,	 em	 AngularJS	 denominamos	 este	 mecanismo	 por	 injeção	 de	
dependências.		
As	 dependências	 tipicamente	 são	 serviços	 que	 em	 AngularJS	 podem	 ser	 descritos	 como	
componentes	que	permitem	extrair	a	lógica	da	aplicação	dos	controladores	com	o	objetivo	de	a	
encapsular	em	contentores	disponíveis	a	todos	os	constituintes	da	aplicação.		






app.factory("soapSvc", function ($q, config, logSvc) { 
   return { 
      invoke: function (action, data) { 
         var deferred = $q.defer(); 
         var param = {action: action, data: data}; 
         var soapParams = new SOAPClientParameters(); 
         soapParams.add("request", JSON.stringify(param)); 
         SOAPClient.invoke(config.API.ADDRESS, "request", soapParams, true, 
            function (response) { 
               if (typeof response !== "undefined" && response != false) { 
                  try { 
                     deferred.resolve(JSON.parse(response)); 
                  } catch (error) { 
                     logSvc.error("parse error (api call): " + error.message); 




                  } 
               } else { 
                  deferred.reject(response); 
               } 
            }); 
         return deferred.promise; 
      } 












• Hub	 –	 Onde	 são	 apresentados	 os	 últimos	 projetos	 carregados/desenvolvidos	 sendo	
possível	a	criação	de	novos.	
	






























O	 editor	 está	 dividido	 em	 diferentes	 seções	 implementadas	 exclusivamente	 para	 este	
desenvolvimento	ao	qual	denominamos	por	componentes	ou	ferramentas	de	edição.	A	dimensão	
e	posição	de	cada	componente	pode	ser	alterada	visualmente	(por	ex.	ao	arrastar	o	rato)	pelo	






cenário	 em	 edição.	 A	 sua	 implementação	 foi	 realizada	 em	 Javascript	 e	 está	 integrado	 com	
AngularJS.	 Na	 sua	 essência	 é	 uma	 árvore	 visual	 de	 elementos	 em	 que	 cada	 um	 pode	 possuir	
ramificações	com	subelementos.	
O	template	HTML	definido	para	cada	elemento	é	o	seguinte:		
<script type="text/ng-template" id="hierarchyNodeTemplate.html"> 
 
    <!-- header --> 
    <div ng-class="{'selected' : isSelected()}"> 
        <div cz-tree-node-header context-menu="itemContextMenuOptions"> 
        <span> 
            <i ng-if="node.nodes.length > 0" class="fa clickable" 
               ng-class="{'fa-angle-down' : !collapsed, 'fa-angle-right' : collapsed}" 
               ng-click="toggleCollapse()" aria-hidden="true"></i> 
            {{node.gameObject.name}} 
        </span> 
        </div> 
    </div> 
 
    <!-- subelementos --> 
    <div ng-class="{'hidden': collapsed}"> 
        <div ng-repeat="node in node.nodes" cz-tree-node uid="{{node.id}}" 
             attachment="{{node.gameObject.getUID()}}" ng-
include="'hierarchyNodeTemplate.html'"></div> 












































As	 propriedades	 que	 possuem	 valores	 diferentes	 no	 editor	 podem	 ser	 na	mesma	 editadas,	 e	
quando	 isso	 acontece	 todos	 os	 objetos	 da	 seleção	 ficam	 com	 o	mesmo	 valor.	 Desta	 forma	 é	
possível	aplicar	um	valor	desejado	a	vários	objetos	de	jogo	simultaneamente	numa	só	operação.	
Este	componente	é	atualizado	sempre	que	é	realizada	a	operação	de	seleção	de	objetos	no	editor.	
A	 operação	 de	 seleção	 pode	 ser	 realizada	 de	 diferentes	 formas	 incluindo	 o	 componente	 de	
hierarquia	do	cenário.	Sempre	que	a	operação	é	 realizada,	é	 lançado	um	evento	global	 com	a	
notificação	do	mesmo	e	este	editor	é	um	dos	recetores	à	escuta	de	tal	ocorrência.	
Com	 o	 objetivo	 de	 possuir	 um	 maior	 controlo	 sobre	 o	 que	 é	 efetivamente	 apresentado	 nas	
propriedades	 dos	 objetos,	 foi	 implementada	 a	 lógica	 de	 identificar	 as	 suas	 características.	
Originalmente	o	componente	apresentava	todas	as	propriedades	existentes	num	objeto,	sendo	





O	 seguinte	 bloco	 de	 código	 apresenta	 um	 exemplo	 da	 utilização	 do	 dicionário	 de	 regras	 de	
propriedades	existente	no	Scarlett	Game	Studio:	
AttributeDictionary.inherit("sprite", "gameobject"); 
AttributeDictionary.addRule("sprite", "_textureSrc", {displayName: "Image Src", editor: 
"filepath"}); 
AttributeDictionary.addRule("sprite", "_tint", {displayName: "Tint"}); 







































O	 processo	 de	 avaliação	 existente	 no	 Scarlett	 Game	 Studio	 pode	 ser	 dividido	 em	 diferentes	










Mais	 detalhadamente,	 o	 Jasmine	 é	 uma	 framework	 que	 permite	 a	 execução	 de	 testes	 em	




describe("User logout", function() { 
    it("should logout", function() { 
        expect(userSvc.logout()).toBe(true); 



































Descrição	 Esta	 ação	 valida	 a	 operação	 de	 login	 com	 dados	 de	 utilizador	
inválidos.	



























Associado	 ao	 desenvolvimento	 do	 Scarlett	 Game	 Studio	 pretende-se	 que	 haja	 uma	 linha	 de	
contacto	aberta	com	os	utilizadores	da	aplicação.	Existem	vários	mecanismos	preparados	para	
que	seja	possível	aos	utilizadores	fornecerem	feedback	sobre	a	sua	experiencia	de	utilização:	











Com	 o	 objetivo	 de	 causar	 um	 bom	 impacto	 inicial,	 está	 planeado	 em	 primeira	 instância	 o	
lançamento	da	aplicação	a	uma	seleção	 reduzida	de	utilizadores.	Esta	 fase	 tem	como	objetivo	
detetar	 possíveis	 problemas	 existentes	 na	 aplicação	 antes	 de	 ser	 lançada	 publicamente.	 Além	
disso	é	uma	ótima	oportunidade	para	perceber	as	preferências	dos	utilizadores	e	também	o	grau	
de	satisfação	sobre	as	funcionalidades	presentes	(vai	ser	fornecido	um	questionário	a	todos	os	
















































algumas	 tarefas	 para	 desenvolvimento	 futuro.	 Durante	 o	 processo	 de	 implementação	 foram	
aprendidas	 diferentes	 técnicas	 e	 tecnologias	 que	 por	 fim	 foram	 elevadas	 ao	 âmbito	 proposto	






























































































 * WebGL Utils class 
 * 
 */ 
function WebGLUtils() { 
    // private fields 




 * Compiles a shader 
 * @param gl 
 * @param shaderSource 
 * @param shaderType 
 */ 
WebGLUtils.prototype._compileShader = function(gl, shaderSource, shaderType) { 
    // Create the shader object 
    var shader = gl.createShader(shaderType); 
 
    // Load the shader source 
    gl.shaderSource(shader, shaderSource); 
 
    // Compile the shader 
    gl.compileShader(shader); 
 
    // Check the compile status 
    var compiled = gl.getShaderParameter(shader, gl.COMPILE_STATUS); 
    if (!compiled) { 
        // Something went wrong during compilation; get the error 
        var lastError = gl.getShaderInfoLog(shader); 
 
        this._logger.error("Error compiling shader '" + shader + "':" + lastError); 
 
        gl.deleteShader(shader); 
 
        return null; 
    } 
 




 * Creates a program from 2 shaders. 
 * @param gl 
 * @param vertexShader 
 * @param fragmentShader 
 * @returns {WebGLProgram} 
 */ 
WebGLUtils.prototype.createProgram = function (gl, vertexShader, fragmentShader) { 
    // create a program. 
    var program = gl.createProgram(); 
 
    // attach the shaders. 
    gl.attachShader(program, vertexShader); 
    gl.attachShader(program, fragmentShader); 
 
    // link the program. 
    gl.linkProgram(program); 
 
    // Check if it linked. 
    var success = gl.getProgramParameter(program, gl.LINK_STATUS); 
    if (!success) { 
        // something went wrong with the link 
        this._logger.error("Program filed to link:" + gl.getProgramInfoLog(program)); 
    } 
 







 * Creates a shader from the script string 
 * @param gl 
 * @param script 
 * @param shaderType 
 * @returns {null} 
 */ 
WebGLUtils.prototype.createShader = function (gl, script, shaderType) { 
    // If we didn't pass in a type, use the 'type' from 
    // the script tag. 
    var glShaderType; 
    if (shaderType === "vertex") { 
        glShaderType = gl.VERTEX_SHADER; 
    } else if (shaderType === "fragment") { 
        glShaderType = gl.FRAGMENT_SHADER; 
    } else if (!shaderType) { 
        this._logger.warn("Shader type not set, discarding.."); 
        return null; 
    } 
 




 * Creates a shader from the content of a script tag 
 * @param gl 
 * @param scriptId 
 * @param shaderType 
 */ 
WebGLUtils.prototype.createShaderFromScript = function (gl, scriptId, shaderType) { 
    // look up the script tag by id. 
    var shaderScriptElem = document.getElementById(scriptId); 
    if (!shaderScriptElem) { 
        this._logger.warn("Unknown script target element, discarding.."); 
        return null; 
    } 
 
    // extract the contents of the script tag. 




 * Creates a program based on both vertex and fragment given scripts 
 * @param gl 
 * @param vertexScript 
 * @param fragmentScript 
 */ 
WebGLUtils.prototype.createProgramFromScripts = function(gl, vertexScript, 
fragmentScript) { 
    var vshader = this.createShader(gl, vertexScript, "vertex"); 
    var fshader = this.createShader(gl, fragmentScript, "fragment"); 
 
    if(isObjectAssigned(vshader) && isObjectAssigned(fshader)) { 
        return this.createProgram(gl, vshader, fshader); 
    } else { 
        this._logger.warn("Could not create program because scripts could not be 
compiled, discarding.."); 
    } 
 
    // clean up shaders 
    gl.deleteShader(vshader); 
    gl.deleteShader(fshader); 
 




 * Creates a program based on both vertex and fragment given elements 
 * @param gl 
 * @param vertexScriptId 
 * @param fragmentScriptId 
 */ 





    var vshader = this.createShaderFromScript(gl, vertexScriptId, "vertex"); 
    var fshader = this.createShaderFromScript(gl, fragmentScriptId, "fragment"); 
 
    if(isObjectAssigned(vshader) && isObjectAssigned(fshader)) { 
        return this.createProgram(gl, vshader, fshader); 
    } else { 
        this._logger.warn("Could not create program because scripts could not be 
compiled, discarding.."); 
    } 
 
    // clean up shaders 
    gl.deleteShader(vshader); 
    gl.deleteShader(fshader); 
 








 * PrimitiveShader class 
 * @depends shader.js 
 */ 
function PrimitiveShader() { 
    Shader.call(this, 
        // inline-vertex shader: 
        [ 
            'attribute vec2 aVertexPosition;', 
 
            'uniform mat4 uMatrix;', 
            'uniform mat4 uTransform;', 
            'uniform float uPointSize;', 
 
            'void main(void) {', 
            '   gl_PointSize = uPointSize;', 
            '   gl_Position = uMatrix * uTransform * vec4(aVertexPosition, 0.0, 1.0);', 
            '}' 
        ].join('\n'), 
        // inline-fragment shader 
        [ 
            'precision mediump float;', 
 
            'uniform vec4 uColor;', 
 
            'void main(void) {', 
            '   gl_FragColor = uColor;', 
            '}' 
        ].join('\n'), 
        // uniforms: 
        { 
            uMatrix: {type: 'mat4', value: mat4.create()}, 
            uTransform: {type: 'mat4', value: mat4.create()}, 
            uColor: [0.0, 0.0, 0.0, 1.0], 
            uPointSize: 2 
        }, 
        // attributes: 
        { 
            aVertexPosition: 0 






 * TextureShader class 
 * @depends shader.js 
 */ 
function TextureShader() { 
    Shader.call(this, 
        // inline-vertex shader: 
        [ 
            'precision mediump float;', 
 
            'attribute vec2 aVertexPosition;', 
            'attribute vec2 aTextureCoord;', 
 
            'uniform mat4 uMatrix;', 
            'uniform mat4 uTransform;', 
 
            'varying vec2 vTextureCoord;', 
 
            'void main(void){', 
            '   gl_Position = uMatrix * uTransform * vec4(aVertexPosition, 0.0, 1.0);', 
            '   vTextureCoord = aTextureCoord;', 
            '}' 




        // inline-fragment shader 
        [ 
            'precision mediump float;', 
 
            'varying vec2 vTextureCoord;', 
            'varying vec4 vColor;', 
 
            'uniform sampler2D uSampler;', 
            'uniform vec4 uColor;', 
 
            'void main(void){', 
            '   gl_FragColor = texture2D(uSampler, vTextureCoord) * uColor;', 
            '}' 
        ].join('\n'), 
        // uniforms: 
        { 
            uSampler: {type: 'tex', value: 0}, 
            uMatrix: {type: 'mat4', value: mat4.create()}, 
            uTransform: {type: 'mat4', value: mat4.create()}, 
            uColor: [1.0, 1.0, 1.0, 1.0] 
        }, 
        // attributes: 
        { 
            aVertexPosition:    0, 
            aTextureCoord:      0 











class MySQLConnector { 
  private $db_conn = null; 
  private $initialized = false; 
  private $db_servername = ""; 
  private $db_username = ""; 
  private $db_password = ""; 
  private $db_name = ""; 
 
  private function initialize() { 
    $this->db_servername = DB_SERVERNAME; 
    $this->db_username = DB_USERNAME; 
    $this->db_password = DB_PASSWORD; 
    $this->db_name = DB_NAME; 
 
    $this->initialized = true; 
  } 
 
  public function inserted_id() { 
    return mysqli_insert_id($this->db_conn); 
  } 
 
  public function open_db() { 
    if($this->initialized == false) { 
      $this->initialize(); 
    } 
 
    $this->db_conn = new mysqli($this->db_servername, $this->db_username, $this-
>db_password); 
 
    // check connection : 
    if($this->db_conn->connect_error) { 
      error_log(mysqli_connect_error()); 
      return false; 
    } 
 
    mysqli_set_charset($this->db_conn, "utf8"); 
 
    if(!mysqli_select_db($this->db_conn, $this->db_name)) { 
      error_log("could not select database (DB_NAME): " . mysqli_error($this->db_conn)); 
      return false; 
    } 
 
    return true; 
  } 
 
  public function select_db($target_db_name) { 
    if(!mysqli_select_db($this->db_conn, $target_db_name)) { 
      error_log("could not select database (DB_NAME): " . mysqli_error($this->db_conn)); 
      return false; 
    } 
 
    return true; 
  } 
 
  public function close_db() { 
    if($this->db_conn != null && !$this->db_conn->connect_errno)  { 
      $this->db_conn->close(); 
      $this->db_conn = null; 
 
      return true; 
    } 
 
    return false; 
  } 
 
  public function escape_string($value) { 
    return trim(mysqli_real_escape_string($this->db_conn, $value)); 





  public function execute_nonquery($sql) { 
    if ($this->db_conn->query($sql) === TRUE) { 
      return true; 
    } else { 
      $error = mysqli_error($this->db_conn); 
      error_log("Error in: $sql \nError Message: $error"); 
      return false; 
    } 
  } 
 
  public function execute_query($sql) { 
    return $this->db_conn->query($sql); 
  } 
 
  public function get_error() { 
    return mysqli_errno($this->db_conn) . "_:_" . mysqli_error($this->db_conn); 
  } 
} 
 
?> 
	
	
	
	
