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1. Introducció 
1.1. Context del problema 
Donat un projecte d’un sistema d’informació, aquest no arribarà a bon port a menys que tot 
l’equip de desenvolupadors (dissenyadors, programadors, etc) tingui una visió clara i 
inambigua sobre quina és la informació que ha de manegar el sistema i de quines operacions 
ha de disposar el sistema per manipular les dades. Aquest fet és recull en l’anomenat principi 
de necessitat: “Per desenvolupar un sistema d’informació és necessari definir el seu esquema 
conceptual” (Olivé, Conceptual Modelling of Information Systems, 2007). 
Un esquema conceptual és, precisament, un esquema que mostra les dades que s’han 
d’emmagatzemar i les operacions disponibles per manipular-les. Aquest esquema es particiona 
en dos subesquemes: 
 Esquema estructural: on es representen les dades, conjuntament amb les seves 
relacions i restriccions. 
 Esquema de comportament: on es representen les operacions del sistema. 
Actualment, els esquemes conceptuals s’especifiquen mitjançant el llenguatge UML (Unified 
Modeling Language). No obstant, aquest llenguatge no és suficient per resoldre tots els detalls 
d’un esquema (com per exemple certes restriccions d’integritat de les dades), pel qual és 
necessari recolzar-se en un altre llenguatge. Si bé es pot fer ús del llenguatge natural, aquest 
presenta l’inconvenient de ser ambigu, pel que és millor fer ús d’un llenguatge formal 
compatible amb l’UML, com és precisament l’OCL (Object Constraint Language). 
A la Figura 1 - Esquema estructural d'una petita empresa, es mostra un exemple d’un esquema 
estructural per un sistema d’informació de treballadors d’una petita empresa. El llenguatge 
utilitzat és, pel diagrama de classes, l’UML, i per les restriccions d’integritat, l’OCL. En aquest 
sistema, l’empresa consta de departaments, dels quals se’n sap el nom. Tot departament té 
almenys 1 empleat que hi treballa; i 1 únic  empleat que el dirigeix. Dels empleats, se’n sap 
nom i sou. Tot empleat treballa en 1 únic departament i és director de com a molt 1 
departament. Se sap, a més a més, que no hi ha 2 empleats amb el mateix nom ni 2 
departaments amb el mateix nom; que tot director d’un departament treballa en el propi 
departament i que el sou d’un empleat d’un departament no pot ser superior al del director 
del mateix departament. 
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Figura 1 - Esquema estructural d'una petita empresa 
A la Figura 2 - Esquema de comportament, es mostra un exemple d’esquema de 
comportament pel mateix sistema d’informació. En aquest s’estableix l’existència de dues 
operacions: crearDepartament amb un determinat nom i contractarEmpleat amb un 
determinat nom, sou i lloc de treball: 
Op: crearDepartament(n: String) 
post: d.oclIsNew() and d.oclIsTypeOf(Departament) and d.nom = n 
Op: contractarEmpleat(n: String, s: Integer, d: Departament) 
post: e.oclIsNew() and e.oclIsTypeOf(Empleat) and e.nom = n and e.sou = s and 
e.llocDeTreball = d 
Figura 2 - Esquema de comportament 
Prengui’s ara una de les metodologies imperants pel desenvolupament del software: el Model-
Driven Developement. En el MDD es considera que l’artefacte principal d’un projecte software 
són els seus models. Si el model és erroni, tot el que d’ell depèn potencialment estarà 
malament, pel que un error en l’esquema conceptual es propagarà en errors en el disseny i 
implementació del sistema. Aquests errors tindran a la vegada un cost de reparació tant en 
termes de temps com de diners, i aquest cost serà més gran com més es tardi en localitzar-los. 
Per tant,a fi d’evitar el malbaratament de recursos, queda palesa la importància de garantir 
que un esquema conceptual és correcte en el mateix moment en què s’ha acabat de modelar. 
La correcció d’un esquema conceptual però, s’entén a partir de dues vessants: la verificació i la 
validació.  
La verificació es correspon a garantir que l’esquema conceptual està lliure de redundàncies i 
contradiccions. Es diu que la verificació respon a la pregunta: “és correcte aquest esquema?”. 
La validació es correspon a garantir que l’esquema satisfà les necessitats de l’usuari. En aquest 
cas, la validació respon a la pregunta: “aquest esquema és el correcte?” Observi’s que un 
esquema pot estar lliure de redundàncies i contradiccions però no satisfer les necessitats de 
l’usuari de la mateixa manera que un software pot no satisfer l’usuari malgrat estar lliure de 
bugs. 
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1.2. Context de la solució 
Per abordar el problema, eines actuals com (Cadoli & Calvanese, 2007), (Leuschel & Butler, 
2008) i (Cabot & Clarisó, 2008) analitzen quines instanciacions de l’esquema admet l’esquema 
estructural. 
Una instanciació d’un esquema és la representació de la realitat a través de les entitats de 
l’esquema. Per exemple, seguint l’esquema conceptual anterior, si a la realitat existeixen un 
parell d’empleats (Antoni i Marta) que treballen en el departament d’Investigació cobrant 
1000€ cadascú; la instanciació de l’esquema que representa aquesta realitat és: 
{Empleat(oid1, ‘Antoni’,1000), Empleat(oid2,’Marta’,1000), Departament(oid3,’Investigació’), 
TreballaA(oid1,oid3), Treballa(oid2,oid3)} 
No totes les instanciacions són admeses. Només s’admeten aquelles que compleixen totes les 
restriccions de l’esquema. Per exemple, la instanciació anterior no s’admet atès que a 
l’esquema conceptual s’ha definit que tot departament ha de tenir 1 i només 1 director, i en 
aquesta instanciació el Departament d’Investigació no consta de director. 
Clarament, si un esquema conceptual no admet cap instanciació, l’esquema és incorrecte 
perquè no permet representar cap realitat. La propietat d’un esquema d’admetre almenys una 
instanciació s’anomena satisfactibilitat de l’esquema. 
Per altra banda, fixada una entitat, si un esquema conceptual no admet cap instanciació de 
l’esquema que faci ús d’aquella entitat, aquella entitat és inservible. La propietat d’una entitat 
de ser usada en almenys una instanciació vàlida s’anomena liveliness de l’entitat. Per exemple, 
en l’anterior esquema es podria analitzar si Empleat és lively. 
Finalment, fixada una restricció textual, si el conjunt d’instanciacions admeses per l’esquema 
és el mateix amb aquesta restricció i sense aquesta, la restricció és inservible. La propietat 
d’una restricció d’impedir almenys 1 instanciació de l’esquema s’anomena no-redundància de 
la restricció. Per exemple, a l’anterior esquema es podria analitzar si la restricció SouMàxim és 
redundant. 
Dit això, perquè un esquema sigui correcte s’ha de complir que: 
 L’esquema ha de ser satisfactible 
 Totes les seves entitats han de ser lively 
 Totes les seves restriccions textuals han de ser no-redundants. 
Aquestes condicions són necessàries però no suficients. 
L’esquema estructural de l’exemple compleix totes les propietats anteriors. A la Figura 3 – 
Resultats de l’anàlisi de les diferents propietats es mostra una instanciació que prova cada 
propietat. 
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Propietat Instanciació  
L’esquema és 
satisfactible 
Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1) 
Departament és 
lively 
Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1) 
Empleat és lively Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1) 
Dirigeix és lively Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1) 
TreballaA és 
lively 
Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1) 
ClauEmpleat no 
és redundant 
Departament(oid1,’ESSI’), Empleat(oid2, ‘Pere’,1000),  
Empleat(oid3, ‘Pere’,1000), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1),TreballaA(oid3,oid1) 
ClauDept no és 
redundant 
Departament(oid1,’ESSI’), Departament(oid3,’ESSI’),  
Empleat(oid2, ‘Pere’,1000), Empleat(oid4, ‘Marta’,1000), 
Dirigeix(oid2,oid1), Dirigeix(oid4,oid3), 
TreballaA(oid2,oid1), TreballaA(oid4,oid3) 
DirectorTreballa 
no és redundant 
Departament(oid1,’ESSI’), Departament(oid3,’AC’),  
Empleat(oid2, ‘Pere’,1000), Empleat(oid4, ‘Marta’,1000), 
Dirigeix(oid2,oid1), Dirigeix(oid4,oid3), 
TreballaA(oid2,oid3), TreballaA(oid4,oid1) 
SouMàxim no és 
redundant 
Departament(oid1,’ESSI’),  
Empleat(oid2, ‘Pere’,1000), Empleat(oid3, ‘Marta’,1500), 
Dirigeix(oid2,oid1), TreballaA(oid2,oid1), TreballaA(oid3,oid1) 
Figura 3 – Resultats de l’anàlisi de les diferents propietats 
No obstant, quan es pren l’esquema estructural amb les operacions, els anteriors resultats 
canvien: 
 L’esquema NO és satisfactible 
 CAP de les seves entitats és lively 
 Totes les seves restriccions textuals són redundants 
Una instanciació de l’esquema sols es pot assolir si l’esquema conceptual disposa de les 
operacions que la permeten construir. A la vegada, una operació només es pot aplicar si abans 
es compleix la seva precondició i només té efecte si, després d’executar-se, compleix totes les 
restriccions de l’esquema. 
Fent un cop d’ull a l’esquema de comportament, s’observa que l’única forma d’instanciar un 
Departament és mitjançant l’operació crearDepartament. Ara bé, l’operació crearDepartament 
no es pot executar ja que no es pot crear un Departament sense assignar-li 1 director i almenys 
1 treballador d’acord amb les restriccions de cardinalitat mínima de la part estructural. 
No podent instanciar un Departament, tampoc es poden instanciar les associacions que 
l’utilitzen en els extrems: TreballaA i Dirigeix. 
Per acabar, tot empleat requereix estar associat amb un Departament a través de l’associació 
TreballaA. Com que l’associació TreballaA no es pot instanciar, tampoc es pot instanciar cap 
Empleat. 
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Queda provat llavors que cap entitat és lively. Per tant, l’esquema no és satisfactible i llavors, 
cap de les restriccions no permeten evitar cap instanciació de l’esquema, pel que esdevenen 
redundants. 
Cap de les anteriors eines citades no tenen present l’esquema de comportament, pel que no 
s’adonen que les instanciacions amb què es poden justificar les propietats de l’esquema no són 
assolibles amb el comportament de les operacions. 
La finalitat del present projecte rau en la implementació d’una eina que sigui capaç d’analitzar 
la correcció de l’esquema conceptual considerant l’esquema de comportament. És a dir, 
només es tindrà present per l’anàlisi aquelles instanciacions de l’esquema que poden ser 
construïdes amb les operacions. 
L’anàlisi es dividirà en dues parts de la mateixa manera com la literatura divideix el problema: 
verificació i validació. 
La verificació (localització de redundàncies i contradiccions), serà un procediment automàtic. 
En aquest, es provaran les propietats vistes anteriorment com la no-redundància de 
restriccions juntament amb d’altres com l’executabilitat d’operacions. Seguint l’exemple 
anterior, la verificació detectaria que l’operació crearDepartament no es pot executar. 
La validació (satisfà l’esquema les necessitats de l’usuari?) tindrà una part automàtica i una 
part manual. En la part automàtica, es validaran certes propietats com per exemple, si totes les 
entitats disposen d’una operació d’esborrat. En la part manual, es permetrà a l’usuari definir 
una instanciació de l’esquema i l’eina respondrà si aquesta instanciació es pot assolir amb les 
operacions de l’esquema sense violar cap restricció. Per exemple, amb la validació manual, 
l’usuari podria veure que la instanciació definida al principi d’un Departament sense assignar-li 
un director és incorrecte. En qualsevol cas, el resultat de la validació requereix ser interpretat 
per l’usuari, en tant com ell i només ell sap si els resultats es corresponen amb les seves 
necessitats. 
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1.3. Visió general del projecte 
1.3.1. L’eina en 3 passos 
Un usuari ha de poder carregar un esquema a l’eina. Un cop carregat, ha de poder provar les 
propietats de verificació i validació que admet el sistema. Per cada propietat que es satisfà, el 
sistema ha de mostrar la instanciació corresponent. 
Tot això es mostra a la Figura 4 - Visió general de l'eina en 3 passos 
 
Figura 4 - Visió general de l'eina en 3 passos 
A partir d’aquí, l’usuari analitzaria els resultats i decidiria com canviar l’esquema si així ho 
troba convenient. 
1.3.2. Les propietats a analitzar 
Les propietats que l’usuari podrà provar s’expliciten a la Figura 5 - Propietats de verificació i 
validació. Totes elles s’han extret de la tesi (Queralt, 2009). Més endavant, a l’apartat d’Anàlisi 
de requisits, es comenta el significat exacte de cada propietat. 
Propietats de verificació Propietats de validació 
Liveliness de classes i associacions Reflexivitat d’associacions 
Redundància de restriccions textuals Inclusió d’associacions 
Cardinalitat mínima assolible Exclusió d’associacions 
Cardinalitat màxima assolible Assoliment d’estat (validació manual) 
Jerarquia incomplete assolible  
Jerarquia overlapping assolible  
Redundància de precondicions  
Aplicabilitat d’operacions  
Executabilitat d’operacions  
Figura 5 - Propietats de verificació i validació 
1.3.3. Esquema de la solució 
Raonar si una propietat es satisfà o no en un esquema conceptual no és un problema senzill. 
En concret, s’ha de parar atenció en assegurar la completesa del raonament. És a dir, s’ha de 
poder assegurar que si la instanciació que prova una propietat existeix, el mètode de 
raonament localitzarà la instanciació. 
Això ens pot dur a una primera solució basada en la comprovació exhaustiva de totes les 
possibles instanciacions; però una solució així podria ser extraordinàriament ineficient. 
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A partir d’aquí, una bona alternativa seria reduir el problema d’aquest raonament a un altre 
problema més conegut i treballat. 
En aquest PFC, s’ha optat per reduir el problema de raonar la satisfactibilitat d’una propietat 
d’un esquema conceptual a un problema de satisfactibilitat de lògica de primer ordre. 
L’objectiu és, llavors, trobar la forma de traduir un esquema conceptual a un esquema lògic, i 
una propietat de l’esquema a un objectiu de lògica de primer ordre. Així, utilitzant un raonador 
de lògica complet es garanteix la completesa del raonament. Aquest procés s’il·lustra a la 
Figura 6 - Visió general del funcionament de l'eina. 
 
Figura 6 - Visió general del funcionament de l'eina 
El punt de partida per fer la traducció a lògica és la tesi doctoral “Validation of UML conceptual 
schemas with OCL Constraints and Operations“ (Queralt, 2009) on s’exposa una forma per 
reduir el problema del raonament en esquemes estructurals a problemes de lògica de primer 
ordre i s’explora com es podria ampliar aquest mètode per raonar considerant les operacions 
de l’esquema. 
El punt de partida per la implementació del projecte és AuRUS. AuRUS és una eina per la 
verificació i validació d’esquemes estructurals basada en el raonament en esquemes 
estructurals proposat a (Queralt, 2009). 
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1.4. Objectius del projecte 
El principal objectiu del projecte és construir una eina que raoni sobre esquemes conceptuals a 
través de la traducció a lògica de l’esquema i l’ús d’un raonador de lògica. 
Tal com s’ha dit, el treball parteix de la tesi (Queralt, 2009) i la implementació del raonament 
de la part estructural en l’eina AuRUS. 
La primera tasca és llavors estudiar la tesi i reformular els punts de la traducció que es trobin 
convenients. En concret, els punts més difícils de la traducció són les jerarquies i les 
operacions. Les altres parts, com són per exemple la forma de traducció d’expressions OCL, ja 
han estat testejades amb l’anterior eina AuRUS. 
Per tant, el primer objectiu del PFC cau en l’àmbit de la recerca: 
Reformular la traducció de les jerarquies i operacions. 
Un cop aclarit aquest punt, el segon objectiu del PFC cau en l’àmbit del disseny i 
implementació: 
Dissenyar una nova eina basada en AuRUS per tal que tradueixi l’esquema conceptual amb 
comportament i les seves comprovacions a tests de lògica de primer ordre, amb els que 
pugui analitzar mitjançant un raonador de lògica a integrar. 
Finalment, l’últim objectiu del projecte ha aparegut amb els primers casos d’estudi realitzats i 
la integració del raonador de lògica. S’ha observat que el raonador patia un problema 
d’eficiència temporal amb els esquemes fruïts de la traducció. Aquest problema ha 
desencadenat l’objectiu: 
Modificar el raonador de lògica per millorar-ne l’eficiència davant dels esquemes de lògica 
fruïts de la traducció 
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1.5. Motivació 
Aquest Projecte de Final de Carrera s’emmarca en el context del treball realitzat al grup de 
recerca MPI del departament d’ESSI per tal de garantir la qualitat d’esquemes conceptuals 
especificats en els llenguatges UML i OCL. 
Tal com s’ha esmentat, una eina que resolgui la validació i verificació amb comportament 
podria ser d’especial utilitat en el desenvolupament del software. En concret, permetria la 
detecció precoç dels errors conceptuals abans d’arribar a les fases posteriors del 
desenvolupament, permetent estalviar els recursos que, d’altra manera, es consumirien en la 
seva reparació. Si bé existeixen eines amb un objectiu similar, cap d’elles no té en compte 
l’esquema de comportament, i tal com s’ha vist, un error en una única operació pot anul·lar 
tots els resultats de l’anàlisi de la part estructural. 
A més a més, una de les metes de l’enginyeria del software és la generació automàtica de codi 
a partir  dels models, escurçant o fins i tot eliminant les fases de disseny i d’implementació. Si 
s’aconseguís garantir que els models amb comportament són correctes, i que el codi generat 
manté el comportament del model, el software resultant també seria correcte (com a mínim, 
pel que fa als requisits funcionals), sense necessitat de testejar-lo. 
De fet, poder assegurar la correcció d’un esquema conceptual de la mateixa manera que avui 
es pot fer amb un software és un dels objectius de l’agenda de recerca del Conceptual-Schema 
Centric Development (Olivé & Cabot, 2005). 
Per altra banda, creiem des d’aquí que una eina d’aquest tipus seria útil en l’àmbit educatiu. 
De la mateixa manera que existeixen jutges automàtics que faciliten l’aprenentatge de la 
programació, aquest projecte fa un pas més per la construcció d’un jutge que pugui servir 
d’ajuda a estudiants de modelització conceptual, com són per exemple els estudiants 
d’Introducció a l’Enginyeria del Software i Enginyeria de Requisits a la FIB. 
Finalment, aquest projecte ha estat becat pel Ministeri d’Educació de l’estat amb una beca de 
col·laboració a la recerca. 
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1.6. Organització de la memòria 
Primerament, a l’apartat de Planificació s’explica la metodologia de treball del PFC. S’adjunta 
també en aquest mateix apartat, la distribució inicial del temps per executar aquest treball, així 
com la seva distribució final i una estimació del cost econòmic que podria costar el projecte 
Seguidament, es resumeixen les nocions bàsiques d’UML, d’OCL i de lògica de 1r ordre 
necessaris per entendre aquest treball a l’apartat Conceptes previs. 
A continuació, a l’Entorn de treball s’expliquen les eines de desenvolupament utilitzades 
durant el transcurs del projecte. 
Més endavant, a l’Anàlisi de requisits, es detallen els objectius d’usuari, de sistema i els 
requisits del software a desenvolupar. A partir d’aquests últims, es defineixen el model de 
casos d’ús i model conceptual disponibles a l’Especificació. 
Sabent les funcionalitats que ha d’implementar el software, es descomposa l’eina en els 
problemes bàsics a resoldre a Estratègia de la solució. Un cop descomposada l’eina, es detalla 
el disseny de: 
 La traducció a lògica a l’apartat Disseny de la traducció a lògica. Es resumeix la forma 
de traducció a lògica de què parteix aquest treball i com, a partir d’aquí, es corregeix i 
s’optimitza la forma de traducció de jerarquies i operacions. 
 L’eina en si a l’apartat Disseny de l’eina. Es detalla l’arquitectura que s’ha emprat així 
com els components més importants del disseny com és el traductor d’operacions, 
mostrant els principals punts d’extensió de l’eina (la traducció de noves operacions 
OCL en restriccions i operacions). 
 Les optimitzacions del raonador a l’apartat Optimització del raonador a lògica. 
S’explica com s’ha aconseguit millorar l’eficiència del raonador extern emprat i 
s’apunten noves maneres de continuar millorant el temps d’execució. 
A Exemple d’execució de l’eina, es mostra un exemple complet sobre com es pot verificar i 
validar un esquema conceptual. Començant per com s’introdueix un esquema a l’eina i 
acabant per com es visualitzen els resultats. 
Al següent apartat, Proves d’eficiència, es fa un estudi sobre l’eficiència de l’eina variant un 
dels paràmetres de la traducció a lògica: el límit d’instàncies de temps. En aquest apartat, es 
demostra que l’eina pot mantenir el mateix temps d’execució independentment del límit 
d’instàncies de temps sempre i quan l’instanciació que prova la propietat sigui finita. 
Finalment, es clou la memòria amb les Conclusions, propostes de Treball futur i la Bibliografia.  
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2. Planificació 
2.1. Metodologia de treball 
Pel desenvolupament de qualsevol sistema software és necessari fer ús d’una metodologia. No 
obstant, el tipus de metodologia s’ha d’adaptar a les necessitats del projecte. 
Una de les dificultats que plana sobre aquest PFC és que es tracta de resoldre un problema que 
es troba en fase de recerca, el que vol dir que és difícil preveure la totalitat de conseqüències 
de les decisions que s’hauran de prendre. Tot això significarà la necessitat de realitzar canvis 
freqüents a diferents nivells (codi, disseny, especificació, etc), fins i tot en fases avançades del 
projecte. 
Les metodologies per excel·lència per un projecte així són, precisament, les metodologies àgils. 
Les metodologies àgils són la resposta a les metodologies tradicionals basades en la 
documentació exhaustiva, fet que, si bé proporciona molta seguretat al projecte, en redueix la 
canviabilitat. 
Existeixen avui en dia diverses metodologies àgils com SCRUM o eXtreme Programming. Ara 
bé, seria artificiós intentar encaixar una metodologia com aquestes, i les seves fórmules de 
coordinació de treball en equip i col·laboració amb l’usuari final, en un projecte de final de 
carrera caracteritzat pel treball individual sota tutorització. 
Enlloc seu, és més correcte prendre directament els principis de la metodologia àgil que 
resolen les nostres necessitats i que, per altra banda, es corresponen amb el sentit comú. A la 
Figura 7 - Principis de metodologia àgil aplicats es detallen aquests principis. 
Principi  
S’accepta que els requisits poden canviar, fins i tot en fases avançades del 
desenvolupament. 
Aplicat 
S’entrega software operatiu amb freqüència de poques setmanes. 
 
Aplicat 
La forma més eficient i efectiva de comunicació és la conversació cara a cara. 
 
Aplicat 
El software operatiu és la principal mesura de progrés. 
 
Aplicat 
La continuada atenció per la bona tècnica i disseny milloren l’agilitat 
 
Aplicat 
Figura 7 - Principis de metodologia àgil aplicats 
Per altra banda, en tant com aquest projecte es troba acotat en el temps, és bo planificar a 
priori de quina manera es distribuirà aquest temps entre les diferents tasques. 
En principi, les tasques previstes pel projecte foren: 
 Implementació del traductor UML a lògica 
 Implementació del traductor de restriccions OCL a lògica 
 Anàlisis i implementació de la traducció d’operacions a lògica 
 Anàlisis i implementació de la traducció de jerarquies 
 Implementar tests 
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 Integració amb el raonador de lògica 
 Implementació de la interfície d’usuari 
 Casos d’estudi i avaluació de resultats 
A la Figura 8- Gantt inicial del projecte, es mostra la idea inicial que es tenia al començar el 
projecte 
 Oct. Nov. Des. Gen. Feb. Mar. Abr. Mai. 
Traductor OCL         
Traductor UML         
Trad. operacions         
Trad. jerarquies         
Implementar Tests         
Integrar raonador         
Interfície d’usuari         
Casos d’estudi         
Figura 8- Gantt inicial del projecte 
Evidentment, al llarg del projecte, el pla ha hagut de variar. En concret, amb els primers casos 
d’estudi s’ha vist la necessitat de reemprendre l’anàlisi de les jerarquies, arrossegant amb ell el 
traductor UML i el d’operacions. A més a més, s’ha hagut d’incorporar com a tasca la 
modificació del raonador a lògica. Tot això es mostra al Gantt final de la Figura 9 - Gantt final 
del projecte. 
 Oct. Nov. Des. Gen. Feb. Mar. Abr. Mai. 
Traductor OCL         
Traductor UML         
Trad. operacions         
Trad. jerarquies         
Implementar Tests         
Modif. Raonador         
Integrar raonador         
Interfície d’usuari         
Casos d’estudi         
Figura 9 - Gantt final del projecte 
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2.2. Estudi econòmic 
Tot el projecte s’ha pogut construir fent ús del software i maquinari disponibles com a 
estudiant de la facultat, pel que no ha estat necessària la compra de cap llicència ni aparell. 
Pel que fa als recursos humans, aproximant les hores de feina realitzades a 450, i el sou d’un 
analista/programador a 35€/hora, el cost del projecte rondaria els 15.000€. 
Ara bé, si una empresa decidís fer ús del “pla de pràctiques per a joves” impulsats per la 
Generalitat a través dels quals es pot disposar d’un recent llicenciat per fer “pràctiques no 
laborals” durant no més de 40hores/setmana durant un període de 3 a 9 mesos pel preu de 
426€/mes; el projecte costaria uns 1.500€. 
Sense arribar a aquest extrem, la beca concedida pel ministeri d’Educació ha estat de 2.700€. 
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3. Conceptes previs 
3.1. UML 
L’UML (Unified Modeling Language) és el llenguatge gràfic pel modelat de sistemes software 
més conegut i utilitzat en l’actualitat. L’UML està recolzat per l’OMG (Object Management 
Grup) i recentment ha esdevingut un estàndard ISO: (ISO/IEC 19505-1, 2012), (ISO/IEC 19505-
2, 2012). 
Si bé l’UML ofereix moltes possibilitats, limitant-nos al context d’aquest PFC només es 
resumiran els conceptes més importants per entendre un esquema estructural. En cas que el 
lector estigui interessat en conèixer més detalls sobre aquest llenguatge,  el remetem des 
d’aquí a consultar l’especificació completa de l’UML disponible a l’adreça: 
http://www.omg.org/spec/UML/2.3/ 
3.1.1. Diagrama de classes 
El diagrama de classes és el diagrama que mostra les dades que componen un sistema  
juntament amb les seves relacions. Aquest diagrama es forma principalment per 3 elements: 
 Classes 
 Associacions 
 Generalitzacions 
3.1.1.1 Classes 
Una classe és una abstracció d’un conjunt d’objectes (o instàncies) del món real que presenten 
les mateixes característiques. Per exemple, Pel·lícula és una classe, mentre que pel·lícules 
concretes com “El Padrino” o “12 hombres sin piedad” són objectes (altrament dit instàncies). 
Una classe conté atributs. Els atributs són les dades del món real que es volen emmagatzemar 
al sistema per cada instància. Així per exemple, per cada instància de Pel·lícula en podríem 
voler saber el títol i l’any de l’estrena. Un atribut s’especifica amb un nom i un tipus (String, 
Integer, Real, Date, etc). 
Finalment, per identificar unívocament cada instància, es considera que tota classe té un 
atribut implícit anomenat OID (Object IDentifier). D’aquí surt, la primera restricció implícita de 
l’UML: 
No hi ha 2 instàncies de classe amb el mateix OID (Object IDentifier) 
Restricció 1 - Restricció de clau 
A la Figura 10 - Especificació d'una classe en UML s’il·lustra com s’especifica una classe en 
UML. 
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Figura 10 - Especificació d'una classe en UML 
3.1.1.2 Associacions 
Una associació és una relació entre classes. Per exemple, siguin les classes Pel·lícula i Persona, 
la relació de “una persona dirigeix una pel·lícula” és una associació que podria tenir per nom 
“Dirigeix”. 
De la mateixa manera que una classe té instàncies, una associació també. Per exemple, la 
relació concreta de Billy Wilder dirigint “Some like it hot” formaria una instància de l’associació 
Dirigeix. 
Les classes que intervenen en una associació s’anomenen membres o extrems de l’associació, i 
poden disposar, opcionalment, de nom de rol. Per exemple, una Persona, en l’associació 
Dirigeix exerceix el rol de director, mentre que en una altra relació com és Actua exerceix 
d’actor. 
Les associacions també consten de restriccions implícites. Primerament, no poden existir dues 
instàncies d’associació amb les mateixes instàncies de classe als extrems. Per exemple, no 
podria existir dues vegades la instància “Dirigeix(Billy Wilder, “Some like it hot”)”. 
No hi ha dues instàncies d’una mateixa associació que es componguin de les mateixes 
instàncies en els extrems. 
Restricció 2 - Restricció de clau en associacions 
D’aquí se n’extreu que tota instància d’associació es pot identificar pels seus extrems. 
Segonament, tota instància d’associació es compon, necessàriament, d’instàncies de tots els 
seus extrems. Per exemple, no es pot tenir una instància com “Actua(Clint EastWood, -)”. 
Tota instància d’associació es compon, necessàriament, d’instàncies de tots els seus extrems. 
Restricció 3 - Restricció d'integritat referencial 
A part de les restriccions implícites, en una associació es poden especificar les anomenades 
restriccions de cardinalitat. Clarament, tota Pel·lícula té almenys un director (podrien ser més, 
com és el cas de les pel·lícules dels germans Coen), fet que es pot especificar a l’esquema 
afegint la restricció de cardinalitat 1..*. L’1 representa que tota Pel·lícula té com a mínim 1 
director mentre que * representa que no hi ha màxim nombre de directors. Quan la 
cardinalitat mínima i màxima coincideixen, en comptes d’escriure N..N, es pot simplificar 
escrivint només N. A la vegada, si un extrem no té cap restricció de cardinalitat es pot 
simplificar escrivint * en comptes de 0..*. 
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A la Figura 11 - Exemple de com especificar dues associacions entre Persona i Pel·lícula 
s’exemplifica com s’especifiquen un parell d’associacions. 
 
Figura 11 - Exemple de com especificar dues associacions entre Persona i Pel·lícula 
3.1.1.2.1 Associacions recursives 
Quan una associació té 2 extrems i ambdós són de la mateixa classe, parlem d’una associació 
recursiva. Per exemple, l’associació EsSeqüela de la Figura 12 - Exemple d'associació recursiva 
té en els dos extrems la classe Pel·lícula. 
 
Figura 12 - Exemple d'associació recursiva 
3.1.1.2.2 Classes associatives 
Existeix la possibilitat que, donada una associació, vulguem emmagatzemar al sistema alguna 
característica d’aquesta. La forma per resoldre aquesta situació és fent ús d’una classe 
associativa. 
Una classe associativa és una associació que es comporta com una classe. El que vol dir que 
pot contenir atributs, ser extrem d’una altra associació, etc. 
Val a dir que una classe associativa, en tant com a classe, consta de OID. 
A la Figura 13 - Esquema amb la classe associativa Interpretació, l’associació Actua es 
converteix en la classe associativa Interpretació, amb la qual s’emmagatzema, per cada 
actuació que fa una Persona en una Pel·lícula, el nom del paper que interpreta. 
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Figura 13 - Esquema amb la classe associativa Interpretació 
3.1.1.2.3 Associacions n-àries 
Una associació no té perquè tenir només 2 extrems, sinó que pot tenir-ne N ≥ 2. Per exemple, 
si es vol enregistrar quines Pel·lícules es projecten en quines Dates i Cinemes, cal una 
associació ternària <Pel·lícula, Data, Cinema>, tal com es veu a la Figura 14 - Esquema amb 
l'associació ternària Projecten. 
A l’associació Projecten, la restricció de cardinalitat “*” de l’extrem Pel·lícula significa que, 
donats un parell qualsevol de <Cinema, Data>, es poden projectar un mínim de 0 pel·lícules i 
no hi ha màxim de pel·lícules a projectar. Similarment s’han d’interpretar les cardinalitats de 
Cinema i Data. 
 
Figura 14 - Esquema amb l'associació ternària Projecten 
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3.1.1.3 Jerarquies 
Quan dues o més classes presenten les mateixes característiques, el dissenyador té la 
possibilitat d’extreure’n factor comú creant una classe més general que contingui aquesta part 
compartida. D’això se’n diu generalitzar. 
Alternativament, quan una classe és massa genèrica i el dissenyador vol tenir la opció de ser 
més concret en certs aspectes, té la opció de crear una classe més específica (o més d’una) que 
hereti les característiques que tenia la classe general. D’això se’n diu especialitzar. 
En ambdós casos,  la relació que existeix entre la classe més general i les més específiques 
s’anomena jerarquia. 
La classe més general s’acostuma a anomenar superclasse, mentre que les més específiques 
s’acostumen a anomenar subclasses. Una instància de la subclasse és també instancia de la 
superclasse. No obstant, una instància de la superclasse no té perquè ser instància de cap 
subclasse. Es diu també que tota subclasse hereta els atributs de la superclasse, és a dir, que 
tota instància de la subclasse ha de donar valor, no només als atributs de la subclasse, sinó 
també als de la superclasse. 
Les jerarquies poden especificar-se com a disjoint o overlapping, per un costat, i per l’altra, 
com a complete o incomplete. 
Una jerarquia disjoint vol dir que una instància de la superclasse només es pot trobar, com a 
molt, com a instància d’una de les seves subclasses. En cas contrari parlem d’overlapping. 
Una jerarquia complete vol dir que una instància de la superclasse també es troba, sempre, en 
almenys una de les subclasses. En cas contrari parlem d’incomplete. 
Per exemple, a la Figura 15 - Esquema amb la jerarquia de Persona, Home i Dona s’ha 
especialitzat la classe Persona en Home i Dona. I només dels homes se’n pot saber l’edat o 
data de naixement. 
Admetent que tota Persona o bé és Home o bé és Dona, la jerarquia és complete. Admetent 
que una Persona no pot ser Home i Dona a la vegada, la jerarquia és disjoint. 
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Figura 15 - Esquema amb la jerarquia de Persona, Home i Dona 
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3.2. OCL 
El llenguatge OCL (Object Constraint Language) és un llenguatge textual per descriure regles 
que s’apliquen a models UML. Fou inicialment desenvolupat per IBM i, actualment, forma part 
de l’UML estàndard. 
En aquest PFC, s’utilitza el llenguatge OCL per descriure restriccions d’integritat de l’esquema 
estructural, i precondicions i postcondicions en l’esquema de comportament. A tal efecte, en 
aquest apartat sols es descriu el subconjunt d’OCL necessari per entendre el PFC, i es remet al 
lector interessat a l’especificació completa de l’OCL a http://www.omg.org/spec/OCL/2.2/ 
3.2.1. Restriccions OCL 
Una restricció OCL segueix sempre el mateix format: 
context NomDeLaClasse inv NomRestricció: ExpressióOCL 
On: 
 NomDeLaClasse és el nom de la classe on afecta la restricció 
 NomRestricció és el nom que permet identificar la restricció 
 ExpressióOCL és l’expressió booleana que, en cas d’avaluar-se a cert, permet dir que la 
restricció es satisfà. En cas contrari, la restricció es considera violada. 
Per exemple, donat l’esquema estructural que s’ha vist a la Figura 15 - Esquema amb la 
jerarquia de Persona, Home i Dona, la restricció que cap pel·lícula pot ser seqüela de si mateixa 
es podria especificar de la següent forma: 
context Pel·lícula inv NoSeqüelesReflexives: self.seqüela->excludes(self) 
3.2.1.1 Expressions OCL 
La sintaxis d’una expressió OCL senzilla acostuma a seguir la següent sintaxi: 
Navegació->Operació(ExpressióOCL) 
En l’exemple d’abans: 
self.seqüela->excludes(self) 
Una navegació és la forma d’obtenir la instància, conjunt d’instàncies o bossa d’instàncies 
sobre la què s’aplica l’operació. Una navegació pot començar per la paraula clau “self”, la qual, 
vol dir que la navegació s’inicia en una instància qualsevol de la classe del context. En 
l’exemple anterior, aquesta és la classe Pel·lícula. En tant com “self” és una instància arbitrària 
de la classe Pel·lícula, s’ha d’interpretar la restricció per a qualsevol instància de Pel·lícula. 
Un cop iniciada la navegació, successives navegacions s’hi poden encadenar mitjançant el signe 
“.”. La navegació pròpiament dita consisteix en, donada una o vàries instàncies de partida, 
obtenir les instàncies que s’hi relacionen a través d’alguna de les associacions. La navegació 
s’especifica a través del nom de rol de l’extrem a on es pretén navegar. En cas que l’extrem no 
disposi de nom de rol, s’utilitza el nom (en minúscules) de la classe on es pretén navegar. 
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Alternativament, una navegació es pot iniciar a través de l’expressió 
“NomDeClasse.AllInstances()”. En aquest cas, la navegació parteix del conjunt de totes les 
instàncies de la classe donada. Un exemple seria: 
context Pel·lícula inv ClauPel·lícula:  
Pel·lícula.allInstances()->forAll(e1,e2| e1 <> e2 implies e1.nom <> e2.nom) 
Aquesta restricció es podria llegir de la següent forma: “Per tot parell e1,e2 de Pel·lícula, si e1 
és diferent de e2 llavors e1 i e2 tindran noms diferents”. 
Val a dir que una navegació pot acabar en un atribut. En aquest cas, la navegació retorna el 
valor o conjunt (o bossa) de tots els valors que té l’atribut en les diferents instàncies en què 
acaba la navegació. Aquesta navegació, s’especifica mitjançant el nom de l’atribut on es pretén 
navegar. 
Pel que fa a les operacions OCL, s’adjunta a continuació una taula resum d’operacions OCL 
sobre col·leccions amb el seu significat. 
Operació Significat 
->size() Retorna el nombre d’elements de la col·lecció 
->includes(e) Retorna cert si e pertany a la col·lecció 
->includesAll(e) Retorna cert si tota instància de e pertany a la col·lecció 
->excludes(e) Retorna cert si e no pertany a la col·lecció 
->excludesAll(e) Retorna cert si cap instància de e pertany a la col·lecció 
->isEmpty() Retorna cert si la col·lecció és buida 
->notEmpty() Retorna cert si la col·lecció no és buida 
->exists(expr) Retorna cert si existeix una instància de la col·lecció que compleixi 
l’expressió expr 
->forAll(expr) Retorna cert si tota instància de la col·lecció compleix l’expressió expr 
->isUnique(expr) Retorna cert si no existeixen dues instàncies diferents de la col·lecció que 
tinguin el mateix valor per l’expressió expr 
->select(expr) Retorna els elements de la col·lecció que cumpleixen l’expressió expr 
->reject(expr) Retorna els elements de la col·lecció que no cumpleixen l’expressió expr 
->asSet() Retorna la col·lecció com a conjunt (elimina repetits si la col·lecció era 
una bossa) 
Figura 16 - Taula resum d'operacions OCL sobre col·leccions 
Finalment, només queda comentar el significat de les operacions de oclIsTypeOf() i 
oclAsType(), les quals, s’apliquen sobre instàncies i no col·leccions. oclIsTypeOf(NomClasse) 
retorna cert si la instancia és del tipus passat per paràmetre a l’operació. Per altra banda, 
l’operació oclAsType(NomClasse) és una operació que retorna la mateixa instància sobre la 
que s’aplica l’operació, però canviant el tipus de la instància per l’indicat en el paràmetre. 
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3.2.2. OCL en contractes d’operacions 
Una operació amb contractes OCL es pot especificar de la següent forma: 
op: NomOperacio(Arguments) 
prec: PrecondicióOCL 
post: PostcondicióOCL 
On: 
 NomOperació és el nom per identificar l’operació 
 Arguments és el llistat d’arguments per l’operació 
 PrecondicióOCL és una expressió OCL booleana 
 PostcondicióOCL és una expressió OCL booleana 
Per exemple: 
op: crearPelicula(n: String, a: Year, dire:Persona) 
prec: a > 1900 
post: p.oclIsNew() and p.oclIsTypeOf(Pel·lícula) and p.nom = n and  p.director 
= dire 
La lògica d’una operació és la següent: 
a) En cas d’invocar una operació, si es cumpleix la precondició, s’aplica l’operació i 
s’executen els canvis necessaris a les instàncies de l’esquema perquè la postcondició 
OCL sigui certa. 
b) Si la precondició no és certa quan s’invoca l’operació, l’operació no s’aplica. 
Les precondicions OCL i postcondicions OCL són expressions OCL similars a les que ja s’han vist 
per les restriccions. Cal afegir aquí però l’operació OCL: “oclIsNew()”. oclIsNew() és una 
operació que s’aplica a una instància i retorna cert si aquesta és nova. 
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3.3. Lògica de primer ordre 
La lògica de primer ordre és un sistema formal pel raonament. Un problema general descrit en 
aquest llenguatge és semidecidible. Es a dir, un algorisme que resolgui un problema general de 
lògica de primer ordre tindrà el següent comportament:  
 Una resposta afirmativa s’inferirà en temps finit 
 Una resposta negativa pot no inferir-se en temps finit 
Dit d’una altra manera, un raonador de lògica pot “penjar-se” durant la seva execució si la 
resposta al problema decisional és negativa. Si la resposta en canvi és positiva, el raonador 
acabarà. 
S’adjunta seguidament un breu resum sobre la terminologia pròpia de la lògica de primer 
ordre que s’usarà en aquest PFC. 
3.3.1. Terminologia 
3.3.1.1 Constants, termes i variables 
Símbols com a, b, c, a1, b1, etc. representen constants. Una constant és un valor concret dins 
d’un domini. Per exemple, “Cristina” o “Maria” són constants. 
Símbols com X, Y, Z, X1, Y1, etc. representen variables. Una variable és un valor qualsevol dins 
d’un domini. Per exemple, una afirmació sobre X s’interpreta com una afirmació per tots els 
valors que pot prendre X. 
Tant variables com constants són termes. 
3.3.1.2 Àtoms i predicats 
Un àtom és una construcció entre un predicat i una llista de termes. Per exemple, 
Dirigeix(Hitchcock, La ventana indiscreta) és un àtom, on la paraula “Dirigeix” s’anomena 
predicat. En aquest cas, “Dirigeix” és un predicat d’aritat 2 en tant com per construir-ne un 
àtom es requereixen 2 termes. 
Un àtom en què tots els seus termes són constants s’anomena ground. 
3.3.1.3 Literals, clàusules i regles 
Hi ha dos tipus de literals: 
 Literals ordinaris 
 Built-in literals 
Un literal ordinari es construeix a partir de negar, o no, un àtom. Per exemple, tant  
Dirigeix(Hitchcock, La ventana indiscreta)com ¬Dirigeix(Hitchcock, La ventana indiscreta) són 
literals ordinaris. 
Un built-in literal es construeix a partir de 2 termes i una operació de comparació. Per exemple 
X > 5 és un built-in literal. 
Una clàusula és una conjunció de literals, anomenat cos, que pot tenir, opcionalment, un head. 
Un head és un àtom el qual s’avalua a cert si els literals de la clàusula també són certs. 
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Un exemple de clàusula amb head seria el següent: 
Mortal(X) <- Persona(X) 
Una clàusula amb head s’anomena també regla de derivació, i al predicat del head se 
l’anomena predicat derivat. Un predicat que no aparegui en cap head se l’anomena predicat 
base. 
Per altra banda, una clàusula sense head, en el context d’aquest PFC, és una restricció. Un 
exemple podria ser: 
<- Treballador(X), TeEdat(X,Y), Y < 16 
Les restriccions s’escriuen en forma de denegació. És a dir, la clàusula denota el que està 
prohibit. La restricció anterior ve a dir que està prohibit tenir un treballador amb menys de 16 
anys. 
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4. Entorn de treball 
4.1. Eines de Desenvolupament 
Per la realització del projecte, ha estat necessari treballar amb dos llenguatges de programació 
diferents: Java i C#. Per la programació en Java, s’ha decidit utilitzar com a entorn de 
programació al NetBeans, mentre que en la part amb C# s’utilitzà el Visual Studio. 
4.1.1. NetBeans 
NetBeans és un IDE (Entorn de Desenvolupament Integrat) dissenyat principalment per la 
programació en JAVA. De la mateixa manera que el seu màxim competidor Eclipse, és un 
programa lliure i gratuït. 
No obstant, desde fa anys NetBeans ofereix la possibilitat de construir interfícies gràfiques a 
través d’un entorn gràfic, fet que facilita la implementació i manteniment d’aquestes. 
4.1.2. Visual Studio 
Visual Studio és un altre IDE dissenyat per Microsoft per la programació en llenguatges com 
C++ o C#, entre d’altres. És programari privatiu, però com a estudiant de la FIB en tenim una 
llicència per adquirir el programa de forma legal i gratuïta. 
4.2. Eines de suport 
4.2.1. Subversion 
Subversion (o SVN) és una eina pel control de versions. Com a eina de control de versions 
permet la sincronització del treball realitzat en diferents equips. En tant com replica el codi en 
un repositori, actua com a còpia de seguretat i permet desfer i refer les modificacions 
confirmades. 
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5. Anàlisi de requisits 
L’anàlisi de requisits és la fase de l’enginyeria del software encarregada de detectar els 
requisits del sistema, és a dir, les condicions o capacitats necessitades per un usuari per tal 
d’assolir els seus objectius. 
En el nostre cas, l’objectiu de l’usuari és garantir que un esquema conceptual és correcte. 
L’objectiu de l’usuari es converteix llavors en diferents objectius del nostre sistema. Aquests 
objectius, per estar ben definits, han de complir les propietats SMART: 
 eSpecífic 
 Mesurable 
 Acordat amb els usuaris 
 Realista 
 limitat en el Temps 
Adaptant els objectius de l’usuari als objectius de sistema tenim: 
Verificació: el sistema ha de permetre a un usuari detectar les redundàncies i contradiccions 
d’un esquema conceptual tenint present l’esquema de comportament 
 
Validació: el sistema ha de permetre a un usuari detectar si l’esquema conceptual s’adapta a la 
realitat que l’usuari necessita capturar tenint present l’esquema de comportament 
Ambdós són específics1, mesurables (o l’usuari detecta els errors, o no els detecta), acordats 
amb els usuaris (el tutor en aquest cas), realistes i limitats en el temps a l’entrega d’aquest 
PFC. 
A partir d’aquí, cal extreure els requisits del sistema que permeten satisfer els objectius 
anteriors. 
Per la definició dels requisits s’utilitzarà la següent plantilla: 
Requisit Nom del requisit 
Descripció Descripció del requisit 
Justificació Justificació de perquè aquest requisit contribueix a aconseguir un 
objectiu del sistema. 
Criteri de satisfacció Grau de satisfacció que assoleix l’usuari si el requisit està 
implementat a l’eina. Es puntua de l’1 al 5 de menys a més. 
Criteri d’insatisfacció Grau d’insatisfacció que assoleix l’usuari si el requisit no està 
implementat a l’eina. Es puntua de l’1 al 5 de menys a més. 
 
                                                          
1
 Rigorosament parlant, els objectius no són del tot específics en tant com no acoten el temps necessari 
que hauria de prendre l’usuari per analitzar l’esquema conceptual. Si aquest projecte es decidís adaptar 
de cares a un client concret, s’hauria de negociar amb el client aquesta fita. Això, a la vegada, donaria 
lloc als requisits no funcionals d’eficiència temporal. 
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5.1. Objectiu de Verificació 
5.1.1. Requisits de verificació 
L’objectiu de verificació s’assoleix mitjançant una sèrie de tests predefinits executats contra 
l’esquema conceptual. Aquests tests s’han extret de (Queralt, 2009). 
5.1.1.1 Liveliness de classes i associacions 
Una classe o associació és lively si existeix una instanciació vàlida de l’esquema que contingui 
una instància de la classe o associació. 
Requisit Test de liveliness 
Descripció El sistema ha de provar si totes les classes i associacions de l’eina són 
lively. 
Justificació Si una classe o associació no és lively, la classe o associació és 
inservible i per tant redundant. Per altra banda, una classe o 
associació no lively acostuma a ser símptoma que a l’esquema 
existeix una contradicció que l’impedeix instanciar-lo. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.2 Redundància de restriccions textuals 
Una restricció és redundant si no existeix cap instanciació de l’esquema que violi aquesta 
restricció i cap més. 
Requisit Test de redundància de restriccions textuals 
Descripció El sistema ha de provar si totes les restriccions textuals són no-
redundants. 
Justificació Si una restricció és redundant, l’esquema pateix d’una redundància. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.3 Cardinalitat mínima assolible 
Una cardinalitat mínima és assolible si és possible tenir tantes instàncies com indica la 
cardinalitat associades a la mateixa instància de l’altre extrem (o extrems, si l’associació és n-
ària) i cap més. 
Per exemple, sigui la cardinalitat mínima que tot Departament  té almenys un empleat, el test 
provaria que poden existir Departaments que tenen 1 i només 1 empleat. 
Requisit Test de cardinalitat mínima assolible 
Descripció El sistema ha de provar si totes les cardinalitats mínimes de 
l’esquema són assolibles. 
Justificació Si una cardinalitat mínima no és assolible, aquesta cardinalitat és 
inservible, ja que no exerceix de límit. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
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5.1.1.4 Cardinalitat màxima assolible 
Una cardinalitat màxima és assolible si és possible tenir tantes instàncies com indica la 
cardinalitat associades a la mateixa instància de l’altre extrem (o extrems, si l’associació és n-
ària). 
Per exemple, sigui la cardinalitat màxima que tot Empleat pot ser director de com a molt 1 
Departament, el test provaria que poden existir Empleats que són directors d’1 Departament. 
Requisit Test de cardinalitat màxima assolible 
Descripció El sistema ha de provar si totes les cardinalitats màximes de 
l’esquema són assolibles. 
Justificació Si una cardinalitat màxima no és assolible, aquesta cardinalitat és 
inservible, ja que no exerceix de límit. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.5 Jerarquia incompleta assolible 
Una jerarquia incompleta és assolible si aquesta pot tenir una instància de la superclasse sense 
que sigui instància de cap subclasse. 
Requisit Test de jerarquia incompleta assolible 
Descripció El sistema ha de provar si totes les jerarquies incompletes són 
assolibles. 
Justificació Si una jerarquia incompleta no és assolible, significa que la jerarquia 
és completa, pel que definir la jerarquia com a incompleta es pot 
interpretar com una contradicció. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
 
5.1.1.6 Jerarquia overlapping assolible 
Una jerarquia overlapping és assolible si aquesta pot tenir una instància que tingui el tipus de 
dues o més subclasses. 
Requisit Test de jerarquia overlapping assolible 
Descripció El sistema ha de provar si totes les jerarquies overlapping són 
assolibles. 
Justificació Si una jerarquia overlapping no és assolible, significa que la jerarquia 
és disjoint, pel que definir la jerarquia com a overlapping es pot 
interpretar com una contradicció. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.7 Redundància de precondicions 
Una precondició és redundant si no existeix cap instanciació de l’esquema tal que invocant 
l’operació violi la precondició. 
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Requisit Test de precondicions redundants 
Descripció El sistema ha de provar si totes les precondicions de les operacions 
de l’esquema són no-redundants. 
Justificació Si una precondició és redundant, l’esquema pateix una redundància. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.8 Aplicabilitat d’operacions 
Una operació és aplicable si existeix una instanciació de l’esquema tal que invocant l’operació 
no violi la precondició. 
Requisit Test d’aplicabilitat d’operacions 
Descripció El sistema ha de provar si totes les operacions de l’esquema són 
aplicables. 
Justificació Si una operació no és aplicable, l’operació és inservible i per tant 
redundant. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.1.9 Executabilitat d’operacions 
Una operació és executable si existeix una instanciació de l’esquema tal que invocant 
l’operació no violi la precondició i efectuant els canvis de la postcondició segueixi sense violar 
les restriccions de l’esquema. 
Requisit Test d’executabilitat d’operacions 
Descripció El sistema ha de provar si totes les operacions de l’esquema són 
executables. 
Justificació Si una operació no és executable, l’operació és inservible i per tant 
redundant. A més, si una operació no és executable però sí aplicable, 
és símptome que existeix una contradicció entre la postcondició i 
alguna/es restricció/ons de l’esquema. 
Criteri de satisfacció 1 
Criteri d’insatisfacció 5 
5.1.2. Argument de satisfactibilitat de la verificació 
Si admetem que tots els elements de què es compon l’esquema són útils (servibles) i no 
pateixen cap contradicció, i que els tests anteriors proven tots els elements de què es compon 
l’esquema són útils i no contradictoris; si l’usuari executa tots els tests l’esquema, el sistema 
detecta si l’esquema està lliure de redundàncies i contradiccions. 
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5.2. Objectiu de Validació 
5.2.1. Requisits de validació 
L’objectiu de validació s’assoleix mitjançant una sèrie de tests predefinits executats contra 
l’esquema conceptual conjuntament amb l’execució de diversos tests definits per l’usuari. 
Aquests tests s’han extret de (Queralt, 2009). 
A diferència dels tests de verificació, els resultats dels tests de validació han de ser interpretats 
per l’usuari per determinar si aquests s’adapten o no a les seves necessitats. 
Per tant, fallar un test de validació, no apunta necessàriament a un error, només a una 
possibilitat d’error que l’usuari ha d’estudiar. 
5.2.1.1 Reflexivitat d’associacions 
Una associació recursiva és reflexiva si existeix una instanciació de l’esquema on una instància 
de l’associació recursiva utilitzi la mateixa instància de classe en els seus dos extrems. 
Requisit Test de reflexivitat d’associacions 
Descripció El sistema ha de provar que totes les associacions recursives de 
l’esquema són irreflexives. 
Justificació Si una associació és reflexiva, podria significar que falta una restricció 
d’irreflexivitat a l’esquema per satisfer les necessitats de l’usuari. 
Criteri de satisfacció 3 
Criteri d’insatisfacció 3 
5.2.1.2 Inclusió d’associacions 
Donades un parell d’associacions binàries que comparteixen els mateixos extrems, una 
associació està inclosa en l’altre si no existeix cap instanciació de l’esquema on la primera 
associació pugui tenir una instància que no es trobi en la segona associació. 
Requisit Test d’inclusió d’associacions 
Descripció El sistema ha de provar que en tot parell ordenat d’associacions 
binàries de l’esquema amb els mateixos extrems, les instàncies de la 
primera associació estan incloses en la segona. 
Justificació Si les instàncies de la primera associació no s’inclouen en la segona, 
podria significar que falta una restricció d’inclusió a l’esquema per 
satisfer les necessitats de l’usuari. 
Criteri de satisfacció 3 
Criteri d’insatisfacció 3 
5.2.1.3 Exclusió d’associacions 
Donades un parell d’associacions binàries que comparteixen els mateixos extrems. Aquestes 
són excloents si no existeix cap instanciació de l’esquema on la primera associació pugui tenir 
una instància que també es trobi en la segona associació. 
Si les dues associacions no són excloents, podria significar que falta una restricció d’exclusió a 
l’esquema. 
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Requisit Test d’exclusió d’associacions 
Descripció El sistema ha de provar que en tot parell d’associacions binàries de 
l’esquema amb els mateixos extrems, una instància d’una associació 
no pot ser instància de l’altra. 
Justificació Si les instàncies de les associacions no són excloents, podria significar 
que falta una restricció d’exclusió a l’esquema per satisfer les 
necessitats de l’usuari. 
Criteri de satisfacció 3 
Criteri d’insatisfacció 3 
 
5.2.1.4 Assoliment d’estat (validació manual) 
Donat un estat (conjunt d’instàncies de classes i associacions) definit per l’usuari, l’estat és 
assolible si existeix una instanciació de l’esquema que contingui totes les instàncies definides 
en l’estat. 
És plena responsabilitat de l’usuari determinar si l’estat hauria de ser assolible o no. 
Requisit Test d’assoliment d’estat 
Descripció El sistema ha de provar que una instanciació definida per l’usuari és 
assolible (o no) a l’esquema. 
Justificació L’usuari ha de poder provar que totes les seves necessitats queden 
cobertes amb l’esquema definit. En concret, que una instanciació 
qualsevol que necessiti es pot representar a l’esquema. 
Criteri de satisfacció 5 
Criteri d’insatisfacció 1 
5.2.2. Argument de satisfactibilitat de la validació 
Mitjançant els tests predefinits, l’usuari pot detectar que falten certes restriccions a l’esquema 
per satisfer les seves necessitats: restricció d’irreflexivitat, d’inclusió o d’exclusió en 
associacions. 
Finalment, admetent que l’usuari fa les suficients proves amb els tests d’assoliment d’estat, 
l’usuari pot concloure que l’esquema satisfà les seves necessitats. 
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5.3. Altres requisits 
També s’ha considerat important que l’usuari pugui consultar l’esquema conceptual. Això 
dóna lloc al requisit: 
Requisit Consultar esquema conceptual 
Descripció El sistema ha permetre a l’usuari consultar l’esquema conceptual. 
Justificació L’usuari ha de poder consultar l’esquema conceptual per entendre 
els resultats obtinguts del raonament. 
Criteri de satisfacció 3 
Criteri d’insatisfacció 3 
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6. Especificació 
L’especificació d’una eina consisteix en l’explicació detallada de què permet fer l’eina sense 
entrar en detalls tecnològics del com. 
6.1. Model de casos d’ús 
El model de casos d’ús és la descripció del sistema a través de les interaccions entre l’usuari i el 
sistema per tal que l’usuari assoleixi una certa condició o objectiu. 
A la Figura 17 - Diagrama de casos d'ús s’adjunta el diagrama de casos d’ús de l’eina: 
 
Figura 17 - Diagrama de casos d'ús 
Els requisits de verificació i validació donen lloc als casos d’ús de verificar i validar l’esquema 
conceptual. No obstant, per poder verificar i validar l’esquema conceptual, prèviament s’ha 
d’haver realitzat la interacció de carregar un esquema conceptual a l’eina (cas d’ús “Carregar 
l’esquema conceptual”). Per altra banda, el requisit que l’usuari pugui consultar l’esquema 
conceptual que està analitzant dóna lloc a un nou cas d’ús (cas d’ús “Visualitzar l’esquema 
conceptual”) i finalment, s’ha trobat convenient detallar els casos d’ús de consultar la 
instanciació d’un test de verificació o validació i el cas d’ús validar manualment l’esquema 
conceptual. 
A continuació es mostren els detalls dels diferents casos d’ús mitjançant la plantilla següent: 
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Cas d’ús Nom cas d’ús 
Actor principal Actor principal del cas d’ús. 
Precondició Condició que s’ha d’haver assolit abans de poder emprendre el cas d’ús. 
Activació Condició que activa el cas d’ús. 
Escenari 
principal 
Seqüència d’interaccions entre l’usuari i el sistema. 
Extensions Seqüències alternatives a la principal. 
Dependències Casos d’ús de què depèn el present cas d’ús. 
6.1.1. Casos d’ús 
Cas d’ús Carregar l’esquema conceptual 
Actor principal Usuari 
Precondició - 
Activació L’usuari vol carregar un esquema conceptual per analitzar-lo. 
Escenari 
principal 
1. El sistema demana a l’usuari l’esquema conceptual. 
2. L’usuari entra l’esquema conceptual a l’eina. 
3. El sistema accepta l’esquema conceptual. 
Extensions 3a. L’esquema conceptual és sintàcticament incorrecte. 
3a1. El sistema alerta a l’usuari que l’esquema és sintàcticament 
incorrecte. 
3a2. Retorn al punt 1. 
Dependències - 
 
Cas d’ús Visualitzar l’esquema conceptual 
Actor principal Usuari 
Precondició L’usuari ha carregat un esquema conceptual. 
Activació L’usuari vol consultar algun element de l’esquema conceptual 
(classe/associació/restricció o operació). 
Escenari 
principal 
1. L’usuari selecciona l’element que vol consultar. 
2. El sistema mostra tota la informació relativa a aquell element. 
Extensions - 
Dependències Carregar l’esquema conceptual. 
 
Cas d’ús Verificar l’esquema conceptual 
Actor principal Usuari 
Precondició L’usuari ha carregat un esquema conceptual. 
Activació L’usuari vol verificar l’esquema conceptual. 
Escenari 
principal 
1. El sistema demana a l’usuari quines propietats de l’esquema vol 
verificar. 
2. L’usuari selecciona les propietats desitjades. 
3. El sistema raona si les propietats se satisfan o no. 
4. El sistema retorna a l’usuari quines de les propietats se satisfan i 
quines d’elles no. 
Extensions 4a. L’usuari vol cancel·lar el raonament. 
4a1. L’usuari cancel·la el raonament. 
Dependències Carregar l’esquema conceptual. 
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Cas d’ús Validar l’esquema conceptual 
Actor principal Usuari 
Precondició L’usuari ha carregat un esquema conceptual. 
Activació L’usuari vol validar l’esquema conceptual. 
Escenari 
principal 
1. El sistema demana a l’usuari quines propietats de l’esquema vol 
validar. 
2. L’usuari selecciona les propietats desitjades. 
3. El sistema raona si les propietats se satisfan o no. 
4. El sistema retorna a l’usuari quines de les propietats se satisfan i 
quines d’elles no. 
Extensions 4a. L’usuari vol cancel·lar el raonament. 
4a1. L’usuari cancel·la el raonament. 
Dependències Carregar l’esquema conceptual. 
 
Cas d’ús Consultar instanciació 
Actor principal Usuari 
Precondició L’usuari ha validat o verificat una propietat de l’esquema. 
Activació L’usuari vol consultar la instanciació que prova una propietat. 
Escenari 
principal 
1. El sistema demana a l’usuari quina de les propietats satisfetes vol 
veure. 
2. L’usuari selecciona la propietat desitjada. 
3. El sistema mostra la instanciació que prova la propietat. 
Extensions - 
Dependències Verificar/Validar l’esquema conceptual. 
 
Cas d’ús Validar manualment l’esquema conceptual 
Actor principal Usuari 
Precondició L’usuari ha carregat un esquema conceptual. 
Activació L’usuari vol provar si es pot assolir una instanciació. 
Escenari 
principal 
1. El sistema demana a l’usuari quina instanciació vol provar. 
2. L’usuari entra la instanciació desitjada. 
3. El sistema raona si la instanciació desitjada es pot assolir. 
4. El sistema retorna si la instanciació és assolible o no. 
Extensions 4a. L’usuari vol cancel·lar el raonament. 
4a1. L’usuari cancel·la el raonament. 
Dependències Validar l’esquema conceptual. 
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6.2. Model conceptual 
6.2.1. Esquema estructural 
Conceptualment, l’eina haurà de contenir els conceptes propis dels esquemes UML/OCL: 
classes, associacions, navegacions, etc. Afortunadament, l’especificació conceptual de l’UML i 
de l’OCL ja estan realitzades pel mateix OMG. Aquestes especificacions s’anomenen 
metamodels d’UML i d’OCL respectivament. 
El concepte més important de l’eina és el test. Un test pot tenir (o no) un resultat (en funció de 
si el test s’ha executat o no). 
Si el resultat és positiu, aquest es demostra amb un conjunt d’instàncies. Tota instància és 
instància d’un Classifier (l’abstracció de la part comuna entre una Classe i una Associació). La 
instància, a la vegada, ha de donar valors a totes les propietats (l’abstracció de la part comuna 
entre atributs i extrems d’Associació) del Classifier. 
Tot això es resumeix en l’esquema de la Figura 18 - Esquema estructural de l'eina. 
 
Figura 18 - Esquema estructural de l'eina 
Observi’s que en prou feines hi ha atributs a l’esquema conceptual. Això es deu a què la 
majoria de conceptes es troben delegats al metamodel d’UML/OCL. Per exemple, si bé és 
veritat que de tota Instància se’n voldria saber el nom del Classifier que instancia, aquest es 
pot extreure de l’UML Metamodel, en tant com Instància es relaciona amb Classifier i aquest 
hereta un nom de NamedElement. 
Finalment, cada tipus de test és una subclasse de test. La jerarquia de tests és completa i 
disjoint.  
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Figura 19 – Livelines test 
 
Figura 20 - ConstraintRed. test 
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Figura 21 - MinCardinality test 
 
Figura 22 – MaxCardinality test 
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
49 
 
 
Figura 23 - IncompleteHierar. test 
 
Figura 24 - OverlappingHierar. test 
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Figura 25 - PrecRedundancy test 
 
Figura 26 - Aplicability test 
 
Figura 27 - Executability test 
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Figura 28 - PathInclusion test 
 
Figura 29 - PathExclusion test 
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Figura 30 - Irreflexivity test 
 
Figura 31 - Instantiation test 
6.2.2. Esquema de comportament 
Pel que fa al comportament, dels casos d’ús anteriors s’extreu que les operacions necessàries 
són: 
 CarregarEsquemaConceptual 
 VisualitzarEsquema 
 VerificarLiveliness 
 VerificarRedundanciaDeRestriccions 
 VerificarMinimaCardinalitat 
 VerificarMaximaCardinalitat 
 VerificarJerarquiaIncompleta 
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 VerificarJerarquiaOverlapping 
 VerificarRedundanciaPrecondicions 
 VerificarAplicabilitatOperacions 
 VerificarExecutabilitatOperacions 
 ValidarInclusioAssociacions 
 ValidarExclusioAssociacions 
 ValidarIrreflexivitat 
 ValidarAssolimentDestat 
No obstant, les postcondicions s’hauran d’escriure en llenguatge natural atès que l’OCL no 
disposa de les operacions declaratives per descriure el comportament de l’eina (com és el cas 
del raonament). Atribuïm aquest últim fet a que l’esquema estructural aquí present i les seves 
operacions no formen un sistema d’informació corrent, sinó un sistema software de 
raonament. 
Op: CarregarEsquemaConceptual(schema: ConceptualSchema) 
Post: S’instancien les classes dels metamodels d’UML/OCL fins representar 
l’esquema passat per paràmetre. 
Op:VisualitzarEsquema(): ConceptualSchema 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: Es retorna l’esquema conceptual instanciat en el metamodel d’UML/OCL. 
Op: VerificarLiveliness(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada Classifier de l’esquema, un test de Liveliness. 
S’executa el test d’acord amb la seva semàntica i s’instancia el seu 
corresponent Resultat. Finalment, es retornen tots els resultats instanciats. 
Op: VerificarRedundanciaRestriccions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada restricció de l’esquema, un test de ConstraintRed. 
S’executa el test d’acord amb la seva semàntica i s’instancia el seu 
corresponent Resultat. Finalment, es retornen tots els resultats instanciats. 
Op: VerificarCardinalitatMinima(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada restricció de cardinalitat mínima de l’esquema, un 
test de MinCardinality. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: VerificarCardinalitatMaxima(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada restricció de cardinalitat màxima de l’esquema, un 
test de MaxCardinality. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: VerificarJerarquiaIncompleta(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada jerarquia incompleta de l’esquema, un test de 
IncompleteHierar. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
54 
 
Op: VerificarJerarquiaOverlapping(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada jerarquia overlapping de l’esquema, un test de 
OverlappingHierar. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: VerificarRedundanciaPrecondicions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada precondició de les operacions de l’esquema, un 
test de PrecRedundancy. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: VerificarAplicabilitatOperacions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada operació de l’esquema, un test de 
AplicabilityTest. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: VerificarExecutabilitatOperacions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada operació de l’esquema, un test de 
ExecutabilityTest. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: ValidarInclusioAssociacions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada parell ordenat d’associacions binàries de 
l’esquema amb mateixos extrems, un test de PathInclusionTest. S’executa el 
test d’acord amb la seva semàntica i s’instancia el seu corresponent Resultat. 
Finalment, es retornen tots els resultats instanciats. 
Op: ValidarExclusioAssociacions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada parell d’associacions binàries de l’esquema amb 
mateixos extrems, un test de PathExclusionTest. S’executa el test d’acord amb 
la seva semàntica i s’instancia el seu corresponent Resultat. Finalment, es 
retornen tots els resultats instanciats. 
Op: ValidarIrreflexivitatAssociacions(): Set(Resultat) 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia, per cada associació recursiva de l’esquema, un test de 
IrreflexivityTest. S’executa el test d’acord amb la seva semàntica i 
s’instancia el seu corresponent Resultat. Finalment, es retornen tots els 
resultats instanciats. 
Op: ValidarAssolimentDestat(estat: Set(Instancia)): Resultat 
Pre: En el sistema hi ha carregat un esquema conceptual. 
Post: S’instancia un TestDassolimentDestat i es defineix que l’estat que es 
pretén assolir és l’estat passat per paràmetre. Seguidament s’executa el test, 
s’instancia el resultat, i es retorna a l’usuari.   
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7. Estratègia de la solució 
7.1. Descomposició de l’eina 
Abans de començar el disseny de l’eina, és bo descomposar l’eina en les seves parts essencials 
i plantejar quina és la millor estratègia per resoldre-les.  
En el cas d’aquest treball, es preveu que les funcionalitats més importants i complexes són les 
funcionalitats de carregar l’esquema conceptual i les operacions de verificar i validar les 
diferents propietats. 
Per resoldre aquests funcionalitats, s’ha optat per descompondre aquests problemes en 4 
grans blocs. 
 
Vegem seguidament quina estratègia s’utilitzarà per resoldre cada punt. 
7.1.1. Introducció d’un esquema conceptual a l’eina 
Un dels primers problemes que ens trobem en la construcció de l’eina és la càrrega de 
l’esquema conceptual. La càrrega de l’esquema conceptual hauria de ser el més senzill possible 
per l’usuari, i la manera més senzilla és dibuixant gràficament l’esquema. 
Fer un editor gràfic d’UML/OCL seria però una tasca excessiva en quant a hores de treball. 
L’estratègia que es seguirà llavors, consisteix en fer ús d’un editor extern i carregar l’esquema 
d’aquest editor a l’eina. 
Per seguir aquest pla, cal trobar la forma de transportar un esquema especificat amb una eina 
de modelatge al nostre programa. Afortunadament, l’OMG té especificat un estàndard per 
poder transportar diagrames UML/OCL entre diferents eines: l’XMI (XML Metadata 
Interchange). 
A partir d’aquí, el problema queda reduït a llegir un fitxer XMI al nostre programa. 
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7.1.2. Representació de l’esquema conceptual a l’eina 
Per tal de traduir un esquema conceptual a lògica, cal disposar primer de l’esquema 
conceptual instanciat a memòria. 
Això vol dir que cal implementar el metamodel d’UML/OCL, i que aquest metamodel s’ha 
d’instanciar al carregar el fitxer XMI. Per sort, ja existeixen avui en dia llibreries que 
implementen aquests metamodels. 
Per tant, el problema queda reduït a instanciar el metamodel proveït per la llibreria a partir del 
fitxer XMI. 
 
7.1.3. La traducció a lògica dels esquemes conceptuals i objectius 
Formular una traducció a lògica d’un esquema conceptual desde zero seria atacar un problema 
laboriós i complicat. 
Enlloc seu, es prendrà la formulació plantejada a la tesi (Queralt, 2009) com a inici i es 
retocaran les parts que es considerin convenients. 
Per tant, per resoldre la traducció caldrà analitzar l’esmentada tesi i implementar la formulació 
a la lògica escollida. 
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7.1.4. Raonament amb esquemes de lògica de primer ordre 
Construir un raonador de lògica de primer ordre que garanteixi la completesa i mantingui un 
temps de resposta raonable queda també fora de l’abast d’aquest PFC. Amb el temps que 
ocupa un projecte de final de carrera difícilment es podria implementar un raonador de lògica 
millor que un de ja existent. 
Per tant, el procés de raonament es delegarà a un raonador de lògica a escollir. 
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8. Disseny de la traducció a lògica 
Tal com s’ha esmentat anteriorment, la traducció a lògica parteix del treball existent a la tesi 
(Queralt, 2009). Ara bé, per la realització d’aquest PFC ha estat necessari revisar i canviar certs 
aspectes d’aquesta formulació per assegurar-ne la correctesa i millor eficiència en el raonador 
a lògica. 
8.1. Principis per la traducció a lògica 
L’objectiu d’aquest apartat és donar al lector una idea intuïtiva sobre la forma de traducció a 
lògica proposada a la tesi (Queralt, 2009). A tal efecte, s’explicarà la traducció mitjançant 
l’esquema estructural de la Figura 32 - Esquema de pel·lícules, actors i directors. Per una 
especificació formal, remetem el lector a consultar directament la pròpia tesi. 
 
Figura 32 - Esquema de pel·lícules, actors i directors 
8.1.1. Traducció de classes i associacions 
La idea principal de la traducció és que les classes i associacions es corresponen amb predicats 
de lògica de primer ordre. L’aritat dels predicats depèn del nombre d’atributs i/o extrems de 
què disposa la classe/associació. 
El concepte d’instància d’una classe/associació es pot capturar a través del concepte àtom de 
la lògica de primer ordre. Un àtom es pot interpretar com la instanciació d’un predicat amb 
uns termes. Els termes, per tant, venen a ser el valor dels atributs (o extrems) de la instància. 
A les figures Figura 33 - Forma de traducció de classes i Figura 34 - Forma de traducció 
d'associacions es mostren un exemple de traducció de classe i d’associació respectivament. 
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Figura 33 - Forma de traducció de classes 
 
Figura 34 - Forma de traducció d'associacions 
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8.1.1.1 Traducció de restriccions UML 
Amb aquestes dues senzilles regles de traducció, ja es poden començar a traduir algunes 
restriccions de l’UML. 
8.1.1.1.1 Restricció d’OID 
Sabem que no poden existir dues instàncies amb el mateix OID. En concret, no poden existir 
dues instàncies de Pel·lícula amb el mateix OID, ni dues instàncies de Persona amb el mateix 
OID, ni una Pel·lícula amb el mateix OID que una Persona. 
Recordant que les restriccions s’escriuen en forma de denegació, és a dir, indicant el que està 
prohibit, l’esquema lògic haurà de disposar de les clàusules següents: 
<- Pel·lícula(oid, titol1,any1), Pel·lícula(oid,titol2,any2), titol1<>titol2 
<- Pel·lícula(oid, titol1,any1), Pel·lícula(oid,titol2,any2), any1<>any2 
<- Persona(oid, nom1), Persona(oid,nom2), nom1<>nom2 
<- Persona(oid, nom), Pel·lícula(oid, titol, any) 
8.1.1.1.2 Restricció de clau d’associació 
Sabem també que dues instàncies d’una mateixa associació no poden contenir els mateixos 
extrems. Ara bé, la pròpia naturalesa de la lògica de primer ordre impedeix que existeixin dos 
àtoms amb el mateix predicat i els mateixos termes. Això es deu a que la lògica de primer 
ordre treballa amb conjunts i no bosses. 
8.1.1.1.3 Restricció d’integritat referencial 
Ja hem vist que en UML tota instància d’una associació s’ha de compondre d’instàncies de tots 
els seus extrems. En l’exemple que hem citat, això obliga a l’esquema lògic a prohibir que 
existeixi una instància de Dirigeix on l’extrem director no sigui una instància de Persona. 
Similarment, es requereix una restricció per l’extrem peliDirigida, seqüela, preqüela, actor i 
peliActuada. 
<- Dirigeix(oidDirector, oidPeli), not(Persona(oidDirector, nom)) 
<- Dirigeix(oidDirector, oidPeli), not(Pel·lícula(oidPeli, títol, any)) 
<- Interpretació(oid, oidActor, oidPeli), not(Pel·lícula(oidPeli, títol, any)) 
<- Interpretació(oid, oidActor, oidPeli), not(Persona(oidActor, nom)) 
<- EsSeqüela(oidPre, oidSeq), not(Pel·lícula(oidSeq, títol, any)) 
<- EsSeqüela(oidPre, oidSeq), not(Pel·lícula(oidPre, títol, any)) 
8.1.1.1.4 Restriccions de cardinalitat 
Finalment, a l’esquema apareix una restricció de cardinalitat mínima que obliga a tota 
Pel·lícula a tenir almenys un director. Aquesta restricció es tradueix de la següent manera: 
<-Pel·lícula(oidPeli,títol, any), not(AlmenysUnDirector(oidPeli)) 
AlmenysUnAutor(oidPeli) <- Dirigeix(oidDirector, oidPeli) 
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Per altra banda, les restriccions de cardinalitat màxima sobre les preqüeles i seqüeles es 
traduirien de la següent forma: 
 Una pel·lícula qualsevol amb oid1, no pot tenir dues preqüeles immediates: 
<- EsSeqüela(oid1,oid2), EsSeqüela(oid1,oid3), oid2<>oid3 
 Una pel·lícula qualsevol amb oid1, no pot tenir dues seqüeles immediates: 
<- EsSeqüela(oid2,oid1), EsSeqüela(oid3,oid1), oid2<>oid3 
8.1.2. Traducció de restriccions OCL 
La traducció de restriccions OCL és un procés compost per dos fases. La primera fase consisteix 
en la transformació de restriccions OCL a expressions OCL senzilles. Posteriorment, es 
tradueixen les restriccions OCL senzilles a lògica. 
Les expressions OCL senzilles són aquelles que es componen únicament de navegacions i les 
operacions de select(), size() i operadors de comparació. La transformació a aquestes 
expressions senzilles es pot fer mitjançant la taula de la Figura 35 - Taula de transformació de 
restriccions OCL. 
Expressió original Expressió equivalent 
source->includes(obj) source->select(e|e=obj)->size()>0 
source->excludes(obj) source->select(e|e=obj)->size()=0 
source->includesAll(c) c->forAll(e|source->includes(e)) 
source->excludesAll(c) c->forAll(e|source->excludes(e)) 
source->isEmpty() source->size()=0 
source->notEmpty() source->size()>0 
source->exists(e|body) source->select(e|body)->size()>0 
source->forall(e|body) source->select(e|not(body))->size()=0 
source->isUnique(e|body) source->select(e|source->select(e2|e<>e2 and 
e2.body=e.body))->size()=1 
Figura 35 - Taula de transformació de restriccions OCL 
Aplicant aquesta taula, tenim que les restriccions OCL de l’exemple tindrien el següent format: 
context Pel·lículainvPreqüelaNoReflexiva: 
self.preqüela->select(e|e=self)->size()=0 
context Persona inv ClauPersona: 
Persona.allInstances()->select(p1|Persona.AllInstances()->select(p2|p1<>p2 and 
p1.nom=p2.nom)->size()>0)->size()=0 
context Pel·lícula inv ClauPel·lícula: 
Pel·lícula.allInstances()->select(p1|Pel·lícula.AllInstances()-
>select(p2|p1<>p2 and p1.titol=p2.titol)->size()>0)->size()=0 
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A partir d’aquí, una expressió OCL booleana es tradueix de la següent forma: 
 Les navegacions de l’expressió es tradueixen per un encadenament d’àtoms que 
representen les associacions per les que transcorre la navegació. Per exemple, 
“self.preqüela” es tradueix per “EsSeqüela(self, oidPre)”. 
 Els selects es tradueixen per noves regles de derivació, on la regla de derivació és la 
traducció de l’expressió OCL booleana que conté el select. Per exemple, al traduir la 
primera restricció, apareixeria la regla de derivació “select(oidPre, self)<- oidPre = self“ 
 L’operació de size, conjuntament amb l’operació de comparació i la constant que la 
segueix indiquen la quantitat de vegades que s’ha de traduir la navegació. Per 
exemple, en la primera restricció, el “->size()=0” fa referència a la no existència de cap 
preqüela que compleixi el select. Per tant, està prohibit que existeixi 1 preqüela que 
compleixi el select. Per tant, es traduirà 1 vegada la navegació. 
Com a conclusió, adjuntem seguidament la traducció de les restriccions de l’exemple: 
<- EsPreqüela(self, oidPre), Select(oidPre, self) 
Select(oidPre, self) <- oidPre = self 
<- Pel·lícula(oid1, titol, any), Select1(oid1) 
Select1(oid1) <- Pel·lícula(oid2,titol2,any2), Select2(oid1,oid2) 
Select2(oid1,oid2) <- oid1<>oid2, Pel·lícula(oid1, titol1, any1), 
Pel·lícula(oid2,titol2,any2), titol1=titol2 
<- Persona(oid1, nom), Select1(oid1) 
Select3(oid1) <- Persona(oid2,nom), Select4(oid1,oid2) 
Select4(oid1,oid2) <- oid1<>oid2, Persona(oid1, nom1), Persona(oid2,nom), 
nom1=nom2 
8.1.3. Principis per la traducció del comportament 
Fins ara només s’ha vist com traduir l’esquema estructural. Per traduir la part de 
comportament cal afegir un nou concepte a la traducció: el temps. 
En concret, en tant com ens interessa veure com varia el conjunt d’instàncies de l’esquema a 
mesura que s’apliquen les operacions de l’esquema en el temps, cal registrar quines són les 
instàncies que existeixen en els diferents instants de temps. 
Per això cal afegir a tots els àtoms que s’han vist fins ara, un nou terme que representa la 
instància del temps en què existeix. Si fins ara l’àtom “Pel·lícula(oid1,”El Show de Truman”, 
1998)” volia dir que existeix a l’esquema la instància de “El Show de Truman”, ara, afegint el 
terme temps, Pel·lícula(oid1,”El Show de Truman”, 1998, 1) vol dir que a l’instant 1 existeix a 
l’esquema la instància de “El Show de Truman”. 
Per tant, a totes les restriccions que s’han vist fins ara, s’ha d’afegir per tots els àtoms el terme 
que representa el temps. Per exemple: 
<- Dirigeix(oidDirector, oidPeli, t), not(Persona(oidDirector, nom, t)) 
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Aquesta restricció ara es podria llegir com “No pot ser que, a un instant de temps t qualsevol, 
existeixi una instància de l’associació Dirigeix on el seu membre director no sigui instància de 
Persona a l’instant t”. 
8.1.3.1 Inserció i esborrat d’instàncies en el temps 
En el moment en el que es planteja el raonament amb la part de comportament, es veu clar 
que si existeix la instància de “El Show de Truman” a l’esquema a l’instant 1, és gràcies a que 
s’ha afegit “El Show de Truman” en un instant t anterior a 1 i que no s’ha esborrat desde t fins 
a 1. 
Per tant, el predicat Pel·lícula ha de ser un predicat derivat. En concret, derivarà de 
addPel·lícula i deletedPel·lícula mitjançant la regla de derivació següent: 
Pel·lícula (oid,titol,any,instant) <-addPel·lícula((oid,titol,any,instant2), 
time(instant), not(deletedPel·lícula(oid,instant2,instant)), instant2<instant 
 On deletedPel·lícula és a la vegada un altre predicat derivat: 
deletedPel·lícula(oid,instant2,instant) <- delPel·lícula(oid,instantMig), 
time(instant2), time(instant), instant2<instantMig, instantMig<=instant 
 Similarment es definiria el predicat derivat Persona, Dirigeix, etc. 
Aquests predicats de addPel·lícula i delPel·lícula estan subjectes també a regles de derivació. 
En concret, un addPel·lícula es deriva d’una operació que impliqui l’afegit d’una Pel·lícula (per 
exemple, una operació crearPel·lícula(...)), mentre que un delPel·lícula es deriva d’una 
operació que impliqui l’esborrat d’una Pel·lícula (per exemple, esborrarPel·lícula(...)). La forma 
com es dedueix que una operació implica un addPel·lícula o un delPel·lícula es discuteixen a 
l’apartat següent. 
Finalment, el predicat time(...) és un predicat base, en tant com les instàncies de temps 
existeixen independentment de la resta d’instàncies. 
8.1.3.1.1 Operacions 
Una operació dóna lloc a un nou predicat a la lògica, on la seva aritat ve determinada per la 
quantitat de paràmetres que du l’operació més la quantitat d’instàncies noves que afegeix 
l’operació. 
Així per exemple, una operació de crearPel·lícula(titol: String, any: Date) donaria lloc a un 
predicat de crearPel·lícula d’aritat 4. L’aritat serà 4 perquè es necessitarà 1 terme per 
representar l’OID de la nova instància de Pel·lícula que es crea, 2 termes pels arguments de 
l’operació, i 1 últim terme per representar l’instant de temps en què s’invoca l’operació. 
Així per tant, per representar que a l’esquema invoquem l’operació crearPel·lícula(“El Show de 
Truman”,1998) a l’instant 1; a l’esquema lògic s’ha d’instanciar l’àtom crearPel·lícula(oid1,”El 
Show de Truman”,1998,1). 
Queda clar que dues operacions no es poden executar en el mateix instant de temps, pel que 
s’han d’afegir les restriccions per impedir-ho. Per exemple, suposant l’existència de les 
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operacions: crearPel·lícula(titol: String, any: Year) i crearPersona(nom: String), s’haurien 
d’afegir les restriccions: 
<- crearPel·lícula(oid1,titol1,any1,t), crearPel·lícula(oid2,titol2,any2,t), 
oid1<>oid2 
<- crearPel·lícula(oid1,titol1,any1,t), crearPel·lícula(oid2,titol2,any2,t), 
titol1<>titol2 
<- crearPel·lícula(oid1,titol1,any1,t), crearPel·lícula(oid2,titol2,any2,t), 
any1<>any2 
<- crearPel·lícula(oid1,titol1,any1,t), crearPersona(oid2,nom1, t) 
<- crearPersona(oid1,nom1, t), crearPersona(oid2,nom2, t), oid1<>oid2 
<- crearPersona(oid1,nom1, t), crearPersona(oid2,nom2, t), nom<>nom2 
A partir d’aquí, les postcondicions d’una operació es tradueixen en una o vàries regles de 
derivació dels predicats de addX/delX. 
La idea consisteix en establir una correspondència entre les postcondicions OCL i 
esdeveniments estructurals. Els esdeveniments estructurals són els esdeveniments elementals 
que es poden realitzar contra una instanciació d’un esquema: 
 Inserció d’una instància 
 Esborrat d’una instància 
 Generalització d’una instància en una jerarquia 
 Especialització d’una instància en una jerarquia 
 Canvi de classe d’una instància en una jerarquia 
Adjuntem a la Figura 36 - Taula de correspondència entre postcondicions i esdeveniments 
estructurals aquesta correspondència. Es considera que un esdeveniment estructural de canvi 
de classe es pot capturar a través d’una generalització i una especialització. 
Postcondició OCL Esdeveniment estructural. 
x.oclIsNew() and x.oclIsTypeOf(Classe) Inserció d’una instància de Classe 
navegació->includes(x) Inserció d’una instància d’Associació 
Classe.allInstances()->excludes(x) Esborrat d’una instància de Classe 
navegació ->excludes(x) Esborrat d’una instància d’Associació 
x.oclIsTypeOf(Subclasse) Especialització a Subclasse 
not(x.oclIsTypeOf(Subclasse)) Generalització desde Subclasse 
Figura 36 - Taula de correspondència entre postcondicions i esdeveniments estructurals. 
A partir d’aquí, solament queda veure la correspondència entre els esdeveniments estructurals 
i les regles de addX, delX.  
Senzillament, totes les regles d’inserció i especialització es correspondran a regles addX; 
mentre que les regles d’esborrat i generalització es correspondran a regles delX. 
  
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
65 
 
Perquè una operació s’executi, s’ha de complir la precondició, pel que les regles tindran la 
forma: 
addX/delX(... t) <- operacio(... t), prec(... tPre), time(t), time(tPre), tPre 
= t-1 
On: 
 operacio(...) és el predicat base que representa l’operació que s’està traduint 
 prec(...) és la traducció de la precondició de l’operació com a expressió booleana 
 tPre és el terme que representa l’instant de temps just anterior a t, fet que es 
representa mitjançant tPre=t-1 
8.1.3.1.2 Efectes col·laterals 
Quan s’esborra una instància de classe, també s’esborren, necessàriament, les instàncies 
d’associacions que utilitzaven aquesta instància de classe. En cas contrari, es violaria la 
restricció d’integritat referencial. 
Això dóna lloc a les regles de derivació: 
delAssoc(a,b, ...t) <- delClasse(a,...t) 
delAssoc(a,b, ...t) <- delClasse(b,...t) 
... 
8.1.4. Resum dels principis de traducció 
A la Figura 37 - Resum dels principis de traducció es mostra un resum de com funciona la 
traducció. 
A partir d’aquí, un usuari podria demanar a l’eina, per exemple, si és possible instanciar la 
classe Pel·lícula. L’eina enviarà al raonador SVTe l’esquema lògic traduït i com a objectiu el 
literal: “Pel·lícula(oid,títol,any,t)”. Llavors, el raonador provarà de construir, amb els predicats 
base (les operacions i instàncies de temps) un conjunt d’àtoms ground (àtoms sense variables) 
pels que es pugui derivar l’objectiu sense violar cap restricció de l’esquema. 
Si existeix aquest conjunt d’àtoms i aquest és un conjunt finit, el raonador els retornarà. Si no 
existeix aquest conjunt d’àtoms, el raonador respondrà que no és possible satisfer l’objectiu. Si 
aquest conjunt d’àtoms existeix però és infinit, el raonador es quedarà calculant-lo 
indefinidament (es penja). Aquest últim fet és inevitable, atès que està demostrat que el 
raonament en esquemes UML/OCL és semidecidible. 
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Figura 37 - Resum dels principis de traducció 
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8.2. Nous principis per la traducció 
Fins ara, s’ha resumit la forma de traducció de la tesi de la què parteix aquest treball. 
No obstant, una de les contribucions d’aquest projecte és la reformalització de certs aspectes 
d’aquesta traducció, concretament, en l’àmbit de les jerarquies i operacions. 
8.2.1. Definicions dels predicats 
El primer punt que ha de quedar clar és el significat associat a cada predicat. Associar una 
semàntica concreta a cada predicat evita confusions i en facilita la tasca d’analitzar la correcció 
de la traducció. 
Per explicar el significat dels predicats, suposem que s’està traduint un esquema que té la 
classe Persona amb l’atribut nom. Això ens du a què a l’esquema lògic existiran els predicats 
addPersona(...) i delPersona(...). 
A partir d’aquí, existeixen dues possibles definicions per aquests 2 predicats; reflectits a la 
Figura 38 - Taula de semàntica dels predicats. Opció 1 i Figura 39- Taula de semàntica dels 
predicats. Opció 2. 
Predicat Semàntica 
addPersona(oid,nom,t) A l’instant t, s’afegeix a la instància amb l’oid especificat el tipus 
Persona, el tingués ja o no. 
delPersona(oid, t) A l’instant t, es treu a la instància amb l’oid especificat el tipus 
Persona, el tingués o no. 
Figura 38 - Taula de semàntica dels predicats. Opció 1 
Predicat Semàntica 
addPersona(oid,nom,t) A l’instant t, s’afegeix a la instància amb l’oid especificat el tipus 
Persona si i només si no el tenia. 
delPersona(oid, t) A l’instant t, es treu a la instància amb l’oid especificat el tipus 
Persona si i només si abans el tenia. 
Figura 39- Taula de semàntica dels predicats. Opció 2 
La diferència rau en el significat del predicat quan la instància ja tenia (o no tenia) el tipus que 
es pretén inserir o esborrar. 
Aquesta elecció està íntimament relacionada en com interpretar una operació com la següent: 
op: afegirDirector(peli: Pel·lícula, dire: Persona) 
post: peli.director->includes(dire) 
Aquesta operació pretén instanciar “Dirigeix(dire, peli)”. Però quin és el comportament de 
l’operació quan aquesta instància ja existeix? Al cap i a la fi, la postcondició només exigeix que 
ha d’existir aquesta instància, no que s’hagi de crear en aquell moment. 
Altre cop existeixen dues possibilitats: 
 Es considera que l’operació s’executa i no provoca cap canvi en tant com ja compleix la 
postcondició. 
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 Es considera que l’operació no és correcta en tant com pot executar-se i no produir 
canvis. Per corregir-se, s’hauria d’afegir a la precondició que la instància no existeix: 
peli.director->excludes(peli). 
Davant d’aquestes dues opcions, en aquest PFC s’ha preferit l’opció de considerar que 
l’operació no és correcte, i que per tant, l’operació hauria de ser: 
op: afegirDirector(peli: Pel·lícula, dire: Persona) 
pre: peli.director->excludes(dire) 
post: peli.director->includes(dire) 
A l’hora de la veritat, ambdues opcions només es diferencien  en què, un cop s’hagués 
implementat el sistema d’informació, una ens portaria a implementar una operació que podria 
executar-se sense fer cap canvi i l’altra a llançar un error si no es compleix la precondició. 
Des d’aquest treball es considera més útil que una operació que no produeix cap canvi retorni 
un error ja que és molt més informatiu rebre un error del tipus “No es pot afegir el director 
perquè ja hi és” que no rebre un missatge de confirmació del tipus “Afegit director si no hi 
era”. 
Aquesta decisió ens du llavors a prendre la semàntica dels predicats definida a la Figura 39- 
Taula de semàntica dels predicats. Opció 2, on l’addPersona (i delPersona) només es 
produeixen si la instància no existia (o sí existia) en l’instant anterior a invocar l’operació. Per 
tant, en algunes operacions, serà necessari assegurar aquest fet en la precondició. 
8.2.2. Traducció d’operacions d’inserció i esborrat 
Donada l’anterior definició dels predicats, és necessari revisar la forma com es tradueixen les 
regles de addX/delX. En concret, la nova forma de les regles de derivació passa a ser: 
addX/delX(...) <- operacio(... t), param1(... tPre), param2(... tPre), 
paramN(... tPre), prec(... tPre), precImplicita(... tPre), time(tPre), tPre < 
t, not(separat(tPre, t)) 
On: 
 operacio(...) és el predicat que representa l’operació que s’està traduint 
 paramI(...) és la traducció de l’i-èssim paràmetre de l’operació. Si l’i-èssim paràmetre 
de l’operació és, per exemple, una Persona; llavors paramI(...) esdevé el literal 
Persona(... tPre). Si el paràmetre és, en canvi, un tipus bàsic, no s’esdevé cap literal per 
traduir-lo. 
 prec(...) és la traducció de la precondició de l’operació com a expressió booleana 
 precImplicita(...) és una regla de derivació que depèn dels esdeveniments estructurals 
que provoquen l’operació. 
 tPre és el terme que representa l’instant de temps just anterior a t. A tal efecte, 
s’afegeixen el built-in literal tPre < t i el literal not(separat(tPre, t)) 
Per la seva banda, separat(...) és un predicat derivat que es defineix de la següent forma: 
separat(t1,t3) <- time(t1), time(t2), time(t3), t1<t2<t3 
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S’ha optat per implementar el concepte de temps anterior mitjançant aquests literals per tal 
d’evitar haver d’implementar aquest concepte al raonador. 
Finalment, tal com s’ha definit la semàntica dels diferents predicats, per tal que addX(oid... t) 
s’avaluï a cert cal garantir que la instància especificada no tingui el tipus X a l’instant tPre. 
Similarment, per tal que delX(oid, t) s’avaluï a cert cal garantir que la instància especificada 
tingui el tipus X a l’instant tPre. 
8.2.2.1 Traducció d’una inserció a una classe 
Suposem la següent operació: 
Op crearPersona(n: String) 
post: x.oclIsNew() and x.oclIsTypeOf(Persona) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca una inserció a la classe 
Persona. Una inserció de Persona es correspon a realitzar un addPersona(...). 
A partir d’aquí, la precondició implícita de tota inserció és que la instància no existia ja, sinó 
que és nova (tal com indica oclIsNew()). D’aquesta manera, es garanteix que l’addPersona(...) 
es produeix si i només si no existia ja la instància com a Persona, tal com s’ha establert en la 
definició d’aquest predicat a la taula de la Figura 39- Taula de semàntica dels predicats. Opció 
2. 
Per tant, la traducció resultaria com segueix: 
addPersona(oid, nom, t) <- crearPersona(oid, nom, t), precImplicita(oid, 
tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
precImplicita(oid, tPre) <- not(Persona(oid, nom, tPre)) 
8.2.2.2 Traducció d’un esborrat en una classe 
Suposem la següent operació: 
Op esborrarPersona(p: Persona) 
post: Persona.allInstances()->excludes(p) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca un esborrat a la classe 
Persona. Un esborrat de Persona es correspon a fer un delPersona(...). 
Un esborrat no té cap precondició implícita, però sí s’exigeix que la instància de Persona que es 
pretén esborrar existís abans d’aplicar l’operació. En l’exemple donat, això ja es garanteix atès 
que l’operació rep com a paràmetre una Persona. 
Per tant, aquesta seria la seva traducció: 
delPersona(oid, t) <- esborrarPersona(p, t), Persona(p, nom, tPre), 
time(tPre), tPre < t, not(separat(tPre, t)) 
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8.2.2.3 Traducció d’una inserció en una associació 
Suposem la següent operació: 
Op afegirDirector(p: Pel·lícula, d: Persona) 
pre: p.director->excludes(d) 
post: p.director->includes(d) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca una inserció a l’associació 
Dirigeix. Una inserció de Dirigeix es correspon a realitzar un addDirigeix(...). 
Aquesta operació tampoc té precondició implítica, però sí s’exigeix que en la precondició es 
garanteixi que la instància no existia ja. 
Per tant, la traducció seria així: 
addDirigeix(dire, peli, t) <- afegirDirector(peli, dire, t), prec(peli, diré, 
tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
prec(peli, dire, t) <- not(Dirigeix(dire, peli, t)) 
8.2.2.4 Traducció d’un esborrat en una associació 
Suposem la següent operació: 
Op treureDirector(p: Pel·lícula, d: Persona) 
pre: p.director->includes(d) 
post: p.director->excludes(d) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca un esborrat a l’associació 
Dirigeix. Un esborrat de Dirigeix es correspon a realitzar un delDirigeix(...). 
Aquesta operació tampoc té precondició implícita, però sí s’exigeix que en la precondició es 
garanteixi que la instància existia. 
Per tant, la traducció resultaria en: 
delDirigeix(dire, peli, t) <- treureDirector(peli, dire, t), prec(peli, dire, 
tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
prec(peli, dire, t) <- Dirigeix(dire, peli, t) 
8.2.3. Traducció de jerarquies 
Quan a una instància se li afegeix el tipus d’una subclasse, també se li ha d’afegir el tipus de la 
superclasse si no el tenia ja. Per altra banda, si a una instància se li treu el tipus de la 
superclasse, també se li ha de treure el tipus de la subclasse. Tot això dóna lloc a les regles: 
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addSuper(x ... t) <- addSub(x ... t), not(Super(x ... tPre)), time(tPre), 
tPre<t, not(separat(tPre,t)) 
delSub(x, t) <- delSuper(x, t), Sub(x ... tPre), time(tPre), tPre<t, 
not(separat(tPre,t)) 
Si la jerarquia és disjoint, no pot ser que una instància sigui de dos subclasses a la vegada, pel 
que s’ha d’afegir la següent restricció: 
<- Sub1(x ... t), Sub2(x ... t) 
Si la jerarquia és complete, no pot ser que una instància sigui de la superclasse però no de cap 
subclasse, pel que s’ha d’afegir la restricció: 
<- Super(x ... t), not(SomeSubclass(x, t)) 
SomeSubclass(x,t) <- Sub1(x ... t) 
SomeSubclass(x,t) <- Sub2(x ... t) 
8.2.3.1 Traducció d’una generalització 
Suposem la següent operació: 
Op generalitzarDesdeHome(h: Home) 
post: not(h.oclIsTypeOf(Home)) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca una generalització desde 
Home. Una generalització desde Home es correspon a realitzar un delHome(...). 
Aquesta operació tampoc té precondició implícita, però sí s’exigeix que en la precondició es 
garanteixi que la instància tenia el tipus Home. En aquest exemple està garantit gràcies al tipus 
del paràmetre. 
Per tant, la traducció resultant seria així: 
delHome(h, t) <- generalitzarDesdeHome(h, t), Home(h, nom, tPre), time(tPre), 
tPre < t, not(separat(tPre, t)) 
8.2.3.2 Traducció d’un especialització 
Suposem la següent operació: 
Op especialitzarAHome(p: Persona) 
pre: not(p.oclIsTypeOf(Home)) 
post: p.oclIsTypeOf(Home) 
Aplicant la taula de la Figura 36 - Taula de correspondència entre postcondicions i 
esdeveniments estructurals. es veu que aquesta operació provoca una especialització a Home. 
Una especialització desde Home es correspon a realitzar un addHome(...). 
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Aquesta operació tampoc té precondició implícita, però sí s’exigeix que en la precondició es 
garanteixi que la instància no tenia el tipus Home. En aquest exemple està garantit gràcies a la 
precondició. 
Per tant, la traducció resultaria com segueix: 
addHome(h, nom, t) <- especialitzarAHome(h, t), Persona(h, nom, tPre), prec(h, 
tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
prec(h, tPre) <- not(Home(h, nom, tPre)) 
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8.3. Refinament de la nova traducció 
8.3.1. Eliminació/substitució de restriccions 
A l’apartat Optimització del raonador a lògica, es discuteix amb més profunditat sobre el 
comportament que té el raonador de lògica. No obstant, des d’aquí ja es pot veure, 
intuïtivament, que pel raonador és més eficient treballar amb esquemes que tinguin: 
 Quantes menys restriccions, millor: menys comprovacions a fer 
 Quantes menys regles de derivació s’hagin d’avaluar, millor: menys càlculs a fer 
Amb aquestes dues idees en ment es poden començar a realitzar canvis a la traducció per fer-
lo més eficient de cares al raonador. 
8.3.1.1 Substituint la restricció d’OID 
Les restriccions d’OID, és a dir, les restriccions per garantir que no hi ha dues instàncies 
diferents amb el mateix OID, es definien com: 
<- Persona(oid, nom, t), Pel·lícula(oid, titol, any, t2) 
Ara bé, aquesta restricció requereix avaluar vàries regles de derivació (les corresponents a 
Persona, addPersona, etc. i les corresponents a Pel·lícula, addPel·lícula, etc.). 
Una senzilla estratègia que permet estalviar aquesta avaluació consisteix en baixar la restricció 
d’OID a les operacions. En aquest cas, prohibir crear una Persona i prohibir crear una Pel·lícula 
amb el mateix OID. Observi’s que si es compleix aquesta restricció, és impossible tenir dues 
instàncies de Persona i Pel·lícula amb al mateix OID: 
<- crearPersona(oid, nom, t), crearPel·lícula(oid, titol, any, t2) 
En tant com els predicats de les operacions són base, el raonador ja no ha d’avaluar cap regla 
de derivació per comprovar aquesta restricció. 
8.3.1.2 Eliminant la restricció d’integritat referencial 
Fins ara, per garantir la restricció d’integritat referencial, és a dir, la restricció que obliga que 
els tipus dels extrems de l’associació siguin correctes, es feia ús de la regla: 
<- Dirigeix(oidDirector, oidPeli, t), not(Persona(oidDirector, nom, t)) 
Ara bé, se sap que Dirigeix(...) derivarà de addDirigeix(...) i aquest predicat prové de traduir 
una operació que implica instanciar aquesta associació. 
Aquesta operació, haurà passat l’anàlisi sintàctic de l’OCL que proveeix l’EinaGMC2. I 
l’EinaGMC ja vetlla perquè la restricció d’integritat referencial, la qual es pot comprovar a 
nivell de sintaxis, es compleixi. 
                                                          
2
 L’EinaGMC és la llibreria que implementa el metamodel d’UML/OCL escollida per emmagatzemar 
l’esquema conceptual que es pretén analitzar. Per més detalls sobre l’EinaGMC, preguem el lector que 
s’adreci a l’apartat Tecnologies utilitzades. 
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Per tant, en tant com la nova forma de traducció tradueix els paràmetres de les operacions per 
assegurar que són del tipus indicat a l’OCL, la restricció d’integritat referencial queda sempre 
garantida pel comportament. 
Llavors, aquesta restricció no és necessària. 
8.3.2. Eliminació de recursivitats 
8.3.2.1 Eliminació de recursivitats en la inserció d’instàncies 
L’actual nova forma de traducció presenta predicats recursius. Un predicat s’anomena recursiu 
si és un predicat derivat tal que en alguna de les seves regles de derivació es conté a si mateix. 
Per exemple, prenent totes les regles de derivació que afecten Persona: 
Persona(oid, nom, t) <- addPersona(oid, nom, t2), time(t), 
not(deletedPersona(oid,nom,t)), t2<t 
addPersona(oid, nom, t) <- crearPersona(oid, nom, t), precImplicita(oid, 
tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
precImplicita(oid, tPre) <- not(Persona(oid, nom, tPre)) 
Si es col·lapsen les diferents regles de derivació en una sola s’obté:  
Persona(oid, nom, t)<- crearPersona(oid, nom, t2), not(Persona(oid, nom, 
t2Pre)), time(t2Pre), t2Pre < t2, not(separat(t2Pre, t2)), time(t), 
not(deletedPersona(oid,nom,t)), t2<t 
Pel que l’avaluació del predicat Persona depèn del predicat Persona. Més concretament, del 
literal not(Persona(...)). Això dona lloc a ineficiències en el raonador. 
Aquest literal negatiu que produeix la recursivitat forma part de la traducció per tal de garantir 
que, quan es crea una nova instància de Persona, realment aquesta instància és nova. Aquest 
fet s’ha de garantir d’acord amb la definició dels predicats que s’ha escollit a la Figura 39- 
Taula de semàntica dels predicats. Opció 2, per no parlar de l’oclIsNew() amb què sempre 
s’acompanya una inserció tal com s’ha definit a la Figura 36 - Taula de correspondència entre 
postcondicions i esdeveniments estructurals. 
Nogensmenys, fruït de la traducció de les restriccions d’OID a nivell d’operacions, l’esquema 
ara disposa de restriccions com per exemple: 
<- crearPersona(oid, nom, t), crearPersona(oid, nom2,t2), t<>t2 
Amb aquesta restricció no hi poden haver dues operacions de crearPersona(...) que utilitzin el 
mateix OID, per tant, quan s’instancia un nou crearPersona(oid...), aquest OID no representa 
cap instància existent de Persona. En cas contrari, necessàriament hi hauria una altra instància 
de crearPersona(oid...) amb el mateix OID, i per tant es violaria la restricció. 
Evidentment, aquesta restricció es construeix per tot parell d’operacions que provoquin 
insercions d’una mateixa Classe. 
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8.3.2.2 Eliminació de recursivitats en les jerarquies 
Imaginem que tenim l’esquema conceptual de la Figura 40- Esquema conceptual d'una 
jerarquia. 
 
Figura 40- Esquema conceptual d'una jerarquia 
Clarament, l’esquema és erroni. Només mirant les operacions de què disposa l’esquema es pot 
veure com no es pot instanciar cap classe. 
Efectivament, no hi ha cap operació d’inserció d’instàncies, només una d’especialització de 
Pel·lícules a Clàssics, però aquesta operació no es podrà executar mai perquè mai ningú haurà 
pogut inserir una Pel·lícula.  
Vegem però quina és la forma de traducció que es deriva d’aquest esquema: 
... 
Pel·lícula(oid, nom, any, t) <- addPel·lícula(oid, nom, any, t2), 
not(deletedPel·lícula(oid, t2,t)) ... 
addPel·lícula(oid, nom, any, t) <- addClàssic(oid, nom, any, t), 
not(Pel·lícula(oid, nom, any, tPre))... 
addClàssic(oid, nom, any, t) <- especialitzaClàssic(oid, t), Pel·lícula(oid, 
nom, any, tPre), not(Clàssic(oid, nom, any, tPre)) ... 
... 
Tal com es pot veure, existeix una recursivitat. Aquesta és especialment greu atès que és 
infinita i penja el programa. Per aconseguir instanciar una Pel·lícula a l’instant t, el raonador de 
lògica té l’opció d’especialitzar a Clàssic una instància de Pel·lícula que existís a tPre, i deixar 
que la regla que deriva la inserció de Pel·lícula a partir de la inserció de Clàssic s’activi. Però 
llavors li queda instanciar una Pel·lícula a tPre. Per instanciar la Pel·lícula a tPre, pot recórrer 
altra vegada a aquest procediment, i així indefinidament, donant lloc a un esquema infinit. 
Aquest raonament cíclic s’il·lustra a la Figura 41 - Cicle en el raonament 
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Figura 41 - Cicle en el raonament 
Per tant, s’ha d’evitar aquesta recursivitat. 
L’estratègia aquí consisteix en eliminar la regla que permet deduir un addSuperClasse a partir 
d’un addSubClasse (i simètricament, un delSubClasse a partir d’un delSuperClasse). 
Per això, es canvia la forma de traducció d’insercions, esborrats, generalitzacions i 
especialitzacions. 
 A partir d’ara, qualsevol inserció, a part de provocar d’addClasse(...), també deriva un 
addSuperClasse(...) si existeix la SuperClasse. 
 Un esborrat, provoca el delClasse(...) i també deriva el delSuperClasse(...) i 
delSubClasse(...) si existeixen la SuperClasse i la SubClasse. L’esborrat de la SuperClasse 
s’esdevé perquè es considera que l’esborrat esborra tot rastre de la instància. 
 Una generalització provoca un delClasse(...) i també el delSubClasse(...) si existeix. 
 Una especialització provoca un addClasse(...) i un addSuperClasse(...) si existeix. 
No obstant, per la definició dels predicats, no pot ocórrer que es provoqui un addX o un delX si 
la instància ja tenia el tipus X (o no el tenia ja). Per mantenir la semàntica dels predicats, es fa 
ús de les precondicions implícites. 
Així per tant, si una generalització provoca un delClasse(...) i un delSubClasse(...), la regla 
delSubClasse constarà d’una precondició implícita que garanteixi que la instància tenia el tipus 
de la SubClasse. 
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8.3.3. Evitant les instanciacions infinites de l’esquema 
Finalment, per evitar les instanciacions infinites de l’esquema que provoquen que el programa 
es pengi, existeix la possibilitat d’acotar la quantitat d’instàncies de temps. En concret, es pot 
afegir la restricció. 
<- time(t), not(timeWellBounded(t)) 
timeWellBounded(t) <- 0<t, t<MAX 
De tal manera que, com que tota operació s’instancia en un instant de temps, al limitar les 
instàncies de temps també es limiten les instàncies d’operacions. 
La idea és que, si un test no es pot resoldre amb un màxim nombre d’operacions (o instàncies 
de temps) de per exemple 10, probablement no existeix cap forma de resoldre’l.  
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8.4. Testos de verificació i validació de propietats 
Un cop vist la forma de traducció, ja es poden especificar els diferents tests automàtics que 
l’usuari podrà fer servir per testejar l’esquema conceptual. 
8.4.1. Tests de verificació 
8.4.1.1 Liveliness test 
El liveliness test és un test que s’aplica a una Classe o Associació concreta per comprovar si 
aquesta es pot instanciar. És a dir, si existeix una seqüència d’operacions tal que, sense violar cap 
restricció d’integritat en cap moment, permet instanciar la determinada Classe o Associació. 
Aquest test dóna lloc a l’objectiu de lògica: 
Objectiu() <- Classe/Asso(a,b,c...t) 
Per exemple, en el cas de la Classe Pel·lícula: 
Objectiu() <- Pel·lícula(oid, títol, any, t) 
8.4.1.2 Redundància de restriccions 
El test de redundància de restriccions consisteix en comprovar si una determinada restricció 
OCL és redundant. Una restricció OCL és redundant si mai pot ésser violada. 
Per testejar si una restricció és redundant, cal eliminar la restricció de l’esquema i convertir-la 
en objectiu del test. 
Per exemple, per comprovar si la restricció “PreqüelaNoReflexiva” és redundant, l’objectiu 
hauria de ser: 
Objectiu() <- EsPreqüela(self, oidPre), Select(oidPre, self) 
Select(oidPre, self) <- oidPre = self 
8.4.1.3 Test de cardinalitat mínima 
El test de cardinalitat mínima comprova, donada una restricció de cardinalitat mínima, si és 
possible de tenir tantes instàncies com indica la cardinalitat associades a la mateixa instància 
de l’altre extrem (o extrems, si l’associació és n-ària) i cap més. 
Per exemple, sigui la cardinalitat mínima que exigeix que tota Pel·lícula  té almenys 1 director, 
el test provaria que poden existir Pel·lícules que tenen 1 i només 1 director. 
El test té el següent objectiu: 
Objectiu()<- assoc(a,b,c1...t), assoc(a,b,c2...t), ... assoc(a,b,cN...t) 
not(assoc(a,b,cN+1...t)), ci<>cj 
On c és l’extrem que té la cardinalitat i N el valor de la cardinalitat. 
En l’exemple de la cardinalitat mínima de Dirigeix l’objectiu seria: 
Objectiu()<- Dirigeix(dire,peli,t), not(Dirigeix(dire2, peli,t)), dire<>dire2 
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8.4.1.4 Test de cardinalitat màxima 
El test de cardinalitat màxima comprova, donada una restricció de cardinalitat màxima, si és 
possible de tenir tantes instàncies com indica la cardinalitat associades a la mateixa instància 
de l’altre extrem (o extrems, si l’associació és n-ària). 
Per exemple, sigui la cardinalitat màxima que exigeix que tota Pel·lícula  té com a molt una 
seqüela, el test provaria que poden existir Pel·lícules que tenen 1 seqüela 
El test té el següent objectiu: 
Objectiu()<- assoc(a,b,c1...t), assoc(a,b,c2...t), ... assoc(a,b,cN...t) ci<>cj 
On c és l’extrem que té la cardinalitat i N el valor de la cardinalitat. 
En l’exemple de la cardinalitat màxima de EsSeqüela, l’objectiu seria: 
Objectiu()<- ÉsSeqüela(seq,preq,t) 
8.4.1.5 Test de jerarquia incompleta 
El test de jerarquia incompleta prova, donada una jerarquia especificada com a incompleta, si 
es pot tenir una instància de la superclasse sense que sigui instància de la subclasse. 
L’objectiu del test seria el següent: 
Objectiu()<- superclasse(a,b,c...t), not(subclasse1(a,b,c,...t)), ..., 
not(subclasse2(a,b,c...t)) 
Un exemple podria ser: 
Objectiu() <- Persona(oid, nom, t), not(Home(oid, nom, any, t)), not(Dona(oid, 
nom, t)) 
8.4.1.6 Test de jerarquia overlapping 
El test de jerarquia overlapping prova, donada una jerarquia especificada com a overlapping, si 
pot existir una instància que tingui el tipus de dues o més subclasses. 
L’objectiu del test seria el següent: 
Objectiu() <- subclassei(a,b,c...t), subclassej(a,b,c...t) 
En aquest test, existeixen vàries regles de derivació per l’objectiu. En concret, tantes com 
parelles de subclasses diferents es poden formar. 
Un exemple de test d’overlapping podria ser el següent: 
Objectiu() <- Home(oid, nom, any, t), Dona(oid, nom, t) 
8.4.1.7 Test de redundància de precondicions 
El test de redundància de precondicions serveix per detectar, donada una precondició d’una 
operació, si aquesta és redundant. Una precondició és redundant si no es pot violar. 
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L’objectiu del test seria el següent: 
Objectiu() <- param1(a,b,c...t)... paramN(aN,bN,cN...t), not(prec(a...aN,t)) 
Un exemple podria ser: 
Objectiu() <- Persona(h,nom,t), not(prec(h, t)) 
prec(h, t) <- not(Home(h, nom, t)) 
8.4.1.8 Test d’aplicabilitat d’operacions 
El test d’aplicabilitat d’operacions serveix per comprovar si una operació és aplicable. És a dir, 
si es pot assolir la seva precondició. 
L’objectiu del test seria el següent: 
Objectiu() <- param1(a,b,c...t)... paramN(aN,bN,cN...t), prec(a...aN,t) 
Un exemple podria ser: 
Objectiu() <- Persona(h,nom,t), prec(h, t) 
prec(h, t) <- not(Home(h, nom, t)) 
8.4.1.9 Test d’executabilitat d’operacions 
El test d’executabilitat d’operacions serveix per comprovar si una operació és executable. És a 
dir, si es pot executar una operació sense violar cap restricció d’integritat. 
L’objectiu del test seria el següent: 
Objectiu <- operacio(... t), param1(... tPre), param2(... tPre), ..., 
paramN(... tPre), prec(... tPre), time(tPre), tPre < t, not(separat(tPre, t)) 
Un exemple podria ser: 
Objectiu() <- especialitzarHome(h,t) Persona(h,nom,tPre), prec(h, tPre), 
time(tPre), tPre<t, not(separat(tPre,t)) 
prec(h, t) <- not(Home(h, nom, t)) 
8.4.2. Tests de validació 
8.4.2.1 Test d’irreflexivitat 
El test d’irreflexivitat comprova, donada una associació recursiva, si una instància es pot 
associar amb si mateixa. 
L’objectiu del test seria el següent: 
Objectiu() <- assoc(a,a,t) 
Un exemple podria ser: 
Objectiu() <- EsSeqüela(a,a,t) 
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8.4.2.2 Test d’inclusió 
El test d’inclusió comprova, donades una parella d’associacions binàries amb els mateixos 
extrems, si pot existir una instància d’una sense que existeixi una instància de l’altra amb els 
mateixos extrems. 
L’objectiu del test seria el següent: 
Objectiu() <- assoc(a,b,t), not(assoc2(a,b,t)) 
Un exemple podria ser: 
Objectiu() <- Dirigeix(a,b,t), not(Interpreta(oid,a,b,t)) 
8.4.2.3 Test d’exclusió 
El test d’exclusió comprova, donades un parell d’associacions binàries amb els mateixos 
extrems, si pot existir una instància d’una i una instància de l’altra amb els mateixos extrems.  
L’objectiu del test seria el següent: 
Objectiu() <- assoc(a,b,t), assoc2(a,b,t) 
Un exemple podria ser: 
Objectiu() <- Dirigeix(a,b,t), Interpreta(oid,a,b,t) 
Test d’assoliment d’estat 
El test d’exclusió comprova, donada una instanciació de l’esquema proveïda per l’usuari, si 
aquesta instanciació es pot assolir amb les operacions de l’esquema sense violar cap restricció 
d’integritat. 
L’objectiu prové de traduir les diferents instàncies a àtoms positius: 
Objectiu() <- classe1(...), classe2(...), assoc1(...), assoc2(...) 
Un exemple podria ser: 
Objectiu() <- Pel·lícula(oid1, “Quemar Después de leer”, 2008,t), 
Director(oi2, “J. Cohen”,t), Director(oid3,”E. Cohen”,t), Dirigeix(oid2, 
oid1,t), Dirigeix(oid3, oid1,t) 
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9. Disseny de l’eina 
Durant l’etapa de disseny, s’explica de quina manera es resol el programa especificat 
mitjançant les tecnologies imperants del moment. 
Ja s’ha avançat anteriorment que la resolució del problema transcórrer per reduir el 
raonament en esquemes conceptuals al raonament en esquemes de lògica de primer ordre. 
Avancem des d’aquí que l’eina es programa en Java atenent a que és el llenguatge orientat a 
objectes amb el que tenim més experiència. 
9.1. Tecnologies utilitzades 
Aprofitar tecnologies ja existents (ja siguin llibreries o programari extern) redueixen la càrrega 
de treball del projecte, permetent concentrar els esforços en el disseny i implementació de les 
altres parts. 
Passem a veure seguidament, les diferents tecnologies emprades per cada tasca. 
9.1.1. Tecnologies per la Introducció de l’esquema a l’eina: ArgoUML 
Per la introducció d’un esquema conceptual a l’eina fa falta utilitzar un editor extern. Aquest 
editor, ha de permetre modelar gràficament l’esquema conceptual i, a ser possible, ser de 
lliure distribució per evitar conflictes de llicència amb el nostre projecte. 
L’ArgoUML, cumpleix ambdós requisits. 
L’ArgoUML és un editor gràfic d’esquemes UML que es pot descarregar gratuïtament a l’adreça 
http://argouml.tigris.org/. 
Més endavant, a l’apartat d’Exemple d’execució de l’eina, es mostra com s’utilitza l’ArgoUML. 
 
9.1.2. Tecnologies per la representació de l’esquema: Java DOM i EinaGMC 
L’entrada del programa és un fitxer XMI que representa l’esquema que es pretén analitzar. A 
partir d’aquí, cal convertir el fitxer XMI en una instància d’un metamodel UML/OCL. 
Primerament, cal carregar el fitxer XMI d’entrada a memòria. Per fer-ho, s’ha optat per 
representar el fitxer XMI amb les classes que proporciona el DOM (Document Object Model). 
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El DOM és una interfície de programació d’aplicacions que proporciona un conjunt estàndard 
de classes amb els que representar els conceptes d’un fitxer XML (recordem que l’XMI segueix 
l’estàndard XML). 
El llenguatge Java, utilitzat per la programació del nostre software, proporciona una llibreria 
que implementa les classes del DOM, a més a més d’un parser que permet instanciar les 
classes del DOM a partir d’un fitxer XML. 
Per tant, el pas de carregar el fitxer XMI a memòria es delega a la llibreria Java DOM. 
Un cop el fitxer XML està carregat a memòria, s’ha de recórrer per instanciar un metamodel 
d’UML/OCL. Afortunadament, existeixen llibreries que implementen els metamodels 
d’UML/OCL. En el nostre projecte, s’utilitza la llibreria EinaGMC, desenvolupada conjuntament 
per la UPC i la UOC. Un dels principals avantatges d’aquesta llibreria és que implementa un 
anàlisi sintàctic de l’esquema, pel que la detecció dels errors sintàctics es delega a aquest 
component. 
Llavors, cal implementar la forma de recórrer el fitxer XMI mitjançant el DOM per instanciar les 
diferents classes de la llibreria EinaGMC. A partir d’aquí, ja es té una representació a memòria 
de l’esquema conceptual. 
 
9.1.3. Tecnologies per la traducció a lògica 
Per la traducció a lògica, no s’ha pogut fer ús d’una llibreria que implementés el metamodel 
del llenguatge de lògica de primer ordre. En concret, no existeix cap llibreria estàndard, si bé 
és molt probable que n’existeixin de particulars. El problema de les llibreries particulars és que 
no sempre garanteixen el seu correcte funcionament. 
A més a més, tal com es veurà més endavant, el metamodel de lògica necessari en el nostre 
cas requereix incorporar certs conceptes propis de l’UML, pel que malgrat que utilitzéssim 
alguna llibreria, hauríem estat obligats a extendre-la per resoldre els nostres requisits. 
Per tant, les tecnologies per fer la traducció a lògica han estat dissenyades i implementades 
per nosaltres mateixos. 
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
84 
 
 
9.1.4. Tecnologies pel raonament 
Com a raonador de lògica s’ha decidit fer ús del SVTe. L’SVTe és la implementació del mètode 
de raonament CQCe (Rull, Farré, Teniente, & Urpí, 2008). 
L’avantatge que ofereix aquest raonador és que disposem del seu codi per si es fa necessari 
adaptar-lo a les nostres necessitats, tal com finalment s’ha hagut de fer. 
No obstant, es podria utilitzar un altre raonador de lògica. 
 
9.1.5. Radiografia completa de les tecnologies de l’eina 
A continuació, a la Figura 42 - Esquema de totes les tecnologies de l'eina, es mostra un 
esquema de com s’ajunten totes les tecnologies esmentades en el nostre projecte. 
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Figura 42 - Esquema de totes les tecnologies de l'eina 
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9.2. Arquitectura per capes 
El primer pas per dissenyar l’eina és tenir clara una arquitectura. L’arquitectura és la 
organització general dels principals components d’un software. 
En aquest PFC, s’ha decidit emprar l’arquitectura per capes. És a dir, els components del 
software s’agrupen  en capes que realitzen una determinada funció. D’aquesta manera, l’eina 
guanya canviabilitat i portabilitat. En el nostre cas, existiran dues capes: 
 Capa de presentació: capa encarregada de la comunicació amb l’usuari (rebre peticions 
i retornar resultats a l’usuari). 
 Capa de domini: capa encarregada de realitzar les tasques encomanades per l’usuari 
(processar les peticions). 
Atenent a què no hi ha cap requisit de mantenir dades de forma persistent, no és necessària 
cap capa de persistència. 
A la Figura 43 - Arquitectura de l'eina s’il·lustren els principals components de cada capa. 
 
Figura 43 - Arquitectura de l'eina 
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9.3. Capa de domini 
9.3.1. Controlador de domini 
El controlador de domini és l’encarregat de mantenir la comunicació entre la capa de 
presentació i la capa de domini. Mitjançant aquest controlador, la capa de domini esdevé una 
caixa negre per la capa de presentació, pel que els canvis que es puguin realitzar a la capa de 
domini esdevenen transparents a la presentació. 
El controlador de domini és un controlador façana. És a dir, només existeix una única instància 
d’aquest controlador que s’encarrega de tota la comunicació. 
9.3.2. Traductor a lògica 
El traductor a lògica es compon de dues peces principals: 
 Traductor UML 
 Traductor OCL 
El traductor UML és l’encarregat de construir els predicats, les restriccions de cardinalitat i les 
restriccions de jerarquies complete i/o disjoint. Interiorment, consta d’operacions per 
instanciar àtoms de classe i associacions, que són heretades pel traductor OCL. 
El traductor OCL s’encarrega de traduir les restriccions textuals, les operacions, i les 
restriccions associades a les operacions (com per exemple que no es poden invocar dues 
operacions al mateix temps). 
Les parts més complexes del traductor OCL es separen en 3 components més amb qui manté 
comunicació: 
 OCL Transformator 
 OCL Translator 
 Operation Translator 
Aquesta descomposició s’il·lustra a la Figura 44 - Components del traductor a lògica. 
 
Figura 44 - Components del traductor a lògica 
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Amb tot, l’objectiu és instanciar un esquema de lògica de primer ordre. Pel que és necessari 
disposar del seu metamodel. 
Ara bé, aquest metamodel de lògica no només ha de contenir els conceptes propis de la lògica 
de 1r ordre, com són Predicat, aritat del Predicat, etc. Sinó que també haurà de contenir-ne 
d’alguns propis de l’UML/OCL. Per exemple, per fer la traducció, s’ha de recordar que el primer 
terme d’un àtom que representa una Classe representa un OID, que el 2n representa l’atribut 
Nom de la Classe, que el 3r en representa l’Edat, etc. per si mai és necessari prendre aquests 
valors per fer una operació de comparació (per exemple, “edat>18”). 
D’aquí que s’hagi hagut de construir un metamodel de lògica a cavall entre la lògica i 
l’UML/OCL. Aquest metamodel s’adjunta a la Figura 45 - Metamodel de lògica emprat. 
 
Figura 45 - Metamodel de lògica emprat 
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9.3.2.1 OCL Transformator 
L’OCL Transformator és l’encarregat de convertir una expressió OCL qualsevol a una equivalent 
que només utilitzi operacions de ->select() i ->size(), tal com s’ha vist a l’especificació. 
Per realitzar aquesta tasca, l’OCL Transformator actua com un motor que intenta aplicar regles 
de transformació (abstretes a una altra classe) de forma successiva. Amb aquest disseny, es 
guanya extensibilitat, ja que per tal d’afegir una nova regla de transformació tan sols s’ha de: 
1. Crear una classe que implementi els mètodes de la classe abstracta Transformation 
Rule: 
a. isApliable(OclExpression)?: retorna cert si es pot executar la regla amb 
l’expressió passada per paràmetre. 
b. apply(OclExpression): retorna el resultat d’aplicar la regla a l’expressió passada 
per paràmetre. 
2. Instanciar la nova classe a l’OCL Transformator. 
9.3.2.2 OCL Translator 
L’OCL Translator, per la seva banda, és l’encarregat de traduir les expressions OCL anteriors a 
clàusules de lògica. Similarment com l’OCL Transformator, l’OCL Translator actua com un 
motor que aplica regles de traducció (abstretes a una altra classe) de forma successiva. Altre 
cop, aquest disseny permet guanyar extensibilitat, ja que per tal d’afegir una nova regla tan 
sols s’ha de: 
1. Crear una classe que implementi els mètodes de la classe abstracta Translation Rule: 
a. isApliable(OclExpression)?: retorna cert si es pot executar la regla amb 
l’expressió passada per paràmetre. 
b. apply(OclExpression): retorna el resultat d’aplicar la regla a l’expressió passada 
per paràmetre. 
2. Instanciar la nova classe a l’OCL Translator. 
9.3.2.3 OperationTranslator 
Pel que fa a l’OperationTranslator, l’encarregat de traduir les operacions a regles de 
addX/delX, el seu disseny no ha estat tan senzill. 
La solució ha consistit en crear el metamodel d’events estructurals disponible a la Figura 46 - 
Metamodel d'events estructurals. L’objectiu de l’OperationTranslator és instanciar aquest 
metamodel i delegar al propi metamodel la seva traducció a lògica. 
Amb aquest disseny, es guanya portabilitat, ja que desacobla la traducció a lògica de les 
postcondicions OCL, pel que si es decidís canviar de llenguatge amb què s’escriuen les 
postcondicions, solament s’hauria de trobar el nou mapeig del llenguatge als events 
estructurals per fer la traducció a lògica. 
Finalment, queda la pregunta de com s’instancia aquest metamodel. Altra vegada, s’opta per 
l’estratègia d’utilitzar un motor que apliqui regles, on les regles estan abstretes a una altre 
classe tal com ja s’ha fet amb l’OCLTransformator i l’OCLTranslator. 
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Figura 46 - Metamodel d'events estructurals 
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9.3.3. XMI Parser 
El parser del fitxer XMI a l’EinaGMC està fet a través de la llibreria javax.xml.parsers.* que 
implementa la API de DOM (Document Object Model). 
La idea intuïtiva és que aquesta llibreria permet tenir a memòria el fitxer XML sencer 
(recordem que un fitxer XMI és un fitxer XML) estructurat en els nodes que defineix l’XML. 
Llavors, es pot recórrer aquest fitxer per nodes, i en funció del contingut del node, s’intancia el 
model de l’EinaGMC. Si, per exemple, el node és una Classe, s’instancia la classe a l’EinaGMC 
tot buscant a dins del node el nom de la classe, els atributs, etc. 
9.3.4. Controlador SVTe 
L’últim component de la capa de domini és el controlador de l’SVTe. Bàsicament, és 
l’encarregat de comunicar-se amb l’SVTe. Aquest controlador, abstrau l’eina del raonador a 
lògica, pel que els canvis en la forma de comunicació amb el raonador (o el propi raonador) 
seran transparents a la resta de components. 
La comunicació amb l’SVTe està preparada perquè es faci a través de fitxers, pel que el 
controlador de l’SVTe genera 2 fitxers temporals. Un conté l’esquema lògic i serà l’entrada per 
l’SVTe, l’altre és un fitxer buit que servirà per recollir la sortida de l’SVTe. 
El controlador invoca llavors l’SVTe amb aquests fitxers i un objectiu a resoldre, i en recull el 
resultat en el fitxer de sortida. Acte seguit, el controlador parseja el fitxer i obté la instanciació 
de l’esquema si el resultat del test és positiu. 
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9.4. Capa de presentació 
9.4.1. Interfície gràfica d’usuari 
La interfície gràfica d’usuari està feta mitjançant la llibreria swing de Java. 
S’adjunta a continuació un parell de captures de pantalla: Figura 47 - Pantalla inicial de l'eina 
on es demana el fitxer XMI i el límit d'instàncies de temps i Figura 48 - Pantalla amb l'execució 
de tests. A l'esquerra de tot hi ha la informació sobre l'esquema. Seleccionant un element de 
l'arbre es visualitza la informació al requadre inferior esquerra. A la dreta es poden seleccionar 
els tests que es volen executar i just a sota es poden observar els resultats dels tests executats.  
 
Figura 47 - Pantalla inicial de l'eina on es demana el fitxer XMI i el límit d'instàncies de temps 
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Figura 48 - Pantalla amb l'execució de tests. A l'esquerra de tot hi ha la informació sobre l'esquema. Seleccionant 
un element de l'arbre es visualitza la informació al requadre inferior esquerra. A la dreta es poden seleccionar els 
tests que es volen executar i just a sota es poden observar els resultats dels tests executats. 
9.4.2. Controladors de vista de test 
Per cada tipus de test, existeix un controlador de vista de test. 
Els controladors de vista de test són els encarregats d’invocar l’execució d’un test –al 
controlador de domini- si el test ha estat seleccionat i mostrar la informació del resultat del 
test a l’usuari mitjançant els elements gràfics de la interfície. 
Si bé existeix un controlador per cada tipus de test (atès que cada tipus de test invoca una 
operació diferent al controlador de domini), per evitar replicar codi, s’ha aplicat el mètode 
plantilla per abstreure el màxim factor comú. D’aquesta manera es guanya extensibilitat. 
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10. Optimització del raonador a lògica 
10.1. Introducció al mètode CQCe 
Tal com s’ha dit anteriorment, l’SVTe és la implementació del CQCe method (Rull, Farré, 
Teniente, & Urpí, 2008). 
El CQCe method és un mètode de raonament de lògica de primer ordre ideat per resoldre el 
problema de subsumpció de consultes a bases de dades (Check Query Containment); no 
obstant, en tant com és un raonador de lògica, es pot utilitzar per resoldre qualsevol problema 
en aquest formalisme. 
La idea principal del CQCe method és que el raonament es pot dividir en dues fases: 
 Fase constructiva 
 Comprovació de restriccions 
Durant la fase constructiva s’instancien àtoms (en concret, ground àtoms de predicats base) a 
la base de fets, amb els que poder satisfer l’objectiu donat. A cada inserció d’un àtom, s’activa 
el procés de comprovació de restriccions, per verificar que no es viola cap restricció o 
emprendre la seva reparació si és necessari. 
Una restricció es viola si existeix una unificació entre els literals positius de la restricció i els 
àtoms de la base de fets. 
Per exemple, sigui la restricció: 
<- Treballador(oid, nom, edat, t), not(Treballa(oid, oidDepartment, t) 
I la base de fets3: 
{Treballador(1, “Anna”, 27, 1)} 
La restricció es viola en tant com es pot unificar la instància de la base de fets amb el literal 
positiu de la restricció: {oid=1, nom=”Anna”,edat=27,t=1}: 
:- Treballador(1, “Anna”, 27, 1), not(Treballa(1, oidDepartment, 1) 
No obstant, aquesta restricció consta d’un literal negatiu. Els literals negatius són reparadors 
de la restricció. En concret, si existís a la base de fets una instància de “Treballa(1, 
oidDepartment, 1)”, la restricció no es violaria en tant com l’avaluació de “not(Treballa(1, 
oidDepartment, 1))” s’avaluaria a fals. 
Per tant, el literal “(Treballa(1, oidDepartment, 1))” esdevé un nou objectiu pel raonador. 
Evidentment, el raonador disposa de diverses possibilitats per cobrir els seu objectius: per 
cada variable pot escollir entre un ventall de possibles valors; per cada predicat derivat, pot 
escollir entre 1 o més regles de derivació i per cada restricció que es viola, entre diversos 
                                                          
3
 Tal com s’ha dit, a la base de fets únicament s’hi afegeixen els àtoms ground de predicats base. 
Treballador(...), d’acord amb la traducció que s’ha especificat, seria un predicat derivat, però suposem 
en aquest exemple que és base per simplificar la introducció al mètode de raonament. 
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reparadors (si n’hi ha). Això dóna lloc a un arbre de decicions (CQC-tree). Aquest arbre ha de 
ser explorat en busca d’un node que satisfaci tots els objectius sense violar cap restricció. 
No totes les possibilitats són rellevants. Per exemple, si el raonador ha de decidir instanciar un 
valor que representa l’atribut edat d’una instància de Treballador, no fa falta que provi tots els 
números enters. Els valors rellevants venen determinats pel VIPs (Variable Instantiation 
Pattern) (Farré, Teniente, & Urpí, 2005), el qual ve determinat per la sintaxi de l’esquema, i per 
les constants que apareixen tant a la base de fets com a l’esquema. Si, per exemple, l’atribut 
edat no és utilitzat en cap restricció i no apareix a dins de cap literal negatiu ni built-in literal, 
amb un únic valor arbitrari nou cada vegada que s’hagi d’instanciar se’n fa prou. 
L’SVTe, a la vegada, es caracteritza per utilitzar la tècnica del backjumping. 
El backjumping és una tècnica d’exploració consistent en realitzar una cerca en backtracking 
però amb capacitat per tornar al punt exacte on es va cometre l’error. Per exemple, suposem 
que el raonador té per objectiu crear un Treballador, per això decideix instanciar l’operació 
Treballador(...). Suposem que el raonador pren les decisions d’instanciar el treballador amb 
nom=”Albert”, edat=18, instantTemps=1. Suposem també que, per mala sort, existeix una 
restricció que diu que no hi pot haver un treballador que es digui “Albert”: 
<- Treballador(oid, nom, edat, t), nom=”Albert” 
Evidentment, aquesta instància de Treballador viola la restricció per culpa de la decisió que va 
prendre al escollir el nom. Com que aquesta restricció no té literals negatius (reparadors) està 
obligat a tornar enrere en l’arbre de decisions. En concret, el backjumping retorna al punt on 
va decidir posar el nom “Albert”, ja que és el causant de la violació. Observi’s que un 
backtracking normal continuaria explorant l’arbre provant tots els valors possibles per instant 
de temps. Un cop veiés que cap instant va bé, es replantejaria la decisió anterior, l’edat, i 
només quan veiés que cap edat va bé,canviaria el nom. Aquesta diferència de comportament 
s’il·lustra a la Figura 49 - Diferència entre backtracking i backjumping. 
 
Figura 49 - Diferència entre backtracking i backjumping 
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Finalment, durant la fase constructiva, poden aparèixer noves restriccions. Per exemple, 
suposem que l’objectiu del test és: 
:- Treballador(oid, nom, edat, t), not(Treballa(oid, oidDepartment, t)) 
Per complir-se l’objectiu, s’ha d’aconseguir instanciar un Treballador, però està prohibit 
instanciar Treballa amb l’oid d’aquest treballador. 
Aquesta prohibició es converteix en una nova restricció a l’esquema. 
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10.2. Formalització 
Tal com s’ha dit, el CQCe method construeix un arbre de decisions (CQC-tree). Cada node de 
l’arbre s’anomena CQC-node, i es compon del següent: 
 Objectius: literals que el raonador ha d’aconseguir que s’avaluïn a cert. 
 Restriccions a comprovar: restriccions pendents de comprovar si es violen amb l’actual 
base de fets. 
 Base de fets: àtoms ground de predicats base amb els què es satisfan els objectius i/o 
reparen les restriccions. 
 Restriccions a mantenir: conjunt de totes les restriccions que no s’han de violar. 
 Constants emprades: conjunt de constants que apareixen a l’esquema i a la base de 
fets. 
L’objectiu és trobar un node solució a l’arbre. Un node és solució si no té cap literal en els 
objectius ni cap restricció a les restriccions a comprovar. En un node així, la base de fets conté 
la instanciació que prova que l’objectiu inicial es pot satisfer. 
El CQC-node arrel de l’arbre s’inicialitza de la següent forma: 
Objectius := Objectius del test 
Restriccions a comprovar := {} 
Base de fets := {} 
Restriccions a mantenir := conjunt de totes les restriccions de l’esquema 
Constants emprades := conjunt de totes les constants que apareixen a l’esquema 
A partir d’aquí, un node s’expandeix donant llocs a nous nodes. Per expandir un node, cal 
seleccionar un literal del node i aplicar una regla d’expansió. 
10.2.1. Selecció de literals 
Quan el raonador es troba en fase constructiva, el literal es selecciona dels objectius. Si en 
canvi es troba en fase de comprovació de restriccions, el literal es selecciona d’entre alguna 
restricció a comprovar. Inicialment, el raonador parteix de la fase constructiva i canvia a fase 
de comprovació de restriccions quan s’instancia un nou fet a la base de fets. Quan el raonador 
està en fase de comprovació de restriccions, es canvia a la fase de construcció quan o bé no 
queden més objectius a comprovar o bé s’ha de reparar alguna restricció. 
Si s’ha d’escollir un literal entre els objectius, s’escullen primer els literals positius, i es deixen 
els negatius i els built-in literals pel final. 
Si s’ha d’escollir un literal entre les restriccions, s’escull i una restricció qualsevol, i d’entre els 
seus literals, s’escullen primer els literals positius. Només s’escullen els literals negatius i els 
built-in literals quan tots els literals positius han estat escollits anteriorment. 
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10.2.2. Regles d’expansió constructives 
Per les regles següents, se suposarà que L és el literal seleccionat de l’objectiu. 
10.2.2.1 (A1) Desplegar literal 
Si L és un literal positiu tal que el seu predicat és derivat, es desplega el literal donant lloc a 
tants nodes com regles de derivació té el predicat. 
Les restriccions a comprovar, mantenir, constants emprades i base de fets es mantenen 
intactes. 
Per exemple, sigui l’objectiu del node N: 
<- addTreballador(oid, nom, edat, t), not(deletedTreballador(oid, t2, t)), ... 
Sigui el literal seleccionat addTreballador(oid, nom, edat, t) i les regles de derivació: 
addTreballador(a,b,c,d) <- crearTreballadorMenor(a,b,c,d), c<18, c>=16 
addTreballador(a,b,c,d) <- crearTreballadorMajor(a,b,c,d), c>=18 
L’expansió de N donarà lloc 2 nous nodes. Un amb l’objectiu: 
<- crearTreballadorMenor(oid, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(oid, t2, t)), ... 
I l’altre amb l’objectiu: 
<- crearTreballadorMajor(oid, nom, edat, t), edat>=18, 
not(deletedTreballador(oid, t2, t)), ... 
10.2.2.2 (A2.1) Instanciar variable 
Si L és un literal positiu tal que el seu predicat és base, i el seu àtom no és ground, es pren una 
variable de L i s’instancia d’acord amb el VIPs, donant tants nous nodes com possibles valors 
ofereix el VIPs. 
Les restriccions a comprovar i mantenir es queden intactes. La base de fets també, tot i que és 
possible que s’hagi d’afegir un nou valor a les constants emprades en cas que la variable 
s’instanciï amb un valor que no estigui inclòs ja en aquest conjunt. 
Per exemple, sigui l’objectiu del node N: 
<- crearTreballadorMenor(oid, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(oid, t2, t)), ... 
Sigui el literal seleccionat crearTreballador(oid, nom, edat, t) i els valors possibles per “oid” 
retornats pel VIPs: {1,2,3}. L’expansió del node N donarà lloc a 3 nous nodes. 
El primer amb l’objectiu: 
<- crearTreballadorMenor(1, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(1, t2, t)), ... 
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El segon amb l’objectiu: 
<- crearTreballadorMenor(2, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(2, t2, t)), ... 
I el tercer amb l’objectiu: 
<- crearTreballadorMenor(3, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(3, t2, t)), ... 
10.2.2.3 (A2.2) Incorporar a la base de fets 
Si L és un literal positiu tal que el seu predicat és base i el seu àtom és ground. Es treu L dels 
objectius i s’afegeix a la base de fets. 
Paral·lelament, s’incorporen les restriccions a mantenir com a restriccions a comprovar. 
Per exemple, sigui el node N: 
Objectius := crearTreballador(1,”Albert”,18,1) 
Restriccions a comprovar := {} 
Base de fets := {} 
Restriccions a mantenir := {“<-Treballador(a,b,c,d), b=’Albert’“} 
Constants emprades := {...} 
L’expansió de N donarà lloc al node: 
Objectius := {} 
Restriccions a comprovar := {“<-Treballador(a,b,c,d), b=’Albert’“} 
Base de fets := {crearTreballador(1,”Albert”,18,1)} 
Restriccions a mantenir := {“<-Treballador(a,b,c,d), b=’Albert’“} 
Constants emprades := {...} 
10.2.2.4 (A3) Incorporar a les restriccions a mantenir 
Si L és un literal negatiu, es treu L dels objectius i s’afegeix les restriccions a mantenir i 
comprovar. 
Per exemple, sigui el node N: 
Objectius := not(deletedTreballador(1,2,3) 
Restriccions a comprovar := {} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
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L’expansió de N donarà lloc a: 
Objectius := {} 
Restriccions a comprovar := {”<- deletedTreballador(1,2,3)”} 
Base de fets := {...} 
Restriccions a mantenir := {..., ”<-deletedTreballador(1,2,3)”} 
Constants emprades := {...} 
10.2.2.5 (A4) Validar built-in literal 
Si L és un built-in literal tal que s’avalua a cert, es treu L dels objectius. 
Per exemple, un node com: 
Objectius := 18>16 
Restriccions a comprovar := {} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
Donarà lloc a: 
Objectius := {} 
Restriccions a comprovar := {} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
10.2.3. Regles d’expansió de comprovació de restriccions 
Per les regles següents, se suposarà que L és el literal seleccionat de la restricció seleccionada.  
10.2.3.1 (B1) Desplegar literal 
Si L és un literal positiu tal que el seu predicat és derivat, es desplega el literal donant lloc a 
tantes noves restriccions a comprovar com regles de derivació té el predicat. Aquesta expansió 
només produeix un nou node. 
Les restriccions a mantenir, constants emprades, base de fets i objectius es mantenen intactes. 
Per exemple, sigui la restricció seleccionada del Node N 
<- addTreballador(oid, nom, edat, t), not(deletedTreballador(oid, t2, t)), ... 
Sigui el literal seleccionat addTreballador(oid, nom, edat, t) i les regles de derivació: 
addTreballador(a,b,c,d) <- crearTreballadorMenor(a,b,c,d), c<18, c>=16 
addTreballador(a,b,c,d) <- crearTreballadorMajor(a,b,c,d), c>=18 
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L’expansió de N donarà lloc 1 nou node afegint les restriccions: 
<- crearTreballadorMenor(oid, nom, edat, t), edat<18, edat>=16, 
not(deletedTreballador(oid, t2, t)), ... 
<- crearTreballadorMajor(oid, nom, edat, t), edat>=18, 
not(deletedTreballador(oid, t2, t)), ... 
Com a restriccions a comprovar. 
10.2.3.2 (B2) Unificar literal 
Si L és un literal positiu tal que el seu predicat és base, s’unifica el literal amb totes les 
instàncies de la base de fets que sigui possible. Per cada possible unificació, apareix una nova 
restricció a comprovar. Aquesta expansió només produeix 1 nou node. 
Les restriccions a mantenir, constants emprades, base de fets i objectius es mantenen intactes. 
Per exemple, sigui la restricció seleccionada del Node N 
<- crearTreballadorMenor(oid, nom, edat, t), not(deletedTreballador(oid, t2, 
t)), ... 
Sigui la base de fets: 
crearTreballadorMenor(1,”Albert”,16,4), crearTreballadorMenor(2,”Joan”,17,5), 
L’expansió de N donarà lloc 1 nou node afegint les restriccions: 
<- crearTreballadorMenor (1, “Albert”, 16, 4), not(deletedTreballador(1, t2, 
4)), ... 
<- crearTreballadorMenor (2, “Joan”, 17, 5), not(deletedTreballador(2, t2, 
5)), ... 
Com a restriccions a comprovar. 
10.2.3.3 (B3) Reparar restricció 
Sigui L un literal negatiu i hagin estat abans tots els literals de la restricció seleccionats, el 
literal L esdevé un nou objectiu en el nou node. La restricció a la què pertanyia el literal 
s’elimina de les restriccions a comprovar. 
Les restriccions a mantenir, base de fets i constants emprades es mantenen intacte. 
Per exemple, sigui el node N: 
Objectius := {} 
Restriccions a comprovar := {“<-...,not(deletedTreballador(1,2,3)”} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
L’expansió de N donarà lloc a: 
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Objectius := deletedTreballador(1,2,3) 
Restriccions a comprovar := {} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
10.2.3.4 (B4) Validar built-in literal (cas cert) 
Si L és un built-in literal tal que s’avalua a cert, es treu L de la restricció 
Per exemple, un node com: 
Objectius := {} 
Restriccions a comprovar := {“<- ..., 18 > 16, ...”} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
Donarà lloc a: 
Objectius := {} 
Restriccions a comprovar := {“<- ...”} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
10.2.3.5 (B5) Validar built-in literal (cas fals) 
Si L és un built-in literal tal que s’avalua a fals, es treu la restricció de les restriccions a 
comprovar. 
Per exemple, un node com: 
Objectius := {} 
Restriccions a comprovar := {“<- ..., 15 > 16, ...”} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
  
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
103 
 
Donarà lloc a: 
Objectius := {} 
Restriccions a comprovar := {} 
Base de fets := {...} 
Restriccions a mantenir := {...} 
Constants emprades := {...} 
  
 Verificació i validació d’esquemes conceptuals UML/OCL amb operacions  
104 
 
10.3. Millores d’eficiència 
Amb els primers tests es comprovà que l’SVTe patia dificultats per raonar amb els esquemes 
que sorgien de la traducció a lògica. En concret, el cost temporal dels tests era inassumible4. 
Per aquest motiu, fou necessari retocar la implementació de l’SVTe per tal de millorar el temps 
d’execució. Les principals actuacions a foren: 
 Canvi en l’algorisme d’exploració del CQC-tree 
 Ordenació heurística de les restriccions a comprovar 
 Restricció de valors al instanciar variables 
10.3.1. Canvi en l’algorisme d’exploració del CQC-tree 
Un dels primers casos d’estudi que s’empraren és l’esquema de la Figura 50 - Cas d'estudi 
d'empleat i departament. 
 
Op:nouDept(dn : String,minS : Integer,maxS : Integer,en : String,es : Integer) 
post:post: d.oclIsNew() and e.oclIsNew() and d.oclIsTypeOf(Departament) and 
e.oclIsTypeOf(Empleat) and e.llocDeTreball=d and d.nom=dn and d.minSalari=minS 
and d.maxSalari=maxS and e.nom=en and e.sou=es and d.director=e 
Op:borrarDept(d : Departament) 
post: Departament.allInstances()->excludes(d) 
Op:contractar(en : String,sal : Integer,d : Departament) 
post: e.oclIsNew() and e.oclIsTypeOf(Empleat) and e.llocDeTreball=d and 
e.nom=en and e.sou=sal 
Op: despatxhar(e : Empleat) 
post: Empleat.allInstances()->excludes(e) 
Op:afegirSuperior(s1 : Empleat,s2 : Empleat) 
pre: s1.sup->excludes(s2) 
post: s1.sup=s2 
Figura 50 - Cas d'estudi d'empleat i departament 
                                                          
4 Proves d’eficiència realitzats sobre un Pentium T4500 (2 cores; 2,30 GHz; 1M de cache) en un 
ordinador amb 4 GB de memòria amb Windows 7. 
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Inicialment, l’SVTe no podia acabar els tests de liveliness de totes les classes/associacions 
d’aquest esquema (els tests es cancel·laven després de 4 hores d’execució). Per aconseguir uns 
temps de resposta raonables, es va haver de canviar l’algorisme d’exploració de l’arbre. 
A l’SVTe original, es busca el node solució en el CQC-tree mitjançant una cerca en profunditat. 
Un dels avantatges principals de la cerca en profunditat és l’estalvi de memòria que es pot 
aconseguir si s’implementa la cerca de forma recursiva.  
Com a inconvenients, la cerca en profunditat no és completa. És a dir, no garanteix trobar la 
solució malgrat que existeixi. Aquest fet ocórrer quan el raonador explora una branca infinita. 
Per resoldre aquest punt, l’SVTe està limitat a explorar una branca fins a una certa profunditat. 
Malgrat tot, si l’SVTe explora una branca que no conté la solució, l’SVTe pot tardar molt en 
acabar d’explorar la branca fins a la profunditat màxima i canviar a una altra branca. 
Sabent que la solució, generalment, estarà a poca profunditat, interessaria canviar la cerca en 
profunditat per cerca en amplada. D’aquesta manera, les solucions de poca profunditat es 
trobarien més ràpidament. 
La cerca en amplada presenta l’avantatge de ser completa (si la solució existeix, la solució es 
troba segur malgrat l’existència de branques infinites) i, a més a més, garanteix trobar la 
solució mínima (la que té menys instàncies), però el cost espacial és inassumible. De fet, la 
primera versió de l’SVTe era en amplada i s’hagué de canviar a profunditat per tal de no tenir 
problemes de memòria insuficient. 
Entre aquestes dues opcions però, existeix una tercera alternativa: profunditat iterativa. 
La profunditat iterativa consisteix en fer una cerca en profunditat amb un límit de profunditat 
curt. Si l’exploració es infructuosa, es repeteix la cerca augmentant la profunditat. D’aquesta 
manera, es simula la cerca en amplada però mantenint l’estructura de la cerca en profunditat. 
Els avantatges són: 
 Poc ús de memòria 
 Completesa 
 Garanteix solució mínima 
A canvi però, el raonador es veu penalitzat amb un cost temporal extra atenent a l’exploració 
repetida d’un mateix node a cada iteració. No obstant, aquest cost temporal extra és, en 
realitat, un factor constant. 
A la Figura 51 - Comparació de resultats canviant l'algorisme de cerca es mostra la millora 
aconseguida en els tests de liveliness. Observi’s com els tests que no es podien resoldre són 
perfectament resolts en tant com les solucions es troben a poca profunditat. 
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Classe/Associació Resultats amb la cerca en 
profunditat 
Resultats amb la cerca amb 
profunditat iterativa 
Departament 1,64 segons 1,86 segons 
Empleat Cancel·lat després de 4 hores 2,39 segons 
TreballaA Cancel·lat després de 4 hores 2,21 segons 
EsSuperior Cancel·lat després de 4 hores 37,3 segons 
Dirigeix 1,70 segons 1,86 segons 
Figura 51 - Comparació de resultats canviant l'algorisme de cerca 
10.3.2. Ordenació heurística de les restriccions a comprovar 
Havent reduït el temps en l’anterior esquema a través de la profunditat iterativa, s’amplià el 
cas d’estudi afegint les classes EquipDeTreball i les associacions Audita i Membre, tal com es 
veu a la Figura 52 - Esquema d'empleat, departament i equip de treball: 
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Op:nouDept(dn : String,minS : Integer,maxS : Integer,en : String,es : Integer) 
post:post: d.oclIsNew() and e.oclIsNew() and d.oclIsTypeOf(Departament) and 
e.oclIsTypeOf(Empleat) and e.llocDeTreball=d and d.nom=dn and d.minSalari=minS 
and d.maxSalari=maxS and e.nom=en and e.salari=es and d.director=e 
Op:borrarDept(d : Departament) 
post: Departament.allInstances()->excludes(d) 
Op:contractar(en : String,sal : Integer,d : Departament) 
post: e.oclIsNew() and e.oclIsTypeOf(Empleat) and e.dept=d and e.nom=en and 
e.salari=sal 
Op: despatxar(e : Empleat) 
post: Empleat.allInstances()->excludes(e) 
Op:afegirSuperior(s1 : Empleat,s2 : Empleat) 
pre: s1.sup->excludes(s2) 
post: s1.sup=s2 
Op:nouEquipDeTreball(tName : String,insp : Empleat) 
pre: Departament.allInstances()->notEmpty() 
post: t.oclIsNew() and t.oclIsTypeOf(EquipDeTreball) and t.nom = tName and 
t.inspector = insp 
Op:nouMembre(emp : Empleat,team : EquipDeTreball) 
post: m.oclIsNew() and m.oclIsTypeOf(Membre) and m.empleat=emp and 
m.equipDeTreball=team 
Figura 52 - Esquema d'empleat, departament i equip de treball 
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Altra vegada, els tests de liveliness tenien uns temps d’execució massa elevats (test de 
liveliness de Membre tardava 3 hores). 
Per reduir els temps d’execució, s’atacà la fase de comprovació de restriccions amb un 
objectiu: reduir la quantitat de nodes explorats. 
A l’SVTe original, les restriccions es comproven sense seguir cap ordre en concret. No obstant, 
donades dues restriccions, acostuma a ser millor avaluar primer la més senzilla. La idea 
intuïtiva és que si durant la fase de comprovació de restriccions es troba una restricció tal que 
es viola i no es pot reparar, es pot tallar tota la branca actual sense haver d’avaluar les 
restriccions més complicades que potencialment, engendraran més branques. 
L’exemple més clar per entendre-ho és comparar una restricció que no té reparadors (literals 
negatius) amb una que sí en tingui. Una restricció que es viola i no té reparadors permet tallar 
la branca directament, l’altra, en canvi, força a l’SVTe a explorar tantes noves subbranques 
com possibles reparadors té. 
Tot això ens du a avaluar el cost d’avaluar una restricció. El cost d’avaluar una restricció és la 
suma del cost d’avaluar tots els literals que la formen. El cost d’avaluar cada literal, s’ha 
assignat heurísticament de la següent forma: 
 Cost d’avaluar un built-in literal: 1 
 Cost d’avaluar un literal positiu: 40 
 Cost d’avaluar un literal negatiu: 30005 
El cost d’avaluar un built-in literal és 1 en tant com un built-in literal s’avalua fent una simple 
operació de comparació. 
El cost d’avaluar un literal positiu és molt més gran (40), en tant com un literal positiu 
requereix o bé expandir-se amb una regla de derivació o bé unificar-se amb la base de fets. 
El cost d’avaluar un literal negatiu es dispara (3000) en tant com un literal negatiu és un 
reparador que pot produir a l’SVTe nous objectiu a avaluar que al seu torn poden violar més 
restriccions d’integritat. 
Amb aquest criteri, els tests de l’esquema passen a tenir els temps d’execució de la Figura 53 – 
Comparació de resultats amb ordenació heurística de restriccions. 
  
                                                          
5
 Aquestes constants provenen de realitzar diferents proves amb diferents proporcions contra 
l’esquema de l’exemple. És possible que la millor proporció depengui de l’esquema. En qualsevol cas, 
l’objectiu del PFC és demostrar que mitjançant un heurístic es pot millorar el rendiment del raonador, 
deixant com a tasca pendent l’anàlisi sobre aquestes constants. 
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Classe/Associació Resultats sense ordenar 
restriccions 
Resultats amb ordenació 
heurística de restriccions 
Departament 2,64 segons 2,7 segons 
Empleat 3,28 segons 3,37 segons 
TreballaA 3,07 segons 3,14 segons 
EsSuperior 44,83 segons 31,78 segons 
Dirigeix 2,76 segons 2,82 segons 
EquipDeTreball 4,98 segons 4,87 segons 
Audita 4,91 segons 4,77 segons 
Membre 2 hores, 58 mins i 38 segons 2 hores, 22 mins i 46 segons 
Figura 53 – Comparació de resultats amb ordenació heurística de restriccions i sense 
10.3.3. Restricció de valors al instanciar variables 
Malgrat que amb les millores anteriors s’ha reduït força el temps d’execució, aquest segueix 
sent excessiu, en concret, pel que fa al test de liveliness de Membre. 
Una altra de les apostes que ha donat bons resultats per reduir el temps d’execució és la 
restricció de valors al instanciar variables. 
Quan l’SVTe dóna valors a les variables que representen l’instant de temps de les operacions, 
l’SVTe prova totes les possibles constants que li proposa el VIPs, i el VIPs, li proposa, entre 
altres, constants que ja s’han utilitzat per instanciar altres instàncies d’operacions. 
Però sabem que, en el cas concret de les variables que representen l’instant de temps, a 
l’esquema lògic existeixen unes restriccions que impedeixen que dues instàncies d’operacions 
utilitzin el mateix valor pel temps. 
Llavors, enlloc d’esperar a què l’SVTe utilitzi un mateix valor de temps per dues instàncies 
d’operacions i posteriorment replantegi la decisió amb backjumping, és millor evitar que l’SVTe 
provi aquest branca. 
L’estratègia utilitzada per resoldre aquest problema ha estat afegir un nou concepte a l’SVTe: 
restriccions que es comproven en el moment d’instanciar variables. 
Sense entrar en detalls de la implementació de l’SVTe podem dir que s’ha afegit una nova 
classe que representa aquest concepte i que l’SVTe, abans d’instanciar una nova variable, 
comprova que el valor que pretén utilitzar no violi cap instància d’aquestes restriccions. 
A partir d’aquí, queda per veure com s’instancien aquestes restriccions a l’SVTe. 
L’estratègia utilitzada ha estat incorporar a l’entrada de l’SVTe, a part de l’esquema lògic i els 
objectius, aquestes esmentades restriccions. Recordant que la comunicació amb l’SVTe és a 
través de fitxers, aquestes restriccions s’afegeixen escrivint les línies: 
IsUnique->PredicatOperacio1:IndexTermeTempsEnOperacio1, 
PredicatOperacio2:IndexTermeTempsEnOperacio2, ... 
En el fitxer que representa l’esquema. 
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Mitjançant aquesta estratègia, s’exten l’SVTe sense provocar cap incompatibilitat amb la versió 
anterior. Les entrades que s’utilitzaven fins ara i que no incorporen aquestes restriccions, es 
poden executar igualment. 
A més a més, es pot reaprofitar aquest nou tipus de restricció no només per no repetir 
constants que representen el temps, sinó també per constants que representen l’OID. És més, 
fins i tot es podria aprofitar per les claus primàries de les classes si aquestes es componen 
únicament d’un atribut. 
Amb tot, les millores en l’execució són els de la Figura 54 - Comparació de resultats amb 
restriccions de valors de variables i sense. 
Classe/Associació Resultats sense restriccions 
de valors de variables 
Resultats amb restriccions 
de valors de variables 
Departament 2,7 segons 2,53 segons 
Empleat 3,37 segons 2,63 segons 
TreballaA 3,14 segons 2,70 segons 
EsSuperior 31,78 segons 59,90 segons 
Dirigeix 2,82 segons 2,64 segons 
EquipDeTreball 4,87 segons 3,37 segons 
Audita 4,77 segons 3,21 segons 
Membre 2 hores, 22 mins i 46 segons 1hora, 37 mins i 10 segons 
Figura 54 - Comparació de resultats amb restriccions de valors de variables i sense 
Amb aquests resultats s’han de destacar 2 fenòmens: 
El primer és que certs tests com són el de Membre es veuen millorats substancialment. 
El segon és que n’hi ha d’altres, en canvi, que es veuen penalitzats, com és el cas de 
EsSuperior. 
Aquesta millora per tant, si bé sembla útil atès que el balanç final és positiu (alentir 30 segons 
un test per guanyar 40 minuts en un altre) requereix ser estudiada amb més profunditat. Es 
deixa la investigació del per què aquesta millora té aquest comportament com a treball futur. 
10.3.4. Altres possibles millores 
Finalment, existeixen encara altres possibles millores a realitzar a l’SVTe. 
1. Per començar, la cerca actual que es fa en el CQC-tree és una cerca cega. Des d’aquí 
pensem que es podria millorar el rendiment de l’SVTe si s’utilitzés algun algorisme 
heurístic com és per exemple l’IDA*. 
2. Segonament, considerem que encara es pot millorar la forma de comprovar 
restriccions. En concret, comprovar una restricció es pot interpretar com buscar si es 
poden satisfer els seus literals positius mitjançant els fets que existeixen a la base de 
fets. Amb aquesta consideració, de la mateixa manera que l’arbre de decisions 
s’explora mitjançant backjumping, s’hauria de poder fer backjumping en les decisions 
que es prenen per intentar violar les restriccions. És a dir, si una restricció no es pot 
violar a causa de la decisió que es va prendre al punt X, tota la branca desde el punt X 
s’hauria de tallar. Actualment, la branca s’explora. 
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3. Els literals negatius de les regles de derivació mantenen un comportament curiós. Per 
una banda, si el literal negatiu és seleccionat durant la fase constructiva, el literal 
negatiu esdevé una restricció.  
Per l’altra, si el mateix literal negatiu és seleccionat durant la fase de comprovar 
restriccions, el literal negatiu esdevé un objectiu. 
Es veu llavors que l’SVTe construeix objectius que són a la vegada restriccions. El 
problema rau en què sovint, aquests objectius o restriccions són al seu torn predicats 
derivats, pel que l’SVTe pot tardar molta estona en adonar-se que l’objectiu que 
s’havia plantejat assolir és en veritat una restricció que no podia violar. 
4. Per altra banda, existeixen altres conceptes com els falsos violadors de (Queralt, 2009) 
que no estan implementats a l’eina. Aquest concepte permetria estalviar revisar certes 
restriccions. 
5. Finalment, queden altres possibilitats com són per exemple el paral·lelisme o altres 
tècniques pròpies de la programació conscient de l’arquitectura. 
Amb tot, es veu que encara es podria rebaixar el temps d’execució d’aquests tests, permetent 
aplicar l’eina en esquemes més complexos. 
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11. Exemple d’execució de l’eina 
Per analitzar un esquema conceptual, cal realitzar els següents passos: 
1. Dissenyar l’esquema amb ArgoUML 
2. Introduir l’esquema a l’eina 
3. Verificar l’esquema amb els tests de verificació 
4. Validar l’esquema amb els tests de validació 
5. Validar l’esquema amb els tests d’assoliment d’estat 
11.1. Dissenyar l’esquema amb ArgoUML 
L’ArgoUML és el programa de modelatge a través del qual s’especifica l’esquema que 
s’introduirà  a l’eina. L’ArgoUML és un software open source i es pot descarregar gratuïtament 
a http://argouml.tigris.org/. 
El primer pas per dissenyar un esquema conceptual és definir els tipus bàsics que s’utilitzaran 
en els atributs. Per exemple: Integer i String. 
 
Cada vegada que es creï un atribut d’una classe, caldrà assegurar que el tipus de l’atribut és el 
tipus que hem creat: 
 
Pel correcte funcionament de l’eina, és recomana escriure el nom de rol a tots els extrems de 
totes les associacions. 
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Totes les restriccions d’integritat s’han d’escriure en un únic comentari a l’ArgoUML: 
 
Per afegir una operació, s’ha d’assignar l’operació a una classe concreta6. Al crear l’operació, 
s’ha d’esborrar el paràmetre return que per defecte crea l’ArgoUML. 
                                                          
6
 Rigorosament parlant, durant l’especificació no és correcte assignar les operacions a les classes. Si es 
volgués mantenir aquesta característica, es pot crear una nova classe de nom “Sistema” i afegir a 
aquesta classe totes les operacions. Ara bé, considerem des d’aquí que és més còmode, a l’hora de 
treballar amb la nostra eina, assignar les operacions a les classes. 
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Seguidament, s’ha d’escriure la precondició i la postcondició7 d’aquesta operació a l’apartat 
Specification de l’ArgoUML: 
 
En el nostre cas, s’ha construït l’esquema estructural de la Figura 55 - Esquema estructural i 
l’esquema de comportament de la Figura 56 - Esquema de comportament. 
                                                          
7
 Per la primera versió d’aquesta eina només es permet escriure una precondició i una única 
postcondició per operació. Això no suposa cap limitació per la validació atès que n’hi ha prou amb 
ajuntar les diferents pres i posts mitjançant una “and”. 
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Figura 55 - Esquema estructural 
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Op: afegirActuacio(a : Persona,p : Pelicula,pa : String) 
post: ac.oclIsNew() and ac.oclIsTypeOf(Actuacio) and ac.actor=a and 
ac.peliActuada=p and ac.paper=pa 
Op: afegirPersona(n : String,e : Integer) 
post: p.oclIsNew() and p.oclIsTypeOf(Persona) and p.nom = n and p.edat = e 
Op: especialitzarFamos(p : Persona,pel : Pelicula) 
pre: not(p.oclIsTypeOf(Famos)) 
post: p.oclIsTypeOf(Famos) and p.oclAsType(Famos).peliFama=pel 
Op: afegirPeli(d : Persona,t : String,to : String,an : Integer) 
post: p.oclIsNew() and p.oclIsTypeOf(Pelicula) and p.titol = t and 
p.titolOriginal = to and p.anyEstrena = an and p.director=d 
Op: esborrarPeli(p : Pelicula) 
pre: p.famos->isEmpty() 
post: Pelicula.allInstances()->excludes(p) 
Op: novaData(d : Date) 
post: da.oclIsNew() and da.oclIsTypeOf(Data) and da.data=d 
Op: afegirCinema(n : String,a : String) 
post: c.oclIsNew() and c.oclIsTypeOf(Cinema) and c.nom=n and c.adreca=a 
Op: treureCinema(c : Cinema) 
post: Cinema.allInstances()->excludes(c) 
Op: novaProjeccio(pel : Pelicula,d : Data,c : Cinema) 
post: p.oclIsNew() and p.oclIsTypeOf(Projeccio) and p.peli=pel and p.data=d 
and p.cine=c 
Op: treureProjeccio(p : Projeccio) 
post: Projeccio.allInstances()->excludes(p) 
Figura 56 - Esquema de comportament 
Un cop es té construït l’esquema, s’ha d’exportar com a fiter .XMI.  Aquest pas es pot fer a: 
“File->Export as XMI”. 
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11.2. Introduir l’esquema a l’eina 
Quan s’obra l’eina, el primer diàleg que apareix a l’usuari és el següent: 
 
Figura 57 - Diàleg inicial 
A l’apartat File s’ha de seleccionar el fitxer .XMI que representa l’esquema conceptual. A 
l’apartat Time Limit s’ha de seleccionar la quantitat d’instàncies de temps amb les què es farà 
el raonament, és a dir, la quantitat d’operacions que es poden executar per satisfer una 
propietat. Per defecte el Time Limit es troba a 5, tot i que es pot rebaixar fins a 1 o augmentar 
fins a 99 movent l’slider. Finalment, si es situa l’slider a l’extrem dret, s’anul·la el Time Limit: 
 
Figura 58 - Diàleg inicial treien el límit de temps 
En el nostre cas, optem per posar el Time Limit a 6 ja que preveiem que voldrem fer tests que 
requeriran 6 operacions per resoldre’s.  
Només de carregar l’esquema, l’eina realitza un anàlisi sintàctic pel que pot determinar errors i 
avisos de verificació/validació. Els errors es produeixen quan una operació no consta de la 
precondició exigida8 o quan una entitat no consta de cap operació per ser instanciada. Quan es 
produeix un error, l’aplicació es tanca, i es requereix a l’usuari que corregeixi l’esquema 
convenientment. 
Els avisos es produeixen quan l’eina detecta que hi ha una entitat que no consta de cap 
operació per eliminar-ne les instàncies. És responsabilitat de l’usuari determinar si aquest fet 
és correcte i per tant, si es pot prosseguir amb l’anàlisi. 
En el cas de l’esquema anterior, l’eina retorna el següent missatge: 
                                                          
8
 Les precondicions exigides es discuteixen a l’apartat Nous principis per la traducció 
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Figura 59 - Avisos de l'eina que falten operacions d'esborrat 
Com que només són warnings, podem prosseguir amb l’anàlisi. 
Un cop carregat l’esquema conceptual, es pot visualitzar aquest esquema navegant per l’arbre 
de l’esquerra de la Figura 60 - Pantalla principal de l'eina. Quan es selecciona un element de 
l’arbre, es visualitza la seva informació al requadre de text inferior. 
 
Figura 60 - Pantalla principal de l'eina 
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11.3. Verificació de l’esquema 
Per verificar l’esquema, a la pestanya “Is the schema right?” s’han de seleccionar els tests de 
verificació que es desitgen provar i prémer el botó “Check”. Acte seguit, l’eina obre un diàleg 
amb el què es pot cancel·lar l’execució dels tests si l’usuari ho troba convenient, tal com es veu 
a la Figura 61 - Diàleg de l'eina durant l'execució dels tests seleccionats. 
 
Figura 61 - Diàleg de l'eina durant l'execució dels tests seleccionats 
En el nostre cas, s’han seleccionat totes les propietats. 
Passada una estona, es poden visualitzar els resultats de la Figura 62 - Resultats del raonament 
de verificació. 
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Figura 62 - Resultats del raonament de verificació 
A la part inferior dreta, apareixen les diferents propietats provades, fent doble click sobre 
qualsevol d’elles, es pot observar la instanciació que prova que la propietat es satisfà. 
Per exemple, si fem doble click a “Association class Projeccio is lively”, es deplega el diàleg de 
la Figura 63 - Diàleg que mostra la instanciació que prova que Projecció és lively. 
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Figura 63 - Diàleg que mostra la instanciació que prova que Projecció és lively 
Observi’s que la instanciació es correspon amb la seqüència d’operacions que s’han d’executar 
per obtenir una instància de Projecció que no violi cap restricció d’integritat. 
Observi’s també que un test de màxima cardinalitat ha donat error. Això es deu a què s’ha 
definit que tota Pel·lícula té com a molt dos directors, però no hi ha cap operació que permeti 
afegir un segon director a una Pel·lícula. En aquest cas, l’eina mostra aquesta propietat en 
vermell tal com es veu a la Figura 64 - Test de cardinalitat màxima fallit. 
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Figura 64 - Test de cardinalitat màxima fallit 
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11.4. Validació de l’esquema 
Per validar l’esquema, s’han de seleccionar les propietats que es volen provar a l’apartat de “Is 
the right schema?” i prémer “Check”. 
En el nostre cas, després de seleccionar totes les propietats, s’obtenen els següents resultats: 
 
Figura 65 - Resultats de validació 
Observi’s que ara la resposta de l’eina és un “potser” en tant com es requereix que l’usuari 
interpreti si els resultats que dóna l’esquema són o no adequats. 
Altre cop, fent doble click sobre qualsevol resultat, es pot observar la instanciació que 
demostra el resultat del test. Per exemple, a la Figura 66 - Demostració que Actuacio no està 
inclosa a Dirigeix, es visualitza com una Actuació no està inclosa a Dirigeix. 
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Figura 66 - Demostració que Actuacio no està inclosa a Dirigeix 
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11.5. Validació manual 
Finalment, l’eina permet que l’usuari defineixi els seus propis tests. Per això, s’ha de navegar a 
la pestanya de “Interactive Validation” de “Is the right schema?”. El menú de la validació 
manual és el següent: 
 
Figura 67 - Menú de validació manual 
En aquest menú s’ha de triar quina entitat es vol instanciar, i emplenar la seva taula 
d’instàncies. Per exemple, la taula d’instàncies de l’entitat Persona és la taula de la Figura 68 - 
Taula d'instàncies de Persona. 
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Figura 68 - Taula d'instàncies de Persona 
En el nostre cas, es vol provar si poden existir dues persones que facin el mateix paper en una 
mateixa pel·lícula. 
Per definir aquest test, cal assegurar que les dues persones són diferents. Això ens obliga a 
utilitzar la taula d’instanciació d’igualtats entre variables de la Figura 69 - Taula d’igualtats de 
variables. 
 
Figura 69 - Taula d’igualtats de variables 
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Preparat el test, es pot prémer “Execute” i visualitzar els resultats tal com es mostra a la Figura 
70 - Resultats de la validació manual. 
 
Figura 70 - Resultats de la validació manual 
Efectivament, es permet tenir dues persones diferents fent un mateix paper en una pel·lícula. 
A partir d’aquí, caldria que l’usuari analitzés si aquesta situació es pot donar en el món real.  
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12. Proves d’eficiència 
S’ha volgut provar quina és l’eficiència de l’eina al variar la quantitat d’instàncies de temps que 
es permeten per fer el raonament. La màquina emprada per les proves té les següents 
característiques: 
 Processador Pentium T4500: 2 cores, 2,30 GHz, 1M de cache 
 Memòria: 4GB 
 Sistema operatiu: Windows 7 
Per fer aquestes proves, s’ha utilitzat un esquema conceptual basat en un dels disponibles a la 
col·lecció d’exercicis d’Introducció a l’Enginyeria del Software. En concret, un esquema per la 
gestió de matrícules de la universitat. 
A les figures Figura 71 - Diagrama de classes, Figura 72 - Restriccions textuals i Figura 73 - 
Esquema de comportament s’adjunten el diagrama de classes, les restriccions textuals i 
l’esquema de comportament respectivament. 
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Figura 71 - Diagrama de classes 
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RESTRICCONS TEXTUALS 
context Quadrimestre inv ClauQuadrimestre:  
Quadrimestre.allInstances()->isUnique(numero) 
context Alumne inv ClauAlumne:  
Alumne.allInstances()->isUnique(dni) 
context PlaEstudis inv ClauPlaEstudis:  
PlaEstudis.allInstances()->isUnique(nom) 
context Assignatura inv ClauAssignatura:  
Assignatura.allInstances()->isUnique(nom) 
context Professor inv ClauProfessor: 
Professor.allInstances()->isUnique(nom) 
Figura 72 - Restriccions textuals 
OPERACIONS 
Op: matricular(d : Date,q : Quadrimestre,a : Assignatura,alum : Alumne) 
pre: Alumne.allInstances()->select(al1| al1.ordreDeMatricula < 
alum.ordreDeMatricula)->isEmpty() 
post: m.oclIsNew() and m.oclIsTypeOf(Matricula) and m.quad=q and 
m.matriculat=alum and m.assig=a and m.data=d 
Op: crearQuatri(n : Integer) 
post: q.oclIsNew() and q.oclIsTypeOf(Quadrimestre) and q.numero=n 
Op: crearAlumne(d : String,p : PlaEstudis) 
post: a.oclIsNew() anda.oclIsTypeOf(Alumne) and a.dni=d and a.pla=p and 
a.ordreDeMatricula=1 
Op: borrarAlumne(a : Alumne) 
post: Alumne.allInstances()->excludes(a) 
Op: crearPla(n : String) 
post: p.oclIsNew() and p.oclIsTypeOf(PlaEstudis) and p.nom = n 
Op: afegirProfessor(a : Assignatura,p : Professor) 
pre: a.profe->excludes(p) 
post: a.profe->includes(p) 
Op: borrarAssignatura(a : Assignatura) 
post: Assignatura.allInstances()->excludes(a) 
Op: contractarProfessor(n : String) 
post: p.oclIsNew() and p.oclIsTypeOf(Professor) and p.nom = n 
Op: crearOptativa(n : String,c : Integer,p : PlaEstudis) 
post: o.oclIsNew() and o.oclIsTypeOf(Optativa) and o.credits=c and o.pla=p 
Op: crearObligatoria(n : String,c : Integer,p : PlaEstudis, pr : Professor) 
post: o.oclIsNew() and o.oclIsTypeOf(Obligatoria) and o.credits=c and o.pla=p 
and o.profe=pr and o.responsable=pr 
Figura 73 - Esquema de comportament 
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12.1. Resultats obtinguts amb el límit de temps a 7 
El límit de temps de 7 és el límit mínim que garanteix el resultat correcte de tots els tests 
predefinits.  
12.1.1. Verificació 
Liveliness: 12 tests, 140 segons, Optativa no és lively 
OCLRedundancy: 5 tests, 170 segons, OK 
MinCard: 4 tests, 15 segons, OK 
MaxCard: 4 tests, 15 segons, OK 
PreconditionRedundancy: 2 test, 90 segons, Precondició de matricular és redundant 
Aplicabilitat: 7 tests, 80 segons, OK 
Executabilitat: 10 tests, 140 segons, crearOptativa no és executable 
 
TOTAL TEMPS: 650 segons 
TOTAL TESTS: 44 
MITJANA: 15 segons/test 
12.1.2. Validació 
Inclusion: 2 tests,  60 segons, Imparteix is not included in Responsable 
Exclusion: 1 test, 3 segons 
 
TOTAL TEMPS: 63 segons 
TOTAL TESTS: 3 
MITJANA: 20 segons/test 
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12.2. Resultats variant el límit de temps 
A la Figura 74 - Taula del temps d'execució variant el límit de temps cada cel·la correspon al 
temps d’execució en segons d’un test de liveliness de l’entitat indicada a la capçalera de la fila, 
amb el límit d’instàncies de temps indicat a la capçalera de la columna. El color de la cel·la 
indica si l’entitat és lively o no amb aquest límit de t. 
 5 10 15 20 50 100 Unlimited 
Alumne 2,29 2,45 2,34 2,39 2,31 2,36 2,29 
Professor 0,98 1,05 1,04 1,02 1,01 1,05 1,08 
Obligatoria 5,15 5,13 5,13 5,13 5,32 5,15 4,24 
PlaEstudis 1,00 1,00 1,00 1,01 1,06 1,01 1,01 
Optativa 3,28 3,28 3,32 3,26 3,26 3,26 3,03 
Quadrimestre 1,01 0,98 1,00 1,01 1,00 0,97 1,00 
Assignatura 5,49 5,49 5,51 5,51 5,57 5,51 4,40 
Segueix 2,06 2,04 2,12 2,07 2,06 2,06 1,98 
PertanyA 5,57 5,62 5,55 5,58 5,65 5,71 4,46 
Coordina 5,18 5,4 5,21 5,27 5,23 5,18 4,31 
Imparteix 5,54 5,66 5,57 5,52 5,58 5,62 5,04 
Matricula 100,09 107,97 105,69 107,19 107,50 106,08 40,31 
Figura 74 - Taula del temps d'execució variant el límit de temps 
Amb aquests resultats és important notar que malgrat augmentar les possibles instàncies de 
temps, el temps d’execució dels tests es manté. És més, fins i tot es pot treure el límit de 
temps (cosa que provoca una millora en el rendiment de l’eina). 
Atribuïm aquest comportament a la profunditat iterativa que hem implementat al raonador. La 
profunditat iterativa garanteix l’exploració per nivells de l’arbre. Si la solució es troba a 
profunditat N, l’algorisme no explora les profunditats superiors a N, pel que malgrat que 
s’augmenti la quantitat de nivells de l’arbre (amb aquest augment d’instàncies de temps 
permeses), els nivells superiors a N segueixen sense explorar-se. 
Això però, no explica perquè es manté constant el temps d’execució amb els tests amb resultat 
negatiu. De fet, alguns d’aquests tests experimentaran un temps o un altre en funció del límit 
d’instàncies de temps permeses. 
Per exemple, mitjançant el test de validació manual amb l’objectiu: 
Assignatura(A1,nom,credits,TIME), Assignatura(A2,nom,credits2,TIME), A1<>A2 
Els temps d’execució en segons en funció del límit d’instàncies de temps s’adjunta a la Figura 
75 - Taula del temps d'execució d'un test insatisfactible variant el límit de temps. 
1 2 3 4 5 
9,87 103,62 305,78 1474,87 8331,39 
Figura 75 - Taula del temps d'execució d'un test insatisfactible variant el límit de temps 
Observi’s llavors un clar creixement exponencial del temps d’execució 
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13. Conclusions 
El problema de determinar si un esquema conceptual és correcte o no tan bon punt s’ha 
acabat de modelitzar és de vital importància en el desenvolupament del software. En concret, 
detectar els errors d’aquest esquema abans que es propaguin al disseny i implementació 
poden suposar un estalvi important de temps i diners en un projecte software. 
No obstant, les eines que s’utilitzen actualment per realitzar la verificació i validació 
d’esquemes no tenen en compte la part de comportament, cosa que dóna lloc a determinar 
com a correctes a esquemes conceptuals que no ho són. 
Des d’aquest PFC s’ha construït una eina que sí té en compte la part de comportament per 
analitzar un esquema conceptual basant-nos en les idees de la tesi (Queralt, 2009). 
En concret, s’ha construït una eina que tradueix a problemes de lògica de primer ordre els 
problemes de verificació i validació d’esquemes conceptuals. 
El primer pas ha estat analitzar i reformular la traducció de les jerarquies i operacions 
proposades a la tesi. Amb la nova formulació, es redueixen els predicats recursius i s’estalvien 
restriccions, cosa que contribueix en l’eficiència del raonament. 
Posteriorment, s’ha construït una eina que implementa aquesta traducció a lògica vetllant per 
la seva extensibilitat. En concret, l’eina pot estendre fàcilment el subconjunt d’OCL 
implementat gràcies a la implementació del traductor d’OCL d’operacions i restriccions com un 
motor d’aplicació de regles de traducció. Per afegir una nova operació OCL, només cal 
implementar una nova regla de traducció que defineixi quan es pot aplicar, quin resultat dóna i 
instanciar-lo seguidament en el motor. 
Finalment, mitjançant els primers experiments, s’ha observat que el raonador de lògica patia 
problemes d’eficiència temporal. Això ha obligat a retocar el raonador de lògica convertint uns 
temps d’execució inicialment prohibitius (superiors a les 4 hores amb un esquema de només 
dues classes) a menys d’un minut.  Amb tot, el raonador encara és el coll d’ampolla de l’eina i 
si s’escala l’esquema incorporant noves classes/operacions, el temps d’execució esdevé 
prohibitiu altra vegada (més de 4 hores). No obstant, ja des d’aquest mateix treball s’apunta a 
diferents formes per seguir millorant l’eficiència del raonador, com podria ser l’ús d’un 
algorisme de cerca heurística com l’IDA*, o la incorporació de paral·lelisme. 
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14. Treball futur 
Amb la versió actual de l’eina es poden provar determinades propietats com són la liveliness 
d’entitats o executabilitat d’operacions en un esquema senzill (6 o 7 classes) amb un temps 
raonable (menys de dues hores). 
Per tant, el treball futur s’hauria d’enfocar a com aconseguir millorar l’eficiència temporal per 
poder escalar el volum d’aquests esquemes. Per això mateix, a l’apartat 10.3.4 ja es 
suggereixen noves possibles millores al raonador, actual coll d’ampolla de l’eina. Quedaria 
pendent estudiar com es podrien implementar i quin benefici se’n pot extreure de cada una. 
Paral·lelament, fora bo implementar la traducció a lògica de més operacions OCL. Actualment, 
l’usuari es troba limitat a expressar les operacions i restriccions utilitzant únicament el 
subconjunt d’operacions OCL que es troben implementades. Quedarien com a tasques 
pendents estendre aquest subconjunt d’operacions OCL. 
Des de la perspectiva de la recerca, des d’aquí es veuen un parell de línies més de treball: 
 Per un costat, fóra interessant estudiar com es podria modificar la traducció a lògica 
per incorporar les operacions de modificació. Si bé una modificació d’una instància es 
pot interpretar com esborrar una instància i tornar-la a afegir amb els canvis 
corresponents, si s’afegís aquesta regla a la traducció actual, la traducció patiria 
efectes col·laterals indesitjats (quan s’esborra una instància s’esborren les instàncies 
de les seves associacions; si la modificació d’una instància es basa en l’esborrat, quan 
es modifiqués una instància aquesta perdria les seves associacions). 
 
 Per l’altra, si bé en aquest PFC s’han atacat les recursivitats canviant la traducció a 
lògica per fer-les desaparèixer, fóra profitós estudiar com es poden tractar a nivell del 
raonador a lògica. El problema de les recursivitats és que poden donar lloc a 
recursivitats infinites, i per tant, penjar el raonador. Però de la mateixa manera que 
nosaltres som capaços de detectar quan una recursivitat és infinita, un raonador 
també hauria de ser-ne capaç. Dotar al raonador de lògica de la capacitat d’adonar-se 
que ha entrat en una recursivitat infinita, i que per tant, ha de reconsiderar decisions, 
no només contribuiria a aquest PFC, sinó a altres treballs que es suporten sobre el 
raonador a lògica. Cal recordar però que un problema general de lògica de primer 
ordre és semidecidible, pel que el raonador a lògica, si manté la completitud, està 
condemnat a penjar-se en alguns casos; però la idea està en què existeixen casos en 
què sí podem detectar que es penja i evitar-ho. 
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