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Abstract 
A concise object-oriented method for the development of 
real-time systems has been composed. Hardware compo- 
nents are modelled by (sofnuare) base objects; base ob- 
jects are controlled by a hierarchy of coordinator objects, 
expressed in an organizational diagram. The behaviour of 
objects is speciJied by state transition diagrams. This ap- 
proach considerably promotes requirements analysis and 
communication with the customer A CASE tool has been 
constructed with diagram editors for graphical specijica- 
tions of real-time systems. The tool can generate executa- 
ble code for PLCs from these graphical speciJications; 
reuse of previous results is supported by  the repository 
function of the tool. Experiences attained in practice with 
method and tool show that time spent in system testing and 
installation is reduced considerably. 
1. Introduction 
In the past several methods for the analysis and design 
of technical real-time systems have been published, see 
e.g. [l - 81. However, according to our experiences these 
methods do not always meet the requirements of small 
companies having their business in designing and con- 
structing control systems, e.g. for manufacturing and 
chemical processes. In many cases these methods offer 
specification techniques that are redundant or require too 
much detail, or they are too rigorous in their procedures. 
This is caused by the fact that most of the required func- 
tionality and hardware objects are already captured by so- 
called process & instrumentation diagrams @&IDS). A 
P&ID is the result of the earlier hardware engineering 
process. The objective of real-time system development is 
the design of the software control process of the hardware 
objects. 
Two main issues in control systems that we have stud- 
coordination and cooperation of hardware 
failures of hardware components. 
ied are: 
components ; 
According to our experiences there is not enough attention 
for these problems in existing methods. 
In this study we adopt the following definition of a real- 
time system: a real-time system is any information 
processing activity or system, which has to respond to ex- 
ternally generated input stimuli within a finite and speci- 
fied period [9]. Real-time systems are characterized by 
parallel processes and operations, coordination of actions 
of many rather independent components, detection and 
handling of failures, interrupts, time-outs and conflicting 
Many companies involved in the development of red- 
there is no uniform development method available, 
designers use individual, informal procedures; 
absence of explicit standards for specifications of 
product design, which hampers communication 
between designers and customers; 
insufficient checks on the completeness, 
consistency and correctness of design 
specifications and documentation; 
limited or insufficient systematic procedures for 
testing and simulation. 
The main goal of the present research was to compose a 
practical method for the development of real-time systems 
in which detecting and handling failures are completely 
embedded. In addition to this main objective we have the 
following subgoals with respect to the method: 
goals. 
time systems meet the following problems: 
support for a company’s ISO-9001 certification; 
increased effectivity and efficiency compared with 
the conventional design process; 
reduction of complexity in the design of real-time 
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systems; 
uniform and unambiguous procedures; 
specifications should easily be verified; 
reuse of specifications and documentation for the 
procurement and design processes; 
user-friendly CASE tool support for generating 
specifications (diagram editors); 
automatic generation of code for several types of 
PLCs (Programmable Logic Controllers) and 
microcomputers. 
As a result the method CORSO was developed; the acro- 
nym CORSO is derived from a Dutch phrase for “CASE 
tool support for real-time systems design”. It should be ad- 
mitted that the CORSO method may not be applicable to 
all kinds of real-time systems design. Therefore, the rele- 
vance of the method for solving specific real-time prob- 
lems is a research topic. 
The steps in method engineering that we have followed 
in this project are: 
construction of a CASE tool supporting the 
composition of the CORSO method; 
method; 
realization of the code generator. 
A basic concept in the method is coordination [lo]. Co- 
ordination encompasses scheduling and control of differ- 
ent independent, unrelated objects. Coordination 
represents a level of abstraction above the conceptual level 
of individual objects and permanent relationships in the 
well-known ANSUSPARC architecture. Coordination is 
discussed in more detail in section 2.1 in the context of the 
organizational model. 
Presently, methods and corresponding commercial 
tools are available, e.g. OOA [6] ,  OMT [4], ROOM [5],  
Statecharts [ll]. However, in these methods hierarchical 
control structure and error handling are less pronounced. 
The CORSO method and tool support the issues of coordi- 
nation, fault tolerance and code generation explicitly. 
The CORSO method is described in chapter 2; the 
models and diagrams are explained with examples and 
method-data models. Chapter 3 contains a short discussion 
on possible failures that may occur in technical systems. 
The CASE tool and code generation supporting the COR- 
SO method are described in chapter 4. Chapter 5 contains 
conclusions and some research questions. 
2. The CORSO method 
The CORSO method intends to promote a structured 
and efficient development of control software for real- 
time, technical systems. The method is based on the ob- 
ject-oriented paradigm, in which software objects are re- 
sponsible for the correctness of their own operations and 
data [l, 4,6]. One of the first activities in the method is to 
identify the relevant entities (hardware components) that 
should be modelled by (software) objects, so-called base 
objects in the real-time system. 
The analysis of the system may start from a technical 
specification of the hardware. In many cases such a speci- 
fication is represented in a technical layout, for example a 
Process and Instrumentation Diagram (P&ID), showing 
which hardware components are to be controlled and 
which sensors are available to collect data on the operation 
of the hardware system. Such a diagram may be helpful in 
the identification of the relevant hardware components and 
sensors. 
The initial activities of the method are the identification 
of the following items in the technical system to be con- 
trolled: 
e hardware components (actuators) with their 
relevant commands, for example valve: open, 
close; 
sensors with the meaning of their signal, for 
example elevator door sensor: door is open; 
extemal events detected by sensors, for example 
temperature exceeds safety limit. 
The list of hardware components is the starting point 
for the design of the control structure, which is specified in 
the so-called organizational model. The organizational 
model represents the structural cooperation between soft- 
ware objects. The actual behaviour of each object (the life 
history or life cycle, see e.g. [6]) ,  is specified in a so-called 
behavioural model. These modelling techniques are com- 
plementary to the P&ID technique. The selection of the 
modelling techniques is based on a unifying object-orient- 
ed framework [lo], in which all concepts to be captured in 
the systems analysis are identified. 
2.1. The organizational model 
The organizational model specifies in detail how soft- 
ware objects in the control system will cooperate. The or- 
ganizational model is expressed in a diagram showing a 
hierarchical structure; figure 1 shows a simple example of 
such a diagram, as it has been realized in the CASE tool 
supporting the CORSO method, described in chapter 4. 
The nodes of the diagram represent software objects; 
yokes represent the control structure between the objects. 
The nodes on the lowest level are the so-called base ob- 
jects, which directly control corresponding hardware com- 
ponents. 
Base objects model the behaviour of hardware compo- 
nents. In this context the relevant hardware components 
can independently receive and handle command signals 
and usually they can transmit their status to the control 
system via feedback signals. A base object controls just 
one specific hardware component; the base object initiates 
operations to be executed by the corresponding hardware 
component by sending commands, and monitors via feed- 
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Figure 1. Corso tool screen with an organizational diagram 
back signals received from sensors whether the desired 
operation is carried out correctly and timely. 
The actions of base objects are coordinated and control- 
led by a hierarchy of supervisory objects, the so-called co- 
ordinator objects or coordinators. Coordinators trigger the 
execution of operations of base objects (or other coordina- 
tors); in turn, base objects trigger the execution of opera- 
tions of hardware components. Coordinator objects are 
introduced in the design of a control system when actions 
of subordinated objects (either base objects or coordinator 
objects) are executed in parallel or should be scheduled 
due to limited resources. Introduction of coordinators may 
also decrease the span of control of objects and in this way 
increase the surveyability of complex systems for purpos- 
es of design, realization, testing, and maintenance. 
If the operation of a hardware component fails, the cor- 
responding base object may take corrective action, for ex- 
ample repeat the command. If a corrective action doesn't 
succeed (for example in case of an irrecoverable failure) 
the situation is a so-called exception; the base object com- 
municates details on the exception to the coordinator that 
triggered the action. The coordinator may try to reallocate 
the responsibility for execution of the action to another 
base object; if this is not possible the coordinator may ter- 
minate the activities of the base object(s) involved and of 
the corresponding hardware components. Further, it may 
notify its superior coordinator or the user or operator of 
the system the detection of an exception. Alternatively, 
control may be passed to a superior coordinator. 
The organizational model is hierarchical in the sense 
that each object controls one or more subordinated objects. 
However, each object may be controlled by one or more 
coordinators, so the organizational model has not neces- 
sarily a tree structure. The meta-data model of the organi- 
zational diagram is shown in figure 2.The entity- 
relationship (ER) diagram notation is adopted from [12] 
with structural constraints expressing participation of enti- 
ty types in relationship types. An additional constraint, not 
expressed in the ER-diagram, is that a coordinator object 
always controls at least one other (base or coordinator) ob- 
ject. 
The organizational model as it is described here corre- 
sponds to a large extend with the object communication 
model (OCM) in the Object-Oriented Analysis (OOA) 
method described by Shlaer & Mellor [6]. 
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Figure 2. Method-data model of the organizational diagram 
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2.2. The behavioural model 
(0, n) (19 n) 
(0, n) 
controls 
The hardware and software objects may be conceived 
as state machines, whose temporal behaviour can be speci- 
fied by means of state transition diagrams. The type of 
state transition diagram (STD) used in the behavioural 
model is the variant corresponding with Moore state ma- 
chines (See e.g. [13], p. 374.) Actions performed by an ob- 
ject are associated with its states, as an action perfomed 
by a hardware component may take a significant amount 
of time, and may fail due to hardware failures. Fault toler- 
ant modelling can be supported effectively by guarding 
the proper and timely termination of actions. The choice 
for Moore machines is also a pragmatic one; it is rather 
straightforward to translate them to PLC code. 
Actions in coordinator states may be interpreted by 
subordinated objects as conditions that trigger a state tran- 
sition; other actions may induce operations on timers, 
counters, registers, Boolean variables, and functions, or 
generate output signals to hardware components (actua- 
tors). 
2.2.1. States and state transitions. In the behavioural 
model we distinguish four types of states: active states, 
passive states, failure states, and initial states. The notation 
shown in this paper corresponds with the behavioural dia- 
grams as realized in the CASE tool. States are represented 
by a circle containing the name of the state and the ac- 
(7 parked 
tion(s) perfomed by the object in that state. 
Passive state. In a passive state the object is in a stable sit- 
uation, which may last for an indefinite period, or for a pe- 
riod that in general can not be predicted. Examples are the 
open position of a valve in a water conduct, the movement 
of a vehicle or an elevator, the operation of a production 
unit in a continuous process. 
In general, a state is of the passive type, if the transition 
to another state is caused by an internal command signal 
(action) from a (superior) coordinator, or an external event 
(extemal command signal), or detection of a hardware 
failure. A passive state is represented by a circle with a 
normal circumference. 
Active state. In an active state the object is temporarily in 
a transient situation that by its nature should terminate 
within a predictable period. Examples are opening a valve 
in a pipe line, closing the door of an elevator, filling a tank 
with fluid up to a specific level. 
In general, a state is of the active type, if the transition 
to another state is caused by a subofdinate object or hard- 
ware component reaching a specific state, or by a feedback 
signal from a sensor. An active state is represented by a 
circle with a broken circumference. 
Failure state. An object may enter a failure state caused 
by a failure occurring in the controlled (hardware) system. 
Figure 3. Passive state ‘parked’ with action ‘open door’ 
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Figure 7. Method-data model of the behavioural diagram 
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A failure state of an object can be detected by a superior 
coordinator, which may take appropriate action. In gener- 
al, an object may leave a failure state due to a command 
signal. A failure state is represented by a circle with a bold 
circumference. 
Initial state. The initial state is a virtual state denoting the 
entry point of the behavioural model when the system is 
energized. It is represented by a small circle containing a 
bullet and an unconditional transition to a passive or active 
state, representing the first (real) state in the behavioural 
model entered by the object. Each behavioural model 
should have one and only one initial state. 
State transition. State transitions are represented by ar- 
rows, annotated by a Boolean condition. Such a condition 
may be complex, i.e. consisting of simple conditions con- 
nected by logical operators (AND, OR, NOT). Control 
signals and command signals can be used as simple condi- 
tions. 
Other possible simple conditions are input signals (sen- 
sor signals from the hardware), Boolean values, compari- 
sons of values, the state of timers, the completion of the 
ilc Cdlt View Insert Di 
execution of functions. When an object is in a specific 
state and the condition of a transition from that state is true 
then the transition is enabled, and the object state is 
changed from the source state to the destination state of 
that transition. The method-data model of the behavioural 
diagram is shown in figure 7. 
A condition on a state transition may contain com- 
mands from a superior coordinator; in this case such a 
command appears as an action of that coordinator. In a co- 
ordinator object a condition on a state transition may con- 
tain the name of a state of a subordinated object, which is 
interpreted as a feedback signal. An example of a behav- 
ioural diagram is shown in figure 8. 
2.2.2. Special constructs used in behavioural models. 
Additional constructs are available for controlling state 
transitions in behavioural models: timers, counters, regis- 
ters, Boolean values, general functions. 
Timer. Timers are used to check the duration of operations 
that should terminate within a specific time period. Timers 
are frequently used in combination with active states, for 
example to check whether a valve is closed in time. In 
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Figure 8. Corso tool screen with a behavioural diagram 
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case of a time-out a failure may have occurred, appropriate 
action should be taken, and a warning message may be 
sent to the operator. 
Counter. Counters can be used to count events. A counter 
can be set to a specific value and reset to 0, and increment- 
ed and decremented by 1. The test whether a counter has 
the value zero may be used as a simple condition on a state 
transition. 
Register. Registers (or data stores) are used to store val- 
ues. The values stored in registers can be compared with 
the operators EQ, NEQ, LT, LE, GT, GE. For example a 
condition on a transition could contain the simple condi- 
tion GT[RA, RBI, which tests if the contents of register 
RA is greater than the contents of register RB. 
Boolean variable. A Boolean variable (or data bit) is used 
to store a condition. A Boolean variable can be set to the 
values true and false. The name of the Boolean variable 
can be used as a simple condition. 
Function. Functions are used to express more complex ac- 
tions in states that can not be represented graphically, e.g. 
numerical calculations. Functions are strictly local for ob- 
jects and do not affect other objects. In the code generation 
step a function should manually be filled in with the ap- 
propriate PLC code. Functions are integrated into the be- 
havioural model. 
2.2.3. Input/output signals. The input and output signals 
that are exchanged between objects and environment (sen- 
sors and actuators) are specified in the so-called inputlout- 
put list. The control system receives input signals from 
sensors, and generates output signals to control the hard- 
ware. In the inputloutput list each signal is described by its 
name and a number, indicating its bit address. 
The receipt of an input signal from a sensor is an event, 
which may be interpreted as a condition enabling a state 
transition in an object. A state of an object may contain an 
action generating an output signal to an actuator. An ex- 
ample of an action sending an output signal is OUT[start 
motor], in which 'start motor' is the name of an output sig- 
nal. 
Input signals can be distinguished into momentary or 
transient signals, and continuous signals. Transient signals 
may be electronic pulses corresponding to the occurrence 
of an event, for example a passenger pressing an elevator 
summons button. 
Continuous signals may reflect the current state of a 
hardware component, for example the signal from the 
'door closed' sensor of an elevator door. Such a signal can 
be used to check the correspondence between the environ- 
ment and the state of a software base object. 
2.2.4. Internal signals. Mutual communication among 
objects is realized by means of internal signals, which are 
exchanged between a coordinator and its subordinate ob- 
jects. In the behavioural model we distinguish command 
I command signal 
coordinator: / 











output signal 'close' input signal from sensor 
Figure 9. Command signals and control signals 
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signals and feedback signals. 
A command signal is sent by a coordinator to one or 
more subordinate objects. A command signal should be 
specified as an action in one of the states in the behaviour- 
al model of the coordinator. The name of the action should 
be used in a condition on a state transaction of the subordi- 
nate object receiving the corresponding command signal. 
So, a command signal is always sent in a downward direc- 
tion with respect to the hierarchy, expressed in the organi- 
zational model. 
A feedback signal is sent by a subordinate object to its 
(superior) coordinator; it should be specified as the name 
of a state in the behavioural model of the subordinate ob- 
ject. The name of the state is used in a condition on a state 
transition of the coordinator receiving the control signal. 
So, a feedback signal is always sent in an upward direction 
with respect to the hierarchy, expressed in the organiza- 
tional model. A schematic summary on signals is shown in 
figure 9. 
Signals may not be exchanged between objects on the 
same level. Communication between objects on the same 
level should only be realized via a coordinator on a higher 
level, otherwise the hierarchical control structure would be 
violated. 
2.2.5. Rules for behavioural models. Behavioural mod- 
els should be checked for correctness and completeness. 
Many syntactical checks are supported by the CORSO 
CASE tool, described in the following. The designer 
should take care of the semantic correctness of the models. 
Some semantic rules for behavioural models are: 
* passive states may only be connected directly by a 
state transition if the transition is momentary and 
cannot be prevented or hampered by failing 
components in any way, otherwise there should be 
at least one active state between two passive states. 
an action corresponding to an active state needs 
time and may not be completed in time or not 
terminate at all due to failures. Therefore an active 
state should be guarded by a timer; in case of a 
time-out an exception has occurred, which may 
cause a transition to a failure state. 
* a state corresponding to a detected continuous 
external signal may have a state transition to a 
failure state if the signal drops without specific 
reason. In such a case there might be an 
inconsistency between the control system and the 
hardware. An example of inconsistency is given in 
the next chapter. 
3. Failure analysis 
To promote resilience and safe operation of a system it 
is necessary to analyse the possible failures in the hard- 
ware, and develop mechanisms to detect and handle them. 
Base objects should be designed in such a way that they 
can be reused in many projects. For failure handling this 
means that: 
failures should be handled and solved locally if 
possible. Otherwise a failure should be reported to 
a superior coordinator on the next higher level; 
failures may not be transferred to objects at the 
same level. 
In base objects the following exceptions may occur. 
Time-out: this type of failure should always be 
considered in active states. An active state may 
take too much time due to failing components. In 
case of a time-out a state transition to a failure state 
should occur. 
Inconsistency: an inconsistency between the 
software and the hardware may be detected by 
continuous input signals. An example is the 
absence of the input signal ‘door closed’, implying 
that an elevator door is not closed or the sensor is 
defective. If the corresponding software object is in 
the state ‘closed’, then there is a discrepancy, 
which cannot be solved and may cause a dangerous 
situation. In this case a transition to a failure state 
should follow. 
Hardware failure: a hardware component itself may 
indicate a failure, for example a motor that is 
defective. Detection by the software implies a 
corresponding input signal emitted by the defective 
component. 
In coordinators two types of failures may be detected. 
Inconsistency: specific combinations of states of 
subordinate objects of a coordinator may be 
forbidden or impossible. An example is an elevator 
in the state ‘moving’, and the elevator door in the 
state ‘door open’; in such a case the coordinator 
should detect an inconsistency corresponding to a 
potentially dangerous situation, and take corrective 
action, e.g. halt the elevator, ring alarm. 
Failure in a subordinate object: in general, failures 
should be handled locally by a base object, but in 
case of irrecoverable errors that cannot be repaired 
independently, an object may report an exception to 
a superior coordinator. 
If a failure may occur then a failure state has to be add- 
ed to the corresponding behavioural model. For each fail- 
ure state there should be a state transition to a normal 
(passive or active) state. There are several standard transi- 
tions from a failure state: 
transition to the previous state, before the failure 
occurred; 
transition to the previous active state; the object 
should pass from that active state to the correct 
passive state; 
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transition to the initial state: in this case the system 
executes a restart operation. 
Issues on failure analysis and fault tolerance are discussed 
in the literature [14, 151. 
4. Architecture of the CORSO environment 
4.1. CASE tool 
To support the CORSO method a CASE tool has been 
realized. The CORSO tool was constructed based on the 
ObjectMaker meta-CASE tool [16]. The tool contains dia- 
gram editors for drawing organizational and behavioural 
diagrams as has been specified in chapter 2. The method- 
data models of the diagrams are shown in figures 2 and 7. 
Diagrams are stored in the repository of the tool. 
A new system development project is normally started 
by drawing an organizational diagram. By clicking the 
mouse button on an object in the organizational diagram 
control is passed to the behavioural diagram editor to cre- 
ate or retrieve the corresponding behavioural diagram. The 
tool is menu driven; existing diagrams can be retrieved 
from the repository, changed, printed, and stored. 
Checks on consistency and completeness. The CORSO 
tool can perform checks on the consistency and complete- 
ness of the diagrams specified in a project. These checks 
can be applied to individual diagrams as well as to the 
complete set of diagrams in a project. 
An example of a check on a behavioural diagram is that 
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each state transition should have a condition. A check on 
the consistency between different behavioural diagrams is 
that a signal used in a condition should be defined either as 
an action (command signal), as a state (feedback signal), 
or as an input signal (in the inpudoutput list). An example 
of a check pertaining to an organizational diagram and the 
corresponding behavioural diagrams is that for each object 
in the organizational diagram a behavioural diagram 
should exists. 
The user can initiate a check operation on the current 
diagram or on all diagrams of the current project at any 
moment. The tool will then produce a report showing the 
errors detected in the diagram or diagrams. Another serv- 
ice of the tool is the generation of listings of signals and 
states in the behavioural models. 
Code generation. The behavioural models are used for 
the generation of code in two steps. In the first step the 
STDs are translated to an intermediate textual code. This 
intermdate code is PLC independent. In the second step 
the intermediate code is converted to specific PLC code. 
Presently, compilers to convert intermediate code to PLC 
code for Siemens and SAIA PLCs are available in the 
CORSO tool. Figure 10 gives a schematic summary of the 
architecture of the CORSO tool. 
Reusable specifications. In practice real-time systems are 
composed from a limited number of technical compo- 
nents, such as valves, pumps and motors. It is not neces- 
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Figure 10. CORSO tool architecture 
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components for each project. Behavioural models can be 
specified once and stored for reuse in the CORSO reposi- 
tory. In a specific project behavioural models can be re- 
trieved from the repository and inserted in the current 
project. In this way the efficiency and reliability of the de- 
sign process is increased considerably. 
4.2. The CORSO method and CASE tool support 
The CORSO method contains the following steps. 
Technical analysis. Development starts from a technical 
specification of the hardware system to be controlled. 
Such a specification may be expressed in technical drafts 
or diagrams, for example a Process & Instrumentation Di- 
agram (P&ID) and textual descriptions of the functions 
performed by the system. 
From the technical specifications the individual hard- 
ware components to be controlled and monitored should 
be identified. Also information on sensors and input and 
output signals should be collected. Incoming signals may 
correspond with events to which the system may have to 
react; therefore possible events should be listed with their 
signals and the sensors that receive these signals. 
Analyse possible failures that may occur in the system. 
Specify how failures may be detected and how they should 
be handled by the control system. 
Identify objects and coordinators, specify organiza- 
tional model. Identify the hardware components that 
should be modelled by software objects in the control sys- 
tem. These software objects are the base objects, which 
appear as the leave nodes in the organizational model. 
Specify coordinators for base objects that perform ac- 
tions simultaneously or that need a common control mech- 
anism. In the same way specify coordinators at a higher 
level for coordinating subordinated coordinators. In this 
way the organizational model is developed until the root 
coordinator at the top level is specified. Identify command 
and feedback signals exchanged by objects on different 
layers of the organizational model. 
The organizational model is entered into the CASE tool 
via the corresponding diagram editor. Extemal signals 
should be specified in an inputloutput list. 
Specify behaviour. For each objectlcoordinator specify a 
behavioural model with the behavioural diagram editor. 
Identify states, transitions and conditions on transitions. 
Existing behavioural models from previous projects, 
stored in the repository may be used in the present project. 
Add special functions if necessary. 
Checks. Run consistency and completeness checks by the 
tool, and correct the diagrams if necessary. 
Code generation. If no errors are detected first intermedi- 
ate code can be generated. Next, PLC code for a specific 
type of PLC can be obtained by converting the intermedi- 
ate code. 
5. Conclusions and future research 
The CORSO method has been proven to be an effective 
aid in developing several production and control systems. 
A recent commercial project in which CORSO was used is 
the development of a chilling-room for a brewery. The dia- 
grams shown in figures l and 8 are taken from this project. 
From a practical point of view the CORSO approach has 
the following characteristics: 
Software is developed in a very structured and 
formalized way; in requirements analysis 
problems, incompleteness and inconsistency are 
detected and can be discussed with the customer in 
a very early stage. 
Time needed for development, acceptance tests and 
installation has been decreased considerably due to 
increased reliability and less design errors. 
Productivity in using the CORSO method and 
CASE tool in projects has increased by a factor of 
about 2.5. 
Reuse of design improves the results of project 
proposals and systems analysis. 
The attention of the developer is focussed on 
analysis and design rather than on coding. Changes 
need only be made in the organization or 
behavioural diagrams. Therefore, the software 
development process is shorter and the quality of 
the results is improved. 
Our approach in creating an environment for 
systems development can also be applied to other 
companies and situations, e.g. with different 
traditions in diagram techniques. 
Present and future research is directed towards the ap- 
plication field of the method, simulation facilities, debug- 
ging, and failure analysis. 
Application field. The number of projects and experienc- 
es with the CORSO method is modest. It should be inves- 
tigated for which types of real-time systems and in which 
environments the method and the tool are especially suita- 
ble. 
Simulation. Present research is directed towards simula- 
tion facilities for testing the behavioural models. While 
simulating, the behavioural diagrams are shown on a win- 
dows screen; input signals can be activated by screen but- 
tons, output signals are shown by screen indicators. The 
behaviour of an individual object is visualized by showing 
its behavioural model, the present state and output signals. 
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Debugging facilities. It is expected that the method and 
the tool will be effective in maintenance if a trace of the 
states and transitions of the objects is logged and stored in 
a data base, at least for a limited time. In case of a failure it 
should be possible to analyse the recent behaviour of the 
objects, which may support trouble shooting in an effec- 
tive and efficient way. 
Fault analysis and diagnosis, fault tolerance. The de- 
sign of fault tolerant systems is rather neglected. Some in- 
itial studies performed by students indicate that this 
subject is usually not approached in a systematic way. 
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