A curvature-based algorithm to simplify a polygonal curve is described, together with its implementation. The so-called SimpliPoly algorithm uses Bézier curves to approximate pieces of the input curve, and assign curvature estimates to vertices of the input polyline from curvature values computed for the Bézier approximations. The authors' implementation of SimpliPoly is interactive and available freely on-line. Additionally, a third-party implementation of SimpliPoly as a plug-in for the GNU Blender 3D modeling software is available. Empirical comparisons indicate that SimpliPoly performs as well as the widely-used Douglas-Peucker algorithm in most situations, and significantly better, because it is curvature-driven, in applications where it is necessary to preserve local features.
Introduction
LOD (Level of Detail) management is becoming an increasingly important issue not only in computer graphics and visualization, but also in application domains like GIS. The reason is that with the availability of powerful drawing tools, and sensory devices like high-resolution cameras, it is possible nowadays to both synthetically create extremely complex images as well as acquire them from the environment.
However, such images at their original or maximum resolution can be inefficient both to render and to transfer digitally. The maximum resolution, though, is often overkill for many applications. Therefore, complex images are often stored in multiple LODs, or resolutions, and the appropriate LOD -often substantially less than the original -used for a subsequent application. Figure 1 gives an example of US map simplification done using our SimpliPoly software: the figure on the bottom right is about an eighth as complex as the original one on the top, yet is likely faithful enough for many purposes, while the one on the bottom left at half the complexity is nearly indistinguishable from the original. A variety of techniques have been developed for the purpose of computing LODs, typically beginning with the original object, then increasingly coarse, a process called simplification. See Heckbert and Garland 11 and Luebke et al 15 for surveys. Most of the current literature in computer graphics and available software deals with the simplification of surfaces in 3D.
We focus in this paper on a somewhat restricted LOD problem, that of simplifying a plane polygonal curve, also called polyline. Nevertheless, this problem is of interest in several application areas as well, ranging from sketch simplification to trend analysis to map simplification. The main contribution of this paper is an algorithm and its derivative software package -together called SimpliPoly -which can be used interactively to simplify a polyline. SimpliPoly makes a novel application of the notion of curvature from differential geometry to the simplification problem. In particular, our approach is to estimate the curvature of a polyline at its vertices.
A polyline C, except for the trivial situation where all its vertices lie on a straight line, is not smooth. Accordingly, differential geometric measures of curvature cannot be applied directly to C itself. Our method is to, instead, first approximate pieces of C with Bézier curves, and then "lift" curvature values from points of the approximations to vertices of C. Subsequently, vertices of C with low curvature are removed on the premise that they lie on "straightish" (equivalently, "weakly featured") parts of C.
The technique is motivated mostly by heuristic arguments, our goal first and foremost being simple and practical software. We do not prove results about the quality of the simplification. Unfortunately, it seems difficult to do so, given the nature of the heuristics employed; nevertheless, they are all fairly intuitive and justified by the context. Moreover, the SimpliPoly software package is designed to be used interactively, so that the user monitors the output until the simplification is perceived to be satisfactory, rather than depending upon any a priori guarantee of its quality. Our results -which the reader is invited to verify using the on-line Java version
16 -indicate that SimpliPoly indeed works well in practice, producing faithful simplifications over a range of user-controlled parameters. In fact, this has led to a third-party implementation of SimpliPoly as a plug-in 17 for the free opensource GNU Blender 3D modeling software 2 . Currently, the polyline simplification algorithm most commonly used in practice is Douglas-Peucker 8 , which is a recursive algorithm based on reducing a distance error between an input polyline and its simplification. Douglas-Peucker is easily implemented, efficient, and generally produces good-quality output -all reasons for its popularity. However, Douglas-Peucker is purely "distance-error driven"; it does not "recognize" local features, e.g., a sharp turn, a protrusion, etc., and, therefore, makes no attempt to specially preserve these. SimpliPoly, on the other hand, being "curvature-driven", does recognize features and tends to keep them. At the same time, because stretches of a polyline with low distance error from a simplification tend in practice to be of low curvature values as well, the ability of SimpliPoly to simplify such stretches appears to be competitive with Douglas-Peucker.
At present, the theoretically best algorithms for polyline curve simplification are from Agarwal et al 1 and Chen and Daescu 5 , with further refinements in Daescu and Mi 6 . They obtain provably near-optimal simplifying approximations within specified error bounds on the distance between the original curve and the approximation. Gudmundsson, Narasimhan and Smid 10 solve a related problem where the error between the original and simplified curve is measured by the difference in the rate of change of path length along either. However, all these preceding algorithms are fairly complex and there seem to be no practical implementations yet. Moreover, the only curvature-based simplification algorithms that we are aware of are due to Kim et al 13 and references therein, all of which deal with surfaces rather than curves. Again, these algorithms are complex with no code announced. Buzer 3 , CarmonaPoyato et al 4 and Kolesnikov and Fränti 14 consider the important related practical problem of simplifying digital curves.
The next section discusses SimpliPoly in detail, both the algorithm and its analysis, and introduces the software. In Section 3 we make an extensive comparison between SimpliPoly and Douglas-Peucker. Applications, and advantages to using SimpliPoly, are the topic of Section 4. We conclude in Section 5. The formula for c i (u) is
where
are the blending functions, which happen to be the Bernstein polynomials of degree four in this case. See Farin 9 for a discussion of Bézier theory in general. Note: There is no particular reason to choose order five for the Bézier approximation, other than that it seems to span a reasonable number of vertices of C, and yet is not large enough to be computationally problematic. Figure 2 shows the first two approximating curves for a polyline: c 0 (u) (solid) and c 1 (u) (dashed).
Next, for each Bézier curve c i (u), 0 ≤ i ≤ n − 4, SimpliPoly determines the curvature at the three interior points c i (0.25), c i (0.5) and c i (0.75), and "lifts" them to the control vertices v i+1 , v i+2 and v i+3 , respectively. This is done as the blending function corresponding to each of these three vertices has maximum value at the point of c i (u) whose curvature is lifted. Intuitively, then, each control vertex picks up its curvature from the point of the curve at which it has most influence. Curvature at the end vertices are not used on the premise that data from a surrounding neighborhood of a point should be available if curvature there is to be applied for the purpose of simplification (even though it can be mathematically calculated). The formula used to compute curvature is from classical differential geometry 7 : the curvature of a plane curve c(t) = x(t)i + y(t)j is given by
As the 5-vertex window slides from one end of C to the other, all the vertices from Finally, SimpliPoly removes all vertices v i whose pseudo-curvature k i ≤ κ, where κ is a user-defined curvature threshold .
An option in SimpliPoly allows the user to control in a simple manner the local distance error in the simplification as vertices are removed. SimpliPoly removes vertices by processing from the high end to the low, beginning possibly with v n−1 .
If a distance error threshold > 0 is specified, then, before removing a vertex v i according to the pseudo-curvature constraint, SimpliPoly determines the perpendicular distance d of v i to the straight line joining v i−1 and v i+1 , and, if this distance exceeds , v i is skipped, i.e., not removed. See Figure 4 .
SimpliPoly can be run on-line, or, locally, by downloading the source from its site 16 . A Java run-time is required.
Complexity
The run-time of SimpliPoly is asymptotically linear in the number n of vertices of the polyline being simplified. This is trivial to see: there are O(n) window positions, with a constant amount of curvature computation for the Bézier curve in each; subsequently, there is a constant amount of computation per vertex of the polyline to determine the pseudo-curvature at that vertex, and process it for possible removal.
Comparisons with Douglas-Peucker
For polygonal curve simplification, Douglas-Peucker 8 is the practical algorithm "to beat". We have experimented with SimpliPoly and Douglas-Peucker extensively. From a subjective evaluation of the two -we compared, therefore, the perceived quality of their outputs -SimpliPoly almost always matches Douglas-Peucker and, in certain cases, which we'll discuss momentarily, seems to surpass it in preserving evident features.
Theoretically, the worst-case complexity of a straightforward recursive implementation of Douglas-Peucker is O(mn), where n is the input number of vertices and m is the output number. The Douglas-Peucker worst-case complexity can be improved, though, to O(n log n) by using convex hulls to speed up distance computations, as shown by Hershberger and Snoeyink 12 . As discussed earlier, SimpliPoly is always O(n), regardless of output size. However, from our experiments with up to a few thousand vertices (which bounds the complexity of most practical applications) on a reasonable desktop, time consumed seems not to be an issue with either algorithm.
Qualitatively, the major difference between the two is seen in the reduction of two different example polylines each consisting of 20 vertices, along the top and bottom rows of Figure 5 , respectively. The original polyline is drawn unbroken in all four diagrams, while the dashed polylines in the left two diagrams are from a reduction to 6 vertices using Douglas-Peucker, and the dashed polylines in the right two from a reduction to 6 vertices using SimpliPoly. Dashed polylines in the left two diagrams are from a reduction to 6 vertices using Douglas-Peucker, and the dashed polylines in the right two diagrams from a reduction to 6 vertices using SimpliPoly.
As can be seen, SimpliPoly seems to respect the highly-curved pieces more than Douglas-Peucker. The reason, of course, is that the former examines pseudocurvatures through a local window, thereby detecting features that the global Douglas-Peucker method cannot. However, there is a penalty that SimpliPoly pays if it totally disregards distance error -the two experiments were both run with SimpliPoly distance error checking turned off -as can be seen particularly in Figure 5(d) , where the reduced polyline strays significantly from the gently curved part of the original on the left, as well as on the right where it joins the two features. It is precisely for this reason that the option to constrain local distance error is provided.
It is difficult to compare more analytically the fidelity of SimpliPoly and DouglasPeucker to features, either experimentally or theoretically, as there seems to exist no easily computed measure of this property. We decided, instead, to compare experimentally the total distance error, which can be efficiently defined as follows:
If, at the end of the reduction process, the remaining vertex sequence is
where e(v j ), the distance error at the vertex v j , is defined to be 0 if v j = v ir , for some r, and, otherwise, equal to the perpendicular distance from v j to the straight line joining v ir and v ir+1 , where i r < j < i r+1 . E.g., in Figure 6 , if the original polyline v 0 v 1 v 2 v 3 v 4 is reduced to v 0 v 4 then the total distance error is E = e(v 1 ) + e(v 2 ) + e(v 3 ). For a large scale practical comparison we used stock market data, taking the daily closing share prices of two companies listed on the NASDAQ, viz., AMD and DATA TRAK International between May 8, 2007 and May 2, 2008, as input curve data for both SimpliPoly and Douglas-Peucker algorithms. We multiplied the share prices by 100 to eliminate fractional values. Figure 7 , in particular, shows the AMD price curve and its simplification by 0%, 26%, 51% and 66% via both SimpliPoly and Douglas-Peucker (the Douglas-Peucker reductions are on the left, SimpliPoly reductions on the right, and they increase through 0%, 26%, 51% and 66% from top to bottom).
The table below shows the comparison between SimpliPoly and Douglas-Peucker applied to both AMD and DATA TRAK in terms of the ratio of their respective total distance errors. In the experiments we kept the (local) distance error threshold of SimpliPoly equal to the (global) error threshold of Douglas-Peucker. SimpliPoly is clearly competitive with Douglas-Peucker using the total distance error metric, even though the latter is driven by distance error, while the former by curvature (together with a local distance error check). The outputs of SimpliPoly and Douglas-Peucker are virtually indistinguishable at low resolution as can be seen by comparing the polylines on the left and right of Figure 7 , while zooming in to a higher resolution will show a greater fidelity to local features, as in Figure 5 , on the part of SimpliPoly.
Applications
Curve simplification algorithms are used to reduce the complexity of 2D graphical scenes in a variety of application domains. As discussed in the introduction, curve simplification is often invoked to pre-calculate a family of models at successively coarser levels of detail. This allows an application to dynamically make trade-offs between image quality and performance by choosing between representations of varying complexity. For example, a drawing program might use simplified models while the user is interactively scrolling or zooming a scene in order to maintain high frame rates.
The main strength of the SimpliPoly algorithm, when compared with a global error-based algorithm such as Douglas-Peucker, is its sensitivity to local curvature, as was seen in the previous section. This makes it particularly promising for applications where distinctive local features must be preserved. For example, terrain features in cartographic maps, such as coastlines and elevation lines, are often "noisy", with many sharp local changes in direction that vary in magnitude over the length of the feature. An error-based algorithm will focus on the vertices that extend outside a particular tolerance. In contrast, a curvature-based algorithm will focus on the corners (the points of high curvature) that define the distinctive shape of the feature. Additionally, the local distance error threshold of SimpliPoly can be applied interactively to capture features that change more gradually (regions of low curvature).
It is difficult for any single algorithm to create a high-quality simplification for both sharp and gradual changes in curvature. Nevertheless, the SimpliPoly software allows the user to interactively adjust the curvature and local distance error thresholds of the algorithm to obtain a simplification of the appropriate complexity and quality. Figure 8 illustrates how the local distance error check helps improve the performance of SimpliPoly. Figures 8(a) -(c) reductions are to 5, 9 and 13 vertices, respectively, with no local distance error checking, while Figure 8 
Conclusions
The primary contribution of this paper is the description of a novel, efficient and high-quality curve simplification algorithm with a working implementation available for practical use.
SimpliPoly is a linear-time method based on curvature estimation via piecewise Bézier approximations. The implementations -both the authors' version 16 and a third-party plugin-in 17 for the Blender 3D modeling package -allow the user to interactively adjust the curvature and local distance error thresholds to control a trade-off between quality and complexity. The algorithm gives results of comparable -and often superior -quality to the popular Douglas-Peucker algorithm.
Future work : It is clear from our experiments that, in order to be featuresensitive, a curve simplification algorithm must be informed by curvature, in addition to distance error. SimpliPoly is curvature-driven but allows to use local distance error as a constraint (while the currently dominant Douglas-Peucker algorithm is purely driven by global distance error). However, it might be possible to improve how the distance error threshold is input and applied in SimpliPoly. Currently, it's an independent parameter which the user is asked to set, typically from a visual estimation of the approximation quality, and applied as a local check before removing a vertex. It would be interesting if the input process could be somehow automated and the threshold used as a global upper bound on distance error (which, of course, points to a hybridization with Douglas-Peucker).
