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11. Úvod
??i výb?ru tématu diplomové práce jsem využil možnosti zvolit si téma, které m? zajímá. Jedná
se o problematiku datových p?enos?, vým?nných sítí - konkrétn? P2P(viz slovník pojm?) sítí.
V zimním semestru roku 2006 jsem v rámci p?edm?tu Internetové technologie zpracovával
volnou implementaci BitTorrent protokolu. Po zkušenostech z této úlohy jsem se rozhodl vytvo?it
plnohodnotnou aplikaci, která by byla použitelná v praxi. Hlavní myšlenkou projektu je vytvo?it
komplexní platformu pro podporu datových p?enos? na bázi BitTorrent protokolu. Nejedná se
tedy pouze
o vlastní datové p?enosy, ale i o podporu t?chto ?inností. Je to nap?íklad vyhledávání torrent
soubor?, možnost kontroly dat (p?ehrávání mediálních soubor?, kontrola sít?, rozší?ení protokolu
o novou funkcionalitu atd.). Sou?asné implementace jsou více ?i mén? zam??eny pouze
na stahování dat.
Inspirací a výzvou pro m? byla aplikace Vuze[16] (BitTorrent klient), o které je nutné se zmínit,
aby bylo jasné, jak vypadá sou?asný špi?kový BitTorrent klient. V ?em je ale ona inspirace ?
Vuze m? na první pohled zaujal díky p?ístupu k uživateli, kdy ovládání programu a nastavování
vlastností (?asto pom?rn? složitých) je intuitivní a p?ehledné. Taktéž lze vyzdvihnout stabilitu
programu. Pokud již dojde k n?jaké výjime?né situaci (nap?íklad výpadek p?ipojení k internetu),
program se sám zotaví z této chyby a pokra?uje v ?innosti. V?tšina t?chto situací je uživateli také
vysv?tlena na informa?ních panelech, které se v t?chto situacích zobrazují.
V sou?asné dob? jde Vuze[16] cestou poskytování rozmanitých služeb, p?edevším pak sdílení
videa, což je díky „nativnímu“ vysokokapacitnímu BitTorrent protokolu a obrazu o vysokém
rozlišení tém?? revolu?ním ?ešením pro budoucí využití internetu.
Vuze[16] je napsaný v Jav? pod licencí GPL(viz slovník pojm?) tudíž je možno nahlédnout pod
pokli?ku perfektn? zvládnuté aplikace. Od verze 2.3 využívá DHT (distribuovaná databáze-
zvyšuje odolnost proti výpadk?m serveru), rozeznává lokalizaci (p?eklad textových ?ástí
programu) atd.
Obrázek 1 - Hlavní okno BitTorrent aplikace Vuze[16]
22. Základní informace
2.1. Problematika p?enos? dat
U klasických (klient/server) aplikací (na obrázku 2),
které v minulosti p?evládali, je nejv?tší problém v tom,
že klienti požadují po serveru data v podstat? sekven?ním
zp?sobem. To znamená, že se klient za?adí do fronty a ?eká,
až na n?j p?ijde ?ada (nebo modifikace tohoto ?ešení se
stejnými výsledky). Klient je závislý na možnostech
serveru, po?tu ostatních klient?, velikosti dat atd.
U takového systému na první pohled vidíme
co nám vadí – jsou to fronty ?ekajících klient?.
Jedna z možností  ?ešení t?chto problém? je zapojit klienty,
tak, aby se využil jejich potenciál. Myšlenkou je využít
server pouze jako zprost?edkovatele („moderátora“).
Tento server pouze p?edává informace, kde hledat data.
Ve výsledku to znamená, že ?ím v?tší je zájem (fronta
klient?), tím je systém efektivn?jší (v porovnání s
klient/server ?ešením).
Výše popsaná možnost ?ešení je zjednodušenou definicí
BitTorrent protokolu[11], který je tématem této práce.
Obrázek 3 pak nazna?uje, jak tato sí? vypadá.
Autorem BitTorrent protokolu je americký programátor
Bram Cohen[12] (narozen 1975). Od p?ti let se u?il
programovat v Basicu, ú?astnil se matematických olympiád.
V roce 1993 dokon?il st?ední školu (Stuyvesant High
School), která je zam??ená p?edevším na matematiku.
Poté pokra?oval ve  studiu na vysoké škole v Buffalu,
kterou ovšem nedokon?il a dále se již v?noval práci
pro n?kolik spole?ností. Podstatnou inspirací byl systém
MojoNation, kde se v podstat? rozd?lený soubor distribuuje
na po?íta?e a uživatelé si je takto po kouskách stahují.
Další motivací byla dlouhá doba stahování velkých soubor?
ze server?. Cohen navrhl BitTorrent protokol tak, aby bylo
možné data stáhnout z r?zných zdroj?, s ohledem
na potenciály jednotlivých klient?  (jako je nap?íklad p?enosová rychlost p?ipojení k síti).
BitTorrent protokol vytvo?il v roce 2001 a uveden byl v roce 2002. Bram Cohen[12]
v sou?asnosti pracuje na vyhledávacím systému, který bude shromaž?ovat odkazy vedoucí
k tisíc?m program?, film? a dalších aplikací sdílených pomocí systému BitTorrent.
Obrázek 2 – Klient/Server sí?
Obrázek 3 - BitTorrent sí?
Obrázek 4 - Bram Cohen
32.2. Popis BitTorrent protokolu
BitTorrent protokol se ve stru?nosti dá popsat jako soubor pravidel pro p?enos dat vzájemn?
propojených po?íta?? (v dnešní dob? bychom již nem?li uvažovat o po?íta?i jen jako o kusu
hardwaru pod stolem, ale i o mobilních telefonech, kapesních po?íta?ích a jiných za?ízeních).
Cohen p?išel s nápadem rozd?lit p?enášený soubor na menší ?ásti, které každý ze stahujících
uživatel? m?že okamžit? odesílat dalším uživatel?m ve swarmu (uživatelé stahující jeden
soubor). Tímto zp?sobem dojde k rovnom?rnému rozd?lení souboru mezi všechny peery
(uživatel, který stahuje soubor) a vzájemnou vým?nou dojde jednak ke stažení kompletního
souboru a k rozm?ln?ní zatížení sít?.
Protokol komunikace dle specifikace se skládá v principu ze 2 ?ástí (kompletní specifikace
BitTorrent protokolu je v p?íloze). V první ?ásti se uvád?jí pravidla pro komunikaci mezi
klientskou aplikací a trackerem (server, který zprost?edkovává komunikaci mezi klienty).
Klientská aplikace odesílá údaje, které obsahují identifikaci klienta, identifikaci torrentu a dále
data, která jsou nutná pro správný chod sít?. Klient posílá trackeru sv?j identifikátor  (20 bytový
?et?zec) a port na kterém aplikace naslouchá (typicky rozsah 6881-6889). Následuje hash (viz
slovník pojm?), který specifikuje torrent a další údaje, jako kolik má klient již staženo, kolik
adres klient? požaduje
a jiné.Ve druhé ?ásti se uvádí pravidla pro komunikaci mezi klienty. Tato ?ást obsahuje
??edevším handshake, který také obsahuje specifikace torrentu a identifikátor klienta. Následují
pravidla pro vým?nu dat a pot?ebných informací, která udávají jaká data a od koho tyto data
stahovat (podrobný popis je rozebrán dále).
Pokud bychom cht?li analyzovat problémy (nevýhody) systému, pak musíme lehce p?ijít
k otázkám typu :
1. Co se stane, když bude tracker nedostupný ?
2. Klienti budou nedostupní ?
3. Nebude k dispozici celá kopie (bude chyb?t kus dat) ?
4. Jakým zp?sobem ovliv?uje BitTorrent aplikace sí?ové zatížení ?
Tyto otázky se snaží ?ešit n?která mladší ?ešení. Jde p?edevším o problém decentralizace sít? tak,
aby jednotlivé klientské aplikace nebyly závislé na n?jakém centrálním (statickém) serveru.
Jako p?íklad dva systémy:
1. eXeem – hybrid BitTorrent + FastTrack, není tak úsp?šný, jak se ?ekalo
a. není závislý na souborech typu .torrent, ale na koordinujících serverech (což ale
není p?íliš p?ínosné)
b. na rozdíl od BitTorrent protokolu, který je pod licencí GPL (viz Slovník pojm?) je
eXeem komer?ní aplikace
c. FastTrack nep?ichází s ni?ím novým
2. Kademlia (DHT[1]) – decentralizovaná sí?, kalkulace metrik vzdáleností uzl? a klient?
uvnit? sít?
a. není závislý na souborech typu .torrent, ale stejn? se musí n?jakým zp?sobem
??ipojit do sít? – k tomu m?že využít seznam uzl? z internetu (což také není
ideální)
b. je ší?ena pod licencí GPL a bohužel bylo vytvo?eno n?kolik jejích vzájemn?
nekompatibilních modifikací
42.3. Vývoj aplikace
Protože u tak velkých projekt? je tém?? nutností plánovat jednotlivé kroky dlouho dop?edu,
je u tohoto projektu snaha využít stávající osv???ené metodiky, konkrétn? RUP [14].
RUP[14] je propracovanou objektov? orientovanou iterativní metodologií vývoje softwaru,
která obsahuje ?ty?i základní ?ásti, p???emž každá z nich je organizovaná do n?kolika iterací.
Za iterace v tomto projektu m?žeme považovat vývoj jednotlivých funk?ních modul?,
?i konzultace s vedoucím práce.
Fáze zahájení byla v tomto p?ípad? v podstat? výb?rem smysluplného tématu diplomové práce,
které, jak již bylo uvedeno, bylo „prozkoumáno“ n?kolik m?síc? p?edem v rámci semestrálního
projektu. Další fází je projektování, kde byly analyzovány pot?eby projektu, potencionálních
uživatel? a definovány základy architektury. Bylo využito statistických údaj? z pr?zkumu,
který byl zam??en na pr?zkum preferencí týkajících se softwaru pro sdílení dat potencionálních
uživatel? (kompletní výsledky a zdroje statistiky jsou sou?ástí p?ílohy diplomové práce).
??etí fází je realizace, která byla zam??ena na vývoj návrhu aplikace a zdrojových kód?.
V poslední fázi p?edání byla již pouze lad?na stávající implementace (tedy práce na vývoji
nových komponent ?i funkcí byla zastavena a d?raz byl kladen na upevn?ní stability stávajícího
stavu projektu).
Obrázek 5 ilustruje rozložení ?inností b?hem vývoje softwaru dle RUP[15] tak, jak to bylo
popsáno výše.
Obrázek 5 – RUP – schéma [15]
53. Návrh a architektura systému
3.1. Rozbor statistického pr?zkumu
Cílem statistického pr?zkumu bylo zp?esnit specifikaci požadavk?, v závislosti na výsledcích
analyzovaných dat. Statistický pr?zkum vychází z dotazníkového šet?ení (provád?ného v období
od 10.4. do 25.4.2008). Tento zp?sob získávání požadavk? (pomocí dotazník?) je standardním
nástrojem UML[16] (jazyk pro modelování systém?) . Kompletní dokumentace a zdrojové
soubory jsou k dispozici v p?íloze na CD.
Mezi nejd?ležit?jší otázky dotazníku z pohledu návrhu aplikace pat?í:
· Jaká struktura SW (software) vám vyhovuje ?
· Kolik funkcí by BitTorrent klient m?l mít ?
· Vaše nároky na GUI (grafické rozhraní) ?
U první otázky šlo v podstat? o získání p?ehledu, jak by m?la vypadat struktura aplikace.
Bu? je program kompletní – jen aplikaci nainstaluji nebo je minimální - poskytuje jen minimální
konfiguraci, tak aby pouze splnil základní funkce nebo t?etí varianta - poskytuje možnost
sestavení, jako stavebnice, kdy si poskládám aplikaci podle sebe. 50% respondent? chce vše
v jednom balíku. ?tvrtinu zajímá pouze holá funk?nost a ?tvrtina chce mít možnost sestavit
aplikaci dle svých pot?eb.
Následující charakteristika. 44% respondent? požaduje komfortní funk?nost, ovládání
maximálního po?tu funkcí, nastavení charakteristik aplikace k obrazu svému.
Zhruba t?etina naopak požaduje minimum funkcí, pro jednoduché ovládání (z vlastní zkušenosti
vím, že n?kdy se opravdu uživatelé ztrácejí v možnostech programu, což m?že vést k zatracení
jinak t?eba výborného programu). T?etina respondent? pak funkce ne?eší.
Obrázek 6 – Kolá?ový graf výsledku dotazu na strukturu programu
Obrázek 7 - Kolá?ový graf výsledku dotazu na funk?nost programu
6Zhruba t?etin? respondent? na vzhledu p?íliš nezáleží, t?etina dala pod 5 a t?etina nad 5 bod?
preference. U téhle charakteristiky bych byl trochu opatrný vzhledem k povaze programátor?
(kte?í byly respondenty) -“Není až tak d?ležité, jak to vypadá, hlavn?, že to funguje”.
V reálném sv??? bude z?ejm? zjev hrát podstatn?jší úlohu.
Obrázek 8 - Kolá?ový graf výsledku dotazu na vzhled programu
Obrázek 9 - Graf souvislostí mezi hodnocením n?kterých funkcí
73.2. Specifikace požadavk?
Požadavky lze definovat jako specifikaci toho, co by m?lo být implementováno.
1. Funk?ní požadavky:
1.1. Funk?ní požadavky na aplikaci
1.1.1. Spušt?ní aplikace
Spušt?ní aplikace  je spojené se zobrazením loga a pr???hu spoušt?ní
??i prvním spušt?ní zobrazení uvítacího okna s možností seznámení se s aplikací
1.1.2. Hlavní menu
Hlavní menu se skládá z položek : File, Edit, Tool, Project, Window, Help
Do t?chto základních položek pak p?ispívají dopl?ky svými podpoložkami
1.1.3. Restart aplikace
Uživatel má možnost restartu aplikace z hlavního menu
1.1.4. Ukon?ení aplikace
Uživatel má možnost ukon?ení aplikace z hlavního menu
1.1.5. Zobrazení nápov?dy
Nápov?da popisující funkce programu bude dostupná z hlavního menu
1.1.6. Zobrazení informací o konfiguraci aplikace
Uživatel má p?ístup k informacím o konfiguraci z hlavního menu
1.1.7. Nastavení parametr?
Uživatel má možnost zm?nit základní nastavení aplikace
1.1.8. Kontakt na podporu projektu
Uživatel má možnost kontaktovat vývojá?e (chyby v programu, diskuse)
1.1.9. Aktualizace
Uživatel má možnost aktualizovat konfiguraci vybráním položky z hlavního menu
1.2. Funk?ní požadavky na klientskou ?ást aplikace
1.2.1. Na?tení/odstran?ní torrentu
1.2.2. Ovládání stahování torrentu (spušt?ní, pozastavení, zastavení stahování/sdílení)
1.2.3. Zobrazení stavu stahování
2. Nefunk?ní požadavky:
2.1. Aplikace bude napsána v jazyce Java
2.2. Aplikace využije Eclipse [2] RCP [5] technologii
2.3. Aplikace využije EMF [6] technologii
3. Technické požadavky:
3.1. Aplikace bude p?ipravena pro b?h pod opera?ním systémem Windows
3.2. Aplikace bude distribuována v podob? komprimovaného souboru typu zip
83.3. P?ípady užití
Základem v?tšiny sí?ových systém? je komunikace mezi aplikacemi formou danou protokolem.
V p?ípad? BitTorrent protokolu tento definuje v podstat? dva typy komunikace:
Obrázek 10 znázor?uje celkový pohled na p?ípad užití BitTorrent aplikace.
Tento jednoduchý p?ípad užití navazuje na p?edchozí kapitolu 2.2, kde byla popsána základní
struktura komunikace v rámci BitTorrent protokolu.
 Kroky p?i komunikaci mezi klientem a trackerem:
1. Systém sestaví požadavek na tracker, dle aktuálního stavu
2. Systém pošle trackeru požadavek a p?ijímá odpov??
3. Systém vyhodnotí odpov?? trackeru
Obrázek 10 – P?ípad užití 1: BitTorrent komunikace
Klient
Komunikace s trackerem Komunikace s klienty
Obrázek 11 – P?ípad užití 2: Komunikace klient/tracker
Klient
Odeslání a p?ijem zprávy od klienta
Sestavení požadavku na klienta Analýza odpov?di klienta
9Kroky p?i komunikaci mezi klienty:
1. Systém sestaví požadavek na klienta, dle aktuálního stavu
2. Systém pošle klienta požadavek a p?ijme odpov??
3. Systém vyhodnotí odpov?? klienta
Tracker – Tok informací
Tracker je jednoduchý server, který má za úkol poskytovat informace o klientech, kte?í jsou
v jednom swarmu (v rámci jednoho torrentu).
Po p?ijetí požadavku, je tento vyhodnocen, a když tracker má tento torrent v databázi
(m?l by mít, protože je tento tracker primárn? uveden v torrent souboru), odešle zp?t požadovaná
data (adresy klient? ve swarmu).
Tento diagram aktivit je prot?jškem komunikace klient/tracker, která byly znázorn?ná v p?ípadu
užití 2. V rámci aktivity Analýza požadavk? tracker rovn?ž aktualizuje svá data (databázi
klient?), což je už ale detailn?jší pohled.
Obrázek 13 –Diagram Aktivit 1: Tracker – komunikace s klientem
??íjem spojení Analýza požadavku Odeslání odpov?di
Obrázek 12 – P?ípad užití 3: Komunikace klient/klient
Klient
Odeslání a p?ijem zprávy od klienta
Sestavení požadavku na klienta Analýza odpov?di klienta
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Klient – Stahování dat
Klient v první ?ad? navazuje spojení s klientem, od kterého chce data stahovat. Zp?sob tohoto
navázání spojení je pevn? ur?en protokolem a obsahuje v podstat? základní informace
(viz následující kapitola 4.1 o kódování). Následuje komunikace, jejímž cílem je dohodnout se,
která data jsou p?edm?tem zájmu. Pokud klient tyto data má k dispozici, jsou požadavky
konkretizovány (p?edevším up?esn?ní velikosti p?enášených dat), a je zapo?ata fáze p?enosu dat.
Stažená data jsou analyzována a porovnávána (obecn? se jeden soubor stahuje z n?kolika zdroj?).
Ukon?ení spojení nastává v p?ípadech, kdy již další data nejsou t?eba nebo nejsou k dispozici.
Klient – Odesílání dat
Klient má standardn? spušt?ný server, který poslouchá na defaultním portu (6881).
Tento server p?ijímá spojení a ov??uje, zda jsou požadavky splnitelné. Pokud má klient data
torrentu k dispozici, dojde k p?edání informací o podmínkách p?enosu a tyto data jsou postupn?
odesílána.
Obrázek 14 – Diagram Aktivit 2: Klient – stahování dat
Navázání spojení Analýza odpov?di
Má data
Nemá data
Žadost o dataAnalýza odpov?di ??íjem odpov?di
Data k dispozici
Zastaveno







4. Použité technologie a struktury
4.1. BitTorrent – kódování
Implementace BitTorrent protokolu vyžaduje korektní manipulaci se zprávami, které jsou
??enášeny po síti. Dostupné specifikace jsou pom?rn? kvalitn? zpracovány, nicmén? jejich
implementace a p?edevším vylad?ní v ostrém provozu je ?asov? velmi náro?né.
Kódování je v podstat? p?edpis, podle kterého probíhá komunikace a p?enos dat mezi dv?ma
koncovými body. Definuje pravidla ?ídící syntaxi, sémantiku a synchronizaci vzájemné
komunikace. Laicky ???eno je to vytvo?ení komunika?ního jazyka. Nap?íklad informace
„kladné celé ?íslo 123“ je v BitTorrent protokolu kódováno i123e.
Torrent  kódování :
Typ Pravidlo kódování ??íklad
String délka stringu : string 6:string
Integer i  integer e i123e
List l položky e l6:stringe
Dictionary d string e d7:string17:string2e
Torrent metainfo struktura :
Typ Pravidlo kódování Poznámka
announce string adresa trackeru
announce-list string seznam adres tracker?/ nepovinné
creation date string v sekundách/ nepovinné




private integer 0-1/ nepovinné
pieces string 20 bytový SHA1 hash / pro každý díl
piece length integer délka dílu/násobky 2/obvykle kolem 512
   1 soubor
   -name string jméno souboru
   -length integer délka souboru
   -md5sum 32 hex string nepovinné
   více soubor?
   -name string jméno souboru
   -files seznam soubor?
      -length integer délka souboru
      -md5sum 32 hex string nepovinné
      -path string list cesta k souboru
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Torrent soubor má v podstat? stromovou strukturu. Struktura za?íná slovníkem, pokra?uje
seznamem adres tracker? a ostatních atribut?. Ukázka jednoduchého torrentu vygenerovaného
z obrázku typu JPEG (pro názornost odsazeno a zvýrazn?no) je na následujícím obrázku 15.
K obrázku 15 je vhodné dodat, že slovník „info“ obsahuje položku „pieces“, která se dá popsat
následovn? :
· je to ?et?zec délky 20*n, kde n je po?et blok?, na které je sdílený obsah rozd?len;
· každá ?ást tohoto ?et?zce délky 20 obsahuje hash kód n-tého bloku dat.
V ukázkovém p?ípad? tedy vidíme, že :
· velikost souboru je 87029 byt?
· blok má definovánu velikost 16384 (2^14), tedy 87029/16384=5,31 ->  zaokrouhlíme
nahoru na 6 blok?.
· pro každý blok vypo?teme 20-bytový hash -> pieces=120 byt?.
Pokud by se zdrojová data skládala z n?kolika soubor?, pak by torrent soubor obsahoval klí?ové
slovo „files“, který by byl seznamem soubor? podobn? jako adresy tracker? v seznamu adres
tracker?.
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Klient – Tracker HTTP (protokol pro p?enos hypertextových dokument?) kódování
požadavku/odpov?di
Typ Pravidlo kódování Poznámka
GET
info_hash 20 bytový hash Hash bloku „info“ z torrent souboru
peer_id 20 bytový string -GE2010-000000000000
port integer Port, na kterém naslouchá klient
uploaded integer Po?et odeslaných byt?
downloaded integer Po?et p?ijatých byt?
left integer Po?et byt?, které zbývá stáhnout
compact 0/1 1 znamená 6 bytový string (4 IP+2 port)
no_peer_id 0/1 Vynechání peer_id
event Nepovinná položka udávající událost
   -started string Za?átek stahování
   -stopped string ??erušení stahování
   -completed string Dokon?ené stahování
ip IP adresa klienta
numwant integer Po?et požadovaných adres / Nepovinné
Key string Nepovinné




interval integer ?as (v sekundách), po kterém by m?l klient vyslat
další dotaz na tracker
min interval integer Nepovinné
tracker id string Nepovinné
complete integer Po?et seed?
incomplete integer Po?et peer?
peers Seznam slovník? s položkami
   -peer id 20 bytový string
   -ip string
   -port integer
Klient – Klient kódování „handshake“
Typ Pravidlo kódování ??íklad
pstrlen byte 19
pstr string BitTorrent protocol
reserved 8 byt? 00000000
info_hash 20 byt? 20bytový  hash kód klí?e info  souboru metadat
peer_id 20 bytový string -GE2010-000000000000
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Klient – Klient kódování zpráv
Typ Pravidlo kódování Poznámka
keep alive <len=0000> Udržuje spojení
choke <len=0001><id=0> Oznamuje zm?nu p?íznak?
spojení
unchoke <len=0001><id=1> Oznamuje zm?nu p?íznak?
spojení
interested <len=0001><id=2> Oznamuje zm?nu p?íznak?
spojení
not interested <len=0001><id=3> Oznamuje zm?nu p?íznak?
spojení
have <len=0005><id=4><piece index> Potvrzuje p?ijetí bloku,
následuje ?íslo bloku
bitfield <len=0001+X><id=5><bitfield> Posíláno pouze jednou p?i
navazování spojení
request <len=0013><id=6><index><begin><length> Žádost o data
piece <len=0009+X><id=7><index><begin><block> Samotná data
cancel <len=0013><id=8><index><begin><length> V ukon?ovacím módu
stahování
port <len=0003><id=9><listen-port>
Praktická ukázka implementace kódování zpráv :
private static final byte[] KEEP_ALIVE = { 0x00, 0x00, 0x00, 0x00 };
private static final byte[] CHOKE = { 0x00, 0x00, 0x00, 0x01, 0x00 };
private static final byte[] UNCHOKE = { 0x00, 0x00, 0x00, 0x01, 0x01 };
private static final byte[] INTERESTED = { 0x00, 0x00, 0x00, 0x01, 0x02 };
private static final byte[] NOT_INTERESTED = { 0x00, 0x00, 0x00, 0x01, 0x03 };
private static final byte[] HAVE = { 0x00, 0x00, 0x00, 0x05, 0x04 };
private static final byte[] PORT = { 0x00, 0x00, 0x00, 0x03, 0x09 };
Zajímavé je kódování „bitfield“, proto následuje detailn?jší rozbor. Zpráva bitfield udává,
které ?ásti sdíleného souboru má klient k dispozici. Soubor se rozd?lí na díly (rozd?lení souboru
na díly je dáno velikostí souboru a torrentem definovanou délkou dílu). Tyto díly se deklarují
jako 0/1 (0-klient nemá danou ?ástici, 1-klient má danou ?ástici). Tyto díly se kódují jako bity,
????emž chyb?jící bity jsou nastaveny na 0.
??íklad:
??jme soubor rozd?lený na 10 ?ástí,p???emž klient již stáhl 2. díl:
· 01000000 00000000 (soubor je vyjád?en bitovou reprezentací bytu zleva doprava)
· Bitfield budou tvo?it 2 byty: 64 0
· Pokud klient stáhne 1. díl:
· 11000000 00000000
· Bitfield budou tvo?it 2 byty: -64 0
(Byty jsou znaménkové (-128... 127), tudíž 11000000 se kóduje -64 a ne 192)
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4.2. Technologie a struktury
Použité technologie a struktury jsou dány jednak nefunk?ními požadavky specifikace požadavk?,
dále pak jejich použití vyplývá z pot?eb projektu (ukládání a zobrazování informací a dalších).
Využití n?kterých složit?jších technologií (viz dále) p?ináší efektivn?jší a rychlejší vývoj
aplikací. Nicmén? na druhou stranu je nutné v?novat pom?rn? dost ?asu jejich nastudování.
MVC[1] (Model View Controller)
Základní myšlenkou architektury MVC je odd?lení
uživatelského rozhraní a logiky aplikace. V tomto projektu
je tento princip implementován takto:
okenní panel zobrazuje data z modelu a nabízí akce pro jejich
modifikace. Akce jsou vykonávány kontrolerem, který m?ní
data v modelu. V rámci kontroleru jsou na model navázáni
poslucha?i, kte?í po zm??? modelu aktualizují zobrazení
(tabulky, stromy). Výhodou tohoto p?ístupu je strukturalizace
kódu, což ve výsledku vede k požadované p?ehlednosti
a udržení konzistence kódu, což je neocenitelné u projekt?,
které se budou vyvíjet delší dobu a je p?edpoklad, že na n?m
budou pracovat i jiní programáto?i.
Eclipse RCP[5] (Rich Client Platform)
Eclipse RCP je open-source projekt, který nabízí možnost vyvíjet "vizuáln? bohaté" desktopové
aplikace v Jav?. P?edstavuje minimální množství plugin? (minimální konfiguraci), které je nutné
k inicializaci prost?edí. Jeho posláním je zjednodušit a zrychlit vývoj komplexních desktopových
aplikací. (V podstat? nám nabízí IDE Eclipse k vlastnímu použití).
Aplikace jsou díky Jav? platform? nezávislé a díky SWT[9] mají na každé platform? nativní
vzhled. Eclipse RCP[5] je sou?ástí rodiny open-source projekt? Eclipse Project, které jsou
vyvíjeny pod vedením IBM. Eclipse RCP[5] Runtime Component Model je založen na OSGi
(Open Services Gateway Iniciative) a Extension/Extension Point modelu. V jednoduchosti to
znamená, že je definován standard, který umož?uje p?idávání dalších ?ástí do p?vodní aplikace,
????emž tyto ?ásti spolu komunikují na základ? daného rozhraní (Extension Point).
EMF[6] (Eclipse Model Framework)
EMF[6] je framework pro modelování a generování Java kódu. Jeho nejd?ležit?jší vlastností
(díky které je použit v této práci) je vizuální zpracování návrhu architektury modelu, generování
kódu a diagram? a funkce, které jsou k dispozici pro manipulaci s modelem. V pr???hu návrhu
architektury byla zvažována možnost využít pro editaci dat n?kterou z klasických databází.
Pro použití EMF[6] rozhodly tyto d?vody :
1. velikost manipulovaných dat není velká a nejsou mezi nimi složité vazby
2. vizualizace struktury dat a z toho vyplývající snadn?jší udržení konzistence dat
3. ??edpoklad (spln?ný), že podpora EMF[6] bude na standardn? vysoké úrovni
4. ukládání dat ve form? XML(viz slovník pojm?) v sob? má ur?itý potenciál







EMF[6] nabízí možnost, jak zachytit zm?nu objektu (nejedná se tedy o návrhový vzor),
a to dv?ma zp?soby :
1. definujeme t?ídu rozši?ující AdapterImpl a implementující Adapter (instance takového
objektu se používá pro „hrubé“ zm?ny (nap?íklad p?idání nebo odebrání objektu
z kolekce))
2. definujeme t?ídu rozši?ující EContentAdapter a implementující Adapter (instance
takového objektu se používá pro zachycení zm?ny atributu objektu (nastavení))
Grafická knihovna SWT [9]
V prvních distribucích Javy bylo obsaženo GUI AWT (Abstrakt Windows Toolkit),
které však nebylo p?íliš dokonalé. Další GUI se kterým SUN p?išel byl Swing.
Swing má již dostatek dobrých vlastností, nicmén? byl trochu ob?tován výkon.
SWT (Standard Widget Toolkit) je grafická knihovna pro Javu, která nemá závislost
na standardním grafickém API. Výhodou SWT je fakt, že je svázán s nativními službami,
což p?ináší rychlost a vzhled p?ebírá  z p?íslušného OS. Nutno zmínit, že nadstavbou SWT je
framework JFace, který poskytuje množství „High Level“ komponent, které se používají práv?
v Eclipse RCP[5].
JSF (Java Server Faces)
Technologie byla vyvinuta spole?ností Sun Microsystems, Inc. Je sou?ástí Java 5 Enterprise
Edition. Vývojá?i, kte?í používají tuto technologii definují uživatelské rozhraní pomocí
speciálních XML(viz slovník pojm?) tag?, kterým jsou p?edávána data k zobrazení nebo editaci
ze standardních Java Beans. Takto je rozd?lena webové aplikace ?ist? na uživatelské rozhraní a
aplika?ní logiku.
V rámci webové podpory je tato technologie použita pro tvorbu webových stránek projektu.
Tyto stránky jsou propojeny s databází MySQL. Pro tvorbu stránek bylo využito vývojové
prost?edí NetBeans, které podporuje MySQL databázi a webový server Apache Tomcat,
takže v podstat? odpadají nep?íjemnosti zp?sobené rozmíst?ním stránek a databáze na serveru.
MySQL[1]
MySQL[1] je multiplatformní databáze, která je snadno implementovatelná (lze jej instalovat na
Linux, MS Windows, ale i další opera?ní systémy), má dobrý výkon a jedná se voln? ši?itelný
software.
V rámci webové podpory je tato databáze použita hlavn? proto, že je to jednodušší databáze




Projekt Gemini je implementací BitTorrent protokolu, napsanou v programovacím jazyce Java.
Základem je RCP[5] platforma, která je opravdu “bohatá” z hlediska využití nep?eberného
množství dopl??? a funkcionality. Hlavním cílem projektu bylo vytvo?it robustní a komplexní
aplikaci (platformu), která by snesla pozd?jší velké úpravy (p?idávání / odebírání / aktualizace)
komponent.
Systém je vyvíjen dle RUP[14] a velký d?raz je kladen na p?ísné dodržení strukturalizace v rámci
MVC, což samoz?ejm? p?ináší hlavn? p?ehlednost kódu, udržení konzistence atd.
Gemini z t?chto zdroj???erpá.
Z tohoto obrázku (17) je patrné, jakým zp?sobem projekt pokrývá celou životní etapu torrentu.
Pomocí aplikace je torrent vytvo?en, m?že být vystaven na ve?ejném webovém serveru a stažen
s pomocí taktéž ve?ejn? p?ístupného trackeru. Dále projekt obsahuje kostru základní webové
podpory, která již neoddiskutovateln? pat?í mezi standardní vybavení softwaru 21. století.

























Prvním implementa?ním krokem po návrhu architektury bylo vytvo?it jádro aplikace,
v našem p?ípad? RCP[3] aplikaci. Jádro má za úkol vytvo?it prost?edí pro další pluginy
(je to jednoduše ???eno rámec(framework) budoucí aplikace). V rámci jádra jsou definovány
obecné akce (aktualizace, nápov?da .. ) plus podporu p?idávání (contributors) dalších akcí
pro další pluginy (akce v menu ..) pro všechny funk?ní moduly. Jádro taktéž obsahuje definici
produktu, která využívána pro lad?ní všech plugin? v rámci projektu (sledování závislostí,
spolupráce plugin? funk?ních modul?), informace pot?ebné pro sestavení, atd.
Jádro je ve struktu?e pojmenováno jako gemini.core.
Základními t?ídami, které RCP[3] aplikace obsahuje jsou :
1. Application – t?ída zodpov?dná za b?h celé aplikace. Zavádí aplikaci (bootstrap) a otev?e
hlavní okno (Workbench Window)
2. ApplicationActionBarAdvisor – t?ída zodpov?dná za vytvo?ení menu (Menu Bar, Tool
Bar, Status Line)
3. ApplicationWorkbenchAdvisor – podporuje p?idávání funkcionalit v rámci životního
cyklu aplikace (nap?íklad umož?uje p?idat akce po startu nebo p?i ukon?ování aplikace)
4. ApplicationWorkbenchWindowAdvisor – jako u p?edcházející t?ídy – umož?uje p?idávat
akce, inicializuje základní parametry jako nap?íklad rozm?ry hlavního okna
5. Perspective – t?ída, která definuje uživatelské rozhraní obsahující okna, která mají
dohromady poskytovat informace k jedné funkcionalit?
6. View – okno, které má zobrazit konkrétní informace (nap?íklad adresá?ovou strukturu)
Tyto t?ídy jsou pak vzájemn? propojeny vazbami zobrazenými t?ídním diagramem na
následujícím obrázku 18.
19
Obrázek 19 – Ukázka kódu: ??ída zodpov?dná za vytvo?ení hlavního okna aplikace
Následující ukázka zdrojového kódu ukazuje jednu z nejd?ležit?jších t?íd RCP[3] aplikace.
Konkrétn? se jedná o t?ídu Application, která je zodpov?dná za vytvo?ení hlavního okna aplikace.
Tato t?ída je ekvivalentem metody main() b?žné Java aplikace.
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Struktura programu je d?ležitým prvkem aplikace-je ovlivn?na použitou technologií
(na bázi plugin?); nejmenším stavebním kamenem je proto z tohoto hlediska plugin.
Protože je velikost projektu a doba jeho vývoje náro?ná z pohledu udržení konzistence,
je dalším prvkem struktury v?tší funk?ní jednotka postavena na bázi MVC, a to komponenta,
která obsahuje pluginy pro model, zobrazení a kontroler. N?kolik takových komponent,
pokrývajících jednu funkcionalitu, je sou?ástí funk?ního modulu. Je to ú?elné i z d?vod? podpory
aktualizací v platform? RCP[3] a jiných, již zmi?ovaných výhod. Toto pojmenování je použito
pro pot?eby popisu v tomto textu, v RCP[3] projektu jde pouze o rozd?lení na feature (funk?ní
modul), a plugin  (komponenta tedy slouží jen jako zjemn?ní popisu struktury projektu).
Tyto prvky pak tvo?í celý systém.
Poznámka : Obrázek 20 není kompletním diagramem projektu, je to jen ?ást pro ilustraci,
jakým zp?sobem je projekt ?len?n.
Plugin jako nejmenší ?ást diagramu na obrázku 20 obsahuje p?edevším soubor pro definici
pluginu typu XML(viz slovník pojm?) a balíky obsahující jednotlivé t?ídy. Jmenná konvence
balík? je organizována dle typ? a funkcí t?íd, které obsahuje. Nap?íklad t?ídy rozši?ující vlákna
(Thread) jsou v jednom balíku. Orientace je tedy pom?rn? p?ehledná a rychlá.
Po vytvo?ení jádra aplikace nastal ?as pro bližší pohled na grafické rozhraní RCP[5] aplikace.
Struktura jádra (viz obrázek 18) obsahuje mimo jiné i t?ídy pro správu grafického rozhraní
(advisors). Ty jsou užite?né hlavn? proto, že definují p?ístupové body pro jiné pluginy.
??íklad:
V jád?e je definováno standardní hlavní menu (File, Edit..). Funk?ní modul pro tvorbu torrent?
jednoduše p?idá svojí položku (File/Create Torrent) tak, že v deklaraci p?íslušné akce nastaví
parametr MenuBar path.
Obrázek 20 – Detail MVC architektury Gemini
Application
Client <Funk?ní modul>Tracker <Funk?ní modul>
Core <Komponenta> Client <Komponenta> Client-Net <Komponenta>
Model <Plugin> View <Plugin> Controller <Plugin> Model <Plugin> View <Plugin> Controller <Plugin>
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Obrázek 21 –Rozhraní RCP[3] aplikace: demonstrace na perspektiv? Torrent Maker
Short cut bar
Tool bar






Vý?et nejd?ležit?jších prvk? pojm?, které se v rozhraní RCP[5] aplikace nachází:
· Workbench – reprezentuje uživatelské rozhraní samotné a má jedno nebo více pracovních
oken (Workbench Window)
· Workbench Window – hlavní okno Eclipse, m?že jich být více (další Window otev?eme
z hlavního menu). Tato funk?nost má své uplatn?ní pro použití více monitor? (což je t?eba
??i vývoji tohoto projektu neocenitelné ). Každé takové okno má své menu a další r?zné
prvky.
· Workbench Page – pracovní plocha okna Workbench – obsahuje editory a další okna
(Views).
· Site – Objekt pomocí n?hož dochází ke komunikaci mezi editory a okny.
· Perspective – toto je nástroj, který obsahuje libovolné editory a okna, která jsou
k dispozici. Uživatel má možnost si vytvo?it vlastní perspektivu, dát do ní okna, která
pot?ebuje, rozmístit je a p???adit jim velikost.
· Editor – vlastní komponenta sloužící k editaci
· View – okna ve Workbench Part – dají se rozmis?ovat po pracovní ploše v rámci
perspektivy.
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Obrázek 22 – Diagram t?íd: Základní struktura modelu pro zobrazovací komponenty
(Generováno pomocí EMF[6] nástroj?)
5.3. Klientská aplikace
5.3.1.  Modely a jejich vizualizace
Klientská  komponenta má za cíl p?edevším ?ídit  ?innosti spjaté se stahováním (odesíláním) dat,
popsaných p?íslušnými torrenty. Struktura klientské aplikace je dána požadovanou funkcionalitou
a pojetím architektury. Klientská aplikace obsahuje t?i základní komponenty: gemini.core,
gemini.core.client  a gemini.core.client.net.
Klientská aplikace obsahuje p?edevším modely (EMF[6]) gemini.core.client.model a
gemini.core.client.net.model, které jsou základními kameny všech dalších krok? spjatých
s manipulací s torrent souborem.
Zm?ny v architektu?e modelu v p?ípad?, že je využito EMF[6] nejsou dramatické a
implementa??? náro?né. Protože je model odd?len od kontroleru a zobrazení, není t?eba pokaždé
zasahovat do jiných ?ásti kódu. Následující obrázky 22 a 23 ilustruji práv? onu vyzdvihovanou
vizualizaci.
Vývojá? si tedy m?že vybrat, zda chce modely vytvá?et kreslením t?ídních diagram?, jako na




je použitá pro prakticky všechny
zobrazení (tabulky i stromy).
SwarmTreeRoot je speciální typ rodi?e
pro nastavení neviditelného ko?ene
v rámci n?kterých vizuálních komponent
JFace (TreeViewer). Tímto vizuálním
zp?sobem se modelují EMF[6] modely,
ze kterých se následn? generuje
programový kód. Na obrázku 23 jde
konkrétn? o nástroj EMF[6] Ecore
Editor.
V p?íslušném kontroleru je pak nutné tento model inicializovat. Tato inicializace se provádí p?i
prvním volání modelu s využitím návrhového vzoru Singleton (viz dále).
Obrázek 24 - Ukázka kódu: vytvo?ení modelu (class ClientModelManager)
Obrázek 23 - Model Swarm Tree
(EMF[6]-Ecore diagram)
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Takto vytvo?ený EMF[6] model je uložen na disku ve formátu XML(viz slovník pojm?).
Na následujícím obrázku je zobrazena situace, kdy byl torrent po n?jakou dobu aktivní (byly
stahovány data), v tomto modelu dochází ke zm?nám hodnot a tyto hodnoty jsou ukládány na
disk. Oproti obrázku 10 v kapitole 3.1., kde byla zobrazena statická struktura torrentu, zde jsou
data z torrentu již importována do modelu, které m?ní akce kontroleru a která jsou zobrazována
na výstupech.
Model torrents.ecore, tak jako v?tšina model? v projektu, uchovává objekty v mapách (využijeme
jedine?ných jmen torrent? jako klí?e). S mapami se pak výhodn? pracuje (je mnohem pohodln?jší
volat hodnotu mapy než iterovat seznam a testovat n?jakou podmínku pokaždé, když chceme
??co zm?nit) a navíc udržují konzistenci projektu tím, že všechny tyto modely pracují nad jedním
torrentem, tudíž ke všem p?istupujeme stejn? nap??? funk?ními moduly a? se jedná o model
torrentu, swarmu, tvorby torrent? apod.
Na obrázku je v modelu jeden aktivní torrent, který má dva soubory a ?ty?i adresy tracker?.
Swarm obsahuje jednoho aktivního klienta a dodate?né informace o pr???hu stahování obsahují
informace o po?tech klient?, kte?í mají celou kopii (seed) a t?ch, kte?í mají jen ?ást (peer).
Dále vidíme, že již bylo staženo 32 KB a celková velikost soubor? ke stažení je 264072 byt?.
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Návrhový vzor Singleton je v projektu ?asto
využíván. Typicky je tato struktura používána
pro práci s modely, kdy je nutné p?istupovat
k instanci modelu – a? je to již prvotní
inicializace nebo uložení. Singleton navíc
pomocí své statické reference ?eší situaci, kdy je
pot?eba p?istupovat k modelu z r?zných míst
kódu bez složitých p?edávání referencí na objekt.
Za zmínku stojí synchronizace, což je užite?né v rámci p?edcházení vyjímek zp?sobených kolizí
vláken. Tyto výjimky se velmi t?žce odla?ují, proto je tento zp?sob implementace používán
pro všechny singletony projektu.
??elem komponenty gemini.core.client je p?edevším uchovávat informace o zpracovávaných
torrentech, zobrazovat je a manipulovat s nimi. Jedná se tedy o vizualizaci modelu. K propojení
modelu a vizuálních prvk? slouží Providery  (u JFace komponent) :
Obrázek 28 – Ukázka kódu: LabelProvider (class FileTreeLabelProvider)
Obrázek 26 – Diagram t?íd: Singleton
 (class ClientModelManager)
+getInstance() :  C lientM odelM anager
-INSTANC E : C lientM odelM anager
ClientM odelManager
Obrázek 27 – Ukázka kódu: Singleton (class ClientModelManager)
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Ukázka kódu na obrázku 28 prezentuje to, co bude zobrazeno u p?íslušného uzlu ve stromu
reprezentující adresá?ovou strukturu. Text je vracen v podob? jména souboru, pokud není délka
názvu nulová nebo cesty k souboru. Co se tý?e ikony, která je p?idána k p?íslušnému uzlu, pak je
v tomto p?ípad? (adresá?ová struktura) situace velmi jednoduchá. Metoda getImage(Object arg0)
vrací p?edem p?ipravený obrázek v závislosti na tom, zda je soubor typu adresá? nebo soubor.
Pravdivostní hodnota preserveCase pouze upraví text s malými resp. velkými písmeny.
Za zmínku stojí využití základních ikon platformy, které jsou k dispozici voláním statických
metod finální t?ídy PlatformUI.
??ída PlatformUI je v celém projektu ?asto využívána pro p?ístup k aplika?nímu oknu a jeho
funkcím.
ContentProvider má za úkol zajistit v podstat? zjišt?ní základních informací o struktu?e.
V p?ípad? vizuální komponenty, která má za úkol zobrazit stromovou strukturu použijeme
Content Provider :
Tedy pro každý prvek, který je zpracováván p?i aktualizaci komponenty a je p?edáván
jako parametr metod zjistí (v tomto p?ípad? se jedná op?t o adresá?ový strom) rodi?ovský uzel,
seznam potomk?, p?ípadn? zda uzel v?bec n?jaké potomky má.
Obrázek 29 – Ukázka p?ístupu ke sdíleným obrázk?m (class FileTreeLabelProvider)
Obrázek 30 – Ukázka kódu - ContentProvider
(class FileTreeContentProvider)
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K tomu, aby byly vizuální komponenty aktuální (synchronizované s modelem) se využívá
Adapter. Tyto adaptéry se p?ipojují na EMF[6] objekty takto:
V metod? notifyChanged(Notification) ov??íme jaký object poslal notifikaci a na základ? toho
pak z parametru notification m?žeme zjistit o jakou operaci jde (p?idání, odebrání, nastavení)
a zárove?  objekt t?ídy Notification poskytuje informace o nové i staré hodnot? objektu,
se kterým je tento adaptér svázán. Pak provedeme aktualizaci vizuální komponenty voláním
metody refresh()-popis na další stránce.
Obrázek 31 – Ukázka kódu: Adapter (class TorrentTableAdapter)
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Synchronizaci modelu a vizuálních komponent je pot?eba v?novat pat???nou pozornost, protože
princip vykreslování na obrazovku má svá pravidla, jejichž nedodržení vede k výjimkám typu
InvalidThreadAccessException, p?ípadn? SWTException. V SWT existuje speciální vlákno
pro vykreslování grafiky, a my mu p?edáme p?íslušné vykreslovací operace vložené do vláken,
která p?edáme jako parametr metody Display.asyncExec(). Operace se tímto zp?sobem vloží
do fronty a provede se, jakmile je to možné (asynchronn?). Pokud použijeme metodu
Display.syncExec(), p?eruší se volající vlákno, které ?eká, dokud není operace provedena.
Na následujícím kódu je ilustrováno, jak použít vlákna tohoto typu. Metoda refresh() je sou?ástí
adaptéru, který poslouchá na modelu. Pokud je notifikována zm?na modelu, je po provedení
??íslušné akce (nastavení, p?idání do kolekce atd.) model uložen a komponenta TableViewer
je aktualizována.
Poznámka:
??ída Display reprezentuje propojení mezi platformou, uživatelským rozhraním a SWT.
Obrázek 32 – Ukázka kódu: Asynchronní vlákno (class TorrentTableAdapter)
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Následující ukázka zdrojového kódu ukazuje, jakým zp?sobem se p?idá JFace komponenta
TableViewer do daného kompositu. Za povšimnutí stojí nastavení provider? pro TableViewer,
nastavení vstupu TableViewer komponenty – je to EMF[6] mapa objekt? !, nastavení adaptér?
a nastavení SelectionProvideru.
Obrázek 33 – Ukázka kódu: JFace komponenta - TableViewer
(class TorrentsTableView)
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Obrázek 34 – Ukázka funkce: Menu/Window/Open Perspective
Obrázek 35 – Ukázka funkce: Menu/Window/Open in New Window
5.3.2. Funkce
Nabídka funkcí z hlavního menu aplikace  obsahuje n?které spole?né funkce, které jsou sou?ástí
jádra aplikace, tak i další funkce, které p?idávají do hlavního menu ostatní pluginy dle svých
pot?eb. Mezi funkce, které jsou spole?né, pat?í p?edevším výb?ry perspektiv, mezi kterými se
??že uživatel snadno p?epínat a nabídka podoken (zobrazení), kterými si m?že perspektivu
??izp?sobit. Tato funkcionalita, spolu s možností m?nit pozice a velikosti oken je velkou
??edností, která dotvá?í celkov? dobrý dojem z uživatelského rozhraní RCP[5] aplikace.
Ovládání, ale hlavn? práce v takových p?izp?sobených, ?i nov? vytvo?ených perspektivách je
intuitivní a p?ehledná.
Krom? toho, že upravenou perspektivu m?žeme uložit nebo vrátit zp?t p?vodní nastavení,
je možné aplikaci otev?ít v novém okn?, což m?že být vhodné pro použití více monitor?
nebo pokud chceme kontrolovat více funk?ních modul?. Výhodné je to nap?íklad pro lad?ní nov?
vyvíjených komponent, kdy jsou data z t?chto komponent zobrazovány v rámci své vlastní
perspektivy, ale zárove? mají mít interakci s jinými komponentami, což je u aplikací tohoto typu
??žné. Pro p?íklad uvedu tvorbu torrent? ve funk?ním modulu gemini.core.torrentMaker
s perspektivou Torrent Maker, kdy má uživatel možnost nastavení importu nového torrentu
do funk?ního modulu gemini.core.client s perspektivou Client. Tento torrent se importuje
do modelu Finished Torrents, kde ?eká na vstup od uživatele k povolení sdílení (a zobrazí se
v okn? Finished Torrents).
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Obrázek 36 – Ukázka funkce: Menu/Help/Software Updates
Obrázek 37 – Ukázka funkce: Software Updates/Wizard
Další d?ležitou spole?nou funkcí je update. Tato funkce zajistí p?ipojení k nastavenému serveru,
kde jsou uloženy aktuální modifikace aplikace.
V této fázi je pak možné vybrat funk?ní moduly pro aktualizaci, pokud na serveru n?jaké existují.
V rámci t?chto aktualizací lze k již obsaženým funk?ním modul?m p?idávat další, pokud byly
vydány. Další variantou aktualizace je opravný kód (patch), který pozm??uje p?vodní zdrojový
kód. Tyto záplaty mohou obsahovat i více zm?n najednou, a to i pro r?zné funk?ní moduly
v rámci aplikace.
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Obrázek 38 – Ukázka funkcí: Ovládání stahování dat (perspektiva Client)
Nejd?ležit?jší funkcí klientské aplikace je ovládání stahování torrentu. K tomu slouží rozhraní
(perspektiva) Client funk?ního modulu gemini.core.client.net obsahující seznam stahovaných
torrent?. Tato perspektiva je navržena tak, že obsahuje podokna, která mohou být užite?ná
pro rychlou obsluhu (je samoz?ejm? možné si tuto perspektivu upravit na míru pot?ebám
uživatele, tak jako u všech ostatních perspektiv). V levé horní ?ásti perspektivy jsou k dispozici
okna Swarms a Workspace. Okno Swarms poskytuje dynamický stromový pohled na aktivní
torrenty. Okno Workspace poskytuje taktéž stromový náhled, a to sice standardní umíst?ní
pracovních adresá?? Downloads-umíst?ní stahovaných soubor?, Models-uložené nastavení oken
(nem?lo by se s nimi manipulovat) a Torrents-standardní složka pro umíst?ní torrent?.
Dále se v levé dolní ?ásti nacházejí okna pro zobrazení detail? z oken v horní ?ásti (uživatel si
vybere swarm a podrobnosti se zobrazí v tomto okn?). Tabulka v pravé horní ?ásti zobrazuje
torrenty, které jsou stahovány, v dolní ?ásti je tabulka se staženými torrenty a dále okna pro detail
torrentu. Ovládání je intuitivní bu? pomocí pravé klávesy myši nebo z menu.
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Obrázek 39 – Detail sloupc? tabulky Torrents v perspektiv? Client




Zobrazen detail swarmu Zobrazen detail torrentu
Stažený
DistribuovanýOdstran?ný
Protože je funk?ní modul gemini.core.client.net nejd?ležit?jším, na následujícím obrázku jsou
zobrazeny všechny sloupce tabulky Torrents, kde jsou zobrazovány všechny podstatné údaje
zachycující aktuální stav torrentu. V po?adí zleva doprava je zobrazeno: jméno torrentu, stav,
po?et seed?, po?et peer?, po?et klient?,  velikost souboru, velikost stažených dat v procentech,
sloupce Progress, Dwnld Speed a Upld Speed nejsou v této fázi implementovány.
Následující obrázek je voln?jším náhledem zobrazení torrentu a jeho parametr? v rámci
perspektivy z obrázku 38 v závislosti na stavu torrentu. Do tabulky Torrents lze torrent
importovat, m?žeme ho vybrat a spustit stahování. Pokud je torrent aktivní, zobrazí se v levém
okn? Swarms dynamicky jako swarm. Výb?rem jednoho torrentu v tabulkách Torrents a Finished
Torrents se podrobnosti o torrentu zobrazí v dolní ?ásti perspektivy v okn? Torrent. Stahování
??žeme pozastavit nebo úpln? zastavit, b?hem stahování jsou stažená data automaticky
distribuována. Torrent je po stažení p?esunut do tabulky Finished Torrents, kde m?žeme uplatnit
stejné akce, jako p?i stahování. Torrent je zrušen odebráním.
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Obrázek 41 – Ukázka perspektivy: Torrent Maker
5.4. Rozší?ení systému (dopl?ky)
5.4.1.  Tvorba torrent?
Motivací pro implementaci funk?ního modulu Torrent Maker a dále i Trackeru bylo zcela
obsáhnout problematiku BitTorrent protokolu. Gemini tak není jen dalším klientem,
ale komplexním ?ešením. Princip tvorby torrent? je jednoduchý – uživatel si vybere libovolný
soubor ?i složku, zadá adresy tracker? (alespo? jednu) a spustí program. Uživatel m?že nastavit
celou ?adu parametr?, což je popsáno v BitTorrent specifikaci. Co bych zde zmínil, je spojení
funkcí do vzájemn? propojeného celku, tedy: uživatel nejen torrent vytvo?í, ale m?l by mít
možnost i umístit torrent na zadané trackery, p?ípadn? i odeslat ne webový server, který by
zp?ístupnil tento torrent pro zájemce. Jedna z podporovaných funkcí je i možnost p?idání torrentu
??ímo do klientské aplikace, kde se takto vytvo?ený torrent chová, jako by byl stažený (m?žeme
tedy tento torrent umíst?ný v tabulce Finished Torrents v perspektiv? Client ovládat,
tedy p?edevším distribuovat). Tento p?ístup by m?l zjednodušit a zna??? zefektivnit stahování dat
v rámci BitTorrent sít?.
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Obrázek 42 – Ukázka perspektivy: Tracker
5.4.2. Tracker
??elem trackeru je poskytovat informace, které požadují klienti a dodávat jim pokud možno
optimalizovaná data. Tím je myšleno, aby tracker p?ed odesláním odpov?di klientovi provedl
analýzu svých dat (v podstat? vyhodnocení statistických údaj?, které tracker b?hem své ?innosti
od klient? získal). Principem je oby?ejná serverová aplikace s jednoduchou databází (EMF[6]).
Klient po p???tení IP adres tracker? definovaných v torrent souboru tyto dle pot?eby kontaktuje
a zasílá informace o dotazovaném torrentu a požadavky (dle specifikace komunikace
klient/tracker) na adresy klient? sdílejících data daného torrentu. Pro pot?eby administrace tohoto
serveru je vytvo?ena kostra trackeru s n?kolika základními funkcemi, které dovolují ovládání
serveru, manipulaci s torrenty a sledování klient? ve swarmu.
V levé horní ?ásti je umíst?na konzole trackeru, kde se zobrazuje stav serveru a akceptovaná
??ipojení jednotlivých klient?. V levé dolní ?ásti se zobrazuje databáze torrent? a klient?
ve stromové struktu?e. V tomto okn? m?žeme jednoduše tuto databázi spravovat. V pravém
horním okn? se zobrazují detailní informace, které se zobrazují výb?rem objektu v datovém okn?.
V pravé dolní ?ásti perspektivy je zatím neimplementované grafické zobrazení detail?.
Dopln?k tracker je ve fázi lad?ní a testování.
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Obrázek 43– Ukázka perspektivy: Web Browser
5.4.3. Webový prohlíže?
Motivací pro vývoj funk?ního modulu webového prohlíže?e bylo umožnit uživateli produktu
??ímo z aplikace vyhledávat, prohlížet a stahovat torrent soubory, ?ímž se op?t zvýší užitná
hodnota aplikace a efektivita práce (uživatel nemusí otevírat externí prohlíže?). Implementace je
založena na SWT komponent? spojené s modelem tak, aby byla spln?na základní funkcionalita
webového prohlíže?e.
Základními funkcemi dopl?ku jsou p?idávání a odebírání složek a stránek, tak jak to funguje
v klasických prohlíže?ích. P?ímo v menu prohlíže?e jsou pak tla?ítka pro navigaci: Home, Back,
Forward, Stop, Refresh, Go a textové pole pro adresu stránky.
Propojení aplikace s webovou aplikací není zcela dolad?no, p?estože základní implementace
je hotova. Toto propojení lze ilustrovat jednoduchou funkcí odeslání vzkazu pro vylepšení
nebo ohlášení chyby, kdy prohlíže? zobrazí p?íslušnou stránku s formulá?em, p?ípadn? otev?e
externí p?ednastavený prohlíže?.
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Obrázek 44 – Ukázka stránky projektu
5.4.4. Webová podpora
??elem webové podpory produktu je zajistit úložišt? pro torrenty (webová aplikace),
prostor pro b?h trackeru, aktualizace komponent, kontakt na podporu. Tímto zp?sobem lze,
dle mého názoru, docílit zna?ného zvýšení konkurenceschopnosti produktu.
Správa webové podpory je d?ležitá i proto, že p?ináší velmi cenné informace od uživatele (zp?tná
vazba), o preferencích podobných t?m, které byly provád?ny ve statistickém pr?zkumu
na po?átku vývoje produktu. Je to tedy rozhraní mezi uživateli a vývojá?i.
Pro ú?ely této podpory jsem zprovoznil vlastní doménu kalafatic.eu. Pro udržení konzistence
projektu jsem použil JSF (Java, NetBeans, MySQL – vše voln? použitelné a multiplatformní).
Pro b?h této podpory je využit webový server Apache Tomcat verze 6.0.18, HFS Http-file-server
2.3.206 beta, poštovní server Post Office, databázový server MySQL verze 5.0.
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5.5.  Sí?ová konfigurace projektu
Pro pot?eby projektu a hlavn? lad?ní a testování (viz dále), bylo nutné nastavit sí?ové parametry
hardwaru, který byl pro vývoj tohoto projektu použit. Jak již bylo nazna?eno v úvodu kapitoly 4,
a p?edevším demonstrováno obrázkem 17 (Kompletní systém Gemini projektu), obsahuje  projekt
pom?rn? hodn? sí?ových prvk?, které je nutno nastavit tak aby spl?ovali požadovanou
funkcionalitu. Následující obrázek ilustruje detailn?ji tuto konfiguraci.
Jak již bylo zmi?ováno v p?edešlém textu, pro pot?eby projektu jsem z?ídil doménu kalafatic.eu.
Pro tuto doménu bylo pot?eba nastavit DNS[18] záznamy (A, MX, CNAME...), konkrétn?
ve?ejnou adresu, která se dále od poskytovatele p?ipojení p?ekládá na adresu LAN[18].
Pro pot?eby poštovního serveru pak bylo nutné nastavit MX[18] záznam.
Dalším krokem bylo nastavení routeru tak, aby firewall  povolil protokoly na daných portech:


















                   Obrázek 46 – Nastavení pravidel firewallu routeru
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6. Testy a porovnání
Testování systému
Testování systému probíhalo v pr???hu celého vývoje. Testování je však ?asov? velmi náro?né,
proto se toto testování blížilo zp?sobu testování v malých firmách, kde se ?asto pouze u nov?
vyvinuté funkcionality testuje zadáním o?ekávaných hodnot a následné kontroly správnosti
výsledk?. Zhruba v polovin? doby vývoje aplikace bylo již testování provád?no v „ostrém“
provozu, kde se testovala hlavn? sí?ová komunikace, která již byla popsána v p?edchozím textu.
?as nutný k lad?ní aplikace se op?t zvýšil, protože bylo jednak nutné najít vyhovující torrenty
(z hlediska velikosti a dostupnosti), dále ov??ování typ? zpráv posílaných mezi aplikací
a trackerem /klientem. Testování dopl??? jako je tracker bylo náro?né i z pohledu hardwarové
konfigurace, protože k dispozici byly jen po?íta?e vzájemn? propojené s využitím klasického
routeru, jak je ilustrováno na obrázku 45. V poslední fázi vývoje aplikace byl vývoj zastaven
(code freeze) a probíhalo jen lad?ní stávajícího stavu projektu a odstra?ování chyb.
Nicmén? minimální testování bylo nutné vždy. Následující obrázek demonstruje jednoduchý
manuální test (napsán pod IBM Rational Manual Tester).
                   Obrázek 47 – Manuální test nastavení vlastní perspektivy
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CD obsahuje manuální a funk?ní testy n?kolika podsystém?. Jedná se o testy za použití nástroje
Rational od firmy IBM , a ve funk?ních testech je ov??ována funk?nost nap?íklad Drag and Drop
mezi okny aplikace.
Porovnání s ostatními projekty
Porovnávání bylo jen orienta?ní, detailn?jší studium jednotlivých BitTorrent aplikací nebylo
provád?no. BitTorrent implementací je navíc pom?rn? hodn?, takže jsem porovnal pouze n?kolik,
a to sice ty, které jsem využíval. Porovnání je také pouze subjektivní a vychází jednak z cíl? této
aplikace, a také bere v potaz sou?asný stav projektu.
Na prvním míst? bych ohodnotil Vuze[16], který byl inspirací tohoto projektu.
Vuze se ovládá intuitivn?, poskytuje dostatek informací o stahovaných torrentech, má užite?né
funkce, jako nap?íklad nastavení rychlosti stahování/odesílání dat.
µTorrent: po uživatelské stránce p?sobí velice p?ív?tiv?, vyniká p?edevším výborným využitím
pam?ti a procesoru
BitTorrent: oficiální jednoduchý klient, zkušen?jším uživatel?m toho bohužel mnoho nenabízí
BitComet: pr???rný klient, možnost komentování torrentu
7. Záv?r
Cílem této diplomové práce byla implementace BitTorrent protokolu, která by p?inesla do této
oblasti datových p?enos? n?co nového. Po analýze stávajících ?ešení jsem došel k záv?ru,
že v této oblasti chybí kompletní ?ešení. Aby bylo možné tohoto cíle dosáhnout, bylo zapot?ebí
zvolit správné prost?edky k dosažení tohoto cíle a adekvátn? naplánovat vývoj.
Jak už bylo zmín?no v textu, projekt šel cestou vývoje kompletní podpory BitTorrent protokolu,
což nebylo jednoduché z hlediska nastudování a použití r?zných, ?asto pom?rn? složitých
technologií.




Announce (oznámení)- p?ipojení k trackeru za ú?elem aktualizace vlastního statusu a získání
??kterých informací, zejména pak aktualizovaného seznamu peer?.
BSD (Berkeley Software Distribution)- BSD je licence pro svobodný software, mezi kterými je
jednou z nejsvobodn?jších. Umož?uje volné ší?ení licencovaného obsahu, p???emž vyžaduje
pouze uvedení autora a informace o licenci, spolu s upozorn?ním na z?eknutí se odpov?dnosti za
dílo.
DHT (Distributed Hash Table)- DHT tracker pracuje podobn? jako klasický tracker s announce
pro získání seznamu peer?, kte?í sdílejí stejný torrent jako vy. Protože je ale DHT tracker
distribuovaný ?i výstižn?ji ???eno rozptýlený, není zde jen jediný bod, který by v p?ípad? havárie
ochromil DHT sí?. Jestliže se jeden uzel (node) odpojí od DHT, tracker bude pracovat dál.
U normálního trackeru znamená výpadek serveru jeho nepoužitelnost. DHT bylo vytvo?eno
z d?vodu jeho odolnosti a nezávislosti na jednom serveru.
Eclipse RCP (Eclipse Rich Client Platform)- Eclipse RCP je open-source projekt, který nabízí
alternativní možnost (k samotnému SWT nebo Swingu) jak vyvíjet "vizuáln? bohaté" desktopové
aplikace v Jav?. P?edstavuje minimální množství plugin? (minimální konfiguraci), které je nutné
k inicializaci prost?edí. Jeho posláním je zjednodušit a zrychlit vývoj komplexních desktopových
aplikací, vtisknout jim jednotný a nativní vzhled. Aplikace jsou díky Jav? platform? nezávislé
a díky SWT mají na každé platform? nativní vzhled. Eclipse RCP je sou?ástí rodiny open-source
projekt? Eclipse Project, které jsou vyvíjeny pod vedením IBM. Eclipse RCP je samostatnou
sou?ástí (podmnožinou) projektu Eclipse Platform, což je velmi známé a úsp?šné open-source
vývojové prost?edí (IDE).
Extension / Extension Point Model-z??sob rozši?ování Eclipse RCP je založen na tzv.
“extension points”. Pokud chceme p?idat do již existující RCP komponenty funkcionalitu,
najdeme p?íslušný extension point, na který “nav?síme” naši akci. Stejn? tak m?žeme
v komponent? definovat extension pointy, které budou moci využít jiní vývojá?i k rozší?ení
funkcionality, aniž by museli zasahovat do kódu naší komponenty.
Gemini (latinsky-dvoj?ata)-souhv?zdí zv?rokruhu, které je umíst?no na severní obloze.
Toto souhv?zdí p?edstavuje dvoj?ata Castora a Polydeuka (Pollux), kte?í pluli s Iásonem
a argonauty pro zlaté rouno. Významné hv?zdy souhv?zdí: ? Geminorum (Pollux), ? Geminorum
(Castor), ? Geminorum (Alhena), ? Geminorum (Wasat), ? Geminorum (Mebsuta).
GNU (General Public License)- GNU nebo také GNU GPL (?esky „všeobecná ve?ejná licence
GNU“) je licence pro svobodný software, p?vodn? napsaná Richardem Stallmanem pro projekt
GNU. GPL je nejpopulárn?jším a dob?e známým p?íkladem siln? copyleftové licence, která
vyžaduje, aby byla odvozená díla dostupná pod toutéž licencí. V rámci této filosofie je ???eno,
že poskytuje uživatel?m po?íta?ového programu práva svobodného softwaru a používá copyleft
k zajišt?ní, aby byly tyto svobody ochrán?ny, i když je dílo zm???no nebo k n??emu p?idáno.
Toto je rozdíl oproti permisivním licencím svobodného softwaru, jejímž typickým p?ípadem jsou
BSD licence.
HTTP (Hypertext Transfer Protocol) - je internetový protokol ur?ený p?vodn? pro vým?nu
hypertextových dokument? ve formátu HTML. Používá obvykle port TCP/80, verze 1.1
protokolu je definována v RFC 2616. Tento protokol je spolu s elektronickou poštou tím nejvíce
používaným a zasloužil se o obrovský rozmach internetu v posledních letech.
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Hash-hashovací funkce je reprodukovatelná metoda pro p?evod vstupních dat do (relativn?)
malého ?ísla, které vytvá?í jejich jednozna?nou charakteristiku a je velmi obtížné najít taková
data, která vyhovují požadovanému otisku (tzv. jednocestná funkce). Výstup hashovací funkce
ozna?ujeme jako výtah, miniatura, otisk, fingerprint ?i hash (?esky též n?kdy jako haš). Funkce je
??ležitou sou?ástí kryptografických systém? pro digitální podpisy a ?asto se též používá
pro kontrolu integrity dat, k rychlému porovnání dvojice zpráv, indexování, vyhledávání apod.
HFS-aplikace fungující jako jednoduchý HTTP server, který je ur?en p?edevším pro sdílení
soubor?.
IDE (Integrated Development Environment)- je software usnad?ující práci programátor?,
??tšinou zam??ený na jeden programovací jazyk.Obsahuje editor zdrojového kódu, kompilátor,
??ípadn? interpret a v?tšinou také debugger.
IP-IP je ?íslo které jednozna??? identifikuje sí?ové rozhraní v po?íta?ové síti, která používá IP
protokol. V sou?asné dob? je nejrozší?en?jší verze IP verze 4, která používá 32bitové adresy
zapsané dekadicky po jednotlivých oktetech (osmicích bit?), nap?íklad 192.168.0.1. Z d?vodu
nedostatku IP adres bude nahrazen protokolem IP verze 6, který používá 128bitové IP adresy.
Leech-termín Leech bývá používán pro neslušného peera, který má velmi malý pom?r
uploadu/downloadu, nebo který opustí swarm hned po tom, co se stane seedem. Leeches obvykle
spot?ebovávají nejv?tší p?enosové pásmo swarmu.
MVC ( Model-View-Controller)-MVC (n?kdy ozna?ovaná jako Model-2) je softwarová
architektura, která rozd?luje datový model aplikace, uživatelské rozhraní a ?ídící logiku do t?í
nezávislých komponent tak, že modifikace n?které z nich má minimální vliv na ostatní ?ásti.
MVC je ?asto chápán jako návrhový vzor, nicmén? se týká architektury aplikací mnohem více
než klasický návrhový vzor. Tudíž m?že být užite?ný pojem architektonický vzor (architectural
pattern, Buschmann, 1996) nebo možná agrega?ní návrhový vzor (aggregate design pattern).
OSGi (Open Services Gateway Iniciative)-tento nezávislý pr?myslový standard definuje
komponentovou architekturu. Využívá se p?edevším v telekomunikacích a je podporován
firmami jako Nokia, Motorola, Philips, atd. P?ináší do Javy modularitu. Vlastnosti, kv?li kterým
byl integrován do Eclipse RCP jsou zejména pojmenovávání a seskupovaní verzí (tvo?ení
balí???), management závislostí, rozhraní pro explicitní importy, exporty, updaty, vestav?ná
bezpe?nostní vrstva a dynami?nost
Peer-instance BitTorrent klienta b?žícího na po?íta?i. Obvykle je peerem nazýván ten, kdo nemá
kompletn? stažený torrent.
P2P (Peer-to-peer)-P2P (doslova rovný s rovným), P2P nebo klient-klient je ozna?ení
architektury po?íta?ových sítí, ve které spolu komunikují p?ímo jednotliví klienti (uživatelé).
Opakem je architektura klient-server, ve které jednotliví klienti komunikují vždy s centrálním
serverem ?i servery, prost?ednictvím kterého i komunikují s jinými klienty, pokud je to pot?eba.
?istá P2P architektura v?bec pojem server nezná, všechny uzly sít? jsou si rovnocenné (a p?sobí
sou?asn? jako klienti i servery pro jiné klienty). V praxi se však ?asto pro zjednodušení návrhu
v protokolu objevují specializované servery, které ovšem slouží pouze pro po?áte?ní navázání
komunikace, „seznámení“ klient? navzájem, pop?. jako Proxy server v p?ípad?, že spolu
z n?jakého d?vodu nemohou koncové uzly komunikovat p?ímo. Dnes se ozna?ení P2P vztahuje
hlavn? na vým?nné sít?, prost?ednictvím kterých si mnoho uživatel? m?že vym??ovat data.
??íkladem takových sítí jsou nap?. Gnutella ?i p?vodní verze Napsteru.
Jednou ze základních výhod P2P sítí je fakt, že s rostoucím množstvím uživatel? celková
dostupná p?enosová kapacita roste, zatímco u modelu klient-server se musí uživatelé d?lit
o konstantní kapacitu serveru, takže p?i nár?stu uživatel? klesá pr???rná p?enosová rychlost.
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Reseed-pokud má jeden nebo více leech? „roztažený“ n?jaký torrent a není již k dispozici celý tj.
??kolik leech? má n?kolik r?zných ?ástí, ze kterých ale nelze sestavit kompletní soubor,
nebo torrent (první znak umírajícího torrentu, to se nestane, pokud každý má ratio alespo? 1),
mohou se pokusit poprosit n?koho, kdo ho má celý aby za?al znovu seedovat a torrent op?t oživil
tj. požádat o Reseed.
RUP (Rational Unified Process)-RUP je rozsáhlá, propracovaná objektov? orientovaná iterativní
metodologie vývoje softwaru. RUP náleží do skupiny. tzv. p?ístup???ízených p?ípady použití
(use-case-driven approach), což znamená, že jako základní element je chápán p?ípad použití
definovaný jako posloupnost akcí provád?ných systémem ?i uvnit? systému, která poskytuje
ur?itou hodnotu uživateli systému (v nejobecn?jším smyslu).
Seed-peer, který má kompletní kopii torrentu a stále nabízí upload. ?ím více seed? je ve swarmu,
tím v?tší bývá rychlost downloadu a také se zvyšuje šance na stažení kompletního souboru.
Seedováním je torrent udržován v chodu.
Soubor .torrent-obsahuje metadata o distribuovaných souborech. Obsahuje jména soubor?, jejich
velikosti a kontrolní sou?et (viz Hašovací funkce) jednotlivých blok? torrentu. Také obsahuje
adresu trackeru (v?tšinou PHP skript).
Swarm-Všichni peers, kte?í sdílí torrent, se nazývají swarm. Nap?íklad šest leeches a jeden seed
je swarm (svazek) sedmi.
SWT (Standard Widget Toolkit)-SWT je základní grafická knihovna po Javu, která nemá žádnou
závislost na standardním grafickém API Javy. Jeho výkladní sk??? je vývojové prost?edí Eclipse
a je IBM iniciativou. Je sice napsáno v Jav?, ale nesmí používat ochranou známku Java IDE.
Pro?? Protože není Java pure. To znamená, že v sob? obsahuje nativní kód z jednotlivých
opera?ních systém?, na které je portováno. SWT lze s ur?itou nadsázkou považovat za knihovnu,
která leží mezi AWT a Swingem. Komponenty jsou "vybaven?jší" než u AWT, ale nemají takové
množství vlastností jako u Swingu.
Torrent-je bu? soubor .torrent, tedy soubor metadat o downloadu, nebo všechny soubory,
které jsou jím popisovány.
Tracker-je služba, která zprost?edkovává a režíruje spojení mezi klienty (p?echovává seznamy IP
adres peer?), ale data p?es n?j nete?ou, ani nemá žádnou kopii torrentu. (P?i sdílení musíte
nastavit adresu jejího rozhraní pro nabízení torrent? tj. nej?ast?ji „adresa/announce.php“ a
následn? nahrát .torrent na tracker - to v?tšinou vyžaduje registraci a p?ihlášení pod vaším
jménem).
XML (eXtensible Markup Language)- je obecný zna?kovací jazyk, který byl vyvinut a
standardizován konsorciem W3C. Umož?uje snadné vytvá?ení konkrétních zna?kovacích jazyk?
pro r?zné ú?ely a široké spektrum r?zných typ? dat.Jazyk je ur?en p?edevším pro vým?nu dat
mezi aplikacemi a pro publikování dokument?. Jazyk umož?uje popsat strukturu dokumentu
z hlediska v?cného obsahu jednotlivých ?ástí, nezabývá se sám o sob? vzhledem dokumentu
nebo jeho ?ástí. Prezentace dokumentu (vzhled) se potom definuje p?ipojeným stylem. Další
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Ø BitTorrent Specification (oficiální specifikace BitTorrent protokolu)
Ø Build (obsahuje spustitelný soubor aplikace)
Ø DB – MySQL (exportovaná databáze)
Ø Design Documents (návrhy projektu)
Ø Programmer Documentation (javadoc)
Ø Statistics (statistický pr?zkum a jeho vyhodnocení)
Ø Tests (manuální a funk?ní testy IBM Rational)
Ø User Documentation (uživatelská dokumentace)
Ø Workspace App – Eclipse (zdrojové kódy aplikace)
Ø Workspace Web – NetBeans (zdrojové kódy webové aplikace)
