Home security system with Raspberry Pi 4 by KLOAR, MIHA
Univerza v Ljubljani
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Živimo v času, ko vlomi strmo naraščajo. Razvijte prototip rešitve, ki bo
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API Application Programming In-
terface
aplikacijski vmesnik
CSS Cascading Style Sheets kaskadno stilske predloge
DVR Digital Video Recorder digitalni video snemalnik
GB Gigabyte gigabajt
IP Internet Protokol spletni komunikacijski proto-
kol
IR Infrared infrardeče
HTML Hyper Text Markup Language označevalni jezik
JSON JavaScript Object Notation objektna notacija JavaScript
JWT JSON Web Token spletni žeton JSON
MP Mega Pixel mega piksel
NPM Node Package Manager upravljalec paketov Node
ORM Object Relation Mapping objektno-relacijsko preslikova-
nje
PIP Package Installer for Python upravljalec paketov za pro-
gramski jezik Python
PIR Passive Infrared senzor gibanja
RAM Random Access Memory delovni pomnilnik
SSH Secure Shell protokol za varno mrežno po-
vezavo
Wi-Fi Wireless Local Area Network lokalno brezžično omrežje

Povzetek
Naslov: Varnostni sistem za dom z Raspberry Pi 4
Avtor: Miha Kloar
Vlomov v Sloveniji in EU je vse več. Po podatkih policije za zadnjih nekaj
let število vlomov v stanovanja in hǐse naraste zlasti od novembra do marca.
V okviru diplomske naloge smo izdelali cenovno ugoden prototip rešitve za
zaščito pred vlomi, ki omogoča zaznavanje gibanja v prostoru in nadziranje
prostorov z omejenim gibanjem. Rešitev vsebuje mini računalnik Raspberry
Pi 4, na katerem teče spletna aplikacija, preko katere je možno spremljati
stanje v prostoru. Administrator aplikacije ima možnost dodeljevanja novih
uporabnikov, posodabljanje uporabnikov ter druge administratorske pravice.
V primeru zaznave nedovoljenega vstopa sistem v realnem času vsem po-
trjenim uporabnikom pošlje SMS sporočilo in shrani podrobne podatke o
dogodku v oblačno storitev Amazon Web Services. Spletni strežnik in zale-
dni sistem sta implementirana s pomočjo programskega jezika JavaScript ter
ogrodja NextJS. Za zajem slike skrbi programski jezik Python, vsi podatki
o nedovoljenih dostopih in uporabnikih pa se shranjujejo v podatkovno bazo
SQLite.
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There are more and more burglaries in Slovenia and the EU. According to
police data for the past few years, the number of burglaries in apartments and
houses is increased from November to March. As part of the diploma thesis,
we made a cost-effective prototype of a solution for protection against bur-
glary. It enables the detection of movement in space and control rooms with
limited movement. The solution includes a Raspberry Pi 4 mini computer
and web application, through which it is possible to monitor the situation in
the room. The administrator of the application has the ability to assign new
users, add users, and other administrative rights. In the event of unautho-
rized entry, the system sends an message SMS in real time to all confirmed
users and saves event details on the cloud service Amazon Web Services.
The web server and back-end system are implemented using the JavaScript
programming language and the NextJS framework. Images are captured by
the Python programming language, while all unauthorized access and users
data are stored in the SQLite database.





Zaradi naraščanja števila vlomov v stanovanja vse več lastnikov nepremičnin
vgrajuje nadzorne sisteme za odkrivanje nepooblaščenih vstopov. Na trgu
so se na podlagi hitrega digitalnega razvoja in čedalje več avtomatizacije
[20] razvile številne rešitve za nadzor doma, vendar so v večini primerov ce-
novno težje dostopne. Odločili smo se izdelati svoj sistem, ki bo cenovno
ugoden in bolj enostaven za vzpostavitev, hkrati pa smo želeli v okviru iz-
delave pridobiti nova znanja s področja računalnǐstva in varovanja doma.
Pri izdelavi sistema se bomo osredotočili na prototip varnostnega sistema, ki
bo omogočal zaznavanje gibanja, pregled prostora, pošiljanje SMS sporočil
ter shrambo slik v oblačno storitev. Pri izdelavi sistema bomo upoštevali
predvsem cenovni vidik.
Osrednja komponenta našega sistema bo mini računalnik Raspberry Pi
4 [30]. Nanj bomo priklopili modul za kamero, ki bo poskrbela za snemanje
videoposnetkov in ustvarjanje slik. Spletna aplikacija bo prikazovala sliko
v realnem času ter ponujala možnost upravljanja z nastavitvami sistema.
Zaledni sistem bo poskrbel za zaznavanje gibanja, pošiljanje SMS sporočil
preko spletne storitve Twillio [41] ter shranjevanje slik v oblačno storitev




Motivacija za izdelavo sistema
V Sloveniji se letno zgodi nekaj več kot 13 tisoč vlomov [21], od tega približno
tri tisoč v hǐse in stanovanja. Nedavno smo tudi mi bili priča vlomu v domačo
nepremičnino, s čimer smo dobili motivacijo za izdelavo sistema. Na spletu
smo našli raziskavo The effectiveness of burglary security devices [40], ki je
pokazala, da lahko z uporabo protivlomnega sistema zmanǰsamo možnosti
za ponoven vdor v zasebni prostor, prav tako pa tudi policija opaža, da
vlomilci manjkrat vlomijo v objekte, varovane z alarmnimi napravi. Najdena
raziskava in podatki policije so nam dali še dodatno motivacijo, da bi izdelali
čim bolǰsi varnostni sistem.
2.1 Cilji
V okviru izdelave diplomske naloge želimo doseči dva cilja. Prvi cilj diplom-
ske naloge je izdelati cenovno dostopen in zanesljiv varnostni sistem, ki ga
bo mogoče uporabljati v manǰsih prostorih ter omogoča zaznavanje gibanja,
enostaven nadzor preko spletne aplikacije, pošiljanje SMS sporočil v realnem
času v primeru nenapovedanega vstopa ter hrambo slik. Drugi cilj diplomske
naloge pa je spoznavanje z novimi orodji in tehnologijami, ki bi nam lahko v





varnostnih rešitev za domove
Danes najdemo na trgu številne sisteme, ki omogočajo nadzor prostorov.
Obstajajo videonadzorni sistemi, protivlomni sistemi in tehnično varovanje
s pomočjo varnostnega dima, kjer se prostor v primeru incidenta ovije v gost
dim (umetno meglo), s tem pa storilcu zelo zmanǰsa vidljivost in onemogoči
učinkovitost premikanja po prostoru [36]. V okviru tega poglavja se bomo
osredotočali na videonadzorne sisteme.
Videonadzorni sistemi omogočajo visok spekter uporabe, ki pa je odvi-
sen predvsem od tega, kaj želimo z video sistemom doseči. Dandanes so
videonadzorni sistemi nepogrešljivi del varovanja trgovskih centrov, skladǐsč,
proizvodnih hal, poslovnih objektov, parkirǐsč itd. Videonadzorni sistem se-
stavljajo trije osnovni elementi: kamera za zajemanje slike, snemalnik za
snemanje in shranjevanje slike ter zaslon za prikaz zajete slike. Najpomemb-
neǰsi element videonadzornega sistema je video kamera (zunanja, statična,
vrtljiva, skrita, lažna), s katero je mogoče doseči različne namene uporabe.
Zunanje kamere so namenjene za nadziranje zunanjih prostorov in so odporne
na različne vremenske pogoje. S statično kamero nadzorujemo specifičen del
prostora, s pomočjo vrtljive kamere pa je možno nadzirati večji del prostora.
Skrite kamere so največkrat uporabljene za posebne namene varovanja, saj
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jih je težko zaslediti in se uporabljajo predvsem v protivlomnem senzorju,
javljalniku požara, električni uri in podobno. Lažne kamere pa imajo pred-
vsem namen zastraševanja, saj so navzven videti kot prave kamere, vendar v
resnici to niso.
Videonadzorne tehnologije lahko razdelimo na klasične analogne video-
nadzorne sisteme, IP digitalne videonadzorne sisteme in hibridne sisteme –
to je kombinacija analognega in IP videonadzornega sistema. Video signal se
po navadi shranjuje na trdi disk snemalne naprave zaradi morebitne rekon-
strukcije dogodkov.
Tipičen analogni videonadzorni sistem je sestavljen iz analognih kamer, ki
so povezane preko koaksialnih kablov na snemalnik DVR (angl. Digital Video
Recorder), ki je združljiv tako z analognimi videonadzornimi sistemi kot tudi
z IP digitalnimi videonadzornimi sistemi. Analogne kamere so se skozi čas
pokazale za stabilne v delovanju, saj so v uporabi že več kot 10 let. Možno jih
je preprosto razširiti, ne da bi obremenjevali lokalno omrežje, saj ne potrebu-
jejo pasovne širine za prenos podatkov med kamero in snemalnikom. V pri-
meru zastaranja analogne kamere jo lahko enostavno zamenjamo z novo, saj
je združljiva z vsemi DVR snemalniki. Prednost uporabe analognih naprav
pred IP sistemi je tudi enostavna namestitev in malo vzdrževanja. Analogni
prenos podatkov je varnostno vprašljiv, saj ga je v primeru fizičnega dostopa
do kablov možno prestrezati, vendar pa ima analogni prenos podatkov to
prednost, da je imun na računalnǐske viruse in druge vrste zlonamernih kod.
IP videonadzorni sistemi so povezani v omrežje, kar lahko pomeni večjo
varnost, saj je prenos IP videov šifriran, vendar pa predstavlja tudi večjo
izpostavljenost napadom zlonamernih virusov, preko katerih lahko pride do
izgube podatkov v celotnem omrežju. Tako kot pri analogni sistemih, tudi
IP sistemi omogočajo preprosto razširitev, vendar je v primeru velike količine
nadzornih kamer za nemoteno delovanje potrebna tudi večja pasovna širina.
Ena izmed pomanjkljivosti IP sistema je, da je za vzdrževanje potreben stro-
kovno izobražen kader, ki ga je potrebno nenehno izobraževati zaradi hitrih
sprememb na področju omrežij.
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Pogostokrat se zgodi, da sta IP videonadzorni sistem in analogni video-
nadzorni sistem z uporabo vseh komponent (kamera, snemalna naprava in
zaslon za prikaz slike) lahko cenovno nedostopna, zato bomo poskušali iz-
delati prototip sistema, ki bo združil vse komponente v cenovno dostopno
rešitev.
Za primer obstoječe IP rešitve lahko vzamemo IP kamero Reolink Argus
Eco [3] (slika 3.1). Brezžična kamera omogoča ogled žive slike pri osveževanju
15 slik na sekundo pri ločljivosti Full HD (1920 x 1080 pikslov), ponaša se
s 100° širokim kotom snemanja in zelo občutljivim senzorjem gibanja PIR
(ang. Passive Infrared), ki omogoča natančno zajemanje človeškega gibanja
brez lažnega alarma. Za dostop do žive slike je priložena mobilna aplikacija
Reolink [33]. Na voljo je tako na Google Play (Android) kot tudi na Apple
Store (iOS). V primeru zaznanega gibanja se v realnem času ustvari poti-
sno sporočilo (angl. Push Notification), ki ga uporabnik prejme na mobilno
aplikacijo ali na elektronski naslov. Če želimo shranjevati slike ali posnetke,
je potrebno dokupiti spominsko kartico. Cena kamere v času pisanja naloge
znaša 80e.
Slika 3.1: Kamera Reolink Argus Eco.
Podoben produkt je zunanja Wi-Fi kamera D-Link DCS-8627LH [10]
(slika 3.2). Zunanja kamera omogoča ogled žive slike preko aplikacije D-
Link [9] pri 30 slikah na sekundo in z ločljivostjo Full HD (1920 x 1080
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pikslov). Prednost uporabe te kamere pred zgornjo je večji kot snemanja
(150°), zaznava razbitega stekla in gibanja s pomočjo umetne inteligence,
dobra odpornost na različne vremenske pogoje, snemanje v temi, možnost
uporabe večje spominske kartice (do 256 GB spomina) za shrambo slik ali
posnetkov ter možnost shranjevanja v oblak. Cena kamere v času pisanja
diplome znaša 190e.
Slika 3.2: Kamera D-Link DCS-8627LH.
Pri obeh zgoraj opisanih kamerah je potreben nakup dodatne spominske
kartice, nimata funkcionalnosti za pošiljanje SMS sporočil, odvisni sta od
delovanja omrežja Wi-Fi ter potrebujeta dodaten prostor, ki je potreben na
mobilni napravi zaradi potrebne aplikacije.
Na spletu lahko najdemo projekte domače izdelave s področja nadzora
prostorov. Rešitev, ki je podobna naši, je Design of smart home security sy-
stem using object recognition and PIR sensor [37]. Strojno opremo projekta
sestavljajo računalnik Raspberry Pi 3, PIR senzor, tj. senzor gibanja, ka-
mera in alarmna naprava za spuščanje zvoka. Izdelan projekt ponuja nadzor
gibanja s pomočjo PIR senzorja in kamere, pri čemer kamera na podlagi slike
prepozna, ali je gibanje storila oseba. V primeru zaznanega gibanja naprava




Pred pričetkom izdelave sistema smo naredili analizo zahtev. Na podlagi
le-te smo ugotovili, da bo naš sistem sestavljen iz dveh delov. Prvi del bo
predstavljala strojna oprema. Osrednji del strojne opreme bo sestavljal mini
računalnik Raspberry Pi 4 [30]. Drugi del sistema pa bo predstavljala pro-
gramska oprema s spletnim strežnikom, na katerem bo tekla aplikacija, ki bo
skrbela za pošiljanje SMS sporočil in nalaganje slik v oblačno storitev.
V okviru analize zahtev smo se zaradi preteklih izkušenj in združljivosti
med različnimi napravami (računalnik, mobilni telefon) odločili, da bomo iz-
delali spletno aplikacijo, preko katere bo lahko uporabnik pregledoval stanje
v prostoru. Zaradi nastavljivosti našega sistema smo uporabnike razdelili na
dva tipa. Prvi tip uporabnika je ”Administrator”, ki bo skrbel za ostale upo-
rabnike (posodabljanje uporabnikov, potrjevanje, nastavitve sistema ipd.).
Drugi tip uporabnika pa je navadni uporabnik, ki se bo lahko preko spletne
aplikacije prijavil v sistem in tako pregledoval stanje v prostoru. Sistem bo
zaradi večje varnosti vseboval samo enega administratorja. Po registraciji bo
moral uporabnika potrditi še administrator. Ta mehanizem preprečuje, da
bi se lahko v sistem prijavljal tudi kakšen nezaželen uporabnik, ki bi lahko




Spletna aplikacija uporablja podatkovno bazo SQLite [34], v kateri bomo
hranili podatke o uporabnikih, stanju v prostoru, morebitnih nezgodah, pre-
gledu prijav in poslanih SMS sporočil. Podatkovni model podatkovne baze
je predstavljen z logičnim diagramom na sliki 4.1. Videoposnetki in slike in-
cidentov bodo shranjeni na trdi disk sistema, zaradi dostopa izven lokalnega
omrežja in varnostnega kopiranja pa jih bomo hranili tudi v oblačno storitev
Amazon Web Services [2] (v nadaljevanju AWS). Vsak morebiten incident se
bo shranil v podatkovno bazo kot dogodek, vsak potrjen uporabnik sistema
pa bo dobil SMS sporočilo s podatki o času incidenta in sliko s kraja dogodka.
Funkcionalnost sistema prikazuje diagram primerov uporabe na sliki 4.2.
Slika 4.1: Logični diagram podatkovne baze.
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Slika 4.2: Diagram primerov uporabe.
Opis funkcionalnosti:
1. Prijava/odjava v/iz sistema – Pred vstopom v spletno aplikacijo se
bo potrebno prijaviti v sam sistem. Uporabnik ne glede na tip se bo
lahko prijavil z uporabnǐskim imenom in geslom, odjava pa je možna
kadar koli. Zaradi varnosti bo posamezna uporabnǐska seja trajala deset
minut.
2. Pregled spletne kamere – Prijavljen uporabnik bo lahko preko kamere
v živo spremljal dogajanje v prostoru.
3. Prejemanje SMS sporočil – Ob vsakem zaznanem incidentu, tj. zazna-
nem gibanju, bosta navadni uporabnik in administrator prejela SMS
12 Miha Kloar
sporočilo.
4. Urejanje nastavitev – Administrator bo lahko urejal nastavitve sistema.
Nastavitve sistema sestavlja urejanje nastavitev lastnosti za kamero in
prižiganje ali ugašanje strežnika, ki krmili kamero.
5. Urejanje nastavitev za kamero – Administrator bo lahko urejal nastavi-
tev lastnosti za kamero. Ureja se lahko svetlost, barvne učinke kamere,
ostrino, občutljivost, način osvetlitve, širino in dolžino slike, frekvenco
zajemanja slike, način izpostavljenosti, način merilnika in nasičenost.
Nastavitve lastnosti kamere se bodo po urejanju shranile v datoteko
JSON.
6. Prižgi/ugasni strežnik za kamero – Administrator sistema bo lahko
prižgal ali ugasnil strežnik, ki krmili kamero.
7. Pregled nastavitev – Administrator bo lahko preverjal nastavitev sis-
tema. Administrator bo lahko preverjal nastavitve lastnosti kamere.
8. Pregled nastavitev lastnosti kamere – Administrator bo lahko nasta-
vljal nastavitve lastnosti kamere. Spreminjal bo lahko podatke o sve-
tlosti, barvnem učinku, ostrini, občutljivosti, načinu osvetlitve, širino
in dolžino slike, frekvenco zajemanja slike, način izpostavljenosti, način
merilnika in nasičenost.
9. Pregled podatkov – Administrator bo lahko preverjal shranjene podatke
sistema. Administrator bo lahko v okviru podatkov preverjal zgodovino
incidentov in prijav v sistem.
10. Pregled incidentov – Administrator bo lahko preverjal zgodovino inci-
dentov. Zgodovino incidentov predstavljajo podatki o datumu in uri
incidenta ter spletna povezava do slike v oblačni storitvi AWS.
11. Pregled prijav v sistem – Administrator bo lahko preverjal zgodovino
prijav v sistem. Na voljo mu bodo podatki o datumu in času prijave,
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statusu tj. uspešna/neuspešna prijava, naslov IP, s katerega je bila
izvedena prijava, ter podatek o tem, ali je uporabnik že potrjen v sis-
temu.
12. Urejanje podatkov – Administrator bo lahko urejal podatke sistema.
Administrator bo lahko v okviru urejanja podatkov blokiral ali potrje-
val uporabnike. Urejeni podatki se bodo shranili v podatkovno bazo.
13. Blokiraj uporabnika – Administrator bo imel možnost blokiranja upo-
rabnikov sistema. Če bo administrator blokiral uporabnika, ta več ne
bo imel dostopa do sistema.
14. Potrdi uporabnika – Ob vsaki prijavi bo sistem preveril, ali se prija-
vlja potrjen uporabnik. Administrator bo imel za ta namen možnost
uporabe funkcionalnosti za potrjevanje uporabnikov.
15. Zajem slike – Kamera periodično zajema slike. Kamera bo v primeru
zaznanega gibanja sprožila pošiljanje SMS sporočil in shranjevanje slik
v oblačno storitev AWS S3.
16. Zaznava gibanja – Ob periodičnem zajemanju slike se bo izvajala funk-
cija, ki bo preverjala, ali je prǐslo do gibanja.
17. Pošiljanje SMS sporočil – V primeru, da bo kamera zaznala gibanje,
se bo vsem potrjenim uporabnikom sistema z uporabo storitve Twillio
poslalo SMS sporočilo. Vsebino SMS sporočila bo sestavljala zajeta
slika kamere.
18. Shranjevanje slik – V primeru, da bo kamera zaznala gibanje, se bo





5.1 Izbor strojne opreme
Tekom analize smo se odločili, da bomo uporabili mini računalnik Raspberry
Pi 4 Model B (v nadaljevanju RPi4). Prednost tega modela pred predhodniki
je ta, da ima bolǰsi procesor, več delovnega pomnilnika, dodan pa je tudi Wi-
Fi, ki se izkaže za koristnega, saj bomo preko njega dostopali do oblačne
storitve AWS S3. Mini računalnik predstavlja jedro sistema, saj bo skrbel
za tri naloge. Deloval bo kot spletni strežnik, upravljal bo s kamero ter
prikazoval podatke sistema v spletni aplikaciji.
Na RPi4 je najprej bilo potrebno namestiti operacijski sistem. Zaradi ka-
kovostne dokumentacije smo se odločili za operacijski sistem Raspian Buster
[31], ki je uradno podprt operacijski sistem s strani Raspberry Pi 4 Model B
in temelji na Debian [8] distribuciji operacijskega sistema Linux.
Strojna oprema tvori osnovo, na kateri temelji celotna aplikacija. V na-




5.1.1 Mini računalnik Raspberry Pi 4 Model B
RPi4 (slika 5.1) je računalnik v velikosti bančne kartice in je cenovno ugoden.
Pri izbiri Raspberry Pi modelov smo se odločili za četrto generacijo in Mo-
del B, saj ima glede na predhodnike bolj zmogljiv procesor ter večji delovni
pomnilnik. RPi4 vsebuje 40 GPIO (angl. General Purpose Input Output)
kontaktov, ki omogočajo priključitev zunanjih naprav. Z enostavnim progra-
miranjem kontaktov lahko pridobivamo ali pošiljamo podatke. Model ima
dodano tudi brezžično povezavo Wi-Fi 802.11n [43] in Bluetooth 5 [6].
Slika 5.1: Raspberry Pi 4 Model B.
5.1.2 Raspberry Pi kamera modul
Za zajemanje slike smo uporabili uradno podprt kamera modul verzije 2
(Slika 5.2), ki smo ga vstavili v poseben CSI (angl. Camera Serial Interface)
priključek. Prednost druge verzije pred prvo je bolǰsa kakovost slike in večji
kot zajemanja slike. Kamera omogoča zajemanje slike v ločljivosti do 3280 x
2464 pik, v svoji notranjosti pa uporablja senzor Sony IMX219 8 MP. Cena
kamere znaša 30e.
Slika 5.2: Kamera modul.
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5.1.3 Ohǐsje
Ker v okviru sistema omogočamo izbiro najvǐsjih ločljivosti za sliko, se lahko
zgodi, da bi se RPi4 začel segrevati. Zato smo se odločili za nakup ohǐsja
(slika 5.3) z ventilatorjem, ki bo omogočalo več zračnega pretoka in zmanǰsalo
segrevanje naprave ter s tem zagotovilo bolǰse delovanje RPi4.
Slika 5.3: Ohǐsje za RPi4.
5.2 Uporabljene tehnologije, orodja in pro-
gramska oprema
V naslednjih podpoglavjih so predstavljene tehnologije, orodja, programski
jeziki ter programska oprema, katero smo uporabili tekom izdelave prototipa.
5.2.1 Arhitektura programske rešitve
Zaradi dobre dokumentacije in hitrega delovanja smo izbrali spletni strežnik
Nginx [24], na katerem je nameščena spletna aplikacija. Spletna aplikacija
temelji na ogrodju NextJS [23], ki v ozadju uporablja programski jezik Ja-
vaScript [16]. Podatke sistema smo shranili v podatkovno bazo SQLite [34].
Zajem slike smo implementirali s pomočjo jezika Python [29] in ogrodja Flask
[11]. Spletna stran je zgrajena s pomočjo označevalnega jezika HTML [15]
ter oblikovana s pomočjo ogrodja Tailwind [38], ki temelji na stilskem jeziku
CSS [7]. Za vso logiko spletne strani skrbi programski jezik TypeScript [42],
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ki ga v fazi izgradnje spletne strani ogrodje NextJS pretvori v programski
jezik JavaScript, da ga lahko razume spletni brskalnik. Arhitekturo sistema
lahko vidimo na spodnji sliki 5.4.
Slika 5.4: Arhitektura sistema.
5.2.2 TypeScript in JavaScript
TypeScript [5] je programski jezik, ki je nastal kot nadgradnja programskega
jezika JavaScript [16]. Razvilo ga je računalnǐsko podjetje Microsoft. Za upo-
rabo jezika TypeScript smo se odločili, ker omogoča uporabo tipov, močno
združljivost z obstoječo kodo JavaScript, uporabo vmesnikov (angl. Inter-
face), uporabo objektov ter lažje odkrivanje napak pri pisanju kode. Največja
težava jezika JavaScript je namreč ta, da ne vsebuje prevajalnika, kar pomeni,
da je potrebno kodo izvesti, da ugotovimo, ali deluje pravilno. Pred testi-
ranjem kode v spletnem brskalniku smo zato morali uporabiti prevajalnik,
ki prevede kodo TypeScript v JavaScript, da jo lahko razume spletni brskal-
nik. Na sliki 5.5 so predstavljene dodatne funkcionalnosti jezika TypeScript
v primerjavi z jezikom JavaScript.
Diplomska naloga 19
Slika 5.5: Primerjava JavaScript in TypeScript programskih jezikov.
5.2.3 Python in ogrodje Flask
Za nadziranje kamere smo uporabili programski jezik Python in programsko
orodje Flask.
Python [22] je priljubljen vsestranski skriptni programski jezik, ki se raz-
vija zelo hitro in se dandanes uporablja tudi pri umetni inteligenci. Učenje
jezika je preprosto, saj je koda berljiva, prav tako pa ga lahko uporabljajo
tako začetniki ali pa bolj izkušeni programerji, saj je z veliko količino knjižnic
možno implementirati tudi velike sisteme. V okviru sistema je bila upora-
bljena različica Python 3.7.
Za serviranje slike smo uporabili ogrodje Flask [4], ki se v osnovi ponaša
z minimalističnim ogrodjem za razvoj spletnih aplikacij in ga je možno po-
ljubno razširiti s številnimi Python knjižnicami. Ogrodje Flask za izdelavo
HTML predlog uporablja pogon Jinja2 [17] in knjižnico Werkzeug [46] –
zbirko WSGI (angl. Web Server Gateway Interface) pripomočkov ter je pre-
prosto za uporabo.
5.2.4 Ogrodje NextJS
NextJS je ogrodje, ki omogoča lažje razvijanje sodobnih spletnih strani in
temelji na ogrodju React [32]. Za izbiro tega ogrodja smo se odločili, ker
kodo JavaScript deli na manǰse dele, optimizira spletne strani (angl. Search
Engine Optimization) ter omogoča upodabljanje na strani strežnika (angl.
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Server Side Rendering). Zaradi uporabe omenjenega ogrodja smo spletno
aplikacijo razvili hitreje.
5.2.5 Ogrodje za dostop do podatkovne baze in podat-
kovna baza
Za pridobivanje podatkov iz podatkovne baze smo se odločili za uporabo
ogrodja Prisma ORM [27]. Prednost uporabe ogrodja za preslikavo iz objek-
tov v podatkovno bazo (v nadaljevanju ORM – Object Relational Mapping)
je ta, da nam ni bilo potrebno pisati SQL stavkov, hkrati pa smo imeli ta-
bele predstavljene kot objekt v TypeScriptu. Prisma ORM se ponaša tudi
z zelo dobro dokumentacijo in ima dobro integracijo s programskim jezikom
TypeScript.
Za uporabo SQLite relacijske podatkovne baze smo se odločili zaradi tega,
ker naš sistem vsebuje samo štiri tabele, v katere ne bomo shranjevali velikih
količin podatkov. Baza za pisanje in branje uporablja datoteko, kar pomeni,
da so vsi podatki shranjeni v eni sami datoteki končnice .sqlite. Zaradi
enostavnosti in hitrega prenosa podatkovne baze smo lahko podatke o našem
sistemu pregledovali tudi na drugih računalnikih.
5.2.6 HTML in CSS
HTML je jezik, ki se uporablja za izdelovanje spletnih strani. Sestavljen je
iz oznak, ki jim rečemo tudi značke. Opis vsakega elementa je v splošnem
sestavljen iz treh delov: iz začetne značke, vsebine in končne značke. Začetna
in končna značka se pričneta z znakom <, končata z znakom >, vmes pa je
zapisano ime elementa (primer <p>). V končni znački je pred imenom še
znak /. Začetna in zaključna značka omejujeta območje vsebine elementa.
Vsebino HTML dokumenta je možno napisati v vsakem urejevalniku besedil.
HTML dokument sam po sebi nima nobenih stilskih učinkov, zato lahko v
dokument vstavimo CSS, s katerim elemente HTML-ja poljubno oblikujemo.
Pri uporabi CSS-ja lahko določimo barvo, položaj, velikost, animacijo, stil
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pisave in še vrsto drugih atributov.
5.2.7 Razvojno okolje Visual Studio Code
Tekom razvoja smo si pomagali z odprtokodnim razvojnim okoljem Visual
Studio Code [44] (v nadaljevanju VSCode), ki ga je možno uporabljati na
vseh operacijskih sistemih in ga razvija podjetje Microsoft. Prva različica
okolja je bila predstavljena leta 2015. Okolje nudi podporo za razhroščevanje
kode, hitro iskanje po datotekah, pregleden prikaz projekta, vgrajeno integra-
cijo za verzioniranje kode (git) in uporablja izredno malo procesorske moči.
Okolje VSCode nam znotraj urejevalnika programske kode ponuja številne
razširitve [45], s katerimi si lahko olaǰsamo razvoj. Tekom implementa-
cije smo zaradi lažjega upravljanja z verzijami programske kode uporabljali
razširitev Gitlens [14], za lažji pregled opravljenih nalog pa smo uporabili




6.1 Vzpostavitev osnovnega okolja za razvoj
Postopek vzpostavitve osnovnega okolja smo začeli z vzpostavitvijo operacij-
skega sistema, vzpostavili smo povezavo SSH, preko katere se lahko na RPi4
povezujemo z druge naprave in v datoteki /etc/network/interfaces določili
statičen IP, da bomo lahko do naše spletne aplikacije dostopali tudi izven
domačega omrežja. Ker so lahko programi na operacijskem sistemu Raspbian
zastareli in s posodobitvami izbolǰsamo delovanje sistema ter imamo zato za-
gotovljeno večjo varnost, smo v ukaznem pozivu le-te posodobili z ukazoma
sudo apt update in sudo apt full-upgrade.
Ko smo namestili operacijski sistem, smo ugotovili, da RPi4 ni najhitreǰsi
računalnik, zato smo se odločili, da namestimo še git (sistem za opravljanje
z izvirno kodo) [12], ki nam bo omogočal, da bomo lahko kodo pisali na
svojem osebnem računalniku z operacijskim sistemom Linux, koda pa se bo
izvajala na mini računalniku. S tem smo dosegli hitreǰsi in pregledneǰsi razvoj
kode, izognili pa smo se tudi morebitni izgubi podatkov, saj se je naše delo
shranjevalo tudi v zasebni repozitorij na Githubu [13].
Glavni del našega sistema sestavlja programska koda, ki temelji na pro-
gramskem jeziku TypeScript in JavaScript. Preko ukaznega poziva smo za-
znali, da operacijski sistem že vsebuje Node (multiplatformsko izvrševalno
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okolje za programski jezik JavaScript) [25], s katerim bomo zaganjali našo
spletno aplikacijo in NPM (upravljalnik paketov za programski jezik Java-
Script) [26], s pomočjo katerega bomo uporabljali JavaScript pakete, ki nam
bodo olaǰsali implementacijo našega sistema. Pri dodatnem preverjanju po-
trebnih paketov za sistem pa smo ugotovili, da je opravljalnik paketov PIP
za programski jezik Python že nameščen.
6.2 Nastavitve lastnosti slike kamere
Med branjem dokumentacije o knjižnici Picamera smo naleteli na številne
nastavitve, s katerimi se prilagaja zajeta slika, ki jo generira kamera. Naj-
pomembneǰse nastavitve za prototipni sistem so naslednje: svetlost (angl.
Brightness), barvni učinki (angl. Color Effects), ostrina (angl. Sharpness),
občutljivost (angl. Sensitivity – ISO), širina in dolžina slike (angl. Image Re-
solution), frekvenca (angl. Frames per Second), izpostavljenost (angl. Expo-
sure Mode), način merjenja v kameri (angl. Meter Mode) in nasičenost (angl.
Saturation). Nastavitve smo shranili v datoteko camera-configuration.json,
da jih bo lahko uporabljala kamera, prav tako pa jih bo lahko administra-
torski uporabnik urejal v spletni aplikaciji.
6.3 Generiranje slike in detekcija gibanja
Ustvarili smo datoteko generate-image.py. Na vrhu skripte smo definirali vse
knjižnice, ki jih bomo uporabili, zatem pa smo ustvarili glavno funkcijo (angl.
Main) (slika 6.1). V njej smo prebrali nastavitve kamere ter inicializirali
globalni objekt PiCamera, preko katerega smo upravljali s kamero.
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Slika 6.1: Glavna funkcija programa.
Nadaljevali smo z implementacijo metode za nadziranje gibanja. Pri pro-
gramiranju metode smo si pomagali s Python knjižnico cv2 (OpenCV) [28].
Ustvarili smo metodo detectMotion. Vsako sliko smo morali zaradi potrebe
zaznavanja gibanja ustrezno programsko obdelati. Z uporabo funkcije captu-
recontinuous smo s pomočjo for zanke zaporedno generirali slike (slika 6.2).
Slika 6.2: Zaporedno generiranje slike.
V vsaki iteraciji zanke za zajemanje slike smo sliki spremenili širino, jo
pretvorili v sivinsko sliko ter uporabili Gaussovo zameglitev, da smo odstra-
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nili visokofrekvenčni šum, s čimer smo na sliki prepoznali strukturne objekte.
Slika 6.3: Odstranjevanje visokofrekvenčnega šuma.
Zaradi spreminjanja pogojev osvetlitve (dan/noč) smo implementirali pov-
prečje preǰsnjih slik s trenutno sliko, kar pomeni, da se naša skripta dinamično
prilagodi ozadju, čeprav se svetlobni pogoji spreminjajo. Ta metoda mode-
liranja ozadja je precej enostavna, vendar zadostuje za prototipni sistem. V
spremenljivko frameDelta smo shranili razliko med povprečjem dosedanjih
slik in trenutno sliko.
Slika 6.4: Razlika med povprečjem dosedanjih slik in trenutno sliko.
Dobljeno razliko v spremenljivki frameDelta smo uporabili, da smo izračunali
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prag (angl. Threshold), ki predstavljajo območja na sliki, katera vsebujejo
bistveno razliko od modela ozadja – ta območja so v našem primeru zaznana
kot gibanje. Najdena območja nam bodo pomagala, da bomo s pomočjo črt
na sliki narisali gibanja.
Slika 6.5: Izračun praga in iskanje območij.
Nato se s pomočjo for zanke sprehodimo skozi zaznana območja in pre-
verimo, ali je območje zadosti veliko, da ga lahko tretiramo kot gibanje. Če
so območja dovolj velika glede na shranjene nastavitve, potem lahko pred-
postavimo, da smo v trenutni sliki našli gibanje. Za vsako območje nato
izračunamo vǐsino/širino in pozicijo na sliki in okrog tega območja narǐsemo
okvir. Na sliko smo dodali še trenuten čas ter posodobili spremenljivko za
zasedenost sobe.
Slika 6.6: Iteracija skozi najdena območja.
V primeru, da ima spremenljivka za zasedenost sobe vrednost Zasedeno,
sledi preverjanje, ali je od zdaj do preǰsnje POST zahteve (angl. POST
Request) preteklo dovolj časa, zato da po nepotrebnem ne obremenjujemo
zalednega sistema. Če je tudi ta pogoj resničen, povečamo števec gibanja. Če
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naš števec gibanja doseže zadostno število zaporednih okvirjev, ki vsebujejo
gibanje, bomo sliko zapisali na trdi disk z uporabo funkcije imwrite ter poslali
POST zahtevo na API dostopno točko send-warning, ki bo naložila sliko na
AWS S3, in poslali SMS sporočilo vsem uporabnikom sistema (poglavje –
6.5.7). Zadnji korak je ponastavitev števca gibanja in zadnji naloženi čas.
Če gibanja v prostoru ni mogoče najti, ponastavimo števec gibanja na 0.
Slika 6.7: Primer zaznanega gibanja.
6.4 Serviranje žive slike
Ko smo uspešno implementirali zaznavanje gibanja, je bilo potrebno živo
sliko samo še prikazati v brskalniku, da jo bomo lahko uporabili v spletni
aplikaciji. Za prikaz žive slike smo ustvarili Flask pogled video-feed, ki je
dostopen na naslovu domena:port/video-feed (slika 6.8). Ustvarili smo ga
s pomočjo dekoratorja @app.route(”/video-feed”). Pogled smo dodatno za-
varovali z uporabnikom in geslom, da bi nepooblaščenim osebam preprečili
dostop do naše kamere. Uporabnǐsko ime in geslo za dostop smo shranili v
datoteko .env, katere nismo hranili na strežniku Github zaradi večje varnosti
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(dodali smo izjemo v .gitignore). Pri serviranju podatkov smo morali biti
pazljivi na to, da smo slike, ki jih je generirala kamera, pravilno zakodirali,
da jih lahko razume spletni brskalnik ter jih tako pravilno prikaže.
Slika 6.8: Prikaz kode za serviranje žive slike.
Zadnji korak serviranja žive slike je vseboval uporabo funkcije za zaznavo
gibanja. Zaradi stalnega preverjanja zaznave gibanja smo v glavno funkcijo
(slika 6.1) dodali nit s pomočjo modula threading, da ne bi prǐslo do zausta-
vitve glavnega programa. Na koncu glavne funkcije smo shranili še trenutno
številko procesa (angl. Process ID), s pomočjo katere smo lahko programsko
prižigali in ugašali kamero ter dodali ukaz app.run, s katerim smo pognali
Flask aplikacijo (slika 6.9).
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Slika 6.9: Ustvarjanje niti in začetek Flask aplikacije.
Strežnik za serviranje slike smo v terminalu RPi4 zagnali z ukazom python
generate-image.py.
6.5 Zaledni sistem in spletna aplikacija
V tem poglavju bomo obravnavali implementacijo zalednega sistema in sple-
tne aplikacije s pomočjo ogrodja NextJS [23].
6.5.1 Priprava podatkovne baze
Pri izdelavi podatkovne baze smo najprej izdelali logični model (slika 6.10).
Prisma ORM za svoje delovanje potrebuje shemo, v kateri je s pomočjo mode-
lov predstavljena podatkovna baza v kodi. V imeniku prisma/ smo ustvarili
datoteko schema.prisma, v kateri smo logični diagram preslikali v modele v
kodi (slika 6.11). Pri preslikavi smo morali biti pozorni, da smo upoštevali
vse atribute tabele in da smo jih pretvorili v pravilen podatkovni tip. V pri-
sma shemi (schema.prisma) smo definirali tudi relativno pot do podatkovne
baze. S pomočjo ukaza yarn db-migrate, ki smo ga izvedli v terminalu, je Pri-
sma ORM ustvarila ORM klienta in nastala je podatkovna baza database.db,
ki se nahaja znotraj našega projekta. ORM klienta smo uporabljali v vseh
API dostopnih točkah za pridobivanje podatkov iz podatkovne baze.
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Slika 6.10: Logični model podatkovne baze.
Slika 6.11: Prikaz modela za uporabnika.
V tabelo Uporabnik smo hranili podatke o unikatni številki uporabnika
(id), elektronski naslov, geslo, datum in čas registracije, datum in čas poso-
dobitve uporabnika, telefonsko številko, ali je uporabnik administrator in ali
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je uporabnik potrjen ter ali je uporabnik blokiran.
Tabela Prijava je namenjena pregledu vseh prijav, ki so se izvedle v naš
sistem. Tako imamo pregled nad tem, kdo se je vanj prijavljal. Shranjujemo
podatke o unikatni številki prijave, uspešnost prijave, IP naslov, s katerega
je bila izvršena prijava, ter podatek o unikatni številki uporabnika, ki je tuj
ključ v tej tabeli. Podatke o prijavah lahko preverja administrator sistema,
namen zbiranja teh podatkov pa je večja preglednost nad sistemom.
Ob vsakem zaznanem incidentu, tj. nenapovedanem vstopu v prostor,
smo v tabelo Incident shranili podatke o unikatni številki incidenta, datum
in čas dogodka ter spletno povezavo do AWS S3 slike.
Ob morebitnem incidentu vsak uporabnik, ki je potrjen s strani admini-
statorja in ni blokiran, dobi SMS sporočilo. Vsako SMS sporočilo smo shranili
v tabelo Poslana-sporočila, v kateri hranimo unikatno številko vnosa, datum
in čas poslanega sporočila, uspešnost poslanega sporočila (da ali ne) ter uni-
katno številko uporabnika (tuj ključ), ki naj bi dobil sporočilo.
Zaradi varnosti smo v podatkovni bazi gesla shranili kot zgoščene vre-
dnosti (slika 6.12) s pomočjo razpršilne metode Bcrypt [35], ki geslo pretvori
v takšno obliko, da ga ni možno pretvoriti nazaj v prvotno. Uporabnikovo
geslo mora vsebovati vsaj osem znakov, pri čemer mora geslo vsebovati črke,
številke in posebne znake.
Slika 6.12: Primer shranjenega gesla v podatkovni bazi.
6.5.2 Struktura spletne aplikacije
Najprej smo implementirali osnovno strukturo spletne aplikacije. Z uka-
zom npx create-next-app home-security-system smo ustvarili osnoven projekt
ogrodja NextJS.
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Slika 6.13: Osnovna struktura projekta.
V imeniku /components smo hranili vse gradnike naše spletne aplikacije
(osnovna struktura spletne strani, gumbi, opozorilnik), ki jih uporabljamo
v spletnih straneh. V imeniku /providers smo hranili kontekst, ki shranjuje
status uporabnika. Z uporabo uporabnikovega konteksta smo jim na straneh,
ki niso dostopne navadnim uporabnikom, prikazali opozorilo, da ne morejo
dostopati do zavarovane strani.
V /models smo shranili opise objektov, ki so uporabljeni v našem sistemu.
V imeniku /prisma se nahaja naša podatkovna baza ter njena podatkovna
shema. V imeniku /services smo shranili vso logiko za programsko pošiljanje
SMS sporočil in nalaganje slike, ki jo bo izvajal zaledni sistem.
Stil spletne strani smo shranili v imeniku /styles (angl. Styles). Strani
smo shranili v imeniku /pages. Vsaka ustvarjena .ts (TypeScript) datoteka
predstavlja eno stran in je dostopna z dopisom /ime-datoteke k domeni v
spletnem naslovu. V podimeniku /pages/api smo shranili vse API dostopne
točke. Vsaka ustvarjena datoteka v podimeniku API dostopnih točk je do-
stopna z dopisom /api/ime-datoteke k domeni v spletnem naslovu. Vse API
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dostopne točke kot odgovor na API zahtevek odgovorijo s podatki v obliki
besedila JSON [18].
Po vzpostavitvi osnovne strukture smo zagnali spletno aplikacijo na RPi4
z ukazom yarn run start. Dobra lastnost NextJS ogrodja je, da nam ni bilo
potrebno vnovično zaganjati spletne aplikacije po vsaki spremembi Type-
Script kode v projektu, saj se prevajanje TypeScript kode v JavaScript do-
gaja v času kodiranja.
6.5.3 Stran za registracijo
V imeniku strani smo ustvarili datoteko sign-up.ts in v njej implementirali
funkcijo, ki vrne HTML predlogo (slika 6.14), katero sestavljajo obrazec,
vnosna polja in gumb (slika 6.15). V HTML predlogo je potrebno vnesti
podatke o elektronskem naslovu uporabnika, geslo uporabnika ter mobilno
številko.
Slika 6.14: Zaslonska slika dela HTML predloge za registracijo uporabnika.
V zalednem sistemu smo za namen obdelave registracijskih podatkov
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ustvarili API dostopno točko register.ts. Ko uporabnik vpǐse vse podatke
v spletni obrazec in pritisne potrditveni gumb, se pokliče asinhrona me-
toda sendData, preko katere s POST zahtevkom na registracijsko API točko
pošljemo podatke o uporabniku v zaledni sistem. Za namen obdelave uporab-
nikovih podatkov smo v API dostopni točki ustvarili funkcijo saveUserData,
ki pretvori geslo uporabnika v zgoščeno vrednost s pomočjo razpršilnega al-
goritma Bycrypt [35] ter shrani uporabnikove podatke v tabelo Uporabniki.
Po uspešni obdelavi uporabnikovih podatkov se uporabniku prikaže pojavno
sporočilo (angl. Popup Message) o uspešni registraciji. Ko uporabnik zapre
pojavno sporočilo, je preusmerjen na prijavno stran.
Slika 6.15: Zaslonska maska spletne strani za registracijo uporabnika.
6.5.4 Prijavna stran
Po uspešni registraciji se lahko uporabnik prijavi. Pred prijavo mora upo-
rabnika potrditi še skrbnik sistema, da se prepreči dostop nepooblaščenim
osebam do žive slike zasebnega prostora. Za namen prijavne strani smo ustva-
rili datoteko login.ts ter ji dodali funkcijo, ki vrne HTML predlogo. HTML
36 Miha Kloar
predlogo sestavljata vnosni polji za uporabnǐsko ime in geslo ter gumb. Za
namen obdelave prijavnih podatkov smo ustvarili API dostopno točko lo-
gin.ts.
Slika 6.16: Zaslonska maska spletne strani za prijavo uporabnika.
Ko uporabnik pritisne gumb za prijavo, spletna aplikacija preveri, ali
sta polji za vnos prazni. Če sta polji prazni, se na spletni strani prikaže
sporočilo o nepopolnosti podatkov. Ko so podatki s pomočjo POST zahtevka
uspešno poslani na prijavno API točko, jih mora ta preveriti. Za namen
preverjanja podatkov smo ustvarili funkcijo checkUserData, ki preveri, ali je
uporabnik s tem elektronskim naslovom sploh registriran v našem sistemu.
S pomočjo Prisma ORM smo ustvarili SQL poizvedbo, s katero preverimo,
ali elektronski naslov že obstaja v podatkovni bazi. Če uporabnik obstaja v
podatkovni bazi, se preveri še geslo uporabnika. Pri preverjanju gesla se to
pretvori v zgoščeno vrednost, zatem pa se primerja zgoščena vrednost s tisto
v podatkovni bazi. Če se gesli ujemata, zaledni sistem ustvari spletni žeton
JWT (angl. JSON Web Token), ki poleg podatka o trajanju žetona hrani
še podatek o imenu, elektronskem naslovu in statusu uporabnika, tj. ali je
uporabnik administrator.
Po ustvarjanju spletnega žetona JWT zaledni sistem shrani žeton JWT
v lokalno shrambo (angl. Local Storage) spletne aplikacije, uporabnik pa
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je preusmerjen na stran za spremljanje žive slike. Pri vsakem dostopu do
zavarovanih strani, tj. strani, ki so dostopne samo prijavljenim uporabnikom,
smo v zalednem sistemu ustvarili funkcijo checkSessionData, ki prebere žeton
JWT iz lokalne shrambe in preveri, ali je veljaven. Če žeton ni veljaven,
spletna aplikacija uporabnika preusmeri na prijavno stran.
6.5.5 Stran za prikaz žive slike
Navadni uporabnik ima po prijavi možnost dostopa samo do indeksne strani,
ki jo sestavlja pregled nadzorne kamere. Indeksno stran smo ustvarili z dato-
teko index.ts. Dodali smo ji funkcijo, ki vrne HTML predlogo, sestavljata pa
jo HTML elementa H1 in slika. Vir slike (atribut src HTML elementa img)
kaže na Flask strežnik, ki generira živo sliko (slika 6.17).
Slika 6.17: Prikaz kode za vir slike.
Slika 6.18: Zaslonska maska spletne strani za prikaz žive slike.
6.5.6 Administratorske strani
Do administratorskih strani lahko dostopa samo privilegiran uporabnik, ki je
v našem sistemu lahko samo eden. Pri vsakem dostopu do administratorskih
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strani zaledni sistem v žetonu JWT preveri, ali je uporabnik administrator.
Če uporabnik ni administrator sistema, se na spletni strani pojavi pojavno
sporočilo, ki uporabnika obvesti, da ne more dostopati do strani. Sistem
vsebuje pet administratorskih strani. Administrator lahko ureja nastavitve
lastnosti kamere, blokira/potrjuje uporabnike, preverja vse prijave in inci-
dente sistema.
Pred izdelavo administratorskih strani smo za administratorske strani na-
stavitve lastnosti kamere, blokiranje/potrjevanje uporabnikov ustvarili pripa-
dajočo API dostopno točko, preko katere se pridobivajo podatki za posame-
zno stran.
Za pridobivanje podatkov o nastavitvah lastnosti kamere smo ustvarili
camera-settings.ts, v kateri smo ustvarili funkcijo handle. Funkcija kot para-
meter prejme objekt za API zahtevek in objekt za API odgovor (slika 6.19).
Če je zahtevek na API točko tipa GET, preberemo podatke o nastavitvah
kamere s JSON datoteke camera-settings.json in podatke o urniku strežnika,
ki servira živo sliko iz JSON datoteke server-scheduling.json. Dostopna točka
z ukazom res.json( cameraSettings, scheduleSettings ) odgovori s podatkoma
o nastavitvah kamere in urniku strežnika (slika 6.20).
Slika 6.19: Prikaz API točke za nastavitve lastnosti kamere.
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Slika 6.20: Prikaz odgovora API točke v obliki besedila JSON za nastavitev
lastnosti kamere.
API dostopna točka unapproved-users.ts za nepotrjene uporabnike na
GET zahtevek odgovori s podatki o vseh uporabnikih, ki so nepotrjeni v
našem sistemu. Nepotrjene uporabnike sistema smo dobili tako, da smo
ustvarili SQL poizvedbo s pomočjo Prisma ORM, pri čemer smo v pogoju
SQL poizvedbe navedli negiran atribut isConfirmed (slika 6.21). Z banned-
users.ts smo ustvarili novo API dostopno točko, ki bo vračala vse uporabnike,
ki so blokirani v sistemu. Za pridobivanje podatkov o blokiranih uporabni-
kov smo ustvarili podobno SQL poizvedbo kot pri nepotrjenih uporabnikih,
spremenili smo samo atribut v pogoju na isBanned.
Slika 6.21: Prikaz pridobivanja nepotrjenih uporabnikov s pomočjo Prisma
ORM.
Spletno stran za pregled in urejanje nastavitve lastnosti kamere smo
ustvarili z datoteko camera-settings.ts. V datoteki smo ustvarili funkcijo, ki
vrača HTML predlogo in prikazuje podatke o nastavitvah lastnosti kamere.
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Ko uporabnik obǐsče stran z nastavitvami za kamero, se pokliče funkcija get-
Data, s katero spletna stran s pomočjo GET zahtevka pridobi podatke o
nastavitvah lastnosti kamere iz API dostopne točke /api/camera-settings.ts.
Za spreminjanje nastavitev smo v HTML predlogo dodali vnosna polja za
določanje novih vrednosti ter gumb (slika 6.22).
Slika 6.22: Zaslonska maska strani za prikaz nastavitev kamere.
Pred pritiskom na potrditveni gumb se vnosna polja preverjajo, zato smo
v programski kodi opravili validacijo s pomočjo AJV JSON shema validatorja
[1]. Z njim preverimo, ali polja ustrezajo območju znotraj dovoljene meje za
ločljivost slike, svetlost, ostrino, frekvenco in nasičenost. Dovoljene meje smo
definirali na začetku datoteke camera-settings.ts. V primeru uspešne valida-
cije se nove vrednosti posodobijo in shranijo, na novo pa se zažene strežnik
za krmiljenje slike, da ima kamera dostop do posodobljenih nastavitev. V
nasprotnem primeru se vrednosti ne uveljavijo in na spletni strani se prikaže
sporočilo za neveljavne spremembe.
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Nadzor prostora ni vedno potreben, zato smo se odločili, da bomo do-
dali še nastavitev, s katero se bo strežnik za kamero samodejno ugasnil po
določeni uri dneva. Dodali smo tudi možnost, da strežnik ne deluje ob vi-
kendih (sobota in nedelja). V ta namen smo ustvarili skripto scheduling.js,
s katero vsako minuto preverjamo, ali moramo ugasniti strežnik glede na
izbrane nastavitve. Nastavitve za urnik strežnika smo shranili v datoteko
server-scheduling.json.
Ker se v sistem lahko prijavijo samo potrjeni uporabniki, smo ustva-
rili stran confirm-user.ts (slika 6.23), ki je zgrajena s pomočjo tabele. Ko
uporabnik obǐsče stran, spletna aplikacija pošlje GET zahtevek na API do-
stopno točko za pridobivanje nepotrjenih uporabnikov in prikaže nepotrjene
uporabnike v tabeli. S pritiskom na gumb potrdi (angl. Approve) v tabeli se
v zaledni sistem preko POST zahtevka pošlje podatek o uporabnikovi unika-
tni številki, s katero zaledni sistem v podatkovni bazi posodobi uporabnika
– spremeni se polje ”je potrjen”.
Slika 6.23: Zaslonska maska strani za potrjevanje uporabnikov.
Administrator lahko uporabnika tudi blokira, kar pomeni, da ta uporab-
nik ne bo dobival SMS sporočil v primeru incidenta, prav tako se ne bo mogel
vpisati v sistem. Spletno stran smo ustvarili z ban-user.ts in je sestavljena
s pomočjo tabel. S pritiskom na gumb blokiraj (angl. Ban) v tabeli se v
zaledni sistem preko POST zahtevka pošlje podatek o uporabnikovi unikatni
številki, s katero zaledni sistem v podatkovni bazi posodobi uporabnika –
spremeni se polje ”je blokiran”.
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Slika 6.24: Zaslonska maska strani za blokiranje uporabnikov.
Stran pregleda nad prijavami v sistem smo ustvarili zaradi tega, da lahko
administrator zazna nepravilno vedenje sistema (povečano število prijav v
določenem trenutku). Tako kot pri preǰsnjih straneh smo tudi tu uporabili
tabelo, s katero smo prikazali podatke. Pri tej strani smo za nalaganje po-
datkov uporabili tehniko upodabljanja na strani strežnika [19] (angl. Server
Side Rendering), pri čemer takšen pristop uporabniku omogoča, da takoj vidi
podatke. Za implementacijo upodabljanja na strani strežnika smo ustvarili
asinhrono funkcijo getServerSideProps, preko katere smo dobili podatke o
prijavah iz podatkovne baze (slika 6.25).
Slika 6.25: Upodabljanje na strani strežnika.
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Slika 6.26: Zaslonska maska strani za prikaz prijav v sistem.
Zadnja administratorska stran sestavlja prikaz vseh incidentov, ki so se
zgodili v našem sistemu. Tako kot v preǰsnji strani smo tudi tu uporabili
upodabljanje na strani strežnika (angl. Server Side Rendering). V tabeli
prikazujemo podatke o datumu in času ter spletni povezavi na AWS S3.
Slika 6.27: Zaslonska maska strani za prikaz incidentov.
6.5.7 Nalaganje slike in pošiljanje SMS sporočil
Po vsakem zaznanem gibanju se vsaka slika shrani v oblačno storitev AWS S3.
Za izbor oblačne storitve smo se odločili zaradi tega, ker ta omogoča cenovno
ugodno gostovanje datotek. Prvo leto uporabe je možno hraniti brezplačno
do 15 GB podatkov vsak mesec ter izvesti do dvajset tisoč poizvedb. Za
uporabo AWS S3 storitve smo ustvarili račun, za tem smo implementirali
programsko kodo, ki bo shranjevala naše slike. Za pošiljanje slike na AWS S3
smo v imeniku services ustvarili datoteko upload-service.ts, v njej pa ustvarili
razred, ki skrbi za inicializacijo AWS S3 klienta v konstruktorju razreda, ter
funkcijo uploadPhoto, ki kot parameter prejme pot do slike in s pomočjo
AWS S3 klienta pošlje s POST zahtevkom sliko na AWS S3. Za uspešno
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nalaganje slike na AWS S3 smo morali najprej iniciliazirati AWS S3 klienta
s podatki o našem dostopnem ključu (angl. Access Key) in tajnem ključu
(angl. Secret Key). Pred prvo uporabo funkcije za nalaganje slike smo ključa
ustvarili preko uporabnikove konzole na uradni strani oblačne storitve AWS.
Ustvarjena ključa smo shranili v datoteko .env, iz katere preberemo podatke
za vsako inicializacijo AWS S3 klienta (slika 6.28).
Slika 6.28: Uporaba tajnega in dostopnega ključa pri S3 klientu.
Za konec smo poiskali še storitev za pošiljanje SMS sporočila. Zaradi ce-
novno ugodnega pošiljanja SMS sporočil smo se odločili za uporabo storitve
Twillio. Na uradni strani storitve smo ustvarili račun ter kupili telefonsko
številko, s katere pošiljamo SMS sporočila. Vsako telefonsko številko po-
trjenega uporabnika sistema smo potrdili še znotraj Twillio sistema. Cena
posameznega SMS sporočila znaša 0.04e, pri ustvarjanju računa pa smo
pridobili 15e brezplačnega bonusa za namene testiranja.
Za pošiljanje SMS sporočil smo v datoteki /services/sms-service.ts ustva-
rili asinhrono funkcijo sendSms, ki kot parameter prejme telefonsko številko
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ter vsebino sporočila. Tako kot pri pošiljanju slike smo tudi tu morali pri
POST zahtevi uporabiti dostopni in tajni ključ, katerega nam ni bilo po-
trebno ustvariti na uradni strani, ampak smo ga zgolj shranili v datoteko
.env za vsako nadaljnjo POST zahtevo.
Slika 6.29: Prikaz SMS sporočila.
Nastali funkciji smo uporabili v API dostopni točki, ki jo uporablja ka-
mera za vsak zaznan gib. V zalednem sistemu smo ustvarili API dostopno
točko send-warning.ts. Ob vsakem klicu na dostopno točko se sprva preveri,
ali so poslani parametri POST zahtevka pravilni. Preveri se, ali parametri
vsebujejo pot do slike ter ali slika obstaja na trdem disku RPi4. Če po-
slani parametri ne ustrezajo validaciji, se kot odgovor pošlje neveljaven klic
s sporočilom o napaki. V primeru pravilnih parametrov pa najprej shranimo
sliko na AWS S3 s pomočjo funkcije uploadPhoto, nato pa iz podatkovne baze
preberemo vse uporabnike, ki so potrjeni in niso blokirani. Nato tem upo-
rabnikom z uporabo funkcije sendSms pošljemo SMS sporočilo ter shranimo




rešitvami in možne nadgradnje
V tem poglavju bomo primerjali izdelan sistem z eno od obstoječih rešitev
– Design of smart home security system using object recognition and PIR
sensor [37] (v nadaljevanju obstoječa rešitev). Primerjali bomo cenovni in
funkcionalni vidik obeh rešitev ter predstavili njune prednosti in slabosti.
Predstavili bomo tudi možne nadgradnje in primere uporabe naše rešitve.
Obstoječo rešitev sestavlja Raspberry Pi 3, kamera, PIR senzor, tj. sen-
zor za zaznavo gibanja, ter alarmna naprava za spuščanje zvoka. Rešitev
omogoča napredneǰsi nadzor gibanja od našega sistema. Gibanje se zajema
s pomočjo PIR senzorja, kar pomeni, da je zaznava gibanja natančneǰsa od
našega sistema. Pri zaznavi gibanja pa obstoječa rešitev upošteva zgolj gi-
banje oseb, ne pa tudi ostalo gibanje, kot v primeru našega sistema. Ob-
stoječa rešitev omogoča še zvočni alarm ob zaznanem gibanju, ne omogoča
pa pregleda žive slike v spletni aplikaciji, shranjevanje incidentov v podat-
kovno bazo, možnost pošiljanja SMS sporočil ter shranjevanja slike v oblačno
storitev. Ker točne cene obstoječe rešitve ne poznamo, lahko glede na izbiro
komponent obstoječe rešitve predvidevamo, da naš sistem omogoča več funk-
cionalnosti za podobno ceno. Primerjave funkcionalnosti obeh sistemov so
predstavljene v tabeli 7.1.
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Funkcionalnost Obstoječa rešitev Naš sistem
Zaznava gibanja x x
Sprožitev alarma x /
Shranjevanje slike / x
Pregled žive slike / x
Pošiljanje SMS sporočil / x
Možnost urejanja nastavitev sistema / x
Možnost shranjevanja incidentov / x
Cena / 150e
Tabela 7.1: Primerjava funkcionalnosti projekta in našega sistema.
7.1 Možne nadgradnje našega sistema
Izdelan sistem še ni dokončen in omogoča več izbolǰsav, vendar ponujamo več
funkcionalnosti kot obstoječa rešitev Design of smart home security system
using object recognition and PIR sensor.
Pri zajemu slike smo ugotovili, da bi lahko uporabili bolǰso kamero, ka-
tera bi omogočala zajem bolj kakovostne slike. Pri nadzorovanju doma smo
se osredotočili na en sam prostor, kjer se nahajajo najbolj vredni predmeti
v prostoru. Z uporabo dodatnih kamer bi lahko nadzirali več prostorov
hkrati. Med implementacijo smo ugotovili, da RPi4 ni dovolj zmogljiv, da
bi podpiral najvǐsje ločljivosti za sliko, ki jih dopušča naš sistem, zato bi za
bolǰse delovanje sistema potrebovali zmogljiveǰso strojno opremo. Dodali bi
lahko senzorje za zaznavo razbitega stekla in gibanja, s katerim bi omogočali
bolj natančen zajem gibanja. Za bolǰse poročanje incidentov bi lahko dodali
možnost pošiljanja elektronskih sporočil in omogočili pošiljanje SMS sporočil
brez uporabe Wi-Fi.
Naš sistem bi lahko zaznal gibanje s pomočjo umetne inteligence, pri
čemer bi z uporabo takšnega nadzora gibanja zaznali le osebe in ne tudi živali.
Da bi lahko nadzor prostorov zajemali z več kamerami ter uporabili dodatne
senzorje, bi morali pri nadgradnji upoštevati tudi dodatno programiranje
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spletne aplikacije in zalednega sistema. Predlagan sistem bi lahko uporabljali
za nadzor enega prostora; z zgoraj navedenimi nadgradnjami pa bi ga lahko




Obstoječe varnostne rešitve za nadzor prostorov so prepogosto cenovno neu-
godne ali pa je mogoče kupiti samo posamezne module za nadzor prostorov
(kamera in različni senzorji), ki med seboj niso združljive in ponujajo malo
funkcionalnosti. V ta namen smo izdelali cenovno ugoden prototip sistema
za nadzor prostora, katerega funkcionalnosti so primerljive z dražjimi sistemi.
S pomočjo ogrodja NextJS smo ustvarili spletno aplikacijo, ki deluje na
mini računalniku RPi4. Programski jezik Python smo uporabili za avtomat-
ski nadzor nad kamero ter ustvarili funkcijo, ki zazna gibanje v prostoru. Sis-
tem podpira različne uporabnǐske vloge. Navadni uporabnik v sistemu lahko
preverja trenutno živo sliko prostora, administratorski uporabnik pa lahko
preverja živo sliko prostora, preverja in ureja lahko trenutne nastavitve za
kamero, urnik strežnika za kamero, potrjuje in blokira uporabnike sistema,
preverja vsa poslana SMS sporočila ter vse prijave v naš sistem. Lahko tudi
ugasne in prižge strežnik, ki krmili kamero. Ob vsakem zaznanem gibanju se
vsem potrjenim in neblokiranim uporabnikom pošlje SMS sporočilo, zaledni
sistem pa shrani sliko v oblačno storitev AWS S3. Prototipni sistem vsebuje
funkcionalnosti, ki smo jih navedli v okviru opredelitve zahtev, vendar bi
lahko sistem še dodatno razširili.
Pri izdelavi smo se ogromno naučili, z izdelanim prototipnim sistemom pa
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