Abstract-This paper presents a concise and efficient implementation of a method of producing De Bruijn sequences. The implementation is based on a recursive method due to Lempel [5]. We provide code for a function that for each pair of integers n ≥ 2 and 0 £ x < 2 n−2 returns a unique De Bruijn sequence of order-n. The implementation requires only O(2 n ) bit operations Index Terms-Shift register sequences, De Bruijn graphs, computational complexity, recursive algorithms, NESL programming language.
INTRODUCTION
THE use of shift registers to produce sequences of zeros and ones with various randomness properties is well established (see, e.g., [1] , [4] ). In this paper, our concern is the generation of long shift register sequences, known as full cycles or De Bruijn sequences. An order-n De Bruijn sequence is a sequence of 2 n bits, which when arranged on a circle contains, as subsequences of consecutive bits, every n-bit sequence. Finding a De Bruijn sequence is equivalent to the problem of finding a Hamiltonian (directed) cycle in a shiftregister graph, called a De Bruijn graph. A variety of algorithms for finding such sequences can be found in the survey papers of Fredrickson [3] and Ralston [6] . All the algorithms presented therein apparently require W(n2 n ) bit operations (bit-ops) to generate an order-n De Bruijn sequence.
In this paper, we provide a particularly concise and efficient implementation for generating De Bruijn sequences. The implementation is based on a recursive method due to Lempel [5] . We provide code for a function Generate-DeBruijn(n, x) which takes an integer n, and returns a order-n De Bruijn sequence; a length n−2 bitstring x specifies a unique one out of a possible 2 n−2 sequences to return. Our implementation requires only O(2 n ) bit-ops, whereas a naive implementation would require W(n2 n ) bit-ops. In addition, our implementation enjoys extremely good locality of reference. Since nearly all memory references come from scanning arrays. For expository purposes, we provide working code for our implementation using the programming language NESL [2] , an applicative language with transparent semantics. NESL's advantage is that it provides high-level scanning primitives, and also provides a simple mechanism for calculating complexity on various serial and parallel machine models. From the code it is readily apparent that a parallel implementation is also quite efficient: only n parallel steps are required to generate an order-n sequence. The NESL code we provide can be easily translated into C-code (available from the author). Using the C language implementation we can generate a De Bruijn sequence of size 2 20 in under five seconds (wall clock time) on a Sparcstation IPC.
PRELIMINARIES

The De Bruijn Graph
The 2 n -node De Bruijn graph ' n is the digraph whose node-set is B n , the set of all n-bit strings. Given a pair of strings x, y OE B n , we write x AE y if there is an arc in ' n from x to y. Given an oriented k-cycle C containing string g, let |g| C (0 £ |g| C £ k − 1) denote the number of arcs required to reach g from the beginning of the cycle. Equivalently, |g| C is the index (mod k) of the terminating (rightmost) bit of string g in the bit representation of the k-cycle defined by C.
Lempel's Homomorphism
Consider the set of n-bit strings B n , and let the mapping D :
where addition is modulo 2. It is easily verified that D is a two-toone onto mapping that induces a graph homomorphism ' n AE ' n−1 [5] . Each arc in ' n−1 (with the exception of the two self-loops)
is the image under D of a pair of node disjoint arcs in ' n . Hence, by induction it follows that any path in ' n−1 is the image under D of a pair of node disjoint paths. Lempel [5] showed that if the
It is easy to verify that the number of ones in a full 2
. Hence, for all n > 1 the pre-image under D of a full cycle
By applying the inverse of the mapping D, we find that we can represent these cycles as follows:
The reader may easily verify that applying the mapping D to each 0018-9340/97$10.00 ©1997 IEEE of the nodes in the cycle C (or cycle C ) produces the cycle F (see also Theorem 5 in [5] ). We will assume, without loss of generality, that C is oriented at a and C is oriented at a . We now describe an inductive construction whereby we join the To maximize efficiency, when generating sequences inductively, it will be important to compute |b| w , the index of the alternating-string in each full cycle w, so that we have a handle on where to join the pair of cycles needed to obtain the next induc- Recall that the number of arcs traversed in the cycle C when traveling from a to b plus the number of arcs traversed when traveling from b back to a is precisely 2 n . Of course, this latter summand is the same as the number of arcs traversed when traveling from b to a in the cycle C . The arcs traversed when traveling from a to a in the cycle defined by w 0 is precisely the arcs in C from a to b, followed by a hop over to b OE C , followed by the arcs traversed when traveling from b to a in C . Hence, the total number of arcs traversed is 2 n + 1, and the third identity holds.
The fourth identity follows from an argument similar to that for the third.
THE IMPLEMENTATION
The following function, Next-DeBruijn, takes as input three parameters w,i,k, where w is a De Bruijn sequence given by its bit representation (oriented at a), an integer i is required to be a w the path-length in w from the origin a to a , and a single bit k specifies the type of interchange to be performed (k = 0 specifies a type-0 and k = 1 specifies a type-1 interchange). The output of the function is a De Bruijn sequence of the next higher order. We use the NESL language to express the function since the language provides a number of built-in functions that compute scans or parallel prefix operations on a sequence. We use a function xor_iscan that returns a sequence that is the (inclusive) parallel prefix using the xor operator, i.e., if x = x 1 x 2 º x n is an n-bit string, then xor_iscan(x) = y = y 1 y 2 º y n , where for each i we have that y i = x 1 xor x 2 xor xor x i . PROOF OF CORRECTNESS. The fact that cycle C is defined by the bit sequence C = xor_iscan(w) follows from the inversion of Lempel's homomorphism (as described above) and the fact that we have oriented the cycle at a. The fact that cycle C is defined by Cbar = {1 -a : a in C}, the bit complement of C, follows similarly. We consider the case where k = 0, i.e., the construction using the type-0 interchange. The correctness of the case where k = 1 follows from a similar argument. Recall that the inductive construction makes use of four subpaths defined by dividing the inductively defined cycles C and C into two pieces each. For the type-0 interchange, the first piece of the full cycle is the portion of C that defines a path from a to b. We know from Proposition 1 that b w 0 the pathlength from a to b is i w = a . Hence, by taking part1 as the first i bits from C we isolate the subpath of C from a to b. The second subpath we need is the path in C from b to a . Note that appending the ith bit of Cbar to part1 will bring the path to node b . It follows that by dropping the first i − 1 bits of Cbar, called part2, and appending this to part1, we achieve a path from a to a . Appending part3, the first i − 1 bits of Cbar, finishes the path at the predecessor node of b , and completes the visitation of all nodes in the cycle C . Finally, appending part4, the last |C| − i bits of C, brings us back to complete the cycle C by beginning at the successor of b and finishing at a; and thus, the full cycle is completed.
We now define a function that will generate a De Bruijn sequence of any order. The function makes use of that fact that there are two ways (via the type-0 and type-1 interchanges) to build a De Bruijn sequence of order-n from one of order-(n − 1). The function takes as input an integer n ≥ 2 and a sequence x of n − 2 bits (indexed from 0 to n − 3), one bit specifying the interchange type for each inductive step. For each input pair the function returns a unique De Bruijn sequence of order n. Hence, the correctness of Generate-DeBruijn follows from the correctness of the Next-DeBruijn function, and the fact that the stopping conditions are easily verified.
