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POVZETEK 
Živimo v času številnih sprememb in tehnoloških inovacij, ki nam večinoma olajšujejo 
življenje na mnogih področjih. Avtomobilska industrija ni nobena izjema, saj zlasti v 
zadnjih nekaj letih, proizvajalci avtomobilov z drugačnimi vrstami pogonov, predvsem 
električnim, pridobivajo na pomembnosti. Kot družba si ne moremo več zatiskati oči 
pred dejstvom, da se motorji z notranjim izgorevanjem bližajo koncu svojega 
življenjskega obdobja. Te večje spremembe spremljajo tudi manjše inovacije, ki, če 
ostanemo v avtomobilski industriji, povečujejo varnost v vožnji, jo delajo udobnejšo ali 
kakor koli drugače pripomorejo k celostni izkušnji, ki jo doživljajo voznik in sopotniki 
v avtomobilu.  
Med slednje vsekakor sodijo pripomočki za parkiranje, saj so avtomobili z vsakim 
novim modelom za nekaj centimetrov večji, parkirni prostori pa te rasti ne dohajajo.  
Tako je parkiranje vedno težje, saj ne samo, da se velikost avtomobilov povečuje, 
povečuje se tudi njihovo število. Po podatkih Statističnega urada RS [12], ima v 
Sloveniji vsako gospodinjstvo v povprečju 1,3 avtomobila, kar pomeni, da ima vsak 
drugi prebivalec RS svoj avtomobil. To seveda povzroča precej hujše probleme, 
predvsem za okolje in odpira številna bolj pomembna vprašanja kot so težave pri 
parkiranju, zaradi česar sem omenil tudi alternativne vrste pogonov, vendar pa se v želji 
po olajševanju celostne izkušnje v prometu razvija tudi tehnologija, ki skrbi za ta 
aspekt.  
Ultrazvočni senzorji se namreč ne uporabljajo več zgolj kot pripomočki pri parkiranju, 
temveč najdemo aplikacije te tehnologije v kombinaciji z lasersko tudi pri zadnjih 
testiranjih popolnoma samodejnih oziroma samovozečih avtomobilov. 
KLJUČNE BESEDE 
Ultrazvočni senzorji HC-SR04, pripomoček za parkiranje, parkirni senzor, grafični 
vmesnik, meritev razdalje, Arduino.  
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ABSTRACT 
We live in times of constant change and technological innovations designed to make our 
lives easier. Automotive industry is no exception when it comes to innovation, 
especially in the last few years as the companies that are developing alternative ways to 
power cars get more attention in mass media. The time has come when we as a society 
can no longer ignore the fact that internal combustion engines are coming towards the 
end of their lifespan. The big changes such as electric engines in cars are accompanied 
by small ones that constantly improve our driving experience, by making it either easier 
or safer for the driver as well as the passengers.  
Park-assist is definitely one of these systems that are making our driving easier and 
safer. The cars are getting bigger with every new model and parking space sizes are not 
keeping up, which makes parking our cars increasingly dificult. Not only are the cars 
getting bigger, the sheer number of cars in the streets is growing fast. According to 
Statistical office of the Republic of Slovenia [12] every household in Slovenia owns 1.3 
cars. That means every other Slovenian citizen owns a car. This of course opens up far 
more serious issues than having trouble parking which is why I mentioned alternative 
ways to power cars in the future. Nevertheless, the technology that helps in these areas 
is evolving as well. Ultrasonic technology has been around for a few decades now and 
applications of the sensors have grown beyond park-assist. In combination with laser 
technology all major car manufacturers are using ultrasonic sensors to produce the next 
big thing - self-driving cars.  
KEYWORDS 
Ultrasonic sensor HC-SR04, park-assist, parking sensors, graphic shield, distance 
measurement, Arduino. 
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1.UVOD 
Dandanes so avtomobili polni elektronskih sistemov, ki nam pomagajo voziti varneje. 
To so bodisi sistemi za preprečevanje blokiranja koles med zaviranjem bodisi sistemi za 
preprečevanje zdrsa med pospeševanjem oziroma enakomerno porazdelitev moči med 
kolesi ali pa naprave, ki nam povečajo udobje vožnje, med katere sodi klimatska 
naprava, in v primeru avtomobilov višjega cenovnega razreda sistemi za dinamično 
vzmetenje.  
V serijsko opremo se počasi vključuje tudi sistem parkirnih senzorjev, ki je še posebej 
uporaben pri avtomobilih, pri katerih nimamo dobrega pregleda nad prednjim in 
zadnjim koncem in pri višjih avtomobilih, kjer težko opazimo nizke ovire. Na trgu 
lahko najdemo številne poceni sisteme parkirnih senzorjev, ki jih lahko naknadno 
vgradimo v avtomobile starejših letnikov, vendar ti sistemi ob približevanju oviri 
oddajajo le zvočni signal oziroma v primeru nekoliko bolj naprednih sistemov 
prikazujejo oddaljenost z LED diodami. Dokaj običajni sestavni del opreme postaja tudi 
kamera za vzvratno vožnjo, vse več avtomobilov višjega srednjega in višjega cenovnega 
razreda pa je sposobnih tudi samodejno bočno parkirati.  
Sistem, ki sem se ga lotil v tem diplomskem delu vključuje grafični vmesnik, ki je bil 
razvit na Fakulteti za elektrotehniko pri predmetu Digitalni elektronski sistemi posebej 
za odprtokodno mikrokrmilniško platformo Arduino [7]. Pri tem sem uporabil Arduino 
Leonardo mikrokrmilnik [2] in cenovno dostopni ultrazvočni senzor HC-SR04 [4] ter 
grafični vmesnik [6]. 
Pri izvedbi sem uporabil le dva ultrazvočna senzorja – enega za prednji del avtomobila 
in drugega za zadnji del. To je dovolj za ilustracijo delovanja, vendar bi za resno 
aplikacijo seveda potrebovali več senzorjev, ki bi morali biti tudi odporni na zunanje 
vplive (vremenske vplive in nihanje temperature). 
Cilj te diplomske naloge je bil aplikacija grafičnega vmesnika (v angleščini: Shield) za 
izdelavo cenovno dostopnega sistema parkirnih senzorjev za uporabo v avtomobilu. 
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2. OPIS SHEME VEZAVE ARDUINA, GRAFIČNEGA 
VMESNIKA IN SENZORJEV 
Grafični vmesnik je zasnovan kot razširitveno vezje (shield) za odprtokodno 
prototipno mikrokrmilniško platformo Arduino, uporabil pa sem mikrokrmilnik Arduino 
Leonardo. Vmesnik se priključi na mikrokrmilnik z zlaganjem (stacking) na obstoječe 
pine mikrokrmilnikja. Glavni gradnik razširitvenega vezja je FPGA čip Xilinx 
Spartan-3A XC3S50A [13], [8], ki so ga v ta namen sprogramirali študenti FE pri 
predmetu Digitalni elektronski sistemi (DES) v jeziku VHDL (Very-high-speed 
integrated circuits Hardware Description Language).  
Grafični vmesnik ima analogni izhod VGA z ločljivostjo 640 × 480 točk in ga je 
mogoče priključiti na kateri koli monitor z vhodom VGA. Grafični vmesnik ima le šest 
pinov, na katere je mogoče priklopiti kakšno zunanjo napravo.  
Od teh šestih pinov sem jih izkoristil pet. Po dva za Trigger in Echo za vsakega od 
senzorjev in GND, pin 3 pa je ostal prost.  
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Slika 1.1: Vezava dveh ultrazvočnih senzorjev HC-SR04 z Arduino Leonardo 
mikrokrmilnikom z grafičnim vmesnikom
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Senzorja in mikrokrmilnik z razširitvenim vezjem sem povezal s pomočjo protoboarda 
in povezovalnih žic. 
2.1. Arduino Leonardo 
Arduino Leonardo [2] je ena od številnih različic mikrokrmilniškega vezja tega 
priljubljenega izdelovalca odprtokodne prototipne platforme. Glavna prednost pred 
konkurenco je ta, da deluje na vseh operacijskih sistemih, medtem ko je večina drugih 
mikrokrmilnikov omejenih na operacijski sistem Windows.  
Glavni sestavni del Leonarda je 8-bitni Atmelov AVR mikrokrmilnik ATmega32u4, ki 
ga zaznamuje 32 KB samo-programirljivi Flash spomin, 1KB EEPROM spomina, USB 
2.0 z dvema hitrostma (do 12 Mbit/s in 1,5 Mbit/s) in 12-kanalni 10-bitni A/D 
pretvornik.  
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Slika 2.1: Arduino Leonardo mikrokrmilnik [2] 
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2.2. HC-SR04 ultrazvočni senzor 
Ultrazvočni senzor [10] deluje na principu oddajanja zvoka v frekvenčnem območju nad 
našim slišnim področjem (nad 20kHz) in sprejemanja povratnega zvočnega vala, ki se 
odbije od objektov v prostoru, merjenju časa med oddanim in prejetim signalom ter 
preračunavanju tega časa v razdaljo s pomočjo splošne formule za hitrost in podatka o 
zvočni hitrosti.  
Na trgu je precej vrst ultrazvočnih senzorjev, najbolj pogosto uporabljan pri projektih z 
Arduino mikrokrmilniki in eden cenovno najugodnejših trenutno na trgu pa je HC-SR04 
[4]. 
Ultrazvočni senzor deluje tako da 10 mikrosekundni impulz pripeljemo na Triger Pin 
(TP), kar sem izvedel na sledeči način: 
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Slika 2.2: Prednja in zadnja stran ultrazvočnega senzorja HC-SR04
digitalWrite(TP, LOW); 
delayMicroseconds(2); 
digitalWrite(TP, HIGH);  // postavi Trig pin v visoko stanje za več kot 10us impulz 
delayMicroseconds(10); 
digitalWrite(TP, LOW); 
     delayMicroseconds(60);
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To povzroči, da kontrolno vezje, vgrajeno v senzor, odda osem kratkih, 40 kHz pulzov 
in čaka povratno informacijo. S pomočjo časovne zakasnitve, po kateri Echo pin dobi 
povratno informacijo, izračunamo razdaljo do ovire. Za računanje razdalje v centimetrih 
je širina posameznega pulza (pulse width) dolga 58, za računanje razdalje v palcih pa 
148 mikrosekund.  
Senzor deluje dokaj natančno v območju od 2 do 400 cm, kot, v katerem je meritev 
oziroma sprejem, ki ga zazna Echo pin, relevanten in predvsem mogoč, pa znaša 30 
stopinj, kar je razvidno iz slike 2.2b. Pogosto se je namreč zgodilo, da Echo pin ni 
zaznal odbojnega signala, bodisi zaradi naklona površine, bodisi zaradi materiala. 
Opazil se  namreč, da je pri materialih, ki so zvočno izolativni, odboj slabši in povratni 
val šibkejši, včasih pa ga Echo sploh ni zaznal.  
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Slika 2.2a: Časovni diagram senzorja HC-SR04 [4]
Čas med dvema meritvama > 60 ms
(je enak merilnemu ciklu <16,6 Hz)




pulza in razdalja sta 
v razmerju.
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V diplomski nalogi sem doseg omejil na en meter saj v praksi ovire, ki so oddaljene več 
kot en meter ne predstavljajo grožnje za povzročitev škode na avtomobilu. 
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Slika 2.2b: Kot merjenja senzorja [4]
Praktični preizkus delovanja, najboljši rezultati znotraj 30 stopinj
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2.3. Grafični vmesnik 
Grafični vmesnik za Arduino [6] je bil izdelan pri predmetu Digitalni elektronski 
sistemi. Gre za modificirano razvojno ploščo S3A [9] s programirljivim vezjem FPGA 
(Field Programmable Gate Array) Xilinx Spartan-3A XC3S50A v ohišju VQ100. FPGA 
je napredna programirljiva logična tehnologija, ki jo programiramo z uporabo strojno 
opisnih jezikov (HDL-ov), kot sta VHDL in Verilog. 
Grafični vmesnik je zasnovan tako, da dimenzijsko in arhitekturno ustreza velikosti in 
pozicijam pinov večine Arduino mikrokrmilnikov, saj ga nanj spojimo kot razširitveno 
vezje oziroma shield.  
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Slika 2.3: Grafični vmesnik - pogled z vrha
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Grafični vmesnik deluje v VGA načinu z ločljivostjo 640 x 480 točk z 256 barvami in s 
frekvenco osveževanja 60 Hz. Zaradi omejenega pomnilnika (256kB statičnega RAM-a) 
se znotraj VGA ločljivosti zaslona prikazuje pomanjšano okno z ločljivostjo 512 × 480 
točk, to polje pa je razdeljeno na 64 × 60 kvadratkov velikosti 8 × 8 točk, kar olajša 
prikazovanje slike.  
Spartan-3A XC3S50A je programiram tako, da funkcije, ki jih kličemo v programu, vse 
te omejitve sprejemajo. 
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Slika 2.3: Shema grafičnega vmesnika [6]
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3.RAZVOJ KODE 
Koda je napisana v treh sklopih. V prvem sklopu so navedene predefinirane Arduino 
knjižnice, ki sem jih potreboval v različnih fazah kode za parkirne senzorje, definirana 
je komunikacija med Arduinom in FPGA vezjem grafičnega vmesnika ter začetni 
napisi, ki se izpišejo samo enkrat. To sta zgornji dve vrstici, v katerih piše “Parking 
sensors engaged”, “Good luck parking your car” ter “Distance to front” in “Distance to 
rear”. Pozicije teh napisov so definirane s funkcijo GrafXY (x, y);, ki se prav tako 
nahaja v tem prvem sklopu kode.  
3.1.  Knjižnice 
Knjižnice, ki sem jih uporabil, so <Ultrasonic.h>, ki jo potrebujem za komunikacijo 
med ultrazvočnima senzorjema in Arduinom, <time.h> za preračunavanje časa, ki ga 
signal potrebuje, da se vrne od ovire nazaj, v razdaljo, ter <stdlib.h>, ki vsebuje 
nekatere osnovne C makre in funkcije. 
Knjižnice so nekakšen podaljšek funkcionalnosti sistema, najdemo pa jih v večini 
razvojnih platform. Dodatne funkcionalnosti, ki jih knjižnice omogočajo so 
komunikacija z zunanjimi napravami – v našem primeru z ultrazvočnimi senzorji, saj 
drugih perifernih naprav razen VGA monitorja nimamo – ali obdelava podatkov. V 
našem primeru smo morali obdelati podatek o času, ki ga vsakič vrne echo pin vsakega 
izmed senzorjev. Arduino omogoča tudi kreiranje lastnih knjižnic, vendar tega v našem 
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3.2. Definicije pinov 
V prvem sklopu kode običajno najdemo tudi definicije pinov, čeprav bi jih lahko 
prestavili tudi v funkcijo void setup, ki skrbi za inicializacijo strojne opreme. Tu sem 
definiral pina TRIGGER in ECHO za vsakega izmed senzorjev na sledeči način:  
Kot sem že omenil v razdelku 1.1, je razlog da sem izbral prav pine 2, 4 in 5 ter 6 v 
arhitekturi grafičnega vmesnika, saj je bil zasnovan tako, da ima na zgornji strani 
tiskanega vezja šest pinov, ki so na Arduino povezani na pine 2, 4, 5, 6.  
3.3. Definicija globalnih spremenljivk 
V prvem sklopu so definirane tudi globalne spremenljivke, s pomočjo katerih pridemo 
do razdalje do ovir. Spremenljivke, s katerimi operiramo pri tem projektu so čas, ki ga 
izmerita senzorja na prednji in zadnji strani avtomobila in razdalja, ki jo izračunamo s 
pomočjo časa, shranjenega v to spremenljivko. Spremenljivke za čas in razdaljo so tipa 
“long”, ki shrani 32 bitni podatek, medtem ko “int” shrani le 16 bitni podatek. 
Dodatne spremenljivke, ki smo jih definirali na tem mestu so še trenutna in predhodna 
stanja razdalj do ovir (current_back, previous_back in current_front, previous_front), ki 
sem jih uporabil v pogojnih stavkih za premikanje ovir, ter spremenljivka “range”, ki 
predstavlja prag za premikanje ovir.  
S spremenljivkama “zx” in “zy” določimo začetni položaj risanja.  
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#define CM 1         //Centimeter 
#define TP1 5        //Trig_pin - Zadnji del avtomobila 
#define EP1 6        //Echo_pin - Zadnji del avtomobila 
#define TP2 2        //Trig_pin - Prednji del avtomobila 
#define EP2 4        //Echo_pin - Prednji del avtomobila
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3.4. Komunikacija med Arduinom in grafičnim vmesnikom 
3.4.1. Risanje črk, znakov in 8 × 8 polj 
V naslednjih odsekih kode bo nanizano, kako Arduino in grafični vmesnik 
komunicirata. Definirati sem moral način izpisovanja znakov in črk (funkcija 
DrawChar), barvo teksta in sličic (funkcija DrawTile) ter krmilne signale AWR 
(zasedenost vodila) [6].   
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//Definicija globalnih spremenljivk 
long distance_front;     //vrača razdaljo do prednje ovire v cm 
long distance_back;               //vrača razdaljo do zadnje ovire v cm 
long microseconds_b;           //mikrosekunde za izračun razdalje do zadnje ovire 
long microseconds_f;           //mikrosekunde za izračun razdalje do prednje ovire 
int previous_back = -1; 
int range = 10; 
int current_back; 
int previous_front = -1; 
int current_front; 
int zx = 224, zy = 176;         //Začetni položaj risanja
// Risanje enega znaka, m = 1 za normalno orientacijo 
void DrawChar(char c, byte m) { 
char znak = c-32;  
 PORTB = B10000000; AWR;  // koda "1000" 
 PORTB = m << 4; AWR;  
 PORTB = znak; AWR; 
 PORTB = znak << 4; AWR;   
delayMicroseconds(40); 
}
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Komunikacija med Arduinom in grafičnim vmesnikom poteka tako, da Arduino  ukaze 
pošilja vmesniku preko 4-bitnega paralelnega vodila. Za prikaz enega znaka najprej 
pošljemo kombinacijo 1000 in naredimo AWR impulz za pisanje. Naslednji štirje biti, ki 
jih pošljemo določajo, kako je znak obrnjen (m), zatem pa pošljemo zgornjo in spodnjo 
polovico kode izbranega znaka.  
Prenos štirih bitov poteka preko osem bitnih izhodnih vrat PORTB. To poteka na 
najvišjih štirih bitih, zato moramo štiri bitne vrednosti pomikati na zgornja mesta, kar v 
kodi izvedemo z m<<4 in znak<<4.  
Enako velja pri prikazovanju sličic. Za prikaz sličice je koda ukaza 0100, čemur sledi 
številka sličice (tno << 4) in podatki iz iz zbirke t [6].   
Pred začetkom izvajanja programa se zbriše prejšnja vsebina zaslona. To izvedemo s 
preprostim delom kode, s katerim preletimo celotni zaslon in ga zapolnimo s presledki. 
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void DrawTile(byte t, byte m) { 
 PORTB = B10010000; AWR; // koda "1000" 
 PORTB = m << 4; AWR;   
 AWR; 
 PORTB = t << 4; AWR; 
}
void SetTile(byte tno, int *t) { 
  char i, b; 
  PORTB = B01000000; AWR;  
  PORTB = tno << 4; AWR;  
for (i=0; i<8; i++) { 
    PORTB = t[i] >> 8; AWR; 
    PORTB = t[i] >> 4; AWR; 
    PORTB = t[i]; AWR; 
    PORTB = t[i] << 4; AWR; 
  } 
}
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Z GrafXY(0, 0);  se postavimo na koordinati 0, 0 v zgornji levi kot zaslona ter s “for” 
zanko preletimo vseh 512 točk v skokih po 8 točk, saj imamo poenostavljen koordinatni 
sistem, kjer mesto zaseda kvadrat 8 × 8 točk. DrawChar(' ‘,1); kvadratke zapolni s 
presledki, “1” pa pomeni prvo orientacijo tega presledka, ki ga sicer v tem primeru ne 
opazimo, saj ni viden. Možnost obračanja oziroma različnih orientacij sem s pridom 
izkoristil pri kodi za risanje avtomobila, saj imamo možnost shraniti le 16 različnih 
sličic. 
Za brisanje zaslona bi lahko uporabil tudi funkcijo ClearScreen na sledeči način: 
Da bi ta funkcija delovala, bi morali definirati še ClearLine funkcijo. 
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void ClearScreen() { 
for(int i=0;i<60;i++) ClearLine(i);   // brisanje vseh vrstic na zaslonu  
SetXY(0, 0);     // postavitev na začetek zaslona  
delayMicroseconds(40);    // zakasnitev - čakanje na konec operacije  
};
// Risanje začetnega zaslona 
void InitScreen() { 
  int x,y;  // Zaslon počistimo tako, da ga zapolnimo s presledki 
  GrafXY(0, 0);   
  for (x=0; x<512; x+=8) 
    for (y=0; y<480; y+=8) {    
     DrawChar(' ',1); 
     }; 
void ClearLine(int y) {  
 SetXY(0, y);    // postavitev v pravo vrstico 
 for(int i=0;i<=63;i++) {  // brisanje znaka s presledki 
  DrawChar(' ', 1); };  // brisanje vseh znakov v vrstici 
 SetXY(0, y);    // postavitev na začetek vrstice 
 delayMicroseconds(40);  // zakasnitev - čakanje na konec operacije 
}; 
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Iz tega je razvidno, da sem z zgornjo poenostavitvijo prihranil šest vrstic kode, kar pa ne 
pomeni, da bi lahko na funkcijo ClearLine kar pozabili. ClearLine je povsem uporabna 
funkcija, ki bi jo denimo lahko uporabil, če bi želel, da se v določenih primerih namesto 
GrafPuts(" Parking sensors engaged “); in GrafPuts(" Good luck parking your car “); na 
zaslon izpiše kaj drugega. Če se voznik denimo zaleti v oviro, bi lahko z malce smisla 
za humor v prvo vrstico zapisali GrafPuts(" Oh Dear, “); in GrafPuts(“Assessing 
damage… “); v drugo.  
V ta namen bi moral premakniti ta del kode v void loop();, da bi omogočil stalno 
preverjanje pogoja, pod katerim bi se izvedla ClearLine in izpisal drugačno besedilo. 
Potreboval bi še en if stavek, s katerim bi sprožil brisanje vrstice (ClearLine) in izpis 
novega besedila. To bi se zgodilo recimo v primeru, ko se razdalja do ovire zmanjša na 
manj kot 2 cm.  
3.4.2. Nastavitev barvne palete 
Za nastavitev barvne palete sem uporabil funkcijo “SetColor”, ki nastavi 4-bitno barvno 
paleto. To naredi tako, da najprej pošlje MSB vseh štirih barv, nato pa spodnjih 8 bitov 
barv: color0 (ozadje), color1 (barva znakov), color2 in color3.  
Nastavitev barvne palete sem v programu izvedel s sledečim odsekom kode: 
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// Nastavitev barvne palete 
void SetColor(int c1, int c2, int c3, int c4) { 
 byte tmpc;    
 PORTB = B01010000; AWR;  // code "0101"
if (c1 & 0x0100) tmpc=1; // pridobitev MSB bitov 
 else tmpc=0;  
 if (c2 & 0x0100) tmpc+=2;  
 if (c3 & 0x0100) tmpc+=4;  
 if (c4 & 0x0100) tmpc+=8;   
 PORTB = tmpc << 4; AWR;
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3.5. Funkcija setup() 
Funkcija setup() je ena osnovnih funkcij Arduina. Izvede se enkrat, in sicer ob 
vsakokratnem priklopu na napajanje in ob vsakokratnem pritisku na tipko Reset.   
V našem primeru smo v funkciji setup() najprej definirali vloge pinov. Senzorja poleg 
napajanja potrebujeta še vsak svoj TRIGGER in ECHO pin, definirali pa smo tudi 
hitrost serijske komunikacije med računalnikom in Arduinom. Hitrosti so lahko 
različne, sam pa sem izbral 9600 baudov.  
Sledi nizkonivojski del komunikacije, s katero preslikamo spremenljivke na ustrezne 
pine. Ta funkcija je običajno napisana s pomočjo bitnih operacij, saj se med izvajanjem 
operacij velikokrat kliče in je zato dobro, da se izvede hitro. 
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 PORTB = c1; AWR;  
 PORTB = c1 << 4; AWR; 
 PORTB = c2; AWR;  
 PORTB = c2 << 4; AWR; 
 PORTB = c3; AWR;  
 PORTB = c3 << 4; AWR; 
 PORTB = c4; AWR;  
 PORTB = c4 << 4; AWR; 
}
pinMode(TP1,OUTPUT);   //Nastavitev TP1 kot izhod za prožilni signal 
pinMode(EP1,INPUT);     // Nastavitev EP1 kot vhod za sprejemanje signala iz 
zadnjega senzorja 
pinMode(TP2,OUTPUT);  // Nastavitev TP2 kot izhod za prožilni signal 
pinMode(EP2,INPUT);      // Nastavitev EP2 kot vhod za sprejemanje signala iz 
zadnjega senzorja 
Serial.begin(9600);            // Odpre serijski vmesnik in nastavi hitrost prenosa podatkov 
na 9600 bps
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Sledi klic funkcije InitScreen(), ki je definirana zunaj funkcije setup(), koda za klic te 
funkcije pa je opisana v razdelku 2.4.1. Poleg brisanja zaslona s tem, da čez ves zaslon 
izpiše presledke, se znotraj InitScreen() funkcije izvede še sledeči segment kode: 
Ta del kode izpiše tekst v izbrani barvi na izbrane koordinate, da ustrezajo položaju 
izrisanega avtomobila. 
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  DDRB = DDRB | B11110000;          // PB(7:4) v izhode 
  PORTB = B00000000;                   // počisti ADATA  
  PORTD = PORTD & B10111111;        // počisti WR (PD6) 
  PORTD = PORTD | B10010011;        // dvigne PD7,4,1,0 
  DDRD = DDRD | B01000000;          // PD6 v izhode   
  DDRD = DDRD & B01101100;          // Vhod PD7,4,1,0 
  PORTC = PORTC | B10000000;         // počisti RD (PC7) 
  DDRC = DDRC | B10000000;           // PC7 v izhode 
  PORTC = PORTC & B01111111;         // DIR = 0, RD pulz (RESET) 
  PORTC = PORTC | B10000000;         // DIR = 1  
  DDRC = DDRC & B10111111;           // PC6 vhod 
  PORTC = PORTC | B01000000;
  SetColor(0x0092,0x01F8,0x0007,0x00C7);  
  GrafXY(172,32); 
  GrafPuts(" Parking sensors engaged "); 
  GrafXY(160,48); 
  GrafPuts(" Good luck parking your car "); 
  GrafXY(88, 156); 
  GrafPuts(“Distance to front"); 
  GrafXY(344, 156); 
  GrafPuts(“Distance to rear"); 
};
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Tloris avtomobila, ki se izriše je sestavljen iz posameznih 8 × 8 ploščic (Tileov). Za 
izris celotnega avtomobila sem potreboval osem različnih vrst ploščic (maksimalno 
število ploščic, ki jih lahko imamo shranjene na FPGA vezju je 16). Nekatere ploščice 
zadostujejo same po sebi, kot na primer vogali avtomobila oziroma luči ali pa vzvratna 
ogledala. Za to sem uporabil en in isti Tile in ga le obračal (orientacija), da je ustrezal 
vsem vogalom avtomobila oziroma ogledalom. Za zgled sem uporabil Volkswagnovo 
ponazoritev avtomobila Passat Variant letnika 2011, (Slika 3.5) in se mu s svojo skico 
skušal čim bolj približati. 
Večina ploščic je zasnovanih tako, da so sestavni deli večje celote. Te sem v kodi 
povezal s for zankami, kjer je bilo mogoče, ponekod (na primer pri risanju stebrov 
vetrobranskih stekel) pa sem zrisal vsak Tile posebej, saj sta si različna.  
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Slika 3.5 Izvedba sodobnega sistema za pomoč pri parkiranju - Volkswagen Passat [11]
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3.5.1. Shranjevanje oblike ploščic v FPGA čip 
Osnovno strukturo ploščic za posamezne dele avtomobila sem shranil kot spremenljivke 
tipa integer,  
s funkcijo SetTile pa sem vsako izmed sličic shranil v FPGA čip (SetTile(indeks, 
ime_spremenljivke)), od koder sem jo med izrisovanjem avtomobila klical. 
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SetTile(0,bumpers);            //Oba odbijača 
SetTile(3,lights);          //Prednje in zadnje luči 
SetTile(5, pleh);                 //Streha in pokrov motorja 
SetTile(6, windshield1);    //Prvi del prvega stebra vrat/vetrobranskega stekla 
SetTile(7, windshield2);    //Drugi del stebra vrat/vetrobranskega stekla 
SetTile(8, side_doors);      //Pol sličice bele in pol črne za zadnja vrata, streho in ovire 
SetTile(11, rear_view);      //Vzvratno ogledalo 
SetTile(12, outer_edge);    //Zunanji del vrat avtomobila - samo zunanji del je bel
//Struktura sličic - barve 
int bumpers[8] = {0xFFFF, 0x0000, 0x0000, 0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF, 
0xFFFF};  //Oba odbijača  
int lights[8] = {0x5FFF, 0x550B, 0x550B, 0x550B, 0x56AC, 0xFF70, 0xAAC0, 0xFF00};   
// Prednje in zadnje luči 
int windshield1[8] = {0xFFF0, 0xFFF8, 0x3FF9, 0x03AB, 0x003E, 0x0003, 0x0000, 
0x0000};  //Vetrobransko steklo_1 
int windshield2[8] = {0x0000, 0x0000, 0x0000, 0x9000, 0xAAAA, 0xAAAA, 0x099A, 
0x0005}; //Vetrobransko steklo_2 
int side_doors[8] = {0x0000, 0x0000, 0x0000, 0x0000, 0xAAAA, 0xAAAA, 0xAAAA, 
0xAAAA}; //Zunanji del vrat 
int pleh[8] = {0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF, 0xFFFF}; 
int rear_view[8] = {0xFFFF, 0x00FF, 0x007F, 0x003F, 0x0007, 0x0001, 0x0000};         
//Vzvratna ogledala 
int outer_edge[8] = {0xFFFF, 0x0000, 0x0000, 0x0000, 0x0000, 0x0000};       //Vrata
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V tej fazi imam izdelane vse potrebne gradnike, ki so shranjeni v FPGA čip, zato se 
lahko lotim risanja avtomobila. Risanje avtomobila se prav tako lahko izvede samo 
enkrat, saj ni odvisno od zunanjih parametrov, kot to velja za risanje ovir, ki se 
premikajo glede na informacije, ki jih program dobi od senzorjev. Zato sem tudi risanje 
avtomobila umestil v funkcijo setup(), za funkcijo loop() pa sem prihranil le dinamične 
elemente programa, kot so merjenje časa, ki ga signal potrebuje za odboj, sprotno 
preračunavanje v razdaljo in izrisovanje ovir na primernih mestih ter izpis razdalje v 
centimetrih.  
3.5.2. Risanje avtomobila 
Risanje avtomobila poteka tako, da s SetColor(color1(ozadje), color2, color3) najprej 
nastavimo barve posameznih delov avtomobila oziroma posameznih ploščic, nato s 
funkcijo GrafXY nastavimo koordinate izrisa sličice, s funkcijo DrawTile(indeks, 
orientacija) pa izberemo indeks, ki kaže na izbrano sličico v FPGA čipu, katero želimo 
izrisati ter njeno orientacijo.  
Primer izrisa ene same ploščice, v tem primeru obeh vzvratnih ogledal se nahaja v 
sledečem odseku kode: 
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// Risanje prednjega dela avtomobila 
    SetColor(0x0092,0x01FF,0x01FF,0x01FF);      //Levo vzvratno ogledalo 
    GrafXY(zx, zy+96); 
    DrawTile(11, 1); delayMicroseconds(40);    //"11" oblika sličice, "1" orientacija 
   
    SetColor(0x0092,0x01FF,0x01FF,0x01FF);       // Desno zadnje ogledalo 
    GrafXY(zx, zy+40); 
    DrawTile(11, 3);  
    delayMicroseconds(40); 
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Za risanje vzvratnh ogledal sem uporabil isto sličico, le da ima za levo in desno 
vzvratno ogledalo drugačno orientacijo. Isto sličico z drugačno orientacijo sem uporabil 
tudi za izris luči na vseh štirih vogalih avtomobila ter za prednji in zadnji odbijač.  
V primeru ko sem isto sličico hotel izrisati večkrat zaporedoma sem uporabil for zanko. 
Sličice za odbijač sem raztegnil po osi Y zato se izraz +i*8 nahaja pri definiciji pozicije 
risanja zy.  
Pri risanju vrat sem sličice raztegoval po  osi X, zato je izraz +i*8 pri definiciji pozicije 
risanja zx. 
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Slika 3.5.1. Končni videz izrisanega avtomobila, ovir in numeričnega prikaza razdalj do 
ovir. 
for(int i=0;i<6;i++) {                      // Leva vrata   
    SetColor(0x0092,0x01FF,0x01FF,0x01FF);    
    GrafXY(zx+16+i*8, zy+88); 
    DrawTile(8, 2); delayMicroseconds(40); 
  }
for(int i=0;i<4;i++) {                           // Prednji odbijač                                                        
    SetColor(0x0000,0x01FF,0x0007,0xFFFF); 
    GrafXY(zx-24, zy+56+i*8);                    
    DrawTile(0, 4); delayMicroseconds(40); 
  }
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Na enak način sem izrisal 24 elementov, ki so bili bodisi posamezne izrisane sličice v 
eni ali več orientacijah bodisi ponavljanje ene sličice, da sem zapolnil določeno 
površino. Večji površini sta bili denimo pokrov motorja in streha. Za streho sem sličico 
povsem bele barve raztegnil po obeh oseh: 
3.6. Void loop() 
Void loop() je glavna funkcija programa, ki se izvaja ves čas. V funkcijo loop() sem 
postavil aktivne dele programa parkirnih senzorjev. To sta predvsem dva dela, in sicer 
merjenje razdalje in risanje ovir glede na oddaljenost od senzorjev.  
Najprej sem definiral lokalne spremenljivke. To so trenutne vrednosti razdalje do 
prednje in zadnje ovire ter oviri sami.  
Princip delovanja ultrazvočnega senzorja sem opisal že v razdelku 1.3, zato se bom v 
tem delu osredotočil na izvedbo in preračun odboja od ovire v razdaljo ter izpis razdalje 
in prikaz ter premikanje ovir s pomočjo grafičnega vmesnika.  
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void loop() { 
  current_back = distance_back;       // Trenutna razdalja od zadnje ovire  
  current_front = distance_front; 
  char BackObsticle[6]          // Nova spremenljivka tipa char  za 6 znakov dolžine 
XXX cm 
  char FrontObsticle[6];
 for(int i=0;i<4;i++) {                          // Streha                                                    
    SetColor(0xFFFF,0xFFFF,0xFFFF,0xFFFF); 
     for(int m=0;m<5;m++) {     
        GrafXY(zx+16+m*8, zy+56+i*8);  
        DrawTile(5, 1); delayMicroseconds(40);   
        DrawTile(5, 1); delayMicroseconds(40); 
        } 
      }
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3.6.1. Pošiljanje signala in čakanje na odmev 
Na našem poenostavljenem sistemu za pomoč pri parkiranju imamo le dva senzorja 
(enega za prednji del avtomobila in enega za zadnji del), torej moramo upravljati le z 
dvema Trigger pinoma in dvema Echo pinoma. 
Pošiljanje signala preko Trigger pina in poslušanje Echo pina poteka s sledečim 
odsekom kode:  
Enako sem naredil tudi za drugi Triger pin, TP2.  
S “pinMode()” nastavimo Trigger pin kot izhod in nato z digitalWrite() pošiljamo 10–
mikrosekundni impulz, ki ga dosežemo z zakasnitvijo “delayMicroseconds(10);“. 
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long TP1_init() 
  { 
  pinMode(TP1,OUTPUT);           // Definira pin kot izhod in pošlje signal 
         digitalWrite(TP1, LOW); 
         delayMicroseconds(10); 
         digitalWrite(TP1, HIGH);   // dvigne prožilni pin v visok nivo za več kot 10us impulz 
         delayMicroseconds(10); 
         digitalWrite(TP1, LOW); 
 delayMicroseconds(60);     // zakasnitev, ki zagotovi, da se prožilni in povratni signal 
ne motita 
         pinMode(EP1,INPUT);      // definiranje pina za branje in samo odčitavanje 
         long microseconds_b = pulseIn(EP1, HIGH);  // čaka, da gre pin v visoko stanje in 
izvede odčitavanje in vrne dolžino pulza v mikrosekundah 
         return microseconds_b;                    // vrne mikrosekunde 
  } 
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Ponovno s pinMode() EP definiramo kot INPUT in s funkcijo pulseIn() čakamo, da se 
EP postavi na HIGH ter vrne dolžino pulza v mikrosekundah. Funkcija pulseIn() bere 
dolžino pulza na pinu na sledeči način: vrednost lahko nastavimo na visoko (HIGH) ali 
nizko (LOW). V našem primeru smo vrednost nastavili na visoko, zato pulseIn() čaka, 
da gre pin v visoko stanje. V tem trenutku začne meriti čas in čakati, da se stanje pina 
spremeni v nizko ter zabeleži dolžino pulza v mikrosekundah in ta podatek zapiše v 
spremenljivko long microseconds_b. 
3.6.2. Preračunavanje dolžine pulza v razdaljo 
Ko imamo podatek o dolžini pulza, izraženega v mikrosekundah, moramo iz tega dobiti 
razdaljo. V kolikor se na zaslonu ne bi odločil prikazovati tudi dejanske razdalje, 
izražene v centimetrih tega niti ne bi potreboval, saj bi premikanje ovir na zaslonu lahko 
pogojeval tudi z razlikami v času, ki ga signal potrebuje, da se odbije od ovire. 
Pretvorbo iz časa v razdaljo bi lahko izvedel tudi s funkcijo Ranging().  
Funkcija Ranging() ima parametre, ki uporablja CM ali INC, ki kaže razdaljo v 
centimetrih ali inčih. Funkcija Ranging() kliče funkcijo Timing(), ki pa ima to prednost, 
da je ne bi bilo treba predhodno klicati. Tega načina nisem poizkusil, sem pa ga zasledil 
v dokumentu o ultrazvočnemu senzorju HC-SR04 [4]. 
Enačba za izračun razdalje (1) je preprosta: čas, ki ga signal potrebuje, da ga Echo pin 
zazna pomnožimo z zvočno hitrostjo, ki znaša 340 m/s. 
Sam sem preračunavanje časa, ki ga signal potrebuje, da se vrne in ga Echo pin zazna, 
preračunal v razdaljo s klasično enačbo (1), ki sem jo izvedel s spodnjim odsekom kode 
in jo izraženo v centimetrih tudi izpisal na zaslon na lokacijah ob prednjem in zadnjem 
delu avtomobila. 
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v = d / t [m/s]
Enačba (1): Splošna formula za hitrost (v=hitrost, d=razdalja, t= čas)
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29
long Distance_Back(long time_back, int flag) 
   {    
if(flag)        
        distance_back = time_back / 29 / 2  ;       // Razdalja_CM  = ((Dolžina visokega 
stanja)*(zvočna hitrost :340m/s))/2 
                                           // = ((Dolžina visokega stanja)*(zvočna hitrost :0.034 cm/us))/2 
                                           // = ((Dolžina visokega stanja)/(zvočna hitrost :29.4 cm/us))/2 
   else 
      distance_back = time_back / 74 / 2;       // palci 
        return distance_back; 
   }   
long Distance_Front(long time_front, int flag) 
 { 
     if(flag) 
       distance_front = time_front /29 / 2  ;       // Razdalja_CM  = ((Dolžina visokega 
stanja)*(Sonic :340m/s))/2 
                                           // = ((Dolžina visokega stanja)*(zvočna hitrost :0.034 cm/us))/2 
                                           // = ((Dolžina visokega stanja)/(zvočna hitrost :29.4 cm/us))/2 
         else 
              distance_front = time_front / 74 / 2;       // palci 
          return distance_front; 
  }
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Z if stavkom pogojujem brisanje ovire na stari poziciji in risanje na novi poziciji glede 
na razliko v razdalji, ki jo izmeri senzor. Če je razlika v razdalji večja od vrednosti, 
določene s spremenljivko “range” v katero koli smer (če je ovira bližje ali dlje od 
avtomobila za več kot je definirano v spremenljivki “range”), se ovira izbriše na stari 
poziciji in se izriše na novi, če pa je razdalja med 0 in 100 cm, previous_front = 
current_front; pa njen položaj shrani za primerjavo ob naslednjem ciklu.  
Če je ovira oddaljena več kot en meter, se ovira na zaslonu ne prikaže. Prav tako se nič 
ne prikaže, če “Echo” pin ne dobi povratnega signala, saj s tem predvideva, da ovire ni.  
Izkazalo se je, da je takšno predvidevanje s senzorji, ki sem jih uporabil za to diplomsko 
delo, lahko nevarno, saj se zgodi, da kljub oviri, ki se nahaja v dosegu “echo” pin ne 
dobi povratne informacije. Predvidevam, da je to zaradi oblike same ovire in posledično 
odboja signala, opazil pa sem tudi, da je odvisno od sestave  oziroma materiala ovire.  
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if ((current_back-range) <= previous_back || ((current_back+range) >= previous_back)) {    
// Če je razdalja do ovire večja od 10 cm, se ovira na zaslonu premakne    
      for(int i=0;i<48;i++) {             //Brisanje ovire na prejšnji poziciji 
          SetColor(0x0092,0x0092,0x0092,0x0092); 
            for(int b=0; b<16 ;b++) { 
            GrafXY(zx+88+i*8, zy+56+b*8);  
            DrawChar(' ',1); delayMicroseconds(40); 
          } 
          for(int i=0;i<4;i++) {                  //Risanje zadnje ovire 
        if(distance_back>0 && distance_back<200) { 
          SetColor(0x0092,0x0036,0x0007,0x0000); 
          GrafXY(zx+88+(current_back/2), zy+56+i*8);   
   /Risanje zadnje ovire na trenutni poziciji 
          DrawTile(8, 6); delayMicroseconds(40); 
         } 
      } 
            previous_back = current_back;       
// Shranjevanje pozicije ovire za primerjavo v naslednjem ciklu 
         delayMicroseconds(40);   
      } 
    }
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Ko sem pred senzorja postavljal različne predmete, sem opazil, da se od predmetov, kot 
so blazine, pregrinjala in podobno, signal ne vrne vedno, kar ni presenetljivo, saj bolj 
kot je material izolativen (predvsem zvočno), težje je zagotoviti odboj in s tem možnost 
izračuna razdalje do predmeta. Res pa je tudi, da so takšni materiali običajno mehki in 
bi bila škoda, povzročena zaradi takšne napake zanemarljiva.  
3.6.4. Numerično izpisovanje razdalje do ovir 
Numerično izpisovanje na zaslonu sem razdelil na dva dela. Prvi del je fiksni oziroma 
statični del, drugi pa je dinamični. Statični del napisa je tisti del, ki se izpiše zunaj 
funkcije loop, skupaj z zgornjim napisom ob inicializaciji zaslona. Sestavljata jo dve 
definiciji lokacij, kje se bosta napisa izpisala ter vsebina: “Distance to front” in 
“Distance to rear”. 
Za to poskrbi sledeči del kode: 
Dinamični del izpisovanja izpisuje dejansko razdaljo, ki je bila preračunana iz časa po 
enačbi (1) in s kodo, ki sem jo opisal v razdelku 2.6.2. 
Za doseganje pravilnega podpisovanja pri večmestnih številih, sem uporabil “if” stavek, 
kjer sem izpisu dodal nič, enega ali dva presledka glede na število mest, ki ga rezultat 
meritev zaseda.  
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GrafXY(88, 156); 
  GrafPuts("Distance to front"); 
  GrafXY(344, 156); 
  GrafPuts("Distance to rear"); 
};
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Ta del sem izvedel na sledeči način: 
Enako sem naredil za prednji del avtomobila in pri tem le zamenjal spremenljivke v 
“current_front” , “distance_front” in “FrontObsticle”.  
33
if(current_back < 10) {   
 sprintf(BackObsticle, "  %d cm", current_back); //dva presledka za vrednosti 1 - 9     
  } 
else if(current_back >= 10 && current_back < 100) { 
 sprintf(BackObsticle, " %d cm", current_back); //en presledek za vrednosti 10 - 99 
  } 
else if(current_back >= 100 && current_back <= 200) { 
 sprintf(BackObsticle, "%d cm", current_back); //nič presledkov za vrednosti > 100 
  } 
else { 
 sprintf(BackObsticle, "      ", current_back);   //prazen string za brisanje 
  }
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4. ZAKLJUČNE UGOTOVITVE IN IDEJE ZA 
NADALJNJE DELO 
Namen te diplomske naloge je bil uporabiti grafični vmesnik, ki je bil izdelan na 
Fakulteti za elektrotehniko pri predmetu Digitalni elektronski sistemi, v praktični 
aplikaciji.  
Sistem ima nekaj pomankljivosti, med katerimi je najpomembnejša premajhno število 
ultrazvočnih senzorjev, da bi ga lahko uporabili za parkiranje avtomobila. Da bi lahko 
fizično priklopil več senzorjev, bi moral grafični vmesnik nekoliko prilagoditi, saj so 
pini zaključeni in nanj ni mogoče ničesar drugega priklopiti, vendar to ne bi 
predstavljalo pretiranega posega. Ta poseg bi bil potreben tudi v primeru, če bi hoteli 
dodati še kakšen drug vmesnik (shield), saj trenutna konfiguracija ne dovoljuje 
nadaljnega zlaganja (stacking) oziroma bi moral grafični vmesnik biti na vrhu.  
Za praktično uporabo bi moral uporabiti druge senzorje, ki bi v prvi vrsti morali biti v 
vodoodpornem ohišju in imeti širok temperaturni razpon delovanja, saj si pri 
komercialni rabi ne bi mogli privoščiti, da sistem med poletno pripeko ali pri nizkih 
temperaturah ne bi deloval. 
Omejitve, ki jih imamo pri grafičnem vmesiku so za preproste izvedbe povsem 
sprejemljive. Avtomobil, ki sem ga narisal, je dvolj podoben dejanskemu avtomobilu, 
seveda pa bi za komercialno uporabo potrebovali boljšo ločljivost zaslona in grafike. 
Tovrstnih shieldov sem nekaj našel tudi na trgu. NovaVGA (www.micro-nova.com) in 
VGADuino - slednjega sem našel na Kickstarterju, sta še najbližje vmesniku, ki so ga 
naredili pri Digitalnih elektronskih sistemih, še več pa je vmesnikov z barvnim 2,8 
palčnim zaslonom TFT, ki bi lahko bil nadgradnja sistema za pomoč pri parkiranju, saj 
bi lahko namesto na izhod VGA avto in ovire prikazoval neposredno na zaslon TFT, ki 
bi ga skupaj z Arduinom lahko vgradil v lično ohišje in pritrdil na armaturno ploščo 
avtomobila. 
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