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Vodenje mobilnih robotov v zaprtih prostorih obsega kartiranje prostora, lokalizacijo na osnovi 
senzorjev, ustvarjanje trajektorij ter njihovo izvajanje, ob upoštevanju okoliških ovir. Zaradi 
zahtevnosti izvedbe tovrstnih sistemov se pogosto poslužujemo obstoječih algoritmov, pri čemer 
moramo razviti kompatibilen vmesnik za robota. Cilj magistrske naloge je opremiti obstoječega 
mobilnega robota z globinsko kamero in sistemom za sledenje gibanja, ter na tej osnovi vzpostaviti 
avtonomno navigacijo. Končni izdelek mora zagotavljati uspešno avtonomno gibanje po 
laboratorijskem industrijskem okolju. 
V magistrskem delu preglejte literaturo iz področij mobilne robotike ter hkratnega kartiranja in 
lokalizacije. Zapišite kinematični model robota z diferencialnim pogonom, opišite metode vodenja 
robota v referenčno lego, ter podrobneje obrazložite teoretične osnove lokalizacije in navigacije. 
Obstoječemu mobilnemu robotu prigradite globinsko kamero Intel D435. Na osnovi globinske slike 
kamere ustvarite ravninsko informacijo o oddaljenosti ovir in sten. S pomočjo sistema za sledenje 
gibanja Intel T265 pridobite informacijo o robotovi odometriji. Ustvarite program, s katerim bo možno 
robotu pošiljati ukaze za vožnjo prek Bluetooth brezžične povezave. Senzorski in aktuatorski sistem 
integrirajte prek odprtokodne platforme Robot Operating System (ROS). Vzpostavite in testirajte 
algoritem hkratnega kartiranja in lokalizacije gmapping, ter uspešno delovanje sistema v industrijskih 
razmerah prikažite na primeru laboratorijske delavnice. 
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V industrijskih aplikacijah so vse pogosteje uporabljeni avtonomni mobilni roboti, ki
za navigacijo ne potrebujejo talnih oznak. Magistrsko delo obravnava zasnovo sistema
za avtonomno navigacijo mobilnega robota. Obstojecˇemu mobilnemu robotu sta pri-
grajeni globinska kamera Intel RealSense D435 in sledilna kamera T265. Na podlagi
globinske kamere se ustvari informacija o oddaljenosti sten in morebitnih ovir v okolici,
medtem, ko se na podlagi sledilne kamere ustvari informacija o odometriji mobilnega
robota. Senzorji in aktuatorji so integrirani z uporabo ogrodja Robot Operating Sy-
stem (ROS). Implementiran in testiran je algoritem hkratnega kartiranja in lokalizacije


















In industrial applications, there is increasingly more need for autonomous mobile ro-
bots, which do not require floor markings to execute navigation. Master’s thesis deals
with design of system for autonomous navigation of mobile robot. The existing mo-
bile robot is equipped with depth Intel RealSense D435 and a tracking camera T265.
Based on depth camera, the information about distance between robot and walls and
possible obstacles in surroundings is created. Meanwhile, based on tracking camera,
the information about odometry of mobile robot is created. Actuators and sensors
are integrated with the use of Robot Operating System (ROS). Implemented and te-
sted is the algorithm of simultaneous mapping and localization gmapping. Testing of
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e / sledilni pogresˇek
q / Vektor stanj v ravnini
r m Polmer
t s Cˇas
v rad Translatorna hitrost
u / Vhodni signal
X m Globalni koordinatni sistem v x osi
x m Koordinata v x osi
ẋ m/s Translatorna hitrost v x osi
Y m Globalni koordinatni sistem v y osi
y m Koordinata v y osi
ẏ m/s Translatorna hitrost v y osi
φ rad Kot zasuka
φ̇ m/s kotna hitrost okoli vrtiˇscˇa
κ / Ukrivljenost trajektorije



















AGV Avtonomno vodeno vozilo
AMR Avtonomni mobilni robot
CAD Racˇunalniˇsko podprto konstruiranje
GPS Globalni pozicionirni sistem
ICR Trenutni center vrtiˇscˇa v ravnini
PWM Pulzno sˇirinska modulacija
ROS Robotski operacijski sistem
ROSIN Industrijski robotski operacijski sistem





Avtonomni mobilni roboti so vse pogosteje uporabljeni v industrijskih aplikacijah, kjer
zaradi vecˇje stopnje avtonomije izpodrivajo klasicˇne avtonomno vodene vozicˇke (AGV).
Za razliko od slednjih, avtonomni mobilni roboti za navigacijo ne potrebujejo talnih
oznak, npr. magnetnih trakov, saj so sposobni delovanja v prostem prostoru, v katerem
se orientirajo na podlagi lastnih senzorjev.
Premikanje AGV je omejeno le na talne oznake (npr. magnetne trakove), zato je izva-
janje opravil prostorsko omejeno. Pri sistemih AGV obstaja mozˇnost zastojev zaradi
cˇlovesˇkega vpliva, zaradi ostalih vozil isti trasi, itd.. Najpogosteje se avtonomna vodena
vozila uporabljajo za transport izdelkov na posebnih obesˇalih na vozicˇkih. Opremljena
so s senzorji za preprecˇevanje trcˇenja in nadzorovanje obmocˇja.
Avtonomni mobilni roboti (AMR) pa so inteligentna vozila, od katerih se pricˇakuje
zaznava in zavedanje okolja, izvajanje odlocˇitev z logicˇnim sklepanjem ter izvajanje
sekvenc postavljenih ukazov [1]. Za izvedbo navigacije se najprej izvede hkratno loka-
lizacijo in kartiranje okolice s pomocˇjo t.i. SLAM algoritmov. Mobilnost je napram
avtonomno vodenim vozilom izboljˇsana zaradi sposobnosti zaznavanja dinamicˇnih ovir.
Tako se zaradi vecˇjega obsega gibanja v industriji povecˇa pretok materiala, manjˇsa
je mozˇnost zastoja zaradi pomanjkanja prostora in izboljˇsano delovanje v prisotnosti
cˇloveka [2].
Izvajanje algoritmov skupine SLAM se testira s prakticˇnim eksperimentom ali pa si-
mulacijsko, z uporabo simulatorjev, kjer z izvedbo simulacij pridobimo realisticˇno in-
formacijo o obnasˇanju robota v dani okolici. Tako se skrajˇsa razvojni cikel tovrstnih
sistemov in, posledicˇno, zmanjˇsajo strosˇki razvoja.
V magistrskem delu je predstavljena zasnova sistema za avtonomno navigacijo mobil-
nega robota z uporabo globinske in sledilne kamere. Izbran je algoritem hkratnega




Cilj naloge je zagotoviti uspesˇno izvajanje avtonomne navigacije obstojecˇega prostora
v prostem prostoru. Predpogoj za navigacijo je kartiranje okolice ter naknadno loka-
lizacija robota v okolici. Navigacija se bo izvajala v prostorih delavnice laboratorija.
Za uspesˇno izvedbo je potrebno poglobljeno znanje mobilnega robotike; kinematike
robota, povezavo med koordinatnimi sistemi, lokalizacije, navigacije ter poznavanje
ogrodja ROS (ang. Robot Operating System), preko katerega se izvaja integracija sen-
zorjev in aktuatorjev. Za potrebe kartiranja, mobilni robot sprejema podatke o okolici
ter gibanju z globinsko kamero D435 in sledilno kamero T256. Za globinsko kamero
D435 je napisan program, s katerim se prvotna zaznava okolja v 3D prostoru spremeni
v zaznavo okolice v 2D prostor. Mobilni robot izvaja nato gibanje z nacˇinom diferen-
cialnega pogona, kjer je vsako kolo aktuirano posebej. Za slednje je napisan program,
s katerim se izvaja pretvorba vhodnih podatkov, ustvarjenih v ogrodju ROS, v zapis
razumljiv platformi Arduino, ki skrbi za nadaljnje posˇiljanje podatkov aktuatorjem.
2
2 Teoreticˇne osnove in pregled lite-
rature
2.1 Mobilni robot z diferencialnim pogonom
Mobilni robot se klasificira s sistemom, ki ni vezan na okolico ter je zmozˇen gibanja v
dolocˇenem okolju znotraj le-te [3]. Diferencialni pogon vsebuje dve fiksirani gonilni ko-
lesi, namesˇcˇeni zadaj, na levi in desni strani robotske platforme. Kolesi sta medsebojno
neodvisni. Spredaj, na robotski platformi sta potrebni dve gnani kolesi, zaradi potreb
uravnotezˇenosti platforme ter stabilnosti. Diferencialni pogon je preprost gibalni meha-
nizem. Rotacija se izvede z enakomernim reciprocˇnim gibanjem enega gonilnega kolesa
napram drugemu gonilnemu kolesu. Tedaj se izvaja rotacija okoli osi tezˇiˇscˇa mobilne
platforme. Vozˇnja naprej oziroma vzvratno se izvede pri enakomerne gibanju obeh
gonilnih koles v enaki smeri. V kolikor se eno od gonilnih koles giblje hitreje relativno
na ostalo gonilno kolo, tedaj mobilna platforma izvaja gibanje v obliki krozˇnega loka.
Slika 2.1: Nacˇini vozˇnje z diferencialnim pogonom [4].
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2.1.1 Kinematika mobilnih robotov
Razlicˇne kategorije kinematskih modelov:
– Notranja kinematika (interna): Razlaga relacij med internimi sistemskimi spremen-
ljivkami (npr. hitrosti koles in hitrosti robota).
– Zunanja kinematika (eksterna): Razlaga lege in orientacije robota, relativno na re-
ferencˇni koordinatni sistem.
– Direktna in inverzna kinematika: Direktna kinematika razlaga stanje robota kot
funkcijo vhodov (npr. hitrost koles, zasuk sklepov, krmilnega volana, itd.). Inverzna
kinematika je podlaga za nacˇrtovanje planiranja poti oziroma predvidenega gibanja
mobilnega robota. Razlaga potrebne vhode robota v sistem za izvedbo nacˇrtovanih
sekvencˇnih stanj robota.
– Omejitve gibanja: Robot ima manj vhodnih parametrov, kot vsebuje prostostnih sto-
penj. Holonomicˇne omejitve preprecˇujejo dolocˇene lege, medtem ko neholonomicˇne
omejitve preprecˇijo dolocˇene hitrosti robota oziroma omejijo dolocˇene smeri premi-
kov.
2.1.2 Koordinatni sistem ter kinematika mobilnih robotov
Tezˇiˇscˇe robota je definirano z lego in orientacijo glede na globalni koordinatni sistem





Povezavo med globalnim koordinatnim sistemom (Xg, Yg) ter lokalnim koordinatnim
sistemom (Xm, Ym) popiˇsemo z translacijskim vektorjem [x, y]
T ter rotacijsko matriko
R(φ).
R(φ) =
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Slika 2.2: Robot v ravnini [3].
Velja:
– Idealno vrtenje koles: Gibanje koles ob zadostni hitrosti le zaradi rotacije koles. Ni
zdrsa v smeri vozˇnje ter bocˇni smeri.
– Trenutno srediˇscˇe rotacije. Gonilna ter gnana kolesa rotirajo okoli svoje osi, po-
sledicˇno obstaja tocˇka ICR, ki predstavlja tocˇko okoli katere imajo kolesa enako
kotno hitrost.
Na sliki 2.3 je prikaz delovanja mobilnega robota. Vhodne spremenljivke mobilnega
robota so hitrosti desnega vD(t) in levega vL(t) gonilnega kolesa, radij kolesa r, razdalja
med gonilno osjo ter osjo podpornih koles L, trenutni radij vozila med gibanje po
trajektoriji R(t); razdalja od ICR do tezˇiˇscˇa vozila. V vsakem trenutku togo vozilo
krozˇi okoli ICR z kotno hitrostjo ω(t).
Slika 2.3: Mobilni robot z diferencialnim pogon [3].
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Dolocˇitev hitrosti levega kolesa vL(t) vozila, relativno na ICR:
vL(t) = ω(t)(R(t)− L
2
) (2.3)
Dolocˇitev hitrosti desnega kolesa vD(t) vozila, relativno na ICR:




Z uposˇtevanjem enacˇb (2.3) ter (2.4), sledi enacˇba za kotno hitrost ω(t) vozila in











Translatorna oziroma tangencialna hitrost vozila je tako:











Sledi dolocˇitev obodni hitrosti levega in desnega kolesa vozila:
vL(t) = ωL(t) r (2.8)
vD(t) = ωD(t) r (2.9)
s Leva ωL(t) in desna ωD(t) kotna hitrost predstavlja hitrost koles okoli njunih osi.



























Teoreticˇne osnove in pregled literature














V enacˇbi 2.11 v(t) ter φ(t) predstavljata vhodni spremenljivki vozila. Enacˇbo je mozˇno
obravnavati v diskretni obliki, pri cˇemer spremenljivka cˇas t predstavlja zmnozˇek period
cˇasov vzorcˇenja t = k TS.
x(k + 1) = x(k) + v(k)TS cos(φ(k)) (2.12)
y(k + 1) = y(k) + v(k)TS sin(φ(k)) (2.13)
φ(k + 1) = φ(k) + ω(k)TS (2.14)
Direktna in inverzna kinematika
Lega robota v prostoru se dolocˇi s povezavo kinematicˇnega modela. Postopek se ime-














V primeru predpostavke konstantnih hitrosti v(t) in kotnih hitrosti ω(t) skozi cˇas
vzorcˇenja TS, je mozˇno izracˇunati integrale z uporabo numericˇne integracije (npr. Eu-
lerjeva metoda). Tako se zapis enacˇb 2.15, 2.16 in 2.17 pretvori v diskretno obliko
zapisano v enacˇbah 2.12, 2.13 in 2.14.
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Inverzna kinematika je zahtevnejˇsa, na podlagi ciljne predvidene poti ter lege, se dolocˇi
oziroma izracˇuna potrebne vhodne parametre. Gibanje robota z diferencialnim pogo-
nom obicˇajno omejujejo neholonomicˇne omejitve, posledicˇno so omejene dolocˇene pro-
stostne stopnje in zato ni mozˇna poljubna smer vozˇnje. Vendar, mozˇno je vecˇje sˇtevilo
mozˇnih poti prispetja v zˇeleno lego.
V kolikor se postavijo dolocˇene predpostavke, se obravnava inverzne kinematike poe-
nostavi. Predpostavke:
– Premo gibanje vozila: vD(t) = vL(t), v(t) ̸= 0, ω(t) = 0.
– Krozˇenje na mestu, s konstantnimi hitrostmi: vD(t) = −vL(t), v(t) = 0, ω(t) = 2vDL .
Enacˇbe za premo gibanje (2.15), (2.16), (2.17), se poenostavijo:
x(t) = x(0) + vR cos(φ(0))t (2.18)
y(t) = y(0) + vR sin(φ(0))t (2.19)
φ(t) = φ(0) (2.20)
Enacˇbe krozˇenja na mestu (2.15), (2.16), (2.17), se poenostavijo:
x(t) = x(0) (2.21)
y(t) = y(0) (2.22)




Robot z diferencialnim pogon deluje na nacˇin, da je potrebna usmeritev, sledi prema
vozˇnja k ciljni legi ter nato rotacija oziroma krozˇenje na mestu, predstavljajocˇ koncˇno
poravnavo k ciljni legi.
Za zˇeleno gibanje znotraj intervala vzorcˇenja t ∈ [kTS, (k+1)TS] je mozˇno uporabiti in-
verzno kinematiko, s katero se dolocˇi potrebne vrednosti vhodnih parametrov sistema.
Mozˇno je vecˇje sˇtevilo mozˇnih poti, ki pripeljejo robot v ciljno lego. Inverzna kinema-
tika je primerna tedaj, kadar je predpisana pot oziroma trajektorija (x(t), y(t)) gladka.
Trajektorija je definirana v vzorcˇnem intervalu t ∈ [0,T ]. V kolikor se predpostavi, da
je zacˇetna lega na zˇeleni trajektoriji in obravnava idealnega kinematicˇnega modela (ni
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trenja, ni zdrsa, itd.), potem je mozˇno z inverzno kinematiko dolocˇiti vhodne parametre
v(t) in ω(t) z enacˇbo:
v(t) = ±
√︂
ẋ2(t) + ẏ2(t) (2.24)
V kolikor je predznak hitrosti pozitiven, je vozˇnja naprej ter v kolikor je negativni
predznak, je vozˇnja vzvratna. Kot tangente θ, na vsaki tocˇki predvidene trajektorije
je dolocˇen z enacˇbo:
θ(t) = arctan 2(ẏ(t), ẋ(t)) + kπ (2.25)
Parameter k dolocˇa smer vozˇnje; 0 vozˇnja naprej, 1 vozˇnja vzvratna. S cˇasovnim





Parameter κ predstavlja ukrivljenost trajektorije. Z uporabo enacˇb (2.24), (2.26) ter
predpisane referencˇne poti vozila (xref (t), yref (t)), se dolocˇi potrebne vrednosti vhodnih
parametrov v(t) in ω(t).
Pogoj za predpisano referencˇno pot je dvakratna odvedljivost ter da vozilo izvaja giba-
nje, ne da se ustavlja na poti. V kolikor je pri odvajanju poti v neki tocˇki, pri nekem
cˇasu t hitrost v(t) = 0, vozila nato izvaja krozˇenje na mestu z konstantno hitrostjo.
2.2 Lokalizacija
Robot opravlja gibanje predpisano s strani uporabnika. Premik se izvaja v okolju, z
uporabo prigrajenih senzorjev mobilni robot ustvarja informacijo o okolju v ravnini. Z
uporabo ustvarjenih informacij o razdalji do oddaljenih sten in ovir ter uporabo enega
od algoritmov skupine SLAM 2.9 za predpis poti gibanja, se ugotavlja lega robota, ki
obsega koordinate in orientacijo okoli vrtiˇscˇa. Lokalizacija temelji na konceptu Monte
Carlo algoritma. Za uporabo lokalizacije je potrebno procesiranje podatkov, ustvarje-
nih s povezavo senzorjev med seboj 2.8 in obdelanih z uporabo statisticˇnih metod 2.9,
kar bo nadaljnje razlozˇeno v poglavju.
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2.2.1 Lokalizacija in kartiranje zemljevida
Lokalizacija in kartiranje zemljevida okolice sta dve od treh osnovnih operacij, potreb-
nih za izvedbo navigacije mobilnega robota. Splosˇno recˇeno, ostale osnovne zmozˇnosti
in funkcije v povezanem robotskem sistemu, nanasˇajocˇ na opravila, povezana z giba-
njem:
– Spoznanje specifikacije opravil.
– Zaznavanje prostora okoli sebe.
– Kontrola robotskega gibanja.
Blokovni prikaz funkcij v avtonomnem mobilnem robotu:
Slika 2.4: Splosˇna organizacija funkcij avtonomnega mobilnega robota [4].
Mobilni robot mora vsebovati sposobnost dojemanja okolice, z uporabo senzorjev. Po-
datki, ustvarjeni s senzorjev, so potrebni za procesiranje podatkov, izvajanje lokalizacije
in dolocˇanja, po kateri poti mogocˇe gibanje na podlagi kartiranja zemljevida okolice.
Dolocˇena ciljna pot je pridobljena z uporabo podatkov in dosedanjim sestavljenim
modelom okolice. Predpisana pot oziroma trajektorija, glede na blokovno shemo 2.4,
nastopi kot vstopni parameter. Na podlagi vnesenega vstopnega parametra, krmilnik
mobilnega robota, upravlja aktuatorje oziroma motorje, ki povzrocˇijo gibanje po dani
poti.
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2.2.2 Relativna lokalizacija
Relativna lokalizacija oziroma odometrija je uporaba podatkov s senzorjev za dolocˇanje
aproksimacijske lege in translatorne oziroma kotne hitrosti mobilnega robota v cˇasovnih
intervalih. Podatke za izvedbo odometrije se pridobijo iz enkoderjev koles. Izvaja
se neprestano, pod pogojem, da se izvaja gibanje. Meritev gibanj se sesˇteva med
seboj, z namenom, da se dolocˇi aproksimativna prevozˇena razdalja. Zaradi narave
aproksimacije, so prisotne napake, ki se akumulirajo ter absolutna napaka gibanja se
proporcionalno z prevozˇeno razdaljo povecˇuje.
Osnovna predpostavka odometrije; sˇtevilo obratov koles pretvoriti v prevozˇeno razdaljo,
relativno na podlago. Omenjena predpostavka je redko idealna zaradi prisotnosti zdrsa
in ostalih razlogov. Napake v odometriji se delijo v kategorije:
– Sistematicˇna napaka: Napaka zaradi vpliva neenakomernega premera gonilnih koles;
vpliv toleranc. Napake zaradi omejitve locˇljivosti enkoderjev, omejitve vzorcˇenja
signala enkoderja.
– Ostale napake: Napake zaradi ravnosti, zdrsa terena/podlage. Napake zaradi pre-
naglih pospesˇitev, brez kontaktnih tocˇk z terenom/podlage ter vpliva prisotnosti
zunanjih sil.
Sistematicˇne napake so kumulativne, vecˇinoma so prisotne v notranjem, zaprtem oko-
lju. Ostale napake so vecˇinoma prisotne v zunanjem okolju.
Preprosta modela za popis sistematicˇnih napak odometrije sta:










V enacˇbi (2.27) je dD ter dL desno in levo kolo. V enacˇbi (2.28) je b razdalja med
sprednjimi, gnanimi in zadnjimi gonilnimi kolesi. Mozˇno je preveriti, v kolikor ed ter eb
sta vzroka koncˇne napake, tako pri legi kot orientaciji mobilnega robota. Za potrebno
aproksimacijo ostalih napak, je potrebno vzeti v obzir najmanj ugoden primer. Slednji
je aproksimacija najvplivnejˇsih motenj.
Nekateri nacˇini za minimiziranje vpliva sistematskih napak :
– Sistematska, pazljiva umeritev mobilnega robota.
– Uporaba enkoderja, poleg servo motorja.
Nekateri nacˇini za minimiziranje vpliva ostalih napak :
– Uporaba dveh robotov. Izvedba medsebojne meritve leg v prostoru.
– Uporaba dveh robotov. Izvedba medsebojne korekcije napak odometrije.
– Uporaba zˇiroskopa.
Viˇsja kot je natancˇnost odometrije, manj je potrebna osvezˇitev podatka absolutne lege
mobilnega robota, vendar ta nikoli ni nicˇna.
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2.2.3 Absolutna lokalizacija
Mejniki (ang. landmarks) ter oddajniki (ang. beacons) predstavljajo osnovo za izvedbo
absolutne lokalizacije mobilnega robota. V primeru, da mejniki vsebujejo podatke iden-
titete, pred gibanjem ni potrebna informacija o trenutni legi mobilnega robota. Opis
mejnika, identiteta, je potreben, v kolikor mejnik ni naravno podan. Npr. pisarniˇski
poslovni prostori, v nekaterih prostorih imamo vecˇje sˇtevilo oken skupaj. Te se oznacˇi
kot mejnik, katerega vpis identitete ni potreben.
Mejnike se deli v kategorije:
– Aktivno postavljen mejnik: Oddaja signal, ki ga je potrebno zaznati.
– Pasivno postavljen mejnik: Ni oddaje signala, potrebno je ”vecˇ”uporabe senzorja
na mobilnem robotu. Z aktivnim senzorjem preverimo aktivnost pasivnega mejnika.
Npr. oznacˇba dolocˇenih segmentov okolice z oznakami na steni. Potreba po svetlobi
segmentov okolice za prepoznavo.
– Naravno ustvarjen mejnik: Nudijo viˇsjo fleksibilnost prilagojenosti senzorja oko-
lici, manjˇse zahteve, sˇtevilo specifikacij pri oblikovanju mobilnega robota. Naravno
ustvarjen mejnik lahko predstavlja stol, miza, tabla, ipd..
Lokaliziranje aktivno postavljenih mejnikov se uporablja z [5]:
– Trilateracija
– Triangulacija
Lokalizacija z uporabo trilateracije Pri uporabi trilateracije, je lokacija mobilnega
robota dolocˇena z uporabo meritev razdalje do znanega aktivnega oddajnika. Obicˇajno
so potrebni najmanj trije oddajniki in eden sprejemnik na robotu. Lokacije oddajni-
kov morajo biti znane. Mozˇna je alternativna uporaba enega oddajnika na robotu in
najmanj treh oddajnikov na znanih lokacijah v okolju (npr. na steni). Na sliki 2.5 je
primer uporabe ultrazvocˇnih senzorjev, na voljo je tudi nacˇin uporabe GPS sistema:
Slika 2.5: Primer lokalizacije z uporabo trilateracije [4].
Slika 2.5 prikazuje pozicijo robota z oznako P , ki lezˇi na presecˇiˇscˇu treh krogov Ci.
Krogi predstavljajo obmocˇje oddajnikov Bi, z oznacˇbo radija obmocˇja Ri.
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Trilateracija z uporabo ultrazvocˇnih senzorjev je primerna v relativno majhnih okoljih,
zaradi omejenosti radija senzorjev. Poleg tega, ovire ne smejo ovirati prenosa valov.
V kolikor je okolica relativno velika, je potrebna namestitev velikega sˇtevila oddajni-
kov po obmocˇju, kar povecˇuje proporcionalno kompleksnost metode in zato posledicˇno
prirocˇnost uporabe metode. Alternativne mozˇnost za relativno veliko okolje:
– Uporaba enega oddajnika, namesˇcˇenega na robotu in veliko sˇtevilo sprejemnikov na
koncˇnih lokacijah (ang. fixed).
– Uporaba enega sprejemnika, namesˇcˇenega na robotu in veliko sˇtevilo oddajnikov na
koncˇnih lokacijah. Sledi analogiji metode uporabe z GPS sistemom.
Lokalizacija z uporabo triangulacije
Za izvedbo lokalizacije je potrebno uposˇtevanje zahteve. Potrebno je opremiti lokalni
prostor mobilnega robota z aktivnimi oddajniki; namesˇcˇeni so vsaj trije ali vecˇ. Roti-
rajocˇi senzor, namesˇcˇen na mobilnem robotu R, dolocˇa naklone θ1, θ2 in θ3. Nakloni
predstavljajo vidni kot mobilnega robota, relativno na robotov lokalni koordinatni sis-
tem. Z branjem podatkov iz najmanj treh oddajnikov se izracˇuna in dolocˇi lega robota
(x,y,ϕ). Vrednost x predstavlja parameter X0, y predstavlja parameter Y0. Aktivni
oddajniki morajo izpolnjevati zadostno zanesljivost poslanega signala, za posˇiljanje v
vseh smereh.
Slika 2.6: Triangulacijska metoda. Robot meri naklone θ1, θ2 in θ3 med oddajniki B1,
B2 in B3, relativno na robotov koordinatni sistem.
Dve kategoriji, alternativi za uporabo triangulacije:
– Rotirajocˇi oddajniki in stacionarni sprejemniki.
– Rotirajocˇi oddajnik oziroma sprejemnik ter staticˇni reflektorji.
Potrebno je omeniti, kadar so izmerjeni nakloni majhni, kadar so oddajniki postavljeni
nakljucˇno, brez premiˇsljene postavitve, je triangulacija podvrzˇena napakam. Trian-
gulacija deluje takrat, kadar je robot postavljen v namiˇsljen trikotnik, postavljen z
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oddajniki. Glede na sliko 2.6, sledi zapis trigonometricˇne enacˇbe, ki povezuje lego
robota (x,y,ϕ) z nakloni θ1, θ2, θ3, pridobljeni z postavitvijo oddajnikov B1, B2 in B3:
tg(ϕ+ θi) =
yi − y
xi − x (2.29)
Vrednosti xi in yi predstavljajo koordinate i-tega oddajnika. Trije oddajniki so zadostni
za izracˇun lege robota (x,y,ϕ), pod pogojem, da so pogoji pri izvedbi brez sˇuma.
Tako se tvori sistem treh enacˇb, nelinearen, resˇen je z uporabo numericˇnih metod,
primer je Newton-Raphsonova metoda ter njene variacije. Vendar, v kolikor okolje
vpliva na delovanje s prisotnostjo sˇuma, kar se vecˇinoma dogodi, je potrebno okrepiti
sˇtevilo oddajnikov. Posledicˇno se tvori mnozˇicˇen nelinearni sistem enacˇb, ki je resˇljiv z
numericˇnimi metodami. Primer je iterativna metoda najmanjˇsih kvadratov, analogno
trilateracijski metodi 2.5.
Rezultati, pridobljeni z viˇsjim sˇtevilom oddajnikov, so bolj natancˇni, pod pogojem, da
je postavitev oddajnikov optimalna. Npr. v primeru triangulacije s tremi oddajniki
je razlika naklona med oddajniki 120◦. Sicer lega in orientacija vsebuje viˇsjo varia-
cijo, relativno na optimalno postavitev. Naknadno, v kolikor so oddajniki identicˇni, je
prepoznava otezˇena, tezˇko je dolocˇiti kateri oddajnik je poslal signal sprejemniku na
robotu. Potrebno je uposˇtevati ovire v lokalnem okolju, v kolikor ovira preprecˇi oddajni
signal robotu, nastane neusklajenost. Kadar pride do tezˇav z lokalizacijo robota, ko ni
mozˇno dolocˇiti lego in orientacijo, se robot ponovno umerja Omenjen pristop tezˇavam
ni priporocˇen, zaradi prakticˇnosti. Posledicˇno so se razvile tehnike lokalizacije z upo-
rabo triangulacije robota, z uporabo avtomatizacije. Ena izmed tehnik je uporaba
nevronskega omrezˇja, ki je zmozˇen prepoznave in identifikacije oddajnikov [6].
Lokalizacija z uporabo zemljevida
Predstavlja metodo, v kateri mobilni robot uporabi povezane senzorje, za nastanek
zemljevida, ki vsebuje prikaz lokalnega okolja. Kadar je govora o zemljevidu v pra-
ksi, mora biti zemljevid podrobno oznacˇen, tako kot so oznacˇena mesta; imena ulic
predstavljajo imena mejnikov. Npr. mobilni robot se pripelje v dolocˇeno ulico, na pod-
lagi primerjave podatkov, razbranih s podatkov slikovnih senzorjev v realnem cˇasu,
se izvede primerjava z oznacˇbo ulice (mejnika), zapisanem pri nastanku zemljevida.
V kolikor je znana ciljna lega, se ustvari pot na podlagi zemljevida ter uposˇtevanja
mejnikov. Nekaterih mejnikov ni potrebno vpisovat, predstavljajo kategorijo naravnih
mejnikov (ulice, krizˇiˇscˇa, objekti, ipd.). Oznacˇba mejnikov se razlikuje glede na lokalno
okolje mobilnega robota, zato je vsak primer specificˇen. Ustvarjen zemljevid je lahko
izdelan z CAD modelom ali generiran s povezavo senzorjev v sistem.
Prednosti metode:
– Ni potrebna nadaljnja sprememba okolja.
– Mozˇna je dopolnitev dodanega zemljevida.
– Mobilni robot se lahko priucˇi na okolje, zapisano v zemljevidu, natancˇnost lokalizacije
se izboljˇsa z nadaljnjim raziskovanjem okolja.
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Slabosti metode:
– Potrebno sˇtevilo znacˇilk. Staticˇnih, lahko prepoznavnih, mozˇnih za klasifikacijo, kot
znacˇilk oziroma mejnikov.
– Natancˇnost ustvarjenega zemljevida mora biti zadostna za izvedbo predpisanega
opravila.
– Potrebno je znatno sˇtevilo podatkov senzorike ter procesne mocˇi.
Zemljevidi se razdelijo v dve kategoriji:
– Topolosˇka karta/zemljevid: Primerna za tip senzorjev, ki omogocˇa prepoznavo iden-
titet mejnikov na zemljevidu. Npr. zemljevid mestnega prevoznika LPP, podane
so imena postajaliˇscˇ za dano traso. Ni znane informacije o razdalji od postaje do
postaje. Za lazˇji pregled je vsaka trasa podana z razlicˇno barvo, tako preglednost
ostane zadovoljiva. Zemljevid je prikazan kot mnozˇica vozliˇscˇ ter pusˇcˇic.
– Splosˇna karta/zemljevid s merilom: Mozˇno jih je izdelati z uporabo zˇe izdelanih
topolosˇkih kart, potrebno je pridobiti podatke, kot je razdalja in naklon. Primerna
za tip senzorjev, ki nudijo informacije o obsegu, razdalji. Primer ustreznega senzorja
je ToF kamera, sonar. V splosˇnem je mrezˇna karta bolj priporocˇljiva, z povezavo
primernih senzorjev, kot topolosˇkih kart. V izjemnih primerih je mozˇno meritev
senzorike primerjati s shranjenim zemljevidom.
V idealnem primeru je zazˇeleno, da mobilni robot (ang. WMR) ustvarja zemljevid
avtonomno, brez asistence uporabnika. Posledica razvoja v tej smeri je bil razvoj
metodologije SLAM, ki opravlja zgoraj opisano.
Slika 2.7: Struktura lokalizacije z uporabo kartiranega zemljevida [7].
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2.2.4 Senzorji
Mobilni roboti so opremljeni z vecˇjim sˇtevilom senzorjev, za potrebe lokalizacije [8]:
– Kodirnik: Predstavlja osnovo. Omogocˇa meritve gibanj koles. Z uporabo kodirnika,
je mozˇno dolocˇiti aproksimativno lego mobilnega robota. Natancˇnost aproksimacije
ni zanesljiva, zaradi sistemske povezave aproksimacijske napake.
– Sonar: Tip senzorja, uporabljen pri podvodnih robotih. Omogocˇa dolocˇiti hitrost
robota. Hitrost se dolocˇi na podlagi Doppler pojava, natancˇnost je zanesljiva.
– Pospesˇkomer: Tip senzorja, ki nudi dolocˇitev vrednosti pospesˇkov. V splosˇnem
so pri robotih v uporabi trije pospesˇkomeri, zaradi pojava gravitacije, je potrebna
kompenzacija v vertikalni osi.
– Zˇiroskop: Tip senzorja, ki nudi dolocˇitev vrednosti vrtilnih hitrosti. Na voljo so trije
koncepti zˇiroskopa: vibracijski, mehanski ter opticˇni.
– Inercijska merilna enota: Povezuje zˇiroskop in pospesˇkomer, z namenom, da iz-
boljˇsamo natancˇnost aproksimacij. Npr. moderne inercijske enote, uposˇtevajo apro-
ksimativno hitrost in rotacijo planeta.
– Barometer: Nudi dolocˇitev pritiska oziroma tlaka. Pri podvodnih robotih omogocˇa
dolocˇitev globine, z izjemno natancˇnostjo. V zraku omogocˇa dolocˇitev viˇsinske raz-
like.
– Globalni sistem pozicioniranja: Predstavlja satelitski navigacijski sistem, ki nudi
geolokalizacijsko storitev po svetu. Natancˇnost storitve je v obmocˇju 10m, na odpr-
tem terenu. V zaprtih prostorih, znotraj stavb, prostorov, pod vodo, natancˇnost ni
zadostna.
– Radar: Tip senzorja. Robot oddaja elektromagnetno valovanje oziroma ultrazvocˇne
valove. Na podlagi odmevov, ustvarja sliko okolice, nato se na podlagi slik ustvarja
zemljevid okolice. Radar se uporablja za delo z raznoraznimi povrsˇinami ali v zraku.
Predstavlja nizkocenovni tip senzorja za dolocˇanje razdalj.
– Kamera: Nizkocenovni senzorji, uporabljeni za prepoznavo objektov. Pri lokalizaciji
omogocˇajo dolocˇitev relativnih geometrijskih kotov, glede na postavljene mejnike.
Kamere se uporablja tudi pri podvodnih robotih.
Negotovost senzorjev
Poglavitni pogoj za natancˇno lokalizacijo je dostop do zanesljivih, visoko locˇljivih sen-
zorjev. Vendar, senzorji imajo veliko nepravilnosti zaradi razlicˇnih vzrokov. Kot je bilo
predstavljeno v poglavju 2.2.4, je potrebno izbrati tip senzorja primerno obravnavanem
problemu. Morda se zdi laser zanesljiva izbira, vendar je ta podvrzˇen vzrokom, kot
je sˇum, omejeno vidno polje, ipd.. Zaradi nasˇtetih vzrokov nepravilnosti, je uporaba
kamer ter ostalih senzorjev na temo optike velika. Optika nudi sˇiroko vidno polje, vi-
soko hitrost vzorcˇenja in je prakticˇna za krmiljenje objektov. Nekatere slabosti optike
so pomanjkanje informacij o globini, popacˇenost slik, omejeni locˇljivosti in nadaljnji
potrebi po prepoznavi in interpretaciji oziroma obdelavi slik.
V splosˇnem, nepopolnost senzorjev se deli v dve kategoriji sˇum (ang. sensor noise)
ter kategorije prekrivanj (ang. sensor aliasing categories). Sˇum senzorja je povzrocˇen
zaradi vpliva parametrov v okolici, katerih senzor ni zmozˇen zajeti. Npr. parametri,
ki vplivajo na optiko: pogoji osvetlitve, pusˇcˇanja svetlobe in meglenost slike. Prekri-
vanje, kot naknadni razlog nepopolnosti senzorjev, daje vedeti, da podatki razbrani
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s senzorjem/ji niso enolicˇni. Prekrivanje da vedeti, tudi v idealnih pogojih, ko ni
prisotnosti sˇuma, kvantiteta informacij senzorja v vecˇini primerov ni zadostna za pre-
poznavo lege mobilnega robota z uporabo le enega senzorja. Posledicˇno, je v praksi
potrebno uporabiti tehnike procesiranja podatkov, z namenom minimiziranjem vpliva
prisotnosti sˇuma ter prekrivanj. Tako je mogocˇe dolocˇiti zanesljivo natancˇnost lege
robota v cˇasovnem prostoru. Tehnike procesiranja podatkov se obravnava z uporabo
statisticˇnih in informacijskih metod, kot je uporaba Bayes-ovega cenilca, Kalman fil-
tra, razsˇirjenega Kalman filtra (EKF), Filter delcev (PF), Monte Carlo cenilca, filtra
informacij, nevronskih aproksimacij, itd..
Povezava senzorjev
Je proces zdruzˇevanja podatkov s senzorjev, z namenom zmanjˇsevanja negotovosti,
potencialno prisotne pri izvajanju navigacije robota, pri izvedbi gibanja. Povezava
senzorjev omogocˇa ustvarjanje natancˇnejˇse zgradbe modela lokalnega okolja oziroma
ustvarjenega zemljevida. Osnovni nacˇini povezave senzorjev:
– Redundantni senzorji: Vsi senzorji, istega tipa, posˇiljajo enak tip informacije o oko-
lju. Obravnava duplikata senzorjev.
– Komplementarni senzorji: Posˇiljajo neodvisne tipe informacij o okolju.
– Koordinirani senzorji: Zajemanje podatkov okolice poteka sekvencˇno.
Osnovne komunikacijske sheme senzorjev [9]:
– Decentralizirana. Ni pretoka informacij med vozliˇscˇi senzorjev.
– Centralizirana. Vsi senzorji pretakajo informacije k centralnem vozliˇscˇu.
– Distribuirana. Vozliˇscˇa medsebojno izmenjujejo informacije pri danem komunikacij-
skem pogoju. Npr. pri vsaki peti meritvi, predstavljajocˇ eno-petinski delezˇ komuni-
kacij.
Centralizirana shema se lahko sˇteje kot posebni primer distribuirane sheme, kjer sen-
zorji komunicirajo medsebojno pri vsaki meritvi. Slika 2.8 prikazuje koncept delovanja.
Slika 2.8: Blokovna shema povezave senzorjev.
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2.2.5 SLAM metoda
Splosˇne tezˇave SLAM
SLAMmetoda se ukvarja z problemom, ali je mozˇno postaviti mobilni robot na neznano
lokacijo, v neznano okolje ter inkrementalno ustvariti in dopolnjevati zemljevid okolja,
ko se izvaja lokalizacija znotraj zemljevida.
Osnove metode SLAM je postavil Durrant Whyte [10], z postavitvijo statisticˇnih osnov,
ki popisujejo razmerje med mejniki in manipulacijo geometrijskih negotovosti. Kljucˇni
element je bilo opazovanje, da obstaja velika verjetnost korelacije med predposta-
vljeno lokacijo mejnikov v zemljevidu, in da so omenjene korelacije bile podkrepljene
z uspesˇnim opazovanjem. Koncˇni rezultat SLAM metode potrebuje stanje o sklepih
(ang. joint), ki vsebujejo podatke o legi mobilnega robota in lokaciji mejnikov, ki
se osvezˇujejo vsakokrat pri opazovanju mejnikov. Sˇirok nabor senzorjev, kot so npr.
sonarji, kamere, ToF kamera, so potrebni za zaznavo okolja in izvedbo metode SLAM.
Tri pogoste metode implementacije metode SLAM:
– Razsˇirjeni kalman filter: Nadgradnja Kalman filtra za uporabo na nelinearnih stoha-
sticˇnih modelih. Ti nudijo raziskovanje opazovanosti, kontroliranosti ter stabilnosti
filtriranega sistema.
– Bayesova cenilka: Opisuje gibanje in znacˇilke opazovanja mobilnega robota direktno,
z uporabo funkcij gostote vrednosti in uporabo Bayes teorema za posodabljanje
verjetnosti. Metoda je pokazala dober uspeh v zahtevnih okoljih.
– Filter delcev: Bazira na simulacijah in temelji na sekvencˇni Monte carlo metodi.
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Slika 2.9: Blokovna shema medsebojnih povezav SLAM funkcij.
SLAM implementacija gmapping
Gmapping je visoka optimizacija Rao Blackwellovih filtra delcev (PF) oziroma se-
kvencˇne Monte Carlo metode. Razne metode temeljijo na Monte Carlo pristopu, ki
zajema sˇirok spekter racˇunalniˇskih algoritmov, ki temeljijo na nakljucˇnem vzorcˇenju,
z namenom uporabe numericˇnih metod podati koncˇni rezultat. Gmapping se je izka-
zal za ucˇinkovito in zanesljivo metodo opravljanja istocˇasne lokalizacije in ustvarjanja
karte oziroma zemljevida (ang. SLAM ). Metoda deluje tako, da uporablja filter del-
cev, kjer vsak delec nosi informacijo o dolocˇenem segmentu zemljevida oziroma okolice
robota. Tako je glavni problem kompleksnost resˇevanja oziroma zadostno sˇtevilo del-
cev, za uspesˇno kartiranje zemljevida. Poleg tega, je ponovno vzorcˇenje skozi iteracije
lahko sˇkodljiv. Namrecˇ, delec z potrebno vsebino za kartiranje zemljevida ni vecˇ za-
jet. Pojav se imenuje osiromasˇenje delcev v smislu potrebnih informacij. Za zadostno
ucˇinkovitost Rao Blackwellovih delcev je priporocˇena uporaba mrezˇnih kart oziroma
zemljevida (ang. grid maps) [11] [12].
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Zaporedje korakov metode gmapping :
– Vzorcˇenje: Naslednja generacija oziroma skupina delcev je pridobljena iz prejˇsnje
cˇasovne iteracije delcev, z vzorcˇenjem iz dolocˇene verjetnostne porazdelitve. Uporaba
verjetnostnega odometrijskega modela gibanja za verjetnostno porazdelitev.
– Znatnost utezˇi: Vsakemu delcu se dodeli vrednost utezˇi, glede na pomembnost
vzorcˇnega principa. V vrednosti utezˇi je uposˇtevano, da dolocˇena verjetnostna po-
razdelitev v splosˇnem ni enaka ciljni porazdelitvi v naslednjih iteracijah.
– Ponovno vzorcˇenje: Ponovno vzorcˇenje. Delci so na novo prikazani proporcio-
nalno, glede na izracˇunano vrednost utezˇi. Ta korak je pomemben, uporabljeno
je le dolocˇeno sˇtevilo delcev za zvezno porazdelitev. Poleg tega, ponovno vzorcˇenje
omogocˇa uporabo filtra delcev v primerih, kjer je ciljna porazdelitev razlicˇna od
dolocˇene oziroma predlagane. Po ponovnem vzorcˇenju imajo vsi delci enako vre-
dnost utezˇi.
– Ocenjevanje karte: Za vsak delec, je izracˇunan ustrezen del karte na podlagi podane
trajektorije istega iteracijskega vzorcˇenja in preteklih opazˇanj.
Slika 2.10: Primer mrezˇne karte z uporabo SLAM metode gmapping [11].
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2.3 Navigacija
Upravljanje vozila v okolju brez ovir se deli na dve kategoriji vodenje od tocˇke do tocˇke
in sledenje referencˇni trajektoriji. V primeru neholonomicˇnih omejitev, je priporocˇeno
sledenje referencˇni trajektoriji. Metoda povezuje zacˇetno stanje in koncˇno stanje, ki
predstavlja stanje v ciljni legi. Za zadostno upravljanje je potrebno cˇasovno spremen-
ljiva povratna zanka. Vozilo mora uposˇtevati neholonomicˇne omejitve, pot ni poljubne
smeri. Prisotne so omejitve v okolju, ovire. Vnesene so zahteve za dosego ciljne poti,
te pogojujejo predpisano pot. Gladko vodenje vozila, pogoj inverzne kinematike, je iz-
vedljivo, aproksimacija modela vozila je v okolice predpisane poti oziroma trajektorije
je vodljiva. Neholonomicˇen sistem je priporocˇeno upravljati s predkrmiljenjem. Tam
za trajektorijo, pogojeno z kinematicˇnimi omejitvami, se izracˇuna vrednosti vhodnih
parametrov sistema, potrebne za izvedbo gibanja po predpisani poti. Predkrmiljenje
ni zadostno, stabilnost gibanja je podvrzˇena napakam zacˇetnih stanj modela vozila ter
na prisotne motnje v sistemu. V sistem je potrebno dodati zaprtozancˇnost. Prisotnost
predkrmiljenja ter zaprtozancˇnosti je prirocˇna za upravljanje neholomicˇnih sistemov.
2.3.1 Vodenje vozila z diferencialnim pogonom
Vodenje v referencˇno lego





– poraba energije med gibanjem,
– morebitne ovire v okolju, itd..
Pri zahtevi, da vozilo sledi trajektoriji (npr. cˇrta), se z nacˇrtovanjem poti iz zacˇetne v
ciljno lego ni potrebno obravnavati. Ko je predpisana ciljna lega, je potrebna dolocˇitev
predvidene poti, za dosego cilja. Dolocˇitev je lahko eksplicitna (npr. uporabnik nastavi
pot) ali pa je implicitno podana. Pri eksplicitni metodi je mozˇno prilagajati vozˇnjo,
pri implicitni metodi je potreba uporaba algoritem vodenja v referencˇno lego.
21
Teoreticˇne osnove in pregled literature
Slika 2.11: Vodenje v referencˇno lego [3].
Vodenje v referencˇno pozicijo
Npr. predpisana je le ciljna lega oziroma referencˇna pozicija vozila (xref (t), yref (t)),
orientacija ni predpisana. Pri upravljanju je potrebno krmiljenje orientacije vozila, da
se gibanje izvaja ustrezno po predpisani poti. Krmiljenje s kontrolo kotne hitrosti, ki
je definirana:
ω(t) = K(φref (t)− φ(t)) (2.30)
Parameter φref (t) predstavlja φref (t) = arctan(
yref (t)−y(t)
xref (t)−x(t)), dolocˇa orientacijo robota
k ciljni legi (xref (t), yref (t)). Parameter K predstavlja ojacˇanje krmilnika. Slika 2.11




(xref (t)− x(t))2 + (yref (t)− y(t))2 (2.31)
Pospesˇevanje a(t) vozila je prav tako proporcionalno razdalji do ciljne lege, vendar z
omejitvijo, pri kateri sˇe ni pojava zdrsa koles med izvajanjem gibanja in zaviranja.
Vodenje v referencˇno lego po odsekoma zvezni poti
Koncept metode je robotovo sledenje predpisani poti v obliki premice, kjer se nato
pot v blizˇini referencˇne tocˇke povezˇe na predpisano pot v obliki krozˇnice. Premica in
krozˇnica sta v eni tocˇki oziroma tangencialno povezani, kot je prikazano na sliki 2.12.
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Slika 2.12: Vodenje v referencˇno lego po odsekoma zvezi poti [3].
Prvotni del predstavlja predkrmiljenje (ang. feedforward), sledenje predpisani poti v
obliki premice, se upravlja s krmilnikom na nacˇin:
ω(t) = K(φt(t)− φ(t)) (2.32)
Parameter φt(t) predstavlja φt(t) = arctan(
yref (t)−y(t)
xref (t)−x(t)), na sliki 2.12 je xt(t), yt(t) vme-
sna tocˇka, kjer je predpisana pot v obliki premice tangencialno povezana z krozˇnico.
Naknadni del predstavlja krmiljenje (ang. feedback), sledenje krozˇnici za skladnost




+K(φref (t)− φ(t)) (2.33)
Parameter R predstavlja radij krozˇnice, v(t) dolocˇena translatorna hitrost robota, kot
φref (t) tangento na krozˇnico v tocˇki xt(t), yt(t).
Za viˇsjo mero stabilnosti se izracˇunava referencˇna pot (xref (t), yref (t)) v vsakem vzorcˇnem
intervalu. Posledicˇno se tako zagotavlja v vsaki tocˇki pozicija robota pri izvedbi gi-
banja, tako pri predpisani pot v obliki premice kot predpisani poti v obliki krozˇnice.
Sistem ni mozˇno povsem izolirati od zacˇetnih pogojev (φ(t) = φref ) in motenj okolice
(sˇumov, zdrsa koles). Pot ni odsekoma zvezna v tocˇki sticˇiˇscˇa premice in krozˇnice,
tam je potrebno kotno hitrost ω(t) postaviti iz nicˇne vrednosti na vrednost v(t)
R
, za
usklajevanje smeri robota na smer referencˇne poti φ(t) = φref (t). Namen je sledenje
robota referencˇni poti brez pogresˇka φerr(t), vendar to ni v celoti izvedljivo. Ni mozˇno
povsem iznicˇiti sledilni pogresˇek na prehodu iz predpisane poti premice na predpisano
pot v obliki krozˇnice.
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Metoda vodenja v referencˇno lego po odsekoma zvezni poti je primerna, kadar je po-
trebno v najkrajˇsem cˇasu prispetje robota v ciljno lego. Oblika predpisane poti ni
predpisana, ni pomembna. Omenjena metoda je pri ostalih mehanizmih gibanja (npr.
Akermanov pogon) pogostokrat prisotna, dokazano je bilo, da omenjena metoda zago-
tavlja najkrajˇso pot [13,14].
Vodenje po referencˇni trajektoriji














Cilj je upravljanje vozila po trajektoriji oziroma referencˇni poti (xref (t), yref (t)), odvi-
snim s parametrom cˇasa t.
Predkrmiljenje
Z uposˇtevanjem enacˇbe 2.34 je mozˇno z metodo inverzne kinematike izracˇunati vhodne
parametre sistema oziroma predkrmilne parametre vff (t) in ωff (t). Tako bo robot
izvajal gibanje po predpisani poti/trajektoriji brez naknadnega dela, ki predstavlja
krmiljenje. Opisan pristop je zadosten, kadar model eksaktno opisuje model robota
(kinematsko, dinamsko), ni prisotnih motenj v okolju ter ni zacˇetnih pogresˇkov zaradi
postavljenih zacˇetnih pogojev robota. V realnem okolju to ni mozˇno, zato je potrebno
v model vkljucˇiti zaprtozancˇnost pri vodenju.
Translatorna hitrost vozila je:
vff (t) =
√︂
(ẋref (t))2 + ẏref (t))
2 (2.35)












ẋref (t)y¨ref (t)− ẏref (t)x¨ref (t)
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Linearni krmilnik
Linearni krmilnik se uporablja za ocenitev linearno cˇasovno t spremenljivega modela,
z uporabo linearizacije, v okolici trajektorije. Sledilni pogresˇek se dolocˇi preko trans-











⎤⎥⎥⎥⎥⎦(︁qref (t)− q(t))︁ (2.37)
Parameter e(t) = [ex(t), ey(t), eφ(t)]
T predstavlja sledilni pogresˇek v koordinatnem sis-
temu robota. Parameter qref (t) = [xref (t),yref (t),φref (t)] predstavlja referencˇno lego
robota v cˇasovni vrednosti parametra t na trajektoriji, prikazano na sliki 2.13. Pa-
rameter q(t) = [x(t),y(t),φ(t)]T predstavlja lego robota v koordinatnem sistemu. S
kombinacijo enacˇbe (2.34) kinematicˇnega modela in odvoda enacˇbe (2.3) pri predpo-

























predstavlja vhodni signal, dolocˇen s krmilnikom. Ta je pogosto













Pri vstavitvi enacˇbe (2.39) v enacˇbo (2.38) nastane sistem enacˇb:
ėx = ωffey − vfb + eyωfb (2.40)
ėy = −ωffex − vff sin(eφ)− exωfb (2.41)
ėφ = ωfb (2.42)
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Sistem enacˇb predstavlja nelinearni model, katerega je potrebno linearizirati v okolici






















Linearni model sledilnega pogresˇka je cˇasovno spremenljiv, zaradi odvisnosti parame-
trov vff ,ωff . Krajˇsi zapis enacˇbe 2.43 je ė = Ae+Bufb.











Parametri kx, ky, kφ predstavljajo ojacˇanje krmilnika. Vrednosti se dolocˇajo eksperi-
mentalno ali pa z doseganje zˇelenih polov v zaprtozancˇnem sistemu.
Enacˇba pove, da pogresˇek v x osi ex vpliva na vfb, pogresˇek v y osi ey in v smeri okoli
osi tezˇiˇscˇa robota oziroma orientacije eφ vplivata na kotno hitrost robota ωfb.
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Slika 2.13: Sledilni pogresˇek v lokalnih koordinatah [3].
2.3.2 Predstavitev okolja za namen planiranja poti
Z ciljem planiranja poti robota iz zacˇetne v ciljno lego, je potrebno okolje oziroma
prostor razdeliti na podprostore. Tako je omogocˇena matematicˇna obdelava okolja, pri
kateri se uporabljajo razlicˇni algoritmi za iskanje optimalne poti.
Graf prehajanja stanj
Graf prehajanja stanj prikazuje okolje, zacˇetno postavitev robota, obmocˇje z ovirami
kot je recimo stena ali ovira ter ciljno obmocˇje robota. Graf nastane tako, da se
prostor razdeli na podprostor/celice, ki predstavljajo mozˇna stanja robota. Stanja
so zacˇetna, vmesna in ciljna. Na grafu je stanje predstavlja z vozliˇscˇem. Prehod
med stanji predstavljajo povezave. Grafu se dodajajo utezˇi, te predstavljajo potreben
”trudzˇa prehod iz npr. tocˇke A v tocˇko B. Poleg utezˇi lahko sledi dodajanje smeri,
za povezavo v obeh smereh; povratna smer ima lahko razlicˇno vrednost. Dolocˇanje
optimalne poti, z uporabo grafa, se dolocˇa z algoritmi iskanje (A*, Dijkstra, ...)
Mrezˇna karta
Okolica robota se razdeli na podprostore oziroma celice, v obliki geometrijskih likov.
Po koraku razdelitve prostora v celice se lahko opravi graf prehajanja stanj; prehajanje
med vozliˇscˇi. Prehod iz celice je mozˇen v eno izmed sosednjih celic, pogoj je skupen
rob med celicama.
Mrezˇna karta se deli v kategoriji:
– Natancˇna mrezˇna karta: Je natancˇna, v kolikor se celice v celoti nahajajo znotraj
obmocˇja, ki je lahko prosto ali z ovirami. Okolje, prikazanem v tlorisu, je ome-
jeno s cˇrtami enakomerno po njeni sˇirini. Tako se formirajo podprostori. Slabost
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pristopa je opazna v kompleksni okolici, strmo naraste sˇtevilo podprostorov. Pri
prostem obmocˇju, brez ovir, je sˇtevilo podprostorov minimalno. Vsak podprostor se
tretira kot vozliˇscˇe, dodeljena je zaporedna sˇtevilka. Tako se nadaljnje ustvarja graf
prehajanja stanj.
– Pribliˇzna mrezˇna karta: Delitev je priblizˇna zaradi podprostorov oziroma celic, ki
morda vsebujejo oviro. Celica velja za prosto, dokler je v celoti prosta. Delitev oko-
lja se lahko izvede enakomerno, delitev v celice enakomernih velikosti geometrijskih
likov, sledecˇ po analogiji razlozˇeni pri natancˇnem razcepu. Zaradi enakih velikosti
celic pri kompleksnem okolju pride do uhajanja informacij o okolju. Namrecˇ, velja
da je celica prosta samo, ko je v celoti prosta. Lahko se uporabi naslednji pristop.
Celico, v kateri se ovira nahaja, se razdeli v 4 manjˇse enakomerne celice. Postopek
se ponavlja vse dokler ni zadostna natancˇnost. Slabost priblizˇnega razcepa je po-
treba po velikem spominu za izracˇune in ustvarjanje celic, izguba informacij vodi do
situacije, ko ni resˇitve, cˇeprav bi morala biti.
2.3.3 Metode iskanja poti
Ko je podano okolje z ovirami predstavljeno na grafom (npr. prostor stanj, razcep na
celice, zemljevid cest) je mozˇno uporabiti algoritme, ki poiˇscˇejo pot od zacˇetnega do
ciljnega vozliˇscˇa. Iskanje poti poteka v splosˇnem tako, da sledi preverba za zacˇetno
vozliˇscˇe v kolikor je izjemnem primeru tudi ciljno vozliˇscˇe. Iskanje poti se razsˇiri na
potencialna sosednja vozliˇscˇa. Sledi za odlocˇitev za naslednjo vozliˇscˇe, ki bo pri podani
poti sledilo kot novo vozliˇscˇe, ki sledi takoj po zacˇetnem vozliˇscˇu. Tako se proces
nadaljuje, vse dokler ni ugotovljena pot od zacˇetnega do ciljnega vozliˇscˇa oziroma v
skrajnem primeru, dokler ni ugotovljena pot ter preiskana so bila vsa vozliˇscˇa v grafu.
Pri iskanju poti je potrebno imeti nadzor nad vozliˇscˇi zaradi preprecˇitve robotu, da
obiˇscˇe dano vozliˇscˇe vecˇkrat. Preiskana ter primerna vozliˇscˇa se delijo v kategorije
odprto vozliˇscˇe ali zaprto vozliˇscˇe. Pri vozliˇscˇih oznacˇenih kot odprto vozliˇscˇe (ang.
open list) velja, da z obiskom vozliˇscˇa robot lahko nadaljuje pot po sosednjih vozliˇscˇih.
Zaprto vozliˇscˇe (ang. closed list), je miˇsljeno kot vozliˇscˇe, katero nima naslednjih
vozliˇscˇ. Algoritmi se tako pri ustvarjanju poti v vecˇini odlocˇajo za odprta vozliˇscˇa.
Od izbranega algoritma je odvisno zaporedje izbiranja vozliˇscˇ. Vsak algoritem ima
razlicˇen pristop. Algoritem iz seznama odprtih vozliˇscˇ izbere prvo vozliˇscˇe glede na
dolocˇen razvrsˇcˇevalni kriterij oziroma strategijo. Raziskana vozliˇscˇa so pri uporabi
algoritmov sˇe zmeraj podana pri seznamu odprtih vozliˇscˇ.
Iskanje vozliˇscˇ se deli v kategoriji neinformirani in informirani algoritmi. Neinfor-
mirani oziroma slepi algoritmi, vsebujejo samo prvo podane informacije, specifikacijo
problema. Raziskovanje vozliˇscˇ se opravlja sistematicˇno, vozliˇscˇa se obravnava ena-
kopravno. Informirani oziroma hevristicˇni algoritmi, pri raziskovanju vozliˇscˇ se delijo
vozliˇscˇa na bolj in manj primerna. Posledicˇno je ucˇinkovitost raziskovanja viˇsja in cˇas
iskanja poti od zacˇetnega do ciljnega vozliˇscˇa manjˇsi.
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A* algoritem
A* algoritem spada v kategorijo informiranih oziroma hevristicˇnih algoritmov. Tako
vsebuje informacijo glede bolj in manj primernih vozliˇscˇ. Posledicˇno je ucˇinkovitejˇsi
pri raziskovanju primernosti vozliˇscˇ za namen ustvarjanja poti. Vozliˇscˇem se dodeli
vrednost izbrane hevristicˇne funkcije. Z znanimi vrednostmi vozliˇscˇ se dolocˇi koncˇno
vrednost oziroma ceno, ki predstavlja vrednost izbrane poti iz izbranega vozliˇscˇa. Iz-
brana hevristicˇna funkcija je lahko npr. Evklidska, Manhattan, itd..
Med izvedbo A* algoritma se izvaja izracˇun cene oziroma vrednost koncˇne poti. Racˇun
se izvede s sesˇtevanjem cene do trenutnega vozliˇscˇa in ceno od trenutnega vozliˇscˇa do
ciljnega vozliˇscˇa. Obenem se vodi evidenca seznama odprtih in zaprtih vozliˇscˇ. Seznam
odprtih vozliˇscˇ se med tekom izvajanja izracˇunov vozliˇscˇ sˇiri, sprva je podano samo
zacˇetno vozliˇscˇe. Seznam zaprtih vozliˇscˇ je sprva prazen.
Zaporedje korakov A* algoritma:
– Inicializacija seznama odprtih vozliˇscˇ.
– Inicializacija seznama zaprtih vozliˇscˇ. Zacˇetno vozliˇscˇe je prestavljeno na seznam
odprtih vozliˇscˇ.
– Dokler seznam odprtih vozliˇscˇ ni prazen, se izvaja iskanje vozliˇscˇa z najmanjˇso vre-
dnostjo celotne poti od trenutnega do koncˇnega vozliˇscˇa. Ob vsaki najdbi se vozliˇscˇe
prestavi s seznama odprtih vozliˇscˇ. Za vsako naslednje najdeno vozliˇscˇe se preverja
ali je koncˇno vozliˇscˇe.
– V kolikor je temu tako, se iskanje novih vozliˇscˇ prekine. V kolikor temu ni tako, sledi
ponovitev iskanja vozliˇscˇ z najmanjˇso vrednostjo celotne cene poti vse do koncˇnega
vozliˇscˇa. Izvaja se preracˇun cen poti zacˇetno-trenutno vozliˇscˇe in cen poti trenutno-
koncˇno vozliˇscˇe. Celotna cena poti je sesˇtevek cene zacˇetno-trenutno vozliˇscˇe in cene
trenutno-koncˇno vozliˇscˇe.
– V kolikor ima vozliˇscˇe nizˇjo ceno celotne poti kot najdeno vozliˇscˇe v prejˇsnjem koraku
in se nahaja na seznamu odprtih vozliˇscˇ, se ga nadaljnje uposˇteva in najdeno vozliˇscˇe
v prejˇsnjem koraku se ne uposˇteva nadaljnje.
– V kolikor ima vozliˇscˇe nizˇjo ceno celotne poti kot najdeno vozliˇscˇe v prejˇsnjem koraku
in se nahaja na seznamu zaprtih vozliˇscˇ, se ga nadaljnje uposˇteva in prestavi na
seznam odprtih vozliˇscˇ, najdeno vozliˇscˇe v prejˇsnjem koraku se ne uposˇteva nadaljnje.
–
Po opisanih korakih A* algoritma se izvaja iskanje optimalne poti. Izvaja se iska-
nje vrednosti cene koncˇne poti, kjer gibanje robota skozi vozliˇscˇa zmanjˇsuje vrednost
koncˇne poti oziroma se le ta ohranja. Z ciljnim vozliˇscˇem se iskanje optimalne poti
prekine. Dobra lastnost A* algoritma je nenehno iskanje optimalne oziroma popolne
poti z uporabo hevristike. Slabost je kvantiteta potrebnih izracˇunov. Podoben je Dijk-
stra algoritmu opisanem spodaj, v kolikor se vrednostim cen vozliˇscˇ do ciljnega vozliˇscˇa
dolocˇi vrednost na nicˇ.
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Dijkstra algoritem
Ustvarjen za iskanje najkrajˇse poti. Poti iz zacˇetnega vozliˇscˇa do vseh preostalih
vozliˇscˇ v grafu. Za iskanje najkrajˇse poti iz zacˇetnega v ciljno vozliˇscˇe je potrebno
izracˇunavanje vseh poti, tudi nepotrebnih, posledicˇno je algoritem neucˇinkovit. Po-
trebna je sprememba, in sicer prekinitev, takoj ko pride do izracˇuna najkrajˇse poti.
Algoritem izracˇunava vrednost cene koncˇne poti, temelji na racˇunanju vrednosti cene
poti od zacˇetnega do trenutnega vozliˇscˇa. Analogno kot A* algoritem, ki temelji na
Dijkstra algoritmu, izvaja izracˇune cene poti; do trenutnega, do ciljnega vozliˇscˇa. V
primeru vecˇ najkrajˇsih poti (izracˇunana enaka vrednost poti), ni pomembno katera pot
je izbrana. V grafu je potrebna oznacˇba povezav med vozliˇscˇi in ter dolocˇitev vrednost
cene poti povezavam. Za vsako vozliˇscˇe, skozi katerega robot vozi, se shranjuje vre-
dnosti poti, ki je trenutno najkrajˇsa pot. Vodi se evidenca seznama odprtih in zaprtih
vozliˇscˇ.
Zaporedje korakov Dijkstra algoritma, je sorodno A* algoritmu:
– Inicializacija seznama odprtih vozliˇscˇ.
– Inicializacija seznama zaprtih vozliˇscˇ. Zacˇetno vozliˇscˇe je prestavljeno na seznam
odprtih vozliˇscˇ, vrednost razdalje je enaka nicˇ.
– Dokler seznam odprtih vozliˇscˇ ni prazen, se izvaja iskanje vozliˇscˇa z najmanjˇso vre-
dnostjo cene poti trenutno-koncˇno vozliˇscˇe. Ob vsaki najdbi se vozliˇscˇe prestavi s
seznama odprtih vozliˇscˇ.
– Z zacˇetnega vozliˇscˇa sledi preracˇun cen poti zacˇetno-trenutno vozlicˇe za vsa sosednja
vozliˇscˇa. Sledi primerjava cen poti med sosednjimi vozliˇscˇi, izbrano vozliˇscˇe je vozliˇscˇe
z najmanjˇso vrednostjo. Cikel iskanja novih, primernih vozliˇscˇ se nadaljuje. V kolikor
je trenutnemu vozliˇscˇu zˇe bila dodeljena vrednosti izbrane poti, se v primeru nove
primerne poti vrednost cene posodobi v kolikor je cena nove poti nizˇja od predhodne.
– Ko je koncˇana primerjava sosednjih oziroma ne obiskanih vozliˇscˇ s trenutnega vozliˇscˇa
opravljena, se trenutno vozliˇscˇe odstrani s seznama odprtih vozliˇscˇ.
– Cikel iskanja, preracˇuna in primerjave se nadaljuje vse dokler ni trenutno obravna-
vano vozliˇscˇe koncˇno vozliˇscˇe.
Prvotni namen Dijkstra algoritma je bilo izvajanje korakov, vse dokler vsa vozliˇscˇa ne
preidejo iz odprtega na seznam zaprtih vozliˇscˇ. Kot je omenjeno v uvodu, ucˇinkovitost
metode je znatno boljˇsa, ko se prekine izvajanje izracˇunov, takoj ko ciljno vozliˇscˇe
preide na seznam zaprtih vozliˇscˇ oziroma prva najkrajˇsa pot je dolocˇena. Dijkstra





Robotski operacijski sistem (ROS) je ogrodje za razvoj robotske programske opreme.
Sestavljena je iz zbirke orodij, knjizˇnic ter smernic, katerih se je potrebno striktno
drzˇati. Namen je poenostaviti kompleksna opravila. Omogocˇa kolaborativen pristop k
resˇevanju problemov. Vsaka organizacija lahko odpravi del problema v obliki modula.
Npr. ena organizacija skrbi za kartiranje zemljevida okolice, v kateri se mobilni robot
nahaja ter se ima namen gibati. Druga organizacija skrbi za ustvarjanje navigacije
mobilnega robota, gibanja od zacˇetne do koncˇne lege ter vmesnemu izogibanju ovir.
Znacˇilnost omenjenega ogrodja je predvsem v kolaborativnem pristopu ter odprtem
pristopu (ang. open source). Vsaka organizacija sledi sistemu, postavljenem v ROS
okolju, postavitvi repozitorija. Tako je mozˇno pregledno vzdrzˇevati programsko kodo,
jo deliti in tako v zameno pridobiti kritiko, pohvalo. Taksˇen pristop je dandanes zelo
priljubljen, vendar ob pricˇetku je predstavljal mnogim preglavico, zaradi prvotno dokaj
polozˇne krivulje ucˇenja. ROS okolje danes vsebuje deset tisocˇe uporabnikov po svetu,
vse od hobija do velikih industrijskih avtomatizacijskih sistemov ROSIN [17].
3.1.1 ROS osnove
ROS ogrodje vsebuje vnaprej zastavljen sistem, potrebno se ga je striktno drzˇati.
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Slika 3.1: ROS datotecˇna struktura [18].
Razlage datotecˇnega sistema:
– Paketi: ROS paketi so osnovna enota ROS ogrodja. Vsebuje ROS procese (vozliˇscˇa),
knjizˇnice, konfiguracijske datoteke, itd.. Vse je zapakirano v eno enoto.
– Manifest paketov: Se nahaja znotraj paketa, ki vsebuje informacije o paketu, avtorju,
licencah, parametrih, kompilacijah, itd.. Paket (ang. package.xml) znotraj ROS
paketa je predogled paketa.
– Meta-paketi: Izraz meta se uporablja za poimenovanje skupine ROS paketov za
posebne namembnosti. Recimo, ROS navigacijski paket je eden izmed meta-paketov.
– Sporocˇila (.msg): ROS sporocˇila, predstavljajo tip informacije, ki prehaja med ROS
procesi. Mozˇno je sestaviti poljubno vsebino sporocˇila znotraj msg datoteke znotraj
ROS paketa.
– Storitve (.srv): ROS storitev posˇilja, odgovarja na prosˇnje med procesi.
– Repozitorij: ROS paketi se vzdrzˇujejo z uporabo kontrole izdanih verzij. Na voljo
so programski paketi Git, podverzije svn, itd.. Zbirka paketov, ki vsebujejo skupno
kontrolo, se imenuje repozitorij. Pakete v repozitorijih je mozˇno izdati z uporabo
catkin avtomatizacijskega orodja bloom.
ROS paketi
Splosˇna struktura ROS paketa:
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Slika 3.2: Splosˇna struktura ROS paketa [19].
Razlaga datotecˇne strukture:
– Konfiguracijska datoteka: Konfiguracijske datoteke uporabljenega ROS paketa se
shranjujejo tu. Mapo ustvari uporabnik, zaradi preglednosti se ohrani ime (ang.
config).
– Dodatno (ang. include): Shranjevanje glave datoteke ter potrebnih knjizˇnic za upo-
rabo ROS paketa.
– Skripta: Mapa za shranjevanje python skript. Na sliki 3.3 je mozˇno videti uporabo
python skripte (ang. listener ter talker.py).
– Izvorno mesto (ang. src): Mapa za shranjevanje C++ skript. Na sliki 3.3 je mozˇno
videti uporabo C++ skripte (ang. listener ter talker.cpp).
– Zagnano mesto (ang. launch): Mapa za shranjevanje zagonskih datotek. Te so
potrebne za zagon enega ali vecˇ ROS vozliˇscˇ (ang. node).
– Sporocˇila (ang. msg): Shranjevanje opredelitev sporocˇil narejenih po meri za ROS
paket.
– Storitev (ang. srv): Shranjevanje opredelitev storitev za ROS paket.
– Izvedba (ang. action): Shranjevanje opredelitev ukrepov za ROS paket.
– Pregledna datoteka (ang. package.xml): Predstavlja manifest paketov za ROS paket.
– Datoteka strukture paketa (ang. CMakeLists.txt): Predstavlja zgradbo ROS paketa
ter sekvenco zagonov programske kode.
Potrebno je poznati ukaze za ustvarjanje, urejanje ter sistem dela z ROS paketi. Ti so:
– Ustvarjanje paketov (ang. catkin create pkg): Ustvarjanje ROS paketov.
– Informacijski paket (ang. rospack): Pridobivanje informacij o ROS paketu.
– Zgradba paketa (ang. catkin make): Ustvarjanje ROS paketov v delovnem okolju
(ang. workspace).




Primer strukture ROS paketa:
Slika 3.3: Primer strukture ROS paketa [18].
ROS racˇunalniˇsko blokovni prikaz nivo dela
Razni izracˇuni v ROS okolju, se izvajajo z uporabo mrezˇe procesov. Ta se imenuje
ROS vozliˇscˇa (ang. ROS nodes). Pomembni koncepti, ki se nahajajo znotraj, so:
Slika 3.4: Splosˇna struktura ROS racˇunalniˇskega nivo dela [18].
– Vozliˇscˇa: Izvajajo izracˇune. Vsako ROS vozliˇscˇe je napisano z uporabo ROS knjizˇnic,
kot je (ang. roscpp) ter (ang. rospy). Tako je mozˇna uporaba razlicˇnih vrst komu-
nikacijskih metod v ROS vozliˇscˇih. V splosˇnem je potrebno veliko sˇtevilo vozliˇscˇ za
izvedbo razlicˇnih opravil. Vozliˇscˇa uporabljajocˇ ROS knjizˇnice, komunicirajo med
seboj pri izmenjavi podatkov. Potrebno je tezˇiti k ustvarjanju preprostega, pregle-
dnega procesa ter obenem ohraniti vso potrebno funkcionalnost. V primeru tezˇav,
so dolocˇene standardne poti za odpravo le teh.
– Nadzornik (ang. master): Zagotavlja registracijo novih in iskanje ostalih vozliˇscˇ.
Vozliˇscˇa ne morejo komunicirati med seboj, brez navzocˇnosti nadzornika. Prav tako
se vozliˇscˇa ne morejo iskati v mrezˇi procesov oziroma priklicati ostala vozliˇscˇa. V
porazdeljenih sistemih, se nadzornik (ang. master) izvaja na dolocˇenem racˇunalniku.
Ostala potrebna vozliˇscˇa se izvajajo na oddaljenih racˇunalnikih, pri cˇemer nemoteno
poteka komunikacija med vozliˇscˇi.
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– Strezˇnik s parametri: Omogocˇa shranjevanje podatkov v dolocˇenem racˇunalniku,
centralni lokaciji. Vsem vozliˇscˇem je omogocˇen dostop ter sprememba podatkov.
Strezˇnik s parametri je del nadzornika.
– Sporocˇila: Vozliˇscˇa komunicirajo med seboj z uporabo sporocˇil. Sporocˇila so podat-
kovna struktura, vsebujocˇ vnesene podatke, ki jih je mocˇ hraniti ter prenasˇati na-
slednjemu vozliˇscˇu. Vsebujejo primitivne tipe vnosa; cela sˇtevila, decimalna sˇtevila,
logicˇne izraze, itd.. Ti so podprti v ROS okolju.
– Teme: Vsako sporocˇilo v ROS okolju je preneseno s temami. Kadar vozliˇscˇe posˇlje
sporocˇilo preko teme, je mozˇno recˇi, da vozliˇscˇe objavlja temo. Vozliˇscˇe, ki objavlja
(ang. publishing) temo ter vozliˇscˇe, ki je narocˇnik teme (ang. subscriber), nista
seznanjeni o obstanku med seboj. Mozˇno je temo narocˇiti na drugo temo, ki ne ob-
javlja nicˇesar. Vsaka tema je edinstveno poimenovana, vsako vozliˇscˇe lahko pristopi
katerikoli temi, posˇilja podatke skozi, v kolikor je struktura ROS sporocˇila ter tip
sporocˇila podprt v ROS okolju.
– Storitve: V nekaterih aplikacijah, objavljajocˇ/narocˇniˇski model ni zadosten, v kolikor
je potreben zahtevek/odgovor sodelovanje. Tedaj je primerna uporaba ROS storitev.
– Vrecˇe: Predstavljajo format za shranjevanje in predvajanje ROS sporocˇil, vsebujocˇ s
podatki. Predstavljajo pomemben mehanizem za shranjevanje podatkov; podatkov s
senzorjev, katere je zahtevno zbirati, vendar so potrebni za razvoj in testiranje algo-
ritmov uporabljenih na robotu. Pomembnost vrecˇ je proporcionalna kompleksnosti
robotskem mehanizmu.
Prikaz komunikacije med vozliˇscˇi, ki prenasˇajo sporocˇila preko tem:
Slika 3.5: ROS nivojska komunikacija med vozliˇscˇi preko tem [18].
3.1.2 ROS navigacija
Cilj navigacijskega paketa je premik robota iz zacˇetne pozicije do ciljne pozicije, izogi-
bajocˇ se morebitnim oviram v okolju. Paket vsebuje vecˇje sˇtevilo primernih algoritmov,
s katerimi si lahko pomagamo pri implementaciji avtonomne navigacije pri mobilnih
robotih. Vsebujocˇi algoritmi so SLAM, A*, Dijkstra, ACML, Gmapping, itd..
Uporabnik poda ciljno pozicijo mobilnega robota in podatke s senzorjev. Med po-
membnejˇsi so odometrija, 3D podatkovni oblak tocˇk, lasersko skeniranje okolice, itd..
Izhodni parameter navigacijskega paketa so ukazi hitrosti mobilnega robota po pred-
videni trajektoriji, vse do ciljne pozicije.
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ROS navigacijski paket predviden za splosˇno uporabo. Pri sestavi in funkcionalnosti
mobilnega robota je potrebno uposˇtevati nekaj omejitev:
– Priporocˇena je uporaba gibalnega mehanizma na diferencialni pogon. Tako so ne-
katere prostostne stopnje omejene, sˇtevilo prostostnih stopenj je enako variabilnim
parametrom za kontrolo mobilnega robota. Mobilni robot sprejema informacije hi-




Prikaz splosˇne navigacijske sheme ROS ogrodja:
Slika 3.6: Blokovni prikaz navigacijske sheme ROS ogrodja [18].
Razlaga specificˇnih vozliˇscˇ navigacijske sheme ROS ogrodja:
– Odometrija: Omogocˇa pozicioniranje v prostoru, relativno na zacˇetno postavitev mo-
bilnega robota. Vir podatkov odometrije predstavljajo enkoderji, podatki kinematike
ter podatki 2D/3D kamer. Posˇiljanje podatkov s strukturo sporocˇila nav msgs/Odometry.
Odometrija tako zajema podatke o pozicioniranju kot gibanju mobilnega robota. Je
nepogresˇljiv cˇlen navigacijske sheme ROS ogrodja.
– Vir podatkov senzorjev: Omogocˇa zaznavo okolice; stene, staticˇne/dinamicˇne ovire.
Vir podatkov predstavlja laser ali kombinacije stereo kamere ter laserskega merilnika
razdalje. Podatki senzorjev v kombinaciji s podatki odometrije omogocˇajo izvajanje
globalne ter lokalne ocenjevalne karte. Ocenjevalne karte zaznani prostor s sen-
zorji razdelijo na mnozˇico podprostorov, tem se dodeli specificˇne vrednosti. Viˇsja
vrednost je reciprocˇna razdalji robota do podprostora z dodeljeno specificˇno vredno-
stjo. Posˇiljanje podatkov s strukturo sporocˇila sensor msgs/LaserScan ali sensor
msgs/PointCloud.
– Linearna transformacija podatkov senzorjev: Mobilni robot pri gibanju posˇilja vre-
dnosti spremembe lokalnega koordinatnega sistema mobilnega robota z uporabo ROS
tf.
– Krmilnik: Omogocˇa vozˇnjo mobilnega robota. Izvaja pretvorbo specificˇne strukture
sporocˇila geometry msgs/Twist, ki predstavlja izhodni parameter navigacijske sheme
ROS ogrodja, v zapis, ki je primeren za izvajanje ustrezne hitrosti mobilnega robota.
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Vozliˇscˇe move base v navigacijski shemi ROS ogrodja
Vozliˇscˇe move base se nahaja v ROS paketu. Omogocˇa premik mobilnega robota s tre-
nutne lege v ciljno lego z uporabo ostalih vozliˇscˇ navigacijske sheme 3.4. Vozliˇscˇe povezˇe
globalnega in lokalnega organizatorja pri nacˇrtovanju poti, povezujocˇ brezizhodni okre-
valni nacˇin v primeru zagozdenja mobilnega robota ter vkljucˇujocˇ globalne ter lokalne
ocenjevalne karte pri pridobivanju ustvarjenega zemljevida. Vozliˇscˇe move base nato
kot izhodni parameter generira vrednost komponente hitrosti s strukturo sporocˇila ge-
ometry msgs/Twist, ki je poslana krmilniku s ciljem premika mobilnega robota k ciljni
legi.
Seznam dodanih ROS paketov, povezanih z move base voliˇscˇem:
– Globalni organizator (ang. global-planner): Predstavlja vir potrebnih knjizˇnic in
vozliˇscˇ za ustvarjanje optimalne poti od trenutne lege k ciljni legi, relativno na po-
stavitev mobilnega robota, ustvarjenem zemljevidu.
– Lokalni organizator (ang. local-planner:): Omogocˇa navigacijo mobilnega robota v
podprostorih zaznanega prostora, globalnega okolja, uporabljajocˇ globalnega orga-
nizatorja. Vir podatkov, potrebnih za delovanje, predstavljajo podatki odometrije
ter uporabljenih senzorjev. Na podlagi podatkov se generira vrednost komponente
hitrosti. Sledi prenos podatka k krmilniku, aktuatorju. Posledicˇno sledi premik mo-
bilnega robota v podprostoru, ki predstavlja le del sprotno generirane globalne poti
zaznanega prostora. Lokalni organizator je povezava generiranih segmentov trajek-
torije ter uporaba algoritmov za lazˇjo navigacijo (ang. dynamic window algorithms).
– Brezizhodni okrevalni nacˇin (ang. recovery behaviors): K omenjenemu vozliˇscˇu
spada ROS paket (ang. rotate-recovery) in (ang. clear-costmap-recovery). Prvi
paket ima nalogo pomagati, ko mobilni robot naleti na oviro, ko je potrebno opraviti
rotacijo. Drugi paket ima podobno nalogo. Lokalno ocenjevalno karto v navigacijski
shemi, ki vsebuje zemljevid, ki je sprva staticˇen, mobilni robot z gibanjem dopolnjuje
z mozˇnimi ovirami, ki so lahko staticˇne ali dinamicˇne. Tedaj, ko je bila potrebna
rotacija mobilnega robota okoli svoje osi, da se je izognil zaznani oviri na predvi-
deni trajektoriji, paket povzrocˇi formatiranje dopolnjenega zemljevida na prvotno,
staticˇno obliko.
– 2D ocenjevalna karta (ang. costmap-2D): Izvaja kartiranje zemljevida zaznanega
okolja mobilnega robota. Uspesˇnost trajektorije mobilnega robota je relativna na
zaznavo okolice. V ROS ogrodju se zemljevid ustvarja v 2D/3D okolju. Zaznani
prostor ali okolica se razdeli na podprostore, katerim se dodeli statisticˇno verjetno-
stne vrednosti. Vrednost podprostora sporocˇa informacijo ali je podprostor primeren
za gibanje oziroma ali vsebuje oviro. Statisticˇne vrednosti se dolocˇi na podlagi po-
datkov senzorja/ev, z uporabo odometrije, laserja in/ali oblaka podatkov. Lokalna
ocenjevalna karta se izvaja za podprostore, medtem ko se globalna ocenjevalna karta
izvaja za celotni zaznani prostor.
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Seznam izbirno obravnavanih ROS paketov, povezanih z move base voliˇscˇem:
– Strezˇnik z zemljevidom: Omogocˇa shranjevanje in uporabo kartiranega zemljevida,
generiranega z uporabo ROS paketa ocenjevalnih kart.
– Amcl: Predstavlja metodo lokalizacije (pozicioniranja) v danem zemljevidu. Metoda
z uporabo verjetnostne teorije locira pozicijo mobilnega robota. Metodo je mozˇno
uporabiti v primerih uporabe senzorjev, ki z uporabo laserja pridobivajo podatke.
– Algoritem za istocˇasno lokalizacijo ter kartiranje zemljevida (ang. gmapping): Z
uporabo senzorjev, podatkov odometrije in uporabe laserja, se tvori 2D zemljevid
zaznanega prostora oziroma okolice mobilnega robota.
3.2 Metodologija dela
3.2.1 Mobilni robot
Mobilni robot z diferencialni pogonom, prikazan na sliki 3.7, je bil predhodno izdelan.
Potrebna je bila zasnova povezave komponent do mere, da je mobilni robot zmozˇen av-
tonomne navigacije po prostoru. Gibanja ustvarjata dva servo motorja, kjer kontrolo
nad gibanjem izvaja mikrokrmilnik Arduino. Ta sprejema ukaze preko brezzˇicˇne blue-
tooth povezave z racˇunalnikom, z uporabo ogrodja ROS (robotski operacijski sistem).
Komunikacija med racˇunalnikom, na katerem se vrsˇi izvajanje ogrodja in mikrokrmilni-
kom Arduino, je razlicˇne strukture in je zato potreba po ustvarjanju skripte. Z uporabo
le-te, se struktura komunikacije pretvori v strukturo, ki je razumljiva mikrokrmilniku.




Z uporabo ROS ogrodja je povezana globinska Intel D435 in sledilna T256 kamera.
Slika 3.8: Globinska kamera Intel D435.
Specifikacijski podatki globinske kamere so podani v preglednici:
Preglednica 3.1: Specifikacijska lista globinske kamere D435.
Okolica Notranje/zunanje okolje
Tip kamere Globinska kamera
Locˇljivost Do 1280 x 720
Najmanjˇsa globinska razdalja 0,1 m
Najviˇsja globinska razdalja 10 m
Vidno polje kamere
(Horizontalno x Vertikalno x Diagonalno)
86◦ x 57◦ (±3)
Dimenzija 90 mm x 25 mm x 25 mm
Tip prenosa podatkov USB-C 3.1 Gen 1
Slika 3.9: Sledilna kamera Intel T256.
Specifikacijski podatki sledilne kamere so podani v preglednici:
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Preglednica 3.2: Specifikacijska lista sledilne kamere T256.
Okolica Notranje/zunanje okolje
Tip kamere Sledilna kamera
Sˇtevilo prostostnih stopenj 6
Hitrost vzorcˇenja zˇiroskopa 62,5 Hz
Obmocˇje pospesˇkomera ±4g
Hitrost vzorcˇenja pospesˇkomera 200 Hz
Vidno polje kamere
(Horizontalno x Vertikalno x Diagonalno)
163 (±5)
Dimenzija 108 mm x 24,5 mm x 12,5 mm
Tip prenosa podatkov USB 3.1 Gen 1
Z uporabo globinske kamere se ustvarja informacija o oddaljenosti sten in morebitnih
ovir v okolici. Medtem z uporabo sledilne kamere se ustvarja informacija o odometriji
mobilnega robota. Za namene izvajanja algoritma hkratnega kartiranja in lokaliza-
cije gmapping, je potrebno ustvarjeno informacijo globinske kamere urediti. Namrecˇ,
z globinsko kamero se ustvari informacija tipa PointCloud, izvajanje algoritma gma-
pping potrebuje informacijo tipa LaserScan. Pretvorba tipa informacije se opravi z
ROS paketom depthimage to laserscan. Z uporabo omenjenega ROS paketa se znatno
zmanjˇsa obremenjenost procesiranja informacij za namen nadzora in upravljanja mo-
bilnega robota preko graficˇnega vmesnika. Na sliki 3.10 je prikaz prigrajenih senzorjev
na mobilni robot, kjer ustvarjene informacije sprejema racˇunalnik v vlogi gostitelja in
jih nato posˇilja k oddaljenem racˇunalniku, katerega kontrolira uporabnik.




Za izvedbo potrebe krmiljenja je uporabljen mikrokrmilnik Arduino. Sprejema podatke
vhodne parametre mobilnega robota, ki so ustvarjeni kot izhodni parameter uporabe
navigacijskega modula 3.6 v ogrodju ROS. Mikrokrmilnik ima prigrajeno bluetooth
modul za izvedbo brezzˇicˇne komunikacije. Pred posˇiljanjem podatkov preko brezzˇicˇne
povezave bluetooth je potrebno ustvariti dodatno skripto, ki opravlja konverzijo struk-
ture podatkov ogrodja ROS v strukturo, ki je razumljiva mikrokrmilniku. Nato mikro-
krmilnik posˇilja podatke gonilniku aktuatorjev v obliki pulzno sˇirinske modulacije, ki
upravlja DC servo motorje, ki ustvarjajo gibanje koles.
Slika 3.11: Mikrokrmilnik Arduino Uno.
Specifikacijski podatki mikrokrmilnika Arduino so podani v preglednici:
Preglednica 3.3: Specifikacijska lista mikrokrmilnika Arduino Uno.
Mikrokontroler ATmega328P
Napetost delovanja 5 V
Vhodna napetost 6-20 V
Digitalni vhodni/izhodni 14 (6 za izhodni PWM)
Elektricˇni tok za vsak vhod 20 mA




Okolico je potrebno ustvariti v ogrodju ROS z uporabo enega izmed mozˇnih algoritmov,
ki izvajajo hkratno kartiranje in lokalizacijo. V obravnavanem delu je izbran algoritem
gmapping 2.10.
Slika okolice laboratorijske delavnice, kjer mobilni robot izvaja gibanje:
(a) (b)
Slika 3.12: Prikaz laboratorijske delavnice za potrebe izvedbe navigacije.
Ustvarjena mrezˇna karta, ki popisuje okolico, je ustvarjena z algoritmom gmapping. Pri
popisu okolice je potrebno paziti, da popis zajema samo staticˇne ovire, kot so recimo
stene. Mimoidocˇe osebe predstavljajo dinamicˇno ovire, in se jih pri popisu okolice
tretira kot staticˇno oviro, kar predstavlja tezˇavo pri nadaljnji navigaciji mobilnega
robota.
Na sliki 3.13 je predstavljena prvotna razlicˇica popisa okolice:
Slika 3.13: Prvotna razlicˇica ustvarjene okolice laboratorijske delavnice.
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Na sliki 3.13 je predstavljen prvotni popis laboratorijske delavnice. Zgornji del, ki
je predstavljen na sliki 3.12, je oznacˇen z (a), spodnji del mrezˇne karte, oznacˇen z
(b), predstavlja drugi konec laboratorijske delavnice. Z rdecˇo cˇrto je oznacˇeno mesto
zajemanja fotografije (a) na sliki 3.12. Na podlagi zˇe omenjenega, kaj lahko vpliva na
kvaliteto popisa, je mocˇ razbrati, da so bile prisotne osebe med procesom ustvarjanja
slik. Na sliki 3.14 je prikazana staticˇna ovira, ki je pravzaprav mimoidocˇa oseba.
Slika 3.14: Dinamicˇne ovire popisane kot staticˇne ovire pri ustvarjanju okolice.
Na sliki 3.14 je z cˇrtno cˇrto prikazana pot mimoidocˇe osebe. Z rdecˇimi krogci so
oznacˇene lege osebe med tekom popisa okolice, namrecˇ pri ustvarjanju okolice zaje-
manje poteka po predpisanem cˇasovnem intervalu. Tako se preprecˇi nepotrebna obre-
menitev racˇunalnika oziroma procesiranje podatkov. Tudi v kolikor bi bilo zajemanje
podatkov okolice neprestano, ne bi bilo znatnih odstopanj pri mrezˇni karti.
Koncept delovanja mobilnega robota
Mobilni robot predstavlja sistem. Na sliki 3.16 je predstavljena blokovna shema. Z
namenom prikaza slike, ki je v dolocˇenem segmentu sheme poenostavljena, je potrebna
dodatna razlaga. Namrecˇ, oznacˇba ROS ogrodje je prikaz poenostavitve. V ROS
ogrodju se povezˇe skupaj globinsko Intel D435 in sledilno kamero Intel T256. Ome-
njene kamere so podprte v ogrodju s strani proizvajalca Intel, kar pomeni, da je na vo-
ljo dolocˇena podpora in predvsem struktura delovanja kamer sledi predpisani strukturi
ogrodja ROS. Potrebna je povezanost kamer med seboj in z ROS paketi. V obravnava-
nem delu so uporabljeni ROS paketi, zˇe omenjeni 3.2.4 algoritem gmapping, ki spada
v skupino SLAM metod za ustvarjanje mrezˇnih kart 2.2.5 in ROS navigacijski paket
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3.6, ki je podlaga za izvedbo avtonomne navigacije robota. Na sliki 3.15 je prikazano
ozadje poenostavitve slike 3.16:
Slika 3.15: Detajlni prikaz prikazane poenostavljenega ROS ogrodja.
Slika 3.15 predstavlja povezanost kamer ROS ogrodja. Oznacˇbe znotraj elips pred-
stavljajo vozliˇscˇa 3.1.1. Struktura je hierarhicˇna. Vsako vozliˇscˇe vsebuje najmanj
eno temo, preko katere poteka komunikacija. Npr. algoritem gmapping obicˇajno ob-
deluje podatke ustvarjene z uporabo laserskega skenerja. V obravnavanem delu je
zaradi uporabe globinske kamere D435 zato uporabljen dodatni ROS paket depthi-
mage to laserscan. Ta pretvori ustvarjeno informacijo tipa PointCloud v tip infor-
macije scan, ki predstavlja ROS temo, ki ni razvidna na sliki 3.15. Pri pretvorbi je
potrebno v konfiguracijski datoteki ROS paketa dolocˇiti mesto izvora kamere 3.1.1. Ta
je oznacˇen na sliki 3.15 v levem spodnjem kotu, v primeru uporabe globinske kamere
z vozliˇscˇem camera depth frame.
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Blokovna shema, ki predstavlja delovanje mobilnega robota:
Slika 3.16: Blokovna shema cikla delovanja mobilnega robota.
Na sliki 3.16 je predstavljen koncept delovanja. Sprva uporabnik predpiˇse referencˇni
cilj, katerega mora z gibanje mobilni robot dosecˇi. Napajanje poteka preko 12V bate-
rije, krmilnik je zadolzˇen za upravljanje osnovnih opravil, kot je posˇiljanje elektricˇnih
signalov v obliki pulzov. Gonilnik na podlagi pulzov posˇlje zadostno napetost za izva-
janje gibanje ob predpisani hitrosti. Ta je dolocˇena z uporabo ROS ogrodja, z uporabo
navigacijskega modula, ki belezˇi trenutno stanje robota med izvedbo gibanja na podlagi
predpisane trajektorije. Navigacijski modul z predpisano potjo dolocˇi potrebne hitro-
sti, ki pa se lahko spremenijo v primeru morebitnih ovir na poti. Nato sledi potreba po
zapisu skripte, ki pretvori izhodne podatke navigacijskega modula v zapis, sprejemljiv





4 Rezultati in diskusija
Dolocˇitev hitrosti mobilnega robota
Posebnost mobilnega robota je, da nima prigrajenega kodirnika za namen nadzora gi-
banja koles. Potrebno je ugotoviti razmerje med pulzno sˇirinsko modulacijo (PWM), ki
jo posˇilja mikrokrmilnik Arduino gonilniku aktuatorjev in dejansko hitrostjo mobilnega
robota. Preglednice 4.1 in 4.2 prikazujejo razmerje, ki je bilo ugotovljeno eksperimen-
talno. Dejanska hitrost mobilnega robota je bila odcˇitana z uporabo sledilne kamere
Intel RealSense T256 3.9.
Preglednica 4.1: Razmerje translatorne hitrosti in poslani PWM gonilniku.
PWM 75 100 125 150 175 200 225 250
Translatorna hitrost ms−1 0,10 0,17 0,22 0,30 0,36 0,41 0,50 0,56
Preglednica 4.2: Razmerje kotne hitrosti in poslani PWM gonilniku.
PWM 60 65 70 75 80 85 90 100 110 120
Kotna hitrost rads−1 0,10 0,15 0,18 0,21 0,31 0,37 0,45 0,58 0,65 0,83
Kot je mozˇno opaziti v preglednicah 4.1 in 4.2, se mobilni robot giblje pri dolocˇeni
ugotovljeni vrednosti PWM. Hitrost je navzgor omejena zaradi varnosti robota kot
tudi zaradi opreme v laboratorijski delavnici. Poleg tega, z viˇsanjem hitrosti robota je
mozˇnost zdrsa koles proporcionalno viˇsja. Pri preglednici glede kotne hitrosti je mocˇ
razbrati, da je razmerje med PWM bolj natancˇno vpisano. Razlog za taksˇno odlocˇitev
je zaradi uporabe diferencialnega pogona robota. Za uspesˇno navigacijo je kljucˇnega
pomena zmozˇnost natancˇnejˇse rotacije okoli svoje osi.
Posˇiljanje ukazov iz orodja ROS do aktuatorjev
Za posˇiljanje ukazov, ustvarjenih z uporabo enega od algoritmov za planiranje poti
2.3.3 je potreben ustrezen format zapisa, ki bo berljiv za mikrokrmilnik 3.11. Gonilniˇski
programi, napisani za prenos ukazov iz ogrodja ROS k mikrokrmilniku v spremenjenem
formatu in posˇiljanje ukazov gonilniku aktuatorjev, so vidni v poglavju Priloga 1
in Priloga 2. Prvotni gonilniˇski program spremeni format zapisa ukazov, medtem
ko ostali gonilniˇski program, nalozˇen na mikrokrmilniku, opravlja posˇiljanje ukazov
gonilniku v dolocˇenih cˇasovnih intervalih.
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Kartiranje zemljevida laboratorijske delavnice
Opravljeno je bilo kartiranje laboratorijske delavnice in naknadno je na podlagi ustvar-
jene mrezˇne karte bila opravljena avtonomna navigacija mobilnega robota po hodniku
laboratorijske delavnice.
Prikaz sekvenc ustvarjanja mrezˇne karte laboratorijske delavnice:
(a) (b) (c)
(d) (e) (f)
Slika 4.1: Sekvencˇni prikaz ustvarjanja mrezˇne karte hodnika laboratorijske delavnice.
Slika 4.2: Mrezˇna karta laboratorijske delavnice.
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Na sliki 4.1 je predstavljen prikaz uporabe algoritma skupine SLAM. Izvajalo se je
hkratno kartiranje zemljevida okolice in lokalizacijo robota v okolici. Z cˇrno barvo so
oznacˇene stene. Poleg zˇe omenjenega problema zaznave dinamicˇnih ovir, ki se interpre-
tirajo kot staticˇne ovire 3.14. Ostali problemi pri kartiranju zemljevida okolice lahko
izhajajo iz nastavitev konfiguracijske datoteke 3.2. Namrecˇ, ko se vnasˇajo v konfigura-
cijsko datoteko parametri senzorja; laserskega skenerja oziroma globinske kamere D435
z uporabo ROS paketa depthimage to laserscan, je potrebno dodatno eksperimentira-
nje vnosov vrednosti vezanih na specifikacije senzorja in ostalih vrednosti vezanih na
zasnovo mobilnega robota in okolico. Zaradi slabih nastavitev konfiguracijske datoteke
je lahko prostor, kot je npr. hodnik laboratorijske delavnice, ki je predstavljen na sliki
4.4, po zakljucˇenem kartiranju zemljevida okolice oziroma mrezˇni karti predstavljen
kot ovinek. Tako je mozˇno povzeti, da izkusˇenost uporabnika pri uporabi algoritmov
skupine SLAM znatno pripomore k kvaliteti ustvarjanja mrezˇnih kart 2.3.2.
Na sliki 4.2 oziroma sliki (f) 4.1 je po tehtnem pregledu mocˇ ugotoviti, da je prisotna
napaka pri mrezˇni karti 4.3, ki pa ni vplivala na nadaljnjo izvedbo eksperimenta avto-
nomne navigacije mobilnega robota 4.4 in 4.5. Namrecˇ, eksperiment se je izvedel po
hodniku laboratorija. Pri ustvarjanju mrezˇne karte pa se je ustvaril navidezni dodatni
prostor, ki sicer ne obstaja. Razlog za napako pri mrezˇni karti je v nastavitvi vre-
dnosti parametra hitrosti zajetja okolice map update interval. V kolikor je vrednost
parametra relativno nizka, je potrebna vecˇja racˇunska obremenitev racˇunalnika. Poleg
omenjenega parametra je potrebno paziti na velikost osnovne celice (ang. grid cell),
ki vpliva na locˇljivost celotne mrezˇne karte. V kolikor bi bila velikost osnovne celice
relativno velika in posledicˇno locˇljivost mrezˇne karte relativno majhna, bi stene in ovire
bile prisotne na mestih, kjer je v resnici prazen prostor 2.3.2.
Slika 4.3: Prikaz napake na mrezˇni karti, ki ne vpliva na funkcionalnost eksperimenta.
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Avtonomna navigacija mobilnega robota v laboratorijski delavnici
Prikaz sekvenc avtonomne navigacije po laboratorijski delavnici:
(a) (b) (c)
(d) (e) (f)
Slika 4.4: Sekvencˇni prikaz avtonomne navigacije mobilnega robota po hodniku
laboratorijske delavnice.




Slika 4.5: Sekvencˇni prikaz ustvarjanja mrezˇne karte hodnika laboratorijske delavnice.
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Na slikah 4.4 in 4.5 je prikaz uporabe avtonomnega mobilnega robota mimo nastavljive
ovire. Slika 4.4 prikazuje gibanje mobilnega robota v laboratorijski delavnici, medtem
ko slika 4.5 prikazuje gibanje mobilnega robota v graficˇnem vmesniku RVIZ, prikaza-
nem v realnem cˇasu, ustvarjenem v ROS ogrodju 3.1.1. Z uporabo navigacijskega ROS
paketa 3.6 oziroma razlicˇnih konfiguracijskih datotek je z rdecˇo barvo oznacˇeno zazna-
vanje ovir z uporabo globinske kamere Intel RealSense D435. Pusˇcˇica prikazuje vnos
uporabnika, ki je dolocˇil ciljno lego v katero se mora mobilni robot pripeljati. Zelena
barvna cˇrta prikazuje predpisano pot, ki jo je dolocˇil izbrani algoritem iskanja poti
2.3.3, medtem ko je obmocˇje znotraj zelenega kroga prostor, v katerem ne sme priti
do trka s steno ali oviro. Tako kot pri uporabi algoritma gmapping skupine SLAM, se
tudi tu uporablja lokalizacija za priblizˇno dolocˇanje lege mobilnega robota v okolici.
Pri uporabi ROS navigacijskega paketa je potrebno vnesti oziroma posodobiti vredno-
sti vecˇjega sˇtevila parametrov za vecˇ razlicˇnih konfiguracijskih datotek. Uporaba ROS
navigacijskega paketa in tako posledicˇno avtonomna navigacija mobilnega robota je
mocˇno odvisna od ustvarjene mrezˇne karte. V kolikor je npr. raven hodnik labora-
torijske delavnice 4.4 prikazan kot ovinek, bo izvajanje lokalizacije oziroma priblizˇno
dolocˇanje lege mobilnega robota v okolici zelo otezˇeno.
Naknadno, lega dinamicˇne ovire, kot je prikazana na sliki 4.4 bo postavljena v napacˇno
lego v mrezˇni karti. Tedaj, ko algoritem planiranja poti ni zmozˇen predpisati poti zaradi
nepravilnosti mrezˇne karte in naknadno napacˇno postavljenih ovir v mrezˇni karti, ROS
navigacijski paket skusˇa ponovno predpisati pot z brezizhodnim okrevalnim nacˇinom
3.6. Omenjena metoda je dostikrat neuspesˇna, glede na opazˇanje pri izvajanju ekspe-
rimentov, prehod skozi relativno ozek prostor pri toliksˇnih nepravilnostih ni mogocˇ in






V obravnavanem delu je predstavljen sistem za avtonomno navigacijo mobilnega ro-
bota. Mobilni robot je opremljen globinsko in sledilno kamero, ki podajata potrebne po-
datke za izvajanje avtonomne navigacije. Sistem je zgrajen na odprtokodnem ogrodju
ROS, kjer je izvedena povezava senzorjev, aktuatorjev in navigacijskih algoritmov. Za
izvedbo navigacije je bilo potrebno izvesti hkratno kartiranje zemljevida okolice in lo-
kalizacije z uporabo enega od algoritmov skupine SLAM in delovanje celotnega sistema
preizkusiti na primeru laboratorijske delavnice.
1. Zasnovan je bil sistem na osnovi globinske kamere Intel RealSense D435, ki za-
zna ravninsko informacijo o oddaljenosti ovir in sten, ter sledilne kamere Intel
RealSense T265, s katero je pridobljena informacija o odometriji robota.
2. Za povezavo senzorjev z robotskim sistemom je uporabljeno ogrodje ROS (ang.
Robot Operating System), s katerim so integrirani senzorji, aktuatorji, algoritmi
kartiranja in lokalizacije ter algoritmi za navigacijo.
3. Izdelan je bil gonilniˇski program, ki komunicira z robotskim krmilnikom (Ar-
duino) in omogocˇa, da z robotom upravljajo standardni navigacijski algoritmi.
Program uposˇteva povezavo med napetostmi krmilnika in hitrostmi vrtenja koles,
ki je bila pridobljena z umerjanjem.
4. Izdelane so bile konfiguracijske datoteke, ki povezujejo senzorje s krmilnim siste-
mom.
5. Opravljeno je bilo kartiranje laboratorijske delavnice. Znaten vpliv na kvaliteto
rezultirajocˇe mrezˇne ima hitrost zajemanja podatkov in locˇljivost mrezˇne karte,
ki je pogojena z velikostjo osnovne celice.
6. Opravljena je bila avtonomna navigacija mobilnega robota po hodniku labora-
torijske delavnice. V kolikor kartiranje laboratorijske delavnice v predhodnem
koraku ni bilo kvalitetno, bo mobilni robot stezˇka zmogel ustvariti in odpeljati
pot skozi ozek prostor.
Z nadgradnjo je omogocˇeno gibanje mobilnega robota brez navzocˇnosti uporabnika.
Omogocˇeno je brezzˇicˇno komuniciranje za namen posˇiljanja oziroma sprejemanja uka-
zov na daljavo. Z nadgradnjo je tako mogocˇe opravljanje kartiranja okolice in izvajanje
avtonomne navigacije mobilnega robota v raznolikih okoljih.
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Zakljucˇki
Predlogi za nadaljnje delo
V fazi nadaljnjega razvoja mobilnega robota bi bilo potrebno zasnovati bolj kompak-
tnega robota za gibanje okoli ovir skozi ozke prehode. Za viˇsjo mero prakticˇnosti bi bila
potrebna nadgraditev posˇiljanja informacij prek brezzˇicˇne komunikacije, saj trenutno
robot izvaja gibanje s sprejemanjem ukazov, ki jih posreduje mikrokrmilnik Arduino




[1] J. Angeles: Fundamentals of Robotic Mechanical Systems. Springer International
Publishing, 2014.
[2] J. Sluga, D. Rajˇselj: Avtomatizacija strege z AGV (Automatic guided vehicle).
Avtomatizacija strege in montazˇe - ASM 13, 2013, .
[3] G. Klancˇar, A. Zdesˇar, S. Blazˇicˇ, I. Sˇkrjanc: Wheeled Mobile Robotics.
Butterworth-Heinemann, 2017.
[4] S. G. Tzafestas: Introduction to Mobile Robot Control. Elsevier, 2014.
[5] J. Borenstein, H. Everett, L. Feng: Navigating mobile robots: sensors and tech-
niques. Wellesley, MA: A.K. Peters Ltd, 1999.
[6] H. Hu, D. Gu: Landmark-based navigation of industrial mobile robots. Industrial
Robot 27(2000).
[7] J. Castellanos, J. Tardos: Mobile robot localization and map building: a multisen-
sor fusion approach. Wellesley, MA: A.K. Peters Ltd, 1999.
[8] L. Jaulin: Mobile Robotics. ISTE Press - Elsevier, 2016.
[9] K. Chang, C. Chong, Y. Bar-Shalom: Joint probabilistic data association in dis-
tributed sensor networks. IEEE Transactions on Automatic Control 31(1986).
[10] H. Durrant-Whyte: Uncertainty geometry in robotics. 4(1988).
[11] G. Grisetti, C. Stachniss, W. Burgard: Improved Techniques for Grid Mapping
with Rao-Blackwellized Particle Filters. 23(2007).
[12] G. Grisetti, C. Stachniss, W. Burgard: Improving Grid-based SLAM with Rao-
Blackwellized Particle Filters by Adaptive Proposals and Selective Resampling. In
Proc. of the IEEE International Conference on Robotics and Automation (ICRA),
2005, .
[13] C. de Wit, O. Sordalen: Exponential Stabilization of Mobile Robots with Nonho-
lonomic Constraints. 37(1992).




[15] A. Luca, G. Oriolo, M. Vendittelli: Control of wheeled mobile robots: An experi-
mental overview. RAMSETE - Articulated and Mobile Robotics for Services and
Technologies, 2001.
[16] Kanayama, Y., Y. Kimura, Miyazaki, F., Noguchi: A stable tracking control me-
thod for an autonomous mobile robot. Proceedings of the 1990 IEEE International
Conference on Robotics and Automation, Cincinnati, 1990, .
[17] M. Quigley, B. Gerkey, W. D. Smart: Programming Robots with ROS. O’Reilly
Media, 2015.
[18] L. Joseph: Mastering ROS for Robotics Programming. Packt Publishing, 2015.





Skripta za formatiranje ukazov, ustvarjenih z uporabo algoritma za planiranje poti v ROS 
navigacijskem paketu v ROS ogrodju, ki bodo berljivi na mikrokrmilniku. 
 
#!/usr/bin/env python 
# coding: utf-8 
 
import rospy #Osnova za delovanje ROS paketov 
from std_msgs.msg import String #Uvoz tipa sporočil za prenos 
from geometry_msgs.msg import Twist #Uvoz tipa sporočil za gibanje 
import serial #Bluetooth knjižnice povezava 
import time #Uvoz knjižnice časa 
import numpy as np #Uvoz numerične knjižnice 
ser = serial.Serial(r"/dev/ttyS1", 9600) #Bluetooth povezava z mikrokrmilnikom 
 
def TwistToTurtle(): #Zagon 
    rospy.init_node('navigacija_core',anonymous=True) #Ime vozlišča 
    rospy.Subscriber('/turtle1/cmd_vel',Twist,gotTwistCB) #Naročnina na vozlišče temo 
cmd_vel 
    rate = rospy.Rate(10) #Hitrost osveževanja povezave, 10hz  
    rospy.spin() #Ohranjanje povezave 
 
def gotTwistCB(data): 
    vx = data.linear.x #Pridobivanje podatka, translatorna hitrost naprej-nazaj 
    wz = data.angular.z # Pridobivanje podatka, kotna hitrost levo-desno 
 
    vx0=vx #Shranjevanje prvotne vrednosti translatorne hitrosti 
    wz0=wz # Shranjevanje prvotne vrednosti kotne hitrosti 
 
    vrednostiBR_nar = np.asarray([0.3, 0.36, 0.41, 0.5, 0.56, 0.613, 0.62]) 
    vrednostiPWM_nar = np.asarray([150, 175, 200, 225,250,275,300 ]) 
#Tabela razmerje translatorne hitrosti in poslani PWM gonilniku 
    vrednostiBR_rot = np.asarray([0.10, 0.15, 0.18, 
0.21,0.31,0.37,0.45,0.58,0.6,0.65,0.74,0.83,1.16]) 
    vrednostiPWM_rot = np.asarray([60, 65, 70, 75,80,85,90,100,105,110,115,125,150]) 
#Tabela razmerje kotne hitrosti in poslani PWM gonilniku 
 
    vx_faktor=0 
    wz_faktor=0 
#Definiranje faktorja, ki predstavlja vrednost določeno glede na razmerje hitrosti in PWM 
gonilniku 
 
    if vx!=0: #Ali se mobilni robot giblje 
        vx = abs(vx) 
        vx_faktor=np.interp(vx, vrednostiBR_nar, vrednostiPWM_nar) 
    if vx0 < 0:#Ali je gibanje vzvratno 
        vx_faktor = vx_faktor * (-1) 
    if wz!=0:#Ali mobilni robot rotira v levo 
        wz = abs(wz) 
        wz_faktor=np.interp(wz, vrednostiBR_rot, vrednostiPWM_rot)  
    if wz0< 0:#Ali je rotacija v desno 
        wz_faktor = wz_faktor * (-1) 
 
#Upoštevanje translatorne in kotne hitrosti skupaj 
    vx1 = (int(vx_faktor)) 
    wz1 = (int(wz_faktor)) 
    v_L = abs(vx1-wz1) #Upoštevanje pravila desne roke 
    v_R = abs(vx1+wz1)  
    #Definiranje spremenljivk končnih ukazov 
    PWM_levo='0' 
    PWM_desno='0' 
    #Pogojni stavki 
    if(v_L<100 and v_R<100): # Algoritem planiranje poti določi hitrost gibanja, pretvorjeno v 
pulze v rangu od 0 do 99 
        if vx0 > 0: #Vožnja naprej 
            PWM_levo = '+'+'0'+str(v_L) 
            PWM_desno = '+' + '0' + str(v_R) 
        elif vx0 < 0: # Vožnja nazaj 
            PWM_levo = '-'+'0'+str(v_L) 
            PWM_desno = '-' + '0' + str(v_R) 
        elif (wz0 < 0 and vx0==0): #Vožnja v desno okoli vrtišča 
           PWM_levo = '+'+'0'+str(v_L) 
            PWM_desno = '-' + '0' + str(v_R) 
        elif (wz0 >= 0 and vx0==0): #Vožnja v levo okoli vrtišča 
            PWM_levo = '-'+'0'+str(v_L) 
            PWM_desno = '+' + '0' + str(v_R) 
        ser.write(('D' + PWM_levo + PWM_desno + '!').encode('utf-8') ) #gor/naprej 
 
    elif(v_L>=100 and v_R>=100): #Algoritem planiranje poti določi hitrost gibanja, 
pretvorjeno v pulze v rangu nad 100 
        if vx0 > 0: #Vožnja naprej 
            PWM_levo = '+'+str(v_L) 
            PWM_desno = '+' + str(v_R) 
        elif vx0 < 0: #Vožnja nazaj 
            PWM_levo = '-'+str(v_L) 
            PWM_desno = '-' + str(v_R) 
        elif wz0 < 0 and vx0==0: #Vožnja v desno okoli vrtišča 
            PWM_levo = '+'+str(v_L) 
            PWM_desno = '-' + str(v_R) 
        elif wz0 >= 0 and vx0==0: #Vožnja v levo okoli vrtišča 
            PWM_levo = '-'+str(v_L) 
            PWM_desno = '+' + str(v_R) 
        ser.write(('D' + PWM_levo + PWM_desno + '!').encode('utf-8') ) #gor/naprej 
 
    elif(v_L>=100 and v_R<100): #Algoritem planiranje poti določi hitrost gibanja za levo in 
desno kolo, pretvorjeno v pulze v rangu nad 100 za levo in pod 100 za desno kolo 
        if vx0 > 0: #Vožnja naprej 
            PWM_levo = '+'+str(v_L) 
            PWM_desno = '+' + '0' + str(v_R) 
        elif vx0 < 0: #Vožnja nazaj 
            PWM_levo = '+'+str(v_L) 
            PWM_desno = '-' + '0' + str(v_R) 
        elif (wz0 < 0 and vx0==0): #Vožnja v desno okoli vrtišča 
            PWM_levo = '+'+str(v_L) 
            PWM_desno = '-' + '0' + str(v_R) 
        elif (wz0 >= 0 and vx0==0): #Vožnja v levo okoli vrtišča 
            PWM_levo = '-'+str(v_L) 
            PWM_desno = '+' + '0' + str(v_R) 
        ser.write(('D' + PWM_levo + PWM_desno + '!').encode('utf-8') ) #gor/naprej 
 
    elif(v_L<100 and v_R>=100): #Algoritem planiranje poti določi hitrost gibanja za levo in 
desno kolo, pretvorjeno v pulze v rangu pod 100 za levo in nad 100 za desno kolo 
        if vx0 > 0: #Vožnja naprej 
            PWM_levo = '+'+'0'+str(v_L) 
            PWM_desno = '+'+ str(v_R) 
        elif vx0 < 0: #Vožnja nazaj 
            PWM_levo = '+'+'0'+str(v_L) 
            PWM_desno = '-'+ str(v_R) 
        elif (wz0 < 0 and vx0==0): #Vožnja v desno okoli vrtišča 
            PWM_levo = '+'+'0'+str(v_L) 
            PWM_desno = '-'+str(v_R) 
        elif (wz0 >= 0 and vx0==0#Vožnja v levo okoli vrtišča 
            PWM_levo = '-'+'0'+str(v_L) 
            PWM_desno = '+'+str(v_R) 
        ser.write(('D' + PWM_levo + PWM_desno + '!').encode('utf-8') ) #gor/naprej 
    else: 
        pass 
 
if __name__ == '__main__': 
    try: 
 TwistToTurtle() #kliči funkcijo 
    except rospy.ROSInterruptException: 
 ser.close() #prekini povezavo 
Priloga 2
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Skripta za pošiljanje ukazov gonilniku aktuatorjev, ki so  prejeti preko brezžične povezave, od 
algoritma za planiranje poti v navigacijskem ROS paketu v ROS ogrodju. 
 
#define ledPin 13 // Led lučka za bluetooth povezavo 
#define leftPin 11 // Vcc za levo kolo 
#define rightPin 12  // Vcc za desno kolo 
#define driversPin A2 // Krmilni signal za servo motorje 
 
#include <Servo.h>  //Servo knjižnica 
Servo myservo_l, myservo_d; //Definiranje servo objekta za povezan servo motor 
 
long time_0, beg = 0; //Čas case-izvedba, čas izvedba-izvedba 
bool driversState = 0; //Zagon ventilatorja in gonilnika aktuatorjev 
int16_t rightSpeed = 0; //Desno gonilno kolo 
int16_t leftSpeed = 0; //Levo gonilno kolo 
String input; //Definicija vnosne spremenljivke 
int cone_0 = 1500; //Nevtralna vrednost za zvezno rotacijo koles z uporabo servo motorja 
 
void setup() { 
 pinMode(ledPin, OUTPUT);   
 pinMode(driversPin, OUTPUT); 
  
 //digitalWrite(leftPin, HIGH); 
 //delayMicroseconds(1500 + leftSpeed); 
  
 myservo_l.attach(leftPin);        // Definiranje levega gonilnega kolesa za servo knjižnico 
 myservo_d.attach(rightPin);        // Definiranje desnega gonilnega kolesa za servo knjižnico 
 Serial.begin(9600); );        // Zagon serijske komunikacije 
} 
 
void loop() { 
  
 if (Serial.available()) { 
  //primer končnega ukaza aktuatorju za gibanje naprej D+400+400! 
  //primer končnega ukaza aktuatorji za gibanje nazaj D-400-400! 
   
  String input = Serial.readStringUntil('!');  
  //Branje serijske komunikacije vse do klicaja 
  char ukaz = input.charAt(0); 
  //Branje prvotne črke ukaza 
  char predznak_levo = input.charAt(1); 
  //Branje naslednje črke ukaza; + vožnja naprej, - vožnja vzvratno 
  char predznak_desno = input.charAt(5); 
  switch (ukaz) { 
   //Primer branja prvotne črke ukaza 
   case 'E': //zagon ventilatorja, gonilnika 
   driversState = 1; //stanje gonilnika aktivno 
   leftSpeed = rightSpeed = 0; 
   break; 
   //Primer branja prvotne črke ukaza 
   case 'e': //zaustavitev ventilatorja, gonilnika 
   driversState = 0; //stanje gonilnika neaktivno 
   break; 
   //Primer branja prvotne črke ukaza 
   case 'D': //vožnja 
   time_0 = millis();  
   //Štetje časa za vsak cikel, servo motor zasuka kolo za določen naklon 
    
   //Pogoj preme vožnje 
   if (predznak_levo == '+') { 
    leftSpeed = input.substring(2, 5).toInt();  
//vzame 400 iz D+400+200! 
     
   } 
   //Pogoj vzvratne vožnje 
   if (predznak_levo == '-') { 
    leftSpeed = -input.substring(2, 5).toInt();  
//vzame 400 iz D+400+200! 
   } 
   //Pogoj vožnje v levo 
   if (predznak_desno == '+') { 
    rightSpeed = input.substring(6, 9).toInt();  
//vzame 200 iz D+400+200! 
   } 
   //Pogoj vožnje v desno 
   if (predznak_desno == '-') { 
    rightSpeed = -input.substring(6, 9).toInt();  
//vzame 200 iz D+400+200! 
   } 
   break; //prekinitev zanke 
  } 
  //Zapis PWM na izhodni pin mikokrmilnika; vrednost in zagon/prekinitev 
  digitalWrite(driversPin, driversState); 
 } 
 //razlika trenutni korak - prejšnji korak vec kot 50ms oziroma 0.05s sekund prekine zasuk 
koles 
 if ((millis() - time_0) > 50) { 
  leftSpeed = rightSpeed = 0;//Ponastavitev gonilnih koles 
 } 
 //razlika trenutni korak - prejšnji korak več kot 10ms oziroma 0.01s sekunde pošilja ukaze 
gonilniku 
 if (driversState && ((millis() - beg) > 10)) { 
  myservo_l.write(1500 + leftSpeed); 
  myservo_d.write(1500 + rightSpeed); 
  beg = millis(); 
 } 
} 

