Introduction
The biological knowledge generated by the human genome project is too rich to be stored in one database with one unique data model. The database maintainers need the flexibility given by independent databases to have full control over information which is complex, varied and prone to multiple evolutions over time. As a result, there are dozens of databases that use different systems for data collection, storage and presentation. The process of data gathering from these very different databases is now extremely time consuming, complex, and may give incomplete or inaccurate results. This situation is likely to deteriorate with the increased emphasis on large-scale sequencing.
On the other hand, the possibility of integrating pieces of information from various sources opens up new fields of research. This is particularly true in molecular biology. The growth in this area has created a need to relate mapping data to sequences and functions, and, furthermore, to identify the similarities between the genetic data of different species (e.g. mammalian comparative mapping and model organisms).
Virgil introduces the notion of rich links. A link is simply a bi-directional connection between two database objects, while a rich link is the link itself and all the related pieces of information that characterize and define the link.
In this paper, we will briefly expose the issues involved in database interoperation and the key role of links. We will present our efforts to model, collect, manage and distribute rich (documented) links. In the prototype phase, we only focus on links between Genome Data Base (GDB) genes (Fasman et al., 1996) and Genbank human sequences (Benson et al., 1996) .
Links for genome databases
The different attempts to address the problem of database interconnection range from the data warehousing approach to database federation. Recently, the latter approach has been favored by the bioinformatics community, mainly for its scalability. For example, the GDB (Fasman et al., 1996) , Version 6.0, introduced a 'Federation of Genomic Databases'. Three interrelated databases constitute a pilot project for database interoperation: the Human Genome Database for mapping data; the Citation Database for literature citations; and the Genome Registry for information on people and organizations active in the genome community. This federation is made possible by the definition of numerous links between the three databases.
We refer the reader to Karp's paper 'Database links are a foundation for interoperability' for a detailed discussion on links and the potential difficulties when using links in the context of molecular biology databases (Karp, 1996b) .
In the following, a user is meant either as a person (e.g. when operating a Web browser), a program (e.g. for data analysis) or a database (e.g. for database interaction).
Links need to be consistent
Link consistency is difficult to enforce over independent databases. For example, database links are not systematically reciprocated. We queried GDB and Genbank to extract all the links between a GDB gene and a Genbank sequence. We found that only 26% of the links from GDB to Genbank have corresponding links in Genbank; 70% of the links from Genbank to GDB have corresponding links in GDB. The discrepancy is certainly not only due to a different understanding of the data by each database maintainer.
We think that link data should be stored in a specialized database, independent of those used to store biological data. The data will be more consistent if only one instance of a link has to be managed, not two or more. Moreover, data access is easier because the links share the same data model.
Links need to be available
It is important for a user to be able to retrieve efficiently all the links attached to a biological object. A number of databases need to be queried to obtain an exhaustive list of links. A database of links is likely to contain more relevant data to a user query because it is composed of data from different sources.
Links need to be documented
Maintainers of the major genome databases are making a great effort to cross-reference data via links of good quality. In spite of this, the publicly available links suffer from a lack of characterization. Information on the links themselves is, for the most part, either non-existent or non-accessible. As usually found in databases, a link is simply an interconnection between two biological objects. Without any further indication, it is sometimes difficult to know what is hidden behind a link. The documentation of a link must define its nature and provide some idea of its quality. For example, a few nucleic acid sequence links in GDB connect a human gene to an orthologous gene: e.g. GDB:371695 (GPR3 human gene) is connected to GENBANK:L32829 (Norway rat RATGPCRA). This link is of little use for many users, although it may be correct from a particular perspective, because the semantics of the link are unknown.
Links need to be maintained
Ensuring that the link data are up to date requires continuous attention from database maintainers. One has to change the data in accordance with the rapid evolution of biological knowledge. Better link characterization means more complicated data to handle for every link. Moreover, keeping the referential integrity of links also raises non-trivial issues (Karp, 1996a) .
Virgil data model
This section gives an overview of the Virgil database and a description of the principal objects. Figure 1 displays the database schema. An example of a link is given in Figure 2 .
Database management system
Object-oriented DBMS (database management systems) are well suited for modeling complex information found in the field of molecular biology. Every object of an object-oriented application is described by a set of typed attributes and methods which form an object class. A particular object of a class is called an instantiation. Methods give another dimension to the description of the object, a feature missing in relational DBMS. Inheritance is the mechanism by which a class receives attributes from another class: it helps to capture the richness of data. For example, a Virgil link is (inherits from) a biological object. Thus, in the Virgil data model, a link has the generic attributes of any biological object, plus specific attributes applying only to link objects.
Object-oriented DBMS transparently integrate database functionalities with the programming language of the application. Database objects are directly usable from the program.
A number of informatics teams are investigating using object-oriented DBMS to replace more traditional solutions such as relational database engines or proprietary systems. Some hybrid solutions have been successfully implemented: the GDB and the 3DB version of the Protein Data Bank use the object protocol model (Chen and Markowitz, 1995) on top of Sybase (Chen and Markowitz, 1995) . Object-oriented database systems are now mature enough to be a credible base for a production DBMS and will be more common in the near future. Anticipating this evolution, Eyedb (http://www.infobiogen.fr/services/eyedb), an objectoriented DBMS, has been used to model and manage Virgil data. Eyedb is being developed by Sysra Informatique in close collaboration with Infobiogen. Its interface is compliant with the ODMG-93 standards (Cattell, 1996) . It offers a generic ODL (object description language) with inheritance, constraints, methods, arrays, an object query language (OQL) and an application programming interface (API) in C++. A Java API is also being developed; here the goal is to facilitate the connection of Internet-oriented tools to Virgil.
Biological objects
For each link, one has to deal with three biological objects, vglBioObj; the link itself, vglLinkObj; and two remote biological objects which are linked, vglRemoteObj. Each vglBioObj is defined by a unique identifier (uid). As introduced by Fasman (1994) for the GDB, we identify each object by a 'local' unique identifier, prefixed with the database name. It leaves the attribution of unique identifiers the responsibility of each database manager and allows each object to be addressed in an unequivocal way.
A method, vglRemoteObj::check, is attached to every vglRemoteObj. The vglLinkObj::check method is used to call the vglRemoteObj::check methods attached on the two vglRemoteObj that define the link. On demand (issued by Virgil manager), the http address of a remote object is queried. It allows one to check for the referential integrity of the links in Virgil. Fig. 1 . Virgil data model, using OMT notation: a class is represented with a rectangle, an association is represented with a line connecting two classes (a filled circle is a one-to-many association), and inheritance is represented with a triangle.
Semantics of biological objects
In this paper, the semantics of an object is the meaning of this object as defined within Virgil.
The vglBioObjType class serves as a vehicle for the semantics of a vglBioObj. To facilitate programmed access to this class, we define the semantics using controlled vocabulary (as opposed to free text): the symbol attribute. The definition and http attributes are available for further characterization.
The vglLinkType (semantics of the link) and vglRemoteObjType (semantics of the remote object) inherit from the vglBioObjType class. At present, Virgil defines two types of vglRemoteObjType: GENBANK.NUCLEIC_SEQUENCE, a Genbank nucleic sequence, and GDB.GENE, a GDB gene object; and one type of vglLinkType: VIRGIL.UNION, a link between two parts of the same biological object [we imported Karp terminology that distinguishes two types of links: relationship and unionship links (Karp, 1996b) ].
The instantiation of a new vglBioObjType in Virgil can be done on demand. For example, to document links between a GDB gene and a Swiss-Prot protein sequence (Bairoch and Apweiler, 1996) will require the instantiation of two vglBioObjType classes: (i) SWISSPROT.PROTEIN_ SEQUENCE, the new remote object; (ii) VIRGIL.RELATION_PRODUCT, the link that defines the bidirectional relationship; one object being a product of the other.
Another example would be the relationship defined by a link between two orthologous genes (same gene, different species): VIRGIL.RELATION_ORTHOLOGOUS. 
Link annotation
Each link is characterized by a set of annotations: vglLinkAnnotate. The author attribute is the name of the individual, the organization or the program that can be credited for the annotation. The status indicates the author's judgment on the link: it is either VALIDATED, PUTATIVE or DELETED (see the following section). Another indication of the validity of a link is given by the belief_value attribute: a normalized value (between 0 and 1) to rate the quality of the link. Note that the rating is a subjective value, it depends on the judgment of the author. An author can give a belief value of one if he guarantees the relevance of a link. Likewise, the rating can be automatically generated with systems such as genXref [see Achard and Dessen (1998) ]. In addition, the LinkSupport class describes the method supporting the annotation of a link (either the creation or the deletion of a link). See Figure  2 for an illustration of a LinkSupport.
Link status
The global status of a link is inferred from the status given by all the annotators. For example, if some annotations are known to be of quality, the annotation status will be passed on as the global status of the link. This approach has two purposes. Firstly, to be used as a means for data curation: a Virgil curator can add an annotation-author: VIRGIL, status: DELETED-if a link is found to be erroneous; this status is propagated as the global status of the link. Secondly, to allow third party annotation. Individuals doing research in their field of expertise are constantly relating different pieces of information. The possibility of storing and documenting these data within a database of links allows the sharing of such individual expertise.
Virgil data
For the prototype stage of Virgil, we focus on the GDB and Genbank databases which are of primary importance for genome research. In their day-to-day work, researchers in genetics often need to gather information from both databases.
At present, Virgil stores links between GDB gene objects and Genbank human sequences. It contains 18 667 vglLinkObj instantiations.
The links found in Virgil originate from three different sources, each source forming a population: 1.Links extracted from GDB: 10 155. They were originally generated by heuristic matching on locus name. Data also come from direct author submission or third party annotations. 2.Links extracted from Genbank: 3433. The authors (submitter of a sequence) are the only authority for entry contents, including the link annotations. 3.Links automatically generated with genXref (Achard and Dessen, 1998) . Another set of 10 677 links was automatically created with genXref: a system to infer links between independent genome objects, using term signature comparison. The precision of a population is the proportion of its relevant links. A link is judged non-relevant (false positive) if there is evidence to prove that the gene (a GDB object) does not physically map to the sequence (a Genbank entry). For example, a link between a gene and its pseudogene is considered as non-relevant. We randomly sampled links from each population to determine the proportion of relevant links: estimated precision of a population. The results are displayed in Table 1 .
The default status of a link is PUTATIVE. A link is VALI-DATED when it comes from a population where >95% of links are relevant. From the results given in Table 1 , the links annotated either by GDB or Genbank have their global status attribute set to VALIDATED. A link generated by genXref is VALIDATED when its belief_value is >0.90 (this threshold corresponds to a population where 95% of the links are relevant).
We randomly sampled 176 links from Virgil and found 24 erroneous links. That gives a precision of 86% (± 5%) for all the links contained in Virgil. Extracted from GDB 95 ± 4
Extracted from Genbank 95 ± 4
Distributing Virgil

Web interface
A Web server has been developed to allow manual access by data browsing. Facilities for building OQL queries are also provided. The Web interface is directly inferred from the database schema and queries are performed dynamically. It guarantees that the data accessible by the Web are consistent with the Virgil database. Moreover, the modification of the schema is automatically passed on to the Web interface. The Web interface also provides an authentification system with username and password. The default username for read-only access is guest. Administration and write-access privileges can be granted by Virgil managers to individuals; the goal is to allow off-site data editing via the Internet.
CORBA server
The CORBA (Common Object Request Broker Architecture) standardization project started in 1990 to facilitate the development of distributed applications over a heterogeneous network. It has been adopted in a number of industries and service companies. It allows a transparent access to remote objects described by means of an interface. The ORB (object request broker) provides an intermediary layer to handle requests for data. The services that can be delivered to a client by an object are defined by means of the IDL (interface definition language), and made publicly available via a CORBA ORB. We refer the reader to Achard and Barillot (1997) for an introduction to CORBA technology. Moreover, the fully object-oriented environment of CORBA (including object inheritance) naturally fits with the Eyedb system.
We implemented a CORBA server on top of the Virgil database. The code was developed on a Sun workstation using the OrbixE environment (CORBA 2.0). The IDL displayed in Figure 3 defines two methods for accessing Virgil data: 1.getLinkFrom2RemoteObj method takes two RemoteObj unique identifiers as arguments. On success, it returns a LinkObj, described by its interface. The status and the type of the link can be specified with a value from the LinkStatusEnum and LinkTypeEnum enumerates. ANY_STATUS or ANY_TYPE is used to perform a query with no constraint (this is the default). 2.getLinksFromBioObj method takes a BioObj unique identifier as argument. It returns a list (defined by BioObjList) of all the links that contain this particular object. The status and type of the links can be specified as explained above.
Discussion
A few works make extensive use of links to build complex information systems dedicated to biological data. The SRS system (Etzold et al., 1996) creates a virtual federation of genome DBs. An important feature of SRS lies in its language to describe a library: it allows one to perform automatically the indexing of data and to define links between libraries. For the previous version of Virgil (flat file format), SRS was the principal medium to populate Virgil links, as a stand-alone library. The current version of Virgil uses the object-oriented approach (with Eyedb and CORBA) so the integration into SRS is not supported. Nevertheless, we will soon define a dump format for Virgil rich links in order to make Virgil data available under SRS. The Virgil prototype addresses a number of issues related to link data. 1.The Virgil data model is rich enough to describe comprehensively a link between two biological objects. In addition, a number of attributes are controlled vocabulary to allow programmed access to the data.
2.Virgil implements some facilities for data curation such as the vglRemoteObj::check method attached to each vglRemoteObj. 3.In addition to the traditional vector of distribution via the Web, Virgil provides a CORBA interface. It is in the nature of links that they are distributed. Therefore, it is good sense to have this type of data available through a common and standardized format. The Virgil IDL is publicly available, allowing anybody interested in our data to develop their own CORBA client to query Virgil links in a convenient and standardized way (at present, this process requires the CORBA object locator because the CORBA naming authority is not yet widely available). We hope that all major databases will set up a protocol for querying the status of a particular object; the goal is to be able to identify the modifications of remote objects (such as renaming, deletion, splitting or merging) and update Virgil data in accordance. Virgil is a prototype and a number of improvements still need to be made. We list some future enhancements below: 1.To define a link submission protocol to allow expert annotation from individuals via a Web form and batch submission of a collection of links. For the time being, link submission is manual: any new links or link annotations can be sent to Virgil@infobiogen.fr. The mid-term goal is to develop a CORBA server that could handle automatic submission. Such facilities will allow the biological scientific community to increase the overall value of Virgil.
2.To implement a more complete CORBA server. At present, only part of the Virgil data is mapped onto the public IDL. We are currently working on developing a CORBA server that will allow any OQL query to be passed to the Eyedb server. 3.To validate the Internet Inter-ORB Protocol (IIOP) service by implementing the client side of our system with a CORBA environment from another vendor. 4.To enrich the Virgil database with more rich links. We plan to extract links from the Swiss-Prot database. Leaning on emerging technologies and a carefully designed schema, we think that Virgil will lead to a better distribution of richer links between genome objects; links as a means to convert information into understanding.
