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1 Johdanto 
Ohjelmointisisällöt ovat nyt osa peruskoulua. Vuonna 2016 voimaan astuneen 
perusopetuksen opetussuunnitelman mukaan ohjelmointi liitettiin osaksi mate-
matiikan opetusta. Ohjelmoinnista on muutoinkin kirjoitettu sen tärkeyttä koros-
tavassa sävyssä ja alleviivaavan vahvalla retoriikalla. Ohjelmointi on kannanot-
tojen mukaan, jos ei nyt perusoikeus, niin ainakin tärkeä kansalaistaito. Opetta-
jille suunnatun ohjelmointioppaan Koodi2016 toisen kirjoittajan Linda Liukkaan 
sanoin ”Ohjelmoinnin osaaminen on 2000-luvun kansalaisen oikeus ja velvolli-
suus” (Paukku 2014).  Onkin totta, että yhteiskunta ja oppilaiden arki on tietoko-
neistunut. Samalla kuitenkaan tietokoneiden perustoiminnallisuus on pysynyt 
ammattilaisten tietona. Tietotekniikan käytöstä on tehty niin helppoa, ettei oh-
jelmointia esimerkiksi 1980-luvun tapaan ole tarvinnut opetella osana tietoko-
neen käytön osana. Ennen uutta opetussuunnitelmaa tilannehan on ollut se, 
ettei ohjelmointia peruskoulussa opetettu kuin mahdollisesti hiukan sivuten tie-
totekniikassa. Lukioissa taas ohjelmointia on ollut tarjolla ehkä noin puolessa ja 
sitä on opiskellut alle 10 % lukiolaisista (Lappi 2008).  
Ohjelmoinnin tuomista perusopetukseen on myös kritisoitu ja kyseenalaistettu 
sen tarpeellisuus. Ohjelmoinnin tarpeellisuutta matematiikan osana onkin syytä 
tarkastella kriittisesti. Matematiikan opetus rakentunut luontevaksi kokonaisuu-
deksi ilman, että ohjelmointi on ollut osa sitä. Yliopistoissakin tietojenkäsittely-
tiede on eriytynyt matematiikasta omaksi tieteenalakseen jo vuosikymmeniä sit-
ten. Aluevaltaus on siksikin erikoinen, sillä matematiikan opettajilla ei ainakaan 
itsestään selvästi ole ohjelmoinnin opetukseen vaadittavaa osaamista. Maol ry:n 
puheenjohtaja Leena Mannila huomauttaakin (Torvinen 2014), että kentällä ole-
vat opettajat tarvitsevat täydennyskoulutusta ja oppikirjantekijät opetusviran-
omaisilta jonkinlaista pohjaa, jolle oppikirjallisuutta aletaan rakentaa. Toisaalta 
Maol ry (2010) on esittänyt, että koululaitoksen tieto- ja viestintätekniikan (TVT) 
sisältöjä tulisi opettaa kattavammin ja sisällyttää siihen ohjelmoinnin ja algorit-
misen ajattelun perusteet. 
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Ohjelmoinnin opetuksen tarpeellisuutta onkin helppo puolustaa. Ohjelmoinnin 
opettelun uskotaan parantavan oppilaan ongelmanratkaisukykyä myös ohjel-
moinnin ulkopuolella (Mayer 1988; Papert 1980). Ohjelmointi vaatii keskittymis-
tä ja kehittää ajattelun taitoja, mikä on jo aiemminkin ollut muun muassa mate-
matiikan perusopetuksen tavoitteita (OPH 2014; OPH 2004). Muutosta voi tar-
kistella myös sukupuolten välisen tasa-arvon näkökulmasta. Ohjelmoinnin 
osaaminen on vahvasti sukupuolittunutta – Koodi2016 oppaan mukaan IT-alan 
työntekijöistä vain 23 % on naisia (Liukas & Mykkänen 2014). IT-osaamisen, 
erityisesti ohjelmontiosaamisen sukupuolittuneisuus onkin nähty tasa-arvo-
ongelmana. Perusopetuksen tehtävänä on kuitenkin edistää sukupuolten tasa-
arvoa, joten ohjelmointitaidon tasa-arvoistaminen voi pelkästään tässäkin mie-
lessä olla perusteltua. Lisäksi IT-sektori on kasvanut maailman tietokoneistumi-
sen myötä. Pelkän ohjelmistosektorin globaali liikevaihto on noin 400 miljardia 
dollaria (Gartner 2014) ja kasvaa edelleen. Tietokonekasvatuksen liittäminen 
laajemmin osaksi perusopetusta onkin perusteltavissa myös ympäröivän maa-
ilman ymmärryksen opettamisena. Ymmärrys ympäröivästä maailmasta ja yh-
teiskunnasta ja oppilaan kasvattaminen osaksi tuota kokonaisuutta on kuitenkin 
eräs tärkeimmistä perusopetuksen tavoitteista (OPH 2014). 
Opetuksen eheyttämisen korostaminen on uuden opetussuunnitelman merkittä-
vimpiä muutos aiempaan (OPH 2014; OPH 2004). Eheyttävä opetus tarkoittaa 
oppiaineiden ja yhteiskunnan välisiä raja-aitoja rikkovaa opetusta. Siis opetusta, 
jossa oppiaineita ei välttämättä opeteta erillään, kuten tavanomaisessa opetuk-
sessa, vaan opetus kytketään arkeen ja yhteiskuntaan liittyväksi oppiaineita yh-
distäväksi kokonaisuudeksi (Ylilehto 2013). Opitut asiat liitetään näin luonnolli-
siin konteksteihin ja niitä opitaan myös soveltamaan ja hyödyntämään käytän-
nössä. 
Myös ohjelmoinnin tarjoamat mahdollisuudet opetuksen eheyttämiseen olisikin 
hyvä ottaa huomioon jo varhaisessa vaiheessa. Tätä silmälläpitäen ohjelmoin-
nin sisältöjä voisikin yhdistää esimerkiksi CAD-suunnitteluun (Computer Aided 
Design). Ohjelmointi on nimittäin myös modernin ajan valmistamisen kieli. Fyy-
sinen valmistaminen ja suunnitteleminen ovat enenevässä määrin tietoko-
neavusteisia.  
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Tietokoneavusteinen suunnittelu ja uudet valmistusmenetelmät mullistavat maa-
ilmaa. Tuotteet voi suunnitella vaikkapa kotikoneellaan yleismaailmalliseksi tie-
dostoksi, jonka voi lähettää tuotettavaksi minne päin maailma hyvänsä. Tämä 
tarkoittaa muun muassa sitä, että ammattimainen suunnittelutyö on entistä vä-
hemmän paikkariippuvista, mutta parantaa lisäksi yksittäisen ihmisen mahdolli-
suuksia. 
Tällaisen uuden demokraattisemman valmistuksen työkaluja ovat CAD-
suunnitteluohjelmat ja tietokoneet, sekä palveluntarjoajat, joilla on käytössään 
3D-tulostimia, CNC-jyrsimiä, laserleikkureita ynnä muita skaalaeduttomia val-
mistamisen työkaluja (Anderson 2012). Tietotekninen osaaminen on tämänkin 
kehityksen ytimessä. Tekniikka on myös edullista ja esimerkiksi useissa suoma-
laisissa kirjastoissa on 3D-tulostin, jolla asiakkaat voivat tulostaa pieniä muovi-
esineitä. Maksullisiakin valmistamisen palveluita on useita. Myös opetussuunni-
telma kannustaa hyödyntämään käsitöissä ohjelmointia suunnitelmiin ja valmis-
tettaviin tuotteisiin (OPH 2014). 
Tämän tutkielman päätarkoitus on alustavasti selvittää, miten käsitteellisesti oh-
jelmoinnille läheiset, ohjelmakoodia eli skriptiä syötteenään käyttävät tekstipoh-
jaiset (script based) CAD-ohjelmat soveltuvat opetuskäyttöön peruskoulutasolla.  
Lisäksi pohditaan mitä CAD-ohjelmat tarjoavat matematiikan ja ohjelmoinnin 
opetukselle. Ennen varsinaista tutkimusta esitellään millaisista periaatteista 
eheyttävän opetuksen ajatus kumpuaa ja minkälaista sen näin ollen tulisi olla. 
Lisäksi alustetaan miten ohjelmointisisällöt tulevat perusopetukseen. Tutkimus-
osuus selvittää kahden CAD-ohjelman OpenSCAD:in ja OpenJSCAD.org:in so-
veltuvuutta opetuskäyttöön. Ensin esitellään OpenJSCAD.org:illa suoritetun 
opetuskokeilun tulokset jonka jälkeen molemmille ohjelmille tehdään yhteinen 
käytettävyyden arviointi. Työn lopuksi pohditaan mitä etuja ohjelmoinnillisen 
CAD-suunnittelun ohjelmien opetuskäytöllä voisi olla. 
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2 Oppimisen teoreettinen tausta 
2.1 Oppimiskäsitys 
Oppimiskäsityksellä tarkoitetaan tieteellistä teoriaa, jolla selitetään oppi-
mista. Erilaisia oppimiskäsityksiä on viljalti ja niitä on luokiteltu monella eri 
tavalla (Lindblom-Ylänne & Nevgi 2004).   Risto Patrikainen (1999) ha-
vainnollistaa oppimiskäsitysten jaottelua nelikentällä (kuva1), jossa vaaka-
akseli on objektivistisesta tiedonkäsitysksestä ja konstruktivistiseen tie-
donkäsitykseen ja pystyakseli behavioristisesta oppimiskäsityksestä kogni-
tiiviseen oppimiskäsitykseen. 
 
Kuva 1 Oppimiskäsitysten nelikenttä (Patrikainen 1999) 
Objektivistisen tiedonkäsityksen mukaan tieto on universaalia, objektiivista ja 
determinististä, kun taas konstruktivistisessa tiedonkäsityksessä se on konteks-
tuaalista, subjektiivista ja responsiivista. Behavioristinen oppimiskäsitys käsitte-
lee oppimista tiedon siirtymisenä – ajatuksena on, että tieto voidaan sellaise-
naan tai pieniksi paloiksi pilkottuna siirtää sellaisenaan oppijalle. Konstruktivisti-
sessa tiedonkäsityksessä taas painotetaan oppijan aktiivista tiedon konstruoin-
tia – tieto ei suoraan ole siirrettävissä, vaan oppijan on prosessoitava ja aktiivi-
sesti rakennettava tietorakenteitaan (Patrikainen 1999). Konstruktivistisesti aja-
tellen tieto on luonteeltaan vain konstruoitu tietorakenne. Konstruktivismissa 
kognitio palvelee vain havaittavan maailman jäsentelyä, ei ontologisen totuuden 
löytymistä (Glasersfeld 1995, 35).  
Tiedonkäsitykset ja oppimiskäsitykset toisinaan kuitenkin sekoitetaan, tai oike-
ammin paritetaan keskenään. Behaviorismista puhuttaessa tarkoitetaan usein 
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objektivistis-behavioristista opetus- ja oppimiskäsitystä ja konstruktivismista pu-
huttaessa kognitivistis-konstruktivistista opetus- ja oppimiskäsitystä (Patrikainen 
1999). Myös nelikentän jakolinjojen tai akselien nimet voivat poiketa Patrikaisen 
notaatiosta. Esimerkiksi Maijaliisa Rauste-von Wright (1997) on jakanut tiedon-
käsitykset empirismiin ja konstruktivismiin. Termistö kuitenkin pyrkii tuomaan 
esille samaa jakolinjaa, jonka toisessa päässä ovat Patrikaisen (1999) mukaan 
behavioristinen tai objektivistis-behavioristinen opetus- ja oppimiskäsitys, Raus-
te-von Wrightin (1997) mukaan empiristinen oppimiskäsitys eli niin sanottu pe-
rinteinen didaktiikka ja toisessa päässä Patrikaisen (1999) tarkoittama konstruk-
tivistinen tai kognitivistis-konstruktivistinen opetus- ja oppimiskäsitys sekä Raus-
te-von Wrightin (1997) tarkoittama konstruktivistinen oppimiskäsitys. 
Edellä tarkoitettu behavioristinen oppimisnäkemys pohjautuu empiristiseen tut-
kimussuuntaukseen, jossa ihmisen käyttäytymisen tutkimukseen alettiin sovel-
taa luonnontieteiden tutkimusmenetelmiä. Behaviorismin pyrkii luonnontieteelli-
syyteen ja käsittelee empiristisesti oppijan toimintaa reaktiona opetukseen. Be-
haviorismi on kuitenkin saanut osakseen kritiikkiä oppijan asettamisesta passii-
viseen havaitsijan asemaan. Oppijan asema tiedon vastaanottajana on ongel-
mallinen, sillä tämän aktiiviselle konstruoinnille ja oman oppimisen ohjaamiselle 
ei jää behaviorismissa sijaa. Sen sijaan opettajan aktiivinen rooli opetuksessa 
korostuu (Lingblom-Ylänne & Nevgi 2004). 
Behavioristinen oppimiskäsitys on vähitellen 1950-luvulta syrjäytetty vallitseva-
na näkemyksenä. Behaviorismin mekanistinen ihmiskuva on antanut tilaa oppi-
laan roolia oppimisessa korostaville humanistisen ihmiskäsityksen suuntauksil-
le. Näissä tietorakenteet nähdään konstruktiona, joita oppilas itse rakentaa 
(Lingblom-Ylänne & Nevgi 2004). Behaviorismin puutteena pidetään oppilaan 
pitämistä passiivisena tiedon vastaanottajana. 
Konstruktivismi on näkyvin ja tällä hetkellä tärkein ihmisen oppimiseen kohdis-
tuva paradigma (Rauste-von Wright 1997). Konstruktivistisen suuntauksen mu-
kaan oppija on aktiivinen tiedon prosessoija.  Perusopetuksen opetussuunni-
telman perusteet ovat jo pitkään korostaneet oppilaan roolia aktiivisena tietora-
kenteensa jäsentäjänä (OPH 1994; OPH 2004; OPH 2014), mikä sitoo sen vah-
vasti kognitiivis-konstruktivistiseen oppimiskäsitykseen informaation proses-
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soinnista. Siten tämän oppimiskäsityksen käytön velvoite siirtyy myös opettajal-
le, jonka tulisi toimia oppimisprosessin ohjaajana (Patrikainen 1999). 
Konstruktivistisessa perinteessä on paljon käytetty ajatus kognitiivisesta tuesta, 
scaffolding (Hetherington & Parke 1986), joka tarkoittaa, että opetus, paljossa 
siis opettaja, tukee oppilaan oppimisprosessia siten, että tämä kykenee toimi-
maan Vygotskyn (1978) tarkoittamalla lähikehityksen vyöhykkeellään (zone of 
proximal development). Vygotskyn mukaan oppijan aktuaalisen ja potentiaalisen 
kehitystason välillä on lähikehityksen vyöhyke, jossa oppija voi osaavamman 
avustuksella ylittää nykyisen taitotasonsa, mikä on opettavaisempaa ja motivoi-
vampaa, kuin aktuaalisen taitotason alittavat tehtävät tai sen huomattavasti ylit-
tävät, ylivoimaisiksi koetut tehtävät (Vygotsky 1978). 
Konstruktivismi ei kuitenkaan ole yksittäinen suuntaus, vaan ennemminkin sa-
teenkaaritermi (Lindblom-Ylänne & Nevgi 2004). Muutenkin Oppimisteorioiden 
esittäminen vain kognitiivis-konstruktivistisen ja behavioristisen välisellä akselil-
la onkin karrikointia, sillä näistä erillisinä voidaan pitää mm. humanistista ja 
osallistuvaa (participatory) oppimiskäsitystä (Merriam & Caffarella 1991, 138).   
Lisäksi ihmiskäsitykset voidaan ottaa esille oppimisteorioden vertailussa (Pylkkä 
2016). Käsitys ihmisestä vaikuttaa myös käsitykseen ihmisestä oppijana. Ihmis-
käsitykset voidaan jakaa esimerkiksi humanistiseen, naturalistiseen, marxilai-
seen ja kristilliseen (Ropo 1985; Peltonen 1979). Karkeistaen ihmisen poikkea-
mattomuutta muusta olevaisesta korostavaa naturalistista ihmiskäsitystä vastaa 
empiristinen behaviorismi ja humanismin kirjosta taas ponnistavat muita oppi-
miskäsityksiä joissa yksilöiden välisillä ja sisäisillä prosesseilla on selittävä mer-
kitys tiedon olemassaolossa ja muodostumisessa (Pylkkä 2016). Ihmis-, tiedon- 
ja oppimiskäsitys liittyvätkin usein toisiinsa opettajan puheessa (Patrikainen 
1997). Ihmis-, oppimis- ja tiedonkäsityksien yhteydet tuovatkin erinomaisen hy-
vin esille sen, ettei oppimisprosessin teoreettinen kuvaaminen ole kovinkaan 
yksinkertaista. 
On jopa hieman harhaanjohtavaa puhua oppimisen teorioista, sillä niitä on toisi-
naan vaikea erottaa toisistaan, ne voi luokitella monella eri tavalla ja niiden tes-
tattavuuskin on kyseenalaista. Olisikin ehkä parempi puhua oppimisen filosofi-
oista (Ernst 2010), tai oppimiskäsityksistä, kuten suomenkielisessä kirjallisuu-
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dessa on tapana (esim. Rauste-von Wright 1997; Lingblom-Ylänne & Nevgi 
2004).  
Keskeistä on kuitenkin tunnistaa oppimisfilosofioiden suunnanmuutos. Empiris-
tinen perinteen behavioristis-objektivistinen oppimisenfilosofia on saanut tehdä 
tilaa uusille kognitivistis-konstruktivistiselle oppimisenfilosofioille, joissa kaikissa 
oppijan aktiivinen rooli, toisissa myös sosiaalinen konteksti, ovat merkittävässä 
asemassa oppimistapahtuman selittämisessä (mm. Rauste-von Wright 1997; 
Lingblom-Ylänne & Nevgi 2004). 
 
2.2 Eheytys opetussuunnitelmassa 
Eheyttävällä opetuksella tarkoitetaan opetuksen muuttamista ”eheämmäksi” op-
piainerajoja häivyttämällä. Eheyttävän opetuksen ajatus on, että perinteinen op-
piainejako ei vastaa kunnolla tämän päivän tarpeita. Oppiaineet ovat edelleen 
melko lailla omia kokonaisuuksiaan omine tavoitteineen ja arviointikriteereineen. 
Oppilaat oppivat vain oppiaineita, mutteivat opi yhdistämään niiden erilaisia tie-
torakenteita, tai soveltamaan oppimaansa opetuskontekstin ulkopuolella. (Czer-
niak & Johnson 2014). 
Eheyttävälle opetukselle ei ole tarkkaa vastinetta englannin kielessä, mutta vas-
taavaa oppiaineiden välistä yhdistämistä kuvaavat ainakin termit integrated, in-
terdisciplinary, multidisciplinary, transdisciplinary, thematic, connected, nested, 
sequenced, shared, webbed, threaded, immersed, networked, blended, unified, 
coordinated ja fused (Czerniak & Johnson 2014). Näistä osalla tarkoitetaan 
keskenään täysin samaa asiaa, osalla puolestaan aavistuksen eri asiaa, joten 
aiheen diskurssi on haastava. Suomeksikin voidaan puhua eheyttävästä ope-
tuksesta, integroivasta opetuksesta, ilmiölähtöisestä oppimisesta, tai teema-
oppimisesta ja tarkoittaa jotakuinkin samaa asiaa (Ylilehto 2013). 
Eheyttämisessä ei ole varsinaisesti mitään uutta (Czerniak & Johnson 2014), 
vaan oppiaineiden välisiä suhteita on haluttu tuoda esille aiemminkin historias-
sa. Esimerkiksi John Deweyn (1859–1952) pragmatistisen ajattelun voidaan 
nähdä edustavan ilmiölähtöistä oppimista, jossa opetettavan sisällön ja arkipäi-
väisen kokemuksen yhteyttä korostetaan. Integroivaa opetusta on suomalaises-
sa peruskoulussakin ollut jo hyvän aikaa. Esimerkiksi ala-asteen ympäristö- ja 
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luonnontieto integroi biologian, maantiedon, fysiikan, kemian ja terveystiedon 
tiedonaloja (OPH 2004). Edeltävä opetussuunnitelman perusteet (OPH 2004) 
mahdollistaa myös eheyttävän opetuksen sangen laajasti, sillä sen mukaan 
opetus voi olla ainejakoista tai eheytettyä. On siis ollut opetuksen järjestäjästä 
kiinni, missä määrin eheyttämistä on tähän asti tehty. Nyt kuitenkin uskotaan, 
että mm. paremman teknologian kautta opettajilla olisi paremmat valmiudet to-
teuttaa eheyttävää opetusta laajemminkin (Czerniak & Johnson 2014), joten jat-
kossa sitä tullaan edellyttämään (OPH 2014). 
Uudessa opetussuunnitelman perusteissa mainitaan, että ”Opetuksen eheyt-
täminen on tärkeä osa perusopetuksen yhtenäisyyttä tukevaa toimintakulttuu-
ria”. OPS (2014) vaatiikin, että opintoihin tulee sisällyttää vähintään yksi monia-
lainen oppimiskokonaisuus lukuvuodessa. 
Toteutuksessa on myös muita kysymysmerkkejä, kuten se, miltä opetus sitten 
näyttää, kun eheytetään eri oppiaineiden sisältöjä keskenään. Integrointi kun voi 
olla oppiainespesifiä, sisältöspesifiä, prosessi- metodi- tai teemaspesifiä (Davi-
son et al. 1995) ja oppiaineiden sisällöt voivat olla vuorottaisia, rinnakkaisia, 
pääaineen ja sivuaineen yhdistelmiä, tai ihan todellisia sekoituksia, ettei aineita 
oikeasti voi erotella toisistaan (Czerniak & Johnson 2014). 
Muutos tarkoittaa joka tapauksessa muutosta myös opettajan työssä. Opettajan 
tulisi hallita oman alansa lisäksi myös liitännäis-, ja sovellusaloja, jotta itse ym-
märtäisi edes auttavasti sen yhteiskunnallisen merkityksen ja osaisi rakentaa ja 
noudattaa eheyttävää opetusta. Lisäksi tulisi pystyä suunnittelemaan opetusta 
usein jonkin toisen aineen opettajan kanssa. Ajankäytöllisestikään eheyttäminen 
ei tule olemaan yksinkertaista, sillä kaikki OPS:in sisällöt tulisi kuitenkin käsitel-
lä. Näistä integroivan opetuksen haasteista opettajat ovat myös huolissaan. 
(Czerniak & Johnson 2014). 
Suomalaisessa koulutuskeskustelussa ilmiöpohjainen oppiminen on saanut 
osakseen myös kritiikkiä. Jotkut oppilaat kokevat ilmiöpohjaisen oppimisen ras-
kaana ja stressaavana (esim. Morén 2015). Toisaalta näyttöä ilmiöpohjaisen 
oppimisen erinomaisuudesta voidaan pitää kyseenalaisena ja koko mallin käyt-
töönottoa tähän asti lähinnä teoreettisen mallin suurimittaisena kokeiluna, joka 
pahimmillaan uhkaa peruskoululaitoksen ja sen oppilaiden tasa-arvoisuutta 
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(Salminen, J. & Salminen, T. 2015). Salmisten mukaan oppisisällöt uhkaavat 
eriytyä ja systemaattinen opetus kärsiä. Voidaankin perustellusti kysyä miksi 
oppilaat hyötyisivät siitä, että ennen selkeinä oppiainekokonaisuuksina opetettu 
tieto pirstottaisiin oppiainekokonaisuuden sijaan teemakokonaisuuksiin, jolloin 
käsitys yksittäisestä oppiaineesta voi ymmärrettävästi hämärtyä. 
Toisaalta inhimillinen tieto on monella tavoin yhteen linkittyvää ja oppiainerajat 
keinotekoisia. Eheyttävä opetus onkin konstruktivistisen oppimiskäsityksen kon-
tekstissa sangen perusteltua. Eheyttävässä opetuksessa tieto on aina konteks-
tuaalista, mikä onkin konstruktivistiselle tiedolle ja oppimiselle oleellista. Lisäksi 
eheyttävässä opetuksessa korostetaan soveltavuutta ja arkikontekstien hyödyn-
tämistä, joten tiedon konstruoiminen osaksi oppijan aiempaa tietorakennetta on 
integroitu luonnolliseksi osaksi opetusta. 
 
2.3 Matemaattinen ajattelu 
Jean Piaget oli, paitsi konstruktivistisen oppimisteorian kehittäjä, myös ensim-
mäisiä matemaattisen ajattelun kehitystä tutkineita teoreetikoita. Piaget'n mu-
kaan ajattelun kehitys on kolmitasoinen (Beth & Piaget 1966). 
 Empiirisen abstraktion tasolla oppija konstruoi objektin ominaisuuksille 
merkityksiä. 
 Pseudo-empiirisen abstraktion tasolla oppija konstruoi merkityksiä niille 
ominaisuuksille, joita erilaiset operaatiot aiheuttavat objektille. 
 Reflektiivisen abstraktion tasolla oppija konstruoi operaatioista itsenäisiä 
ajattelun välineitä. 
David Tall ja Eddy Grey (1991) näkevät matematiikan prosessin ja konseptin 
dualismina, proseptina.  Tällä tarkoitetaan sitä, että matematiikassa on proses-
seja, joilla tarkoitetaan sekä prosessia, että sen tuotosta. Piaget puolestaan 
käyttää termiä kapselointi, tarkoittaen prosessin ymmärryksestä konseptina, 
omana objektinaan. 
Matematiikka ja matemaattinen ajattelu on monitasoista ja sitä voidaan kuvailla 
erilaisilla tasoilla. David Tallin (2013) mukaan matemaattinen ajattelumme voi-
daan jakaa kolmeen erilaiseen ”maailmaan”. Ajattelemme matemaattisesti te-
 10 
kemällä havaintoja maailmasta, suorittamalla symbolisia proseduureja ja tutki-
malla formaalia matemaattista teoriaa. Tallin kolme maailmaa ovat käsitteellis-
ruumiillinen- eli ilmenevä maailma (conceptual-embodied), proseptuaalis-
symbolinen maailma (proceptual-symbolic) ja aksioomaattis-formaali maailma 
(axiomatic-formal). Tällä siis tarkoitetaan, että matemaattinen tieto rakentuu 
näistä eri maailmoista, joissa myös matemaattisen ajattelun oppimisemme ta-
pahtuu. 
Ensimmäinen, käsitteellis-ruumiillinen maailma tarkoittaa aistihavaintojen mieli-
kuvamaailmaa. Toinen, proseptuaalis-symbolinen maailma on tavallaan ensim-
mäisen maailman toimintaan ja sitä voidaan kuvata käsitteillä. Tähän maail-
maan kuuluu laskeminen numeroiden ja symboleiden avulla. Kolmas, ak-
siomaattis-formaali maailma, on se matematiikan osa, jota kutsutaan perintei-
sesti korkeamman asteen matematiikaksi. Maailma, jolla on tarkasti määriteltä-
vät aksiomaattiset ominaisuudet, joista johdetaan teoriaa. 
Oleellista on tunnistaa, että matemaattinen ajattelu on oleellisesti jakautunutta. 
Toisaalta ihminen hahmottaa fyysistä maailmaa ja luo sen ilmiöille merkityksiä. 
Toisaalta näitä ilmiöitä abstrahoidessaan ja liittäessään niille merkityksiä, ihmi-
nen alkaakin käsitellä fyysisestä todellisuudesta riippumatonta maailmaa.  
Esimerkiksi yhteenlaskulla on selkeä fyysinen vastine, objektien määrän kasvat-
taminen. Arkiajattelu erottaa intuitiivisesti, mitä tarkoittaa yksittäinen objekti, tai 
se, että niitä on useampia, sekä sen, miten kaksi objektien joukkoa yhdistämällä 
luodaan suurempi joukko objekteja. Lukumäärän intuitiivisessa käsitteessä on 
toisaalta kyse empiirisestä abstraktiosta, oppija konstruoi merkityksen objektien 
lukumäärälle. Tallin näkökulmasta lukumäärän merkitystä voidaan arvioida mo-
nipuolisemmin. Lukumäärän käsitteellis-ruumiillinen puoli liittyy tiiviisti havaitta-
vien entiteettien havaittavaan määrään, mutta proseptuaalis-symbolisella tasolla 
lukumäärä on paitsi symboli ja konsepti (esimerkiksi luku 4), myös siihen johta-
va prosessi, lukumäärän laskeminen (1, 2, 3, 4...). Aksiomaattis-formaalissa 
maailmassa lukumäärän käsite onkin jo sangen monimutkainen. Lukumäärän 
laskemisen voidaan ajatella olevan vaikkapa eräs bijektio luonnollisten lukujen 
osajoukolle [1, 2, 3, … n], jolloin lukumäärä olisi maalijoukon suurin alkio. Tähän 
kaikkeen tarvitaan käsitettä funktiosta, joukoista, luonnollisista luvuista, jotka 
määritellään peanon aksioomilla jne. 
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Matemaattinen ajattelu onkin käytännössä mahdotonta pitäytymällä aksiomaat-
tis-formaalissa maailmassa, sillä jo monet yksinkertaiset tarkistelut mutkistuvat 
liiaksi. 
Tieto voidaan jaotella tiedon ymmärtämiseen ja taidon oppimiseen. Matemaatti-
nen tieto jaetaankin usein menetelmätiedoksi (procedural knowledge), kuten 
algoritmitieto, ja käsitetiedoksi (conceptual knowledge), kuten tosiasiatieto 
(Hiebert & Lefevre 1986). Käsitetiedolla tarkoitetaan tietoa asioiden suhteista ja 
siitä miksi jotkin asiat toimivat, kuten toimivat. Kyse on ymmärryksestä, siitä, et-
tä on opittu tietokokonaisuus, jossa kullakin asialla on paikkansa. Menetelmätie-
to taas kertoo, miten tietyssä tilanteessa toimitaan. Parhaassa tapauksessa 
nämä linkittyvät toisiinsa tiiviisti, mutta koulumatematiikan suoraviivaisuus yh-
distettynä lyhytjänteiseen opiskeluun johtaa heikoimmillaan paljaaseen mene-
telmätietoon, joka oikeastaan on uskomustasolla – oppilas ei tiedä miksi mene-
telmiä käytetään, vaan ainoastaan uskoo niiden toimivuuteen. Oppilaat seuraa-
vatkin usein lähes sokeasti esimerkkitehtäviä, ymmärtämättä mitä tehtävässä 
tapahtuu (Barr, Doyle et al. 2003). Menetelmätiedon liitännäisyys käsitetietoon 
vahvistaisikin matemaattisen kokonaisuuden hallintaa. 
Aidosti subjektiivista matematiikkaa edustavat esimerkiksi virheelliset miniteori-
at, jotka voivat olla vaikka vääriä yleistyksiä, eksoottisia muistisääntöjä jne. Vir-
heelliset miniteoriat kielivätkin atomisoituneesta matematiikkakuvasta, jossa 
matematiikka ei ole yhtenäinen ymmärrettävä kokonaisuus (eli käsitetietoa), 
vaan kokoelma erilaisista irrallisia sääntöjä. Heikosti rakennettu tietokoko-
naisuus puolestaan vaikeuttaa uuden oppimista ihan jo siksi, että sirpaleinen ja 
usein väärä tieto vie oppijalta kognitiivista kapasiteettia paljon enemmän, kuin 
loogisesti koherentti tietorakenne. 
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3 Teknologia opetuksessa 
Tuoreimmassa opetussuunnitelmassa (OPH 2014) matematiikan opetukseen 
pyritään tuomaan lisää teknologiaa ohjelmointisisältöjen kylkiäisinä. Jo Seymor 
Papertin kirjassa Mindstorms (1980) käsitellään ohjelmoinnin ja matematiikan 
opetusta modernista koulutuskeskustelusta tuttuun, mahdollisuuksia uhkuvaan 
sävyyn. Mutta jos ajatus kerran on jo vanha niin miksi se ei sitten jo ole ole mul-
listanut opetusta? Ohjelmoinnin opetuskäyttöön sopivat muista opetusteknolo-
giosta tutut lainalaisuudet. 
Teknologinen kehitys on muuttanut yhteiskunnan lisäksi myös opetusta, mutta 
uusi teknologia ei väistämättä tarjoa mitään uusia mahdollisuuksia, mikäli sitä 
käytetään väärin (Luckin et al. 2012). Luokkahuoneeseen näkyvimpiä teknolo-
gisia elementtejä ovat perinteisesti olleet erilaiset tiedon esittämisen tavat – 
presentaatioteknologiat. Mainittakoon näistä teknologioista vaikka liitutaulu, piir-
toheitin, televisio, älytaulu ja dokumenttikamera.  
Kaikki presentaatioteknologia tähtää tiedon esittämiseen oppilaille, mikä ei ai-
nakaan itsestään selvästi tarjoa muutosta oppimiseen. Uudet presentaatioväli-
neet ovat kuitenkin avanneet joitakin uusia mahdollisuuksia. Osan niistä on kui-
tenkin povattu jopa mullistavan koko opetuksen (Cuban 1986), mutta mitään 
mullistusta ei ole vielä nähty. 
Liitutauluun ja oppikirjoihin verrattuna uudempi teknologi on kuitenkin tarjonnut 
uutta toiminnallisuutta, tärkeimpinä ehkä monipuolisempi ja joustavampi ennalta 
laaditun materiaalin hyödyntäminen ja sen jakaminen opiskelijoille. 
Uusista ominaisuuksista huolimatta voidaan kiistellä siitä muuttaako presentaa-
tiotapa opetusta. Ainakaan oppimiseen median valinnalla ei ole mitään merkit-
täävää vaikutusta (Clark 1983), mikä onkin ymmärrettävää, sillä nykykäsityksen 
mukaan yksilöllisen oppimistyylin teoriat eivät ole vakuuttavia (Pashler et al. 
2008). Ei voida myöskään väittää, että opetusteknologia olisi varsinaisesti mul-
listanut oppimista. Mikäli jokin teknologia olisi tuloksiltaan ylivoimainen, olisi se 
varmasti jo laajasti käytössä. Eri opetusmediat kuitenkin pystyvät eri asioihin ja 
mahdollistavat erilaisia oppimimiskokemuksia (Kozma 1994). Esimerkiksi vuo-
rovaikutteisia esitystauluista on pääosin myönteisiä kokemuksia. Ne ovat mm. 
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parantaneet oppilaiden keskittymistä, motivaatiota ja käyttäytymistä (esim. Con-
die et al. 2006). 
Matematiikan opetuksen kannalta paljon suurempi muutos on kuitenkin ollut 
laskimien mukaantulo, sillä ne muuttavat oppilaan toimintaa ja mahdollistavat 
oppijalle uusia asioita. Ne vähentävät taulukoiden selaamista ja mekaanista 
numeroiden pyörittelyä, tuottavat nopeasti kuvaajia ja tuloksia ja vapauttavat 
oppijan keskittymään loogisiin yhteyksiin ja tiedon soveltamiseen (Demana 
2000). Lisäksi laskimet ainakin teoriassa voisivat tarjota oppijalle myös kognitii-
vista tukea (ie. scaffolding), jolloin oppija pystyy toimimaan lähikehityksen vyö-
hykkeellään (Vygotsky 1978) ja oppimaan tehokkaammin. Laskinteknikkakin on 
kehittynyt yksinkertaisista funktiolaskimista graafisiin- ja lopulta CAS- eli symbo-
lisiin laskimiin. Graafisten laskimien on sanottu muun muassa laajentavan oppi-
laan matemaattista näkökenttää ja tekevän matematiikan oppimisesta aktiivista 
tutkimista passiivisen suorittamisen sijaan (Drijvers 1996).  
Laskinten oppimista muuttavan potentiaalin suhteen on oltu varovaisia ja esi-
merkiksi symbolisten laskimien sallimisen seurauksena matematiikan ylioppi-
laskokeet jaettiin laskimettomaan ja laskimet sallivaan osaan. Myös peruskou-
lussa päässälasku on säilyttänyt asemaansa. Laskimen ajatellaan opettavan 
oppijan luottamaan laskimeen eikä sen katsota edistävän matemaattista ajatte-
lua parhaalla mahdollisella tavalla. 
Laskinten merkitys matematiikan opetuksen muuttajana ei ole kuitenkaan risti-
riidassa edellä mainitun väitteen – opetusmedian vaikutuksella ei ole vaikutusta 
(Clark 1983) – kanssa, sillä laskimilla opitaan eri asioita kuin ennen. Ne eivät 
harjoita mekaanista laskemista, vaan tukevat oppijaa siinä siten, että hän pystyy 
siirtymään muun opetussisällön tavoitteluun mekaanisen suorittamisen sijaan 
(Pomeranz 1997). 
Koulumaailman rajallisten resurssien puitteissa onkin tärkeää hahmottaa muut-
taako teknologia itse oppimista sekä ymmärtää, että hyväkin opetusteknologia 
on hyvä jossakin, eikä sitä kannata käyttää kaikkeen opetukseen 
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3.1 TVT vaikutuksista opetuksessa 
Tieto- ja viestintätekniikka on yleistynyt kouluissa merkittävästi 2000-luvulla ja 
samalla siihen kohdistuneet odotukset ovat lisääntyneet (OPH 2011). TVT:n 
käytöstä onkin tullut koulutuspolitiikan keskeinen tavoite. Ohjelmoinnin sisältö-
jen sisällyttäminen opetussuunnitelman perusteisiin voidaankin nähdä osana 
tätä tavoitetta. Opetushallitus (2011) kokosi yhteen mitä vaikutuksia TVT:n ope-
tuskäytöllä on havaittu. Pääosin sen opetusvaikutukset ovatkin myönteisiä. Ma-
tematiikan oppimisen kannalta tulos ei ole niin selvä. Toisaalta PISA-
menestyksen matematiikassa on esitetty korreloivan TVT:n käytön kanssa posi-
tiivisesti (OECD 2004). Tosin myöhemmissä tutkimuksissa on paljastunut, ettei 
TVT:n käytöllä ja matematiikan oppimisella ole juuri yhteyttä (OECD 2015). 
Päinvastoin osoitettiin, että keskimääristä enemmän TVT:tä hyödyntävien 
osaaminen matematiikassa heikkenee. Samassa tutkimuksessa (OECD 2015) 
esitettiin kuitenkin, että TVT:n hyödyntäminen OECD:n keskiarvoa vähemmän 
olisi oppimiselle parempi, kuin siitä kokonaan pidättäytyminen. Interaktiivisten 
esitystaulujen käytön on esitetty parantavan matematiikan oppimista (Higgins 
2005), mutta toisaalta TVT:n myönteinen vaikutus alakoululaisen oppimistulok-
siin ei ulotu matematiikkaan, vaikka parantaakin äidinkielen ja luonnontieteiden 
oppimista (Machin 2006).  
SITES 2006 tutkimuksessa selvitettiin kansainvälisesti yläkoulujen, erityisesti 8. 
luokan opetus- ja oppimiskäytänteitä online-kyselyllä. Kyselyyn vastasivat ma-
tematiikan ja luonnontieteiden opettajat, sekä rehtorit. SITES 2006 tutkimuksen 
mukaan suomalaisten matematiikan opettajat hyödyntävät TVT:tä merkittävästi 
luonnontieteen opettajia vähemmän (ks. Kankaanranta & Puhakka 2008). Suo-
men opettajakunta on kuitenkin suhtautunut TVT:n käyttöön ja vaikutuksiin mal-
tillisesti. Kouluissa jo olevia välineitä hyödynnetään sangen vähän eikä TVT:n 
uskota tuovan erityisen suurta hyötyä opetukseen. Myös suomalaiset rehtorit 
ovat SITES 2006 selvityksen mukaan verrokkimaihin nähden skeptisiä tietotek-
niikan pedagogiseen vaikutukseen. E-learning nordic (2006) selvityksen mu-
kaan opettajatkaan eivät usko tietotekniikan mullistavan opetusmenetelmiä, 
vaan toimivan lähinnä ainesisältöjen tukena joka tukee hyvin eriytettyä opetus-
ta. Oppilaiden roolin todettiin E-learning nordic (2006) tutkimuksessa olevan 
pääosin tietotekniikkaa käyttävä, ei sisältöä tuottava. 
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Digitaalisten materiaalien ja oppimisympäristöjen aseman vahvistaminen Suo-
men peruskouluissa on listattu Juha Sipilän hallituksen kärkihankkeisiin (Valtio-
neuvoston kansila 2015) yhdessä tarkemmin määrittelemättömien pedagogisten 
uudistusten kanssa. Tämä on vienyt koulutuskeskustelua ehkä liiaksikin digitali-
saatioon keskittyvään suuntaan (Salminen J. & Salminen T. 2015), vaikkei ole-
kaan näyttöä, että digitalisaatio olisi mitenkään ylivoimainen opetuksen paranta-
ja (OECD 2015). Julkisuudessa on esitetty puheenvuoroja, ettei TVT:n käyt-
töönotto Suomen koulujärjestelmässä ole tähän mennessä ollut hallittua (mm. 
Kaseva 2015). Myös OECD:n (2010) tutkimuksissa on esitetty, että TVT:n ope-
tuskäytön edistämisessä tulisi mennä nykyistä enemmän pedagogiikka edellä ja 
että TVT:n opetuskäytön realisoitumiselle, opettajien koulutukselle ja järjestel-
mien ylläpidolle pitäisi varata resursseja, eikä pelkästään uusille järjestelmille. 
Kansainvälisestikin opettajakunta pitää työpaikan teknologian ja TVT:n opetus-
käyttöä merkittävimpinä ammatillisina kehityskohteita (OECD 2014).  
TVT:n käyttöönotto ja koulun digitalisaatio eivät siis ole erityisen selvästi opetus-
ta parantavia, mistään ”tuottavuusloikasta” tuskin voidaan puhua, ennemminkin 
järjestelmän hiomisesta. TVT:n käyttöönottoa on kuitenkin perusteltua tarkistella 
myös konstruktivistisessa ja eheyttävän opetuksen kontekstissa. Tieto- ja vies-
tintäteknologia ovat läpäisseet koko yhteiskunnan ja ovat merkittävä osa alaa 
kuin alaa.  
Eheyttävän opetuksen näkökulmasta TVT:n roolin tulisikin vastata koulun ulko-
puolista todellisuutta, vaikka sillä ei pedagogista hyötyä olisikaan, sillä eheyttä-
vällä opetuksella tulisi olla kytkös arkeen ja yhteiskuntaan. Konstruktivistisessa 
mielessä TVT:n käytöllä ei ole vastaavaa itseisarvoa, mutta sitäkin voidaan toki 
hyödyntää konstruktivistisesti, oppilaan aktiivista roolia oppimisessa tukien. 
Esimerkiksi valmiiksi annetun materiaalin pänttääminen ei välttämättä edusta 
parasta teknologian hyödyntämistä. Sen sijaan esimerkiksi tiedonhaku, luotetta-
vuuden arviointi, datan kerääminen, tuottaminen ja analysointi, tuottamistehtä-
vät ja tulosten merkityksen pohdinta aktivoisivat oppimisprosessia selvästi 
enemmän.  Toki näitä kaikkia voidaan toteuttaa myös ilman TVT:tä, mutta se tar-
joaa valmiita, hyviä ja toimivia työkaluja, joiden avulla kynnystä hieman aktivoi-
vampaan oppimiseen voidaan madaltaa.  E-learning nordic (2006) selvityksen 
havainto, että oppilaat lähinnä käyttävät tietotekniikkaa, eivät niinkään tuota sillä 
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mitään, on tässä kontekstissa harmillinen. Datan, grafiikan, tekstin, ym. tuotto 
nimittäin edellyttää oppijalta aktiivista roolia, mikä mahdollistaisi paremman op-
pimisen. TVT:n hyödyntäminen vain uutena presentaatioteknologiana ja oppikir-
jan korvaajana on sen mahdollisuuksien haaskaamista. 
TVT:n opetuskäytön yleistymisen esteet voidaan jakaa kolmeen osaan: opetta-
jataso, koulutaso ja systeemitaso. Opettajatason esteitä ovat opettajan kyky ja 
motivaatio käyttää TVT:tä opetuksessaan sekä opettajan luottamus omiin kykyi-
hin teknologian kanssa. Koulutasolla esteillä tarkoitetaan rajallisia resursseja. 
Opettajan kyky ja motivaatio eivät pääse realisoitumaan, mikäli käytettävää tek-
nologiaa ei ole, se on vanhentunutta, tai muuten riittämätöntä. Systeemitason 
esteitä ovat opetuksen järjestäjien, vanhempien, oppilaiden ja yhteiskunnan 
asenteet ja arviot TVT:n käyttöä kohtaan. Mikäli TVT:n opetuskäytön ei luoteta 
tuottavan tai mahdollistavan riittäviä oppimistuloksia, ei sitä myöskään edistetä. 
Opettajatason, koulutason ja systeemitason esteet eivät ole toisistaan riippu-
mattomia, päinvastoin ne kaikki vaikuttavat toisiinsa. (Balanskat, Blamire & Ke-
fala 2006). 
 
3.2 TVT matematiikan opetuksessa 
Tietokoneiden käyttö juuri matematiikan opetuksen välineenä on ollut paljon 
spekuloitu aihe, käviväthän tietotekniikan ja matematiikan historia kuitenkin pit-
kään käsi kädessä. Nyt opetussuunnitelmaan kirjattu ohjelmoinnin ja matematii-
kan liitto ei ole aivan tuore edes Suomessa. Lukioasteelle tietotekniikka tuli 
vauhdilla 1980-luvulla, jolloin graafiset käyttöliittymät ja kotikoneet tekivät vasta 
tuloaan (Lehto 2013). Tällöin ATK-taitojen ydin oli juurikin ohjelmoinnissa, joten 
sen asema tietotekniikan opetuksessa oli vahva. Tyypillisesti opetettiin Basic-
kieltä (OPH 2011). Jo tuolloin kärjekkäimmät asiantuntijat olivat sitä mieltä, että 
tietokonelukutaito, johon ohjelmointi laskettiin, olisi tulevaisuudessa perustaito, 
joka jokaisen tulisi opetella (Saarikoski 2006). Sama ilmapiiri on tämän päivän 
ohjelmoinnin opetusdiskurssissa, kun ohjelmoinnista puhutaan digitaalisen maa-
ilman perustaitona (Lehto 2013), tai tulevaisuuden kansalaisen perustaitona (TS 
2014). 1990- luvulla ATK:n opetuksen painotus siirtyi voimakkaasti mm. kym-
mensormijärjestelmään ja ohjelmien ja laitteiden käyttöön, joten ohjelmointi jäi 
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taka-alalle (OPH 2011). Myös tietokone-avusteiset opetusohjelmat (TAO) nosti-
vat päätään ja tietokoneiden opetuskäytön potentiaali levisi selvästi tietototek-
niikan oppiainerajojen ulkopuolelle. 2000-luvulle tultaessa yleinen käsitys olikin, 
että tietotekniikkataidot opitaan parhaiten integroituna muihin oppiaineisiin (OPH 
2011). Vuoden 2004 opetussuunnitelman perusteissa tietotekniikan sisältöjä, 
kuten ohjelmien käyttöä sisällytettiin myös muihin oppiaineisiin (OPH 2004). 
Maailman tietokoneistuminen ja muiden maiden esimerkki on kuitenkin nostanut 
ohjelmoinnin peruskouluopetuksen jälleen ajankohtaiseksi ja se onkin osana 
2016 opetussuunnitelmaa. 
Tietokoneen merkitys oppimisprosessin tukemisessa ei ole mikään itsestään-
selvyys. Vaatiihan tietokoneen käyttökin resursseja – aikaa, vaivaa, huomiota, 
rahaa – sekä oppijalta, että opettajalta. Eivätkä nämä resurssit ole rajattomia. 
Tietokone kuitenkin vaikuttaa oppimiseen ja opettamiseen useiden eri ominai-
suuksien kautta. Näitä merkittäviä ominaisuuksia ovat ainakin matematiikan 
kontekstissa numeerinen-, graafinen- ja symbolinen laskenta, tiedon moninai-
nen esittäminen, ohjelmointi ja tietojenkäsittely- ja matematiikkasisältöjen yh-
teys sekä keinoäly/konetuutori (Fey 1989). Näistä osa on jo opetuksen arkea. 
Numeerinen ja graafinen ja jossain määrin symbolinen laskenta sekä tiedon 
moninainen esittäminen tietokoneen avulla ovat osa matematiikan opetusta, 
joskin pääosin vasta lukiotasolla. Huomionarvoista on, että konetuutoria lukuun-
ottamatta kaikkia edellä mainittuja hyödynnetään tai ainakin voitaisiin hyödyntää 
myös tietokoneettomassa opetuksessa. Tietokoneet vain tukevat ja helpottavat 
prosessia. 
 
3.3 Ohjelmointi opetussuunnitelmassa 
Ohjelmoinnin opetus peruskoulussa etenee opetussuunnitelman (OPH 2014), 
opettajille suunnatun ohjelmointioppaan Koodi2016:n (Liukas & Mykkänen 
2014) ja oppikirjojen mukaan aloittaen yksinkertaisista, lähellä arkikäsitystä ole-
via käsitteitä, ja siirtyen oppilaiden osaamisen karttuessa kohti todellisen ohjel-
moinnin maailmaa. 
Luokilla 1.–2. oppilaat opettelevat antamaan täsmällisiä käskyjä esim. pelien ja 
leikkien muodossa (”ota kolme askelta eteenpäin” vs. ”ota kolme askelta”). Tä-
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män tarkoitus on edistää oppilaan kykyä täsmälliseen syntaksiin ja harjaannut-
taa laatimaan vaiheittaisia toimintaohjeita. Ohjelmointi ja tietokoneiden toiminta 
yleisestikin edellyttää ajattelun kielentämistä täsmällisyydellä, jota tavallinen 
viestintä ei vaadi. Ohjelmoinnin kannalta on myös tärkeää oppia ajattelemaan 
mitä ohjelma tekee missäkin järjestyksessä. Tietokoneiden pariin ohjelmoinnin 
on puolestaan tarkoitus siirtyä 3. – 6. luokilla ottamalla käyttöön jokin yksinker-
tainen visuaalinen ohjelmointiympäristö (kuten Scratch, code.org ym.). Tällä jo 
opeteltua ohjelmallista ajattelua viedään tietokoneiden suorittavaan maailmaan, 
mutta pitäydytään edelleen selkeässä ja yksinkertaisessa visuaalisessa ilmai-
sussa, jossa ei tarvitse takertua aitojen ohjelmointikielien raskaaseen ilmaisuun. 
Vasta 7. – 9. luokilla on tarkoitus opetella joitain aitoa ohjelmointikieltä. (Liukas 
& Mykkänen 2014) 
Opetussuunnitelmassa (OPH 2014) todetaan yläluokilla tavoitteena olevan ”har-
joittaa oppilaan algoritmista ajattelua sekä taitoa soveltaa matematiikkaa ja oh-
jelmointia ongelmien ratkaisemiseen”. Lisäksi ”Ohjelmoidaan ja samalla harjoi-
tellaan hyviä ohjelmointikäytäntöjä”, sekä ”Sovelletaan itse tehtyjä ja valmiita 
tietokoneohjelmia osana matematiikan opiskelua.” Ohjelmointisisältöjä sivutaan 
myös käsityön keskeisissä sisältöalueissa, jossa ”Käytetään sulautettuja järjes-
telmiä käsityöhön, eli sovelletaan ohjelmointia suunnitelmiin ja valmistettaviin 
tuotteisiin.” 
Tarkoitus on siis antaa oppilaalle valmiuksia algoritmiseen ajatteluun sekä taito-
ja soveltaa ohjelmointia ongelmien ratkaisemiseen, ei varsinaisesti opettaa pe-
ruskoululaisista koodareita.  
Kuitenkin opetussuunnitelma velvoittaa opettamaan oikeaa ohjelmointia, eikä 
pelkästään pellillistettyä graafista ohjelmointia, sillä graafinen ohjelmointi on 
erikseen mainittu vain alaluokkien tavoitteissa. Implisiittisesti on selvää, että 
termiä graafinen ohjelmointiympäristö käytetään erotukseksi tavallisesta ohjel-
mointiympäristöstä. Myös eheyttävän opetuksen näkökulmasta omaan opetuk-
selliseen kulmaansa atomisoitu ohjelmoinnin opetus on kestämätöntä. Aitojen 
ohjelmointikielten hyödyntäminen opetuksessa puolestaan mahdollistaa tietojen 
soveltamisen laajempaan ja ympäröivää todellisuutta paremmin vastaavaan 
käyttöön. 
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Ohjelmointi on peruskoulutasoisena sangen uusi ja oikeastaan kaikkialla vielä 
kokeiluasteella oleva ilmiö, josta ei ole kattavia kokemuksia. Hankkeen toteut-
tamiseen menee kuitenkin aikansa, sillä uusien perusopetuksen opetussuunni-
telman perusteiden on määrä astua asteittain, siten, että 1.8.2016 vuosiluokat 
1-6 siirtyvät uuteen tuntijakoon ja opetussuunnitelmaan.  Seitsemännen luokan 
osalta uusi opetussuunnitelma otetaan puolestaan käyttöön 1.8.2017, kahdek-
sannen 1.8.2018 ja yhdeksännen 1.8.2019. (OPH 2014b) 
 
3.4 Kouluohjelmoinnin haasteita 
Ohjelmoinnin opettaminen peruskouluikäisille ei varsinaisesti ole uutta. Sitä on 
esitetty jo vuosikymmeniä sitten (Papert 1980) ja kaikenlaisista kerhoista, kuten 
esimerkiksi peliohjelmointikerhoista peruskouluikäisille on jo jonkin verran ko-
kemuksia (mm. Paukku 2014; Linkki; Koodiaapinen). Linda Liukas, Suomen eh-
kä näkyvin ohjelmoinnin opetuksen vaikuttaja on tehnyt jopa ”koodi-satukirjan” 
lastenkirja Hello Rubyn (2015). Ohjelmointi ei kuitenkaan ole vakiintunut oppiai-
ne kouluissa.  
Ohjelmoinnin opetuksen tradition puute tuokin omat haasteensa. Ohjelmoinnin 
opetusta tulevat antamaan paljossa matematiikan opettajat, sillä se tulee ole-
maan matematiikan sisältöjä. Se ei aiemmin ole ollut osa matematiikan sisältöjä 
ja vaatiikin opettajakunnalta uuden oppimista. Riittävä koulutus ja materiaalien 
saatavuus onkin avainasemassa. 
Matematiikka on kuitenkin hyvin traditionaalinen oppiaine, jolla on vakiintuneita 
tapoja opettaa. Lisäksi oppilailla on vakiintunut tapa suhtautua siihen. Ohjel-
mointisisällöt ovat toisaalta ”historiattomia”, sillä niille ei ole kehittynyt vakiintu-
nutta asemaa koulumaailmassa, opetuksessa ja oppilaiden mielissä. Toisaalta 
taas ne joutuvat osana matematiikkaa alttiiksi matematiikan opetuksen traditioil-
le, tavoitteille ja asenteille. 
HIIT:in tutkija Matti Nelimarkka kritisoi matematiikan olevan ehkä tylsin oppiaine, 
johon ohjelmoinnin voi liittää (Penttilä 2015). Hänen mukaansa uhkana on koo-
daamisen jääminen irralliseksi osaksi matematiikkaa. Opetussuunnitelmassa on 
kuitenkin uutena kantavana teemana opetuksen eheytys, joten olisi opetus-
suunnitelman hengen vastaista tuoda ohjelmointia täysin irrallisena ilmiönä 
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osaksi matematiikan opetusta. Ohjelmoinnin tulisikin integroitua eheyttävän ko-
konaisvision myötä paitsi osaksi matematiikkaa, myös muita oppiaineita. Par-
haimmillaan ohjelmointi voisikin monipuolisuudessaan tarjota välineitä oppiai-
nerajoja ylittävään pedagogiikkaan. Se voisi paitsi integroitua osaksi monien ai-
neryhmien opetusta, myös eheyttää aineita toisiinsa tarjoamalla yhteisiä lähes-
tymistapoja. 
Ohjelmoinnin käsitteitä voi opetella melko pitkälle ilman varsinaista ohjelmointi-
kieltä, mutta konkretian ylläpitämiseksi sellainen tulee kuitenkin ottaa käyttöön. 
Sitä ei kuitenkaan ole ylhäältä määrätty, joten opetuksen järjestäjät voivat käyt-
tää tässä harkintaansa. Tämä antaa toisaalta vapautta, mutta toisaalta olisi toi-
vottavaa, että selkeyden vuoksi vain tietyt kielet vakiintuisivat perusopetuksen 
ohjelmointikieliksi.  
Eräs ohjelmoinnin haaste on sen abstraktius. Lapset ja nuoret eivät ole vah-
vimmillaan abstraktissa ajattelussa, sillä se kehittyy vasta verrattain myöhään 
(Shaffer & Kipp 2013). Alaluokille suunnatussa ohjelmoinnin opetuksessa esite-
täänkin usein käytettäväksi ohjelmointipeli Scratch:iä sekä muita pelillisiä ohjel-
moinnin opettelun apuvälineitä, jotka eivät visuaalisen luonteensa vuoksi edelly-
tä korkeaa abstraktiota. Yläluokilla, jossa on jo tarkoitus opetella aitoa ohjel-
mointikieltä, vaihtoehtoina voisivat olla vaikka Java tai Python, sillä ne ovat suo-
sittuja peruskurssien ohjelmointikieliä yliopistotasolla, ja niistä on kokemusta 
lukio-opetuksestakin. Opettajille suunnattu opas Koodi2016 (2014) ehdottaa, 
että ensimmäinen ohjelmointikieli voisi olla vaikka JavaScript, Python tai Ruby. 
Yhteistä kielille on automaattinen muistinhallinta ja olio-pohjaisuus, joten niillä 
ohjelmoinnin aloittaminen on helpohkoa. Kuitenkin ne ovat ihan täysiverisiä oh-
jelmointikieliä, joilla voi tehdä kaikenlaista ja joita tämän vielä käytetään oikea-
stikin.  
 
3.5 CAD-ohjelmat 
Tietokoneavusteisen suunnittelun (Computer-Aided-Design, CAD) soveltuvia 
ohjelmia on valtavasti eri tarkoituksiin. Niiden vaatimustaso vaihtelee esimerkik-
si sen mukaan minkä tasoiselle käyttäjälle ne on suunniteltu (ks. Käytettävyys, 
luku 3.6) ja mikä on niiden fokus. Esimerkiksi Mathematicalla voi suunnitella 3D-
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kappaleita, mutta ohjelma ei ole ensisijaisesti siihen suunniteltu, eikä sen koh-
deryhmä muutenkaan ole peruskoulutasoinen. 
Aloittelijaystävällinen Tinkercad on huomattavan yksinkertainen ”klikkaa ja ve-
dä”- tyyppinen ohjelma, jolla CAD-suunnittelu onnistuu täysin ilman aiempaa 
kokemusta, mutta siinä käyttäjä on visuaalisen käyttöliittymän rajoittama, eikä 
suunnitelmiin ole täydellistä kontrollia. Se kuitenkin soveltuu hyvin aloittelijalle, 
mikäli tarkoitus on tuottaa yksinkertainen 3D-kappale. Se onkin käytössä useis-
sa kirjastoissa, jossa on 3D-tulostusmahdollisuus. Lisäksi mainittakoon Sket-
chUp, joka on Tinkercadin tapaan aloittelijaystävällinen visuaalinen suunnittelu-
ympäristö. SketchUp painottaa kuitenkin visuaalista suunnittelua – taustoja, vä-
rejä ja erityisesti rakennusten suunnitteluun liittyviä ominaisuuksia. Se on 
enemmänkin kolmiulotteinen piirto-ohjelma, kuin insinöörimäinen CAD-ohjelma.  
 
Kuva 2 L-kirjaimen muotoinen kappale ja sen tuottava syöte, skripti OpenSCAD ohjel-
massa 
 
Ohjelmoinnin ja opetuksen kannalta mielenkiintoista on se, että kiinteän kappa-
leen 3D-suunittelua tehdään tyypillisesti konstruoimalla yksinkertaisemmista 
kappaleista, esimerkiksi yhdistämällä kaksi suorakulmaista särmiötä, jotta saa-
daan L-kirjaimen muotoinen kappale (Kuva 2). Helppokäyttöisissä korkean ta-
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son CAD-ohjelmissa kuten Tinkercad ja SketchUp ohjelman toiminta on paljolti 
piilotettua, eikä käyttäjälle ole kovinkaan selvää mitä ohjelma itseasiassa tekee, 
tai edes miten itse kappaleet muodostuvat.  Esimerkin L-kirjaimen muotoinen 
kappale luodaan Tinkercad:issa valitsemalla valikosta suorakulmio, jonka luo-
daan haluttuun paikkaan halutun kokoisena hiiren avulla vetämällä. Viereen ve-
detään tämän jälkeen toinen suorakulmio. Kappaleen konstruoituminen pie-
nemmistä osista tulee melko selväksi, mutta toiminta ei välttämättä ole kovin 
analyyttista. 
Monipuolisempaa suunnittelua mahdollistavat CAD-ohjelmat ovat monesti myös 
monimutkaisempia käyttää. Esimerkiksi FreeCAD mahdollistaa suunnittelun hy-
vin monipuolisesti, mutta se ei ole erityisen aloittelijaystävällinen. Valikot ovat 
laajoja, kappaleiden manipulointi on epäintuitiivista noviisikäyttäjälle jne. Moni-
puolisuus tekee käytöstä niin hankalaa, ettei edes osittain suomennettu käyttö-
liittymä tee sitä opetuskäytön kannalta kiinnostavaa, 
3D-suunnittelua varten on kehitetty myös ohjelmointikieliä kuten PLaSM. Niistä 
askel käyttäjäystävälliseen suuntaan ovat ohjelmakoodiseen tekstisyötteeseen 
perustuvat suunnitteluohjelmat, joista eräiden käyttö on helposti opittavissa. 
Tekstisyötteisyys tarkoittaa käytännössä sitä, että ohjelma tulkitsee käyttäjän 
tekstimuotoisen ohjelmakoodisen syötteen ja muodostaa siitä 3D-mallin.  Tällai-
sesta ”ohjelmakoodisesta 3D-suunnittelusta” (engl. script based 3D modeling) 
puhuttaessa käytämme jatkossa termejä tekstisyötteinen, tekstipohjainen ja oh-
jelmoinnillinen 3D-suunnittelu. Tällaiset ohjelmat mahdollistavat monipuolisem-
pia harjoituksia, ja edellyttävät käyttäjältä ohjelmakoodin toiminnan ymmärrystä. 
Tekstipohjaisia 3D-suunnittelun ohjelmia ovat esimerkiksi OpenSCAD ja 
OpenJSCAD.org, jotka esitellään tarkemmin luvussa 5. 
Tekstipohjaiset 3D-muotoilun ohjelmat voisivat integroituina 3D-näkymineen olla 
toimiva ”puolivisuaalinen” apuväline ohjelmoinnin opettamiseen. Tekstimuotoi-
sella ohjelmakoodilla, ns. skriptillä, tuotetaan niissä erilaisia kappaleita sekä nii-
den operaatioita. Esimerkin L-kirjaimen muotoinen kappale luodaan OpenS-
CAD:issa kahdella suorakulmion luovalla funktiolla, jonka parametrit määrittele-
vät niiden koot, sekä siirtofunktiolla, joka märittää kappaleiden paikan koordi-
naatistossa (Kuva 2). Lähestymistapa antaa eittämättä analyyttisemmän tavan 
ymmärtää tietokoneen toimintaa. 
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Visuaalisen jäljen tuottaminen ohjelmakoodilla voisi myös motivoida oppilaita, 
sillä se auttaa löytämään paitsi ohjelmoinnista, myös matematiikasta monelle 
tuntemattoman esteettisen ulottuvuuden. Lisäksi CAD-ohjelmistot tarjoavat mie-
lenkiintoisen tavan yhdistää konkreettisen ja virtuaalisen maailman: CAD-
suunniteltuja tuotteita on mahdollista valmistaa yhä edullisimmilla 3D-
tulostimilla, mikä avaa aivan uusia mahdollisuuksia opetuksen eheyttämiseen. 
Tämä vastaa yksikäsitteisesti käsityön keskeisissä sisältöalueissa mainittua tar-
vetta ”[Soveltaa] ohjelmointia suunnitelmiin ja valmistettaviin tuotteisiin.” Ope-
tuksen välineinä CAD-ohjelmia on kutenkin tutkittu vain vähän, eikä ohjelmoin-
nillisia, tekstisyötteisiä CAD-ohjelmia ole kuin lähinnä sivuttu. 
 
3.6 Käytettävyys ja sen tutkiminen 
TVT:n tehokkaan käyttöönoton vaatimuksena on sen käytettävyys. käytettävyy-
dellä (usability) tarkoitetaan apuvälineen helppokäyttöisyyttä tietyn tavoitteen 
saavuttamiseksi. Apuväline on ymmärrettävä tässä yhteydessä laajasti, se voi 
olla esimerkiksi esine, palvelu, ympäristö tai ohjelma. Tutkimuksessa tutkitaan 
kahden CAD-ohjelman soveltuvuutta yläluokkien matematiikan ja ohjelmoinnin 
opetukseen.  
 
Kuva 3 Nielsenin (1993) malli käytettävyydestä 
Paljon käytetty Jakob Nielsenin (1993) käytettävyysteoria soveltuu käyttöliitty-
miin ja ohjelmistoihin. Nielsenin mukaan käytettävyys on osa laajempaa järjes-
telmän hyväksyttävyyden (system acceptability) käsitettä (Kuva 3). Hyväksyttä-
vyys koostuu sosiaalisesta hyväksyttävyydestä (social acceptability) ja käytän-
nöllisestä hyväksyttävyydestä (practical acceptability). Käytännön hyväksyttä-
vyys taas muodostuu osatekijöistä, kuten käyttökelpoisuus (usefulness), kus-
tannustehokkuus (cost), yhteensopivuus (compatibility) ja luotettavuus (reliabili-
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ty). Käytettävyys on käyttökelpoisuuden osatekijä, samoin kuin hyödyllisyys (uti-
lity).  
Hyödyllisyydellä tarkoitetaan sitä, kuinka hyvin järjestelmä soveltuu käyttötarkoi-
tukseensa. Puhutaan järjestelmän funktionaalisuudesta eli toiminnallisuudesta. 
Itse käytettävyys puolestaan kertoo siitä, kuinka hyvin järjestelmän käyttäjät 
voivat tuota funktionaalisuutta hyödyntää. Käytettävyys kertookin vuorovaiku-
tuksesta järjestelmän ja käyttäjän välillä. 
Käytettävyys muodostuu viidestä komponentista, jotka ovat opittavuus (easy to 
learn), tehokkuus (efficent to use), muistettavuus (easy to remember), virheet-
tömyys (few errors) sekä tyytyväisyys (subjectivly pleasing). 
Opittavuudella tarkoitetaan sitä, kuinka helppo tuotteen käyttö on oppia. Opitta-
vuudeltaan hyvässä järjestelmässä kokematonkin käyttäjä voi aloittaa käytön 
välittömästi, eikä aikaa kulu teknisten yksityiskohtien muistelemiseen. Opitta-
vuuden kannalta onkin tärkeää pitää muistettavien asioiden määrä pienenä ja 
grafiikat ja valikot selkeinä (Nielsen 1993). Opittavuuden merkitys on tutkittavien 
ohjelmien osalta suuri, sillä oppilaat käyttävät niitä koulussa todennäköisesti 
ensimmäistä kertaa. 
Tehokkuuden käsite kertoo, kuinka korkeaan tuottavuuteen kokeneen käyttäjän 
on mahdollista päästä. Järjestelmän tehokkuutta voidaan parantaa antamalla 
kokeneelle käyttäjälle työvälineitä nopeampaan ja tehokkaampaan työskente-
lyyn. Nämä työvälineet voivat olla esimerkiksi pikakomentoja tai mahdollisuus 
konfiguroida järjestelmää paremmin käyttöön sopivaksi. 
Muistettavuus tarkoittaa, että satunnaisen käyttäjän on helppo palauttaa tuot-
teen käyttö mieleen. Käyttäjän ei tällöin tarvitse opetella käyttöä uudelleen, 
vaikkei olisikaan hetkeen käyttänyt järjestelmää. Opittavuus tukee järjestelmän 
muistettavuutta, sillä helposti opittava järjestelmä on myös helppo palauttaa 
mieleen. 
Virheettömyys merkitsee sitä, että käyttäjä tekisi mahdollisimman vähän virheitä 
tuotetta käyttäessään ja että näiden virheiden vaikutus olisi mahdollisimman 
vähäinen. Käytännössä tämä tarkoittaa, että järjestelmän toiminnan on oltava 
loogista ja että järjestelmä osaa tunnistaa virhetilanteet. Virhetilanteessa järjes-
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telmä voi joko korjata virheen, tai tuottaa virheilmoituksen, joka selkeästi infor-
moi käyttäjää virheestä ja ohjaa tämän toimimaan oikealla tavalla. 
Tyytyväisyydellä tarkoitetaan tuotteen käytön miellyttävyyttä käyttäjälle. Käyttä-
jän subjektiivinen näkemys järjestelmästä voidaan selvittää kysymällä käyttäjäl-
tä pitääkö hän järjestelmän käyttämisestä. Tyytyväisyys ei kuitenkaan ole täysin 
järjestelmästä riippuvainen tekijä, vaan siihen voivat vaikuttaa monet käyttäjän 
ominaisuudet, kuten aiempi kokemus järjestelmän käytöstä, oppimistyyli, päät-
telytaidot, ikä jne. (Nielsen 1993) 
 
3.6.1 Ohjelmien käytettävyyden arviointi 
Järjestelmän käytettävyyden arviointiin on useita työkaluja. Käytettävyystutki-
mus on kuitenkin usein kallista ja aikaa vievää, sillä tutkimukset vaativat paljon 
koehenkilöitä tai asiantuntijoita. Yksinkertaisin ja edullisin käytettävyystutkimus 
on heuristinen arviointi (Nielsen 1993), jossa käytettävyyden asiantuntijat arvioi-
vat järjestelmän käytettävyyttä käytettävyyden kriteerien valossa.  
Tässä tutkimuksessa valituille ohjelmille tehdään osittainen heuristinen arvio.  
Nielsen (1994) suosittelee, että heuristisen arvion suorittaisi mieluusti viisi, mut-
ta vähintään kolme henkilöä. Tässä tutkimuksessa heuristisen arvion suorittaa 
resurssien puitteissa vain yksi henkilö, mitä voidaan pitää riittämättömänä. Toi-
saalta Nielsen (1993) huomauttaa, että heikkokin käytettävyyden testaus on pa-
rempi kuin tutkimatta jättäminen. Lisäksi Nielsenin (1993) mukaan yhden henki-
lönkin toteuttamana heuristinen tutkimus tunnistaa keskimäärin 35 % käytettä-
vyysongelmista, mitä voidaan pitää tämän tutkimuksen kontekstissa riittävänä. 
Heuristien arvioinnin kriteeristön, eli ns. heuristiikkojen listan käytetyimmän ver-
sion Nielsen esitteli artikkelissa Heuristic evaluation (1994). Heuristisessa arvi-
ossa tullekin arvoida. Nielsenin (1994) käyttämiä heuristiikkoja ovat tuotteen ti-
lan näkyvyys (visibility of system status), tuotteen ja tosielämän vastaavuus 
(match between system and the real world), käyttäjän kontrolli ja vapaus (user 
control and freedom), yhteneväisyys ja standardit (consistency and standards), 
virheiden estäminen (error prevention), tunnistaminen mielummin kuin muista-
minen (recognition rather than recall), käytön joustavuus ja tehokkuus (flexibility 
and efficiency of use), esteettinen ja minimalistinen design (aesthetic and mini-
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malistic design), virhetilanteiden tunnistaminen, ilmoittaminen ja korjaaminen 
(help users recognise, diafnose and recover from errors) sekä opastus ja ohjeis-
tus (help and documentation). 
Tässä tutkimuksessa on tarkoitus arvioida OpenSCAD ja OpenJSCAD.org oh-
jelmien käytettävyyttä opetuskäyttöä silmälläpitäen. Petri Nokelainen (2004) on 
määrittänyt digitaalisten oppimateriaalien käytettävyyden kriteerit osana eValu-
ation arviointityökalun kehittämistä. Hän erottaa digitaalisen oppimateriaalin 
käytettävyyden käytettävyyteen käyttäjän kannalta ja toisaalta pedagogiseen 
käytettävyyteen. Opetushallituksen muistio (2006) listaa verkko-oppimateriaalin 
laatukriteerit ja käyttää samanlaista jaottelua pedagogiseen ja käyttäjän kannal-
ta tapahtuvaan käytettävyyden arviointiin. 
OpenJSCAD.org ja OpenSCAD eivät kuitenkaan itsessään ole oppimateriaale-
ja, vaan potentiaalisesti opetuskäyttöön sopivia ohjelmia, joiden käytettävyyttä 
halutaan arvioida opetuksen kannalta. Ohjelmien heuristisen arvion tuleekin so-
veltuvin osin noudattamaan Nokelaisen (2004) käyttämä kriteeristöä, joka poh-
jautuu Nielsenin ohjelman käytettävyyden käsitteistölle täydennettynä tarpeelli-
sella pedagogisella ulottuvuudella. 
 
3.6.1.1 Käytettävyys käyttäjän näkökulmasta 
Käyttäjän kannalta käytettävyyden osatekijöitä ovat saavutettavuus, opittavuus 
ja muistettavuus, toiminta käyttäjän ehdoilla, ohjeet, graafinen ulkoasu, luotetta-
vuus, johdonmukaisuus, käytön tehokkuus, muistettavien asioiden määrä ja vir-
hetilanteet. (Nokelainen 2004) 
Saavutettavuudella tarkoitetaan miten hyvin järjestelmä on ottanut huomioon 
erityisryhmät, esimerkiksi vammaiset. Saavutettavuutta parantavat esimerkiksi 
vaihtoehdot eri mediaelementeille. Järjestelmän saavutettavuuden kannalta on 
muutenkin tärkeää, että se on kohderyhmän tason huomioonottavaa ja että se 
esimerkiksi käyttää ymmärrettävää kieltä. Lisäksi sen tulee toimia useilla alus-
toilla ja ennen kaikkea luotettavasti. Järjestelmän saavutettavuutta parantaa, 
mikäli käyttäjällä on mahdollisuus vaikuttaa järjestelmän toimintaan esimerkiksi 
helppokäyttöisyyteen liittyviä asetuksia. 
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Opittavuudella ja muistettavuudella tarkoitetaan tässä yhteydessä samaa kuin 
Nielsen (1993). Pedagogisissa järjestelmissä kuitenkin erityshuomion tulee kiin-
nittyä satunnaiseen ja noviisikäyttäjään. 
Toiminta käyttäjän ehdoilla tarkoittaa, että käyttäjällä on tunne, että hän kontrol-
loi järjestelmää. Käyttäjällä tule olla paitsi vapaus navigoida intuitiivisesti järjes-
telmässä, myös jatkuva käsitys siitä, missä osassa järjestelmää hän on ja miten 
johonkin toiseen osaan pääsee. Jotta käyttäjillä olisi kontrollin tunne, tulisi jär-
jestelmällä ja käyttäjillä olla yhteinen kieli. 
Ohjeiden tulisi olla aina saatavilla ja liittyä tilanteeseen, jossa käyttäjä tarvitsee 
apua. Niiden tulisi sähköiset ja kattaa kaikki mahdolliset järjestelmän käytössä 
eteen tulevat tilanteet. Ohjeissakin käytetyn kielen käyttäjälähtöisyys on tärke-
ää. 
Graafisen ulkoasun tulisi olla selkeää ja käyttäjäryhmää miellyttävää. Taustan 
tulisi erottua hyvin varsinaisesta informaatiosta ja kontrastien tulisi olla riittävän 
suuria. Oppimateriaalissa tulisi lisäksi pyrkiä ”kasvuorientoituneeseen ilmapii-
riin”, eli esimerkiksi visualisointien tulisi ensin esittää vain keskeisimmät tekijät 
ja vasta myöhemmin siirtyä asteittain kohti yksityiskohtaisuutta. 
Luotettavuus on käsitteellisesti se osa Nielsenin (1993) käyttämän jaottelun vir-
heettömyyttä, mikä vaikuttaa käyttäjän tyytyväisyyteen. Käyttäjän tuotoksien tu-
lisi pysyä tallessa myös virhetilanteiden sattuessa. Virhetilanteissa luotettava 
järjestelmä ilmoittaa käyttäjälle välittömästi havaitsemistaan virheistä ja antaa 
toimintaohjeita. 
Johdonmukaisuudella tarkoitetaan, että järjestelmän eri toiminnot käyttävät yh-
tenevää logiikkaa. Tämä vähentää uuden opettelun tarvetta ja mahdollistaa jär-
jestelmien tehokkaan oppimisen sekä vähentää virheitä. 
Käytön tehokkuus vastaa Nielsenin (1993) tehokkuuden käsitettä. Kokeneetkin 
käyttäjät voivat oppia tehokkaassa järjestelmässä uusia, vaativampia, mutta 
myös tehokkaampia toimintatapoja. 
Muistettavien asioiden määrä tulisi pitää vähäisenä. Ihmisen kyky pitää mieles-
sään useita asioita samanaikaisesti on rajallinen. Järjestelmän tulisikin tarjota 
käyttäjälle esimerkiksi valikkoja tai muita vaihtoehtoja muistamista edellyttävien 
asioiden sijaan, tai ainakin tarjota riittävästi aikaa muistisääntöjen ja toimintaket-
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jujen opetteluun. Kaiken järjestelmän näytössä olevan tiedon tulisi myös olla yk-
sinkertaista, kaiken oleellisen tulisi selvitä yhdellä silmäyksellä. 
Virhetilanteet ja niiden kanssa toimiminen kulkevat käsi kädessä luotettavuuden 
kanssa. Luotettavuuden käsitteessä oleellista on käyttäjän kokemus järjestel-
män ”turvallisuudesta”, virhetilanteet ovat tekninen puoli samasta asiasta. Vir-
heilmoituksia pitää olla kaikkiin tilanteisiin, niiden tulee olla informatiivisia ja vir-
heiden tulisi olla ohitettavissa. Esimerkiksi käyttäjän virheellisen toiminnan kor-
jaaminen ”kumoa” ja ”tee uudelleen” komennoilla edustavat virheiden ohittamis-
ta. Järjestelmän pitäisi myös olla käyttövalmis. Beta-testauksen jättäminen käyt-
täjille ei ole käyttäjälähtöistä. 
 
3.6.2 Pedagoginen käytettävyys 
Pedagogisella järjestelmällä on pedagogisen käytettävyyden komponentti, joka 
on Nielsenin (1993) mallissa (kuva) hyödyllisyyden (utility) osatekijä. Pedagogi-
sen käytettävyyden elementit ovat toiminta oppijan ehdoilla, oppijan aktiivisuus, 
yhteistoiminnallinen oppiminen, tavoitteellisuus, soveltuvuus, lisäarvo, motivaa-
tio, aiemman tietämyksen arvostus, joustavuus ja palaute. (Nokelainen 2004) 
Toiminta oppijan ehdoilla on käsitteellisesti läheinen itse käyttäjän kannalta 
määritetyn käytettävyyden kanssa. Oppijan ehdoilla toimiva järjestelmä esimer-
kiksi ottaa huomioon aiemman tietämyksen ja antaa oppijalle mahdollisuuden 
vaikuttaa oppimistavoitteiden laadintaan ja edetä järjestelmässä haluamallaan 
tavalla. Ollakseen oppijan ehdoilla toimiva, tulee järjestelmän olla myös käyttä-
jänsä – oppilaan – kannalta käytettävä. 
Oppijan aktiivisuus on oppimisen lähtökohta konstruktivistisen oppimiskäsityk-
sen mukaan. Oppimateriaalin tulisi olla pohdiskeluun kannustava ja sisältää 
eheyttävän opetuksen hengessä kytköksiä arkielämään. Riittävä haastavuus on 
tärkeää, jotta saadaan kunnollisia onnistumisen kokemuksia, eikä suoritus ole 
vain rutiinia. Esimerkiksi ongelmalähtöinen lähestymistapa lisää oppijan aktiivi-
suutta. Oppijan aktiivisuuden kasvaessa vastaavasti opettajan ns. ”didaktinen” 
rooli voi vähentyä samalla kun merkitys ”fasilitaattorina” – oppimisen mahdollis-
tajana kasvaa (Reeves 1994). 
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Yhteistoiminnallien oppiminen tarkoittaa opiskelua yhdessä toisten opiskelijoi-
den kanssa. Opiskelijoilla voi olla esimerkiksi yhteinen oppimistavoite, jonka 
saavuttamiseen liittyy ryhmätyöskentelyä. Järjestelmä voi tarjota välineitä yh-
teistoiminnalliseen opiskeluun esimerkiksi keskusteluryhmien välityksellä. Li-
säksi järjestelmä voi antaa tietoa siitä mitä muut käyttäjät ovat tehneet tai teke-
vät parhaillaan. 
Tavoitteellisuus on oleellinen osa formaalia oppilaitoksessa tapahtuvaa opetus-
ta. Opettajan, oppimateriaalin ja oppilaan tavoitteiden tulisi olla keskenään lin-
jassa parhaan tuloksen saavuttamiseksi. Konstruktivistisen oppimiskäsityksen 
mukaan tavoitteiden tulisi olla paljolti oppijan itsensä asettamia (Wilson & Myers 
2000). Oppimateriaali voi tukea tavoitteellisuutta esimerkiksi seuraamalla käyt-
täjän edistymistä ja pisteyttämällä käyttäjää. 
Soveltuvuudella tarkoitetaan, että järjestelmän tulisi soveltua aiottuun käyttöön, 
oppijan toimintaan ja sen käyttämän lähestymistavan tulisi liittyä oppijan myö-
hemmin tarvitsemiin taitoihin. Lähestymistavan soveltuvuus ympäröivään maa-
ilmaan ja myöhemmin tarvittaviin taitoihin on harmoniassa eheyttävän opetuk-
sen ajatuksen kanssa. Järjestelmän voi käyttäjän toimintaa tarkkailemalla ja sii-
hen sopeutumalla esimerkiksi proaktiivisesti esimerkiksi vihjein tukea oppimista 
juuri oppilaan ollessa lähikehityksen vyöhykkeellä. 
Lisäarvoa järjestelmä luo, mikäli se tuo jotakin uutta verrattuna opetukseen il-
man järjestelmää. Yleisellä tasolla tietokoneen hyödyntäminen tarjoaa luovia 
mahdollisuuksia esimerkiksi monien mediatiedostojen muodossa. Median valin-
nan vaikutus oppimiseen on kutenkin heikkoa (Clark 1983). Tärkeämpää onkin 
järjestelmän sopeutuvuus tarpeiden ja käyttäjän tason mukaan, oppijalähtöi-
syys, kiinnostavuus sekä opiskelijoiden aktiivinen osallistuminen. Myös lisäar-
von tunteen välittyminen oppijalle on tärkeää. 
Motivaatio vaikuttaa kaikkeen oppimiseen. Motivaatiota on sisäistä, joka kum-
puaa toiminnan itsensä vuoksi, ja ulkoista, tavoitteiden, palkintojen ja rangais-
tuksen välttelystä kumpuavaa. Järjestelmä voi motivoida käyttäjiä kannustavalla 
palautteella, vaihtelevilla ja mielenkiintoisilla sisällöillä ja tarjoamalla menesty-
misen kokemuksia. Sopivan haasteelliset tehtävät tukevat sisäisen motivaation 
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syntymistä. Vastaavasti ylikriittinen palaute ja rangaistukset saattavat synnyttää 
ulkoista motivaatiota. 
Aiemman tietämyksen arvostuksessa on kyse siitä, että järjestelmä ottaa huo-
mioon käyttäjällä mahdollisesti olevan aiempaa tietoa ja rohkaisee käyttämään 
hyödyntämään sitä. Järjestelmä voi myös auttaa hahmottamaan tiedon kumula-
tiivista luonnetta rakentamalla viittaamalla aiempaan tietämykseen ja esittämällä 
sen yhteyksiä uuteen asiaan. 
Joustava materiaali huomioi oppijoiden yksilölliset erot ja tarjoaa esimerkiksi 
kertausta sitä kaipaaville, mutta päästää edistyneemmät eteenpäin. Joustavuus 
siis fasilitoi yksilöllistä oppimista. 
Palautteenannon tulisi olla välitöntä ja kannustavaa. Palautteen välittömyys aut-
taa opiskelijaa tunnistamaan ongelmakohdat kannustavuus parantaa motivaa-
tiota. 
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4 Tutkimusmenetelmien esittely 
Seuraavassa luvussa esittelen kaksi ohjelmoinnin ja matematiikan opetuksen 
kannalta kiinnostavaa CAD-ohjelmaa. Ohjelmat ovat OpenSCAD ja 
OpenJSCAD.org. Ne valikoituivat esimerkkiohjelmiksi tekstipohjaisten CAD-
ohjelmien tutkimiseen, sillä ne ovat vapaasti saatavia ja niiden asennus, ilmiasu 
ja käyttö ovat aloittelijaystävällisiä. Ohjelmien valintaan vaikuttaa myös tekijä, 
että ne ovat samanlaisia ja hyödyntävät lähes identtistä ohjelmakoodia. Niistä 
toisen, OpenJSCAD.org:in koekäyttö (luku 6.) oli teknisistä syistä helpompaa, 
mutta OpenSCAD:in luonne omana ohjelmanaan ja laajemmalla käyttäjäkunnal-
laan antoi aihetta ottaa se mukaan arviointiin. Luvussa esitellään pintapuolei-
sesti ohjelmien keskeisiä piirteitä ja keskinäisiä eroja. 
Luvussa 6 esittelen tuloksineen suorittamani tapaustutkimuksen, jossa 9. luok-
kalaiset kokeilivat OpenJSCAD.org CAD-ohjelmaa. OpenSCAD:ia on käytetty 
opetuskokeiluissa yläaste- ja lukiotasolla (esim. Schelly et al. 2015), mutta 
OpenJSCAD.org:in käyttöä kouluopetuksessa ei ole selvitetty. Opetuskokemuk-
set eivät myöskään ole siirrettävissä, sillä kokeilut on suoritettu englanninkieli-
sissä maissa, jossa kielimuuria ohjelman ja käyttäjän välillä ei ole. Opetuskokei-
lun tarkoitus on tarjota edes hieman käytännön kokemuksia OpenJSCAD.org:in 
ja laajemminkin tekstisyötteisten CAD-kielien soveltuvuudesta suomen perus-
kouluikäisille. 
Luvussa 7 käydään läpi edellisten lukujen perusteella OpenJSCAD.org:in ja 
OpenSCAD:in käytettävyyttä opetuskäyttöä silmälläpitäen heuristisen käytettä-
vyystutkimuksen keinoin. Luodaan arvio siitä, onko selkeiltä vaikuttavien teksti-
pohjaisten CAD-ohjelmien käytettävyys tasolla, jota opetuskäyttö edellyttää. 
Tämän jälkeen luvussa 8 arvioidaan edellä koottujen tietojen vastapainoksi mitä 
uutta tekstisyötteisten CAD-ohjelmien käyttöönotto opetuksessa mahdollistaa. 
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5 Tarkastelussa OpenSCAD ja OpenJSCAD.org 
OpenSCAD on eräs tekstisyöttenen CAD-suunnittelun ohjelma joka on ilmai-
nen, pelkistetty ja noviisikäyttäjälle sopivaksi tarkoitettu. Syöte on tekstimuotois-
ta ohjelmakoodia, joka ajamalla luodaan 3D-kappale, joka on välittömästi näh-
tävissä esikatseluruudussa. Kappale voidaan edelleen tallentaa ja vaikka tulos-
taa 3D-tulostimella, mikä avaa aivan uusia välineitä mm. eheyttävän opetuksen 
näkökulmasta. OpenSCAD on melko laajalti käytetty ja implementoitu esimer-
kiksi osaksi OpenCAD-ohjelmaa, joka mahdollistaa OpenSCAD-suunnittelun 
hyödyntämisen myös itse OpenSCAD-ohjelman ulkopuolella. 
OpenSCAD:in pohjalta on kehitetty OpenJsCad, Javascriptiä käyttävä muotoilu-
työkalu, joka on hyvin samankaltainen OpenSCAD:in kanssa (Github 2016a). 
Se on selainkäyttöinen, eikä näin ollen vaadi ohjelman asentamista tietokoneel-
le. Sillä voidaankin toteuttaa parametrisesti muutettavia 3D-malleja osana netti-
sivustoja. OpenJSCAD.org on OpenJsCad:ia käyttävä 3D-suunnittelualusta, jo-
ka soveltuu OpenSCAD:in tavoin parametriseen 3D-suunnitteluun. 
OpenJSCAD.org:ia voidaankin pitää OpenSCAD:in tapaan CAD-ohjelmana, 
vaikka kyse onkin verkkosivusta. Käytännön tasolla tämä ero on kuitenkin mel-
ko yhdentekevä, joten tässä tutkimuksessa molempia työkaluja käsitellään ter-
millä ohjelma.  
Tämän luvun tarkoitus on antaa yleisen tason kuva ohjelmien luonteesta sekä 
joistakin eroista. Kuvattua tarkempi opastus OpenSCAD:in käyttöön löytyy oh-
jelman verkkosivuilta OpenSCAD.org sekä ohjelman käyttöohjeesta (Wikibooks 
2016a). OpenJSCAD.org:in tarkemmat käyttöohjeet löytyvät niin ikään verkosta 
(Wikibooks 2016b).  
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Kuva 4 OpenSCAD ohjelman näkymä. Malliksi esitelty for-loopin toimintaa 
OpenSCAD ja OpenJSCAD.org ovat tekstisyötteisiä 3D-muotoiluohjelmia ja 
keskenään melko samanlaisia. Sekä OpenJSCAD.org, että OpenSCAD ohjel-
missa on tekstieditori-ikkuna, johon kirjoitetaan piirrettävän kappaleen määreet 
ohjelman ymmärtämällä kielellä. Lisäksi ohjelmissa on piirturi-/3D-
esikatselunäkymä, johon ohjelma piirtää kielen määrittämän kappaleen (Kuva 4; 
Kuva 5) 
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Kuva 5 OpenJSCAD.org sivuston aloitusnäkymä: sivuston logon toteutus 
Ohjelmissa suunnitellun kappaleen voi myös tallentaa. OpenJSCAD.org:issa 
kappaleen voi tallentaa STL-, AMF- ja X3D-muotoon, ja OpenSCAD:issa STL- 
ja scad-muotoon. Itse ohjelmien tärkein ero on se, että OpenJSCAD.org on se-
lainpohjainen ja OpenSCAD ei. Tämän seurauksena OpenSCAD on käytöltään 
selkeämpi, sillä se ei ole selainpohjaisuuden rajoittama. Siihen on esimerkiksi 
sisällytetty animaatioiden luomisen mahdollisuus ja se on silti selkeämmän nä-
köinen. Eroja löytyy lisäksi ohjelmien käyttämästä ohjelmakoodista sekä visuaa-
lisesta ilmeestä. 
 
5.1 Mallintaminen OpenJSCAD.org:illa ja OpenSCAD:illa 
Sekä OpenJSCAD.org:in että OpenSCAD:in toiminta perustuu muiden sripti-
pohjaisten 3D-muotoilukielten tapaan perusmuotojen kutsumiseen. Yksinkertai-
sin toiminto on kutsua jotain perusmuotoa ilman, että kutsuvaan funktioon sijoi-
tetaan lainkaan parametreja. Esimerkiksi pallo kutsutaan OpenSCAD:issa ko-
mennolla sphere(). OpenJSCAD.org:issa puolestaan esimerkiksi kuution tuot-
taminen näyttää seuraavalta: 
 function main() { return cube(); } 
Näin perusmuotofunktiot cube() ja sphere() kutsutaan oletusarvoissaan. 
Funktiolla on siis määrätyt alkuarvot, joten se toimii, vaikkei funktiota kutsutta-
essa ei määriteltäisikään mitään parametreja. Sisällyttämällä parametreja funk-
tion kutsuun voi antaa sille toivotun arvon. Esimerkiksi pallolle voidaan määrit-
tää halkaisijaksi 10mm kutsulla sphere(10);. Funktioita voidaan kutsua usein 
erilaisin parametrein, tai siis ei ole vain yhtä tapaa käyttää funktiota. OpenS-
CAD:issa ja OpenJSCAD.org:issa esimerkiksi kuution tuottavalla funktiolla cu-
be() voi olla parametreina skalaari tai avaruuden vektori, sekä totuusarvo. 
Skalaari määrittää kuution sivun pituuden. Vaihtoehtoisesti parametrina toimiva 
vektori määrittää suorakulmaisen särmiön sivujen pituuden. Totuusarvo taas 
määrää sen, tuleeko suorakulmainen särmiö koordinaatiston keskelle (center 
= true), vai siten, että kärki on origossa ja kolme särmää on positiivisilla koor-
dinaattiakseleilla (center = false).  
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Tästä seuraa, että erinäköiset saman funktion kutsut voivat tuottaa saman kap-
paleen. Tämä ei kuitenkaan aiheuta sekaannusta vaan päinvastoin helpottaa, 
sillä se kasvattaa yksittäisen funktion ilmaisuvoimaa ja antaa anteeksi hieman 
huolimatontakin kutsumista. 
Suorakulmaisen särmiön (cube) ja pallon (sphere) lisäksi perusmuotofunktiona 
on cylinder(), jolla voidaan tuottaa suoria ympyrälieriöitä, suoria ympyräkar-
tioita sekä katkaistuja suoria ympyräkartioita. Mielivaltaisia monikulmioita voi 
mallintaa funktiolla polyhedron(), jonka parametreina ovat joko monikulmion 
kärjet, tahkot tai kolmiot, joista monikulmio koostuu. 3D- muotoja voi tehdä 
myös 2D-kuvioista ”pursottamalla” (extrude). Tällöin luodaan 2D-kuvio jota liiku-
tetaan avaruudessa määrättyä reittiä. Nämä avaruuden pisteet, joiden kautta 
kuvio kulkee muodostavat ”pursotetun” kappaleen. Muita hyödyllisiä työkaluja 
ohjelmissa ovat siirtofunktio translate(), kiertofunktio rotate() ja peilaus 
mirror().  
Tyypillinen tapa muodostaa kappaleita on rakentaa niitä useista erilaisista al-
keiskappaleista. Yhdistelyn apuna ovat toiminnot yhdiste (union), leikkaus (in-
tersection) ja erotus (difference).  
 
Kuva 6 Ideaalikaasun tilanyhtälön pV=nRT ratkaisupinnan approksimointia 
OpenJSCAD.org sivustolla 
Ohjelmien ohjelmakoodit mahdollistavat paljon muutakin. Ohjelmoinnin kannalta 
kiintoisaa on, että ohjelmakoodeissa voidaan käyttää silmukoita ja että paramet-
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reina voi olla muuttujia. Tämä mahdollistaa dynaamisen suunnittelun sekä esi-
merkiksi kuvaajien piirtämisen (Kuva 6).  
OpenJSCAD.org eroaa oleellisesti OpenSCAD:ista siten, että piirtimelle menee 
vain pääohjelman main() palauttama arvo. Tästä seuraa, että jo pienet kappa-
leet näyttävät ohjelmakoodilla toteutettuna hyvinkin ohjelmointikielisiltä. Tapa 
alusta saakka ryhmitellä ja jakaa ohjelmat osiin on ohjelmointikielissä tyypillistä. 
OpenSCAD ei edellytä samanlaista ilmaisua, vaan funktioita voi kirjoittaa edito-
rikenttään. Ohjelma ajaa kentän ohjlemakoodi läpi ja piirtää siinä olevat muodot. 
Käytännön syistä vähääkään monimutkaisemmissa suunnitelmissa ryhmittely 
moduuleiksi (module) tulee kuitenkin välttämättömäksi osaksi OpenSCAD:inkin 
käyttöä. 
Yksittäisen pääohjelman palauttaman arvon ansiosta OpenJSCAD.org:in kap-
paleet ovat automaattisesti yhtenäisiä. Sen sijaan OpenSCAD:issa pitää erik-
seen muistaa sitoa kappaleet toisiinsa esimerkiksi union()-funktiolla, jos haluaa, 
että tuotettava STL-tiedosto on käyttökelpoinen. Tämä voi olla hämmentävää, 
sillä ohjelman esikatselu ei sitä edellytä. 
Muuttujien käyttö ohjelmissa on erilaista. OpenSCAD:in muuttujat ovat staatti-
sia, ts. niille asetetaan ohjelmaa kääntäessä (compile) arvo, jota ohjelmakoodin 
ajon aikana ei voi muttaa. OpenJsCAD onkin kehitetty osin OpenSCAD:in rajoit-
teiden paikkaamiseksi (Github 2016b). Se tukee muuttujien ajonaikasta muut-
tumista (esimerkiksi Kuva 6 for-silmukka). Lisäksi se mahdollistaa dynaamiset 
taulukot ja kappaleiden käytön muuttujina. 
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6 OpenJSCAD.org:in opetuskokeilu 
 
Ohjelmoinnillisten CAD-ohjelmien käytännön soveltuvuudesta yläkouluikäisille 
ei ole tutkimuksia. Asian korjaamiseksi suunniteltiin OpenJSCAD.org:in alkeet 
käsittelevä ja niitä harjoittava oppitunti, jonka toteutettiin Helsingin normaalikou-
lun kahdeksannelle luokalle. Tunnin kulkua seuraamalla ja arvioimalla, sekä op-
pilailla teetetyn kysely perusteella on tarkoitus antaa työvälineitä tekstipohjais-
ten CAD-ohjelmien opetuskäytön arviointiin. 
6.1 Oppitunnin kuvaus 
Oppitunti (75min) toteutettiin siten, että ensin oppilaille kerrottiin lyhyesti tunnin 
oppimistavoite, eli 3D-mallintamisen alkeiden harjoittelu OpenJSCAD.org oh-
jelmaa käyttäen. Ohjelman käytöstä annettiin lyhyt suullinen opastus. Näin koko 
ryhmälle saatiin jaettua yhteinen tieto tavoitteesta ja toiminnasta. 
 Tämän jälkeen jokaiselle koneelle avattiin OpenJSCAD.org nettisivu, sekä en-
nalta laaditun opetusmateriaalin sisältävä pdf-tiedosto. Tiedosto (Liite 1) sisälsi 
tunnin oppimateriaalin, josta kävi osin kerraten ilmi mitä tunnilla tehdään, ja mi-
ten heidän on toimittava. Suullisen ohjeistuksen jälkeen oppilaat saivat edetä 
materiaalissa vapaasti. 
Opetuskokeilun lyhyen keston vuoksi oppimateriaali sisälsit malliohjelman, joka 
oppilaiden tuli kopioida OpenJSCAD.org:in editoriin. Tiedostossa oli myös kaksi 
tehtävää: kaksi kuvaa, jotka oppilaiden tuli saada ohjelma piirtämään ennalta 
annettua ohjelmakoodia manipuloimalla. Tehtävien määrän pidettiin pienenä, 
sillä oletettiin, että niihin kuluisi kohtuullisen paljon aikaa, eikä tehtävien suuri 
määrä olisi motivoinut jatkamaan alkua pidemmälle.  
Valitun metodin etuna on se, että näin pystyttiin toteuttamaan oppilaan tahtiin 
sopeutettu oppitunti, mikä on hyödyllistä, mikäli oppilaiden lähtötasoissa tai op-
pimisessa on eroja. Itse tekemällä oppilaat pääsevät myös samanaikaisesti se-
kä opettelemaan uutta, että käyttämään tietoa tehtävien ratkaisemiseen, jolloin 
oppisisältö on välittömästi mielekkäässä kontekstissa ja aktiivisesti oppijan käy-
tössä. Tämä konstruktivistinen tapa tavallaan integroi opetuksen ja harjoittelun, 
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jotka ovat väitetysti suomalaisessa matematiikan opetuksessa tyypillisesti eril-
lään (esim. Savola 2008). Käytetty malli muistuttaa myös hieman ns. yksilöllisen 
oppimisen menetelmää, jossa oppilaiden oppiminen on merkittävän autonomis-
ta (Toivanen 2012). 
Oppitunnin tehtäväosan jälkeen, kun tuntia oli kulunut n. 60 min, oppilailla tee-
tettiin kysely, jossa tiedusteltiin lyhyesti heidän kokemuksiaan tunnista sekä 
taustaosaamistaan. 
6.2 Käytetty materiaali 
Oppitunnilla käytettiin oppilaiden tueksi varta vasten tehtyä oppimateriaalia (Lii-
te 1), joka jaettiin pdf-tiedostona kaikille käytettäville koneille. Ensin materiaali 
kertoo lyhyesti OpenJSCAD:in olevan kolmiulotteisten kappaleiden suunnitte-
luun soveltuva tekstipohjainen ohjelma ja kehotta käyttäjää menemään sivustol-
le OpenJSCAD.org ja poistamaan editorissa valmiiksi oleva koodi. 
OpenJSCAD.org:in ohjelmakoodi perustuu englannin kieleen. Tämän ylimääräi-
sen kielimuurin madaltamiseksi ja funktioiden redusoimiseksi lyhyeen käyttöko-
keiluun sopivammiksi tehtiin oppilaille jaettavaan materiaaliin valmiiksi kopioita-
va ohjelmarunko.  Tähän ohjelmarunkoon oli luotu muutamia aliohjelmia, meto-
deja, jotka käytännössä olivat vain uudelleenmääritettyjä kielen funktioita. Esi-
merkiksi ohjelmakoodin difference()-funktio suomennettiin erotukseksi ja 
luotiin siis uusi erotus()-funktio seuraavasti: 
function erotus(kappale1, kappale2) { 
return difference(kappale1, kappale2);  }  
Käytettävän ajan rajoissa OpenJSCAD.org:in peruskappaleiden funktiot todettiin 
hieman mutkikkaiksi, joten luotiin apufunktioita, jotka tuottavat ennalta määrätyn 
kappaleen ilman parametrien käytön hankaluutta. Esimerkkinä Pallo() – funk-
tio, joka kutsuu sphere()-funktiota tietyin parametrein: 
function Pallo() { 
return sphere({r: 3, center: false}); }  
Tämä lisäfunktioilla varustettu ohjelmarunko neuvottiin kopioimaan sellaisenaan 
OpenSCAD.org:in editoriin. Materiaali opastaa tämän jälkeen ajamaan ohjelma-
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rungon mahdollisten virheiden välttämiseksi ja esittää kuvan avulla miltä näky-
män pitäisi näyttää. 
Voidaan perustellusti väittää, että edellä kuvatun ”ohjelmarungon” käyttäminen 
etäännyttää käyttökokemusta ”aidosta” ohjelmointikokemuksesta. Tällöin käyttä-
jä ei nimittäin käytä ohjelmaympäristöä, kuten aidossa ohjelmointitilanteessa, 
vaan täydentää olemassa olevaa ohjelmakoodia. Toisaalta ”ohjelmarugossa” 
vain uudelleennimettiin ja yksinkertaistettiin joitakin funktioita. Onkin huomatta-
va, että myös kielen omat funktiot ovat samalla tavoin mielivaltaisia rajauksia ja 
toisaalta nyt käytetyt aliohjelmat olivat vapaasti oppilaiden näkyvillä niiden toi-
mintaa kuvaavine kommentteineen. Tavanomaisessakin ohjelmoinnissa joutuu 
jatkuvasti opettelemaan uusia funktioita ja mahdollisesti lukemaan toisten oh-
jelmakoodia. Käytetyt uudet funktiot ovat vain harjoituskäyttöön tehtyjä aliohjel-
mia.  
Varsinainen peruste apufunktioiden luomiselle oli kuitenkin käytännönläheinen 
oppilaiden lähtötason huomioon ottaminen. OpenJSCAD:in funktiot ovat paljai-
na sen verran monipuolisia, että niiden toimintojen pelkistämiseksi niistä on 
hyödyllistä muokata hieman yksinkertaisempia, yksittäisen kappaleen tuottavia 
apuohjelmia, ”kertakäyttöfunktioita”, joilla voi harjoitella vaikkapa juuri pääohjel-
man tai kappaleita yhdistävien funktioiden toimintaa.  
Ohjelmarungon siirtämisen ja testaamisen jälkeen materiaali opastaa käyttäjälle 
lyhyesti mitä ohjelmakoodin mitkäkin osat tekevät. Tämän jälkeen on kaksi har-
joitusta, joissa käyttäjä pääsee ohjetta seuraten kokeilemaan yhdiste()- ja 
erotus()-funktioita. 
Itsenäisiä tehtäviä on kaksi, joista molemmissa pitää kirjoittaa koodi, joka tuot-
taa kuvassa esitetyn kappaleen. Toisessa tehtävässä tulee osata käyttää yhdis-
tefunktiota ja toisessa erotusfunktiota. Lisäksi materiaali tarjoaa bonustehtävänä 
pähkinän: Miten ohjelman saa piirtämään kaikki neljä erikseen määriteltyä ja 
esiteltyä kappaletta. 
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6.3 Havainnot tunnilta 
Oppilaiden havainnoinnin tukena käytettiin ennalta laadittua havainnointirunkoa 
(Liite 2). Tunti eteni kuvauksen ja tuntisuunnitelman mukaisesti ja jopa harjoitus-
ten määrä, joka herätti epäilyksiä vähäisyytensä vuoksi, oli kaikille sopiva. Aika-
taulutus ja ajatus opettajan ja oppilaiden rooleista tunnin aikana vastasivat niin 
ikään suunniteltua. 
Oppilaiden roolista muodostui suullisen opastuksen jälkeen huomattavan aktii-
vinen, sillä suurin osa tunnista meni oppilaiden itsenäiseen työskentelyyn. Oppi-
laat eivät varsinaisesti innostuneet tunnin aiheesta, mutta tunnin alkupuolella 
kaikki seurasivat ohjeita ja pääsivät oppimateriaalin kohtaan 6. (Liite 1) ongel-
mitta. Tämä oli positiivista, sillä se osoittaa, että ajatus 3D-mallintamisesta oh-
jelmakoodilla on ainakin jollain tasolla motivoivaa, ja että laadittu oppimateriaali 
on luettavaa.  
Oppimateriaali osoittautuikin hieman rujosta ulkomuodostaan huolimatta käyttö-
kelpoiseksi ja helppolukuiseksi. Oppilaat osasivat seurata sitä autonomisesti 
eikä siihen liittyviä ongelmia ei tullut lainkaan vastaan. 
Opettajan rooliksi jäi seurata oppilaiden toimintaa, auttaa pyydettäessä sekä 
pyrkiä kannustamaan ja tukemaan oppilaita suorittamaan tehtäviä mahdollisim-
man pitkälle.  Opettajan rooli ei kuitenkaan jäänyt passiiviseksi, vaan aktiivisella 
havainnoinnilla tunnisti jatkuvasti ongelmatilanteita. 
Oppilaille aihepiiri oli entuudestaan vieras, eikä aihe liittynyt millään lailla aiem-
min tai myöhemmin opetettavaan sisältöön. Kesälomaankin oli vain noin viikko 
aikaa. Ei olekaan yllättävää, että oppilaiden motivaatio laski tunnin edetessä. 
Vajaasta parista kymmenestä oppilaasta ehkä noin kaksi kolmasosaa pääsi op-
pimateriaalin (Liite 1) harjoituksista varsinaisiin tehtäviin. Tietokoneiden käyttö 
niiden opetuskäytön ulkopuolisiin aktiviteetteihin onkin hyvin tiedostettu ongel-
ma (esim. Zhu 2011). Aihepiiriin liittyen esimerkiksi OpenJSCAD.org:in valmiit 
mallikappaleet löysivät tiensä oppilaiden ihmeteltäviksi. Ehkä puolet oppilaista 
jaksoi pohtia oppimateriaalin tehtäviä ja muutamat lopettivat saatuaan ne teh-
tyä, mutta kolme oppilasta suoritti bonustehtävänkin.  
Bonustehtävään ehtineet oppilaat olivat selvästi parhaiten sisältöön paneutuvia, 
mikä onkin ymmärrettävää. Mikäli sisällön oppiminen on sujuvaa, syntyy onnis-
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tumisen kokemuksia, joiden innoittamana jaksaa yrittää kauemmin. Bonusteh-
tävä kuitenkin osoittautui melkoiseksi pähkinäksi, sillä se edellytti käsitteellisesti 
uuden asian keksimistä. Tehtävän ratkaisemiseksi täytyy hahmottaa, että vaikka 
funktio yhdiste() on kaksipaikkainen, voi sen parametreina olla yhdisteitä: 
yhdiste(yhdiste(...), yhdiste(...));. Tämä käsitteellisen vaikeu-
den äkillinen nousu tuotti siinä määrin haasteita, että opettajan tehtäväksi jäi 
johdatella oppilasta kohti ratkaisua. Tämä selkeä haasteellisuus oli toisaalta op-
pitunnin ainoa sisältö joka aidosti tuotti onnistumisen ja ymmärryksen kokemuk-
sia. 
Vaikka oppilaiden motivaatiot eriytyivätkin tunnin aikana melkoisesti, ei päässyt 
syntymään tilannetta, jossa osa olisi päässyt oppimateriaalin loppuun ennen ai-
kojaan. Eikä eriytymisen tila kestänyt mahdottoman pitkään, sillä koko ryhmä oli 
jollain tasolla motivoitunut oppisisällöstä yli puolet itsenäisen työskentelyn ajas-
ta. 
Haasteellista tunnissa oli se, että oppilailta kului paljon aikaa ja vaivaa alimman 
perustason taitojen oppimiseen. Kyseisellä tasolla OpenJSCAD.org ja oppitunti 
eivät oikeastaan tarjoa paljoakaan mielenkiintoisia haasteita. Motivaatiolla onkin 
vaarana hukkua uusien käsitteiden ja vieraan notaation vaikeaan hahmotetta-
vuuteen. Tämä puoltaa valintaa laatia harjoittelua varten valmis metodirunko, 
sillä sen avulla käsitteistöä ja notaatiota voitiin yksinkertaistaa merkittävästi. 
OpenJSCAD.orf ei tuottanut mitään yllättäviä ongelmia oppilaiden käytössä. 
Muutamia kertoja ohjelmakoodin ajo epäonnistui tuottaen virheilmoituksen. 
OpenJSCA.org:in virheilmoitukset ovat tottuneemmallekin käyttäjälle täysin in-
formatiivisia vain toisinaan. Noviisikäyttäjälle, jonka äidinkieli ei ole englanti ne 
kuitenkin merkitsevät vain, että koodissa on joku virhe. Virheen laadusta ja eri-
tyisesti paikasta ei noviisikäyttäjälle välity oikeastaan mitään tietoa. Ohjelman 
vuorovaikutusta oppilaiden kanssa ei voikaan antaa erityistä kiitosta. 
Kokonaisvaikutelmaksi jäi, että vaikka oppilaat oppivat käyttämään 
OpenJSCAD:org:in eräitä toimintoja, ei se kuvatun kaltaisena yksittäissisältönä 
sovellu perusopetukseen. Oppimateriaalia muokkaamalla lisäämällä esimerkiksi 
haastavampia mutta yhä vähäkomponenttisia tehtäviä voisi lisätä aiheen kiin-
nostavuutta. Nyt esimerkiksi käytetyt kuviot olivat vain alkeisfunktioiden uudel-
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leenkutsuja tietyin parametrein. Mikään ei kuitenkaan estä tekemästä visuaali-
sesti kiinnostavampia apukuvioita. 
Vastaamatta jää miten ohjelmoinnillinen 3D-suunnittelu soveltuu tulevaisuudes-
sa perusopetukseen, sillä tällöin se olisi mahdollista sijoittaa kontekstiinsa ja 
oppilailla voisi olla jo valmiita ymmärtämisen välineitä. 
6.4 Kyselyn tulokset 
Tein harjoituksen päätteeksi oppilaille kyselyn harjoituksen mielekkyydestä ja 
selvitin samalla oppilaiden aiempia kokemuksia ohjelmoinnista (Liite 3). Kaikki 
eivät vastanneet kyselyyn ja vastanneista osa oli jättänyt osaan kysymyksistä 
vastaamatta. Vastausten perusteella oppilaista enemmistöllä (11/14) ei ollut 
minkäänlaista ohjelmointikokemusta. Kolme vastaajaa arvioi osaavansa ohjel-
moida hieman. 
Oppilaat (n=7) arvioivat harjoituksen vaikeuden asteikolla yhdestä (liian helppo) 
viiteen (liian vaikea) keskiarvolla 2,8. Miellyttävyys arvioitiin (n=7) ei lainkaan 
miellyttävästä (1) todella miellyttävään (5) keskiarvolla 2,6. Arvio vaikeustasosta 
on linjassa havainnoinnin kanssa. Alku oli helppoa, mikään ei ollut ylivoimaista, 
mutta kaikille riitti haastetta. Miellyttävyyden arviot ovat havainnointiin perustuen 
hieman suotuisia, mutta alle puolet vastasi siihen, joten otos voi olla hyvinkin 
vinoutunut. 
Sanalliseen kysymykseen 3D-mallinnuksen käytön mahdollisuuksista oppimi-
sessa saatiin eniten mainintoja sen soveltuvuudesta geometriaan (7 mainintaa), 
ohjelmoinnin alkeisiin (2 mainintaa) sekä kappaleiden tekemiseen (3 mainintaa). 
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7 OpenSCAD ja OpenJSCAD.org käytettävyyden nä-
kökulmasta 
Tarkastellaan seuraavaksi OpenJSCAD.org:ia ja OpenJSCAD:ia niiden teknisen 
ja pedagogisen käytettävyyden näkökulmasta. Arviointina käytetään yhden hen-
kilön suorittamaa heuristista tutkimusta. Arviointikriteeristönä käytetään sovelta-
vasti Nokelaisen (2004) listausta digitaalisten oppimateriaalien arvioimiseen, 
kuten on kuvattu luvussa 3.2. Ohjelmien käytettävyyttä verrataan keskenään ja 
luodaan kokonaisarvio niiden käytettävyydestä opetuksessa. 
 
7.1 Arvio ohjelmien teknisestä käytettävyydestä 
OpenSCAD ja OpenJSCAD.org täyttävät saavutettavuuden kriteerit mo-
nipuolisesti. OpenJSCAD.org on selainpohjaisuutensa vuoksi käyttöjär-
jestelmistä riippumaton ja toimii useimmilla selaimilla ongelmitta. Sen 
saavutettavuutta heikentää kuitenkin kaikkien toimintojen sisällyttäminen 
yhteen näkymään, joka ei ole kattavasti muokattavissa. Tekstin kokoa 
pystyy muuttamaan selaimen asetuksista, mutta se saattaa johtaa tilan-
teeseen, jossa kaikki teksti ei mahdukaan selainnäkymään kerralla ja sen 
käyttö muuttuu kömpelöksi. OpenSCAD puolestaan toimii niin ikään eri 
käyttöjärjestelmissä ongelmitta. Sen muunneltavuus käyttäjän tarpeita 
vastaavaksi on OpenJSCAD.org:ia parempaa. Esimerkiksi fontin koko voi 
muuttaa ja kaikki ohjelman painikkeet saa suuremmiksi näytön asetuksia 
muuttamalla. Lisäksi käyttöikkunan osanäkymien suhteellista kokoa voi 
muuttaa toisiinsa nähden, mikä mahdollistaa paremman saavuttavuuden. 
Saavutettavuutta suomalaisen käyttäjän kannalta heikentää molemmissa 
ohjelmissa ohjelmien käyttämä kieli, englanti. 
Ohjelmat eivät varsinaisesti viesti mitä käyttäjän tulisi ohjelmilla tehdä. 
OpenJSCAD.org:in aloitusnäkymässä on sivuston kolmiulotteinen logo ja 
sen toteutus ohjelman muotoilukielellä. OpenSCAD tarjoaa tyhjän teks-
tieditorin ja näin ollen myös tyhjän esikatselunäkymän. Mikään ei varsi-
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naisesti viesti mitä käyttäjän oletetaan tekevän. Helppokäyttöisyyttä tuo-
via apuvälineitäkään ohjelmiin ei ole rakennettu. Proaktiivinen ohjeistus 
olisi noviisikäyttäjän kannalta arvokasta. 
OpenJSCAD ja OpenJSCAD:org ovat opittavuuden ja muistettavuuden kannalta 
melko käyttäjäystävällisiä. Kappaleiden luominen on yksinkertaista ja ohjelma-
koodiin tottuneelle hyvinkin helppoa. Muotoilukieli ei ole erityisen tarkka esimer-
kiksi välilyöntien, sulkujen tai edes oikean järjestyksen käytöstä. Esimerkiksi 
3D-perusmuotojen funktiot sallivat parametrien sijoittamista monin eri tavoin, 
joten niiden käyttöä ei ole tarpeen muistaa kovinkaan tarkasti. 
OpenSCAD on ohjelmoinnin käsitteistöä tuntemattomallekin helposti opittava 
ohjelma, sillä alkuun pääsee osaamalla yhden alkeiskappaleen funktion. Ohjel-
ma osaa piirtää erikseen kirjoitetut alkeiskappaleiden funktiot automaattisesti, 
ikään kuin niistä olisi muodostettu yhdiste, joten monenlaisia kappaleita voi to-
teuttaa vain luettelemalla erilaisia alkeiskappaleiden funktioita peräkkäin. Tä-
män kaltainen huolettomuus ei kylläkään kanna pitkälle, mikäli kappaleita mielii 
tallentaa muihin kuin scad-tiedostomuotoon. Esimerkiksi huolettomasti luodut 
STL-tiedostot saattavat sisältää fyysisen valmistuksen kannalta mahdottomia 
rakenteita. Virheellisten tiedostojen korjaamiseen löytyy ohjelmia, ja taitojen ker-
tyessä OpenSCAD:issakin oppii rakentamaan kappaleita teknisesti paremmin, 
joten kokonaisuutena OpenSCAD:in mahdollistama huoleton käyttö on hyväk-
syttävää, sillä se madaltaa käytön aloituksen kynnystä ja helpottaa opittavuutta 
noviisikäyttäjän näkökulmasta. 
OpenJSCAD.org:in opittavuus on ohjelman syntaksin vuoksi hankalampaa oh-
jelmien lukemiseen tottumattomalle. Kaikkia halutut kappaleet pitää erikseen 
sitoa toisiinsa yhdisteeksi ja piirtimelle lähtee vain pääohjelman return-
komennon määräämä sisältö. Pedagogisissa järjestelmän käytössä erityis-
huomion tulisi kiinnittyä satunnaiseen ja noviisikäyttäjään. Toisaalta oppilaiden 
ohjelmointitaitojen kehittyessä OpenJSCAD:in vapaampi ja tavanomaisempi 
muuttujien käyttö ja ohjelmointitaustan kautta reflektoituna tuttu ja selkeä meto-
dirakenne voivat olla oppimisen ja muistettavuuden kannalta positiivisia attri-
buutteja. OpenJSCAD.org onkin opittavuudeltaan OpenSCAD:ia heikompi ken-
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ties vain nykyisille peruskoululaiselle. Tilanne voikin kääntyä päälaelleen kun 
käyttäjien lähtötason tiedot ja taidot muuttuvat. 
Opittavuuden kannalta onkin tärkeää pohtia kenelle ohjelma on opittava. Koko-
naisuutena OpenSCAD:in ja OpenJSCAD:in opittavuus lienee ohjelmointiin pe-
rehtymättömälle peruskouluikäiselle melko heikolla tasolla, vaikka niiden oppi-
minen hieman ohjelmointia tai edes komentoriviä käyttäneelle aikuiselle olisikin 
helppoa. Tähän viittaisi esimerkiksi opetuskokeilussa koettu haastavuus, vaikka 
siinä kyseessä oli merkittävästi helpotettu lähestymistapa OpenJSCAD.org:iin. 
OpenSCAD on ohjelmista syntaksinsa puolesta käytön aloittamisen kannalta 
yksinkertaisempi. 
Toiminta käyttäjän ehdoilla toteutuu sekä OpenJSCAD.org:issa että OpenS-
CAD:issa samantasoisesti. Käyttäjälle tulee kokemus, että hän hallitsee järjes-
telmää siinä mielessä, että vain hänen toimintansa vaikuttaa järjestelmään. Oh-
jelmat eivät tee mitään itsestään. Valikot ovat OpenSCAD:issa selkeät ja 
OpenJSCAD.org:issa liki olemattomat. Editorin ja 3D-esikatselun muodostama 
perustila näkyy ohjelmien kaikissa käyttötilanteissa vähintään taustalla ja navi-
gointi järjestelmissä on helppoa. Toisaalta opetuskäyttöä selvitettäessä kohde-
käyttäjänä on suomalainen peruskoululainen, jonka ehtoja esimerkiksi käytettä-
västä kielestä ja tarpeellisesta proaktiivisesta ohjeistuksesta ei ole otettu millään 
lailla huomioon. 
Ohjeet ovat molemmissa ohjelmissa saatavilla verkosta (Wikibooks 2016a; Wi-
kibooks 2016b), mutta ne ovat englanninkielisiä, ja melko tiiviisti asiansa ilmai-
sevia. Ohjeet eivät kummassakaan tapauksessa ole noviisikäyttäjän kannalta 
optimaalisia, sillä ne sisältävät melko teknisesti ja tiiviisti esitettynä lähes kaiken 
ohjelmien toiminnallisuuden. Tottumattoman suomenkielisen käyttäjän perus-
asioiden opetteluun ohjeet eivät siis sovi erityisen hyvin. Ohjeet ovat kuitenkin 
käyttökelpoiset ja merkittävästi helpottavat käytön opettelua verrattuna esimer-
kiksi uuden ohjelmointikielen opetteluun ilman valmista oppimateriaalia, joka 
tarkoittaa käytännössä jatkuvaa tiedonhakua useista eri lähteistä. Spesifimpien 
ongelmien ratkaisussa ohjeet eivät kuitenkaan välttämättä auta. Tällöin myös 
kuvattu tiedonhaku ohjeiden toivossa nousee arvoonsa. OpenSCAD on ohjel-
mana käytetympi ja sen käyttäjät ovat ratkoneet monia ongelmia esimerkiksi 
OpenSCAD:in omalla foorumilla. Foorumi ja muiden käyttäjien rakentamat kap-
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paleet ovatkin käyttökelpoista informaalia ohjemateriaalia, mutta niiden käyttö 
edellyttää formaalia ohjetta enemmän paneutumista. Käytännössä ohjeet ovat 
siis peruskoulukäyttöön välttävät, tai korkeintaan tyydyttävät, mutta kategorias-
saan – avointen ilmaisohjelmien ohjeet – ne ovat oikeastaan oikein hyvät ja tar-
joavat ainakin opettajalle riittävät ohjeistukset ohjelmien käytön sisäistämiseen. 
OpenJSCAD.org:in ja OPENJDCAD:in graafinen ulkoasu on selkeä. Miellyttä-
vyys on toki subjektiivista, mutta OpenJSCAD.org on ehkä houkuttelevamman 
näköinen satunnaiselle käyttäjälle. OpenJSCAD taas on työkalumaisen yksin-
kertainen, ehkä jopa hieman retrohenkisen näköinen ohjelma. Siinä on kuitenkin 
etunsa. Taustat erottuvat hyvin varsinaisesta informaatiosta ja kontrastit ovat 
riittävän suuria. OpenJSCAD.org:issa editorin tausta on läpinäkyvä, mikä vaikut-
taa käytettävyyttä heikentävästi, sillä tekstin erottuvuus on ajoittain heikkoa. 
Kumpikaan ohjelmista ei pyri visualisoinneissaan ”kasvuorientoituneeseen il-
mapiiriin”, visualisoinnit eivät korosta oleellisia piirteitä kuten esimerkiksi sitä 
mistä osista visualisointi rakentuu. Tällaiseen johdattava helppokäyttötoiminto 
olisi teknisesti mahdollinen, mutta ohjelmien fokus ei ole opetuksellinen. Ohjel-
mien käyttäjillä on kuitenkin mahdollisuus käyttää visualisointia aktiivisesti ym-
märryksensä tukena. Käyttäjä voi esimerkiksi väliaikaisesti kommentoida kuvi-
osta ulos epäoleellisuuksia selkiyttääkseen itselleen ohjelman toimintaa. 
Luotettavuus on ohjelmissa hyvällä tolalla, sillä ne ovat vakaita eivätkä esimer-
kiksi virhetilanteet vaikuta käyttäjän syötteeseen, vaan sen perusteella tehtä-
vään mallintamiseen. Käyttäjä kykenee myös perumaan syötteeseen tekemiään 
muutoksia ja näin välttämään mahdollisia virheitä. Valitettavasti ohjelmien vir-
heilmoitukset ovat melko hyödyttömiä noviisikäyttäjille. OpenJSCAD.org:issa 
luotettavuutta voisi kuvitella heikentävän verkkopohjausuus, mutta käytännössä 
ongelmia ei juuri tule, sillä kyseessä on front-end ympäristö, joten ajoittaiset 
verkko-ongelmat eivät haittaa jo ladatun sivuston käyttöä. 
OpenSCAD:in ja OpenJSCAD.org:in eri toiminnot käyttävät sisäisesti yhtenevää 
ja keskenäänkin melko yhtenevää logiikkaa. OpenSCAD on johdonmukainen 
siinä mielessä, että toimintojen ja valikkojen sijoittelu ja asu on samanlaista, 
kuin monissa muissakin erillisikkunassa toimivassa ohjelmassa, kuten esimer-
kiksi officessa. Tämä vähentää osaltaan uuden opettelun tarvetta ja mahdollis-
taa järjestelmien tehokkaan oppimisen sekä vähentää virheitä. 
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OpenJSCAD.org:in johdonmukaisuus on mm. selkeyttä nettisivun kategoriassa 
toimimisessa. Kaikki sisältö on esimerkiksi jatkuvasti näkyvillä tai sivulle siirty-
vällä lisälehdellä. Käyttäjälle tuleekin johdonmukainen tunne, että hän pysyy jat-
kuvasti samalla sivulla ja hänen syötteensä vain dynaamisesti muokkaa sitä. 
Ohjelmien ohjelmakoodit ovat niin ikään johdonmukaisia. Ne noudattavat joh-
donmukaisesti ohjelmointikielistä tuttua rakennetta ja ovat sisäisesti harmonisia. 
OpenJSCAD.org on OpenSCAD:in pohjalta suunniteltuna myös melko johdon-
mukaisesti samanlainen sen kanssa ja esimerkiksi suurta osaa funktioista voi 
käyttää OpenJSCAD.org:issa samoilla tavoin kuin OpenSCAD:issa 
Käytön tehokkuuden arviointia OpenJSCA.org:ille tai OpenSCAD:ille ei ole oi-
kein mahdollista, eikä myöskään tarpeen tehdä, sillä niiden asema opetuksen 
työkaluina on parhaimmillaankin sellainen, että niiden käyttäjät ovat noviisi- tai 
korkeintaan satunnaiskäyttäjiä, joille käytön tehokkuuden elementeillä ei ole eri-
tyisen suurta merkitystä. Pikakomentoja ohjelmat tukevat jossain määrin, 
OpenJSCAD.org:ia oikeastaan paljolti käytetään pikakomennoin, joille OpenS-
CAD:issa on pikakomentojen lisäksi erillisiä painikkeita. 
Muistettavien asioiden määrä pysyy OpenSCAD:issa ja OpenJSCAD.org:issa 
melko vähäisenä, kunhan käyttäjällä on hieman tottumusta ohjelmakoodin ryh-
mittelystä ja lukemisesta. Funktioiden täsmällistä toimintaa ei esimerkiksi ole 
välttämätöntä muistaa, sillä niitä on mahdollista käyttää monin tavoin. Ohjel-
mointiin tottumattomalle niiden käyttämä ohjelmakoodi on kuitenkin auttamat-
toman vaikeaa ja edellyttää paljon muistamista funktioiden käytöstä ja sulutuk-
sesta ym. Kuitenkin sisennysten, editorien värikoodausten ja funktioiden merki-
tyksen sisäistäminen vähentää merkittävästi muistamisen tarvetta. Tämäkin 
puoli ohjelmista siis suosii aiempaa tottumusta, mikä, kuten todettua, on ajatel-
lun kohderyhmän kannalta haastavaa. Tilanne saattaa kuitenkin muuttua, sillä 
opetussuunnitelman muutoksen ansiosta tulevaisuuden yläkoululaisten ohjel-
makoodin osaamisen voi olettaa olevan nykyistä vahvemmalla pohjalla. 
 
7.2 Arvio ohjelmien pedagogisesta käytettävyydestä 
OpenJSCAD.org:in ja OpenSCAD:in pedagogisen käytettävyyden arvioin-
ti oppimateriaalille tarkoitetulla kriteeristöllä ei onnistu täydellisesti, sillä 
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kyse ei ole oppimateriaaleista. Kriteeritstöä käytetäänkin vain soveltuvin 
osin arviointiin. 
Esimerkiksi toiminta oppijan ehdoilla on käsitteenä hankala ohjelmille, joita ei 
ole varsinaisesti edes tehty fasilitoimaan oppimista. Käytettävyyttä käyttäjän eli 
oppilaan kannalta käsiteltiin edellä, mutta lisäksi oppijan ehdoilla toimiva järjes-
telmä esimerkiksi ottaisi huomioon aiemman tietämyksen, mitä OpenSCAD ja 
OpenJSCAD.org eivät tee. Ne eivät mukaudu käyttäjän osaamisen mukaan, 
mutta käyttäjä toki sopeuttaa toimintansa omien kykyjensä mukaan, jolloin oh-
jelmien käyttötilanteet pysyvät yksinkertaisina. 
Oppijan aktiivisuutta taas ohjelmat fasilitoivat. Ne toimivat alustoina, jotka mah-
dollistavat oppijan aktiivisen toiminnan. Ne mahdollistavat liitännäisyyden arki-
elämään ja oppilaan arkeen, mutta tekevät niin vain osana oppimateriaalia, ei-
vät autonomisesti. 
Yhteistoiminnallisuuteen OpenSCAD ja OpenJSCAD.org eivät tarjoa erillisiä 
työkaluja, mutta taaskaan se ei tarkoita, etteikö niitä voisi käyttää osana yhteis-
toiminnallista työskentelyä. Yhteistoiminnallisuutta esimerkiksi helpottaa se, että 
ohjelmien sähköinen sisältö on helposti kopioitavissa ja jaettavissa vaikka pal-
jaana tekstinä millä hyvänsä menetelmällä. Myös osia toisista projekteista voi 
yhdistellä kokonaisuuksiksi, mikä osaltaan mahdollistaa hedelmällisen yhteis-
työn. 
Tavoitteellisuutta tai mahdollisuutta sen tukemiseen ohjelmat eivät tarjoa. Se 
onkin käsitteenä oppimateriaalin tai opetuksen ominaisuus. Ohjelmat eivät kui-
tenkaan tarjoa välineitä tavoitteellisuuden edistämiseksi. Niillä ei voi esimerkiksi 
tehdä pisteytystä tai testata saavutettua tasoa. Jonkinlainen automaattisen tar-
kistuksen ja testaamisen mahdollistava lisäys ei olisi teknisesti mahdotonta. 
Soveltuvuuden käsitekin on vaikeasti sovitettava. Järjestelmän tulisi soveltua 
aiottuun käyttöön, mutta oppimateriaalista irrallaan olevalla ohjelmalla ei ole pe-
dagogisista aietta. Oppijan myöhemmin tarvitsemiin taitoihin OpenSCAD ja 
OpenJSCAD.org sen sijaan liittyvät, sillä ne ovat käsitteellisesti läheisiä ohjel-
moinnin kanssa ja antavat työvälineitä digitaaliseen valmistukseen, jonka merki-
tys ei ole ainakaan vähenemässä. Opetuskäyttöön soveltuvuus hyötyisi kuiten-
kin paremmasta interaktiosta käyttäjän kanssa, jotta ohjelmat voisivat tukea tä-
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män kehitystä. Ohjelmien ei voi nykymuodossaan oikein väittää proaktiivisesti 
tukevan oppimisprosesseja. 
Ohjelmien tuoma lisäarvoa riippuu taas valtavasti niiden käytöstä. Tavallisuu-
desta poikkeavana formaattina esimerkiksi kiinnostavuus sekä opiskelijoiden 
aktiivinen osallistuminen voisivat olla niiden käytön vahvuuksia. Myös aidosti 
uusien asioiden mahdollistaminen tuo lisäarvoa. OpenSCAD ja 
OpenJSCAD.org rakentavat siltaa käsitteiden, algoritmien, visuaalisten ele-
menttien ja fyysisten objektien välille tavalla, johon mikään ns. tavanomainen 
opetus ei kykene. 
Ohjelmien vaikutusta motivaatioon ei voida erottaa niiden käytöstä. Ohjelmilla ei 
ole motivointiin pyrkiviä elementtejä, mutta toki niitä voidaan käyttää motivoivas-
ti. An sich OpenSCAD:illa ja OpenSCAD.org:illa ei ole muita motivaatioon posi-
tiivisesti vaikuttavia attribuutteja kuin uutuuden- ja toiseuden viehätys ja mah-
dollisuus muuttaa jotain niin abstraktia kuin funktio niinkin konkreettiseksi kuin 
kappale. 
Aiemman tietämyksen arvostus on käsitteenä hieman ankara arvioitaessa oh-
jelmia, jotka eivät ole erityisesti oppimateriaaliksi tarkoitettuja. Ohjelmat eivät 
yksilöi käyttäjää, eivätkä näin ollen ole dynaamisia tämän taitotason mukaan, tai 
muilla tavoin auta juuri kyseistä oppijaa rakentamaan tietorakenteitaan. 
OpenJSCAD.org:in ja OpenSCAD:in johdonmukaisuus kuitenkin antaa arvoa 
käyttäjän aiemmalle osaamiselle, sillä tiedot esimerkiksi yleisesti ohjelmien tai 
verkkosivujen toimintalogiikasta sekä ohjelmointikielten rakenteesta, vektoreista 
ja koordinaatistosta mahdollistavat paljon sujuvamman ohjelman käytön. Lisäksi 
niiden sisäinen johdonmukaisuus tarkoittaa sitä, että uuden oppiminen rakentuu 
luontevasti osaksi vanhaa. 
Joustava materiaali huomioisi oppijoiden yksilölliset erot, mutta kuten edellä on 
todettu, eivät OpenJSCAD.org tai OpenSCAD yksilöi käyttäjiä tai sopeudu näi-
den toimintaan. Asia täytyy huomioida ohjelmien käytössä. Juuri niiden käyttöön 
liittyvän materiaalin tulisikin mahdollistaa yksilöllisyys. 
Palautteenannon kannalta ohjelmat ovat verrattain heikkoja. Ne viestivät 
käyttäjälle virhetilanteissa erilaisin error-viestein OpenSCAD on asian 
suhteen edistyneempi, sillä se virheitä tunnistaessaan myös korostaa edi-
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torista kohdan, jossa epäilee virheen olevan. OpenJSCAD.org:issa vas-
taavaa ei ole. Lisäksi yksinkertaisen kirjoitusvirheenkin error-viestit viit-
taavat milloin mihinkin rivinumeroon, jolloin virheiden etsintä jää käyttäjän 
vastuulle. Toisaalta virheettömissä tilanteissa molempien ohjelmien toi-
minta on jouhevaa ja käyttäjän suorittamilla toiminnoilla on selkeä vaste. 
 
7.3 Yhteenveto ohjelmien käytettävyydestä 
OpenJSCAD:in ja OpenSCAD:in käytettävyyden sudenkuopat piilevät pal-
jolti siinä, ettei niitä ole kehitetty juuri opetuskäyttöä silmälläpitäen. Lisä-
haasteita tuottaa se, että ohjelmat ovat englanninkielisiä, eivätkä siis koh-
deryhmänsä kielisiä. Tämä on kuitenkin ainakin osittain hyväksyttävissä, 
sillä ohjelmien ilmaisun luonne liittää ne osaksi ohjelmointikielten käsit-
teistöä, jossa suomennetut käsitteet vain sotkisivat ajattelua. Sen sijaan 
ohjeiden käyttämästä vieraasta kielestä on yksikäsitteisesti haittaa ope-
tuskäytössä. 
Ohjelmat on kuitenkin yritetty kehittää helppokäyttöisiksi. Valikot ja painik-
keet on suunniteltu yksinkertaisiksi. Ohjelmien fokus on matalassa käyt-
tökynnyksessä. Lisäksi opetussuunnitelman muutos muuttaa oppijoiden 
valmiuksia. Onkin laajempien opetuskokeilujen tehtävä selvittää soveltu-
vatko OpenSCAD, OpenJSCAD.org tai mikään muukaan ohjelmoinnilli-
nen 3D-suunnittelun ohjelma muuttuvan peruskoulutason opetuskäyttöön. 
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8 Ohjelmoinnillisten CAD-ohjelmien mahdollisuudet 
opetuksen välineinä 
Käytettävyyden arviointien ja opetuskokeilun valossa vaikuttaa siltä, ettei aina-
kaan tutkittujen ohjelmoinnillisten CAD-ohjelmien soveltuvuus suomalaiseen 
kouluopetukseen ole itsestään selvää, vaan niiden käyttöönotto vaatii aktiivista 
panostusta. Onkin pohdittava mitä niillä voidaan saavuttaa. Edellä kuvattujen 
havaintojen valossa voidaan arvioida tekstisyötteisten CAD-ohjelmien opetus-
käytön mahdollisuuksia. Tarkastelun rajoittamiseksi keskitytään matematiikan ja 
ohjelmoinnin sisältöihin, sekä eheyttävän opetuksen haasteisiin vastaamiseen. 
 
8.1  Matematiikan opetus 
3D-suunnittelun ohjelmien tarkoitus on kolmiulotteisten kappaleiden mallintami-
nen, joten luonnollisesti, kuten opetuskokeiluun osaistuneille oppilaillekin, tulee 
mieleen sen mahdollinen käyttö geometrian opetuksen välineenä. Onhan ope-
tussuunnitelmassa mainittu geometrian tavoitteiden yläluokilla sisältävän mm. 
geometristä konstruointia (OPH 2014). Perinteisesti geometrinen konstruointi 
voidaan ymmärtää esimerkiksi harpilla ja viivaimella tehtäviksi harjoitteiksi, mut-
ta laajemmin ajateltuna ohjelmoinnillinen CAD-suunnittelu täyttää kriteerit. Siinä 
määritellään aina erikseen mitkä ominaisuudet määrittävät kappaleen.  
Esimerkiksi pallo voidaan ajatella matemaattisen ajattelun aksiomaattis-
formaalissa maailmassa niiden euklidisen avaruuden pisteiden joukkona, jotka 
tietyn euklidisen normin – etäisyyden – päässä tietystä euklidisen avaruuden 
pisteestä, eli  r=rxdXx=raS ),(|),(   , missä o>x , 3  R=Xa ja 
       233222211 yx+yx+yx=yx,d   tai hieman yksinkertaisem-
min  r=xRx=S n ||:3  . Tämä on kuitenkin tarpeettoman korkealentoista pe-
ruskoululasille, eikä edes täysin vastaa käsitteellis-ruumiillisen maailmamme 
palloa. Kuitenkin pallo on selvästi käsitettävä muoto ja tietyt tekijät määrittävät 
että pallo on pallo. 3D-suunnittelun ohjelmat tarjoavat vaihtoehtoisen tavan aja-
tella asiaa. Pallo on yksinkertaisesti sphere()-funktion ilmentymä. sphere() 
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puolestaan voi käyttää tiettyjä tarkentavia määreitä, muuttujia, määrittämään 
tarkemmin pallon koon ja sijainnin. Funktio sphere() vain säteen parametrilla 
vastaa hyvin peruskoulun geometrian tapaa tarkastella palloa vain säteen funk-
tiona. Vaikka 3D-suunnittelun ohjelmien tarkoitus ei olekaan matematiikan ym-
märtäminen, antaa se uuden proseptuaalis-symbolisen välineen geometristen 
objektien hahmottamiseen. Lisäksi tällä symbolisella ilmaisulla on suora visuali-
sointi – yhteys käsitteellis-ruumiilliseen maailmaan. 
Geometristen konstruktioiden tulokulmasta ohjelmoinnillinen CAD-
suunnitteluohjelma tarjoaakin matemaattiseen ajatteluun välineitä. Esimerkiksi 
suorakulmaisen särmiön määrittäminen eräällä avaruuden vektorilla (esim. cu-
be([2,3,1]);) ja kuution vain skalaarilla (esim. cube(2);) auttaa ymmärtä-
mään mikä käsitteellinen ero kuutiolla ja suorakulmaisella särmiöllä oikeastaan 
on. Tällaista matemaattista ymmärrystä tosin hieman hankaloittaa molempien 
tutkittujen ohjelmien tapa käyttää kummankin kutsuun samaa (tai samannimistä, 
miten sen tahtookaan ajatella) funktiota. 
Geometristen käsitteiden välisten yhteyksien ymmärtäminen on erikseen ope-
tussuunnitelmassa (OPH 2014) mainittu tavoite. Tavallaan cube()-funktion voi-
sikin ajatella edistävän kuutioiden ja suorakulmaisten särmiöiden yhteyden 
hahmottamista. Lisäksi tutkittujen ohjelmien cylinder()-funktio tarjoaa käsit-
teellisesti kiinnostavan yhteyden lieriöiden, kartioiden ja kartioleikkausten maa-
ilmaan. Ohjelmien cylinder()-funktio nimittäin määrittää katkaistun suoran 
ympyräkartion, joka on pohjaympyrän ja huipun halkaisijan sekä korkeuden 
funktio. Nyt jos huipun halkaisija pienenee nollaan, muodostuu suora ympyrä-
kartio. Jos taas huipputahkon halkaisija on sama kuin pohjan, muoto onkin suo-
ra ympyrälieriö. Tällainen määrittely ei ole geometriassa tavanomainen, mutta 
se on ajattelun välineenä pätevä, ja mallille voidaan hakea tukea geometrian 
kaavoista. Katkaistulle suoralle ympyräkartiolle vaipan ala  sr+rπ=A 21 , mistä 
nähdään helposti ympyrälieriön ( 21 r=r ) vaipan ala hπr=A 2 ja suoran ympyrä-
kartion ( 02 =r ) vaipan ala πrs=A . Päättely toistuu samanlaisena tilavuudelle 
(leikattu kartio   3/2211 A+AA+Ah=V , lieriö Ah=V ja kartio/pyramidi 
V = Ah /3 ). Matematiikan luokitteluja voidaankin näin tarkistella uudesta näkö-
kulmasta ja vahvistaa käsitteiden yhteyttä toisiinsa. 
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Monimutkaisemmat kappaleet voivat myös hyödyntää esimerkiksi polyhed-
ron()-funktiota, jonka avulla voidaan määrittää monikulmioita. Sen käyttämi-
nen on kuitenkin selvästi alkeisfunktioita haastavampaa, sillä se edellyttää ana-
lyyttisempaa ajattelua. Sen ajatus on nimittäin, että monikulmio määritetään 
kärkipisteillä ja niiden määrittämillä tahkoilla, joita pitää osata käyttää muuttuji-
na. Monet kappaleet onkin usein helpompi koostaa usealla yksinkertaisemmalla 
funktiolla. Tämäkin on matemaattisen ajattelun kannalta hyödyllistä, sillä se oi-
keastaan paljastaa miksi kappaleita ylipäätään luokitellaan. Geometriassakin 
tietyillä muodoilla on erityisasema juuri siksi, että ne ovat jollain tavalla yksinker-
taisia ja harvojen parametrien määräämiä. 
Funktiot linear_extrude() ja rotate_extrude(), joissa liikutetaan kak-
siulotteista kappaletta kolmiulotteisessa avaruudessa joko suoraa tai ympyrää 
pitkin, tarjoavat melko yksinkertaisia välineitä hahmottaa muotoja, joiden tar-
kempi matemaattinen määrittely vaatisi integraalilaskennan hallitsemista. Kui-
tenkin tällainen ”esi-integrointi” on matemaattisessa ajattelussa hyödyllinen työ-
väline, vaikkei sen formaalia vastinetta hahmottaisikaan. Esimerkiksi Cavalierin 
periaate – kahdella kappaleella on sama tilavuus, jos niiden kaikki tasoleikkauk-
set ovat yhtä suuret – hyödyntää niin ikään samantapaista ”esi-integraalista” 
ajattelua. Näiden yhdistäminen voisikin antaa ajattelun välineitä muuten hyvin 
eksoottisten kappaleiden tilavuuden hahmottamiseen. 
Kappaleella on avaruudessa paitsi muoto, myös paikka. Koordinaatiston käytön 
merkityksen terävöittämiseksi ohjelmoinnillinen CAD-suunnittelu on hyödyllistä. 
Kaikille kappaleille tarvitsee nimittäin siinä jotenkin määrittää paikka ja kappa-
leen oletussijainti (tutkituissa ohjelmissa lähellä origoa) on harvoin käyttökelpoi-
nen suurempia kappaleita koostaessa, joten paikkojen uudelleen määrittely, se-
kä koordinaatiston toiminnan hahmottaminen muodostuvat käytännössä välttä-
mättömiksi. Kappaleiden paikka voidaan määrittää kappaleen funktion paramet-
rilla tai erikseen funktiolla translate(), jonka muuttujina ovat avaruuden vek-
tori (minne siirretään), sekä kappale (mitä siirretään). Luonnollisesti tutkitut oh-
jelmat tarjoavat valmiin 3D-näkymän, minkä kautta käyttäjän on helppo reflek-
toida toimintaansa ja hahmottaa koordinaatistoa. Opetussuunnitelma (OPH 
2014) tosin olettaa koordinaatiston käytön yläluokilla jo tunnetuksi ja sitä tulisi-
kin käyttää funktioiden kuvaajien esittämiseen. 
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Kaikki toiminnot tutkituissa ohjelmissa ovat eräänlaisia funktioita, toimintoja, jot-
ka ottavat tietyt parametrit (lähtöjoukko) ja muuttavat ne lopulta eräiksi avaruu-
den (maalijoukko) pisteiksi. Funktion käsitteen laajentamisen kannalta onkin 
eduksi, etteivät ne ole ainoastaan tietyn mallisia yhden reaalilukumuuttujan x 
funktioita, kuten ne peruskoulumatematiikassa tyypillisesti ovat. Tekstisyötteinen 
CAD-suunnittelu laajentaa funktioiden käsitteen sisältämään myös kappaleiden 
funktiot, kuten yhdiste ja erotus, sekä kappaleiden luonteen parametrien funk-
tiona. Käsitteellisesti ohjelmien arvon palauttavat metodit ja funktiot ovat kuiten-
kin samankaltaisia kuvauksia lähtöjoukosta maalijoukkoon. Funktion käsitteen 
vahvempi sisäistäminen voisi eheyttää matematiiikkakuvaa ja auttaa ymmärtä-
mään esimerkiksi funktion ja yhtälön eroa. 
Peruskoulun yläluokilla tutustutaan muuttujan käsitteeseen (OPH 2014) Muuttu-
jaa käytetään yhtälöissä ja funktioissa. Ohjelmoinnillisissa CAD-ohjelmissa 
muuttuja saa toisen, konkreettisemman muodon. Tyypillistä muuttujan käyttöä 
tutkituissa ohjelmissa on esimerkiksi sen käyttö parametrina siten, että koko 
suunnitelmasta voidaan tehdä dynaaminen, jolloin monimutkaisenkin suunni-
telman muokkaaminen onnistuu helposti muutaman muuttujan arvoa muok-
kaamalla. Muuttujalla on jonkinlainen selkeästi hahmotettava rooli. Tutkituista 
ohjelmista OpenJSCAD.org mahdollistaa myös muuttujan ajonaikaisen dynaa-
misuuden, jolloin muuttuja voi selvästi käydä läpi jonkin arvojoukon. Tällainen 
arvojoukon läpikäyminen muistuttaa käsitteellisellä tavalla hiukan funktion ku-
vaajan hahmottelua ja on hyvin tavanomainen tapa rakentaa silmukoita ohjel-
mointikielissä. 
Kaiken kaikkiaan ohjelmoinnillisten CAD-ohjelmien tarjoama lähestymistapa 
matematiikan käsitteistöön tarjoaa uusia näkökulmia käsitteellis-ruumiillisen ja 
proseptuaalis-symbolisen maailman väliseen vuoropuheluun, mikä puoltaa nii-
den hyödyllisyyttä opetuksen välineinä. Tekstisyötteisyys korostaa myös algo-
ritmillisen ajattelun merkitystä ongelmanratkaisussa, mikä itsessään on osa ma-
tematiikan keskeisiä sisältöalueita (OPH 2014). 
Tutkimuksellisen matematiikan opetuksen kannalta CAD-suunnittelu yhdistetty-
nä 3D-tulostamiseen mahdollistaa esimerkiksi matemaattisten instrumenttien 
suunnittelun ja valmistamisen. Matemaattisen tiedon esitystavan kehittäminen, 
muokkaaminen ja esittäminen tarjoaakin erinomaisen tavan vahvistaa oppijan 
 55 
roolia konstruktivistisessa matematiikan oppimisessa. Ja CAD-ohjelmia voidaan 
perustellusti pitää opetussuunnitelman (OPH 2014) tarkoittamina dynaamisina 
geometriaohjelmistoina, joiden käyttämiseen erikseen kannustetaan. 
 
8.2 Ohjelmoinnin opetus 
Tekstisyötteisiä CAD-ohjelmia voidaan pitää soveltavana ohjelmointina. Erityi-
sesti peruskoulutasolla analogia ohjelmakoodin ja aitojen ohjelmointikielten vä-
lillä on vahva ja toisessa opittuja sisältöjä voidaan soveltaa toisessa. 
Ohjelmoinnin tullessa osaksi matematiikan opetusta on tärkeää tunnistaa miten 
niiden opetuksesta saataisiin mahdollisimman paljon synergiaa. Ohjelmoinnilli-
set CAD-ohjelmat tarjoavat edellä kuvattujen matemaattisten käsitteiden hyö-
dyntämisen valossa mahdollisuuksia löytää lisää yhteistä maaperää ohjelmoin-
nin opetuksen ja matematiikan käsitteiden väliltä. 
On kuitenkin huomattava, että myös ohjelmoinnissa ilman CAD-suunnittelun 
mukaan tuomista hyödynnetään laajasti esimerkiksi funktion ja muuttujan käsit-
teitä ja parannetaan niiden täsmällisempää ymmärtämistä. Esimerkiksi mainittu-
jen geometristen käsitteiden tai koordinaatiston oppimiseen perustason ohjel-
mointi ei kuitenkaan anna välineitä. 
Telstipohjainen CAD-suunnittelu mahdollistaa lisäksi ohjelmoinnin opetuksen 
kannalta aivan uusia asioita, kuten kappaleiden suunnittelun ja valmistamisen, 
sekä tarjoavat jälleen erään menetelmän ohjelmoinnin visualisoimiseksi.  
Ohjelmoinnin kannalta kiinnostavaa mahdollisuus on myös muiden kirjoittaman 
koodin lukeminen ja muokkaus. Tavanomaisen ohjelmoinnin yhteydessä harjoi-
tettu muiden koodin lukeminen on asetelmaltaan nimittäin melko keinotekoista. 
Oppilaiden itse käyttämien ohjelmien lähdekoodi on nimittäin liki poikkeuksetta 
äärimmäisen monimutkaista tai suljettua tai molempia. Sen sijaan esimerkiksi 
OpenSCAD tiedostoja on saatavilla vapaasti mielin määrin, ne kuvaavat konk-
reettista sisältöä ja ovat usein melko vähistä elementeistä koostettuja, ainakin 
verrattuna oppilaille arkikontekstista tuttuihin ohjelmiin. Näin ollen tekstisyöttei-
set CAD-ohjelmat voisivatkin edistää opetussuunnitelman tavoitetta harjoitella 
hyviä ohjelmointikäytäntöjä (OPH 2014). Toisten ohjelmakoodin lukeminen to-
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distaa konkreettisesti mikä on hyvän ohjelmointikäytännön merkitys, mutta lu-
keminen on haastavaa, joten visuaalisuuden tuoma käsitys ohjelman toiminnas-
ta on suureksi avuksi. 
Opetussuunnitelma (OPH 2014) mainitsee ohjelmoinnin käyttämisen ongelmien 
ratkaisemiseen ja käsitöihin. Lisäksi erikseen mainitaan, että ohjelmointia tulisi 
opetella osana monien oppiaineiden opintoja. Syntyykin vaikutelma, että juuri 
ohjelmoinnin tulisi olla eheyttävän opetuksen eturintamassa. Tähän tekstisyöt-
teiset CAD-ohjelmat antavat välineitä 
 
8.3 Eheyttävä opetus 
Eheyttävän opetuksen näkökulmasta tekstisyötteiset CAD-ohjelmat voivat vai-
kuttaa hieman irrallisilta, sillä ne ovat vain ohjelmia, joilla luodaan digitaalisia 
piirroksia kolmiulotteisista kappaleista. Digitaalisina ja alustasidonnaisina ne ei-
vät tarjoakaan itsessään mitään erityisen eheyttäviä elementtejä, vaikka toki ra-
kentavatkin siltaa matemaattis-ohjelmoinnillisien käsitteiden ja visuaalisten pre-
sentaatioiden välille.  
Tämä ei toki itsessään tarkoita, ettei ohjelmoinnillisia CAD-ohjelmia voisi itses-
sään käyttää eheyttävän opetuksen osana. Valmiita OpenSCAD-tiedostoja on 
vapaasti saatavilla valtavasti. Valmiissa tiedostoissa on usein mallinnettu paljon 
mutkikkaampia kappaleita, kuin mitä kouluympäristön aikapaineissa voisi saada 
aikaan. Valmiiden kappaleiden tiedostojen käyttö ja muokkaaminen mahdollis-
taakin monien uudenlaisen tarkkailun. Myös fyysisen maailman toisintaminen 
tekstipohjaisesti antaa uusia tarkkailun välineitä ja mahdollistaa onnistumisen 
kokemukset myös perinteisissä kuvataiteissa kenties heikommille analyyttiseen 
ajatteluun taipuvaisille oppilaille.  
Lisäksi OpenSCAD:in hieman konstikas, ja siksi tässä käsittelyssä taka-alalle 
jätetty animaatio-ominaisuus voisi käytössä avustaen mahdollistaa ohjelman 
toiminnan paremman ymmärtämisen, sillä siinä ohjelma luo visualisoinnin, 
muuttaa parametreja ja tekee toisen visualisoinnin jne. määrätyllä nopeudella. 
Näin ollen tiettyjen ohjelmoinnillisten tapahtumien, kuten silmukoiden ja muuttu-
jan arvoin muuttuminen saisi visuaalisen presentaation. Animaatioiden ei kui-
tenkaan tarvitse olla tällä tavalla itsetarkoituksellisia, vaan ne voivat myös esit-
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tää jotain aitoja sisältöjä. Esimerkiksi yksinkertaisia malleja hammasrattaille ja 
moottoreille on saatavilla. 
Edellä kuvattuja eheyttävän opetuksen käyttöjä merkittävästi kiehtovampi on 
mahdollisuus valmistaa fyysisiä kappaleita. CAD-ohjelmien tuotoksia voidaan 
nimittäin tuoda fyysiseen maailmaan. Helpoimmin tämä käy digitaalisen valmis-
tuksen menetelmien, koulumaailman kannalta realistisimmin lähinnä 3D-
tulostimien avulla. CAD-ohjelmat tarjoavat tätä kautta mahdollisuuden yhdistää 
matemaattis-ohjelmoinnillinen ajatteluprosessi fyysiseen valmistamiseen, mikä 
puolestaan tarjoaa uusia mahdollisuuksia myös opettamisen eheyttämisen kan-
nalta.  
Tätä voidaan tehdä esimerkiksi käsityössä, kuten opetussuunnitelman suoras-
taan vaatii (OPH 2016), mutta myös esimerkiksi kuvataiteessa. Kuvataiteen 
kannalta ohjelmoinnillinen CAD-suunnittelu mahdollistaa esimerkiksi fraktaalien 
tuottamisen ja mukauttamisen parametrisesti. Peruskoulutasolla tämä voisi tar-
koittaa esimerkiksi valmiin ohjelman muokkausta. Valmiiden parametristen 
suunnitelmien muokkaus laajentaakin merkittävästi tekniikan käytön mahdolli-
suuksia, sillä tällöin oppilas suorittaa tuotteiden suunnitteluprosessista vain 
osan. Käsitöissä ja kuvataiteessa ohjelmoinnillinen CAD-suunnittelu tarjoaisi 
myös eri tavoin lahjakkaille oppilaille onnistumisen kokemuksia, sillä CAD-
suunnittelu, erityisesti tekstipohjaisena ei ole käsitöiden ja kuvaamataidon ta-
paan riippuvaista käden taidoista, vaan tilan ja funktioiden analyyttisestä hah-
mottamisesta. Käsityö ja kuvataide ovat kuitenkin vain pieni osa mahdollisuuk-
sien kenttää. 
Eheyttävän opetuksen ajatuksena on liittää opetus entistä tiiviimmin arkeen ja 
yhteiskuntaan (Czerniak & Johnson 2014). Oppilaan arkinen ympäristö on täyn-
nä suunnittelua, josta suureen osaan ei tule edes kiinnittäneeksi huomiota. Näin 
ollen jo tuomalla valmistuksen ja suunnittelun elementtejä tiiviimmäksi osaksi 
opetusta muutamme sitä eheyttävämmäksi. Suunnittelun ja valmistamisen sisäl-
töjä on koulussa toki ollut jo ennen mitään tietokoneistettuja valmistamisen ja 
suunnittelun menetelmiäkin, mutta rapid prototyping- tekniikat, kuten 3D-
tulostus mahdollistavat ensi kertaa ammattimaisen laadun amatöörimäisellä 
osaamisella. Lisäksi suunnittelun tekstisyötteisyys mahdollistaa matemaattis-
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ohjelmoinnillisten sisältöjen luonnollisen ja saumattoman integroinnin osaksi 
suunnittelua ja valmistusta. 
Itse 3D-tulostamisen ja – suunnittelun opetuskäytöstä ja mahdollisuuksista ope-
tuksessa onkin esitetty ajatuksia ja ideoita (esim. Canessa  et al. 2013; Räinä 
2013). Pääsääntöisesti kokemukset ovat olleet rohkaisevia. Tekniikka on innos-
tanut oppilaita ja edistänyt heidän luovuuttaan. Laitteiden halventuessa suurin 
este sen opetuskäytölle lieneekin lähinnä strukturoitujen harjoitusten puute ja 
tulostamisen suhteellinen hitaus.  
3D-tulostuksen merkitystä erityisesti eheyttävän opetuksen kannalta ei kuiten-
kaan ole kattavasti käsitelty. Voidaan kuitenkin perustellusti väittää se mahdol-
listaa modernin ajan suunnittelun elementtien vakiintumisen osaksi koulutyötä 
sekä uudenlaisen konkretian luomisen. Kuitenkin 3D-tulostus itsessään saattaa 
jäädä varsin tarpeettomaksi leluksi, ellei sen tarjoamia mahdollisuuksia osata 
ottaa käyttöön. Juuri opetuksen eheyttämisen välineenä sillä voisi olla eniten 
annettavaa, sillä se toimii hyvänä siltana paitsi asiasisältöjen, myös fyysisen ja 
digitaalisen sekä teoreettisen ja käytännöllisyyden välillä. 3D-tulostamista sisäl-
tävä eheyttävä projekti nimittäin edellyttää ohjelmoinnillista CAD-ohjelmaa käy-
tettäessä TVT-taitoja, matematiikan ja ohjelmoinnin osaamista sekä toisaalta 
tietoja tulosteen suunnitteluun ja käyttöön. Suunnittelu ja käyttö puolestaan ovat 
ne osatekijät, joilla tuote voidaan sitoa vaikka oppilaiden arkeen, mikäli kysees-
sä on tarvekalu, tai kemiaan, mikäli kyseessä on molekyylimalli. Lisäksi suunnit-
teluvaihe saattaa edellyttää myös tiedonhakua ja arviointia. Opetuskäytössä 
3D-tulostus on siis lähes itsestään eheyttävää opetusta. Kun tekniikan käyttöä 
suunnitellessa otetaan eheyttävän opetuksen kuitenkin sangen laajasti ymmär-
rettävä käsite huomioon, tarjoaa 3D-tulostus oikein hyviä mahdollisuuksia to-
teuttaa eheyttävää opetusta.  
Oppilailla teetetyissä tulostus- ja suunnittelukokeiluissa on kuitenkin usein pää-
dytty käyttämään nyt tutkittuja oleellisesti yksinkertaisempia ohjelmia kuten Tin-
kerCAD:ia (esim. Buehler 2014), mikä onkin ymmärrettävää, ottaen huomioon 
tutkittujen ohjelmien korkeahkon vaikeusasteen peruskouluikäisille. Silti juuri 
tekstisyötteisten CAD-ohjelmien käyttö suunnittelun välineenä kuitenkin mahdol-
listaisi matematiikan ja ohjelmoinnin sisältöjen vahvemman läsnäolon mahdolli-
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sessa 3D-tulostuksen opetuskäytössä, mikä omalta osaltaan vahvistaisi opetuk-
sen eheyden tavoitetta. 
Onkin melko selvää, että jotta tarkastelussa olleita, kuitenkin melko haastavia 
ohjelmoinnillisia CAD-kieliä kannattaisi ottaa käyttöön, tulisi niiden täysi potenti-
aali valjastaa käyttöön. Tämä täysi potentiaali toteutuisikin kenties parhaiten 
juuri niiden käytössä eheyttävän opetuksen fasilitaattoreina, yhdistettynä digi-
taaliseen valmistamiseen. Vain siinä niiden edut pääsisivät täysimääräisesti 
käyttöön. 
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9 Pohdintaa 
Tutkittujen sriptipohjaisten CAD-ohjelmien käytettävyyden tekninen haastavuus 
peruskoulukäyttöä silmälläpitäen asettaa niiden käyttöönotolle korkean kynnyk-
sen. Ne myös koulukäytön kannalta uutena teknologiana lisäävät osaltaan vaa-
timuksia opettajan osaamiselle. Kuten käytettävyyden tutkimuksessa selvisi, on 
ainakin tutkittujen ohjelmien opettelu ohjelmakoodiin tottuneelle yksinkertaista. 
Ohjelmoinnin opetuksen vakiintuessa osaksi perusopetusta opettajien tulee kui-
tenkin hallita sen sisältöjä, jolloin esimerkiksi OpenSCAD:in oppiminen on opet-
tajille melko pienen vaivan takana. 
On luultavaa, että 3D-suunnittelu ja 3D-tulostus tulevat saavuttamaan ainakin 
jonkinlaista jalansijaa opetuskäytössä. Lienee kuitenkin selvää että helppokäyt-
töisyyteen tähtäävillä CAD-ohjelmilla, kuten TinkerCAD ja SketchUp on parem-
mat mahdollisuudet saavuttaa laajempaa suosiota perusopetuksessa. Tätä 
puoltaisi esimerkiksi se, ettei suurella osalla opettajakunnasta liene jatkossa-
kaan erityisiä ohjelmointivalmiuksia, jotka helpottaisivat merkittävästi tekstisyöt-
teisten ohjelmien käyttöönottoa. Lisäksi tekstisyötteen ohjelmakoodi sopii oppi-
laille vasta peruskoulun yläluokilta alkaen, vieläpä sellaisille oppilaille, joilla mie-
luusti jo olisi joitakin ohjelmoinnin valmiuksia. 
Vaihtoehtoiset teknologiat ovat kuitenkin vain siunaus, sillä tällöin ei tarvitse hirt-
täytyä käytön kannalta väärään työkaluun. Ohjelmoinnillisia CAD-ohjelmia voi-
daankin hyödyntää, jos niistä koetaan saatavan hyötyä. Kuten luvussa 8 esitet-
tiin, on niillä eräitä oppimisen ja opetuksen kannalta edullisia ominaisuuksia, sil-
lä ne yhdistävät matemaattista ajattelua, ohjelmoinnin käsitteitä ja visuaalisen – 
ja 3D-tulostukseen yhdistettynä myös fyysisen – maailman. Lähtökohdat mah-
dollistavatkin tekstisyötteisten CAD-ohjelmien käytön juuri näiden sisältöjen 
opetuksessa, erityisesti osana eheyttäviä kokonaisuuksia. 
Eräitä yksinkertaisimpia soveltamismahdollisuuksia ohjelmoinnillisten CAD-
ohjelmien opetuskäytössä voisi olla valmiiden suunnitelmien muokkaaminen. 
Muokattavat suunnitelmat voivat yksinkertaisimmillaan olla parametrisia ja muo-
kattavaksi tarkoitettuja (esim. Github 2016a). Tällaisten suunnitelmien muok-
kaaminen olisi käsitteellisesti uuden suunnitelman tekemistä helpompaa ja näin 
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ollen vähemmän opetuksen resursseja vievää. Näin tekstisyötteiset CAD-
ohjelmat voivat tarjoavat välineitä ohjelmoinnillisten sisältöjen, muuttujan käsit-
teen, mittakaavan sekä dynaamisen geometrian sisältöjen tarjoamista uudessa 
kontekstissa, ilman niiden kaiken toiminnallisuuden mukanaan tuomaa teknistä 
haastavuutta. Tämän tapainen käyttö mahdollistaisi myös opetuksen eheyttämi-
sen. 
Myös ohjelmien käyttö vain eräänlaisena ohjelmoinnillisena harjoituksena ope-
tuskokeilun mallin mukaisesti on mahdollista, eikä täysin perusteetonta, sillä sil-
loin ne tarjoavat erään mallin siitä, miten ohjelmoinnillista ajattelua on helppo 
soveltaa tietyn ohjelmointikielen käytön ulkopuolelle. Tällainen demokäyttö ei 
kuitenkaan hyödynnä tekstisyötteisten CAD-suunnittelun potentiaalia erityisen 
hyvin, mutta jonkinlaiseen matematiikan ja ohjelmoinnin yhteisopetukseen se 
saattaisi silti olla juuri oikea työkalu. 
Suurempikin vaikutus opetukseen on toki mahdollinen. Ohjelmien avoin lähde-
koodi mahdollistaa niiden mukauttamisen suomalaisen koulumaailman tarpei-
siin. Esimerkiksi OpenSCAD:in pohjalta olisi mahdollista kehittää suomenkieli-
nen opetuskäyttöön sovitettu ohjelma ja oppimateriaali. Se voisi olla valikoiltaan 
suomennettu OpenSCAD-editori proaktiivisella ohjeistuksella ja automaattisen 
tehtävien tarkistuksen mahdollistavalla lisäosalla, joka täsmentäisi ohjelman vir-
heviestejä. OpenSCAD:in notaatiota ei kuitenkaan käännettäisi, jolloin opitun 
sovellettavuus säilyisi vahvempana ja johdonmukaisuus ohjelmointikielien kon-
tekstissa säilyy vahvempana. Muutoksella ohjelman käytettävyys opetuksen 
kannalta paranisi nykyisestä merkittävästi ja mahdollistaisi myös esimerkiksi 
MOOC-tyyppisten kurssien järjestämisen. Mikäli käytettävyys ja mahdollinen 
kurssialusta saataisiin aikaiseksi, voisi tekniikka fasiloida vaikka kouluikäisille 
tarkoitettuja kilpailuja. 
Varmaa on kuitenkin, että teknologian kaikkialle tunkeutuva vaikutus saa entistä 
suuremman otteen myös peruskoulumaailmasta kuten ihmisistä yleisestikin. 
Koulutuksen tulisikin antaa nykyistä parempia valmiuksia teknistyvän maailman 
ja sen mutkikkaiden kokonaisuuksien hallintaan. Opettajan tulisikin työvälineitä 
pohtiessaan olla laajasti perehtynyt tarjontaan ja ymmärtää mitä mahdollisuuk-
sia eri työvälineillä opetuksen kannalta on. Tilanteissa, joissa ohjelmointiosaa-
miseltaan melko vahvalle oppilasjoukolle suunnitellaan eheyttävää kokonaisuut-
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ta, johon liittyy kappaleiden suunnittelua ja toteutusta esimerkiksi 3D-
tulostamisella, tarjoavat tekstisyötteiset CAD-ohjelmat erään varteenotettavan 
vaihtoehdon, joka ainutlaatuisella tavalla tuo matemaattisen ja ohjelmoinnillisen 
ajattelun osaksi prosessia. 
Tulevaisuuden maailmassa koulutus, suunnittelu ja teknologia vain vahvistavat 
asemiaan. Ne ovat megatrendejä. Tulevaisuuden työntekijän tulee olla diginatii-
vi elinikäinen oppija, jonka osaamisen tulee erottua globaalissa maailmassa. 
Tuotteiden valmistamisen työvoimavaltaisuuden vähentyessä niiden suunnitte-
lun rooli vahvistuu, joten tulevaisuuden osaajan tulisikin osata suunnittelun kiel-
tä. Opetuksen ainainen haaste onkin tarjota huomispäivän taitoja jo tänään. 
Tässä kontekstissa eheyttävä opetus, ohjelmoinnilliset CAD-ohjelmat ja digitaa-
linen valmistaminen näyttäytyvät yhdistelmänä, jota kannattaa harkita vakavasti. 
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11 Liitteet 
Liite 1,  Opetuskokeiluun liittyvä OpenJSCAD.org-materiaali 
OpenJSCAD.org  
OpenJSCAD.org on selaimessa toimiva CAD-ohjelma (Computer-Aided Design). Sillä 
voi suunnitella kolmiulotteisia kappaleita. OpenJSCAD.org on tekstipohjainen.  
Ohjeet:  
1. Mene selaimella sivulle www.openjscad.org  
2. Poista sivun oikeassa laidassa valmiiksi oleva koodi:  
3.  
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3. Kopioi koodikenttään seuraava (punaisella merkitty) koodinpätkä: 
 
function main() { //pääohjelma return Pallo();  
}  
//kappaleita 
function Kuutio() { //palauttaa kuution  
return cube({size: 4.4, center: true}); }  
function Pallo(){ //palauttaa pallon return sphere({r: 3, center: false});  
}  
//Lisäkappaleita 
function toinenPallo(){ // tuottaa toisen pallon  
return sphere({r: 2.5, center: true}); }  
function toinenKuutio(){ //tuottaa toisen kuution return cube({size: 2.8, center: false});  
}  
//toimintoja  
function erotus(kappale1, kappale2){ //palauttaa kappaleiden erotuksen return diffe-
rence(kappale1, kappale2);  
}  
function yhdiste(kappale1, kappale2){ //yhdistää kaksi kappaletta yhdeksi return uni-
on(kappale1, kappale2);  
}  
 
4. Paina SHIFT + Enter (päivittää näkymän vastaamaan koodia) 
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5. Nyt pitäisi näyttää seuraavalta: 
 
6. Kuviota voi kohdistaa ja käännellä hiirellä ja zoomata hiiren rullalla. 
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Ohjelmakoodin toiminta:  
Ainoa koodi, johon tarvitsee koskea on pääohjelmassa:  
function main() {  //pääohjelma  
return Pallo();  
}  
 
Koodi ”return Pallo();” tarkoittaa, että pääohjelma suorittaa (palauttaa suorittemelle) 
tehtävän seuraavasti:  
1. ”return” pääohjelma suorittaa (palauttaa suorittimelle) tehtävän  
2. ”Pallo()”, joka siis piirtää pallon.  
3. Puolipiste ”;” tarkoittaa, että enempää ei tarvitse suorittaa.  
 
 
Harjoitus 1.  
Koodissa on toimintoja, jotka vastaavat plus- ja minuslaskua.  
”yhdiste(kappale1, kappale2)” toimii kuten pluslasku, se saa ohjelman piirtämään mo-
lemmat kappaleet, jotka yhdistetoiminnon sisälle kirjoitetaan.  
 
Korvaa pääohjelman Pallo(); koodilla ”yhdiste(Pallo(), toinenPallo());” paina SHIFT + 
Enter näkymän paivittämiseksi  
 
 
Harjoitus 2.  
Toiminto ”erotus(kappale1, kappale2)” toimii kuten minuslasku. Se kovertaa 
jälkimmäisen kappaleen pois ensimmäisestä.  
 
Korvaa pääohjelman ”yhdiste(Pallo(), toinenPallo());” koodilla ”erotus(toinenKuutio(), 
Pallo());” paina SHIFT + Enter näkymän paivittämiseksi  
 
 
Kappaleet:  
Ohjelmakoodissa toimii tällä hetkellä neljä erilaista kappaletta. Ne ovat:  
1. Kuutio()  
2. Pallo() 
3. toinenKuutio() 
4. toinenPallo() 
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Tehtävä 1.  
Piirrä seuraava kappale:  
 
 
Tehtävä 2.  
Piirrä seuraava kappale:  
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Bonus:  
Miten saat ohjelman piirtämään kaikki neljä kappaletta?  
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Liite 2. Havainnointirunko 
 Oppilas Opettaja 
Tuntisuunnitelma: 
Minkälainen tuntisuunnitelman to-
teutunut rooli oli oppitunnin aikana? 
Minkälainen oppi-
laan roolista muo-
dostui tunnin aika-
na? 
Minkälainen opetta-
jan roolista muodos-
tui tunnin aikana? 
Tuntisuunnitelma: Mitä asioita 
tunnissa tai suunnitelmassa olisi 
mahdollisuus muuttaa tarkoituk-
senmukaisemmaksi? 
Mitkä asiat olivat 
oppilaiden kannalta 
innostavia? 
Mitkä asiat olivat 
opettajan kannalta 
innostavia? 
OpenJSCAD.org: Millaisia toimin-
nan keskeyttäviä virhetiloja ohjel-
maan tuli? 
Mikä oli oppilaille 
haasteellista? 
Mikä oli opettajalle 
haasteellista? 
OpenJSCAD.org: Millaista oli op-
pilaiden ja ohjelman vuorovaiku-
tus? 
Milloin oppilaat pyy-
sivät apua? 
Milloin opettaja olisi 
voinut tukea oppilai-
den oppimista 
enemmän? 
OpenJSCAD.org: Tuottiko ohjel-
man kieli ymmärtämisen vaikeuk-
sia. 
Missä kohdissa op-
pilaat pärjäsivät 
helposti ja vähällä 
vaivalla? 
Missä kohdin opet-
taja tuki oppilaiden 
oppimista? 
 Mitä tunteita oppi-
laassa heräsi? 
 
 Minkälainen moti-
vaatio oppilailla oli? 
 
 Minkälaisia ymmär-
ryksen hetkiä tunnil-
la oli? 
 
 Miten kauan oppi-
lailla kesti ongel-
man ratkominen? 
 
 
Liite 3. Kyselykaavake 
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1. Kuvaile ohjelmointiosaamistasi. 
 
 
2. Mitä voisit oppia 3D-mallinnuksen avulla? 
 
 
 
3. Oliko harjoitus helppo? 
 
Liian  1 2 3 4 5 Liian 
helppo      vaikea 
 
4. Oliko harjoitus mielenkiintoinen? 
 
Ei lainkaan  1 2 3 4 5 Todella 
mielenkiintoinen      mielenkiintoinen 
