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Temperaturni senzor je eden izmed osnovnih in najbolj uporabljanih tipal v 
elektrotehniki. V diplomski nalogi ja opisan program za temperaturni senzor AT30TS74. Že 
vnaprej kalibriran senzor lahko meri od –55 do 125 stopinj z 0,125 stopinje natančno. 
AT30TS74 je v nalogi predstavljen kot podrejena naprava, njegova nadrejena naprava pa je 
nrf52840. 
Naloga je razdeljena na dva dela. Prvi del vsebuje poznavanje I2C komunikacije in 
sestavo gonilnika za temperaturni senzor. Gonilnik bo v vseh prihajajočih projektih omogočal 
programiranje senzorja s funkcijami, ki jih lahko uporablja kdorkoli ne glede na poznavanje 
same naprave. Senzor ima štiri registre. Prvi je namenjen samo za branje, saj vsebuje podatke 
o temperaturi. Ostali trije registri so namenjeni za različne nastavitve, ki jih senzor ponuja. Za 
upravljane teh nastavitev je tukaj gonilnik. Ta vsebuje vse potrebne funkcije, da lahko na lahek 
in hiter način spreminjamo vrednosti registrov.  
Drugi del naloge opisuje program, ki vsebuje integracijo gonilnika v realni projekt. 
Operacijski sistem in okolje sta bila že pripravljena. Cilj je bil narediti logiko pridobivanja 
podatkov s pomočjo mojega gonilnika. Uporabniku sem nastavil dve možnosti pridobivanja 









The temperature sensor is one of the basic and most widely used sensors in electrical 
engineering. This diploma describes the program for the temperature sensor AT30TS74. This 
pre-calibrated sensor, can measure from -55 to 125 degrees, with 0.125 degrees accuracy. 
AT30TS74 is presented as a slave device, to its parent device, nrf52840. 
Task is divided into two parts. The first part contains knowledge of I2C communication 
and the composition of the driver for the temperature sensor. In all upcoming projects, the driver 
will allow user to program the sensor with functions, that can be used by anyone, regardless of 
the knowledge of the device itself. Sensor has four registers. The first, temperature register, is 
read-only, as it contains temperature data. The other three registers, are designed for the 
different settings that sensor offers. Driver contains all the necessary functions so that we can 
change the values of the registers in an easy and fast way. 
The second part of the task describes a program that includes the integration of the driver 
into a real project. The operating system and environment were already set up. My task was to 
make the logic of retrieving data using my driver. I have set the user two options for obtaining 
temperature data, he can obtain it periodically or once by pressing a button. 
 
 




1  Uvod 
Temperatura je fizikalna lastnost, ki izraža, ali je nekaj hladno ali toplo. Ljudje imamo 
občutek za temperaturo, pa vendar jo težko natančno določimo. Poznamo različne lestvice, 
najpogosteje uporabljene so Celzijeva, Fahrenheitova in Kelvinova. 
Za merjenje temperature se uporablja termometer. Ti lahko uporabljajo različne elemente, 
katerih fizikalna lastnost se spreminja v odvisnosti od temperature. Eno najbolj znanih snovi za 
analoge naprave je živo srebro, katerega prostornina se spreminja glede na temperaturo. Pri 
digitalnih termometrih pa se uporabljajo termočleni, elementi s temperaturno odvisnostjo in 
polprevodniški elementi. Te naprave in elementi generirajo napetost v odvisnosti od 
temperature. Tako s pomočjo napetosti in analogno-digitalnega pretvornika  pridobimo binarni 
zapis temperature.[1] 
Cilj naloge je delujoč program, ki zadostuje naročniku in njihovim standardom, prav tako 
pa izboljšanje znanja programiranja v C jeziku.
 
7 
2  Temperaturni senzor AT30TS74 
AT30TS74 je natančni temperaturni merilnik za merjenje v različnih razmerah, kjer je 
potrebna meritev okolja blizu same naprave. Senzor vsebuje natančen digitalni temperaturni 
senzor, možnost programiranja zgornje in spodnje meje temperaturnega alarma ter I2C in SMB 
v enem samem majhnem ohišju.  
Meritve senzorja lahko segajo od –55 do 125 stopinj. Rezultati digitalnih meritev so 
zapisani v enega izmed notranjih registrov. Te se lahko bere kadarkoli s pomočjo serijskega 
vmesnika naprave.  
AT30TS74 uporablja prilagodljive, uporabniško nastavljive registre. S pomočjo 
nastavljanja registrov lahko konfiguriramo delovanje in odzivnost naprave na nizke in visoke 
temperature. Namenski izhod za upravljanje alarma se aktivira, kadar je meritev temperature 
presegla mejo, ki si jo nastavi uporabnik. Za zmanjšanje porabe energije nam AT30TS74 
ponuja način izklopa. Ta način izklopi celotno notranje vezje razen napajanja za ponovni vklop 
in serijskega vmesnika.  
AT30TS74 že vnaprej kalibrira proizvajalec in ne potrebuje zunanjih naprav za dodatne 
meritve. 
Slika 2.Napaka! Če želite 
uporabiti 0 za besedilo, za katerega 
želite, da se pojavi tukaj, uporabite 
zavihek »Osnovno«..1: AT30TS74 
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Kot že omenjeno, ima vsaka slave naprava svoj unikaten 7-bitni naslov. Da nadrejeni 
lahko dostopa do AT30TS74, mora na začetku poslati START bit. Temu sledi sam naslov 
naprave. V našem primeru ima AT30TS74 začetne štiri bite vedno enake 1001. Naslednje tri 
pa določimo pri načrtovanju samega vezja. To storimo na vhodih A0-A2. Vhodom s pomočjo 
dvižnih uporov določimo visoki ali nizki nivo. Tak način konfiguracije naslova nam z lahkoto 
prepreči, da bi imeli dve napravi enak naslov.  
Naslovu sledi bit, ki bo povedal, ali nadrejeni želi brati iz naprave ali pisati nanjo. 
Pravilno poslan naslov pa nam slave sporoči s potrditvenim bitom.[2] 
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3  I2C komunikacija 
Temperaturni senzor za komuniciranje uporablja protokol I2C. V večini se uporablja za 
priključene naprave z nizko hitrostjo delovanja na procesorje in mikrokrmilnike pri kratkih 
razdaljah. Protokol je primeren za take naprave zaradi svoje preproste uporabe in prav tako 
izdelave. Seveda pa pri tem izgubimo visoko hitrost. Prednosti uporabe I2C-ja so tudi možnost 
priključitev več naprav na en mikrokrmilnik. Naprave so med seboj povezane z dvema linijama, 
s podatkovno (SDA) in urin signalom (SCL). Dve liniji pomenita tudi samo dva vhoda/izhoda 
za prenos podatkov. SDA linija je namenjena prenosu podatkov, SCL pa predstavlja uro za 
usklajeno pošiljanje in branje podatkov. I2C uporablja dva odprta kolektorja ali dva odprta 
ponora. Obe liniji sta vezani na visoki nivo preko upora. Ta je po navadi okoli 10 k upornosti. 
Napetosti se gibajo okoli 3.3 V do 5 V. Hitrosti prenosa je okoli 100 kbit/s do 400 kbit/s, lahko 
pa segajo vse tja do 3,4 Mbit/s. [3] 
Vodilo ima dva različna nivoja, nadrejeno in podrejeno napravo. Med seboj se 
pogovarjata s 7-bitnim naslovnim zapisom.  
•  Nadrejeni generira uro in začenja komunikacijo s podrejenim. 
•  Slave sprejema uro in se odzove na naslov, ki ga pošlje nadrejeni.  
Med delovanjem se lahko nadrejeni in podrejeni tudi izmenjata, v primeru da je poslan 
stop bit. Vodilo nima samo 0 in 1 podatkovnih bitov, ampak tudi Začetni in Končni signal, ki 
se po obliki razlikujeta od vseh ostalih.  
Nadrejeni za začetek prenosa pošlje začetni signal. Temu sledi sedemmestni naslov 
podrejenega, s katerim se želi pogovarjati. Takoj po naslovu sledi samostojni bit, s katerim 
nadrejeni pove podrejenemu, ali želi iz njega brati ali na njega pisati. Nizki nivo ali 0 pomeni 
pisati. Visoki nivo ali 1 pa pomeni brati. Nadrejeni dobi odgovor s potrditvenim bitom ACK. 
Ta nam pove, da imamo podrejeno napravo s poslanim naslovom priključeno na vodilo. V 
nasprotnem primeru nadrejeni dobi odgovor z bitom NACK. Tak odgovor pomeni, da naprava 
ni priključena na vodilo ali pa kličemo napačen naslov.  
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4  Registri in nastavitve 
AT30TS74 ima štiri registre in en kazalni register. Kazalni register kaže na enega izmed 
ostalih štirih. S tem določimo, kateri register bo uporabljen v določenem trenutku. Vsak izmed 
registrov ima svoje funkcije. 
 
4.1  Temperaturni register 
Temperaturni register je namenjen samo za branje. Iz njega lahko preberemo 
temperaturno vrednost, ki se konstantno posodablja. Za branje temperature v kazalni register 
vpišemo vrednost 0 × 00. AT30TS74 nam vrne 16-bitno število. Podatki so predstavljeni v 
dvojiškem komplementu in so odvisni od izbrane resolucije v registru konfiguracije. Od 9 do 
12 bitov je namenjenih za zapis temperature, vsi ostali biti z najmanjšo težo so vedno 0. 
Vrednost lahko preberemo v katerem koli trenutku in ne vpliva na delovanje naprave. 
Najpomembnejši bit naprave ali 15. bit je namenjen za predznak. 0 predstavlja pozitivno število 
in 1 predstavlja negativno število. 
Slika 4.Napaka! Če želite uporabiti 0 za besedilo, za katerega želite, da se pojavi tukaj, uporabite 




TD na sliki (4.2) predstavlja podatke o temperaturi. 
4.2  Register konfiguracije 
Register konfiguracije omogoča nastavljanje različnih nastavitev, ki jih senzor ponuja. Ta 
register je 16-bitni, vendar se uporablja samo za bite od 8 do 15. Biti od 0 do 7 so rezervirani 
in se jih ne uporablja. Ob prižigu ali ponovnem zagonu senzorja se vrednost registra postavi na 
0 × 00. To velja v primeru, kadar senzorju odvzamemo napajanje. 
 
Slika 4.2: Zajem podatkov o temperaturi 
Slika 4.3: Register konfiguracije 
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4.2.1  Shutdown 
Zaustavitveno ali shut down stanje predstavlja bit 8. Z logičnimi stanji 1 in 0 operiramo 
stanje naprave. Privzeto stanje je 0, kar pomeni, da senzor deluje in opravlja meritve 
temperature. Ob spremembi stanja v logično 1 naprava opravi zadnjo temperaturno meritev do 
konca in gre v zaustavitveno stanje. V tem stanju se izklopi vse razen serijske povezave in 
vezave za ponastavitev ob vklopu. 
4.2.2  Alarm 
Alarm termostat stanje predstavlja bit 9. Tukaj se določi, v kakšnem stanju bo deloval 
alarm naprave. Privzeto stanje je 0, kar pomeni, da je vklopljeno primerjalno stanje. Logična 1 
pa predstavlja prekinitveno stanje.  
 
Primerjalni način 
Primerjani način spremeni stanje izhoda iz 1 na 0 ali obratno samo takrat, ko temperatura 
preseže eno izmed limit. Ko naprava deluje v tem načinu, opozorilni pin preide v aktivno stanje, 
ko temperatura preseže zgornji limitni nivo. Stanje ostane aktivno, dokler izmerjena 




Prekinitveni način postavi opozorilni pin v aktivno stanje, ko temperatura preseže eno 
izmed temperaturnih limit. Opozorilni pin ostane v aktivnem stanju ne glede na temperaturo. 
Podatki v času aktivnega stanja ne vplivajo na opozorilno. V mirujoče stanje preide, kadar se 
prebere katerikoli register naprave. 
4.2.3  Polariteta alarma 
Polariteta opozorilnega pina je določena z desetim bitom. Ko je na tem bitu logična 0, 
opozorilni pin deluje aktivno na nizkem nivoju.  Logična 1 spremeni delovanje tako, da je pin 
aktiven na visokem nivoju. 
4.2.4  Napaka prekoračitve 
Napaka prekoračitve se zgodi, kadar izmerjena temperatura preseže vrednost limitnega 
nivoja. Z 11. in 12. bitom določamo število napak, ki se morajo zgoditi, preden se vklopi 
opozorilni pin. Privzeta vrednost je 0. Pri tej vrednosti je število prekoračenih napak 1. V takem 
primeru se vklopi opozorilni pin že ob prvi izmerjeni temperaturi, ki presega limitni nivo. Na 




4.2.5  Resolucija meritve 
13. in 14. bit se uporabljata za nastavitev merilne resolucije. Štiri različne možnosti 
omogočajo nastavitev visoke natančnosti ali hitre meritve.  
4.2.6  One-Shot način 
One-Shot temperaturna meritev se vklopi na 15. bitu. Kadar se vpiše logična 1 in je 
AT30TS74 v zaustavitvenem stanju, naprava opravi eno meritev. Ko se temperatura zapiše v 
register, se AT30TS74 vrne v zaustavitveno stanje in postavi logično 0 na 15. bit. Postavitev 
logične 1 v primeru, ko naprava ni v zaustavitvenem načinu, ne naredi ničesar in spremeni 
vrednost na 0. 
4.3  Visoki in nizki limitni register 
16-bitna limitna registra sta namenjena uporabniku, da lahko nastavlja zgornjo in spodnjo 
mejo za temperaturni alarm. Temperaturna vrednost je zapisana enako kot pri temperaturnem 
registru. Natančnost zapisovanja in primerjanja je odvisna od registra konfiguracije. Privzeta 
vrednost za visoko limito je 0 × 5000 ali 80 stopinj, za nizko pa 0 × 4B00 ali 75 stopinj. Ob 
vsakem priklopu je tako potrebno ponovno nastaviti temperaturne limite. Vrednost visokega 
nivoja mora biti vedno višja od nizkega. V nasprotnem primeru opozorilni pin deluje 
nepredvidljivo oziroma naključno. Vsako spreminjanje katerekoli limite bo izbrisalo vse 
prekoračene napake in pričelo šteti od začetka. 
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5  Gonilnik 
Naloga je razdeljena na dva dela. Pri del naloge predstavlja gonilnik za temperaturni 
senzor AT30TS74. V tem delu se nahajajo vsi podatki in vse funkcije, ki imajo opravka z 
delovanjem naprave. Drugi del pa predstavlja integracijo in uporabo tega merilnika. Preko BLE 
se bo prenašalo podatke na mobilni telefon. 
Gonilnik ali knjižnica za temperaturni senzor predstavlja sklop vseh ali večine funkcij, ki 
jih naprava ponuja. Namen gonilnika je, da olajša uporabo naprave v različnih projektih. S tem 
se izognemo prebiranju podatkovnih datotek naprave pri vsakem novem projektu. Prednost se 
pokaže tudi pri kasnejšem programiranju glavne kode. S pomočjo gonilnika magične številke 
in besede, ki jih naprava uporablja, dobijo imena. Temu so namenjene funkcije, parametri in 
define direktive. Tako vsak skupek logičnih nivojev pridobi ime, ki ga predstavlja. V projektu 
sem tudi poimenoval večino spremenljivk, funkcij in različnih podatkovnih tipov z začetnim 
imenom naprave. Tako v primeru uporabe različnih naprav in njihovih knjižnic dobimo 
funkcije, ki jih lahko hitro ločimo in se znebimo enakega poimenovanja.   
5.1  AT30TS74.h 
Projekt sem začel pri zaglavni datoteki. Vsebuje deklaracije in makro definicije, ki jih 
kasneje lahko uporabimo v različnih izvornih datotekah. Obstajata dve različni vrsti zaglavnih 
datotek, uporabniško narejena in tista, ki jo ima prevajalnik že vnaprej definirano. S pomočjo 
define direktiv sem zapisal naslov naprave in njene registre. Define direktive omogočajo 
deklaracijo vrednosti znotraj naše datoteke. Pomagajo pa tudi pri sami preglednosti, saj 
vrednosti lahko dodamo besedni pomen za lažjo uporabo. [4] 
 
Slika 5.1: Define direktive za registre 
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Vrednost 0 × 00 predstavlja temperaturni register. V nadaljevanju bomo uporabljali ta 
register kot parameter v funkcijah. Namesto da uporabljam števila, lahko sedaj vpišem 
TEMPERATURE_REGISTER, ki sedaj predstavlja vrednost 0 × 00. Za nastavljanje in uporabo 
različnih načinov delovanja naprave se uporablja 16-bitni register konfiguracije. Vsaka funkcija 
tega registra ima svoj sklop define direktiv. 
 
Sklopi so sestavljeni iz pozicije bita, maske in poimenovanja. 25. vrstica predstavlja 
pozicijo bita v registru konfiguracije. 26. in 27. vrstici imata enako vrednost, vendar sem zaradi 
lepše preglednosti in natančnejših poimenovanj zapisal dve vrstici. Tak način zapisovanja sem 
uporabil pri vseh šestih funkcijah, ki jih register ponuja. 
»Typedef«  je uporabniško definiran tip, ki se uporablja, kadar hočemo ustvariti novo ime 
za drugačne že obstoječe tipe podatkov. Uporablja se predvsem pri uporabniško definiranih 
tipih podatkov, kadar je tip podatkov preveč zapleten. Vse skupaj pomaga za lažji in čistejši 
zapis programa. [5] 
Struktura je sestavljena deklaracija podatkovnega tipa, ki združuje različne spremenljivke 
pod novim skupnim imenom. Spremenljivke, shranjene pod skupnim imenom, predstavljajo del 
pomnilnika, ki nam omogoča dostop do spremenljivk z enim samim kazalcem ali strukturnim 
imenom. Struktura lahko vsebuje različne tipe in velikosti podatkov. [6] 
Typdef tako lahko uporabimo, da dodamo ime novemu definiranemu podatkovnemu tipu. 
Ko povežemo skupaj typedef in strukturo z nekim imenom, lahko tako deklariramo 
spremenljivke, tip te strukture. 
V programu sem uporabil samo eno strukturo. Poimenoval sem jo AT30TS74_context. 
Struktura vsebuje podatke vseh vrst, ki jih bodo funkcije potrebovale. Strukturo se bo tako lahko 
posredovalo kot en sam parameter vsem funkcijam. Končni uporabnik bo tako vedno podal en 
Slika 5.2: Primer maskiranja 
Slika 5.3: Struktura AT30TS74_context 
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sam parameter, ki bo vseboval vse potrebne podatke. Primer podatka je naslov naprave. Vsaka 
funkcije bo za prenos podatkov potrebovala naslov. Ta je shranjen v AT30TS74_context 
strukturi in je podan vsaki funkciji. Tak način nam predvsem omogoča lažje programiranje z 
več napravami. Strukture lahko samo oštevilčimo ali spremenimo njihova imena v nam jasnejši 
pomen. Imena spremenljivk tako ostanejo enaka. Struktura nam omogoča tudi preglednost pri 
sortiranju spremenljivk med različnimi tipi ali njihovimi funkcijami. Različne strukture ali 
podstrukture lahko predstavljajo različne sklope podatkov. Primer med podatki strukture je 
podatkovni tip AT30TS74_status. Ta predstavlja nov definiran tip, in sicer poštevanje. 
Oštevilčeni tip (Enumerat) je uporabniško definiran podatkovni tip, ki vsebuje konstante 
vrednosti, imenovane elementi. Tem vrednostim lahko dodamo imena. Tako kot strukturi lahko 
tudi tukaj dodamo več konstant. Vsak element ima tako svoje število. Število mora biti celo. 
Elementom lahko podamo vrednosti 0, 1, 2, 3, 4, 5 … Kadar pa elementom ne podamo 
vrednosti, se vrednost vsakega naslednjega elementa brez podane vrednosti poveča za +1. 
Kadar prvemu elementu ne podamo vrednosti, se štetje elementov prične z 0. [7]
 
Tukaj je oštevilčen tip poimenovan AT30TS74_status, ki predstavlja tip podatkov, ki ga 
bodo uporabljale funkcije. Funkcije bodo vračale AT30TS74_OK ali AT30TS74_ERROR. S 
pomočjo tega bomo lahko hitro ugotovili, ali funkcija dela pravilo ali ne. Predvsem pa pomaga 
pri razhroščevanju in integraciji v nove in predvsem večje projekte.  
Pred definiranjem samih funkcij je potrebno te deklarirati. Prevajalnik do tako vedel, 
kakšne vrste je rezultat funkcije in katere parametre je potrebno podati pri klicu funkcije. 
Deklaraciji funkcije lahko rečemo tudi prototip. Deklaracijo funkcije napišemo v zaglavno 
datoteko. Deklarira se jo lahko tudi v izvorni datoteki, vendar zaradi preglednosti in lažje 
uporabe v prihodnjih projektih to storimo v zaglavni datoteki. 
 
Slika 5.4: Oštevilčen tip za napake 
Slika 5.5: Funkcije gonilnika 
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5.2  AT30TS74.c 
Naslednja datoteka se imenuje izvorna datoteka. Tukaj je v kodi definiranih 14 funkcij. 
Ena izmed najpomembnejših je funkcija za inicializacijo. Ta funkcija naj bi se vedno uporabila 
prva, saj vsebuje potrebne podatke in opravi vse potrebno za pravilno delovanje naprave. Tukaj 
AT0TS74_Init funkcija sprejme samo dva parametra AT30TS74_context* dev in uint8_t 
dev_addr. Prvi parameter sprejme strukturo tipa AT30TS74_context. Kot je že omenjeno, pri 
sami strukturi je to zelo pomemben in osrednji del celotnega gonilnika. Drugi parameter pa 
sprejme 8-bitno pozitivno celo število, ki predstavlja naslov te naprave. Naslov naprave je 
pomemben pri prenosu podatkov preko I2C komunikacije. Vsaka funkcija se prične z IF 
stavkom, kjer preverimo, ali AT30TS74_context* dev vsebuje vsaj en element, saj upravljanje 
s praznimi vektorji ni zaželeno. Če struktura ni prazna, nato opravimo zapis parametra, naslov 
naprave v strukturo, kjer bo tako kasneje vedno na voljo. Tukaj se lahko nastavlja vse vrste 
registrov, ki so pomembni za delovanje same naprave. AT30TS74 ob vklopu opravi vse 
namesto nas in so tako privzete vrednosti zadovoljive za normalno delovanje naprave.  
 
Prvi izmed registrov je temperaturni register. Funkcija za branje temperature se imenuje 
AT30TS74_Read_Temp. Vsebuje dva parametra. Eden izmed parametrov je podatek o 
temperaturi tipa float. Podani parameter predstavlja kazalec, s katerim določimo naslov, na 
katerega se bo zapisal podatek o temperaturi. AT30TS74_I2C_Read preko I2C komunikacije 
prebere podatke iz temperaturnega registra in jih zapiše v data spremenljivko. Funkcija bo 
opisana kasneje.  
Podatek o temperaturi je podan kot 16-bitni zapis. Pretvorba dvojiškega zapisa v desetiški 
zapis ne izpiše temperature, zato je potrebna pretvorba na drugačen način. 
Slika 5.6: Funkcija za inicializacijo 




Prvi štirje biti v vsakem načinu predstavljano logično nič, zato se na začetku odstrani te 
štiri bite in se spremeni v celoštevilski podatkovni tip. Sedaj biti od 10 do 0 predstavljajo zapis 
podatkov, 11. bit pa predznak temperature. Z naslednjim IF stavkom preverim, ali je zapis 
podatkov večji od 2047. Če je število večje, pomeni, da je temperatura negativna. Številom, ki 
so večja, se tako odšteje 4096. S tem dobimo negativna in pozitivna števila glede na podatek 
11. bita. Če dobimo zapis 1, pomeni, da je temperatura 0,0625 stopinj. Glede na ta podatek sem 
množil pridobljeno število z 0,0625 in zapisal v novo spremenljivko tipa float.  
 




S to funkcijo lahko preberemo temperaturo v danem trenutku, kadar je senzor v 




Tukaj lahko določimo resolucijo prebrane temperature. Za nastavitev imamo na voljo 2 
bita, kar omogoča štiri različne resolucije. Funkcija sprejme parameter uint16_t resolution, 
kamor lahko vpišemo vnaprej pripravljene vrednosti z imenom RESOLUTION_x_BIT, kjer x 




S pomočjo te funkcije lahko nastavljamo detekcijo prekoračitve temperaturnih limit, ki si 
jih je uporabnik nastavil. Tako kot pri prejšnji funkciji imamo na voljo 2 bita in tako štiri 
različne načine, ki jih lahko vstavimo v parameter uint16_t limit. Možni parametri so 




Ta funkcija vklopi prekinitveni način in izklopi primerjalni način. Kaj naredi prekinitveni 




Tukaj se vklopi primerjalni način in izklopi prekinitveni način. Kaj naredi primerjalni 





• AT30TS74_ShutdownModeEnable in AT30TS74_ShutdownModeDisable 
 
S funkcijama uporabnik upravlja z zaustavitvenim načinom. Prva funkcija postavi 
napravo v zaustavitveni način, druga pa jo postavi v normalno stanje. 
 
 Vse funkcije so sestavljene na zelo podoben način. Funkcije vzamejo 
AT30TS74_context parameter in vračajo AT30TS74_status. V sami funkciji se najprej prebere 
register. S tem zagotovimo, da bodo podatki registra, ki jih ne bomo spremenili v tej funkciji, 
ostali enaki. Nato prebranemu 16-mestnemu zapisu spremenimo 1 ali 2 bita s pomočjo funkcije 
AT30TS74_bfi. Ta funkcija nam omogoča, da zamenjamo poljubno število med seboj sosednjih 
bitov z novimi vrednostmi. Pri tem pa ostali biti ostanejo nespremenjeni. Funkcija vrača 
uint16_t podatek, ki predstavlja nov niz podatkov, ki ga lahko zapišemo v register.  
 
Za spremembo podatkov registra sem naredil že omenjeno funkcijo AT30TS74_bfi. S 
pomočjo te funkcije lahko zamenjamo samo en bit in za to porabimo samo eno vrstico kode. 
Tako ostane sprememba spremenljivke zelo pregledna in berljiva, zaradi česar se napake lahko 
hitro odpravijo. Funkcija sprejme štiri parametre. Prvi parameter je stara vrednost registra. 
Drugi je vrednost, ki jo želimo zapisati v register. V tem primeru to predstavljajo maske, ki sem 
jih zapisal v zaglavni datoteki. Tretji parameter je število bitov, ki jih želimo spremeniti. Pri 
večjem številu se vsi spremenjeni biti vedno držijo skupaj. Z zadnjim parametrom pa povemo, 
na kateri poziciji želimo ta bit spremeniti. Če spreminjamo več bitov, bo pozicija predstavljala 
največji bit. Pri tem parametru se uporablja pozicijske define direktive iz zaglavne datoteke, ki 
imajo končnico Pos. Pos predstavlja pozicijo bita. 
 
Zapisana je tudi funkcija AT30TS74_bfx, ki pa prav tako lahko spremeni katerikoli bit, 
vendar samo v logično 1. Ta funkcija je bila uporabljena med samim pisanjem in testiranjem 
kode. V končni različici ta funkcija ni uporabljena. 
 
Register konfiguracije omogoča zaustavitveni način. Kadar je naprava v tem stanju, se 
ustavi tudi merjenje temperature. Če sedaj preberemo temperaturo z AT30TS74_Read_Temp 
funkcijo, bo ta vračala isti podatek, dokler bo naprava v zaustavitvenem stanju. Zato moramo 
za branje temperature v tem primeru uporabiti AT30TS74_one_shot_enable. Tukaj združimo 
funkcijo za normalen zapis na register konfiguracije in AT30TS74_Read_Temp. Najprej 
preberemo register. Sledi IF stavek, ki preveri, ali je naprava v zaustavitvenem stanju, kar je za 
delovanje potrebno. Kadar je to resnično, lahko v register konfiguracije zapiše logično 1 na 
najpomembnejši bit ali skrajno levi bit. Kadar je ta bit na 1, se naprava prebudi, opravi meritev, 
zapiše vrednost v temperaturni register in se vrne v zaustavitveno stanje. Po končani meritvi 
samo preberemo vrednost registra in to preračunamo v temperaturo kot pri 




Posebna funkcija je tudi funkcija za nastavljanje limit. Tukaj zapisujemo vrednosti 
visokih in nizkih limit na preostala dva registra. Kot pri temperaturnem registru je tukaj zapis 
vrednosti na registru enak. Vendar namesto branja tukaj zapisujemo v register.  Funkcija 
sprejme float vrednosti. Te vrednosti je potrebno pretvoriti v pravilen zapis. To je opravljeno 
na podoben način kot pri AT30TS74_Read_Temp funkciji. Tukaj je vrstni red pretvorbe 
obrnjen, saj namesto branja tukaj zapisujemo v register. Vrednosti se zapišejo v strukturo, da 
so nam lahko globalno dosegljive. 
5.3  AT30TS74_Port.h in AT30TS74_Port.c 
Pri funkcijah v AT30TS74.c datoteki sem za prenos podatkov po I2C vodilu uporabljal 
funkciji AT30TS74_I2C_Write in AT30TS74_I2C_Read. Za definiranje in upravljanje s tema 
dvema funkcijama sem naredil nov par datotek AT30TS74_Port.c in AT30TS74_Port.h. Tukaj 
se zapišejo funkcije, katerih definiranje je odvisno od procesorja. Glede na izbiro procesorja 
mora uporabnik spremeniti funkciji. Tako ima končni uporabnik opravka samo z dvema 
funkcijama in dvema datotekama. 
Za procesor sem izbral Nordic nrf52840. V prevajalniku tako določimo izbrani procesor. 
Prevajalnik nam nato sam doda pravilne knjižnice, ki jih potrebujemo za programiranje. 
V izvorni datoteki je najprej definirana funkcija za branje podatkov 
AT30TS74_I2C_Read. Funkcija sprejme tri parametre. Prvi je AT30TS74_context struktura, 
ki vsebuje naslov naprave. Naslednji predstavlja register, iz katerega bodo podatki prebrani in 
zapisani v tretji parameter, ki predstavlja kazalec. Na začetku nastavimo predpomnilnik za zapis 
podatkov in nato kličemo funkcijo I2C_read. Kot rečeno, podane podatke zapišemo v Data 
predpomnilnik. Prebrani podatki pa so obrnjeni, LSB in MSB sta zamenjana med seboj, zato je 
potrebna menjava bajtov.  
Funkcija AT30TS74_I2C_Write ima podobno strukturo kot AT30TS74_I2C_Read. Za 
zapis preko I2C vodila je uporabljena funkcija I2C_Write. Vendar je v tem primeru potreben 
premik in menjava podatkov pred klicem funkcije. Podatke seveda menjavamo v ravno obratno 
smer kot pri AT30TS74_I2C_Read. 
 
Pri menjavi procesorja bi bila potrebna samo sprememba funkcij I2C_read in I2C_Write, 
v nekaterih primerih verjetno tudi sam zamik podatkov, da sestavimo pravilen vrstni red 
podatkov. Vendar na tak način prenos naprave iz projekta v projekt ali pri menjavi celotne 
platforme precej olajšamo in naredimo preglednejšega. 
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6  Integracija gonilnika 
Drugi del naloge vsebuje uporabo knjižnice za AT30TS74 v projektu. V že vnaprej 
pripravljenem okolju sem uporabil knjižnico iz prvega dela naloge. Pripravljeno okolje je 
vsebovalo strukturo in funkcije za povezovanje z bluetoothom. Potrebna je bila integracija 
branja temperature in nastavitev temperaturnih limit preko bluetootha. Za pogovarjanje in 
upravljanje preko bluetootha sem uporabljal Nordicovo aplikacijo. Tam sem lahko bral in 
pošiljal podatke. Deluje kot nekakšna univerzalna aplikacija za komuniciranje z bluetooth 
napravami. 
Povezava med aplikacijo, pripravljenim okoljem in programom se dogaja v funkciji 
TEMP_service_handler. Pri bluetoothu poznamo tri različne dogodke za interakcijo med 
telefonom in napravo. To so Obvestilo, Prebrati in Pisati. Dogodek za prebiranje opravi prikaz 
podatkov. Dogodek za pisanje pošilja podatke v aplikacijo. Dogodek za obvestilo pa velja kot 
nekakšno stikalo za branje podatkov. Ta ne prebere podatkov samo enkrat, ampak toliko krat, 
dokler tega dogodka ne pošljemo ponovno in s tem izklopimo povezavo. Ko se zgodi eden 
izmed dogodkov, pridemo v funkcijo TEMP_service_handler. Tukaj dogodku določimo, katero 
navodilo se bo zgodilo v tej temperaturni nalogi ali tako imenovani datoteki “temperature task”.  
 
Kadar je bil podan dogodek za obvestilo, funkcija vstopi v primer 
BLE_S_TEMP_EVT_NOTIF_ON. Sedaj v strukturo za navodila temp_instruction_s zapišemo 
TEMP_PERIOD_ON. Kadar je potrebno zapisovanje podatkov, se s tem korakom tudi ti 
prenesejo v temp_instruction_s. Navodila povedo, kaj se v tem primeru dogaja s senzorjem in 
kaj bo program zahteval od tega. V primeru, da se dogodek zgodi, se uporabi funkcija 
xQueueSendFromISR, ki pošlje navodilo v FIFO medpomnilnik. 
 
Osrednja funkcija temperaturnega naloge je TEMP_task. Ta vsebuje integracijo 
temperaturnega senzorja. Na začetku je potrebno senzor inicializirati. Zaradi željene nizke 
porabe se takoj po inicializaciji senzor postavi v zaustavitveni način. Temu sledi neskončna 
zanka znotraj naloge. Na začetku funkcija xQueueReceive vedno prebere FIFO medpomnilnik, 
ki vsebuje navodila, poslana iz TEMP_service_handler funkcije, kadar je medpomnilnik prazen 
in se je iztekel čas, ki je bil podan v parameter v milisekundah. Na samem začetku nastavim ta 
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čas na portMAX_DELAY. V tem primeru funkcija čaka na navodilo ne glede na pretečen čas. 
S pomočjo odločitvenega stavka razvrstimo naloge na devet primerov. Vsak primer opravlja 




V tem primeru program prebere in pošlje uporabniku trenutno temperaturo. Kadar je 
tipalo v zaustavitvenem stanju, se izvede funkcija AT30TS74_one_shot_enable, v nasprotnem 
primeru pa AT30TS74_Read_Temp. Tukaj se podatkov o temperaturi ne pošilja, saj v končnem 




V ta primer pridemo, kadar v aplikaciji napišemo vrednost za visoko limito. Vrednost 
limite se prepiše v strukturo temp_task_value. Preden podatke vpišemo v register s pomočjo 





V ta primer pridemo, kadar v aplikaciji napišemo vrednost za nizko limito. Vrednost 
limite se prepiše v strukturo temp_task_value. Preden podatke vpišemo v register s pomočjo 





V tem primeru vklopimo temperaturne limite in alarm. Kadar je senzor v Shutdown 
načinu, ga je potrebno zbuditi v normalno delujoči način. Nato se nastavijo limite na vrednosti, 




Tukaj se temperaturne limite in alarm izklopijo. Senzor sam po sebi nima funkcije za 
izklop limit. Tako zgornjo mejo postavimo na 100 stopinj, spodnjo pa na 0 stopinj. S tem 




Kadar temperatura preseže vrednosti, ki jih je uporabnik nastavil v primerih 





Opozorilni pin iz AT30TS74 je vezan na prekinitveni vhod na procesorju. Spremembo na 
pinu spremlja funkcija gpio_input. Kadar se na vhodu, ki ga predstavlja prvi parameter funkcije, 
zgodi sprememba, ki je določena z drugima dvema parametroma, se sproži funkcija 
TEMP_interrupt, zapisana kot četrti parameter funkcije. Ta funkcija v medpomnilnik pošlje 
navodilo TEMP_INT.  V primeru, da temperatura naraste nad ali pade pod nastavljeno limito, 




Kadar v aplikaciji pritisnemo na tipko za periodični izpis podatkov v programu, vstopimo 
v funkcijo TEMP_period_on(). V njej samo podamo novo navodilo in ga pošljemo v 
medpomnilnik. V TEMP_task se tako ustavimo v primeru TEMP_PERIOD_ON. Senzor 
zbudimo in nastavimo nov čas za periodično branje in pošiljanje podatkov. Nastavljen čas 
vpliva na funkcijo xQueueReceive. Ob novem preletu zanke tako funkcija čaka na navodilo 
samo toliko časa, kot je bilo nastavljeno. Kadar v tem času ne dobi novega navodila, funkcija 
vrne “false“. Tako preskoči celoten odločitveni stavek in v medpomnilnik doda navodilo za 




Klicanje tega primera nam prebere temperaturo in pošlje podatke na aplikacijo preko 
telefona. Na začetku se prebere temperatura in podatki se zapišejo v temp spremenljivko.  
Prvi del je namenjen prenosu podatkov in samemu bluetoothu. For zanka je namenjena 
pregledu, koliko paketov je potrebno poslati preko bluetootha. V if zanki preverimo, ali je 
uporabnik naročen na prejemanje podatkov. Kadar je to resnično, se podatki pošljejo normalno 
preko funkcije ble_service_temp_send. V nasprotnem primeru se v zanki ne zgodi nič. Kadar 
je uporabnik naročen na prejemanje podatkov, pomeni, da s pritiskom na tipko (v aplikaciji) 
prejema podatke, ob ponovnem pritisku pa se odjavi od prejemanja podatkov.  
V projektu so integrirane tudi druge naprave in tipala, katerih podatki vplivajo na 
delovanje ostalih naprav. Tako bo od temperature odvisno tudi delovanje drugih naprav. Za 
prenos podatkov poskrbi funkcija TEMP_value_h. Kadar želimo pridobivati podatke, se tukaj 
TEMP_SAMPLE primer konča. Kadar pa se uporabnik odjavi od prejemanja podatkov, je 
potrebno zagotoviti, da se periodično pridobivanje podatkov preneha. Spremenimo 
spremenljivko time v portMAX_DELAY, kar spremeni funkciji xQueueReceive čas čakanja 









Kot že samo ime pove, se v tem primeru nastavlja hitrost oziroma periodo zajemanja 
podatkov. Zaradi lažjega testiranja in delovanja so dolžine periode omejene. Omejil sem jih s 
skupinami else if stavkov. Minimalna perioda je 500 milisekund, maksimalna pa 30 sekund.  
Nastavljeno vrednost je potrebno zapisati v spremenljivko time. Spreminjanje njene 
vrednosti pa pomeni tudi avtomatsko periodično zajemanje podatkov, čeprav uporabnik tega ni 
zahteval. Zato je potrebno, preden se nastavljena vrednost zapiše v spremenljivko, pogledati, 
ali uporabnik sploh želi prejemati podatke.
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7  Pametna značka 
Vezje uporabljeno v tej nalogi, je tako imenovana pametna značka, ki jo je načrtoval in 
oblikoval sodelavec v podjetju. Vezje je napajano preko baterij, ki se nahajajo na spodnji strani 
vezja. Zgornja stran vezja, pa vsebuje vse ostale elemente. Za procesor je uporabljen Nrf52840. 
Slika 7.1: Zgornji del vezja 
Slika 7.2: Spodnji del vezja 
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Temperaturni senzor, ni edino integrirano vezje okoli procesorja. Značka vsebuje tudi, tipalo 
za svetlobo, merilnik pospeška in gonilnik za svetlečo diodo. 
Vezje na sliki 7.2 in 7.3, se je uporabljalo predvsem za testiranje programov. Testiranje 
lahko poteka preko mobilne naprave ali računalnika. V obeh primerih, pa se uporablja aplikacija 
Nrf Connect. Ta omogoča povezovanje in upravljanje bluetooth naprav, brez namenske 
aplikacije. 
 
Slika 7.3 prikazuje shemo prenosa podatkov med senzorjem in uporabnikom. Za 
testiranje, sem uporabljal predvsem povezavo do računalnika, saj testiranje z mobilno napravo 
takrat ni bilo dovolj zanesljivo.  
Slika 7.3: Shema prenos podatkov 
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7  Zaključek 
Z izdelavo te naloge sem se bolje spoznal s programskim jezikom C. To je bil tudi drugi 
cilj te diplomske naloge. Prav tako pa sem spoznal I2C komunikacijo in konstrukcijo gonilnika. 
Sedaj bi z vsem znanjem, ki sem ga pridobil skozi celoten projekt, lahko izboljšal začetni 
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