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Introducción al desarrollo web (iDESWEB) - 3a ed.
Práctica 13: PHP 6 (acceso a una base de datos con PDO y ADOdb)
1. Objetivos
Aprender a acceder a una base de datos desde PHP con PDO.
Aprender a acceder a una base de datos desde PHP con ADOdb.
2. Recursos
¿Qué es PDO?
PDO - Objetos de datos de PHP1: capa abstracta de acceso a datos de PHP 5.
Why you Should be using PHP’s PDO for Database Access2: tutorial sobre PDO.
Introduction to PHP PDO3: tutorial sobre PDO.
¿Qué es ADOdb?
ADOdb Database Abstraction Library for PHP (and Python)4: página oficial del proyecto
ADOdb.
ADOdb Manual5: manual de la librería ADOdb. Existe una traducción al español6, pero no está
actualizada.
Tutorial: Moving from MySQL to ADODB7: tutorial que explica cómo pasar de usar las fun-
ciones nativas de MySQL a emplear el acceso mediante ADOdb. Existe una traducción al español8,
pero no está actualizada.
¿Implica alguna pérdida de rendimiento emplear PDO, ADOdb o alguna otra capa intermedia en el
acceso a una base de datos?
PHP Database Functions vs. PEAR::DB vs. ADOdb (and PDO)9: compara el tiempo
necesario para realizar una consulta SQL sencilla mediante tres métodos (funciones nativas de la
base de datos, PEAR::DB y ADOdb).
3. ¿Qué tengo que hacer?
En esta práctica se van a desarrollar las funciones que faltan para que la aplicación esté completa y
operativa. Una parte se va a implementar con PDO y otra parte con ADOdb.
Mediante PDO tienes que implementar las siguientes nuevas opciones:
Página detalle usuario Muestra los datos de registro del usuario y un listado de todos sus álbumes.












Figura 1: Diagrama de páginas que componen el sitio web
Respuesta “Eliminar foto” Desde la [Página “Ver álbum”] del menú de usuario registrado, elimina
una foto de un álbum (solicitar confirmación). Opcional: permitir que el usuario pueda eliminar
múltiples fotos de una sola vez.
Página “Ver álbum” Desde la [Página detalle foto] y la [Página detalle usuario], muestra todas las
fotos que contiene el álbum seleccionado.
Respuesta “Eliminar álbum” Desde la [Página “Mis álbumes”] del menú de usuario registrado, elimina
un álbum y todas las fotos que contiene (solicitar confirmación).
En concreto, tienes que modificar o crear las páginas que se indican con un color de relleno oscuro en
la Figura 1.
Además, mediante ADOdb tienes que implementar un sistema de comentarios para las fotos. Este
sistema sólo está disponible para los usuarios registrados. Un usuario puede publicar uno o varios comen-
tarios en cualquier foto. Un comentario se compone de un texto y una fecha (automática). Los comentarios
se visualizan cuando se consultan los detalles de una foto. Para desarrollar esta nueva función tendrás
que modificar la estructura de la base de datos para que se puedan almacenar los comentarios.
Opcional: puedes hacer que los comentarios sean moderados, y no se publiquen hasta que el propietario
de la foto los revise y los acepte.
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Figura 2: Diagrama de capas de acceso a una base de datos
4. ¿Cómo lo hago?
Tanto PDO con ADOdb son capas abstractas de acceso a sistemas gestores de bases de datos. Como
se puede ver en la Figura 2, la capa abstracta se sitúa entre la aplicación y el controlador específico de
acceso a una base de datos.
El uso de una capa abstracta tiene dos problemas:
1. Una capa abstracta añade una capa más de procesamiento, lo que implica una pérdida de velocidad
de procesamiento.
2. Algunas características específicas de un sistema gestor de bases de datos pueden no estar disponibles
a través de la capa abstracta.
En la mayoría de las situaciones, ambos problemas pueden ser ignorados, pero hay que recordar que
existen estos problemas.
4.1. Uso de PDO
PDO (PHP Data Objects) proporciona una capa abstracta de acceso a bases de datos: independien-
temente de la base de datos que se esté utilizando, PDO permite usar las mismas funciones para realizar
consultas y obtener datos. Sin embargo, PDO no proporciona una abstracción de las bases de datos, no
reescribe las sentencias SQL y no emula características ausentes en la base de datos.
PDO está disponible de forma nativa desde PHP 5.1, y también se puede usar en PHP 5.0 como una
extensión PECL. PDO requiere las características nuevas de orientación a objetos de PHP 5, por lo que
no se puede ejecutar con versiones anteriores de PHP.
En la actualidad se han implementado los siguientes controladores PDO10: Cubrid, FreeTDS / Mi-
crosoft SQL Server / Sybase, Firebird/Interbase 6, IBM DB2, IBM Informix Dynamic Server, MySQL
3.x/4.x/5.x, Oracle Call Interface, ODBC v3 (IBM DB2, unixODBC and win32 ODBC), PostgreSQL,
SQLite 2/3, Microsoft SQL Server / SQL Azure y 4D.
Para averiguar qué controladores están disponibles en un sistema se puede emplear el método estático11
getAvailableDrivers() de la clase PDO:
print_r(PDO::getAvailableDrivers());
4.1.1. Clases
La interfaz de PDO proporciona tres clases:
10http://www.php.net/manual/es/pdo.drivers.php
11Recuerda que un método estático se puede ejecutar directamente a través de la clase, sin crear un objeto.
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PDO: se encarga de gestionar las conexiones entre PHP y un servidor de bases de datos. Proporciona
métodos para gestionar las transacciones, obtener información sobre la conexión a la base de datos
y preparar y ejecutar sentencias.
PDOStatement: representa una sentencia preparada y el resultado asociado a una consulta. Propor-
ciona métodos para asignar valores a una sentencia preparada, para obtener información sobre un
resultado (número de columnas, número de filas) y para recorrer un resultado.
PDOException: representa una excepción, un error generado por PDO. Proporciona métodos para
obtener información sobre el error producido.
Las conexiones se establecen creando instancias de la clase PDO. El constructor de esta clase acepta
parámetros para especificar el origen de datos (conocido como DSN, Data Source Name) y, opcionalmente,
el nombre de usuario, la contraseña y opciones para el controlador. Los métodos más importantes de esta
clase son:
exec(sentencia): ejecuta una sentencia SQL que no devuelva un resultado (por ejemplo, INSERT,
UPDATE o DELETE) y devuelve el número de filas afectadas.
lastInsertId(): devuelve el ID autonumérico de la última fila insertada.
prepare(sentencia): crea y devuelve una sentencia preparada para su posterior ejecución.
query(sentencia): ejecuta una sentencia SQL y devuelve el resultado como un objeto de tipo
PDOStatement.
La clase PDOStatement posee los siguientes métodos principales:
bindParam(parametro, variable): vincula una variable a un parámetro en una sentencia prepa-
rada.
bindValue(parametro, valor): vincula un valor a un parámetro en una sentencia preparada.
columnCount(): devuelve el número de columnas de un resultado.
execute(): ejecuta una sentencia preparada.
fetch(estilo): devuelve la siguiente fila en un resultado. La forma de devolver la fila se controla
con el parámetro estilo que puede tomar los valores:
• PDO::FETCH_ASSOC: devuelve un array indexado por los nombres de las columnas del resultado.
• PDO::FETCH_BOTH (predeterminado): devuelve un array indexado tanto por los nombres de las
columnas como por las posiciones de las columnas en el resultado comenzando por la columna
0.
• PDO::FETCH_NUM: devuelve un array indexado por las posiciones de las columnas en el resultado
comenzando por la columna 0.
• PDO::FETCH_OBJ: devuelve un objeto anónimo con nombres de propiedades que se correspon-
den a los nombres de las columnas del resultado.
fetchAll(estilo): devuelve un array que contiene todas las filas de un resultado. La forma de
devolver las filas se controla con el parámetro estilo que puede tomar los mismos valores que el
método fetch(estilo).
fetchObject(): devuelve la siguiente fila de un resultado en forma de objeto.
rowCount(): devuelve el número de filas afectadas por la última sentencia SQL.
La clase PDOException posee los siguientes métodos principales:
getFile(): devuelve la ruta y el nombre del fichero en el que se ha producido la excepción.
getLine(): devuelve el número de la línea de código en la que se ha producido la excepción.
getCode(): devuelve el código de la excepción.
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getMessage(): devuelve el mensaje de la excepción.
Por defecto, la generación de excepciones está desactivada y no se producen excepciones (sin embargo,
cuando se produce un error en la conexión, siempre se produce una excepción). Para activar la generación
de excepciones se debe emplear el método setAttribute para modificar el atributo de configuración de
errores PDO::ATTR_ERRMODE con el valor PDO::ERRMODE_EXCEPTION:
PDO::ERRMODE_SILENT: el valor por defecto, no se generan excepciones (excepto para un error de
conexión).
PDO::ERRMODE_WARNING: los errores generan una advertencia de PHP y continúa la ejecución (útil
para depurar un código).
PDO::ERRMODE_EXCEPTION: se genera una excepción cuando se produce un error.
4.1.2. Acceso a una base de datos
El siguiente ejemplo muestra como realizar un acceso básico a una base de datos mediante PDO; para
crear una conexión con la base de datos se emplea la clase PDO; en este ejemplo se emplea fetchAll()
para obtener todo el resultado en forma de array bidimensional que se imprime directamente con la
función print_r():
<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />





$con = new PDO(’mysql:host=localhost;dbname=biblioteca’, ’wwwdata’, ’’);
$con->setAttribute(PDO::ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
// Ejecuta una sentencia SQL





// Para liberar un resultado simplemente hay que destruir el objeto
$resultado = NULL; // Opcional
// Para cerrar una conexión simplemente hay que destruir el objeto
$con = NULL; // Opcional
} catch(PDOException $e) {
echo "¡Error!\n";
echo "Fichero: " . $e->getFile() . "<br />";
echo "Línea: " . $e->getLine() . "<br />";
echo "Código: " . $e->getCode() . "<br />";





La clase PDOStatement implementa la interfaz Traversable, lo que significa que puede ser recorrida
mediante un bucle foreach(). El ejemplo anterior se puede escribir también como:
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<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />





$con = new PDO(’mysql:host=localhost;dbname=biblioteca’, ’wwwdata’, ’’);
$con->setAttribute(PDO::ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
// Ejecuta una sentencia SQL
$sentencia = ’SELECT * FROM libros’;
echo "</pre>";




// Para cerrar una conexión simplemente hay que destruir el objeto
$con = NULL; // Opcional
} catch(PDOException $e) {
echo "¡Error!\n";
echo "Fichero: " . $e->getFile() . "<br />";
echo "Línea: " . $e->getLine() . "<br />";
echo "Código: " . $e->getCode() . "<br />";





4.1.3. Mapeo a objetos
Una característica muy importante de PDO es que permite un “mapeo” automático de los resultados
de una consulta en objetos. Este mecanismo facilita mucho la programación, simplifica el código y reduce
las posibilidades de error. Por ejemplo, en el siguiente código se recupera una fila de la base de datos con
el método fetchObject() que se convierte automáticamente a un objeto de la clase Libro que posee el
método mostrar() que devuelve el objeto formateado como una lista HTML:
<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />























$con = new PDO(’mysql:host=localhost;dbname=biblioteca’, ’wwwdata’, ’’);
$con->setAttribute(PDO::ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
// Ejecuta una sentencia SQL




// Para liberar un resultado simplemente hay que destruir el objeto
$resultado = NULL; // Opcional
// Para cerrar una conexión simplemente hay que destruir el objeto
$con = NULL; // Opcional
} catch(PDOException $e) {
echo "¡Error!<br/>";
echo "Fichero: " . $e->getFile() . "<br />";
echo "Línea: " . $e->getLine() . "<br />";
echo "Código: " . $e->getCode() . "<br />";






Una sentencia preparada o una sentencia parametrizada se usa para ejecutar la misma sentencia
repetidamente con gran eficiencia. La ejecución de una sentencia preparada consta de dos partes:
La preparación: se define una plantilla con marcadores (parámetros) que se envía al servidor para
que realice una comprobación de su sintaxis e inicialice los recursos necesarios para su posterior
ejecución.
La ejecución: se vinculan los valores a los parámetros de la sentencia y se envía al servidor para su
ejecución.
PDO permite dos formatos de marcadores de parámetros en las sentencias preparadas: marcadores
con nombre (:nombre) y marcadores de posición anónimos (?). Los marcadores se pueden sustituir por
su valor de diferentes formas: se pueden sustituir al ejecutar la sentencia preparada con execute(),
que puede recibir un array con los valores de sustitución, o se pueden usar los métodos bindParam() o
bindValue() para realizar la sustitución.
El siguiente ejemplo muestra cómo se utilizan las sentencias preparadas con marcadores con nombre:
<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
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"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />





$libros = array("Don Quijote de la Mancha", "La Regenta", "La Celestina");
$con = new PDO(’mysql:host=localhost;dbname=biblioteca’, ’wwwdata’, ’’);
$con->setAttribute(PDO::ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
$query = $con->prepare("INSERT INTO libros (titulo) VALUES (:titulo)");
$total = 0;






echo "Inserciones realizadas: $total<br />";
// Para cerrar una conexión simplemente hay que destruir el objeto
$con = NULL; // Opcional
} catch(PDOException $e) {
echo "¡Error!\n";
echo "Fichero: " . $e->getFile() . "<br />";
echo "Línea: " . $e->getLine() . "<br />";
echo "Código: " . $e->getCode() . "<br />";





El uso de las sentencias preparadas ofrece dos ventajas muy importantes:
1. Ofrece un aumento de velocidad en la ejecución de una sentencia cuando se ejecuta varias veces: la
sentencia no se tiene que analizar e interpretar cada vez, sino que está lista para ejecutarse tantas
veces como se quiera.
2. Ofrece protección frente a la inyección SQL.
PDO proporciona soporte para sentencias preparadas aunque el sistema gestor de bases de datos no
las soporte (en este caso, no se observará un aumento en la velocidad de ejecución).
4.1.5. Transacciones
Una transacción es un conjunto de operaciones que se ejecutan como si fueran una sola. En una
transacción, la ejecución de las operaciones no puede finalizar en un estado intermedio: si por alguna
razón, se tiene que cancelar la transacción, el sistema gestor de bases de datos anula las operaciones
ejecutadas hasta ese momento para dejar la base de datos en su estado inicial.
En PDO, los métodos que se emplean para manejar las transacciones son:
beginTransaction(): inicia una transacción y desactiva el modo “autocommit”.
commit(): finaliza una transacción con éxito y vuelve al modo “autocommit”.
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Figura 3: Estructura de la tabla “cuenta”
Figura 4: Estado inicial de las cuentas bancarias
rollBack(): anula una transacción (cancela las operaciones realizadas) y vuelve al modo “auto-
commit”.
Un ejemplo típico de transacción es el traspaso de una cantidad de dinero entre dos cuentas bancarias.
En la Figura 3 se muestra la estructura de la tabla cuenta que posee cuatro campos: numero (número
de cuenta), titular (nombre del titular), saldo (saldo de la cuenta con dos decimales de precisión) y
fecha (fecha de la última operación).
En la Figura 4 se muestra el estado inicial de las cuentas bancarias: existen tres cuentas, las tres con
un saldo de 100 unidades y la fecha vacía (“0000-00-00 00:00:00”).
El siguiente código ejecuta dos operaciones con las cuentas: un traspaso de 40 unidades de la cuenta
123 a la cuenta 456 y un traspaso de 50 unidades de la cuenta 123 a la cuenta 789. Las dos operaciones
se pueden realizar si la cuenta 123 no se queda con un saldo negativo. Para asegurar que se cumple este
requisito se utiliza una transacción: si después de realizar las dos operaciones, el saldo de la cuenta es
mayor o igual que cero, se confirma la transacción; si el saldo es menor que cero, se anula la transacción.
<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />





$con = new PDO(’mysql:host=localhost;dbname=biblioteca’, ’wwwdata’, ’’);
$con->setAttribute(PDO::ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
$con->beginTransaction();
$con->exec("UPDATE cuenta SET saldo = saldo - 40, fecha = NOW() WHERE numero = 123");
$con->exec("UPDATE cuenta SET saldo = saldo + 40, fecha = NOW() WHERE numero = 456");
$con->exec("UPDATE cuenta SET saldo = saldo - 50, fecha = NOW() WHERE numero = 123");
$con->exec("UPDATE cuenta SET saldo = saldo + 50, fecha = NOW() WHERE numero = 789");
$resultado = $con->query("SELECT * FROM cuenta WHERE numero = 123");
$cuenta = $resultado->fetchObject();
if(floatval($cuenta->saldo) >= 0) {
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// Para cerrar una conexión simplemente hay que destruir el objeto
$con = NULL; // Opcional
} catch(PDOException $e) {
echo "¡Error!\n";
echo "Fichero: " . $e->getFile() . "<br />";
echo "Línea: " . $e->getLine() . "<br />";
echo "Código: " . $e->getCode() . "<br />";





La primera vez que se ejecuta el código anterior, el estado de las cuentas pasa a ser el que se muestra
en la Figura 5. Si se vuelve a ejecutar el código, como la cuenta 123 se quedaría con un saldo negativo,
la transacción se anula y no se produce ningún cambio en el estado de las cuentas bancarias.
4.2. Uso de ADOdb
ADOdb es una librería de clases para acceder a bases de datos para PHP que posee un funcionamiento
similar a Microsoft ADO. ADOdb ofrece un acceso estándar a diversos SGBD, ya que oculta (encapsula)
las diferencias. En la actualidad, ADOdb ofrece acceso a MySQL, Oracle, Microsoft SQL Server, Sybase,
Sybase SQL Anywhere, Informix, PostgreSQL, FrontBase, SQLite, Interbase (Firebird y las variantes de
Borland), Microsoft Foxpro, Microsoft Access, ADO, IBM DB2, SAP DB y ODBC.
Las clases principales que se emplean en ADOdb son ADOConnection y ADORecordSet. La clase
ADOConnection posee las siguientes propiedades y métodos principales:
Close(): cierra la conexión y libera toda la memoria y recursos ocupados.
Connect(servidor, usuario, contraseña, baseDatos): abre una conexión con una base de da-
tos.
ErrorMsg(): devuelve una descripción del último error.
ErrorNo(): devuelve el código del último error o 0 si no ha habido error.
Execute(sentencia): ejecuta una sentencia SQL y devuelve un objeto ADORecordSet.
La clase ADORecordSet posee las siguientes propiedades y métodos principales:
Close(): cierra el resultado y libera toda la memoria y recursos ocupados.
EOF: devuelve true si el cursor interno ha superado la última fila del resultado y false en caso
contrario.
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FieldCount(): devuelve el número de campos (columnas) en un resultado.
fields: array que contiene la fila actual.
GetRows(): devuelve todas las filas del resultado en forma de array bidimensional.
MoveFirst(): mueve el cursor interno a la primera fila en el resultado.
MoveNext(): mueve el cursor interno a la última fila en el resultado.
RecordCount(): devuelve el número de filas en un resultado.
Para usar ADOdb en PHP es necesario incluir en el código el fichero adodb.inc.php en cada página
donde se vaya a utilizar. Si emplea la directiva include_path del fichero php.ini, se puede evitar el
tener que copiar los ficheros de ADOdb en cada sitio web o emplear rutas de acceso complicadas. La di-
rectiva include_path permite definir una lista de directorios donde las funciones require(), include(),
fopen(), file(), readfile() y file_get_contents() buscarán los ficheros.
Por ejemplo, en XAMPP la directiva include_path está configurada como .;C:\xampp\php\pear\.
El siguiente ejemplo muestra como realizar un acceso básico a una base de datos mediante ADOdb;
para crear una conexión con la base de datos se puede emplear tanto NewADOConnection(driver) como
ADONewConnection(driver), ya que ambos son sinónimos; en este ejemplo se ha activado la propiedad
debug para mostrar información de depuración (como por ejemplo, la sentencia SQL que se ejecuta) y
se emplea GetRows() para obtener todo el resultado en forma de array bidimensional que se imprime
directamente con la función print_r():
<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />







$con->Connect(’localhost’, // El servidor
’wwwdata’, // El usuario
’’, // La contraseña
’biblioteca’); // La base de datos
// Ejecuta una sentencia SQL










El siguiente ejemplo, un poco más elaborado, muestra en forma de tabla HTML el resultado de ejecutar
una sentencia SQL; para ello recorre fila a fila y columna a columna el resultado:
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<?xml version="1.0" encoding="iso-8859-1"?>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="es" lang="es">
<head>
<meta http-equiv="Content-Type" content="text/html; charset=iso-8859-1" />






$con->Connect(’localhost’, // El servidor
’wwwdata’, // El usuario
’’, // La contraseña
’biblioteca’); // La base de datos
// Ejecuta una sentencia SQL






// Recorre el resultado y lo muestra en forma de tabla HTML
while(!$resultado->EOF) {
echo ’<tr>’;
echo ’<td>’ . $resultado->fields[’IdLibro’] . ’</td>’;
echo ’<td>’ . $resultado->fields[’Titulo’] . ’</td>’;
echo ’<td>’ . $resultado->fields[’Resumen’] . ’</td>’;
echo ’<td>’ . $resultado->fields[’Autor’] . ’</td>’;
echo ’<td>’ . $resultado->fields[’Categoria’] . ’</td>’;
echo ’<td>’ . $resultado->fields[’Editorial’] . ’</td>’;











Existen distintas formas de acceder a una base de datos desde PHP, todas ellas con sus ventajas y
desventajas. Intenta conocerlas todas y utiliza la que más te guste.
PHP ofrece tres APIs diferentes para conectarse a MySQL12. En la Figura 6 se muestra una compa-
rativa de mysqli, PDO_MySQL y mysql Se recomienda usar las extensiones mysqli o PDO_MySQL. No
se recomienda usar la antigua extensión mysql para nuevos desarrollos, ya que se considera obsoleta y no
se desarrollan nuevas funcionalidades para ella, sólo se mantiene.
Recuerda que el acceso nativo (mediante las funciones específicas que proporciona PHP) es el método
12http://www.php.net/manual/es/mysqlinfo.api.choosing.php
12
Figura 6: Comparativa mysqli, PDO_MySQL y mysql
más rápido y el que ofrece el acceso a todas las funcionalidades del SGBD. Cuando se utiliza una capa
intermedia, como PDO, ADOdb u ODBC, el acceso es más lento y ciertas características quizás no estén
disponibles.
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