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Abstract—Microservices have been applied on several major 
systems including airlines. The characteristics of microservices 
which are independent and also interconnected need to be tested. 
The testing is done to preserve the system’s sequential stage 
processes, especially the online ticket reservation. Four features 
which are the search, booking, payment, and booking info feature 
are tested. This research performed three stages of testing on the 
microservices, those are unit testing, integrity testing, and end-to-
end testing. Unit testing was conducted to test every function on 
every nodule, integrity testing was done to test interconnection 
between microservices, and end-to-end testing was to test the final 
results obtained after the unit test and integrity test were carried 
out. The three stages of testing must be done sequentially. The 
system on the airline provides the valid or correct response. Three 
stages of testing can be applied on other airlines by obtaining a 
legal API and can be accessed publicly.   
 
Keywords—Microservices, Unit Testing, Integrity Testing, End-
to-End Testing. 
I. INTRODUCTION 
Microservice is a collection of independent processes that 
communicate to each other in order to form a complex 
application towards any API language or commonly referred to 
Application Programming Interface [1]. API is a platform 
which bridges users and the information system [2]. Services in 
a microservice can be easily controlled in its development. 
Microservice is able to divide an application into several 
smaller services which are connected to one and another.  
The architecture of microservice is different from other 
forms of architecture. The microservice form of architecture is 
more structured and flexible as an alternative for others [3], [4]. 
Information system in the architecture of microservice is more 
distributed and it can provide more focused and detailed 
services. Problems in microservices are divided into smaller 
parts (solution) which are arranged into one service and each 
service has its own role and responsibility. From this definition, 
a system or software that applies the microservice consists of 
several or many services that are managed and distributed 
independently, so that it allows the system to easily adapt to the 
changing needs. 
The main challenge for the microservice is to conduct the 
test on the microservice which has independent and 
interconnected characteristics. Stages of testing on a 
microservice are different from testing on a system that do not 
implement a microservice. The testing on the microservice 
must be conducted gradually since microservice has a 
characteristic which is connected to each other. There are 
several things which have to be done in testing the microservice 
such us unit testing and final testing. Besides, the main 
challenge is to test the dependency between the microservices 
in order to know whether or not the results of one microservice 
has the dependency on the results of other microservices. The 
microservice testing is done in several stages including unit 
testing, service test, end-to-end test, behavior-driven test, 
integration test, and regression test [5]–[7]. 
There are few researches that discuss the microservice 
testing. Those researches only briefly discuss the stages of 
microservice testing. For example, the stage of testing on the 
microservice is performed with a regression test that compares 
the response output of the developing system with the running 
system. This stage is applied in the National Iranian Oil 
Products Distribution Company Sales System [7]. 
In another research, the stage of testing on the microservice 
is behavior-driven test. It describes a person’s behavior that is 
expected from a feature and criteria in the form of a simple 
scenario so that it can be understood by common people [1]. 
This research discusses mechanisms testing for microservices 
without discussing the details of the testing stages [5]. 
Thus, this research proposes three stages of testing on the 
microservice and these stages must be carried out in sequence. 
This research explains one by one the testing stages used and 
applies the integrity testing stages to test dependencies between 
microservices. Those stages of testing are unit testing, integrity 
testing, and end-to-end testing. 
In Indonesia, several well-known companies implement the 
microservice in their business systems. One of them is 
Sriwijaya Air which is one of Indonesia’s largest airlines and 
one of the Indonesian domestic leading airlines. It carries over 
950,000 passengers per month from its hub at Soekarno-Hatta 
International Airport to 53 destinations within Indonesia and 
three regional countries including extraordinary and popular 
tourism spots in Indonesia and regional countries. Established 
on November 10th, 2003, Sriwijaya has several vision and 
mission, one of them is delivering high quality services. Hence, 
Sriwijaya Air has already implemented API that is still under 
development in their flight systems [8]. Therefore, this research 
uses Sriwijaya Air as a case study and this research implements 
three stages of microservice testing on the API which is being 
developed by Sriwijaya Air. 
II. TESTING STRATEGY  
The testing was done by implementing a testing strategy. 
The testing strategy was able to work by providing several test 
cases or test scenarios. The test case was used to determine the 
testing. An unsuccessful test case was the cause of a program 
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to produce correct results without finding any errors. Two of 
the most prevalent strategies including black-box testing and 
white-box testing will be explained below [9]. 
A. Black-box Testing 
Black-box testing focuses on the results of the execution 
through data test and functional checking of the application that 
is being tested. This test is also known as data-input or input-
output testing. The advantage of the black-box testing method 
is that the testing is done without the need to have knowledge 
of the application programming language. 
This test is done based on the user’s needs, so that if it does 
not match the user’s needs or the predictions, it can be easily 
corrected. This test is carried out by utilizing every possible 
input condition as a test case. The purpose of this test is to find 
circumstances where the program does not behave according to 
its specifications. The overview of black-box testing strategy 
can be seen in Fig. 1. 
B. White-box Testing 
White-box testing is often called logic-driven testing. White-
box testing method emphasizes the testing based on the source 
code of the program created. The testing is used to find bugs in 
the code, typos that occur when writing the code, and 
assumption errors in programming. Thus, errors can be fixed at 
the same time. There are several approaches used in the white-
box testing method or technique which are carried out. 
Therefore, the white-box testing is called structural testing. An 
overview of white-box testing strategy is shown in Fig. 2. The 
comparison and the details about black-box testing and white-
box testing strategies can be seen in Table I. 
III. MICROSERVICES TESTING STAGES 
This research proposed three stages of testing which were 
performed manually and utilizing the Postman tool. Each stage 
of testing had to be done in sequence from beginning to the end 
with the appropriate input. The three testing stages are explaind 
as follows. 
A. Unit Testing 
Unit testing stages were required to test every small unit 
components in the system. This process was done to ensure the 
functions in the system worked properly. This research 
performed microservices testing of software functionality. The 
testing was done by giving proper inputs according to the 
obtained structure of API. The inputs which were usually given 
were text, number, time, and date. This testing was aimed to 
verify the inputted parameter and retrieved the correct value 
[9], [10]. 
B. Integrity Testing 
The integrity testing stage was required to check the 
performance of small unit components worked as a 
combination and not as an individual unit. The data used was 
remain the same in the form of text, number, time, and date. 
After the unit testing was done, the next step was to test the 
relationship between microservices by maintaining the 
sequential microservice. This stage was aimed to know whether 
the process was carried out in order of each microservice or it 
was done randomly. In addition, this stage needed to be 
conducted because it was based on the characteristics of the 
microservice which was still related to one another although 
they were independent [10], [11]. 
C. End-to-end Testing 
From the previous two stages of testing, the end-to-end 
testing was performed to see the final result using the system. 
This stage focused on whether the given input in the unit testing 
and integration testing had entered the system or it had been 
 
Fig. 1 Black-box testing. 
 
Fig. 2 White-box testing. 
 
TABLE I 
THE COMPARISON OF THE TESTING STRATEGIES 
No Black-box Testing White-box Testing 
1 The internal workings of the 
application are not required 
to be known 
The tester has full 
knowledge of the internal 
workings of the application 
2 Also known as closed box 
testing, data driven testing 
and functional testing 
Also known as clear box 
testing, structural testing 
and code based testing 
3 Performed by end users and 
also by testers and 
developers 
Normally done by testers 
and developers 
4 • The testing is based on 
external expectations 
• Internal behaviour of the 
application is unknown 
Internal workings are fully 
known and the tester can 
design the data test 
accordingly 
5 Time consuming and 
exhaustive  
The most exhaustive and 
time consuming type of 
testing 
6 Not suitable for algorithm 
testing 
Suitable for algorithm 
testing 
7 This can only be done by 
trial and error method 
Data domains and internal 
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stored. In this research, the testing metric was done by looking 
at the final result of the test [10], [11].  
IV. TESTING RESULTS 
The test is carried out by applying the testing stages which is 
shown in Fig. 3. There are several stages of testing on the 
microservice and it can be seen in Table II. 
Those stages of microservices testing show the advantages 
and deficiencies of each testing stages. Three methods which 
are unit test, integrity test, and end-to-end test have the 
advantages that can be easily applied. These three methods are 
sufficient to represent several other methods. It is because they 
tested the smallest functions individually, the service between 
microservices, and even the overall system result. These three 
stages are represented from the smallest functional stages to test 
the whole system. These three stages are not only easy to do, 
but also have short estimation of time. Besides, they have low 
cost which is important. Developers can be assisted with three 
stages of this testing method. In the implementation of testing, 
there are 13 variables for the test scenario. Some scenarios are 
shown in Fig. 4. 
TABLE II 
STAGES OF MICROSERVICES TESTING 
No Stages Deficiency Advantages 
1 Unit Testing - Easy to use 
Low cost 




Expensive cost Focus more on 
testing 
4 Contract Testing  Longer 
estimated time 
- 






More detail on the 
testing 
Based on the test, it is revealed that Sriwijaya Air’s API only 
implements four features into the plane ticket reservation, 
which are explained as follows. 
1)  Search: A feature in the plane ticket reservation which 
the function is to search a flight. 
2)  Book: A feature in the plane ticket reservation that is used 
after the search process is completed. Booking is a process of 
ordering and filling in the details of the passengers by 
submitting the contact person and the names which are 
categorized (either as adults, children, or toddlers). 
3)  Payment:  A feature in the plane ticket reservation which 
is functioned as a way to conduct payment and is done through 
Automated Teller Machine. 
4)  Book Info: A feature in the plane ticket reservation to get 
the booking code after the previous processes. 
From the limited observation above, it is shown that the 
stages are implemented with the three stages of tests that lead 
to the following results. 
A. Unit Testing 
In the unit testing, the test was performed by testing every 
microservice such as the search feature, book feature, payment 
feature, and booking info feature. In this stage, the testing used 
the metric to make sure that the inputs and outputs were as 
expected. The inputs were done according to the API structure. 
1)  The Implementation on Search: This stage was conducted 
using the search feature containing Search Request and Search 
Response. Search Request was used to request flight schedules 
and Search Response is used to give response by displaying the 
return data of flight schedule’s details. Further information is 
presented in Fig. 5. 
2)  The Implementation on Book: This stage concerned with 
the implementation of the book feature containing Book 
Request to request passengers’ details. The inputted data must 
be about the journey (flight information), paxCount (total 
passenger), contact (contact information), paxs (the details of 
passengers’ names), and itineraries (the search key from Search 
Response). The function of the book response is to respond to 
the request by displaying data on reservation details in a form 













Fig. 3 Testing flow. 
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Fig. 5 Unit test on search feature. 
3)  The Implementation on Payment: This stage dealt with 
the implementation of the Payment feature which contained 
Payment Request to request the payment methods through 
Automated Teller Machine. The function of payment response 
is to respond the request by displaying the payment code.  
4)  The Implementation on Booking Info: This stage 
concerned with the implementation of the Booking Info feature 
that contained Booking Info Request to request the filling of the 
payment code. The payment response is to respond the request 
by displaying the details of booking information.   
B. Integrity Testing 
In this stage of integrity testing, the test was performed by 
testing the integrity of the microservice. The test was conducted 
by ensuring the sequential or the sequence of the test was 
maintained. The test in this stage used the metric to ensure 
whether or not the inputted sequence similar to the received 
output, for example by making a reservation then make the 
payment and to ensure whether the received output from the 
reservation came first or not. 
The researchers tried to commence the stage of ticket search 
at first by placing the flight date on August 20th, 2020. Search 
Feature was conducted when a ticket search and straight 
payment could not be done for not having a booking code 
which was supposed to be given on the book feature. The error 
output are displayed in Fig. 6. 
 
In the integrity test, the test for the obtained response time 
was carried out. According to Nielson’s user interaction theory 
in determining the response time limit, there are three points 
about it which are explained as follows [12]. 
• 0.1 sec: Feels immediate to the user. No additional 
feedback needed. 
• 1.0 sec: Tolerable, but it does not feel immediate. Some 
feedback needed. 
 
Fig. 4 Test scenario. 
 
42
IJITEE, Vol. 4, No. 2, June 2020    
Dearisma Arfinda Ma’ruf: Applying Integrating Testing of ... ISSN 2550 – 0554 (Online) 
 
Fig. 6 Integrity test on Book feature. 
• 10 sec: Maximum duration to keep user’s focus on the 
action. 
If this research is examined based on test case of 1,000 
requests and the response time is more than 1,000 ms, the result 
is shown in Table III. Based the table, Sriwijaya Air has the 
response time for the toleration score of the users which is more 
than 1,000 ms. Therefore, it needs an improvement on the API 
system to increase the toleration score of the users. 
C. End-to-end Testing 
In this stage of end-to-end testing, the test was performed by 
testing the start and the end of the microservice. The testing 
used the metric to ensure whether the starting process of the test 
had the expected output or not, for example was the reservation 
process. From the final result (output), it can be shown whether 
the ticket is appropriately ordered or not. 
In this stage, the checking process can be done by using the 
booking code given from the ticket ordering process. The 
received booking code can be checked through Sriwijaya Air’s 
website. If the ticket is ordered appropriately, it will display the 
ticket’s detail information in accordance with the input along-
side the ticket’s status. The result can be observed in Fig. 7. 
D. Negative Test 
This research was also conducted a negative test. This test 
was done using the method of black-box. The black-box test 
emphasizes on the system’s function. This is intended to make 
sure that the software runs smoothly and to minimize the errors. 
One of the most important things before a software application 
is used by a client is to have an error reporting facility to send 
known error or bug to the developer for action then it becomes 
a bug free application as the result. 
1)  Negative Test on Search Feature: This negative test was 
conducted by not filling the input completely on the API’s 
structure or by leaving one of the inputs blank. For example is 
in the Search feature, the passengers are required to input the 
departure city, destination city, dates, passenger’s name, etc., 
but then one of them is left blank. If the form is left blank, there 
will be no displayed data or it will lead to an error.  
2)  Negative Test on Book Feature: This negative test was 
performed by not filling the input completely on the API’s 
structure or by leaving one of the inputs blank. For example is 
when the passengers skip the Search feature that contains the 
input for departure city, destination city, dates, passenger’s 
name, etc. If they are left blank, there will be no displayed data 
or it will lead to an error. Such response can be seen in Fig. 8. 
3)  Negative Test on Payment Feature: This negative test 
was conducted by placing the incorrect booking code on the 
API’s stucture. If it is given a wrong input, the system will 
respond by not displaying the data or it will lead to an error.   
4)  Negative Test on Booking Info Feature: This negative 
test was performed by placing the incorrect booking code on 
the API’s stucture. If it is given a wrong input, the system will 
respond by not displaying the data or error. 
V. ANALYSIS 
According to the previous test result, three testing stages 
which are being proposed can be applied by Sriwijaya Air. The 
three testing stages are unit testing, integrity testing, and end-
to-end testing. Besides, the test result also shows that there is a 
need to conduct an improvement on the API such as increasing 
the speed of the API to get the higher score for the users’ 
TABLE III 
RESPONSE TIME TESTING 
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toleration score. The toleration score means the score of the 
response time that the users have when they interact with the 
system and the length of the time has to be tolerable enough for 
the users. It means, if the length of the time is more than the 
predetermined time which becomes the standard, then the users 
will be considered to give no toleration for it. 
The testing stages that consist of unit testing, integrity 
testing, and end-to-end testing are applicable to Sriwijaya Air’s 
API open based system because this system is still under 
development. The unit testing on the airline was based on the 
smallest features. In this research, the researchers took four 
features which were search, book, payment, and booking info. 
The integrity testing on the airline was based on the connections 
between one feature and another feature. Besides, it was also 
based on the system’s sequential process. The end-to-end 
testing on the airline’s system was tested based on the results 
after conducting testing stages. 
Several airlines have the procedure to book the ticket online. 
Some of those airlines are Sriwijaya Air, Batik Air, and 
Citilink. The three proposed testing stages which are discussed 
before can be applied on those airlines. However, the airline’s 
API has to be able to be accessed publicly. The API structure 
has to be able to be seen from the ticket booking process and 
data structure which is used during the ticket booking process. 
This data structure is possible to be seen from the inputted field 
during the online ticket booking process. It is because the API 
structure that is used in the back-end is not really different from 
the inputted field in the front-end. The procedure to book a 
ticket online in each airlines can be found in Table IV. 
Table IV shows that those modules are the modules that have 
the possibility to be the API structure of Batik Air and Citilink. 
For example, the flight search module of the three airlines have 
the input which can be observed in Table V. 
From the input in Table IV, Batik Air, and Citilink’s flights 
have the same input with Sriwijaya Air. Therefore, the three 
testing stages can be applied in Batik Air and Citilink. 
The systems other than in Sriwijaya Air may have these 
testing stages with the following conditions. 
1. Several processes involving ticket reservation have some 
similarities and some differences, such as the API’s 
structure of each airline that is different to each other even 
though it has similar parameters. 
 
Fig. 7 End-to-end testing. 
 
44
IJITEE, Vol. 4, No. 2, June 2020    
Dearisma Arfinda Ma’ruf: Applying Integrating Testing of ... ISSN 2550 – 0554 (Online) 
 
Fig. 8 Negative test on Book feature. 
2. The problem is that several APIs are private. Therefore, it 
may be difficult to get the legal API. It is different with an 
open API that can be accessed publicly and simply by 
signing in as a user. 
VI. CONCLUSION 
The purpose of this research is to discuss the application of 
the integrity testing between microservices as one of the 
microservice testing stages. This research proposes the 
microservice testing stages for the case study which is 
Sriwijaya Air, one of the airline in Indonesia. 
Sriwijaya Air was tested using the three testing stages. This 
research applied black-box testing strategy and applied the 
positive and negative testing as well. 
The testing was done manually by testing the four features 
before booking the ticket. Those four features are search, book, 
payment, and booking info. Unit testing was done to test the 
functions every module, integrity test was applied to test the 
relationship between the microservices, and end-to-end testing 
was conducted to test the result after applying the previous 
tests. The three testing stages are sufficient to represent other 
testing stages. It is because they tested the smallest functions 
individually, the service between microservices, and the overall 
system result. The results of the Sriwijaya Air’s API 
microservice test are explaind as follows. 
1. The result of the three tests shows that the microservices 
are related to one and another. It means, if one 
microservice is not used, the system process cannot be used 
until the end and the result of the microservice will be used 
in another microservice. Therefore, the sequential of the 
system stages is maintained. 
2. The obtained response time is not tolerable enough for the 
users. It needs an improvement in Sriwijaya Air’s API in 
order to increase the speed of its API so that the toleration 
score of the response time is also increased. 
3. The three testing stages can be applied by other airlines as 
long as the API of the airlines can be accessed publicly. 
4. These three stages are not only easy to do and have short 
estimation of time, but also have the low cost which is 
important. 
It can be concluded that integrity testing which is applied in 
Sriwijaya Air’s API microservice test is able to test the integrity 
between microservices. Integrity testing can be combined with 
the unit testing and end-to-end testing, so that it generates short 
time estimation and low cost. The three stages are also possible 
to be used by the developer to test the microservice. 
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