Abstract. In the paper a method of using the Unified Modeling Language for specification of digital systems, especially logic controllers, is presented. The proposed method is based mainly on the UML state machine diagrams and uses Hierarchical Concurrent Finite State Machines (HCFSMs) as a temporary model. The paper shows a way to transform the UML diagrams, expressed in XML language, to the form that is acceptable by reconfigurable FPGAs (Field Programmable Gate Arrays). The UML specification is used to generate an effective program in Hardware Description Languages (HDLs), especially Verilog.
Introduction
There are many diverse methods of digital system design (e.g. [1] ). Nowadays, the dominant trend is to design integrated circuits for a particular purpose (e.g. [2] ). Millions of logic gates combined with the ability of reprogramming and reconfiguring [3] give unprecedented computational power, and the designed systems are becoming increasingly complex. Therefore, effective system design is supported by Computer Aided Design (CAD) systems and abstract modeling seems to be ever more important. Even higher consumption of basic electronic components seems to be acceptable because the chip costs are on the decrease.
The main purpose of this paper is to present a method of using UML state machines diagrams for graphic specification of digital systems, especially logic controllers. The reconfigurable FPGA devices can be used as a target implementation platform.
Proposed Design Method
The proposed design method attempts to combine advantages of graphical notation (readability, convenience, intuitiveness) with the benefits of hardware description language (precision, versatility). Figure 1 presents the flowchart of the proposed method. As a background, tools used by designer are presented. In the first step, the designer, using a UML editor, creates a behavioral description of the system with UML state machine diagram. Next, the diagram is exported to XML (the export option is built in every professional UML editor, e.g. IBM Rational Software Architect, Sparx Systems' Enterprise Architect). XML files, compliant with the XML Metadata Interchange (XMI) specification, are the input to the developed U2V system [4] . The system translates the UML diagrams to synthesizable HDL description, using temporary HCFSM model (each module is saved in a separate file). Then, using external tools, the system can be simulated, and finally the synthesis and implementation can be done. The result of the last step is the netlist and the related bitstream, whereby it is possible to program the real FPGA device.
Logic Controller Example
Figure 2 presents a mixer machine for beverage production and distribution (Mixer). The example is taken from [5] . The controller works in the following way: pressing the start button (x1) initiates the processes in which tanks 1 and 2 are being filled, and the containers for the beverages are delivered (signal y3). Active signal x4 means that containers have been placed correctly on the trolley. Then valves y10 and y11 are opened until the tanks are filled, and this information is indicated respectively by sensors x5 and x7. In turn, the delivery of the containers is connected with the movement of the trolley with containers (active signal y12) and finishes when the trolley reaches sensor x13.
After filling the tanks, the ingredients are being prepared, which is initiated with signals y1 and y2. An indication of the sensors: x2 for the first container and x3 for the second container means that the ingredients in tanks 1 and 2 were prepared. The ready components are poured into the third tank by opening valves y5 and y6 and mixed (active signal y4 until deactivation x9).
The valves are closed after emptying the tanks 1 and 2. The situation is signaled with sensors x6, x8 and x9 respectively. When one of the containers is ready, it is independently filled and closed (signals x10 and x11).
After the completion of both processes, the trolley with containers moves back to its initial position, which is signaled with y9. Sensor x12 is active when the system is ready for the further operation.
Formally, the presented controller consists of thirteen input sensors and twelve output signals. Controller's block diagram is shown in Fig. 3 . 
Unified Modeling Language
The Unified Modeling Language (UML) [6] contains a few graphical tools that can be used to illustrate, specify, visualize, construct and document artifacts of software and non-software systems [7] , especially digital devices [8] . The first version of the language (1.0) was presented in 1995, and the current version is 2.4.2 [8] . The UML contains fourteen kinds of diagrams (structural and behavioral). One of them is a state machine diagram that defines a set of concepts that can be used for modeling behavior of the discrete systems, because they refer directly to the definition of Finite State Machines (FSMs). Graphically the state machine is represented as a directed graph with nodes related to states and edges related to transitions between states. In other words, it is a graphical representation of a discrete behavior of state-transition systems [9] .
Using State Machine Diagrams
State machines can be used to express the behavior of a part of a system. The formalism of state machines described in UML is an object-based variant of Harel statecharts [10] . On the diagram, a state models a situation during that some invariant condition holds. The invariant may represent a static situation such as an object waiting for some external event to occur. However, it can also model dynamic conditions. A transition is a directed relationship between source (state) and target vertices. It may be part of a compound transition, which takes the state machine from one state configuration to another, representing the complete response of the state machine to the occurrence of an event of a particular type.
State machine diagrams enable the designer to model the system on the selected hierarchical level. If there is no need to present all details of the designed system, it is able to choose a higher level of hierarchy and hide unimportant (on the designed level) information. Figure 5 shows the state machine diagram on the lowest hierarchy level with all substates and full information. Each substate (that, in fact, is a sequential automaton) has its own initial state (on the diagrams: small, black circle) that is activated when the system is in a superior state.
It seems that the state machine diagrams are the most effective and important UML diagram for the graphic specification of digital systems. With the support of concurrency and hierarchy of the design system and the precise semantics, state machine diagram allows one to develop a complete and unambiguous description of the digital system behavior. 
Translation UML into HDL
The graphical specification of the designed system can be transformed and detailed to another specification. The proposed method is based on [11] , [12] . Other important sources of inspiration were [13] , [14] that use the Model-Driven Development (MDD) approach in the embedded systems design area. The proposed method used the above methods and adapted them to the Model Driven Architecture (MDA) on the model transformation level. The transformation path begins with UML state machine diagram then follows to a temporary HCFSM model and finally to a Verilog description. Moreover, modeling is limited to the modular diagrams, so there are no transitions between states on different levels of hierarchy (no transitions crossing borders of the states). Formal transformation rules were defined in QVT (Query/View/Transformation) language [15] . These rules describe how to transform a UML state machine model to an HCFSM model of the metamodel level.
The proposed method consists of several stages. In the first step, the state machine model (expressed as a UML diagram) is divided into a number of FSMs. In the next step, the FSM based on the state machine at the highest level of the hierarchy is chosen. It will play a primary (coordinating) function with regards to all the remaining FSMs. The next step is to augment the master FSM with additional signals associated with the activity of each of the sub-automata. Moreover, if the diagram contains completion transitions, relevant transition guards are modified by adding special signals using completion events (Fig. 6) .
Next, the idle states have to be added in each subordinate automaton. The control is transferred to the idle state when the automaton is inactive (its activation is managed by the superior FSM). Moreover, it is also necessary to supplement the FSM with additional transitions to the idle state. The selected subordinate FSMs are shown in Fig. 7, Fig. 8 and Fig. 9 . The HCFSM diagram for the mixer example is shown in Fig. 10 . The final stage of the method is to generate Verilog files that describe the various decomposed FSM automata. There are many possibilities of FSM implementation in hardware description languages [16] . The behavioral description using one, two or three processes is one of the most popular ways, however it seems that the most readable approach is the version with two processes.
In Fig. 11 the master module "Top" in Verilog is presented.
U2V System
The developed methods and algorithms are implemented in the original CAD system called U2V [4] . The U2V input is specified as a text-file containing the description of the UML state machine model in XML format compliant with the XML Metadata Interchange (XMI) specification ver. 2.1. The UML model loaded into the program can be visually presented in the form of a tree structure of an XML document. Then the system analyzes the given XML file and creates a temporary HCFSM model using the transformation rules (expressed in QVT language). Next the HCFSM model is translated into a Verilog description (in a behavioral, synthesizable and modular form). Depending on the model complexity (the number of hierarchy levels), the generated specification can be written in one or more text files. The division of the output specification into a number of files increases its visibility and allows for independent simulation and verification of the model parts. Figure 12 shows the structure of the U2V system.
U2V was implemented in Java in the environment "Eclipse" with the plug-in "Jamon" [17] , which provides the ability to generate text specifications based on created templates.
FPGA Implementation
The Verilog specification of Mixer was simulated in Aldec's Active-HDL system. The simulation results confirm that the designed system behavior corresponds to the specification expressed as a UML state machine diagram. Then in the Xilinx ISE environment the synthesis and implementation of the designed system was done. The results are presented in Tab. 1. 
U2V system

Conclusion
The graphical specification method for digital systems, especially logic controllers, was presented. The method is based on the UML state machine model, and with the help of a temporary HCFSM model, a behavioral, synthesizable and modular system description in a hardware description language (Verilog) is generated. The transformation on the metamodel level from UML into Verilog is made by using the MDD approach. The rules of transformation between UML model and temporary HCFSM model were defined in QVT language. The generated behavioral description in Verilog can afterwards be synthesized and implemented into FPGA.
The method developed here obviously has some limitations, which indicates the most important directions of further research, including:
• Extending the modeling capabilities of the nonmodular systems in which transitions can cross the state borders and another types of UML diagrams (e.g. activity diagram, use-case diagram).
• Implementation in U2V system the verification methods for the UML diagrams.
• Optimization the FSMs implementation in digital circuits [18] , [19] .
• Developing translation methods from UML models into other formats, e.g. SystemC, SFC [12] and PNSF [1] .
