Abstract-We study the problem of computing query results with confidence values in ULDBs: relational databases with uncertainty and lineage. ULDBs, which subsume probabilistic databases, offer an alternative decoupled method of computing confidence values: Instead of computing confidences during query processing, compute them afterwards based on lineage. This approach enables a wider space of query plans, and it permits selective computations when not all confidence values are needed. This paper develops a suite of algorithms and optimizations for a broad class of relational queries on ULDBs. We provide confidence computation algorithms for single data items, as well as efficient batch algorithms to compute confidences for an entire relation or database. All algorithms incorporate memoization to avoid redundant computations, and they have been implemented in the Trio prototype ULDB database system. Performance characteristics and scalability of the algorithms are demonstrated through experimental results over a large synthetic dataset.
I. INTRODUCTION
We consider the problem of processing queries efficiently over uncertain data that includes confidence (or probability) values. Uncertain and probabilistic databases have enjoyed considerable recent interest (e.g., [1] , [2] , [3] , [4] ), due to their relevance for important current applications such as data cleaning and integration, information extraction, scientific and sensor data management, and others [5] .
A central and particularly challenging aspect of processing queries over uncertain data is that of computing confidence values on query results. (Note that the terms uncertain data and confidences used here correspond to the terms probabilistic data and probabilities sometimes used elsewhere.) It has been shown previously [6] that the straightforward approach of propagating confidence values through the operators comprising a query plan can, in certain cases, yield incorrect confidence values in query results. Roughly, the flaw is that dependencies among the base data and confidence values contributing to the result data and confidences are lost during query execution.
One approach to handling this problem, studied in [6] , [7] , restricts the allowable query plans to "safe" ones, which ensure correct propagation of confidence values. When the best plan for a query is safe, then this approach yields a very efficient query processing strategv However, sometimes the most efficient plan for a query is not safe-in fact, in extreme cases a query 's safe plan may be arbitrarily worse than the best unsafe one [8] Furthermore for some queries there is no safe plan at all.
In this paper we explore an alternative approach to the problem of correct confidence computation. In the Trio project at Stanford, we are developing a database system that incorporates data lineage as a first-class concept, along with uncertain data and confidence values [2] , [9] . It turns out that confidence values can be computed entirely based on the lineage information tracked by Trio. More specifically, lineage allows for a new form of decoupled data and confidence computation:
First compute the data in the query result, ignoring confidence values. Lineage is tracked during data computation as well, but unlike confidence computation, lineage-tracking does not restrict the allowable query plans, thus, the most efficient query plan can be selected using any kind of relational query plan optimizer. After data computation, confidence values can be computed at any time, based on lineage. Effectively, lineage captures the dependencies that are needed for correct confidence computation, without restricting which query plans can be used.
In addition to enabling a wider space of query plans, the decoupled approach also enables selective confidence computation: If confidence values for some portions of the result data are not needed, they will never be computed. Since confidence computation can be an unavoidably expensive operation in some cases [6] , [10] , this feature can be very useful in practice.
At the most general level, one can envision a query optimizer that explores a space of execution strategies encompassing efficient safe plans when they exist, lineage-based schemes, and hybrids of the two approaches. We do not tackle a global query optimization problem of that scale in this paper. Rather, we focus on developing the framework and algorithms for efficient decoupled data and confidence computation based on lineage.
Outline and contributions: In Section II we review ULDBs and motivate our techniques through a running example. In Section III we formalize query processing on ULDBs for a wide class of relational operators and arbitrary algebraic plans', and we specify decoupled confidence computation. In Section IV we present algorithms for per-tuple confidence computation. In Section V we provide batch algorithms for computing confidence values for all tuples in a relation or 1 Our previous algorithms [8] were limited to the duplicate-preserving "DLmonotonic" operators a, H4, <, and U, which produce conjunctive lineage.
In this paper we extend lineage to boolean formulas, and we capture full relational algebra including duplicate-elimination and aggregation.
database. In Section VI we present our experimental results. Related work is discussed next and we conclude in Section VII.
In this paper we consider a restriction of ULDBs whose uncertainty component is equivalent to probabilistic databases.
However, all algorithms from this paper can be extended to the more general ULDB model implemented in the Trio system [9] . Moreover, the techniques from this paper can also be leveraged for additional Trio functionality such as extraneous data detection and coexistence checks [9] . Details are omitted due to lack of space but available in Section 6 of the online technical report [11] .
Note that the decoupled confidence-computation approach was suggested by us originally and briefly in [8] , with some motivating examples. Material from that paper is reviewed in Section II; results presented in Sections III onwards have not been published previously.
A. Related Work Modeling uncertain and probabilistic information in relational databases has been an area of research for nearly 20 years. Much work, especially earlier papers, focuses on theoretical foundations, e.g., [12] , [13] , [14] , [15] , [16] , [17] , [18] , [19] , [20] , and not on practical considerations such as efficient query processing, the subject of this paper. Recent interest has turned to developing prototype systems, e.g., [1] , [3] , [4] , [9] . MayBMS [1] uses a model different from ours for representing uncertain and probabilistic data, and efficient probability computation is not discussed. MystiQ [3] is a system for managing probabilistic data based on safe plans [6] , as discussed earlier and to be discussed further in Section II. The Orion system [4] focuses on continuous uncertainty for sensor applications, rather than discrete forms of uncertainty with confidence values. In addition, no previous work we are aware of considers combining and contrasting tuple-level and batch confidence computation.
Lineage-tracking in relational databases has also been studied, e.g., [21] , [22] , [23] , [24] 9 [25] , [26] , [27] , [28] . However, none of that work uses lineage in conjunction with uncertainty.
ULDBs are unique in their exploitation of lineage to help model uncertainty in data and query results [8] , and to improve query processing on uncertain data as explored in this paper. Intensional query evaluation in probabilistic database systems, as introduced in [16] and most recently discussed in [6] , [10] , [29] , generates a global boolean formula of constraints among tuples, call it B, which can then be used to compute probabilities. In our setting, lineage captures all orf the information from B that is necessary for confidence computation. We focus on optimizing the process of gathering and exploiting this information.
Confidence computation based on lineage has some parallels with Artificial Intelligence inferencing algorithms, such as the clique tree propagation algorithm for Bayes Nets [30] . Reference [29] shows how to model probabilistic databases using probabilistic graphical models [30] and formulates confidence computation as an inference problem, which allows standard Al inferencing algorithms to be exploited. These algorithms are quite different in flavor from ours. For example, they require each data item to be associated with a probability table, and all intermediate results and their probability tables must be maintained during query processing. In our case, we store just tuples in the database and their lineage. Furthermore, we exploit the database query processor for our confidencecomputation tasks. Notably, we can perform batch computations via standard SQL queries. A careful study comparing the two broad approaches Al techniques (as in [29] ) and database techniques (as in [6] , [10] and this paper)-is not a subject of this paper and is left as future work.
II. MOTIVATION AND EXAMPLES
This section introduces the ULDB model for representing uncertainty and lineage in relational databases [8] , [2], [9] . We also introduce a running example, used here to informally explain query processing with confidences and lineage, and to motivate the issues addressed by the remainder of the paper.
A. Data and Confidences
A ULDB relation is similar to a conventional relation, except that each tuple is annotated with a numerical confidence value (equivalently probability) in the range [0, 1], and with lineage, which is explained in the next subsection. ULDB relations may contain data duplicates, but we assume a (possibly internal) globally unique identifier I(t) for each tuple t in the database. Note that we sometimes abuse notation and use t instead of its identifier 1(t), when the context is clear.
ULDBs have a conventional "possible-instances" semantics: Each ULDB relation R represents a set of possible conventional relations R1, . .rl. Each RB has an associated probability Pi based on the confidences of the tuples that appear in it. In the absence of lineage, tuple appearances are independent of one another. P1, . . ., P, sum to 1. This possible-instances definition extends directly to databases comprised of several relations. Details of this semantics can be found in many sources, e.g., [8] , [6] , [10] , [29] .
B. Lineage
Each tuple t in a ULDB relation also contains lineage, which intuitively captures "where t came from." Lineage is represented as a function A that associates with each tuple identifier 1(t) a boolean formula whose symbols are other tuple identifiers in the database. Base relations are not derived from other data so we define A(t) t for every tuple t in a base relation. Now suppose a ULDB relation R is the result of a query over other ULDB relations Si S and consider a tuple t C R. A(t) is a formula involving tuple identifiers from S. S and the formula reflects the query that produced t We will shortly see an example of how lineage formulas are produced. the process is specified rigorously in Section III.
Lineage constrains the possible-instances described in the previous section: Now a ULDB represents only those possible instances that are consistent with respect to lineage. Specifi cally, for a given instance D of a ULDB database U, we assign to each tuple identifier I(t) in U the value true if t appears in D and false if it does not. D is consistent with respect to lineage iff for every tuple t C D, the boolean formula A(t) evaluates to true using the above assignments.
C Running Example
We introduce an extremely simple and tiny conference database as a running example. Let 
A(42) =33
The lineage of tuples in these relations identifies the input tuples from which they were derived. Fanquet 0.792 A(51) =(12 V13) A23 We consider two relationally equivalent plans for evaluating this query: confidence, whereas Plan 2 does not: In Plan 2 it is incorrect for node 51 to assume its children are independent, because they both depend on node 23. As shown originally in [6] and by Plan 2 above, operator-by-operator confidence propagation within a query may lead to incorrect results. In the terminology of [6] , Plan 1 is safe as it is guaranteed to produce the correct result, while Plan 2 is unsafe.
III. QUERY PROCESSING
We formalize and provide algorithms for query processing with confidences and lineage. Section III-A discusses the semantics and evaluation of queries on ULDBs, prior to confidence computation. Section Ill-B provides our basic decoupled confidence computation algorithm which is then improved in the rest of the paper. by recursively expanding the current formula until all variables refer to base tuples. Then, the probability of B is computed and returned using the confidence values of the base tuples. We assume a function Eval, which takes a boolean formula over independent variables and the probabilities of each variable as input and computes the probability of the boolean formula. Using Pr(12) = 0.7, Pr(13) = 0.6, and Pr(23) = 0.9, we get Pr(ianquet) = 0.792, which is the correct answer. 1
In general, computing the probability of an arbitrary boolean formula of independent events (our function Eval) is known to have exponential worst-case complexity [31] , [32] . If approximate answers suffice then we could employ Monte-Carlo simulations [33] for the final computation, as proposed in [6] , [10] IV. TUPLE-LEVEL CONFIDENCES Next we improve upon Algorithm 1. Consider Figure 2( to compute all confidences for R at once. The final SQL query can be optimized by the DBMS. Note that in this approach, confidences are computed only for those tuples in Indep(R) that appear in the lineage of some tuple in R.
To formulate a valid SQL query for batch confidence computation, we need the lineage from R to Indep(R) to satisfy a certain structure, as follows. First, each relation Ri on a path fromf R to Indep(R) (including R itself) must have "uniform" lineage to its input relations SI,, 5r The lineage formula of each tuple in Rf must be a conjunction or disjunction of n clauses, where the jth clause is in turn a conjunction or disjunction of tuples in Sj. This condition can be checked at query time, with nodes in SLin annotated as "uniform" or "non-uniform". For example, a query involving only o, T, m, and U satisfies the condition, as does a query that performs n of two relations, or one that applies & to a single relation.
Second, if a relation Sj appears in a disjunctive clause in Ri's lineage, then there must be no sibling edge to (Ri, Sj), i.e., all paths fromf R to a descendant of Sj pass through the edge (Ri, Sj). We further annotate Slin, adding an "OR" label to each such edge. When the conditions above do not hold and we want to
compute confidence values for all tuples in a relation R,
we must compute them tuple-by-tuple. Next we provide an informal description of the single-relation batch algorithm (Section V-A), and we explain how it is used to compute confidences for an entire database (Section V-B).
A. Relation-Level
Let R(A , ..., A,) be a ULDB relation. We assume the data portion of R is stored as a conventional relation (which we also call R) with two additional attributes. ft(id, conf, A1,
. A,). Each tuple has a globally unique identifier id and a conf value that stores the confidence of the tuple, which is NULL if it has not been computed. We assume that for each derived relation R there is a separate lineage However, together with SLin, it is sufficient to perform batch confidence computation for the class of query results described above. These structures are similar to the encoding used in the Trio prototype [9] .
Assume R, whose confidences we want to compute, has base relations {SI, S2, ... , Sr } in its (transitive) lineage. We will extend our algorithm to use Indep(f), but for now let us assume we want to use the base relations to compute R's For each tuple t, we multiply the confidence of all tuples from SI in t's lineage and further multiply the result with the confidence of the disjunction of all tuples from S2 in t's lineage. The exact SQL query is shown in Figure 4 . The subqueries producing Cl and C2 compute the confidence contribution due to SI and S2 respectively. To obtain the confidence due to SI, we union the results of the two lineage paths. R through TI to S1, and R through T2 to SI. We then multiply the confidences of the resulting SI tuples. To obtain the confidence due to S2, we follow the single lineage path.
Here, because of disjunction we combine the confidences ci using (1 -Ii( -ci)). Since multiplication is not a built-in SQL aggregation function, in the query we obtain products by taking the exponent over the sum of the log-transformed confidences. Finally, note that we join Cl and C2 on their id attributes, assuming every tuple in R has lineage in both the components (as would be the case for a join). If Lineitems, and Partsupps creates a different base relation for each attribute; in the other, a horizontal partitioning splits the original relations into a number of similar base relations. Table I shows the table sizes for both partitioning  schemes. Benefit of Indep and Memoization: Our first set of experiments measures the performance gained by exploiting independence and memoization using the horizontally-partitioned schema. We compared the following two algorithms.
1. Batch-I (Independenit): Algorithim from Sectioin V-B.
Batch confidence computation is performed on each relation in SLin in topological order with memoization. 2. Batch-NI (Non-Independent): Batch confidence computation is performed on each relation R but without exploiting Indep(R), i.e., by traversing to the base relations for all computations. Table 11 (a) shows the execution times for both cases, for each relation as well as the entire database. As expected, for L,O, and P, the execution times were the same. The total execution times for the entire database, consisting of about 14 million tuples, were approximately 72 minutes and 97 minutes for Batch-I and Batch-NI respectively. The sum of the execution times for OL, LP, and OLP-tables whose execution under Batch-I and Batch-NI differ-were approximately 57 minutes and 82 minutes, respectively. Thus, we observed roughly a 30% improvement due to memoization. 5 To determine how our batch algorithm scales with data size, we varied join selectivities to obtain different sizes for OLP and then performed relation-level confidence computation on it. For this experiment we used the vertically-partitioned database, since it more readily enables varying selectivities. Table 11(b) shows that the algorithm's performance is roughly linear in data size. Even for our largest instance of OLP with 7.6 million tuples, the batch confidence computation took about 16 minutes6.
Per-Tuple versus Batch: Next we consider tuple-level versus batch computation, when confidences for only a fraction of tuples in a particular relation are required. We compared Batch-NI against Tuple-NI, the latter applying Algorithm I to each tuple. Our goal was to find crossover points: fractions of tuples above which it is more efficient to compute confidences for the entire relation using the batch algorithm than to compute individual confidences selectively using the per-tuple algorithm. We used relations LP 
