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Re´sume´
Toutes approche IDM ne´cessite l’enchaˆınement de plusieurs transformations. Cet en-
chaˆınement peut eˆtre vu comme un processus de production de logiciels. Dans le plus simple
des cas, cet enchaˆınement est line´aire : les transformations s’exe´cutent les unes apre`s les
autres. Cependant, il arrive souvent que l’on ait besoin de controˆler l’enchaˆınement lors
de l’exe´cution : par exemple, on peut vouloir choisir la transformation suivante en fonc-
tion du re´sultat des transformations pre´ce´dentes. Dans cet article, nous de´crivons l’outil
PMS+ permettant de spe´cifier l’enchaˆınement de transformations en tant que processus
de production de logiciels.
1 Notre proble´matique
Sur un plan technique, un de´veloppeur a besoin d’un cahier des charges complet de´crivant
le syste`me a` imple´menter et un ensemble de connaissances sur un ensemble de langages lui
permettant d’imple´menter le syste`me. Cet ensemble de connaissances se mate´rialise par la
maˆıtrise du langage (grammaire, syntaxe...) et l’ensemble de librairies lui permettant de ne pas
re´inventer la roue. Le de´veloppeur a donc comme roˆle de transformer le cahier des charges e´crit
en langage humain en un langage compre´hensible par la machine. Cela en se basant sur les
connaissances acquises par le de´veloppeur (grammaire, syntaxe , librairies...). Pour passer du
domaine de l’humain au domaine de la machine, le cahier des charges passe par un processus
de production jusqu’a` l’application finale. Ce processus est de´crit par les diffe´rentes activite´s
a` appliquer sur le cahier des charges ainsi que le flux d’exe´cution de ces activite´s oriente´ selon
diffe´rentes contraintes, par exemple le choix des librairies les plus adapte´es ou le type de la
plate-forme cible.
Dans le cadre d’une approche IDM [9] ce processus est ge´ne´ralement automatise´ et est centre´
sur le mode`le. Par conse´quent, le mode`le est conside´re´ comme un objet auquel nous pouvons
poser des questions (c’est-a`-dire faire des ope´rations) et non comme un simple fichier. Les
activite´s sont principalement des transformations de mode`les, de la ge´ne´ration de code ou des
boites noires. Les contraintes permettant d’orienter le flux d’exe´cution, quant a` elles, portent
sur les mode`les manipule´s par le processus. Ce qui constitue une spe´cificite´ pour les processus
de production IDM par rapport aux workflow [5] qui pre´sentent une vue automatisable des
processus me´tier.
D’une manie`re ge´ne´rale, un processus de production de logiciels prend un ensemble de
mode`les de´crivant l’application a` concevoir et produit l’ensemble de code source correspondant.
Au cours de l’exe´cution du processus, le concepteur est amene´ a` faire des choix, comme par
exemple spe´cifier l’emplacement des mode`les d’entre´es ou la destination du code a` ge´ne´rer. Ces
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choix peuvent-eˆtre fixe´s a` l’avance, mais il peut eˆtre inte´ressant de rendre certains d’entre eux
interactifs : le syste`me demande alors les valeurs lors de l’exe´cution du processus.
Il arrive souvent que des processus de production de logiciels aient des parties similaires. Il est
inte´ressant de pouvoir capitaliser sur ces parties similaires, en ayant la possibilite´ de les re´utiliser
dans diffe´rents processus de production. Une approche inte´ressante est de voir le processus de
production comme e´tant une activite´ elle-meˆme re´utilisable dans un autre processus.
Dans un contexte ou` les technologies de transformation de mode`les et de ge´ne´ration de
code sont devenues de plus en plus nombreuses, un processus de production doit accepter
l’he´te´roge´ne´ite´ des technologies et donc permettre d’enchaˆıner diffe´rentes technologies dans un
meˆme processus.
En re´sume´, un processus de production IDM doit respecter les points suivants :
– Le processus doit de´crire un enchaˆınement d’activite´s avec un flux d’exe´cution oriente´
selon des contraintes (c’est-a`-dire, une execution conditionelle).
– Dans un processus les mode`les doivent eˆtre manipulables en tant qu’objets et non unique-
ment comme des simples fichiers.
– Un processus peut eˆtre interactif. Nous devons avoir, dans ce cas, une gestion simple des
interactions (avec l’utilisateur ainsi qu’avec le syste`me de fichier).
– Dans un processus, les activite´s doivent eˆtre re´utilisables afin de simplifier la mode´lisation.
– Le processus peut eˆtre he´te´roge`ne et inde´pendants des te´chnologies utilise´es par les ac-
tivite´s. Nous devons avoir, dans ce cas, la possibilite´ de rajouter facilement des activite´s
de diffe´rentes technologies.
Un processus de production de logiciels est avant tout un proce´de´ logiciel [8], citons par
exemple SPEM [11] ou SPEM4MDE [15], dont les activite´s sont oriente´es vers le de´veloppement
de l’application et non la gestion des e´quipes de de´veloppement. En effet, les proce´de´s logiciels
sont des approches ge´ne´ralistes centre´es sur l’organisation du travail au sein d’une e´quipe dont
le but est de produire des logiciels.
Le proble`me d’enchainement des transformations, dans une approche IDM, a e´te´ traite´
dans plusieurs approches. Nous trouvons, par exemple, les approches classiques qui se base des
langes de script comme ANT [10]. Ces approches ne sont pas de´die´es aux approches IDM et
reste difficile a` adapter. Dans [1], les auteurs pre´sentent l’environnement MCC permettant la
description textuelle de l’enchainement des transformations de mode`le. Cette approche permet
la re´utilisation des transformations ainsi que l’exe´cution conditionnelle de leur enchainement.
Tout en adoptant une description textuelle des processus, le moteur MWE [3] permet l’en-
chainement simple (non conditionnel) des activite´s et ne se limite pas seulement aux transfor-
mations de mode`le. D’autres approches ont adopte´ une description a` base de mode`le ce qui
a permis une utilisation plus simple. Nous citons par exemple le moteur Acceleo [2] qui per-
met l’enchaˆınement simple des templates de ge´ne´ration de code Acceleo ou l’outil ATLFlow
[14] permettant de de´crire un enchainement conditionnel des transformations ATL. Ces outils
sont de´pendants de la technologie utilise´e pour les activite´s. Le besoin d’enchainer des activite´s
avec diffe´rentes technologies a e´te´ e´voque´ dans plusieurs approches. Nous citons, par exemple,
celle de transML [6] qui permet un enchainement simple des transformations ou le travail fait
dans [7] permettant un enchainement conditionnel de diffe´rentes activite´s. Dans [16] les au-
teurs pre´sentent l’outil UniTI permettant un enchainement simple des processus de production.
Cet outil se focalise sur la re´utilisation des activite´s de diffe´rentes technologies. Les technolo-
gies, dans ce cas, sont de´crites dans le me´tamode`le utilise´ par cette approche. Ce qui la rend
de´pendante des technologies utilise´es pour les activite´s.
Ces approches montrent des manques au niveau de l’interactivite´ avec l’utilisateur ainsi
qu’avec le syste`me de fichier. La pluspart de ces approches sont de´pendantes des technolo-
gies des activite´s, par exemple le moteur Acceleo ou l’outil ATLFlow. Les approches revendi-
quant l’he´te´roge´ne´ite´ des technologies pre´sentent une de´pendance aux technologies au niveau
du me´tamode`le, par exemple UniTI. Ce qui rend l’ajout d’une nouvelle technologie difficile.
Aucune de ces approches ne conside`re le mode`le comme un objet manipulable. Les conditions
permettant d’orienter le flux d’exe´cution portent ge´ne´ralement sur des expressions manipulant
des variables primitives. Enfin ces approches restent difficiles a` adapter pour respecter les points
cite´s plus haut.
Dans cet article, nous pre´sentons l’outil PMS+ (Process Manufacturing Software and +)
qui permet de de´crire et d’exe´cuter des processus de production de logiciels. Nous commenc¸ons
par une description ge´ne´rale du fonctionnement du moteur d’exe´cution puis nous de´crivons les
concepts de base et les particularite´s techniques, enfin nous exposons un cas d’utilisation sur
lequel nous avons valide´ notre moteur.
2 Principe ge´ne´rale du fonctionnement du moteur
Nous allons illustrer le fonctionnement de notre moteur sur un exemple dans lequel deux
transformations de mode`les sont enchaˆıne´es (voir figure 1). Cet exemple de processus permet de
transformer un mode`le UML mymodel, charge´ a` l’exe´cution, en un mode`le Python. Le re´sultat
est enregistre´ sur le syste`me de fichiers dans le dossier myfolder. Le nom du fichier re´sultat est
ge´ne`re automatiquement par le moteur.
Figure 1 – Exemple d’un processus avec deux transformations de mode`les
Dans notre approche, les transformations sont conside´re´es comme des activite´s a` exe´cuter
par le moteur de PMS+. La transformation UMLToEcore permet de transformer un mode`le
UML en un mode`le Ecore. Elle a un parame`tre d’entre´e source de type me´tamode`le UML et
un parame`tre de sortie target de type me´tamode`le Ecore. La transformation EcoreToPython,
quant a` elle, permet de transformer le mode`le Ecore en un mode`le Python. Cette seconde
transformation a un parame`tre d’entre´e ecore-s de type me´tamode`le Ecore et un parame`tre
de sortie python-t de type me´tamode`le Python. Le parame`tre source est connecte´ a` la donne´e
mymodel qui repre´sente le mode`le d’entre´e UML. Cette donne´e permet de charger le mode`le
qui est utilise´ comme un objet et non comme un fichier. Le parame`tre ecore-s est connecte´ au
parame`tre de sortie target et enfin le parame`tre python-t est connecte´ a` la donne´e myfolder qui
pre´sente le dossier dans lequel nous voulons enregistrer le re´sultat du processus. Cette donne´e
permet de re´fe´rencer un dossier existant sur le syste`me de fichiers.
Notre processus est complet. Nous pouvons a` pre´sent l’exe´cuter. Le moteur de PMS+ com-
mence par identifier les transformations dont tous les parame`tres d’entre´es sont pre´sents. Dans
notre cas, le moteur commence par exe´cuter la transformation UMLToEcore car son parame`tre
d’entre´e source est pre´sent et prend la valeur de la donne´e mymodel. Le parame`tre d’entre´e
ecore-s de la transformation EcoreToPthon n’est pas encore pre´sent puisque celui-ci est condi-
tionne´ par la pre´sence du parame`tre target. La donne´e mymodel transite sur la connexion pour
atteindre le parame`tre source ensuite la transformation UMLToEcore est de´clenche´e. Celle-ci
produit un mode`le de sortie sur le parame`tre de sortie target. Cette donne´e transite sur la
connexion pour atteindre le parame`tre ecore-s. De ce fait, les parame`tres d’entre´es de la trans-
formation EcoreToPython sont pre´sents ce qui permettra de la de´clencher. Cette transformation
produit un mode`le de sortie sur le parame`tre python-t. Cette donne´e sera ensuite envoye´e sur la
donne´e myfolder qui se charge de sauvegarder le mode`le re´sultat sur le syste`me de fichier dans
le dossier re´fe´rence´.
Dans la section suivante, nous pre´sentons plus en de´tail les principaux concepts de PMS+.
3 Les principaux concepts
Les principaux concepts de notre approche sont les activite´s, les donne´es et les flux de
donne´es. Le processus de production est de´crit comme un graphe oriente´ dont les nœuds sont
des activite´s ou des donne´es et les arcs sont des flux de donne´es. Ces derniers permettent
de connecter les donne´es aux parame`tres des activite´s, conside´re´s comme les point de connexion
des activite´s, ainsi que les parame`tres entre eux.
Dans PMS+ les activite´s sont les unite´s a` exe´cuter. Elles peuvent eˆtre une transformation
de mode`le, une ge´ne´ration de code, un moteur d’exe´cution, une boˆıte noire ou une re´fe´rence
vers un autre processus de production. Les activite´s de type moteur d’exe´cution permettent
d’exe´cuter dynamiquement d’autres activite´s. Ces activite´s prennent en ge´ne´ral une activite´
comme parame`tre d’entre´e ainsi qu’un mode`le de´crivant les donne´es a` fournir en entre´e pour
l’activite´ a` exe´cuter. Les boites noires permettent de re´aliser des taˆches complexes, par exemple
faire appel a` un service ou une application externes. Dans PMS+ un processus de production
est lui-meˆme conside´re´ comme une activite´, permettant ainsi la re´utilisation des processus dans
d’autres processus.
Une activite´ prend des parame`tres d’entre´e et/ou de sortie. Ces parame`tres sont type´s et
ont une multiplicite´. Les parame`tres repre´sentent ce que l’activite´ attend ou produit comme
donne´es. Les donne´es repre´sentent les objets ve´hicule´s entre les activite´s. nous pouvons spe´cifier
des donne´es primitives ou complexes. Pour les donne´es complexes, nous pouvons spe´cifier des
ressources permettant de re´fe´rencer des e´le´ments pre´sents sur le syste`me de fichiers, par exemple
un fichier ou un dossier. Pour les donne´es primitives, nous pouvons spe´cifier des entiers ou des
boole´ens.
Dans un processus de production, il arrive souvent que le processus ait besoin de re´cupe´rer
des donne´es en fonction des re´sultats des activite´s exe´cute´es. Pour cela, nous avons le concept
d’expression permettant, a` l’aide d’une expression OCL, d’exprimer une requeˆte ou un filtre
sur les donne´es. Les expressions sont calcule´es dynamiquement a` l’exe´cution du processus.
L’expression permet entre autres de renvoyer le re´sultat d’une requeˆte sur un mode`le fourni par
une activite´. Par exemple, elle permet d’obtenir tous les e´le´ments dont le type est ”Class”.
PMS+ propose un concept de donne´e utilisateur. Ce concept permet de spe´cifier des in-
teractions avec l’utilisateur, comme la saisie de donne´e. Ce concept est une donne´e, et est donc
repre´sente´ comme un nœud dans le graphe du processus. Ce nœud est relie´ a` un ou plusieurs
parame`tres d’une ou plusieurs activite´s. Lorsqu’une de ces activite´s est preˆte a` eˆtre exe´cute´e
(sans tenir compte des parame`tres relie´s a` la donne´e utilisateur), PMS+ propose une boˆıte
de dialogue permettant la saisie des valeurs pour tous les parame`tres relie´s a` la donne´e utilisa-
teur. Le moteur ge´ne`re dynamiquement la boˆıte de dialogue en se servant des me´tadonne´es des
parame`tres comme par exemple son type, son nom ou sa description.
Les flux de donne´es sont oriente´s. La direction du flux indique le sens de circulation des
donne´es. La source et la destination d’un flux doivent avoir le meˆme type. Par exemple, un
mode`le peut eˆtre connecte´ a` un parame`tre d’entre´es de type me´tamode`le d’une activite´. Cela
indique que les donne´es correspondant au mode`le iront du nœud mode`le vers le parame`tre. Un
flux de donne´es implique une de´pendance de donne´es entre la source et la destination (on
dit alors que la destination de´pend de la source). Dans le cas ou` la source et la destination
sont des parame`tres, le flux de donne´es implique une de´pendance entre les activite´s de ces
parame`tres. L’activite´ source est alors exe´cute´e avant l’activite´ destination. Les flux de donne´es
permettent au moteur de PMS+ d’ordonnancer les diffe´rentes activite´s du processus. D’une
manie`re ge´ne´rale, l’ordonnancement des activite´s est calcule´ selon les de´pendances des donne´es
existant entre les parame`tres. Dans PMS+, la notion de de´pendance des donne´es est de´duite
des flux de controˆle. Il arrive parfois que deux activite´s aient une de´pendance entre elles qui
n’est pas mate´rialise´e par une de´pendance de donne´es. Pour re´soudre ces cas, PMS+ permet
d’exprimer explicitement une de´pendance entre deux activite´s. Une fois l’ordonnancement fait,
le moteur commence par exe´cuter les activite´s dont tous les parame`tres d’entre´es sont pre´sents.
Les activite´s suivantes sont exe´cute´es de`s que leurs parame`tres d’entre´e sont a` leur tour pre´sents.
Les flux de donne´es peuvent eˆtre controˆle´s par des gardes a` l’aide d’expressions boole´ennes
indiquant si la donne´e peut circuler sur le lien. Si l’expression est e´value´e a` vrai, la donne´e peut
aller de la source a` la destination. Si l’expression est e´value´e a` faux la donne´e est bloque´e et par
conse´quent l’activite´ suivante ne sera pas active´e. Ceci nous permet d’exprimer des contraintes
bien de´finies sur le flux d’exe´cution.
Dans la section suivante, nous parlons des aspects techniques de PMS+, comme l’ajout
d’une technologie, et sa conception base´e sur la re´utilisation.
4 Les points techniques particuliers
PMS+ est imple´mente´ par un ensemble de plugins Eclipse. L’outil est de´veloppe´ suivant une
de´marche base´e sur la re´utilisation. Ainsi, la plupart des fonctionnalite´s de PMS+ sont de´crites
sous forme de processus de production qui sont exe´cute´s par le moteur d’exe´cution. L’ajout de
nouvelles fonctionnalite´s peut se faire par ajout de nouveaux processus. Cette approche donne
la possibilite´ d’exe´cuter des processus de production a` la vole´e. Cette technique base´e sur la
re´utilisation nous permet d’maintenir ainsi que faire e´voluer PMS+ plus facilement.
Les activite´s dans PMS+ peuvent utiliser des diffe´rentes technologies : QVT 1, ATL 2,
Java, etc. Si une technologie n’est pas supporte´e, PMS+ permet de l’ajouter : il faut pour
cela fournir le moteur d’exe´cution correspondant sous la forme de classes Java imple´mentant
certaines interfaces. Le syste`me d’ajout est base´ sur le concept de point d’extension d’Eclipse 3.
Actuellement, PMS+ supporte les moteurs d’exe´cution de QVT, Acceleo, Java et celui des
processus de production.
Dans ce qui suit nous montrons comment ajouter une activite´ ainsi qu’une technologie dans
PMS+.
4.1 Comment ajouter une description d’une activite´ ?
L’ajout d’une description est le fait de la sauvegarder dans le registre des descriptions de
PMS+. Ce registre permet de garder une re´fe´rence sur le comportement ainsi que le mode`le le
1. http ://www.omg.org/spec/QVT
2. http ://www.eclipse.org/atl/
3. http ://www.eclipse.org/resources/resource.php ?id=495
de´crivant. Dans PMS+, nous faisons la diffe´rence entre installer une description et l’enregistrer
dans PMS+. En effet, l’installation implique que la description est valide´e par le concepteur
et peut eˆtre inte`gre´e dans un projet (par exemple, une application Eclipse). L’installation peut
eˆtre faite dans le but de l’exporter de´finitivement dans un projet. Dans ce cas, elle est faite en
packageant le comportement dans un plugin Eclipse. Ce plugin doit avoir un point d’extension
permettant de de´clarer le comportement en tant que description d’activite´ dans PMS+. Le
point d’extension demande un mode`le de´crivant le comportement (le mode`le de description de
l’activite´). Selon ce mode`le le comportement est installe´ en tant que description de transforma-
tion de mode`le, de ge´ne´ration de code ou d’exe´cuteur... Le type du comportement ne peut pas
eˆtre de´duit automatiquement d’ou` la ne´cessite´ d’avoir le mode`le de l’activite´.
Dans PMS+ la mise en package d’un comportement peut eˆtre faite automatiquement a`
travers une fonctionnalite´ permettant de ge´ne´rer le plugin avec le mode`le de description de
l’activite´ correspondant. Cette fonctionnalite´ prend en parame`tres le type de la description
de´sire´e ainsi que le fichier contenant le comportement. Elle explore le fichier afin de de´terminer
les me´tadonne´es associe´es au comportement, par exemple le nom les parame`tres. Actuellement,
la ge´ne´ration du mode`le de la description de´pend de la technologie du comportement. En effet,
certaines technologies, par exemple Java, sont difficiles a` explorer automatiquement.
PMS+ propose, aussi, l’installation au niveau du runtime. Dans ce cas l’activite´ est prise en
compte, automatiquement, a` chaque de´marrage de l’application. Ce type d’installation est fait
en enregistrant la position du comportement dans le syste`me de fichier. De ce fait, le changement
de la position du comportement rend l’installation obsole`te.
L’enregistrement, quant a` lui, permet de de´clarer les comportements dynamiquement au
niveau du runtime dans le but de les tester et les valider. L’enregistrement est perdu lors
du prochain de´marrage de l’application. Dans ce cas, le comportement n’a pas besoin d’eˆtre
package´.
4.2 Comment ajouter une technologie ?
Afin d’ajouter une technologie dans PMS+ nous nous basons sur la notion des points d’ex-
tension d’Eclipse. Dans PMS+, une technologie est une classe Java imple´mentant l’interface
IExecutor. Celle-ci de´crit l’ensemble des fonctionnalite´s qu’un exe´cuteur doit respecter, par ex-
emple la fonction execute qui permet d’exe´cuter l’activite´. Le point d’extension quant a` lui
permet de capter les me´tadonne´es de cet exe´cuteur afin que PMS+ le prenne en compte et
le propose comme une technologie possible au niveau du mode`le de la description de l’activite´.
Une fois l’exe´cuteur enregistre´, il sera pris en compte par le moteur d’execution de PMS+.
4.3 Comment exe´cuter un processus de production ?
Une fois le processus de production mode´lise´, il faut pouvoir l’exe´cuter. Si le processus
ne´cessite des parame`tres en entre´e, il faut un me´canisme permettant de saisir ou de spe´cifier
la valeur de ces parame`tres. PMS+ propose deux approches pour exe´cuter un processus : une
approche ge´ne´raliste et une approche personnalise´e.
Dans l’approche ge´ne´raliste, l’utilisateur de´clenche le processus en se´lectionnant l’action
Execute Process du menu de PMS+. PMS+ propose alors une boˆıte de dialogue dans laquelle
l’utilisateur renseigne le mode`le du processus a` exe´cuter, ainsi qu’un mode`le contenant les
valeurs des parame`tres ne´cessaires a` l’exe´cution.
Dans l’approche personnalise´e, l’utilisateur peut ajouter des actions personnalise´es dans la
barre d’actions d’Eclipse. Chaque action permet alors de de´clencher le processus de production
qui lui est associe´. Les actions peuvent eˆtre installe´es dynamiquement, sans avoir besoin de re-
lancer PMS+ ou Eclipse. Pour installer une action personnalise´e, il faut choisir la fonctionnalite´
Create Process Action. PMS+ propose alors une boˆıte de dialogue dans laquelle l’utilisateur
renseigne le mode`le du processus a` installer ainsi que le menu dans lequel ce processus doit ap-
paraˆıtre. Le menu est de´crit par une chaˆıne de caracte`res sous la forme sousMenu1 : :... : :sous-
MenuN : :action. L’utilisateur a ainsi un acce`s rapide personnalise´ a` ses processus. Cette seconde
me´thode, quoi que plus longue a` mettre en œuvre, s’ave`re plus inte´ressante lorsque l’utilisateur
est amene´ a` exe´cuter souvent les meˆmes processus de production.
Il est a` noter que les actions Execute Process, Create Process Action, ainsi que la plupart des
actions du menu de PMS+, sont elles-meˆme de´crites par des actions personnalise´es associe´es
a` des processus de production. L’utilisateur peut ainsi tre`s facilement e´tendre les actions de
PMS+ en ajoutant des actions associe´es a` des processus de production.
5 Exemple
Nous utilisons PMS+ afin de de´crire et d’exe´cuter notre processus de production de logi-
ciels. Ce processus permet de ge´ne´rer des portails collaboratifs ope´rationnels a` partir d’omegsi
[4][12],qui est une mode´lisation centre´e sur les processus me´tier.
Figure 2 – Exemple d’un processus de production
Notre processus de production comprend pre`s d’une vingtaine d’activite´s, essentiellement
des transformations de mode`les, et bien suˆr de la ge´ne´ration de code. Nous avons de´coupe´ notre
processus en trois sous-processus : le premier traite les mode`les de haut niveau, le second les
mode`les interme´diaires, et le troisie`me les mode`les techniques permettant de ge´ne´rer le code.
Chaque processus comprend des activite´s, des donne´es, et des flux de donne´es. La figure 2
montre une partie de l’enchaˆınement des trois processus principaux. Chacun de ces processus
est lui-meˆme compose´ d’activite´s. Le processus businessProcess prend en entre´e un mode`le, le
raffine (processus me´tier non de´taille´ ici) et fournit en sortie un mode`le raffine´. Ce mode`le est
transfe´re´ a` la transformation ToErrorLog charge´e de de´tecter les erreurs me´tier de l’utilisateur,
par exemple la de´tection des inter-blocages entre les processus me´tier. Cette transformation
permet de produire un mode`le de´crivant les diffe´rentes erreurs ainsi qu’une proposition pour
les re´soudre. La transformations met a` vrai un boole´en (hasError) place´ dans le mode`le. La
transformation ToErrorLog comprend deux parame`tres en sortie (e-source et error-model).
De ces deux parame`tres partent deux flots, chacun comportant une garde exprime´e en OCL
(error-model.objects()![Model].hasErrors) Ces gardes permettent d’interroger le boole´en
hasError. Si il est vrai, la donne´e ira vers ToReport, qui pourra se de´clencher et ge´ne´rer un log
de rapport. Si il est faux, la donne´e de´clenchera l’activite´ TechnicalProcess.
6 Conclusion
Dans cet article, nous avons pre´sente´ notre outil PMS+ de mode´lisation et d’exe´cution
des processus de production de logiciels dans une de´marche IDM. Cet outil permet de de´crire
des processus complexes centre´s sur le mode`le. Les processus de production permettent l’en-
chaˆınement des activite´s suivant un flux d’exe´cution oriente´ selon des contraintes relatives aux
donne´es manipule´es par ces activite´s. Ces dernie`res peuvent eˆtre des transformations de mode`le,
des ge´ne´rations de code ou des boites noires... Dans PMS+ nous avons simplifie´ la notion d’in-
teraction avec l’utilisateur et d’interaction avec le syste`me de fichiers. Cela permet, par exemple,
de charger ou d’enregistrer des donne´es selon les choix de l’utilisateur. Pour cela notre outil
ge´ne`re automatiquement des interfaces utilisateurs base´es sur les formulaires afin de saisir les
donne´es et les injecter dans le processus.
PMS+ est totalement inde´pendant des technologies utilise´es par les activite´s. Le concepteur
peut e´tendre PMS+ en ajoutant ses technologies a` l’aide d’un me´canisme base´ sur les points
d’extension d’Eclipse. Actuellement seul les technologies QVT, Acceleo, Java et le moteur de
processus sont supporte´s par PMS+. Les fonctionnalite´s de PMS+ sont elles-meˆmes de´crites
sous forme de processus re´utilisables. Cela permet de les maintenir facilement. PMS+ est un
logiciel open source disponible ici [13].
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