Introduction
Among the various issues that must be addressed in the Much of the past and current work in version and configuration management has addressed the problem of keeping track of how components are derived. We have systems that manage version and configuration histories -for example SCCS [8] , RCS [10] It is the purpose of this paper to present what we consider to be the dimensions of consistency for both source and composed versions of components in building software systems.
The Dimensions
There are two basic problems that motivate our interest in tbe consistency of atomic (that is, source modules) and composed components: that of putting them together so that the resulting system is consistent, and that of substituting one component for another in an existing compositionin such away that consistency is preserved. At the system level, we can relax the rule about no new required facilities for module extensions and define a notion of sys~em compatibility in which a module is allowed additional required tkcilities as long as they are already required by the system or are provided internally by the system.
Semantics of Interfaces
The syntactic level of reasoning does not account for objects (or versions of objects) that may have identical syntactic interfaces but entirely different semantics. It is for this reason that we must atso consider fine-grained semantic consistency issues. One example of this type of approach is found in the interface specifications and static analysis supported by the Inscape Environment [7] . Perry's "Version Control in the Inscape Environment" [6] provides an example of this approach.
On the basis of the format interface specifications, we can formally define the context-independent notions of semantic equivalence, semantic compatibility and semantic incompatibility for the various facilities in a module interface. We then extend these notions to module equivalence, compatibility and incompatibility.
Analogous to syntactic extensions to facilities, we define 
