s.t.
x ai u a y ai a ∈ J, i ∈ [T ],
a∈δ − (v)
where x ai ≥ 0 for a ∈ A and i ∈ [T ] denotes the flow on arc a in time period i, and y ai ∈ {0, 1} for a ∈ J and i ∈ [T ] indicates when the arc a is not shut down for maintenance in time period i, i.e. y ai = 0 in the period i in which the outage for arc a is scheduled.
To the best of our knowledge, Boland et.al. [1, 2, 3] initiated study on the problem with general processing times. In [1, 3] , the coal supply chain application, which has a number of additional side constraints, is modelled and solved using a rolling time horizon mixed integer programming approach. In [2] , the complexity of the general problem is established, and four local search heuristics are developed and compared. We are not aware of any other studies on this, or on closely related problems. Several authors have studied dynamic network flows. For instance [5] studied the problem of finding the maximum flow that can be sent from a source to a sink in T time units, in a network with transit times on the arcs. Variations of the dynamic maximum flow problem with zero transit times are discussed in [6] , [7] , and [8] . None of these have a scheduling component. Machine scheduling problems have received a great deal of attention in the literature [9] , but in the problem we study here, there is no underlying machine, and the association of jobs with network arcs and a maximum flow objective give it quite a different character.
Our key contribution in this paper is an analysis of how the complexity of the problem depends on important characteristics. In particular, we consider (i) the case that all arcs have jobs, i.e. J = A, (ii) balanced networks, in which the capacity into and out of each (non-terminal, i.e. transhipment) node is equal, and (iii) networks with a single transhipment node. We show for case (i) that it is optimal to schedule all jobs in the same time period, and that this is also true if the network is both balanced and has a single transhipment node. However if the network is balanced (but with more than one transhipment node), then the problem is strongly NP-hard.
Tractability Results
The problem in general is NP-hard [2] . In this proof, the reduction gave rise to a network with a single transhipment node, which was not balanced, and in which not all arcs needed to be shut down. This left open the complexity of the cases that all arcs have an associated outage, or the network is balanced. The former case is relatively easy to resolve. Proposition 1. If all arcs in a network must have an outage, i.e. if A = J then it is optimal to shut them down at the same time.
Proof. Let C be a minimum cut in the network separating s and t, and let M = a∈C u a be its capacity. Clearly, the objective value for the solution with all jobs scheduled in the same time period is M (T − 1), since (i) in any period with no outage scheduled, the maximum flow is simply the capacity of the minimum cut, M , (ii) if all outages are scheduled in the same period, there must be T − 1 such periods, and (iii) in the remaining period all arcs are shut down so the flow is zero. But M (T − 1) is also an upper bound on the value of the optimal solution, which we show as follows. First, the flow in each time period i ∈ [T ] satisfies
by (4) , and again since C ⊆ J. The result follows.
Proposition 2.
If the network has a single transhipment node, and is balanced, then it is optimal to schedule all jobs at the same time.
Proof. Consider a balanced network having only one transhipment node say v. Let M be the flow in the network when no arc is on job. Then
and N 2 = a∈J2 u a . When all arcs in J are scheduled at the same time, the total throughput of the network is given by
Also for any schedule the total flow in the network over time T will be min {
Thus M T − max {N 1 , N 2 } is an upper bound on the total throughput under any schedule of jobs and is attained when all jobs scheduled together. Hence the result. If the network is balanced, but has more than one transhipment node, then scheduling all jobs at the same time may not be optimal, as the following example shows. Example 1. Consider the balanced network with as shown in Figure 1 , where arc labels indicates capacities and the bold arcs don't have jobs associated with them. Let T=2. Shutting down all arcs on job together gives a total flow of 4 units. Whereas if we schedule the arcs with unit capacity at first time period and the remaining arcs on job at second time period then the total flow would be 5.
In fact, as we shall show next, in general, if the network is balanced the problem is strongly NP-hard.
Hardness Result
Proposition 3. The problem remains strongly NP-hard for balanced networks. 
Future Work
The above results show either the problem is strongly NP-hard, or it is optimal to schedule all jobs at the same time. Other network features that may distinguish cases that are not strongly NP-hard, but in which it is also not optimal to have all jobs at the same time, are of interest. The complexity of the special case in which arc capacities are also identical is yet to be resolved. We will also consider practical algorithms and approximation algorithms for the general problem.
