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Oftentimes, people choose a meal based on a
particular goal. For example, a person may
want to maximize the amount of protein they
eat in a meal while not surpassing a set
number of calories consumed. This study
investigates this type problem by formulating
the problem as a 0-1 Knapsack Problem, which
can be solved using a strategy called dynamic
programming.

What is Dynamic Programming?
Solving the 0-1 Knapsack Problem with
Dynamic Programming can be thought of
separating the overall problem into multiple
sub-problems. Once the sub-problems have
been solved, the solutions can be compared to
see which one is optimal. In terms of the
optimal meal problem, this would consist of
comparing a small number of foods at a time.

Problem Parameters

After reading the text file with the Dining Hall menu information,
the above program implements a dynamic programming
algorithm to find the optimal combination of foods. Essentially,
the algorithm decides if it is a better option to take a given food
item rather than leaving it. By determining the max profit of
taking a particular item, the program determines if another item
may produce a better value for its respective weight.

Sample Result

What is the point of applying dynamic
programming to optimizing different
aspects of a meal? The point is that we can
apply dynamic programming to many
different applications, food optimization
being one of them. For instance, instead of
looking at protein and calories, the
algorithm could maximize fiber intake while
not surpassing a certain carbohydrate
intake. Essentially, this investigation shows
that it is possible to formulate food
optimization into a 0-1 Knapsack Problem.

Further Study
The Furman University Dining Hall uploads its
daily menu on a website, where it lists
nutritional values for each item. After extracting
the appropriate data to a text file, dynamic
programming may be used to optimize the
items. In the above text file, the list of food
items also lists the protein and caloric content
(for one serving). In order to comply with a 0-1
formulation of the Knapsack Problem, the
optimized solution will determine whether or
not to take a single serving of a given food
item.

Shown above are the results of the sample text file discussed
previously. On a day where the above items are served at the
Dining Hall, a person wanting to maximize protein intake while not
surpassing 550 calories would ideally like to eat one serving of
the BBQ chicken, broccoli, cheese quesadilla, and green beans.
With a much larger selection of food, the sample result might be
different. Notice that the calories of the selected foods add up to
535, which has more room to increase before reaching the predetermined maximum of 550.

For further investigation, it would be possible to
study the application of dynamic programming
food optimization with more parameters. For
instance, what if somebody wanted to
maximize their protein and carbohydrate
intake, but not surpass a fat intake? A future
easily modifiable
study could determine
techniques to formulate
and solve this problem in terms of the
Knapsack Problem. Another interesting
investigation would be studying different
optimization techniques in relation to this
problem, such as the branch and bound
method.

