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Abstract—Verification is a costly task, sometimes burdensome
and tedious, requiring strong formal background. To reduce the
effort and cost invested in verification, we developed a model-
driven approach for automatic verification of service properties,
done in the early service design phase. Our approach is based
on SEAM, a service modeling method, and it incorporates
a verification system called Leon. With our approach service
designers do not need substantial understanding of specific formal
and verification languages, since the SEAM visual service model
is both the input for and output of the alignment verification.
Index Terms—service modeling, service design, alignment ver-
ification, service design specification, SEAM, Scala, Leon
I. INTRODUCTION
The authors in [1] define service systems as “a value-
coproduction configuration of people, technology, other in-
ternal and external service systems, and shared information”.
The Information Technology Infrastructure Library (ITIL) [2]
has a stage that focuses on specifying the service design. In
this stage, service designers identify and document require-
ments [3] while taking into account the constraints of all
components involved in the value co-production. Then, they
add the identified requirements and constraints in a service
model that is seen as the service design specification. As
indicated by [4], an early verification of the service design
specification is needed to avoid costly consequences in the
service lifecycle.
One aim in the service design stage is to check whether
the models are under-specified and allow for scenarios that
violate the specification. In the existing literature, such check
is done by (1) transforming the modeled specification into
a formal language [5, pp. 80], and then (2) using a model
checker or an automated theorem prover to check whether the
formal representation satisfies specified properties [6].
In industry modeling projects, modelers find verification a
difficult task, or even a task that checks the modelers’ job
performance [7]. The application of formal analysis brings
great benefit in eliminating errors at the early stage of develop-
ment [8], but not many people have strong formal background,
or want to invest much time in verification.
To reduce the effort for formal analysis of service design
specifications, we present an automatic verification of require-
ments and constraints specified in the SEAM modeling lan-
guage [9] developed in our research laboratory. Our approach
has the advantage of being independent of formal specification
languages and is useful for service designers who do not have
substantial knowledge of verification methods. Knowing only
the SEAM modeling language and basic Scala programming
expressions is sufficient.
SEAM started as an application of the systemic paradigm
in the field of enterprise architecture [9], with the goal to
seamlessly integrate the ‘business’ with IT. Since its inception,
SEAM has expanded to incorporate tools and methods for
service modeling, strategic thinking, business-IT alignment,
and requirements engineering [10]. Our laboratory and our in-
dustrial partners mainly use SEAM in teaching and consulting.
Our model-driven approach has resulted from searching
ways to explain alignment to students. We start by specifying
the service design requirements and constraints, which are
conceptualized as properties. In SEAM, a service is modeled
at two different levels of abstraction: service offering and
service implementation. The service offering level describes
the stakeholders’ relationship with the service provider. The
service implementation level shows the relationships among
actors, components and resources used to deliver the service.
In the first level, we specify the properties that describe the
requirements. In the second level, we specify the refinement
of the first level properties as a combination of the properties
(constraints or requirements) set by the actors, components
and resources involved in the service delivery. Consequently,
we define the verification of the service design specification
model as the alignment verification of the model’s properties
within one level and among levels.
We have developed a tool for automatic verification of these
service design specification models. The tool first translates
the properties of the SEAM model into functional Scala code.
The resulting Scala code is then passed to and checked with
a verification system called Leon. Leon either:
• confirms that the specification is correct with respect to
the specified properties, or
• provides a counterexample with an erroneous property
value.
This automatic translation relies on globally unique identifiers
that are used to preserve the structure of the model. If a
counterexample is found, the tool uses these identifiers to
annotate the model and mark the faulty property specification.
Our approach focuses on properties that can be quantified,
such as performance, latency, storage size, budget and mainte-
nance time. This work extends the refinement and verification
of behavior properties, expressed in terms of pre- and post-
conditions on actions [11]. A description of this extension is
in [12] and in this paper we present advancements made in:
• automating the translation of the SEAM service design
models to Scala verifiable code, and
• showing the result back in the SEAM model.
The remainder of this paper is organized as follows. We
first outline the related work. Then we describe the alignment
verification on an example and we give details of the imple-
mentation of our automatic alignment verification with SEAM,
Scala and Leon. This is followed by the limitations we face.
Before concluding, we present our envisioned future work.
II. RELATED WORK
To the best of our knowledge, our approach differs from the
existing literature in verification either in the target domain
(service design in our case) or in the support for visually
displaying the verification result.
In the context of software engineering, the adoption of
Model-Driven Development (MDD) includes the use of tools
to check the model correctness. There exist tools for the analy-
sis of Unified Modeling Language (UML) diagrams annotated
with Object Constraint Language (OCL) constraints [13], [14].
These approaches do not provide visual analysis result.
In the context of business process modeling (BPM), in
[6] the author presents a survey of different verification
approaches. A tool for automatic verification of BPMN chore-
ographies is presented in [15]. Authors do not show the BPMN
diagram in the tool, and unlike our approach, the verification
output is displayed in the console. In addition, we find the
design and the verification of BPMN choreographies come
late in or after the service design stage.
In the context of early requirements,in [16] the authors
present a framework and a tool for formal verification of early
requirements specifications. Their framework combines early
requirements engineering (i* models) with formal methods
(model checking). As i* is static, the user should write formal
specifications in the Formal Tropos language to describe the
temporal dynamics of the model. Besides learning a formal
language, the user does not get a visual feedback from the
verification.
There exist many modeling approaches, such as the ones
presented in [17], [18] and [19], that emphasize the importance
of the alignment and traceability between the requirements
and the design decisions. The impediment of these approaches
is the lack of formal verification of the design decisions.
Others approaches, such as [20] and [13], require users to
learn additional formal languages, Event-B or the OCL. On the
other hand, our approach offers a new perspective for visually
doing alignment verification directly on the model, with only
writing basic Scala expressions.
As other approaches, the previous work of Rychkova, [11]
and [21], relies on manual mapping of SEAM constructs to
Alloy1 verifiable code, and requires service designers to know
Alloy and interpret the result from the Alloy Analyzer tool.
In contrast, our work relies on writing basic Scala arithmetic
and logic operations in the SEAM model, but does not capture
behavioral properties.
III. MODELING EXAMPLE: MANAGE GAS LEAK
We illustrate our approach and we informally explain the
semantics of our modeling language on a fictive example
inspired by a real project conducted in a utility company.
The utility company (UC) manages water, gas and electricity
distribution.
In the example, we specify the design for a security service
provided by UC for managing reported gas leaks. A regulation
body sets the safety standards UC must respect concerning
the time for securing a site where a gas leak is reported. The
regulation is expressed as a service description: The UC must
neutralize a gas leak reported by a witness, guaranteeing that
a specialized UC team or a fire brigade arrives within 20
minutes and that the incident site is secured within 45 minutes
from the time of the registration of the witness’ call.
A. SEAM Service Model Showing the Specification for Man-
aging Gas Leaks
Fig. 1 depicts the SEAM model of the service offering
specification level. We named this level Gas community and
we specify three stakeholders with services they provide:
1) the Utility company offering the Manage gas leak ser-
vice,
2) the Witness with the Report leak action (service), and
3) the Gas safety regulation body providing the Regulate
safety of UC services.
This SEAM service model allows designers to conceptualize
the utility company as a hierarchy of systems that provide
services2. In this hierarchy, systems are conceptualized either
as wholes, denoted with [w] (black boxes), or as composites,
denoted with [c] (white boxes).
In a system as a whole, the system’s components are ignored
and the focus is on the services offered by the system to its
environment. A system as a composite shows the context and
contains multiple systems as wholes whose services interact
through a process. A process in a system as a composite gives
the implementation of the corresponding service in the same
system as a whole. In SEAM, processes allow for service
collaboration and service exchange among systems. This is
a direct application of the first foundational premise from
service-dominant logic: “Service is the fundamental basis of
exchange” [25].
In our example, all actors mentioned interact in the Manage
site safety process and they belong to the Gas community [c]
system (see Fig. 1). The Gas community [c] composing
1Alloy [22], [23] is a language used to describe basic structures, as well
as constraints and operations describing how structures change. It comes with
an analyzer tool: a solver that graphically displays the structures modeled.
2We use system to refer to an observed entity: an organization, a customer,
an employee, an IT system, or an application [24]




with the help of the annotations in parenthesis in the service
and process names, we mark the faulty process with red color
as in Fig. 10. The concrete values of counter-examples found
are placed on the link between the process and the service. By
doing this it is possible to graphically visualize the problem
and identify the exact source of the misalignment. Fig. 10
shows the verified SEAM model of our example. It is clear
that the feasibility property of the Manage site safety process
in the Gas community [c] system is violated.
The cause of this violation is the arrive on site time re-
quirement. The time set by the Gas safety regulation body [w]
system concerning the arrival on the site is used in the feasi-
bility property in the service offering level, but this constraint
is not transferred to the service implementation level, i.e. in
the Utility company [c]. Service designers can use this visual
verification output to further refine their specification in a
way that their design choices are aligned among different
specification levels. For example, service designers of the
Utility company should
1) include the restriction from the regulation body in the
feasibility of the service implementation level, and
2) negotiate the operational level agreement with the Secu-
rity and repair team, or the underpinning contract with
the Fire brigade.
V. LIMITATIONS
The current implementation of the SeamCAD tool, and
our automatic mapping and verification tool do not check
for model’s well-formedness. In case of a modeling mistake,
the model-to-text code could not generate the necessary data
structures used in the Scala code generation. In addition, for
successful automatic verification of SEAM service specifi-
cations, the model properties must be basic Scala Boolean
expressions. Our tool directly maps all properties’ values to
Scala code. In these cases, the service designer is left to find
the problem based on the console output.
Service designers must also be attentive on the measurement
units of quantities put in the properties. In our example we
use minutes, but we do not specify in the model that all
quantities are minutes. Consequently, every occurrence of a
property variable must have the same unit of measurement
and must be expressed in the same order of magnitude. Our
tool is not able to detect or perform automatic conversion of
units of measurement. It is however possible to define multiple
properties in the same model to capture different units.
Finally, Leon’s support for only Pure Scala programs limits
the expressiveness of service specifications in the service
design model as well. Currently it is impossible to use ex-
ternal libraries that deal with dynamic units of measurement
conversions and static type checking.
VI. FUTURE WORK
We plan to apply our approach in a real project. Many
projects we encounter deal with non-functional requirements,
such as security and quality, so we are researching ways of
representing and quantifying such properties. In addition, we
are working on including the previous work [21] on verifying
behavior properties in SEAM models.
The example we show is a simple one, as our goal is to
present our approach in details and to formally describe what
we mean by alignment. With SEAM, service designers are not
bound to specify only two levels of a service. Every service
in a system as a whole can be refined, and the specification of
its implementation can be modeled. In this recursive manner,
SEAM is used to show specifications from the service strategy
level up until the lowest IT level. We still need to conduct an
evaluation (e.g. user study) of the usefulness of the automated
verification with SEAM. Our current expectation is that in
combination with Leon our approach has the potential to
become a powerful verification tool in the field of MDD.
VII. CONCLUSIONS
We present a model-driven approach for automatic align-
ment verification of quantitative properties modeled in SEAM
service design specification. We demonstrate service modeling
on a simple example: services modeled at two levels. A
feasibility property is specified to capture the desired behavior
of services in each level. Feasibility properties of all levels are
used check the alignment correctness of each level and among
levels. We also show refinement of properties from the service
offering (higher) level to the service implementation (lower)
level. The tool for this automated verification:
1) takes a SEAM model as an input,
2) translates the model to Scala code,
3) verifies the code with Leon, and
4) displays the result in a new annotated SEAM model.
The novelty of our approach is using software verification
tools in the early stage of service design. The practical
contribution emerges from using Leon; service designers do
not need to learn a formal language, but they only need to
know SEAM modeling and basic Scala expressions to capture
and verify their design choices. The model-to-text translation
and the verification are running in the background, so there
is no overhead in learning and manually transforming the
service specification to a formal model. The visualization of
the verification result in a SEAM model gives feedback about
the cause of the misalignment and allows to refine the service
specification.
SEAM recursively uses the same notation, so service de-
signers are free to model any number of levels. Our approach
is applicable to the complete organizational hierarchy, starting
from the business down to the IT level. Therefore, because
it is a visual approach, a wider audience is able to benefit
from designing correctly aligned service specifications among
different levels of the organizations and IT systems (such as
students, service designers, software architects and develop-
ers).
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