It is difficult to implement the multi-threaded programs. The reason is that the behavior of each thread is non-deterministic. Also it is difficult to reproduce the situation in which an incident occurs. This paper proposes a supporting method for debugging to reproduce Java multi-threaded programs by visualizing the behavior of the programs with Petri-net. Moreover, we have confirmed the effectiveness of our method by implementing a tool.
Introduction
In recent year, many computers are adopted multi-core CPUs. For using such resources effectively, the demand of multi-threaded programs increases.
In multi-threaded programs, it is hard work for even expert programmers to implement them, and easier to embed bugs than single-threaded programs [1] . Most of such bugs are discovered in latter half of the development process or in executing the programs by users. Therefore, it is difficult to fix the programs. It is necessary to remove the bugs at the unit testing to resolve this problem.
One of the testing methods executes a program with plural interleaving by putting off a timing of execution of each thread. Hereby, we can discover potential bugs in a multi-threaded program.
However, even if this testing method shows that bugs exist, in multi-threaded programs, it is hard to discover the cause of the bugs in debugging because the behavior of multi-threaded programs is non-deterministic. This paper proposes a supporting method for debugging to reproduce multi-threaded programs by Petri-net to improve efficiency of debugging work for the multi-threaded programs written in Java language.
Specifically, the proposed method gives reproducibility to multi-threaded programs, generates data file for execution path of multi-threaded program, and simulates the behavior of the program by Petri-net based on the data file.
Here, ordinal Petri-net cannot express the behavior of multi-threaded programs written in Java completely.
Supporting Method Using Petri-net

Supporting method
This section proposes a supporting method for debugging that improves the efficiency of discovering the cause of bugs by giving reproducibility to multi-thread programs. The procedure is following.
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