Summary: Genomic sequences are assembled into a variable, but large number of contigs that should be scaffolded (ordered and oriented) for facilitating comparative or functional analysis. Finding scaffolding is computationally challenging due to misassemblies, inconsistent coverage across the genome and long repeats. An accurate assessment of scaffolding tools should take into account multiple locations of the same contig on the reference scaffolding rather than matching a repeat to a single best location. This makes mapping of inferred scaffoldings onto the reference a computationally challenging problem. This paper formulates the repeat-aware scaffolding evaluation problem, which is to find a mapping of the inferred scaffolding onto the reference maximizing number of correct links and proposes a scalable algorithm capable of handling large wholegenome datasets. Our novel scaffolding validation framework has been applied to assess the most of state-of-the-art scaffolding tools on the representative subset of Genome Assembly GoldenStandard Evaluations (GAGE) datasets and some novel simulated datasets. Availability and implementation: The source code of this evaluation framework is available at https://github.com/mandricigor/repeat-aware. The documentation is hosted at https://mandricigor. github.io/repeat-aware. Contact:
Introduction
Genome sequencing is a vital component for detailed molecular analysis of any organism. Although the depth of sequencing coverage grows, the genomic sequences are still assembled into a variable, but large number of contigs. Correct inference of the order and orientation of contigs (referred to as a scaffolding problem) greatly facilitate analysis of gene order and synteny, comparative or functional genomics or investigating patterns of recombination. Interruptions in contig assembly are caused by sequencing technology drawbacks (coverage variation, sequencing bias and limited read lengths) and the existence of repeats in the genome. While advances in sequencing technologies can reduce technological drawbacks, the long repeats will still be a challenge in foreseeable future.
Genome assembly is one of the oldest, yet still one of the most relevant problems in bioinformatics even nowadays. Traditionally, any genome assembly pipeline is divided into three stages: contig assembly, scaffold assembly and gap filling. Scaffold assembly is the problem of building chains of contigs from the information provided by pairedend reads. Since early 2000 s many scaffolding problem formulations and algorithms were proposed: OPERA (Gao et al., 2011) , SSPACE (Boetzer et al., 2011) , BESST (Sahlin et al., 2014) and ScaffMatch (Mandric and Zelikovsky, 2015) . Most of the scaffolding formulations imply the construction of the so-called scaffolding graph G ¼ V; E ð Þ, where V is usually the set of contigs [or contig strands (Mandric and Zelikovsky, 2015) ] and E is the set of links obtained by grouping multiple paired-end reads aligning to different contigs. Some scaffolding tools provide heuristics for building paths in G (SSPACE and BESST), where each path corresponds to a scaffold. Optimization approaches reduce scaffolding to maximizing the number of correct links or minimizing the number of erroneous links. Such formulations are usually NP-hard (Gao et al., 2011; Mandric and Zelikovsky, 2015) .
Finding true scaffolding is computationally challenging due to different factors: mis-assemblies, inconsistent coverage across the genome, but the most important challenge though is the presence of genome repeats. For example, the human genome is reported to contain up to 50% of repeated sequences (Treangen and Salzberg, 2012) . Contig assembly tools are not able to distinguish different copies of the same repeat; therefore, all the copies of the same repeated DNA region are usually collapsed into one contig. This creates multiple erroneous links in the scaffolding graph. On the other hand, the reference scaffolding should split such contig into several copies in order to correctly correspond to the reference genome. Therefore, an accurate evaluation of an inferred scaffolding should take into account multiple locations of the same contig on the reference scaffolding rather than matching a repeat to a single best location. This makes mapping of an inferred scaffolding onto the reference scaffolding a nontrivial problem.
There are numerous slightly conflicting parameters for evaluating scaffolding quality-N50, corrected (or true) N50, number of correct and incorrect links between contigs with corresponding sensitivity and positive predictive value (PPV), number of inverted contigs, number of correctly assembled genes and so on see e.g. Bankevich et al., 2012; Hunt et al., 2014; Lindsay et al., 2014; Mandric et al., 2014; Mandric and Zelikovsky, 2015) . Notoriously, the most difficult to maximize is true N50, which is the minimum length of inferred scaffolds which cover 50% of the genome. Here, we focus on a simpler objective of maximizing the number of correctly inferred links (i.e. joins) between contigs.
The scaffolding evaluation problem
Find a mapping of the inferred scaffolding onto the reference maximizing number of correct contig links.
Let us view contigs as genes, repeats as gene families, inferred scaffolds and reference scaffoldings as two genomes over the same set of gene families. Then the scaffolding evaluation (SE) problem is equivalent to finding the breakpoint distance (Bafna and Pevzner, 1996; Sankoff, 1999) between two signed sequences corresponding to the inferred and reference scaffoldings (see Fig. 1 ). Computing the breakpoint distance is NP-hard (Blin et al., 2004) in presence of nontrivial gene families and, therefore, the SE problem is also NP-hard in presence of repeated contigs.
The rest of the paper is organized as follows. Section 2 provides background and motivation for a new scaffolding validation framework, in Section 3, we give integer linear program based formulation of the SE Problem. Sections 4.1-4.3 explain the validation framework and provide the comparison results of most state-of-theart scaffolding tools.
Background
The traditional way of measuring the quality of a scaffold assembly most widely used by practitioners is N50, which is the shortest sequence length at 50% of the genome. Although this measure is intuitively clear and allows one to estimate the contiguity of the scaffolds, it is rather meaningless: all the contigs randomly joined together produce a scaffolding with the highest N50. An alternative way to measure contiguity of scaffolds is to apply corrected N50 metric, which is N50 computed after removing all the wrong contig connections.
One of the most recent frameworks for SE, Hunt et al. (2014) proposed a strategy for evaluating the output of scaffolding tools based on a known ground truth. In the study by Hunt et al. (2014) , the so-called 'assembly' contigs [i.e. produced by an assembly tool, for example Velvet, Zerbino and Birney (2008) ] were used to produce 'perfect' contigs. The procedure for obtaining the set of perfect contigs is to align the 'assembly' contigs to the reference genome with nucmer (Delcher et al., 2003) , merge all overlapping hits corresponding to one contig and removing contigs, which are completely contained inside any other contig. Then, from each perfect contig, a unique sequence tag is extracted as anchor for identification of mutual ordering, orientation and distance of contigs in the output of scaffolding by aligning the tags to them. In the study by Hunt et al. (2014) , the perfect contigs were not assumed to be repeated ones or to have a sub-part, which is repeated in the genome. The only best nucmer hit of each assembly contig was considered. Evaluation (Hunt et al., 2014) did not take into account repeated contigs, although a solid evidence for a high number of repeats exists. For example, if not only the best nucmer hit was taken into account but rather all the nucmer hits of assembly contigs with at least 97% identity to the reference in the benchmarks from (Hunt et al., 2014) then the percentage of repeated contigs would be considerable. Thus, the percentage of repeated contigs in the Staphylococcus aureus dataset would be 14%.
Taking into consideration, only the best hit creates the possibility of miscalling the right link between two contigs in a scaffolding output dataset. Consider the following example. We ran SSPACE on the S.aureus dataset from the Genome Assembly Golden-Standard Evaluations (GAGE, Salzberg et al., 2012) project. All the contigs in the ground truth answer were enumerated from 1 to 170 following framework (Hunt et al., 2014) . In the scaffolding, SSPACE placed the contig 102 (463 bp long) between contigs 19 (57 049 bp long) and 20 (132 320 bp long) and this situation was classified as producing two errors, namely incorrect orientation and incorrect distance (see Fig. 2 ). If we re-align contig 102 to the S.aureus genome using nucmer with the parameter of similarity score set to 97%, we notice that contig 102 has three potential placements: (i) between contigs 19 and 20 with similarity score 98.49% and it is reversed, (ii) between contigs 79 and 80 with similarity score 99.78% and (iii) between contigs 101 and 103 with similarity score 100%-the actual 'best hit' placement chosen as a perfect contig in the study by Hunt et al. (2014) . Thus, contig 102 in fact has 3 copies under the similarity level of 97%, and the decision taken by SSPACE to place 102 between 19 and 20 is 'not that wrong'. Exactly the same misclassification of the contig links in SSPACE output is done with contig 100, which is placed between contigs 22 and 23 by SSPACE. In fact, under the 97% threshold, one can observe 5 copies: (i) between 22 and 23 with similarity 98.23%, (ii) between 94 and 95 with similarity 99.05%, (iii) between 97 and 98 with similarity 98.10%, (iv) between 99 and 101 with similarity 100% and (v) between 130 and 131 with similarity 98.10%. Again, contig 100 As a result, when accounting for multiple alignments of repetitive contigs over a given identity level, e.g. 97%, the (Hunt et al., 2014) framework will penalize even the true scaffolding treating as incorrect links connecting repeated contigs. Table 2 gives the number of correct and incorrect links inferred by the framework of (Hunt et al., 2014) when considering all alignments over 97% identity level for each contig. For example, on S.aureus dataset, the misclassification rate is almost 9%.
Although each contig, as shown earlier, may have multiple copy numbers in genomes, most of the state-of-the-art scaffolding tools treat contigs produced by assembly tools as having only a single copy. Thus, in order to correctly evaluate scaffolding, one needs to consider all the possible placements of each repeated contig and do not report an error in case when a different contig copy is selected within the defined level of tolerance (we use 97%) rather than the best hit (100%).
As far as we are aware of, OPERA-LG (Gao et al., 2016 ) is the only scaffolding tool which handles repeated contigs, i.e. it outputs scaffolds where some of the contigs have multiple copies. As for each contig, its copy number in the scaffolding and in the reference may differ, an additional challenge is emerging for evaluating the scaffolding. In the study by Gao et al. (2016) , the performance of repeat-aware scaffolding was assessed by the ability of the scaffolding tool to correctly infer the sequence for gaps where OPERA-LG placed repeats.
In this paper, we propose a novel SE framework that presents a unified approach for assessment of scaffoldings with and without repeated contigs. Our framework as compared to the work of Hunt et al. (2014) provides an only quantitative measure (number of correct contig links), which is an advantage for an easier comparison of different tools performances. For a more detailed analysis of scaffolding results, one can use more other metrics/scores (see Section 4.5).
Exact SE
In this section, we formulate SE Problem as an integer linear program (ILP). We start with the formal definitions.
Definition.
Let C ¼ fc i g i2I be a set of instances of contigs. Note that multiple elements of C may represent the same contig. Sequence of contig instances S ¼ c ; d i;iþ1 À Á are also defined to be equivalent. Let scaffolding be a set of scaffolds. Consider a genome of a model organism (or any other organism for which a reliable reference exists). Let R be the reference scaffolding and let S be a scaffolding produced by a scaffolding tool. Ideally, a scaffolding tool should output a scaffolding S, which will be identical with R, or at least 'as close as possible' to R. Intuitively, this means that one wants to maximize the number of valid links in S, i.e. links that are identical to links in R or shortcuts of several sequential links in R, such that each S-contig gets assigned to at most one R-contig and vice versa.
Let L S be the set of links of the scaffolding S. In contrast, let L R be the set of links between all pairs of contigs in the same scaffold of the reference scaffolding R. Then an S-link is valid if it is equivalent to an R-link with possibly skipped reference contigs. We find optimal assignment between S and R using the following
Binary variables x ij 2 f0; 1g have the following meaning:
x ij ¼ 1; if R À contig i and S À contig j are instances of the same contig and are assigned to each other 0; otherwise:
Conditions (a) and (b) from the ILP (1) guarantee that each contig j 2 S is assigned to at most one contig i 2 R and vice versa.
Constraints (c) correspond to the relations between the variables z kp and the variables x k1p1 and x k2p2 . It may happen that for a given link k 2 R there may be multiple links p 1 ; p 2 ; . . . ; p n 2 S identical with k. To guarantee that at most one link p i from the scaffolding S is matched with k, constraint (d) is introduced to the problem. Maximizing the objective P k;p z kp means to find an assignment of scaffold contigs to the reference contigs, i.e. assignment of variables x ij such that to maximize the number of contig links k 2 R matched with identical to them contig links from S. , 102 b, and 102c) . In the reference scaffolding of Hunt et al. (2014) only the best hit is considered and two copies with a high identity level (>97%) are discarded. As a result, the contig 102 is treated as erroneously placed by SSPACE between contigs 19 and 20 resulting in two false negative links. Similarly, since the contig 102c is missing, the link between contigs 79 and 80 is falsely treated as correct. Finally, the missing contig 102a is correctly classified 4 Repeat-aware validation of scaffolders
Benchmarks with repeats
In practice, it is frequently necessary to scaffold incorrectly assembled contigs. Since it is impossible to decide whether scaffolding of incorrect contigs is correct, validation tools [see, (Hunt et al., 2014) ] change the original contigs before feeding them to scaffolding tools. As a result repeated contigs may interfere with validation and our first benchmark B rep removes this interference by making repeated contigs have the same id.
Formally, following the work of Hunt et al. (2014) , we align the contigs produced by the Velvet assembler to the reference genome using nucmer (Kurtz et al., 2004) . But unlike (Hunt et al., 2014) , we consider all the nucmer alignment hits with a-identity (a ¼ 97% by default) including partial alignments of at least k base pairs long (k ¼ 200 by default). The default value 97% is chosen in conformity with the common definition of a DNA repeat (Treangen and Salzberg, 2012) . We use a-threshold for assigning the same id to two similar contigs in the reference scaffolding. The benchmark B rep consists of the same contigs as Hunt et al. (2014) but a-similar contigs get the same id and the resulted reference scaffolding contains contig repeats.
Assemblers may produce contigs consisting of parts having different copy numbers. Therefore, we suggest to modify original contigs by splitting out partial repeats from contigs. The resulted benchmark B_ split, on one hand, simplifies scaffolding since all mapping of paired reads become correct and, on the other hand, it magnifies the problem of scaffolding repeats.
Formally, the benchmark B_ split splits the alignments of B repcontigs into segments defined by alignment endpoints (see Fig. 3 ). The segments of length less than k bp are dropped. The remaining segments form contigs without partial repeats. Then multiple repeated contigs get the same id. The B_ split contigs are at least k bp long and no contig contains k-long repeats. The pseudocode for the procedure generating B_ split contigs is provided in Supplementary Algorithm 1. Note that the algorithm for creating B_ split benchmarks is stable since it outputs similar contig datasets for input assembly contigs produced by different tools. In Supplementary Table S6 , some basic information regarding Velvet and Allpaths-LG B_ split contigs for S.aureus is presented. Supplementary Figure S11 shows similar copy number distributions across the Allpaths-LG and Velvet contig datasets.
We built three repeat aware benchmarks based on Velvet assembly from the GAGE project: S.aureus, Rhodobacter sphaeroides, Homo sapiens (chr 14). Also, we included two novel in silico generated [with the aid of iWGS pipeline (Zhou et al., 2016) ] fungi datasets: Mycosphaerella fijiensis and Meloidogyne graminicola. In Table 1 , copy number distribution and the total number of contigs for the B rep dataset is presented. The same information for the B_ split dataset is given in Table 3 .
Evaluation framework
We implemented our evaluation framework using Python programming language (version 2.7). We used nucmer version 3.1 for aligning contigs to the reference. ILP (1) is solved with the aid of IBM CPLEX solver version 12.7. In order to evaluate a scaffolding S given the reference genome, we perform the following sequence of steps:
1. Take assembly contigs and produce perfect contigs as described in Section 4.1. 2. Build the reference scaffolding R. 3. Run a scaffolding tool on the perfect contigs and a paired-end read dataset. 4. Align the perfect contigs to the output scaffolding using nucmer (with exactly the same identity level which was used for building the artificial contigs in step 1). Contig A significantly overlaps with contig B, contig B overlaps with contig C. Contig B contains a repeated region B 3 which also aligns to a different place on the reference. Overlap length of A and B (which is A2 B1 X2) is greater than the minimum contig length parameter k, therefore we retain X 2 . Overlap of B and C (which is B5 C1) is not included in the artificial contig dataset. Contig D has a partial alignment to X 4 as well as contig B has a partial alignment to X 7 . The two segments X 4 and X 7 are collapsed into a single artificial contig X 4 . Finally, the artificial contig dataset consists of X1; X2; X3; X4; X5; X6; X8 Note: Each contig dataset is obtained with the scripts from the study by Hunt et al. (2014) from Velvet assembly contigs. Note: Each contig dataset is obtained as described in Section 4.1 (a ¼ 0:97; k ¼ 200).
5. Build the output scaffolding S.
Solve the SE Problem with input data (S, R).
The flowchart of the evaluation tool is presented in Supplementary Figure S1 .
Validated scaffolding tools
We ran the following scaffolding tools: OPERA-LG (version 2.0.6), OPERA (version 1.4), ScaffMatch (version 0.9), SOAPdeNovo2 (Luo et al., 2012) (version 2.04), BESST (version 2.2.5), BOSS (Luo et al., 2016) (latest version from GitHub) and SSPACE (version 3.0) on the three artificial contig datasets [S. aureus, R.sphaeroides and H.sapiens (chr 14)] from the GAGE project and two fungi artificial contig datasets (M.fijiensis and M.graminicola). The following Illumina paired-end read datasets were used: S.aureus-read length 37, insert size 3600; R.sphaeroides-read length 101, insert size 3700; H.sapiens (chr 14)-read length 101, insert size 2700, M.fijiensis-read length 100, insert size 1800; M.graminicola-read length 100, insert size 1800 (see Supplementary Table S1 for more details). Most of the tools accept a user specified read aligner, for example BWA (Li and Durbin, 2010) , Bowtie (Langmead et al., 2009) or Bowtie2 (Langmead and Salzberg, 2012) . As BESST is better to be used with BWA (as per BESST documentation, https://github. com/ksahlin/BESST), we used it for all our experiments. ScaffMatch was run with Bowtie2 alignments).
Evaluation metrics
Following the work of Hunt et al. (2014) , we provide a classification of erroneous links and report the corrected N50 and the number of correct links. Following the studies by Mandric and Zelikovsky (2015) and Luo et al. (2016) , we report sensitivity, PPV and F-score as well as a novel metric of corrected chain N50. The details of each reported metric are given in the following.
Number of correct links is the solution of the ILP (1) representing the number of optimally assigned correct contigs joins.
Sensitivity, PPV, F-score. Sensitivity is the number of correctly predicted links over the total number of reference links, PPV is the number of correctly predicted links over the total number of predicted links. F-score is the harmonic mean of sensitivity and PPV. Although it is widely used in the context of machine learning, it is also one of the metric of choice in evaluation of scaffolding tools (Mandric and Zelikovsky, 2015; Luo et al., 2016) .
Corrected N50. Traditionally, corrected N50 is obtained by breaking the incorrect links and computing N50 metric on the resulting scaffolds using scripts from or (Gurevich et al., 2013) . Unfortunately, neither of these scripts are repeat-aware and simply drop repeated contigs. Instead, we compute repeat aware corrected N50 using optimal assignment of contigs and links produced by the ILP (1). We break all the unassigned links, sort the resulting scaffolds in descending order of their length, and output the length of the scaffold at which half of the genome is covered. Note that gaps between correctly linked contigs are counted in the length of the scaffold.
Corrected chain N50 is a novel metric counting the number of contigs in the smallest corrected scaffold necessary to cover 50% of all contigs. The corrected chain N50 allows to set apart assessments of scaffolding and assembly.
Classification of incorrect links
It is of particular interest for genome assembly practitioners to classify incorrect connections between contigs for an additional insight into drawbacks of scaffolding algorithms. Since the framework is based on links between contigs, we propose to classify errors exclusively in terms of incorrect links. This is in contrast to the previous approach of (Hunt et al., 2014) . We distinguish the following types of incorrect links:
1. Linking an unassigned copy (i.e. a contig copy in the output scaffolding for which there is no contig assigned by ILP in the reference)-connecting an unassigned copy of a contig (see link 5; 4b ð Þin Fig. 4) ; 2. Linking different references-connecting contigs coming from different reference sequences [see link (6, 1) in Fig. 4 ]. 3. Linking incorrect ends of contigs that should be connected. For example, link (2, 3) in Figure 4 is mapped into link 2a; 3 ð Þbut the right end of 2a should be connected to the opposite end of contig 3. In general, there are four possible ways to connect between two contigs and these ways should be consistent between output and reference scaffoldings. 4. Links skipping contigs-the two linked contigs are in the correct order and orientation, but at least one contig is skipped between them. This corresponds to the case of 'skipped' contigs in the study by Hunt et al. (2014) . It is treated as a correct link in the work of Hunt et al. (2014) and in our framework, it is treated as correct if the distance in bp between the two contigs is smaller than the library insert size d and incorrect otherwise. 5. Links skipping contigs and linking incorrect contig ends-the combination of cases 3 and 4 [see link 3; 4a ð Þin Fig. 4 ]. 6. Links in which contigs are joined correctly, but the number of base pairs between contigs is more than d away from the real distance.
Validation results
We applied our ILP (1) to obtain the number of inferred correct contig links by each scaffolder. For the largest dataset H.sapiens (chr14) the ILP was scalable enough taking < 40 min for the largest dataset (for H.sapiens dataset, ILP consists of ! 60 000 variables and ! 20 000 constraints, most of the time spent on building the ILP, and only about 0.1 s in average was enough for the solver to complete) on 2.5 GHz 16-core AMD Opteron 6380 processors with 256 Gb RAM running under Ubuntu 16.04 LTS (for a more detailed information, see Supplementary Table S2) . Table 4 compares all scaffolding metrics for five B_ split datasets for all eight evaluated scaffolding tools (links skipping contigs are considered correct if the distance between two link contigs are Fig. 4 . Classification of incorrect links. Contig 2 in the scaffolding output is assigned to contig 2a in the reference, contig 4a in the scaffolding output is assigned to contig 4 in the reference (marked with arrows). There are two correct links (marked with green: (1, 2) and (4a, 5)) and 4 wrong links (marked with red: (6, 1), (2, 3), (3, 4a), (5, 4b)). Link (6, 1) connects contigs 6 and 1 coming from different reference sequences. Link (2, 3) connects contigs 2 and 3 which are not in correct order/orientation. Jumping link (3, 4a) connects contigs 3 and 4a which are not in correct order/orientation. Link (5, 4b) connects contig 5 with an "extra" copy of contig 4 (namely 4b) (Color version of this figure is available at Bioinformatics online.) within one library insert size). The best results are achieved by SOAPdeNovo2 for three datasets and by ScaffMatch for two datasets. OPERA-LG with enabled repeated scaffolding (OPERA-LG/ Rep.) finds consistently more correct contig links than OPERA-LG discounting repeats (OPERA-LG/No rep.) . Note that the corrected N50 and the corrected chain N50 correlate well with the number of correct links-the median correlations over 5 samples are 0.97 and 0.95, respectively. This in contrast with much weaker correlation for the repeat unaware corrected N50.
The results on 5 B_ split benchmarks on a more stringent version of our framework when all links skipping contigs are treated as incorrect are presented in Supplementary Table S3 . We also evaluated all eight scaffolding tools on five B rep benchmarks [the contigs of B rep benchmarks are generated by the scripts from the study by Hunt et al. (2014) ]. The results for both versions (i.e. when links skipping contigs are treated and when they are treated as incorrect) on B rep benchmarks are presented in Supplementary Tables S5 and  S6 correspondingly. Repeated and short contigs significantly complicate scaffolding. In order to assess the performance of the scaffolding tools in presence of multiple repeat and short contigs, we use two parameters a and k to control the complexity of the artificial datasets.
When a decreases, then more contigs are assigned the same id and the number of repeats in the reference scaffolding grows. Similarly, when k decreases, then more contigs get fragmented and the number of short contigs grows. For example, artificial M.graminicola contigs for a ¼ 0:91 and k ¼ 100 contain almost 25% of repeats.
For each of the five datasets, we generated 25 artificial contig datasets for different values of a and k (a 2 f0:91; 0:93; 0:95; 0:97; 0:99g; k 2 f100; 200; 300; 400; 500g). Figure 5 illustrates the performance of the scaffolders in terms of F-score as function of a and k for S.aureus (see also Supplementary Figs. S2-S6) . Clearly, as the complexity of the dataset grows, the performance of all the tools rapidly drops. Nonetheless, SOAPdeNovo2 and ScaffMatch handle the highly repeated datasets more efficiently starting with k ¼ 200. The performance of OPERA-LG is low for k ¼ 100 but as k grows it achieves a dramatically high level of F-score. Comparing the results of OPERA-LG with and without handling repeats, we can conclude that repeat handling is useful and it can efficiently boost up the performance of a scaffolding tool. In Table 5 , we provide the classification of incorrect links for the S.aureus dataset (a ¼ 0:97; k ¼ 200). The most widely spread error for each scaffolder is links skipping contigs and linking incorrect contig ends. Also, as OPERA-LG is the only one repeat aware scaffolder it produces four links connecting extra contig copies. A comprehensive classification of incorrectly inferred links for each tool and for each experiment is presented in the Supplementary Material 2.
Conclusions
Scaffolding is very important for obtaining good quality error free genomes. Not of less importance is validation of scaffolding assemblies. It allows to recognize the strong points of the existing tools and emphasize their drawbacks, thus leveraging future research in the area. This paper showed that disregarding repeated contigs in existing SE approaches leads to misclassifying significantly many links. We also presented a novel SE framework taking into account repeated contig sequences. It allows to adequately measure the quality of scaffolding assemblies produced by the current state-of-the-art tools and the tools adjusted to handle repeats such as OPERA-LG. We hope that the proposed framework will make more attractive developing of repeat-aware releases of existing scaffolding tools. Fig. 5 . Performance (F-score) of the scaffolding tools depends both on k and a. The x-axis of the heat maps denote the similarity level used to obtain the artificial contig datasets and the y-axis of the heat maps denote the minimum length of contig in the dataset. This figure displays results for S.aureus (Color version of this figure is available at Bioinformatics online.) 
