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Simulasi algoritma dijkstra dibangunkan dan langkah-langkah dalam membuat simulasi 
tersebut diterangkan. Simulasi yang dibangunkan adalah satu modul atau sebahagian 
daripada Sistem Automasi Meletak kenderaan. Jadual perjalanan sepanjang projek ini 
adalah seperti di bahagian lampiran. Algoritma Dijkstra atau lebih dikenali dengan 
Dijkstra 's Algorithm diterangkan secara terperinci dalam laporan ini. Ini termasuk 
rumus,kelebihan,kekurangan,kekompleksan rumus Dijkstra dan ciri-ciri algoritma ini. 
Cara pengiraan Shortest PathGarak terdekat) menggunakan Dijkstra 's Algorithm turut 
diterangkan dengan menggunakan contoh-contoh yang sesuai. Proses pembangunan 
simulasi ini adalah dengan menggunakan aturcara C dengan menggunakan Microsoft 
Visual C++ 6.0. Carta alir dan pseudocode rumus Dijkstra turut. Contoh-contoh paparan 
output jangkaan turut disertakan dalam laporan ini. Proses perlaksanaan simulasi 
diterangkan secara mendalam. Kaedah-kaedah dan proses pengujian simulasi juga 
diterangkan. Fasa ini dibuat bagi mengesahkan ketepatan algoritma dan aturcara yang 
dibangunkan. Fasa terakhir iaitu fasa penilaian dan perbincangan turut dibincangkan 
dalam laporan ini. Di dalam bah ini, kelebihan dan kelemahan simulasi dibincangkan dan 
diterangkan. Secara keseluruhannya laporan ini lengkap dengan pelbagai maklumat dan 
kajian tentang Dijkstra 's Algorithm dalam Bahasa Melayu. Ini menjadikan ia unik kerana 
tiada lagi rekod yang lengkap tentang algorima ini dalam Bahasa Melayu. Semua sumber 
maklumat untuk kajian ini adalah dalam bahasa inggeris dan ia diterjemahkan dan 
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TAJUK : Simulasi Jarak Terdekat Menggunakan Algoritma Dijkstra 
(Simulation of Shortest Path Using Dijkstra 's Algorithm) 
BAB 1 : PENGENALAN 
1.1 Defmisi Algorithm 
Algoritma Dijkstra atau lebih dikenali sebagai Dijkstra's algorithm merupakan satu 
algoritmalrumus yang terbaik dalam mencari shortest path(jarak terdekat) di antara dua 
nodeltitiklvertex/network/router. Edsger Wybe Dijkstra seorang saintis computer 
Belanda telah dilahirkan pada 11 Mei 1930 dan meninggal dunia pada 6 Ogos 
2002.Algoritmanya mudah, senang untuk difahami dan diimplimentasi, malah juga 
efisien. Pembangun sistem yang dapat menguasai algoritma ini, akan dapat 
menyelesaikan banyak masalah mengira jarak terdekat(shortest path) 
Dijkstra's algorithm, apabila diimplementasi pada graf, akan mencari shortest 
path(jarak terdekat) dari titik mula dan destinasi yang diberikan. Algoritma ini terlalu 
kuat sehinggakan ia mencari semua shortest path dari sumber ke semua destinasi. Ini 
dikenali sebagai single-source shortest paths problem. 
Algoritma ini dibahagi kepada dua set vertical berbeza, set sementara(unsettled/A) 
dan set kekal(settled/B) Pada awalnya, semua vertical adalah sementara(unsettled). 
Setelah jarak: terdekat diketahui pada setiap nod, nod tersebut yang sementara akan 










1.2 Definisi Masalah 
Pengguna sering menghadapi masalah meletak kenderaan terutamanya di kawasan 
Komersial di bandar seperti di pusat-pusat membeli belah. Mereka mengambil masa 
yang lama untuk mencari tempat meletak kenderaan yang kosong. 
Sistem-sistem yang sedia ada, tidak lagi menunjukkan simulasi menggunakan 
algoritma Dijkstra. Banyak sistem pada masa ini menggunakan algoritma-algoritma lain 
seperti A*. Jika ketepatan untuk menentukan jarak terdekat(shortest path) diperlukan, 
hanya rumus ataupun algoritma ini sahaja yang dapat menjamin jarak terdekat diketahui 
secara 100% tepat. Ini hanya mungkin terjadi jika destinasi diberikan(weighted network) 










1.3 Objektif Projek 
i) Membangunkan satu Simulasi yang boleh mengira jalan dan jarak yang 
terdekat(shortesrt path) antara dua titik apabila titik awal dan titik destinasi 
diberikan 
ii) Membangunkan satu Simulasi menggunakan Dijkstra 's Algorithm yang 
kemudiannya akan digabungkan dengan modul-modul lain dan 
melengkapkan keseluruhan rekabentuk Sistem Automasi Meletak Kenderaan. 
Ini akan membolehkan sistem meletak kereta beroperasi secara lebih 
sistematik. 
iii) Memudahkan pembangun sistem untuk membuat sistem yang memerlukan 
rumus algoritma Dijkstra 
iv) Membagunkan satu simulasi yang akan memberitahu langkah-langkah dan 
jalan yang perlu dilalui untuk sampai ke desinasi dalam jarak terdekat 









1.4 Skop Projek 
Satu sistem simulasi yang akan memberitahu pengguna jalan yang paling dekat yang 
perlu dilalui untuk sampai ke lot parking yang kosong. Hasil daripada simulasi ini akan 
dibaca oleh Chain Code. Kemudiannya Chain Code ini akan menyahkod( decode) basil 
daripada simulasi menjadi arab dab pergerakan. Hasil ini akan dihantar kepada 
pangkalan data yang kemudiannya akan menghantar data tersebut kepada robot untuk 
simulasi pergerakan.Proses keseluruhan sistem ini dan Skop Dijkstra dapat dilihat 
dengan lebih jelas dalam Rqjah 2.1 Sistem Automasi Meletak Kenderaan. 
Simulasi yang akan dibangunkan ini akan menerangkan konsep dan rumus 
dijkstra secara keseluruhannya. Walaupun terdapat pelbagai cara untuk mengira jarak 
terdekat antara dua nod atau titik seperti A* dan lain2, Dijkstra adalab asas kepada 
semua rumus2 lain. Algoritma Dijkstra juga merupakan antara algoritma terawal yang 
digunakan dalam dunia sains komputer.Oleh itu projek simulasi ini hanya akan 
menggunakan rumus Dijkstra.Kajian Literasi tentang Rumus Dijkstra akan diterangkan 
dengan lebih lanjut dalam Bah 2. 
Luaslhad algoritma ini adalab berdasarkan jumlab saiz tempat letak kereta. 
Contohnya tempat letak kereta yang mempunyai keluasan 200* 1 OOmeter. Halangan 
seperti dinding, kereta lain di tempat parking dan pintu juga diambil kira untuk 
menghadkan pergerakan simulati algoritma Dijkstra yang akan dibangunkan. 
Pixel akan digunakan untuk mewakili jarak sebenar.Tatasusunan(array) akan 
digunakan untuk mewakili nod dalam grid. Dengan menggunakan tatasusunan, saiz 










menegak(vertical) ditetapkan kepada 10 manakala nod bersebelan secara 
condong(diagonal) ditetapkan kepada 14. 
1.5 Pengguna Sasaran 
Simulasi algoritma yang akan dibangunkan ini akan digunakan dalam satu sistem 
mencari tempat letak kenderaan.la hanya merupakan satu modul daripada satu sistem 
yang besar. Dengan adanya simulasi ini, ia melengkapkan sistem Automasi Meletak 
Kenderaan. Oleh itu, pengguna sasaran akan menjadi pengunjung pusat membeli belah 
dan komersial yang menggunakan tempat meletak kenderaan komplex yang disediakan. 
Sistem ini tidak sesuai untuk kegunaan pejabat, kerana biasanya ruang letak kereta untuk 
pejabat telah dikhaskan untuk sesuatu kenderaan berdasarkan jawatan dan juga staf-staf. 
1.6 Hasil yang dijangka 
Satu simulasi yang apabila diberi 2 titik, akan menjana satu simulasi yang 
mencari jarak terdekat antara dua titik dan menunjukkan nod-nod atau jalan yang perlu 
dilalui sebelum sampai ke parking kosong. Ia akan ditunjukkan secara paparan dos. 
Paparan ini akan menunjukkan grid/susunan jalan yang di lalui untuk sampai ke 










1. 7 Penjadualan Projek 
Jadual Perjalanan Projek yang lengkap adalah seperti di lampiran. 











Dalam bah 1 ini menerangkan secara ringkas ten tang simulasi masalah dan runms 
dijkstra. Ia juga memberikan gambaran skop simulasi yang akan dibangunkan dan hasil 
jangkaan. Jadual peijalanan projek juga diberikan. Jadual Peijalanan Projek Simulasi 





















DAB 2 : KAJIAN LITERASI 
2.1 Masalah dalam Sistem Tempat Meletak Kenderaan 
Pengguna senng menghadapi masalah meletak. kenderaan terutamanya di 
kawasan Komersial di bandar seperti di pusat-pusat membeli belah. Mereka mengambil 
masa yang lama untuk mencari tempat meletak. kenderaan yang kosong.Rata-rata 
pengguna menggunakan secara puratanya selama ~ jam untuk mencari tempat meletak. 
kenderaan. Terdapat juga pengguna mengambil masa yang lebih lama untuk mencari 
tempat meletak kenderaan daripada mengambil masa membeli belah di pusat membeli 
belah sahaja.Ini hanya akan merugikan kedua-dua pihak,pengguna dan juga pemilik. 
Ini juga mendatangkan masalah kepada Pemilik tempat meletak. kenderaan di 
premis komersial kerana sistem meletak. kenderaan yang kurang effisien dan pergerakan 
traffik dalam tempat meletak. kenderaan yang selalu sesak.Ketidak puasan pengguna 
boleh mengakibatkan pengguna mencari altematif lain untuk meletak. kenderaan mereka 
di tempat meletak. kenderaan lain walaupun agak jauh daripada premis perniagaan. Ini 
akan mendatangkan kerugian kepada pemilik tern pat meletak. kenderaan dan juga tempat 
komersial apabila pengguna terasa bosan akan sistem meletak. kenderaan yang tidak 











2.2.Cara Lama yang digunakan 
Pada masa tertentu pengawal atau penjaga tempat meletak kenderaan perlu 
membantu dalam mengawal aliran trafik dalam tempat meletak kenderaan untuk 
memastikan pengguna mendapat tempat meletak kenderaan. 
Ketiadaan sistem yang dapat menunjukkan atau memberitahu pengguna arah ke 










2.3 Cadangan untuk Mengatasi Masalah 
Empty Space Detection 
i.) Image Processing l Kesan tern pat 
ii. )Sensor r kosong 
D 
Chain Code 
i. )character recognition s b 





-kira shortest path berdasarkan s dan d 
yang diberi 
D 
Chain Code -- - ---------
Decode path 
[ direction,distance] 




Rajah 2.1 Sistem Automasi Meletak Kenderaan 
} Skop Projek 













Oleh itu satu sistem automasi meletak kenderaan dicadangkan untuk mengatasi 
masalab ini. Sistem ini terdiri daripada beberapa modul.Seperti yang dapat dilihat dalam 
Rajah 2.1 pergerakan keseluruhan sistem automasi meletak kenderaan diterangkan. 
Seperti Rajah 2.1 pada permulaan sistem automasi meletak kenderaan ini Empty 
Space Detection yang mempunyai pengesan(sensor) akan mengesan tempat meletak 
kenderaan yang kosong. 
Maklumat ini akan diberitahu kepada Chain Code. Chain Code akan 
menggunakan pengenalan karakter( character recognition) untuk mengecam tempat 
melatak kenderaan yang kosong.Kod yang unik akan diberikan untuk membezakan 
antara satu tempat meletak kenderaan yang kosong dengan yang lain.Kemudian, ia akan 
menyorot(sorting) tempat meletak kenderaan yang kosong mengikut keutamaan iaitu 
jarak terdekat dengan pintu masuk bangunan komersial tersebut. 
Maklumat ini akan di simpan di dalam pangkalan data(database). Maklumat ini 
adalab nilai awal dan destinasi. Ia juga adalab koordinasi halangan/dinding. 
Simulasi Dijkstra akan mengambil nilai awal dan destinasi daripada database 
dan kemudiannya akan mencari shortest path ke arab destinasi yang diberikan. Skop 
projek ini adalab fokus kepada membangunkan simulasi shortest path menggunakan 
Dijkstra 's Algorithm. 
Chain Code akan menyahkodkan( decode) basil daripada simulasi Dijkstra dan 
mentexjemahkannya kepada arab pergerakan dan jarak pergerakan. 
Araban akan diambil oleh robot untuk simulasi pergerakan. 










2.4 Latar belakang Algoritma yang lngin Dibangunkan. 
Pada tahun 1959 satu artikel 3 muka surat yang bertajuk A Note on Two 
Problems in Connexion with Graphs telah diterbitkan dalam satu journal Numerische 
Mathematik. Dalam kertas ini, Edsger W. Dijkstra seorang saintis komputer Belanda 
yang berumur 29 tahun telah mengemukakan algoritma cadangan untuk penyelesaiaan 
masalah 2 teori graf asas (the minimum weight spanning tree problem dan shortest path 
problem.) Pada hari ini Dijkstra's Algorithm untuk mencarijarak terdekat antara dua nod 
adalah algoritma yang paling popular dalam dunia sains komputer(CS) dan juga kajian 
operasi(Operation Research) 
Sejak 1959, Edsger Wybe Dijkstra telah memperkenalkan satu cara atau kaedah 
yang telah digunakan secara global sehingga hari ini iaitu Shortest Route menggunakan 
Dijkstra 's Algorithm. Ia merupakan satu kaedah untuk mencari jarak antara dua nod atau 
titik apabila titik mula(sourcw) dan sasaran(destination) ditentukan. 
Shortest path(Jarak Terdekat) boleh bermaksud jarak terdekat secara geometri 
dari satu sumber ke destinasi dalam satu rangkaian yang bersambung. Ia juga boleh 
dikatakanjumlah terdekat antara sumber(source,origon) dan destinasi(destination). 
Anggapan: Nilai pemberat mestilah positif dan bukan n. 
Rumus Dijkstra F(n)= G(n) 
D(v)=min {D(v), D(w)+l(w,v)} 
distance(s,u) weight(u,v) distance(s,u) + weight(u,v) 
s ------------------> u ----------> v ==> s -------------------> v 










2.S Contoh Penerangan Rumus Dijkstra 
Untuk memahami algoritma ini, satu contoh ringkas diberi. Dilgstra's shortest path 













Rajah 2. 5. 1 Penerangan Contoh 
Kita mulakan dengan menambah titik mula a kepada set Q(unsettled vertices). Q bukan 




Rajah 2.5.2 Penerangan Contoh 
Nod bersebelahan a adalah nod b dan c. Jarak di antara a dan b dikira. d(b) disetkan 
kepada infmiti, olehitu kita guna 










n(b) diset kepada a, dan b ditambah kepada Q. Sarna dengan c kita setkan d(c) kepada 2 
dan n(c) kepada a. 
Sekarang, Q mengandungi b dan c.Seperti rajah di atas c adalah vertex dengan jarak 
terdekat bernilai 2.Ia di tukar kepada S(settled nodes). Kemudian node/vertex 
bersebelahan c iaitu b,d dan a direhatkan. 
Rajah 2.5.3 Penerangan Contoh 
a diabaikan kerana ia telah menjadi S(settled set). Langkah algoritma pertama telah 
mengatakan jarak antara a dan b melalui terus dari a ke b.Jika kita bandingkan jiran c 
iaitu b, kita akan dapati; 
d(b) = 4 > d( c) + [ c,b] = 2 + 1 = 3 
Sekarang kita telah mengetahui bahawa jarak terdekat sebenamya melalui c wujud di 
antara a dan b diberi nilai d(b) = 3 dan n(b) diupdate kepada c. nod b sekali lagi menjadi 
Q. 
Vertex berdekatan seterusnya ialah d, d(d) disettkan kepada 7 dan n(d) kepada c. 










Kita tukarnya kepada S(settled set) dan rehatkan nod-nod bersebelahannya iaitu c dan d. 
·""-----2 
Rajah 2.5.4 Penerangan Contoh 
Kira pemberat c kerana ia telah menjadi S(selesai/settled) Ak.an tetapi jarak yang lebih 
dekat telah ditemui untuk nod d: 
d( d) = 7 > d(b) + [b,d] = 3 + 1 = 4 
Olehitu kite tukarkan d(d) kepada 4 and n(d) kepada b. D dimasukkan ke dalam set Q. 
Pada tahap ini, satu-satu vertex yang tinggal di Q(unsettled set) adalah d, dan semua nod 
bersebelahanGirannya) telah menjadi S(settled) 
Algoritma ini tamat kerana semua nod telah menjadi selesai/settled S. 
Hasil akhir ditunjukkan seperti Rajah 2.5.5 di bawah. 
• 1r - the shortest path, in predecessor fashion 
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Rajah2.5.5 Penerangan Contoh 
Di antara algoritma untuk mencari jarak terdekat antara dua nod Dijkstra's merupakan 










2.6 Kelebihan dan Kekurangan 
NO Kelebihan Kekurangan 
1 Shortest Path dijamin 100% Destinasi perlu diberikan.Tidak boleh dicari 
kecuali memang tiada jalan ke sendiri. (Weighted Network) 
destinasi yang diberikan. 
2. Coding yang mudah Kurang fungsi tambahan dan hanya 
maklumat ringkas dapat dipaparkan 
3. Shortest Path untuk semua Ambil masa yang lama-Kerana tiada 
destinasi akan dicari kerana estimation(jangkaan) dan juga menyemak 
menyemak seluruh rangkaian seluruh rangkaian jalan yang mungkin. 
jalan yang mungkin. 
4. Mengira jalan terdekat bermula Jarak antara nod bersebelahan perlu 
daripada sumber atau titik ditentukan terlebih dahulu. 
permulaan 
7. Ia boleh ditamatkan seJurus Nod negatif tidak boleh dikira,oleh itu 
selepas jarak terdekat dari dua nod semua jarak antara satu nod perlulah positif 
diketahui 










2. 7 Kekangan Dijkstra 
Masa yang lama diambil untuk mendapatkan shortest path. Ini adalah kerana ia 
terpaksa menyemak seluruh rangkaian jalan yang ada untuk mendapatkan shortest path 
ke destinasi yang diberikan.Ketiadaan Heuristic(jankaan) menyebabkannya tidak dapat 
mengagak arah yang perlu dilaluinya. 
Kekonpleksan Dijkstra akan bertambah dengan saiz Tempat Meletak kenderaan. 
Ini bermakna pengiraan akan bertambah sukar untuk luas permukaan yang lebih besar. 
Masalah penggunaan pixel untuk output bagi simulasi adalah ia terlalu kecil 
apabila hendak dilihat dengan mata kasar. 
Output MFC mungkin sukar dihasilkan. Oleh itu Output jangkaan utama simulasi 
adalah hanya dengan MS-DOS sahaja. 
Aturcara C yang kompleks perlu dihasilkan daripada rumus Dijkstra. Setiap 
kemungkinan perlu diaturcarakan termasuk halangan, cara pergerakan dan saiz bagi 










2.8 lmplementasi dan Sistem-sistem yang menggunakan algorithm 
2.8.1 Game yang berbentuk Grid seperti 2D contohnya : Game Civilazation 
Rajah 2.2.1 Game Civilazation 
\,New Game 
\,. Quick Start 
\,.Tutorial 
\,. Load Game 
\,. Load Scenario 
\,.Hall of Fame 
\,. Preferences 
\,.Audio Preferences 
Seperti dalam Rajah 2. 2. 2 setiap pergerakan adalah dalam grid. Setiap 
Pergerakan oleh pemain akan mencari jarak terdekat apabila pemain menclik 
tetikus di satu titik dalam peta. Pergerakan pemain akan melalui jalan yang 
paling dekat dengan titik awal tersebut. Konsep shortest path digunakan dalam 










Rajah 2. 2. 2 Game Civilazation 










Rajah 2.2.4 Game Pac-Man 
Seperti dalam Rajah 2.2.4 raksaksa(merah) akan mencari jalan terdekat untuk 
sampai kepada pemain(bola kuning) Ini menggunakan rumus shortest path. 
2.8.2 Implementasi Dijkstra's algorithm digunakan dalam routing internet. -untuk 
mengira jadual routing(routing table) pada satu router menggunakan Dijkstra 's 
Shortest Path Algorithm.Dijkstra 's Algorithm ini adalah logik yang digunakan 
oleh router untuk membuat keputusan, untuk setiap paket yang datang/masuk ke 
mana output paket tersebut perlu untuk keluar/dihantar.Algoritma ini membina 
shortest-path spanning tree untuk router di mana ia mengandungi jalan ke semua 
destinasi yang mungkin tanpa sebarang ulangan(loops). Rumus Dijkstra 
menepati keperluan bukan fungsian untuk algoritma routing iaitu 
ketepatan,kesenangan,kesahihan,ketahanan lasak(robustness ), kestabilan dan 
optimum.Pada asasnya nod mempunyai dua situasi iaitu sementara(temporary) 










Apabila router telah menjumpai shortest-path spanning tree ia boleh membina 
jadual routing(routing table) 
2.8.3 Automated Speech recognition(ASR)- Ia membolehkan mengecam suara melalui 
sistem komputer dibuat. Hidden Markov Models (HMM) dalam konteks shortest 
path, boleh dikatakan graf pemberat(weighted graph) dengan kemungkinan 
pertukaran=nod berpemberat dan pemyataan=hubungan. Tambahan pula, setiap 
keadaan HMM mempunyai nilai kos positif. Prinsip Algoritma Dijkstra 
diaplikasikan. 
2.8.4 Implementasi OSPF (Open shortest path First)-Link state routing 
2.8.5 MapQuest -mencari jarak terdekat diantara dua titik dalam peta banyak 










2.9 Kekompleksan Dijkstra(Complexity) 
Prestasi(performance) Dijkstra 's Algorithm bergantung kepada bagaimana ia 
diimplementasikan. Ini banyak bergantung kepada struktur data(data structure) yang 
digunakan di set sempadan(frontier set). 
Seperti rumus dijkstra, set A adalah set nod yang belum selesai(unsetled). Proses 
mengalihkan dan mengeluarkan set minimum dari set A ke set B memerlukan satu 
operasi delete_ min pada struktur data yang digunakan oleh set A. Mengemaskini nilai 
pemberat terkini dan yang paling minimum(setelah rumus dijkstra digunakan) 
memerlukan operasi decrease_ key dan proses memasukkan nilai set A memerlukan 
operasi insert. Adalah amat penting struktur data yang digunakan untuk set A 
menyokong semua operasi-operasi ini dalam kekompleksan masa yang boleh diterima. 
(reasonable time complexity) 
Terdapat 3 jenis struktur data yang biasa digunakan iaitu Fibonacci heap 2-3 
heap dan binary heap .. Complexity atau kekompleksan Struktur-struktur data ini 
menyokong operasi-operasi yang diperlukan. 
Rumus pengiraan kekompleksan(computational complexity) bagi Dijkstra adalah 










Jenis Struktur Data Rum us Rumus untuk: graf yang besar 
binary heap time complexity O(mlog n) O(ff log n) 
Fibonacci heap =0 (m+n log n) O(n2+n log n) 
2-3 heap =0 (m+n log n) O(n2+n log n) 
Dijkstra 0 (n2) = O((E + V) log V) 
Rajah 2.3 Rumus-Rumus Kelrompleksan 
n=bilangan nod, m=bilangan penyambung nod/edges/arcs 
V=bilangan nod,E=bilangan penyambung nod/edges/arcs 
Daripada Rajah 2.3 dapat disimpulkan bahawa kekompleksan runms dijkstra apabila 
menggunakan binary heap adalah tinggi jika saiz graf besar. Ia mungkin lebih pantas 
daripada Fibonacci dan 2-3 heap jika saiz graf adalah kecil. Walaubagaimanapun, jika 
saiz graf kecil Fibonacci heap dan 2-3 heap juga sesuai digunakan kerana mempunyao 
pengiraan overhead yang tinggi. 
Fibonacci heap ~ s = 3m+ 1 :44n log2 n 
2-3 heap~s = 2m+ 2n log2 n 
complexity untuk Dijkstra 's Algorithm adalah 0 (n2) 










2.10 Algoritma-Aigoritma Lain 
2.10.1 A*: Ada fungsi heuristic h(v) (jangkaan)- Ia lebih cepat daripada Algoritma 
Dijkstra kerana ia ada nilai jangkaan. Bellman-Ford Algorithm- Berlainan 
daripada Dijkstra, Bellman-Ford boleh digunakan untuk graf yang mempunyai 
nilai kitaran negatif selagi ia tidak berulang dari sumber S. 
2.10.2 Floyd's -Warshall Algorithm- Untuk menyelesaikan All Pairs Shortest Path 
Problem 
2.10.3 Kruskal's Algorithm -adalah satu algoritma dari teori graf yang mencari 
minimum spanning-tree dalam graf berpemberat. 
2.1 0.4 Edmonds-Karp algorithm-adalah implementasi daripada Ford-Fulkerson 
algorithm 
2.10.5 Boruvka's Algorithm-untuk mencari minimum spanning tree 
2.10.6 Ford-Fulkerson algorithm 










Dalam Bah 2 ini, analisa terhadap masalah yang dihadapi dihuat dan cara-cara 
yang dicadangkan untuk mengatasi masalah terse hut dicadangkan. Bah ini juga memheri 
penerangan yang lehih mendalam ke atas Algoritma yang akan digunakan dalam 






















3.1 Kaedah Dan Teknik Pelaksanaan 
Untuk membangunkan simulasi ini, beberapa kaedah digunakan. Metodologi dalam 
membangunkan projek Simulasi Shortest Path menggunakan Dijkstra 's Algorithm 
adalah satu model Air Terjun(Waterfalllife-cycle model).Model ini mempunyai 5 anak 
tangga yang penting. 
Untuk WXES3181 3 tangga teratas model Air Terjun telah dijalankan. Manakala 
sambungannya akan dilakukan dalam WXES3182. 











3.2 Kaedah Dan Teknik Pelaksanaan:Waterfalllife-cycle model(Model Air Terjun) 
Sepanjang projek ini, kaedah-kaedah yang perlu dilalui dan dijalankan adalah seperti 
Rajah 3.1 Model Air Terjun di bawah. 
Keperluan 
(reQuirement) 















---- - --- - • Maintenance 
Rajah 3.1 Model Air Terjun 


















Model Air Terjun(Waterfal/ Model) di gunakan kerana beberapa sebab. 
• Seperti mana model air terjun dikenali kerana ia mengalir ke bawah seperti air 
terjun dari satu fasa ke fasa berikutnya. 
• Ia mengambil proses-proses aktiviti asas seperti keperluan,pembangunan, 
pengesahan dan perkembagan dan mewakilkannye kepada fasa proses berlainan. 
• Mencerminkan penggunaan kejuruteraan(Reflects engineering practice) 
• Digunakan secara meluas dalam pembangunan pembangunan projek 
• Ia sesuai untuk projek yang kecil, dan memerluk:an masa yang tidak lama untuk 
fasa keperluan ke penyelesaian projek. 
• Tidak menggalakkan melangkah fasa 
• Menekankan perancangan dan keperluan fungsian/buk:an fungsian yang baik. 
• Pengujian dan pemeriksaan pusat dan kebolehuk:uran objektif ~ digunakan 











Simulasi ini akan dibangunkan menggunakan platform C kerana ia menggunakan 
konsep berorientasikan objek. Ini membolehkan menggabungkan beberapa fungsi dalam 
satu aturcara. Penggunaan kelas juga merupakan satu kelebihan. Pengaturcaraan C atas 
bahasa peringkat tinggi(high level language) 
3.4 Kaedab Penyelidikan: Kaedab Mengumpul Maklumat. 
Terdapat banyak kaedah mencari maklumat yang digunakan dalam pembagunan 
simulasi ini. Maklumat yang diperolehi berguna sebagai rujukan dalam membagunkan 
simulasi ini. Dengan kaedah mencari maklumat yang betul, ia dapat menambahkan dan 
memudahkan pemahaman terhadap simulasi ini. Antara kaedah yang digunakan dalam 
mencari maklumat adakah seperti berikut: 
3.4.1 Membaca 
Membaca bahan-bahan seperti buku-buku rujukan yang berkaitan, majalah-
majalah computer, kamus dan beberapa lagi yang diperoleh daripada Perpustakaan 
Utama Universiti Malaya dan juga bilik dokumen di Fakulti Sains Komputer dan 
Teknologi Maklumat. Pembacaan daripada majalah-majalah dan buku-buku rujukan 
yang dibeli sendiri turut digunakan.Selain daripada itu,contoh-contoh laporan latihan 
ilmiah senior-senior lepas turut dibaca dan diteliti,untuk memberikan gambaran sebenar 











Kebanyakan mak.lwnat yang diperoleh adalah daripada internet.Ini adalah kerana 
internet mengandungi pelbagai mak.lwnat yang terkini tentang teknologi-teknologi bam 
dan juga swnber-swnber yang berkaitan dengan simulasi yang ingin dibangunkan. 
Selain itu,mak.lwnat yang diperoleh daripada swnber digital/elektronik(internet) adalah 
murah jika dibandingkan dengan mak.lwnat di atas kertas. Mak.lwnat yang diperoleh 
daripada internet ditapis melalui skop yang berkaitan simulasi projek yang dibangunkan. 
Forwn-forwn di internet juga digunakan sebagai swnber rujukan dengan memerhatikan 
ruangan soaljawab dan menggunakan link-link yang diberikan. 
3.4.3 Perbincangan dan Diskusi 
Sesi perbincangan dilakukan dengan supervtsor seminggu sekali pada hari 
Jwnaat petang. Ini dilakukan untuk mengenal pasti obkektif-objektif projek, skop projek, 
kekangan projek, kajian literasi projek, keperluan fungsian, keperluan bukan fungsian, 
rekabentuk simulasi(dari sudut algoritma, kod pseudo, dan carta alir) dan sebagainya. 
Selain itu, perbincangan turut dilakukan dengan seorang rakan yang mengambil 
tajuk Shortest Route menggunakan A* Algorithm. Banyak masa diperuntukkan dalam 
sesi berbincangan untuk memahami lagi konsep shortest path finding dan algoritma-










3.4.5 Pemerhatian dan kajian ke atas sistem meletak kenderaan 
Satu pemerhatian secara rambang telah dibuat di tempat-tempat meletak 
kenderaan yang sentiasa penuh.Didapati tiada lagi sistem elektronik atau sebarang 
peranti yang membantu atau memberikan informasi tentang tempat letak kenderaan 
wujud.Ini menjadikan sistem yang ingin dibangunkan masih belum ada atau 
diimplimentasi di Malaysia. 
3.5 Ringkasan 
Bah 3 ini menerangkan secara metodologi dan kaedah-kaedah yang digunakan 
dalam membangunkan simulasi ini.Metodologi utama yang dipilih adalah Model Air 





















BAD 4 ANALISA SIMULASI 
4.1 Keperluan Fungsian 

















Seperti Rajah 4.1 Keperluan Fungsian Simulasi, terdapat dua butang penting iaitu 
butang BROWSE dan butang FIND SHORTEST PATH. 
Butang BROWSE : Apabila butang ini ditekan simulasi akan mengambil template yang 
memberikan nilai titik awal dan titik akhir.Template ini juga mengandungi 










Butang: FIND SHORTEST PATH : Apabila ini ditekan Jarak terdekat(shortest path) 
akan dikira dari dua titiklnod yang diberikan oleh template(selepas menekan Browse). 
Jarak terdekat antara titik mula dan titik destinasi akan dikira dan output bagi jarak 
terdekat akan dikeluarkan dalam bentuk garisan. Akan mengira shortest path dan 
memaparkan ouput dalam MFC.Apabila butang ini ditekan, Rajah 5.8 dan 5.9 akan 
dipaparkan. 
Sebenarnya Output jangkaan utama hanya dengan meng~akan command MS~ 
' 
DOS. Ini bermakna semua titik awal, titik akhir dan halangan di tulis dalam bentuk 
pengaturcaraan C/C++. Tiada paparan yang jelas tentang dinding dan nod-nod. Semua 









4.2 Keperluan Bukan Fungsian 
• Mudah alih/perihal mudah dibawa (portability)-Ini adalah kerana saiznya kecil. 
Ia adalah simulasi. 
• Kebolehpercayaan(reliability)- simulator yang akan dibina boleh dipercayai 80% 
tepat. 
• Ketahan lasakan (robustness) - Oleh kerana ia menggunakan Cia agak lasak. 
• Boleh diubahsuai (maintainability)-Supaya ia mudah diubahsuai pada masa 
hadapan jikalau berlaku perubahan keperluan. 
• Masa tindak balas(response time)-akan mengambil masa lebih k:urang dari lOsaat 
untuk mendapat output. Saiz memory yang digunakan hanya kecil teetapi ia 
bergantung juga pada saiz kekomplesan rumus ini. Untuk tempat meletak 
kenderaan yang sangat besar, masa yang diperlukan akan bertambah sedikit. 
• Paparan yang mudah difahami-oleh kerana MS-DOS digunakan dan keseluruhan 
simulasi adalah dalam C,senarai pengaturcaraan perlu dibuat dengan teratur dan 
menggunakan fungsi-fungsi dan objek-objek yang teratur supaya 










4.3 Keperluan Perkakasan 
• Pentiwn II dan ke atas 
• AdaMS-DOS 
• Mcrosoft 98 dan ke atas. 
• 128MBRAM 
• 1 G memori kosong 
4.4 Keperluan Perisian 
Microsoft Visual Studio 6.0 Visual C++ 6.0:- C/C++ 
Program dalam C++ mengandungi c/asses(kelas) danfunctions(fungsi). Satu kelebihan 
utama menggunakan C++ adalah kebolehannya untuk berorientasian objek.Objek adalah 
komponen perisian yang boleh diguna semula yang mewakilkan benda di dalam 
kehidupan sebenar. Aturcara berorientasikan objek mudah difahami,mudah disemak dan 
juga mudah diubahsuai. Saiz library yang besar membolehkan penambahan pelbagai 
jenis fungsi. Bahasa pengaturcaraan C++ adalah bahasa peringkat tinggi dan banyak 
fungsinya. Ia sesuai digunakan dalam pelbagai jenis aplikasi. Ia adalah antara bahasa 
pengaturcaraan yang paling meluas digunakan. Microsoft Visual C++ adalah versi C++ 
bam yang digunapakai pada masa kini. 
Aturcara C juga masih digunakan secara meluas pada masa kini. Banyak contoh-
contoh dan dan algoritma-algoritma menggunakan bahasa aturcara C. lni adalah kerana 










Bah 4 ini menerangkan keperluan fungsian dan bukan fungsian bagi simulasi yang akan 





















BAB 5 : REKABENTUK SIMULASI 
5.1 Perwakilan Jarak antara Dua Nod Bersebelahan. 
---'l -- "' ____ ,. . lr, 
' ' ', 







' ' ' ' 
' ' ' 
14 1 <"2 *1 o) 1 
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=nod I titik 
' ' ' ' ' ' ' ' ', 
' ' ' ' ' ' ' ' ' ', 




Rajah 5.1 Perwaki/an untuk kiraan jarak antara nod 
Seperti Rajah 5.1 Perwakilan untuk kiraan jarak antara nod di atas, nilai jarak antara 
dua nod ditetapkan kepada IO(melintang dan mendatar) dan 14(condong). Nilai awal ini 
ditetapkan untuk saiz tatasusunan dalam pengaturcaraan. Jarak antara dua nod 
bersebelahan ditetapkan seperti Rajah 5.1 Ini bagi memudahkan proses pembangunan 
aturcara simulasi rumus dijkstra. Nilai yang sekata diperlukan untuk tatasusunan. Selain 
itu ia menepati ciri-ciri rumus dijkstra yang memerlukan arcs/edges/jarak antara dua nod 














Extract Min A 
B:=? {U} 
1 
For each v update neighbors no 
Relax(v,u) 
1 




Distance(v) = newWelght Distance(v)=distance(v) 
1 
Updatew 
Shortest Path Found, set W 











Darripada Rajah 5.3 Carta Alir Rumus Dijkstra dapat diterangkan pseudocode berikut:-
for each v? V, distance(v) =?; 
distance( start Vertex) = 0; 
A := V; II Initialize 
B := fJ; 
for j := 1 to (IV] -1) II Grow set B 
{ 
u :=Extract-Min( A); II "Greedy" choice 
B:=B?{u}; 
for each v ? Neighbors( u) II Update distances 
Relax(v, u) 
} 
Relax(Vertex v, Vertex u) 
{ 
new Weight= distance( u) +weight( u, v); 
if (new Weight < distance( v)) 
distance(v) = newWeight; 
} 
Updates are performed by checking whether u 










Pseudocode(Kod Pseudo) ini adalah penerangan kepada Rajah 5.3 Carta Alir 
Rumus Dijkstra. Pseudocode/Carta Alir ini amat berguna dalam pembangunan aplikasi 
dan pengaturcaraan simulasi algoritma dijkstra yang akan dibangunkan. 
Carta alir dan pseudocode(kod-pseudo) yang diberikan adalah dalam Bahasa 
lnggeris kerana ia adalah bahasa rasmi dalam bahasa pengaturcaraan. 
Carta alir dan pseudocode ini memberi gambaran awal tentang bagamana proses 
pengkodan dilakukan. Pelbagai aspek perlu ditekankan. Proses pengaturcaraan C akan 
dibangunkan dan dijalankan dalam bab akan datang dalam Latihan Ilmiah Tahap Akhir 
WXES3182. 
Penerangan tentang Carta alir dan Pseudocode diterangkan dalam bahagian 5.6 










5.4 Contoh Nod dan hubungannya dengan Grid. 
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Rqjah 5. 4 Perwakilan Nod dengan Grid 




















Garisan Grid (J(,Y) 
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5.5 Cara Pengiraan 
Berikut adalah contoh pengiraan mencari Shortest Path(jarak terdekat) antara nod. 
Perwakilan nod mewakili satu pixel atau satu tatasusunan. Perwakilan ini ditunjukkan 
seperti Rajah 5. 4. 
Cara Kiraan Jarak Terdekat menggunakan 
a/goritma dijkstra 
A= { a,b,c,d,e,f} 8= {0} 
Rajah 5. 5.1 - Cara Kiraan Jarak Terdekat menggunakan algoritma dijkstra 
Langkah 1: Pada awalnya setkan semua nod selain nod pennulaan(a) sebagai oo. Nilai 
pemberat(weight) bagi a disetkan kepada 0. Seperti yang dapat dilihat dalam Rajah 5.5.1 
set A={a,b,c,d,e,f} dan set B={0}.Set A adalah set yang belum diusik ataupun unsettled 
manakala set B adalah set yang selah selesai settled. Seperti yang dapat dilihat dalam 















A= { b,c,d,e,f} B= {a} 
Rajah 5.5.2 
Langkah 2: Setkan nod a ke dalam set B. (hila masuk set B ia akan gelap) Daripada nod a 
nod-nod bersebelahan(nod b,d,e) akan menjadi nod sementara(kuning) pemberat(weight) 
bagi semua nod bersebelahan a akan dikira. Seperti yang dapat dilihat dalam Rajah 5.5.2 
nilai pemberat nod jiranlbersebelahan a akan bertukar dari oo kepada b=a+(a,b) , 
d=a+(a,d) dan e=a+(a,e). Nilai pemberat bagi nod b,d dane akan di kemasmini(update). 
Seperti yang dapat dilihat dalam Rajah 5.5.2 nilai nod a diekstrak keluar dari A ke dalam 
set B.Sekarang nilai pemberat bagi nod b ialah 10, pemberat nod d 10 dan pemberat nod 
e adalah 14. Nilai 10 dan 14 diantara dua nod digunakan seperti penerangan di Rajah 5.1 
















10 10+10=20 10 _________________ ._ 




Langkah 3: Seperti yang dapat dilihat dalam Rajah 5.5.3 nod d diekstrak dan 
dimasukkan ke dalam set B. Seperti juga langkah 2, nod-nod jiran/bersebelahan dengan 
nod d iaitu nod b dan e ditambah nilai pemberatnya Seperti yang dapat dilihat dalam 
Rajah 5.5.3 walaupun nod a adalah jiran bagi nod d, tetapi ia tidak akan dipedulikan. 
Nilai pemberat bagi nod a akan kekal 0. Ini adalah kerana nod a telah masuk ke dalam 
senarai set B(settled) Ini bermakna set d, akan hanya mencari dan menambah nilai 
pemberatnya dengan jaraknya antara nod yang bukan berada dalam senarai set B. Set B 
boleh juga dikenali sebagai Close list manakala set A boleh dikenali sebagai Open List. 
Nilai pemberat set b tetap 1 0 walaupun w( d)+ 14=24. Ini adalah kerana menurut rum us 
dijkstra nilai minimum D(v)=min {D(v), D(w)+l(w,v)}akan dipilih. Ini adalah sama di 















A= { b,c,f} 8= { a,d,e} 
Rajah 5.5.4 
Langkah 4: Seperti Rajah 5.5.4 sekarang, node diekstrak dari set A dan dimasukkan ke 
dalam close list set B. Nod jiranlbersebelahan kepada nod e iaitu nod b,c dan no f ak:an 
ditambah pemberatnya dengan nilai arcs/edges/jarak dari nod e. Ia seperti menganggap 
nod e sebagai titik mula(starting node) dan jirannya sebagai destinasi. Dengan ini 
pengiraan pemberat b=pemberat e+(e,b)~14+10=24. Walaubagaimanapun nilai 24 ini 
ak:an dibandingkan dengan nilai pemberat sedia ada di nod b iaitu 10.Nilai pemberat no 
b iaitu 10 didapati daripada langkah 2. D(v)=min {D(v), D(w)+l(w,v)}la ak:an memilih 
10 sebagai pemberat kerana nilainya lebih kecil daripada 24.Mak:a nilai 
pemberat(weight) bagi nod b=lO. Nilai pemberat bagi nod c pula adalah w(e)+l(e,c) ~ 





















' ' ' 
8= { a,b,d,e } 
Rajah 5.5.5 
Langkah 5: Seperti Rajah 5.5.5 nod b diekstrak. daripada set A dan dimasukkan ke 
dalam set B.Nilai pemberat bagi jiran nod b dikira. Jiran bersebelahannya nod c dikira 
pemberatnya. Pemberat bagi nod c adalah w(b)+l(b,c)=l0+10=20. Nilai ini akan 
dibandingkan dengan nilai pemberat nod c yang sedia ada iaitu 28. Berdasarkan runms 
dijkstra D(v)=min {D(v) , D(w)+l(w,v)}nilai terkecil akan dipilih.Oleh itu nilai 
pemberat baru bagi nod c adalah 20. Pemberat bagi nod f juga dikira. Pemberat bagi nod 
f ialah w(b )+l(b,f)~ 1 0+ 14=24. Nilai ini akan dibandingkan dengan nilai asal iaitu 24. 
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A= {f} 8= { a,b,c,d,e } 
Rajah5.5.6 
Langkah 6: Seperti Rajah 5.5.6 nod c akan diekstrak daripada set A dan dimasukkan ke 
dalam set B.Seperti yang dilihat dar langkah 1-5, setiap nod bermula daripada nod 
permulaan akan mengekstrak nilai nod bersebelahannya. Nod-nod jiran!bersebelahan ini 
akan menjadi titik mula ke destinasi titik bersebelahannya pula. Seperti dalam Rajah 
5.5.6 jiran bagi nod c iaitu nod f akan ditambah nilai pemberatnya. Hanya tinggal nod f 
sahaja dalam senarai set A( Open list/Unsettled) Nilai pemberat bagi nod f adalah 
w(c)+(c,f)~20+10=30.Nilai ini akan dibandigkan dengan nilai pemberat asal iaitu 24. 
Berdasarkan rumus dijkstra D(v)=min {D(v) , D(w)+l(w,v)}, nilai 24 di ambil kerana 


















Langkah 7 /Kesimpulan pengiraan: Setelah semua nod diekstrak daripada set 
A(unsettledlopen list), dan dimasukkan ke dalam set B(settled/closem list) dan semua 
nilai pemberat badi semua nod dikira dan dikemaskini berdasarkan rumus dijkstra 
D(v)=min {D(v) , D(w)+l(w,v)}. Shortest Path ataupunjarak terdekat antara nod a dan 
nod-nod lain dalam set A telah ditemui. Nilai pemberat bagi setiap nod adalah nilai bagi 
jarak terdekat antara nod tersebut dengan nod permulaan iaitu nod a. Cara yang sama 
digunakan untuk nod-nod lain. Penerangan menggunakan 6 nod ini sama sahaja jikalau 
nod-nod yang banyak digunakan. Algoritma Dijkstra berhenti sebaik sahaja nilai 
pemberat bagi setiap nod dikemaskini. Penerangan ini juga mewakili carta alir dan 





















0 1 2 --------------------------.X 3 4 5 6 7 
y 
Rajah 5. 6 Contoh Template Kosong 
Lagent: 




Butang Find Shortest Mencari jarak terdekat antara dua nod berdasarkan sumber 




























0 1 2 3 4 5 6 7 
------------• X 






X X X 
X X X 
s X X X D 
X X X 
Makna 
Halangan, spt dinding 
Titik @ Nilai awal 
Destinasi @ nod sasaran 






























0 1 2 3 4 5 6 7 
--------------------------~X 
84 80 84 88 168 
X X X 
74 70 74 78 82 86 
X 
158 
64 60 64 68 72 82 148 
X 
54 50 54 58 68 78 
X 
138 
44 40 44 48 88 128 
X X 
34 30 34 44 98 108 118 
X 
24 20 24 118 122 
X X X 
14 10 14 128 132 
X X X 
10 s 10 0 142 X X X 138 
14 10 14 148 152 
X X X 
Malena 
Halangan, spt dinding 
Titik @ Nilai awal 
Destinasi @ nod sasaran 
Nilai Pemberat=Weight bagi nod 
























0 1 2 3 4 5 6 7 
--------------------------~ X 
84 80 84 88 168 X X X 
74 70 74 78 82 86 
X 
158 
64 60 64 68 72 82 148 
X 
54 50 54 
X 
138 
44 40 m 48 ~ 128 X X 
34 ~ I ~ 34 44 118 X 
24 24 122 
X X X 
14 ~ 14 132 




~ X X X :X 
14 10 14 148 152 
X X X 













5. 7Contoh Output Jangkaan 
dijkstra module 1 
r· ................................................... ··········· .......................... ..................... .... .................................................................. .............. .................................. ~ 
Browse 
' I 
Find Shortest Path 
:. ........................................ ........................................................................................................ ................. ....... ........................................................ .... : 
•· · • · ·• · ·· · ·•·· •··•··• · · •·· · · ·•· ·•· ·•··• · ·· •· •··• ···· · •·· · · · • ·· · · ·····•·· · ····· · · · ·•· · ···• · •·· •·· · · ···· ·· •· ······· ··· ·· ··I 










dijk:stra module ·1 
~ -·· · ············ · ··················· · · · ··· ·· · · ······ · ····················· ·· · · ······· · "'' '' ' ''' '''''''''''''''''' ' ''''''''''''''''' ' '''' ' '''''' ' ' ' ' ' '''''''''''''''''''''''''''''''' ' '''''' ' '' ' '''''''' ' '''''''''''''''''''''' ' '' ' '1 
Browse 
! I 
Find Shortest Path 
:.. ............ ............................................................................... ....................... .................................................................. .................. .................. ............ : 
·····•·· · · · ·· · ••· • ·· ···· ·····•······ · •· · · · · · •·· ······ ·· ···· · • · · ·· ··• · •· •• · ••· · ······ •· · •· ·· · · ··· ······· · •·· ······•• •···· ·I 










Contoh Output Jangkaan MS DOS(Microsoft Disk Operating System)7 
"F:\dljkstra simulator\Debug\find shortest path .exe" 
..... 
Rajah 5.12 Contoh Output Jangkaan dengan MS-DOS. 
Rajah 5.10 dan Rajah 5.11 menunjukkan output jangkaan dalam bentuk MFC. Akan 
tetapi, output sasaran utama bagi simulasi yang akan dibangunkan adalah dengan MS-
DOS sahaja. Seperti Rajah 5.12 di atas, output jangkaan adalah dalam bentuk 
tatasusunan(array) . Output jangkaan yang menggunakan MS-DOS dipaparkan. Output 
dan paparan MS-DOS digunakan walaupun ia kurang mesra pengguna(user:friend/y) 
kerana hasil daripada simulasi ini akan dibaca oleh modul Chain Code dan bukannya 
pengguna biasa. Chain Code seperti ditunjukkan dalam Rajah 2.1 Sistem Automasi 
Meletak Kenderaan akan menyahcode( decode) basil daripada simulasi kepada nilai jarak 












Bah 5 menerangkan rekabentuk simulasi yang akan dibina secara lengkap. Ia juga 
menunjukkan carta alir dan kod-pseudo(pseudocode) yang akan digunakan dalam proses 
pembangunan dan aturcara. Cara pengiraan menggunakan rumus dijkstra diberikan 
dalam bentuk jadual untuk menerangkan carta alir dan kod-pseudo.Bab ini juga 





















BAB 6 : PERLAKSANAAN SIMULASI 
6.1 Pengenalan 
Dalam fasa Pelaksanaan, Simulasi Jarak Terdekat Menggunakan Algoritma 
Dijkstra(Simulation of Shortest Path Using Dijkstra's Algorithm) yang dicadangkan 
dibangunkan. Fasa ini direalisasikan selepas proses menganalisa dan rekabentuk sistem 
berjaya dilakukan. Akan tetapi terdapat beberapa perubahan dan pengubahsuaian dalam 
fasa implimentasi ini. Sebahagian daripada rekabentuk diubah berdasarkan kesesuaian 
simulasi. Konsep asal masih digunakan tetapi ia ditambah dengan beberapa fungsi atau 
model yang lebih baik. 
Pembangunan dimulakan dengan menghasilkan modul-modul secara berasingan 
menggunakan pengaturcara bahasa C. Ianya menggunakan platform Microsoft Visual 
C++ 6.0. Tiga fail dibuat iaitu sp.c , pq.c dan sp.h dibuat. 
Seterusnya, didalam fasa ini juga segala langkah dan strategi pembangunan akan 
dibincangkan bagi memastikan kelancaran pembangunan simulasi. Dalam fasa ini, 
aktiviti yang paling terpenting adalah pengaturcaraan C dan juga Struktur Data(Data 
Structure). Ini adalah simulasi ini adalah 100% daripada bahasa pengaturcaraan. Seperti 
rekabentuk,output adalah dalam bentuk DOS. Output jarak terdekat di dalam notepad/ 
fail yang bemama "output.txt" juga dihasilkan. Ini adalah kerana simulasi ini akan 
diintegrasi dengan sistem meletak kenderaan. Simulasi ini akan berhubungkait dengan 










kepada pergerakan sebelum membolehkan robot simusi bergerak dari titik awal ke titik 
akhir menggunakan jalan terpantas/terpendek. 
Dalam peringkat ini, segalanya adalah bergantung kepada pengaturcaraan C. 
Ianya memerlukan ketekunan,ketelitian dan kesabaran yang tinggi. Proses try and error 
banyak dilakukan dimana, program di tulis menggunakan kefahaman dan keparan sedia 
ada. Kemudian satu per satu fungsi ditambah,diubah atau dikemaskini. Dalam masa 
yang sama rujukan dibuat bagi mengkaji cara dan teknik yang bersesuaian dengan 
simulasi. Rujukan berkenaan bahasa pengaturcaraan C dan data struktur menggunakan C 
juga dibuat untuk memastikan coding yang digunakan betul dan mengikuti piwaian. 











6.2 Perisian Pengaturcaraan 
Persian Microsoft Visual C++ 6.0 digunakan dalam membangunkan simulasi ini. 
W alaubagaimanapun, bahasa aturcara C dipilih dan digunakan dalam membangunkan 
dan melaksanakan Simulasi Jarak Terdekat Menggunakan Algoritma Dijkstra ini. 
Bahasa Pengaturcaraan C ini boleh di kompil di dalam Microsoft C++ menjadikannya 










6.3 Pengaturcaraan Sistem 






no build illustrate 















6.3.2 Fungsi-fungsi yang digunakan 
6.3.2.1 map _read 
* map_read(nama_fail) 
* Baca nama_faiVfile _name dan save info dim global map structure. 
* Selepas baca map file, initialize dist array kepada INFINITY dan parent array kpd -1. 
* Bilangan rows yg yg di read akan direkod dim rows _read 
* Bilangan maximum columns akan direkord dlm cols read 
6.3.2.2 build _path 
(void) build _path() 
*menunjukkan algoritma 
*push the starting point onto the queue 
*while there is an element ofleast weight in the queue, say (r,c) 
*foreach square around (r,c), say (r',c') where 
*dist[to (r,c)] + weight(r',c') < dist[to (r',c')] 
*do 
*dist[to (r',c')] = dist[to (r,c)] + weight(r',c') 
*push (r',c') onto the queue 
6.3.2.3 build_ illustrate 
(void) build_illustrate(); 










6.3.2.4 limit _path 
void limit_path(void) 
Ia akan mensetkan parent untuk semua titik yang bukan berada dalam jalan shortest path 
yg dipilih. 
6.3.2.5 map_ draw _path 
Ia akan dipanggil selepas limit _path() dipanggil, jikalau tidak user akan ditunjukkan 
semua path dari starting point. map_ draw _path akan menunjukkan:--> 
'"' -->titik mula( starting point) 
'$' -->titik tamat(ending point) 
'+' -->jalan terdekat(intermediate squares in the path) 
'.' -->jalan lain yg boleh dilalui(the walkable squares in the map) 
#-->jalan yg mustahiVdinding.halangan(the impassible squares) 
6.3.3 Algorithms 
Algoritma Dijkstra digunakan dalam membangunkan simulasi C ini. Algoritma yang 
dibangunkan terdapat dalam fungsi build _path. 
void build_path(void) 
{ 
PQUEUE * pq; 
int row, col; 










pq = pqueue _newO; 
if (startr < 0 II startr >= rows_read II startc < 0 II startc >= cols_read) 
return; 
dist[ startr ][ startc] = 0; 
parent[startr][startc][O] = -1; 
parent[ startr ][ startc] [ 1] = -1 ; 
pqueue_insert(pq, startr, startc, 0); 
while (pqueue _popmin(pq, &row, &col) = 0) { 
I* DEBUG INFORMATION *I 
pops++; 
if(debug_level > 0) 
printf("\nSelected (row,col)=(o/od,o/od). Adding:\n", row, col); 
I* FOREACH square adjacent to (row,col), call it drow(row,i), dcol(col,i) *I 
for (i = 0; i < 8; i++) { 
I* Check to make sure the square is on the map *I 
if(drow(row,i) < 0 II drow(row,i) >= rows_read II 
dcol(col,i) < 0 II dcol(col,i) >= cols_read) 
continue; 
I* Semak samada untuk lihat samaada shorters path dijumpai *I 












if(debug_level > 0) { 
printf("\t\t(o/od,o/od) Weight was/is: ", drow(row,i), dcol(col,i)); 
printf("o/od/o/od\n", dist[drow(row,i)][dcol(col,i)], 
map[ drow(row,i) ][ dcol( col,i)] + dist[ row] [col]); 
dist[ row][ col]; 
} 
/* We have a shorter path, update the information *I 
dist[ drow(row,i)][ dcol( col,i)] = map[ drow(row,i) ][ dcol( col,i)] + 
parent[drow(row,i)][dcol(col,i)][O] = row; 
parent[drow(row,i)][dcol(col,i)][l] =col; 
/* Push the modified square onto the priority queue *I 
pqueue_insert(pq, drow(row,i), dcol(col,i), 
dist[ drow(row,i)][ dcol( col,i)]); 
} else if (debug_ level >= 5) { 
printf("\t\t(o/od,o/od) Weight Stays: o/od (would have been o/od)\n", 
drow(row,i), dcol( col,i), dist[ drow(row,i)][ dcol( col,i)], dist[ row][ col] + 
map[ drow(row,i)] [ dcol( col,i)]); 
} 
} 












Coding untuk 8titik keliling satu titik~ 
#define drow(row,i) (row+delta[i][O]) 
#defme dcol(col,i) (col+delta[i][1]) 
int delta[8][2] = { -1 , -1 , -1 , 1, 1, -1 , 1, 1, -1 , 0, 0, 1, 1, 0, 0, -1 }; 
//ini adalah array yang menunjukkan 8 titik bersebelahan dengan satu titik. 
1 5 2 
[-1 ,1] [-1 ,0] [-1 ,1] 
8 (Row,Colown) 6 
[0,-1] [0,0] [0,1] 
3 7 4 










6.3.5 How to read [row ,column J 
Column1 ~ ColumnS 
[0,0], [0,1),[0,2),[0,3),[0,4),[0,5)- ROW 0 
[1,0), [1,1),[1,2],[1,3),[1,4),[1,5)- ROW 1 
[2.0 ], [2,1),[2,2],[2,3),[2,4),[2,5)- ROW 2 
[3,0), [3,1),[3,2),[3,3),[3,4),[3,5)- ROW 3 
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UP aap ; 
int dist [MAX_R][MAX_C] ; 
int parent[M1X_R][KAX_C][2] ; 
int startr. s tartc ; 
int endr . endc ; 
int rovs_ read . cols_read ; 
int ~; 
int debug_level • 10 ; 
int vt ; 
extern int a.a.x..._aeaory ; 
/ * 
• aap_read(naaa_fail) 
• : aa..v-I.!J FJeView 1 
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Rajah 6.4.1 
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.!1 sp.h #include <stdio .h> 
#include <aeaory .h> 
#include <stdlib .h > 
#include <aalloc .h> 
#include "sp .h" 
size_ t aax_aeaory • 0 ; 
size_t current_aeaory • 0 ; 
void •ay_aalloc( size_t size) 
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void • ptr ; 
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Rajah 6. 4. 2 Priority Queue 
Fail ini mengandungi fungsi dan data yang bemama 
i) my _malloc - memory allocation, turut mengira nilai max_ memory 
ii) my_free 
iii) pqueue _new 
iv) pqueue_insert 
v) pqueue _peekmin 
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..:J 
SP .exe- 0 error(s) . 0 varning(s ) 
m Build/.. Debug 5\ Find in Files 1 5\ Find in Files 2 5\ Results 5\ sj 4 I I 
Ln37. Col7 
Rajah 6.4.3 
Fail ini adalah header bagi dua cp.c dan pq.h 
#defme MAX_R 30 //mensetkan nilai maksimum Row kepada 30 
#define MAX_C 30 //mensetkan nilai maksimum Column kepada 30 










6.5 Pembangunan Antaramuka Pengguna 
Hanya output Comand prompt DOS sahaja dihasilkan. 
Jika Debug = 0 
·E:\SEM II 2004-QS\Thesis 2\coding simulation\gri 
Rajah 6.5.1 Contoh output DOS untuk [1,1]?[5,27] 
output. txt - Notepad 
File Edit Format View Help 
############################# 
#A ... # .. • ..... # .. ## .. • ...... # 
#.+ ..... #### ..... ## ......... # *'· #+ .... ##If/f . ...•....• # ..... # 
#.#.+ ....................... # 
#.# .. ++++++++++++++++++++++$# 
###################lf#######lf# 
The weight of this path is: 25 










Jika Debug = 5 
:. "E:\SEM II 2004.05\Thesis 2\coding simulation\grid_out\Debug\SP .... J:l~ 
I I 
H ~ H1 11 1.' 1 ; i 1 h !'.' 1'! 11 ~ ~4 I !S ~ 
1 h I I L~ 1'' 1'· 1•· 11. 1fi 1'! ~ !~ :: 1 1 
I, h I I I 1.~ I'· I'· 1'· II. ]',' I k !'/ u I ~~~ 4 
~ ,, 1~ I! 1:: i' 14 I~ 1/, 1 '? Jf< 1(/ H ~~ ~. 4 ' . ' 
·1 ·1 1 ·1 ~ ~ H1 11 1'·' 1.: 1·1 1'· lb 1',' 1 H 1'1 -~ /1 ~~ 1 
I I I 1 I I I I I I I I I I I I I 
flll INTf~: 
'It> !'t·qH i1··-~d 11 ',' 'P•t·ltt· ~~~,,., .. 11 l'J!t 
N l'ttl,} • I ,_. 1 . 'I :: ~1 ~ 
N-u inti!"! ltt;Jltti''J 1 'Ill .Hnf"Ji'•l it• I !w t•l'i!ll'it 'i fJII•·Ht· 
Pt•t> ~fP,· ~YtJ_, to 1 rlld IIJIH-· 
t7t. 
Rajah 6.5.3 Contoh output DOS untuk [1, 1}~[5, 2 7} 
output. txt - Notepad 
--- -
File Edit Format View Help 
############################# 
#A ... # . ....... # .. ##, ........ # 
#.+ •.... ##H ..... ## ......... # 
#. #+ .... #### .......... # ..... # 
#.#.+ ....................... # 
#.# .. ++++++++++++++++++++++$# 
############################# 

















6. 7 Ringkasan 
Akhirnya setelah usaha yang dilakukan satu Simulasi Jarak Terdekat 
Menggunakan Algoritma Dijkstra (Simulation of Shortest Path Using Dijkstra 's 





















BAD 7 : PENGUJIAN SIMULASI 
7.1 Pengenalan dan objektif pengujian 
Fasa Pengujian dilakukan untuk memastikan simulasi bebas daripada ralat 
sebelum diintegerasi dengan sistem meletak kenderaan. Fasa ini juga dilakukan bagi 
memastikan simulasi yang dibangunkan menepati piawaian. Data dimasukkan ke dalam 
input command prompt dan di compile, di build dan di execute. Pada peringkat ini 
aturcara boleh diexecute kerana tiada error ketika compile dan build. Akan tetapi nilai-
nilai yang diperoleh daripada simulasi dikira secara manual dan dibandingkan dengan 
rumus. Sekiranya nilai yang sama diperoleh, maka algoritma yang digunakan adalah 
betul. Sekiranya nilai yang salah diperoleh, algoritma yang salah atau aturcara yang 
salah telah ditulis dan perlu diperbetulkan. 
Sebenarnya proses ini adalah proses yang sering dengan fasa/proses 
Perlaksanaan Simulasi 
Terdapat 6 map/input/templet/peta iaitu mapl.txt, map2.txt, map3.txt, map4.txt, 










7 .2. Pengujian Sistem 
Di dalam fungsi build _path terdapat debug untuk untuk membuktikan aturcara ini. 
void build_path(void) 
{ 
PQUEUE * pq; 
int row, col; 
int i . 
' 
pq = pqueue _ newO; 
if (startr < 0 II startr >= rows_read II startc < 0 II startc >= cols_read) 
return; 
dist[ startr ][ startc] = 0; 
parent[startr](startc][O] = -1; 
parent[ startr ][ startc ][ 1] = -1 ; 
pqueue _ insert(pq, startr, startc, 0); 
while (pqueue_popmin(pq, &row, &col) = 0) { 
I* DEBUG INFORMATION*/ 
pops++; 
if (debug_level > 0) 
printf("\nSelected (row,col)=(%d,%d). Adding:\n", row, col); 
/* FOREACH square adjacent to (row,col), call it drow(row,i), dcol(col,i) *I 
for (i = 0; i < 8; i++) { 
/* Check to make sure the square is on the map *I 
if(drow(row,i) < 0 II drow(row,i) >= rows_read II 
dcol(col,i) < 0 II dcol(col,i) >= cols_read) 
continue; 
/* Semak samada untuk lihat samaada shorters path dijumpai *I 
if(dist[row][col] + map[drow(row,i)][dcol(col,i)] < 
dist[ drow(row,i)][ dcol( col,i)]) { 
/* DEBUG INFORMATION*/ 
if ( debug_level > 0) { 
printf("\t\t(%d,%d) Weight was/is: ", drow(row,i), dcol(col,i)); 
printf("o/od/o/od\n", dist[ drow(row,i) ][ dcol( col,i)], 
map[ drow(row ,i)] [ dcol( col,i)] + dist[ row] [col]); 
dist[row][col]; 
} 
/* We have a shorter path, update the information *I 
dist[drow(row,i)][dcol(col,i)] = map[drow(row,i)][dcol(col,i)] + 
parent[drow(row,i)][dcol(col,i)][O] = row; 
parent[drow(row,i)][dcol(col,i)][1] = col; 










pqueue _ insert(pq, drow(row,i), dcol( col,i), 
dist[ drow(row,i)] [ dcol( col,i)]); 
} else if (debug_ level>= 5) { 
printf("\t\t(o/od,o/od) Weight Stays: o/od (would have been o/od)\n", 
drow(row,i), dcol(col,i), dist[drow(row,i)][dcol(col,i)], dist[row][col] + 
map[ drow(row,i)] [ dcol( col,i)]); 
} 
} 













Fungsi map_read(nama_fail) akan membaca nama_fail. Selepas membaca map file, ia 
akan settkan(initialize) dist array kepada INFINITY dan parent array kpd -l.Bilangan 
rows yg dibaca akan direkod dim rows_ read manakala bilangan maximum columns akan 
direkord dim cols read 
Terdapat 6 nama_fail/map/input/templet/peta iaitu mapl.txt, map2.txt, map3.txt, 
map4.txt, map5.txt dan map6.txt. 
map1. txt- Notepad 








Rajah 7.1.1 Input mapl.txt 
map2.txt- Notepad 
r--



































Rajah 7.1.3 Input map3.txt 
l$1 map4. txt 






Rajah 7.1.4 Input map4.txt 
Rajah 7. 1.5 Input map5.txt 
I> map6. txt · 

















Ujian debug dijalankan bagi memastikan output aturcara dan algoritma tepat. 
7.2.1 int debug_ level= 0; 
··E:\SEM II 2004-QS\Thesis 2\cocling simulation\gri 
Rajah 7.2.1.1 output DOS debug 0 
map1. txt- Notepad 



















output. txt- Notepad 
File Edit Format View Help 
#H###H########HH#HHH# 
#A ... #. • ...... # .. ## .. •. • • ... # 
#.+ ..... #### ..... ## ......... # 
#.#+ ... . #H# ......... . # .•... # 
#.#.+ ....................... # 
#.# .. $ •••••.•••••....••••••• # 
############################ 
The weigh~ of ~his pa~h is: 3 
Rajah 7.2.1.3 ouput.txt debug 0 
Daripada contoh pengujian dalam Rajah 7.1 output DOS debug 0 didapati : 
titik mula = [1, 1 ], titik akhir = [5,5] Fail output. txt akan dijana seperti yang ditunjukkan 
dalam Rajah 7.3 
•N -->titik mula(starting point) 
'$' -->titik tamat(ending point) 
'+' -->jalan terdekat(intermediate squares in the path) 
'.' -->jalan lain yg boleh dilalui(the walkable squares in the map) 
#-->jalan yg mustahilldinding.halangan(the impassible squares) 










7.2.2 int debug_ level= 5; 
• ·E:\SEM II 2004-05\Thesis 2\coding simulation\grid_out\Debug\SP .... -lol 
Rajah 7.2.2.1 output DOS debug 5 
Jika debug_level disetkan kepada 5, shortest akan ditunjukkan tetapi bukan satu persatu. 
Ia akan terns memaparkan sume langkah-langkah yang dilalui untuk mencapai matlamat 
Algoritma Dijkstra iaitu mencari jarak terdekat antara satu titik dan semua titik lain 











map1. txt- Notepad 








Rajah 7.2.2.2 Input mapl.txt 
output. txt- Notepad 
File Edit Format View Help 
#####H####H#####H#H####Ifr# 
#A ••• # ........ # . . H ....... +$# 
#.+ .... . H## ..... H ...... + .. # 
#. #+ .... #### .......... #. + ... # 
.#.#.+ .......... . ....... + .... # 
#.# .. ++++++++++++++++++ ..... # 
#H#####H####H#H#H#H#### 
The weight of this path is: 25 
Rajah 7.2.2.3 output.txt 











7.2.3 int debug_ level= 10; 
·E:\SEM II 2004..05\Thesis 2\coding simulation\grid_out\Debu 
Rajah 7.2.3.1 output DOS debug 10 
Apabila debug_level disetkan pada 10. fungsi build_illustrate akan dijalankan. Ia akan 
menyemak satu persatu titik bermula daripada titik awal. Seperti Rajah 7.2.3.1 di atas, 
titik awal ialah [1,1]. 8 titik di sekelilingnya dikira/disemak mengikut queue. Nilai 
terkecil akan diambil. Contoh di atas, titik [2,2] Weight was/is: 16384/1 . Ini bermakna 










Nilai 16384 ialah nilai INFINITI yang telah disetkan di fail header sp.h. 
2kuasa14=16385. 
int delta[8][2] = { -1, -1, -1, 1, 1, -1, 1, 1, -1, 0, 0, 1, 1, 0, 0, -1 }; 
void build_ illustrate( void) { 
int i, j; 
char line[256]; 
} 
for (i = 0; i < rows_ read; i++) { 
} 
for G = 0; j < cols _read; j++) 
if(dist[i][j] <INFINITY) 
printf("%2d ", dist[i][j]); 
else 
printf(" I"); II dapat dilihat dalam Rajah 7.2.3.1 
print:Q"\n"); 
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Rajah 7.2.3.3 Input mapl.txt 
- -
output. txt- Notepad 
File Edit Format View Help 
##rH#H#########H##HH###H 
#ll ••• # ••.••.•• # .. #it ......... # 
#. + ..•.. #H# ..... ## ......... # 
#.it+ .... ##H . .....•... # ..... # 
#.#.+ ......•.•.•.....•...... # 
#.# .. ++++++++++++++++++++++$# 
.#:############################ 
The weight of this path is: 25 










7.3 Pengujian Fungsian 
Debug banyak digunakan dalam simulasi ini kerana ia menggunakan 
pengaturcaraan C sebagai platform. Fungsi-fungsi dalam program pengaturcaraan C 
disemak dari semasa ke semasa. Sebenamya proses pengujian dilakukan sepanjang 
proses pengaturcaraan dengan cara Complile(Ctrl+F7),Build(F7) dan Execute 
Program(Ctr FS) 
~·~ ! ·u ~ 
!compile (Ctri+F7) I lsund (F7)1 
1Execu1e Program (Ctri+FS)I 











Bah ini telah menunjukkan langkah-langkah yang dijalankan dalam proses 
pengujian. Melalui proses-proses dan peringkat-peringkat pengujian yang dijalankan, 
dapatlah disahkan bahawa simulasi ini berfungsi mengikut spesiftkasi yang telah 
ditentukan. Rum us dijkstra juga telah berjaya dibuktikan kerana ia mencari jarak 
terdekat untuk semua titik dari titik awal. Ini dapat dibuktikan dengan mensetkan 
debug_level kepada 10 dan juga proses meninputkan data dari [1 ,1] ke mana-mana titik 
dalam map, ia masih akan memberikan nilai max_ memory dan bilangan queue yang 
sama. 2* bermakna satu untuk Row dan satu untuk Column. Objektifyang telah 





















DAB 8 : PENILAIAN DAN PERBINCANGAN 
8.1 Pengenalan 
Setelah simulasi ini diuji dan proses pengubahsuaian dilakukan, maka semua objektif 
yang telah disasarkan pada fasa perancangan tercapai. lni dibuktikan dengan data-data 
yang diperoleh hasil daripda fasa Pengujian simulasi. Ini membuktikan simulasi yang 
dirancang berjaya dibangunkan mengikut spesifikasi yang telah ditetapkan diperingkat 
perancangan. Tambahan pula terdapat beberapa pertambahan dalam simulasi yang 
dibangunkan. 











8.2 Kelebihan Simulasi 
Terdapat beberapa kelebihan simulasi yang dibangunkan. Diantaranya adalah: 
8.2.1 Jalan terdekat dalam fail output.txt 
Jalan atau shortest path yang dihasilkan adalah dalam file.txt I notepad yang 
dinamakan output.txt . Dalam DOS juga terdapat sebahagian daripada output yang 
menunjukkan jumlah bilangan queue yang diperlukan untuk mencari semua shortest 
path, row * column map.txt dan maksimum memori yang digunakan dalam mencari 
jarak terdekat. Fungsi memory allocation malloc digunakan dalam fail pq.h. 
output. txt - Notepad 
File Edit Format View Help 
'ti:H#H#HHHH#HHH#H#H# 
#A. • • #. • • •. • • • #. • ##. • • • • •. +$# 
#.+ ..... #### ..... ## ...... + .. # 
#. #+ .... H## . ......... #. + ... # 
#.#.+ .................. + .... # 
#.# .. ++++++++++++++++++ ..... # 
H#H##HJ ,p U d' UQ IJ##OCitff#H### 
The weighL of Lhis paLh is: 25 
Rajah 8.2.1 
Fail output.txt ini akan dibaca oleh Chain Code yang akan menterjemahkannya kepada 
pergerakan. Seperti yang dapat dilihat dalam Rajah 8.2.1 di atas, 
'"' -->titik mula( starting point) 
'$' -->titik tamat(ending point) 
'+' -->jalan terdekat(intermediate squares in the path) 
'.' -->jalan lain yg boleh dilalui(the walkable squares in the map) 
#-->jalan yg mustahiVdinding.halangan(the impassible squares) 










8.2.2 Semua Jalan Terdekat dicari 
Simulasi ini akan mencari jarak terdekat antara titik mula dan titik tamat. Ia 
bukan sahaja mencari shortest path antara 2 titik yang dimasukkan tetapi ia akan mencari 
nilai jarak terdekat daripada titik mula yang dimasukkan untuk semua titik/nod di dalam 
map file tersebut. Ini dapat dilihatjika nilai debug_level disetkan kepada 10. Jarak 
terdekat antara titik yang dipilih ke semua titik di dalam map/fail output akan dicari. 
·E:\SEM II 2004.05\Thesis 2\coding simulation\grid_ou 
Rajah 8.2.2 Shortest path dari [1, 1]-7[1,27 
J 
output. txt - Notepad 
File Edit Format View Help 
~~~~##~~~#~~~######~~#~~# 
~A ••• ~ •••••• • • #. • ~ .... • .. +$~ 
~.+ .... . H## ....• H •..••. +.-~ 
fl:. ~- •.. ##fl:~ ..•. . ..... ~- + ... ~ 
#.~.+ ....•...•.•......• + ... -~ 
#.1: .. ++++++++++++++++++ ....• ~ 
fi:HH#H#fl:~#f/:##1-H#H#~~H~ 
The weight of this path is: 25 
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Rajah 8. 2. 4 Shortest path dari [1 1 11 ~[51 201 
output. txt - Notepad 
File Edit Format View Help 
############################# 
#A ... # ..... • • .# . . ## ..... • ... # 
#.+ ..... #### ...•. ## ......... # 
#. #+ .... #### .......... # ..... # 
#. #. + ...................... . # 
#.# .. +++++++++++++++$ ....... # 
############################# 
The weight of this path is: 18 
Rajah 8.2.5 output.txt 
h(tl) ~· ht-' f~!' ~~ ',J ) 
}Jril)t-' ht•t''fl :~?} 
1 ',' l ~~ 
I f., l H 
I'· 1i. 1? l H 
jC. [i, 1 '/ 1 B 
I'· 11· I'.' 1 B 
I I l l 
1'/(, 
1 to4l ~j 1 
I h11 ~1 > 
l fo4l ~~ ' 
I I 
19 ~j :.~ 4 '-, I I ' 
1'.1 ~1 1.4 ·t 4 4 
l ,, (1 l ') 4 ' 
19 ~j :~ 4 4 
l'.l ~1 : ~ 1 (. 4 
l I I I 






[1 1 11 ~[51 201 kedua-duanya akan memberikan nilai queue dan maximum memory yang 
sama. Setiap titik yang bermula daripada titik [1 ,1] akan mempunyai kedua nilai ini yang 
sama. Nilai 117 di atas bermakna terdapat 117 langkah yang digunakan dalam mencari 
jarak terdekat manakala nilai 176 adalah nilai maksimum memori yang ditambah di fail 










current_ memory; Nilai ini juga sama kerana ia telah shortest path hanya dikira sekali 
daripada satu titik dan disimpan dalam memori. 
8.3 Kelemahan Simulasi 
8.3.1 Nilai menegak dan melintang sama 
Kelemahan simulasi yang paling utama adalah nilai weight/pemberatnya. Jika 
nilai weight/pemberat satu titik(berdasarkan input ftleMap.txt) adalah 1. Nilai 1 akan 
dikira dari semua posisi, samada dari kiri ke kanan,kanan ke kiri, bawak ke atas, atas ke 
bawah, bucu kiri atas ke bucu kanan bawah, bucu kiri bawah ke bucu kanan atas, bucu 
kanan atas ke bucu kiri bawah, dan bucu kanan bawah ke bucu kiri atas.Semua nilai 
yang akan dikira adalah 1. Ini berbeza dengan rumus tiagonometri yang mengatakan 
bahawa dalam satu segitiga kaki sama, yang mepunya dua kaki sama contohnya 
bernilai 1, nilai condong akan jadi '-'0 + 1) ='-'2. 
8.3.2 Melanggar Bucu 
Satu lagi kelemahan sistem ini adalah, ia boleh melanggar bucu. Jika ada 
halangan di hadapan, ia akan menggunakan jarak terdekat tanpa menghiraukan bucu 











Output jarak terdekat sebenarnya dalam file text. Rajah diatas cuma untuk menunjukkan 
kelemahan simulasi yang dibangunkan. Oleh itu jarak terdekat diRUN dalam DOS 
hanya untuk tujuan pembuktian. Dapat dilihat dari simulasi ini, jika dimasukkan nilai 
titik mula=[5,1] dan titik akhir=[5,3],jarak terdekat/shortest path akan dihasilkan dan 
diwakili dengan tanda '+'. Daripada Rajah 8.5.1 di atas dapat dilihatjalan yang yang 
dilalui adalah [5,1]titik mula->[4,1]->[3,1]->[2,2]->[3,3]->[4,3]->[5,3]titik tamat. 
Daripada senarai ini dapat dilihat pergerakan daripada titik [3,1]->[2,2]->[3,3] 
Dimana titik [3,2] adalah dinding dan titik[3,1] melanggar bucu dinding[3,2] untuk 










8.4 Masalah dan Penyelesaian 
Sepanjang menjalankan latihan ilmiah simulasi ini, pelbagai masalah telah timbul 
dan setelah berusaha dengan gigih, masalah-masalah ini telah berjaya dihadapi dan 
ditangani secara efekstif. Antara masalah-masalah yang dihadapi dan penyelesaian bagi 
masalah-masalah tersebut adalah : 
8.4.1 
Masalah: Memahami Algoritrna Dijkstra. Rumus yang kompleks dan coding/aturcara 
yang berbeza-beza. 
Penyelesaian : 
Merujuk kepada buku-buku, forum-forum dan internet untuk semua kemusyhkilan dan 
masalah berkenaan Algoritrna Dijkstra. 
8.4.2 
Masalah: 
Mencari buku-buku yang berkenaan Algoritma Dijkstra. Dalam proses mencari 
maklumat _tambahan saya telah pergi mencari bahan rujukan di Perpustakaan Negara 
tetapi hampa kerana tidak berjaya menjumpai apa yang saya perlukan. Buku-buku yang 
berkaitan robotik sahaja ditemui. Tiada buku Algoritma Dijkstra' s. 
Penyelesaian: 
Mencari buku-buku berkenaan Aturcara C,Data Struktur,Algoritma Analisi C di 












Rujukan Dijkstra, seorang tokoh sains komputer yang telah meninggal dunia pada tahun 
2002 menyebabkan saya tidak beroleh peluan untuk berhubung dengan beliau. 
Penyelesaian: 
Membuat rujukan dengan penyelidik-penyelidik lain di dunia ini. 
8.4.4 
Masalah 
Masalah komunikasi dengan penulis-penulis buku dan Iaman web yang berkaitan 
dengan aturcara Dijkstra. Ini berlaku apabila saya telah berhubung dengan seorang 
penyelidik daripada Romania yang kurang fasih berbahasa inggeris. 
Penyelesaian: 
Meminta kebenaran mengambil aturcara beliau untuk dianasila sendiri. 
8.4.5 
Masalah 
Rujukan internet yang berbeza-beza menyebabkan saya terpaksa menganalisa teknik-
teknik dan kesahihan rumus dijkstra yang digunakan. 
Penyelesaian: 
Rujukan-rujukan yang tidak ada kaitan dengan simulasi ditapis seperti Rumus Dijkstra 
yang berkaitan dengan teknologi Rangkaian. Rumus Dijkstra yang digunakan dalam 
Routing Table. Rumus ini diabaikan. Perbezaan algoritma dan rumus dijkstra 












Rujukan internet dalam C. Banyak Iaman web membekalkan aturcara dan coding yang 
terlalu panjang dan sukar difahami. 
Penyelesaian: 




Banyak sumber yang diperoleh/dijumpai adalah ditulis dalam bahasa pengaturcaraan 
Java, dan juga Microsoft Foundation Class(MFC). Objektif utama saya adalah 
menghasilkan output menggunakan command prompt DOS. Oleh itu bahasa C dan C++ 
sahaja boleh dipertimbangkan. 
Penyelesaian: 
Menganalisis aturcara-aturcara yang ditemui. 
8.4.8 
Masalah: 
Tidak ramai pakar di Malaysia yang boleh saya rujuk. Simulasi atau algoritma ini sudah 
jarang dibincangkan di Malaysia kerana algoritma A* lebih popular dikalangan 
penyelidik di Malaysia. 
Penyelesaian: 












Masa yang kurang dan terhad. Ini disebabkan peperiksaan yang dijalani pada awal bulan 
mac, menyebabkan masa terpaksa diperuntukkan untuk menelaah pelajaran. 
Penyelesaian: 




Masalah menggunakan pengaturcaraan C++. Kekurangan pengetahuan dan kemahiran 
dalam penggunaan bahasa ini. Kebanyakan sumber dan contoh-contoh algoritma dan 
priority queue menggunakan aturcara C. Algoritma dijkstra wujud sejak tahun 1970an, 
dan pada ketika itu Aturcara C digunakan secara meluas. Algoritma Dijkstra lebih sesuai 
dibangunkan dengan bahasa pengaturcaraan C. 
Penyelesaian: 
Menggunakan Bahasa Pengaturcaraan C sebagai bahasa pengaturcaraan utama dalam 











8.5 Cadangan Masa Depan 
W alaupun dengan beberapa kebaikan dan kelebihan simulasi ini, masih terdapat 
kekurangan dan ruang untuk diperbaiki. Simulasi Rumus dijkstra yang mengambil kira 
faktor yang lebih kompleks di mana ia menggunakan nilai condong yang berbeza 
dengan nilai menegak dan nilai mendatar. Bucu juga diambil kira. Masalah ini timbul 
kerana algoritma yang mudah digunakan dalam pembangunan simulasi. Priority Queue 
yang lebih kompleks perlu digunakan seperti menggunakan heap Fibonacci. 
8.6 Pengalaman Yang Diperoleh 
Daripada proses-proses/fasa-fasa dalam menyiapkan simulasi ini pelbagai 
pengalaman yang sangat beharga dan pengetahuan yang berguna berjaya diperoleh. 
Pengalaman dalam membangunkan dan menjayakan latihan ilimiah ini sangat bermakna 










8. 7 Ringkasan 
Fasa Penilaian dan Perbincangan ini berjaya menerangkan kelebihan-kelebihan simulasi 
dan juga menerangkan kekurangan-kekurangan simulasi dan cadangan untuk 
menambahbaikkan simulasi ini pada masa hadapan. 
Secara keseluruhannya Simulasi menggunakan Dijkstra 's Algorithm yang 
dibangunkan ini berjaya mencapai objektif iaitu mencari shortest path antara dua titik 
dan memberikan jalan terdekat yang perlu dilalui. Fail output.txt di reka daripada 
aturcara dan diSA VE secara automatik di dalam directory yang sama dengan fail sp.c, 
pq.c dan sp.h. Fail ini akan dibaca oleh Chain Code yang akan menterjemahkannya 
kepada pergerakan robotik. Simulasi ini telah siap untuk diintegrasi dan digabungkan 
dengan modul-modul lain untuk melengkapkan keseluruhan rekabentuk Sistem 
Automasi Meletak Kenderaan. 



















~Manual Pengguna/Cara Menggunakan Simulasi Jarak Terdekat Menggunakan 
Algoritma Dijkstra~ 
Simulasi ini mudah digunakan. Ia hanya menggunakan Command Prompt DOS. 
User hanya perlu membuka Microsoft Visual C++ dan membuka fail/directory grid_out. 
Di dalam fail grid_out akan ada 3 fail aturcara iaitu SP.C,PQ.C dan SP.H. 
(Di dalam fail ini buka fail sp.c, pq.c dan sp.c Kemudian debug, built dan execute.) 
Selain itu terdapat juga 7 fail text iaitu mapl.txt, map2.txt, map3.txt, 
map4.txt,map5.txt,map6.txt dan output.txt. 
Mula-Mula,buka Program!Perisian Microsoft Visual C++.Kemudian pergi ke fail, open 
dan highlight 3 fail SP.C, PQ.C dan SP.H. Clik Open. Apabila butang yang bertulis 
"This build command requires an active project workspace. 
Would you like to create a default project workspace?"dipaparkan, tekan butang yes. 
Compile fail pq.c. Butang "PQ.C This file is not included in the project. Would you like 
to add it?" akan muncul. Telan butang Yes. Kemudian Build. Kemudian pergi ke SP.C 
dan tekan butang execute. Simulasi akan dijalankan. 
User hanya perlu mengikuti araban memasukan nilai [Row awal,Colomn awal] dan nilai 
[Row akhir,Coloum akhir] Untuk membaca output pergerakan, user perlu membuka fail 
yang bemama output.h .(fail ini akan diRe Write setiap kali selepas program diexecute) 
Secara default nya jika debug_ level disetkan kepada 0. output akan keluar secara terus 
tanpa langkah-langkah menunjukkan bagaimana shortest path ditemui. Oleh itu setkan 
debug level kepada 5 atau 10. Terdapat pilihan utama debug level iaitu 0,5,dan 10. selain 
itu, boleh juga diRUN akan tetapi sedikit ralat akan berlaku. Jika debug_ level disetkan 
kepada 10 semua pergerakan daripada awal, dari titik mula ke titik tamat dan semua 
shortest path bagi titik mula keseluruhan grid yang dikira akan ditunjukkan. 
Sekali lagi untuk membaca jalanlshortest path dan weight, sila buka fail output. txt Ini 
sebenarnya dilakukan untuk dibaca dan ditetjemahkan oleh Chain Code. Oleh itu 
simulasi ini tidak perlu mesra pengguna. W alaubagaimanapun simulasi ini sangat mudah 
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//Shortest Paths menggunakan Algoritma Dijkstra 
I /Mohd Y ohan Bin Ibrahim 






int dist(MAX _R ][MAX_ C]; 
int parent[MAX_R][MAX_ C][2]; 
int startr, startc; 
int endr, endc; 
int rows _read, cols _read; 
int pops;· 
int debug_ level = 0; 
int wt; 
extern int max _memory; 
I* 
* map_read(nama_fail) 
* Baca nama_ fail/file_ name dan save info dlm global map structure. 
* Selepas baca map file, initialize dist array kepada INFINITY dan parent array kpd ~ 1. 
* Bilangan rows yg yg di read akan direkod dlm rows_ read 
* Bilangan maximum columns akan direkord dlm cols _read 
*I 
int 
map_read(char * fname) 
{ 
FILE* file; 
int row, col; 
char line(MAX _ C*2+ 1 ], * line _ptr; 
if((file = fopen(fname, "r")) =NULL) retum(~1); 
cols _read = 0; 
for (row= 0; row< MAX_R && ! feof(file); row++) { 
if (fgets(line, MAX_ C*2, file)= NULL) break; 
printf("%s" ,line); 
for (col = 0, line _ptr = line; col <MAX_ C && *line _ptr; col++, line _ptr++) 
if (isdigit(*line _ptr)) 












if(col > cols_read) cols_read =col- 1; 
for(; col< MAX_C; col++) map[row][col] =INFINITY; 
} 
rows_read =row; 
for ( ; row < MAX_ R; row++) 
for (col = 0; col < MAX_ C; col++) 
map[ row][ col]= INFINITY; 
fclose(file); 
for (row = 0; row < MAX_ R; row++) 
} 
for (col= 0; col< MAX_C; col++) { 
dist[row][col] =INFINITY; 
parent[row][col][O] = -1; 
parent[row][col][1] = -1; 
startr = startc = endr = endc = -1 ; 
retum(O); 
/*(void) map_draw_path() 
Ia akan dipanggil selepas limit_path() dipanggil, jikalau tidak 
user akan ditunjukkan semua path dari starting point. 
map_ draw _path akan menunjukkan:--> 
'"' -->titik mula=starting point sebagai 
'$' -->titik tamat=ending point sebagai 
'+' -->jalan terdekat/intermediate squares in the path 
'.' -->jalan lain yg boleh dilaluilthe walkable squares in the map 
'#' -->jalan yg mustahilldinding.halanganlthe impassible squares 
A square is considered to be in the path if it has a parent. 
*I 
void map_ draw _path( char *fname ){ 
int row, col; 
int wt; 
FILE *ip; 
ip=fopen( fname, "w"); 
wt=O; 
for (row= 0; row< rows_read; row++) { 
for (col = 0; col < cols _read; col++) { 
if (startr =row && startc =col) 










else if ( enclr = row && endc = col) 
II fputc(ip,'$', stdout); 
fprintf(ip, "$ "); 
else if(parent[row][col][O] >= 0 && parent[row][col][1] >= 0) { 
II fputc(ip,'+', stdout); 
fprintf(ip,"+"); 
wt +=map[ row][ col]; 
} else if(map[row][col] <INFINITY) 
II fputc(ip,'.', stdout); 
fprintf(ip, II • "); 
else 




fprintf(ip, "\n "); 
} 
fprintf(ip,"\nThe weight ofthis path is: %d\n", wt); 
fclose(ip ); 
/* drow(row,i) dan* dcol(col,i) akan apply delta table utk menunjukkan 
row/column utk return petak/square around/disekeling 1 titik yg dispesifikkan 
delta table melistkan row/column utk 8 petak/squares disekeliling 
square/kotak ( cth atas-kiri,atas,atas-kanan,kiri,kanan,bawah kiri,bawah,bawah kanan) 
*I 
#define drow(row,i) (row+delta[i][O]) 
#define dcol( col,i) ( col+delta[i][1]) 
int delta[8][2] = { -1, -1, -1, 1, 1, -1, 1, 1, -1, 0, 0, 1, 1, 0, 0, -1 }; 
/* (void) build_illustrateO; 







for (i = 0; i < rows _read; i++) { 
for (j = 0; j < cols _read; j++) 
if ( dist[i] [j] < INFINITY) 
printf("%2d ", dist[i]O]); 
else 













printf("\nHIT ENTER: \n "); ffiush( stdout ); 
gets(line ); 
*(void) build_pathO 
* menunjukkan algorithm: 
* push the starting point onto the queue 
* while there is an element of least weight in the queue, say (r,c) 
* foreach square around (r,c), say (r',c') where 
* dist[to (r,c)] + weight(r',c') < dist[to (r',c')]* do 
* dist[to (r',c')] = dist[to (r,c)] + weight(r',c') 
*push (r',c') onto the queue 
*I 
void 
build _path( void) 
{ 
PQUEUE * pq; 
int row, col; 
int 1; 
pq = pqueue_newO; 
if ( startr < 0 II startr >= rows_ read II startc < 0 II startc >= cols _read) 
return; 
dist[ startr ][ startc] = 0; 
parent[ startr] [ startc ][0] = -1; 
parent[startr ][ startc ][ 1] = -1; 
pqueue _ insert(pq, startr, startc, 0); 
while (pqueue _popmin(pq, &row, &col) = 0) { 
I* DEBUG INFORMATION *I 
pops++; 
if(debug_level > 0) 
printf("\nSelected (row,col)=(o/od,o/od). Adding:\n", row, col); 
I* FOREACH square adjacent to (row,col), call it drow(row,i), dcol(col,i) *I 
for (i = 0; i < 8; i++) { 
I* Check to make sure the square is on the map *I 
if(drow(row,i) < 0 II drow(row,i) >= rows_read II 
dcol( col,i) < 0 II dcol( col,i) >= cols _read) 
continue; 
I* Semak samada untuk lihat samaada shorters path dijumpai *I 











if(debug_level > 0) { 
printf("\t\t(o/od,o/od) Weight was/is: ", drow(row,i), dcol(col,i)); 
printf("o/od/o/od\n", dist[ drow( row,i)] [ dcol( col,i) ], 
map[drow(row,i)][dcol(col,i)] + dist[row][col]); 
} 
/* We have a shorter path, update the information *I 




I* Push the modified square onto the priority queue *I 
pqueue _ insert(pq, drow(row,i), dcol( col,i), 
dist[ drow(row,i)][ dcol( col,i)]); 
} else if (debug_ level >= 5) { 
printf("\t\t(o/od,o/od) Weight Stays: o/od (would have been o/od)\n", 
drow(row,i), dcol(col,i), dist[drow(row,i)][dcol(col,i)], dist[row][col] + 
map[ drow( row,i)] [ dcol( col,i) ]); 
} 
} 




II (void) limit_path(void) 
I I This routine will set the parent of every square which is not on the shortest path yg 
dipilih 
void 
limit _path( void) 
{ 
int row, col; 
int tmp; 




dist[row][col] = -dist[row][col]; 
tmp = parent[row][col][O]; 
col= parent[row][col][l]; 
row=tmp; 










for (row = 0; row < rows _read; row++) 
for (col = 0; col < cols _read; col++) 
if(dist[row][col] < 0) 
return; 
dist[row][col] = -dist[row][col]; 
else 
parent[row][col][O] = -1; 
int main(){ 
printf("\n SIMULATION OF SHORTEST PATH USING 
DIJKSTRA'S ALGORITHM \n\n"); 
printf("The starting grid map-->\n\n"); 
map _read("map 1. txt"); 
printf("\nnaming format of node : (row,column)\n"); 
printf("(O,O),(O, 1 ),(0,2).(0,3),(0,4 ) ....... \n( 1 ,0),(1, 1 ),( 1 ,2),( 1,3 ),(1 ,4) ....... \n(2,0),(2, 
1 ),(2,2),(2,3 ),(2,4 ) ....... \n(3,0),(3, 1 ),(3,2),(3 ,3),(3,4 ) ....... \n .................................... "); 
printf("\n\n===: 
======== \nThe simulation-->"); 
printf("\nMasukkan nilai debug level 0 , 5 atau 10 : "); 
scanf("%d" ,&debug_ level); 
printf("\n\nEnter Starting Row :"); 
scanf("%d" ,&startr ); 
printf("Enter Starting Column : "); 
scanf("%d" ,&startc ); 
printf("Enter Ending Row 
scanf("o/od" ,&endr ); 
·")· . ' 
printf("Enter Ending Column :"); 
scanf("%d" ,&endc ); 
pops= 0; 
build _path(); 
if (debug_ level < 10 && debug_ level > 0) build _illustrate(); 
limit _path(); 
map_ draw _path(" output. txt"); 









printf("N ==rows x cols == o/od x %d = %d\n", rows_read, cols_read, rows_read * 
cols _read); 












JADUAL PERJALANAN PROJEK SJMULASJ JARAK TERDEKAT MENGGUNAKAN ALGORITMA DIJKSTRA 
10 1Task Name 
I 
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7/1 ~ 
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8n 
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9/4 10/1 
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1 I 
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ni44 2/8 
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2/9 3/1 
I 
9 v-· Ookumentasi 244 days 244 days 
7/1 311 
I --- --. 
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