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Agradeço aos meus irmãos e demais familiares pela valorização e por sempre me apoi-
arem e torcerem para que o sucesso pudesse ser alcançado.
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Ontologias representam especificações formais sobre conceitos de um domı́nio e as relações
entre eles. Elas desempenham um papel fundamental para descrever semânticas de dados
e atuam como uma espinha dorsal em sistemas baseados em conhecimentos. A diversi-
dade de métodos de modelagem de ontologias proporciona que defeitos sejam inseridos
durante o desenvolvimento, possibilitando a ocorrência de falhas sintáticas e semânticas.
Métodos de testes já foram propostos visando revelar falhas em ontologias, entretanto não
possibilitam identificar os defeitos existentes. Com a finalidade de diminuir o número de
defeitos na modelagem de ontologias, é apresentada neste trabalho a definição de um pro-
cesso para a aplicação do teste de mutação para ontologias OWL, visando revelar defeitos
em ontologias, assim como os seus tipos. Para a geração dos mutantes foram propostos
25 operadores de mutação, porém, neste trabalho 19 foram aplicados nos modelos em
teste. Para a aplicação do teste foi realizado um estudo de caso no contexto de registros
eletrônicos de saúde, onde arquétipos openEHR definidos na linguagem ADL, foram con-
vertidos para ontologias OWL e submetidos ao processo de teste. Para auxiliar o processo
de geração dos mutantes e execução dos dados de teste, utilizou-se a ferramenta Protégé
de criação e edição de ontologias. O método de teste mostrou-se eficaz para determinar a
corretude de ontologias, sendo posśıvel gerar um alto número de mutantes e um alto escore
de mutação através dos operadores propostos e dos dados de teste utilizados, podendo-se
identificar e analisar os defeitos inseridos durante o desenvolvimento.
Palavras-Chave: Ontologias. Defeitos de modelagem. Teste de mutação.
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ABSTRACT
Ontologies represent formal specifications about the domain concepts and the relation
between them. They have a fundamental role to describe data semantics and act as
a backbone in systems knowledge-based. The insertion of defects during an ontology
development is common, causing the occurrence of syntactics and semantics faults. Test
methods have been proposed aiming to show faults in ontologies. However these methods
does not identify the faults sources. In order to decrease the number of these defects in an
ontology design, the definition of a process for the application of mutation test to OWL
ontologies is presented. It is possible to show existing defects and their types. To generate
the mutants, 25 mutation operators have been proposed, but on this paper 19 were applied
on models being tested. The application of the test is done by a case study. It was
conducted on the context of electronic health records, with openEHR archetypes. These
archetypes were written in ADL language, converted to OWL ontologies and submitted
to the testing process. It was used Protégé, a tool of creation and edition of ontologies,
to assist the process of mutants generation and test data execution. The test method
was efficacious to determine the correctness of ontologies and was possible to generate a
sufficient number of mutants and a high mutation score. Through the proposed operators
and the test data used, it was possible identify and analyze the defects inserted during
the development.
Key-words: Ontologies. Design defects. Mutation test.
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O termo ontologia vem do campo da filosofia que lida com a natureza e a organização
do ser ou existência. Segundo o dicionário Aurélio [17], é uma “ciência do ser em geral,
que considera o ser em si mesmo, independente do modo pelo qual se manifesta”. Deste
modo, com o aux́ılio das ontologias, filósofos tentam responder a questões que definem o
que é um ser e quais são as caracteŕısticas comuns de todos os seres [48]. Neste contexto,
o termo “ser” é entendido como tendo uma única representação.
Esse termo foi adotado também pelas comunidades de inteligência artificial e gestão
do conhecimento, para se referir a conceitos e termos que podem ser usados para descrever
algum domı́nio, ou construir uma representação desse. Neste caso, ontologia refere-se a
um termo técnico denotando um artefato, que é projetado para a finalidade de permitir
a modelagem de conhecimento sobre algum domı́nio, real ou imaginário [34, 35].
As ontologias demonstraram ser úteis para apoiar a especificação e desenvolvimento
de qualquer sistema de computação, principalmente devido a algumas vantagens na sua
utilização: fornecem uma descrição exata e um vocabulário para representação do conhe-
cimento, assim como o seu compartilhamento; possibilitam o mapeamento da linguagem
da ontologia sem que seja alterada a sua conceitualização; e estendem o uso de uma
ontologia genérica para um domı́nio espećıfico [35].
Na computação, uma ontologia é definida com base em um conjunto de conceitos com
os quais modela um domı́nio de conhecimento espećıfico. Estes conceitos são tipicamente
classes, propriedades e relacionamentos entre os membros das classes. As definições destes
conceitos incluem informações sobre os significados e as restrições sobre sua coerência na
lógica aplicada [34].
A diversidade de representações de conceitos e caracteŕısticas na modelagem das on-
tologias, possibilita a descrição de diversos tipos de domı́nios de conhecimento espećıfico,
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de modo que já foram utilizadas em várias áreas do conhecimento como geoprocessa-
mento [19], educação [14] e saúde [56], destacando-se nesta área com uma possibilidade
flex́ıvel de representação de informações cĺınicas. Esta variedade de representações facilita
a ocorrência de defeitos sintáticos ou semânticos no desenvolvimento, como a aplicação
incorreta de operadores e qualificadores de restrições, que definem a instanciação de clas-
ses ou indiv́ıduos da ontologia, ou ao não defini-los, como não representar a disjunção ou
equivalência entre classes, ou também, ao definir incorretamente domı́nios e limites de
classes e propriedades.
A existência de defeitos [32, 62, 58, 13] nas ontologias pode causar falhas como a ins-
tanciação incorreta de classes e objetos, retornando resultados incompletos ou incorretos
aos usuários, podendo também invalidar uma ontologia inteira. Estes defeitos podem não
ser detectados durante a execução da ontologia e geralmente são cometidos na definição e
representação de axiomas, que são definições utilizadas pelo modelador para representar
os conceitos do domı́nio na ontologia.
Métodos de testes já foram propostos para verificar e validar ontologias [29, 68], como
analisar a instanciação de classes e indiv́ıduos ou verificar inconsistências ao adicionar
novos objetos na ontologia, ambos realizados durante a execução das ontologias com
aux́ılio de um classificador (do inglês, reasoner). No trabalho de Lee, Bai e Chen [46], é
aplicado o teste de mutação para testes de Web Services baseados em ontologias do tipo
OWL-S (do inglês, Ontology Web Language for Services) que é uma especificação para
escrever serviços web [47]. Estes tipos de testes, exceto o trabalho de Lee, Bai e Chen
[46], possibilitam analisar os resultados obtidos após a execução de uma ontologia, mas
não permitem revelar quais são os defeitos existentes.
É necessária a definição de uma técnica de teste para ontologias, que permita deter-
minar quais são os defeitos existentes no momento em que são revelados. Deste modo, as
ontologias necessitam ser testadas dentro do contexto de conhecimento ao qual se propõem
a descrever, assim como um desenvolvedor de software promove os testes necessários para
que o programa atenda às necessidades ao qual ele foi criado.
O critério de teste de mutação para programas é utilizado neste trabalho para testar
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ontologias OWL (do inglês, Ontology Web Language) devido as suas caracteŕısticas, onde
posśıveis defeitos cometidos no desenvolvimento de um software são revelados a partir de
erros inseridos no código fonte do aplicativo, de acordo com operadores de mutação que
definem estas modificações. Assim, é proposta nesta dissertação de mestrado a aplicação
deste critério para testar ontologias OWL. Para isto, são definidos operadores de mutação
para ontologias OWL, com base nos defeitos t́ıpicos que podem ser cometidos durante o
desenvolvimento [32, 62, 58, 13] e nas caracteŕısticas básicas da linguagem OWL [1, 2].
Cada operador de mutação proposto é utilizado para gerar o maior número posśıvel
de ontologias com o defeito que o operador se propõe a aplicar, sendo estas ontologias
definidas como ontologias mutantes. Os casos de testes são definidos com base em con-
sultas escritas em linguagens de ontologias, como DL Query [60], sendo executados com
aux́ılio da ferramenta Protégé [67], de criação e edição de ontologias, de modo que esta
ferramenta também é utilizada no processo de geração das ontologias e comparação dos
resultados obtidos.
Pretende-se com a aplicação desta técnica, validar o teste de mutação como uma
técnica eficaz para o teste de ontologias, definir um escore de mutação a fim de avaliar a
adequação dos operadores de mutação propostos, revelando o maior número de defeitos
posśıveis que não seriam revelados sem a aplicação desta técnica.
1.1 Motivação
Dado o contexto acima, têm-se as seguintes questões como motivação para o presente
trabalho:
• Ontologias OWL podem conter defeitos de acordo com a sua especificação, de modo
que esses defeitos podem não ser detectados por classificadores;
• Técnicas de validação de ontologias têm sido estudadas e definidas para o teste de
ontologias e são fundamentais para assegurar a qualidade da modelagem;
• O teste de mutação tem mostrado-se um dos mais eficazes em revelar defeitos em
software, podendo ser adaptado para o conceito de ontologias.
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1.2 Objetivo geral
Desenvolver uma técnica de validação para diminuir o número de erros na modelagem
de ontologias. Para isto o teste de mutação em programas é adaptado ao conceito de
ontologias OWL.
1.2.1 Objetivos espećıficos
• Estudar e tipificar os principais defeitos inseridos durante o desenvolvimento de
ontologias OWL;
• Definir operadores de mutação baseados nos trabalhos de Lee, Bai e Chen[46] e
Derezinska [23], que propõem operadores para sistemas orientados a objetos e Web
Services baseados em ontologias OWL-S;
• Estabelecer um processo de aplicação do teste de mutação para a geração das on-
tologias mutantes e dados de teste, assim como para a execução das mesmas e
comparação dos resultados com a ontologia original.
1.3 Organização do trabalho
Este trabalho está subdividido em seis caṕıtulos. No Caṕıtulo 2 é apresentada a definição
e representação de ontologias OWL e os principais erros de modelagem cometidos pelos
desenvolvedores. No Caṕıtulo 3 é descrito os conceitos de teste de software e o teste de
mutação, assim como alguns métodos de testes utilizados em ontologias.
No Caṕıtulo 4 é apresentada a aplicação do teste de mutação para ontologias OWL,
sendo definidos os operadores de mutação, assim como os passos necessários para a
execução do teste. No Caṕıtulo 5 é apresentado um estudo de caso realizado no con-
texto de registros eletrônicos de saúde, onde conceitos do domı́nio cĺınico representados
em arquétipos openEHR são convertidos para ontologias OWL, para em seguida serem
aplicadas ao teste de mutação. No Caṕıtulo 6 são apresentadas as conclusões e sugestões




Uma ontologia define os termos usados para descrever e representar um domı́nio espećıfico
do conhecimento. É uma descrição de conceitos e relacionamentos que pode ser usada
por pessoas ou agentes de software para compartilhar informações dentro deste domı́nio.
Assim, pode ser usada como uma estrutura unificadora para representação semântica de
informação [34, 16].
Ontologias constituem-se em definições de conceitos, classes, propriedades, relações,
restrições e axiomas sobre um determinado domı́nio do conhecimento, e padronizam sig-
nificados através de identificadores semânticos, os quais podem representar o mundo real
e conceitual [34, 28]. Para isso, requerem o uso de um vocabulário espećıfico usado para
descrever determinada realidade, sendo posśıvel capturar os conceitos e relações em al-
gum domı́nio de conhecimento, e um conjunto de axiomas permitem restringir a sua
interpretação [16].
Um modelo de domı́nio representado por uma ontologia é definido através da re-
presentação de classes, instâncias das classes e relacionamentos entre as instâncias da
ontologia. Sendo assim, as classes são um mecanismo de abstração para agrupar recursos
com caracteŕısticas similares, de modo que definem conjuntos de indiv́ıduos que compar-
tilham algumas propriedades. O conjunto de indiv́ıduos que está associado a uma classe,
é denominado como extensão de classe, de modo que os indiv́ıduos em uma extensão de
classe são chamados de instâncias da classe [9, 31].
A estruturação das extensões de classe, assim como da hierarquia das classes na onto-
logia, ocorre através da aplicação de um reasoner, neste trabalho denominado como clas-
sificador. Um classificador é um programa que analisa expressões lógicas em um conjunto
de axiomas expĺıcitamente definidos, fornecendo suporte automatizado para classificação,
depuração e consultas sobre a ontologia [22].
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Formalmente, uma ontologia O pode ser definida como uma qúıntupla (C, I, P, V,
A), onde [45, 70]:
• C = (c1, c2, ..., cn) é um conjunto de n classes, onde ci é a i-ésima classe.
• I = (I1, I2, ..., Im), onde Ii é o conjunto de instâncias (indiv́ıduos) da classe ci.
• P = (p1(c1,1, c1,2), p2(c2,1, c2,2), ..., pm(cm,1, cm,2)) é um conjunto de m propriedades,
onde pj é a j-ésima propriedade e cj,1, cj,2 são classes pertencentes a C, associadas
pela propriedade pj.
• V = (T1, T2, ..., Tm), onde Tj é um conjunto de instâncias da propriedade pj,
ou seja, pares (a,b) pertencentes ao produto cartesiano Ij,1 X Ij,2 de indiv́ıduos das
classes associadas pela propriedade pj.
• A é um conjunto de outros axiomas, como restrições que definem outras carac-
teŕısticas da ontologia O, como equivalência de classes ou definição de classes dis-
juntas.
O potencial das ontologias encontra-se na habilidade de criar relacionamentos entre
classes e instâncias, e atribuir propriedades para estes relacionamentos permitindo aplicar
deduções sobre eles [41]. Assim, é posśıvel descrever relacionamentos com propriedades
espećıficas entre as instâncias de cada classe, estabelecendo-se racioćınios sobre o domı́nio
do conhecimento abordado. As classes de uma ontologia podem também ser subclasses de
uma ou mais classes superiores chamadas superclasses. Assim, o racioćınio lógico baseado
na ontologia permite inferir que qualquer indiv́ıduo de uma classe é considerado também
como pertencente a todas as superclasses da qual sua classe deriva.
2.1 Ontologias OWL
A linguagem OWL é uma linguagem para definição e instanciação de ontologias Web,
definida pela W3C (World Wide Web Consortium) [2]. Uma ontologia OWL especifica
como derivar consequências lógicas através da semântica formal OWL, esclarecendo fatos
que não estão presentes na ontologia mas são vinculados pela semântica [1].
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As expressões lógicas de uma ontologia OWL são definidas pela representação de axi-
omas, dos quais modelam-se o domı́nio de conhecimento espećıfico. Conforme Vrandecic
et al. [69], axiomas descrevem relações entre elementos de uma ontologia, sejam eles clas-
ses, propriedades ou indiv́ıduos. Assim, uma ontologia pode ser considerada como um
conjunto de axiomas, que através dos construtores OWL que permitem a instanciação de
objetos em classes e subclasses, dos quais aplicam-se em toda a estrutura das ontologias.
O metamodelo1 de definição de ontologias ODM (do inglês, Ontology Definition Me-
tamodel) apresenta dois modelos para a representação destas estruturas, sendo definidos
pelas linguagens RDFS (do inglês, Resource Description Framework Schema) e OWL.
O modelo RDFS é uma meta linguagem que além de representar seus conceitos, define
também o modelo OWL [31]. Deste modo, OWL baseia-se no metamodelo RDFS, es-
tendendo todos os seus conceitos. O metamodelo de ontologias OWL é apresentado na
Figura 2.1.
Figura 2.1: Metamodelo de Ontologias OWL
As classes, propriedades e restrições das ontologias OWL são apresentadas na sequência.
1Um metamodelo define posśıveis estruturas e significados para os elementos de um modelo [5]
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2.1.1 Classes
As classes de ontologias OWL podem ser constrúıdas como complemento ou como uma
união ou intersecção de outras classes, através dos operadores owl:complementOf, owl:uni-
onOf e owl:intersectionOf, representados respectivamente no metamodelo pelas classes
ComplementClass, UnionClass e IntersectionClass, conforme a Figura 2.1, destacado pelas
caixas em cinza escuro. Do mesmo modo, também podem ser representadas através
da definição de uma lista exaustiva de indiv́ıduos que deverão ser instanciados à classe,
através do operador owl:oneOf, representado pela classe EnumeratedClass no metamodelo.
Em contrapartida outros dois tipos de associações são definidas, owl:equivalentClass que
determina que duas classes possuem a mesma extensão de classe e, owl:disjointWith que
determina que duas extensões de classes não possuem quaisquer indiv́ıduos comuns [31].
Os operadores owl:intersectionOf, owl:unionOf e owl:complementOf, podem ser visu-
alizados como os operadores “AND”, “OR” e “NOT” utilizados em lógica descritiva.
O operador owl:intersectionOf declara uma classe de indiv́ıduos comuns em todas as
classes descritas em uma lista, sendo análogo à conjunção lógica AND [18].
O Exemplo 1 representa o operador owl:intersectionOf descrevendo uma classe ins-



















O operador owl:unionOf declara uma classe, cuja extensão de classe são indiv́ıduos
instânciados em pelo menos uma das classes descritas em uma lista. Este operador é
análogo a disjunção lógica OR [18].
De acordo com o Exemplo 2, o operador owl:unionOf define uma classe cuja extensão
de classe refere-se aos indiv́ıduos Paraná, Amazonas e Bahia, devido os mesmos serem


















O operador owl:complementOf declara uma classe, cuja extensão são indiv́ıduos que
não pertencem à classe declarada. Este operador é análogo a negação lógica NOT [18].
O Exemplo 3 apresenta a definição de uma classe de todos os indiv́ıduos que não







O operador owl:oneOf, declara uma classe através da definição dos indiv́ıduos que
devem ser instanciados à esta classe [2].
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De acordo com o Exemplo 4, o operador owl:oneOf define uma classe cujos indiv́ıduos













Com base nas classes definidas, OWL apresenta três construtores para a representação
de classes através de axiomas. O construtor rdfs:subClassOf permite definir uma hierar-
quia de classes através da declaração de que uma classe é subclasse de outra [2]. Se uma
classe C1 é definida como subclasse de uma classe C2, então o conjunto de indiv́ıduos da
classe C1 deve ser também um conjunto de indiv́ıduos da classe C2. Conforme Bechhofer
et al. [9], uma classe é por definição uma subclasse dela mesma.
No Exemplo 5 a classe Paraná é definida como uma subclasse da classe Sul, determi-





O construtor owl:equivalentClass associa uma classe a outra classe, determinando que
as duas classes envolvidas possuem a mesma extensão de classe, ou seja, ambas as classes
contém exatamente o mesmo conjunto de indiv́ıduos [9].
Conforme demonstrado no Exemplo 6, ambas as classes Paraná e PR são definidas
como equivalentes através do construtor owl:equivalentClass, determinando que ambas






O construtor owl:disjointWith permite apresentar que uma classe não tem membros
em comum com outra classe, definindo-as como disjuntas [9].
De acordo com o Exemplo 7, todos os indiv́ıduos que são associados à classe Paraná,
em nenhuma hipótese podem ser definidos como instâncias da classe SantaCatarina, e o
mesmo ocorre para os indiv́ıduos associados à classe SantaCatarina, devido as duas classes





Nesta seção foram apresentados todos os operadores OWL para representações de
classes definidos pela W3C e que são utilizados neste trabalho.
2.1.2 Propriedades
As propriedades em ontologias OWL são relações binárias entre indiv́ıduos de uma on-
tologia ou entre indiv́ıduos e valores de dados e permitem afirmar fatos gerais sobre os
membros de classes e fatos espećıficos sobre indiv́ıduos [1, 33]. Assim, é posśıvel a in-
serção de dois tipos principais de propriedades, conforme representado pela Figura 2.1,
destacado pelas caixas pretas: Object Properties (Propriedades de Objetos) e Data Type
Properties (Propriedades de Tipos de Dados) [1]. Enquanto as Object Properties conec-
tam um indiv́ıduo a outro, por exemplo, um Paciente a um Exame realizado, as Data Type
Properties conectam um indiv́ıduo a um determinado tipo de dado literal, por exemplo,
um Paciente a um dado literal numérico inteiro que representa sua idade [31, 38].
Similarmente às classes, as propriedades em OWL são representadas através de diver-
sos axiomas que definem as ontologias. As propriedades podem ser definidas em hierar-
quias através do operador rdfs:subPropertyOf, que determina que uma propriedade é uma
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subpropriedade de outra. Formalmente definindo, significa que se P1 é subpropriedade
de P2, então o conjunto extensão de propriedade de P1, é também um subconjunto da
extensão de propriedade de P2 [9].
Conforme o Exemplo 8, a propriedade hasMother é uma subpropriedade da proprie-
dade hasParent. Este tipo de operador pode ser aplicado tanto para as propriedades de





Para cada propriedade pode ser definido o operador rdfs:domain, representando que
uma propriedade pertence ao domı́nio de uma ou mais classes respectivamente, de modo
que um axioma pode ser definido utilizando-se múltiplos operadores deste tipo [9].
O Exemplo 9 define que o domı́nio da propriedade hasSouthRegion pode ser tanto um
ou vários indiv́ıduos da classe Paraná ou da classe SantaCatarina, ou seja, esta proprie-












Da mesma forma como o operador rdfs:domain, podem haver múltiplos operadores
rdfs:range em uma propriedade, definindo que os valores de uma propriedade devem ser
instâncias de uma ou mais classes respectivamente, ou valores de dados de um limite
determinado [9].
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Ao contrário do Exemplo 9, no Exemplo 10 os valores da propriedade hasSouthRegion












Conforme o domı́nio e limite definidos para as propriedades da ontologia, é posśıvel
a representação de relações entre as propriedades através dos operadores owl:equivalent-
Property e owl:inverseOf, do mesmo modo como são realizadas entre indiv́ıduos e classes.
O operador owl:equivalentProperty define que duas propriedades ou mais são equi-
valentes, ou seja, possuem o mesmo domı́nio e limite de outra propriedade [9, 18]. Ao
contrário, o operador owl:inverseOf define uma relação inversa entre propriedades, onde
um axioma na forma de “P1 owl:inverseOf P2” caracteriza que para cada par (x, y) da
extensão de propriedade de P1, existe um par (y, x) da extensão de propriedade de P2,
assim, owl:inverseOf é uma propriedade simétrica [9].
Com base no Exemplo 11, pode-se definir que o operador owl:inverseOf caracteriza






De acordo com as possibilidades de cardinalidades aplicadas para a instanciação de
classes nas ontologias OWL, também é posśıvel a definição de restrições de cardinalidades
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em propriedades através dos operadores owl:FunctionalProperty e owl:InverseFunctional-
Property.
A definição de uma propriedade com o operador owl:FunctionalProperty, determina
que pode haver somente um valor de y para cada instância de x, não podendo haver
dois valores distintos y1 e y2, tal que os pares (x, y1) e (x, y2) sejam ambos instâncias
desta propriedade. A definição desta caracteŕıstica é dita ter cardinalidade mı́nima 0 e
cardinalidade máxima 1, de modo que ambos os dois tipos de propriedades podem ser
declaradas como funcionais.
De acordo com o Exemplo 12, o operador owl:FunctionalProperty caracteriza que os
indiv́ıduos da classe Man que utilizam a propriedade husband, podem estar associados a







Já ao definir uma propriedade com o operador owl:InverseFunctionalProperty, afirma-
se que um valor de y pode somente ser um valor de P para uma única instância x, ou
seja, não pode haver duas instâncias distintas x1 e x2, tal que ambos os pares (x1, y) e
(x2, y) são instâcias de P [9].
Ao contrário do Exemplo 12, no Exemplo 13 um indiv́ıduo da classe Man pode estar






Este construtor é utilizado somente para propriedades de objetos, devido o mesmo ser
uma instância da classe owl:InverseFunctionalProperty que é definida como subclasse da
classe OWL owl:ObjectProperty.
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As propriedades OWL também possibilitam a definição de caracteŕısticas lógicas através
dos operadores owl:TransitiveProperty e owl:SymmetricProperty, de modo que ao repre-
sentar uma propriedade com o operador owl:TransitiveProperty, significa que se um par
(x, y) é uma instância de P, e outro par (y, z) também é uma instância de P, então infere-
se que o par (x, z) também é uma instância de P. Da mesma forma como o operador
de propriedades funcionais inversas, este tipo de operador também é aplicado somente a
propriedades de objetos [9].
Conforme o Exemplo 14, sendo a propriedade subRegionOf uma propriedade transi-
tiva, o indiv́ıduo Paraná está associado ao indiv́ıduo Brasil, devido o mesmo estar asso-












Similarmente o operador owl:SymmetricProperty determina que se um par (x, y) é
uma instância de P, então o par (y, x) também deverá ser uma instância de P. Este tipo
de propriedade também é aplicada somente as propriedades de objetos [9].
Devido a propriedade ser do tipo simétrica no Exemplo 15, o indiv́ıduo João está










Nesta seção foram apresentados todos os operadores OWL para representações de
propriedades de dados e de objetos definidos pela W3C e que são utilizados neste trabalho.
2.1.3 Restrições
Restrições são conceitos definidos na ontologia conforme o domı́nio que está sendo mode-
lado. Descrevem uma classe anônima de todos os indiv́ıduos que satisfazem a restrição
definida nas suas propriedades, sendo um conceito conectado às propriedades. Conforme
representado pelas caixas cinza claro na Figura 2.1, é posśıvel a utilização de dois tipos de
restrições em OWL: restrições de valores, sendo modeladas com associações owl:hasValue,
owl:someValuesFrom e owl:allValuesFrom, e restrições de cardinalidades, sendo modela-
das com associações owl:minCardinality, owl:Cardinality e owl:maxCardinality [9, 31].
As restrições de valores estabalecem os limites de associação entre instâncias de uma
determinada classe. Assim, a restrição owl:allValuesFrom é utilizada para descrever uma
classe de todos os indiv́ıduos que estejam associados a uma propriedade espećıfica, devam
ser associados somente a indiv́ıduos da classe indicada por owl:allValuesFrom [9].
Conforme o Exemplo 16, todas as instâncias que sejam relacionadas à propriedade






A restrição owl:someValuesFrom descreve uma classe de que, no mı́nimo, um dos
indiv́ıduos que estejam associados a uma propriedade espećıfica, deva estar associado a
indiv́ıduos da classe indicada por owl:someValuesFrom [9].
No Exemplo 17, no mı́nimo uma instância que utiliza a propriedade hasParent deverá







A restrição owl:hasValue descreve uma classe de todos os indiv́ıduos que satisfazem
uma determinada propriedade, com no mı́nimo um valor semanticamente verdadeiro [9].
O Exemplo 18 determina uma classe de todas as instâncias que utilizam a propriedade






As restrições de cardinalidade permitem que uma classe tenha um número arbitrário de
valores com base em uma determinada propriedade. Assim, a restrição owl:maxCardinality
descreve uma classe de todos os indiv́ıduos que possuem no máximo, “N” valores seman-
ticamente distintos [9].
Conforme o Exemplo 19, a restrição owl:maxCardinality descreve uma classe defi-
nindo que todos os indiv́ıduos que fazem uso da propriedade hasParent, obrigatoriamente







A restrição owl:minCardinality descreve uma classe de todos os indiv́ıduos que pos-
suem no mı́nimo, “N” valores semanticamente distintos [9]. Desse modo, ao contrário do
Exemplo 19, o Exemplo 20 descreve uma classe definindo que todos os indiv́ıduos que









A restrição de cardinalidade owl:cardinality, descreve uma classe de todos os indiv́ıduos
que tem exatamente “N” valores semanticamente distintos [9]. Assim, conforme o Exem-








Nesta seção foram apresentados todos os operadores OWL para representações de
restrições definidos pela W3C e que são utilizados neste trabalho.
2.2 Defeitos de modelagem em ontologias OWL
Conforme Delamaro, Maldonado e Jino [20], defeitos podem ser um passo, processo ou
definição de dados incorretos que são inseridos durante o desenvolvimento de software,
estão associados a um determinado programa ou modelo e não dependem de uma execução
particular. Defeitos emergem provocando falhas que por sua vez dependem de dados e
execuções espećıficas.
No que se refere à elaboração de ontologias, como não existe apenas uma forma correta
de modelar um domı́nio do conhecimento espećıfico, diversos tipos de defeitos podem ser
cometidos, como a definição incorreta de uma restrição, que pode levar a ontologia à uma
falha, podendo muitas vezes invalidar a ontologia em questão.
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Os defeitos estão relacionados a caracteŕısticas próprias das ontologias e geralmente
confundem os modeladores [32, 62]. Assim, Gómez-Perez [32] apresenta uma classificação
dos principais defeitos que podem ocorrer ao modelar conceitos e ideias dentro de ontolo-
gias, e define três grandes classes para esses defeitos: defeitos de inconsistência, defeitos
de incompletude e defeitos de redundância. Esses defeitos são detalhados na Tabela 2.1:
Tabela 2.1: Classificação de defeitos em ontologias [32]











Ocorre quando uma classe é definida como uma subclasse
ou superclasse de si mesma em qualquer ńıvel da hierarquia.
Defeitos de
partição
Ocorre quando uma ou várias instâncias pertencem a mais
de uma subclasse na definição da divisão da superclasse,
ou quando uma classe é definida como subclasse de outras
duas ou mais subclasses na divisão da superclasse. Por
exemplo, se uma classe Pessoa é particionada nas subclas-
ses Homem e Mulher, e define-se uma classe Paciente como











Ocorre quando se omite alguns dos conceitos presentes no
domı́nio do conhecimento durante a classificação dos sub-
conceitos. Por exemplo, ao classificar o conceito Pessoa,
define-se somente as classes Jovem e Adulto, omitindo-se




Causado pela ausência de axiomas ou informações sobre
a classificação de um conceito, através da omissão da di-
visão de subclasses disjuntas. Por exemplo, ocorre ao de-
finir duas classes Homem e Mulher que são subclasses da
classe Pessoa, mas omite-se que ambas as subclasses são
disjuntas. Ao omitir-se a disjunção, permite-se que um in-











Ocorre quando existe mais de uma definição expĺıcita de
qualquer uma das relações da hierarquia, tal como re-
dundância de relação de subclasse ou de instância.
Definição formal
idêntica
Ocorre quando existem duas ou mais classes ou instâncias
na ontologia com a mesma definição formal, sendo o nome
a única diferença entre as subclasses e instâncias.
Outra classificação dos principais defeitos que podem ocorrer ao modelar conceitos
e ideias dentro de ontologias pode ser encontrada em Rector et al. [62], onde também
classificam os principais erros que podem ocorrer ao modelar uma ontologia:
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• Assumir caracteŕısticas impĺıcitas nos nomes dos componentes: as carac-
teŕısticas dos componentes da ontologia (classes, propriedades ou instâncias) não
estão dispońıveis automaticamente para o classificador. Por exemplo, a falta de dis-
junção entre duas classes referenciadas como Homem e Mulher, é posśıvel instanciar
objetos para ambas as classes, pois a informação impĺıcita nos seus nomes não é
dispońıvel para o classificador como a definição expĺıcita da disjunção.
• Uso equivocado de qualificadores de restrições: há comumente uma confusão
entre a aplicação de restrições usando os qualificadores allValuesFrom (universal) e
someValuesFrom (existencial). Por exemplo, no contexto deste trabalho, ao definir
uma classe como Consulta, define-se que esta pode ter pessoas envolvidas que podem
ser tanto instâncias da classe definida como Medico, quanto da classe definida como
Paciente, (someValuesFrom Medico e someValuesFrom Paciente), mas omite-se o
fato de que nenhuma outra pessoa pode estar envolvida em uma Consulta, o que
não impediria que também pudessem participar instâncias da classe definida como
Enfermeiro. Devido a isso, a restrição “allValuesFrom (Medico ou Paciente)” seria
ainda necessária para completar a definição da classe.
• Open World Assumption: ao contrário da definição de sistemas “Closed World
Assumption”, como por exemplo os bancos de dados relacionais, que utilizam a
negação como falha para presumir que algo esta ausente quando não encontram, os
classificadores de ontologias são do tipo “Open World Assumption”, possibilitando
usar a negação como insatisfatória, isto é, dizer que algo é falso apenas se puder
ser provado. Se para uma classe definida como MedicoClinicoGeral, que possui a
restrição de equivalência que são médicos que não possuem nenhuma relação com
instâncias da classe Especialidade, o fato de instanciar um Medico sem associá-lo
a alguma Especialidade, não prova que esse indiv́ıduo não a tenha, ou seja, seria
necessário dizer explicitamente que o indiv́ıduo não possui qualquer especialidade.
• Domı́nio e Intervalo de Propriedades: diferentemente de outras linguagens
de domı́nio onde erros ocorrem se as propriedades são definidas incorretamente, em
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ontologias a definição incorreta de propriedades pode tornar uma classe insatisfatória
ou submetê-la a outra classe inesperadamente. Considerando uma classe definida
como Jovem, sendo esta uma subclasse da classe Pessoa, representada com um
critério de equivalência de que são todos os indiv́ıduos com a propriedade hasIdade
com valor menor a 18. Se esta propriedade não tiver um domı́nio espećıfico a ser
aplicado (a classe Pessoa, no caso), a propriedade hasIdade poderia ser atribúıda a
qualquer outro tipo de indiv́ıduo, de outras classes, e o classificador poderia indicar
como pertencente a classe Jovem não apenas instâncias das classes Medico, Paciente
ou Pessoas em geral, mas também qualquer tipo de indiv́ıduo instanciado, como das
classes Atendimento ou ProcedimentoClinico.
• Utilização incorreta dos operadores AND e OR: A aplicação incorreta dos
operadores AND e OR apresenta resultados incompletos na aplicação de um clas-
sificador na ontologia. No caso da definição de duas classes disjuntas Atendimento-
Exame e AtendimentoVacina, ao localizar todos os atendimentos do tipo exame e
todos os atendimentos do tipo vacina utilizando o operador “OR”, os atendimentos
de ambas as classes seriam localizados, ao contrário do operador “AND”, que não
localizaria nenhum dos atendimentos por não haver instâncias que correspondessem
a ambas as classes simultaneamente.
Conforme os defeitos apresentados, Villalón, Suárez-Figueroa e Gómez-Perez [58], vi-
sando avaliar a corretude das ontologias quanto a sua qualidade, analisaram o desenvol-
vimento de um conjunto de 26 ontologias com a finalidade de catalogar erros comuns
na fase de desevolvimento. Objetivando eliminar estas práticas catalogaram 24 defeitos
ocorridos.
Do mesmo modo, Corcho, Roussey e Blazquez [13], estabeleceram uma lista de defeitos
ocasionados por desenvolvedores de ontologias ou especialistas da área do conhecimento,
baseando-se em uma ontologia OWL desenvolvida pelo Spanish National Geographic Ins-
titute (IGN-E), denominada HydrOntology, com aproximadamente 150 classes, 34 proprie-
dades de objetos, 66 propriedades de dados e 256 axiomas, sendo definida para representar
informações hidrográficas a ńıvel regional, nacional e local.
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A definição dos problemas de modelagem abordados, que segundo Corcho, Roussey
e Blazquez [13] são definidos como antipadrões devido a maioria dos erros serem cau-
sados por padrões adotados por especialistas da área, que normalmente resultam em
inconsistências, equivalem-se aos problemas apresentados por Villalón, Suárez-Figueroa e
Gómez-Perez [58].
1. Criação de elementos polissêmicos: refere-se a um elemento cujo nome tem
significados diferentes que é inclúıdo na ontologia para representar mais de uma
ideia conceitual. Por exemplo, ao definir uma classe Agente de saúde, que pode
representar tanto indiv́ıduos médicos como enfermeiros.
2. Criação de classes sinônimas: ocorre ao criar duas ou mais classes com iden-
tificadores sinônimos e defińı-las como equivalentes, como ao representar em uma
ontologia as classes Carros, Véıculos e Automóveis, definidas como equivalentes,
sendo os seus indiv́ıduos os mesmos para ambas as classes. Este defeito também é
mencionado por Gómez-Perez [32] como Definição formal idêntica.
3. Não definir elementos primitivos: refere-se ao fato de, ao invés de representar
uma subclasse com a propriedade “subclassOf”, membros de uma classe com “ins-
tanceOf” ou a igualdade entre instâncias com o construtor “sameAs”, é definida
uma propriedade do tipo “is”, para representar a associação entre os componentes.
Por exemplo, ao representar as classes “Car is Automobile” ao invés de definir a
classe Car como subclasse de Automobile.
4. Criação de membros desconexos: ocorre ao definir componentes na ontologia
(classes, propriedades ou indiv́ıduos) sem relação alguma com o resto da ontologia.
Por exemplo, ao criar o relacionamento “membrosDoTime” e não definir a classe
que representa as equipes, assim, a relação criada é isolada na ontologia.
5. Definição incorreta de propriedades inversas: ocorre ao definir incorretamente
uma propriedade como inversa de outra. Por exemplo, ao representar em uma
ontologia que “algo é vendido” ou “algo é comprado”, e definir as propriedades
24
“vendidoEm” e “compradoEm” como inversas, sendo que as mesmas representam
conceitos diferentes.
6. Inclusão de ciclos na hierarquia: refere-se à inclusão de duas classes na hie-
rarquia da ontologia para representar uma como superclasse ou subclasse da outra.
Por exemplo, no caso onde uma classe “A” possui como subclasse uma classe “B” e,
ao mesmo tempo essa classe “B” é definida como superclasse de “A”. Este defeito
também é citado por Gómez-Perez [32] como Defeito Circulatório.
7. Criar uma classe para representar diferentes conceitos: ocorre ao criar uma
classe com um identificador que refere-se para mais de um conceito. Por exemplo,
ao definir uma classe “Produto ou Servico” para representar indiv́ıduos diferentes.
8. Anotações incompletas: ocorre pela falta de propriedades de anotações nos ter-
mos utilizados na ontologia. Este tipo de propriedade melhora a compreensão da
ontologia e usabilidade do ponto de vista do utilizador.
9. Informações básicas incompletas: ocorre quando é deixado de incluir informações
necessárias na ontologia. Por exemplo, ao definir uma propriedade “iniciaEm” para
representar o ponto inicial de uma rota, mas deixar de definir uma propriedade
“terminaEm” para representar o seu fim.
10. Falta de disjunção: ocorre devido a falta da definição de disjunção entre classes
ou propriedades da ontologia. Por exemplo, para uma classe Pessoa que possui duas
subclasses Homem e Mulher, e estas não estão definidas como disjuntas, podendo
um indiv́ıduo ser instanciado para ambas ao mesmo tempo. Este defeito também é
mencionado por Gómez-Perez [32] como Omissão do Conhecimento Disjunto.
11. Falta de domı́nio ou intervalo em propriedades: ocorre devido ao definir
propriedades ou indiv́ıduos na ontologia sem determinar seu domı́nio ou intervalo de
dados, ou ambos. Um exemplo é definir uma propriedade como escritoPor, na qual
o domı́nio deveria ser a classe Escritor, e o intervalo de dados a classe ObraLiteraria,
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mas um dos dois ou ambos não são espećıficados. Este defeito também é mencionado
por Rector et al. [62] como Domı́nio e Intervalo de Propriedades.
12. Falta de equivalência entre propriedades: geralmente são ocasionados quando
ocorre a importação de uma ontologia dentro de outra, e as classes ou propriedades
que são repetidas não são definidas como equivalentes. Por exemplo, duas clas-
ses definidas como CITY e city de duas ontologias diferentes, são definidas como
equivalentes, mas as propriedades hasMember e has-Member não.
13. Falta de propriedades inversas: ocorre quando é omitida a definição de inversão
entre duas propriedades. Por exemplo, não especificar que ao definir as propriedades
maeDe e filhoDe, estas sejam inversas.
14. Uso incorreto da restrição allValuesFrom: este defeito pode ocorrer em duas
maneiras diferentes. No primeiro caso, a anomalia refere-se ao utilizar como quali-
ficador padrão a restrição universal (“allValuesFrom”) quando deveria ser utilizada
a restrição existencial (“someValuesFrom”), dando a falsa impressão ao desenvol-
vedor de que allValuesFrom implica someValuesFrom. No segundo caso, ocorre ao
incluir a restrição “allValuesFrom” com a finalidade de impossibilitar novas adições
para uma determinada propriedade. Por exemplo, ao definir que a classe Hospital
é composta por indiv́ıduos das classes Medicos e Enfermeiros, impossibilitando de
adicionar indiv́ıduos da classe Pacientes. Este defeito também é mencionado por
Rector et al. [62] como Uso Equivocado de Restrições.
15. Uso incorreto da definição “some not”: ocorre ao confundir a representação
de “some not”. Por exemplo, ao definir a classe PizzaVegetariana com a seguinte
definição de equivalência: qualquer pizza que não tem cobertura de carne ou cober-
tura de peixe, isto possibilitará ser instanciado qualquer outro tipo de pizza como
vegetariana, assim como uma com cobertura de chocolate.
16. Uso incorreto de classes primitivas e definidas: geralmente ocorre devido ao
desconhecimento por parte do desenvolvedor de as ontologias serem Open World
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Assumption, de modo que o fato de não definir uma propriedade para um indiv́ıduo
da ontologia, não determina que este indiv́ıduo não faça parte desta propriedade.
Por exemplo, ao não definir para um indiv́ıduo de uma classe Medicos que deva ser
associado ao indiv́ıduo Cardiologista através da propriedade hasEspecialidade, isto
não garantirá que este indiv́ıduo não seja um cardiologista.
17. Alto grau de especialização: ocorre devido a ontologia estar especializada de tal
maneira que os “nós” finais da hierarquia não possam ser instânciados, devido ao
fato de terem sido definidos como instâncias ao invés de classes. Por exemplo, ao
definir uma classe Lugar e criar como suas subclasses as classes Barcelona, Madrid
e Sevilla, ao invés de defińı-las como indiv́ıduos.
18. Intervalo de dados ou domı́nio limitado: ocorre ao limitar o domı́nio ou inter-
valo de uma propriedade de forma especificada. Por exemplo, ao definir o domı́nio
da propriedade idiomaOficial para a classe Cidade ao invés da classe Páıs.
19. Trocar os construtores intersecção e união: ocorre pelo fato do desenvolvedor
especificar o limite ou domı́nio de uma propriedade pela intersecção de várias classes,
onde o correto seria definir pela união destas classes, ou o contrário. Por exemplo,
ao definir a propriedade aconteceEm com seu domı́nio para a classe JogosOlimpicos,
e definir como seu intervalo a intersecção das classes Cidade e Nação, ao invés da
união destas classes. Este defeito também é mencionado por Rector et al. [62] como
Utilização incorreta dos operadores AND e OR.
20. Trocar rótulos por comentários: ocorre devido o desenvolvedor trocar o conteúdo
de um comentário de um objeto por um rótulo. Por exemplo, especificar um co-
mentário de uma cláusula espećıfica no construtor Label e uma palavra que define
uma classe, no construtor Comment.
21. Definir uma classe “Diversos”: ocorre ao criar na hierarquia de uma ontologia
uma subclasse que contenha instâncias que não pertençam as demais subclasses, ao
invés de definir estas instâncias como instâncias da superclasse. Por exemplo, ao
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definir a classe Animais com suas subclasses Gato, Cachorro e Diversos, onde as
instâncias da classe Diversos não se enquadram tanto em Gato quanto em Cachorro.
22. Utilizar diferentes critérios de nomenclatura: ocorre quando o desenvolve-
dor não padroniza o modo de nomear os elementos da ontologia. Por exemplo,
ao criar algumas classes com os identificadores definidos com todas as letras em
máıusculo, outras com todas em mı́nusculo e algumas somente com a primeira letra
em máıusculo.
23. Utilizar elementos incorretamente: é ocasionado na ontologia quando um ele-
mento (classe, propriedade ou indiv́ıduo) que foi usado para modelar uma parte
desta ontologia deveria ter sido modelado como um elemento diferente. Por exem-
plo, ao definir a propriedade isEcologico entre uma instância da classe Carros e as
instâncias Sim ou Nao, deveria ser criado o atributo isEcologico cujo intervalo seria
boolean.
24. Definir um elemento recursivamente: ocorre devido um elemento da ontologia
ter sido usado em sua própria definição. Por exemplo, o axioma usado para criar
a propriedade temCobertura, estabelece como limite a seguinte definição de equi-
valência: pizzas que têm, pelo menos, um valor para a propriedade temCobertura.
2.3 Considerações finais
Neste caṕıtulo foram apresentadas as definições e conceitos para a representação de
domı́nios espećıficos do conhecimento através de ontologias. Foi apresentado um levanta-
mento dos principais defeitos que ocorrem no momento do desenvolvimento destas ontolo-
gias, e que devem ser considerados para a análise e avaliação da corretude destes modelos.
Esses defeitos são baseados nas estruturas e modos de implementação destas ontologias.
Estes defeitos serão considerados nesta dissertação de mestrado para a definição dos
operadores de mutação, que serão utilizados para a aplicação do teste de mutação em
ontologias OWL, simulando os principais erros de desenvolvimento, com a finalidade de




Conforme destacam Myers e Sandler [54], a atividade de teste é o processo de executar um
programa com a intenção de revelar defeitos. A atividade de teste é um elemento cŕıtico da
garantia de qualidade de software e representa a última revisão de especificação, projeto
e codificação [59]. Para um programa em teste, são gerados diversos casos de testes que
são compostos de dados de entrada mais sáıda esperada. Para um teste bem sucedido é
necessário que um bom conjunto de casos de teste seja utilizado, de forma a aumentar a
probabilidade de revelar um defeito ainda não descoberto [59, 53].
Durante a fase de projeto de um processo de desenvolvimento de software, são criados
diagramas e modelos que representam diferentes visões do sistema. De forma análoga, o
teste sistemático desses modelos também pode revelar defeitos, antes mesmo da fase de
desenvolvimento propriamente dita [43].
De acordo com Delamaro, Maldonado e Jino [20], a construção de software depende
principalmente da habilidade, da interpretação e da execução das pessoas que o constroem,
por isso, erros acabam surgindo, mesmo com a utilização de métodos e ferramentas de
engenharia de software.
Assim, o teste de software é um processo da atividade de teste, no qual um programa é
executado com casos de teste para determinar se ele atingiu suas especificações e funciona
corretamente no ambiente para o qual foi projetado, de acordo com algum critério de
teste.
Deste modo, após definido o conjunto de casos de teste T, executa-se o programa P
em teste com T e verifica-se qual é o resultado obtido. Se o resultado produzido pela
execução de P coincide com o resultado esperado, então nenhum erro foi identificado.
Se, para algum caso de teste, o resultado obtido difere do resultado esperado, então um
defeito foi revelado [20].
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3.1 Teste de software
Um processo de teste de software envolve planejar, projetar, executar casos de teste e
avaliar os resultados obtidos. A etapa de elaboração de casos de testes é uma das mais
dif́ıceis de realizar, pois dela depende a qualidade dos dados gerados [27].
Conforme Delamaro, Maldonado e Jino [20], um dado de teste para um programa P
é um elemento do conjunto de todos os posśıveis valores que podem ser utilizados para
executar P, ou seja, é um elemento do domı́nio de entrada D de P, denotado por D(P).
Já um caso de teste, é um par formado por um dado de teste mais o resultado esperado
para a execução de P com aquele dado de teste. O resultado esperado corresponde ao
resultado que P deveria produzir conforme a sua especificação, considerando a entrada
fornecida.
Para garantir que o programa não contém defeitos, o ideal seria executar um conjunto
de casos de teste com todos os elementos posśıveis de D(P), mas devido ao tamanho de
D(P), isto pode se tornar impraticável. Deste modo são requeridos critérios de seleção de
casos de teste que tenham alta probabilidade de revelar a presença de defeitos caso eles
existam [20]. É importante utilizar um subconjunto reduzido de D(P), produzindo assim
subdomı́nios de casos de testes equivalentes [20]. Um critério de seleção de casos de teste
deve requerer um elemento de cada subdomı́nio.
Assim, existem dois modos de selecionar elementos para um subconjunto de teste: o
primeiro é o teste aleatório, em que um grande número de casos de teste é selecionado
aleatoriamente [20], e o segundo é utilizando critérios de seleção de casos de teste.
Não existe, em prinćıpio, nenhuma restrição sobre o tipo de técnicas de teste que
podem ser definidas e aplicadas. Assim, três técnicas são utilizadas para o processo de
teste: a funcional, onde os dados de teste são gerados considerando os requisitos funcionais
do sistema [20]; a estrutural, onde os dados de teste são gerados considerando a estrutura
interna do programa em teste [59]; e a técnica baseada em defeitos, que consiste em
analisar os erros que são comumente cometidos durante o processo de desenvolvimento.
Conforme exposto por Rapps e Weyuker [61], um critério de teste estabelece requisitos
a serem satisfeitos pelos casos de teste e pode auxiliar na seleção de dados e na avaliação
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de sua qualidade. Satisfazer um critério significa atender aos requisitos estabelecidos por
ele. Para a definição de um critério de teste espećıfico, Wong, Mathur e Maldonado [71],
expõem algumas restrições: custo para a execução, que avalia o número de casos de teste
que será necessário criar para satisfazê-lo; eficácia do critério, ou seja, a capacidade de
revelar um número maior de defeitos e dificuldade de satisfação, que indica a probabilidade
de satisfazer um critério tendo satisfeito outro.
Estudos da literatura têm mostrado que o teste de mutação é o mais eficaz em revelar
defeitos, porém o mais custoso [71].
3.2 Teste de mutação em programas
O teste de mutação é uma técnica baseada em defeitos, onde é analisado o código fonte
de um programa P a ser testado [46]. Nessa técnica, pequenas alterações sintáticas são
introduzidas em P através dos operadores de mutação, que geram novos programas P’
chamados mutantes [21]. São utilizados casos de teste T na execução destes mutantes
P’ para distingui-los do programa original P, de modo que cada mutante P’ é executado
com o mesmo conjunto de casos de teste T, aplicados em P.
Tradicionalmente, não existe uma maneira direta de definir os operadores de mutação
para uma dada linguagem. Em geral, os operadores de mutação são projetados tendo
por base a experiência no uso de dada linguagem, bem como os enganos mais comuns
cometidos durante a sua utilização [20].
Além dos tipos de erros que se deseja revelar e da cobertura que se quer garantir, a
escolha de um conjunto de operadores de mutação depende também da linguagem em que
os programas a serem testados estão escritos [20]. Em geral, os operadores de mutação
estão associados a um tipo ou classe de erros que se pretende revelar em P [26]. Alguns
exemplos de operadores para a linguagem C [3] são apresentados na Tabela 3.1.
O teste de mutação exige que todos os mutantes sejam mortos [21], um programa
mutante P’ é dito morto quando um caso de teste conseguir fazer a distinção entre P’ e
P, gerando sáıdas diferentes. Se a sáıda de P for considerada correta, então este estará
livre do posśıvel defeito descrito por P’.
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Tabela 3.1: Exemplos de operadores de mutação [3]




Projetado para mostrar que cada co-
mando do programa tem um efeito sobre a
sáıda calculada, assim, diversos comandos






Atua sobre cada expressão do programa
que contenha algum operador relacional,
trocando-o por todos os outros, deste
modo, operadores como > são subs-





Cada referência a uma variável não estru-
turada é substitúıda pela referência a to-
das as outras variáveis escalares do pro-






Cada referência de incremento à uma
variável é alterada por uma referência de
decremento, ou o processo inverso, assim,
se a variável é incrementada antes da sua
atribuição, a referência é alterada para de-
pois da sua atribuição.
Os casos de teste que matam os mutantes são classificados como eficientes. Caso, após
a execução de todos os casos de testes, ainda existirem mutantes que gerem a mesma
sáıda de P, e se não for posśıvel gerar um caso de teste cuja sáıda diferencie P de P’, os
mutantes são considerados equivalentes a P [27], no sentido de que, ou P está correto,
ou possui erros pouco prováveis de ocorrerem [21]. Define-se que um conjunto de casos
de teste T é adequado para um programa P em relação a P’, se para cada programa Q
pertencente a P’, ou Q é equivalente a P ou Q difere de P em pelo menos um caso de teste
[20]. A determinação de equivalência é sempre realizada pelo testador, pois determinar se
dois programas computam a mesma função é uma questão indecid́ıvel [10]. Essa limitação
teórica, não significa que o problema deva ser abandonado por não apresentar solução.
Uma adequação dos casos de teste T utilizados em P e P’ é obtida através do escore
de mutação. O escore de mutação varia entre 0 e 1 e fornece uma medida objetiva de
quanto o conjunto de casos de teste analisado é adequado [20, 21].
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Para um programa P e um conjunto de casos de teste T, o escore de mutação S é
obtido da seguinte maneira [20]:
S(T) = Mm
(Mg−Me) , onde:
• Mm é o número de mutantes mortos;
• Mg é o número de mutantes gerados;
• Me é o número de mutantes equivalentes.
Quanto maior for o escore de mutação obtido para um conjunto de casos de teste, ou
seja, quanto mais próximo de 1 for o resultado, mais eficaz se torna esse conjunto.
3.3 Teste em ontologias OWL
Métodos de teste que validem os modelos representados em OWL são importantes para
garantir adequação e qualidade no desenvolvimento de ontologias, permitindo a repre-
sentação de domı́nios de conhecimento com segurança e veracidade.
Da mesma forma que critérios podem ser propostos para selecionar casos de teste, ou
então, medir a adequação dos modelos UML em um projeto de software [4], as ontologias,
enquanto modelos que representam um domı́nio de conhecimento, também podem ser
executadas e testadas, podendo ser validadas a partir de critérios estabelecidos.
A Tabela 3.2 aponta 6 tipos de testes que podem ser aplicados a ontologias [29].
Tabela 3.2: Tipos de testes aplicados a ontologias [29]
Tipo de Teste Descrição
Instanciação Especifica se um indiv́ıduo pertence a uma dada classe.
Recuperação Especifica as instâncias que devem pertencer a uma classe.
Realização Especifica as classes que os indiv́ıduos serão instanciados.
Satisfação
Especifica se uma inconsistência deve ocorrer depois de adi-
cionar uma nova instancia em uma classe.
Classificação Determina as classes que um indiv́ıduo deve pertencer.
Consultas escritas em
(SPARQL e DL Query)
Os resultados das consultas são associados com as
condições e os critérios projetados.
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Tipos de testes baseados em consultas utilizam-se de Questões de Competência (do
inglês, Competency Questions - CQ), que descrevem os tipos de conhecimento que a su-
posta ontologia retorna ao responder tais questões. Estas questões devem ser formalizadas
em uma linguagem de consulta, para que sistemas testem automaticamente se a ontologia
relaciona os resultados com as questões de competência [68]. Se por um lado tais CQs
são o núcleo da especificação funcional da ontologia, por outro lado, são um conjunto de
dados de testes que a ontologia deve executar [29].
Exemplos de questões de competência são, “quais os principais sintomas apresentados
por pacientes?” ou “que tipos de reações alérgicas são constatadas em gestantes?”. Tais
CQs devem ser elaboradas em linguagens de consultas para ontologias, como por exemplo
SPARQL e DL Query.
Conforme Vrandecic e Gangemi [68], as CQs geralmente são questões representativas,
não significando que ao responder todas as questões a ontologia esteja completa e, que
não necessariamente as respostas devam ser conhecidas no momento da elaboração das
questões.
Para completar a definição de um teste de uma ontologia, o especialista do domı́nio
deve especificar qual é o resultado esperado. Algumas vezes tais resultados podem ser
simplesmente True ou False, em outros casos podem ser uma classe, lista de classes, uma
instância ou uma lista de instâncias [29].
Para os outros tipos de teste da Tabela 3.2 é posśıvel utilizar a lógica baseada em
regras, que são constrúıdas na linguagem da ontologia. Por exemplo, objetos em uma
ontologia que são ditos diferentes um do outro e a ontologia não consegue informar que
eles são a mesma coisa, ou quando duas classes são ditas disjuntas e a ontologia não pode
ter declarações que mencionem uma instância como sendo membro de ambas as classes
[65].
3.4 Considerações finais
Neste caṕıtulo foram apresentados os conceitos de teste de software, evidenciando a sua
importância para a descoberta de erros mais comuns cometidos por programadores du-
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rante o desenvolvimento de programas. Neste contexto, o teste de mutação em programas
é destacado por ser utilizado nesta dissertação de mestrado para o teste de ontologias
OWL, com o objetivo de revelar os principais defeitos cometidos durante o desenvolvi-
mento.
Alguns métodos apresentados para testes em ontologias serão utilizados neste tra-
balho em conjunto com o teste de mutação. Por exemplo, a utilização de questões de
competência como dados de teste a serem aplicados sobre as ontologias.
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CAPÍTULO 4
TESTE DE MUTAÇÃO EM ONTOLOGIAS OWL
Neste trabalho é utilizado o teste de mutação para testar ontologias OWL, de modo que
operadores de mutação não precisam ser aplicados necessariamente a algum tipo de código
implementado. Diversos tipos de operadores voltados para modelos orientados a objetos
são propostos por Derezinska [23], dentre eles, os operadores que realizam mutações nas
hierarquias entre as classes, também mencionados por Lee, Bai e Chen [46], como mutação
de superclasses e subclasses. Neste trabalho estes operadores foram utilizados como base
para a definição de novos operadores de mutação para serem aplicados a ontologias OWL,
dada a caracteŕıstica de hierarquias deste tipo de modelo de definição. Lee, Bai e Chen
[46], propõem alguns operadores de mutação para o teste de Web Services baseados em
ontologias OWL-S:
• Classes equivalentes: alterar as definições de equivalência de uma classe, adicio-
nando, removendo ou substituindo uma dessas definições.
• Classes disjuntas: alterar as definições de classes disjuntas, podendo adicionar,
remover ou substituir essas definições em uma classe.
• Classes complexas: realizar mutação da definição de classes que se utilizam de
expressões, realizando alteração na junção dessas expressões (união, intersecção e
negação - AND, OR e NOT respectivamente).
• Classes enumeradas: referem-se à classes definidas a partir da enumeração de




Devido à similaridade nos modelos de representação de ontologias com modelos orientados
a objetos, tais como classes em um diagrama de classes UML, os operadores de mutação
propostos para sistemas orientados a objetos [46, 23], podem ser adaptados a estes modelos
de representação do conhecimento.
Deste modo, dada uma ontologia O a ser testada, define-se um conjunto de casos de
teste T, cuja qualidade se deseja avaliar, onde T deve ser definido como consultas escritas
em uma linguagem de ontologia, como DL Query ou SPARQL. Assim, T é executado em
O e caso apresente resultados incorretos, um defeito é encontrado e o teste é finalizado.
Caso defeitos não sejam encontrados no processo anterior, O ainda pode conter defeitos
que não foram revelados pelo conjunto de casos de teste T. Assim, O sofre pequenas
alterações em sua estrutura, dando origem às ontologias mutantes O’.
As alterações realizadas em O são geradas por operadores de mutação pré-definidos.
Cada operador realiza uma mudança sintática simples com base nos erros t́ıpicos cometidos
pelos programadores, ou com o objetivo de forçar determinados objetivos de teste.
Para aplicar o teste de mutação são estabelecidos os seguintes processos:
• geração das ontologias mutantes;
• geração dos dados de teste;
• teste da ontologia original;
• teste das ontologias mutantes;
• análise dos resultados.
As definições dos operadores de mutação propostos, assim como a descrição e um
exemplo de aplicação são descritos na seção 4.2, do mesmo modo, a execução dos passos
para aplicar o teste de mutação em ontologias OWL, é definido nas seções 4.3.1 à 4.3.5.
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4.2 Definição dos operadores de mutação
Conforme mencionado no Caṕıtulo 3, não existe uma maneira direta de definir os opera-
dores de mutação, deste modo, tais operadores foram determinados com base nas regras
da linguagem OWL e nos enganos mais comuns cometidos durante o desenvolvimento de
ontologias, conforme apresentado no Caṕıtulo 2.
Dentro desta perspectiva, propôs-se um conjunto de 25 operadores para classes, res-
trições e propriedades das ontologias OWL, realizando modificações na definição de res-
trições e hierarquias de classes e nas restrições de domı́nio e limite das propriedades.
A definição e objetivo dos operadores de mutação propostos neste trabalho é apresen-
tada a seguir, assim como a descrição e um exemplo de aplicação de cada operador de
mutação.
4.2.1 Operador de mutação ClassUpCascade - CUC
• Objetivo: Alterar a estrutura hierárquica de uma classe sem alterar as suas sub-
classes.
• Definição: Considerando o conjunto de classes OWLClass definido no metamodelo
OWL, dada as classes SP1, SP2 e C, tal que SP1, SP2 e C ∈ OWLClass e existe
relação do tipo subClassOf entre SP2 e SP1 (SP2 é subclasse de SP1) e entre C e
SP2 (C é subclasse de SP2), então a relação subClassOf entre C e SP2 pode ser
alterada para subClassOf entre C e SP1 (C passa a ser subclasse de SP1 e não mais
de SP2); para toda classe SBn, tal que SBn ∈ OWLClass e existe relação subClassOf
entre SBn e C (SBn é subclasse de C ), então a relação subClassOf entre SBn e C
deve ser mantida.
• Descrição: Através do operador ClassUpCascade, uma classe C, subclasse de SP2,
sobe um ńıvel na hierarquia e passa a ficar associada imediatamente a superclasse
de sua superclasse original (SP1); suas subclasses SBn acompanham esta mudança,
ou seja, permanecem associadas à classe C.
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Figura 4.1: Modelo de mutação com o operador ClassUpCascade
• Exemplo: Profissional é subclasse de Pessoa que é subclasse de Thing, Profissional
tem ainda duas subclasses: Enfermeiro e Medico. Profissional sobe na hierarquia e
passa a ser subclasse de Thing, e suas subclasses Medico e Enfermeiro continuam
sendo subclasses de Profissional.
Figura 4.2: Exemplo de mutação com o operador ClassUpCascade
Os defeitos que possivelmente revelam-se com este operador são vistos na Tabela 4.1.
Tabela 4.1: Posśıveis defeitos revelados pelo operador ClassUpCascade
Defeito Motivo
Defeito circulatório
Ao realizar a mutação na hierarquia das classes, a classe
modificada pode tornar-se subclasse ou superclasse dela
mesma, conforme definição de outros axiomas.
Defeito de partição
Ao realizar a mutação na hierarquia das classes, é
posśıvel que a classe modificada torne-se subclasse de
outras duas classes, podendo invalidar a ontologia.
Definição de
elementos recursivos
Caso uma classe torne-se superclasse ou subclasse
dela mesma, este defeito pode ser revelado devido a
ocorrência da recursão apresentada no componente.
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4.2.2 Operador de mutação ClassUp - CUP
• Objetivo: Alterar a estrutura hierárquica de uma classe alterando também as suas
subclasses.
• Definição: Considerando o conjunto de classes OWLClass definido no metamodelo
OWL, dada as classes SP1, SP2 e C, tal que SP1, SP2 e C ∈ OWLClass e existe
relação do tipo subClassOf entre SP2 e SP1 (SP2 é subclasse de SP1), e entre C e
SP2 (C é subclasse de SP2), então a relação subClassOf entre C e SP2 pode ser
alterada para entre C e SP1 (C passa a ser subclasse de SP1); para toda classe
SBn, tal que SBn ∈ OWLClass e existe relação subClassOf entre SBn e C (SBn é
subclasse de C ), então a relação subClassOf entre SBn e C deve ser alterada para
uma relação subClassOf entre SBn e SP2 (SBn deixa de ser subclasse de C e passa
a ser subclasse de SP2).
• Descrição: O operador ClassUp é uma extensão do operador ClassUpCascade, pois
além de alterar o ńıvel hierárquico de uma classe C também altera a hierarquia das
subclasses associadas a C, fazendo com que deixem de ser subclasses de C e passem
a ser subclasses da classe que era originalmente a superclasse de C (SP2).
Figura 4.3: Modelo de mutação com o operador ClassUp
• Exemplo: Profissional é uma subclasse de Pessoa que é subclasse de Thing, Pro-
fissional tem ainda duas subclasses: Enfermeiro e Medico. Profissional sobe na
hierarquia e passa a ser subclasse de Thing, mas suas subclasses Medico e Enfer-
meiro continuam sendo subclasses de Pessoa.
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Figura 4.4: Exemplo de mutação com o operador ClassUp
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.1 da Seção 4.2.1, devido as mutações serem similares às realizadas pelo
operador de mutação ClassUpCascade.
4.2.3 Operador de mutação ClassDisjointDef - CDD
• Objetivo: Adicionar uma definição de disjunção entre um grupo de classes.
• Definição: Considerando o conjunto de classes OWLClass definido no metamodelo
OWL, dada uma classe C, tal que C ∈ OWLClass, para toda classe SBn, tal que
SBn ∈ OWLClass e existe relação do tipo subClassOf entre cada uma das classes
SBn e C (SBn é subclasse de C ), e não existe relação disjointWith entre as classes
SBn, então é criada uma relação disjointWith entre todas as classes SBn.
• Descrição: O operador ClassDisjointDef cria uma definição de disjunção entre
classes, para todas as subclasses SBn de uma classe C.
• Exemplo: As classes Enfermeiro e Medico são subclasses da classe Profissional
e não estão definidas como classes disjuntas; essas classes passam a ser disjuntas
invalidando qualquer pessoa instanciada para as classes Medico e Enfermeiro simul-
taneamente.
Os defeitos de modelagem de ontologias que possivelmente podem ser revelados com
este operador de mutação são apresentados na Tabela 4.2.
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Ao definir uma restrição de disjunção entre classes da
ontologia, pode-se inferir que houve a omissão deste con-
ceito na definição das classes da ontologia original.
Falta de disjunção
Conforme definido para o defeito acima, ao definir uma
restrição de disjunção entre classes da ontologia, infere-
se que houve a omissão deste conceito na definição das
classes da ontologia original.
Informações básicas
incompletas
Ao definir uma restrição de disjunção entre classes da
ontologia, infere-se que esta definição é uma carac-
teŕıstica básica da classe sendo mutada.
4.2.4 Operador de mutação ClassDisjointDefOne - CDDO
• Objetivo: Adicionar uma definição de disjunção entre duas classes.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, para toda classe SBn, tal
que SBn ∈ OWLClass, existe relação do tipo subClassOf entre cada uma das classes
SBn e C (SBn é subclasse de C ), e não existe relação disjointWith entre as classes
SBn, então é criada uma relação disjointWith entre duas classes SBn.
• Descrição: O operador ClassDisjointDefOne cria uma definição de disjunção entre
classes, para duas subclasses SBn de uma classe C.
• Exemplo: Enfermeiro, Medico e Recepcionista são subclasses de Profissional e
não estão definidas como classes disjuntas; Enfermeiro e Medico passam a ser dis-
juntas invalidando qualquer pessoa instanciada como Medico e Enfermeiro simul-
taneamente, mas validando a instanciação de qualquer pessoa como Enfermeiro e
Recepcionista, ou Medico e Recepcionista simultaneamente.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.2 da Seção 4.2.3, devido as mutações serem similares as realizadas pelo
operador de mutação ClassDisjointDef.
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4.2.5 Operador de mutação ClassDisjointUndefOne - CDUO
• Objetivo: Remover uma definição de disjunção entre duas classes.
• Definição: Considerando o conjunto de classes OWLClass definido no metamodelo
OWL, para toda classe SBn, tal que SBn ∈ OWLClass, existe relação disjointWith
entre as classes SBn, e o conjunto de classes SBn é composto por 3 classes ao menos,
então a relação disjointWith entre as classes SBn é alterada, removendo-se uma das
classes dessa relação.
• Descrição: O operador ClassDisjointUndefOne altera uma definição de disjunção
entre um conjunto de 3 ou mais classes, removendo uma das classes da definição de
disjunção.
• Exemplo: As classes que representam os diferentes tipos de atendimento (Con-
sulta, Exame e Vacina) estão definidas como disjuntas entre si. Uma das classes
é eliminada da disjunção, Vacina por exemplo, permanecendo apenas Consulta e
Exame como disjuntos. Além de permitir que um atendimento do tipo Consulta ou
Exame também possam ser classificados como do tipo Vacina, a ontologia não reco-
nhece mais os atendimentos do tipo Vacina como (not Consulta) ou (not Exame),
tampouco Consulta ou Exame como (not Vacina).
Este operador de mutação, possivelmente pode revelar o defeito de modelagem de on-
tologias “Assumir caracteŕısticas impĺıcitas nos nomes dos componentes”, pois ao remover
a definição de disjunção de uma classe, desde que esta classe não possua qualquer tipo de
restrição de equivalência, seu nome passa a ser o seu único identificador.
4.2.6 Operador de mutação ClassDisjointUndefAll - CDUA
• Objetivo: Remover uma definição de disjunção entre um grupo de classes.
• Definição: Considerando o conjunto de classes OWLClass definido no metamodelo
OWL, para toda classe SBn, tal que SBn ∈ OWLClass, e existe relação disjointWith
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entre as classes SBn, então a relação disjointWith entre as classes SBn é removida
da definição da ontologia.
• Descrição: O operador ClassDisjointUndefAll elimina completamente do modelo
uma definição de disjunção entre classes.
• Exemplo: Homem e Mulher são classes definidas como disjuntas entre si; ao remo-
ver a disjunção não somente um indiv́ıduo da classe Homem passa a poder também
ser instância da classe Mulher, como a ontologia não reconhece mais as expressões
(not Homem) e (not Mulher).
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresenta-
dos pelo operador de mutação ClassDisjointUndefOne da Seção 4.2.5, devido as mutações
realizadas serem similares à ambos.
4.2.7 Operador de mutação ClassEquivalentUndef - CEU
• Objetivo: Remover uma definição de equivalência entre classes.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, e existe relação do tipo
equivalentClass entre C e outras classes do modelo, então essa relação equivalent-
Class pode ser removida da definição da ontologia.
• Descrição: O operador ClassEquivalentUndef remove do modelo uma definição de
equivalência que define uma classe C.
• Exemplo: A classe Gestante tem uma definição de equivalência “Pessoa and (is-
Gestante value true)”. Ao remover essa definição as Pessoas que possuem a propri-
edade isGestante com valor TRUE não serão mais classificadas como Gestante.
Os defeitos de modelagem de ontologias que possivelmente podem ser revelados com
este operador de mutação são apresentados na Tabela 4.3.
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Tabela 4.3: Posśıveis defeitos revelados pelo operador ClassEquivalentUndef
Defeito Motivo
Assumir caracteŕısticas
impĺıcitas nos nomes dos
componentes
Ao remover a definição de equivalência de uma classe,
pode-se identificar este defeito, de modo que apenas o
seu nome permanece como seu identificador.
Uso incorreto de classes
primitivas e definidas
Como as ontologias são Open World Assumption, ao re-
mover a definição de equivalência de uma classe, este de-
feito pode ser revelado, caso esta classe continue sendo
instanciada similarmente ao modelo antes da mutação.
Redundância gramatical
Ao remover uma restrição de equivalência de uma classe,
este defeito pode ser encontrado caso a mutação torne
a classe mutada similar a outra classe definida na on-




Com a remoção de uma restrição de equivalência, pode
ocorrer que a classe mutada não consegue instanciar ob-
jetos que são obrigatórios a ela, ou pelo contrário, passa
a instanciar objetos que não deveriam fazer parte dela.
Criar uma classe para
representar diferentes
conceitos
Ao remover uma definição de equivalência, é posśıvel
que diferentes objetos sejam instanciados para a mesma
classe, passando a representar diferentes conceitos.
4.2.8 Operador de mutação ClassEquivalentDef - CED
• Objetivo: Adicionar uma definição de equivalência entre classes.
• Definição: Dada duas classes C e D, tal que C ∈ OWLClass e D ∈ OWLClass, e
as duas classes estão no mesmo ńıvel da hierarquia da ontologia, e não existe relação
equivalentClass entre C e D, então uma relação equivalentClass pode ser definida
entre as classes C e D.
• Descrição: O operador ClassEquivalentDef adiciona no modelo uma definição de
equivalência entre uma classe C e uma classe D, desde que C e D já não possuam.
Essa alteração, além de alterar os indiv́ıduos que serão classificados como perten-
centes as classes C e D, também pode alterar a estrutura hierárquica de classes do
modelo, já que as definições de equivalência implicam em definições automáticas de
relação do tipo complementOf.
• Exemplo: As classes Gestante e Lactante estão no mesmo ńıvel hierarquico da
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ontologia. Ao definir que as duas classes são equivalentes todas as pessoas classi-
ficadas como pertencentes a classe Gestante, passarão também a ser classificadas
como pertencentes a classe Lactante, o processo inverso também ocorrerá.
Os defeitos de modelagem de ontologias que possivelmente podem ser revelados com
este operador de mutação são apresentados na Tabela 4.4.
Tabela 4.4: Posśıveis defeitos revelados pelo operador ClassEquivalentDef
Defeito Motivo
Falta de equivalência entre
propriedades
Ao adicionar a definição de equivalência entre duas
classes, afeta diretamente a instanciação dos objetos,
revelando-se o defeito caso o resultado obtido entre as
ontologias original e mutante sejam iguais.
Informações básicas
incompletas
Ao adicionar a definição de equivalência entre duas clas-
ses, infere-se que a ontologia esta incompleta, revelando-
se o defeito caso o resultado obtido entre as ontologias
original e mutante sejam iguais.
4.2.9 Operador de mutação ClassEquivalentCopyOne - CECO
• Objetivo: Duplicar a definição de equivalência entre classes.
• Definição: Dada duas classes C e D, tal que C ∈ OWLClass e D ∈ OWLClass,
e as duas classes encontram-se no mesmo ńıvel da hierarquia da ontologia, e existe
relação do tipo equivalentClass entre C e outras classes do modelo, então essa relação
equivalentClass é duplicada para a classe D.
• Descrição: O operador ClassEquivalentCopyOne duplica no modelo uma definição
de equivalência que define uma classe C. Essa alteração, além de alterar os indiv́ıduos
que serão classificados como pertencentes a classe D, também pode alterar a estru-
tura hierárquica de classes do modelo, já que as definições de equivalência implicam
em definições automáticas de relação do tipo complementOf.
• Exemplo: A classe Gestante tem uma definição de equivalência “Pessoa and (is-
Gestante value true)”. Ao duplicar essa definição para a classe Lactante, as Pessoas
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que possuem a propriedade isGestante com valor TRUE, serão classificadas como
pertencentes também a classe Lactante.
Os defeitos que possivelmente revelam-se com este operador são vistos na Tabela 4.5.
Tabela 4.5: Posśıveis defeitos revelados pelo operador ClassEquivalentCopyOne
Defeito Motivo
Redundância gramatical
Ao duplicar uma definição de equivalência de uma classe,
pode-se identificar este defeito caso a classe que receba
a nova definição não possua nenhuma outra restrição




Ao duplicar uma definição de equivalência de uma classe,
pode-se identificar este defeito desde que a classe que
receba a nova definição esteja sendo usada na definição
da equivalência duplicada.
4.2.10 Operador de mutação ClassEquivalentUndefAnd - CEUA
• Objetivo: Remover o operador “AND” em uma definição de equivalência.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, e existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita de forma
lógica na forma (A and B), sendo A e B classes do conjunto OWLClass ou outras
expressões lógicas, então essa relação equivalentClass pode ser alterada removendo-
se um dos termos ligados pelo operador “and”. A relação equivalentClass passa
então a ser descrita na forma lógica apenas pelas expressões (A) ou (B).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica na forma (A and B), o operador ClassEquivalentUndefAnd altera essa ex-
pressão lógica que define a equivalência da classe, mantendo a expressão somente
como (A) ou (B) apenas.
• Exemplo: A classe Gestante tem uma definição de equivalência “Pessoa and (is-
Gestante value true)”. Essa definição poderia ser alterada para duas posśıveis si-
tuações:
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– “Pessoa”: qualquer pessoa passaria a ser classificada como pertencente a classe
Gestante, inclusive os indiv́ıduos pertencentes a classe Homem, o que poderia
incorrer em inconsistência em relação à disjunção das classes Homem e Mulher.
– “(isGestante value true)”: todos os indiv́ıduos instanciados com a propriedade
isGestante com valor TRUE seriam classificados como pertencentes a classe
Gestante, independente de serem da classe Pessoa ou não.
Os defeitos de modelagem de ontologias que possivelmente revelam-se com este ope-
rador de mutação são apresentados na Tabela 4.6.
Tabela 4.6: Posśıveis defeitos revelados pelo operador ClassEquivalentUndefAnd
Defeito Motivo
Uso incorreto de classes
primitivas e definidas
Como as ontologias são Open World Assumption, ao re-
mover o operador AND da definição de uma restrição
de equivalência, este defeito pode ser revelado caso esta
classe continue sendo instanciada similarmente ao mo-
delo antes da mutação.
Utilização incorreta dos
operadores AND e OR
Ao remover o operador AND da definição de equi-
valência de uma classe, este defeito pode ser revelado
caso esta classe continue apresentando resultados simi-
lares ao modelo antes da mutação.
Redundância gramatical
Ao remover o operador AND de uma restrição de equi-
valência, este defeito pode ser revelado caso a nova de-
finição torne-se similar a outra já definida na ontologia.
Criação de elementos
polissêmicos
Com a remoção do operador AND de uma restrição de
equivalência, pode ocorrer que a classe mutada não con-
segue instanciar objetos que são obrigatórios a ela, ou
pelo contrário, passa a instanciar objetos que não deve-
riam fazer parte dela, revelando deste modo este defeito.
Criação de classes
sinônimas
Ao remover o operador AND de uma restrição de equi-
valência, este defeito pode ser revelado caso a classe
torne-se similar a outra já definida na ontologia, de
modo que ambas sejam equivalentes.
Criar uma classe para
representar diferentes
conceitos
Ao remover o operador AND de uma definição de equi-
valência é posśıvel revelar este defeito, pois diferentes ti-
pos de objetos podem ser instanciados para essa classe,
passando assim a representar diferentes conceitos.
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4.2.11 Operador de mutação ClassEquivalentUndefOr - CEUO
• Objetivo: Remover o operador “OR” em uma definição de equivalência.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, e existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita de forma
lógica na forma (A or B), sendo A e B classes do conjunto OWLClass ou outras
expressões lógicas, então essa relação equivalentClass pode ser alterada removendo-
se um dos termos ligados pelo operador “or”. A relação equivalentClass passa então
a ser descrita na forma lógica apenas pelas expressões (A) ou (B).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica na forma (A or B), o operador ClassEquivalentUndefOr altera essa expressão
lógica que define a equivalência da classe, mantendo a expressão somente como (A)
ou (B) apenas.
• Exemplo: A classe Adulto possui definição de equivalência “Adulto and ( (hasCa-
racteristica value Menina) or (hasCaracteristica value Menino))”. Essa definição
seria alterada para “Adulto and (hasCaracteristica value Menina)” ou “Adulto and
(hasCaracteristica value Menino)” o que iria influenciar diretamente a classificação
de indiv́ıduos nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apre-
sentados na Tabela 4.6 da Seção 4.2.10, devido as mutações serem similares as realizadas
pelo operador de mutação ClassEquivalentUndefAnd.
4.2.12 Operador de mutação PropertyDomainDown - PDD
• Objetivo: Alterar a definição de domı́nio nas propriedades para uma classe um
ńıvel abaixo na hierarquia.
• Definição: Considerando o conjunto de propriedades Property do metamodelo
OWL (que inclui tanto OWLObjectProperty quanto OWLDatatypeProperty), dada
uma propriedade P e uma classe C, tal que P ∈ Property e C ∈ OWLClass, existe
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relação do tipo hasValueDomain entre P e C, e existe relação do tipo subClassOf
entre C e pelo menos outra classe C2 do conjunto OWLClass (C possui subclasses),
então a relação hasValueDomain entre P e C pode ser alterada para hasValueDo-
main entre P e C2 (o domı́nio da propriedade P passa a ser restrito a C2).
• Descrição: Este operador troca uma definição de domı́nio de uma propriedade por
uma subclasse da classe originalmente definida como sendo este domı́nio, com o
objetivo de testar se essa definição não foi feita de forma excessivamente genérica
para a propriedade em questão.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu domı́nio definido com
a classe Atendimento. O domı́nio poderia ser alterado para qualquer uma de suas
subclasses, como Consulta, Exame ou Vacina, o que faria com que apenas um destes
subtipos pudesse ter a propriedade definida em seu escopo.
Os defeitos de modelagem de ontologias possivelmente revelados por este operador de
mutação são: “Domı́nio e intervalo de propriedades”, devido a alteração do domı́nio de
uma classe poder causar mudanças estruturais e de instanciação de objetos e, “Intervalo
de dados ou domı́nio limitado”, pois ao alterar o domı́nio de uma classe é posśıvel a
obtenção de novos resultados na ontologia.
4.2.13 Operador de mutação PropertyDomainUp - PDUP
• Objetivo: Alterar a definição de domı́nio nas propriedades para uma classe um
ńıvel acima na hierarquia.
• Definição: Considerando o conjunto de propriedades Property do metamodelo
OWL (que inclui tanto OWLObjectProperty quanto OWLDatatypeProperty), dada
uma propriedade P e uma classe C, tal que P ∈ Property e C ∈ OWLClass, e existe
relação do tipo hasValueDomain entre P e C, e existe relação do tipo subClassOf
entre C e outra classe C2 do conjunto OWLClass (C possui superclasse), então a
relação hasValueDomain entre P e C pode ser alterada para hasValueDomain entre
P e C2 (o domı́nio da propriedade P passa a ser restrito a C2).
50
• Descrição: Este operador troca uma definição de domı́nio de uma propriedade por
uma superclasse da classe originalmente definida como sendo este domı́nio, com o
objetivo de testar se essa definição não foi feita de forma excessivamente limitada
para a propriedade em questão.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu domı́nio definido com a
classe Consulta. O domı́nio poderia ser alterado para a sua superclasse Atendimento,
o que faria com que as outras subclasses, como Exame ou Vacina, passassem a fazer
parte desta propriedade.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Seção 4.2.12, devido as mutações serem similares as realizadas pelo operador de
mutação PropertyDomainDown.
4.2.14 Operador de mutação PropertyRangeDown - PRD
• Objetivo: Alterar a definição de limite nas propriedades para uma classe um ńıvel
abaixo na hierarquia.
• Definição: Dada uma propriedade P e uma classe C, tal que P ∈ OWLObject-
Property e C ∈ OWLClass, e existe relação do tipo allValuesFrom entre P e C, e
existe relação do tipo subClassOf entre C e outra classe C2 do conjunto OWLClass
(C possui subclasses), então a relação allValuesFrom entre P e C pode ser alterada
para allValuesFrom entre P e C2 (o limite de valores posśıveis da propriedade P
passa a ser restrito a C2).
• Descrição: Este operador troca uma definição de limite de uma propriedade por
uma subclasse da classe originalmente definida como sendo este limite, com o obje-
tivo de testar se essa definição não foi feita de forma excessivamente genérica para
a propriedade em questão.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu limite definido com a
classe Pessoa. O limite poderia ser alterado para qualquer uma de suas subclasses,
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como Homem, Mulher, Gestante, Adulto, Profissional, restringindo os indiv́ıduos que
poderiam ser utilizados na associação desta propriedade com a classe de domı́nio.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Seção 4.2.12, devido as mutações serem similares as realizadas pelo operador de
mutação PropertyDomainDown.
4.2.15 Operador de mutação PropertyRangeUp - PRUP
• Objetivo: Alterar a definição de limite nas propriedades para uma classe um ńıvel
acima na hierarquia.
• Definição: Dada uma propriedade P e uma classe C, tal que P ∈ OWLObjectPro-
perty e C ∈ OWLClass, e existe relação do tipo allValuesFrom entre P e C, e existe
relação do tipo subClassOf entre C e outra classe C2 do conjunto OWLClass (C
possui superclasse), então a relação allValuesFrom entre P e C pode ser alterada
para allValuesFrom entre P e C2 (o limite de valores posśıveis da propriedade P
passa a ser restrito a C2).
• Descrição: Este operador troca uma definição de limite de uma propriedade pela
superclasse da classe originalmente definida como sendo este limite, com o objetivo
de testar se essa definição não foi feita de forma excessivamente limitada para a
propriedade em questão.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu limite definido com a
classe Homem. O limite poderia ser alterado para a sua superclasse Pessoa, deste
modo todos os indiv́ıduos das outras subclasses, como Mulher, Gestante, Adulto,
Profissional, poderiam ser utilizados na associação desta propriedade com a classe
de domı́nio.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Seção 4.2.12, devido as mutações serem similares as realizadas pelo operador de
mutação PropertyDomainDown.
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4.2.16 Operador de mutação PropertyDomainUndef - PDU
• Objetivo: Remover a definição de domı́nio nas propriedades.
• Definição: Considerando o conjunto de propriedades Property do metamodelo
OWL (que inclui tanto OWLObjectProperty quanto OWLDatatypeProperty), dada
uma propriedade P e uma classe C, tal que P ∈ Property e C ∈ OWLClass, e existe
relação do tipo hasValueDomain entre P e C, então a relação hasValueDomain entre
P e C é removida, P passa a não ter nenhum tipo de relação hasValueDomain.
• Descrição: Este operador remove a definição de domı́nio de uma propriedade, com
o objetivo de testar se essa definição não foi feita de forma genérica.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu domı́nio definido com a
classe Atendimento. O domı́nio é removido, possibilitando que as outras classes do
modelo possam fazer parte desta propriedade.
Os defeitos de modelagem de ontologias que possivelmente podem ser revelados com
este operador de mutação são apresentados na Tabela 4.7.
Tabela 4.7: Posśıveis defeitos revelados pelo operador PropertyDomainUndef
Defeito Motivo
Assumir caracteŕısticas
impĺıcitas nos nomes dos
componentes
Ao remover a definição de domı́nio de uma propriedade,
este defeito pode ser revelado devido este componente
passar a não ter mais relação direta com nenhum outro
componente da ontologia.
Falta de domı́nio ou
intervalo em propriedades
Conforme descrito no defeito acima, ao remover a de-
finição de domı́nio de uma propriedade, este defeito
também pode ser revelado devido esta propriedade pas-




Como definido para os defeitos apresentados acima, ao
remover a definição de domı́nio de uma propriedade, esta
propriedade passa a não ter mais relação direta com ne-
nhum outro componente da ontologia.
Intervalo de dados ou
domı́nio limitado
Removendo-se o domı́nio de uma propriedade, este de-
feito pode ser revelado caso o domı́nio tenha sido espe-
cificado de forma extremamente genérica.
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4.2.17 Operador de mutação PropertyRangeUndef - PRU
• Objetivo: Remover a definição de limite nas propriedades.
• Definição: Dada uma propriedade P e uma classe C, tal que P ∈ OWLObjectPro-
perty e C ∈ OWLClass, e existe relação do tipo allValuesFrom entre P e C, então
a relação allValuesFrom entre P e C é removida (o limite de valores posśıveis da
propriedade P passa a ser qualquer classe definida).
• Descrição: Este operador remove uma definição de limite de uma propriedade, com
o objetivo de testar se essa definição não foi feita de forma excessivamente genérica
para a propriedade em questão.
• Exemplo: A propriedade hasPessoaEnvolvida possui seu limite definido com a
classe Pessoa. O limite é removido, deixando de restringir os indiv́ıduos que pode-
riam ser utilizados na associação desta propriedade com a classe de domı́nio.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apre-
sentados na Tabela 4.7 da Seção 4.2.16, devido as mutações serem similares as realizadas
pelo operador de mutação PropertyDomainUndef.
4.2.18 Operador de mutação PropertyInverseDef - PID
• Objetivo: Definir uma propriedade como inversa de outra.
• Definição: Dada duas propriedades P e F, tal que P ∈ OWLObjectProperty e F ∈
OWLObjectProperty, e as duas propriedades estão no mesmo ńıvel da hierarquia da
ontologia, então P passa a ser definida como inverseOf de F.
• Descrição: Este operador adiciona a definição de que uma propriedade é inversa
de outra, com o objetivo de testar a similaridade entre as propriedades.
• Exemplo: A propriedade maeDe é definida como inversa da propriedade filhoDe,
o que faz com que para o indiv́ıduo A que está associado pela propriedade filhoDe
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ao indiv́ıduo B, automaticamente B passa a estar associado ao indiv́ıduo A pela
propriedade inversa maeDe.
Os defeitos que possivelmente revelam-se com este operador sao vistos na Tabela 4.8.




Ao definir uma propriedade como inversa de outra, este
defeito pode ser revelado caso as duas propriedades apre-
sentem conceitos diferentes uma da outra.
Falta de propriedades
inversas
Ao contrário do defeito descrito acima, ao definir uma
propriedade como inversa de outra, este defeito pode ser




Conforme descrito no defeito acima, ao definir uma pro-
priedade como inversa de outra, este defeito também
pode ser revelado caso as duas propriedades apresentem
conceitos similares.
4.2.19 Operador de mutação PropertyInverseUndef - PIUD
• Objetivo: Remover a definição de inversão de uma propriedade.
• Definição: Dada duas propriedades P e F, tal que P e F ∈ OWLObjectProperty,
existe relação do tipo inverseOf entre P e F, e as duas propriedades estão no mesmo
ńıvel da hierarquia da ontologia, então a relação inverseOf é removida entre P e F.
• Descrição: Este operador remove a definição de que uma propriedade é inversa de
outra, com o objetivo de testar a similaridade entre as propriedades.
• Exemplo: A propriedade maeDe é definida como inversa da propriedade filhoDe,
ao remover a definição de que as propriedades são inversas, se o indiv́ıduo A está
associado pela propriedade filhoDe ao indiv́ıduo B, automaticamente B deixa de
estar associado à A pela propriedade maeDe.
Os posśıveis defeitos revelados por este operador são os mesmos apresentados na Tabela
4.8 da Seção 4.2.18, devido as mutações serem similares entre os operadores.
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4.2.20 Operador de mutação AxiomChangeOrToAnd - ACOTA
• Objetivo: Substituir o operador “OR” pelo operador “AND” em um axioma.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A or B), sendo A e B classes do conjunto OWLClass ou outras expressões
lógicas, então essa relação equivalentClass é alterada para (A and B). A relação
equivalentClass passa a ser descrita na forma lógica apenas pelo operador (and).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica (A or B), o operador AxiomChangeOrToAnd altera essa expressão lógica que
define a equivalência da classe, substituindo o operador or pelo operador and.
• Exemplo: A classe Adulto possui definição de equivalência “Adulto and ( (hasCa-
racteristica value Menina) or (hasCaracteristica value Menino))”. Essa definição
seria alterada para “Adulto and ( (hasCaracteristica value Menina) and (hasCa-
racteristica value Menino))” o que iria influenciar diretamente a classificação de
indiv́ıduos nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.6 da Seção 4.2.10, devido as mutações serem similares as realizadas pelo
operador de mutação ClassEquivalentUndefAnd, diferenciando apenas que ao invés de re-
mover o operador AND de um axioma, este operador de mutação substitui o operador
OR pelo operador AND em uma definição.
4.2.21 Operador de mutação AxiomChangeAndToOr - ACATO
• Objetivo: Substituir o operador “AND” pelo operador “OR” em um axioma.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A and B), sendo A e B classes do conjunto OWLClass ou outras expressões
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lógicas, então essa relação equivalentClass é alterada para (A or B). A relação
equivalentClass passa a ser descrita na forma lógica apenas pelo operador (or).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica (A and B), o operador AxiomChangeAndToOr altera essa expressão lógica
que define a equivalência da classe, substituindo o operador and pelo operador or.
• Exemplo: A classe Jovem possui a definição de equivalência “Jovem and ( (has-
Caracteristica value Menina) or (hasCaracteristica value Menino))”. Essa definição
seria alterada para “Jovem or ( (hasCaracteristica value Menina) or (hasCaracteris-
tica value Menino))” o que iria influenciar diretamente a classificação de indiv́ıduos
nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.6 da Seção 4.2.10, devido as mutações serem similares as realizadas pelo
operador de mutação ClassEquivalentUndefAnd, diferenciando apenas que ao invés de re-
mover o operador AND de um axioma, este operador de mutação substitui o operador
AND pelo operador OR em uma definição.
4.2.22 Operador de mutação AxiomChangeSomeToAll - ACSTA
• Objetivo: Substituir o operador someValuesFrom pelo operador allValuesFrom em
um axioma.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A someValuesFrom B), sendo A e B classes do conjunto OWLClass ou
outras expressões lógicas, então essa relação equivalentClass é alterada para (A
allValuesFrom B). A relação equivalentClass passa a ser descrita na forma lógica
apenas pelo operador (allValuesFrom).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica na forma (A someValuesFrom B), o operador AxiomChangeSomeToAll altera
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essa expressão lógica que define a equivalência da classe, substituindo o operador
someValuesFrom pelo operador allValuesFrom.
• Exemplo: A classe Atendimento possui definição de equivalência “Atendimento and
(hasPessoaEnvolvida someValuesFrom Profissional)”. Essa definição seria alterada
para “Atendimento and (hasPessoaEnvolvida allValuesFrom Profissional)” o que
iria influenciar diretamente a classificação de indiv́ıduos nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.6 da Seção 4.2.10, exceto para o defeito de “Utilização incorreta dos
operadores AND e OR”. As mutações aplicadas são similares as realizadas pelo operador
de mutação ClassEquivalentUndefAnd, diferenciando apenas que ao invés de remover o
operador AND de um axioma, este operador de mutação substitui o qualificador someVa-
luesFrom pelo qualificador allValuesFrom em uma definição. Outro defeito que pode ser
revelado é o “Uso equivocado de qualificadores de restrição”, caso os resultados obtidos
após a mutação sejam iguais aos do modelo original, devido o desenvolvedor ter utilizado
o qualificador erroneamente.
4.2.23 Operador de mutação AxiomChangeAllToSome - ACATS
• Objetivo: Substituir o operador allValuesFrom pelo operador someValuesFrom em
um axioma.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A allValuesFrom B), sendo A e B classes do conjunto OWLClass ou outras
expressões lógicas, então essa relação equivalentClass é alterada para (A someValu-
esFrom B). A relação equivalentClass passa a ser descrita na forma lógica apenas
pelo operador (someValuesFrom).
• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica na forma (A allValuesFrom B), o operador AxiomChangeAllToSome altera
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essa expressão lógica que define a equivalência da classe, substituindo o operador
allValuesFrom pelo operador someValuesFrom.
• Exemplo: A classe Atendimento possui definição de equivalência “Atendimento and
((hasPessoaEnvolvida allValuesFrom Profissional) and (hasPessoaEnvolvida allVa-
luesFrom Paciente))”. Essa definição seria alterada para “Atendimento and ((has-
PessoaEnvolvida someValuesFrom Profissional) and (hasPessoaEnvolvida someVa-
luesFrom Paciente))” o que iria influenciar diretamente a classificação de indiv́ıduos
nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Tabela 4.6 da Seção 4.2.10, exceto para o defeito de “Utilização incorreta dos
operadores AND e OR”. As mutações aplicadas são similares as realizadas pelo operador
de mutação ClassEquivalentUndefAnd, diferenciando apenas que ao invés de remover o
operador AND de um axioma, este operador de mutação substitui o qualificador allValu-
esFrom pelo qualificador someValuesFrom em uma definição. Outro defeito que pode ser
revelado é o “Uso equivocado de qualificadores de restrição”, caso os resultados obtidos
após a mutação sejam iguais aos do modelo original, devido o desenvolvedor ter utilizado
o qualificador erroneamente.
4.2.24 Operador de mutação AxiomEquivalentDefNot - AEDN
• Objetivo: Adicionar uma definição de negação na equivalência entre classes.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A and B), (A or B), (A someValuesFrom B) ou (A allValuesFrom B),
sendo A e B classes do conjunto OWLClass ou outras expressões lógicas, então
essa relação equivalentClass é alterada para (A and (not B)), (A or (not B)), (A
someValuesFrom (not B)) ou (A allValuesFrom (not B)). A relação equivalentClass
passa a ser descrita na forma lógica com o operador (not).
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• Descrição: Quando uma classe é definida como equivalente por uma expressão
lógica como (A allValuesFrom B), o operador AxiomEquivalentDefNot altera essa
expressão lógica que define a equivalência da classe, adicionando o operador not.
• Exemplo: A classe Atendimento possui definição de equivalência “Atendimento and
((hasPessoaEnvolvida allValuesFrom Profissional))”. Essa definição seria alterada
para “Atendimento and ((hasPessoaEnvolvida allValuesFrom (not Profissional)))”
o que iria influenciar diretamente a classificação de indiv́ıduos nesta classe.
O posśıvel defeito revelado por este operador de mutação, é o “Uso incorreto da de-
finição some not”, pois ao aplicar a negação em uma definição de equivalência, este defeito
pode ser revelado caso a negação definida seja de maneira extremamente genérica na de-
finição da equivalência.
4.2.25 Operador de mutação AxiomEquivalentUndefNot - AEUN
• Objetivo: Remover uma definição de negação na equivalência entre classes.
• Definição: Dada uma classe C, tal que C ∈ OWLClass, existe relação do tipo
equivalentClass entre C e outras classes do modelo, relação esta descrita na forma
lógica (A and (not B)), (A or (not B)), (A someValuesFrom (not B)) ou (A allValu-
esFrom (not B)), sendo A e B classes do conjunto OWLClass ou outras expressões
lógicas, então essa relação equivalentClass é alterada para (A and B), (A or B), (A
someValuesFrom B) ou (A allValuesFrom B). A relação equivalentClass passa a ser
descrita na forma lógica sem o operador (not).
• Descrição: Para uma classe definida como equivalente por uma expressão lógica
como (A allValuesFrom (not B)), o operador AxiomEquivalentUndefNot altera essa
expressão lógica que define a equivalência da classe, removendo o operador not.
• Exemplo: A classe Atendimento possui definição de equivalência “Atendimento and
((hasPessoaEnvolvida allValuesFrom (not Profissional)))”. Essa definição seria al-
60
terada para “Atendimento and ((hasPessoaEnvolvida allValuesFrom Profissional))”
o que iria influenciar diretamente a classificação de indiv́ıduos nesta classe.
Os posśıveis defeitos revelados por este operador de mutação, são os mesmos apresen-
tados na Seção 4.2.24, devido as mutações serem similares as realizadas pelo operador de
mutação AxiomEquivalentDefNot.
4.3 Processos do teste de mutação
Para a aplicação do teste de mutação em ontologias OWL, tornam-se necessários as
execuções dos seguintes processos: geração das ontologias mutantes com base nos ope-
radores de mutação; geração dos dados de teste; execução da ontologia original com os
dados de teste definidos; execução das ontologias mutantes com os mesmos dados de
teste utilizados na ontologia original e análise dos resultados obtidos. Estes processos são
detalhados nas seções 4.3.1 à 4.3.5.
4.3.1 Geração das ontologias mutantes
De acordo com Delamaro, Maldonado e Jino [20], é posśıvel gerar mutantes com a
aplicação de mais de um operador de mutação de uma só vez. Assim, ontologias mu-
tantes geradas a partir de k alterações simultâneas na ontologia O, são chamadas de
ontologias mutantes de ordem k.
Mutantes de ordens superiores possuem um custo de geração e execução extremamente
alto, além de não contribúırem de forma significativa para a construção de casos de teste
melhores [11]. Deste modo, nesta dissertação de mestrado, é utilizado apenas a geração
de mutantes de primeira ordem.
O primeiro passo para aplicar o teste de mutação em uma ontologia OWL O, é gerar
um conjunto de ontologias mutantes O’. Para isso, operadores de mutação devem ser
selecionados, para que os desvios sintáticos mais comuns sejam modelados com base nos
erros t́ıpicos cometidos pelos desenvolvedores.
A partir do grupo de operadores de mutação definido na seção 4.2, cada operador
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é utilizado para realizar as alterações na ontologia O com base nas suas especificações,
podendo o mesmo operador gerar um número arbitrário de ontologias O’, com o mesmo
tipo de defeito aplicado em pontos diferentes da ontologia O.
4.3.2 Geração dos dados de teste
Bons dados de teste podem ser definidos através das questões de competência (CQs),
de modo que estas questões são estabelecidas em linguagens de consultas e expressam
o domı́nio do conhecimento que a ontologia descreve, podendo serem definidas em DL
Query e executadas através da ferramenta de aux́ılio Protégé [67].
Os dados de teste utilizados para a execução da ontologia O, devem ser aplicados com
o aux́ılio de uma ferramenta que interprete as linguagens de consultas de ontologias, como
DL Query ou SPARQL, a ferramenta deve dispor de um classificador para a checagem de
consistência e inferência na hierarquia de classes, tal como a ferramenta Protégé [67].
4.3.3 Teste da ontologia original
Após a definição do conjunto de dados de teste T, deve ser executada a ontologia O com
T. Cada dado de teste aplicado é interpretado por um classificador, o qual analisará o
dado de teste de acordo com as restrições e axiomas definidos na ontologia, retornando
um resultado com base na instanciação de classes e de indiv́ıduos encontrados.
Após a aplicação de cada dado de teste deve-se analisar os resultados obtidos, de modo
que caso sejam retornados resultados inesperados, fica a critério do testador definir se os
resultados estão corretos, caso contrário, um erro foi detectado em O.
4.3.4 Teste das ontologias mutantes
Cada dado de teste T executado na ontologia O, deve ser executado em cada ontologia
mutante O’ gerada. Se a execução de um mutante O’ com um dado de teste T apresenta
um resultado diferente da execução de O com T, então T apresentou a diferença entre O e
O’, determinando que O’ está morto. Caso contrário, define-se que O’ revelou um defeito
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em O, ou que O’ é equivalente a O, de modo que também pode-se inferir que houve uma
falha em T por não conseguir distinguir O de O’, necessitando que novos dados de teste
sejam gerados.
A definição dos mutantes como equivalentes fica a critério do testador, de modo que
o mesmo deve identificar se existe a necessidade de gerar novos dados de teste, caso o
conjunto utilizado não apresente resultados satisfatórios.
Após a execução de todos os mutantes, pode-se aplicar o escore de mutação para
averiguar o grau de adequação dos casos de teste utilizados. Deste modo, o escore de
mutação, conforme descrito na Seção 3.2, é adaptado nesta Seção de acordo com o número
de ontologias mutantes geradas, mortas e definidas como equivalentes. Assim, dada uma
ontologia O e o conjunto de casos de teste T, calcula-se o escore de mutação de acordo
com o número de ontologias mutantes mortas pelo número total de mutantes gerados




• Om é o número de ontologias mutantes mortas;
• Og é o número de ontologias mutantes geradas;
• Oe é o número de ontologias mutantes equivalentes.
De modo que quanto mais próximo de 1 resultar o escore de mutação, mais adequados
estão os casos de teste utilizados.
4.3.5 Análise dos resultados
Na execução de cada caso de teste em O’, toda vez que o resultado obtido é diferente
do resultado de O, o mutante O’ é definido como morto e descartado. Para cada O’
que não apresente resultados diferentes de O com nenhum caso de teste T, e não sejam
gerados novos casos de teste que produzam um resultado diferente, O’ pode ter revelado
um defeito existente em O, ou pode ser definido como equivalente a O.
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Definir se uma ontologia mutante O’ é equivalente ou não a O é uma questão in-
dećıdivel, assim, decidir se o teste continua ou não enquanto O’ não apresenta um resul-
tado que diferencie de O, fica a critério do testador, de modo que se o escore de mutação
for 1, ou estiver bem próximo de 1, pode-se encerrar o teste e considerar o conjunto de
casos de teste T utilizado adequado.
4.4 Considerações finais
Neste caṕıtulo foram apresentados os métodos para a aplicação do teste de mutação para
ontologias OWL, assim como foram propostos e apresentados os operadores de mutação
para a realização das alterações sintáticas na ontologia em teste e geração das ontologias
mutantes.
Para cada operador de mutação, foram associados os posśıveis defeitos que os mesmos
podem revelar, facilitando desta maneira a escolha dos operadores a serem utilizados de
acordo com os defeitos que se deseja descobrir. Neste contexto, também é mostrado a
definição de cada operador, assim como um exemplo prático de aplicação.
Dos 25 operadores de mutação definidos para o teste de mutação de ontologias OWL,
06 foram elaborados com base no trabalho de Lee, Bai e Chen [46], sendo os operadores
CED, CEU, CECO, CDD, CDU e CEUO. Outros 04 operadores foram definidos com
base no trabalho de Derezinska [23], sendo os operadores CUC, CUP, PID e PIU. As-
sim, os demais operadores apresentados foram elaborados conforme as caracteŕısticas de
desenvolvimento da linguagem OWL e dos defeitos apresentados.
Verifica-se com base na análise dos operadores definidos, que os mesmos simulam na
maioria dos casos, erros de representação semântica das estruturas representadas nas on-
tologias, de modo que dos 25 operadores apresentados, 23 aplicam-se nas alterações em
axiomas e somente 2 são utilizados para realizar mutações na hierarquia das classes. As-
sim, é posśıvel validar a hipótese de que a maioria dos erros cometidos no desenvolvimento
de ontologias OWL são erros semânticos, conforme é posśıvel observar através da análise




Para analisar detalhadamente a aplicação dos operadores de mutação propostos, assim
como a execução dos processos para a aplicação do teste de mutação em ontologias OWL
apresentados na Seção 4.3, foi realizado um estudo de caso no contexto de registros
eletrônicos de saúde. Os conceitos do domı́nio cĺınico destes registros apresentados em
arquétipos são convertidos para ontologias OWL, devido às dificuldades de implementação
apresentadas pela linguagem ADL (do inglês, Archetype Definition Language), na qual os
arquétipos são desenvolvidos [49].
5.1 Objetivos do estudo de caso
a) Aplicar o teste de mutação em ontologias OWL, para avaliar os operadores de mutação
propostos;
b) Revelar defeitos ocasionados no processo de desenvolvimento de ontologias OWL, que
não seriam revelados sem a execução do teste de mutação;
c) Analisar os resultados obtidos e definir o escore de mutação;
d) Validar o teste de mutação como uma técnica aplicável ao teste de ontologias OWL.
Para atender à estes objetivos, foram utilizados como base para esta pesquisa arquétipos
desenvolvidos no padrão openEHR1, de modo que após serem convertidos para ontologias
OWL, aplicou-se o teste de mutação. Para auxiliar o processo de teste e aplicação dos
operadores de mutação, foi utilizado a ferramenta Protégé [67], de criação e edição de
ontologias. A motivação para a utilização de arquétipos como base para este trabalho é
descrito na Seção 5.2.
1Para representação de registros eletrônicos de saúde também podem ser utilizados outros modelos
como MLHIM [52], ISO13606 [40] e HL7 [37].
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5.2 Embasamento teórico
Registro Eletrônico de Saúde (RES) é composto pelo registro de informação de saúde
de um paciente, de modo que esse registro é elaborado a partir de eventos ocorridos em
múltiplas organizações de saúde, sendo composto de um ou vários repositórios de dados
cĺınicos e demográficos de pacientes [30]. O RES deveria disponibilizar a informação cĺınica
semânticamente interoperável do paciente para além dos limites de uma organização.
Compreende-se a diversidade de estruturas de informações heterogêneas que compõem
o registro eletrônico de saúde, de modo a serem muitos os desafios e mudanças culturais
enfrentados no desenvolvimento de um sistema de RES [42]. Do ponto de vista técnico, o
desafio da interoperabilidade e a natureza complexa e dinâmica das informações em saúde,
fazem seu desenvolvimento ser mais árduo do que o de outros sistemas de informação [55].
Uma alternativa para o problema da interoperabilidade dos sistemas de RES, é projetar
sistemas para o domı́nio cĺınico utilizando uma das propostas existentes para a modelagem
multińıvel, como o modelo proposto pela fundação openEHR [36].
5.2.1 Modelagem Multińıvel openEHR
O modelo openEHR fornece um método de implementação de registros de conteúdo cĺınico
através de um modelo de dois ńıveis [6, 51]:
• Modelo de Referência (do inglês, Reference Model - RM): Representa uma ar-
quitetura lógica de informação, composto por classes que representam estruturas
genéricas do registro eletrônico de saúde ou de dados demográficos, além de forne-
cer mecanismos para controle de versão, auditoria, controle de acesso aos dados,
assim como a sintaxe básica de declarações.
• Modelo de Arquétipos (do inglês, Archetype Model - AM): Composto por especi-
ficações formais, de meta-ńıvel, que restringem o conteúdo dos dados representados
no RM. As alterações de estrutura e de regras de negócios refletem-se no AM e não
no RM, de modo que não sejam necessárias alterações no mecanismo de persistência
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utilizado. Além disso, os arquétipos devem ser criados e mantidos por especialis-
tas do domı́nio, podendo ser associados a ontologias e incluir referências a sistemas
terminológicos utilizados para codificar os seus dados.
O Modelo de Referência propõe um modelo de informação capaz de representar as
caracteŕısticas globais de um registro de saúde, permitindo a representação de diversos
conceitos por meio dos arquétipos.
De acordo com Santos [24], as classes do modelo de referência baseiam-se na prática
realizada por instituições e profissionais de saúde, sendo definidas na Figura 5.1.
Figura 5.1: Descrição das classes do modelo de referência openEHR [24]
O modelo de referência openEHR, apresentado a seguir na Figura 5.2, organiza os da-
dos em COMPOSITIONs, que são responsáveis por registrar o conjunto de informações
resultantes de um encontro cĺınico. Opcionalmente estas COMPOSITIONs podem ser
inclúıdas dentro de uma estrutura hierárquica de FOLDERs, cuja finalidade é o agru-
pamento e organização de COMPOSITIONs. As COMPOSITIONs contém ENTRYs e
GENERIC ENTRYs, que podem ser inclúıdas dentro de uma estrutura hierárquica de
SECTIONs, que possuem a finalidade de organizar os dados dentro de uma COMPOSI-
TION [24, 49].
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Toda informação criada em um Registro Eletrônico de Saúde openEHR é registrada
como um subtipo de ENTRY, devendo ser definida como ADMIN ENTRY, OBSER-
VATION, EVALUATION, INSTRUCTION ou ACTION. Qualquer tipo de ENTRY é
composta por ELEMENTs, que são responsáveis por representar a estrutura final do
dado sendo armazenado, opcionalmente sendo organizados através de uma hierarquia de
CLUSTERs, de modo a melhorar a organização de dados compostos [49, 8].
Figura 5.2: Modelo de Referência openEHR [49]
Para cada classe do modelo de referência, vários modelos de arquétipos podem ser
desenvolvidos, representando todos os assuntos posśıveis em um atendimento cĺınico.
5.2.2 Arquétipos openEHR
Arquétipos são definições de conceitos cĺınicos de um domı́nio espećıfico na forma de
combinações estruturadas e restrições ao Modelo de Referência. Podem ser considerados
similares a um software escrito em uma linguagem de programação declarativa [7, 12].
Um arquétipo define o que deve ser armazenado em um repositório, sem definir proce-
dimentos semânticos, em geral, requerem evidências e conhecimentos diversos, tais como:
regras de aplicação, intervalos de medidas, tipos de dados, formatos de apresentação, me-
lhor condição de representação dos dados (códigos, terminologias), ontologias, dados para
suporte à tomada de decisão, restrições para integridade de dados e unidades de medida
permitidas com intervalos numéricos associados [24].
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O processo de desenvolvimento de um arquétipo consiste principalmente de traduzir
um conceito cĺınico para entidades do Modelo de Referência, definindo a estrutura e
representação dos dados em um Registro Eletrônico de Saúde [66]. As fontes potenciais
de informação para o seu desenvolvimento são variadas: conhecimento de especialistas,
publicações especializadas, telas de entrada de dados e relatórios de sistemas, listas de
termos e tabelas usadas, modelos de dados de sistemas cĺınicos, mensagens e formulários
regulatórios, formulários utilizados em consultas cĺınicas ou prontuários em papel [24].
Os arquétipos cĺınicos desenvolvidos conforme o modelo openEHR utilizam como
padrão de desenvolvimento a Linguagem de Definição de Arquétipos - ADL. Esta lin-
guagem apresenta uma sintaxe abstrata, que pode ser utilizada para expressar arquétipos
baseados em qualquer modelo de informação, porém apresenta dificuldades para imple-
mentação de qualquer atividade semântica no conteúdo que esteja sendo representado
[49].
5.2.3 Linguagem de Definição de Arquétipos (ADL)
ADL é uma linguagem formal para expressar arquétipos, de modo que documentos ADL
são arquivos de texto estruturados, cuja estrutura é independente de qualquer norma ou
domı́nio. De um modo geral, ADL não é uma linguagem para domı́nios cĺınicos, ela pode
ser usada para a definição de qualquer tipo de arquétipo [50].
ADL é uma linguagem muito flex́ıvel, uma vez que a mesma estrutura pode ser uti-
lizada para a especificação de arquétipos para diferentes modelos de referência, sendo
assim, é capaz de representar a mesma estrutura sintática entre diversos modelos, porém
apresenta dificuldades de implementação [50].
Um arquétipo ADL é composto basicamente de três partes [50, 44]: Seção HEADER,
onde contém o nome do arquétipo, um código único que identifica o conceito cĺınico
abordado, assim como informações de especialização e a linguagem em que foi escrito; a
seção DEFINITION, especifica a estrutura e restrições associadas ao conceito cĺınico, essa
estrutura restringe a cardinalidade e o conteúdo das instâncias do modelo de informação
conforme definido pelo arquétipo, sendo esta a seção utilizada neste trabalho para a
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aplicação do teste de mutação; e a seção ONTOLOGY, responsável por representar as
definições terminológicas para cada conceito cĺınico sendo representado, e associações
para outras terminologias. A Figura 5.3 apresenta um exemplo de modelo de arquétipo
openEHR escrito em ADL.
Figura 5.3: Exemplo de um arquétipo para exame de gravidez em ADL [57]
No exemplo acima, a seção HEADER inclui o nome do arquétipo, definido como
openEHR-EHR-OBSERVATION.pregnancy test.v1, podendo ser observado qual o modelo
de referência em que esta sendo baseado (openEHR-EHR), qual o subtipo de ENTRY em
que os dados cĺınicos são estruturados (OBSERVATION), o nome do conceito cĺınico
(pregnancy test) e, finalmente, o identificador da versão em que o arquétipo se encontra
(v1 ), neste caso sendo a primeira versão lançada. Neste exemplo ainda é posśıvel observar
na seção HEADER o idioma em que o arquétipo foi escrito ([ISO 639-1::en]).
Na seção DEFINITION a estrutura do arquétipo é definida por uma OBSERVATION,
onde os exames são representados como um histórico de eventos através de um HISTORY.
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Cada evento ocorrido é representado através de um POINT EVENT, onde os dados do re-
sultado obtido são armazenados em uma estrutura de um único ńıvel, demonstrada através
de um ITEM SINGLE composto por um ELEMENT do tipo DV CODED TEXT, po-
dendo para cada evento armazenar somente um dos quatro valores estabelecidos (at0005,
at0006, at0007 e at0008 ), os quais são associados a conceitos representados por uma
terminologia externa.
A seção ONTOLOGY apresenta a definição de todos os conceitos representados pelo
arquétipo, de modo que cada nó de arquétipo recebe um código único como at0001,
sendo definidos na seção ONTOLOGY e muitas vezes relacionados a alguma terminologia
externa como LOINC (do inglês, Logical Observation Identifiers Names and Codes) [39]
ou CID10 (Classificação Internacional de Doenças) [15].
5.2.4 Modelo de Objeto de Arquétipos (AOM)
Um arquétipo cĺınico ADL deve ser escrito para um modelo de referência espećıfico [50]
como openEHR, e obter objetos de um Modelo de Objetos de Arquétipos (do inglês,
Archetype Object Model - AOM) abstrato. Desta forma, o processo de análise retorna
uma coleção de objetos sintáticos e não semânticos [50]. A Figura 5.4 apresenta um
exemplo das principais classes do AOM que estruturam um arquétipo.
Figura 5.4: Modelo de Objetos de Arquétipos (AOM) [50]
71
Para realizar um processamento semântico do conteúdo de um arquétipo ADL, seriam
necessários dois elementos: um parser ADL, neste trabalho definido como analisador ADL,
para capturar objetos AOM, e um analisador do modelo de referência em particular para
garantir a exatidão cĺınica do conteúdo [50].
Conforme um analisador ADL, o exemplo da Figura 5.3 seria analisado da seguinte ma-
neira: seria definido como um C COMPLEX OBJECT, sendo composto por um conjunto
de propriedades, entre as quais três são relevantes:
• (1) rm type name : String ;
• (2) node id : String ;
• (3) attributes : conjunto de C ATTRIBUTE.
A primeira propriedade determina a estrutura que está sendo representada conforme
o modelo de referência (neste caso OBSERVATION); node id representa a identificação
de cada nó de arquétipo, como neste caso at0000 e attributes referem-se as restrições
definidas pelo modelo de referência representadas por rm type name.
A análise do arquétipo ADL da Figura 5.3 produziria cinco principais nós C COMPLEX-
OBJECT, tendo os seguintes valores para os triplos (rm type name, node id, attributes):
• (1) (“OBSERVATION”, “at0000”, data);
• (2) (“HISTORY”, “at0001”, events);
• (3) (“POINT EVENT”, “at0002”, data);
• (4) (“ITEM SINGLE”, “at0003”, item);
• (5) (“ELEMENT”, “at0004”, value).
A representação gráfica do AOM deste arquétipo é mostrada na Figura 5.5. O ana-
lisador ADL produz um conjunto de objetos do AOM sem relações semânticas expĺıcitas
entre eles [50]. A semântica é desconhecida para o analisador e apenas a associação entre
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os elementos das seções definition e ontology podem ser definidas. Assim, as possibilida-
des de racioćınio da ADL são atualmente muito limitadas, bem como a disponibilidade
de ferramentas para usar e gerenciar conteúdos ADL são reduzidas. Consequentemente, a
formalização de processos de troca e transformação de dados entre sistemas torna-se mais
dificil do que utilizar modelos orientados à semântica, tais como ontologias.
Figura 5.5: Extrato do Modelo de AOM para o arquétipo de exame de gravidez
Uma alternativa a estes problemas é a representação de arquétipos ADL em ontologias
OWL. A OWL permite definir distinções significativas, detalhadas, precisas e consistentes
entre classes, propriedades e relações definidas pelo usuário [50]. Deste modo, a construção
de arquétipos baseados em OWL pode garantir a consistência do conhecimento, que não
pode ser obtido através de técnicas ADL, devido a falta de ferramentas para gerenciar
estes modelos.
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Pesquisas em Web Semântica tem apresentado que as ontologias são fortes estrutu-
ras para a representação de tarefas de gerenciamento do conhecimento relacionadas a
arquétipos e sistemas EHR [49], de modo que diversas metodologias e ferramentas para
a comparação de diferentes ontologias, mesclando e identificando inconsistências, foram
propostas. Assim, atividades como comparação, seleção, classificação e verificação de con-
sistência podem ser realizadas sobre o conteúdo OWL de uma forma mais genérica, mais
fácil e mais eficiente do que sobre o conteúdo ADL, já que de fato OWL é uma linguagem
de representação de conhecimento para ambientes da Web Semântica.
O uso de ontologias para representar conhecimentos biomedicos não é um processo
novo, visto que ontologias tem sido fortemente utilizadas em domı́nios biomedicos nos
últimos anos em diferentes propósitos [64, 63]. Desta maneira, OWL torna-se apropriada
para representar arquétipos cĺınicos e informações sobre registros eletrônicos de saúde,
de modo que restrições sobre arquétipos podem ser determinadas por meio de restrições
OWL ou pela definição de elementos apropriados.
Deste modo, neste estudo de caso é realizado a tradução de arquétipos ADL para
ontologias OWL, devido aos problemas de representação semântica de informação da
linguagem ADL, sendo aplicado em seguida o teste mutação nos arquétipos convertidos
para ontologias OWL.
5.2.5 Conversão de ADL para OWL
A linguagem ADL apresenta uma sintaxe abstrata, que permite definir arquétipos para
qualquer modelo de informação. Como estes arquétipos são usados para orientar a
prática cĺınica, sendo necessário a exploração, comparação, classificação e integração de
informações oriundas de diversos sistemas heterogêneos, a linguagem OWL apresenta ex-
celentes mecanismos para estas atividades, possibilitando a representação de arquétipos
ADL em ontologias OWL, proporcionando assim, a representatividade semântica dos con-
ceitos cĺınicos abordados.
A representação de arquétipos em OWL exige a interpretação semântica do arquétipo
cĺınico, de modo que as estruturas ADL definidas no arquétipo especializam as classes do
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Modelo de Referência openEHR [44].
Deste modo, o primeiro passo para representar arquétipos ADL em OWL, é definir em
OWL as classes do Modelo de Referência utilizadas pelo arquétipo. Um algoritmo para
mapeamento de objetos ADL para OWL é apresentado por Elkin et al. [25].
1. As classes do Modelo de Referência utilizadas pelo arquétipo são definidas como
classes OWL;
2. Cada conceito cĺınico é definido como uma subclasse da classe correspondente ao
Modelo de Referência representado pelo arquétipo;
3. Os operadores ADL que definem associações entre as classes e componentes do
arquétipo são definidos como Propriedades de Objetos em OWL, sendo definido
como domı́nio destas propriedades a classe do arquétipo que faz referência à pro-
priedade sendo representada, e como limite a classe ou conjunto de classes que re-
presentam os dados que devem ser associados à classe definida como domı́nio desta
propriedade;
4. Os operadores que representam as estruturas de dados em ADL são definidos como
Propriedades de Tipos de Dados em OWL, sendo definido como domı́nio destas
propriedades a cardinalidade máxima ou mı́nima que um objeto associado a esta
propriedade pode representar referente ao seu tipo de dado literal, e como limite o
tipo de dado literal à que a propriedade em questão representa.
5. As restrições de propriedades e cardinalidades de relacionamentos estabelecidos em
um arquétipo ADL, são convertidos em OWL através das restrições de cardinalida-
des posśıveis pela linguagem.
Para o processo de conversão e representação de arquétipos ADL em ontologias OWL
foi utilizado o Protégé, uma ferramenta para criação e edição de ontologias OWL, desen-
volvido pelo centro de pesquisa de informática biomédica da Universidade de Stanford
[67].
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• Definição das classes em OWL
Basicamente um arquétipo possui uma estrutura hierarquica e restrições iniciadas com
uma classe raiz. Assim, para um arquétipo ADL que apresente vários componentes do
Modelo de Referência do mesmo tipo, como ELEMENTs por exemplo, em OWL é definido
apenas uma classe para representar este componente como a classe raiz da hierarquia, e
os demais são definidos como subclasses desta classe raiz para representarem os conceitos
cĺınicos definidos no arquétipo. A Figura 5.6 apresenta uma parte de um arquétipo ADL,
sendo que a Figura 5.7 representa a mesma estrutura de classes em OWL.
Figura 5.6: Arquétipo ADL representando o conceito de uma Ameaça Potencial [57]
Conforme o exemplo da Figura 5.6, EVALUATION, ITEM LIST e ELEMENT re-
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presentam as classes do Modelo de Referência openEHR utilizadas pelo arquétipo para
restringir os conceitos cĺınicos que representam uma Ameaça Potencial a um sujeito.
Deste modo, são criadas três classes em OWL para representar cada uma destas es-
truturas do Modelo de Referência, de modo que cada uma delas será uma classe raiz para
suas subclasses, conforme mostrado no exemplo da Figura 5.7.
Os códigos utilizados para representar cada nó de arquétipo, como “at0000”, “at0001”,
são utilizados pela seção ONTOLOGY para associar cada nó de arquétipo a uma definição
cĺınica, conforme alguma terminologia externa como LOINC ou CID10 por exemplo.
Assim, para a classe EVALUATION é criada uma subclasse denominada Alert, para a
classe ITEM LIST é definida uma subclasse List, e para a classe ELEMENT são atribúıdas
duas subclasses, Category e Alert0 respectivamente.
Figura 5.7: Classes OWL do conceito cĺınico Ameaça Potencial
Com base nas figuras 5.6 e 5.7, verifica-se que as classes EVALUATION, ITEM LIST
e ELEMENT, são classes do Modelo de Referência de Informação openEHR, e as classes
Alert, List, Alert0 e Category são classes que representam os conceitos cĺınicos definidos
pelo arquétipo, conforme expostos pela seção ONTOLOGY.
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• Definição das Propriedades de Tipos de Dados
As definições de propriedades dos dados de um arquétipo ADL devem ser represen-
tadas como Propriedades de Tipos de Dados em OWL, de modo que a comparação dos
valores podem ser realizadas através da utilização dos construtores OWL hasValue, so-
meValuesFrom e allValuesFrom.
Conforme o exemplo apresentado na Figura 5.6, deve ser criada uma Propriedade de
Tipos de Dados OWL para cada um dos ELEMENTs representados pelo arquétipo, assim,
conforme o exemplo, são definidas as propriedades value matches alert e value matches ca-
tegory, ambas com seus tipos de dados (limite) definidos como string, devido cada um dos
elements serem representados como dv text.
Figura 5.8: Representação OWL das propriedades de dados ADL
De acordo com o exemplo da Figura 5.6, cada element representado pelo arquétipo
identifica no mı́nimo 0 e no máximo 1 ocorrência para cada registro, determinando que este
componente não é requerido, deste modo, esta cardinalidade é representada em OWL como
o domı́nio desta propriedade, através do construtor maxQualifiedCardinality, conforme
apresentado na Figura 5.8.
• Definição das Propriedades de Objetos
Na hierarquia de um arquétipo ADL, os operadores que definem as associações entre
os componentes representados no arquétipo, referem-se as classes do Modelo de Referência
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de Informação, portanto eles associam os componentes das classes de um ńıvel mais baixo,
aos componentes das classes de um ńıvel mais alto, definindo assim as classes e subclasses
do arquétipo [44].
Para cada operador estabelecido no arquétipo ADL, deve-se criar uma Propriedade de
Objeto em OWL, de modo que o domı́nio de cada propriedade criada deve ser a classe
que o define no arquétipo ADL e, o limite desta propriedade será a classe ou conjunto de
classes à que esse operador faz referência.
Analisando a imagem da Figura 5.6, verifica-se a definição de três operadores, que
devem ser representados em OWL como Propriedades de Objetos denominadas como
data matches, cujo domı́nio deve ser espećıficado a classe Alert e como limite a classe
ITEM LIST, a propriedade items cardinality matches, tendo como domı́nio a classe ELE-
MENT e limite a classe List e, por último, a propriedade value matches, com ambos
domı́nio e limite definidos com a classe ELEMENT. A Figura 5.9 apresenta a definição
destas propriedades em OWL.
Figura 5.9: Representação OWL dos operadores de associação ADL
5.3 Materiais e métodos
Com o objetivo de analisar a corretude dos arquétipos em OWL, averiguar a adequação dos
operadores de mutação propostos para ontologias OWL e revelar defeitos que não seriam
identificados sem a aplicação do teste de mutação, foram estabelecidos os seguintes passos:
1. Seleção manual dos arquétipos ADL openEHR no repositório online CKM [57].
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Foram selecionados 07 arquétipos do CKM que no momento da seleção estavam em
estado de revisão. Três arquétipos são do tipo OBSERVATION, respectivamente os
arquétipos “Apgar score”, “Autopsy examination” e “Fetal Heart Rate”. Dois são do
tipo EVALUATION, sendo os arquétipos “Alert” e “A health oriented check list”.
Um é do tipo INSTRUCTION, sendo o arquétipo “Informed Consent Request” e
um do tipo ACTION, sendo o arquétipo “Follow up action”. A codificação em ADL
da seção DEFINITION desses arquétipos é apresentada no Apêndice B.
2. Conversão manual dos arquétipos ADL para ontologias OWL com base no algoritmo
de mapeamento de ADL para OWL [25], sendo o processo realizado com o aux́ılio
da ferramenta Protégé [67];
3. Geração manual dos arquétipos OWL mutantes com base nos operadores definidos
para ontologias OWL, sendo os mesmos gerados com aux́ılio da ferramenta Protégé.
Ilustrações dessas ontologias são encontradas no Apêndice C.
4. Geração manual de dados de teste com o apoio da ferramenta Protégé. Os dados de
teste foram definidos através de consultas que expressam o domı́nio que a ontologia
representa, escritas em DL Query ;
5. Execução automática do arquétipo original OWL em teste na ferramenta Protégé;
6. Execução automática e individual dos arquétipos OWL mutantes na ferramenta
Protégé;
7. Coleta e análise dos resultados.
5.4 Resultados
Com o objetivo de revelar defeitos sintáticos e semânticos nas ontologias, os operado-
res de mutação propostos neste trabalho foram aplicados na definição dos arquétipos
OWL. Dos 25 operadores definidos para aplicar as modificações nas ontologias, 06 não
foram utilizados neste experimento, sendo os operadores CUP, CDUO, CDUA, PIUD,
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ACATS e AEUN. Tais operadores não foram aplicados devido aos arquétipos utilizados
não possúırem definições em sua estrutura que justificassem as mutações realizadas por
estes operadores.
A Tabela 5.1 apresenta os resultados obtidos após a aplicação dos 19 operadores de
mutação nos 07 arquétipos openEHR selecionados e convertidos para OWL. São apresen-
tados os totais de ontologias mutantes geradas para cada operador de mutação, onde foi
posśıvel gerar um total de 2000 ontologias mutantes, assim como os totais de mutantes
que foram mortos através da aplicação dos dados de teste, os mutantes definidos como
equivalentes e o número de defeitos revelados por operador, de modo que os defeitos
revelados são referentes aos arquétipos openEHR representados em OWL e não em seu
formato original ADL.
Para os mutantes que não foram mortos infere-se que os dados de teste utilizados não
são eficientes, por não produzirem resultados diferentes da ontologia original, devendo
serem gerados novos dados de teste. Por outro lado, estes mutantes podem ser definidos
como equivalentes à ontologia original, ou caso contrário um defeito foi identificado. A
definição por uma destas possibilidades fica a critério do testador, devido isto ser uma
questão indecid́ıvel [27, 21, 10], conforme exposto na seção 4.3.5.
Para esta análise, os mutantes que não foram mortos por nenhum dado de teste gerado,
foram definidos como equivalentes ou revelaram defeitos nas ontologias originais de acordo
com o tipo de mutação realizada pelo operador. Por exemplo, o operador ACATO revelou
04 defeitos, pois a substituição do operador AND pelo operador OR em um axioma altera
o conceito que está sendo representado, de modo que neste caso os mutantes que não
foram mortos não podem ser definidos como equivalentes.
Também é apresentado o escore de mutação obtido para cada operador, podendo ser
analisado o grau de adequação de cada um. Vale salientar que o escore de mutação é
calculado nesta análise como a razão entre o número de mutantes mortos pelo número de
mutantes gerados menos o número de mutantes equivalentes.
Os operadores de mutação PRD e PRUP apresentaram 0 (zero) mutantes mortos.
Considera-se a hipótese de que os dados de teste utilizados não foram suficientes para
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Tabela 5.1: Mutantes gerados para cada operador de mutação
Operadores
Número de mutantes gerados
Defeitos Escore
Gerados Mortos Equivalentes
CUC 74 50 24 0 1
CDD 66 49 0 17 0,742
CDDO 249 246 0 03 0,987
CEU 102 90 0 12 0,882
CED 251 251 0 0 1
CECO 499 499 0 0 1
CEUA 15 06 0 09 0,4
CEUO 104 71 33 0 1
PDD 58 34 0 24 0,586
PDUP 26 24 0 02 0,923
PRD 68 00 68 0 1
PRUP 14 00 14 0 1
PDU 40 35 0 05 0,875
PRU 86 01 0 85 0,116
PID 104 104 0 0 1
ACOTA 65 49 0 16 0,753
ACATO 09 05 0 04 0,555
ACSTA 91 82 0 09 0,901
AEDN 79 78 0 01 0,987
TOTAL 2000 1674 139 187 0,899
identificar os defeitos inseridos por estes operadores. Isto provavelmente porque não foram
instanciados objetos para as ontologias em teste. Assim, estes mutantes foram definidos
como equivalentes.
Ao contrário dos operadores PRU e CEUA que obtiveram o escore de mutação abaixo
de 0,5, assim como dos operadores PDD e ACATO que ficaram abaixo de 0,6, os demais
operadores apresentaram resultados satisfatórios.
Os mutantes gerados com o operador ACATO que não foram mortos por nenhum
caso de teste, revelaram defeitos na ontologia original, de modo que nenhum mutante foi
definido como equivalente, sendo os defeitos revelados referentes a “utilização incorreta dos
operadores AND e OR”, conforme descrito na Seção 4.2.21. De um total de 09 mutantes
gerados, 04 revelaram defeitos. A substituição do operador “AND” pelo operador “OR”
em um axioma, afeta diretamente a instanciação dos indiv́ıduos associados ao axioma
mutado, o que fez com que os defeitos fossem revelados.
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Similar ao operador ACATO, o operador de mutação ACOTA realiza a substituição do
operador “OR” pelo operador “AND” na definição de um axioma, afetando diretamente na
instanciação dos indiv́ıduos para as classes associadas ao axioma mutado. Deste modo,
dos 65 mutantes gerados com este operador, foram revelados 16 defeitos nos modelos
testados, não sendo definido nenhum mutante como equivalente. Também similar ao
operador ACATO, os defeitos revelados referem-se a “utilização incorreta dos operadores
AND e OR”, conforme descrito na Seção 4.2.20.
A substituição da restrição someValuesFrom pela restrição allValuesFrom em um axi-
oma realizada com o operador ACSTA, passou a determinar que somente seriam instan-
ciados para as classes associadas ao axioma os indiv́ıduos que são instâncias das classes
referenciadas pela restrição allValuesFrom. Sendo assim, dos 91 mutantes gerados com
este operador, foram revelados 09 defeitos nos modelos testados, de modo que nenhum
mutante foi definido como equivalente, sendo os defeitos revelados referentes ao “uso
equivocado de qualificadores de restrição” e “uso incorreto da restrição AllValuesFrom”,
conforme descrito na Seção 4.2.22.
A mutação realizada pelo operador AEDN afeta diretamente a instanciação dos in-
div́ıduos, de modo que a definição de uma negação em um axioma invalida que indiv́ıduos
da classe associada ao axioma mutado sejam instanciados. Assim, foi posśıvel revelar 01
defeito em um total de 79 mutantes gerados com este operador, sendo o defeito encontrado
referente ao “uso incorreto da definição some not”, conforme a Seção 4.2.24.
A definição de disjunção entre classes realizada pelo operador CDD invalida que um
indiv́ıduo seja instanciado para ambas as classes ao mesmo tempo. Neste estudo de
caso, dos 66 mutantes gerados com este operador foram mortos 49 com os dados de teste
utilizados, sendo revelados 17 defeitos referentes a “classificação incompleta”, “falta de
disjunção” e “informações básicas incompletas”, conforme apresentado na Seção 4.2.3 na
Tabela 4.2.
Diferentemente do operador CDD, o operador de mutação CDDO aplica a disjunção
entre classses a somente duas subclasses de uma superclasse. De um total de 249 mutantes
gerados com este operador, foram revelados 03 defeitos similares aos apresentados pelo
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operador CDD, sendo referentes a “falta de disjunção”, conforme apresentado na Seção
4.2.4, sendo que 246 mutantes foram mortos com os dados de teste utilizados, não sendo
definido nenhum como equivalente.
Todos os mutantes gerados com o operador CECO foram mortos com os dados de
teste utilizados, de modo que nenhum defeito foi revelado e também nenhum mutante foi
definido como equivalente.
Foram gerados 251 mutantes com o operador CED, sendo todos mortos com os dados
de teste utilizados, o que não revelou nenhum defeito na ontologia original e também não
apresentou mutantes equivalentes.
A remoção de equivalência de uma classe com o operador CEU implica na falta de
definições de equivalência entre propriedades e incompletude de informações da ontologia,
o que possibilitou serem revelados 12 defeitos em um total de 102 mutantes gerados,
referentes à “criação de elementos polissêmicos” e “uso incorreto de classes primitivas e
definidas”, conforme exposto na Seção 4.2.8.
A remoção do operador “AND” de um axioma com o operador CEUA implica di-
retamente na instanciação dos indiv́ıduos para a classe associada ao axioma mutado, o
que conforme os operadores ACATO e ACOTA, revelou-se um alto número de defeitos
referente ao total de mutantes gerados, sendo estes defeitos também referentes ao “uso
incorreto dos operadores AND e OR” e o “uso incorreto de classes primitivas e definidas”
como apresentado na Seção 4.2.10.
Similar ao operador CEUA, a remoção do operador “OR” de um axioma através do
operador de mutação CEUO também implica diretamente na instanciação dos indiv́ıduos
para a classe associada ao axioma mutado, mas como o operador “OR” necessita que
somente uma proposição do axioma seja válida para a instanciação dos indiv́ıduos, todos
os mutantes que não foram mortos foram definidos como equivalentes.
A modificação da hierarquia de uma ontologia com o operador CUC pode representar
em primeiro momento a ocorrência de um defeito, mas devido aos axiomas definidos para
as classes mutadas, o resultado após a execução da ontologia pode não revelar este defeito,
de modo que todos os mutantes que não foram mortos com este operador foram definidos
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como equivalentes.
A alteração de um domı́nio de uma propriedade com o operador PDD para um ńıvel
abaixo na hierarquia de classes, afeta diretamente na instanciação dos indiv́ıduos para
as classes associadas ao axioma mutado, podendo também representar uma definição
equivocada. Do total de 58 mutantes gerados foram revelados 24 defeitos nos modelos em
teste referentes ao “domı́nio e limite de propriedades” e ”intervalo de dados ou domı́nio
limitado”, como descrito na Seção 4.2.12, não sendo definido nenhum como equivalente.
A definição de inversão entre duas propriedades com o operador PID, define que os
indiv́ıduos associados por uma propriedade sejam também associados de modo contrário
através da outra propriedade. Foi posśıvel gerar 104 mutantes com este operador, sendo
que todos foram mortos com a aplicação dos dados de teste utilizados.
De modo semelhante ao operador PDD, a substituição do intervalo de uma propriedade
para um ńıvel abaixo na hierarquia de classes com o operador PRD também afeta direta-
mente a instanciação dos objetos para as classes associadas a esta propriedade, podendo
também representar uma definição equivocada. Foram gerados ao todo 68 mutantes com
este operador, porém, por não haver objetos instanciados para a ontologia neste estudo
de caso, todos os mutantes foram definidos como equivalentes.
A remoção do intervalo de uma propriedade com o operador PRU possibilita que
qualquer objeto seja instanciado para as classes associadas ao axioma mutado. Assim, de
um total de 86 mutantes gerados, somente 01 foi morto com os dados de teste utilizados,
de modo que os outros 85 possibilitaram a representação de defeitos nas ontologias em
teste referentes à “falta de domı́nio ou intervalo em propriedades”, “intervalo de dados
ou domı́nio limitado” e “assumir caracteŕısticas impĺıcitas nos nomes dos componentes”,
como apresentado na Seção 4.2.17. Estes resultados também poderiam variar caso a
ontologia em teste possúısse objetos instanciados.
Assim como o operador PRD, a alteração do intervalo de uma propriedade para um
ńıvel acima na hierarquia de classes com o operador PRUP, também afeta diretamente a
instanciação dos objetos para as classes associadas a esta propriedade, podendo também
representar uma definição equivocada. Assim, como não foi posśıvel matar os mutan-
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tes gerados com os dados de teste utilizados, pela ausência de objetos instanciados na
ontologia, todos foram mantidos como equivalentes neste estudo de caso.
Similar ao operador PRUP, a alteração do domı́nio de uma propriedade para um ńıvel
acima na hierarquia de classes com o operador PDUP, afeta diretamente a instanciação dos
objetos para as classes associadas a esta propriedade, podendo também representar uma
definição equivocada. Este operador de mutação, ao contrário do operador PRUP onde
não foi posśıvel matar nenhum mutante pela ausência de objetos instanciados na ontologia,
possibilitou revelar 02 defeitos a partir de um total de 26 mutantes gerados referentes ao
“intervalo de dados ou domı́nio limitado” e “domı́nio e limite de propriedades”, conforme
a Seção 4.2.13.
A remoção do domı́nio de uma propriedade com o operador PDU, também afeta
diretamente na instanciação dos indiv́ıduos para as classes associadas a esta propriedade,
deste modo, a partir de um total de 40 mutantes gerados com este operador, foi posśıvel
revelar 05 defeitos nas ontologias em teste referentes a “falta de domı́nio ou intervalo de
dados”, “intervalo de dados ou domı́nio limitado” e “assumir caracteŕısticas impĺıcitas
nos nomes dos componentes”, conforme descrito na Seção 4.2.16.
Os resultados dos testes individuais de cada arquétipo são apresentados nas tabelas no
Apêncide A conforme a Tabela A.1, Tabela A.2 e a Tabela A.3, onde é posśıvel observar
a quantidade de mutantes gerados por operador de mutação em cada arquétipo, assim
como a adequação de cada um em cada modelo testado.
É posśıvel observar com os resultados deste estudo de caso, a grande quantidade de
mutantes gerados e o alto escore de mutação dos operadores, assim como a existência de
defeitos nos modelos OWL em teste, permitindo validar e adequar o modelo proposto de
teste de mutação para ontologias. Alguns dos operadores utilizados revelaram defeitos
que apresentaram falhas na execução da ontologia, retornando resultados insatisfatórios,
mas que não foi posśıvel matar os mutantes com os dados de teste utilizados. Com base




Neste caṕıtulo é apresentada a aplicação do teste de mutação para ontologias OWL, de
modo que neste estudo de caso foram utilizados para efeito de análise dos operadores de
mutação propostos 07 arquétipos cĺınicos openEHR, que foram convertidos para ontologias
OWL.
Dos 25 operadores de mutação definidos, 19 foram aplicados nos modelos selecionados,
devido os arquétipos não possúırem caracteŕısticas que justificassem a aplicação dos de-
mais operadores. É posśıvel observar nos resultados obtidos na Tabela 5.1, o alto número
de mutantes gerados, assim como o alto escore de mutação obtido na revelação dos defeitos
através dos dados de teste utilizados.
Para os operadores de mutação que apresentaram 0 (zero) mutantes mortos, considera-
se a hipótese de que os dados de teste utilizados não foram suficientes para identificar os
defeitos inseridos por estes operadores. Isto provavelmente porque não foram instanciados
objetos para as ontologias em teste.
Ao contrário dos operadores PRU e CEUA que obtiveram o escore de mutação abaixo
de 0,5, assim como dos operadores PDD e ACATO que ficaram abaixo de 0,6, os demais
operadores apresentaram resultados satisfatórios. Possivelmente em uma nova análise com
a instanciação de objetos na ontologia em teste, estes operadores apresentarão resultados
melhores em relação a este primeiro estudo de caso.
Em alguns casos não foi posśıvel identificar o defeito aplicado pelo operador de mutação
com nenhum dado de teste, devido não ter sido considerado nesta análise a instanciação
de objetos para as classes dos arquétipos representados em OWL, o que possivelmente
produziria resultados melhores. Por outro lado, alguns operadores obtiveram 100% de
escore de mutação, sendo posśıvel identificar todos os defeitos simulados pelos mesmos.
Com a aplicação do teste de mutação para ontologias OWL, foi posśıvel comprovar
a necessidade e eficácia da aplicação do método de teste para ontologias, assim como
dos operadores de mutação propostos, pois mesmo obtendo-se uma adequação baixa em
alguns operadores, o resultado final obtido entre todos os modelos testados, manteve-se




Ontologias definem conceitos, classes, propriedades, relações, restrições e axiomas sobre
um determinado domı́nio do conhecimento, que podem representar o mundo real e con-
ceitual através de identificadores semânticos. As ontologias demonstraram ser extrema-
mente úteis no aux́ılio ao desenvolvimento de sistemas computacionais, devido algumas
caracteŕısticas próprias como um vocabulário para representação do conhecimento e a
possibilidade de estender um modelo genérico para um domı́nio espećıfico.
Um domı́nio de conhecimento espećıfico pode ser modelado em ontologias de diversos
modos, possibilitando que erros sejam cometidos e que defeitos inseridos possam causar
falhas. Vários defeitos em ontologias foram expostos previamente neste trabalho [32, 62,
58, 13]. Alguns métodos de teste foram propostos por Garćıa-Ramos, Otero e Fernández-
López [29] e por Vrandecic e Gangemi [68], entretanto estes testes apenas possibilitam
analisar a validade da ontologia e não garantem que defeitos sejam revelados.
Foi proposto neste trabalho aplicar o teste de mutação para programas para a rea-
lização de testes em ontologias OWL. Foram definidos 25 operadores de mutação com
base na grande quantidade de defeitos que podem ser cometidos no desenvolvimento de
ontologias, e nas caracteŕısticas de desenvolvimento da linguagem OWL.
Para validar os operadores de mutação propostos, foi realizado um estudo de caso no
contexto de registros eletrônicos de saúde, onde arquétipos cĺınicos openEHR disponibi-
lizados no repositório online CKM [57], foram convertidos para OWL e submetidos ao
processo de teste. O método de teste pode ser aplicado a qualquer modelo de dados, não
se restringindo somente ao domı́nio de registros eletrônicos de saúde.
Foi utilizado para auxiliar neste processo a ferramenta de desenvolvimento de onto-
logias Protégé [67], devido a falta de uma ferramenta para automatizar a aplicação dos
operadores de mutação em ontologias OWL e geração dos mutantes.
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Para a realização da conversão de um arquétipo openEHR para uma ontologia OWL,
também foi utilizada esta ferramenta, de modo que após a geração da ontologia original,
para cada mutação realizada com cada operador era gerada uma nova ontologia definida
como ontologia mutante. Para a geração e execução dos dados de teste, foi utilizada a lin-
guagem DL Query, uma linguagem de consultas para ontologias também disponibilizada
na ferramenta Protégé.
Foram utilizados para este estudo de caso 07 arquétipos openEHR, sendo gerados em
média 285 mutantes para cada modelo através de 19 operadores de mutação, de modo que
06 operadores não foram utilizados nesta análise devido a esses arquétipos não possúırem
caracteŕısticas que justificassem as aplicações.
Do total de 2000 ontologias mutantes obtidas com estes 19 operadores de mutação,
foi posśıvel matar 1674 mutantes com os dados de teste gerados, sendo que do total de
mutantes que não foram mortos com nenhum dado de teste, 139 foram definidos como
equivalentes às ontologias originais em teste, revelando-se assim um total de 187 defeitos
nos 07 modelos testados. Foi posśıvel obter um escore de mutação de mais de 89%, o que
mostrou a eficácia dos operadores de mutação e dados de teste gerados, identificando os
defeitos inseridos pelos operadores e revelando defeitos ocasionados pelo desenvolvedor.
O método proposto de teste mostrou-se eficaz para determinar se as ontologias desen-
volvidas estão corretas, sendo posśıvel gerar um alto número de mutantes e um alto escore
de mutação, podendo-se analisar os posśıveis defeitos cometidos pelo desenvolvedor.
6.1 Trabalhos futuros
• Realizar experimentos com outras ontologias de outros domı́nios de conhecimento;
• Implementar uma ferramenta que automatize a aplicação dos operadores de mutação
para ontologias OWL, de modo que as ontologias mutantes sejam geradas automa-
ticamente, assim como para a aplicação dos dados de teste necessários;
• Realização de novos testes com a ferramenta automatizada, por exemplo, com a
utilização de objetos instanciados para as classes da ontologia. Isto permite ter uma
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nova percepção da adequação dos operadores de mutação propostos e, a aplicação
dos 06 operadores que não foram utilizados neste estudo de caso;
• Implementar o Modelo de Referência openEHR em OWL;
• Elaborar um método de validação da instância de dados de acordo com o modelo
de domı́nio em OWL.
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1981, caṕıtulo Mutation Analysis: Ideas, Example, Problems and Prospects, páginas
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Language). Relatório técnico, Universidade Federal de Goiás, junho de 2005.
[19] Lirisnei Gomes de Souza e Jair C. Leite. Geração automática de dicionários explica-
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logias na descrição e planejadores hierárquicos em inteligência artificial. Dissertação
de Mestrado, Universidade Federal do Paraná, 2010.
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[69] Denny Vrandečić, Johanna Völker, Peter Haase, Duc Thanh Tran, e Philipp Cimiano.
A Metamodel for Annotations of Ontology Elements in OWL DL. York Sure, Saartje
Brockmans, e Jürgen Jung, editors, Proceedings of the Second Workshop on Ontolo-
gies and Meta-Modeling, Karlsruhe, Germany, outubro de 2006. GI Gesellschaft für
Informatik.
[70] Daya C. Wimalasuriya e Dejing Dou. Using Multiple Ontologies in Information
Extraction. Proceedings of the 18th ACM Conference on Information and Knowledge
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APÊNDICE A
TOTAL DE MUTANTES GERADOS POR ARQUÉTIPO
Os resultados apresentados nas tabelas A.1, A.2, A.3 e A.4, foram obtidos convertendo-se
para OWL apenas a seção DEFINITION de cada arquétipo, sendo necessario ainda con-
verter as outras seções representadas pelos mesmos, assim como, o Modelo de Referência.
A Tabela A.1 apresenta os resultados referentes aos arquétipos “A health oriented
check list” e “Informed Consent Request”.




T1 M2 E3 D4 EM5 T M E D EM
CUC 07 03 04 0 1 13 13 0 0 1
CDD 03 03 0 0 1 02 02 0 0 1
CDDO 13 13 0 0 1 66 66 0 0 1
CEU 10 09 0 01 0.9 18 17 0 1 0.944
CED 14 14 0 0 1 66 66 0 0 1
CECO 23 23 0 0 1 127 127 0 0 1
CEUA 08 04 0 04 0.5 0 0 0 0 0
CEUO 06 03 03 0 1 24 12 12 0 1
PDD 03 03 0 0 1 10 01 0 09 0.1
PDUP 05 04 0 01 0.8 03 03 0 0 1
PRD 08 0 08 0 1 12 0 12 0 1
PRUP 02 0 02 0 1 01 0 01 0 1
PDU 06 05 0 01 0.833 04 04 0 0 1
PRU 09 0 0 09 0 14 0 0 14 0
PID 15 15 0 0 1 06 06 0 0 1
ACOTA 04 02 0 02 0.5 17 10 0 07 0.588
ACATO 04 04 0 0 1 0 0 0 0 0
ACSTA 18 14 0 4 0.777 06 06 0 0 1
AEDN 08 08 0 0 1 16 16 0 0 1
TOTAL 166 127 17 22 0,852 405 349 25 31 0,918
1T - Total de mutantes Gerados.
2M - Total de mutantes mortos.
3E - Total de mutantes equivalentes.
4D - Total de defeitos revelados.
5EM - Escore de mutação obtido.
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A Tabela A.2 apresenta os resultados referentes aos arquétipos “Follow up action” e
“Autopsy examination”.




T M E D EM T M E D EM
CUC 08 08 0 0 1 10 06 04 0 1
CDD 02 02 0 0 1 03 03 0 0 1
CDDO 31 31 0 0 1 27 27 0 0 1
CEU 11 11 0 0 1 16 14 0 2 0.875
CED 31 31 0 0 1 28 28 0 0 1
CECO 56 56 0 0 1 48 48 0 0 1
CEUA 0 0 0 0 0 0 0 0 0 0
CEUO 14 08 06 0 1 08 04 04 0 1
PDD 05 02 0 03 0.4 04 04 0 0 1
PDUP 04 04 0 0 1 08 07 0 01 0.875
PRD 07 0 07 0 1 09 0 09 0 1
PRUP 02 0 02 0 1 03 0 03 0 1
PDU 05 05 0 0 1 08 07 0 01 0.875
PRU 10 0 0 10 0 12 0 0 12 0
PID 10 10 0 0 1 28 28 0 0 1
ACOTA 07 05 0 02 0.714 06 03 0 03 0.5
ACATO 0 0 0 0 0 0 0 0 0 0
ACSTA 06 06 0 0 1 14 14 0 0 1
AEDN 07 07 0 0 1 06 06 0 0 1
TOTAL 216 186 15 15 0,925 238 199 20 19 0,912
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A Tabela A.3 apresenta os resultados referente aos arquétipos “Alert” e “Fetal Heart
Rate”.




T M E D EM T M E D EM
CUC 12 05 07 0 1 10 06 04 0 1
CDD 01 01 0 0 1 52 35 0 17 0.673
CDDO 15 12 0 03 0.8 51 51 0 0 1
CEU 13 11 0 02 0.846 15 15 0 0 1
CED 15 15 0 0 1 51 51 0 0 1
CECO 72 72 0 0 1 86 86 0 0 1
CEUA 0 0 0 0 0 0 0 0 0 0
CEUO 30 30 0 0 1 12 08 04 0 1
PDD 07 07 0 0 1 18 08 0 10 0.444
PDUP 02 02 0 0 1 04 04 0 0 1
PRD 16 0 16 0 1 09 0 09 0 1
PRUP 01 0 01 0 1 03 0 03 0 1
PDU 03 03 0 0 1 07 06 0 01 0.857
PRU 10 0 0 10 0 13 0 0 13 0
PID 03 03 0 0 1 21 21 0 0 1
ACOTA 16 16 0 0 1 07 05 0 02 0.714
ACATO 0 0 0 0 0 0 0 0 0 0
ACSTA 19 19 0 0 1 16 16 0 0 1
AEDN 11 11 0 0 1 08 08 0 0 1
TOTAL 246 207 24 15 0,932 383 320 20 43 0,881
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A Tabela A.4 apresenta os resultados referente ao arquétipo “Apgar score”




T M E D EM
CUC 14 09 05 0 1
CDD 03 03 0 0 1
CDDO 46 46 0 0 1
CEU 19 13 0 06 0.684
CED 46 46 0 0 1
CECO 87 87 0 0 1
CEUA 07 02 0 05 0.285
CEUO 10 06 04 0 1
PDD 11 09 0 02 0.818
PDUP 0 0 0 0 0
PRD 07 0 07 0 1
PRUP 02 0 02 0 1
PDU 07 05 0 02 0.714
PRU 18 01 0 17 0.055
PID 21 21 0 0 1
ACOTA 08 08 0 0 1
ACATO 05 01 0 04 0.2
ACSTA 12 07 0 05 0.583
AEDN 23 22 0 01 0.965
TOTAL 346 286 18 42 0,872
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APÊNDICE B
SEÇÃO DEFINITION DOS ARQUÉTIPOS SELECIONADOS
A Figura B.1 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “A health oriented check list”.
Figura B.1: Codificação ADL do arquétipo “A health oriented check list”
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A Figura B.2 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Informed Consent Request”.
Figura B.2: Codificação ADL do arquétipo “Informed Consent Request”
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A Figura B.3 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Follow up action”.
Figura B.3: Codificação ADL do arquétipo “Follow up action”
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A Figura B.4 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Autopsy examination”.
Figura B.4: Codificação ADL do arquétipo “Autopsy examination”
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A Figura B.5 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Alert”.
Figura B.5: Codificação ADL do arquétipo “Alert”
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A Figura B.6 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Fetal Heart Rate”.
Figura B.6: Codificação ADL do arquétipo “Fetal Heart Rate”
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A Figura B.7 apresenta a codificação ADL da seção DEFINITION do arquétipo ADL
openEHR “Apgar score”.
Figura B.7: Codificação ADL do arquétipo “Apgar score”
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APÊNDICE C
ONTOLOGIAS OWL DOS ARQUÉTIPOS SELECIONADOS
A Figura C.1 representa a estrutura de classes, propriedades de objetos e propriedades de
dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR “A
health oriented check list”.
Figura C.1: Ontologia OWL referente ao arquétipo “A health oriented check list”
A Figura C.2 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Informed Consent Request”.
Figura C.2: Ontologia OWL referente ao arquétipo “Informed Consent Request”
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A Figura C.3 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Follow up action”.
Figura C.3: Ontologia OWL referente ao arquétipo “Follow up action”
A Figura C.4 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Autopsy examination”.
Figura C.4: Ontologia OWL referente ao arquétipo “Autopsy examination”
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A Figura C.5 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Alert”.
Figura C.5: Ontologia OWL referente ao arquétipo “Alert”
A Figura C.6 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Fetal Heart Rate”.
Figura C.6: Ontologia OWL referente ao arquétipo “Fetal Heart Rate”
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A Figura C.7 representa a estrutura de classes, propriedades de objetos e propriedades
de dados da ontologia OWL obtida através da conversão do arquétipo ADL openEHR
“Apgar score”.
Figura C.7: Ontologia OWL referente ao arquétipo “Apgar score”
