ABSTRACT Motivation: Matches to repetitive sequences are usually undesirable in the output of DNA database searches. Repetitive sequences need not be matched to a query, if they can be masked in the database. RepeatMasker/Maskeraid (RM), currently the most widely used software for DNA sequence masking, is slow and requires a library of repetitive template sequences, such as a manually curated RepBase library, that may not exist for newly sequenced genomes. Results: We have developed a software tool called WindowMasker (WM) that identifies and masks highly repetitive DNA sequences in a genome, using only the sequence of the genome itself. WM is orders of magnitude faster than RM because WM uses a few linear-time scans of the genome sequence, rather than local alignment methods that compare each library sequence with each piece of the genome. We validate WM by comparing BLAST outputs from large sets of queries applied to two versions of the same genome, one masked by WM, and the other masked by RM. Even for genomes such as the human genome, where a good RepBase library is available, searching the database as masked with WM yields more matches that are apparently non-repetitive and fewer matches to repetitive sequences. We show that these results hold for transcribed regions as well. WM also performs well on genomes for which much of the sequence was in draft form at the time of the analysis. Availability: WM is included in the NCBI C11 toolkit. The source code for the entire toolkit is available at ftp://ftp.ncbi.nih.gov/toolbox/ ncbi_tools++/CURRENT/. Once the toolkit source is unpacked, the instructions for building WindowMasker application in the UNIX environment can be found in file src/app/winmasker/README.build. Contact: richa@helix.nih.gov Supplementary information: Supplementary data are available at ftp://ftp.ncbi.nlm.nih.gov/pub/agarwala/windowmasker/window masker_suppl.pdf.
INTRODUCTION
In searching a DNA database, subsequences repeated hundreds of times in the database may be found to match the query, but such repetitive matches are usually not of biological interest. Finding matches to sequences that consist entirely of repetitive elements [such as microsatellites (Weber and May, 1989) , Alus (Schmid and Jelinek, 1982) and LINEs (Smit et al., 1995) ] can be avoided by masking such sequences in the database. Because running times of database searches typically grow at least linearly with the number of alignments found, masking the database to remove repetitive sequences in the first place is much more efficient than filtering intermediate outputs. Therefore, we consider the problem of masking a genomic database that is to be used in BLAST searches. Our central aim is to preserve BLAST matches to sequences that are unique or have low copy number, while preventing BLAST from finding and reporting matches to repeated sequences with many nearly identical copies.
We introduce the software package WindowMasker (WM) that implements a method to mask a DNA genome for repeats using only the sequence of the genome itself. NCBI's BLAST Web page service received over 28 000 queries to genome-specific DNA databases during the first week of June 2005, and an average of 3000 queries per day in the entire month. These queries included thousands of queries for organisms such as the dog (405 dogspecific queries recorded in the first week) that have been recently sequenced and have no adequate masking for repeats. Since WM uses only the sequence of the genome, it can be applied each time the genome sequence is 'finished' or even in draft stages.
To our knowledge, RepeatMasker/MaskerAid (Bedell et al., 2000; Smit and Green, 1996 , http://www.repeatmasker.org/ webrepeatmaskerhelp.html) (RM) is currently the most widely used software for masking DNA databases. RM uses local alignment methods to compare subsequences in the genome with a curated library of repeat sequences, such as RepBase (Jurka, 2000) , to determine the regions to be masked. In addition to masking repetitive sequences, RM uses the annotation in a repeat library to annotate the masked sequences with a description of what types of repetitive elements are contained therein. WM does not use repeat libraries, which are labor-intensive to create and curate, and may not exist for newly sequenced genomes. The aim of WM is to replace the use of RM for masking DNA databases prior to homology searches. WM is not capable of annotating masked regions at this time, but this does not compromise its utility for creating a masked database to be used by BLAST searches. Annotation of repeats is of use to biologists, but it is not used by BLAST searches.
Another software package is RECON (Bao and Eddy, 2002) . Like RM, RECON uses local alignment methods to compare subsequences in the genome. Unlike RM, RECON compares the genome with itself. The design of RECON suggests that its intended use is the compilation of repeat families for studying genomic evolution.
WM uses separate methods to identify two categories of likely repeats, low-complexity sequences and global repeats. A low-complexity sequence contains tens of letters and does not necessarily occur many times throughout the genome. The following is an example of a sequence with a low-complexity interval.
GGTTGGTCAAATAAAAAGTGATGTATGAAAAAGAGG CAAAACAACAAGAAGAAAAGATTGAAAAAATGAGAG CTGAAGATGGTGAAAATTATGACATCAAAAAGCAGG
This sequence occupies positions 85 653 through 85 760 in a large clone AL451144.5 from human chromosome X; this sequence is part of a pseudogene that lies in an intron of the dystrophin gene (Koenig et al., 1988) . A portion of the above sequence is considered to have low complexity, mostly because of the multiple A monomers. Lowcomplexity sequences are identified by a module called DUST that has been part of the NCBI C (and now C++) toolkit for many years. We present DUST in supplementary material because it has not been described in print, and we have made some improvements.
By global repeats we mean families of nearly identical sequences that occur multiple times in not necessarily adjacent places in the genome. One expects that global repeats originated as one sequence in some primordial genome, and that sequence was duplicated or reinserted and subsequently mutated numerous times on the way to the genome being masked. WM identifies likely global repeats using a module named WinMask that finds all Nmers that occur far more often than expected in windows of size N + 4.
The distinction between low-complexity sequences and global repeats is operational, not mathematical; it is defined by what sequences are masked by the two modules of WM. The two modules of WM are applied independently, and the set of letters masked in the output is the union of the sets masked by each module.
Counting of Nmers has been used in other types of genome analysis. For example, identifying unique Nmers is important in primer design for STS markers (Healy et al., 2003) . Masking based on exactly repeated Nmers has been used in several genome assembly packages such as Reps (Wang et al., 2002) and Atlas (Havlak et al., 2004) . These packages make masking decisions based on the repetition count of each individual Nmer, so N has to be large enough (e.g. 20 in Reps and 32 in Atlas) that the multiple occurrence of the same Nmer is much more likely due to a duplication than due to chance. In WinMask, we use much shorter Nmers (N 15), combined with simple statistics on multiple, distinct Nmers in a sliding window, to distinguish highly repetitive sequences from chance recurrences.
The effectiveness of WM for database searching is demonstrated by showing that among the regions of sequences from genomes tested, regions that have a large number of matches to the unmasked genome, indicating that the region is likely repetitive, are usually masked by WM. Conversely, we also show that regions that have a small number of matches to the unmasked genome, indicating that the entire region is likely non-repetitive, are usually left unmasked by WM. Five types of regions that were tested are as follows:
(R1) The 50 longest contiguous regions of genomic database sequences that were masked by WM but that did not intersect a region masked by RM.
(R2) The 50 longest contiguous regions of genomic database sequences that were masked by RM but that did not intersect a region masked by WM. (R3) Regions from high quality BLAST matches found in an RM-masked genome and not found in the WM-masked genome. Note that the matches are missed by BLAST due to masking of WM but not missed by BLAST due to masking of RM. The matches were found using sample queries (described below) and the regions are taken from the sample queries. A match is defined to be a high quality match if it is at least 92 bases long and has at least 97% identity and a match M is said to be not found in a set S if for every match N in S, the query or subject interval of N does not overlap the query or subject interval of M. The 92 base length and 97% identity thresholds are used in several MegaBLAST applications at NCBI. (R4) Regions from high quality BLAST matches found in a WMmasked genome and not found in the RM-masked genome. Note that the matches are missed by BLAST due to masking of RM but not missed by BLAST due to masking of WM. (R5) Regions from high quality BLAST matches found in an unmasked genome and not found in the WM-masked genome. Note that the matches are missed by BLAST due to masking of WM.
The regions in sets (R1) and (R2) are selected to compare RM and WM directly, sets (R3) and (R4) compare the effect of RM and WM on BLAST searches for the genomes for which a RepBase library is available, and set (R5) shows the effectiveness of WM for genomes for which no RepBase library is available. We show that WM performs the desired masking, is more effective than RM for the task of masking a genome for BLAST searches, and does not require a library of repeats.
In Section 2, we describe WinMask and methods used in evaluating the performance of WM. Section 3 describes tests of WM on several genomes and reports on direct comparisons with RM. We also show that WM does not excessively mask transcribed regions and substantially reduces the number of matches to consider for making gene models. We close with a discussion of related work and open problems. Source code for WM is available as part of the NCBI software toolkit ftp://ftp.ncbi.nih.gov/toolbox/ncbi_tools++/ CURRENT/. Once the toolkit source is unpacked, the instructions for building WindowMasker application in the UNIX environment can be found in file src/app/winmasker/README.build.
MATERIALS AND METHODS
The WM program is written in C++ and included in the NCBI software toolkit. Numerous auxiliary programs used to automate tests and summarize results were written in C, C++ and Perl.
List of genomes tested
We developed and tuned the WinMask algorithm described below using build 34.1 of the human genome. The combination of DUST and WinMask was then tested on five other genomes without further tuning of parameters.
In the text below, these genomes are referred to by their English, nonscientific names: human (Homo sapiens), mouse (Mus musculus), rat (Rattus norvegicus), honeybee (Apis mellifera) and fruitfly (Drosophila melanogaster), except for Drosophila pseudoobscura. DNA sequences for the D. pseudoobscura genome were retrieved in FASTA format from GenBank (Benson et al., 2004 WinMask is a two-pass algorithm. In the first pass, it calculates the size N of Nmer to consider, Nmer frequency counts for the genome, threshold scores for the algorithm, and a score function that is based on the frequencies and threshold scores. In the second pass, it calculates masked regions for the genome using the previously generated score function and thresholds. A genome is presented to WinMask as a collection of FASTA formatted files, each file containing one or more sequences. Each sequence, commonly called a contig, represents a contiguous region of the genome that includes no large gaps (typically 100 or more bases). Contigs are not concatenated; an Nmer must occur entirely between the endpoints of a single contig. The genome sequences should include only one strand from each complementary pair of DNA strands. We found that this is not always the case; therefore, the first pass of WinMask has an option to check the input data for likely duplicate contigs.
The first pass of the WinMask algorithm proceeds as follows:
(1) Determine the size of Nmer to use when masking this genome. Let L be the sum of the lengths of all contigs. Then N is the smallest integer such that L/(4 N ) < 5.
(2) Scan the contigs to determine frequency counts of all Nmers. Add the frequency counts for reverse complement of contigs. We use the notation freq(S) to denote the number of times Nmer S occurs in the genome.
(3) Calculate cutoff values T threshold , T extend , T low and T high . Let C be the total number of distinct Nmers that occur at least once in the genome. The cutoff T threshold is the largest value of T that satisfies sizeðfS j S is an Nmer and freqðSÞ TgÞ 0:995 · C:
This is equivalent to the 99.5 percentile. Similarly, the set T extend , T low and T high are defined as the 99.0, 90.0 and 99.8 percentiles of the same empirical cumulative distribution function, respectively.
The score of an Nmer S is defined as Nmer scoreðSÞ¼ T high if freqðSÞ ! T high ; dT low =2e if freqðSÞ < T low ; and freqðSÞ otherwise:
An Nmer with a frequency count greater than T high is assigned a score T high rather than freq(S). This rule limits the effect of some highly repetitive Nmers. Similarly, any Nmer with a frequency count below T low is assigned score dT low /2e. This rule allows us to avoid storing frequency counts for a large number of infrequently occurring Nmers, while not compromising the results in practice.
The second pass of WinMask computes masked regions for all or part of the same genome. For each sequence to be masked, WinMask applies the following algorithm:
(1) Scan all windows W ' ¼ a ' Á Á Á a m of length N + 4 in the sequence to be masked, and assign each window a score win_scoreðWÞ¼
where integer division is used.
(2) Mask any window whose score is at least as great as T threshold .
(3) Mask the interval between two consecutive windows masked in the previous step if, and only if, every base in the interval is in a window that has a score at least as great as T extend .
Values of N, T threshold , T extend , T high and T low for different genomes we considered are shown in the Table S1 in Supplementary Information. Portions of the cumulative Nmer frequency distribution are plotted for human, rat, honeybee and fruitfly genomes in the Figure S1 in Supplementary Information. Distributions for mouse and D. pseudoobscura are not shown as they are indistinguishable from those for human and fruitfly, respectively. The Nmers having the same frequency or rank differ substantially for different genomes, although this is not apparent from the plot of frequency distributions.
Usage of RepeatMasker and MaskerAid
Masking done with RM used the May 15, 2002, version of RepeatMasker (Smit and Green, 1996) in conjunction with MaskerAid (Bedell et al., 2000) . Parameter settings were those recommended on the MaskerAid Web site. The time-consuming part of RepeatMasker is the repeated use of the program cross_match for the local alignment of DNA sequences. The MaskerAid module is used to identify most global repeats with permissive (and hence relatively fast) parameters to cross_match via the MaskerAid parameters -w -nolow -norna. Then, cross_match is used directly with the more restrictive parameter -noint to identify low-complexity sequences. The runs of RM were done using a recent version of RepBase for the genome being masked, and it was the same version being used in the NCBI genome pipeline (Kitts, 2003 , http://www.ncbi.nlm.nih.gov/books) at the time of the experiments.
Usage of tandem repeats finder
Preliminary analysis suggested that many regions in sets (R1)-(R5) are not entirely covered by low-complexity regions or global repeats, but contain a substantial subinterval generated by tandem repetition of a smaller motif. To investigate this formally, we used the Tandem repeats finder (TRF) software, version 3.21, with the parameters recommended in the documentation (Benson, 1999) , to identify regions containing a tandem repeat. If a tandem repeat is found, we suspect that the minimal repetitive motif may be found many times across the genome, and this motif is evaluated further instead of the region that had the motif.
We restricted attention to only those tandem repeats that cover at least 50% of the region of interest. The tandem repeats found are further subdivided into small patterns or generative patterns based on the length of the repeat. The reason for using the term 'generative' rather than the antonym 'large' is to reinforce the intuition that these larger patterns effectively 'generate' at least 50% of the region via a process of duplication and mutation. A repeat is called small [generative] if its length is less than [at least] 19 bases for human, mouse and rat genomes or less than [at least] 17 bases for Drosophila, honeybee and D. pseudoobscura genomes. The lengths 19 and 17 are the window sizes used in the WinMask module when masking those genomes with WM. Any region that has neither a small nor a generative pattern is called a region with no patterns. Almost all small patterns observed are di-or tri-nucleotide patterns.
BLAST runs and queries for testing
In Section 3, we describe numerous results based on outputs of MegaBLAST (Zhang et al., 2000) or blastn (Altschul et al., 1997) modules of the BLAST software package for sequence alignment. All runs of MegaBLAST and blastn were done with default parameter settings, with the following exceptions:
We turned off the DUST filtering of the query sequence using parameter -FF in order to assess the low-complexity filtering provided by RM and WM.
For certain smaller genomes, we ran MegaBLAST with word size 16 as well as with default word size 28; we clearly mark results generated using the smaller word size in Section 3.
The tests of alignment to transcribed regions carried out by the NCBI genome pipeline group use parameter settings -r10 -q-25 -X500 -Fm for MegaBLAST.
Both blastn and MegaBLAST search for short exact alignments that are known as seeds. One major difference is that blastn uses by default a minimum seed size of 11, while MegaBLAST uses by default a minimum seed size of 28; some MegaBLAST tests were done with a seed size of 16. Partly because it uses a smaller seed size, blastn is slower and may print many more matches in the output. The effect that masking a database has on a blastn or MegaBLAST search is to forbid any masked base from participating in a seed. The algorithm ultimately extends seeds into gapped alignments. Masked bases are permitted to participate in gapped extensions exactly as if they were not masked. We note, however, that both blastn and MegaBLAST provide the option of treating masked bases as if they were a special base that mismatched every other base. We did not use this option in performing our tests.
Sample queries
To test the effect of masking on MegaBLAST searches, we selected a separate set of 300 sample query sequences for each genome. Each set of 300 query sequences is divided into subsets of 100 each in three length ranges: small ($500 bases), medium ($10 kb), and large ($100 kb). Queries for each length range were randomly selected from within bacterial artificial chromosome (BAC) sequences from the genome being queried, with the exception of D. pseudoobscura for which we used query sequences from D. melanogaster.
MegaBLAST runs using the chosen sample queries were performed using both a WindowMasked and an unmasked database for each genome. For those genomes for which a library of repeats is available, an additional set of runs was performed using a RepeatMasked database. Results of the Mega-BLAST runs were filtered for high quality matches, as defined in Section 1, to ensure a high probability that what we identify in our automated processing as a match is a true positive.
2.5.2 Query regions selected for further study It is common for a nearly identical interval in a sample query to participate in many distinct alignments that yield regions in sets (R1)-(R5). Therefore, intervals within each set were coalesced if they overlapped by at least 90%, and the ends also did not extend more than 20 bases.
Investigation of regions
We classified all regions in sets (R1)-(R5) as having small, generative, or no patterns as described in Subsection 2.4. Regions having a small pattern were not analyzed further; they are low-complexity regions. Any generative patterns found within the regions were used as queries instead of the region they generate and aligned using blastn against the unmasked genome from which they originated. Results were filtered to require a minimum of 95% identity and a minimum length of 19 or 17 bases, whichever corresponds to the window size for the genome. Regions that had no discernible pattern were used in their entirety as queries and aligned against the appropriate unmasked genome. Query sequences that originated from sets (R1) and (R2) were aligned to genomes using blastn, whereas query sequences that originated from sets (R3), (R4) or (R5) were aligned using MegaBLAST because of the prohibitive amount of output generated if blastn is used. These results were filtered to require a minimum percentage identity of 95% and a minimum length of 75% of the query length. For all genomes except rat, we used a minimum of 95% identity; for rat we used 97% identity, as there were a large number of matches even with this more stringent criterion.
Evaluation of results
The primary means of evaluating the results of a BLAST run is to count the number of output alignments meeting the prescribed length and identity criteria. We classify such runs and their output counts into three ranges: 1-10 matches, 11-50 matches and >50 matches. We suggest that output with 1-10 matches is desirable and should not be eliminated by masking, while output with >50 near exact matches is undesirable and indicates insufficient masking in the matched database regions. Whether outputs falling in the intermediate range are desirable or not depends on the user's taste and the biological motivation for the query. In our tests, the number of cases falling in the intermediate range is usually a small minority. Therefore, the qualitative evaluation does not depend much on the specific choices of 11 and 50 as the bounds of the intermediate range.
2.5.5 Test of alignment to transcribed regions For a test of alignments to human regions that are likely to be transcribed, the NCBI genome pipeline group collected sets of mRNAs and ESTs to align. Then they used MegaBLAST and other programs exactly as described in (Kitts, 2003) so that results would be comparable with NCBI's annotation of the human genome that utilized RM. The mRNAs and ESTs are aligned as full length transcripts predicted by the genome pipeline. These predicted full-length transcripts are called gene models below. The test of alignment to transcribed regions by gene models was applied to human chromosome 1, not the entire genome.
RESULTS
WM was developed using the human genome and then tested on the genomes of mouse, fruitfly, rat, honeybee and D. pseudoobscura. RepBase (Jurka, 2000) has good libraries for human, mouse and fruitfly. It currently does not have libraries for the recently sequenced rat genome or the partially sequenced honeybee and D. pseudoobscura genomes. For all genomes, we document the amount of masking and the effect of masking on BLAST searches. For the three genomes with RepBase libraries, we do analysis for regions in sets (R1)-(R4), while for the three genomes without RepBase libraries, we do analysis for regions in set (R5). For honeybee and D. pseudoobscura, the difference in results between using an unmasked database and a WindowMasked database is reduced if MegaBLAST seed size is 16 instead of the default seed size of 28. We do additional analysis for matches found only when using an unmasked database and a word size of 16. Results of aligning mRNAs and ESTs to human chromosome 1 masked using either RM or WM are also presented.
Tests of the amount of masking
We did a direct comparison of the portions of the genome masked by RM against the portions masked by WM. Table 1 gives the percentages of the genomes masked by each method and the percentages masked in common. Pairs of contiguous regions can be classified as completely overlapping (same end points found by both methods), partially overlapping (regions overlap, but not completely) and nonoverlapping. Table S2 in Supplementary Information summarizes the lengths of contiguous regions found by one method that do not overlap a region found by the other. A subset of these regions forms sets (R1) and (R2) for further study. 
Effect on BLAST searches
The number of alignments found by MegaBLAST between sample queries and the various masked and unmasked genome databases are listed in Table 2 . The first number that should stand out is the 10 803 598 matches unique to an unmasked rat database; only 11 820 matches are found using a WindowMasked database, a reduction by a factor of about 1000. The large number of matches to the unmasked rat genome quantifies the need for a masking method that can be used when repeat libraries are not available. In the 'Partial overlap' and 'No overlap' columns of Table 2 , we note that for those rows where we did not run RM, there are a few cases where we find an alignment when querying the WindowMasked genome, but do not find the same alignment when querying the unmasked genome. These discrepant cases are not investigated further because they are owing to either the heuristic nature of MegaBLAST or the 97% identity filtering. Query portions of remaining alignments in 'No overlap' columns of Table 2 are transformed into regions for sets (R3), (R4) and (R5) as described in Subsection 2.5.2. (4473) 113 (94) Matches reported are at least 92 bases long and have at least 97% identity. Rows labeled W16 use MegaBLAST with initial match size 16, instead of the default 28. Each entry in the second, third and fourth columns counts the number of matches of that type totalled over 300 queries. The fifth column counts matches in common to the two databases being compared. 'Partial overlap' columns count cases where corresponding matches overlap in both query and subject, but are distinct. The last three columns count the number of matches unique to each database; in those columns the number in parentheses are the number of coalesced regions that are added to the sets (R3), (R4) or (R5), as described in Subsection 2.5.2. Matches counted had at least 75% query length coverage and at least 95% identity. We suggest that cases with 1-10 matches should appear in the output, cases with >50 matches should not appear, and cases in the middle range may sometimes be desirable to have in BLAST output. Matches for all rows except the last are filtered for 95% identity; matches for the last row are filtered at 97% identity.
Analysis of regions (R1)-(R5)
Regions are investigated as per the protocol in Subsection 2.5.3. Tables 3 and 4 tabulate regions in sets (R1)-(R5) according to the number of alignments to the unmasked genome counting only the alignments that cover at least 75% of the length of the region with 95% identity. We note that there is an insignificant amount of change if we tabulate results at 25% length coverage instead of 75% (data not shown). Next, we discuss Tables 3 and 4. 3.3.1 MegaBLAST performance on regions masked only by WM or RM We did not find any regions in sets (R1) and (R2) that have a small pattern. As shown by the second column in Table 3 , the vast majority of the regions in set (R2) do not have a generative tandem repeat, while the vast majority regions in set (R1) do. This should be interpreted as a hint that the regions masked only by WM are likely to be generated by globally repetitive patterns that were not included in the RepBase library. Almost all regions in set (R2) have fewer than 10 matches, which suggests that they should not be masked. Almost all the regions in set (R1) have !51 matches, strongly suggesting that WM is justified in masking them. The most troubling exceptions to this are 4 sequences in the human build 34.1 that are masked by WM, have no generative pattern and get 10 matches. Two out of these four are from the portion of contig NT_004538.15 that is derived from AL357500.17; both sequences get over 100 000 blastn matches that are not big enough to be counted at 75% length coverage. The third sequence also belongs to the same contig, while the last sequence has two patterns that are covering the sequence such that neither one is a tandem repeat and hence neither is reported by TRF.
MegaBLAST performance on RepeatMasked and WindowMasked genomes
For the human, mouse and fruitfly genomes, we collected regions in sets (R3) and (R4). Table 4 shows that there are only five regions in (R4) that generate more than 50 matches to an unmasked database. This suggests that only those five regions align to repetitive DNA, and that the DNA sequences that would align to the other regions in (R4) were correctly left unmasked by WM. Table 4 also shows that a significant number of regions in (R3) also have many matches to an unmasked database. We infer that WM is justified in masking the sequences that would align to these regions. There are 27 cases where one might question the results of WM because the query, originally identified because of a unique match to the RepeatMasked genome, yielded at most 10 matches when compared with the unmasked genome. For these 27 cases, we investigated the subject portion of the original unique alignments to the RepeatMasked database. In all cases but one, the subject portion is heavily masked by both RM and WM, but a small amount of additional masking by WM eliminates the seed for a MegaBLAST alignment. The lone exception is a 108 base match at 97.22% identity between AL451144.5 and NT_006713.13, where 80 out of 108 bases are found to have low complexity by DUST.
3.3.3 MegaBLAST performance on genomes without a RepBase library For the honeybee, rat and D. pseudoobscura genomes, we collected regions in set (R5). Table 4 shows that generative patterns from these regions are highly repetitive. Some regions that do not have a generative pattern, particularly those from rat, do not often align to an unmasked genome. The row with 4189 'No pattern' for rat in Table 4 counts matches filtered for 97% identity. For rat, we did not generate a complete histogram of the number of matches to each query portion when matches are filtered for 95% identity, but we determined that only 675 query regions match less than 50 times against the unmasked genome. We did no further analysis to see if many more alignments would be found using more sensitive parameters to MegaBLAST or a more sensitive algorithm such as blastn. Of the 10 803 598 matches to the unmasked rat genome in the 'No overlap' column of Table 2 , 6 240 141 matches, which comprise 4473 query regions, cover at least 75% of the query. Of these 6 240 141 matches, the 675 non-repetitive query regions account for only 1335 (<0.02%) matches. This seems to be acceptable performance for the WM program, especially when no alternative method of masking is available.
A test of alignment to transcribed regions
The above tests and analysis concern entire genomes and do not distinguish between transcribed and untranscribed intervals. Since many searches are intended to identify matches in transcribed regions, we assessed WM performance in leaving the non-repetitive portions of these regions unmasked for matching. NCBI's genome pipeline group applied their software (Kitts, 2003) to a DNA database for human chromosome 1. As above, the database was masked using either RM or WM. To measure the final output quantity and quality, we evaluated how many mRNAs or ESTs can be aligned as gene models. The masked databases are used by the genome pipeline software for the intermediate step of MegaBLAST searching. Therefore, another useful measure of performance is the number of MegaBLAST matches, which indicates how many candidate pieces of transcript may have to be spliced together to make a gene model. Table 5 shows that using WM, rather than RM, to mask the database enables the identification of slightly more (<1%) mRNAs, along with a substantial reduction (20-30%) in the number of MegaBLAST matches that are considered potential alignment pieces. Table 6 shows that using WM, rather than RM, also results in the creation of more gene models with higher length coverage. The improvement in final outputs is not substantial but does show that WM is not excessively masking transcribed regions, while substantially reducing the number of matches to consider.
Computation time
To compare running times, we ran RM and WM on the human genome, one chromosome at a time, using multiple uniprocessors on a cluster of processors. RM took 1045 h of CPU time, while WM took under 11 h of CPU time. Of these 11 h, $1.2 h are consumed by the first pass of Nmer counting; if one also checks for duplicate contigs in the first pass, then the time increases to $4.5 h. Thus, we conclude that WM without the check for duplicate contigs is nearly two orders of magnitude faster than RM for genomes that are roughly the size of the human genome (3 Gb).
DISCUSSION
We describe new software called WindowMasker (WM) that identifies and masks highly repetitive subsequences in the DNA sequence of a genome. Unlike the widely used RepeatMasker (RM) software (Bedell et al., 2000; Smit and Green, 1996) , WM is not dependent on a library of known repeat sequences, such as RepBase (Jurka, 2000) . WM is orders of magnitude faster than RM or other alternatives, such as RECON (Bao and Eddy, 2002) , that use local alignment to identify the location of repeated sequences. WM has been put into production usage at NCBI, and the first new genome to which it was applied is that of the cow (Bos taurus). We tuned WinMask using the human genome and then tested the combination of DUST and WinMask on the genomes of mouse, rat, fruitfly, D. pseudoobscura and honeybee. The tests combine WM with the intended application of sequence database searching by evaluating the quality of MegaBLAST (Zhang et al., 2000) outputs when searching a masked database. Our tests show that MegaBLAST produces better results when searching a database masked by WM than it does when searching a database masked by RM. This improvement is seen even for the human genome, for which there has been adequate time to develop a good library of repeats. Therefore, WM will be particularly useful for masking recently sequenced genomes for which no repeat library yet exists. One limitation of our tests with RM is that we set the parameters according to the developers' recommendations, but did not consider the possibility that other parameter settings would give better results. When our tests show that RM over or under masks some region, we do not attempt to assess whether this is due primarily to the RM parameters or to the entries in the RepBase library.
The RM documentation suggests that the interesting regions are those that code for proteins. In this study, we chose to define the interesting regions as those that are transcribed because (1) this simplified our testing and (2) it acknowledges the growing interest in untranslated, functional RNAs and the 5 0 and 3 0 untranslated regions adjacent to translated RNAs. Our tests on human chromosome 1 show that slightly more gene models are created using a WindowMasked database than using a RepeatMasked database and that the use of a WindowMasked database substantially reduces the number of partial matches that need to be processed.
The principal disadvantage of using WM instead of RM is that WM does not annotate the processed sequence, whereas regions masked by RM are annotated as belonging to at least one known family of repeat sequences. One basic problem suggested by the contrasting methods is whether the intervals masked by WM can be used to generate an initial library of repeats for a genome? Two approaches to this problem might be (1) to cluster the WinMasked regions by length and some properties of the unit scores they contain or (2) to use the RECON method on a cleverly chosen subset of pairs of intervals.
In its current implementation, WM takes as input one or more FASTA-formatted files and produces as output a FASTA-formatted file or a more compact representation of the masked intervals. In practice, genome sequences are initially presented as traces from a sequencing device, including real number measurements (dye intensity or mass or radioactivity) for each possible letter at each position. It may be useful to determine if masking can be done directly on sequence traces without interposing additional software to 'call' a unique letter for each position.
For the subproblem of masking low-complexity sequences, we used a modified version of DUST, because (1) DUST has been used successfully for many years to filter DNA queries to BLAST and (2) our focus is on the WinMask method for masking global repeats. It would be interesting to try other software methods, such as STAR (Delgrange and Rivals, 2004) , Sputnik (Abajian, 1994, http://espressosoftware.com/pages/sputnik.jsp; Morgante et al., 2002) , Poly (Bizzaro and Mark, 2003) that are specifically designed to find microsatellite sequences with some mutations. Longer approximate tandem repeats can be found with Tandem Repeats Finder (Benson, 1999) or ATRHUNTER (Wexler et al., 2005 ). An older alternative, similar to DUST, is the Simple method used in (Hancock, 2002) .
Several other groups have proposed combinatorial approaches to repeat identification that also do not use a library. Such software packages include RAP (Campagna et al., 2005) , also based on word counts; REPuter (Kurtz et al., 2001) , based on suffix trees; FORrepeats (Lefebvre et al., 2003) , based on an automaton construction; an unnamed software package from Cold Spring Harbor Laboratory (Healy et al., 2003) , based on the Burrows-Wheeler transform and suffix arrays; and repeat detection module of FragmentGluer (Pevzner et al., 2004) , based on a A-Bruijn graph approach. In general, these programs are interested in detecting repeats that occur more than once without concern for the frequency or variability. To our knowledge, none of these packages has been used to produce a database of masked sequences for use in Table 6 . Alignments in the second row of Table 5 are classified by the percentage of the transcript covered by the gene model homology searching. Of the packages mentioned, RAP is closest in method to our word-counting approach. The developers of RAP chose to use discontiguous words (Campagna et al., 2005) , whereas WM uses counts of contiguous words. We tested some discontiguous words in an early implementation of WinMask and found no advantage (data not shown). However, this issue deserves further study, especially in consideration of the success of discontiguous words in homology searching (see e.g. Ma et al., 2002) .
Besides the choice of contiguous versus discontiguous words, three other design decisions for WinMask, described in Subsection 2.2, may be of concern: the choice of score thresholds in the first pass, the definition of the window_score function (at step 1 in the second pass), and the rule (at step 3 in the second pass) for masking in between consecutive already masked (at step 2 in the second pass) regions. For the score threshold, we chose plausible values based on Nmer counts for several genomes; we display those counts in Table S1 and Figure S1 . A more principled method of choosing the thresholds would be of interest. For the window_score function we also considered the minimum unit score and median unit score instead of the average; using the average gave better results on the human genome (data not shown). For step 3 in the WinMask algorithm, we considered instead (1) masking between consecutive masked intervals if the distance in bases between them is sufficiently low regardless of score and (2) masking between already masked intervals if the average of the unit scores in the coalesced interval is above some threshold. The rule described above as step 3 performed better than these two alternatives on the human genome (data not shown).
Another direction for further investigation is whether either the combinatorial or the library-based approach to masking can be extended from inputs of single genomes to species-heterogeneous databases such as GenBank's non-redundant (nr) database? In conclusion, WM produces better results than RM without requiring a library of repeats.
