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Предмет разработки – система моделирования трехмерного ландшафта. 
Цель работы – разработка системы моделирования трехмерного ландшафта. 
В настоящей работе описаны результаты проектирования и 
программной реализации системы моделирования трехмерного ландшафта, 
позволяющей создавать и моделировать трехмерный ландшафт, генерировать 
карты высот и карты нормалей на основе смоделированного ландшафта. 
Система была реализована с использованием языка программирования 
С++, в качестве графического интерфейса использовался OpenGL, интерфейс 
системы разработан на основе библиотеки Dear ImGui, для создания окна в 
операционной системе и обработки пользовательского вводе использовалась 
библиотека GLFW. В системе реализованы инструменты для изменения 
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Трехмерные ландшафты постоянно используются при моделировании 
трехмерных виртуальных сцен. Подобные сцены используются в фильмах с 
использованием компьютерной графики, трехмерных играх или в качестве 
демонстрационного материала для различных архитектурных объектов. 
Инструменты для моделирования ландшафтов зачастую являются частью 
крупного программного продукта, установка и освоение подобных программ 
может быть довольно сложным процессом. 
В настоящее время существует несколько крупных программных 
продуктов в составе которых есть инструменты для моделирования 
трехмерных ландшафтов: Unreal Engine, Unity, 3DS Max. Функциональные 
возможности подобных систем зачастую являются избыточными, поскольку 
они являются универсальными, их использование зачастую подразумевает 
наличие высококлассного специалиста. Существует необходимость в 
свободно распространяемом программном продукте, установка и освоение 
которого не будет сложным.  
Предмет разработки: система моделирования трехмерного ландшафта. 
Цель: спроектировать и реализовать систему для моделирования 
трёхмерного ландшафта и генерации карты высот.  
Задачи: 
1. Провести анализ информационных источников для выявления 
существующих подходов к визуализации и моделированию трёхмерного 
ландшафта. 
2. Проанализировать возможности существующих программных продуктов 
для моделирования ландшафтов и обосновать выбор технологий 
реализации и необходимых программных платформ. 
3. В соответствии с техническим заданием провести разработку системы 
моделирования трехмерного ландшафта. 
4. Подготовить техническую и сопроводительную документацию. 
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Глава 1. ТЕХНОЛОГИИ ВИЗУАЛИЗАЦИИ И 
МОДЕЛИРОВАНИЯ ТРЕХМЕРНЫХ 
ЛАНДШАФТОВ 
1.1 Визуализация и моделирование трехмерных 
ландшафтов 
Компьютерная графика существует достаточно давно, с момента 
появления и по сей день большая её часть представлена двумерной 2D 
графикой. Однако помимо 2D графики существует и трехмерная 3D графика. 
Двумерная графика очень похожа на привычное рисования на холсте, только 
вместо холста – плоский экран, а представлением цвета занимаются пиксели. 
Пиксель – наименьший логический двумерный элемент в растровой графике, 
элемент матрицы дисплеев [2]. Очевидно, что, в случае с рисованием, мы 
отображаем только одну сторону предмета, если нам необходимо получить 
изображение предмета с другой стороны, то потребуется еще один рисунок. 
Этот пример ярко отображает преимущества трехмерной графики. В 3D мы 
создаем (моделируем) объект в трехмерном пространстве благодаря чему 
можем получить его изображения с любой стороны. Однако не следует 
забывать, что экран остается плоским, т.е. способным отображать только 
двумерное растровое изображение. Растровое изображения – изображение, 
представленное двумерной сеткой из пикселей [2]. Это означает, что 
трехмерные объекты требуют перевода в двумерное пространство. Процесс 
перевода 3D модели в 2D пространство называется рендерингом 
(визуализация) [3]. Перевод осуществляется с использованием матриц, 
различают матрицы: поворота, сдвига, масштабирования и проекции.  
Геометрия 3D моделей представляется как полигональная сетка – меш. 
Меш состоит из полигонов. Полигон – совокупность вершин, ребер и граней, 
которые определяют форму трехмерного объекта [4]. Несмотря на своё 
название, основным компонентом полигональной сетки является вершина. 
Вершины определены в трехмерном пространстве координат (x, y, z), они 
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могут объединится в треугольники или другие многоугольники, тем самым 
образуя полигоны, однако это совсем не обязательно. Если объединять 
вершины попарно, получив множество линий, модель будет отображена без 
граней, таким образом она получится «дырявой».  
Помимо геометрии, модели могут снабжаться различными текстурами 
и материалами. Текстура – растровое изображение «накладываемое» на 
полигональную сетку для придания модели цвета, оттенка или имитации 
рельефа [5]. Использования текстур для описания деталей рельефа 
обуславливается аппаратными ограничениями. Геометрия модели может 
быть бесконечно подробной, однако рано или поздно ресурсы системы, а в 
частности память, иссякнут. Для решения этой проблемы очень удобно 
описывать разного рода детали (шрамы, складки одежды, рельеф кожи, 
неровность каменной кладки) с помощью текстур. Информация в такой 
текстуре используется системой рендеринга в расчете освещения, таким 
образом «впадины» приобретают более темный оттенок, за счет чего 
поверхность модели получается визуально неровной. Под материалом 
понимается структура данных, содержащая параметры освещенности модели. 
Параметры, как и специальные текстуры, описанные выше, используются 
системой рендеринга для расчета динамического освещения. Можно 
резюмировать, что достаточно полный, но в тоже время минимальный по 
количеству элементов набор для представления трехмерной модели состоит 
из: полигональной сетки, цветовой текстуры, рельефной текстуры и данных о 
материале.  
На сегодняшний день практически в каждом компьютере присутствует 
графический ускоритель (видеокарт). Видеокарта – устройство 
преобразующее состояние памяти в вид пригодный для отображения на 
экране [6]. Основным компонентом видеокарты остается графический 
процессор GPU. Графический процессор (Graphics processor unit) – 
устройство, выполняющее процесс визуализации, имеет специальную 
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конвейерную архитектуру, которая позволяет наиболее эффективно 
производить расчет графики в сравнении с центральным процессором CPU 
[7]. Далее термин видеокарта и графический процессор GPU будут 
использоваться как синонимы. Центральный процессор CPU (Central 
processing unit) – интегральная схема, исполняющая машинные инструкции, 
главная часть аппаратного обеспечения компьютера [8]. Необходимость в 
графическом ускорители обуславливается спецификой вычислений в 
процессе визуализации. GPU прекрасно обрабатывает текстуры и геометрию 
за счет огромного количества ядер, если у центрального процессора их 
обычно несколько (2, 4, 6, 8 и т.п.), то у видеокарты их может быть несколько 
сотен. Однако между ядрами CPU и GPU есть огромные отличия. Ядра GPU 
обладают существенно меньшим набором команд, а значит и меньшей 
универсальностью в отличия от ядер CPU. Таким образом центральный 
процессор лучше работает с последовательными задачами, однако при 
большом объеме данных преимущество за видеокартой. Следует отметить, 
что такое положение вещей сохраняется, если в решаемых видеокартой 
задачах наблюдается параллелизм.  
Первые видеокарты не имели общего программного интерфейсы API, 
из-за чего программа, написанная для одного графического ускорителя, не 
могла работать на другом. Программный интерфейс приложения (application 
programming interface, API) – описание способов взаимодействия одной 
программы с другой программой [9]. Решение проблемы состояло в 
создании общего программного интерфейса, при наличии такого 
интерфейса разработчики видеокарт и драйверов видеокарт смогли бы 
реализовывать заранее объявленные в API функции. Драйвер – программное 
обеспечение, с помощью которого другое программное обеспечение 
получает доступ к аппаратному обеспечению определенного устройства 
[10]. Если GPU поддерживает определенный API, значит разработчики 
данного устройства гарантируют работоспособность функций этого API. 
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Таким образом использование видеокарты сводится к использованию 
функций из графического API, поддержку которого она осуществляет. 
Помимо этого, благодаря таким общим интерфейсам можно писать 
программы, использующие компьютерную графику, не задумываясь над 
особенностями графического ускорителя на целевой платформе. На 
сегодняшний день существует насколько популярных графических API: Di-
rect3D, OpenGL, Vulkan, Metal.  
При разработке приложений, обращающихся к какому-нибудь 
графическому API, следует понимать, что приложение фактически разделено 
на две части. Первая часть приложения, так называемое «основное 
приложение», работает на CPU и использует основную память системы, код 
основного приложения написан на каком-нибудь языке общего назначение, к 
примеру C++. Вторая часть программы написана на специальном языке, 
выполняется на GPU и, как следствие, использует видеопамять системы. 
Графический API работает как связующее звено между двумя частями 




Рис.  1 Схема работы приложения, использующего графический API 
Для разработки программ, использующих графические API, 
необходимо знать и понимать архитектуру используемого API. В качестве 
примера рассмотрим графическую библиотеку OpenGL. OpenGL – 
спецификация, определяющая платформонезависимый программный 
интерфейс для разработки приложений, использующих компьютерную 
графику [11]. Основным элементом архитектуры любого графического API – 
это конвейер визуализации. Конвейер OpenGL (Рис.  2). 
 
Рис.  2 Конвейер визуализации OpenGL 
Большая часть этапов конвейера представлена шейдерами. Шейдер – 
программа, предназначенная для исполнения графическим процессором 
GPU [13]. Часто встречается термин «затенение», что означает процесс 
работы шейдера. Происхождение термина объясняется переводом с 
английского слова «shader» – затеняющий. Шейдеры пишутся на 
специальном языке шейдеров, в случае OpenGL – это GLSL (OpenGL 
Shading Language) [12]. Перед началом цикла визуализации необходимо 
подготовить и загрузить данные вершин в OpenGL, данные вершин 
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(позиция, нормаль, текстурные координаты) зовутся атрибутами и доступны 
для обработки в соответствующих шейдерах.  
Первый этап конвейера визуализации – вершинный шейдер. 
Вершинный шейдер – это программируемый этап конвейера визуализации 
OpenGL [14, 15]. Шейдер занимается обработкой отдельных вершин, на вход 
он получает атрибуты вершины. Основная задача шейдера – это расчет 
позиции вершины, часто именно на этом этапе производятся преобразования 
с помощью матриц. Помимо этого, вершинный шейдер может передать 
любые данные на выход, переданные данные попадут на следующий этап 
конвейера, в данном случае в шейдер управления тесселяцией. Тесселяция и 
шейдеры, связанные с ней, будут рассмотрены позже.  
После вершинного шейдера идет опциональный этап тесселяции. 
Тесселяции – автоматизированный процесс добавления новых примитивов в 
полигональную сетку с целью увеличения детализации сетки [15]. Стоит 
отметить, что тесселяции используется не столько для повышения качества, 
сколько для манипуляции детализацией трехмерных объектов в целом. 
Процесс тесселяции в OpenGL разбит на два отдельных шейдера: шейдер 
управления тесселяцией (tessellation control shader, TCS) и шейдер выполнения 
тесселяции (tessellation evaluation shader, TES) [16]. Между TCS и TES 
выполняется генерация примитивов тесселяции (tessellation primitive 
generation, TPG). Шейдер управления тесселяцией отвечает за определения 
внешних и внутренних уровней тесселяции и обработку полученных на вход 
вершин. TCS может изменить данные вершин, полученных вершин, или 
передать их дальше по конвейеру без изменений. После TCS выполняется 
генерация примитивов тесселяции в результате которой мы можем получить 
дополнительные примитивы. Сгенерированные TPG примитивы 
обрабатываются шейдером выполнения тесселяции. TES получает на вход все 
вершины полученный после предыдущих этапов конвейера. TES очень похож 
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на вершинный шейдер, как и в вершинном шейдере, его основная задача 
определить конечную позицию вершин.  
Геометрический шейдер является последним этапом в процессе 
обработки вершин и выполняется после шейдеров тесселяции [17]. В 
отличие от вершинного шейдера, который принимает на вход отдельные 
вершины, геометрический шейдер работает с целыми примитивами. На 
выход шейдер может подавать нуль, один или несколько новых 
примитивов. Геометрический шейдер позволяет быстро и без затрат лишних 
ресурсов сгенерировать множество новых примитивов, благодаря данной 
особенности шейдер используется при визуализации различных частиц 
(огонь, дым, пыль и т.п.).  
Цель этапа сборки примитива – преобразовать поток вершин в 
последовательность базовых примитивов (точки, линии, треугольники) [18]. 
Например, поток из 12 вершин могут быть собраны в 11 линий. Стоит 
отметить, что сборка осуществляется согласно некоторым параметрам, 
необходимо сказать OpenGL примитивы какого базового типа необходимо 
собирать, также необходимо задать порядок сборки, существует два 
варианта: по часовой стрелки и против.  
Операция отсечения (Clipping) необходим для удаления вершин, 
которые попали за область просмотра – область экрана [19]. Данная операция 
выполняется OpenGL автоматически.  
Сразу после отсечения обновленные примитивы отправляются в 
растеризатор для генерации фрагмента. Фрагмент – это своеобразный 
«пиксель – кандидат», пиксель во фрагменте имеет своё место в кадровом 
буфере, при этом в результате последующей обработки фрагмент все еще 
может быть отброшен, а связанный с ним пиксель может никогда не быть 
обновлён [21]. Обработка фрагментов происходит на следующих двух этапах 
конвейера: шейдер фрагментов и операции по фрагментам. 
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Последний этап, когда у нас есть программируемый контроль над 
цветом – это фрагментный шейдер [22]. На этом этапе шейдер используется 
для определения окончательного цвета фрагмента и, возможно, значение его 
глубины. Фрагментный шейдер очень мощный, так как в нём можно 
использовать наложение текстур для изменения цвета, предоставленного 
этапами обработки вершин. Фрагментный шейдер также может прекратить 
обработку фрагмента, если определит, что фрагмент не должен быть 
отображен; этот процесс называется отбрасыванием фрагмента. Разница 
между шейдерами, работающими с вершинами и фрагментами, заключается 
в том, что затенение вершин (включая шейдеры тесселяции и 
геометрический шейдер) определяет, где на экране находится примитив, в то 
время как фрагментное затенение использует эту информацию, чтобы 
определить, какой цвет будет иметь обрабатываемый фрагмент. 
По фрагментная обработка – заключительный этап конвейера 
рендеринга OpenGL, на котором обрабатываются фрагменты, полученные из 
шейдера фрагментов, и их результирующие данные записываются в 
различные буферы [23]. 
Очевидно, что главная задача конвейера визуализации – это определить 
цвет пикселей доступной области рисования. Однако не стоит забывать, что 
мы говорим о визуализации трехмерных объектов, в то время как экран 
остаётся плоским, т.е. двумерным. Поэтому необходимо преобразовать 
вершины наших 3D объектов в 2D пространство экрана. Для подобных 
преобразований в компьютерной графике используют матрицы. Матрица – 
математический объект, записываемый в виде прямоугольной таблицы, 
которая представляет собой совокупность строк и столбцов, на пересечении 
которых располагаются её элементы [24]. В компьютерной графике 
различают несколько основных типов матрицы: мировая матрица (матрица 
модели), матрица вида и матрица проекции. Схема преобразований (Рис.  3). 
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Зачастую вершины трехмерных моделей располагаются и локальном 
по отношению к модели пространству. Однако любая модель, при 
визуализации существует в некотором мире (сцене), где имеет конкретную 
позицию и размер. Для манипуляции позицией и размером модели в сцене 
используется матрица модели (мира). Матрица модели заключает в себе 
смещение объекта относительно центра сцены, размер объекта и его 
ориентацию в пространстве. Матрица модели получается путем 
комбинирования матриц сдвига, поворота и масштабирования.  
 
 
Рис.  3 Процесс преобразований в двумерное пространство экрана 
Мы не можем отобразить на экране всю сцену целиком, более того это 
не является естественным. Как и в реальном мире, в нашей виртуальной 
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сцене мы способны наблюдать только её часть. Чтобы понять, какую часть 
сцены отображать, а также иметь возможность путешествовать по ней, 
необходима камера. По аналогии с предыдущем примером необходимо 
перевести все трехмерные объекты из пространства сцены в пространство 
камеры. Для решения этой задачи используется еще одна матрица – матрица 
вида. Матрица вида строится по тем же принципам, что и матрица модели, 
однако в отличие от неё получается путем комбинирования только двух 
матриц – матрицы сдвига и матрицы поворота. Таким образом получается, 
что вместе движения камеры относительно объектов, мы двигаем объекты 
относительно камеры. Из этого следует, что для матриц сдвига и поворота 
следует брать обратные значение, так, если камера смещается по оси X на 1, 
то матрицы сдвига должна перемещать объекта по оси X на -1.  
Матрица вида перемещает объекты в пространство камеры, однако 
помимо этого необходимо отсечь объекты не попадающие в область 
видимости камеры и, если требуется, задать перспективные искажение. Для 
этого используется матрица проекции. В результате применение матрицы 
проекции мы получим объект в пространстве нормализованных координат 
устройства (normalize device coordinates, NDC). Чаще всего используются два 
типа матрица: перспективная и ортогональная. Матрица ортографической 





























В матрице параметры r, l, t, b описывают прямоугольный 
параллелепипед (Рис.  4). Очевидно, что данная проекция никак не 
учитывает перспективу, следовательно при использовании такой матрицы 
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все видимые объекты сцены будут равноудалены от камеры. Матрица 
подобного вида очень часто используется в двумерных играх. К примеру, 
вполне естественно использовать матрицу ортографической проекции в 
играх жанра платформер, так как игровой процесс в таких играх 
подразумевает наблюдение только с одного ракурса.  
 
Рис.  4 Параллелепипед ортогональной проекции и куб NDC 
Однако визуализация полноценных 3D сцен не может обойтись без 
перспективы, а значит и без матрицы перспективной проекции. Матрица 





























Матрицы перспективной проекции, как и в случае с ортографической 
проекцией, имеет параметры: r, l, t, b, однако помимо них можно наблюдать 
два новы параметра: n, m, вместе они описывают уже не параллелепипед, а 
пирамиду (Рис.  5). Параметры n и f – это сокращения от near и far, которые 
можно перевести как ближний и дальний соответственно, данные параметры 
задают ближнюю и дальнюю плоскости отсечения. Дистанция между 
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плоскостями отсечения на прямую влияет на количество отображаемых 
объектов, поэтому следует внимательно относится к выбору значений 
параметров n и f.  
 
Рис.  5 Пирамида перспективной проекции и куб NDC 
В компьютерной графике геометрия ландшафта, как и любого другого 
трехмерного объекта, описывается полигональной сеткой. Как и многие 
другие модели, модель ландшафта может снабжаться различными 
текстурами, к примеру, цветовой текстурой. Особенно часто модели 
ландшафтов снабжаются картами нормалей (ранее рельефная текстура) и 
картами высот. Карты высот (height map) и карты нормалей (normal map) 
неразрывно связанны с двумя техниками в компьютерной графике: displace-
ment mapping и normal mapping соответственно.  
Displacement mapping – техника, изменения геометрии поверхности по 
заданной карте высот [25]. Карта высот (height map) – черно-белое 
изображение, цвет в котором интерпретируется как искажение позиции 
вершины (Рис.  6) [26]. Карта передается в вершинный шейдер, где цвет её 
пикселей используется для смещения высот вершин. Техника позволяет 
эффективно описывать неровности поверхности, в отличие от аналогичных 
техник – расчет освещенности остается неизменным. В случае ландшафта dis-
placement mapping используется практически всегда, более того, ландшафт 
можно визуализировать при наличии только карты высот. Тем не менее нельзя 
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утверждать, что для описания ландшафта достаточно только карты высот, по-
прежнему необходимо знать размеры сетки в плоскости XY, плотность 
вершин в сетке и нормали для каждой вершины (можно получить из карты 
нормалей).  
 
Рис.  6 Карта высот 
Normal mapping – метод, используемый для имитации неровностей и 
вмятин без использования дополнительной геометрии [27]. Как и displace-
ment mapping normal mapping использует специальное изображение – карту 
нормалей. Карта нормалей (normal map) – растровое изображение в формате 
rgb, каждый пиксель которого несет информацию о нормали (Рис.  7) [28]. 
Нормали, полученные из карты, используются для искажение уже 
имеющихся нормалей, которые, в свою очередь, используются в расчетах 
освещения. В результате получаются по-разному освещённые и затенённые 





Рис.  7 Карта нормалей 
Визуализация ландшафта основана на использовании технике dis-
placement mapping, рассмотренной ранее. Техника подразумевает 
использование карты высот для представления высоты вершин. Карта высот 
загружается как текстура в вершинный шейдер, где цвет пикселей карты 
используется в алгоритме определения высоты вершин. Однако 
визуализировать ландшафт на основе лишь карты высот не получится, 
необходимо задать какую-нибудь геометрию. Обычно, для решения этой 
задачи генерируют плоскую сетку заданного размера. Размер сетки может 
быть любым, однако его значение влияет на результат визуализации, так, 
если размер карты высот 256 на 256 пикселей, а размер сетки 2 на 2 
вершины, то результатом визуализации станет квадрат, высоты вершин 
которого получены из цветов угловых пикселей текстуры. Следовательно 
размер сетки должен быть соизмерим размеру карты высот. Необходимо 
отметить, что цвет пикселя текстуры определяется с помощью специальных 
координат – текстурных координат, текстурные координаты располагаются в 
пространстве текстуры UV, где U и V принимают значения от 0.0 до 1.0. Из 
выше сказанного следует, что для работы displacement mapping вершины 
должны описываться как минимум двумя атрибутами: позицией в 
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пространстве и текстурными координатами. Таким образом для визуализации 
ландшафта необходимо: сгенерировать и загрузить в память видеокарты 
полигональную сетку, загрузить карту высот и карту нормалей, вызвать 
функцию отрисовки. 
Полигональная сетка ландшафта может достигать огромных размеров. 
Проблема состоит в том, что видеокарта не может отображать бесконечно 
большое количество вершин, более того количество визуализируемых вершин 
напрямую влияет на производительность приложения, использующего 
трехмерную графику. Чтобы снизить нагрузку на аппаратное обеспечение 
системы при визуализации ландшафта можно использовать тесселяцию. 
Тесселяция прекрасно подходит для организации рендеринга ландшафта, при 
использовании этой технологии нет необходимости хранить в памяти 
полигональную сетку целиком. С помощью тесселяции можно легко изменять 
детализацию сетки за счет изменения количества полигонов в ней. Используя 
данную технологию, можно загрузить в память видеокарты полигональную 
сетку ландшафта с минимальным количеством полигонов, после чего, 
динамически увеличивать их количество в зависимости от одного или 
нескольких параметров. Рассмотрим пример с ландшафтом, возьмем сетку 
размером 256 на 256 вершины, в случае визуализации без тесселяции нам 
потребуется хранить и обрабатывать все 65536 вершины, однако если 
использовать тесселяцию с значениями внутренних и внешних уровней 
детализации 32, то размер сетки можно уменьшить до 8, а общее количество 
вершин сократится до 64. Резюмируя вышесказанное, становится ясно, что 
тесселяция необходима при визуализации ландшафта. Использование данной 
технологии уменьшает количество затрачиваемой памяти и позволяет 
обрабатывать меньшее количество вершин без потерь в детализации 
полигональной сетки.  
Вместе с тесселяцией часто используют динамически изменяемые 
уровни детализации. Уровни детализации (level of detail, LoD) – прием в 
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компьютерной графике, состоящий в определении уровней детализации, 
которые позволяют динамически изменять детализацию полигональной 
сетки [30]. В случае использования LoD вместе с тесселяцией, уровни 
тесселяции (внутренние и внешние) фактически являются уровнями 
детализации. Изменение уровней детализации может зависеть, к примеру, от 
дистанции между визуализируемой сеткой и камерой или от размера 
фрагмента сетки на экране. Помимо прочего использование LoD позволяет 
избавится от проблемы чрезмерной детализации удаленных фрагментов 
сетки. 
Моделирование ландшафта представляется более комплексной задачей, 
чем просто его визуализации. Строго говоря, моделирование подразумевает 
визуализацию, это очевидно, поскольку нам необходимо в реальном времени 
отслеживать изменения полигональной сетки ландшафта. Визуализация 
ландшафта основана на использовании двух текстур: карты высот и карты 
нормалей. Обычно карты загружаются как стороннее изображение в виде 
массива данных, после чего массив отправляется в видеокарту для 
дальнейшего использования в процессе визуализации. Из выше сказанного 
следует, моделирование сводится к изменению данных в массиве высот и 
массиве нормалей. Моделирование ландшафта можно разделить на два типа: 
процедурная генерация, ручное моделирование. Процедурная генерация 
автоматически создает полигональную сетку ландшафта на основе 
определенного алгоритма, в качестве алгоритма может использоваться, к 
примеру «Шум Перлина». Шум Перлина – математический алгоритм 
позволяющий сгенерировать процедурную текстуру псевдослучайным 
методом [29]. В дальнейшем полученная текстура используется как карты 
высот. Ручное моделирование ландшафта подразумевает использование 
специальных инструментов. Обычно инструменты работают на 
определенную область ландшафта, позволяя как бы «рисовать» на 
поверхности полигональной сетки. Наиболее часто встречаются 
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инструменты: вытягивания, сглаживания, выравнивания. Строго говоря, 
алгоритм работы инструмента может быть любым, все зависит от того, какой 
результат мы хотим получить. В результате можно определить инструмент, 
который будет работать по принципу Шума Перлина, но применяться не на 




1.2 Анализ технологий реализации 
Существует несколько программных продуктов в составе которых есть 
инструменты для создания и моделирования трехмерных ландшафтов. 
Рассмотрим наиболее популярные – Unreal Engine и Unity. 
Unreal Engine – среда разработки компьютерных игр, поддерживает 
большое количество платформ, среди которых: персональные компьютеры, 
игровые приставки, мобильны устройства. Разрабатывается и 
поддерживается компанией Epic Games [31].  
Возможности по моделированию ландшафта в Unreal Engine 
достаточно обширны. Есть множество инструментов, рассмотрим некоторые 
из них:  
 Sculpt – стандартный инструмент, позволяет поднимать вершины в 
выделенной области; 
 Smooth – в отличие от Sculpt опускает вершины в выделенной 
области, используется для сглаживание неровностей и удаления «острых» 
участков; 
 Erosion – инструмент эмулирующий воздействие окружающей 
среды на поверхность, уменьшает высоту вершин; 
 Hydro Erosion – схож по смыслу с Erosion, однако эмулирует 




Рис.  8 Редактор ландшафта в Unreal Engine 
Помимо различных инструментов Unreal Engine предоставляет 
несколько типов кистей и функций сглаживания, что способствует высокой 
гибкости при моделировании ландшафта.  
К недостаткам данной системы следует отнести: 
 Излишнюю функциональной. Данный недостаток вытекает из того 
факта, что Unreal Engine это полноценна система для разработки 
компьютерных игр. 
 Большие требования к аппаратному обеспечению. 
 Сложность установки. Установка системы и последующая работа с 
ней производится по средствам дополнительного приложения от компании 
Epic Games – Epic Games Launcher. 
Unity — межплатформенная среда разработки компьютерных игр, 
разработана компанией Unity Technologies [32]. Позволяет создавать 
приложения, работающие на различных платформах, включающие: 
персональные компьютеры, игровые приставки, мобильные устройства и 
интернет–приложения.  
Система позволяет создавать и редактировать ландшафт с помощью 
ряда простых кистей. Возможности Unity не так обширны, в сравнении с Un-




Рис.  9 Редактор ландшафта в Unity 
При меньшей функциональности Unity имеет схожие с Unreal Engine 
недостатки: избыточная функциональность и сложности при установке. Для 
установки и запуска Unity, как и в случае с Unreal Engine, требует 
дополнительное приложение, в данном случае это Unity Hub. 
На основе проведенного анализа, выведем основные принципы, 
которые будут определяющими при реализации собственного приложения: 
 Графический интерфейс пользователя; 
 Простота установки; 
 Низкие требования к ресурсам системы; 
 Низкий порог вхождения; 
 Свободное распространение. 
Приложения, в которых подразумевается визуализация трехмерных 
сцен в реальном времени требуют повышенного внимания к 
производительности. Необходим дальнейший анализ программных платформ 
и языков программирования, которые будут использоваться при реализации. 
В мире компьютерной графике чаще всего используют язык С++.  
С++ – объектно-ориентированный язык программирования со 
статической типизацией [33]. Широко используется в разработке 
высокопроизводительного программного обеспечения. Поддерживает 
несколько парадигм программирования, среди них: процедурное 
программирование, объектно-ориентированное программирование, 
обобщённое программирование. Язык используется при создании: 
операционных систем, разнообразных прикладных программ, драйверов 
устройств, приложений для встраиваемых систем, высокопроизводительных 
серверов, а также игр. Синтаксис языка С++ унаследован от языка С. Одним 
из принципов создания С++ было сохранение совместимости с C.  
Рассмотрим основные преимущества языка: 
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 Высокая совместимость с языком С. Библиотеки С может без 
каким-либо проблем могут вызываться из С++. 
 Производительность языка. Язык предоставляет программисту 
максимальный контроль над всеми аспектами программы. Один из базовых 
принципов С++ – «не плати за то, что не используешь». 
 Перегрузка операторов. 
 Шаблоны. 
При всех своих преимуществах C++ имеет недостатки: 
 наличие нескольких механизмов выполнение одной и той же 
задачи, что усложняет язык и приводит к неоптимальному кодированию; 
 шаблоны могут порождать объемный и часто не оптимальный код; 
 сложный синтаксис и обширная спецификация сильно усложняют 
освоение языка; 
 сложная и постоянно разрастающаяся стандартная библиотека, 
усложняет изучение языка. 
При всей своей сложности С++ остается наиболее оптимальным 
выбором, когда речь заходит о высокопроизводительных приложениях.  
При разработке приложений с трехмерной графикой необходимо 
использовать графический API – интерфейс программного 
программирования. Существует два наиболее распространённых 
графических интерфейса: OpenGL и Direct3D, рассмотрим их. 
OpenGL – спецификация, которая определяет платформонезависимый 
программный интерфейс для написания приложений использующих 
трехмерную или двумерную графику [11]. На базовом уровне OpenGL это 
просто документ описывающий ряд функций и их точное поведение. 
Реализацию спецификации предоставляют разработчики драйверов 
графических карт. На сегодняшний день основным преимуществом OpenGL 
является кроссплатформенность, спецификация поддерживается всеми 
операционными системами. Существует две специальные версии OpenGL: 
26 
 
WebGL для разработки веб приложений и OpenGL ES для разработки под 
мобильные платформы. Неотъемлемой частью стандарта является язык 
шейдеров GLSL (OpenGL Shader Language). GLSL используется для 
программирования графического конвейера. 
В OpenGL графический конвейер подразделяется на несколько стадий: 
спецификация вершин, вершинный шейдер, тесселяция, геометрический 
шейдер, отсечение, сборка примитива, растеризация и фрагментный шейдер.  
Direct3D – спецификация определяющая набор функций 
взаимодействия с видеокартой [34]. Разрабатывается и поддерживается 
компанией Microsoft. Поддерживает операционные системы Windows и 
Xbox. Как и OpenGL Direct3D определяет свой язык шейдеров – HLSL (High 
Level Shader Language). 
В качестве графического API был выбран OpenGL. Выбор обусловлен 
возможности кроссплатформенной разработки с использованием OpenGL, а 
также наличием большего количества учебного материала в сравнение с  
Direct3D. 
Для удобства использования OpenGL на операционной системе Win-
dows потребуется дополнительная библиотека GLAD. GLAD – 
кроссплатформенная библиотека на С/С++, которая упрощает запрос и 
загрузку расширений OpenGL, в режиме реального времени определяет то, 
какие расширения поддерживаются на целевой платформе [35]. Расширение 
размещаются в одном заголовочном файле, который автоматические 
генерируется из официального списка расширений.  
Для создания окна в операционной системе, а также для обработки 
пользовательского ввода необходима отдельная библиотека. С учетом 
использования спецификации OpenGL и языка программирования C++ 
существуют два варианта подходящих библиотек: GLUT и GLFW. 
GLFW – это кроссплатформенная библиотека с открытым исходным 
кодом для разработки приложений с использованием OpenGL, OpenGL ES и 
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Vulkan [36]. Библиотека предоставляет простой API для создания и открытия 
окон, создания контекста спецификации, получения ввода и событий. GLFW 
постоянно обновляется и имеет отличную документация, что сильно 
упрощает освоение и дальнейшее использование библиотеки.  
Для реализации графического интерфейса пользователя можно 
разработать собственную библиотеку, однако это очень трудоемкий и долгий 
процесс, в связи с чем следует рассмотреть альтернативные варианты. 
Dear ImGui – библиотека графического интерфейса для C++ [37]. Она 
предоставляет оптимизированные вершинные буферы, которые можно 
визуализировать в любое время в приложении с поддержкой 3D-конвейера. 
Библиотека особенно хорошо подходит для интеграции в игровой движок 
(для инструментов), 3D-приложения реального времени, полноэкранные 
приложения, встроенные приложения или любые приложения на консольных 
платформах, где функции операционной системы нестандартны.  
Таким образом реализация нашей системы будет подразумевать 
использование следующих технологий:  
 Языка программирования C++, как основного языка реализации; 
 Спецификации OpenGL для работы с видеокартой; 
 Библиотеки GLAD для удобной работы с функциями OpenGL; 
 Библиотеки GLFW для работы с окном в операционной системе и 
обработки пользовательского ввода; 




1.3 Формализованное описание технического задания 
ТЕХНИЧЕСКОЕ ЗАДАНИЕ 
на разработку информационной системы 
(технологии, программного продукта и пр.) «Система моделирования 
трехмерного ландшафта» 
 
Составлен на основе ГОСТ 34.602-89 «Техническое задание на создание 
автоматизированной системы» [добавить в литру] 
 
1. Общие сведения. 
1.1. Название организации-заказчика. 
ФГБОУ ВО «УрГПУ» 
1.2. Название продукта разработки (проектирования). 
«Система моделирования трехмерного ландшафта» 
1.3. Назначение продукта. 
Продукт подразумевается использовать для моделирования ландшафтов и 
генерирования сопутствующих данных. Результат работы системы может 
быть использован в компьютерных играх, фильмах, различного рода 
информационных системах. 
1.4. Плановые сроки начала и окончания работ. 
В соответствии с планом выполнения ВКР (01.09.2019 – 19.05.2020). 
2. Характеристика области применения продукта. 
2.1. Процессы и структуры, в которых предполагается использование 
продукта разработки. 
Система может использоваться в организациях, которые занимаются 
моделированием, созданием игр или фильмов.  
2.2. Характеристика персонала (количество, квалификация, степень 
готовности) 
Для использования системы пользователь должен понимать основные 
принципы построения ландшафтов в компьютерной графике. 
3. Требования к продукту разработки. 
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3.1. Требования к продукту в целом. 
Продукт должен работать на персональных компьютерах и ноутбуках.  
3.2. Аппаратные требования. 
Минимальные аппаратные требования: GPU с поддержкой OpenGL 4.0, 4 
гб оперативной памяти.  
3.3. Указание системного программного обеспечения (операционные 
системы, браузеры, программные платформы и т.п.). 
Система должна функционировать на операционных системах 
Windows 10. 
3.4. Указание программного обеспечения, используемого для 
реализации. 
Разработка система должная производится с использованием среды 
разработки Microsoft Visual Studio 2017. 
3.5. Форматы входных и выходных данных 
Входные данные должны быть представлены в качестве 
пользовательского ввода. Выходные данные – двумерные изображения 
(карта нормалей и карта высот).  
3.6. Источники данных и порядок их ввода в систему (программу), 
порядок вывода, хранения. 
Система должна уметь сохранять и загружать результат работы 
пользователя в собственном формате для возможности дальнейшего 
редактирования  
3.7. Порядок взаимодействия с другими системами, возможности 
обмена информацией. 
Не предусмотрено. 
3.8. Меры защиты информации. 
Не предусмотрено. 
4. Требования к пользовательскому интерфейсу. 
4.1. Общая характеристика пользовательского интерфейса. 
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Интерфейс должен состоять из хорошо различимых элементов, элементы 
интерфейса не должны дублировать функции друг друга. Цветовая 
палитра интерфейса должна обеспечивать хорошую читаемость текста, не 
должна содержать ярких, выбивающихся из общей палитры цветов.  
4.2. Размещение информации на экране, дизайн экрана. 
 
Рис.  10 Дизайн интерфейса приложения 
4.3. Особенности ввода информации пользователем, представление 
выходных данных. 
Пользовательский ввод осуществляется посредствам мышь и клавиатуры. 
Мышь используется для настройки параметром и использования 
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инструментов редактирования ландшафта. Клавиатура используется для 
управления камерой и движения по сцене.  
5. Требования к документированию. 
5.1. Перечень сопроводительной документации. 
Не предусмотрено. 
5.2. Требования к содержанию отдельных документов. 
Не предусмотрено.  
6. Порядок сдачи-приемки продукта. 
В соответствии с планом выполнения ВКР. 
32 
 
Глава 2. Реализация системы моделирования 
трехмерных ландшафтов  
2.1 Описание алгоритмов и программной реализации 
В соответствии с выбором технологий, используемых в реализации 
системы трехмерного моделирования ландшафтов, система визуализации 
разработана с использованием технологии OpenGL 4.0. OpenGL представляет 
из себя графическую библиотеку Си-функций. В связи с этой особенностью 
библиотека имеет множество очень похожих по назначению и названию 
функций, например: glUniform1f( GLint location, GLfloat v0), 
glUniform1i(GLint location, GLint v0) и glUniform1ui(GLint location, GLuint 
v0), все три функции делают одно и тоже – задают значения uniform 
переменных в активной шейдерной программе, но делают это для разных 
параметров. Uniform переменная – глобальная переменная в GLSL, если 
такая переменная существует, то доступ к ней возможен из любого шейдера 
конвейера визуализации. С учетом использования в разработке языка C++, 
который поддерживает методологию объектно-ориентированного 
программирования, мы можем воспользоваться перегрузкой функций, чтобы 
вместо множества «одинаковых» функций использовать одну 
перегруженную. В процессе использования OpenGL очень часто придется 
создавать различные объекты, к примеру, текстуры и буферы. Подобные 
объекты создаются с помощью ряда действий, проблема в том, что эти 
действия зачастую повторяются при создании разных текстур или буферов. 
Таким образом, очень удобно описать буфер, текстуры как отдельные 
объекты (классы), процессы их создания и уничтожения могут быть 
расположены в конструкторе и деструкторе соответственно. Из всего выше 
сказанного вытекает необходимость в создании системы визуализации, 
которая бы учитывала особенности OpenGL и требуемые функциональные 




Визуализация полигональной сетки подразумевает загрузку данных о 
вершинах в память видеокарты, для этого используются специальные буферы 
– вершинные буферы (vertex buffer). Чтобы визуализировать полигональную 
сетку необходимо: создать вершинный буфер, загрузить в него данные о 
вершинах и вызвать функцию отрисовки. Очевидно, что разные 
полигональные сетки должны ассоциироваться с разными вершинные 
буферами. В крупных полигональных сетках многие вершины могут 
повторятся, чтобы избежать этого используются специальные индексы (indi-
ces) и буфера индексов (index buffer). Идея состоит в том, что каждая 
уникальная вершина ассоциируется с уникальным индексом, примитивы, в 
свою очередь, будут строятся на основании индексов. Теперь, вместо 
повторения вершин будут повторяется их индексы, это гораздо выгоднее, 
поскольку суммарные траты памяти на повторное хранение всех атрибутов 
вершины сильно выше, чем аналогичные траты на повторное хранение лишь 
её индекса. Таким образом получаем два буфера: вершинный буфер и буфер 
индексов, первый хранит данные всех уникальных вершин, второй 
повторяющиеся индексы вершин.  
Ранее, с целью упрощения, были опушены некоторые шаги в работе с 
буферами, помимо создания и заполнения буфера необходимо выполнить 
еще несколько операций. К примеру, чтобы визуализировать содержимое 
вершинного буфера необходимо:  
1) Создать буфер; 
2) Привязать буфер к точке привязки; 
3) Загрузить данные в буфер; 
4) Разметить буфер; 
5) Активировать задействованные атрибуты вершин; 
6) Вызвать функцию отрисовки. 
Следует отметить, что шаги 2, 4, 5 и 6 необходимо повторять на 
каждом кадре. В случае с буфером индексов можно отметить отсутствие 
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шага 4, шаг не требуется так как в этом случае уже подразумевается 
определенная структура данных в буфере. Стоит помнить, что при 
визуализации разных полигональных сеток используют разные буферы, для 
каждого из которых на каждом кадре потребуется привязка, разметка, 
активация вершинных атрибутов и вызов функции отрисовки. Такое подход 
представляется очень громоздким, чтобы уменьшить количество вызываемых 
функций можно абстрагироваться от буферов и использовать другую 
сущность OpenGL – вершинный массив (vertex array).  
Вершинный массив запоминает вызовы некоторых функций OpenGL. 
Для использования вершинного массива необходимо создать его и привязать. 
После привязки вершинного массива будут запомнены вызовы функций 
активации атрибутов вершин, привязки и разметки буферов. Резюмируя, 
процесс визуализации подразумевает использования трех основных объектов 
OpenGL: вершинного буфера, буфера индексов и вершинного массива. 
Работа с этими объектами производится в процедурном стиле, как следствие, 
подразумевает последовательное использование множества функций. 
Следовательно, разумно разработать классы, описывающие поведение ранее 
упомянутых объектов.  
Рассмотрим структуру классов вершинного буфера, буфера индексов и 
вершинного массива (см. Рис.  11). Наиболее важными в представленной 
структуре являются два интерфейса: VertexBuffer и VertexArray. VertexBuffer 
описывает доступные для вершинного буфера методы: 
 static VertexBuffer* Create(size, data_ptr) – «создает» вершинный буфер, 
возвращает указатель на созданный объект, принимает размер буфера в 
байтах и указатель на загружаемые данные, метод предполагается 
определять в модуле используемого графического API (в нашем случае 
OGL); 




  Reallocate(size, data_ptr) – позволяет выделить новый участок памяти 
под буфер и заново заполнить его данными;  
 Bind и UnBind – применяются для привязки и отвязки буфера.  
 
 
Рис.  11 Структура классов вершинного буфера, буфера индексов  
и вершинного массива 
Определенный интерфейс позволяет не использовать функции 
графического API напрямую, вместо этого мы работаем с методами класса, 
более того благодаря такому решению можно легко заменить используемый 
OpenGL на другой API, к примеру, Direct3D.  
Интерфейс IndexBuffer и реализующий его класс OGLIndexBuffer 
рассмотрены не будут по причине их схожести с VertexBuffer и OGLVer-
texBuffer соответственно. Различия между интерфейсами, и как следствие 
между реализующими их классами, состоит в отсутствии функций для 
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установки размещения. Как упоминалось ранее, указывать размещение для 
буфера индексов не требуется, так как буфер имеет заранее определенную 
строгую структуру.  
Размещение буфера удобно представить в виде отдельного класса, 
такой подход позволяет более наглядно описывать необходимые параметры. 
Помимо прочего, наша задача стоит в том, чтобы абстрагироваться от 
используемого графического API, по этой причине мы не может 
использовать функции OpenGL вне их модуля. Класс BufferLayout описывает 
размещение вершинного буфера, BufferElement – специальная структура, 
которая описывает параметры (размер, отступ) расположения конкретного 
атрибута вершины.  
Классы OGLVertexBuffer и OGLVertexArray реализуют интерфейсы 
VertexBuffer и VertexArray соответственно. Как отмечалось ранее подобный 
подход позволяет абстрагироваться от функций графического API. Отметим, 
что классы использующие функции OpenGL напрямую именуются 
соответствующим образом – OGLClassName, такой подход позволяет строго 
ограничить заменяемую часть кода от незаменяемой.  
Помимо буферов, важнейшим элементом визуализации являются 
шейдеры. Как упоминалось ранее, различают: вершинный и фрагментный 
шейдер, шейдеры тесселяции и геометрический шейдер. Как и в случае с 
буферами способы взаимодействия с шейдерами достаточно громоздки. По 
этой причине имеет смысл создать классы, описывающие необходимые 




Рис.  12 Структура системы шейдеров 
При работе с шейдерами наиболее сложной представляется 
организация процесса их создания и методов работы с uniform переменными. 
Процесс создания шейдера подразумевает: создание объекта шейдера 
определенного типа (вершинный, фрагментный и т.д.), загрузку 
программного кода и компиляцию. В OpenGL каждый шейдер должен быть 
связан с шейдерной программой. Шейдерная программа, может быть 
установлена как используемая, после чего конвейер визуализации OpenGL 
будет исползать ранее связанные с ней шейдеры. Программа может хранить 
только один шейдер соответствующего типа, таким образом, при связке с 
программой двух вершинных шейдеров, в действительности связанным с 
программой окажется только последний. На практике использование 
шейдерных программ оказывается очень удобным, это позволяет иметь 
несколько заранее созданных наборов шейдеров и легко манипулировать 
ими.  
Представленная ранее схема (см. Рис.  12) состоит из трех элементов: 
интерфейса Shader, его реализации в виде класса OGLShader и класса–
хранилища ShaderLibrary. Как и на схеме, просвещённой буферам (см. Рис.  
11), на рассматриваемой схеме виден интерфейс (Shader), практически весь 
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интерфейс представлен перегрузками функции SetUniform, это связанно с 
упомянутой ранее проблемой, которая состоит в Си природе OpenGL, если 
точнее, то в спецификации легко найти множество функций выполняющих 
одно и тоже действие для разных типов входных параметров, к примеру, 
упомянутые ранее glUniform1i и glUniform1f. Следует отметить, что 
интерфейс Shader описывает методы работы не с отдельным шейдером, к 
примеру, вершинным, а скорее с сущностью которая объединяет их в единое 
целое, в случае с OpenGL эта сущностью – шейдерная программа.  
Как упоминалось выше класс OGLShader реализует интерфейс Shader, 
помимо этого интерфейс и его реализация описывают шейдерную программу 
вместо отдельно взятого шейдера. Такой подход позволяет абстрагироваться 
от особенности конкретного графического API и скрыть его нюансы в 
реализации интерфейса. Приватный метод CreateShader в OGLShader 
позволяет создать шейдер конкретного типа и связать его с ранее созданной 
шейдерной программой. Следует отметить, что в представленной структуре 
классов, шейдеры и, как следствие, шейдерные программы создаются из 
общего программного кода (файла), в процессе создания общий код 
разбивается на фрагменты, каждый из которых соответствует отдельному 
шейдеру.  
Последним не рассмотренным элементов схемы (см. Рис.  12) остается 
класс–хранилище ShaderLibrary. Класс занимается хранением шейдерных 
программ и позволяет создавать их напрямую из файла. Помимо прочего 
ShaderLibrary не позволит создать несколько одинаковых (созданных из 
одного файла) шейдерных программ. Функциональность описанного класса 
не является необходимой, однако позволяет сильно упростить работу с 
шейдерными программами.  
Ранее упоминалось, что для визуализации и моделирования 
трехмерного ландшафта необходимы текстуры. Работа с текстурами в 
OpenGL напоминает работу с буферами. Для использования текстуры 
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необходимо: создать объект текстуры, привязать текстуру к нужной точке 
привязки, загрузить данные, указать параметры фильтрации. Загрузка данных 
в текстуру несколько сложнее чем загрузка данных в обычный буфер, это 
связанно количеством возможных вариантов организации загружаемых 
данных. К примеру, можно интерпретировать данные как последовательно 
идущие трёхканальные цвета (RGB или BGR), где каждая компонента цвета 
представлена одним байтом. По аналогии с буферами и шейдерами удобно 
спроектировать программный интерфейс позволяющий не задумываться об 
аспектах работы с конкретным графическим API (см Рис.  13).  
 
Рис.  13 Структура интерфейса Texture, класса Texture2D и OGLTexture2D 
Основным элементом на представленной схеме является интерфейс 
Texture. Texture описывает методы взаимодействия с текстурами. Следует 
отметить два метода загрузки данных в текстуру: создание текстуры, 
используя данные из файла и по средствам загрузки данных из обычного 
массива. Возможность создавать текстуры на основании изображений 
выглядит вполне естественным, в то время как загрузка данных из обычно 
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массива может показаться странной. Однако данная возможность будет 
повсеместно использоваться нами в алгоритмах моделирования ландшафта.  
Абстрактный класс Texture2D наследует методы интерфейса Texture, 
Texture2D хранить данные о размере двумерной текстуры и позволяет 
получать эти значения. При необходимости представленная структура может 
быть дополнена классами, описывающими одномерные и трехмерные 
текстуры. В полной мерее вся функциональность Texture и Texture2D 
реализуется классом OGLTexture2D, класс наследует поведение Texture2D и 
добавляет специфические для OpenGL атрибуты. Благодаря представленной 
структуре удается сохранить независимость от графического API и 
возможность описать одномерные и трехмерные текстуры.  
Одним из основных элементом разрабатываемой системы станет класс 
Terrain. Terrain отвечает за представление ландшафта (см. Рис.  14).  
 
Рис.  14 Структура класса Terrain, Entity и TerrainSection 
Класс Entity отвечает за представление объектов, находящихся в 
пространстве сцены. Таким образом класс хранит позицию, поворот и 
масштаб объекта, а также предоставляет функции для управления этими 
атрибутами. Помимо этого, Entity автоматически рассчитывает матрицу 
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модели (model matrix) и предоставляет доступ к ней по средствам функции 
GetModelMatrix.  
За представление в системе ландшафта отвечают классы Terrain и Ter-
rainSection. Terrain описывает все возможные методы взаимодействия с 
ландшафтом. К примеру, функция Draw отвечает за отрисовку ландшафта, 
SetShader и GetShader устанавливают и возвращают активную шейдерную 
программу, которая будет использоваться в процессе отрисовки. Помимо 
функций, отвечающих за отрисовки, особого внимания заслуживают 
функции AddSection и RemoveSection, они позволяют добавлять и удалять 
секции ландшафта. Секции ландшафта – квадраты, минимальные единицы 
измерения ландшафта, отрисовка ландшафта выполняется посекционное. 
Секции ландшафта описываются классов TerrainSection, он представляет из 
себя структуру из двух атрибутов: позиции секции в мире и её текстурной 
позиции, обе позиции определяются по нижней левой вершине в секции. 
Возможность добавлять и удалять секции позволяет изменять геометрию 
полигональной сетки в плоскости XZ, это крайне полезно для экономии 
ресурсов и тех ситуаций, когда необходимо представить более сложную 
форму ландшафта.  
Большая часть методов класса Terrain используется в алгоритмах и 
методах моделирования ландшафта. Моделирование ландшафта с 
использованием ручных инструментов подразумевает выбор области 
действия инструмента, выбор традиционно осуществляется посредствам 
курсора мыши. Следовательно, необходимо разработать алгоритм 
определения точки ландшафта, на которую указывает курсор мыши. 
Очевидным решением будет бросить луч из точки экрана, на которой 
установлен курсор, в пространство сцены, после чего потребуется лишь 
найти пересечения поверхности ландшафта и брошенного луча. В данном 
случае луч может быть представлен как достаточно длинный вектор, далее 
такой вектор будет именоваться вектором поиска. Гораздо проще работать с 
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ограниченным по длине вектором, чем с бесконечным лучом, более того, при 
необходимости, длину вектора всегда можно увеличить. Первая проблема, 
которую необходимо решить, состоит в том, что позиция курсора находится 
в экранном пространстве, где: x ∈ [0,Ширина экрана], y ∈
[0, Высота экрана], ландшафт, в свою очередь, располагается в условно 
бесконечном трехмерном пространстве сцены. Чтобы перевести позицию 
курсора из пространства экрана в пространство сцены необходимо (см. Рис.  
3):  
1) Перевести исходные координаты в усеченное пространство (clip 
space); 
2) Перевести полученные координаты в пространство наблюдателя 
(view space) посредствам умножения на матрицу, обратную 
матрице проекции (projection matrix); 
3) По аналогии с предыдущем шагом, полученные результаты 
перевести в пространство сцены с помощью умножения на 
матрицу, обратную матрице наблюдателя (view matrix). 
Результатом всех преобразований станет нормализованный вектор в 
пространстве сцены, умножив полученный вектор на достаточно крупное 
число получим искомый «луч», который может быть использован для 
определения пересечения с поверхностью ландшафта.  
После получения вектора поиска можно приступать к поиску точки 
пересечения. В первую очередь определим выше или ниже относительно 
поверхности ландшафта находятся точки начала и конца вектора, это 
достигается путем сравнения высот (координаты Y) двух соответствующих 
точек. Чтобы найти точку ландшафта соответствующей точке вектора 
необходимо воспользоваться барицентрическими координатам треугольника. 
Таким образом, если начало вектора поиска находится выше плоскости 
ландшафта, а конец вектора – ниже, значит вектор пересекает ландшафт и 
можно начинать поиск точки пересечения. Для процесса поиска точки 
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разобьем вектор поиска на множество мелких равных подвекторов. Поиск 
будет производится в цикле, цель цикла – поиск подвектора, начало которого 
выше точки поверхности ландшафта, а конец ниже. После нахождения 
искомого подвектора воспользуемся бинарным поиском для определения 
конкретной точки пересечения. Следует отметить, что нами определена 
функция удаления секций, это означает, что точка пересечения может быть 
не найдена из-за отсутствия секции ландшафта.  
В заключении необходимо рассмотреть структура классов, 
описывающих инструменты моделирования (см. Рис.  15).  
 
Рис.  15 Структура системы инструментов моделирования 
На представленной схеме можно увидеть несколько классов 
отвечающих за описание инструментов. Интерфейс ToolCommand описывает 
две ключевые функции: Execute – применяет инструмент, Cancel – отменяет 
предыдущее действие инструмента. Благодаря такому интерфейсы 
становится возможным реализация функций «Назад» и «Вперед» 
позволяющие отменять и возвращать действие соответственно. Класс 
BasicToolCommand реализует ранее описанный интерфейс, основная роль 
класса состоит в определении общих для всех инструментов функций. 
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Классы SmoothToolCommand и SculptToolCommand расширяют BasicTool-
Command, данные классы описывают итоговые инструменты. Основная 
задача класса ToolManager – реализовать функции «Назад» и «Вперед», в 
классе, за это отвечают методы Undo и Redo соответственно. Последним 
элементов представленной схемы является класс Brush. Brush отвечает за 
описание своеобразной кисти, описание включает параметры размера и 
спада, помимо прочего класс предоставляет методы для расчета 
коэффициента спада.  
Представленные схемы достаточно полно описывают основные 
элементы разрабатываемой системы. Дальнейшая разработка системы 
трехмерного моделирования ландшафта будет производится на основании 
представленных структур и алгоритмов.  
2.2 Описание функциональных возможностей и 
интерфейса системы моделирования трехмерных 
ландшафтов 
Разработанная система имеет функции для создания и моделирования 
ландшафта и функции генерации карт высот и карты нормалей. В системе, 
ландшафт представляется в виде секций, секции, в свою очередь имеют 
фиксированный размер 32 на 32 квадрата, таким образом максимальный 
размер представляемого ландшафта достигает 4096 на 4096 квадрата. 
Создание ландшафта подразумевает указание размера инициализации и 
размера одного квадрата. Инициализируемый размер представляется в виде 
двух чисел: количества секций в ширину и количества секций в глубину. 
Помимо прочего ландшафт может быть создан с использованием уже 
имеющихся карт, такая функция хорошо подойдет, если необходимо 
отредактировать уже имеющиеся карты высот или карты нормалей.  
Моделирования ландшафта осуществляется по средствам двух 
инструментов. В системе имеются два инструмента: лепка (вытягивания) и 
сглаживания. Инструмент лепка позволяет вытягивать области ландшафта, 
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направление вытягивания (вверх или вниз) и скорость вытягивания зависят 
от параметра силы. Таким образом, если параметр силы отрицательный, то 
применение инструмента будет приводить к появлению впадины на 
поверхности ландшафта, если же параметр силы положительный, то 
применение инструмента будет приводить к появлению возвышенностей. 
Инструмент сглаживания позволяет сгладить созданные ранее с помощью 
инструмента лепка неровности. Результат работы инструмента зависит от 
двух параметров: силы и уровней точности. Параметр силы влияет на 
скорость сглаживания и, в отличии от силы инструмента лепки, не может 
быть отрицательным. Для понимания значения параметра уровня точности 
необходимо кратко рассмотреть принцип работы инструмента. Инструмент 
сглаживания определяет среднее значение высоты вершины, среднее 
значение высоты определяется на основании высоты самой вершины и высот 
окружающих её вершин. Следовательно, необходимо определить значение 
радиуса, которое, в свою очередь, будет определять максимальную 
удаленность смежной вершины от центральной. Таким образом, при уровне 
точности равном единице в расчетах будут использоваться вершины, 
координаты которых отличаются от координат центральной вершины 
максимум на единицу.  
Можно заметить, что инструменты никак не описываются область 
своего действия, за это отвечает другой элемент системы – кисть. Кисть 
определяет радиус области действия инструмента, значение спада и функцию 
расчета спада. Функция спада рассчитывает модификатор силы в 
зависимости от значения спада и расстояния между редактируемой точкой и 
центром области действия инструмента. Расчет спада позволяет более точно 
настраивать силу инструментов, что положительно сказывается на 
разнообразии создаваемых форм ландшафта.  
Системе реализованы функции генерации карт высот и карт нормалей. 
Генерируемое изображение может быть двух форматов: png и jpeg. В связи с 
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максимальным размером ландшафта в 4096 на 4096 квадрата, получаемое в 
ходе генерации изображение имеет статически размер 4097 на 4097 пикселя.  
Помимо описанных ранее функций система позволяет создавать и 
удалять секции, следует отметить, что новая секция не может быть создана в 
любом месте, секцию можно создать только при наличии смежной (соседней) 
секции. Удалении секций не имеет подобных ограничений, любая секция 
может быть удалена. Очевидно, что при необходимости создать ландшафт из 
нескольких несвязных наборов секций необходимо, в первую очередь, 
создать их связную версию, после чего, удалять связывающие их секции.  
Следует отметить наличие реализации в системе функций Redo и Undo, 
повторить и отменить соответственно. Наличие данных функций 
существенно упрощает работу в любом программе, особенно это касается 
различных трехмерных редакторов. Данные функции позволяют повторять и 
отменять: последствия применения инструментов и последствия добавления 
или удаления секций.  
Интерфейс системы трехмерного моделирования ландшафта состоит из 
двух основных элементов (см. Рис.  16): области сцены и главного меню. 
Область сцены отвечает за визуализацию трехмерной сцены, где 
располагается моделируемый ландшафт. Главное меню обеспечивает 





Рис.  16 Общий вид интерфейса системы трехмерного моделирования ландшафта 
За создание нового ландшафта, как и за большинство функций 
системы, отвечает отдельное окно (см. Рис.  17). Приведенное на рисунке 
окно можно визуально разделить на две части: Maps и Size. Часть Maps 
состоит из полей для ввода полных путей до карты высот и карты нормалей, 
эти поля являются опциональными и могут не использоваться. Вторая часть – 
Size представлена различными элементами для установки параметров 
ландшафта, относящихся к его будущему размеру. Кнопка «Create» запускает 
процесс создания ландшафта на основе заданных выше параметров.  
 
Рис.  17 Окно создание ландшафта 
Основная функция системы – моделирования, как следствие 
необходимо иметь удобный интерфейс для настройки текущего инструмента 
и кисти (см. Рис.  18). Представленное окно состоит из элементов двух групп: 
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Tool и Brush. Группа элементов Tool отвечает за настройку текущего 
инструмента, группа Brush за настройку параметров кисти. Настройки силы 
инструмента и значения спада кисти представлена в виде ползунков, выборы 
типа инструмента и функции спада оформлены в виде выпадающего списка.  
 
Рис.  18 Окно настройки инструмента и кисти 
Следует отметить, что при выборе типа инструмента Smooth интерфейс 
дополнится еще одним ползунком, позволяющим задать значение уровня 
точности (см Рис.  19).  
 
Рис.  19 Окно настройки инструмента и кисти (вариант для инструмента 
Smooth) 
Помимо прочего инструменты Delete section и Add section не имеют 





Рис.  20 Окно настройки инструмента и кисти (вариант для инструмента 
Add/Delete section) 
Последним не рассмотренным элементов интерфейса является окно 
генерации карт высот и карт нормалей (см. Рис.  21). Представленное на 
рисунке окно Generator необходимо для ввода параметров и последующей 
генерации карты на основе введенных параметров. Таким образом, поле Im-
age dir ожидает ввода полного пути до создаваемого файла, следует отметить, 
что имеется в виду только директория, для указания имени используется 
следующие поле – Image name, имя, в свою очередь, вводится без указания 
типа файла. После ввода директории и имени будущего файла необходимо 
выбрать его тип, доступны два варианта: png и jpeg, выбор оформлен в виде 
переключателя. За выбором типа файла следует выбор типа карты, выбор 
типа карты оформлен аналогично выбору типа файла, в формате 
переключателя. Окно содержит две кнопки: Clear для очистки полей и Gener-
ate для создания карты с указанными параметрами.  
 
Рис.  21 Окно генератора карт 
Помимо всего выше сказанного следует отметить, что каждое 
рассмотренное окно имеет название, которое отражает назначение окна. 
Каждое окно имеет свою кнопку «закрыть», кнопка выполнена в виде креста 
и располагается в правом верхнем углу. Помимо этого, каждое окно можно 
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свернуть (см. Рис.  22), для этого предназначена кнопка в виде треугольника, 
которая располагается слева от названия окна.  
 
Рис.  22 Окно Generator в свернутом виде 
2.3 Примеры использования разработанной системы 
В предыдущем пункте описывались функциональные возможности и 
интерфейс системы, теперь необходимо рассмотреть примеры использования 
системы. В первую очередь необходимо рассмотреть пример создания 
ландшафта, для этого необходимо:  
1) Перейти в пункт главного меню File; 
2) В выпавшем меню выбрать пункт New (см. Рис.  23); 
 
Рис.  23 Выбор пункта New меню File 
3) В открывшемся окне New Terrain укажите параметры размера, а 
именно: Columns и Rows задайте как 16, ползунок Quad size 
установите примерно на середину (см Рис.  24); 
 
Рис.  24 Пример ввода параметров для создания нового ландшафта 
4) Нажми на кнопку Create; 
Результатом проделанных операций станет появление достаточно 
большой плоскости ландшафта (см. Рис.  25). Следует отметить, что в данном 
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случае количество секций не велико, а большой размер достигается в 
основном за счет изменения размера квадратов, из который, в свою очередь, 
состоят секции.  
 
Рис.  25 Результат создания ландшафта 
Ранее упоминалось, что в системе имеется возможность удалять и 
добавлять секции вручную. Необходимые инструменты находятся в окне 
Tool and Brush. Список типов инструментов Type можно содержит все 
доступные типы инструментов, в том числе типы инструментов Delete section 
и Add section, данные типы предназначены для удаления и добавления 
секций соответственно. Инструменты Delete section и Add section позволяют 
создавать более сложные формы ландшафтов, таким образом вполне 
возможно разбить плоскость ландшафта на отдельные части, получив тем 





Рис.  26 Сложная форма ландшафта 
Основная задача системы – моделирования ландшафта, поэтому 
следует рассмотреть пример использования соответствующих инструментов. 
Перед началом моделирования необходимо отметить, что область 
воздействия инструмента на ландшафт подсвечивает зеленым цветом (см 
Рис.  27). 
 
Рис.  27 Область воздействия инструмента на поверхность ландшафта 
 Чтобы применить инструмент необходимо навести курсор мыши так, 
чтобы «зеленая» зона покрывала требуемую область ландшафта, после чего 
нажать или зажать левую кнопку мыши (ЛКМ). При однократном нажатие 
(клике) на ЛКМ инструмент применится с минимальным коэффициентом 
силы – 0.25, при зажатие ЛКМ инструмент будет изменять выделенную 
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область до момента, когда ЛКМ будет отпущена, при этом коэффициент 
силы будет изменятся линейно от 0.25 до 1 в зависимости от времени. 
Перемещение по сцене осуществляется с помощь клавиш на клавиатуре, так: 
W – вперед, S – назад, A – влево, D – вправо. Для поворота камеры 
используется необходимо перемещать мышь с зажатой клавишей Left Alt.  
Попробуем смоделировать горную гряду с помощью инструмента 
лепка (Sculpt) (см. Рис.  28). Предварительно необходимо создать ландшафт 
достаточного для удобства работы размера, размер используемого 
ландшафта 16 на 16 секций, размер квадрата – единица. Помимо прочего в 
работе использовалась кисть с параметром спада равном единице и 
сглаженной функцией спада. Для достижения представленного результата 
необходимо варьировать размер кисти и силу инструмента на разных 
участках моделируемой области.  
 
Рис.  28 Пример использования инструмента лепка 
В системе определен еще один инструмент – сглаживание. С помощью 
данного инструмента попробуем сделать область внутри горной гряды более 
ровной (см. Рис.  29). Параметры кисти остаются прежними, тип инструмента 





Рис.  29 Пример использования инструмента сглаживания 
Следует напомнить, что в системе есть возможность отменять и 
повторять действия. Чтобы отменить действие необходимо нажать на 
клавишу U, если необходимо повторить действие следует нажать на клавишу 
R. Благодаря таким возможностям можно легко вернуться к предыдущему 
результату моделирования. Однако стоит учитывать, что за одно действие 
инструмента считается сумма всех изменений с момента зажатия ЛКМ до 
момента, когда ЛКМ отпустили.  
Одна из основных задач системы – генерировать карты высот и карты 
нормалей. Последовательность шагов для генерации карт проста. Таким 
образом, для генерации карты высот необходимо: 
1) Вызвать соответствующие окно Generator, доступ к окну 
осуществляется через соответствующий пункт главного меню; 
2) Далее необходимо ввести полный путь к папке, где будет создан 
файл изображения, имя файла (без расширения), указать 
необходимый тип файла (в данном случае png) и установить 




Рис.  30 Пример параметров для создания карты высот 
3) Нажать на кнопку Generate.  
Результатом произведенных действий станет изображение карты высот 
в формате png (см. Рис.  31), отметим, что при генерации карты 
использовался ландшафт из ранее рассмотренных примеров. 
 




Результатом разработки стала система трехмерного моделирования 
ландшафта. Система позволяет создавать и моделировать ландшафт, а также 
генерировать карты высот и карты нормалей.  
В процессе выполнения работы в рамках сформулированных задач 
было проделано следующее: 
1. На основании проведенного анализа различных информационных 
источников, были выявлены и проанализированы существующие подходы 
к визуализации и моделированию трехмерных ландшафтов. Таким 
образом, для визуализации ландшафта была выбрана технология 
тесселяции, моделирование ландшафта осуществляется в ручном режиме 
с помощью инструментов.  
2. В результате оценки функциональных возможностей и качества 
сопроводительной документации для разработки системы трехмерного 
моделирования ландшафта были выбраны следующие технологии: С++ 
как основной язык реализации, OpenGL в качестве графического 
интерфейса для реализации системы визуализации, библиотека Dear Im-
Gui для реализации интерфейса и библиотека GLFW для инициализации 
окна и обработки пользовательского ввода. 
3. Разработана система трехмерного моделирования ландшафта. Система 
предоставляет функции моделирования и генерации карт высот и карт 
нормалей.  
4. Подготовлены подробные примеры использования разработанной 
системы для решения практических задач. 
Таким образом, следует считать, что результаты разработки 
соответствуют всем требованиям технического задания, поставленная цель 
достигнута. Работа носит законченный характер. 
57 
 
Список информационных источников 
1. Rendering Pipeline Overview. – Текст : электронный // OpenGL Wiki : [сайт]. 
– URL: https://www.khronos.org/opengl/wiki/Rendering_Pipeline_Overview 
(дата обращения: 28.01.20) 
2. Пиксель. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Пиксель (дата обращения: 
28.01.20) 
3. Растровая графика. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 
https://ru.wikipedia.org/wiki/Растровая_графика (дата обращения: 28.01.20) 
4. Рендеринг. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Рендеринг (дата обращения: 
28.01.20) 
5. Полигональная сетка. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 
https://ru.wikipedia.org/wiki/Полигональная_сетка (дата обращения: 
28.01.20) 
6. Текстура (изображение). – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 
https://ru.wikipedia.org/wiki/Текстура_(изображение) (дата обращения: 
28.01.20) 
7. Видеокарта. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Видеокарта (дата обращения: 
28.01.20) 
8. Графический процессов. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 




9. Центральный процессор. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 
https://ru.wikipedia.org/wiki/Центральный_процессор (дата обращения: 
28.01.20) 
10. API. – Текст : электронный // Википедия: Свободная энциклопедия : [сайт]. – 
URL: https://ru.wikipedia.org/wiki/API (дата обращения: 28.01.20) 
11. Драйвер. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Драйвер (дата обращения: 
28.01.20) 
12. OpenGL. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/OpenGL (дата обращения: 
28.01.20) 
13. OpenGL Shading Language. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: 
https://ru.wikipedia.org/wiki/OpenGL_Shading_Language (дата обращения: 
28.01.20) 
14. Шейдер. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Шейдер (дата обращения: 
28.01.20) 
15. Вершинный шейдер. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Vertex_Shader (дата обращения: 
28.01.20) 
16. Тесселяции. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: 
https://ru.wikipedia.org/wiki/Замощение_(компьютерная_графика) (дата 
обращения: 28.01.20) 
17. Tessellation. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Tessellation (дата обращения: 28.01.20) 
59 
 
18. Geometry Shader. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Geometry_Shader (дата обращения: 
28.01.20) 
19. Primitive Assembly. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Primitive_Assembly (дата обращения: 
28.01.20) 
20. Vertex Post-Processing. – Текст : электронный // OpenGL Wiki : [сайт]. – 
URL: https://www.khronos.org/opengl/wiki/Vertex_Post-Processing (дата 
обращения: 28.01.20) 
21. Fragment. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Fragment (дата обращения: 28.01.20) 
22. Fragment Shader. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Fragment_Shader (дата обращения: 
28.01.20) 
23. Per-Sample Processing. – Текст : электронный // OpenGL Wiki : [сайт]. – URL: 
https://www.khronos.org/opengl/wiki/Per-Sample_Processing (дата 
обращения: 28.01.20) 
24. Матрица. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Матрица_(математика) (дата 
обращения: 28.01.20) 
25. Displacement mapping. – Текст : электронный // Wikipedia The Free Encyclo-
pedia : [сайт]. – URL: https://en.wikipedia.org/wiki/Displacement_mapping 
(дата обращения: 28.01.20) 
26. Height map. – Текст : электронный // Wikipedia The Free Encyclopedia : [сайт]. 
– URL: https://en.wikipedia.org/wiki/Heightmap (дата обращения: 28.01.20) 
27. Normal mapping. – Текст : электронный // Wikipedia The Free Encyclopedia : 




28. Рельефное. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: текстурированные 
https://ru.wikipedia.org/wiki/Рельефное_текстурирование (дата обращения: 
28.01.20) 
29. Шум перлина. – Текст : электронный // Википедия: Свободная энциклопедия 
: [сайт]. – URL: https://ru.wikipedia.org/wiki/Шум Перлина (дата обращения: 
28.01.20) 
30. Уровни детализации. – Текст : электронный // Википедия: Свободная 
энциклопедия : [сайт]. – URL: https://ru.wikipedia.org/wiki/Level_of_Detail 
(дата обращения: 28.01.20) 
31. Unreal Engine. – Текст : электронный // Unreal Engine : [сайт]. – URL: 
https://www.unrealengine.com/en-US/ (дата обращения: 28.01.20) 
32. Unity. – Текст : электронный // unity : [сайт]. – URL: 
https://unity.com/ru/products/core-platform (дата обращения: 28.01.20) 
33. C++. – Текст : электронный // Википедия: Свободная энциклопедия : [сайт]. 
– URL: https://ru.wikipedia.org/wiki/C%2B%2B (дата обращения: 28.01.20) 
34. Direct3D. – Текст : электронный // Википедия: Свободная энциклопедия : 
[сайт]. – URL: https://ru.wikipedia.org/wiki/Direct3D_10 (дата обращения: 
28.01.20) 




36. GLFW. – Текст : электронный // GLFW : [сайт]. – URL: https://www.glfw.org/ 
(дата обращения: 28.01.20) 
37. Dear ImGui. – Текст : электронный // GitHub : [сайт] 










Заимствованная графика (функциональная модель).  
На сайте компании Альт-Инвест дается следующие определение 
понятия функциональная модель организации «это система элементов, 
отражающих функциональные способности организации и создающих 
упрощенное представление о ее реальном устройстве» [Error! Reference 
source not found.].  
Пример функциональной диаграммы представлен на (см. Рис. 1) 
 
Рис. 1. Функциональная модель организации 
 
Исходя из определения на сайте ВикипедиЯ схема это «графический 
документ, изложение, изображение, представление чего-либо в самых общих 
чертах, упрощённо (например, схема доклада), электронное устройство, 
содержащее множество компонентов (интегральная схема)» [Error! Refer-
ence source not found.]. 




Рис. 2. Принципиальная схема токового зеркала1 
 
 
На сайте ВикипедиЯ есть определения термина иллюстрация «рисунок, 
фотография, гравюра или другое изображение, поясняющее текст» [Error! 
Reference source not found.]. 
Примером иллюстрации послужит иллюстрация к книге М.Е. 
Салтыкова-Щедрина «История одного города» (см. Рис. 3) 







Рис. 3. Иллюстрация к книге М.Е. Салтыкова-Щедрина «История одного города»2 
На сайте Этажи Журнал есть определение термина план «дoкyмeнт, в 
кoтopoм зaфикcиpoвaны дaнныe из Eдинoгo гocyдapcтвeннoгo peecтpa 
нeдвижимocти: pacпoлoжeниe здaния пo oтнoшeнию к близлeжaщим 
oбъeктaм, кoличecтвo, pacпoлoжeниe и плoщaдь внyтpeнниx пoмeщeний, 
дpyгaя инфopмaция» [Error! Reference source not found.]. 
Иллюстрация плана здания (см. Рис. 4) 






Рис. 4. Это план и я его придерживаюсь3 




Используемые стили при оформлении текста работы (см. Таблица 1). 
Таблица 1 
Сочетание клавиш для вызова стилей форматирования 
Название стиля Сочетание клавиш 
Обычный Alt + B (лат.) 
Заголовок 1 Alt + 1 
Заголовок 2 Alt + 2 
4) Нумированный со «)» Alt + 0 
 Маркированный точкой Alt + М (лат.) 
38. Нумированный с «.» Alt + N 
Таблица 2 
Сочетание клавиш для вызова стилей форматирования 
  
Параграф  Alt + 0167 
Знак больше или равно Alt + 8805 
Знак меньше или равно Alt + 8804 
Кавычка открывающаяся «ёлочка» Alt + 0171 
Кавычка закрывающаяся «ёлочка» Alt + 0187 





Alt + 0150 
Alt + 0151 
Стрелка вправо Alt + 26 
Стрелка вверх Alt + 24 
Квадратные скобки Alt + 91 
Alt + 93 
Таблица 3 
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