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Povzetek
Naslov: Platforma Lia za programersko spletno tekmovanje v umetni inte-
ligenci
Avtor: Aljazˇ Sˇvigelj
V diplomskem delu opisujemo zasnovo, razvoj in rezultate platforme za pro-
gramersko spletno tekmovanje v umetni inteligenci, imenovane Lia. Plat-
forma temelji na zˇe obstojecˇem tipu programerskih tekmovanj, kjer je izziv
podan v obliki video igre. Naloga udelezˇencev je napisati racˇunalniˇski pro-
gram, ki namesto njih upravlja enote v igri in tekmuje na spletni lestvici.
Iz tuje literature povzemamo zahteve za izvedbo taksˇnih tekmovanj in jih
nadgradimo z nasˇimi opazˇanji ter zasnovo in razvojem platforme Lia. Hkrati
podajamo tudi predloge za njen nadaljnji razvoj ter mozˇne izboljˇsave. Tek-
movanja, ki smo ga na platformi organizirali februarja in marca 2019, se je
udelezˇilo 78 slovenskih sˇtudentov in dijakov s 13 razlicˇnih fakultet in srednjih
sˇol. S pomocˇjo udelezˇencev smo izvedli tudi evalvacijo uporabniˇske izkusˇnje
sistema.
Kljucˇne besede: tekmovanja v programiranju, razvoj zalednih sistemov,
video igre, umetna inteligenca.

Abstract
Title: Lia platform for web-based programming competition in artificial
intelligence
Author: Aljazˇ Sˇvigelj
In our thesis we describe the design, implementation and results of a platform
for web-based programming competition in artificial intelligence named Lia.
The platform is based on pre-existing type of programming competitions,
where the challenges are presented in a video game format. The goal of the
participants is to code a program that controls units in a video game. With
those programs, the competitors compete between each other in an online
leaderboard. We describe a framework for the implementation of online pro-
gramming competitions as described in related literature and build upon it
with our own learnings. We also provide an implementation of our own such
system and give suggestions for further improvements of its development. In
February and March 2019, 78 university and high school students from 13
Slovenian educational organizations participated in our competition. Based
on their opinion we were able to evaluate the user experience of the platform.
Keywords: programming competitions, development of backend services,




Racˇunalniˇstvo se je v zadnjih nekaj desetletjih razsˇirilo v skoraj vse koticˇke
cˇlovesˇke druzˇbe. Iz leta v leto je potrebno razviti in vzdrzˇevati vedno vecˇ
racˇunalniˇskih sistemov, za to pa je potrebnih vedno vecˇje sˇtevilo programer-
jev. V prihodnosti lahko pricˇakujemo, da bo veliko sˇtevilo ljudi znalo vsaj
malo programirati, sˇtevilo poklicnih programerjev pa se bo mocˇno povecˇalo.
Za dosego taksˇnega stanja bo potrebno za programiranje navdusˇiti in izucˇiti
vedno vecˇ mladih. Verjamemo, da so trenutni nacˇini ucˇenja in vaje pro-
gramiranja v primerjavi s sodobnim, interaktivnim in druzˇabnim nacˇinom
zˇivljenja mladih pogosto dolgocˇasni in nezanimivi. Za vecˇjo zanimivost in
motiviranost je potrebno raziskati alternativne nacˇine izobrazˇevanja mladih
programerjev. Kot obetaven nacˇin se je izkazalo ucˇenje programiranja s
pomocˇjo izobrazˇevalnih video iger [23].
Cilj diplomskega dela je opisati platformo za spletno tekmovanje v pro-
gramiranju in umetni inteligenci, imenovano Lia. Platformo smo razvili z na-
menom, da mlade na zabaven ter interaktiven nacˇin spodbuja k vaji in ucˇenju
programiranja ter jih med seboj povezuje in omogocˇa njihovo druzˇenje. Na-
loga tekmovalcev je v poljubnem programskem jeziku napisati racˇunalniˇski
program, t.i. bot (bot [3]), ki namesto njih tekmuje v igranju video igre,
razvite posebej za ta namen. Boti med seboj avtomaticˇno tekmujejo na
spletni lestvici, tekmovalci pa si lahko na spletni strani tekmovanja ogledajo
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odigrane bitke, opazijo pomanjkljivosti svojih resˇitev ter dobre ideje drugih
tekmovalcev, s cˇimer lahko izboljˇsajo svojo resˇitev. Neposredno tekmovanje
med sodelujocˇimi spodbuja njihovo druzˇenje, nudi povratno informacijo o nji-
hovih trenutnih programerskih sposobnostih in jih s tem dodatno motivira k
izboljˇsevanju.
Platforma Lia se izvaja v oblaku. Dolgorocˇni cilj platforme je razviti
odprtokodno okolje, ki bo podpiralo vecˇ razlicˇnih tipov iger in kjer bo vsakdo
lahko enostavno naredil svoj tip igre in z njim organiziral tudi tekmovanje.
Hkrati je cilj omogocˇiti boljˇso uporabniˇsko izkusˇnjo med razvojem botov,
kot je to omogocˇeno na dosedanjih tekmovanjih. To bi dosegli z izdelavo
dodatnih orodij za hitrejˇsi razvoj, enostaven pregled bitk ter enostavnejˇse
razhrosˇcˇevanje botov tekmovalcev. Za vse nasˇtete lastnosti menimo, da so
kljucˇnega pomena pri nadgradnji zˇe obstojecˇih tekmovanj. V nadaljevanju
bomo opisali prvo verzijo platforme Lia. Kljub temu, da prva verzija omogocˇa
zgolj tekmovanje v eni igri, zˇe podpira nekatere zgoraj nasˇtete elemente,
hkrati pa sluzˇi kot odlicˇen vpogled v potrebne zahteve, ki jih mora uspesˇno
tekmovanje vsebovati.
Verjamemo, da bo vsebina diplomskega dela v pomocˇ in v oporo tako
posameznikom kot tudi skupinam, ki bodo v prihodnosti zˇelele organizirati




Tekmovanja v programiranju programov oz. botov, ki namesto ljudi tekmu-
jejo med seboj v igranju video iger, imajo zˇe dolgo tradicijo. Prva taksˇna
tekmovanja, ki smo jih zasledili, so temeljila na klasicˇnih namiznih igrah.
Svetovno racˇunalniˇsko sˇahovsko prvenstvo (WCCC - World Computer Chess
Championship) [6] zˇe od leta 1974 dalje organizira sˇahovsko tekmovanje med
racˇunalniˇskimi programi. WCCC je tudi del Racˇunalniˇske olimpijade (Com-
puter Olympiad) [9], ki je bila ustanovljena leta 1989 in kjer se racˇunalniˇski
programi med seboj potegujejo za zmago tudi v ostalih znanih namiznih
igrah, kot so backgammon, bridge, kitajski sˇah in druge.
Hiter razvoj zmogljivosti racˇunalnikov in napredek v racˇunalniˇskih video
igrah je kmalu omogocˇil nadgradnjo taksˇnih tekmovanj. Racˇunalniˇske verzije
namiznih iger so nadomestile bolj kompleksne video igre. Podjetje IBM je v
letu 2001 razvil svoje tekmovanje, imenovano Robocode [34], kjer je naloga
tekmovalcev napisati program, ki nadzoruje tank v igri in katerega cilj je
unicˇiti tanke nasprotnikov. Robocode je bilo kmalu po pricˇetku mogocˇe
igrati preko spleta, kar je omogocˇilo sodelovanje sˇirsˇemu krogu programerjev
povsod po svetu, ki so lahko tekmovali kar od doma. Tekmovanje je bilo
odlicˇno sprejeto, njegovo izvajanje pa se sˇe vedno nadaljuje. Robocode je bil
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uporabljen tudi v izobrazˇevalne namene [16], kjer se je izkazal kot uspesˇen
nacˇin za izboljˇsanje ucˇinkovitosti ucˇenja programiranja [22]. Leta 2001 je
tekmovanje v umetni inteligenci prvicˇ organizirala tudi prestizˇna univerza
MIT in ga poimenovala Battlecode [2]. Na njem vsako leto ekipe sˇtudentov s
celega sveta tekmujejo med seboj v programiranju in umetni inteligenci. Igra,
uporabljena na tekmovanju Battlecode, se spremeni vsako leto, tematika pa
je stratesˇka. Naloga botov je nadzorovati vecˇje sˇtevilo enot na igralnem polju,
z njimi nabirati surovine in se bojevati z nasprotnikom.
2.2 Razlicˇna podpodrocˇja
S cˇasom se je podrocˇje tekmovanj med boti v igranju video iger razdelilo sˇe v
dve podpodrocˇji. Cilj tipa tekmovanj prvega podpodrocˇja je napisati splosˇen
program, ki zna igrati poljubno sˇtevilo v naprej neznanih iger s sistematicˇno
definiranimi pravili. Primer taksˇnega tekmovanja je Mednarodno tekmovanje
v igranju splosˇnih iger (The International General Game Playing Competi-
tion) [24], ki je bilo prvicˇ organizirano zˇe leta 2005. Tekmovanja drugega
podpodrocˇja pa se na drugi strani osredotocˇajo predvsem na pisanje botov
s pomocˇjo metod strojnega ucˇenja s poudarkom na spodbujevanem ucˇenju.
Glavni predstavnik navedenega tipa je OpenAI Gym [4]. Kljub temu, da
sta opisani podpodrocˇji zelo zanimivi, je sodelovanje na taksˇnih tekmovanjih
zacˇetnikom precej otezˇeno, saj je potrebno naprednejˇse znanje programira-
nja. Iz tega razloga se bomo v tej diplomski nalogi osredotocˇili zgolj na tip
tekmovanj po vzoru Robocode in Battlecode, ki so dostopnejˇsa sˇirsˇi javnosti
in kljub enostavnosti omogocˇajo dovolj dobro podporo za uporabo algoritmov
umetne inteligence.
2.3 Sodobna tekmovanja
Vecˇje sˇtevilo tekmovanj v programiranju botov, dostopnih sˇirsˇi javnosti, se je
zacˇelo pojavljati okrog leta 2010. Ta tekmovanja so bila bolj dovrsˇena in sˇe
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lazˇje dostopna zacˇetnikom. Leta 2009 je podjetje Google podprlo tekmova-
nje AI Challange [1], ki je bilo v naslednjih dveh letih organizirano sˇtirikrat,
vsakicˇ z drugacˇnim tipom igre. Na zadnjem tekmovanju leta 2011 je sodelo-
valo kar 8000 programerjev. V letu 2012 se je prvicˇ odvilo tudi tekmovanje
Russian AI cup [35], ki poteka sˇe danes in ponuja tudi izzive iger, ki se
odvijajo v 3D prostoru.
Po nasˇem mnenju v zadnjih letih predvsem izstopata dve tekmovanji.
Tekmovanje Halite [12] podjetje Two Sigma organizira vsako leto od leta
2016 naprej. Halite podpira veliko sˇtevilo programskih jezikov, hkrati pa je
celoten projekt odprtokoden, kar je vzpodbudilo nastanek mocˇne skupnosti.
Spector in Truell [38] sta natancˇneje opisala izvedbo prvega tekmovanja Ha-
lite ter podala smernice za zasnovo in razvoj sodobnih spletnih tekmovanj v
programiranju. Na drugi strani je platforma CodinGame [8], katere razvoj se
je pricˇel v letu 2012 in ki poleg velikega sˇtevila programskih jezikov ponuja
tudi vrsto razlicˇnih tipov iger. Bote za igre platforme CodingGame se raz-
vija kar v spletnem urejevalniku v oblaku. Platforma je do sedaj prejela vecˇ





Na dobro izvedbo spletnega tekmovanja v programiranju in umetni inteli-
genci z izzivom v obliki video igre vpliva veliko faktorjev. Pomembni so
zanimivost igre, enostavnost uporabe razvojnega okolja, dobra podpora tek-
movalcem v primeru tezˇav in drugo. V tem poglavju bomo na podlagi tuje
literature in lastnih opazˇanj, ki smo jih zasledili med izvedbo prvega tekmo-
vanja Lia, opisali, kaj so glavni sestavni deli taksˇnega tekmovanja. Potrebno
je omeniti, da bomo od tu naprej pod besedo bitka pojmovali borbo med
botoma dveh tekmovalcev v podani igri.
3.1 Ogrodje za razvoj uspesˇnega tekmovanja
v programiranju
Spector in Truell [38] sta v sklopu tekmovanja Halite zˇe opisala osnovne smer-
nice pri zasnovi in organizaciji spletnih tekmovanj v programiranju, ki sta
jih poimenovala EPCoF (Effective Programming Competition Framework)
[38]. EPCoF zajema pomembne lastnosti dobro nacˇrtovanega tekmovanja
v programiranju, le-te pa povzemamo v nadaljevanju in zraven opisujemo,
kako smo jih uposˇtevali pri zasnovi in razvoju tekmovanja Lia. Poleg zah-
tev, podanih v EPCoF, zraven navajamo tudi dodatne zahteve, ki smo jih




3.1.1 Principi zasnove igre
V Tabeli 3.1 so podani pomembni principi pri razvoju igre, namenjene tek-
movanju v programiranju. Hkrati je opisana tudi realizacija teh principov v
igri, uporabljeni v platformi Lia.
Princip zasnove igre Realizacija v igri Lia
Preprostost in intuitiv-
nost
Igra naj bo preprosta in intuitivna in naj po-
teka v dveh dimenzijah z zgolj tremi igral-
nimi entitetami: ovirami in enotami dveh tipov.
To omogocˇi enostaven pregled nad igro, naloga
enot pa je preprosta in vizualno razpoznavna -
streljati in izlocˇiti nasprotnika.
Vizualna privlacˇnost
Vizualna privlacˇnost igre dodatno privlacˇi nove
igralce ter hkrati omogocˇa lazˇji pregled odigra-
nih bitk. V ta namen so vse entitete v igri vizu-
alizirane v obliki majhnih robotov, ki se jasno
razlocˇijo od igralne povrsˇine, poleg tega pa je
jasno razvidno, kateri ekipi pripadajo.
Hitro generiranje bitk
Tekom tekmovanja se lahko generira vecˇ sto
tisocˇ ali celo vecˇ milijonov bitk. Hitrost gene-
riranja bitk je pri tem izrednega pomena, saj
poglavitno vpliva na kolicˇino resursov, ki jih
sistem potrebuje za generiranje dovolj velikega
sˇtevila iger v zadovoljivem cˇasu. Generiranje
bitk zato poteka brez vizualnega vmesnika, kar
omogocˇa generiranje bitke v zgolj nekaj sekun-




V vsaki bitki se izvede do 2000 korakov. V vsa-
kem koraku se bota obeh igralcev za vsako iz-
med do 30 enot v svoji ekipi odlocˇita med vecˇ
kot sedmimi razlicˇnimi akcijami. Tako velika
stopnja vejanja razlicˇnih stanj, dejstvo, da je
igralna povrsˇina vsakicˇ drugacˇna in da ima vsak
bot zgolj omejeno informacijo o stanju naspro-
tnikovih enot na igralni povrsˇini, omogocˇi, da je
igro prakticˇno nemogocˇe resˇiti optimalno.
Vecˇrazsezˇnost razvoja
botov
V igri je potrebno hkrati resˇevati problem opti-
mizacije iskanja in nabiranja surovin, bojevanja
z nasprotniki in grajenja novih enot. To ponuja
vecˇ neodvisnih elementov, ki jih lahko tekmova-
lec izboljˇsuje. Ko tekmovalec izpopolni en ele-
ment, se lahko loti novega ter se na starega vrne
kasneje.
Posnetki bitk naj za-
sedajo malo diskovnega
prostora *
Posnetki bitk so v trajnem pomnilniku shra-
njeni v obliki funkcij, kar obcˇutno zmanjˇsa
kolicˇino prostora, ki ga zasedejo. Podrobnejˇsi
opis tega nacˇina shranjevanja je podan v raz-
delku 4.1.5. Majhnost posnetkov je izrednega
pomena, saj omogocˇa hitro nalaganje bitk ob
njihovem ogledu v brskalniku, hkrati pa tekmo-
valcu med razvojem na njegovem racˇunalniku
ne zavzame prevecˇ prostora.
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Dinamicˇen ogled bitk *
Dinamicˇen ogled posnetkov bitk omogocˇa, da
lahko gledalec predvajanje ustavi ter preskakuje
naprej in nazaj v cˇasu. To mu omogocˇa hiter
pregled nad zˇelenim delom bitke in mu s tem
omogocˇi hitrejˇse iskanje napak. Prav tako kot
majhna velikost posnetkov, je tudi dinamicˇno
predvajanje bitk mogocˇe zaradi nacˇina shranje-
vanja posnetkov v obliki funkcij. Podrobnejˇsi
opis je podan v razdelku 4.1.5.
Podana zacˇetna resˇitev *
Za vse podprte programske jezike se na javno
dostopnih repozitorijih Git nahajajo osnovne
implementacije botov, ki znajo na zelo preprost
nacˇin igrati podano igro. Slednje tekmovalci
lahko nadgrajujejo, s tem pa tudi lazˇje zacˇnejo
z razvojem in hitro vidijo svoj napredek.
Izcˇrpna dokumentacija *
V sklopu platforme smo postavili dodatno sple-
tno stran, namenjeno zgolj dokumentaciji, kjer
so navedeni vsi potrebni podatki za uporabo
platforme z dodatnimi primeri. Izcˇrpna doku-
mentacija omogocˇa, da se tekmovalec lazˇje osre-
dotocˇi na razvoj strategij. Vecˇ podatkov o do-
kumentaciji je navedeno v razdelku 4.9.
Tabela 3.1: Principi zasnove igre, namenjene spletnemu tekmovanju v programi-
ranju, ter nacˇin njihove realizacije v igri Lia. Principe, oznacˇene z zvezdico (*),
smo dodali v sklopu nasˇih opazˇanj, preostali pa so povzeti po EPCoF.
3.1.2 Principi zasnove tekmovalnega okolja
EPCoF navaja tudi principe k zasnovi tekmovalnega okolja, ki na strezˇnikih
tekmovanja generira bitke in skrbi za spletno lestvico, hkrati pa ponuja lo-
kalno okolje za razvoj botov. Principi skupaj z njihovo realizacijo v platformi
Diplomska naloga 11
Lia so navedeni v Tabeli 3.2.
Princip zasnove tek-
movalnega okolja
Realizacija v igri Lia
Prijaznost zacˇetnikom
Platforma Lia ponuja osnovno razvojno okolje
kar na spletni strani tekmovanja v oblaku, kjer
lahko tekmovalci urejajo in testirajo zˇe podano
osnovno resˇitev igre le v nekaj klikih. Vecˇ o
tem je navedeno v razdelku 4.2.1. Hkrati je po-
dana tudi izcˇrpna dokumentacija, ki tekmoval-
cem nudi vso potrebno podporo med procesom
razvoja botov.
Varnost
Vsi boti tekmovalcev so med zaganjanjem na
strezˇnikih tekmovalnega okolja izolirani znotraj
kontejnerjev Docker [11] in lahko preko omrezˇja
dostopajo zgolj do njim dodeljenega generatorja
bitk. Tam se boti avtenticirajo z nakljucˇno ge-
neriranim skrivnim kljucˇem.
Skalabilnost
Tekmovalno okolje se izvaja znotraj sistema
Kubernetes [20], ki ponuja enostaven nacˇin za
dodajanje novih strezˇnikov, na katerih se lahko
generirajo nove bitke. S tem lahko enostavno in
dinamicˇno povecˇamo kolicˇino bitk, ki se lahko
socˇasno generirajo.
Spletna lestvica
Okolje ponuja javen ogled spletne lestvice na
spletni strani. Spletna lestvica se posodobi z
vsako novo generirano bitko, s cˇimer lahko tek-
movalci sledijo svojemu napredku in se primer-
jajo z ostalimi tekmovalci.
Sodelovanje in skupnost
Skupnost tekmovalcev ima mozˇnost sporocˇati
napake in povratne informacije na posebej za
to namenjenem spletnem forumu.
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Enostaven razvoj botov
Tako razvojno okolje v oblaku kot tudi lokalno
razvojno okolje omogocˇata zelo hitro spreminja-
nje kode botov, generiranje novih bitk in nji-




Nacˇin izbiranja nasprotnikov med potekom tek-
movanja na spletni lestvici mora biti pravicˇen
in mora omogocˇati zanimive bitke. Nasprotnike
se izbira po vzorcu, kjer imata oba tekmovalca
smiselno veliko verjetnosti za zmago. Prepo-
goste bitke med prvimi in zadnjimi tekmovalci
na lestvici bi bile vecˇinoma nezanimive za obe
strani. Podrobnosti o nacˇinu izbiranja naspro-
tnikov so navedene v razdelku 4.3.3.
Javna dostopnost vseh
bitk *
Vse odigrane bitke so javno dostopne na spletni
strani tekmovanja. Ogleda si jih lahko kdorkoli.
To omogocˇa sˇirjenje strategij, ki so jih tekmo-
valci razvili, zacˇetniki pa se lahko zgledujejo po




Ko tekmovalec nalozˇi svojega bota na sple-
tno lestvico, je potrebno odigrati dovolj veliko
sˇtevilo bitk, da se bot ustrezno uvrsti. Pri
majhnem sˇtevilu bitk bi bila uvrstitev prevecˇ
prepusˇcˇena nakljucˇju. Nacˇin realizacije te zah-
teve v platformi Lia je naveden v razdelku 4.3.3.
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Enostavno posodablja-
nje verzij igre *
Pogosto se zgodi, da se med tekmovanjem od-
krijejo napake v programski opremi, ki gene-
rira bitke. V kolikor ima vsak tekmovalec
svojo lokalno verzijo tega sistema, je potrebno
omogocˇiti njegovo enostavno in avtomaticˇno
posodabljanje ali pa vsaj nacˇin sporocˇanja tek-
movalcu, da je na voljo nova verzija. Lokalno
razvojno okolje platforme Lia omogocˇa avto-
maticˇno zaznavanje novih verzij lokalnega ra-
zvojnega okolja in igre, ki so objavljene na plat-
formi Github. Tekmovalec lahko okolje in igro
samostojno posodobi z izvrsˇitvijo ukaza update,
ki nadomesti staro verzijo z novejˇso.
Uporaba poljubnih ra-
zvojnih orodij *
V lokalnem razvojnem okolju so vse datoteke
izbranega bota shranjene v skupnem direkto-
riju, tekmovalec pa jih lahko ureja s poljubnim
urejevalnikom besedila. Hkrati lahko poganja
svojega bota v bitki s pomocˇjo zunanjih orodij
(npr. orodja IDE) in uporablja njihova dodatna
orodja za razhrosˇcˇevanje.
Tabela 3.2: Principi zasnove tekmovalnega okolja, namenjenega spletnemu tek-
movanju v programiranju, ter nacˇin njihove realizacije v platformi Lia. Principe,





V tem poglavju bomo opisali strukturo platforme Lia. Opisali bomo vse
sestavne dele tekmovanja, razvoj igre, ki je predstavljal programerski izziv,
razvojno okolje, v katerem so tekmovalci razvijali svoje bote, ter celotno
infrastrukturo, ki je skrbela za poganjanje bitk med tekmovalci ter za vrstni
red na spletni lestvici. Med razvojem smo uposˇtevali zahteve, opisane v
poglavju 3.
4.1 Igra
Osrednji del platforme Lia je predstavljala igra, ki smo jo razvili posebej v
ta namen. V igri bota dveh tekmovalcev nadzirata vsak svojo ekipo enot na
igralni povrsˇini. Z enotami se borita drug proti drugemu in poskusˇata izlocˇiti
nasprotnika. Primer bitke med dvema tekmecema je prikazan na Sliki 4.1.
4.1.1 Igralna povrsˇina
Igralna povrsˇina je dvodimenzionalen prostor z ovirami, podanimi ob zacˇetku
bitke. Ovire so nakljucˇno generirane ter prezrcaljene cˇez diagonalo igralne
povrsˇine od levega zgornjega kota do desnega spodnjega kota, kar zagotavlja
pravicˇno postavitev obeh tekmecev na zacˇetku bitke. Nakljucˇno generiranje
omogocˇa razlicˇne oblike igralne povrsˇine med razlicˇnimi bitkami, kar pripo-
15
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Slika 4.1: Primer bitke med dvema tekmecema, generirane na prvem tekmovanju
Lia. Na sliki lahko vidimo ekipi enot obeh nasprotnikov, ki se premikajo po igralni
povrsˇini, nabirajo surovine in streljajo nasprotnike.
more k raznolikosti posnetkov in preprecˇuje uporabo taktik, posebej prila-
gojenih za tocˇno dolocˇeno razporeditev ovir. Ovire na igralni povrsˇini so
podane na zacˇetku bitke in so znane obema botoma.
Ob zacˇetku je na igralni povrsˇini simetricˇno razporejenih 20 belih kroglic,
ki predstavljajo surovine. Dolocˇen tip enot vsake ekipe lahko surovine na-
bira, s cˇimer lahko tekmovalcˇev bot gradi nove enote svoje ekipe. Ko enota
pobere surovino, se nova surovina pojavi nakljucˇno nekje drugje na igralni
povrsˇini. Po preteku dolocˇenega sˇtevila sekund se nove surovine prenehajo
pojavljati, kar omeji nadaljnjo izgradnjo novih enot in prevesi potek bitke v
njeno koncˇnico.
4.1.2 Pravila igre
Ekipa, ki jo nadzira bot posameznega tekmovalca, je sestavljena iz enot dveh
tipov. Prvi tip enot so delavci (na Sliki 4.1 so to enote s krili), ki se lahko
premikajo po igralni povrsˇini in pobirajo surovine, vendar ne morejo streljati
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nasprotnikov. Drugi tip enot so bojevniki (brez kril), ki ne morejo pobi-
rati surovin, lahko pa streljajo nasprotnike in so s tem kljucˇni za doseganje
koncˇne zmage. Oba tipa enot imata pred seboj omejeno vidno polje v obliki
trikotnika, ki se premika skupaj z njima. Enote lahko vidijo zgolj nasprotnike
ter izstrelke, ki so znotraj vidnega polja.
Bitka se koncˇa, ko ena ekipa na igralni povrsˇini nima vecˇ nobene enote
oz. po preteku cˇasovne omejitve 200 sekund, kjer je zmagovalec izbran glede
na koncˇno sˇtevilo sˇe obstojecˇih enot na igralni povrsˇini in glede na sˇtevilo
nabranih surovin.
Vsaka ekipa zacˇne s tremi bojevniki in s tremi delavci, glavne naloge
botov, ki nadzirajo ekipe enot, pa so naslednje:
• Premikanje enot po igralni povrsˇini. Potrebno se je odlocˇati, katere
enote je smiselno poslati na katere dele igralne povrsˇine, ali jih je smi-
selno posˇiljati v skupinah oz. posamicˇno in kjer je potrebno uposˇtevati
zaznane lokacije nasprotnikov.
• Iskanje surovin, ki jih delavske enote lahko pobirajo. Potrebno je
ucˇinkovito iskanje surovin in usmerjanje, katera enota naj pobere katero
surovino, da je nabiranje cˇim bolj ucˇinkovito. Potrebna je ustrezna raz-
porejenost enot, ki naj pokrijejo cˇim vecˇji del igralne povrsˇine, s cˇimer
si povecˇajo mozˇnosti za odkritje novih surovin.
• Poraba nabranih surovin. Izrednega pomena je odlocˇanje, katere tipe
enot je primerno v danem trenutku glede na trenutno stanje bitke zgra-
diti z nabranimi surovinami.
• Bojevanje z nasprotniki. Potrebno je razviti razlicˇne taktike, vse od




Eno izmed glavnih vlog v igri ima vmesnik API. Preko slednjega lahko boti
tekmovalcev komunicirajo s programom, ki generira bitke in omogocˇa nadzor
enot na igralni povrsˇini. Vmesnik API mora biti zasnovan tako, da zadosti
naslednjim zahtevam:
• Komunikacija z botom tekmovalca mora biti neodvisna od program-
skega jezika, v katerem je bot razvit. Zgolj tako lahko omogocˇimo
podporo vecˇih programskih jezikov.
• Komunikacija preko vmesnika mora potekati v obe smeri. Program za
generiranje bitk mora botu sporocˇati stanje o bitki, medtem ko mora
ta nazaj sporocˇati ukaze za upravljanje enot.
V primeru igre, uporabljene na prvem tekmovanju Lia, smo vmesnik API
implementirali s pomocˇjo tehnologije spletnih vticˇev (Websockets). Preko
spletnih vticˇnikov se v nasˇem sistemu podatki lahko posˇiljajo v obe smeri
v naprej dolocˇenem formatu v jeziku JSON. Nasˇtete tehnologije omogocˇajo
uporabo razlicˇnih programskih jezikov pri razvoju botov, saj le-te z genera-
torjem bitk komunicirajo preko omrezˇja.
Kratek opis delovanja API vmesnika za podano igro, uporabljeno na pr-
vem tekmovanju Lia, je sledecˇ. Bota obeh tekmovalcev se lahko preko sple-
tnega vticˇnika povezˇeta na generator bitk. Ta obema na zacˇetku posˇlje po-
datke o ovirah na igralni povrsˇini in zacˇetnem polozˇaju enot. Za tem sledi
periodicˇno posˇiljanje informacij o stanju v bitki vsakih 0.1 sekunde bitke,
kjer generator botoma obeh tekmovalcev sporocˇi podatke enot, ki jih bot
nadzira, podatke o nasprotnikovih enotah in izstrelkih, ki jih njegove enote
vidijo, ter sˇe nekatere druge podatke o bitki. Bot po vsakem prejemu po-
datkov s strani generatorja odgovori z zˇelenimi ukazi za nadzor enot v svoji
ekipi. Primeri ukazov so: premiki enote naprej, nazaj, ustavljanje enote,
ukaz naj enota strelja, ukaz za vrtenje enote v izbrano smer in drugo. Za
vecˇjo enostavnost razvoja botov API vmesnik omogocˇa tudi ukaz, kjer bot
lahko dolocˇi koordinati x in y, kamor naj bi se dolocˇena enota premaknila.
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Generator bitk po ukazu sam poskrbi, da enota sama najde ustrezno pot do
izbrane lokacije in tej poti tudi sledi.
Tekmovalcˇev bot je zgolj en program, ki sprejema podatke o vseh enotah
v njegovi ekipi na enkrat. To omogocˇa, da bot hrani podatke za vse enot v
njegovi ekipi hkrati, kar mu olajˇsa njihovo skupno koordiniranje in omogocˇa
razvoj skupinskih taktik.
4.1.4 Generiranje bitk
Hitrost generiranja bitk je izrednega pomena. Na eni strani tekmovalcu
omogocˇa hitro testiranje idej med razvojem botov, na drugi pa omogocˇa
generiranje vecˇjega sˇtevila bitk na strezˇnikih tekmovanja v krajˇsem cˇasu, za
kar je potrebnih manj resursov, kot cˇe bi se bitke povprecˇno generirale dlje
cˇasa.
Za razvoj generatorja bitk za igro, uporabljeno na prvem tekmovanju Lia,
smo izbrali programski jezik Kotlin. Le-ta po nasˇem mnenju ponuja primerno
uravnotezˇenost med enostavnostjo procesa razvoja ter hitrostjo izvajanja na
JVM platformi (Java Virtual Machine). Bitka se generira brez sprotnega pri-
kazovanja stanja na zaslonu, cˇas v bitki med njenim generiranjem pa poteka
hitreje kot realni cˇas, sorazmerno z zmogljivostjo procesorske enote sistema.
To v nasˇem primeru omogocˇa generiranje bitk, dolgih 200 sekund, v pov-
precˇno 3 do 8 sekundah realnega cˇasa. Kljub temu, da je podan cˇas generira-
nja nekoliko prepocˇasen za ucˇinkovito uporabo algoritmov strojnega ucˇenja,
se je hitrost izkazala za dovolj hitro pri razvoju botov, kjer tekmovalci sami
prepoznajo ucˇinkovite strategije in jih rocˇno implementirajo v svoji kodi. V
naslednjih verzijah tekmovanja bi bilo smiselno posvetiti dodatno pozornost
hitrejˇsemu generiranju bitk, da bi s tem omogocˇili lazˇjo uporabo algoritmov
strojnega ucˇenja. Na Sliki 4.2 je prikazan postopek generiranja bitk.
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Slika 4.2: Diagram korakov postopka za generiranje bitk. Jedro sistema je glavna
zanka, ki vsako iteracijo povecˇa pretecˇen cˇas bitke in njeno novo stanje ter hkrati
komunicira z obema botoma. Med izvajanjem se podatki o bitki zapisujejo tudi v
datoteko, ki hrani posnetek bitke.
4.1.5 Ponovno predvajanje
Izrednega pomena je, da generator bitk med generiranjem shranjuje vme-
sna stanja v bitki tako, da se lahko celotna bitka kasneje ponovno predvaja
na vizualen nacˇin. Ko tekmovalec razvija svojega bota, mu shranjeni po-
snetki omogocˇajo pregled poteka bitke, kar mu olajˇsa zaznavanje napak in
pomanjkljivosti v njegovi resˇitvi. Hkrati ob generiranju bitk na strezˇnikih
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tekmovanja sistem shrani posnetke odigranih bitk, ki si jih lahko kasneje
tekmovalci ogledajo preko spleta.
Pri razvoju sistema za shranjevanje in predvajanje posnetkov smo morali
uposˇtevati, da morajo posnetki zasedati cˇim manj diskovnega prostora. Te-
kom tekmovanja je namrecˇ generiranih veliko sˇtevilo posnetkov, poleg tega
pa bi se veliki posnetki ob ponovnem ogledu bitk preko spleta prenasˇali pre-
dolgo cˇasa in bi s tem pokvarili uporabniˇsko izkusˇnjo. Pomembno je tudi,
da se lahko med ponovnim ogledom posnetka predvajanje ustavi, pospesˇi ter
premika v cˇasu naprej in nazaj. To omogocˇa lazˇji pregled bitk in hitrejˇse
iskanje zˇelenih delov bitke ter s tem lazˇje razhrosˇcˇevanje strategij botov.
Velikosti posnetkov
Odlicˇen nacˇin, kako dosecˇi majhne posnetke z mozˇnostjo dinamicˇnega pred-
vajanja, je opisal Smith [37]. Za podane zahteve je nasˇel zanimivo resˇitev.
Vsak objekt v igri ima vse svoje atribute predstavljene v obliki funkcij. Te
funkcije predstavljajo odvisnost vsakega atributa od cˇasa. Za vsak atribut
je potrebno v funkciji shraniti zgolj najpomembnejˇse tocˇke, ko se pojavijo
spremembe tega atributa, vrednosti v vmesnih cˇasih pa je mogocˇe izracˇunati
s pomocˇjo dveh najblizˇjih tocˇk, med katerimi lezˇi zˇeleni cˇas. Po podanem
sistemu shranjevanja posnetkov v obliki funkcij smo se zgledovali tudi mi. To
nam je omogocˇilo zmanjˇsati velikosti posnetkov iger, dolgih 200 sekund in
z do 60 enotami na igralni povrsˇini, na povprecˇno 500kB. Posnetkov nismo
shranjevali v obliki besedila ali formata JSON, temvecˇ smo uporabili binarni
nacˇin zapisa, imenovan Protocol Buffers [31], ki je dodatno zmanjˇsal njihovo
velikost. Na Sliki 4.3 je prikazan primer shranjevanja premikanja enote v
bitki, katere lokacije na x osi v cˇasu so shranjene v obliki linearne funkcije.
Na podoben nacˇin smo shranili tudi vse ostale atribute v igri, poleg shranje-
vanja v obliki linearnih funkcij pa smo uporabili tudi shranjevanje s pomocˇjo
krozˇnic, trigonometricˇnih funkcij ipd.
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Slika 4.3: Primer shranjevanja spreminjanja koordinate x v cˇasu za izbrano enoto.
V tocˇki 1 je podana pot, ki jo je enota prepotovala med cˇasom 10 s in 22 s, s
tem da je dvakrat spremenila smer gibanja, ki je vplivala na koordinato x enote
(med cˇasom 15 s in 18 s se je enota obracˇala na mestu, kar ne vpliva na vrednost
x). V tocˇki 2 je predstavljeno premikanje koordinate x enote glede na cˇas z zgolj
sˇtirimi tocˇkami. Tak nacˇin porabi veliko manj diskovnega prostora kot periodicˇno
shranjevanje lokacije enote, npr. vsako desetinko sekunde. V tocˇki 3 je navedena
enacˇba, po kateri lahko za poljuben veljaven cˇas s pomocˇjo podanih tocˇk pridobimo
poljubno vmesno vrednost spremenljivke x, v primeru, ko je funkcija spreminjanja
vrednosti linearna. Podan je tudi primer za izracˇun vrednosti x v cˇasu t = 20s.
Dinamicˇno predvajanje
Shranjevanje posnetkov bitk v obliki funkcij, kot je opisano v prejˇsnjem po-
glavju in na Sliki 4.3, omogocˇa enostavno implementacijo dinamicˇnega pred-
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vajanja posnetkov bitk s premikanjem v cˇasu. Predvajalnik posnetkov bitk
izriˇse na zaslon vse entitete v bitki 60 krat na sekundo. Lastnosti atributov
entitet v zˇelenem cˇasu (lokacija, sˇtevilo nabojev, sˇtevilo zˇivljenjskih tocˇk,
itd.) so shranjene v obliki funkcij in jih je mogocˇe enostavno izracˇunati, ne
glede na razliko med trenutno predvajanim in novim zˇelenim cˇasom. Kot je
razvidno na Sliki 4.3, je potrebno za vsako funkcijo zgolj poiskati tocˇki, med
katerima se nahaja zˇelen cˇas in glede na tip funkcije izracˇunati vmesno tocˇko.
Cˇe zanemarimo izracˇun vmesne tocˇke med dvema znanima tocˇkama (npr. z
linearno enacˇbo, trigonometricˇnimi funkcijami ipd.), je cˇasovna zahtevnost
odvisna zgolj od iskanja dveh tocˇk, med katerima se nahaja zˇeleni cˇas. Glede
na to, da so tocˇke v vsaki funkciji glede na cˇas razvrsˇcˇene po narasˇcˇajocˇem
vrstnem redu, lahko tocˇki enostavno poiˇscˇemo z uporabo binarnega algo-
ritma. Binarni algoritem ima cˇasovno zahtevnost O(logn) in je bil v nasˇem
primeru dovolj ucˇinkovit za neprekinjeno izkusˇnjo med gledanjem posnetkov
bitk s premikanjem v cˇasu.
Prikazovanje na razlicˇnih platformah
Predvajanje posnetkov bitk je potrebno v dveh okoliˇscˇinah:
• tekmovalec razvija svojega bota lokalno, kjer si na svojem operacijskem
sistemu ob generiranju bitk ogleda tudi njihov posnetek,
• ogled posnetkov bitk v brskalniku na spletni strani tekmovanja.
Za mozˇnost predvajanja bitk tako lokalno na vseh treh glavnih operacij-
skih sistemih (Windows, Linux in Mac OS) kot tudi v spletnem brskalniku
smo se zˇeleli izogniti vecˇkratni implementaciji predvajalnika za razlicˇna oko-
lja. V ta namen smo za razvoj predvajalnika bitk uporabili programski jezik
Kotlin. Ta omogocˇa prevajanje kode v programski jezik JavaScript, hkrati pa
se lahko izvaja v okolju JVM (Java virtual machine), ki podpira vse glavne
operacijske sisteme. V Kotlinu smo napisali program, ki prebere posnetek
bitke in zna s pomocˇjo dodatnih graficˇnih knjizˇnic za posamezno platformo
bitko izrisati na zaslon. S tem smo se izognili vecˇkratni implementaciji iste
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funkcionalnosti v vecˇ razlicˇnih jezikih. Shema generiranja bitke in njeno
predvajanje na vseh platformah je podana na Sliki 4.4.
Slika 4.4: Shema generiranja bitke in njenega predvajanja tako v tekmovalcˇevem
lokalnem sistemu kot tudi v brskalniku. Ko generator bitk generira posnetek bitke,
ga lahko predvajalnik bitk predvaja. Za predvajanje se uporabi prevod programa
predvajalnika bitk v okoljih JavaScript ali JVM. Predvajalnik bitk uporablja lo-
kalni izrisovalnik, ki v okolju JavaScript uporablja knjizˇnico PixiJS [29], v okolju
JVM pa knjizˇnico libGDX [21].
4.2 Razvojno okolje
Za razvoj botov je potrebno razvojno okolje, ki tekmovalcu cˇim bolj olajˇsa in
pospesˇi razvoj. Za prvo tekmovanje Lia smo razvili dva nacˇina, kako lahko
tekmovalci razvijajo svoje resˇitve. Podprli smo razvojno okolje v oblaku, kjer
lahko tekmovalci preko spletne strani razvijajo svoje bote, ne da bi morali
na svoj racˇunalnik prenesti kakrsˇenkoli program. Razvojno okolje na spletni
strani je namenjeno predvsem bodocˇim tekmovalcem, ki si zˇelijo preizkusiti
podano igro preden zacˇnejo z resnim razvojem. Za resnejˇsi razvoj botov
smo podprli tudi dodatno orodje, ki omogocˇa razvoj na lokalnem sistemu
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tekmovalca in ponuja sˇe dodatne mozˇnosti. V naslednjih dveh razdelkih
bomo opisali obe okolji.
4.2.1 Razvojno okolje v oblaku
Razvojno okolje v oblaku omogocˇa tekmovalcem, da si izberejo podprt pro-
gramski jezik (v prvem tekmovanju Lia so bili podprti trije programski je-
ziki: Java, Kotlin in Python3) in preizkusijo podano igro. Kot je opazno na
Sliki 4.5, lahko tekmovalci na levi strani urejajo zˇe obstojecˇo osnovno verzijo
bota, nato pa s klikom na gumb Play na strezˇnik tekmovanja posˇljejo zahtevo
za generiranje bitke skupaj s programsko kodo bota. Na strezˇniku se generira
bitka med botom tekmovalca in osnovno verzijo bota, tekmovalcu pa se vrne
posnetek celotne bitke, ki se samostojno predvaja v brskalniku. Tekmova-
lec lahko tudi enostavno nalozˇi svojo resˇitev na spletno lestvico s pomocˇjo
gumba Submit, s cˇemer zacˇne tekmovati z drugimi udelezˇenci tekmovanja.
Slika 4.5: Razvojno okolje v oblaku, kjer lahko tekmovalci enostavno preizkusijo
podano igro
Kljub temu, da je razvojno okolje na spletni strani tekmovanja preprosto
in delujocˇe, pa ima dolocˇene pomanjkljivosti. Tekmovalec lahko razvija pro-
gram zgolj v eni datoteki, otezˇeno je razhrosˇcˇevanje programa, za kar lahko
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ob lokalnem razvoju tekmovalec uporabi razhrosˇcˇevalnik svojega najljubsˇega
integriranega razvojnega okolja (IDE ). Pocˇasnejˇse je tudi generiranje bitk,
delovanje okolja pa je odvisno od dostopnosti interneta.
4.2.2 Lokalno razvojno okolje
Lokalno razvojno okolje mora omogocˇati ucˇinkovit razvoj botov na vseh glav-
nih platformah (Windows, Linux, Mac OS). Hkrati mora biti namestitev
enostavna, velikost celotnega okolja pa zaradi enostavnejˇsega prenosa cˇim
manjˇsa. Lokalno razvojno okolje za prvo tekmovanje Lia vsebuje tri glavne
programe: generator bitk, predvajalnik posnetkov bitk in vmesnik z ukazno
vrstico (Command Line Interface). Datotecˇna struktura lokalnega razvoj-
nega okolja je podana na Sliki 4.6. Vmesnik z ukazno vrstico olajˇsa upra-
vljanje celotnega lokalnega okolja in preko ukazne vrstice omogocˇa naslednje
funkcionalnosti:
• enostavno prenasˇanje osnovnih verzij botov za podprte jezike (Java,
Kotlin, Python3) iz oddaljenega repozitorija,
• avtomaticˇno pripravo botov, v katero sodi prevajanje programa in pre-
nos knjizˇnic, od katerih je program odvisen,
• avtomaticˇno generiranje bitk med poljubnima lokalnima botoma in ob
koncˇanem generiranju njihovo predvajanje,
• enostaven prenos lokalnega bota na spletno lestvico tekmovanja, kjer
bot lahko zacˇne tekmovati z boti ostalih tekmovalcev.
Kot primeren programski jezik za implementacijo vmesnika z ukazno vr-
stico smo uporabili programski jezik Go. Jezik podpira enostavno prevaja-
nje izvorne kode programskega jezika za vse tri glavne platforme v binarni
izvrsˇljiv program. Hkrati ima jezik odlicˇno podporo za socˇasno izvajanje vecˇ
procesov. S tem je olajˇsana implementacija generiranja bitk, kjer je potrebno
socˇasno zaganjanje in nadziranje dveh botov ter generatorja bitk.
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Slika 4.6: Datotecˇni sistem lokalnega razvojnega okolja za tekmovanje Lia. Tekmo-
valec ima lahko v okolju poljubno sˇtevilo botov, ki so predstavljeni kot direktoriji
z vecˇ datotekami, ki jih tekmovalec lahko ureja. Izvrsˇljiva datoteka lia je vmesnik
z ukazno vrstico, ki ponuja razlicˇne ukaze za lazˇje upravljanje z okoljem. Direk-
torij data hrani programa generator bitk in predvajalnik bitk ter konfiguracijske
datoteke skupaj z dodatnimi skriptami za nastavitev okolja.
Lokalno je vsak prenesen bot shranjen v svojem direktoriju, vmesnik z
ukazno vrstico pa omogocˇa bitke med poljubno izbranimi boti. Tekmovalec
lahko bote ureja v poljubnem urejevalniku besedila ali v integriranem razvoj-
nem okolju (IDE ), generator bitk pa podpira tudi nacˇin razhrosˇcˇevanja, kjer
tekmovalec lahko uporablja orodja za razhrosˇcˇevanje, vkljucˇena v integrirano
razvojno okolje. Ker generiranje bitk poteka lokalno, je to obcˇutno hitrejˇse
kot generiranje bitk v razvojnem okolju v oblaku in je s tem primernejˇse za
uporabo metod strojnega ucˇenja, kjer je potrebnih veliko sˇtevilo generiranih
bitk.
Za boljˇse razumevanje navajamo korake, ki jih tekmovalec s pomocˇjo
vmesnika z ukazno vrstico izvede za prenos svojega prvega bota, generiranje
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bitke ter nalaganje bota na spletno lestvico.
• ./lia bot java SuperBot - Ukaz iz oddaljenega repozitorija prenese osno-
vnega bota v programskem jeziku Java ter ga poimenuje SuperBot.
Tekmovalec lahko izvorno kodo tega bota spreminja in nadgrajuje.
• ./lia play SuperBot SuperBot - Ukaz prevede in pripravi bota z imenom
SuperBot. Nato generira bitko, kjer se bot SuperBot bori sam proti
sebi. Po koncˇani generirani bitki se prikazˇe prikazovalnik posnetka
bitke.
• ./lia upload SuperBot - Ukaz nalozˇi bota z imenom SuperBot na spletno
lestvico. Tekmovalec mora ob ukazu podati tudi svoje uporabniˇsko ime
in geslo.
Kot lahko vidimo v zgornjem primeru, je uporaba lokalnega razvojnega
okolja preprosta, ukazi v ukazni vrstici pa omogocˇajo tudi mozˇnost pisanja
skript. S temi si tekmovalci lahko avtomatizirajo svoje razvojne procese.
Enostaven primer je skripta, ki trenutno verzijo bota avtomaticˇno testira z
generiranjem bitk proti starejˇsim verzijam bota, kar omogocˇi vecˇjo gotovost
o dosezˇenem napredku nove verzije.
4.3 Tekmovalno okolje
Kljucˇni del kakrsˇnegakoli spletnega tekmovanja v programiranju je tekmo-
valno okolje, ki skrbi za razvrsˇcˇanje tekmovalcev. Tekmovalno okolje mora
podpirati nalaganje botov na strezˇnike tekmovanja, pripravo botov za po-
ganjanje na tekmovalnem okolju, testiranje botov in nenazadnje generiranje
bitk med njimi. Okolje mora glede na izide bitk ustrezno razvrstiti tekmo-
valce in izbrati nove nasprotnike, hkrati pa mora omogocˇati ogled rezultatov
bitk. Za izvedbo uspesˇnega tekmovanja je potrebno zagotoviti tudi varnost
ter skalabilnost v primeru vecˇjega sˇtevila tekmovalcev ali njihove vecˇje ak-
tivnosti ob dolocˇenih cˇasovnih intervalih.
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V naslednjih nekaj razdelkih si bomo ogledali, kaksˇno tekmovalno okolje
smo zasnovali ob razvoju platforme Lia, kaksˇni so bili motivi in kaksˇno pod-
porno tehnologijo smo uporabili. Glavni deli, na katere se bomo osredotocˇili,
so zaledni sistem, katerega glavni nalogi sta generiranje bitk ter razvrsˇcˇanje
tekmovalcev na lestvici, spletna stran, ki skrbi za prikaz lestvice ter vseh
odigranih bitk, ter nacˇin, ki kot del zalednega sistema definira pravila tek-
movanja.
4.3.1 Zaledni sistem
Glavne naloge zalednega sistema so bile naslednje:
• registracija, avtorizacija in avtentikacija tekmovalcev,
• nalaganje in shranjevanje verzij botov tekmovalcev,
• priprava, prevajanje in testiranje nalozˇenih botov,
• generiranje bitk med boti tekmovalcev po ustreznih pravilih,
• razvrsˇcˇanje tekmovalcev glede na odigrane bitke njihovih botov,
• shranjevanje vseh odigranih bitk,
• skrb za varnost sistema in podatkov tekmovalcev med generiranjem
bitk, ko se na strezˇnikih tekmovanja poganjajo boti,
• skalabilnost v primeru porasta sˇtevila tekmovalcev ali uporabe infra-
strukture s strani vecˇjega sˇtevila tekmovalcev v istem cˇasovnem inter-
valu.
Za podporo vseh nasˇtetih nalog zalednega sistema smo nacˇrtovali arhitek-
turo zalednega sistema, podano na Sliki 4.7. Opisi glavnih delov z njihovimi
vlogami so naslednji:
• Kubernetes - Zaradi enostavnega objavljanja novih verzij v produkcij-
sko okolje, enostavnega vkljucˇevanja novih strezˇnikov v zaledni sistem,
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Slika 4.7: Arhitektura zalednega sistema prvega tekmovanja Lia
Diplomska naloga 31
odlicˇne podpore za skalabilnost sistemov ter mozˇnosti dolocˇanja ome-
jitev storitvam smo za jedro nasˇega zalednega sistema izbrali sistem
Kubernetes [20]. Za poganjanje storitev zalednega sistema tekmovanja
na sistemu Kubernetes smo vse nasˇe storitve zapakirali v Docker slike.
• lia-core - Jedro zalednega sistema, ki ponuja javen API za registracijo,
avtorizacijo, objavljanje novih botov, ogled bitk in drugo. Hkrati sistem
skrbi tudi za organizacijo bitk med tekmovalci turnirja in hrani vse
potrebne podatke odigranih bitk. Zaradi enostavnosti smo za razvoj
sistema uporabili ogrodje Django [10], ki omogocˇa preprost razvoj API
vmesnika ter interakcijo s podatkovno bazo MySQL.
• Ingress Controller - Uveljavlja pravila, podana v Kubernetes objektu
Ingress [19], kot npr. dolocˇanje omejitev zunanjega prometa pri dostopu
do API vmesnika lia-core storitve in podobno.
• Cert-Manager - Omogocˇa avtomaticˇno pridobivanje certifikata za regi-
strirano domeno [5].
• RabbitMQ - Sistem za komunikacijo med razlicˇnimi storitvami [32],
kjer razlicˇne storitve lahko v sistem posˇiljajo sporocˇila, ki so nato do-
stavljena ostalim storitvam, prijavljenim na podane tipe sporocˇil. V
kolikor se neka storitev ne odziva, se sporocˇila shranijo, dokler storitev
ni ponovno dosegljiva.
• Managerji - bot-processing-manager, test-match-manager in match-m-
anager so vsi instance enake storitve zgolj z drugacˇno konfiguracijo. Vsi
trije sistemi po ukazu storitve lia-core pozˇenejo dolocˇen program, ki v
odvisnosti od tipa managerja ali pripravi izvorno kodo podanega bota
za izvajanje na strezˇniku, pozˇene testno bitko med podanima botoma,
ali pa izvede bitko, ki se uposˇteva na spletni lestvici. Vecˇ o managerjih
ter storitvah, ki jih poganjajo, je navedeno v razdelku 4.3.5.
• Podatkovni strezˇnik - Iz varnostnih razlogov ter zaradi neizkusˇenosti
ekipe s sistemom Kubernetes smo se odlocˇili prenesti ves podatkovni
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del sistema na locˇen strezˇnik. S tem se ob napacˇni uporabi sistema
Kubernetes sami podatki ne morejo posˇkodovati.
• Docker Host - Na podatkovnem strezˇniku smo zaradi lazˇjega upravlja-
nja storitev uporabili sistem Docker [11].
• NGINX - Sluzˇi kot vstopna tocˇka, ki na podatkovnem strezˇniku upra-
vlja s pravili za preusmerjanje prometa do zˇelenih storitev [28].
• PostgreSQL - Je relacijska podatkovna baza [30], v kateri so shranjeni
vsi metapodatki aplikacije z izjemo vecˇjih datotek, kot so izvorne dato-
teke botov, posnetki bitk ipd. Relacijsko podatkovno bazo smo izbrali
zato, ker oblika tekmovanja omogocˇa dobro definiranje sheme zˇe pred
zacˇetkom razvoja sistema.
• MinIO - Storitev, ki omogocˇa enostavno shranjevanje vecˇjih datotek,
kot so npr. posnetki bitk ter izvorne kode botov [25].
• Volume Host Mount - Omogocˇa trajno shranjevanje podatkov MinIO
in PostgreSQL storitev neposredno na datotecˇni sistem podatkovnega
strezˇnika. Ta datotecˇni sistem je enostavno kopirati in s tem narediti
varnostno kopijo podatkov.
• Helm - Sistem, uporabljen za lazˇje upravljanje grucˇe Kubernetes in
vseh storitev, ki delujejo znotraj nje [15].
4.3.2 Spletna stran
Naloge spletne strani so bile naslednje:
• tekmovalcu omogocˇiti registracijo, avtentikacijo in avtorizacijo z zale-
dnim sistemom tekmovanja,
• preizkusˇanje igre v razvojnem okolju v oblaku,
• ogled trenutne spletne lestvice tekmovanja,
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• ogled vseh odigranih bitk,
• ogled profilov tekmovalcev,
• pridobiti dnevniˇske zapise v primeru tezˇav pri pripravi tekmovalcˇevih
botov, ko so le-ti nalozˇeni v zaledni sistem tekmovanja.
Spletno stran smo implementirali s knjizˇnico React [33], kodo pa gostili
na oddaljenem repozitoriju na platformi Github. Ob vsakem posodabljanju
kode v oddaljenem repozitoriju se je nova koda s pomocˇjo storitve Netlify
[26] avtomaticˇno objavila na javni spletni strani tekmovanja. S tem smo se
izognili rocˇnemu objavljanju kode. Primer dela spletne strani je podan na
Sliki 4.8.
4.3.3 Nacˇin tekmovanja
Eden izmed najpomembnejˇsih delov tekmovalnega okolja je nacˇin izbiranja
nasprotnikov izmed vseh tekmovalcev na spletni lestvici. Potrebno je poi-
skati razmerje, kjer se odigra dovolj bitk, da je tekmovalec ustrezno uvrsˇcˇen,
poiskati primerne nasprotnike, ki niso vedno tako slabi, da bot tekmovalca
skoraj ne more izgubiti, ali pa tako dobri, da nima nobenih mozˇnosti za
zmago. Zagotoviti je potrebno razmerje, kjer bot tekmovalca tekmuje v bit-
kah, kjer zmaga, kar sluzˇi kot dodatna motivacija tekmovalcu in potrdilo o
njegovih sposobnostih, ter na drugi strani bitkah, kjer njegov bot izgubi in
iz cˇesar se tekmovalec lahko najvecˇ naucˇi in s tem znanjem izboljˇsa svojo
resˇitev. Hkrati je potrebno dolocˇiti, kako naj izid bitke vpliva na uvrsˇcˇenost
obeh tekmecev, da bo le-ta cˇim pravicˇnejˇsa.
V platformi Lia smo za nacˇin izbiranja nasprotnikov izbrali naslednje:
• Izbira nasprotnikov - Ko je bot tekmovalca na vrsti za novo generira-
nje bitke, se zanj izbere nasprotnika. Nasprotnik je izbran iz skupine
tekmovalcev, ki so znotraj ranga, dolocˇenega z v naprej definiranim
oknom. Velikost okna se lahko nastavi s pomocˇjo vmesnika API stori-
tve lia-core, kjer se prav tako lahko nastavi njegov zamik. V primeru,
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Slika 4.8: Primer prikaza bitke s pripadajocˇimi statistikami na spletni strani tek-
movanja. Na sliki lahko na levem delu vidimo prikaz zacˇetnega dela bitke med
tekmovalcema ailia in grekiki1234, na desni strani in na dnu pa statistike celotne
bitke, vkljucˇujocˇ razporejenost mocˇi, sˇtevilo razlicˇnih enot in nabranih surovin v
vsakem trenutku bitke.
da je rang tekmovalca 20, okno 10 in zamik 0.5 (gledano na velikost
okna), bo tekmovalec dobil nasprotnika v rangu med 25 in 15.
• Razvrsˇcˇanje tekmovalcev - Za dolocˇanje rangov tekmovalcev na spletni
lestvici smo uporabili sistem TrueSkill [17], ki s pomocˇjo Bayesovske
statistike dolocˇa povprecˇni nivo sposobnosti posameznega tekmovalca.
Ta sistem je uporabljen v sistemih razvrsˇcˇanja, kot so Xbox Live, igra
Halo 3 in druge. Sistem za vsakega tekmovalca dolocˇa dve spremen-
ljivki: µ predstavlja predviden povprecˇni nivo sposobnosti tekmovalca,
σ pa mero negotovosti glede vrednosti µ. Da bi se izognili ugibanju
primernih vrednosti spremenljivk µ in σ, smo za tekmovanju Lia upo-
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rabili kar vrednosti, uporabljene na tekmovanju Halite [14]. Tekmovalec
zacˇne z vrednostjo µ, nastavljeno na 25 ter σ na 8.33. Ko tekmovalec
nalozˇi novo verzijo bota na spletno lestvico, se σ ponovno nastavi na
8.33 ter se z vsako odigrano bitko zmanjˇsa, kar pomeni, da smo bolj
prepricˇani v vrednost µ. Po vzoru tekmovanja Halite [13] smo za pri-
merno vrednost predvidene sposobnosti tekmovalca vzeli vrednost po
enacˇbi µ−3σ. S tem imajo sˇe ne uvrsˇcˇeni tekmovalci zacˇetno vrednost
25− 3 ∗ 8.33 ≈ 0.
• Pogostost bitk - Ko tekmovalec na spletno lestvico nalozˇi novo verzijo
bota, je le-tega potrebno cˇim hitreje ponovno uvrstiti. Takoj, ko je
bot nalozˇen in ga zaledni sistem ustrezno pripravi, se v najkrajˇsem
mogocˇem cˇasu izvede prvih deset bitk, nato pa se z dolocˇenimi intervali
izvajajo nadaljnje bitke. Sˇtevilo bitk ter intervale lahko nastavljamo kar
med potekom tekmovanja, in sicer rocˇno preko API vmesnika storitve
lia-core. Po vsaki generirani bitki je tekmovalec ponovno razvrsˇcˇen z
uporabo sistema TrueSkill.
4.3.4 Varnost
Poganjanje botov tekmovalcev na strezˇnikih tekmovanja omogocˇa razlicˇne
tocˇke za napad. Boti tekmovalcev so nalozˇeni na strezˇnike tekmovalnega
okolja in lahko poskusˇajo pridobiti viˇsje privilegije na nivoju operacijskega
sistema, kot so mu bili dodeljeni, pridobiti dostop do podatkov, shranjenih
na podatkovnem strezˇniku, ki niso namenjeni njemu, izrabijo vecˇ resursov
strezˇnika, kot dolocˇeno in drugo. Zlonameren bot lahko zlorabi podatke
strezˇnika in celo onemogocˇi delovanje celotnega sistema. Zaradi obcˇutljivosti
sistema na napade je potrebno varnosti posvetiti posebno pozornost.
Kot glaven varnostni mehanizem smo v platformi Lia uporabili nacˇin
kontejnerizacije. S tem se bot tekmovalca izvaja v izoliranem okolju in se ne
zaveda ostalih procesov in lastnosti dejanskega sistema, na katerem se fizicˇno
izvaja. Hkrati bot lahko preko omrezˇja dostopa zgolj do njemu namenjenega
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generatorja bitk, kar dosezˇemo s pomocˇjo omrezˇnih pravil Kubernetes (Ne-
twork Policies) [27]. S tem botu omejimo dostop do ostale infrastrukture
zalednega sistema preko omrezˇja.
4.3.5 Skalabilnost
Koncˇno sˇtevilo tekmovalcev, ki sodelujejo na tekmovanju, ni omejeno. V ta
namen je potrebno imeti pripravljen nacˇin za povecˇanje zmozˇnosti sistema,
v kolikor se sˇtevilo tekmovalcev povecˇa do te mere, da trenutni sistem ni
zmozˇen opravljati vseh zadanih nalog v predvidenem cˇasu. Pogosto se zgodi
tudi, da vecˇ tekmovalcev v kratkem razmaku objavi nove verzije botov, kar
zahteva generiranje vecˇjega sˇtevila bitk na enkrat. Tekom prvega tekmova-
nja Lia se je opisan pojav dogajal proti koncu vsakega tedna, ko so imeli
tekmovalci vecˇ cˇasa za razvijanje botov ter so se hkrati potegovali za vmesne
tedenske nagrade.
Sistem Kubernetes omogocˇa skalabilnost sistema z enostavnim dodaja-
njem dodatnih strezˇnikov v grucˇo Kubernetes, kjer ob uspesˇnem dodajanju
novega strezˇnika sistem avtomaticˇno preusmeri dodatno delo nanj. Kuberne-
tes tudi omogocˇa omejevanje resursov, ki jih lahko vsaka storitev porabi. S
tem smo lahko omejili kolicˇino pomnilnika, procesorskega cˇasa in trajanje iz-
vajanja programa za vsakega bota, kar je preprecˇilo predolgo izvajanje botov
ali njihovo preveliko porabo kolicˇine resursov strezˇnika. V kolikor zaledni
sistem ni zmozˇen generirati zˇelene kolicˇine bitk naenkrat, se le-te zacˇasno
shranijo v vrsti v sistemu RabbitMQ, dokler se ponovno ne sprosti dovolj
resursov.
Tezˇave s skalabilnostjo se lahko pojavijo tudi v primeru, ko tekmovalcˇev
bot ne deluje pravilno oz. popolnoma preneha delovati. V taksˇnih okoliˇscˇinah
bi se bitke s takim botom koncˇale z njegovo diskvalifikacijo in ne bi bile
uposˇtevane na spletni lestvici, kar bi spodbudilo njihovo ponovno generiranje.
Take bitke ne bi bile zanimive za nobenega izmed tekmecev, organizatorji
tekmovanja pa bi brez razloga tratili resurse strezˇnikov. V ta namen smo v
delovanje zalednega sistema dodali mehanizem, kjer se ob nalaganju novega
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bota v procesu bot-processing-job njegova izvorna koda najprej prevede in
preveri za napake. Takoj za tem se izvede testna bitka v procesu test-match-
job, ki preveri, ali program deluje pravilno in se ne sesuje. Zgolj po uspesˇno
izvedenih obeh procesih se lahko zacˇne generirati vecˇje sˇtevilo bitk s procesom
match-job, katerega rezultati generiranih bitk se uposˇtevajo na spletni lestvici
tekmovanja.
4.4 Dokumentacija
Za enostaven in uspesˇen zacˇetek razvoja prve verzije bota, razumevanje tek-
movanja ter natancˇen opis vseh lastnosti igre je potrebno pripraviti pregledno
in izcˇrpno dokumentacijo. V prvem tekmovanju Lia je dokumentacija vse-
bovala naslednje razdelke:
• opis igre z njenimi pravili,
• vodicˇ za namestitev okolja in njegovo osnovno uporabo,
• opis vmesnika API za podano igro,
• navodila za uporabo vmesnika z ukazno vrstico, s katerim tekmovalec
upravlja z lokalnim razvojnim okoljem,
• primere implementacij osnovnih strategij v vseh podprtih jezikih,
• navodila za razhrosˇcˇevanje kode in uporabo zunanjih orodij,
• dodatne ideje strategij.
Spletno stran za dokumentacijo tekmovanja smo implementirali z gene-
ratorjem spletnih strani Hugo [18], ki avtomaticˇno pretvori datoteke jezika
Markdown v spletno stran. To nam omogocˇa enostavno pisanje dokumen-
tacije in uporabo zˇe predhodno narejenih Hugo spletnih strani, ki jih lahko
prilagodimo svojim potrebam. Prav tako kot glavno spletno stran smo tudi
dokumentacijo objavili na repozitoriju na platformi Github, kjer se je ob
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vsaki novi objavljeni spremembi s pomocˇjo storitve Netlify stran avtomaticˇno
posodobila. Primer dela dokumentacije je prikazan na Sliki 4.9.
Slika 4.9: Del spletne strani dokumentacije, namenjene prvemu tekmovanju Lia.
Na sliki lahko na levi strani vidimo del kazala razdelkov dokumentacije, na desni
strani pa del izbranega razdelka, ki vodi tekmovalca skozi nastavitev in razumeva-




V tem poglavju bomo opisali tekmovanje, s katerim smo testirali igro in
tekmovalno okolje, podano v poglavju 4. Hkrati bomo opisali potek tekmo-
vanja, rezultate izvedene ankete ob zakljucˇku in nasˇe koncˇne ugotovitve ter
opazˇanja.
5.1 Slovenski Lia turnir 2019
V februarju in marcu 2019 smo z razvito igro in tekmovalnim okoljem na
platformi Lia organizirali Slovenski Lia turnir 2019 (SLT2019), namenjen
slovenskim sˇtudentom in dijakom [36]. Na tekmovanju je svojo verzijo bota
objavilo 78 tekmovalcev s 13 razlicˇnih fakultet in srednjih sˇol, registriranih
tekmovalcev pa je bilo nekaj vecˇ kot 160. Tekmovanje je potekalo v dveh
delih. Najprej se je odvila tritedenska kvalifikacijska lestvica, kjer so tekmo-
valci lahko sproti objavljali nove verzije botov, ki so se avtomaticˇno borili
med seboj in razvrsˇcˇali na spletni lestvici. V tem cˇasu je bilo generiranih
vecˇ kot 60.000 iger, s strani tekmovalcev pa je bilo objavljenih vecˇ kot 700
razlicˇnih verzij botov. Del kvalifikacijske lestvice je podan na Sliki 5.1.
Drugi del tekmovanja je predstavljal zakljucˇni turnir na izlocˇanje, ki je
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Slika 5.1: Prvih 20 tekmovalcev koncˇne lestvice tekmovanja SLT2019, kjer je bilo
vse skupaj 78 udelezˇencev
potekal v prostorih Fakultete za racˇunalniˇstvo in informatiko Univerze v Lju-
bljani. Tu se je za koncˇno zmago potegovalo 16 vodilnih tekmovalcev kvalifi-
kacijske lestvice, ki so pred zakljucˇnim turnirjem lahko sˇe zadnjicˇ posodobili
svoje verzije botov. Na zakljucˇnem turnirju smo s pomocˇjo vmesnika API
zalednega sistema tekmovalnega okolja v realnem cˇasu generirali vse bitke
med tekmeci. S tem smo se izognili vnaprejˇsnjemu generiranju bitk pred za-
kljucˇnim turnirjem, kar je omogocˇilo, da cˇlani ekipe nismo v naprej poznali
zmagovalca turnirja.
5.1.1 Anketa
Po zakljucˇenem tekmovanju SLT 2019 smo s pomocˇjo spletne ankete (pri-
loga A) izvedli zbiranje povratnih informacij tekmovalcev. Cilj ankete je bil
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oceniti zadovoljstvo tekmovalcev z izvedbo tekmovanja ter izbrano igro in pri-
dobiti ideje za nadaljnje nadgradnje. Tekmovalce smo povabili k resˇevanju
ankete preko druzˇabnih omrezˇij. S tem v mislih je potrebno razumeti, da
ni nujno, da rezultati ankete predstavljajo povprecˇno mnenje tekmovalcev,
saj je vecˇja mozˇnost, da so anketo izpolnile osebe, ki jih je tekmovanje bolj
zanimalo in so bile bolj motivirane za dajanje povratne informacije.
5.1.2 Rezultati ankete
Anketo je resˇilo 30 oseb. 22 od teh je sodelovalo na tekmovanju in napisalo
svojega bota. Ker se zˇelimo osredotocˇiti zgolj na osebe, ki so sodelovale na
tekmovanju, smo 8 oseb, ki niso tekmovale, izlocˇili iz obravnave.
Izmed 22 anketiranih tekmovalcev je bilo najvecˇ dodiplomskih sˇtudentov
(45.5 %), nato pa srednjesˇolcev (32.8 %) in magistrskih sˇtudentov (22.7 %).
Sˇtudenti so bili iz sˇtirih razlicˇnih fakultet, srednjesˇolci pa iz petih razlicˇnih
srednjih sˇol.
Kolicˇina ur programiranja botov
Na grafu na Sliki 5.2 lahko vidimo, da je vecˇ kot polovica (59 %) anketirancev
razvijala bota vecˇ kot 10 ur. Vsi anketiranci, ki so razvijali bota manj kot 10
ur (41 %), so predcˇasno prenehali sodelovati na tekmovanju. Vecˇina izmed
njih (78 %) je kot razlog za prenehanje sodelovanja navedla, da so imeli
drugacˇne prioritete, ena oseba je kot razlog navedla, da ji je zmanjkalo idej,
sˇe ena pa, da jo je igra zacˇela dolgocˇasiti. Izmed anketirancev, ki so razvijali
svoje bote vecˇ kot 10 ur, jih je nekaj vecˇ kot tretjina (38 %) sodelovala
do konca tekmovanja, nekaterim je zmanjkalo idej (15 %), nekateri so imeli
druge prioritete (15 %) ali pa so pustili polje prazno (31 %). Iz teh podatkov
lahko sklepamo, da so tekmovalci, ki so imeli dovolj cˇasa, vlozˇili vecˇ kot 10
ur v razvoj botov, medtem ko nezanimanje za tekmovanje in pomanjkanje
idej nista igrala vecˇje vloge.
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Slika 5.2: Rezultati na vprasˇanje ”Cˇe ste sodelovali na tekmovanju, koliko cˇasa
ste porabili za razvijanje bota?”. Na grafu je razvidno, da je vecˇ kot polovica
tekmovalcev razvijala svojega bota vecˇ kot 10 ur.
Izkusˇenost v programiranju
Na grafu na Sliki 5.3 so razvidne izkusˇnje, ki jih imajo anketirani tekmovalci
s programiranjem. Najvecˇ je bilo tekmovalcev s 3 do 5 let izkusˇenj (32
%), najmanj pa tekmovalcev z manj kot enim letom izkusˇenj (9 %), ki so
prav vsi razvijali svojega bota manj kot 1 uro. Iz tega sklepamo, da je bila
igra za tekmovalce z manj kot enim letom izkusˇenj verjetno prezahtevna. V
vseh ostalih opazovanih skupinah glede na izkusˇnje programiranja je bil cˇas
programiranja botov precej enakomerno porazdeljen in so tekmovalci razvijali
svoje bote razlicˇno kolicˇino cˇasa.
Slika 5.3: Rezultati na vprasˇanje ”Koliko cˇasa se ukvarjate s programiranjem?”.
Na grafu je razvidno, da so izkusˇnje tekmovalcev precej raznolike. Opazno je, da je
bilo najmanj udelezˇencev z manj kot enim letom izkusˇenj, najvecˇ pa z izkusˇnjami
med 3 in 5 let.
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Tezˇavnost izbrane igre
Na grafu na Sliki 5.4 je razvidno, v kaksˇni meri je bila zahtevnost igre za
tekmovalce primerna oziroma ali bi si tekmovalci zˇeleli podobno tezˇavnost
igre na naslednjih tekmovanjih. Vecˇina tekmovalcev (68 %) tezˇavnosti na
prihodnjih tekmovanjih ne bi spreminjala, manjˇsi delezˇ (18 %) bi jo otezˇil, sˇe
manjˇsi delezˇ (9 %) pa bi bi si zˇelel igro poenostaviti. Pomembno je izposta-
viti, da vsi anketiranci, ki bi si zˇeleli enostavnejˇso igro, programirajo manj
kot eno leto. To sˇe dodatno potrjuje ugotovitev iz prejˇsnje tocˇke, da je igra
za to skupino tekmovalcev prezahtevna.
Slika 5.4: Rezultati na vprasˇanje ”Na lestvici od 1 (veliko lazˇja) do 7 (veliko tezˇja)
oceni, kaksˇno zahtevnost naslednje igre si zˇeliˇs v primerjavi z igro uporabljeno na
Slovenskem Lia tekmovanju 2019”. Na grafu lahko vidimo, da je bila za vecˇino
tekmovalcev (68%) tezˇavnost igre primerna. To pove tudi povprecˇna vrednost, ki
je 4.2 s standardnim odklonom 0.8.
Zadovoljstvo z izvedbo tekmovanja
Kot lahko vidimo na grafu na Sliki 5.4, so bili tekmovalci z izvedbo tekmo-
vanja vecˇinoma zadovoljni (81 %). Natanko polovica jih je na lestvici med 1
in 7 izbrala oceno 6. Prav tako je natanko polovica anketiranih tekmovalcev
izbrala, da bo zagotovo sodelovala na naslednjem tekmovanju Lia, manjˇsi del
(13 %) jih je bilo negotovih, zgolj ena oseba pa verjetno ne bo sodelovala.
Iz tega sklepamo, da je bilo tekmovanje uspesˇno izvedeno in da bi se ga ob
ponovitvi vecˇina sodelujocˇih ponovno udelezˇila.
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Slika 5.5: Rezultati na vprasˇanji ”Na lestvici od 1 (zelo slabo) do 7 (zelo dobro)
oceni svojo izkusˇnjo na Slovenskem Lia tekmovanju 2019” (modra) in ”Na lestvici
med 1 (verjetno ne) do 7 (zelo verjetno) oceni ali bosˇ tekmoval na naslednjem
tekmovanju Lia” (rdecˇa). Na grafu je mogocˇe razlocˇiti, da so bili tekmovalci z
izvedbo tekmovanja zadovoljni, vecˇina (81 %) pa jih ima namen tekmovati tudi v
prihodnje. Za oceno izkusˇnje na tekmovanju je bila povprecˇna vrednost 6.0 s stan-
dardnim odklonom 0.7. Za vprasˇanje, ali bo anketiranec sodeloval na naslednjem
tekmovanju, pa je bila povprecˇna vrednost 5.9 s standardnim odklonom 1.2.
5.2 Zˇivljenjska doba izbrane igre
Igre, uporabljene na tekmovanjih v programiranju, imajo omejeno zˇivljenjsko
dobo. S tem, ko stari tekmovalci v svoje bote vlagajo vecˇ in vecˇ ur, novi tek-
movalci za vzpon po lestvici potrebujejo zelo veliko truda, kar vpliva na
njihovo motivacijo. Hkrati najboljˇsi tekmovalci izcˇrpajo veliko sˇtevilo zani-
mivih taktik in idej ter lahko pogosto odkrijejo dominantno taktiko. S tem
je zmanjˇsana dinamicˇnost tekmovanja in zanimanje tekmovalcev za sodelo-
vanje.
Zgoraj navedenim tezˇavam se je mogocˇe izogniti z organizacijo sezonskih
iger, kjer ima vsaka igra omejen cˇas trajanja, npr. zgolj nekaj mesecev. V
primeru vsakoletnih tekmovanj, kot je npr. Slovenski Lia turnir, je za vsako
novo tekmovanje potrebno razviti novo igro. Ta igra ne sme biti v veliki
meri odvisna od njenih predhodnic, saj se s tem onemogocˇi ponovne uporabe
programske kode botov prejˇsnjih tekmovanj. Z dovolj veliko spremembo tipa
igre med razlicˇnimi tekmovanji se tekmovalcem omogocˇi enakovreden zacˇetek,
ne glede na to, ali so v preteklosti zˇe sodelovali.
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5.3 Vzdrzˇevanje
Cˇe se navezˇemo na prejˇsnji razdelek, je za vzdrzˇevanje tekmovanja v progra-
miranju potrebna obcˇasna menjava iger. Tu je pomembno, da so nove igre
prav tako kvalitetne in zanimive kot prejˇsnje. Odlicˇen nacˇin za olajˇsanje pro-
cesa izdelave novih iger je spodbuda skupnosti tekmovalcev, da pomagajo pri
zbiranju idej in celo pri samem razvoju. Javna objava izvorne kode prejˇsnjih
iger in celotnega sistema lahko k temu pripomore ter dodatno vzpodbudi
skupnost k sodelovanju.
Z vidika nadaljnjega razvoja in vzdrzˇevanja tekmovalnega okolja, ne nujno
povezanega s samo igro, so zahteve nekoliko drugacˇne. Tu pridejo v posˇtev
klasicˇni pristopi za izboljˇsanje procesa razvoja in kvalitete celotnega sis-
tema. Nekateri izmed teh postopkov so agilni pristop, kjer se inkrementalno
izboljˇsuje verzijo produkta s hitrimi iteracijami, uporaba neprekinjene in-
tegracije (Continuous Integration) in neprekinjene postavitve (Continuous




V diplomskem delu smo opisali zasnovo in razvoj platforme za programersko
spletno tekmovanje v programiranju in umetni inteligenci ter njen sprejem
med uporabniki na podlagi opravljene ankete (priloga A). Zaradi izvajanja
kode tekmovalcev na strezˇniku tekmovanja je bilo potrebno posebno pozor-
nost posvetiti varnosti, hkrati pa je bilo izvajanje bitk igre cˇasovno zahteven
proces, zato je bilo potrebno poskrbeti za ustrezno skalabilnost sistema. Kot
kljucˇni mehanizem za implementacijo tekmovalnega okolja se je izkazal sis-
tem Kubernetes, ki je omogocˇil enostavno podporo za skalabilnost in varnost
nasˇega sistema. Izrednega pomena je bila tudi hitrost generiranja bitk in
zmozˇnost hitrega in enostavnega ogleda posnetkov bitk, kar je tekmovalcem
olajˇsalo in pospesˇilo razvoj botov. Tu je bil kljucˇni dejavnik zapis posnetkov
bitk v obliki funkcij, ki je omogocˇil, da so posnetki zasedli malo diskovnega
prostora, hkrati pa smo s tem lahko podprli tudi dinamicˇen ogled posnetkov
bitk z mozˇnostjo premikanja v cˇasu.
Med testiranjem platforme v sklopu Slovenskega Lia turnirja 2019 se je
pojavilo nekaj tezˇav. Najvecˇja tezˇava je bila pomanjkanje nadzora nad sis-
temom med njegovim izvajanjem. To je pomenilo, da smo morali skrbniki
sistema periodicˇno preverjati delovanje sistema in ob nedelovanju rocˇno is-
kati napake. Tezˇava je bila tudi v neprilagodljivosti sistema za dolocˇanje,
koliko bitk naj se izvede socˇasno. Sistem je deloval enako, ko je bilo na novo
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nalozˇenih malo botov in ko jih je bilo konec tedna nalozˇenih najvecˇ. S tem
se je ob cˇasu najvecˇjega prometa hitro povecˇala cˇakalna vrsta bitk, ki so se
morale generirati. Za sprotno resˇevanje te tezˇave smo morali rocˇno usta-
vljati nadaljnje razporejanje bitk, in sicer dokler se ni cˇakalna vrsta dovolj
spraznila. Na naslednjem tekmovanju je zagotovo potrebno avtomatizirati
razporejanje bitk in zmanjˇsati neposredno vkljucˇenost skrbnikov v delovanje
zalednega sistema.
6.1 Nadaljnje delo
Poleg zgoraj nasˇtetih tezˇav smo med potekom tekmovanja opazili tudi druge
vecˇje izboljˇsave, ki bi se jih lahko lotili v nadaljevanju:
• dodajanje novih jezikov za razvoj botov, npr. JavaScript, C#, C++ in
drugih,
• javno objaviti celotno izvorno kodo projekta ter jo pripraviti do te mere,
da bi udelezˇenci tekmovanj lahko prispevali in pomagali pri razvoju,
• pospesˇiti generiranje bitk, kar bi med razvojem botov omogocˇilo lazˇjo
uporabo algoritmov strojnega ucˇenja,
• podpreti boljˇse vizualno razhrosˇcˇevanje botov med generiranjem bitk,
saj se je ta del po mnenju tekmovalcev izkazal za najbolj neprijetnega
in je vzel zelo veliko cˇasa,
• podpora tekmovalcem, da lahko enostavno tudi sami razvijejo svoj tip
igre ter ga objavijo na spletni strani tekmovanja, kjer se lahko ostali
tekmovalci pomerijo med seboj. To bi omogocˇilo aktivnost tekmovanja
tudi, ko bi se glavna igra sezone, ki je razvita znotraj ekipe, zakljucˇila.
Zaradi uspesˇnega razvoja, izvedbe tekmovanja in pozitivne povratne in-
formacije tekmovalcev ima platforma Lia potencial za ponovitev tekmovanj
tako v Sloveniji kot tudi za nadaljnje sˇirjenje na globalni trg. Verjamemo,
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da bo z zabavnim in poucˇnim pristopom marsikateremu programerju na nje-
govi poti sluzˇila kot dodatna opora za izboljˇsanje znanj programiranja in kot
nacˇin za lazˇjo vkljucˇitev v programersko skupnost.
6.2 Zasluge
Platformo Lia smo s pomocˇjo maticˇne fakultete razvijali trije sˇtudenti Fa-
kultete za racˇunalniˇstvo in informatiko Univerze v Ljubljani, in sicer Gre-
gor Robert Krmelj, Miha Hribar in Aljazˇ Sˇvigelj. Miha Hribar je skrbel
za razvoj spletne strani in graficˇne podobe, Gregor Robert Krmelj je vodil
razvoj zalednega sistema in celotne infrastrukture, Aljazˇ Sˇvigelj pa je vo-
dil projekt, razvil osrednjo igro tekmovanja in vodil organizacijo tekmovanja
SLT2019. Fakulteta za racˇunalniˇstvo in informatiko je v sklopu projekta
Garazˇa FRI nudila vso potrebno podporo za organizacijo tekmovanja ter
nam nudila strezˇnike, na katerih je potekalo tekmovanje.
Brez navedenih cˇlanov ekipe in podpore fakultete bi bil razvoj platforme
Lia ter organizacija SLT2019 nemogocˇa.
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Priloga A: Anketa
V originalni anketi so bila vprasˇanja postavljena v anglesˇkem jeziku, tu pa
prilagamo slovenske prevode. Celotna anketa je vsebovala 17 vprasˇanj, ki
pa niso vsa povezana s tematiko obravnavano v tem diplomskem delu. V
ta namen prilagamo zgolj del ankete, ki je smiseln za obravnavo v sklopu te
naloge.
1. Katero stopnjo sˇolanja obiskujete?
Srednja sˇola(A) Dodiplomski sˇtudij(B)
Magisterski sˇtudij(C) Doktorski sˇtudij(D)
Nicˇ od nasˇtetega(E)
2. Katero sˇolo obiskujete?
3. Koliko cˇasa se ukvarjate s programiranjem?
Ne znam programirati(A) Manj kot eno leto(B)
1 - 2 leti(C) 2 - 3 leta(D)
3 - 5 let(E) Vecˇ kot 5 let(F)
4. Ste tekmovali na Slovenskem Lia turnirju 2019?
Da(A) Ne(B)




Nicˇ(A) Manj kot 30 min(B) 30 min - 1 ura(C)
1 - 5 ur(D) 5 - 10 ur(E) 10 - 20 ur(F)
20 - 50 ur(G) Vecˇ kot 50 ur(H)
6. Cˇe ste sodelovali na tekmovanju in ste prenehali z razvojem bota pred
zakljucˇkom tekmovanja, kaksˇen je bil razlog?
Sodeloval sem do konca(A) Zmanjkalo mi je idej(B)
Imel sem druge prioritete(C) Igra je postala dolgocˇasna(D)
Nisem uspel izboljˇsati svojega
ranga




7. Na lestvici od 1 (zelo slabo) do 7 (zelo dobro) oceni svojo izkusˇnjo na
Slovenskem Lia tekmovanju 2019.
8. Na lestvici med 1 (verjetno ne) do 7 (zelo verjetno) oceni ali bosˇ tek-
moval na naslednjem tekmovanju Lia.
9. Na lestvici od 1 (veliko lazˇja) do 7 (veliko tezˇja) oceni, kaksˇno zahtev-
nost naslednje igre si zˇeliˇs v primerjavi z igro uporabljeno na Sloven-
skem Lia tekmovanju 2019.
