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A szakdolgozat címe:  Több platformos webes kártyajáték készítése
 
A szakdolgozat témája:
(A témavezetővel konzultálva adja meg 1/2 - 1 oldal terjedelemben szakdolgozat témájának  leírását ) 
A dolgozat célja az UNO kártyajáték implementálása több platformon használható webes alkalmazásként, amelyet így akár egymástól
távol lévő játékosok is játszhatnak együtt. A partihoz a webes felületen több játékos csatlakozhat, de egy időben több parti is folyhat
egyazon webszerveren. A felület érintőképernyővel és – a lehetőségekhez mérten – kis képernyőn is könnyen használható, így akár
okostelefonon is lehet játszani. A rendszer minden lépést kliens- és szerveroldalon egyaránt ellenőriz, szabálytalan kártyamozgatásra
nem ad lehetőséget. Emberi játékos hiányában a program automatikusan is képes a játékszabályoknak megfelelő lépéseket tenni, így
egy játékostárs átmeneti hiánya nem akasztja meg a játékot. Az alkalmazás relációsadatbázis-alapú perzisztenciával készül, ahhoz
kapcsolódik egy C#/.NET-alapú webszolgáltatás, ami az Angular frontendet (Type​Script/Java​Script) szolgálja ki. A felhasználók ez
utóbbival lesznek közvetlen kapcsolatban. A webszolgáltatás lehetővé teszi, hogy a rendszer a későbbiekben könnyen kiegészíthető
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Szakdolgozatomban a klasszikus UNO kártyajátékot készítettem el webes
alkalmazásként. Azért esett a választásom erre a játékra, mert viszonylag egyszer¶ek
a szabályai, így a technikai megvalósításra koncentrálhattam a szabályok programba
ültetése helyett, továbbá a felhasználóknak is könny¶ megtanulniuk a használatát. A
webes alkalmazás kézenfekv® egy többjátékos játék esetében: webböngész® minden
számítógépen, okostelefonon, táblagépen, okostévén és okosh¶t®szekrényen van, így
egyetlen kódbázissal a felhasználók lehet® legszélesebb körét lehet elérni, ráadásul
a játékosok részér®l telepítést sem igényel (ezáltal a sokszor sz¶kös háttértárat sem
terheli). A programban a szerver és a (böngész®ben futó) kliens egy jól deniált
alkalmazásprogramozási interfészen (API-n) keresztül kommunikál egymással, ami a
kés®bbiekben lehet®vé teszi a natív kliensekkel való b®vítést az adott platformon még
tökéletesebb felhasználói élmény (platformspecikus look & feel, natív megosztás
opció stb.) érdekében.
Amikor 2019 novemberében eldöntöttem, hogy online játszható kártyajátékot
készítek, els®sorban az lebegett a szemem el®tt, hogy ezt a népszer¶, azonban
speciális kártyákat igényl® játékot minél többen játszhassák baráti társaságban,
például utazás közben; ezen sorok írásakor, 2020 májusában viszont különös
aktualitást ad ennek az alkalmazásnak az egész világon az embereket otthonaikba
kényszerít® és a személyes találkozásokat ellehetetlenít® COVID19-járvány [1],
hiszen jelenleg kizárólag egy webalkalmazás segítségével tudnak együtt játszani a
nem egy háztartásban él® ismer®sök.
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1. Bevezetés
Egy kártyajáték ideális a webes környezetbe ültetésre, mivel a személyes
interakció nem játszik nagy szerepet benne, kis információdarabkákkal (a játék
aktuális állapotának, valamint a kijátszandó kártya/egyéb m¶velet közlése)
megoldható a kommunikáció. Egyetlen ponton ütköztem menet közben nehézségbe:
az eredeti szabályok szerint az UNO bemondásának elmaradása esetén büntethet®
a játékos, amihez viszont a játékostársaknak látniuk kellene, hogy hány kártyával





Ez az alkalmazás a klasszikus UNO játékot ülteti át a virtuális térbe. A program
a Mattel hivatalos játékszabályait [2] követi (körben haladva a dobópakli tetején
lév® kártyára azonos szín¶ vagy érték¶ kártyákat kell tenni, az akciókártyáknak 
kimaradsz, megfordító, húzz kett®t a négy alapszínb®l (piros, sárga, zöld, kék),
valamint színválasztó és színválasztó + húzz négyet  is azonos a jelentésük),
mindössze két apróbb változtatást végeztem a saját szájam íze szerint, valamint az
elektronikus felülethez való alkalmazkodás érdekében:
• A hivatalos játékszabályok szerint ha valaki lerakja az összes kártyáját, akkor
a játszma véget ér, és pontozás következik; a nyertes az, aki több játszma során
el®ször gy¶jt össze 500 pontot. Így igen hosszadalmas tud lenni egy játék, ezért
úgy döntöttem, hogy a nyertes az, aki el®ször rakja le az összes kártyáját, de
ezután folytatódik a játszma, így lehet második, harmadik stb. helyezettet is
megállapítani, viszont egy játék egyetlen játszmából áll.
• Az utolsó el®tti lap kijátszásakor a játékos köteles bemondani az UNO-t.
Az eredeti szabályok szerint ha  még a következ® játékos lépése el®tt 
valakit rajtakapnak azon, hogy nem mondta be az UNO-t, az köteles két
büntet®kártyát húzni. Mivel az online környezetben nem látszik, hogy kinek
hány kártyája van, így ez nem lehetséges, helyette büntetésként ha valaki úgy
rakja le az utolsó kártyáját, hogy nem mondta be el®tte az UNO-t, akkor nem
megy ki a játékból. Ilyenkor a vétkes játékosnak húznia kell, hogy legalább két
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kártyája legyen, majd ezt követ®en az utolsó el®tti kártya lerakásakor ismét
lehet®sége nyílik bemondani az UNO-t.
2.1. Rendszerkövetelmények
Játékosként mindössze egy modern (ECMAScript 2015-kompatibilis) böngész®re
 így például a Mozilla Firefox vagy Google Chrome asztali vagy mobilváltozatának
egy friss verziójára , internetkapcsolatra, valamint egérre/érint®képerny®re és
billenty¶zetre van szükség a játék használatához, ezáltal a felhasználók lehet®
legszélesebb köre elérhet®.
A játéknak egy (igény szerint publikusan vagy csak egy helyi hálózatban
elérhet®) szerveren kell futnia, amin a ASP.NET Core keretrendszer 3.1-es verziójára
[3] van szükség a platformfüggetlen CIL (Common Intermediate Language) kód
futtatásához. A program fordítható natív kódra is, ebben az esetben nincs
különösebb követelmény a szerveren, azonban a natív kód nem vihet® át más
architektúrájú vagy operációs rendszer¶ kiszolgálóra.
2.2. Telepítés
Játékosként semmiféle telepítési lépésre nincs szükség, egyszer¶en meg kell
nyitni a weboldalt. A szerver telepítéséhez  az ASP.NET Core szükség szerinti
telepítését követ®en  be kell másolni az alkalmazás fájljait egy alkalmas
könyvtárba, majd el kell indítani azt (CIL-t a dotnet api.dll paranccsal,
natív állományt az adott platformon szokásos módon). Alapértelmezés szerint
a program localhoston, HTTP-vel az 5000-es, HTTPS-sel az 5001-es porton
gyel. Ezt az --urls "proto ://IP [:port ]" kapcsolóval lehet módosítani,
például a 10.1.2.3-as IP-címen, a szokásos portokon való gyeléshez az
--urls "http://10.1.2.3;https://10.1.2.3" paraméter használható (ez 1024
alatti portszámokat használ, amihez jellemz®en adminisztrátori/roothozzáférés
szükséges). A telepítés egyszer¶sítése érdekében a program forrásfájljain kívül
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mellékekltem egy lefordított platformfüggetlen CIL-verziót is az api-bin
könyvtárban.
2.3. A program használata
A játék használatához bejelentkezés szükséges. A weboldal els® megnyitásakor
ezért a felhasználó egy bejelentkez® felületre kerül, ahol a felhasználónevének és
jelszavának beírásával léphet be. Amennyiben ilyennel még nem rendelkezik, az ¶rlap
alatti hivatkozással lehet®sége van átlépni a regisztrációs oldalra (2.1. ábra).
2.1. ábra. A bejelentkez® felületen található hivatkozással lehet átlépni a
regisztrációs ¶rlapra.
A regisztrációkor mindössze egy tetsz®legesen választott becenevet és egy jelszót
kell megadni. A felhasználónév  a felhasználókezelést végz® ASP.NET Core Identity
keretrendszer korlátozásai miatt  csak az angol ábécé kis- és nagybet¶it, számokat,
pontot, alávonást (_), kukacot, valamint plusz- és mínuszjelet tartalmazhat (a kis- és
nagybet¶k nem számítanak különböz®nek, tehát Marci néven történ® regisztrációt
követ®en marci vagy MARCI névvel is be lehet lépni); a jelszó bármilyen karaktert
tartalmazhat, de legalább 6 karakter hosszúnak kell lennie, és tartalmaznia kell
legalább 1 kisbet¶t, 1 nagybet¶t, 1 számot és 1 nem alfanumerikus karaktert (írásjel,
ékezetes bet¶ stb.). A fentieknek nem megfelel® felhasználónevek és jelszavak esetén
a felület gyelmeztetést jelenít meg, és nem engedi elküldeni az ¶rlapot (2.2. ábra).
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2.2. ábra. Gyenge jelszóra vonatkozó gyelmeztetés a regisztrációs ¶rlapon. A
jelszómez® tartalma csak a demonstráció céljából látható, normál esetben
természetesen pöttyök jelennek meg a helyén.
Bejelentkezés után a kezd®képerny® jelenik meg (2.3. ábra), ahol láthatók a
felhasználó már befejezett vagy éppen futó játékai (így a böngész®fül véletlen
bezárása vagy a telefon lemerülése esetén egyszer¶en vissza lehet kapcsolódni a
játékba egy új fülön vagy eszközön), valamint röviden össze van foglalva a játék
használata és a játékszabályok.
2.3. ábra. A program kezd®képerny®je.
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A kezd®képerny®n a korábbi játékok megtekintése mellett lehet®ség van új
játékot létrehozni, valamint kapcsolódni egy másvalaki által létrehozott (még nem
futó) játékhoz.
Egy új játék létrehozását követ®en megjelenik egy QR-kód (2.4. ábra), amit
a kapcsolódó felület QR-kód-olvasójával lehet beolvasni. Ha a kapcsolódni kívánó
játékos eszközén nincs kamera, a QR-kód alatt megjelen® játékazonosítót kimásolva
és tetsz®leges módon (Bluetoothon, cseveg®programban stb.) megosztva a címzett
beillesztheti a saját eszközén a csatlakozási ¶rlapon. (Arra sajnos nincsen webes
szabvány, hogy a webalkalmazás nyissa meg a megosztás párbeszédpanelt. Natív
alkalmazások készítésével erre is lehet®ség nyílna.) Ha minden játékos csatlakozott,
a Start Game gombbal indíthatja el ténylegesen a játékot létrehozó játékos azt.
Ha meggondolja magát, és mégsem akar játszani, a létrehozó játékos leállíthatja a
játékot a Stop Game gombbal.
2.4. ábra. A játékindító felület a QR-kóddal.
Ha a felhasználó más által létrehozott játékhoz szeretne kapcsolódni, egy ¶rlapon
(2.5. ábra) írhatja be a játékazonosítót, de a QR-olvasó ezt automatikusan meg tudja
tenni a felhasználó helyett. (A QR-kód-olvasó csak az egyébként kézi bevitelre is
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szolgáló szövegmez®be illeszti be a beolvasott kódot, így a felhasználónak lehet®sége
van felülbírálni azt, és nem kapcsolódik automatikusan egy teljesen másik játékhoz,
ha a kamerával véletlenül egy nem kívánt QR-kódot olvasott be.)
2.5. ábra. A kapcsolódásra szolgáló ¶rlap.
Ha mindenki csatlakozott, és a játékot létrehozó felhasználó elindította a
játszmát, a játékosok automatikusan a játékasztalhoz kerülnek, ahol felül látható a
dobópakli tetején lév® kártya, alatta a játékos kezében lév® kártyák, míg legalul a
játékosok abban a sorrendben, ahogy következnek (felül az éppen soron lév® játékos,
alatta az utána következ® stb.) (2.6. ábra). A jobb fels® sarokban található Go
Away gombbal ideiglenesen automata módba lehet kapcsolni (ezt csak az éppen
nem soron következ® játékos teheti meg), a Quit gombbal pedig véglegesen ki
lehet lépni a játékból (ez a feladásnak felel meg, ilyenkor a játékos a rangsor végére
kerül). Az automata mód lehet®vé teszi, hogy a játék zavartalanul folyjon tovább
akkor is, ha az egyik játékosnak egy rövid id®re ott kell hagynia a játékot, így akár
könnyebb lehet elkötelez®dni a játékba való bekapcsolódás mellett is, hiszen nem lesz
automatikusan vesztes attól valaki, hogy el kell mennie WC-re, de nem is akasztja
meg ezzel a játékot.
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2.6. ábra. A játéktábla.
A dobópakli alatti els® gombbal lehet húzni kártyát. Húzást követ®en két
lehet®sége van a játékosnak: vagy lerakja a húzott kártyát  ha ezt szabályosan
megteheti , vagy a dobópakli alatti második gombbal kihagy egy kört. A döntés




2.7. ábra. Húzást követ®en az éppen húzott kártyán kívül minden kártya
elhalványul.
Ha a soron lév® játékos egy színválasztó vagy +4-es kártyát játszik ki, a program
megkérdezi a kívánt színt a kártya lerakása el®tt (2.8. ábra), majd a dobópakli tetején
a választott színen kívül minden szín szürkeárnyalatosan jelenik meg (2.9. ábra).
2.8. ábra. Színválaszó kártya kijátszásakor a program megkérdezi a kívánt színt.
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2.9. ábra. A dobópakli tetején lév® színválasztó kártyán csak a választott szín
színes.
Ha egy játékos megnyomja a kezében lév® kártyák fölötti UNO gombot (és
valóban lerakja az utolsó el®tti kártyáját), a játékosok listájában megjelenik a neve
mellett egy UNO gyelmeztetés. Ha ezután az utolsó kártyáját is le tudja rakni, a
játékos nyertesként kilép a játékból, és a játékosok listájában a továbbiakban szürkén
és kurzívval jelenik meg a neve (2.10. ábra).
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(a) Lala lerakta az utolsó el®tti kártyáját,
amire a neve melletti UNO felirat
gyelmeztet.
(b) Lala lerakta az utolsó kártyáját, így
kilépett a játékból.
2.10. ábra. Lala lerakja az utolsó két kártyáját, amire el®bb az UNO
gyelmeztetés hívja fel a gyelmet, majd szürkén és kurzívval jelenik meg a neve.




3.1. A probléma specikációja
A program egy online játszható UNO játék. Az alkalmazás bejelentkezést
követ®en lehet®séget biztosít a felhasználóknak játékok létrehozására, azokhoz való
csatlakozásra, játékra, mindezt eszközök lehet® legszélesebb körén. A játékot indító
felhasználó kitüntetett szerepe mindössze a játék elindításáig tart  ekkor ® tudja
elindítani vagy leállítani a játékot, valamint az indítás pillanatában ® az els® soron
lév® játékos , a továbbiakban egyenrangú a többi játékossal. A program két részb®l
áll: egy ASP.NET Core 3.1 keretrendszerben készült backendb®l, és egy Angular
8-frontendb®l. A két komponens els®sorban REST API-n kommunikál egymással,
másodsorban a valós idej¶ kommunikáció érdekében egy SignalR-kapcsolat is
kiépül köztük. Az újabb frontendekkel való könny¶ b®víthet®séget szem el®tt
tartva a SignalR-kapcsolaton csak a legszükségesebb adatok haladnak át: a
kapcsolat kiépülését követ®en kizárólag a szerver értesíti a klienseket a játékállapot
változásairól  ha egy frontend olyan környezetben készül, ahol a SignalR-nek nincs
implementációja, az egyszer¶en kiváltható a játékállapot id®nkénti lekérdezésével a
REST API-n keresztül (bár ez a lekérdezés gyakoriságától függ®en vagy a válaszid®t,
vagy a hálózati forgalmat növeli érezhet® mértékben). A kommunikáció mind a
REST API-n, mind SignalR-en ún. DTO-k (Data Transfer Objectek) segítségével
történik  olyan objektumokkal, amik kizárólag a kommunikációt szolgálják, a
perzisztenciaréteg objektumaitól függetlenek (bár a felsorolási típusok esetében
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kihasználtam, hogy a perzisztentciaobjektumok és a DTO-k bináris ábrázolása
azonos, így C stílusú castolással alakítottam ®ket egymásba, az osztály típusoknál
viszont a két reprezentáció szétválasztásával lehet®vé vált, hogy a két réteg




• Csatlakozás más által létrehozott játékhoz
• Játék
 Helyes kártya lehelyezése soron lév® játékos által
 Akciókártyák (megfordító, kimaradsz, +2, színválasztó, +4)
játékszabályoknak megfelel® hatásának végrehajtása
 A játékból kimen® (összes kártyáját kijátszó) játékos érzékelése, játék
végének felismerése
 Szabálytalan kártyalehelyezés, nem soron lév® játékos általi
kártyalehelyezés megakadályozása
 Húzás soron lév® játékos által, ha még nem húzott az adott körben
(második húzás tiltása egy adott körben)
 Passzolás húzás után (húzás nélküli vagy nem soron lév® játékos általi
passzolás tiltása)
 Lehet®ség a játék ideiglenes elhagyására, gépi módba kapcsolásra nem
soron lév® játékos által
 Lehet®ség a játék végleges elhagyására (feladására)
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3.1.2. Nem funkcionális követelmények
• Biztonságos megvalósítás: szerver védelme a támadók ellen, felhasználók
védelme a szerver kompromittálódása esetén is (jelszavak biztonságos tárolása,
jelszóbonyolultsági követelmények)
• Esztétikus, intuitív, akadálymentes megvalósítás, használhatóság különböz®
eszközökön (kis és nagy képerny®, érint®képerny® és egér), konzisztens
felhasználói élmény mindenhol















GIVEN: Alapállapot, a játékos ki van jelentkezve
WHEN: Oldal megnyitása




WHEN: Regisztráció linkre kattintás







WHEN: Új játék gomb megnyomása
THEN: Játékcsatlakozás indítása, játékazonosító,




WHEN: Csatlakozás gomb megnyomása
THEN: Játékazonosító bekérése, majd a




WHEN: Indít gomb megnyomása
THEN: Elindul a játék, megjelenik a dobópakli
els® lapja, minden játékos kap 7-7
lapot a kezébe. A játékot indító játékos
kezd, utána csatlakozási sorrendben
következnek a játékosok.
6 Lépés 1.
GIVEN: A játékos van soron
WHEN: Helyes kártya kijátszása
THEN: A kártya megjelenik minden játékosnak,
végrehajtódnak az esetleges akciók, a
következ® játékos van soron
7 Lépés 2.
GIVEN: A játékos van soron
WHEN: Húzás gomb megnyomása
THEN: Véletlenszer¶ lap húzása a pakliból,
lehet®ség van a húzott kártya kijátszására






GIVEN: A játékos van soron, a kezében a kör elején
pontosan kett® kártya van
WHEN: UNO gomb megnyomása
THEN: M¶velet megjegyzése; ha a játékos lerakja
az egyik kártyáját, <játékos>: UNO
megjelenítése minden más játékosnak, ha
húz, az üzenet elvetése
9 Nyerés
GIVEN: A játékos van soron, korábban megnyomta
az UNO gombot
WHEN: Lerakja az utolsó lapját
THEN: A játékos kimegy a játékból, a megmaradt
játékosokkal folyik tovább a játék
10 Nyerés
GIVEN: A játékos van soron, korábban nem
nyomta meg az UNO gombot
WHEN: Lerakja az utolsó lapját
THEN: A játékos nem megy ki a játékból, üres
kézzel játékban marad
11 Játék vége
GIVEN: Egyetlen játékos van játékban
WHEN: A játékos lerakja az utolsó lapját
THEN: A játék véget ér, megjelennek az
eredmények
12 Feladás
GIVEN: A játék folyik
WHEN: Egy játékos megnyomja a Kilépés
gombot
THEN: Meger®sítés után kilép a játékból,
automatikusan vesztesnek min®sül, a
kezében lév® lapok visszakerülnek a
húzópakliba
13 Feladás, játék vége




WHEN: Megnyomja a Kilépés gombot
THEN: Meger®sítés után vége a játéknak
3.2. Felhasznált szoftverek
A backend alapját a Microsoft által fejlesztett nyílt forráskódú ASP.NET Core
keretrendszer 3.1-es verziója adja, ehhez szorosan kapcsolódik az adatbázis-elérésre
használt Entity Framework Core szintén 3.1-es verziója. A teszteléshez itt az xUnit
tesztrendszer 2.4-es verzióját, valamint a Moq mockrendszer 4.14-es változatát
használtam. Ezeket a csomagokat a NuGet függ®ségkezel® rendszerrel telepítettem.
A .NET Core 3.1 támogatja a C# nyelv 8. verzióját, így az ún. nullable változókat
is teljes mértékben, amit ki is használtam. Ennek megfele®en ebben a dolgozatban
is a T egy olyan T típusú változót jelöl, ami soha nem vesz fel null értéket, míg a
T? olyan változót, ami vagy T típusú értékre mutat, vagy null.
A frontendhez a Google által készített Angular 8-as verzióját választottam. A
felhasználói felületet a Material Design vizuális rendszert Angular-környezetben
megvalósító Angular Material csomaggal alakítottam ki, a QR-kód-generálásra
és -olvasásra pedig a ZXing projekt Angular-változata mellett döntöttem. A
frontend tesztelését az Angular-projektben alapértelmezetten elérhet® Jasmine-nel
végeztem. Ezeket a könyvtárakat az Angular TypeScript-kódjának fordításához is
használt Node.js szerveroldali JavaScript-környezet els®dleges csomagkezel®jéb®l, az
NPM-b®l (Node Package Manager) töltöttem le.
Az egyetlen nem csomagkezel®vel letöltött programrész maguk a kártyák: ezeket





A program lefordításához  a futtatáshoz is szükséges programokon túl  szükség
van az ASP.NET Core SDK 3.1-es [3], valamint a Node.js 12-es verziójára. [5]
Ezek telepítését követ®en a program gyökérkönyvtárában (api) a dotnet run
paranccsal azonnal futtatható a program, a dotnet publish paranccsal fordítható
futtatás nélkül a fejleszt®i verzió, a dotnet publish -c Release paranccsal pedig
lefordítható a végleges, kiadható változat.
3.3. Architektúra
Az alkalmazás két f® rétegb®l áll, ezek további alrétegekre bonthatók:
• a backend a perzisztenciarétegre (ez SQLite-ot használ, mással nem is
teszteltem, de szándékom szerint minimális módosításokkal használható más
relációs adatbázisokkal is) és a vezérl®kre/SignalR-hubra tagolódik;
• a frontend az API-val kommunikáló szolgáltatásokra és a felhasználóval




Az adatbázist code rst módon, azaz az alkalmazás perzisztenciarétegét megírva,
az SQL-parancsokat abból automatikusan generálva készítettem, így az adatbázist































A CardColor = {Red, Y ellow,Green,Blue,Wild}, CardV alue = {Zero,
One, Two, Three, Four, F ive, Six, Seven,Eight,Nine, Skip,Draw,Reverse},
GameState = {BeforeStart, Running, F inished}, valamint PlayerState =
{Active, Away,Quit} felsorolási típusok; ezeket az áttekinthet®ség érdekében nem




A szerver és a kliensek közötti kommunikáció els®dleges felülete a REST API.
Az API három részb®l áll:
Felhasználókezelés
• GET /api/user/whoami: Az aktuálisan bejelentkezett felhasználó lekérdezése.
 Paraméter: nincs, de a bejelentkezéskor kapott sütik elküldése nélkül a
felhasználónév minden esetben null lesz.
 Eredmény: 200 OK, a válasz törzsében egy LoginUser objektum, aminek a
UserName tulajdonságában van a felhasználónév (ha nincs bejelentkezett
felhasználó, akkor null), a Password tulajdonsága pedig mindenképpen
null.
• POST /api/user/login: Bejelentkezés.
 Paraméter: egy LoginUser objektum a kérés törzsében, ami tartalmazza
a bejelentkezéshez használt felhasználónevet és jelszót.
 Eredmény: sikeres bejelentkezés esetén 204 No Content, és a Set-Cookie
fejlécben a bejelentkezést reprezentáló süti. Hibás felhasználónév/jelszó
esetén 401 Unauthorized.
• POST /api/user/register: Regisztráció. A regisztráció nem jelent
automatikusan bejelentkezést is, azt a regisztrációt követ®en szükség
esetén külön lehet végrehajtani.
 Paraméter: egy LoginUser objektum a kérés törzsében, ami tartalmazza
a kívánt felhasználónevet és jelszót.
 Eredmény: sikeres regisztráció esetén 201 Created, a Location fejlécben
a felhasználónév /api/user/név formában, a válasz törzsében pedig egy
null jelszavú LoginUserként. Formailag hibás felhasználónév vagy jelszó,
illet®leg foglalt felhasználónév esetén 401 Unauthorized {"errorCode":
hibakód } törzzsel, ahol a hibakód BadUserName, BadPassword vagy
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DuplicateUserName. Egyéb regisztrációs hiba esetén 401 Unauthorized
RFC7807 [6] formátumú törzzsel.
• POST /api/user/logout: Kijelentkezés.
 Paraméter: nincs, de a bejelentkezéskor kapott sütik elküldése nélkül nincs
kit kijelentkeztetni.
 Eredmény: 204 No Content.
Játék kezelése
A játékkezeléssel kapcsolatos API-kérések mindegyikéhez szükséges a
bejelentkezéskor kapott sütik visszaküldése. A GET kérések kivételével szükséges
a XSRF (Cross-Site Resource Forgery) elleni védelmet biztosító XSRF-TOKEN süti
visszaküldése az X-XSRF-TOKEN HTTP-fejlécben (nem csak a Cookie fejlécben). Ez
utóbbi a GET /api/user/whoami kérésre érkez® válasz fejlécében szerepel. Ahol a
válasz állapotkódja 409 Conict, ott a válasz törzsében egy RFC7807 [6] formátumú
hibaleírás van, aminek a type mez®je /api/error/hibakód a lentebb megadott
hibakódok egyikével, a title mez®je pedig a hiba szöveges leírása.
• GET /api/game: A felhasználó összes játékának lekérdezése.
 Paraméter: nincs.
 Eredmény: 200 OK, a válasz törzsében a játékok (Game objektumok)
játékosazonosító szerint csökken® sorrend¶ (fordított id®rendi) felsorolása
JSON-tömbben. Az egyes játékoknak csak a legfontosabb adataik
(játékazonosító és állapot) szerepelnek a válaszban, a többi mez®
null/üres tömb.
• GET /api/game/játékazonosító : Egy adott játék összes adatának
lekérdezése.
 Paraméter: játékazonsító (UUID) az útvonalban.
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 Eredmény: Siker esetén 200 OK, a válasz törzsében a játék (Game
objektum). Nem létez® játék esetén 404 Not Found. Olyan létez® játék
esetén, amiben a felhasználó nem vesz részt, 403 Forbidden.
• POST /api/game: Új játék létrehozása.
 Paraméter: nincs.
 Eredmény: 201 Created, a játékazonosító /api/game/azonosító
formában a Location fejlécben, az újonnan létrejött játék válasz
törzsében (Game objektum).
• PUT /api/game/játékazonosító : Csatlakozás egy játékhoz.
 Paraméter: játékazonsító (UUID) az útvonalban.
 Eredmény: Siker esetén 200 OK, a válasz törzsében a játék (Game
objektum). Nem létez® játék esetén 404 Not Found. Egyéb hiba
esetén 409 Conict AlreadyJoined, GameStarted vagy TooManyPlayers
hibakóddal.
• PUT /api/game/quit/játékazonosító : Kilépés egy játékból. Ha a
quitFromRunningGame paraméter meg van adva és igaz, akkor már elindított
játékból is kilép, egyébként ilyen esetben hibát jelez.
 Paraméter: játékazonsító (UUID) az útvonalban, quitFromRunningGame
(true vagy false, alapértelmezetten false) kérésparaméterként.
 Eredmény: Siker esetén 204 No Content. Nem létez® játék esetén 404
Not Found. Egyéb hiba esetén 409 Conict NotJoined, QuitByHost,
QuitAfterGameStarted vagy GameFinished hibakóddal.
• PUT /api/game/játékazonosító /away/állapot : Nincs a gépnél állapot
módosítása (ha be van kapcsolva, a szerver automatikusan lép a játékos
helyett).




 Eredmény: Siker esetén 204 No Content. Nem létez® játék esetén 404 Not
Found. Egyéb hiba esetén 409 Conict NotRunning, NotJoined, Quit,
AwayByCurrentUser vagy StateAlreadySet hibakóddal.
• DELETE /api/game/játékazonosító : Játék törlése az elindítása el®tt.
 Paraméter: játékazonsító (UUID) az útvonalban.
 Eredmény: Siker esetén 204 No Content. Nem létez® játék esetén 404
Not Found. Egyéb hiba esetén 409 Conict StopAfterGameStarted, vagy
StopByNotHost hibakóddal.
• PUT /api/game/start/játékazonosító : Játék elindítása.
 Paraméter: játékazonsító (UUID) az útvonalban.
 Eredmény: Siker esetén 204 No Content. Nem létez® játék esetén 404 Not
Found. Nem a játék létrehozója által indított kérés esetén 403 Forbidden.
Már futó játék esetén 409 Conict GameStarted hibakóddal.
• POST /api/game/játékazonosító /card: Kártya kijátszása. Ha az uno
paraméter meg van adva és igaz, az UNO státusz beállítása, ha a kártya
lerakását követ®en csak egyetlen kártya marad a játékos kezében.
 Paraméter: játékazonsító (UUID) az útvonalban, kártya (Card objektum)
a törzsben, uno (true vagy false, alapértelmezetten false)
kérésparaméterként.
 Eredmény: Siker esetén 200 OK, a válasz törzsében a játék (Game
objektum). Nem létez® játék esetén 404 Not Found. Nem a soron lév®
játékos által indított kérés esetén 403 Forbidden. Egyéb hiba esetén 409
Conict NotRunning, Quit vagy InvalidCard hibakóddal.
• POST /api/game/játékazonosító /skip: Passzolás.
 Paraméter: játékazonsító (UUID) az útvonalban.
 Eredmény: Siker esetén 200 OK, a válasz törzsében a játék (Game
objektum). Nem létez® játék esetén 404 Not Found. Nem a soron lév®
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játékos által indított kérés esetén 403 Forbidden. Egyéb hiba esetén 409
Conict NotRunning, Quit vagy NoSkip hibakóddal.
• POST /api/game/játékazonosító /draw: Húzás a húzópakliból.
 Paraméter: játékazonsító (UUID) az útvonalban.
 Eredmény: Siker esetén 200 OK, a válasz törzsében a játék (Game
objektum). Nem létez® játék esetén 404 Not Found. Nem a soron lév®
játékos által indított kérés esetén 403 Forbidden. Egyéb hiba esetén 409
Conict NotRunning, Quit, AlreadyDrawn vagy EmptyDeck hibakóddal.
Hibainformációk
Ez a rész csak az RFC7807-nek [6] való megfelelést szolgálja, az alkalmazás
használatához jellemz®en nem szükséges.
• GET /api/error/hibakód : Egy hibakód b®vebb szöveges leírásának lekérése.
 Paraméter: hibakód az útvonalban.
 Eredmény: Ismert hibakód esetén 200 OK, a válasz törzsében a hiba
szöveges leírása HTML-ben. Ismeretlen hibakód esetén 404 Not Found.
3.4. Kliens
A klienst az Angular keretrendszerben, Material Designnal készítettem 
ezt a vizuális nyelvet a Google kifejezetten mobile rst módon tervezte, így
tökéletesen illeszkedik a programom többplatformosságához. A kódolás során
igyekeztem a legújabb technológiákat is kihasználni (amennyiben azok egyszer¶bbé,
áttekinthet®bbé teszik a kódot), így például az aszinkron m¶veleteket sok
helyen async függvényekkel végeztem, hagyományos függvények helyett pedig
λ-függvényeket (JavaScriptben arrow function) használtam, ahol szükséges volt
(paraméterként átadott függvényeknél például mindig; itt a λ-függvény el®nye
a hagyományossal szemben, hogy a this értékét λ-függvény esetében nem
módosíthatja a hívó fél  a fejlesztés elején sok problémát okozott, hogy a kód
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nem azt csinálta, amit akartam, mert a this értéke a magasabb rend¶ függvények
által meghívott, ún. callback függvényekben nem az volt, amire számítottam).
3.5. Tesztelés
A program tesztelését utólag, fehér doboz egységtesztekkel végeztem. Jó
döntésnek bizonyult az utólagos tesztelés, mivel a tesztesetek készítés közben sokszor
sikertelenek voltak  a program már lényegében kész volt, és eddigre manuálisan már
sokszor kipróbáltam, így nem volt kérdés, hogy a sikertelen tesztek dönt® többsége a
teszteset hibájából fakad, nem magának a programnak a hibájából. Ha a Test-Driven
Development mellett döntöttem volna, ez sokkal kétesélyesebb lett volna.
A manuális tesztelés közben többször akadt problémám a SignalR m¶ködésével,
így az automatikus tesztekben ennek ellen®rzésére különösen gyeltem. Az
automatikus tesztek azonban e téren nem mutattak ki hibát  valószín¶leg a
korábbi problémák vagy a programtól független hibaforrásokra vezethet®k vissza
(pl. hálózati hiba), vagy pedig a fejlesztés során észrevétlenül javítottam a hibákat.
(Általánosságban elmondható, hogy az alapos manuális tesztelésnek köszönhet®en
az automatikus tesztek csak néhány hibát mutattak ki.)
3.5.1. Backend tesztelése
A backend teszteléséhez az xUnit tesztrendszert használtam. Az adatbázist
egy memóriában tárolt adatbázissal helyettesítettem, az egyéb függ®ségeket pedig
lehet®ség szerint a Moq segítségével mockoltam  sajnos ez a bejelentkezéshez
kapcsolódó funkciók esetében a könyvtári osztályok tervezéséb®l fakadóan sokszor
lehetetlennek bizonyult, a sikeres bejelentkezést egyszer¶en nem tudtam tesztelni,
így ez csak manuálisan tesztelhet®. Minden publikus metódust ellen®riztem, és nagy
hangsúlyt fektettem a hibás bemenetekre való tesztelésre, hiszen ami feltörhet®, azt
fel is törik, így különösen fontos, hogy a szerver hibás bemenetre se szálljon el, a
várt hibaüzenetet adja. (Éppen ezért nem tudtam tesztelni a sikeres bejelentkezést,
mert az többszöri próbálkozásra is NullReferenceExceptiont dobott, amit ugyan
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elkaphattam volna, de akkor pont azt nem ellen®riztem volna, hogy a szerver akár
helyes bemenetre elszáll-e.)
3.5.2. Frontend tesztelése
A frontend teszteléséhez az Angularral együtt érkezett Jasmine
tesztkeretrendszert használtam. Itt els®sorban a háttérfunkciók (szolgáltatások,
direktívák és a LoginGuard) automatikus tesztelésére koncentráltam, az ún.
komponensek helyes m¶ködését feltételeztem. Hasonlóképpen feltételeztem
azt is, hogy a szerver jól m¶ködik, így a hibaüzenetekre való helyes reakciót





Szakdolgozatomban elkészítettem az UNO kártyajáték webes változatát. A
tervezett funckiókat megvalósítottam, bár a fejlesztés közben néhol apróbb
módosításokat eszközöltem a tervekhez képest, de ez többségében nem funkciók
elhagyását, csupán eltér® implementálását jelentette (például eredetileg úgy
terveztem, hogy a f®képerny®n szerepel egy bejelentkezés gomb, amit kés®bb úgy
módosítottam, hogy be a nem jelentkezett felhasználó azonnal a bejelentkez® ¶rlapra
kerül). Egyetlen esetben csökkentettem a tartalmat: eredetileg úgy terveztem,
hogy kártya lerakásakor kliens- és szerveroldalon is ellen®rzöm, hogy szabályosan
lerakható-e az adott kártya, de ezt végül az ellen®rzés bonyolultsága miatt
kliensoldalon elhagytam. (Szerveroldalon természetesen van ellen®rzés, így a
kliensoldali ellen®rzés elhagyása nem teszi lehet®vé a szabálytalan kártyamozgatást,
mindössze a hibaüzenet jelenik meg valamivel lassabban. Mivel a kártyamozgatás
szabályai igen egyszer¶ek, feltételeztem, hogy ez a jelleg¶ hiba amúgy sem s¶r¶n
fordul el®.)
A technológiaválasztáskor nem teljesen ismeretlen területekhez nyúltam, hiszen
az ASP.NET Core a Webes alkalmazások fejlesztése tárgy témája volt, az
Angulart pedig egyetemen kívül már ismertem, azonban a kett®t együtt még
nem használtam korábban. Rendkívül kellemes meglepetésként ért, hogy milyen
könnyedén együttm¶ködött a két rendszer  például korábban Javával használtam
az Angulart, ahol a frontendet és a backendet teljesen külön kellett elkészíteni
és fordítani, míg itt a dotnet run paranccsal automatikusan elindult a program
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mindkét fele, ráadásul egyetlen folyamat kezelte a bejöv® kapcsolatokat, így
a korábban tapasztalt, CORS-sel (Cross-Origin Resource Sharing) kapcsolatos
problémák sem merültek fel. (Egyetlen hátránya az egy folyamatnak, hogy a két
rendszer ugyanazokon az URL-eken osztozik, így az API elérési útjait mindenhol
/api-val kellett kezdenem az ütközések elkerülésére, de ezt az apró kellemetlenséget
messze ellensúlyozza a könnyebb kezelhet®ség.)
Összességében elmondható, hogy a választott technológiák a fejlesztés során
jellemz®en segítették a munkát, nem hátráltatták. Bár korábban a .NET-világ
zártsága (zárt forráskód, Windows-centrikusság) ellenszenves volt nekem, hiszen
nagyon megköti a felhasználót (ha az  egyébként ingyenes  .NET keretrendszerre
épül egy program, akkor azt használja, amit a Microsoft kínál  nem módosíthatja
igényei szerint a rendszert , azon az operációs rendszeren, amit a Microsoft  pénzért
 kínál), a nyílt forráskódú, többplatformos .NET Core megjelenésével ez alapjaiban
változott meg, így ma már azt gondolom, hogy van jöv®je a .NET-nek. A C# nyelv
véleményem szerint sokkal kifejez®bb tud lenni más nyelveknél többek között a
tulajdonságoknak (property, a más nyelvekben tapasztalható tömeges getter és setter
függvények elegáns nyelvi absztrakciója), a kiterjesztésmetódusoknak (extension
method, egy osztályhoz speciális szintaxissal kívülr®l hozzáadott metódusok)
vagy éppen a nyelv 8-as verziójában teljessé vált nullable és nem nullable
változók rendszerének köszönhet®en, amik attribútumok vagy megjegyzések helyett
közvetlenül a szintaxis szintjén tárolják azt az információt, hogy egy változó értéke
lehet-e null; ezáltal kényelmesebben, biztonságosabban lehet programozni C#-ban,
mint a rivális nyelvekben (Java, C++ stb.).
4.1. Fejlesztési lehet®ségek
4.1.1. Internacionalizáció és lokalizáció
A program jelenleg kizárólag angol nyelven érhet® el. Bár a játékban viszonylag
kevés a szöveges tartalom, jó lenne ezeket lefordíthatóvá tenni (internacionalizáció)
és ténylegesen le is fordítani legalább magyarra (lokalizáció). Ez legf®képp a
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legatalabb (angolul még nem tanuló) és az id®sebb (angol helyett oroszul tudó)
korosztály számára fontos.
4.1.2. Közösségi funkciók
Mivel az alkalmazás funkcióinak tervezésekor els®sorban egy légtérben való
játékra gondoltam, így a játékosok közötti kommunikációra nem fektettem nagy
hangsúlyt, hiszen az él®szóban is történhet. Ha viszont távol vannak egymástól
a játékosok, hasznos lehet például egy cseveg®funkció beépítése. Ez azonban a
felhasználói felület jelent®s újratervezését igényli, különösen kis képerny®n.
4.1.3. Natív alkalmazások, progresszív webalkalmazások
A webalkalmazás egyforma min®séget kínál minden eszközön, azonban nem tudja
kihasználni az operációs rendszer minden lehet®ségét (megosztás opció, értesítések
stb.), valamint a minden eszközön egyforma alkalmazástéma helyett használható a
Material Designtól eltér®, viszont az adott eszközön futó többi programhoz illeszked®
téma (Windowson Metro, macOS-en Aqua, Linuxon GTK stb.). Natív alkalmazások
készítésével  egyes platformokon  javítható a felhasználói élmény, a kódbázis
széttagolódásának árán. Akár szöveges (nem grakus) kliens is készíthet®, hogy
X11-továbbítás nélkül is lehessen játszani Linux-szerverekhez kapcsolódva.
A natív alkalmazások és a hagyományos webalkalmazások között helyezkednek
el a progresszív webalkalmazások: ezek JavaScriptben (vagy éppen TypeScriptben)
készülnek, a szokásos weboldalak számára elérhet® API-kat használják, azonban
alkalmazásszer¶en telepíthet®ek mobileszközökre, és részben kapcsolat nélkül is
használhatóvá tehet®ek (például ennek a játéknak a teljes Angular-kódja kapcsolat





A konténerizáció egyszer¶bbé teszi az alkalmazások telepítését és kezelését, a
terhelés elosztását. Az alkalmazás konténerizációjával (pl. Dockerle elkészítésével)
szélesebb üzemeltet®i kör számára, egyszer¶bben használhatóvá válna, csökkennének
a telepítési költségek (maga a telepítés gyorsabb és nem igényel speciális szaktudást
a konténerrendszer ismeretén túl, így kevesebb és kevésbé szakképzett operátorra
van szükség).
4.1.5. További adatbázismotorok
Az alkalmazás tervezésekor fontos szempont volt, hogy minél kevésbé
függjön egyetlen adatbázismotortól, minél absztraktabb módon kommunikáljon
az adatbázissal, bár ténylegesen nem teszteltem semmivel az SQLite-on kívül.
Bele lehetne fordítani a kódba több adatbázisrendszer kapcsolóját (connector) is,
hogy újrafordítás szükségessége nélkül, futási idej¶ kongurációs állományokkal is
lehessen váltani az adatbázisok között, akár elérhet®ség függvényében (pl. MariaDB
használata, ha elérhet®, egyébként váltás SQLite-ra).
4.1.6. Bejelentkezési lehet®ségek b®vítése
Jelenleg az alkalmazásba egy becenév és egy jelszó megadásával lehet
bejelentkezni. Azért így döntöttem, mert ezt egyszer¶ megvalósítani, és kevesebb
küls® szoftverre kell támaszkodni, viszont nem minden felhasználónak így a
legkényelmesebb. Egy (akár opcionális) e-mail-cím bekérésével lehetséges lenne
elfelejtett jelszó funkciót megvalósítani, de ehhez szükség van egy e-mail-címre is,
amir®l a szerver küldi a meger®sít® és jelszó-visszaállító leveleket  ez korlátozza
a szoftver használhatóságát a jelenlegi domain- és portfüggetlen (akár domainnév
nélküli, csak IP-címr®l rendelkez® szerveren is futtatható) megoldással szemben.
További lehet®ség az a manapság népszer¶ megoldás, hogy a felhasználó más
szolgáltatásokon (Facebook, Google, GitHub stb.) keresztüli jelentkezik be  így
egyáltalán nincs szükség egy újabb (nagy valószín¶séggel gyenge és/vagy máshol
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már használt) jelszó kitalálására és megjegyezésére a regisztrációhoz, viszont a
stabil domainnév mellett ezekhez  jellemz®en limitált számú kéréshez használható 
API-kulcs is szükséges, aminek a beszerzése a fejleszt® helyett az üzemeltet®t terheli,
így ez praktikusan csak opcionális modulként valósítható meg.
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