In this paper we discuss an algorithm to perform the conversion from the interior to ii
Introduction
Problem statement A v ery interesting representation without topology of d-polyhedra was proposed by Naylor 8] by using BSP trees 4]. Naylor represents a regular solid as the union of quasi-disjoint c o n vex cells of the space partition generated by a binary tree of hyperplanes. In this paper we solve t h e t wo related problems which f o l l o ws: (a) construct the BSP representation of the set intersection of a BSP tree with any hyperplane, and (b) specialize the intersection to the case of a face hyperplane, giving a \face-BSP" tree. As a consequence, a \Boundary BSP" is de ned as the complete collection of face-BSP trees.
Motivation A boundary representation of a 3D solid is usually seen 18] a s a c o n n e c t e d subgraph of the complete oriented graph having as nodes the sets V, E, F of vertices, edges and faces of the solid and as arcs the binary relationships of adjacency and incidence. For the representation to be complete, it is customary to add an ordering (i.e. an orientation) to some subsets of the chosen relationships. E.g., vertices and edges upon the boundary of a g i v en face loop must be circularly ordered, and so must be the faces incident o n a v ertex neighborhood 6]. This ordering information is particularly useful when representations of non-manifolds are de ned (see, e.g., Weiler 17] ). Such ordering information is closely linked to the orientation of the boundary of the solid. A good discussion of the importance of ordering in boundary descriptions of solids can befound in Rossignac 12] .
A very di erent viewpoint is sometime assumed, where little or no topology at all is kept in the representation of the solid 15, 5, 10] . This is quite usual in computer graphics, where the standard representation of a 3D polyhedron is the pure collection of its boundary polygons, usually considered oriented in order to e ciently culling the back-faces.
In designing representations for d-dimensional objects, it is very useful to avoid the explicit storage of topology, and in particular the handling of orientation and/or ordering of subsets of incidence relations. It is not di cult to understand that to maintain the coherent orientation of the incidence structures of boundary subsets may become very hard or complex for generic d-dimensional solids, or even worst, for k-dimensional objects embedded in some d-dimensional space, k < d, as is the case for the k-skeletons of a d-polyhedron. Notice that the inconsistent topology due to numerical problems is the main reason of lacking geometrical robustness in solid modelers.
Results This paper introduces a new boundary representation based on BSP trees as well as e cient algorithms for computing the BSP representation of either the section or the face of a standard BSP. The proposed approach is given for polyhedra of whatever dimension. So, it can be used with cell decompositions of 2D and 3D polyhedra as well as with 4D polyhedra and even with manifolds of higher dimension. It has beentested for e ciency and scalability o ver some 3D polyhedra of very high topological genus (O(n 3 )), and therefore with very complex boundaries, and gives good computational results. The face extraction algorithm may be also iteratively used to compute the k-skeletons of a d-polyhedron, 0 k d ; 1. Previous work Fuchs Preview In Section 2 some background concepts are recalled and de nitions are given concerning Binary Space Partition trees, the BSP representation scheme and Boolean set operations on polyhedra. Also, a short overview of the proposed algorithms is given. In sections 3 and 4 the problem of computing a BSP-based boundary representation by starting from a BSP decompositive representation is solved by i n troducing algorithms for computing \section-BSP" and \face-BSP" trees, respectively. In Section 5 a de nition of \boundary-BSP" is given. Then, an evaluation of performance is presented in Section 6, together with some short notes on the algorithm implementation. Finally some conclusions are discussed in Section 7. Some examples of computation of the discussed concepts are given in the whole paper. Give n a n o d e in a BSP tree, the region R is de ned as the intersection of the closed halfspaces on the path from the root to . More formally, the region described by any node is:
where E( ) is the edge set on the path from the root to and h e is the halfspace associated to the edge e. According to the Requicha's approach and terminology 11] we can state the following de nitions. So, BSP(P ) will denote a BSP representation of the regular polyhedron P. Let us notice that the BSP scheme is complete but not unique, since di erent trees can be associated to the same polyhedron.
We suppose that regularized set operations of union (j), intersection ( Also, a unary operation of complement ( ) of BSP trees is easily de ned by s w apping the status (in/out) of tree leaves, such that eval( BSP(P )) = ;P where ;P is the complement o f t h e P polyhedron.
Overview of the proposed algorithms
Let be given a BSP representation of a d-dimensional polyhedron P in E d . In the following sections we discuss a mapping between BSP(P ) and a set of BSP trees associated to the In a later subsection an algorithm is given to compute the so-called \face-BSP" associated to a face of P. This face is possibly non-convex and/or unconnected and/or even unorientable (see Figures 10 and 12c) . A formal de nition of \Boundary BSP" is nally given.
1. a p r o p e r traversal of BSP(P ) to compute a \section tree" 2. some linear transformations of such a tree.
Section tree computation
Given a BSP(P ) tree and a section hyperplane h, the section tree is computed by: (a) traversing BSP(P ) and properly generating a new tree, which actually resembles a subtree of the input tree, where some smaller subtrees are removed and some multi-edge paths are substituted by a single edge (b) making some more computation when h is the a ne support of some faces of the input polyhedron P.
Tree traversal Let the root node bea formal parameter of a recursive algorithm. If is also a leaf then return else if h and h intersect inside R then traverse both the below and the above subtrees. Else if h and R intersect inside h ; then delete the above subtree and substitute with the root of its below subtree. Otherwise, i.e. if h and R intersect inside h + , delete the below subtree and substitute with the root of its above subtree. This algorithm is given more formally in Figure 3 .
The recursive algorithm Section-BSP computes correctly and then terminates, since (a) it can beconsidered a postorder traversal of the input tree, which is either partially traversed or shortened at any call and (b) one of the three disjoint predicates in the recursive case is true in any call. A correctness and termination proof can begiven by induction. Let us respectively denote as P1 P 2 P 3 the three predicates of the else if cascade in Figure 3 .
Base case. The node is the root of the BSP tree, and is not a leaf. In this case the region R coincides with the whole space E d . The P1 predicate is satis ed if the section hyperplane h is not parallel to the root hyperplane h . Else either P2 o r P3 is satis ed.
Inductive case. The node is not the root. Suppose that the father of certainly satis ed P1. So, we want to show that satis es P1 _ P2 _ P3. In particular, if P1 is satis ed, then both the subtrees of are traversed otherwise one of the subtrees of is pruned (and itself is substituted by its unique son). which is satis ed when either = below( ) or = above( ) or in both cases. This demonstrates the algorithm correctness: the region R intersects the section hyperplane h for all the (non removed) output nodes . But, by de nition: R = h h + h ; : (2) So, by virtue of Equation (1) 
Example 1
An example of computation of the section-BSP tree in a simple 2D case is shown in Figures 4 and 5 , where both the section hyperplane and the computed section tree are displayed.
Elimination of the section hyperplane A special case arises when the section hyperplane h is coincident with some face hyperplane f. In this case, such a face f would coincide, after having performed the a ne transformations discussed in the following subsections, with the target space x d = 0 of the section tree. Its node should therefore be eliminated from the output tree. A check for such a case must be performed after the traversal step. If and only if the section hyperplane h is the a ne support of some face f, a n d hence it is a node in the input tree, then it must be deleted from the output tree.
The result of this step is the elimination of (possibly multiple instances of) a node from the tree.
This can bedone by generating two intermediate trees where one of the subtrees of the considered node is certainly insigni cant. So it becomes possible to perform the tree 
o p e r a n d s . Notice that the generation of the two i n termediate trees is also low-cost, because it is computed as intersection with a tree of small xed size (with a single non-leaf node). A detailed description of such computation follows.
Let begiven a section tree S, output of the section-BSP algorithm, where some face f coincides with the section hyperplane h. In other words, in S + remove any node such that h = h and delete its below subtree in S ; delete any s u c h n o d e and its above subtree in both cases substitute with the root of the remaining subtree. In order to better understand the computing procedure described above, consider that a given hyperplane might be the a ne support of (at most) two (not necessarily connected) faces with opposite orientations.
Tree transformation
Let denote with h = ( h 0 h 1 : : : h d ) the section hyperplane, i.e. the a ne set h 0 + h 1 x 1 + + h d x d = 0, and denote as S the section tree obtained as output of the BSP(P) traversal with possible contraction (both described in Section 3.1).
In order to complete the computation of the section function , the section tree S must bea nely transformed into the subspace x d = 0 and then projected onto E d;1
. This is accomplished by applying some elementary a ne transformations which are detailed in the following paragraphs. Orthogonalization Finally, all hyperplanes f 00 must bemade normal to the subspace x d = 0 . This is done by considering, for each f 00 in S, a n h yperplane bundle and choosing 1 where the rst coordinate is the homogeneous one. . If the sign of f 00 (x) i s di erent from that of g(x) t h e n multiply g by ;1.
The already discussed steps of the tree transformation are shown in Figure 8 , where we make reference to the example already displayed in Figure 5 . A last projection step is needed to compute the tree resulting from the application of the section function on actual arguments BSP(P) and h. This intersection step is needed to compute the result when the input polyhedron is non-convex. In fact, in such a case, the a ne support h f may contain same parts of the face f that are oriented towards both the \above" and the \below" halfspaces of h f .
Section. Do extract from every such tree the partial tree of the only planes which are , is shown in Figure 11 . The solid is generated as the Boolean union of three translated and/or rotated parallelepipeds. In Figure 11 it is possible to distinguish the four full cells associated to the BSP representation of Q. Figure 12 shows the full cells of the BSP representation of four boundary faces.
Notice that they are unconvex, non 2-manifold and even (face dotted in Figure 12c ) non coherently oriented. 6 Implementation notes and performance evaluation
The algorithms described in this article make use of tree traversal and tree operations (mainly subtrees removal) as well as of Boolean operations over BSP trees. A worstcase analysis does not seem very useful, since it is not di cult to produce pathological situations, whereas it is well known that in real cases Boolean operations with BSP trees perform very e ciently, mainly because BSP trees actually work as spatial indices. So, we have tested the e ciency and scalability of our implementation by performing a set of test cases which are described in the following, together with some short notes on the computing environment. The section-BSP and face-BSP algorithms discussed in this paper make use of Boolean operations as fundamental software components. Boolean operations were implemented by Baldazzi 2] , by using the Naylor 7] approach and by adopting dimension-independent Linear Programming methods for the numeric kernel of the algorithm. The implemen- Figure 12 : The face-BSP cells of four boundary faces of the solid displayed in Figure 11 .
tation was written in C++ by making use of STL (Standard Template Library) 14], on bothIntel-based PCs and RISC-based workstations. Also the algorithms described in this paper where implemented in the same environments. Herein we report on the results of the PC implementation with Visual C++ under Windows'95. First, a 3D grid with a variable numberof rods per axis was prepared by using the geometric modeling language PLaSM 9] . In particular, 11 test cases of di erent size, ranging from 6 3 = 216 to 16 3 = 4096 rods, were prepared by generating the Boolean union of three orthogonal collections of parallel rods. Then, for each of such models 10 intersection tests were performed, by using hyperplanes with di erent orientations. The average computing time in seconds is reported in Table 1 . Figure 13 : The polyhedron used for the performance evaluation. In this gure is shown a grid with 9 9 9 rods.
It is quite interesting to note that whereas the numberof model cells increases with n 3 , where n is the number of rods per axis, and the number of BSP nodes in the grid 
Conclusion
This paper has discussed a transformation between a decompositive and a boundary BSP representation of dimension-independent polyhedra. The presented algorithms can be used to generate such boundary BSP trees starting from the standard BSP representation.
Such an approach may beuseful to calculate the k-skeletons of a d-polyhedron, 0 k d, as well to give insight into the problem of computing non-regularized Boolean over multidimensional polyhedra, which is our ultimate goal. In a companion paper 3], Baldazzi and Paoluzzi have discussed a conversion algorithm from boundary to interior with BSP trees, so obtaining a cell decomposition of the interior of a d-polyhedron. That paper describes a dimension-independent approach based on the Boolean XOR of unbounded BSP \stripes" associated to (d ; 1)-faces.
Both the conversion algorithms seems to be e cient a n d n umerically stable, since they rely on the spatial index given by the BSP tree without using any topological stu , that often constitutes the main bottleneck of most geometric algorithms and data structures. 
