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Анотація 
В бакалаврському дипломному проекті реалізовано систему для 
створення та редагування слайдерів, з можливістю відображення об'ємних 
моделей.  
Система дозволяє:  
• Створювати слайдери 
• Редагувати контент слайдів 
• Редагувати вигляд слайдів 
• Завантажувати та відображати об’ємні моделі 
• Експортувати готовий код для подальшого використання на веб-
сторінках 
• Експортувати конфігурацію створеного слайдера 
• Імпортувати конфігурацію слайдера 
Програмна частина складається з серверної частини, та клієнтської 


















В бакалаврском дипломном проекте реализована система для создания 
и редактирования слайдеров, с возможностью отображения объемных 
моделей. 
Система позволяет:  
• Создавать слайдеры  
• Редактировать контент слайдов  
• Редактировать вид слайдов 
• Загружать и отображать объемные модели 
• Экспортировать готовый код для дальнейшего использования на 
веб-страницах 
• Экспортировать конфигурацию созданного слайдера 
• Импортировать конфигурацию слайдера 
Программная часть состоит из серверной части и клиентской части, 


















The bachelor's degree project implements a system for creating and editing 
sliders, with the ability to display three-dimensional models. 
The system allows:  
• Create sliders 
• Edit slides content 
• Edit the appearance of slides 
• Upload and display 3D models 
• Export ready-made code for further use on web pages 
• Export the configuration of the created slider 
• Import slider configuration 
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НАЙМЕНУВАННЯ ТА СФЕРА ЗАСТОСУВАННЯ 
 
Технічне завдання розроблено для написання дипломної роботи на 
тему «Програма для створення слайдерів, призначених для використання у веб 
аплікаціях».  Область застосування: система підходить для масового 
користування окремими особами. 
 
ОСНОВА ДЛЯ РОЗРОБКИ 
 
Основою для розробки є завдання на виконання роботи кваліфікаційно-
освітнього рівня «бакалавр програмної інженерії», що затверджено кафедрою 
обчислювальної техніки Національного Технічного Університету України 
«Київського Політехнічного Інституту ім. Ігоря Сікорського». 
 
МЕТА ТА ПРИЗНАЧЕННЯ РОЗРОБКИ 
 
Метою роботи є розробка програми для створення слайдерів, 
призначених для використання у веб аплікаціях. Призначення розробки: 





Джерелами розробки є науково-технічна література зі розробки веб-
застосунків на мові JavaScript, документація фреймворку React.js, а також 
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ТЕХНІЧНІ ВИМОГИ 
Вимоги до продукту, що розробляється 
• Швидкість взаємодії між сервером та клієнтом. 
• Високий ступінь надійності системи. 
• Зручність у використані програмного забезпечення користувачем. 
• Правильна робота системи при некоректних вхідних даних. 
• Повна та змістовна документація системи. 
Вимоги до програмного забезпечення 
• Веб-браузер: 
o Internet Explorer версії не менше 10; 
• Середовище розробки: 
o VisualStudio Code версії не менше ніж 3.5;  
 
ЕТАПИ ПРОЕКТУВАННЯ ТА РОЗРОБКИ 
 
Етап Дата 
Вивчення літератури 24.11.2019 
Складання та узгодження технічного завдання 25.12.2019 
Аналіз структури системи, яка розробляється 15.01.2020 
Розробка апаратної частини системи 15.03.2020 
Програмування апаратної частини системи 05.04.2020 
Розробка клієнтської частини системи 13.04.2020 
Тестування системи 15.04.2020 
Аналіз і виправлення помилок 25.04.2020 
Оформлення документації до дипломного проекту 05.05.2020 
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 Ми живемо в епоху технологічного прогресу, коли будь яку інформацію 
можна дізнатися не виходячи з дому. З початку двадцять першого століття, 
людство зробило прорив у сфері онлайн технологій, що дозволило зробити їх 
масовими. 
Зараз інтернетом користуються 4.5 мільярди людей, що складає більшу 
частину від загальної кількості населення планети. Якщо колись, для отримання 
потрібної інформації, потрібно було кудись телефонувати, або йти до 
бібліотеки, то зараз достатьньо лише мати доступ до всесвітньої мережі. 
В епоху інтернету, коли майже будь-яку інформацію можна знайти на 
просторах всесвітньої павутини, складно уявити компанію, яка б не мала 
власної веб сторінки. Адже це найшвидший та найпростіший спосіб для 
надання інформації  про себе. У 2020 році саме онайлн простір є основним 
каналом комукації з клієнтами. 
Оскільки інтернет розвиваеться дуже швидко та кожного дня з’являється 
сотні тисяч нових вебсайтів, пошук потрібної інформації займає все більше і 
більше часу. Якщо у 1994 році в інтернеті було лише три тисячі веб сторінок, то 
зараз їх понад 1.8 мільрдів! В зв’яку з цим перед нами постає нова проблема - 
представлення інформації в інтернеті. Адже на одній сторінці може бути тисячі 
рядків тексту, який ніяк не структурований. Це значно ускладнює пошук 
потрібної інформації для користувача, через що він витрачає свій дорогоцінний 
час, який можна було б витратити на щось більш корисне.  
Для вирішення проблеми представлення інформації на вебсторіках, та для 
спрощення сприйняття контенту користувачем, існує дуже багато моделей та 
способів її структурування. Завдяки цьому користувач витрачає набагато менше 
часу, краще засвоює інформацію, полегшує комунікацією між компаніями та 
клієнтами. Одним з найбільш розповсюджених елементів є слайдер. Ми 
можемо побачити слайдри майже на кожній веб сторінці, адже цей засіб 
вілображення інформації є дуже ефективним.  
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Саме тому, метою дипломного проекту є створення прогрмного 
забезпечення для створення та редагування слайдерів.  
Завдання полягає в створенні веб застосунку, який дозволить користувачу 
легко і швидко створити слайдер, який він зможе використати на своїй веб 
сторінці. 
Оскільки більшість людей не знають мов програмування, і ніколи не 
зустрічалися с програмним кодом, ми повинні розробити зручний інтерфейс 
для створення слайдеру, додати потрібні фунції та налаштування, розробити 
зручний механізм експорту. Оскільки технології представлення інформації в 
інтернеті розвиваються, ми додамо можливість відображення об’ємних 
об’єктів. Завдяки цьому кінцевий користувас зможе мати більш чітке 
представлення про продукт. 
Як показує досвід, слайдери є значно ефективнішим способом для 
донесення важливої інформації користувачеві. Завдяки своєму вигляду, він 
привертає значно більше уваги, ніж звичайний текст, що дозволяє збільшити 
конверсію для компаній, або спростити відображення повідомлень та новин для 
простих організацій. 
Завдяки застосунку для створення слайдерів, власник вебсайту може 
зекономити свій час на створення його власноруч, або зекономити гроші які б 
він заплатив розробнику. 
Таким чином, автоматизація процесу створення слайдерів  є досить 
важливим кроком. Адже завдяки ньому власник сайту зекономить купу часу, а 
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АНАЛІЗ ПРЕДМЕТНОЇ ОБЛАСТІ 
1.1 Огляд предметної області 
В результаті бурхливого розвитку онлайн технологій, веб-застосунки 
стають все більш і більш популярними. Ми будемо розробляти нашу програму 
саме в якості веб застосунку. Вони мають величезну кількість переваг над 
звичайними десктопними або мобільніми програмами. 
Переваги веб-застосунків: 
1. Не потрібно витрачати час на завантаження на встановлення їх на 
пристрій. Це одна з найбільш важливих переваг, оскільки для 
встановлення звичайних програм ваш пристрій повинен відповідати 
вимогам програми, коли веб дадатки можна відкривати на будь якиї 
присторях, на яких є встановлений браузер (який зазвичай йде в 
стандартному наборі операційної системи). Завдяки обробці більшості 
оперцій на сервері, процесор не навантажужується.  
2. Простота оновлення. Оскільки застосунок знаходиться на сервері, а не на 
рабочій машині користувача, юзер завжди матиме доступ до останьої 
версії програмного забезпечення. 
3. Можливість використання на більшості пристроїв. Для запуску веб 
застосунків використовується браузер, який є на більшості пристроїв, що 
робить веб додаток універсальним. 
4. Економія пам’яті. Веб застосунок зазвичай не зберігає дані та файли на 
робочій машині, він зберігає їх на сервері. 
5. Адаптивність.  
6. Легкість підтримки програмного забезпечення. 
Проте веб-застосунки мають і недоліки: 
1. Для використання потрібне підключення до інтернету. 
2. Веб-застосунки не підходять для складних програм. 
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3. Безпека даних. Оскільки усі дані зберігаються на сервері, потрібно 
запобігти отриманню доступу до них хакерам. 
З розвитком технологій, потужність пристроїв також збільшується, саме 
тому в наш час більшість людей використовують портативні пристрої(мобільні 
телефони, планшети) замість стаціонарних.  З 2009 року кількість інтернет 
трафіка з мобільниї пристроїв збільшилася с 0.9% до 55%. Тому важливо 




Рисунок 1.1 – Графік співвідношення мобільного інтернет трафіка 
 
Оскільки веб застосунки використовують HTML(HyperText Markup 
Language) розмітку, вони можуть бути легко адаптовані для  
будь яких пристроїв за допомогою CSS(Cascading Style Sheets). CSS має зручні 
медіа запити, які дозволяють змінювати інтерфейс як для великих екранів, так і 
для маленьких. 
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Завдяки можливості налаштування SEO(search engine optimization), веб 
додатки значно легше шукати. Адже користувач переважно використовує 
браузер для пошуку програм, а не вбудовані магазини з програмами. Завдяки 
SEO ми можемо підвищити позицію нашого додатку в видачі пошукових 
систем (Google, Yandex, !Yahoo). 
 
1.2 Аналіз типів веб застосунків 
Існує дві моделі веб-застосунків: 
1. Багатосторінковий (MPA - Multiple Page Application) 
2. Односторінковий (SPA - Single Page Applications) 
Багатосторінкові застосунки (MPA) - це традиційні веб-програми, які 
завантажують повністю нову сторінку та відображають її, коли користувач 
взаємодіє з веб-додатком. 
Кожен раз, коли дані змінюються, від сервера запитується нова сторінка для 
відображення у веб-браузері. Цей процес потребує часу для створення сторінок 
на сервері, надсилання їх клієнтові та відображення у браузері, що може 
вплинути на взаємодію користувача з додатком.  
 
Рисунок 1.2 – Структура багатосторінкового застосунку 
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Переваги багатосторінкових програм 
1. Добре оптимізовані під пошукові системи. 
2. Надає візуальну карту веб-програми користувачеві. 
 
Недоліки багатосторінкових додатків 
1. Порівняно складна розробка 
2. З'єднані бекенд і фронтенд 
 
Односторінкові застосунки (SPA) - веб-додатки, які складаються лише з 
однієї сторінки. Односторінкові застосунки весь вміст додатку лише на одній 
сторінці, а не направляє користувача на різні сторінки. 
SPA швидше, ніж традиційні веб-програми, оскільки вони виконують логіку в 
самому веб-браузері, а не на сервері. А після початкового завантаження 
сторінки, змінюються лише дані, а не вся розмітка, що робить додаток швидше, 
інтерфейс зручнішим, навантаження на сервер меншим. 
SPA запитує розмітку і дані, після чого відображає та оновлює сторінку. 
Це можливо завдяки фреймворкам JavaScript. Їх багато, але найпопулянішими є 
Angular.js , React.js. Односторінкові сайти забезпечують швидку та просту 
взяємодію користувача з програмою. 
Багато односторінкових застосунків використовуються щодня: Gmail, Facebook, 
GitHub.  
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Рисунок 1.3 – схема односторінкового застосунку 
 
Переваги SPA: 
1. Швидкість. Уся сторінка завантажується лише раз, а потім змінюються 
лише дані, тобто ми не завантажуємо одні й ті самі файли на кожній 
сторінці спочатку. 
2. Простота розробки.  
3. Простота налагодження. Існує багато інструментів які значно спрощують 
налагодження програми. 
4. Можна перенести на мобільні додатки шляхом повторного використання 
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1. Погано оптимізовані під пошукові системи. Але зараз вже є шляхи для 
покращення оптимізації. 
2. Доступ до односторінкових програм надається за єдиним посиланням, 
тобто потрібно зберігати стан програми щоб розгорнути на іншому 
пристрої. 
3. Вони менш безпечні порівняно з традиційними багатосторінковими 
програмами. 
 
Отже MPA більше підходить для великих сайтій та порталів, які повині 
бути добре оптимізовані під пошукові системи. SPA швидші, зручніші для 
користувача, проте погано оптимізовані для пошукових систем. 
Проаналізувавши на порівнявши види веб-застосунків, для досягнення мети 
дипломного проекту була обрана односторінкова (SPA) модель. 
 
 
1.3 Аналіз існуючих систем 
В результаті технологічного прогресу галузь розробки програмного 
забезпечення розвивається щодня. Тисячі нових програм, сайтів, онлайн 
сервісів з’являються щодня. Але не дивлячись на розвиток програмної 
інженерії, написання програм та коду ще не стало прикладною задачею, яку 
може вирішити будь хто. Для написання власної програми чи вебсайту 
потрібно витратити купу часу на вивчення мов програмування, або ж найняти 
програміста, праця якого коштує досить не дешево. 
Проте прогрес не стоїть на місці, і кожного дня з’являються нові 
програми та сервіси, які значно спрощують розробку прогрманого 
забезпечення. Ці системи дозволяють створювати власні програми не 
написавши ні рядку коду! Завдяки цьому, люди які не мають часу, або бажання 
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на вивчення мов програмування, можуть створювати свої додатки власноруч, 
не прибігаючи до домоги фахівців. 
Це торкнулося і розробки веб сторінок і додаків. Існує безліч сервісів, які 
значно спрощують розробку веб сайтів. Ці констркутори вже містять 
запрограмовані елементи, тому користувачу лише потрібно розтавити їх в 
бажаному порядку, та поміняти контент. 
Існує і багато рішень для створення слайдерів, тому розглянемо 
найпопулярніші з них, а саме : Image Slider Maker, comSlide, Slider Revolution. 
 
1.3.1 Image Slider Maker 
Image Slider Maker - один з найпростіших сервісів призначених для 
створення слайдерів. Цей застосунок має простий інтерфейс та набір базових 
опцій для налаштування слайдів.  
Він був створений в далекому 2013 році, тому технології які 
використовує застосунок є досить застарілими, а набір функцій недостатнім. 
Незаважвючи на це він добре виконує свою функцію. Цей додаток є повністю 
безкоштовним і доступний для будь кого хто має доступ до інтернету. 
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Рисунок 1.4 – інтерфейс сервісу Image Slider Maker 
 
Сервіс має достатньо переваг: 
1. Він має інтуітивний і простий інтерфейс, в якому може розібратися будь 
хто. 
2. Набір базових опцій, який дозволяє створити простий слайдер 
3. В ньому реалізована функція експорту, яка дозволяє зберегти знеровний 
код для майбутнього використання. 
Серед недоліків можна виділити: 
1. Застарілі технології.  
2. Недостатній набір опцій для налаштування тексту. 
3. Відсутність можливості додавання кнопок, які будуть перенапрвляти 
користувачів на інщі сторінки. 
4. Відсутність можливості перегляду на екранах різних розмірів. 
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1.3.2  comSlider 
comSlider - цу потужний додаток для створення слайдерів який має безліч 
налаштувань. Він дозволяє створювати слайдери які підійдуть для будь якого 
вебсайту, адже завдяки великій кількості налаштувань можна зконфігурувати 
дизайн, який буде виглядати сучасно та гармнічно. 
Цей застосунок має бібліотеку з готовими дизайнерськими рішеннями, 
що сприяє економії часу та допомогає користувачу зробити слайдер який буде 
відповідати сучасним трендам. 
comSlider має набір анімацій, які зроблять досвід клієнта більш цікавим та 
інтерактивним. 
Система має функцію авторизації, в особистому кабінеті користувач може 
переглянути збережені слайдери та редагувати їх. 
Навідміну від Image Slider Maker, comSlider є платним рішенням, за 
отримання обновлень та ліцензії на використання він бере від 24 до 499$ на рік. 
Для можливоств експорту, користувач має авторизуватися.  
 
Рисунок 1.5 – інтерфейс сервісу comSlider 
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1. Наявність бібліотеки с готовими дизайнерськими рішеннями 
2. Наявність особистого кабінету користувача, що дозволяє повернутися до 
збережених слайдерів з метою редагування 
3. Велика кількість налаштувань 
Недоліки: 
1. Отримання оновлень на платній основі 
2. Застарілий дизайн інтерфейсу 
3. Для експорту створеного слайдера потрібна реєстрація 
4. Відсутність можливості перегляду на екранах різних розмірів. 
 
1.3.3 Slider Revolution 
Slider Revolution - один з найпотужніших додатків для створення 
слайдерів. Це плагін для популярної системи керування контентом WordPress. 
Завдяки постійним оновленням і підтримці, він має безліч функцій і 
дозволяє робити слайдери будь якого формату. 
В цьому додатку реалзовна гнучка система додавання та налаштування 
елементів, завдяки реалізації drag and drop користувач може легко змінити 
позицію тексту чи кнопки перетянуши курсором миші на потрібну позицію. 
Як і comSlider, Slider Revolution має бібліотеку з понад сотнею готових 
слайдерів. Завдяки сучсним дизайнам й реалізованим в них анімаціях, які 
викликають WOW ефект у кінцевого користувача, цей веб застосунок значно 
перевершує свої конкурентів. 
Це програмне забезпечення є платним і звичайна ліцензія коштує 29$, 
проте це не заважає клієнтам, адже її завантажили вже понад 380 тисяч разів.  
В реалізації свого функціоналу, ця система викорисвує модель 
односторінкового застосунку, що робить процес взаємодії швидким та зручним. 
Також в ній присутній фунціонал для налаштування адаптивних версій 
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слайдеру, що є дуже важливим, адже зараз більшість користувачів 
переглядають веб сторінки саме с мобільних пристроїв. 
 
Рисунок 1.6 – інтерфейс сервісу Slider Revolution 
 
Окрім звичайних налаштувань, цей застосунок має розширення, які 
користувач може встановити для отримання нових типів анімацій чи нового 
функціоналу. Також в цій системі присутні засоби для оптимізації. Завдяки ним 
ми можемо відкласти завантаження зображень на сайті, що значно покращить 
швидкіть відображення сторінки для клієнта. 
Переваги: 
1. Зручний та швидкий інтерфейс 
2. Велика кількість налатшувань 
3. Гнучка система додавання та редагування елементів 
4. Можливість редагування адаптивних версій слайдеру 
5. Наявність біліотеки з готовими дизайнерськими рішеннями 
6. Наявність розширень, які додають новий функціонал 
7. Наявність великої кількості анімацій, які викликають Вау-ефект 
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8. Наявність функціоналу для оптимізації швидкості відображення слайдера 
на сторінці 
Недоліки: 
1. Оскільки система розроблена в якості плагіна для системи керування 
контентом, відсутея можливість експорту для веб сайтів які 
використовують інші системи 
2. Оновлення є платними 
 
1.4 Поставновка задачі 
1.4.1 Призначення розробки 
Запропонований програмне забезбечення призначене для створення 
елементу відображення інформації на веб сторінках під назвою слайдер. 
Завданням цього веб додатку є надати можливість створення слайдерів людям, 
які не мають досвіду у програмуванні. Завдяки цій можливості, власники 
вебсайтів можуть зекономити час та гроші на розробку з нуля. Також, завдяки 
функції для відображення об’ємних моделей, користувачі додатку зможуть 
надати більш чітке представлення про продукт своєму клієнту, або покращити 
вигляд своїх веб сторінок. 
1.4.2 Цілі та задачі розробки 
Основна мета роботи - надати людям без досвіду в програмуванні 
можливість просто та швидко створювати слайдери, що спростить комунікацію 
з кінцевим користувачем та покращить вигляд веб сторінок. 
Ціль розробки - розробити програмне забезпечення, яке має простий для 
розуміння інтерфейс, що дозволить будь кому без навичок програмування 
створювати та редагувати слайдери. 
Дана система повина бути достатньо універсальною, щоб можна було 
створювати слайдери які будуть гармонічно виглядати на сайті користувача. 
Потрібно додати достатню кількість полей для гнучкого налаштування вигляду 
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та функціоналу. Зокрема ми маємо додати поля для зміни тексту, зображень, 
розробити гнучкий механізм додавання кнопок. 
Для реалізації поставленої цілі необхідно розв’язати наступні задачі: 
1. Розробити простий та інтуітивний інтерфейс для користувача. 
2. Налаштувати сервер для збереження конфігурації та зображень. 
3. Розбробити механізм імпорту/експорту конфігурації слайдера. 
4. Розробити слайдер який буде працювати як на мобільних так і на 
стаціонарних пристроях 
5. Реалізувати функцію відображення об’ємних об’єктів 
6. Налаштувати роботу слайдера на клієнтському веб сайті 
 
1.5 Опис функціональної моделі 
Для кращого розуміння функцій застосунку, потрібно їх описати. 
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Рисунок 1.7 – Use Case діаграма застосунку 
 
В нашому випадку з системою буде взаємодіяти лише один актор - клієнт. 
Фунціональні вимоги для актора “Клієнт” наведено в таблиці 1.1. 
  
Таблиця 1.1 - Фунуціональні вимого системи    
Варіант використання Функціональні вимоги 
Створення слайду Для створення слайду потрібно 
натиснути кнопку “Додати слайд”, 
після чого перед користувачем 
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Продовження таблиці 1.1 
Варіант використання Функціональні вимоги 
Видалення слайду Для видалення слайду, користувачу 
потрібно спочтку обрати слайд зі 
списку, після чого натиснути на 
кнопку “Видалити”. 
Редагування полів слайду Для редагування полів, користувач 
повинен обрати слайд зі списку, після 
чого перед ним з’явиться інтерфейс з 
доступними для редагування полями. 
Завантаження зображень Для завантаження зображень, 
користувач має спочатку обрати слайд 
зі списку, після відкриття інтерфейсу 
редагування слайду користувач має 
натиснути на кнопку “Завантажити 
зображення”. Перед користувачем 
відкриється вікно, в якому він має 
обрати зображення з локального 
сховища, після чого воно буде 
завантажено на сервер. 
Завантаження 3д моделей Для завантаження 3д моделей, 
користувач має обрати слайд зі списку, 
після користувач має натиснути на 
кнопку “Завантажити .obj файл”. Перед 
користувачем відкриється вікно, в 
якому він має обрати файл з 
локального сховища, після чого він 
буде завантажено на сервер. 
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Продовження таблиці 1.1 
Варіант використання Функціональні вимоги 
Експорт готового коду Для того щоб отримати код слайдеру, 
користувач має натиснути на кнопку 
“Отримати код”, після чого перед 
користувачем з’явиться вікно з кодом, 
який користувач може скопіювати та 
вставити в код власного сайту. 
Збереження конфігурації в файл Для збереження конфігурації в файл, 
користувач має натиснути кнопку 
“Експорт конфігурації”, після чого 
файл буде автоматично збережений до 
локального сховища 
Завантаження конфігурації з файлу Для завантаження конфігурації 
слайдера з файлу, користувач має 
натиснути кнопку “Імпорт 
конфігурації”, після відкриття вікна 
завантаження, користувач має обрати 
файл з локального сховища, після чого 
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ВИСНОВКИ ДО РОЗДІЛУ 1 
У цьому розділі була оглянута предметна область і технології які були 
використані при реалізації дипломного проекту.  
Були проаналізовані типи застосунків, переглянуті особливості, переваги 
й недоліки кожного з них. В результаті проведеного аналізу було визначено 
який тип буде використовуватися при розробці, а саме односторінковий 
застосунок (SPA).  
В розділі 1.3 було проведено пошук та аналіз аналогів програм, які мають 
подібний функціонал. Були розглянуті їх переваги та недоліки. 
Проаналізувавши функціонал переглянутих систем, було виявлено, що не 
дивлячись на схожість можливостей з програмою яка буде реалізовуватися в 
ході дипломного проекту, жодна з них не має реалізованого рішення для 
відображення об’ємних об’єктів.  
В результаті проведеного дослідження, в розділі 1.4 були поставлені цілі 
та задачі розробки. 
Ціль розробки - розробити програмне забезпечення, яке має простий для 
розуміння інтерфейс, що дозволить будь кому без навичок програмування 
створювати та редагувати слайдери. 
Враховуючи досвід конкурентів та поставлені задачі, в розділі 1.5 були 
описані варіанти використання застосунку та сформульовані функціональні 
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МОДЕЛЮВАННЯ ТА АРХІТЕКТУРА ПРОГРАМНОГО 
ЗАБЕЗПЕЧЕННЯ 
2.1 Вибір підходів та технологій розробки 
Для розробки веб застосунку була використана мова програмування 
JavaScript. Для реалізації клієнтської частини застосунку був використаний 
один з найвідоміших front-end фреймворків ReactJS, для розмітки була 
використана мова розмітки гіпертексту HTML(HyperText Markup Language), 
для стилізації і зовнішнього вигляду були використаті каскадні таблиці 
стилів(CSS). Для реалізації серверної частини був застосований Node.js, 
зокрема веб-фреймворк Express, який надає обширний набір функцій для 
мобільних і веб-застосунків.  
 
2.1.1 JavaScript 
JavaScript - це легка, інтерпритована, об'єктно-орієнтована мова з 
функціями першого класу, найвідоміша скриптова мова для веб-сторінок, але 
також використовується у багатьох не браузерних середовищах. [1] 
JavaScript запускається на стороні клієнта і може використовуватися для 
створення та програмування поведінки веб сторінок, взалежності від 
надходження подій. 
  Ця мова може фукціонувати як процедурна, так і як об’ктно-орієнтована. 
Об’єкти можна створювати під час виконання, шляхом приєднання методів та 
властивостей чи пустих обєктів під час виконяння, навідмінно від синтаксичних 
представлень классів в компілюємих мовах, таких як C++ чи Java. [1] 
Спочатку JavaScript був створений для того, щоб робити веб-сторінки 
динамічними, оскільки він може реагувати на такі події як натиснення кнопок, 
зміну полів, і багто інших.  
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JavaScript предоставляє багато можливостей для роботи з елементами на 
веб сторінках, він дозволяє змінювати стан елементів, відсилати запроси на 
сервер, реалізовувати досить складну логіку для клієнта. 
 
2.1.2 Node.js 
Node.js - це середовище для виконання JavaScript, він побудований на базі 
JavaScript Chrome V8, який дозволяє транслювати виклики в машинний код.  
Раніше JavaScript використовувся лише в браузері, проте через те що ця мова є 
дуже потужною та легкою, розробники розширили його, що дозволило 
використовувати його на стороні сервера. 
Завдяки великій кількості фреймворків, node.js дозволяє створювати 
майже що завгодно, від простих односторінкових застосунків, до порталів зі 
складною бізнес логікою. 
 
2.1.3 HTML 
HTML(HyperText Markup Language — «мова гіпертекстової розмітки») - 
стандартизована мова розмітки документів у всесвітній павутині. [2] 
Більшість вебсайтів складаються саме з HTML розмітки. Ця мова 
інтерпритується веб браузерами, в результаті чого форматований текст 
відображається на екранах користувачів. Вона визначає вміст та структуру веб-
контента.  
Ця мова має багато можливостей: 
1. Представляти інформацію в інтернеті у форматованому вигляді 
2. Відображати медіа контент, такий як фото,відео,звуки. 
3. Завдяки ній ми можете відображати інформацію в зручному та 
зрозумілому для користувачв вигляді 
4. Створювати форми, які можуть відправлятися на сервер, завдяки чому 
можна взаємодіяти з користувачем 
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Код HTML має особливу розмітку, він складається зі спецільних елементів, 
які називаються тегами. Теги мають чіткі правила визначення, і можуть містити 
в собі контент, можуть мати атрибути. 
 
2.1.4 CSS 
CSS(Cascading Style Sheets - каскадні таблиці стилів) - це мова яка 
відповідає на візуальне представлення документів користувачу. [4] 
Ця мова використовується на кожному вебсайті й виконує дуже важливу 
функцію, завдяки ній можливо налаштовувати вигляд розмітки та елементів. 
Вона містить безліч властивостей, які дозволяють змінювати колір, позицію, 
розмір і багато іншого. Саме стилі допомагають краще доносити інформацію до 
користувача, акцентувати увагу на окремих елементах, та робити 
користувацький інтерфейс зручним для використання. 
 
2.1.5 ReactJs 
React.js -  це одна з найпопулярніших бібліотек для створення складних 
веб-додатків. Саме вона дозволяє створювати зручні та швидкі інтерфейси, що 
забезпечує максимальний комфорт для користувача. Він створений для того 
щоб надати високу швидкість, простоту та можливість масштабування додатку. 
Ця бібліотека має свої особливості: 
1. Одностороння передача даних. В компонентах створених за допомогою 
React дані передаються від батьківських елементів до дочірніх за 
допомогою атрибутів. Компонент не може напряму змінювати їх, проте 
для цього створений механізм callback функцій. 
2. Віртуальний DOM. React використовує віртуальний DOM, що дозволяє 
швидко та ефективно відстежувати зміни, які відбулися. 
3. JSX. Бібліотека використовує JSX для визначення розмітки компонентів. 
Це розширення до JavaScript, в результаті роботи програми цей код 
компілюється у виклики методів бібліотеки. [5] 
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4. Методи життєвого циклу. Ця бібліотека дозволяє відстежувати зміни та 
констролювати стан програми за допомогою цих методів, що дозволяю 
значно чіткіше керувати додатком. 
5. State. State - це javascript об’єкт, який React використовує для збереження 
стану та подій. Коли він змінюється, компонент який прив’язаний до 
нього компілюєтьмя з оновленим станом. 
 
2.1.6 Redux.js 
Redux – це бібліотека з відкритим кодом, яка виконує таку функцію, як 
керування станом застосунку. 
Зазвичай, Redux використовується з такими бібліотеками як React чи 
Angular для розробки клієнтської частини додатку. Він допомагає обєнати усю 
логіку програми, і зберігати стан застосунку, що відкриває потужні можливості, 
такі як відмінити/повторити дію і т.д. 
 
2.1.7 Three.js 
Three.js - це кроссбраузерна JavaScript бібліотека для відображення 
компютерної 3Д графіки при розробці веб додатків. [6] 
Вона має відкритий код, та дозволяє створювати пришвидшену на 
відеокарті тривимірну графіку. Ця бібліотека використовує технологію 
WebGL(Web-based Graphics Library), що дозволяє оптимізувати ресурси 
пристрою для відображення об’ємних моделей. 
 
2.1.8 Material UI 
 Material UI це набір react компонентів для створення зручних та гарних 
інтерфейсів. Він містить в собі понад сто компонентів, за допомогою яких 
можно робити інтерактивні застосунки, які будуть мати гарний вигляд, будуть 
зручними у використані. 
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2.1.9 Середовище розробки Visual Studio Code 
В якості середовища для розробки дипломного проекту був обраний 
VSCode. 
Visual Studio Code - це редактор коду розроблений компанією Microsoft. 
Це середовище розробки має усі необхідні функцій для швидкої та якісної 
розробки програмного забезбечення, зокрема веб додатків. Воно підтримує такі 
мови програмування як: JavaScript, TypeScript, Node.js. Так має можливість 
розширення базового набору мов. 
Ця програма має велику кількість корисних опцій: 
1. Вбудований термінал. Завдяки цьому користуавач не витрачає зайвий час 
на відкриття терміналу в окремому вікні, та переключення між вікнами 
операційної системи. 
2. Виділенн та підсвічування синтаксису. 
3. Можливість підключення систем котролю версій 
4. IntelliSense - функція для завершення коду, яка значно пришвидшує 
розробку програм. 
Окрім цього, це середовище має велику кількість додатків, які дозволяють 
розширити його функцонал. 
 
2.1.9 Вимоги до технічного забезпечення 
Для роботи з додатком, користувач повинен мати компютер на якому 
влаштований веб бруезер і який має підклчення до інтренету. 
 
2.2 Проектування архітектури системи 
В даному розділі описується архітектурна частина розробленої системи.  
2.2.1 Клієнт-серверна архітектура 
Завдяки динамічному розвитку мережі Інтернет, великої популярності 
набула клієнт-серверна архітектура. Її можна означити, як концепцію мережі в 
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якій основна частина логіки та ресурсів зосереджена на сервері, який 
обслуговує клієнтів.  





Основна частина логіки застосунку відбувається на сервері, адже він має 
значно більше ресурсів за клієнта. На сервері зберігаються та оброблюються 
дані отримані від клієнта та представляє зручний інтерфейс для отримання цих 
даних клієнту. Усі складні операції зосереджені саме на сервері. Клієнт 
використовує сервіси які надаються сервером. Також, зазвичай, на клієнті 
виконуються не складні операції по обробці та представлення інформації 
користувачу. Мережа є однією з найважливіших складових, адже саме вона 
забезпечує взаємодію між сервером і клієнтом. 
 У веб-додатках в якості клієнта виступає веб браузер, який отримує дані 
використовуючи протокол передачі гіпертексту (HTTP). 
 
Рисунок 2.1 – схема клієнт-серверної архітектури 
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Клієнт-серверна архітектура має свої переваги та недоліки. 
Переваги: 
1. Захищеність. Оскільки усі дані зберігаються на сервері, це дає 
можливість налаштовувати права доступу, не даючи можливість 
перегляду інформації стороннім.  
2. Централізоване збереження файлів та даних. 
3. Можливість розробки систем для різних клієнтів. Використовувати 
ресурси одного серверу можуть клієнти з різним апаратними 
платформами, операційними системами і т.д. 
4. Спрощення обслуговування програмного забезпечення. Логіка та 
представлення відокремлені, тому розроблювати та обслуговувати 
систему значно легше. 
5. Легкість масштабування. Система має можливість адаптуватися під ріст 
кількості користувачів та збільшення бази даних. 
6. Гнучкість системи. 
7. Стійкість до збоїв. Збій при роботі клієнта не впливає на цілісність і їх 
доступність для інших клієнтів. 
Недоліки: 
1. Збій або некоректна робота сервера може зробити програму недоступною 
для усіх клієнтів. 
2. Дороге технічне забезпечення. 
3. Складність підтримки. Зазвичай потрібен системний адміністратор який 
буде слідкувати за роботою сервера.  
Враховуючи усі переваги та недоліки, саме ця клієнт-серверна архітектура 
була використана при розробці дипломного проекту. 
 
 ІАЛЦ.467800.003 ПЗ 
 
 
Арк. № докум. Підпис Дата 
Арк. 
31 Змн. 
2.2.2  Основи шаблону проектування MVC 
Звичайна HTML сторінка не може реагувати на дії користувача, він може 
лише переглядати інформацію. Для взаємодії сторінки зазвичай 
використовується JavaScript, який дозволяє відстежувати дії користувача та 
реагувати на них.  
Сучасні веб додатки динамічні, тобто вони реагують на дії користувача, 
опрацьовують його запити й показують результат.  
Для створення інтерактивних веб застосунків зазвичай використовується 
архітектурний шаблон MVC. 
MVC (Model, View, Controller) – це шаблон проектування, який розділяє дані 
застосунку, інтерфейс користувача та логіку на три окремих компонента: 
1) Модель – відповідає за дані і структуру застосунку. 
2) Представлення – відповідає за представлення даних і взаємодію 
користувача з ним. 
3) Контролер – відповідає за взаємодію моделі і представлення. Цей 
компонент визначає, як система реагує на дію користувача. 
Додатки на базі MVC охоплюють майже усі сфери, і можна сказати вона 
стала обов’язковою для використання при розробці сучасного веб-застосунку. 
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Рисунок 2.2 – схема шаблону проектування MVC 
 
Ця архітектура має свої переваги та недоліки. 
Переваги: 
1. Єдина концепція системи. Найголовнішою перевагою є єдина глобальна 
архітектура системи. Навіть в складних застосунках розробник може 
легко орієнтуватися в програмних блоках. Наприклад, якщо помилка 
сталася при обробці даних, можна одразу відкинути два блоки програми і 
шукати помилку в компоненті контролер. 
2. Спрощення налагодження застосунку. Оскільки код тепер розподілений 
на три різні компоненти, кожен з яких виконує свою функцію, можна 
змінювати та допрацьовувати код локально. 
 
 
 ІАЛЦ.467800.003 ПЗ 
 
 




1. Необхідність використання великої кількості ресурсів. Це обгрунтовано 
тим, що три компоненти відокремлені один від одного і взаємодіють за 
допомогою передачі даних. Кожен з компонентів повинен спочатку 
отримати дані щоб продовжити роботу. 
2. Ускладнення механізму розподілення програми на модулі. Оскільки 
система складається з трьох компонентів, кожен функціональний модуль 
повинен складатися з трьох блоків. 
3. Проблема розширення функціоналу. Оскільки кожен модуль складається 
з трьох частин, недостатньо просто підкілючити один блок в програмі. Це 
трохи ускладяє розробку, проте це компенсується спрощенням процесу 
відладки. 
Для використання підходу MVC в розробленому застосунку за кожен 
компонент відповідає окрема бібліотека: 
1. Модель – Redux.js 
2. Представлення – React.js 
3. Котролер – React-Redux 
 
 
Рисунок 2.3 – схема MVC розробленого застосунку 
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2.2.3 Графічний інтерфейс користувача 
Графічний інтерфейс користувачв (GUI) – це набір засобів для взаємодії 
користувача з застосунком. [7] 
З розвитком технологій програми стають все потужнішими і 
представляють все більшу кількість інструментів для користувача, що значно 
ускладнює розуміння як використати ту чи іншу функцію застосунку. На 
вирішення цієї проблеми приходить графічний інтерфейс, завдяки ньому можна 
представити усі функції додатку у вигляді кнопок, іконок, зображень і т.д. 
Графічний інтерфейс значно спрощує взаємодію користувача з програмним 
забезпеченням, адже він не повинен писати код чи команду щоб виконати якусь 
дію, достатньо просто натиснути якусь кнопку.[8] 
Головною перевагою графічного інтерфейсу є те, що системи які 
використовують його є доступними для користувачів з будь яким рівнем знань, 
від початківців до професіоналів.  
Реалії сьогодення є такими, що користувач обирає веб застосунки саме за 
зовнішній вигляд і зручність його використання. Тому задачею дипломного 
проекту є не тільки розробити функціонал програми, але і зручний інтерфейс 
для керування додатком.[9] 
При розробці графічного інтерфейсу потрібно притримуватися таких 
критеріїв: 
1. Простота. Інтерфейс має бути простим і зрозумілим для користувачів з 
будь-яким рівнем знань, адже це сильно впливає на враження від 
продукту та на процес взаємодії з ним. 
2. Інтуїтивність. Графічний інтерфейс повинен бути таким, щоб користувач 
міг легко знайти потрібну функцію. Адже зі збільшенням інструментів 
застосунки, користуватися ним стає дедалі складніше. Тому потрібно 
розміщувати компоненти інтерфейсу так, щоб користувач не витрачав 
зайвого часу на їх пошук. 
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3. Функціональність. Не дивлячись на те що інтерфейс має бути простим, 
він повинен містити в собі усі необхідні користувачу функції.  
4. Дизайн. Графічний інтерфейс повинен мати приємний вигляд, це значно 
спростить взаємодію користувача з ним і зробить використання 
застосунку приємнішим. 
 
Для розробки графічного інтерфейсу спочатку потрібно створити схему 
розташування елементів.  
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ВИСНОВКИ ДО РОЗДІЛУ 2 
В розділі 2 були оглянуті технології, які були використані при розробці 
застосунку. Також були оглянуті архітектурні рішення та шаблони 
проектування. 
В розділі 2.1 були оглянуті використані мови програмування, бібліотеки 
та фреймворки. Основною мовою програмування є JavaScript. 
В розділі 2.2 були проаналізовані переваги та недоліки клієнт-серверної 
архітектури, яка була реалізована а ході виконання дипломної роботи. Серед 
переваг були відмічені: 
1. Захищеність.  
2. Централізоване збереження файлів та даних. 
3. Можливість розробки систем для різних клієнтів.  
4. Спрощення обслуговування програмного забезпечення.  
5. Легкість масштабування.  
6. Гнучкість системи. 
В розділі 2.2.3 була створена схема розташування елементів графічного 
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РОЗРОБКА ПРОГРАМНОЇ ЧАСТИНИ ЗАСТОСУНКУ 
3.1 Поля для налаштування слайдера 
Програма повинна мати базовий набір налаштувань слайдів, для того щоб 
користувачі мали можливість налаштовувати контент та зовнішній вигляд під 
дизайн їхніх веб-сайтів. 
Таблиця 3.1 – Перелік полів для редагування слайдера    
Назва поля Функції поля 
Висота слайдера Змінює висоту блоку в якому 
знаходиться слайдер 
Увімкнути навігацію кнопками Додає кнопки на сладері, які 
дозволяють користувачу перейти до 
обраного слайду 
Поля для налаштування позиції 
кнопок навігації 
Дозволяють перемістити кнопки для 
навігації до нижньої/верхньої частини 
по вертикалі, правої/лівої/центральної 
частини по горизонталі 
Увімкнути навігацію по стрілкам Додає кнопки у вигляді стрілок, які 
дозволяють користувачу перейти до 
наступного/попереднього слайду 
Заголовок слайду Текстове поле для зміни заголовку 
слайду 
Колір заголовку Поле яку дозволяє обрати один із 
запропонованих кольорів, або 
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Продовження таблиці 3.1 
Назва поля Функції поля 
Розмір шрифту заголовку Текстове поле яке дозволяє змінити 
розмір шрифту заголовку 
Поля для налаштування позиції 
заголовку 
Дозволяють перемістити кнопки для 
навігації до 
нижньої/верхньої/центральної 
частини по вертикалі, 
правої/лівої/центральної частини по 
горизонталі 
Текст кнопки Текстове поле, яке дозволяє змінити 
текст на кнопці 
Посилання кнопки Текстове поле, в якому можна вказати 
на посилання, по якому може перейти 
користувач, натиснувши на неї 
Колір тексту кнопки Поле яку дозволяє обрати один із 
запропонованих кольорів, або 
вписати hex код бажаного кольору 
тексту кнопки 
Колір тексту кнопки при наведенні Поле яку дозволяє обрати один із 
запропонованих кольорів, або 
вписати hex код бажаного кольору 
тексту кнопки при наведенні на неї 
курсору миші 
Колір фону кнопки Поле яку дозволяє обрати один із 
запропонованих кольорів, або 
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Продовження таблиці 3.1 
Назва поля Функції поля 
Розмір шрифту кнопки Текстове поле, яке дозволяє змінити 
розмір шрифту кнопки 
Відступи всередені кнопки Текстове поле, яке дозволяє змінти 
відступи від тексту до країв кнопки у 
пікселях 
Заокруглення форми кнопки Текстове поле, яке дозврляє змінити 
заокруглення форми кнопки у 
пікселях 
Колір фону Поле яку дозволяє обрати один із 
запропонованих кольорів, або 
вписати hex код бажаного кольору 
фону слайда 
Фонове зображення Поле для завантаження зображення, 
яке буде використане замість фону 
слайда 
Увімкнути 3Д режим Перемикач, який показує/скриває 
поля налаштування 3Д об'єкта 
3Д Об'єкт Поле для завантаження 3Д об'єкта у 
форматі .obj 
Текстура 3Д Об'єкта Поле для завантаження текстури 3Д 
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Продовження таблиці 3.1 
Назва поля Функції поля 
 Фон 3Д Об’єкта Поле для зміни кольору фону слайду 
при увімкненому 3Д режимі 





Рисунок 3.1 - Поля налаштування слайдера 
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Рисунок 3.2 - Поля налаштування кнопки 
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3.2 Користувацький інтерфейс 
 Для користувацького інтерфейса був використаний фреймворк Material Ui  
та Bootstrap. Опції груповані по елементам, що дає змогу користувачу легше 
орієнтуватися, і знаходити потрібні функції. 
 
Рисунок 3.5 - Інтерфейс застосунку 1 
Опції та меню знаходяться з правого боку інтерфейсу. Злівого боку знаходиться 
вікно перегляду слайдера, де користувач може одразу побачити внесені зміни. 
3.3.1 Механізм слайдера 
Є два мехнізми роботи слайдера: 
1. Рухати блок з усіма елементами слайдера  
 
Рисунок 3.6 – Механізм роботи слайдера 1 
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2. Рухати кожен елемент слайдера окремо  
 
Рисунок 3.7 – Механізм роботи слайдера 2 
 
Обидва способи мають свої переваги та недоліки. 
Рухати блок з усіми елементами слайдера. 
Переваги: 
1. Простіше 
2. Менше навантаження на процесор 
Недоліки: 
1. Неможливо пропустити слайд. Наприклад, щоб перейти від першого до 
третього слайду, потрібно прогортати ще другий. 
2. Труднощі при розробці анімацій. Оскільки ми рухаємо увесь блок, ми не 
можемо додати до кожного слайду окрему анімацію. 
3. Не гнучкість. 
 
Рухати кожен елемент слайдера окремо: 
Переваги: 
1. Можливість змінювати будь які слайди 
2. Можливість додавати аніміції до кожного слайду окремо 
3. Гнучкість 
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1. Потрібно рухати два блоки (кожен слайд) замість одного (блок з усіма 
слайдами) 
2. Складність розробки 
 
Другий варіант більш гнучкий, і дає більше можливостей, хоча має більше 
навантаження на процесор. Проте це навантаження невелике, тому їм можна 
знехтувати. Отже для реалізації дипломного проекту ми будемо викристовувати 
механізм 2 - Рухати кожен елемент слайдера окремо. 
 
3.3.2 Реалізація механізму слайдера 
Для реалізації обраного механізму слайдера, участь в анімації приймають 
лише два слайди: слайд який є активним зараз і слайд на який користувач хоче 
перемкнути. 
index – змінна в якій збергається індекс наступного активного слайду 
activeIndex - змінна в якій збергається індекс активного слайду 
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        console.log(this); 
        if(index != this.activeSlide){ 
            index = index<0?(this.slides.length-1):index; 
            index = index>(this.slides.length-1)?0:index; 
            let tl = new TimelineMax(); 
            console.log('changing',this.activeSlide,index); 
            if(timing){ 
                if(index>this.activeSlide){ 
                    tl.fromTo(this.slides[this.activeSlide],0,{x: 0},{x: -
this.element.width()},0) 
                    .fromTo(this.slides[index],0,{x:this.element.width()},{x:0},0); 
                } else{ 
                    tl.fromTo(this.slides[this.activeSlide],0,{x: 0},{x: 
this.element.width()},0) 
                    .fromTo(this.slides[index],0,{x:-this.element.width()},{x:0},0); 
                } 
            } else{ 
                if(index>this.activeSlide){ 
                    tl.fromTo(this.slides[this.activeSlide],{x: 0},{x: -
this.element.width()},0) 
                    .fromTo(this.slides[index],{x:this.element.width()},{x:0},0); 
                } else{ 
                    tl.fromTo(this.slides[this.activeSlide],{x: 0},{x: 
this.element.width()},0) 
                    .fromTo(this.slides[index],{x:-this.element.width()},{x:0},0); 
                } 
            } 
 
            if(this.slides[this.activeSlide].threeScene){ 
                this.slides[this.activeSlide].threeScene.stop(); 
            } 
            if(this.slides[index].threeScene){ 
                this.slides[index].threeScene.start(); 
            } 
            this.activeSlide = index; 
        } 
    } 
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Рисунок 3.8 – Алгоритм перемикання слайдів 
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3.4 Реалізація гортання слайдера за допомогою drag and drop 
Незавжди зручно гортати слайди за допомогою кнопок. Користувачі 
звикли що можна це робити за допомогою функції drag and drop також. 
Drag-and-drop (D & D, DnD, DND, в перекладі з англійської означає 
буквально тягни-і-кидай) - спосіб оперування елементами інтерфейсу в 
інтерфейсах користувача (як графічним, так і текстовим, де елементи GUI 
реалізовані за допомогою псевдографіки) за допомогою маніпулятора «миша» 
або сенсорного екрану. 
Для реалізації цього методу потрібно зрозуміти механіку його роботи.  
 
Рисунок 3.9 – Механізм роботи функції drag and drop 
 
Потрібно знайти значення пройденого шляху курсору поки кнопка миші 
була натиснута. Для цього потрібно отримати позицію курсору під час 
натиснення та позицію курсору під час відтискання кнопки миші. Пройдений 
шлях дорівнює різниці цих значень. 
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Для того щоб зрозуміти в яку сторону користувач гортнув слайд, 
потрібно перевірити, пройдений шлях більше або менше нуля, якщо більше то 
потрібно перемкнути на наступний слайд, якщо менше – на попередній. 
















3.5 Реалізація експорту слайдера 
Експорт слайдера реалізований у вигляді експорту коду, який містить в 
собі усю необхідну інформацію про слайдер, а також підключає зовнішні 




        let isDragging = false; 
        let startPositionX = 0; 
        let endPositionX = 0; 
        let that = this; 
        this.element.mousedown((event)=>{ 
            isDragging = false; 
            startPositionX = event.clientX; 
        }) 
        this.element.mousemove((event)=>{ 
            isDragging = true; 
            endPositionX = event.clientX; 
        }) 
        this.element.mouseup((event)=>{ 
            var wasDragging = isDragging; 
            isDragging = false; 
            let delta = startPositionX-endPositionX; 
            console.log(this); 
            if(delta>0 && Math.abs(delta) > this.element.width()/8){ 
                this.changeSlide(that.activeSlide+1); 
            } else if(delta<0 && Math.abs(delta) > this.element.width()/8){ 
                this.changeSlide(this.activeSlide-1); 
            } 
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Рисунок 3.10 – Інтерфейс експорту слайдера 
 
Користувач має скопіювати цей код і вставити на свою веб-сторінку. 
JavaScript код знаходиться на зовнішньому сервері та підключається в розмітці 
за допомогою тегу  
<script></script> 
 
Css код знаходиться на зовнішньому сервері та підключається в розмітці за 
допомогою тегу  
 
<link rel="stylesheet" type="text/css" href=""> 
 
3.6 Реалізація експорту конфігурації слайдера 
Конфігурація слайдера зберігається в форматі JSON. 
JSON (JavaScript Object Notation) - текстовий формат обміну даними, 
заснований на JavaScript. Як і багато інших текстових форматів, JSON легко 
читається людьми. 
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Перевагою JSON є те, що його можна легко імпортувати в код JavaScript 
за допомогою парсера, що перетворює його на звичайний об’єкт, який можна 
зберігти до змінної. 
На клієнтській частині, після натискання кнопки «Експорт конфігурації» 
відсилається запит на сервер, який вертає файл конфігурації.  






На сервері запит обробляється на у відповідь на запит відправляється 
.json файл, після чого користувач може зберегти його до локального сховища. 
 
 
3.7 Реалізація імпорту конфігурації слайдера 
  
Для імпорту конфігурації користувач має обрати файл, після чого він 
відправляється на сервер. 
 Функція  importConfig відправляє запит з інформацією про обраний файл 
на сервер. 
 
const exportConfig = async () => { 
        const res = await fetch(configDownloadUrl); 
        const blob = await res.blob(); 
        download(blob, "config.json"); 
    } 
 
app.get('/download', function(req, res){ 
    const file = './sliderConfig.json'; 
    res.download(file); 
}); 
 
const importConfig = (event) => { 
        const file = event.target.files[0]; 
        const res = fetch(configUploadUrl, { 
            method: 'POST', 
            body: file, 
            headers: { 
                'Content-Type': 'multipart/form-data' 
            } 
        }); 
} 
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На сервері запит оброблюється, та зберігає конфігурацію з файла в файл. 
 
3.8 Реалізація відображення 3Д об’єкта 
Для відображення 3Д об’єкта використовується JavaScript бібліотека під 
назвою Three.js. 
Щоб відобразити 3Д об’єкт потрібно завантажити модель об’єкта у 
форматі .obj і налаштувань матерілу у форматі .mtl . 
OBJ - це простий текстовий формат даних, який представляє тільки 3D 
геометричні об'єкти, наприклад, положення кожної вершини, текстура 
координат, пов'язані з вершиною, нормаль кожної вершини, параметри 
полігону і визначення поверхні (сторін). 
MTL - файл налаштувань матеріалу, який використовується програмами 
редагування 3D-об'єктів. Зберігається з файлами .OBJ і описує, як текстура 
застосовується до об'єктів. Включає в себе назви побітових файлів текстури, а 
також 3D-розміщення текстури. 
Спочатку потрібно створити сцену three.js. Сцени дозволяють 
налаштувати, що і де потрібно виводити. Тут ви розміщуєте предмети, світло та 
камери. 




app.post('/config-upload', (req, res) => { 
    fs.writeFile('sliderConfig.json', JSON.stringify(req.body) , 'utf8', (err, 
data)=>{ 
        if (err){ 
            console.log(err); 
        } else { 
            console.log('data saved'); 
    }}); 
    res.send(req.body); 
}); 
this.scene = new THREE.Scene(); 
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Після створення сцени потрібно налаштувати камеру і світло. 
Камера відповідає за кут огляду, глибину, точку фокусу. Завдяки камері 
користувач може переміщатися у тривімірному просторі сцени. Для створення 
three.js камери потрібно створити об’єкт класу THREE.PerspectiveCamera. 
 
 Змінюючи властивість position, можна рухати камеру, тим самим прижати 
чи віддаляти об’єкт. 
В Three.js є декілька типів світла: 
1. AmbientLight – розсіяне світло 
2. PointLight – точкове світло 
3. DirectionalLight – напрямлене світло 
4. SpotLight – обмежене точкове світло 
5. RectAreaLight – світло напрямлене на область прямокутної форми 
В розроблені програмі використувються два типи світла: 
1. AmbientLight - розсіяне світло, для підсвічування усієї сцени 
2. PointLight – для підсвічування об’єкту, щоб було видно текстуру 
 
 
Для додавання об’єкта на сцену потрібно завантажити додаткові файли 
використовуючи об’єкти класу MTLLoader  та OBJLoader: 
this.camera = new THREE.PerspectiveCamera(45, this.width / this.height, 1, 5000); 
this.camera.position.z = 3500; 
this.ambientLight = new THREE.AmbientLight(0xffffff, 1); 
this.scene.add(this.ambientLight); 
this.pointLight = new THREE.PointLight(0xffffff, 0.4); 
this.camera.add(this.pointLight); 
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OrbitControls дозволяє обертати камеру навколо  об’єкта, що робить можливим 
користувачу побачити об’єкт з усіх сторін: 
 
Для використання класу akSliderThree потрібно створити об’єкт, передавши в 
якості параметрів посилання на .obj та .mtl файли: 
 
3.9 Реалізація взаємодії клієнта та сервера 
Конфігурацію слайдера потрібно зберігати, для того щоб перезавантаживши 
сторінку процес створення слайдера не запропастився. На клієнті конфігурація 
слайдера зберігається в змінних slides і sliderOptions. 
 




            .setPath(this.mtlPath) 
            .load(this.mtlFilename, function (materials) { 
                materials.preload(); 
                new OBJLoader(manager) 
                    .setMaterials(materials) 
                    .setPath(objPath) 
                     .load(objFilename, function (object) { 
                        object.position.y = -1100; 
                        scene.add(object); 
                    }, onProgress, onError); 
                }); 
this.controls = new OrbitControls(this.camera, this.renderer.domElement); 
this.slides[i].threeScene = new akSliderThree( 
                            scene, 
                            scene.data('mtl'), 
                            scene.data('obj'), 
                            scene.data('bg'), 
                            scene.data('camera') 
                            ); 
const [sliderOptions, setSliderOptions] = useState({}); 
const [slides, setSlides] = useState([]); 
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Сервер зчитує потрібну конфігурацію з файлу, на вертає клієнту: 
 
При взаємодії клієнта з застосунком, клієнт відправляє оновлену конфігурацію 
на сервер: 
 
const loadConfig = async () => { 
        const res = await fetch(configUrl); 
        const config = await res.json(); 
        setSliderOptions(config.sliderOptions); 
        setSlides(config.slides); 
    }; 
app.get(()=>{     
    fs.readFile('sliderConfig.json', 'utf8', (err,data)=>{ 
        if (err){ 
            console.log(err); 
        } else{ 
            res.send(data); 
        } 
    }); 
}); 
const saveSlides = async (newSlides) => { 
        setSlides(newSlides); 
        const res = await fetch(configSaveUrl, { 
            method: 'POST', 
            body: JSON.stringify({ sliderOptions: sliderOptions, slides: newSlides }), 
            headers: { 
                'Accept': 'application/json', 
                'Content-Type': 'application/json' 
            } 
        }); 
        console.log(res); 
    } 
const saveSliderOptions = async (newSliderOptions) => { 
        setSliderOptions(newSliderOptions); 
        const res = await fetch(configSaveUrl, { 
            method: 'POST', 
            body: JSON.stringify({ sliderOptions: newSliderOptions, slides: slides }), 
            headers: { 
                'Accept': 'application/json', 
                'Content-Type': 'application/json' 
            } 
        }); 
        console.log(res); 
} 
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app.post('/config-save', (req, res) => { 
    fs.writeFile('sliderConfig.json', JSON.stringify(req.body) , 'utf8', 
(err, data)=>{ 
        if (err){ 
            console.log(err); 
        } else { 
            console.log('data saved'); 
    }}); 
    res.send(req.body); 
}); 
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ВИСНОВКИ ДО РОЗДІЛУ 3 
 В даному розділі було виконано реалізацію програмної частини 
застосунку. Проведено огляд налаштувань системи, описана реалізація  
основних функцій системи. Були надані основні відомості про компоненти 
бібліотеки  Three.js, та описано реалізацію відображення 3Д моделей на 
слайдері. Був розроблений та наведений опис інтерфейсу користувача. 
В розділі 3.3 описано та проаналізовані переваги та недоліки різних 
варіантів реалізацій механізму слайдера на основі чого був реалізований другий 
метод. 
 В розділі 3.9 описана реалізація взаємодії клієнта та сервера, також 
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АНАЛІЗ ТА ТЕСТУВАННЯ РОЗРОБЛЕНОЇ СИСТЕМИ 
В даному розділі проводиться аналіз та тестування розробленої системи 
для перевірки вірності її роботи. Описується поведінка користувача при роботі 
з розробленим застосунком. Наведена інструкція для взаємодії з різними 
функціями застосунку. 
4.1 Початок роботи з веб-додатком 
Даний застосунок можна використовувати на будь-яких пристроях які 
мають встановлений браузер та доступ до інтернету. Для початку роботи 
потрібно перейти за певним посиланням у веб браузері. 
4.2 Створення слайдера 
Після запуску додатку перед користувачем з’являється інтерфейс застосунку. 
 
Рисунок 4.1 – Інтерфейс застосунку 
Якщо користувач вперше відвідує систему, він має можливість створити 
новий слайдер або імпортувати конфігурацію. 
Для імпорту конфігурації, потрібно натиснути на кнопку «Імпорт», після 
чого з’явиться поле для завантаження конфігурації з локального сховища. 
 
Рисунок 4.2 – Поле для імпорту конфігурації 
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Якщо користувач не має готової конфігурації, для початку роботи він 
повинен створити слайди, та налаштувати їх. Для створення слайду потрібно 
натиснути кнопку «+». 
 
Рисунок 4.3 – Кнопка для створення слайду 
4.3 Налаштування контенту і зовнішнього вигляду слайду 
 Після створення слайду або імпорту конфігурації, перед користувачем 
з’являється панель с налаштуваннями слайду. 
 
Рисунок 4.4 – Панель налаштування слайду 
Для налаштування елементів користувач має натиснути на бажаний 
елемент, після чого з’являться поля для його налаштування.  
 
Рисунок 4.5 – Поля налаштування заголовку слайду 
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Налаштування слайду автоматично зберігаються на сервері. 
4.4 Завантаження 3Д моделі 
 Для завантаження 3Д моделі, користувачу потрібно відкрити секцію «3Д 
Об’єкт» та натиснути на перемикач «Увімкнути 3Д режим». 
 
Рисунок 4.5 – Поля налаштування 3Д об’єкта 
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4.5 Експорт слайдера 
 Для експорту слайдера, користувач має натиснути кнопку «Експорт» у 
верхньому лівому кутку інтерфейса, після чого відкриється вікно з кодом, який 
користувач має скопіювати та вставити до свого вебсайту. 
 
Рисунок 4.7 –Вікно експорту слайдера 
 
4.6 Експорт конфігурації слайдера 
 Для експорту конфігурації слайдера, користувач має натиснути кнопку 
«Експорт налаштувань», після чого перед ним відкриється вікно для обрання 
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 ВИСНОВКИ ДО РОЗДІЛУ 4 
В даному розділі наведена інструкція для взаємодії з різними функціями 
застосунку. Вона показує послідовність виконання дій користувачем при роботі 
зі створеним додатком. Були протестовані функції системи, в результаті чого 
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 В диплому проекті було досліджено важливість представлення та 
структуризації інформації в інтернеті. Була досліджена проблема написання 
програмного коду для людей які не мають професійних знань в сфері 
інформаційних технологій. Були проаналізовані системи які допомагають 
створювати елемент представлення даних - слайдер. 
 В ході виконання проекту було розроблено систему для створення та 
редагування слайдерів, з подальшою можливістю експорту коду для 
використання на веб-сайтах користувачів.   
 Для зручного доступу до системи був створений веб застосунок, який 
можна використовувати на будь-яких пристроях, які мають встановлений 
браузер та доступ до інтернету. Розроблений додаток дозволяє створювати та 
редагувати слайдери, а також можливість відображати об’ємні моделі. Для 
зручності використання був спроектований зручний та швидкий 
користувацький інтерфейс, який буде зрозумілий для усіх користувачів. В 
додатку реалізована функція експорту програмного коду, завдяки якій, 
користувач може використовувати створений слайдер на власному веб-сайті. 
Також було написано інструкцію користувача, яка демонструє усі можливості 
додатку. 
 В ході виконання дипломної роботи була досягнута поставлена мета та 
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1. Что такое JavaScript [Електронний ресурс] – Режим доступу: 
https://developer.mozilla.org/ru/docs/Web/JavaScript/О_JavaScript 
2. HTML [Електронний ресурс] – Режим доступу: 
https://ru.wikipedia.org/wiki/HTML 
3. Что такое CSS [Електронний ресурс] – Режим доступу:  
https://developer.mozilla.org/ru/docs/Web/Guide/CSS/Getting_started/What_is
_CSS  
4. React.Js [Електронний ресурс] – Режим доступу:  
https://uk.wikipedia.org/wiki/React  
5. Thee,Js [Електронний ресурс] – Режим доступу:  
https://uk.wikipedia.org/wiki/React  
6. Документація  ReactJs [Електронний ресурс] – Режим доступу:  
https://learn.javascript.ru/screencast/react  
7. Графический интерфейс [Електронний ресурс] – Режим доступу:  
https://ru.wikipedia.org/wiki/Графический_интерфейс_пользователя 
8. Что такое графический интерфейс [Електронний ресурс] – Режим 
доступу: 
http://juice-health.ru/computers/825-gui 
9.  Правила разроботки графического интерфейса [Електронний ресурс] – 
Режим доступу:  
https://novainfo.ru/article/4645 
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const express = require('express'); 
const MongoClient = require('mongodb').MongoClient; 
const db = require('./config/db'); 
const bodyParser = require('body-parser'); 
const { default: corsPrefetch } = require('cors-prefetch-middleware'); 
const { default: imagesUpload } = require('images-upload-middleware'); 
const { readdir } = require('fs').promises; 
const fs = require('fs'); 
const fileUpload = require('express-fileupload'); 
 
const multer = require('multer') 
const cors = require('cors'); 
 
const app = express(); 
app.use(bodyParser.urlencoded({ extended: true })); 
app.use(bodyParser.json()); 







app.post('/images', (req, res) => { 




    './static/multipleFiles', 
    'http://localhost:3333/static/multipleFiles', 
    true 
)); 
 
app.get('/names', async(req, res) => { 
    let files = await readdir('./public'); 
    files = files.map(f => 'http://localhost:3333/public/' + f); 




















app.get('/config', async(req, res) => { 
     
    fs.readFile('sliderConfig.json', 'utf8', (err,data)=>{ 
        if (err){ 
            console.log(err); 
        } else{ 
            res.send(data); 
        } 
    }); 
}); 
 
app.get('/download', function(req, res){ 
    const file = './sliderConfig.json'; 




app.post('/config-save', (req, res) => { 
    fs.writeFile('sliderConfig.json', JSON.stringify(req.body) , 'utf8', (err, 
data)=>{ 
        if (err){ 
            console.log(err); 
        } else { 
            console.log('data saved'); 
    }}); 




app.post('/config-upload', (req, res) => { 
    fs.writeFile('sliderConfig.json', JSON.stringify(req.body) , 'utf8', (err, 
data)=>{ 
        if (err){ 
            console.log(err); 
        } else { 
            console.log('data saved'); 
    }}); 




const storage = multer.diskStorage({ 
    destination: function (req, file, cb) { 
    cb(null, 'public') 
  }, 
  filename: function (req, file, cb) { 
    cb(null, Date.now() + '-' +file.originalname ) 
  } 
}) 
 
const  upload = multer({ storage: storage }).single('file') 
 
  






app.post('/upload',function(req, res) { 
      
    upload(req, res, function (err) { 
           if (err instanceof multer.MulterError) { 
               return res.status(500).json(err) 
           } else if (err) { 
               return res.status(500).json(err) 
           } 
      return res.status(200).send(req.file) 
 






app.options('*',(req, res) => { 
    res.set('Access-Control-Allow-Origin', '*' ); 
    res.send({ 'Access-Control-Allow-Origin': '*' }); 
}); 
 
app.listen(port, () => { 




import SliderEditor from './SliderEditor' 
import SlideEditor from './SlideEditor/SlideEditor'; 
import SliderList from './SliderList' 
import SliderOutput from './SliderOutput/SliderOutput'; 
import SliderOutputExport from './SliderOutputExport'; 
 
const filesUrl = "http://localhost:3333/names"; 
const configUrl = "http://localhost:3333/config"; 
const configDownloadUrl = "http://localhost:3333/download"; 
const configSaveUrl = "http://localhost:3333/config-save"; 
const configUploadUrl = "http://localhost:3333/config-upload"; 
const SliderApp = (props) => { 
    const [sliderOptions, setSliderOptions] = useState({}); 
    const [slides, setSlides] = useState([]); 
    const [pictures, setPictures] = useState([]); 
    const [importActive, setImportActive] = useState(false); 
    const [slideActive, setSlideActive] = useState(0); 
    const [exportPopup, setExportPopup] = useState(false); 
    const handleClickOpen = () => { 
        setExportPopup(true); 
    }; 
    const handleClose = () => { 
        setExportPopup(false); 
 
  





    }; 
 
    const loadFiles = async () => { 
        const res = await fetch(filesUrl); 
        const files = await res.json(); 
        setPictures(files); 
    }; 
 
    const loadConfig = async () => { 
        const res = await fetch(configUrl); 
        const config = await res.json(); 
        setSliderOptions(config.sliderOptions); 
        setSlides(config.slides); 
    }; 
 
    const saveSlides = async (newSlides) => { 
        setSlides(newSlides); 
        const res = await fetch(configSaveUrl, { 
            method: 'POST', 
            body: JSON.stringify({ sliderOptions: sliderOptions, slides: newSlides }), 
            headers: { 
                'Accept': 'application/json', 
                'Content-Type': 'application/json' 
            } 
        }); 
        console.log(res); 
    } 
    const saveSliderOptions = async (newSliderOptions) => { 
        setSliderOptions(newSliderOptions); 
        const res = await fetch(configSaveUrl, { 
            method: 'POST', 
            body: JSON.stringify({ sliderOptions: newSliderOptions, slides: slides }), 
            headers: { 
                'Accept': 'application/json', 
                'Content-Type': 'application/json' 
            } 
        }); 
        console.log(res); 
    } 
 
    const exportConfig = async () => { 
        const res = await fetch(configDownloadUrl); 
        const blob = await res.blob(); 
        download(blob, "config.json"); 
    } 
 
    const importConfig = (event) => { 
        const file = event.target.files[0]; 
        const res = fetch(configUploadUrl, { 
            method: 'POST', 
            body: file, 
            headers: { 
                'Content-Type': 'multipart/form-data' 
 
  





            } 
        }); 
    } 
 
    useEffect(() => { 
        //loadFiles(); 
        loadConfig(); 
    }, []); 
 
    return ( 
        <div className="row"> 
            <div className="sliderAppInterface col-lg-3"> 
                <div style={{ padding: '20px' }}> 
                    <Button onClick={()=>setImportActive(!importActive)} 
color="primary" style={{ marginRight: "20px" }}>Імпорт</Button> 
                    <form className="my-2" style={{display: 
importActive?'block':'none'}}> 
                        <input type="file" name="fileImport"  /> 
                        <Button variant="contained">Завантажити</Button> 
                    </form> 
                    <Button onClick={() => { handleClickOpen() }} color="secondary" 
style={{ marginRight: "20px" }}>Експорт</Button> 
                    <Dialog onClose={handleClose} aria-labelledby="customized-dialog-
title" open={exportPopup}> 
                        <DialogTitle id="customized-dialog-title" 
onClose={handleClose}> 
                            Експорт коду 
                        </DialogTitle> 
                        <DialogContent dividers> 
                            <SliderOutputExport options={sliderOptions} 
slides={slides} slideActive={slideActive}/> 
                        </DialogContent> 
                    </Dialog> 
                    <Button onClick={() => { exportConfig(); }} color="secondary" 
style={{ marginRight: "20px" }}>Експорт налаштувань</Button> 
                    <Tooltip title="Add slide" aria-label="add" onClick={() => 
saveSlides([...slides, { title: "Slide Title" }])}> 
                        <Fab color="primary" > 
                            <AddIcon /> 
                        </Fab> 
                    </Tooltip> 
                </div> 
                <SliderEditor options={sliderOptions} 
setSliderOptions={saveSliderOptions} /> 
                <SlideEditor slides={slides} setSlides={saveSlides} 
slideActive={slideActive} setSlideActive={setSlideActive} /> 
            </div> 
            <div className="sliderAppOutput col-lg-9"> 
                <SliderOutput options={sliderOptions} slides={slides} 
slideActive={slideActive} /> 
            </div> 
        </div> 
 
  









export default SliderApp; 
 
SliderEditor.js 
import React, { useState } from 'react' 
 
import { makeStyles } from '@material-ui/core/styles'; 
import ExpansionPanel from '@material-ui/core/ExpansionPanel'; 
import ExpansionPanelSummary from '@material-ui/core/ExpansionPanelSummary'; 
import ExpansionPanelDetails from '@material-ui/core/ExpansionPanelDetails'; 
import Typography from '@material-ui/core/Typography'; 
import ExpandMoreIcon from '@material-ui/icons/ExpandMore'; 
import IconButton from '@material-ui/core/IconButton'; 
import FormControlLabel from '@material-ui/core/FormControlLabel'; 
import Switch from '@material-ui/core/Switch'; 
import Grid from '@material-ui/core/Grid'; 
import ToggleButton from '@material-ui/lab/ToggleButton'; 
import ToggleButtonGroup from '@material-ui/lab/ToggleButtonGroup'; 
import TextField from '@material-ui/core/TextField'; 
import InputAdornment from '@material-ui/core/InputAdornment'; 
 
import FormatAlignLeftIcon from '@material-ui/icons/FormatAlignLeft'; 
import FormatAlignCenterIcon from '@material-ui/icons/FormatAlignCenter'; 
import FormatAlignRightIcon from '@material-ui/icons/FormatAlignRight'; 
import FormatAlignJustifyIcon from '@material-ui/icons/FormatAlignJustify'; 
import VerticalAlignBottomOutlinedIcon from '@material-
ui/icons/VerticalAlignBottomOutlined'; 
import VerticalAlignCenterOutlinedIcon from '@material-
ui/icons/VerticalAlignCenterOutlined'; 
import VerticalAlignTopOutlinedIcon from '@material-
ui/icons/VerticalAlignTopOutlined'; 
 
const SliderEditor = (props) => { 
    const updateSliderOptions = (name,value)=>{ 
        const newOptions = Object.assign({}, props.options); 
        newOptions[name] = value; 
        props.setSliderOptions(newOptions); 
    } 
 
    const useStyles = makeStyles((theme) => ({ 
        root: { 
            width: '100%', 
        }, 
        heading: { 
            fontSize: theme.typography.pxToRem(15), 
            fontWeight: theme.typography.fontWeightRegular, 
        }, 
    })); 
 
  






    const classes = useStyles(); 
 
    return ( 
        <div className="sliderEditor"> 
            <div className={classes.root}> 
                <ExpansionPanel> 
                    <ExpansionPanelSummary 
                    expandIcon={<ExpandMoreIcon />} 
                    aria-controls="panel1a-content" 
                    id="panel1a-header" 
                    > 
                    <Typography className={classes.heading}>Налаштування 
слайдера</Typography> 
                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails> 
                        <TextField 
                            label="Висота слайдера" 
                            
onChange={(event)=>{updateSliderOptions('sliderHeight',event.target.value)}} 
                            InputProps={{ 
                                endAdornment: <InputAdornment 
position="end">%</InputAdornment>, 
                            }} 
                            variant="filled" 
                        /> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
                <ExpansionPanel> 
                    <ExpansionPanelSummary 
                    expandIcon={<ExpandMoreIcon />} 
                    aria-controls="panel2a-content" 
                    id="panel2a-header" 
                    > 
                    <Typography className={classes.heading}>Налаштування навігації 
слайдера</Typography> 
                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails style={{display:'block'}}> 
                        <FormControlLabel 
                            control={ 
                            <Switch 
                                checked={props.options.enableDots} 
                                onChange={(event)=>{ 
                                    
updateSliderOptions('enableDots',event.target.checked) 
                                }} 
                                name="enableDots" 
                                color="primary" 
                            /> 
                            } 
                            label="Увімкнути навігацію по кнопкам" 
                            style={{width:"100%",marginLeft:'5px',marginTop:'30px'}} 
                        /> 
 
  





                        <Grid item xs={12} spacing={3} 
style={props.options.enableDots?{}:{display:'none'}}> 
                            <Grid item xs={12} spacing={3}> 
                                <div class="mb-3"> 
                                    <ToggleButtonGroup 
                                    value={props.options.dotsPositionX} 
                                    exclusive 
                                    onChange={(event, newAlignment) => 
{updateSliderOptions('dotsPositionX',newAlignment)}} 
                                    aria-label="text alignment" 
                                    > 
                                        <ToggleButton value="left" aria-label="left 
aligned"> 
                                            <FormatAlignLeftIcon /> 
                                        </ToggleButton> 
                                        <ToggleButton value="center" aria-
label="centered"> 
                                            <FormatAlignCenterIcon /> 
                                        </ToggleButton> 
                                        <ToggleButton value="right" aria-label="right 
aligned"> 
                                            <FormatAlignRightIcon /> 
                                        </ToggleButton> 
                                    </ToggleButtonGroup> 
                                </div> 
                                <div class="mb-3"> 
                                    <ToggleButtonGroup 
                                    
value={props.options.dotsPositionY?props.options.dotsPositionY:''} 
                                    exclusive 
                                    onChange={(event, newAlignment) => 
{updateSliderOptions('dotsPositionY',newAlignment)}} 
                                    aria-label="text alignment" 
                                    > 
                                        <ToggleButton value="top" aria-label="left 
aligned"> 
                                            <VerticalAlignTopOutlinedIcon /> 
                                        </ToggleButton> 
                                        <ToggleButton value="bottom" aria-label="right 
aligned"> 
                                            <VerticalAlignBottomOutlinedIcon /> 
                                        </ToggleButton> 
                                    </ToggleButtonGroup> 
                                </div> 
                            </Grid> 
                        </Grid> 
                        <FormControlLabel 
                            control={ 
                            <Switch 
                                checked={props.options.enableArrows} 
                                onChange={(event)=>{ 









                                }} 
                                name="enableArrows" 
                                color="primary" 
                            /> 
                            } 
                            label="Увімкнути навігацію по стрілкам" 
                            style={{width:"100%",marginLeft:'5px',marginTop:'30px'}} 
                        /> 
                        <Grid item xs={12} spacing={3} 
style={props.options.enableArrows?{}:{display:'none'}}> 
                            <Grid item xs={12} spacing={3}> 
                                 
                            </Grid> 
                        </Grid> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
            </div> 
        </div> 




export default SliderEditor 
 
SliderList.js 
import React, { useState } from 'react' 
import SliderItem from './SliderItem' 
 
const SliderList = (props) => { 
    return ( 
        <ul className="sliderList"> 
            {props.slides.map((slide,i)=><li key={i}><SliderItem 
title={slide.title}/></li>)} 
        </ul> 




export default SliderList 
 
SlideEditor.js 
import React, { useState } from 'react' 
 
import { makeStyles } from '@material-ui/core/styles'; 
import AppBar from '@material-ui/core/AppBar'; 
import Tabs from '@material-ui/core/Tabs'; 
import Tab from '@material-ui/core/Tab'; 
import Typography from '@material-ui/core/Typography'; 
import Box from '@material-ui/core/Box'; 
 
  






import SlideEditorOptions from './SlideEditorOptions/SlideEditorOptions' 
 
const SlideEditor = (props) => { 
    const updateSlideOptions = (index,options)=>{ 
        const newSlides = [...props.slides]; 
        newSlides[index] = options; 
        props.setSlides(newSlides); 
    } 
 
    const removeSlide = (index)=>{ 
        const newSlides = [...props.slides]; 
        newSlides.splice(index,1); 
        props.setSlides(newSlides); 
    } 
 
 
    function TabPanel(props) { 
        const { children, value, index, ...other } = props; 
       
        return ( 
          <div 
            role="tabpanel" 
            hidden={value !== index} 
            id={`scrollable-auto-tabpanel-${index}`} 
            aria-labelledby={`scrollable-auto-tab-${index}`} 
            {...other} 
          > 
            {value === index && ( 
              <Box p={3}> 
                <Typography>{children}</Typography> 
              </Box> 
            )} 
          </div> 
        ); 
      } 
 
      function a11yProps(index) { 
        return { 
          id: `scrollable-auto-tab-${index}`, 
          'aria-controls': `scrollable-auto-tabpanel-${index}`, 
        }; 
      } 
       
      const useStyles = makeStyles((theme) => ({ 
        root: { 
          flexGrow: 1, 
          width: '100%', 
          backgroundColor: theme.palette.background.paper, 
        }, 
 
  





      })); 
 
      const classes = useStyles(); 
      const [value, setValue] = React.useState(0); 
     
      const handleChange = (event, newValue) => { 
        setValue(newValue); 
      }; 
 
  return ( 
        <div className="slideEditor"> 
 
            <AppBar position="static" color="default"> 
                <Tabs 
                value={value} 
                onChange={handleChange} 
                indicatorColor="primary" 
                textColor="primary" 
                variant="scrollable" 
                scrollButtons="auto" 
                aria-label="scrollable auto tabs example" 
                > 
                    {props.slides.map((slide,i)=>{ 
                        return <Tab key={i} label={'Слайд '+i} 
onClick={()=>props.setSlideActive(i)}/> 
                    })} 
                </Tabs> 
            </AppBar> 
             




             
        </div> 




export default SlideEditor 
 
SlideEditorOptions.js 
import React, { useState } from 'react' 
import { TwitterPicker } from 'react-color'; 
import ImagesUploader from 'react-images-uploader'; 
import FileUploader from './../../FileUploader/FileUploader'; 
import TextField from '@material-ui/core/TextField'; 
import Grid from '@material-ui/core/Grid'; 
import Button from '@material-ui/core/Button'; 
import IconButton from '@material-ui/core/IconButton'; 
import FormControlLabel from '@material-ui/core/FormControlLabel'; 
 
  





import Switch from '@material-ui/core/Switch'; 
import Collapse from '@material-ui/core/Collapse'; 
import InputAdornment from '@material-ui/core/InputAdornment'; 
import ToggleButton from '@material-ui/lab/ToggleButton'; 
import ToggleButtonGroup from '@material-ui/lab/ToggleButtonGroup'; 
import ExpansionPanel from '@material-ui/core/ExpansionPanel'; 
import ExpansionPanelSummary from '@material-ui/core/ExpansionPanelSummary'; 
import ExpansionPanelDetails from '@material-ui/core/ExpansionPanelDetails'; 
import Typography from '@material-ui/core/Typography'; 
 
import FormatAlignLeftIcon from '@material-ui/icons/FormatAlignLeft'; 
import FormatAlignCenterIcon from '@material-ui/icons/FormatAlignCenter'; 
import FormatAlignRightIcon from '@material-ui/icons/FormatAlignRight'; 
import FormatAlignJustifyIcon from '@material-ui/icons/FormatAlignJustify'; 
import VerticalAlignBottomOutlinedIcon from '@material-
ui/icons/VerticalAlignBottomOutlined'; 
import VerticalAlignCenterOutlinedIcon from '@material-
ui/icons/VerticalAlignCenterOutlined'; 
import VerticalAlignTopOutlinedIcon from '@material-
ui/icons/VerticalAlignTopOutlined'; 
import ExpandMoreIcon from '@material-ui/icons/ExpandMore'; 
 
const filesUrl = "http://localhost:3333/names"; 
 
const options = { 
    baseUrl: 'http://127.0.0.1', 
    param: { 
        fid: 0 
    } 
} 
 
const SlideEditorOptions = (props) => { 
 
    const [titleExpanded, setTitleExpanded] = React.useState(false); 
 
    if (props.slide) { 
        const saveSlide = () => { 
            props.updateSlideOptions(props.slide, props.index); 
        } 
        const removeSlide = () => { 
            props.removeSlide(props.index); 
        } 
 
        const changeOption = (name, value) => { 
            props.slide[name] = value; 
            props.updateSlideOptions(props.slide, props.index); 
        } 
 
        return ( 
            <div className="slideEditorOptions" style={{ padding: '20px' }}> 
                <ExpansionPanel style={{ width: '100%' }}> 
 
  





                    <ExpansionPanelSummary 
                        expandIcon={<ExpandMoreIcon />} 
                        aria-controls="panel1a-content" 
                        id="panel2a-header" 
                    > 
                        <Typography>Заголовок</Typography> 
                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails style={{ display: "block" }}> 
                        <TextField id="standard-basic" label="Заголовок слайду" 
value={props.slide.title} onChange={(event) => { changeOption('title', 
event.target.value) }} /> 
                        <div class="my-3"> 
                            <label>Колір заголовку</label> 
                            <TwitterPicker color={props.slide.titleColor} 
onChange={(color, event) => { changeOption('titleColor', color.hex) }} /> 
                        </div> 
                        <div class="mb-3"> 
                            <TextField 
                                label="Розмір шрифту заголовку" 
                                onChange={(event) => { changeOption('titleSize', 
event.target.value + 'px') }} 
                                InputProps={{ 
                                    endAdornment: <InputAdornment 
position="end">px</InputAdornment>, 
                                }} 
                                variant="filled" 
                                style={{width:"100%"}} 
                            /> 
                        </div> 
                        <div class="mb-3"> 
                            <ToggleButtonGroup 
                                value={props.slide.titlePositionX} 
                                exclusive 
                                onChange={(event, newAlignment) => { 
changeOption('titlePositionX', newAlignment) }} 
                                aria-label="text alignment" 
                            > 
                                <ToggleButton value="left" aria-label="left aligned"> 
                                    <FormatAlignLeftIcon /> 
                                </ToggleButton> 
                                <ToggleButton value="center" aria-label="centered"> 
                                    <FormatAlignCenterIcon /> 
                                </ToggleButton> 
                                <ToggleButton value="right" aria-label="right 
aligned"> 
                                    <FormatAlignRightIcon /> 
                                </ToggleButton> 
                            </ToggleButtonGroup> 
                        </div> 
                        <div class="mb-3"> 
                            <ToggleButtonGroup 
                                value={props.slide.titlePositionY} 
                                exclusive 
 
  





                                onChange={(event, newAlignment) => { 
changeOption('titlePositionY', newAlignment) }} 
                                aria-label="text alignment" 
                            > 
                                <ToggleButton value="flex-start" aria-label="left 
aligned"> 
                                    <VerticalAlignTopOutlinedIcon /> 
                                </ToggleButton> 
                                <ToggleButton value="center" aria-label="centered"> 
                                    <VerticalAlignCenterOutlinedIcon /> 
                                </ToggleButton> 
                                <ToggleButton value="flex-end" aria-label="right 
aligned"> 
                                    <VerticalAlignBottomOutlinedIcon /> 
                                </ToggleButton> 
                            </ToggleButtonGroup> 
                        </div> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
 
                <ExpansionPanel style={{ width: '100%' }}> 
                    <ExpansionPanelSummary 
                        expandIcon={<ExpandMoreIcon />} 
                        aria-controls="panel1a-content" 
                        id="panel1a-header" 
                    > 
                        <Typography>Кнопка</Typography> 
                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails style={{ display: "block" }}> 
                        <TextField className="my-3" style={{width:'100%'}} 
id="standard-basic" label="Заголовок кнопки" value={props.slide.buttonTitle} 
onChange={(event) => { changeOption('buttonTitle', event.target.value) }} /> 
                        <TextField className="my-3" style={{width:'100%'}} 
id="standard-basic" label="Посилання кнопки " value={props.slide.buttonLink} 
onChange={(event) => { changeOption('buttonLink', event.target.value) }} /> 
                        <div class="my-3"> 
                            <label>Колір тексту кнопки</label> 
                            <TwitterPicker color={props.slide.buttonTitleColor} 
onChange={(color, event) => { changeOption('buttonTitleColor', color.hex) }} /> 
                        </div> 
                        <div class="my-3"> 
                            <label>Колір тексту кнопки при наведенні</label> 
                            <TwitterPicker color={props.slide.buttonTitleColor} 
onChange={(color, event) => { changeOption('buttonTitleColorHover', color.hex) }} /> 
                        </div> 
                        <div class="my-3"> 
                            <label>Колір фону кнопки</label> 
                            <TwitterPicker color={props.slide.buttonBackgroundColor} 
onChange={(color, event) => { changeOption('buttonBackgroundColor', color.hex) }} /> 
                        </div> 
                        <div class="my-3"> 
                            <label>Колір фону кнопки при наведенні</label> 
 
  





                            <TwitterPicker color={props.slide.buttonBackgroundColor} 
onChange={(color, event) => { changeOption('buttonBackgroundColorHover', color.hex) }} 
/> 
                        </div> 
                        <div class="mb-3"> 
                            <TextField 
                                style={{width:'100%'}} 
                                label="Розмір шрифту кнопки" 
                                onChange={(event) => { changeOption('buttonTitleSize', 
event.target.value + 'px') }} 
                                InputProps={{ 
                                    endAdornment: <InputAdornment 
position="end">px</InputAdornment>, 
                                }} 
                                variant="filled" 
                            /> 
                        </div> 
                        <div class="mb-3"> 
                            <TextField 
                                style={{width:'100%'}} 
                                label="Відступи всередені кнопки" 
                                onChange={(event) => { changeOption('buttonPadding', 
event.target.value + 'px') }} 
                                InputProps={{ 
                                    endAdornment: <InputAdornment 
position="end">px</InputAdornment>, 
                                }} 
                                variant="filled" 
                            /> 
                        </div> 
                        <div class="mb-3"> 
                            <TextField 
                                style={{width:'100%'}} 
                                label="Заокруглення форми кнопки" 
                                onChange={(event) => { 
changeOption('buttonBorderRadius', event.target.value + 'px') }} 
                                InputProps={{ 
                                    endAdornment: <InputAdornment 
position="end">px</InputAdornment>, 
                                }} 
                                variant="filled" 
                            /> 
                        </div> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
 
                <ExpansionPanel style={{ width: '100%' }}> 
                    <ExpansionPanelSummary 
                        expandIcon={<ExpandMoreIcon />} 
                        aria-controls="panel1a-content" 
                        id="panel3a-header" 
                    > 
                        <Typography>Фон</Typography> 
 
  





                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails style={{ display: "block" }}> 
                        <Grid item xs={12} spacing={3}> 
                            <label>Колір фону</label> 
                            <TwitterPicker color={props.slide.backgroundColor} 
onChange={(color, event) => { changeOption('backgroundColor', color.hex) }} /> 
                        </Grid> 
                        <Grid item xs={12} spacing={3}> 
                            <label className="mb-3">Фонове зображення</label> 
                            <div className="fileUploader__row"> 
                                <FileUploader onChange={changeOption} 
changeProperty="backgroundImage" /> 
                                {props.slide.backgroundImage ? <img className="ml-5" 
width="50" height="50" src={props.slide.backgroundImage} /> : ''} 
                            </div> 
                        </Grid> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
 
                <ExpansionPanel style={{ width: '100%' }}> 
                    <ExpansionPanelSummary 
                        expandIcon={<ExpandMoreIcon />} 
                        aria-controls="panel1a-content" 
                        id="panel4a-header" 
                    > 
                        <Typography>3D Об'єкт</Typography> 
                    </ExpansionPanelSummary> 
                    <ExpansionPanelDetails style={{ display: "block" }}> 
                        <FormControlLabel 
                            control={ 
                                <Switch 
                                    checked={props.slide.enableThree} 
                                    onChange={(event) => { 
                                        changeOption('enableThree', 
event.target.checked) 
                                    }} 
                                    name="checkedB" 
                                    color="primary" 
                                /> 
                            } 
                            label="Увімкнути 3Д режим" 
                            style={{ marginLeft: '5px', marginTop: '30px' }} 
                        /> 
                        <Grid item xs={12} spacing={3} style={props.slide.enableThree 
? {} : { display: 'none' }}> 
                            <Grid item xs={12} spacing={3}> 
                                <label className="mb-3 mt-3">3D Об'єкт (.obj)</label> 
                                <div className="fileUploader__row"> 
                                    <FileUploader onChange={changeOption} 
changeProperty="threeObject" /> 
                                    {props.slide.threeObject ? 
<span>{props.slide.threeObject}</span> : ''} 
                                </div> 
 
  





                            </Grid> 
                            <Grid item xs={12} spacing={3}> 
                                <label className="mb-3 mt-3">Текстура 3D Об'єкта 
(.mtl)</label> 
                                <div className="fileUploader__row"> 
                                    <FileUploader onChange={changeOption} 
changeProperty="threeObjectTexture" /> 
                                    {props.slide.threeObjectTexture ? 
<span>{props.slide.threeObjectTexture}</span> : ''} 
                                </div> 
                            </Grid> 
                            <div class="my-3"> 
                                <label>Фон 3D об'єкта</label> 
                                <TwitterPicker 
color={props.slide.threeBackgroundColor} onChange={(color, event) => { 
changeOption('threeBackgroundColor', color.hex) }} /> 
                            </div> 
                            <TextField style={{width:'100%'}} id="standard-basic" 
label="Розмір об'єкта" value={props.slide.threeCamera} onChange={(event) => { 
changeOption('threeCamera', event.target.value) }} /> 
                        </Grid> 
                    </ExpansionPanelDetails> 
                </ExpansionPanel> 
 
                <div class="my-3"> 
                    <Button onClick={saveSlide}>Зберігти слайд</Button> 
                    <Button onClick={removeSlide}>Видалити слайд</Button> 
                </div> 
            </div > 
        ) 
    } 
    return ( 
        <h2>Слайд не обрано</h2> 
    ) 
} 
 
export default SlideEditorOptions 
 
SliderOutput.js 




import akSlider from './../../slider/akSlider' 
 
const SliderOutput = (props) => { 
    const slider = new akSlider(document.getElementById('akSlider')); 
    useEffect(() => { 
        slider.init(props.slides.length,props.slideActive); 









    const dotsStyle = {}; 
    if(props.options.dotsPositionY){ 
        if(props.options.dotsPositionY=="bottom"){ 
            dotsStyle.bottom = "0px"; 
            dotsStyle.top = "auto"; 
        } 
    } 
    if(props.options.dotsPositionX){ 
        if(props.options.dotsPositionX=="center"){ 
            dotsStyle.left = "50%"; 
            dotsStyle.transform = "translateX(-50%)"; 
        } 
        if(props.options.dotsPositionX=="right"){ 
            dotsStyle.right = "0px"; 
            dotsStyle.left = "auto"; 
        } 
    } 
 
    if(props.slides){ 
        return ( 
            <div id="akSlider" className="ak-slider"> 
                <ul className="ak-slider__list"> 
                    {props.slides.map((slide,index)=>{ 
                        let styles = { 
                            backgroundColor: 
slide.backgroundColor?slide.backgroundColor:'#000000', 
                            backgroundImage: 'url(${slide.backgroundImage})', 
                            alignItems: slide.titlePositionY 
                        } 
                        let buttonStyles = { 
                            color: slide.buttonTitleColor, 
                            backgroundColor: slide.buttonBackgroundColor, 
                            borderRadius: slide.buttonBorderRadius, 
                            padding: slide.buttonPadding, 
                            fontSize: slide.buttonTitleSize                            
                        } 
                        let buttonHoverStyles = { 
                            color: slide.buttonTitleColorHover, 
                            backgroundColor: slide.buttonBackgroundColorHover, 
                        } 
                        return ( 
                            <li key={index} className={'ak-slider__item ak-
slider__item-'+index} style={styles}> 
                                {slide.backgroundImage?<img className="ak-
slider__item__bg" src={slide.backgroundImage}/>:''} 
                                {(slide.threeObject&&slide.threeObjectTexture)?<div 
id="three" data-mtl={slide.threeObjectTexture} data-obj={slide.threeObject} data-
bg={slide.threeBackgroundColor} data-camera={slide.threeCamera}></div>:''} 
                                <div className="ak-slider__content" 
style={{textAlign:slide.titlePositionX,}}> 









                                    <a className="ak-slider__btn" 
href={slide.buttonLink} target="_blank" style={buttonStyles}>{slide.buttonTitle}</a> 
                                    <style> 




                                    </style> 
                                </div> 
                            </li> 
                        ) 
                    })} 
                </ul> 
                {props.options.enableArrows? 
                    <div className="ak-slider__nav"> 
                        <button id="akSliderPrev"> 
                            <svg version="1.1" id="Capa_1" 
xmlns="http://www.w3.org/2000/svg" x="0px" y="0px" 
                                viewBox="0 0 512.002 512.002" 
style={{enableBackground:"new 0 0 512.002 512.002"}}> 
                                <g> 
                                    <g> 
                                        <path d="M388.425,241.951L151.609,5.79c-7.759-
7.733-20.321-7.72-28.067,0.04c-7.74,7.759-7.72,20.328,0.04,28.067l222.72,222.105 
                                            L123.574,478.106c-7.759,7.74-7.779,20.301-
0.04,28.061c3.883,3.89,8.97,5.835,14.057,5.835c5.074,0,10.141-1.932,14.017-5.795 
                                            l236.817-236.155c3.737-3.718,5.834-
8.778,5.834-14.05S392.156,245.676,388.425,241.951z"/> 
                                    </g> 
                                </g> 
                            </svg> 
                        </button> 
                        <button id="akSliderNext"> 
                            <svg version="1.1" id="Capa_1" 
xmlns="http://www.w3.org/2000/svg"  x="0px" y="0px" 
                                viewBox="0 0 512.002 512.002" 
style={{enableBackground:"new 0 0 512.002 512.002"}} > 
                                <g> 
                                    <g> 
                                        <path d="M388.425,241.951L151.609,5.79c-7.759-
7.733-20.321-7.72-28.067,0.04c-7.74,7.759-7.72,20.328,0.04,28.067l222.72,222.105 
                                            L123.574,478.106c-7.759,7.74-7.779,20.301-
0.04,28.061c3.883,3.89,8.97,5.835,14.057,5.835c5.074,0,10.141-1.932,14.017-5.795 
                                            l236.817-236.155c3.737-3.718,5.834-
8.778,5.834-14.05S392.156,245.676,388.425,241.951z"/> 
                                    </g> 
                                </g> 
                            </svg> 
                        </button> 
                    </div> 
                    : 
                    '' 
                } 
 
  





                {props.options.enableDots? 
                    <ul className="ak-slider__dots" style={dotsStyle}> 
                        {props.slides.map((slide,index)=>{ 
                            return ( 
                                <li key={index} data-index={index} className="ak-
slider__dots__item"></li> 
                            ) 
                        })} 
                    </ul> 
                    : 
                    '' 
                } 
            </div> 
        ) 
    } 
    return ( 
        <h2>Add slides</h2> 
    ) 
} 
 
export default SliderOutput 
 
akSlider.js 
import $ from "jquery" 
import {TimelineMax} from "gsap" 





    constructor(element) { 
        this.element = $(element); 
        this.activeSlide = 0; 
        this.prevBtn = this.element.find('#akSliderPrev'); 
        this.nextBtn = this.element.find('#akSliderNext'); 
 
        this.inited = false; 
 
        //this.init(); 
    } 
    getElement(){ 
        console.log(this.element); 
    } 
    init(number,index){ 
            this.inited = true; 
            let slides = []; 
            let tl = new TimelineMax(); 
            this.element.find('.ak-slider__item').each(function(index){ 
                slides.push($(this)); 
                console.log(index); 
                if(index!=0){ 
 
  





                    tl.to($(this),0,{x: $(this).width()}) 
                } 
            }); 
            this.slides = slides; 
         
            this.initThree(); 
            this.initNav(); 
            this.initDrag(); 
    } 
    initNav(){ 
        console.log('nav inite'); 
        this.nextBtn.click(()=>{this.changeSlide(this.activeSlide+1)}); 
        this.prevBtn.click(()=>{this.changeSlide(this.activeSlide-1)}); 
 
        this.element.find('.ak-slider__dots__item').click((event)=>{ 
            let index = $(event.currentTarget).data('index'); 
            this.changeSlide(index); 
            this.element.find('.ak-slider__dots__item').removeClass('active'); 
            $(event.currentTarget).addClass('active'); 
        }); 
    } 
    initDrag(){ 
        let isDragging = false; 
        let startPositionX = 0; 
        let endPositionX = 0; 
        let that = this; 
        this.element.mousedown((event)=>{ 
            isDragging = false; 
            startPositionX = event.clientX; 
        }) 
        this.element.mousemove((event)=>{ 
            isDragging = true; 
            endPositionX = event.clientX; 
        }) 
        this.element.mouseup((event)=>{ 
            var wasDragging = isDragging; 
            isDragging = false; 
            let delta = startPositionX-endPositionX; 
            console.log(this); 
            if(delta>0 && Math.abs(delta) > this.element.width()/8){ 
                this.changeSlide(that.activeSlide+1); 
            } else if(delta<0 && Math.abs(delta) > this.element.width()/8){ 
                this.changeSlide(this.activeSlide-1); 
            } 
        }); 
    } 
    changeSlide(index,timing){ 
        console.log(this); 
        if(index != this.activeSlide){ 
            index = index<0?(this.slides.length-1):index; 
            index = index>(this.slides.length-1)?0:index; 
            let tl = new TimelineMax(); 
            console.log('changing',this.activeSlide,index); 
 
  





            if(timing){ 
                if(index>this.activeSlide){ 
                    tl.fromTo(this.slides[this.activeSlide],0,{x: 0},{x: -
this.element.width()},0) 
                    .fromTo(this.slides[index],0,{x:this.element.width()},{x:0},0); 
                } else{ 
                    tl.fromTo(this.slides[this.activeSlide],0,{x: 0},{x: 
this.element.width()},0) 
                    .fromTo(this.slides[index],0,{x:-this.element.width()},{x:0},0); 
                } 
            } else{ 
                if(index>this.activeSlide){ 
                    tl.fromTo(this.slides[this.activeSlide],{x: 0},{x: -
this.element.width()},0) 
                    .fromTo(this.slides[index],{x:this.element.width()},{x:0},0); 
                } else{ 
                    tl.fromTo(this.slides[this.activeSlide],{x: 0},{x: 
this.element.width()},0) 
                    .fromTo(this.slides[index],{x:-this.element.width()},{x:0},0); 
                } 
            } 
 
            if(this.slides[this.activeSlide].threeScene){ 
                this.slides[this.activeSlide].threeScene.stop(); 
            } 
            if(this.slides[index].threeScene){ 
                this.slides[index].threeScene.start(); 
            } 
            this.activeSlide = index; 
        } 
    } 
    initThree(){ 
        for(let i=0; i<this.slides.length; i++){ 
            if(!this.slides[i].threeScene){ 
                let scene = this.slides[i].find('#three'); 
                if(scene.length){ 
                    if(scene.data('mtl') && scene.data('obj')){ 
                        this.slides[i].threeScene = new akSliderThree( 
                            scene, 
                            scene.data('mtl'), 
                            scene.data('obj'), 
                            scene.data('bg'), 
                            scene.data('camera') 
                            ); 
                        this.slides[i].threeScene.start(); 
                    } 
                } 
            } else{ 
 
            } 
        } 











import * as THREE from 'three'; 
import { OrbitControls } from 'three/examples/jsm/controls/OrbitControls.js'; 
import { DDSLoader } from 'three/examples/jsm/loaders/DDSLoader.js'; 
import { MTLLoader } from 'three/examples/jsm/loaders/MTLLoader.js'; 
import { OBJLoader } from 'three/examples/jsm/loaders/OBJLoader.js'; 
import $ from "jquery" 
 
class akSliderThree{ 
    constructor(container, mtlUrl, objUrl, bgColor, cameraPosition) { 
        this.container = container; 
        this.width = container.width(); 
        this.height = container.height(); 
 
        this.windowHalfX = this.width / 2; 
        this.windowHalfY = this.height / 2; 
         
        this.mtlArray = mtlUrl.split('/'); 
        this.objArray = objUrl.split('/'); 
 
        this.bgColor = bgColor; 
        this.cameraPosition = cameraPosition; 
 
        var mtlFilename = this.mtlArray[this.mtlArray.length - 1]; 
        this.mtlPath = mtlUrl.replace(this.mtlFilename, ''); 
        var objFilename = this.objArray[this.objArray.length - 1]; 
        this.objPath = objUrl.replace(this.objFilename, ''); 
 
        this.active = false; 
 
        this.init(); 
        this.animate(); 
    } 
    init() { 
        this.camera = new THREE.PerspectiveCamera(45, this.width / this.height, 1, 
5000); 
        this.camera.position.z = 3500; 
 
        if(this.cameraPosition){ 
            this.camera.position.z = parseInt(this.cameraPosition); 
        } 
         
        this.scene = new THREE.Scene(); 
 
        if(this.bgColor){ 
            this.scene.background = new THREE.Color( this.bgColor ); 
        } 
 
        this.ambientLight = new THREE.AmbientLight(0xffffff, 1); 
        this.scene.add(this.ambientLight); 
 
  





        this.pointLight = new THREE.PointLight(0xffffff, 0.4); 
        this.camera.add(this.pointLight); 
        this.scene.add(this.camera); 
 
            // model 
 
        var onProgress = function (xhr) { 
            if (xhr.lengthComputable) { 
                var percentComplete = xhr.loaded / xhr.total * 100; 
                console.log(Math.round(percentComplete, 2) + '% downloaded'); 
            } 
        }; 
        var onError = function () { }; 
 
        var manager = new THREE.LoadingManager(); 
        manager.addHandler(/\.dds$/i, new DDSLoader()); 
 
        let objPath = this.objPath; 
        let objFilename = this.objFilename; 
        let scene = this.scene; 
        new MTLLoader(manager) 
            .setPath(this.mtlPath) 
            .load(this.mtlFilename, function (materials) { 
                materials.preload(); 
                new OBJLoader(manager) 
                    .setMaterials(materials) 
                    .setPath(objPath) 
                     .load(objFilename, function (object) { 
                        object.position.y = -1100; 
                        scene.add(object); 
                    }, onProgress, onError); 
                }); 
 
            // 
 
        this.renderer = new THREE.WebGLRenderer(); 
        this.renderer.setPixelRatio(window.devicePixelRatio); 
        this.renderer.setSize(this.width, this.height); 
        this.container[0].appendChild(this.renderer.domElement); 
        this.controls = new OrbitControls(this.camera, this.renderer.domElement); 
        this.controls.autoRotate = true; 
        this.controls.autoRotateSpeed = 4.0; 
        this.controls.enableZoom = false; 
 
        window.addEventListener('resize', this.onWindowResize.bind(this), false); 
    } 
 
    onWindowResize() { 
        this.windowHalfX = this.width / 2; 
        this.windowHalfY = this.height / 2; 
 
        this.camera.aspect = this.width / this.height; 
        this.camera.updateProjectionMatrix(); 
 
  






        this.renderer.setSize(this.width, this.height); 
    } 
 
    animate() { 
        if(this.active){ 
            requestAnimationFrame(this.animate.bind(this)); 
            this.render(); 
        } 
    } 
 
    render() { 
        this.controls.update(); 
        this.renderer.render(this.scene, this.camera); 
    } 
    stop(){ 
        this.active = false; 
    } 
    start(){ 
        this.active = true; 
        this.animate(); 
    } 
} 
 
export default akSliderThree 
 
