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Abstrakt
Hlavnı´m vy´stupem diplomove´ pra´ce je realizace na´stroje, umozˇnˇujı´cı´ho generovat UML
diagramyze syste´mu, ktery´ je popsa´nvevestavne´mprocesneˇ funkciona´lnı´m jazyce e-PFL.
U´kolem teˇchto diagramu˚ je zprˇehlednit a usnadnit pochopenı´ navrhovane´ho syste´mu.
Vlastnı´ na´stroj je integrova´n do sta´vajı´cı´ho prˇekladacˇe e-PFL a generuje validnı´ XMI
struktury souboru˚, ktere´ mohou by´t da´le zpracova´ny v CASE na´strojı´ch do podoby kon-
kre´tnı´ch diagramu˚. V teoreticke´ cˇa´sti jsou obecneˇ popsa´ny charakteristiky vestaveˇny´ch
syste´mu˚, mozˇnosti jejich modelova´nı´ a vyuzˇitı´ technologie UML pro tuto oblast. Soucˇa´stı´
je take´ popis samotne´ho jazyka e-PFL a standardu XMI, jakozˇto klı´cˇove´ho standardu pro
vy´meˇnu objektu˚ UML modelu˚ a metadat informacı´. Prakticka´ cˇa´st se zameˇrˇuje na na´-
vrh a realizaci vlastnı´ho na´stroje a jeho integraci s na´strojem e-PFL. Jsou zde prˇilozˇeny i
prˇı´klady pouzˇitı´ a prˇı´padova´ studie demonstrujı´cı´ funkcˇnost na konkre´tnı´ u´loze v e-PFL.
Klı´cˇova´ slova: diplomova´ pra´ce, vestaveˇne´ syste´my, UML, XMLMetadata Interchange,
XMI, vestaveˇny´ procesneˇ-funkciona´lnı´ jazyk, e-PFL, CASE na´stroje
Abstract
The aim of this thesis is the implementation of a tool which enables the generation of UML
diagrams from the system which is described in e-PFL, the embedded process-functional
language. The diagrams are to provide transparency and better understanding of the
suggested system. The tool itself is integrated into an existing compiler of the e-PFL.
It generates valid XMI structures of files which may be further processed and formed
into specific diagrams using the CASE tools. The theoretical part of the thesis describes
general characteristics of the embedded systems, their possible simulation and the usage
of the UML technology for this area. Furthermore, this part describes the e-PFL language
itself and the XMI standard as a key standard for the interchange of the UML objects of
models and metadata information by the XML. The practical part of the thesis focuses
on the plan and realization of the tool and the integration of the tool with the e-PFL
tool. Additionally, this part contains examples of usage and a case study in which the
functionality is demonstrated on a specific problem in e-PFL.
Keywords: Master’s thesis, embedded systems, UML, XMLMetadata Interchange, XMI,
embedded process-functional language, e-PFL, CASE tools
Seznam pouzˇity´ch zkratek a symbolu˚
CASE – Computer-aided Software Engineering
CMOF – Complete MOF
CWM – Common Warehouse Metamodel
DP – Diplomova´ Pra´ce
DTD – Document Type Definition
e-PFL – Embedded Process Functional Language
EMF – Eclipse Modeling Framework
EMOF – Essential MOF
FAQ – Frequently Asked Questions
HDL – Hardware Description Language
MARTE – Modeling and Analysis of Real Time and Embedded systems
MOF – Model Driven Architecture
OCL – Object Constraint Language
OMG – Object Management Group
OOP – Object-Oriented Programming
PPFL – Parallel Process Functional Language
RSA – Rational Software Architect (IBM)
RT-UML – Real-Time UML
RTOS – Real-Time Operating System
SPEM – Software Process Engineering Metamodel
SysML – Systems Modeling Language
UML – Unified Modeling Language
XMI – XML Metadata Interchange
XML – Extensible Markup Language
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Prˇedlozˇena´ diplomova´ pra´ce volneˇ navazuje na disertacˇnı´ pra´ci „Vestaveˇny´ procesneˇ
funkciona´lnı´ jazyk e-PFL“ [4], kde autor Ing. Marek Beˇha´lek, Ph.D. (ktery´ je rovneˇzˇ
vedoucı´m te´to diplomove´ pra´ce) v kapitole 7.2 shrnuje mozˇnosti dalsˇı´ho vy´zkumumimo
jine´ o vizualizaci vytva´rˇeny´ch modelu˚ v jazyce e-PFL.
Diplomova´ pra´ce si klade za cı´l v obecne´ rovineˇ sezna´mit s mozˇnostmi vyuzˇitı´ UML
pro embedded syste´myaprozkoumatneˇktere´ z dostupny´chprostrˇedku˚ proprˇenos avizu-
alizaci UMLmodelu˚. Nedı´lnou soucˇa´stı´ je take´ na´vrh a prakticka´ realizace na´stroje, ktery´
bude schopen generovat UML modely v adekva´tnı´m souborove´m forma´tu. Tyto modely
mohou by´t pozdeˇji nacˇteny a zpracova´ny na´stroji pro vizualizaci diagramu˚ (CASE tools).
Realizovany´ na´stroj bude integrova´n do e-PFL tak, aby bylo mozˇne´ automatizovaneˇ ge-
nerovat diagramy z popsane´ho vestaveˇne´ho syste´mu a zvy´sˇila se tak jeho srozumitelnost.
Vy´sledny´ na´stroj bude demostrova´n na prˇı´kladech a prˇı´padovy´ch studiı´ch ve spojenı´ s
e-PFL.
V druhe´ kapitole jsou strucˇneˇ popsa´ny souvisejı´cı´ technologie a prˇı´stupy, ktere´ je
potrˇeba zna´t k pochopenı´ a naplneˇnı´ cı´lu˚ zada´nı´ te´to diplomove´ pra´ce. Prvnı´ cˇa´st se
veˇnuje obecneˇ pojmu „vestaveˇny´ syste´m“, jeho charakteristikami a da´le pak mozˇnostmi
modelova´nı´ takovy´chto syste´mu˚. V druhe´ cˇa´sti jsou popsa´ny klı´cˇove´ vlastnosti jazyka
UML, jeho struktura, meta modelova´nı´, mozˇnosti rozsˇı´rˇenı´ (vcˇetneˇ uvedenı´ neˇktery´ch
profilu˚) a popis jednotlivy´ch hledisek vyuzˇitı´ v oblasti vestaveˇny´ch syste´mu˚. Kapitola
da´le popisuje standard XML Metadata Interchange, urcˇeny´ pro vy´meˇnu objektu˚ modelu
a metadat informacı´ pomocı´ XML. Na tomto standardu byl realizova´n vlastnı´ na´stroj,
ktery´ je hlavnı´m vy´stupem diplomove´ pra´ce. V poslednı´ cˇa´sti je strucˇneˇ popsa´n vy´znam
a vlastnosti CASE na´stroju˚.
Trˇetı´ kapitola se zameˇrˇuje na samotny´ „Vestaveˇny´ procesneˇ funkciona´lnı´ jazyk“ e-
PFL. Popisuje jeho klı´cˇove´ vlastnosti, strukturu, syntaxi a take´ souvisejı´cı´ na´stroje pro
prˇeklad a simulaci e-PFL zdrojove´ho ko´du.
Cˇtvrta´ kapitola obsahuje teoreticke´ vy´chodiska a na´stin rˇesˇene´ problematiky tak, jak
byly chronologicky rˇesˇeny. V te´to cˇa´sti je rovneˇzˇ zdu˚vodneˇn vy´beˇr prostrˇedku˚, na´stroju˚
a technologiı´ a take´ popis vhodny´ch cˇa´stı´ modelu vestavne´ho syste´mu realizovane´ho v
e-PFL, ktere´ je prˇı´nosne´ graficky zna´zornit pomocı´ UML diagramu˚.
Pa´ta´ kapitola popisuje na´vrh a realizaci vlastnı´ho na´stroje, vcˇetneˇ integrace s e-PFL.
Jsou zde i prˇı´klady konstrukce UML elementu˚, vcˇetneˇ uka´zky struktury vy´stupnı´ch
XMI souboru˚ a diagramu˚ vytvorˇeny´ch z teˇchto souboru˚. Na konci kapitoly je uvedena
prˇı´padova´ studie, kde je demonstrova´na spolupra´ce s e-PFL a to vcˇetneˇ popisu a uka´zek
generovany´ch diagramu˚.
Za´veˇrecˇna´ sˇesta´ kapitola shrnuje dosazˇene´ vy´sledky a prˇı´nos te´to diplomove´ pra´ce,
da´le definuje prˇı´padne´ mozˇnosti rozsˇı´rˇenı´ pra´ce do budoucna.
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2.1 Vestaveˇne´ syste´my obecneˇ
2.1.1 Za´kladnı´ charakteristika a vlastnosti
Vestaveˇne´ syste´my (embedded systems) [5, 24, 2] jsou pocˇı´tacˇove´ syste´my navrzˇene´ pro
vykona´va´nı´ jedne´, nebo neˇkolika vyhrazeny´ch funkcı´. Jeden ze za´kladnı´ch pozˇadavku˚
na tyto syste´my je, zˇe musı´ by´t tzv. „autonomnı´“ cˇili schopny plnit sve´ funkce bez za´sahu
cˇloveˇka v pru˚beˇhu pomeˇrneˇ dlouhe´ho cˇasove´ho intervalu. Proto je prˇi vy´voji kladen
hlavnı´ du˚raz na energetickou spotrˇebu, spolehlivost a robustnost. Autonomnı´ cˇinnost
je nezbytna´ prˇedevsˇı´m tam, kde reakce cˇloveˇka mohou by´t prˇı´lisˇ pomale´, nedostatecˇneˇ
prˇedvı´datelne´ nebo nezˇa´doucı´. Syste´my, ktere´ pracujı´ v rea´lne´m cˇase, musı´ by´t velmi
rychle´ prˇi vykona´va´nı´ dany´ch funkcı´. Embedded syste´my jsou pro uzˇivatele neviditelne´,
proto by je uzˇivatel nemeˇl povazˇovat za plnohodnotny´ pocˇı´tacˇ. Software urcˇeny´ pro
vestaveˇne´ syste´my je cˇasto oznacˇova´n jako firmware a je ulozˇen v cˇipech ROM nebo
Flash. Mezi oblasti vyuzˇitı´ patrˇı´ mimo jine´ naprˇ. mobilnı´ telefony, digita´lnı´ kamery a foto
prˇı´stroje, chytra´ doma´cı´ elektronika, syste´my pro medicı´nu, meˇrˇicı´ prˇı´stroje, arma´dnı´
syste´my, zarˇı´zenı´ v dopravnı´m a letecke´m pru˚myslu (rˇı´dı´cı´ jednotky, navigacˇnı´ zarˇı´zenı´),
telekomunikacˇnı´ a sı´t’ove´ prvky (u´strˇedny, router, switch, firewall), bankomaty atd.
2.1.2 Modelova´nı´ a vy´voj vestaveˇny´ch syste´mu˚
Na´vrh a vy´voj softwarove´ho syste´mu je komplexnı´ a pomeˇrneˇ slozˇita´ disciplı´na. Speci-
a´lneˇ u real-time a embedded syste´mu˚, ktere´ majı´ sve´ specificke´ pozˇadavky prˇi na´vrhu. Prˇi
chybne´m na´vrhu softwaru vestaveˇne´ho zarˇı´zenı´, nejen zˇe mu˚zˇe dojı´t k fata´lnı´m na´sled-
ku˚m (i zˇivotneˇ a majetkoveˇ ohrozˇujı´cı´), ale cˇasto nenı´ take´ jednouche´ prˇı´padnou chybu
v na´vrhu a implementaci napravit. Zarˇı´zenı´ jsou zpravidla vyra´beˇny velkose´rioveˇ a na´-
sledna´ aktualizace firmware vsˇech kusu˚ je steˇzˇı´ dosazˇitelna´, draha´, nebo i nemozˇna´. Je
zcela evidentnı´, zˇe uzˇ v rane´ fa´zi vy´voje je zapotrˇebı´ kvalitneˇ zachytit, namodelovat a
zdokumentovat, celou funkcˇnost takovy´ch syste´mu˚.
Z pohledu vy´voja´rˇe mu˚zˇeme shrnout neˇktera´ fakta [2]:
• Hardware i software jsou vyvı´jeny paralelneˇ.
• Pro HW konstrukci je na trhu velke´ mnozˇstvı´ ru˚zny´ch typu˚ mikroprocesoru˚.
• K dispozici jsou ru˚zne´ operacˇnı´ syste´my, prˇicˇemzˇ se ve vestavny´ch aplikacı´ch prˇe-
va´zˇneˇ pouzˇı´vajı´ operacˇnı´ syste´my rea´lne´ho cˇasu.
• Disponujı´ mensˇı´m mnozˇstvı´m syste´movy´ch zdroju˚, nezˇ je tomu u stolnı´ch syste´mu˚
(naprˇ. mensˇı´ kapacitou pameˇti).
• K vy´voji jsou nutne´ vesmeˇs dosti na´kladne´ specia´lnı´ vy´vojove´ na´stroje jako emu-
la´tory, logicke´ analyza´tory, specia´lnı´ prˇekladacˇe vysˇsˇı´ch programovacı´ch jazyku˚ se
zarucˇenou spolehlivostı´ generovane´ho ko´du apod.
6• Ladeˇnı´ programove´ho vybavenı´ je podstatneˇ slozˇiteˇjsˇı´ nezˇ u programu˚ pro PC.
Proces modelova´nı´ vestaveˇny´ch syste´mu˚ zahrnuje tyto fa´ze:
1. Specifikace syste´mu
2. Rozlozˇenı´ na HW a SW cˇa´st
3. Hardware synte´za
4. Software synte´za, generova´nı´ ko´du
5. Simulace a verifikace
6. Implementace
7. Testova´nı´
Mezi hardwarove´ specifikacˇnı´ nebo modelovacı´ prostrˇedky patrˇı´ neˇktere´ jazyky z
rodiny HDL (hardware description language) [25] naprˇ. VHDL, Verilog, Lava (Haskell),
SystemC atd. Dalsˇı´ pouzˇı´vany´m prostrˇedkem pro vestaveˇne´ syste´my je komercˇnı´ na´stroj
Simulink, ktery´ je urcˇen pro modelova´nı´, simulaci a analy´zu dynamicky´ch procesu˚ a je
u´zce integrova´n s Matlab. Mezi skupinu prostrˇedku˚ zalozˇeny´ch na anotaci UMLmodelu˚
patrˇı´ naprˇ. SysML,MARTE, RT-UML, Embedded UML, UML state machine atd.
Co se ty´cˇe specializovany´ch na´stroju˚ pro graficky´ na´vrh ru˚zny´ch diagramu˚ popisujı´cı´
u´lohu, generova´nı´ dokumentace, podporujı´cı´ ty´movou spolupra´ci apod., existuje cela´
rˇada spolecˇnostı´ zaby´vajı´cı´ se tı´mto odveˇtvı´m jako naprˇ. Rhapsody od firmy I-Logix, nebo
Embedded Rational Rose od firmy IBM. Rhapsodyma´ take´ unika´tnı´ schopnost rozsˇı´rˇit UML
o mozˇnost pouzˇı´vat jak funkciona´lneˇ orientovane´, tak objektoveˇ orientovane´ na´vrhove´
techniky a spoluexistovat v jednom prostrˇedı´.
2.2 Unified Modeling Language
2.2.1 Popis a struktura
UML (Unified Modeling Language) [9, 7, 1, 10, 15] je v softwarove´m inzˇeny´rstvı´ velmi
komplexnı´ graficky´ jazyk pro analy´zu, vizualizaci, specifikaci, navrhova´nı´ a dokumentaci
softwarovy´ch syste´mu˚ a to prˇedevsˇı´m vytvorˇeny´ch pomocı´ objektoveˇ orientovane´ho
prˇı´stupu. Tento unifikovany´ modelovacı´ jazyk lze rovneˇzˇ vyuzˇı´t prˇi modelova´nı´ business
procesu˚, databa´zovy´ch sche´mat, programovy´ch komponent, konceptua´lnı´ch sche´mat atd.
Cı´lem je zaznamenat kompletnı´ na´vrh cˇi kompletnı´ realizaci zainteresovany´mi osobami
zejme´na v graficke´ formeˇ tak, aby byly pomeˇrneˇ jednoduche´ na cˇtenı´, cˇi pochopenı´ a
aby mohly by´t prˇı´padne´ zmeˇny provedeny s pomeˇrneˇ maly´m u´silı´m a znalostmi. UML
je standardizova´n a jeho forma´lnı´ specifikace je pod vedenı´m standardizacˇnı´ skupiny
Object Management Group1 (OMG). V soucˇasne´ dobeˇ existuje specifikace verze 2.4.1.
UML neprˇedepisuje prˇesneˇ jak postupovat prˇi analy´ze pomocı´ diagramu˚, ale literatura
[10] uva´dı´ trˇi beˇzˇne´ postupy:
1http://www.uml.org/
71. Sketches (na´cˇrty) - jsou neforma´lnı´ diagramy, ktere´ slouzˇı´ k zachycenı´ mysˇlenek,
hleda´nı´ alternativ, nebo k spolecˇne´mu na´vrhu designu. Deˇlajı´ se rucˇneˇ, nejsou de-
tailnı´ a jsou zameˇrˇeny na urcˇı´te´ aspekty syste´mu.
2. Blueprint - jsou detailnı´ch na´vrhy tak, aby bylo mozˇne´ syste´m bezchybneˇ imple-
mentovat. Vyuzˇı´vajı´ se ru˚zne´ podpu˚rne´ SW na´stroje (CASE na´stroje) pro vytvorˇenı´
diagramu˚, generova´nı´ zdrojovy´ch ko´du z diagramu, nebo generova´nı´ diagramu˚ ze
zdrojovy´ch ko´du (reverse engineering).
3. Pouzˇitı´ UML jako programovacı´ho jazyka - pokud je pouzˇita tato forma, cely´ sys-
te´m je specifikova´n vUML, diagramy jsou „zdrojovy´m ko´dem“ a jsou kompilova´ny
prˇı´mo do spustitelny´ch bina´rnı´ch souboru˚. UML na´stroj na´m tak umozˇnı´ vytvorˇeny´
model prˇı´mo spustit. Tento prˇı´stup u´zce souvisı´ s Exeutable UML a MDA.
Forma´lnı´ specifikace UML je rozdeˇlena do teˇchto skupin:
• UML Superstructure (syntaxe) [20] - obsahuje diagramy struktury a jejich chova´nı´.
• UML Infrastructure (se´mantika) [21] - definuje ja´dro (core) obsahujı´cı´ meta-trˇı´dy,
nad ktery´mi je mozˇne´ vystaveˇt meta-modely. Ve vztahu k UML to je meta-model
UML (ze specifikace Superstructure), MOF (Meta Object Facility), nebometa-model
UMLprofilu. Kromeˇ toho nad teˇmi samy´mimeta-trˇı´dami jsou postaveny i elementy
samotne´ knihovny Infrastructure; rˇı´ka´me, zˇe je reflexivnı´.
• UML Object Constraint Language (OCL) [18] - jazyk pouzˇı´vany´ ke specifikaci
omezenı´ nad elementy UML.
• UML Diagram Interchange - definuje forma´t prˇenosu UML struktur jako jsou
CORBA Interface Definition Language, XML DTD, XMI (XML Metadata Inter-
change).
Jednotlive´ UML diagramy se deˇlı´ do teˇchto skupin (pro kompletnı´ vy´pis a podrobny´
popis odkazuji na literaturu [9, 15, 21]):
• Strukturnı´ diagramy - diagram trˇı´d, diagram komponent, kompozitnı´ struktura´lnı´
diagram, diagram nasazenı´, diagram balı´cˇku˚, diagram objektu˚ (diagram instancı´).
• Diagramy chova´nı´ - diagram aktivit, diagram uzˇitı´, stavovy´ diagram.
• Diagramy interakce - sekvencˇnı´ diagram, diagram komunikace, interaction over-
view diagram, diagram cˇasova´nı´.
UML popisuje syste´m z pohledu ru˚zny´ch zainteresovany´ch stran jako je naprˇ. koncovy´
uzˇivatel, vy´voja´rˇ, projektovy´ manazˇer atd. Poskytnutı´ srozumitelne´ho pohledu na navr-
hovane´ rˇesˇenı´ pro vsˇechny role prˇina´sˇı´ tzv. 4+1 pohled na architekturu:
81. Logicky´ pohled - ty´ka´ se funkcı´, ktere´ syste´m poskytuje koncovy´m uzˇivatelu˚m.
Zahrnuje staticke´ struktury, ale i dynamicke´ chova´nı´ syste´mu (diagramy trˇı´d, sek-
vencˇnı´ diagramy, diagramy spolupra´ce, stavove´ diagramy).
2. Implementacˇnı´ pohled - pohled zachycuje organizaci ko´du a skutecˇne´ho provedenı´
ko´du (diagram komponent, diagram balı´cˇku˚).
3. Procesnı´ pohled - zachycuje dynamicke´ vlastnosti procesu˚, ukazuje hlavnı´ prvky
v syste´mu ty´kajı´cı´ se vza´jemne´ komunikaci procesu˚ a chova´nı´ syste´mu za beˇhu.
Tento pohled zachycuje soubeˇzˇnosti, distribuci, integra´tory, sˇka´lovatelnost, vy´kon,
dostupnost (diagram aktivit).
4. Pohled nasazenı´ - zobrazenı´ zavedenı´ syste´mu do fyzicke´ho architektura s pocˇı´tacˇi
a zarˇı´zenı´mi tzv. uzly (diagram nasazenı´).
5. Prˇı´pady uzˇitı´ - skla´da´ se ze souboru prˇı´padu˚ uzˇitı´ nebo sce´na´rˇu˚. Sce´na´rˇe popisujı´
sekvence interakcı´ mezi objekty a mezi procesy. Pouzˇı´va´ se k identifikaci prvku˚
architektury a pro ilustraci a potvrzenı´ architektury. Za´rovenˇ slouzˇı´ jako vy´chozı´
bod pro testy prototypu architektury.
2.2.2 MOF, Meta model, cˇtyrˇvrstva´ architektura
MOF (Meta Object Facility)[16] je OMG standard poskytujı´cı´ platformeˇ neza´visly´ ra´mec
pro spra´vu metadat a mnozˇinu metadat sluzˇeb, umozˇnˇujı´cı´ vy´voj a interoperabilitu mo-
delem a metadaty rˇı´zeny´my syste´my. MOF byl navrzˇen pro potrˇebu meta-modelova´nı´
UML. MOF a UML Infrastructure jsou bohate´ a komplexnı´ metamodelovacı´ jazyky a
mohou by´t pouzˇity k definova´nı´ modelovacı´ch jazyku˚ tak rozsa´hly´ch a slozˇity´ch, jako
je UML. Mohou by´t take´ pouzˇity k definova´nı´ jazyku˚ pro konkre´tnı´ dome´ny, nebo jako
rozsˇı´rˇenı´ a profily pro UML.
Tytometamodelovacı´ jazykymohou popsat pouze strukturu, cˇi abstraktnı´ syntaxi (ni-
koliv konkre´tnı´) modelovacı´ho jazyka. Dovolujı´ definova´nı´ prvku˚ modelu a vztahu˚ mezi
nimi, ale ne jejich vizua´lnı´ reprezentaci. Z du˚vodu podobnosti mezi MOF M3 modelem
a UML strukturalnı´m modelem, MOF metamodely jsou obvykle modelova´ny jako UML
class diagramy.
Technologie standartizovane´ rovneˇzˇ OMG jakonaprˇ. UML,CWM, SPEM,XMI a ru˚zne´
UML profily vyuzˇı´vajı´ MOF a MOF rˇı´zene´ technologie. Jeden z du˚lezˇity´ch standartu˚ pro
podporu MOF je XMI, ktery´ definuje podporu vy´meˇny modelu˚ na M3, M2 a M1 vrstveˇ
prostrˇednictvı´m XML forma´tu.
MOF 2.0 se skla´da´ ze dvou cˇa´stı´ [20, 16]:
1. EMOF (EssentialMOF) - jeminima´lnı´ podmnozˇinaMOF a slucˇuje elementy z balı´ku
Basic.
2. CMOF (Complete MOF) - je kompletnı´ mnozˇina MOF, obsahuje EMOF a navı´c
rozsˇirˇuje modely o dalsˇı´ schopnosti.
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MOF je slozˇeny´ z cˇtyrˇvrstve´ architektury a poskytuje meta-model na nejvysˇsˇı´ vrstveˇ
zvane´M3. Nad touto vrstvou se popisujı´ prostrˇedky pro vytva´rˇenı´ a manipulaci s modely
a metamodely. Je nutno poznamenat, zˇe MOF 1.0 a MOF 2.0 dovoluje pouzˇı´t jaky´koli
pocˇet vrstev, ale nejme´neˇ musı´ by´t dveˇ. To proto, abych mohly zna´zornˇovat neˇjake´ trˇı´dy
a navigovat se na jejı´ instanci a naopak. Zde je prˇehled jednotlivy´ch vrstev:
• M3-vrstva: na nejvysˇsˇı´ u´rovni je mata-meta model zvany´ M3. M3-model je jazykem
pouzˇı´vany´m MOF pro konstrukci metamodelu˚ zvany´ch M2-modely.
• M2-vrstva: zde je M2-model, ktery´ tvorˇı´ popis elementu˚ ve vrstveˇ M1 a tedy M1-
modely. Hlavnı´ prˇı´klad druhe´ vrstvy MOF modelu je UML metamodel, neboli
model, ktery´ popisuje vlastnı´ UML.
• M1-vrstva: zde je M1-model, popisuje modely vytvorˇene´ v UML.
• M0-vrstva: poslednı´ vrstva je M0, nebo take´ datova´ vrstva. Vyuzˇı´va se pro popis
objektu˚ rea´lne´ho sveˇta.
2.2.3 Mozˇnost rozsˇı´rˇenı´ UML
Acˇkoli je UML do jiste´ mı´ry aplikacˇneˇ a jazykoveˇ neza´visly´, potrˇebujeme neˇkdy tento
jazyk rozsˇı´rˇit o dalsˇı´ se´mantiku pro specifickou dome´nu proble´mu˚ [20, 9]. Prˇeddefino-
vana´ mnozˇina mechanismu rozsˇı´rˇenı´ tzv. extension se nazy´va´ profil. Profil nerozsˇirˇuje
UML vytvorˇenı´m nove´ho konceptu, neboli neporusˇuje existujı´cı´ principy modelova´nı´.
Dı´ky tohoto principu si UML extenze zachova´va´ jednoduchost a nijak se neodkla´nı´ od
pu˚vodnı´ho konceptu. Na druhou stranu nelze odstranit existujı´cı´ omezenı´.
Du˚vody, ktere´ na´s vedou k rozsˇı´rˇenı´, mohou by´t tyto:
• prˇida´nı´ nove´ se´mantiky (vy´znamu);
• prˇida´nı´ nove´ syntaxe pro neexistujı´cı´ elementy v UML;
10
• vytvorˇenı´, nebo zmeˇna vlastnostı´;
• propojenı´ terminologie dome´ny s modelem syste´mu;
• omezenı´ meta-modelu tak, abychom povolili pouze urcˇity´ zpu˚sob nakla´da´nı´ s ele-
mentem modelu.
Rozsˇı´rˇenı´ UML mu˚zˇeme realizovat takto:
1. Vytvorˇenı´ vlastnı´ch elementu˚ meta-modelu pomocı´ MOF, bez pouzˇitı´ sta´vajı´cı´ch
elementu metamodelu UML - vytvorˇenı´ u´pneˇ nove´ho modelovacı´ho jazyka, jsou s
tı´m spojeny znacˇne´ ryzika a u´silı´, znamena´ take´ vytvorˇit vlastnı´modelovacı´ na´stroje.
2. Vyuzˇitı´ cˇa´sti meta-modelu UML a rozsˇı´rˇenı´ pomocı´ MOF - nekompatibilnı´ se sta´va-
jı´cı´mi na´stoji, musı´ se prˇidat nove´ mozˇnosti.
3. Vyuzˇı´t balı´k Profile a postavit rozsˇı´rˇenı´ nad cely´m UML - nejobvyklejsˇı´ zpu˚sob se
zachova´nı´m kompatibility s UML. Vyuzˇı´va´ se ve veˇtsˇineˇ prˇı´padu˚.
Standardnı´ prvky rozsˇı´rˇenı´ UML („Lightweight“ rozsˇı´rˇenı´ se´mantiky):
• Stereotypes - stereotypy jsou tzv. „typy typu˚“ nebo „meta-typu˚“. To znamena´, zˇe
mohou by´t pouzˇity ke klasifikaci te´meˇrˇ vsˇech elementu˚ v UML jako jsou trˇı´dy,
uzly, komponenty, balı´cˇky, vztahy, sdruzˇenı´, generalizace a za´vislosti. Stereotypy
umozˇnˇujı´ klasifikovat elementy diagramu˚ a tı´m vyja´drˇit dalsˇı´ se´mantiku s cı´lem de-
finovat dalsˇı´ elementmodelu.Mu˚zˇeme to cha´pat tak, zˇe prˇida´vajı´ vy´znam elementu
v UML, aby prˇesneˇji popisoval roli elementu v ra´mci nasˇeho modelu. Rˇada stereo-
typu˚ je jizˇ prˇeddefinovana´ v UML a jsou pouzˇı´va´ny k u´praveˇ existujı´cı´ho modelu
elementu˚ namı´sto definova´nı´ stereotypu nove´ho. Tato strategie udrzˇuje za´kladnı´
jazyk UML jednoduchy´. Jako prˇı´klad lze uve´st naprˇ. za´kladnı´ stereotyp rozhranı´
«interface».
• Tagged values - oznacˇenı´ hodnot umozˇnˇuje k atributu˚m prvku˚ nastavit dalsˇı´ infor-
mace k udrzˇenı´ informacı´ o elementech. Mu˚zˇe se jednat o libovolny´ typ informacı´,
ktere´ chce uzˇivatel prˇipojit jako specificke´ informace prometody, administrativnı´ in-
formace o pru˚beˇhu modelova´nı´, informace pro na´stroje pro generova´nı´ ko´du apod.
Kazˇdy´ stereotyp muzˇe mı´t svou mnozˇinu „tagged values“, ktere´ jsou oddeˇleny od
standardnı´ho atributu elementu, tudı´zˇ nedocha´zı´ k jejich prˇekrytı´.
• Constraints - omezuje pouzˇitı´ prvku nebo se´mantiku prvku [18]. Je to soubor pravi-
del vyja´drˇeny´ v OCL nebo v prˇirozene´m jazyce. Omezenı´ jsou prostrˇedky, ktery´mi
mu˚zˇeme zave´st novou se´mantika do UML.
Cela´ rˇada UML profilu˚ byla navrzˇena na akademicky´ch pu˚da´ch, nebo v pru˚myslu,
prˇicˇemzˇ neˇktere´ z nich byly i standardizova´ny. Jako prˇı´klad mu˚zˇeme uve´st tyto UML
profily: Profile for CORBA; UML Profile for QoS and Fault Tolerance; UML Profile for Sche-
dulability, Performance, and Time; UML Profile for System on a Chip (SoCP). Budeme-li se
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Obra´zek 2: Prˇı´klad pouzˇitı´ stereotypes, tagged values a constraints [9]
bavit o profilech, ktere´ byly adaptova´ny na specificke´ vlastnosti vestaveˇny´ch (real-time)
syste´mu˚, je tady prˇedevsˇı´m standardizovany´ profil MARTE2. Jako dalsˇı´ mu˚zˇeme uve´st
naprˇ. RT-UML, TUT-Profile, OMEGA-RT, SDL-UML profile, SPT profile, SystemC, Rhapsody
atd.
2.3 Pouzˇitı´ UML pro vestaveˇne´ syste´my
Snaha organizacı´ o u´speˇsˇny´ ty´movy´ vy´voj komplexnı´ch vestaveˇny´ch aplikacı´ prˇivedla k
pouzˇitı´ mnoha na´stroju˚ a prostrˇedku˚, mezi nimizˇ je take´ bezesporu velmi popula´rnı´ UML
[7, 6]. Acˇkoli je UML prima´rneˇ urcˇen pro modelova´nı´ objektoveˇ orientovane´ho (nebo to-
muto paradigmatu blı´zke´ho) syste´mu, lze jej s u´speˇchem vyuzˇı´t take´ pro modelova´nı´
vestaveˇny´ch resp. real-time syste´mu˚. UML 2 zava´dı´ notaci portu˚, stejneˇ jako protokol
stavovy´ch automatu˚, ktere´ architekt vyuzˇı´va´ pro zobrazenı´ vztahu˚ trˇı´d k jejı´m prostrˇedı´
a chova´nı´. Tyto nove´ vlastnosti podporova´ne´ objektoveˇ orientovany´mi metodami spe-
cificky zameˇrˇeny´mi na vestaveˇne´ resp. real-time syste´my nejsou dobrˇe podporova´ny v
UML 1.x. Konsorcium OMG kazˇdou novou specifikacı´ UML podporu pro modelova´nı´
vestaveˇny´ch syste´mu˚ zlepsˇuje. Existuje i cela´ rˇada UML profilu˚, ktere´ rozsˇı´rˇujı´ UML o
specifickou se´mantiku zameˇrˇenou na real-time syste´my, jako uzˇ zminˇovany´ MARTE.
Za´kladnı´ vy´hody pouzˇitı´ UML pro vestaveˇne´ syste´my mu˚zˇeme shrnout v teˇchto bodech
[13]:
• hardwarova´/softwarova´ a cˇa´stecˇna´ technologicka´ neza´vislost;
• umozˇnˇuje zachytit funkcˇnı´ i nefunkcˇnı´ pozˇadavky a omezenı´;
• umozˇnˇuje vysoce modula´rnı´ syste´movy´ design;
• umozˇnˇuje zı´ska´nı´ celkove´ho pohledu na syste´m;
• pomoc prˇi vizualizaci, urcˇenı´, konstrukce a dokumentaci hardware/software sys-
te´mu;
• srozumitelnost - reference na vlastnı´ se´mantiku;
2http://www.omgmarte.org
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• kontrola konzistence - realizace vs. design, design vs. specifikace;
• lze snadno prˇida´vat nove´ charakteristicke´ rysy
Zajiste´ jsou zna´my i urcˇite´ nevy´hody [13]:
• formalizace jsou teˇzˇko rˇesˇitelna´ pro neodborne´ uzˇivatele;
• prˇı´lisˇ podrobne´ formalizace mohou vytvorˇit zmatek mezi zu´cˇastneˇny´mi stranami
projektu;
• nenı´ mozˇno formalizovat na nizˇsˇı´ u´rovni v prˇı´padeˇ potrˇeby;
• chybı´ definice omezenı´ a rozpocˇtova´ metodika k doplneˇnı´ prˇesunu designu z pozˇa-
davku˚ azˇ k implementaci, ktere´ zajisˇt’ujı´ nezbytnou kontrolu pro optimalizaci pro-
cesu˚ v transformaci na´vrhu a synte´zy;
• nedostatecˇna´ metodika mapova´nı´ a zjemneˇnı´ prˇechodu z jedne´ u´rovneˇ platformy
na jinou u´rovenˇ
Stejneˇ jako vsˇechny ostatnı´ syte´my, majı´ i vestaveˇne´ syste´my statickou strukturu re-
prezentovanou pomocı´ trˇı´d a objektu˚, ktere´ jsou navza´jem spojene´ pomocı´ asociacı´, gene-
ralizace a za´vislostı´. Vestaveˇny´ syste´m ma´ rovneˇzˇ neˇja´ke´ chova´nı´, ktere´ mu˚zˇeme popsat
pomocı´ dynamicky´ch modelu˚, pohledu˚ vy´voje a nasazenı´, ktere´ lze modelovat pomocı´
komponent a diagramu˚ nasazenı´.
Prˇi samotne´m modelova´nı´ se zameˇrˇujeme na tyto oblasti [9]:
• Aktivnı´ trˇı´da a aktivnı´ objekt - je klı´cˇova´ struktura real-time syste´mu˚. Aktivnı´
trˇı´dy vytva´rˇejı´ aktivnı´ objekty, ktere´ majı´ kontrolu nad prova´deˇnı´m (spousˇtı´ a rˇı´dı´
sve´ vlastnı´ vla´kno). Aktivnı´ objekt mu˚zˇe by´t vykona´va´n paralelneˇ s ostatnı´mi aktiv-
nı´mi objekty a sa´m o sobeˇ mu˚zˇe inicializovat akce vlastnı´m ko´dem, nebo posla´nı´m
zpra´v. Aktivnı´ trˇı´da reprezentuje jednotku, ktera´ je vykona´va´na konkurencˇneˇ. Na-
proti pasivnı´ trˇı´da ma´ instance, ktere´ mohou by´t vykona´va´ny jen kdyzˇ neˇja´ky´ jiny´
objekt vykona´va´ neˇja´kou operaci na neˇm. Aktivnı´ objekt potrˇebuje vı´ce systemo-
vy´ch prostrˇedku˚, nezˇ pasivnı´ objekty.
• Komunikace - UML pouzˇı´va´ zpra´vy (messages), spousˇteˇ (triggers) a signa´ly (sig-
nals) pro modelova´nı´ synchronnı´ a asynchronnı´ komunikace. Pokrocˇile´ dynamicke´
diagramy potrˇebujı´ zobrazit typ zpra´vy, poslanoumezi vla´knem, nebo aktivovanou
z asynchronnı´ uda´losti, nebo signa´lu v prostrˇedı´.
• Synchronizace - synchronizace koordinuje vykona´va´nı´ vla´ken. Syste´mem pozˇado-
vana´ synchronizace vyvola´va´ rˇadu ota´zek. Architekt musı´ prˇijı´t s mechanismy pro
rˇesˇenı´ teˇchto ota´zek, jako i s definova´nı´m priorit pomocı´ „tagged values“, nebo s
hlı´dacı´my mechanismy pro kriticke´ oblasti.
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• Odolnost vu˚cˇi chyba´m - strategie komplexnı´ komunikace a synchronizace vesta-
veˇny´ch syste´mu˚ za´visı´ na dobre´m osˇetrˇenı´ chyb (exception handling). Syste´m by se
meˇl sa´m efektivneˇ napravit ze vsˇech potenciona´lnı´ch chybovy´ch situacı´.
Vyuzˇitı´ UML diagramu˚ pro vestaveˇne´ syste´my:
• USE-CASE diagrams - odkazujı´ na chova´nı´ skrz skupinu aktivit. Uzˇitı´ toho di-
agramu se zajistı´, zˇe dı´lo bude ve stanovene´m rozsahu, ale uzˇ nema´ schopnost
popsat detailnı´ toky syste´mem.
• Activity diagrams - poskytujı´ vysokou´rovnˇovy´ pohled na syste´m, ktery´ nenı´ va´-
zany´ na syste´move´ klasifika´tory. Pouzˇı´va´ se prˇi zobrazenı´ toku˚ v syte´mu, i pro
prˇı´pady odehra´vajı´cı´ se vneˇ syste´mu ktery´ navrhujeme. Diagram mu˚zˇe poskytovat
uzˇitecˇnou mapu pro vsˇechny objekty komunikujı´cı´ s tı´mto projektem. Navı´c mu˚zˇe
diagram pomoct v definova´nı´ dome´novy´ch entit se vstupnı´mi a vy´stupnı´mi body,
ktere´ mohou by´t spojeny s elementy rea´lne´ho syte´mu.
• Object diagrams and internal structure diagrams -mu˚zˇe poskytovat du˚lezˇite´ infor-
mace o tom, ktere´ trˇı´dy majı´ aktivnı´ chova´nı´. Tyto diagramy poskytujı´ pozˇadovane´
vstupy pro interakcˇnı´ diagramy a stavove´ automaty.
• Interaction diagrams - mohou zobrazit detailnı´ zpra´vy, ktere´ se vyskytujı´ ve spe-
cificke´ akci, nebo skupineˇ akcı´. Takovy´ detail se dostava´ velmi blı´zko k u´rovni
ko´du a poskytuje dobrou cestu ke interakcˇnı´ komunikaci mezi objekty. Pouzˇitı´ je
pro prˇehled za´lezˇitostı´ blı´zky´ch implementovane´mu ko´du. Mu˚zˇe se zde propojit
sekvence s neˇjakou akcı´ syste´mu, cozˇ da´va´ snadnoumozˇnost prˇecha´zet z diagramu˚
aktivit azˇ k sekvencˇnı´m diagramu˚m.
• State machine - ukazujı´ komplexnı´ zˇivotnı´ cyklus objektu˚. Zjı´ska´te tak prˇehled
aktivnı´ch objektu˚, nebo internı´ zˇivotnost vı´ce komplikovany´ch objektu˚ syste´mu.
Neˇkdy se uzˇı´vajı´ stavove´ automaty jako za´klad pro generova´nı´ ko´du.
• Protocol state machine - zobrazuje jak neˇjaka´ entita nespole´ha´ jen na prostrˇedı´,
ale take´ na soucˇasne´ okolnosti k jeji vyrˇı´zenı´. Pouzˇitı´m zobrazı´me jak komponenty
pracujı´ s porty v distribuovane´m prostrˇedı´.
Harware mu˚zˇe by´t zachycen skrz „wrapped“ trˇı´dy, ktere´ jsou navrzˇeny k prezentaci roz-
hranı´ hardware a pozˇadavky hardware. Porty poskytujı´ modelovacı´ elementy, ukazujı´cı´
vazbu mezi klasifika´torem a harwarovy´m prostrˇedı´m. Tyto „wrappery“ zrˇizujı´ komuni-
kacˇnı´ protokol pouzˇity´ s zarˇı´zenı´m a prˇerusˇenı´m, ktera´ mu˚zˇe zarˇı´zenı´ generovat. Pouzˇitı´
takovy´ch HW trˇı´d umozˇnˇuje skry´t nı´zkou´rovnˇovy´ protokol a prˇerusˇenı´ na nı´zke´ u´rovni a
prˇelozˇı´ je na vysokou´rovnˇove´ uda´losti (events) ve zbytku syste´mu. Distribucˇnı´ mechanis-
mus zahrnuje serializaci a deserializaci komplexnı´ch objektu˚, ktere´ mohou by´t posla´ny
na komunikacˇnı´ lince. To take´ zahrnuje u´kol, ktery´m se zava´dı´ globa´lnı´ objekt identifi-
kujı´cı´ system tak, aby objekty mohly by´t adresova´ny mezi sebou, anı´zˇ by veˇdeˇly prˇesne´
umı´steˇnı´. Zdemusı´ by´t take´ serverove´ procesy nebo vla´kna k prˇı´stupneˇnı´ objektu˚ registru
a vyrˇesˇit pozˇadavek na tento objekt v provedenı´ aktua´lnı´ operace na objektu.
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2.3.1 UML profil MARTE
Tato specifikace [19] UML profilu rozsˇirˇuje UML o modelem rˇı´zeny´ vy´voj real-time a
vestaveˇny´ch syste´mu˚ (RTES). Jedna´ se v soucˇasne´ dobeˇ o nejkomplexneˇjsˇı´ profil pro tyto
u´cˇely. Poskytuje podporu beˇhem etap specifikace, na´vrhu a verifikace/validace.MARTE3
spocˇı´va´ v definova´nı´ za´kladu˚ pro popis vestaveˇny´ch syste´mu˚ a syste´mu˚ v realne´m cˇase
zalozˇeny´ch na modelech. Modelovacı´ cˇa´sti nabı´zı´ podporu pozˇadovanou od zada´nı´, azˇ
po detailnı´ na´vrh real-time a embedded vlastnostı´ syste´mu˚. Nebylo za´meˇrem definovat
nove´ technologie pro analy´zu RTES, ale pouze zave´st jejich podporu. Proto poskytuje
za´zemı´ pro komentovane´ modely s informacemi, potrˇebny´mi k provedenı´ konkre´tnı´
analy´zy. MARTE se zvla´sˇt’zameˇrˇuje na „performance and schedulability analy´zu“. Spe-
cifikace je vedena podOMGkonsorciem a v soucˇasne´ dobeˇ je dostupna´ verzeMARTE 1.1.
Mezi za´kladnı´ vy´hody pouzˇitı´ tohoto profilu patrˇı´:
• Poskytnutı´ modelova´nı´ beˇzˇny´m zpu˚sobem z hardwarovy´ch i softwarovy´ch aspektu˚
RTES s cı´lem zlepsˇit komunikaci mezi vy´voja´rˇi.
• Povolenı´ interoperability mezi vy´vojovy´mi na´stroji pro specifikaci, design, oveˇrˇo-
va´nı´, generova´nı´ ko´du, atd.
• Podpora vy´stavby modelu˚, ktere´ mohou by´t pouzˇity pro kvantitativnı´ prˇedpoveˇdi
ty´kajı´cı´ch se real-time a vestaveˇny´ch funkcı´ syste´mu˚ s ohledem na hardwarove´ i
softwarove´ vlastnosti.
Na podporu modelova´nı´ RT syste´mu˚ nabı´zı´ MARTE tyto cˇtyrˇi pilı´rˇe:
1. QoS-aware Modeling
• HLAM(High-LevelApplicationModeling) - promodelova´nı´ na vysoke´ u´rovni
RT QoS, vcˇetneˇ kvantitativnı´ch a kvalitativnı´ch proble´mu˚.
• NFP (Non-Functional Properties) - pro deklaraci, kvalifikaci a aplikova´nı´ se´-
manticky spra´vneˇ zformulovany´ch nefunkciona´lnı´ch pozˇadavku˚.
• Time (Enhanced Time Modeling) - pro definici cˇasu a manipulaci s jeho repre-
zentacı´.
• VSL (Value Specification Language) - je textovy´ jazyk pro specifikaci algebraic-
ky´ch vy´razu˚.
2. Architecture Modeling
• GCM (Generic Component Model) - pro modelova´nı´ architektury zalozˇene´ na
interakci komponent pomocı´ zpra´v nebo dat.





• GRM(GenericResourceModeling) - promodelova´nı´ spolecˇne´ platformyzdroju˚
na syste´move´ u´rovni a pro specifikaci jejich pouzˇitı´.
• SRM (Software Resource Modeling) - pro modelova´nı´ „multitask-based“ na´-
vrhu.
• HRM (Hardware Resource Modeling) - pro modelova´nı´ hardware platformy.
4. Model-based QoS Analysis
• GQAM(Generic Quantitative Analysis Modeling) - pro anotace subjektu˚ mo-
delu, ktere´ jsou prˇedmeˇtem kvantitativnı´ analy´zy.
• SAM(Schedulability Analysis Modeling) - pro anotace subjektu˚ modelu, ktere´
jsou prˇedmeˇtem analy´zy pla´nova´nı´.
• PAM(Performance Analysis Modeling) - pro anotace subjektu˚ modelu, ktere´
josu prˇedmeˇtem „performance analy´zy“.
2.4 XML Metadata Interchange
XMI (XMLMetadata Interchange) [14, 17] je OMG standard pro vy´meˇnu objektu˚ modelu
a metadat informacı´ pomocı´ XML. Nejobecneˇjsˇı´ pouzˇitı´ XMI je jako forma´t vy´meˇny pro
diagramyUMLmezimodelovacı´mi na´stroji a skladymetadat vdistribuovane´mprostrˇedı´,
acˇkoli mu˚zˇe by´t take´ pouzˇit i pro jine´ u´cˇely. XMI integruje trˇi klı´cˇove´ standarty jako XML,
MOF a UML. Specifikace definuje jak ma´ by´t meta-model (ktery´ musı´ by´t zalozˇeny´ na
MOF) namapova´n na XML specifikaci. To znamena´, zˇe nenı´ pouze jeden XMI forma´t. Pro
vsˇechny verze UML je obvykle odlisˇny´ meta-model (zalozˇen na MOF) a proto je XMI
specifikace pro vsˇechny verze UML odlisˇna´. XMI zachycuje model na trˇetı´, druhe´ a prvnı´
vrstveˇ MOF.
Obra´zek 3: Vztah XMI a MOF
XMI specifikace definuje tyto pravidla:
• pravidla pro generova´nı´ XML Document Type Definitions (DTDs) z MOF based
metamodels,
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XMI MOF podpora sche´mat zachycenı´ zmeˇn modelu
1.1 1.3 - -
1.2 1.4 - -
1.3 1.4 x -
2.0 1.4 x x
2.1 2.0 x x
Tabulka 1: Jednotlive´ verze XMI ve vztahu k MOF
• pravidla pro generova´nı´ XML dokumentu˚ z MOF based metadata a MOF based
metadata z XML dokumentu˚,
• pravidla pro konstrukci XMI souvisejı´cı´ s DTD a XML daty,
• aktua´lnı´ DTD podporujı´cı´ UML a MOF
Kazˇdy´ model je reprezentova´n ve sche´matu XML elementem, jehozˇ jme´no je na´zev trˇı´dy,
stejneˇ tak i na´zev complexType je na´zev trˇı´dy. Deklarace typu jsou uvedeny jako vlast-
nosti trˇı´dy. Obsah modelu˚ XML elementu˚ odpovı´dajı´ modelu trˇı´d a nenarˇizujı´ striktneˇ
porˇadı´ vlastnostı´. Jednotlive´ trˇı´dy modelu jsou popsa´ny ve specifikaci Unified Modeling
Language Infrastructure [20] a vsˇechny elementy diagramu UML pak ve specifikaci Uni-
fied Modeling Language Superstructure [21]. Verze 2.x byla radika´lneˇ prˇepracova´na vu˚cˇi
svy´m prˇedchu˚dcu˚m. Vysˇsˇı´ verze umozˇnˇuje mimo jine´ zachycenı´ zmeˇn modelu a prˇida´nı´
tzv. extensions. Pomocı´ extensions se mohou rozsˇı´rˇit trˇı´dy metamodelu. Neˇktere´ CASE
vyuzˇı´vajı´ extensions k ulozˇenı´ specificky´ch vlastnostı´ dane´ho na´stroje jako naprˇ. pozice
elementu˚ diagramu˚, jejich barvu apod.
Obra´zek 4: Class diagram struktury XMI a zachycenı´ zmeˇn modelu [17]
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2.5 Case na´stroje
CASE (Computer-aided software engineering)[23] je oznacˇenı´ pro pocˇı´tacˇem podporo-
vane´ softwarove´ inzˇeny´rstvı´. CASE na´stroje jsou postaveny tak, aby podporovaly ty´mo-
vou pra´ci prˇi vy´voji syste´mu, zajisˇt’ujı´ sdı´lenı´ rozpracovany´ch fragmentu˚, spra´vu vy´voje,
sledujı´ konzistenci modelu syste´mu, automatizujı´ neˇktere´ procesy, hlı´dajı´ dodrzˇova´nı´
zvolene´ metodiky, neˇktere´ umozˇnˇujı´ rˇı´zenı´ cele´ho zˇivotnı´ho cyklu aplikacı´. Prima´rnı´
mozˇnosti CASE na´stroje mu˚zˇeme shrnout v teˇchto bodech:
• modelova´nı´ IT syste´mu pomocı´ diagramu˚ (cˇloveˇk le´pe cha´pe obra´zek nezˇ slozˇiteˇ
psane´ slovo);
• generova´nı´ zdrojove´ho ko´du z modelu (usnadnˇuje pra´ci programa´toru˚m);
• zpeˇtne´ vytvorˇenı´modelu podle existujı´cı´ho zdrojove´ho ko´du (reverse engeneering);
• synchronizaci modelu a zdrojove´ho ko´du;
• vytvorˇenı´ dokumentace z modelu;
• podporuje prˇena´sˇenı´ modelu mezi na´stroji
Vyuzˇitı´ CASE na´stroju˚ s sebou prˇina´sˇı´ celou rˇadu vy´hod, nejpodstatneˇjsˇı´ z nich jsou:
• vysˇsˇı´ produktivita pra´ce;
• nizˇsˇı´ chybovost;
• snazsˇı´ u´drzˇba a dalsˇı´ vy´voj vy´sledne´ho produktu;
• kvalitneˇjsˇı´ dokumentace;
• umozˇneˇnı´ veˇtsˇı´ participace uzˇivatelu˚ na vy´voji produktu;
• modelova´nı´ chova´nı´ budoucı´ aplikace
Existuje bohata´ nabı´dka CASE na´stroju˚, jak komercˇnı´ch, tak volneˇ dostupny´ch pro ru˚zne´
dome´nyproble´mu˚ a to vcˇetneˇ s podporoumodelova´nı´ embeddednebo real-time syste´mu˚.
Prˇehledne´ rozdeˇlenı´ a popis CASE na´stroju˚ nalezneme mimo jine´ zde4 5.
4http://case-tools.org/
5http://en.wikipedia.org/wiki/List of Unified Modeling Language tools
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3 Procesneˇ funkciona´lnı´ jazyk e-PFL
e-PFL je hybridnı´ funkciona´lnı´ jazyk urcˇeny´ pro modelova´nı´ vestavny´ch syste´mu˚ v prv-
nı´ch fa´zı´ch vy´voje [4], ktery´ byl navrzˇen Ing. Marekem Beˇha´lkem, Ph.D. pro experimen-
ta´lnı´ u´cˇely. Jeho konecˇna´ podoba vznikla postupnou evolucı´ z jazyku˚ PFL a PPFL. Prvnı´
zminˇovany´ mu˚zˇeme cha´pat jako jaky´si startovnı´ experimenta´lnı´ jazyk disertacˇnı´ pra´ce.
Potrˇeba modelovat soubeˇzˇneˇ beˇzˇı´cı´ funkcˇnı´ jednotky vedla k rozsˇı´rˇenı´ konstrukce jazyka
o definice paralelnı´ch u´loh. Takto vznikl pra´veˇ jazyk PPFL. e-PFL je jizˇ cı´leneˇ urcˇen pro
tvorbu vestavny´ch syste´mu˚ a nese rysy obou zminˇovany´ch jazyku˚.
e-PFL pracuje s vysokou mı´rou abstrakce pro vy´voj vestaveˇny´ch syste´mu˚ na nizˇsˇı´
u´rovni. Mu˚zˇe by´t vyuzˇit jako modelovacı´, nebo prototypovy´ jazyk v rane´ fa´zi vy´voje tak,
aby dosˇlo k prˇı´padne´ eliminaci rizik prˇi na´vrhu. Vycha´zı´ z cˇisteˇ funkciona´lnı´ podmnozˇiny
jazyka Haskell6 a tu rozsˇirˇuje o mozˇnost pouzˇitı´ promeˇnny´ch. Pouzˇitı´ promeˇnny´ch je
ovsˇem omezeno a z velke´ cˇa´sti rˇı´zeno kompila´torem. Dı´ky tomu si e-PFL zachova´va´
rˇadu dobry´ch vlastnostı´ funkciona´lnı´ho programova´nı´ a je i na jazykove´ u´rovnı´ blı´zky´
cˇisteˇ funkciona´lnı´m jazyku˚m. Prˇedstavuje tak prˇehledny´ a snadno pochopitelny´ jazyk.
Dı´ky tomu jsme schopni naprˇı´klad snadneˇji popsat stav vyvı´jene´ho syte´mu (to mu˚zˇe by´t
v cˇisteˇ funkciona´lnı´ch jazycı´ch pomeˇrneˇ obtı´zˇne´), popsat vstupneˇ vy´stupnı´ operace nebo
realizovat cykly.
3.1 Za´kladnı´ konstrukce jazyka
Vestavny´ syste´m je popsa´n jako soubor spolupracujı´cı´ch funkcˇnı´ch jednotek Device. Jde
o beˇzˇny´ datoty´ typ definovany´ v za´kladnı´m modulu Prelude (tento modul obsahuje
za´kladnı´ knihovnı´ funkce).
data Device = Process EmbProcess
| Fair [Device]
| Unfair [Device]
Definovane´ jednotky jsou striktneˇ slozˇeny z vestaveˇny´ch procesu˚EmbProcess. Tento typ
nenı´ definova´n beˇzˇny´m zpu˚sobem a jeho podpora je vestaveˇna prˇı´mo do kompila´toru.
Kazˇda´ funkcˇnı´ jednotka je autonomnı´ syste´m, ktery´ pracuje asynchronneˇ a neza´visle
na ostatnı´ch jednotka´ch. Tyto vestavne´ procesy rˇesˇı´ proble´my spojene´ s komunikaci na
koordinacˇnı´ vrstveˇ.
work :: a Int −> b Int −>(c Int, d Int)
work x y = (x, x+y)
Definice vestaveˇne´ho procesu je rozsˇı´rˇena o promeˇnne´. Pokud je na´vratovou hodnotou
n-tice, musı´ by´t kazˇdy´ jejı´ element spojen s promeˇnnou. Promeˇnne´ reprezentujı´ tak ko-
munikacˇnı´ kana´ly a vestaveˇny´ proces konkre´tnı´ operaci s jasneˇ definovany´m vstupem a
vy´stupem. Kazˇda´ promeˇnna´ mu˚zˇe by´t pouzˇita jako vstup pra´veˇ jedne´ jednotky a take´
jako vy´stup pra´veˇ jedne´ jednotky. Namodelovane´ funkcˇnı´ jednotky jsou spusˇteˇny pomocı´
nativnı´ funkce startDevice.
startDevice :: Device −> EmbSystem −> [Annotation] −> ()
6http://www.haskell.org
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Kazˇda´ takova´ funkcˇnı´ jednotka je autonomnı´ syste´m, ktery´ pracuje v principu asyn-
chronneˇ a neza´vysle na ostatnı´ch jednotka´ch. Kdyzˇ je jednotka nastartova´na, snazˇı´ se
vykona´vat vestavne´ procesy, ktere´ obsahuje. V jedne´ chvı´li mu˚zˇe by´t vykona´va´n ma-
xima´lneˇ jeden proces. Vestavne´ procesy mezi sebou souteˇzˇı´ o to, ktery´ bude vykona´n.
Pokud aktua´lneˇ nenı´ vykona´va´n zˇa´dny´ vestavny´ proces, je vybra´n novy´ kandida´t a to na
za´kladeˇ dostupnosti vstupu a fe´rovosti. Prˇi vy´beˇru musı´ by´t nejdrˇı´ve splneˇna podmı´nka,
zˇe vsˇechny vstupnı´ komunikacˇnı´ kana´ly vestavne´ho procesu obsahujı´ hodnotu. Pokud
tomu tak je, je vestavny´ proces schopen beˇhu. Mezi vestavny´mi procesy schopny´mi beˇhu
je pak na´sledneˇ vybra´n jeden. Jeho vy´beˇr je ovlivneˇn datovy´mi konstruktory Fair (jsou
vybı´ra´ny elementy na nizˇsˇı´ u´rovni tak, aby kazˇdy´ potomek ve stromeˇ meˇl stejnou mozˇ-
nost by´t vybra´n) a Unfair (elementy na nizˇsˇı´ u´rovni stromu jsou vybı´ra´ny podle porˇadı´
v pu˚vodnı´ definici).
Vstupnı´ hodnoty, reprezentovane´ komunikacˇnı´mi kana´ly ztotozˇneˇny´mi s parame-
try vestavne´ho procesu jsou procesem prˇi jeho provedenı´ zkonzumova´ny. Po provedenı´
se vestavny´ proces snazˇı´ do vy´stupu, komunikacˇnı´ch kana´lu˚ spojeny´ch s na´vratovou
hodnotou, zapsat vypocˇı´tane´ vy´sledky. Dokud se mu to nepovede, nemu˚zˇe by´t vy´pocˇet
ukoncˇen a nemu˚zˇe se zacˇı´t s vykona´va´nı´m dalsˇı´ho vestavne´ho procesu. Hodnotu lze do
vy´stupnı´ho kana´lu zapsat ve chvı´li, kdy neobsahuje zˇa´dnou hodnotu.
Jednou spusˇteˇne´ funkcˇnı´ jednotky nelze zastavit animodifikovat. Pro u´plnost je nutne´
dodat, zˇe vestavne´ procesy nelze pouzˇı´vat beˇzˇny´m zpu˚sobem, nelze je tedy aplikovat
prˇı´mo na neˇjake´ konkre´tnı´ hodnoty. Funkcˇnı´ jednotky mohou by´t rozdeˇleny do kompo-
nent EmbComponent.
data Mediator = Hume | MicroNET
data EmbSystem = EmbComponent [Character] Mediator | Emulator
Datovy´ typ EmbSystem ma´ dva datove´ konstruktory. Konstruktor Emulator slouzˇı´
v prvnı´ fa´zı´ vy´voje, kdy jesˇteˇ nechceme rˇesˇit rozdeˇlenı´ vyvı´jene´ho vestavne´ho syste´mu
do komponent. Druhy´ datovy´ konstruktor je EmbComponent. Tento datovy´ konstruktor
ma´ dva parametry. Prvnı´ umozˇnˇuje definovat jme´no komponenty (jde o rˇeteˇzec), druhy´
pak definuje pouzˇite´ho prostrˇednı´ka.
Nakonec je mozˇne´ zmeˇnit neˇktere´ vlastnosti definovany´ch funkcˇnı´ch jednotek ve
chvı´li, kdy jsou spousˇteˇny. Tyto zmeˇny mu˚zˇeme prove´st prostrˇednictvı´m annotacı´. Pou-
zˇitı´m anotacı´ jsme schopni zmeˇnit propojenı´ syste´mu na koordinacˇnı´ vrstveˇ, nastavenı´
inicia´lnı´ch hodnot nebo u´rovenˇ optimalizace cı´love´ho ko´du. Anotace jsou definova´ny s
pouzˇitı´mdatove´ho typuAnnotation. Programa´tor nemusı´ pouzˇı´vat tyto anotace prˇı´mo.
Mu˚zˇe pouzˇı´vat naprˇı´klad definovane´ funkce. Prˇı´kladem mu˚zˇe by´t funkce rename. Ta je
v modulu Prelude. Lze ji vyuzˇı´t k prˇejmenova´nı´ neˇktere´ho ze vstupu˚ cˇi vy´stupu˚. Takto
lze zmeˇnit propojenı´ jednotlivy´ch jednotek.
data Attribute = CAttribute [Character] [Character]
data Annotation = CAnnotation [Character] [Attribute ]
rename::[Character]−>[Character]−>Annotation
rename x y = CAnnotation ”rename”
[( CAttribute ”old” y) ,
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(CAttribute ”new” x)]
Definovane´ a spusˇteˇne´ funkcˇnı´ jednotky komunikujı´ prostrˇednictvı´m definovany´ch ko-
munikacˇnı´ch kana´lu˚. Kazˇdy´ takovy´ komunikacˇnı´ kana´l ve sve´ podstateˇ spojuj pra´veˇ dva
zdroje. Jak jizˇ bylo uvedeno, konkre´tnı´ komunikacˇnı´ kana´l mu˚zˇe slouzˇit jako vstup maxi-
ma´lneˇ jedne´ jednotce a jako vy´stup take´ maxima´lneˇ jedne´ jednotce. Pokud nenı´ spojen s
neˇjakou funkcˇnı´ jednotkou, mu˚zˇe by´t pouzˇit jako vy´stup naprˇı´klad do neˇjake´ho sı´t’ove´ho
proudu, nebo naprˇı´klad na standardnı´ vy´stup.
3.2 Prakticka´ hlediska
Z prakticke´ho hlediska je k dispozici e-PFL prˇekladacˇ7, ktery´ pracuje nad definovanou
gramatikou. Prˇekladacˇ je schopen vygenerovat cı´lovy´ ko´d v jazyce C#. K tomuto vyge-
nerovane´mu ko´du je pak prˇipojeno jednoduche´ beˇhove´ prostrˇedı´ a tento vysledek lze
zkompilovat prˇekladacˇem jazyka C# a spustit. Nastavenı´ vlastnostı´ komunikace mu˚zˇe
programa´tor ovlivnit v ra´mci konfigurace syste´mu zmeˇnami v XML konfiguracˇnı´m sou-
boru. Uvedeny´ prˇekladacˇ a podpu˚rne´ na´stroje byly vytvorˇeny v programovacı´m jazyce
C# na platformeˇ .NET Micro Framework8.
7Na´stroje e-PFL a jejich popis: http://www.cs.vsb.cz/behalek/epfl
8http://www.microsoft.com/en-us/netmf
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4 Teoreticka´ vy´chodiska a na´stin rˇesˇenı´ problematiky
4.1 Pru˚zkum technologie UML pro popis vestaveˇny´ch syste´mu˚
V prvnı´m kroku bylo nutne´ nastudovat mozˇnosti technologie UML pro popis vestaveˇ-
ny´ch syste´mu˚. Detaily k teorii jsou k dispozici v prˇedesˇle´ kapitole Souvisejı´cı´ technologie
a prˇı´stupy. Diplomova´ pra´ce nenı´ prima´rneˇ zameˇrˇena na vestavne´ syste´my jako takove´,
proto se tomuto te´matu neveˇnuji do hloubky. UML je na´stroj, ktery´ je urcˇen pro popis
a analy´zu objektoveˇ orientovany´ch, nebo tomuto paradigmatu prˇı´buzny´m syste´mu˚m.
Na druhou stranu poskytuje uzˇivateli urcˇitou volnost v pouzˇitı´, interpretaci a mozˇnosti
rozsˇı´rˇenı´ tak, zˇe mu˚zˇe by´t pouzˇit i pro jine´ dome´ny, nezˇ je striktneˇ OOP. Je tedy cˇa´stecˇneˇ
na uzˇivateli, jaky´m zpu˚sobem vyuzˇije UML a prˇi ktery´ch fa´zı´ch vy´voje vestavny´ch sys-
te´mu ho bude pouzˇı´vat. Mu˚zˇe ho pouzˇı´t kuprˇı´kladu pouze pro popis kriticky´ch cˇa´stı´
syste´mu, jako neforma´lnı´ diagramy neˇktery´ch cˇa´stı´, ktere´ jsou pra´veˇ diskutova´ny, nebo
pro komplexnı´ popis vesˇkere´ budoucı´ funkcionality syste´mu a to jak ze staticky´ch, tak
i dynamicky´ch aspektu˚. Pro specificke´ u´cˇely vestavny´ch syste´mu˚ si mu˚zˇeme vystacˇit s
dostupny´mi mozˇnostmi UML spolu s Lightweight rozsˇı´rˇenı´m se´mantiky, jako je zavedenı´
novy´ch stereotypu˚ (stereotypes), oznacˇkova´nı´ hodnot (tagged values) a omezenı´ (con-
straints). Existuje take´ cela´ rˇada UML profilu˚ pro specificke´ pozˇadavky vestaveˇny´ch resp.
Real-Time syste´mu˚ jako je naprˇ. profil MARTE.
Z hlediska te´to pra´ce nebylo objektem ba´da´nı´ prˇı´ma´ specialize a vyuzˇitı´ UML pro
SW/HW cˇa´st skutecˇny´ch vestaveˇny´ch syste´mu˚, ale je vı´ceme´neˇ orientova´na kmozˇnostem
vyuzˇitı´ UML pro generova´nı´ modelu˚ z prˇekladacˇe/simula´toru e-PFL, ktery´ je sa´m o sobeˇ
urcˇeny´ pro modelova´nı´ vestavny´ch syste´mu˚ v prvnı´ch fa´zı´ch vy´voje. Zde si vystacˇı´me se
za´kladnı´ sadou elementu˚, ktere´ nabı´zı´ UML 2.0 a vysˇsˇı´.
4.2 Mozˇnosti pra´ce s UML diagramy, vhodny´ na´stroj a forma´t ulozˇenı´
Dalsˇı´ krok byl zameˇrˇen na vhodny´ forma´t pro ulozˇenı´ UML modelu˚, prˇenos do CASE
na´stroje, na´sledne´ zpracova´nı´ a vizualizaci diagramu˚. Naprˇed byly prozkouma´ny tyto
CASE na´stroje a jejich mozˇnosti: Sparx Systems Enterprise Architect (trial), Altanova UModel
2011 (trial), IBM Rational Software Architect 8.0 (plna´ verze, univerzitnı´ licence), ArgoUML
(open source) 9, Papyrus (open source) 10, Modelio (open source) 11. Po pru˚zkumu cˇinnosti
teˇchto na´stroju˚ se dosˇlo z hlediska forma´tu ulozˇenı´ modelu k teˇmto za´veˇru˚m:
1. CASE na´stroj umozˇnˇuje ulozˇit model a diagramy ve vy´robcem specificke´m forma´tu
souboru, ktery´ je cˇasto vnitrˇneˇ reprezentova´n pomocı´ XML. Zameˇrˇit se na tento
forma´t by nebylo prˇı´lizˇ vhodne´, jelikozˇ dokumentace vy´znamu struktury souboru
nenı´ obvykle oficia´lneˇ dostupna´ a znamenalo by to v praxi pouze vypozorovat, co
danny´ na´stroj ukla´da´ prˇi zmeˇna´ch modelu v editoru, cozˇ ma´ jisteˇ velka´ omezenı´.






2. Neˇktere´ z na´stroju˚ take´ nabı´zı´ alternativnı´ forma´ty souboru˚ pro import jako CSV,
EMF ECORE, nebo rovnou import specificky´ch souboru˚ jiny´ch vy´robcu˚, jako naprˇ.
*.mdl od Rational Rose apod. Zameˇrˇit se na jeden z teˇchto forma´tu˚ by meˇlo stejne´
nevy´hody jako v prˇedchozı´m bodeˇ.
3. Valna´ cˇa´st na´stroju˚ podporuje export, resp. import modelu ze souborove´ho for-
ma´tu XMI. Neˇktere´ jako Modelio, ArgoUML dokonce nema´jı´ vlastnı´ forma´t ulozˇenı´
a pouzˇivajı´ prˇı´mo jen XMI. I kdyzˇ tento forma´t nezahrnuje vsˇechny potenciona´lnı´
mozˇnosti na´stroje, jak je tomu uCASE-specificke´ho forma´tu, pro u´cˇely prˇenosumo-
delu˚ a na´sledne´ vytvorˇenı´ diagramu˚ je zcela vyhovujı´cı´. Jak je popsa´no v kapitole
2.4, jde o standartizovany´ zpu˚sob ulozˇenı´ modelu˚ spravovany´ konsorciem OMG
a hojneˇ vyuzˇı´vany´m v CASE na´strojı´ch. Jedna´ se o genericke´ rˇesˇenı´, ktere´ zarucˇı´
u´pnou, nebo alesponˇ cˇa´stecˇnou kompatibilitu s veˇtsˇinou CASE na´stroju˚.
Za´sadnı´ rozdı´l je v podporovany´ch verzı´ch XMI a UML. Mezi verzi XMI 1.x a 2.x jsou
znacˇne´ rozdı´ly. Velka´ cˇa´st zkoumany´ch CASE jizˇ pracuje se zminˇovanou noveˇjsˇı´ verzi
(kromeˇ ArgoUML), tedy XMI 2.1 a verzi UML minima´lneˇ 2.1.1. Bylo tedy rozhodnuto, zˇe
vesˇkere´ u´silı´ bude zameˇrˇeno na kombinaci XMI 2.1, UML 2.1.1 a MOF 2.0, acˇkoli jsou jizˇ
k dispozici noveˇjsˇı´ specifikace, ale ty jsou implementovane´ zatı´m jen sporadicky, pouze
v nejnoveˇjsˇı´ch verzı´ch CASE na´stroju˚.
Prˇi prova´deˇnı´ prvnı´ho experimentu, zalozˇene´m na vytvorˇenı´ testovacı´ aplikace, ktera´
v prvnı´ch fa´zı´ch vygeneruje validnı´ XMI soubor, obsahujı´cı´ libovolne´ trˇı´dnı´ diagramy se
za´kladnı´mi prvky (naprˇ. atributy,metody, parametrymetod, vychozı´ hodnoty parametru˚,
vazby, generalizace, za´vislosti apod.), byly zjisˇteˇny proble´my s interkompatibilitou XMI
v CASE na´strojı´ch. Nebo-li pokud jeden na´stroj nacˇetl soubor a oznacˇil jej za validnı´,
tak druhy´ meˇl naprˇı´klad potı´zˇe s interpretacı´ vazeb mezi trˇı´dami apod. To vedlo take´
k na´sledny´m pokusu˚m o export testovacı´ch UML diagramu˚ z jednoho CASE na´stroje a
import do druhe´ho, ktere´ dle pu˚vodnı´ch prˇedpokladu˚ ne´ vzˇdy probeˇhly v porˇa´dku.
Prˇestozˇe OMG pomeˇrneˇ striktneˇ specifikuje MOF a mapova´nı´ MOF na XML (nebo-li
XMI), tak jednotlive´ na´stroje majı´ sta´le pomeˇrneˇ proble´my s porozumeˇnı´mmodelu, ktery´
byl ulozˇen v jine´mna´stroji. To take´ dokazujı´mnozˇı´cı´ se dotazy v sekcı´ch FAQna stra´nka´ch
vy´robcu˚ CASE na´stroju˚. Du˚vodem je jednak cˇasto nespra´vna´ implementace standardu˚,
ale take´ v soucˇasne´ dobeˇ ru˚znorodost verzı´ UML, MOF, XMI a v jejich vza´jemne´ kom-
binaci. Dalsˇı´ proble´m je, zˇe se cˇasto zneuzˇı´va´ XMI tag „extension“, urcˇeny´ pro ulozˇenı´
specificky´ch informacı´ pro dany´ CASE na´stroj, jako je naprˇ. vzhled a pozice graficky´ch
elementu˚ vy´sledne´ho diagramu. Vedle teˇchto doplnˇkovy´ch informacı´ si tam pak vy´robci
SW neˇkdy prˇibalı´ informace ty´kajı´cı´ se samotne´ho modelu, jako vazba mezi elementy,
definice stereotypu˚ apod. Potom na´stroj druhe´ho vy´robce nedoka´zˇe nacˇı´st vsˇechny po-
trˇebne´ informace z takove´ho souboru. Nenı´ proto vy´jimkou, zˇe neˇktere´ CASE na´stroje
obsahujı´ vnitrˇnı´ implementace, ktere´ zvysˇujı´ interkompatibilitu generovany´ch souboru˚
jiny´mi vy´robci. To je realizova´no bud’ poloautomaticky tak, zˇe si uzˇivatel zvolı´ prˇi im-
portu na´zev a verzi na´stroje v ktere´m byl soubor pu˚vodneˇ vytvorˇen, nebo to automaticky
rozezna´ ze sekce Documentation dle atributu˚ exporter a exporterVersion. Konsorcium OMG
si je veˇdoma proble´mu˚ s kompatibilitou vy´meˇny dat modelu mezi na´stroji a vytvorˇilo
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Wiki veˇnujı´cı´ se tomuto te´matu 12. Tam jsou take´ k dipozici testovacı´ XMI soubory, ktere´
obsahujı´ vsˇechny potenciona´lnı´ mozˇnosti tak, aby proveˇrˇily, zda CASE na´stroj ma´ stan-
dard implementovany´ dostatecˇneˇ a spra´vneˇ, cˇi nikoli. V historii dokonce vznikly i sluzˇby
na transformaci XMI souboru˚ pro konkre´tnı´ verze CASE na´stroju˚, jako naprˇ. XMI2XMI
Transformation13.
Nejenomdı´ky proble´mu˚m s interkompatibilitou jsem se rozhodl zameˇrˇit prˇi prakticke´
realizaci te´to pra´ce na jeden prima´rnı´ CASEna´stroj, a to IBMRational Software Architect 8.0,
ktery´ poskytuje dostatecˇny´ komfort a disponuje bohaty´mi mozˇnostmi prˇi pra´ci s modely
a UML diagramy. Za´rovenˇ bylo mozˇne´ vyuzˇı´vat plnou komercˇnı´ verzi dı´ky univerzitnı´
licenci. S RSA se pracuje velmi intuitivneˇ. Po naimportova´nı´ modelu ze souboru XMI se
cela´ struktura elementu˚ zobrazı´ v Project explorer a pak jizˇ lze libovoneˇ vytva´rˇet diagramy
z jednotlivy´ch elementu˚ modelu. Na vy´beˇr jsou prˇeddefinovane´ sˇablony diagramu˚ jako
Class Diagram, Use Case Diagram, Activity Diagram atd., ale take´ Topic Diagram a Freedom
Diagram pro volneˇjsˇı´ tvorbu a prˇizpu˚sobenı´ diagramu˚ „na mı´ru“.
Prˇedmeˇtem pru˚zkumu bylo take´ zjistit, zda jizˇ existuje neˇjaka´ opensource knihovna,
ktera´ umozˇnˇujemanipulaci s UMLmodely a ulozˇenı´ do XMI. Veˇtsˇina komplexnı´ch kniho-
ven je implementova´na v jazyce Java. Asi mezi nejzna´meˇjsˇı´ patrˇı´ Eclipse Modeling Fra-
mework Project (EMF) 14. Take´ nejvı´ce informacı´ k XMI je spojeno s jazykem Java a Eclipse,
jelikozˇ se na specifikaci podı´lı´ konsorcium spolecˇnostı´, ktere´ podporujı´ a preferujı´ hlavneˇ
tyto platformy (naprˇ. IBM). Pro platformu .NET (ktera´ je objektem za´jmu te´to DP), jsou k
nalezenı´ spı´sˇe kratsˇı´ uka´zky ko´du na blozı´ch a web stra´nka´ch urcˇeny´m developeru˚m.
4.3 Vy´beˇr vhodny´ch cˇa´sti e-PFL modelu pro generova´nı´ diagramu˚
Vdalsˇı´ fa´zi bylo nutne´ nastudovat procesneˇ funkciona´lnı´ jazyk e-PFL, vcˇetneˇ jeho prˇekla-
dacˇe a vybrat jeho vhodne´ cˇa´sti, ktere´ bude prˇı´nosne´ zobrazit jako diagramy.
Prˇi zhosteˇnı´ se proble´mu vizualizace UML diagramu z e-PFL je nejveˇtsˇı´ proble´m to,
zˇe jazyk vycha´zı´ z cˇisteˇ funkciona´lnı´ho jazykaHASKELL. Jazyky patrˇı´cı´ do skupiny funk-
ciona´lnı´ch, prˇistupujı´ k programu jako k matematicke´mu vy´razu resp. funkci. Prova´deˇnı´
programu spocˇı´va´ v deterministicke´m vyhodnocova´nı´ vy´razu˚ (funkcı´) s aplikovany´mi
argumenty, ktery´ vede v jediny´ vy´sledek. V podstateˇ nabı´zı´ jen funkce, ktere´ majı´ neˇja´ky´
vstup a vy´stup, ale zˇa´dny´ stav. Majı´ pouze pravidla na mapova´nı´ vstupu na vy´stup, bez
chova´nı´. Tyto jazyky vycha´zejı´ z teorie funkcı´ lambda-kalkul. Z tohoto du˚vodu se obecneˇ
UML (ktere´ vycha´zı´ pu˚vodneˇ z OOP paradigmatu) jen velmi teˇzˇce adaptuje na popis
funkciona´lnı´ch jazyku˚.
Na druhou stranu na´s v podstateˇ nemusı´ zajı´mat prˇesne´ zachycenı´ a vyhodnocenı´ sa-
motny´ch funkcı´ a jejich popis pomocı´ UML diagramu˚, ale zajimaveˇjsˇı´ je pro konstrukte´ra
vestaveˇny´ch syste´mu˚ na´zorneˇ videˇt, staticke´ i dynamicke´ aspekty samotne´ho simulova-





prˇispeˇnı´ takovy´ch diagramu˚ le´pe pochopit a verifikovat navrhovany´ syste´m jizˇ v ranne´
fa´zi vy´voje.
Jak jizˇ bylo napsa´no v kapitole 3, kazˇdy´ vestaveˇny´ syste´m simulovany´ v e-PFL se
skla´da´ z komponent (components) a funkcˇnı´ch jednotek (devices), ktere´ majı´ sve´ vstupy
(inputs) a vy´stupy (outputs). Jednotlive´ jednotky mezi sebou vza´jemeˇ komunikujı´ tak,
zˇe vy´stup jedne´ jednotky mu˚zˇe by´t vstupem druhe´. Z tohoto hlediska je velice uzˇitecˇne´
generovat diagram, ktery´ na´m da´va´ prˇedstavu o celkove´m designu syste´mu, tj. z jaky´ch
komponent, jednotek, vstupu˚ a vy´stupu˚ se skla´da´ a jak jsou mezi sebou jednotlive´ cˇa´sti
propojeny a jak komunikujı´. Zde se na´m nabı´zı´ trˇı´dnı´ diagram, ktery´ je pro popis static-
ke´ho na´hledu nad teˇmito prvky syste´mu, vcˇetneˇ prˇı´slusˇny´ch vazeb vhodny´. Jednotlive´
trˇı´dy pak deˇdı´ vlastnosti z ba´zovy´ch trˇı´d Embedded component, Embedded device a Device
I/O. Agregacˇnı´ vazby mezi konkre´tnı´ jednotkou a vstupem, nebo vy´stupem, majı´ v po-
pisu na´zvy procesu˚, ktere´ komunikujı´ a manipulujı´ s jednotlivy´mi promeˇnny´mi (vstupy
a vy´stupy). Dalsˇı´ uzˇitecˇnou vazbou je za´vislost mezi vstupy a vy´stupy jednotek (ktery´
vy´stup jedne´ jednotky je vstupem druhe´ jednotky). Takovy´ diagram nazveme Overview
diagram.
Prˇi pru˚zkumu UML se nasˇla jista´ analogie mezi prvky deployment diagramu a prvky
reprezentovany´mi v e-PFL. Tento diagram poskytuje element typu Component a Device,
cozˇ na´mprˇinese lepsˇı´ prˇehlednost, ale i cˇa´stecˇne´ zjednodusˇenı´, jelikozˇ odpadnoupotrˇebne´
ba´zove´ trˇı´dy, jak je tomu u prˇedesˇle´ho diagramu. Samotne´ vstupy a vy´stupy budou
reprezentova´ny trˇı´dou a vazby budou rˇesˇeny stejneˇ, jak je tomu u Overview diagram.
Tento diagram je v podstateˇ jinou reprezentacı´ prˇedesˇle´ho na´vrhovane´ho diagramu.







6. target code generation
7. (simulation)
U e-PFL na´s z hlediska vizualizace UML diagramu˚ zajı´majı´ dveˇ fa´ze a to konfiguracˇnı´ a
simulacˇnı´. e-PFL nabı´zı´ tzv. konfiguracˇnı´ beˇh, neboli spusˇteˇnı´ modelovane´ho syste´mu v
urcˇite´ vy´chozı´ konfiguraci, kdy se prˇi startu naprˇı´klad nastavı´ hodnoty vstupu˚ a vy´stupu˚.
Z prakticke´ho hlediska je velmi uzˇitecˇne´ vygenerovat tzv. diagram konfigurace. V tomto
prˇı´padeˇ na´s zajı´majı´ zejme´na konkre´tnı´ hodnoty, ktere´ jsou na vstupech a vy´stupech, jejich
datove´ typy a zobrazenı´ pu˚vodnı´ch na´zvu˚ vstupu˚ a vy´stupu˚ v prˇı´padeˇ pouzˇitı´ anotacı´ pro
jejich prˇejmenova´nı´. Prˇekladacˇ vyuzˇı´va´ XMLkonfiguracˇnı´ soubor [jmeno souboru].conf.xml
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pro nastavenı´ parametru˚ konfiguracˇnı´ho beˇhu. Diagram nazvany´ Configuration diagram
bude realizovany´ pomocı´ instancı´ trˇı´d (neboli objektu˚). K vytvorˇenı´ teˇchto instancı´ po-
trˇebujeme konkre´tnı´ trˇı´dy, z ktery´ch se vlastnı´ instance budou realizovat. Proto musı´ by´t
soucˇa´stı´ tohoto diagramu take´ tzv. ba´zovy´ model konfigurace (Base configuration diagram).
Prˇi simulacˇnı´ fa´zi je hlavnı´m objektem za´jmu zachycenı´ komunikace jednotlivy´ch
prvku˚ syste´mu v cˇase, zmeˇny jejich stavu˚ a prˇı´padneˇ vola´nı´ internı´ch funkcı´. Za´kladnı´
diagramy, ktere´ mohou by´t pro tyto u´cˇely vyuzˇity jsou stavovy´ diagram, sekvencˇnı´ dia-
gram a diagram aktivit. Jednotlive´ jednotky (devices) beˇzˇı´ ve vlastnı´ch vla´knech a mohou
pracovat mezi sebou konkurencˇneˇ (fair a unfair rezˇim). Takovy´ rezˇim nenı´ jednoduchy´
pro zachycenı´ pomocı´ diagramu˚, jelikozˇ se prˇi generaci musı´me postarat o synchronizaci
na nı´zˇsˇı´ u´rovni. Pro vy´voja´rˇe mu˚zˇe by´t take´ zajı´mave´ zachytit dynamicke´ aspekty jedne´
jednotky, nebo jednoho vstupu a vy´stupu. Mu˚zˇe jı´t o aktualizaci, nebo konzumaci kokre´t-
nı´ch hodnot jednotlivy´ch vestaveˇny´ch promeˇnny´ch, nebo prˇenesenı´ hodnot do datove´ho
proudu. Pokud by jsme chteˇli diagram, ktery´ popı´sˇe syste´m v sˇirsˇı´m kontextu, mu˚zˇeme
naprˇı´klad vyuzˇı´t diagram aktivit, ktery´ umozˇnˇuje take´ zachycenı´ neza´visle´ho paralelnı´ho
beˇhu. Dalsˇı´ proble´m prˇi budova´nı´ diagramu je, zˇe samotne´ jednotky obsazˇene´ v kom-
ponenta´ch pracujı´ v nekonecˇne´m cyklu a prova´deˇjı´ akce, dokud naprˇ.uzˇivatel nezastavı´
program stiskem kla´vesy. Ota´zkou tedy je, po jake´ opakujı´cı´ se sekvenci kroku˚ se samotny´
diagram povazˇuje za kompletnı´. Zde si mu˚zˇeme zave´st pojem tzv. pocˇet strojovy´ch cyklu˚.
Znamena´ to, kolik cyklu˚ jednotka provede. Technicky je cyklus v e-PFL rˇesˇen pomocı´
cykluwhile v hlavnı´ spousˇteˇcı´ metodeˇ vla´kna. Tento parametermusı´ by´t prˇedemnastaven
uzˇivatem. Prˇitom hodnota nemusı´ by´t cˇasto vysoka´. Veˇtsˇinou stacˇı´ generovat 5-10 cyklu˚,
aby architekt vestavne´ho syste´mu videˇl, jake´ hodnoty se meˇnı´ na vstupech a vy´stupech,
zda jsou korektnı´ a jake´ procesy prˇi tomto vstupujı´ do hry.
UML diagramy a jejich pouzˇitı´:
• Stavovy´ diagram - zachycuje stavy objektu, prˇechody mezi nimi a uda´losti. Stavem
mu˚zˇeme oznacˇit situaci, kdy objekt cˇeka´ na uda´lost, nebo se neˇja´ky´m zpu˚sobem
chova´. Ten mu˚zˇe obsahovat libovolny´ pocˇet akcı´ a aktivit. Stav je v dane´m oka-
mzˇiku urcˇen hodnotami atributu˚ dane´ho objektu, aktua´lneˇ vykonanou aktivitou
a relacı´ s objekty. Kazˇdy´ diagram stavu˚ zachycuje v dany´ okamzˇik zmeˇny stavu
pouze jednoho objektu. Z tohoto hlediska se v nasˇı´ aplikaci hodı´ pro detailneˇjsˇı´ za-
chycenı´ konkre´tnı´ cˇa´sti vestaveˇne´ho syste´mu, ktery´ meˇnı´ sve´ stavy. Konkre´tnı´ cˇa´sti
se myslı´ naprˇ. Device, Process, EmbeddedVariable. Mu˚zˇeme´ take´ zachytit zmeˇny
na vstupech a vy´stupech konkre´tnı´ jednotky. Uda´losti vyvola´vajı´cı´ prˇechody pak
mu˚zˇou by´t vestaveˇne´ procesy.
• Diagram aktivit - tento diagram se pouzˇı´va´ k zachycenı´ procesu˚, workflow, nebo
procedura´lnı´ logiky (vykona´va´nı´ jednotlivy´ch funkcı´). Zna´zornˇuje tok rˇı´zenı´ z ak-
tivity do aktivity. V porovna´nı´m se stavovy´m diagramem jsou si velmi podobne´,
oba ukazuji sekvenci stavu˚ a podmı´nky zpu˚sobujı´cı´ tyto prˇechody. Hlavnı´ rozdı´l
je v tom, zˇe u diagram aktivit se stav mu˚zˇe ty´kat vı´ce objektu˚ najednou. Nenı´
striktneˇ da´no, zˇe kazˇdy´ stav mu˚zˇe na´lezˇet pouze jednomu objektu, jak je tomu u
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stavove´ho diagramu. Vy´hodou je pak i to, zˇe umozˇnˇuje paralelnı´ vykona´vanı´ akcı´
dvou neza´visly´ch rˇı´dı´cı´ch toku˚. Tato vlastnost mu˚zˇe by´t v nasˇem prˇı´padeˇ vy´hodna´,
protozˇe jednotlive´ jednotky navrhovane´ho syste´mu vykona´vajı´ cˇinnost paralelneˇ v
oddeˇleny´ch vla´knech.
• Sekvencˇnı´ diagram - zachycuje zpra´vy, ktere´ si mohou objekty mezi sebou syn-
chronneˇ, nebo asynchronneˇ posı´lat v cˇasove´ posloupnosti. Nejdu˚lezˇiteˇjsˇı´m prvkem
je tzv. cˇa´ra zˇivota, ktera´ reprezentuje jednotlive´ u´cˇasnı´ky interakce a da´le zˇivotnost
objektu samotne´ho. Cˇa´ra zˇivota mu˚zˇe indikovat, zda objekt existoval prˇed posla´-
nı´m prvnı´ zpra´vy a zda bude jeho zˇivotnost ukoncˇena na konci sekvence. Sekvencˇnı´
diagram umozˇnˇuje v notaci zahrnout i stavy objektu˚. Tento diagram by mohl by´t
aplikovany´ na konkre´tnı´ vestavnou jednotku a popsat sekvenci vola´nı´ jednotli-
vy´ch funkcı´, ktere´ jsou na objektech typu Device, Process, EmbeddedVariable. Zde
mu˚zˇeme zachytit naprˇ. nastavenı´, nebo konzumaci hodnot vestaveˇne´ promeˇnne´,
vola´nı´ anotacı´ na jednotce apod.
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5 Na´vrh a realizace vlastnı´ho na´stroje
5.1 Na´vrh na´stroje
Prˇi na´vrhu na´stroje pro generova´nı´ UML diagramu˚ bylo bra´no v potaz to, zˇe prˇekladacˇ
e-PFL je jizˇ vytvorˇen pro platformu .NET. Z tohoto du˚vodu bylo logicky rozhodnuto o
vytvorˇenı´ vlastnı´ obecne´ assembly pro platformu Microsoft .NET 3.5 v jazyce C#, ktera´
bude posle´ze referencova´na e-PFL a vyuzˇı´vat jejı´ mozˇnosti. Assembly pojmenovana´
XMILibrary.dll je napsa´na obecneˇ tak, aby ji sˇlo pouzˇı´t i pro jine´ projekty. Prˇi pru˚beˇzˇne´m
testova´nı´ nove´ knihovny vznikl take´ projekt TestXMI. Jedna´ se o konzolovou testovacı´
aplikaci, ktera´ generuje jake´si testovacı´ modely pro otestova´nı´ funkcˇnosti XMILibrary.
Prˇi samotne´m programovanı´ knihovny nebyl striktneˇ nena´sledova´n objektovy´model,
ktery´ je popsa´n v OMG specifikacı´ch [20, 21], ale byl pro nasˇe u´cˇely znacˇneˇ zjednodusˇen.
Pu˚vodnı´ model je velmi komplexnı´, cˇı´ta´ okolo 300 trˇı´d a veˇtsˇina UML elementu˚ disponuje
vlastnostmi, ktere´ prˇi nasˇem vytva´rˇenı´ diagramu˚ nepouzˇijeme. Nebylo by ani v sila´ch
jednoho rˇesˇitele DP vytvorˇit knihovnu, obsahujı´cı´ vsˇechny prvky a vlastnosti poskytujı´cı´
UML 2.1.
V prvnı´m kroku bylo nutne´ navrhnout efektivnı´ podporu serializace objektu˚ tak, aby
mohla by´t s u´speˇchem a jednodusˇe pouzˇita pro vsˇechny elementy XMI modelu (i v prˇı´-
padeˇ budoucı´ho rozsˇı´rˇenı´). Tyto elementy jsou v projektu reprezentova´ny samostatny´mi
trˇı´dami. Servis teˇmto trˇı´da´m zajisˇt’uje trˇı´da Serializer, ktera´ se stara´ o samotnou serializaci
do XMI. Jelikozˇ kazˇde´ XMI obsahuje vı´ce jmenny´ch prostoru˚, byla s vy´hodou pouzˇita
pro spra´vu XML a vytva´rˇenı´ XML elementu˚ .NET assembly System.Xml.Linq. Ta na´m
oproti klasicky´m prˇı´stupu˚m znacˇneˇ zjednodusˇuje pra´ci s konstrukcı´ strukturovany´ch
XML dokumentu˚. Kazˇda´ trˇı´da, ktera´ reprezentuje UML element, implementuje rozhranı´
ISerializableXMI prostrˇednictvı´m ba´zove´ trˇı´dy Element. Pak ma´me k dispozici v kazˇde´m
konkre´tnı´m elementu override metody SerializeAttributes a SerializeCompositions. Prvnı´ ze
zminˇovany´ch slouzˇı´ k serializaci takovy´ch vlastnostı´, ktere´ jsou v XMI prezentova´ny jako
atributy elementu˚. V druhe´m prˇı´padeˇ se jedna´ o serializaci slozˇeny´ch konstrukcı´, jako
naprˇı´klad kolekce Operation v prˇı´padeˇ elementu Class.
public interface ISerializableXMI
{
void SerializeAttributes ( Serializer serializer , XElement currentXElement);
void SerializeCompositions(Serializer serializer , XElement currentXElement);
}
Vy´pis 1: Rozhranı´ ISerializableXMI
Ba´zova´ trˇı´da na´m da´le poskytuje atributy ID, UUID (Unique identificator) a kolekci ko-
menta´rˇu˚ ownedComment, ktere´ jsou dle specifikace XMI obsazˇeny v kazˇde´m elementu.
Kazˇdy´ element reprezentovany´ trˇı´dou da´le implementuje ru˚zne´ rozhranı´ podle pod-
porovany´ch vlastnostı´ naprˇ. pojmenova´nı´ elementu - INamedElement, nastavenı´ u´rovneˇ
viditelnosti - IVisibilityElement, element mu˚zˇe by´t pouzˇit v balı´cˇku - IPackageableElement
atd.
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XMILibrary nabı´zı´ v soucˇasne´ dobeˇ podporu pro tyto UML elementy (podrobny´ popis
vy´znamu je uveden v [20, 21]):
• namespace XMILibrary.Base - Association, Class, Comment, DefaultValue, Depen-
dency, Generalization, InstanceSpecification, InstanceValue, Interface, InterfaceRe-
alization, Model, Operation, Package, Parameter, Profile, Property, Slot
• namespace XMILibrary.Activities - Activity, ActivityAction, ActivityFinalNode,
ControlFlow, DecisionNode, FlowFinalNode, ForkNode, InitialNode, JoinNode,
MergeNode, ObjectFlow, ObjectNode
• namespace XMILibrary.Deployment - Artifact, Component, Device, ExecutionEn-
vironment, Node
• namespace XMILibrary.UseCase - Actor, UseCase, Extend, Include
Prˇi prakticke´ realizaci byly pouzˇite´ tyto technicke´ prostrˇedky:
• Kompletnı´ zdrojove´ ko´dy e-PFL
• Microsoft Visual Studio Professional 2010
• IBM Rational Software Architect 8.0 - CASE na´stroj pro modelova´nı´ v UML
• StyleCop (VS add-in) - analyzuje zdrojovy´ ko´d z hlediska „cˇistoty“ psanı´ zdrojove´ho
ko´du, hlı´da´ forma´tova´nı´ a prˇehlednost ko´duC#, obsahuje neˇkolikset pravidel a stylu˚
pro prˇehledne´ a obecneˇ uzna´vane´ za´sady kladene´ na moderneˇ psany´ zdrojovy´ ko´d.
• GhostDoc (VS add-in) - dokumentova´nı´ zdrojove´ho ko´du, automaticke´ generova´nı´
dokumentace.
5.2 Prˇı´klady konstrukce elementu˚ UML modelu˚
Tato kapitola demonstruje prˇı´klady pouzˇitı´ vlastnı´ knihovnyXMILibrary. Demonstrativnı´
prˇı´klady samozrˇejmeˇ nepostihujı´ vsˇechny kombinace a mozˇnosti te´to knihovny. Ulozˇene´
XMI soubory byly na´sledneˇ naimportova´ny a zpracova´ny pomocı´ IBM Rational Software
Architect 8.0 v konkre´tnı´ diagramy. Obsah vygenerovany´ch XMI souboru˚ se nacha´zı´ kvu˚li
rozsahu v prˇı´loze B. Dalsˇı´ komplexnı´ prˇı´klady jsou pak k nalezenı´ na prˇilozˇene´m CD.
// Vytvoreni testovaciho modelu
XMI xmi = new XMI(”TestModel”);
// Konstrukce hlavnich elemetu
Interface iterface1 = new Interface(”Inteface1”) ;
Class class1 = new Class(”Class1”, true);
Class class2 = new Class(”Class2”);
Class class3 = new Class(”Class3”);
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// pridani atributu




Operation operation1 = new Operation(”Operation1”,
new Parameter(”param1”, ParameterDirectionKind.@in, DataTypeKind.@string),
new Parameter(”param2”, ParameterDirectionKind.@return, DataTypeKind.@string));
class1.OwnedOperation.Add(operation1);
// Pridani poznamky k elementu Class1
class1.AddComment(”Abstract class”);
// Konstrukce realizace Interface (Class1 −−−> Iterface1)
class1.AddInterfaceRealization(iterface1) ;
// Konstrukce generalizace (Class2 −−−> Class1)
class2.AddGeneralization(class1);
// Konstrukce composite association (Class3 <>−−−> Class2)









// Ulozeni vystupu do XMI souboru
xmi.Save(fileName);
Vy´pis 2: Prˇı´klad konstrukce trˇı´d, rozhranı´, asociace, generializace, realizace
// Vytvoreni testovaciho modelu
XMI xmi = new XMI(”TestModel”);
Activity activity = new Activity( ” Activity diagram”);
InitialNode init = new InitialNode(”Start ” ) ;
activity .Node.Add(init);
ActivityAction action1 = new ActivityAction(”Action1”) ;
activity .Edge.Add(init.AddControlFlow(action1));
activity .Node.Add(action1);




ActivityAction action2 = new ActivityAction(”Action2”) ;
activity .Edge.Add(decision.AddControlFlow(action2,”false”));
activity .Node.Add(action2);
ForkNode fork = new ForkNode(”Fork”);
activity .Edge.Add(action2.AddControlFlow(fork));
activity .Node.Add(fork);
ActivityAction action3 = new ActivityAction(”Action3”) ;
activity .Edge.Add(fork.AddControlFlow(action3));
activity .Node.Add(action3);
ActivityAction action4 = new ActivityAction(”Action4”) ;
activity .Edge.Add(fork.AddControlFlow(action4));
activity .Node.Add(action4);












// Ulozeni vystupu do XMI souboru
xmi.Save(fileName);
Vy´pis 3: Prˇı´klad konstrukce diagramu aktivit
// Vytvoreni testovaciho modelu
XMI xmi = new XMI(”TestModel”);
// Konstrukce hlavnich elemetu
Artifact artifact = new Artifact( ” Artifact1 ” ) ;
Component component = new Component(”Component1”);
Device device = new Device(”Device1”);
ExecutionEnvironment executionEnvironment = new ExecutionEnvironment(”
ExecutionEnvironment1”);
Node node = new Node(”Node1”);





















// Ulozeni vystupu do XMI souboru
xmi.Save(fileName);
Vy´pis 4: Prˇı´klad konstrukce diagramu nasazenı´
// Vytvoreni testovaciho modelu
XMI xmi = new XMI(”TestModel”);
UseCase useCase1 = new UseCase(”Use case 1”);
UseCase useCase2 = new UseCase(”Use case 2”);
UseCase useCase3 = new UseCase(”Use case 3”);
UseCase useCase4 = new UseCase(”Use case 4”);
UseCase useCase5 = new UseCase(”Use case 5”);
Actor actor1 = new Actor(”Actor1”);
Actor actor2 = new Actor(”Actor2”);
















// Ulozeni vystupu do XMI souboru
xmi.Save(fileName);
Vy´pis 5: Prˇı´klad konstrukce diagramu prˇı´padu˚ uzˇitı´
// Vytvoreni testovaciho modelu
XMI xmi = new XMI(”TestModel”);
// Konstrukce trid
Class class1 = new Class(”Class1”);
Property property1 = new Property(”Property1”, DataTypeKind.@string);
class1.OwnedAttribute.Add(property1);
Class class2 = new Class(”Class2”);




// konstrukce instanci trid (objektu)
InstanceSpecification class1Instance = new InstanceSpecification(”Object1”, class1);
class1Instance.Slot.Add(new Slot(property1, ”concrete value 1”));
InstanceSpecification class2Instance = new InstanceSpecification(”Object2”, class2);
class2Instance.Slot.Add(new Slot(property2, ”concrete value 2”));
// zavislost objektu
class1Instance.AddDependency(class2Instance);





// Ulozeni vystupu do XMI souboru
xmi.Save(fileName);
Vy´pis 6: Prˇı´klad konstrukce diagramu objektu˚
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Obra´zek 5: UML diagram generovany´ z vy´pisu cˇ.2
Obra´zek 6: UML diagram generovany´ z vy´pisu cˇ.3
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Obra´zek 7: UML diagram generovany´ z vy´pisu cˇ.4
Obra´zek 8: UML diagram generovany´ z vy´pisu cˇ.5
Obra´zek 9: UML diagram generovany´ z vy´pisu cˇ.6
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5.3 Integrace s e-PFL
Hlavnı´ aplikace e-PFL.exe je konzolova´ aplikace, zajisˇt’ujı´cı´ prˇeklad popsane´ho vestaveˇ-
ne´ho syste´mu v e-PFL do zdrojove´ho ko´du v C# a prˇı´padneˇ take´ na´sledneˇ automaticky
zkompilovat do spustitelne´ho souboru typu exe. Vy´sledny´ soubor jizˇ prˇedstavuje sa-
motny´ vestaveˇny´ syste´m a po jeho spusˇteˇnı´ lze simulovat jeho realny´ beˇh. Vygenerovane´
zdrojove´ ko´dy v C# mu˚zˇeme rovneˇzˇ prˇipojit k debuggeru a ladit tak libovolneˇ jednotlive´
cˇa´sti syste´mu.
Po pru˚zkumu mozˇne´ integrace vlastnı´ knihovny XMILibrary do e-PFL byly pouzˇity
dva oddeˇlene´ prˇı´stupy:
1. Pro diagramy popisujı´cı´ aktua´lnı´ konfiguraci a celkovou strukturu syste´mu je nejle-
psˇı´m vy´chozı´m bodem samotna´ aplikace e-PFL.exe. Zde je v dobeˇ prˇekladu zna´ma´
konfigurace a struktura popisovane´ho vestaveˇne´ho syte´mu.Aplikace obsahuje kon-
figuracˇnı´ trˇı´dy, z ktery´ch lze pomeˇrneˇ snadno zı´skat informace k vytvorˇenı´ srozu-
mitelny´ch diagramu˚.
2. Pro diagramy popisujı´cı´ dynamicke´ aspekty syste´mu je nutne´, aby syste´m beˇhem
generace prova´deˇl vlastnı´ beˇh, procha´zel konkre´tnı´ cˇa´sti syste´mu, volal jednotlive´
funkce, manipuloval se vstupy a vy´stupy apod. Takovou podporu diagramu˚ lze
automaticky integrovat do vy´sledne´ho generovane´ho ko´du C#, ktery´ zajisˇt’uje e-
PFL na´stroj.
5.3.1 Integrace generova´nı´ diagramu˚ popisujı´cı´ pohled na aktua´lnı´ konfiguraci a
celkovou strukturu syste´mu
Prˇi integraci generova´nı´ XMI diagramu˚ byly pu˚vodnı´ zdrojove´ ko´dy e-PFL rozsˇı´rˇeny o
tyto trˇı´dy:
• XMIDiagramGenerator - trˇı´da se stara´ o generova´nı´ jednotlivy´ch modelu˚ na za´-
kladeˇ dat zı´skany´ch z konfiguracˇnı´ch trˇı´d e-PFL. Mezi hlavnı´ metody patrˇı´ Ma-
keConfigurationStaticDiagram, MakeConfigurationOverviewDiagram, MakeConfigurati-
onOverviewDeployDiagram, ktere´ zajisˇt’ujı´ samotne´ vytvorˇenı´ UMLmodelu˚ a ulozˇenı´
do XMI souboru.
• XMIDiagramConfiguration - trˇı´dapracuje s konfiguracˇnı´msouborem e-PFL.diagram.config,
kde mu˚zˇe uzˇivatel cˇa´stecˇneˇ ovlivnit podobu vy´stupnı´ho XMI souboru.
V teˇle metody Run prˇekladacˇe e-PFL.exe byla prˇida´na nova´ mozˇnost konzolove´ho prˇepı´-




/∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ Generate XMI diagrams ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗/
if (generateUMLDiagrams)
{
Console.WriteLine(”Generate diagram file: ” + fileName + ”.diagram.xmi”);





Vy´pis 7: Integrace XMILibrary do metody Run v e-PFL
Vygenerovany´ UMLmodel byl pro prˇehlednost rozdeˇlen do balı´cˇku˚ (packages), aby bylo
docı´leno lepsˇı´ prˇehlednosti a usnadnila se take´ na´sledna´ manipulace importovane´ho





• Overview class diagram
• Overview deployment diagram
• DataTypes
Korˇenem je element nazvany´ E-PFL. Jedna´ se o element typu „UML:Model“, ktery´m
zacˇı´na´ kazˇdy model ulozˇeny´ v XMI. Balı´k Configuration obsahuje vsˇechny modely vzta-
hujı´cı´ se ke konfiguraci a designu vestavne´ho syste´mu. Trˇı´dnı´ diagram obsazˇeny´ v sekci
Base diagram je technicky potrˇebny´ pro vytvorˇenı´ instancı´ trˇı´d v objektove´m diagramu na-
zvane´m Configuration diagram. Ten zachycuje startovnı´ konfiguraci vestavne´ho syste´mu.
Overview class diagram na´m da´va´ celkovou prˇedstavu o designu a jednotlivy´ch prvcı´ch
navrhovane´ho syste´mu, jako jsou jeho komponenty, jednotky, vstupy a vy´stupy.Overview
deployment diagram je druhou variantou zobrazenı´ prˇedesˇle´ho prˇı´padu. Jen jsou pouzˇity
prvky z „deployment“ diagramu tj. component, device, cozˇ na´m vu˚cˇi prˇedesˇle´mu elimi-
novalo pocˇet prvku˚ a celkoveˇ zjednodusˇilo pohled. V balı´ku Data types jsou definova´ny
vsˇechny datove´ typy, na ktere´ se mu˚zˇou odkazovat jednotlive´ UML „typove´“ elementy
navrhovane´ho modelu. XMILibrary obsahuje mimo jine´ take´ podporu pro prˇida´nı´ vlast-
nı´ho datove´ho typu. Tento datovy´ typ je pak automaticky prˇida´n do stejne´ho balı´ku.
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5.3.2 Integrace generova´nı´ diagramu˚ popisujı´cı´ pohled na dynamicke´ aspekty sys-
te´mu
Diagramy, ktere´ jsou vhodne´ pro zobrazenı´ teˇchto aspektu˚ syste´mu mohou by´t naprˇ.
Activity diagram, Statechart diagram, Sequence diagram. Jak uzˇ bylo zmı´neˇno, prˇekladacˇ
e-PFL vygeneruje .cs soubor obsahujı´cı´ trˇı´dy a zdrojovy´ ko´d, ktery´ popisuje vzhled a fun-
kcˇnost navrhovane´ho vestavne´ho syste´mu. Pokud chceme zachytit dynamicke´ aspekty
simulovane´ho vestaveˇne´ho syste´mu, musı´me upravit cˇa´st prˇekladacˇe, ktery´ se stara´ o
vygenerovanı´ vy´sledne´ho ko´du. Cı´lem je do procesu generace vy´stupnı´ho .cs souboru
vlozˇit take´ vlastnı´ ko´d, zajisˇt’ujı´cı´ generova´nı´ dat pro vytvorˇenı´ UML modelu.
V za´sadeˇ ma´me tyto mozˇnosti:
1. Prˇi simulaci mu˚zˇeme zaznamenat jednotlive´ akce a pru˚chody funkcemi do neˇjake´
vhodne´ struktury, kuprˇı´kladu textovy´ sturkturovany´ soubor, nebo XML soubor.
Tyto data by se da´le nacˇetly a zpracovaly v neˇjake´ vlastnı´ aplikaci, kde by se na
za´kladeˇ prˇedem specifikovany´ch kriteriı´ transformovaly do konkre´tnı´ch UML mo-
delu˚ a ulozˇily v podobeˇ XMI souboru. K tomuto u´cˇelu by sˇlo i s nejveˇtsˇı´ pravdeˇ-
podobnostı´ vyuzˇı´t neˇjaky´ hotovy´ na´stroj (knihovnu) pro tracing v .NET. Pak by se
generovany´ ko´d pouze rozsˇı´rˇil o tzv. „trace pointy“ a nad vy´stupnı´m souborem by
se vytvorˇil vlastnı´ na´stroj pro zpracova´nı´ teˇchto dat.
2. Dynamicky prˇipojit knihovnu XMILibrary.dll a vytva´rˇet modely rovnou za beˇhu,
vola´nı´m jednotlivy´ch funkcı´, ktere´ poskytuje tato knihovna.
Prvnı´ rˇesˇenı´ je vemi komplexnı´ a je i prˇipraveno na ru˚zne´ pozdeˇjsˇı´ analy´zy. Za´lezˇı´ sa-
mozrˇejmeˇ do jake´ hloubky a jaka´ data by na´m generovany´ soubor da´val k dispozici. Zde
je du˚lezˇity´m prvkem vhodneˇ navrhout samotnou strukturu takove´ho souboru. Druhe´
rˇesˇenı´ je prˇı´mocˇarejsˇı´ a nezohlednˇuje tolik budoucı´ potrˇeby. Nakonec byl zvolen druhy´
zpu˚sob, ktery´ je pro nasˇe edukativnı´ u´cˇely dostatecˇny´ a z hlediska jizˇ existujı´cı´ knihovny
XMILibrary i jednodusˇsˇı´.
Prˇi dalsˇı´ analy´ze jsem narazil na tyto proble´my:
• Embedded syste´m, ktery´ je kompilovany´ do spustitelne´ho souboru z e-PFL je v pod-
stateˇ distribuova´n volneˇ a samostatneˇ. Proto byla zvolena strategie, zˇe pokud nenı´
ve stejne´ cesteˇ umı´steˇna´ i assemblyXMILibrary.dll, tak funkce generova´nı´ diagramu˚
bude vypnuta. V prˇı´padeˇ, zˇe assemby existuje, je dynamicky nahra´na a jednotlive´
funkce jsou vola´ny pomocı´ .NET reflexi. K tomuto u´cˇelu slouzˇı´ nı´zˇe uvedena´ trˇı´da
XMILibraryWrapper, ktera´ „zabaluje“ vola´nı´ jednotlivy´ch funkcı´ knihovny. Uvedena´
trˇı´da podporuje v soucˇasne´ dobeˇ pouze diagram aktivit a je fyzicky umı´steˇna´ v re-
source souboru prˇekladacˇe e-PFL, ktery´ ji automaticky vkla´da´ do generovane´ho .cs
souboru spolu s ostatnı´mi trˇı´dami prˇi prˇekladu.
• Jednotlive´ jednotky (devices) popsane´hovestavne´ho syste´mubeˇzˇı´ ve vlastnı´chvla´k-
nech amohou pracovat i konkurencˇneˇ (fair a unfair rezˇim). Nenı´ proto snadne´ zvolit
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strategii vytvorˇenı´ takove´ho diagramu, aby smysluplneˇ zachytil neˇjakou cˇinnost.
Dalsˇı´ proble´m je, vola´nı´ jednotlivy´ch funkcı´ „wrapperu“ z jednotlivy´ch vla´ken. To
bylo rˇesˇeno pouzˇitı´m na´vrhove´ho vzoru typu „thread safe Singleton“ a pouzˇitı´m
za´mku˚ uvnitrˇ vola´nı´ jednotlivy´ch funkcı´.
• Uveˇtsˇinymodelovany´ch vestavny´ch syste´mu˚ pracujı´ jednotky v nekonecˇne´m cyklu
a prova´deˇjı´ akce, dokud uzˇivatel nezastavı´ program stiskem kla´vesy. Takto gene-
rovany´ diagram by byl zbytecˇneˇ rozsa´hly´ a neuzˇitecˇny´. Proto je trˇeba stanovit tzv.
pocˇet strojovy´ch cyklu˚, ktere´ dana´ jednotka provede a pak se ukoncˇı´.
Kromeˇ vlozˇenı´ vlasnı´ trˇı´dy XMILibraryWrapper do generovane´ho ko´du, byly i modifiko-
va´ny existujı´cı´ trˇı´dy SimulatorGenerator a MicroNETGenerator tak, aby docha´zelo k auto-
maticke´ konstrukci aktivitnı´ho diagramu. Tuto podporu mu˚zˇe uzˇivatel vyvolat novy´m







private static volatile XMILibraryWrapper instance;
private static object syncRoot = new Object();
private static Assembly assembly;
private static object xmi;
private static Type xmiType;





string assemblyFileName = Path.Combine(path, @”XMILibrary.dll”);




xmi = assembly.CreateInstance(”XMILibrary.XMI”, true, BindingFlags.Default, null,
new[] { ”Dynamic model” }, null, null) ;
activity = assembly.CreateInstance(”XMILibrary.Activities.Activity ” , true,
BindingFlags.Default, null , new[] { ” Activity diagram” }, null , null) ;
PropertyInfo propModel = xmiType.GetProperty(”Model”);



























return assembly != null;
}
}
public object AddInitialNode(string name)
{
if (! IsActivityHandlerEnabled) return null;
lock(this)
{
return CreateNode(”XMILibrary.Activities.InitialNode” , name);
}
}
public object AddForkNode(string name, object comesFrom)
{
if (! IsActivityHandlerEnabled) return null;
lock(this)
{





public object AddJoinNode(string name)
{








public void AddControlFlow(object nodeFrom, object nodeTo, string guard)
{
MethodInfo methodInfo = nodeFrom.GetType().GetMethod(”AddControlFlow”, new Type
[] { assembly.GetType(”XMILibrary.Activities.ActivityNode”), typeof(string) });
object o = methodInfo.Invoke(nodeFrom, new[] { nodeTo, guard });
AddItemList( activity , ”Edge”, o);
}
public object AddAction(string name, object comesFrom, string guard)
{
if (! IsActivityHandlerEnabled) return null;
lock (this)
{





public object AddActivityFinalNode(string name, object comesFrom)
{
if (! IsActivityHandlerEnabled) return null;
lock (this)
{









PropertyInfo propInfo = obj.GetType().GetProperty(propName);
object list = propInfo.GetValue(obj, null) ;
MethodInfo m = list .GetType().GetMethod(”Add”);
m.Invoke( list , new[] { item }) ;
}
}
public object CreateNode(string type, string name)
{
Type initNodeType = assembly.GetType(type);
object initNodeInstance = Activator .CreateInstance(initNodeType, name);
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AddItemList( activity , ”Node”, initNodeInstance);
return initNodeInstance;
}
public void SaveDiagram(string fileName)
{
fileName = Path.Combine(path, fileName);
MethodInfo saveMethod = xmiType.GetMethod(”Save”);




Vy´pis 8: XMILibrary wrapper
5.4 Demonstrace mozˇnostı´ generovany´ch diagramu˚ z e-PFL
Zde je vybrana´ uka´zka automaticky generovany´ch diagramu˚ z jednoduche´ rˇesˇene´ e-
PFL u´lohy za pomocı´ integrovane´ knihovny XMILibrary.dll.
Pozna´mka: Vı´ce prˇı´kladu˚ u´loh e-PFL a generovany´ch komplexnı´ch diagramu˚ je prˇı´lozˇeno
na CD.
import ”prelude.pfl ”
produce :: a Integer −> (a Integer, b Integer, c Integer)
produce x = (x+1, x, x)
work :: Device
work = Process produce
showB :: b Integer −> ()
showB x = writeLine (show x)
printer :: Device
printer = Process showB
cmp1 :: EmbSystem
cmp1 = EmbComponent ”worker” Hume
cmp2 :: EmbSystem
cmp2 = EmbComponent ”printer” MicroNET
annotation :: Annotation
annotation = rename ”b” ”c”
main = (startDevice work cmp1 [])‘bl ‘( startDevice printer cmp2 []) ‘ bl ‘( startDevice printer cmp2 [
annotation])
Vy´pis 9: Prˇı´klad u´lohy v e-PFL
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Obra´zek 10: Overview diagram
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Obra´zek 11: Overview diagram (deployment)
Obra´zek 12: Configuration base diagram
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Obra´zek 13: Configuration diagram
45
Obra´zek 14: Activity diagram
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6 Za´veˇr
Vprˇedlozˇene´ diplomove´ pra´ci byly prozkouma´nymozˇnosti vyuzˇitı´ UMLpro popis vesta-
veˇny´ch syste´mu˚ a take´ vestavny´ procesneˇ funkciona´lnı´ jazyk e-PFL. Da´le byl analyzova´n
a realizova´n na´stroj (konkre´tneˇ .NET assembly), umozˇnˇujı´cı´ generovat UML modely do
XMLMetadata Interchange specificke´ho forma´tu souboru, ktery´ mu˚zˇe by´t na´sledneˇ nacˇten
vCASEna´strojı´ch a zpracova´n dopodoby konkre´tnı´chUMLdiagramu˚. Vlastnı´ na´stroj byl
vhodneˇ integrova´n do sta´vajı´cı´ho prˇekladacˇe e-PFL tak, aby bylo mozˇne´ automaticky ge-
nerovat diagramy popsane´ho vestaveˇne´ho syste´mu a zvy´sˇila se tak jeho srozumitelnost.
Generovane´ diagramy zahrnujı´ staticky´ pohled na celkovou strukturu syste´mu v podobeˇ
trˇı´dnı´ho diagramu a diagramu nasazenı´, da´le objektovy´ diagram zachycujı´cı´ startovnı´
konfiguraci a diagram aktivit pro reprezentaci procesu˚ a manipulaci se vstupy a vy´stupy
prˇi relne´m beˇhu. Soucˇa´stı´ pra´ce jsou take´ prˇı´klady demonstrujı´cı´ mozˇnosti realizovane´ho
na´stroje.
Popis komplexnı´ch vestaveˇny´ch syste´mu˚ s pomocı´ UML nenı´ zcela snadna´ disci-
plı´na, specia´lneˇ pak real-time syste´my, kde je potrˇeba v na´vrhu zachytit zpra´vy, signa´ly,
synchronizaci, cˇasove´ podmı´nky, komunikacˇnı´ kana´ly, konkurencˇnı´ podmı´nky, HW i SW
prvky atd. Acˇkoli je UMLprima´rneˇ urcˇen promodelova´nı´ objektoveˇ orientovane´ho (nebo
tomuto paradigmatu blı´zke´ho) syste´mu, poskytuje sa´m o sobeˇ dostatecˇny´ komfort pro
popis vestaveˇny´ch syste´mu˚. V prˇı´padeˇ slozˇiteˇjsˇı´ch analy´z syste´mu jsou k dipozici neˇktere´
z UML profilu˚ RT-UML, MARTE, SysML atd., ktere´ rozsˇirˇujı´ modelovacı´ jazyk o specific-
kou se´mantiku a samotna´ specifikace cˇasto sebou take´ prˇina´sˇı´ popis jisty´ch analyticky´ch
postupu˚ a vhodnost pouzˇitı´ jednotlivy´ch diagramu˚. Prˇesto mu˚zˇe analytik narazit na jista´
omezenı´ a nedostatky. Pak lze UML kombinovat i s jiny´mi na´stroji jako je naprˇ. Hard-
ware Description Language apod. Cˇa´stecˇneˇ je i na ty´move´ dohodeˇ, jak budou dane´ za´pisy
strukturova´ny a interpretova´ny.
Po pru˚zkumu technologiı´ pro prˇenos UML modelu˚ mu˚zˇu tvrdit, zˇe XMI (XML Me-
tadata Interchange) je v soucˇasne´ dobeˇ jediny´ zˇivotaschopny´ zavedeny´ standard, ktery´
je schopen splnit sve´ posla´nı´, jako prostrˇedek vy´meˇny objektu˚ UML modelu a metadat
informacı´ mezi CASE na´stroji. Prˇes neˇktere´ proble´my s kompatibilitou v CASE na´strojı´ch,
ktere´ se ovsˇemkonsorciumOMGs vy´robci CASEna´stroju˚ snazˇı´ odstranit, lze rˇı´ct, zˇe tento
standard budu podporova´n i v budoucnu.
Procesneˇ funkcionalnı´ jazyk e-PFL prˇedstavuje zajimavou mozˇnost a vlastnosti v
oblasti modelova´nı´ vestaveˇny´ch syste´mu˚ pomocı´ hybridnı´ho funkciona´lnı´ho jazyka, vy-
cha´zejı´cı´ z cˇisteˇ funkciona´lnı´ho jazyka Haskell. e-PFL je v soucˇasne´ dobeˇ sta´le ve fa´zi
vy´voje, ale prˇesto lze namodelovat pomeˇrneˇ komplexnı´ syste´m. Jednı´m z prˇı´kladu mu˚zˇe
by´t zdrojovy´ soubor vending.pfl, ktery´ je prˇilozˇen na CD.
6.1 Prˇı´nos diplomove´ pra´ce
Tato pra´ce neprˇı´na´sˇı´ zˇa´dne´ nove´ veˇdecke´ poznatky. Konkre´tnı´m vy´stupem a hlavnı´m prˇı´-
nosem diplomove´ pra´ce, bylo vytvorˇit .NET knihovnu pro generova´nı´ UML diagramu˚ a
integrovat ji s hybridnı´m procesneˇ funkciona´lnı´m jazykem e-PFL, urcˇeny´m pro modelo-
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va´nı´ vestavny´ch syste´mu˚ v prvnı´ch fa´zı´ch vy´voje. U´kolem teˇchto diagramu˚ je zprˇehlednit
a usnadnit pochopenı´ navrhovane´ho syste´mu.
Hlavnı´m osobnı´m prˇı´nosem bylo obecneˇ se sezna´mit s vestaveˇny´mi syste´my, mozˇ-
nostmi jejich modelova´nı´ jak pomocı´ UML, tak i pomocı´ procesneˇ funkciona´lnı´ho jazyka
e-PFL. Vedle nabytı´ teoreticky´ch znalostı´ jsem si i prakticky osvojil pra´ci s celou sˇka´-
lou SW na´stroju˚. Prˇi vlastnı´ relizaci jsem pak zu˚rocˇil dosavadnı´ profesiona´lnı´ praxi v
SW firmeˇ a propojil ji s teoreticky´mi veˇdomostmi zı´skany´mi prˇi da´lkove´m studiu tohoto
univerzitnı´ho oboru.
6.2 Mozˇnosti dalsˇı´ho rozsˇı´rˇenı´ pra´ce
Na za´kladeˇ aktua´lnı´ho stavu diplomove´ pra´ce lze navrhnout dalsˇı´ mozˇnosti rozsˇı´rˇenı´
vy´zkumu, jak po stra´nce teoreticke´, tak i prakticke´:
• Assembly XMILibrary by mohla by´t rozsˇı´rˇena o dalsˇı´ elementy, jak definuje speci-
fikace UML naprˇ. Stavovy´ diagram, Sekvencˇnı´ diagram, Diagram komunikace, Diagram
cˇasova´nı´ atd.
• Sta´le existuje urcˇity´ volny´ prostor pro vytipova´nı´ a analy´zu mozˇnostı´ generova´nı´
dalsˇı´ch diagramu˚ z e-PFL, zejme´na pak v oblasti popisujı´cı´ dynamicke´ aspekty
syste´mu.
• U slozˇiteˇjsˇı´ch generovany´ch diagramu˚ se ztra´cı´ markantneˇ prˇehlednost, proto by
bylo zˇa´doucı´ parametrizovat v konfiguracˇnı´m souboru e-PFL.diagram.config u´ro-
venˇ jejich slozˇitosti a vygenerovat me´neˇ detailnı´ pohledy, nebo diagramy parcia´lneˇ
rozdeˇlit podle neˇjake´ho klı´cˇe apod.
• Hloubeˇji se ponorˇit do modelova´nı´ vestaveˇny´ch syste´mu˚ pomocı´ UML a zameˇrˇit se
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A Obsah prˇilozˇene´ho CD
Na CD prˇilozˇene´m k te´to pra´ci se nacha´zejı´ na´sledujı´cı´ slozˇky:
• Examples - obsahuje souhrn prˇı´kladu˚ v e-PFL, vcˇetneˇ vygenerovany´ch XMI sou-
boru˚ a UML diagramu˚ v pdf forma´tu.
• Sources
• E-PFL - obsahuje zdrojovy´ ko´d na´stroje e-PFL, rozsˇı´rˇene´ o integraci vlastnı´
assembly XMILibrary pro generova´nı´ diagramu˚.
• XMILibrary - obsahuje zdrojovy´ ko´d vlastnı´ vytvorˇene´ assembly XMILibrary
pro pra´ci s UML diagramy a testovacı´ aplikaci TestXMI.
• Text - obsahuje samotny´ text diplomove´ pra´ce vytvorˇeny´ v LATEX.
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B Vy´pisy XMI k prˇı´kladu˚m
<?xml version=”1.0” encoding=”utf−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi=”http://schema.omg.org/spec/XMI/2.1” xmlns:uml=”http://
schema.omg.org/spec/UML/2.1.1”>
<xmi:Documentation contact=”tomas.huplik@gmail.com” exporter=”XMI Factory” exporterVersion
=”1” />



















<ownedEnd xmi:id=”9439b0ae−b4b8−46e1−b044−4ec081b3ff9a” name=”Class3” xmi:type=
”uml:Property” type=”02546fd9−0ea0−4ceb−89f9−4da5d7ceea55” visibility=”public”


































































Vy´pis 10: Vy´stupnı´ soubor XMI generovany´ z vy´pisu cˇ.2
<?xml version=”1.0” encoding=”utf−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi=”http://schema.omg.org/spec/XMI/2.1” xmlns:uml=”http://
schema.omg.org/spec/UML/2.1.1”>
<xmi:Documentation contact=”tomas.huplik@gmail.com” exporter=”XMI Factory” exporterVersion
=”1” />



























































































































Vy´pis 11: Vy´stupnı´ soubor XMI generovany´ z vy´pisu cˇ.3
<?xml version=”1.0” encoding=”utf−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi=”http://schema.omg.org/spec/XMI/2.1” xmlns:uml=”http://
schema.omg.org/spec/UML/2.1.1”>
<xmi:Documentation contact=”tomas.huplik@gmail.com” exporter=”XMI Factory” exporterVersion
=”1” />











































































Vy´pis 12: Vy´stupnı´ soubor XMI generovany´ z vy´pisu cˇ.4
<?xml version=”1.0” encoding=”utf−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi=”http://schema.omg.org/spec/XMI/2.1” xmlns:uml=”http://
schema.omg.org/spec/UML/2.1.1”>
<xmi:Documentation contact=”tomas.huplik@gmail.com” exporter=”XMI Factory” exporterVersion
=”1” />
<uml:Model xmi:id=”6964b68f−3a1b−4af6−8e1b−3b183734dfac” name=”TestModel” xmi:type=”
uml:Model” visibility=”public”>








<packagedElement xmi:id=”8c6943af−d876−4970−8092−0e9f0f3eddff” name=”Use case 2”
xmi:type=”uml:UseCase” visibility=”public” />




















<ownedEnd xmi:id=”1701db49−166a−4210−88b0−1bdddc01c500” name=”Actor1” xmi:type
=”uml:Property” type=”9a969d15−4090−4318−882a−013e4708fe5d” visibility=”public”
isDerived=”false” isID=”false” isReadonly=”false” isUnique=”true”>
<association xmi:idref=”23a4f761−3daa−4c08−bf7c−cb3190f31675” />
</ownedEnd>
<ownedEnd xmi:id=”18c7660e−7d30−4e4f−bd97−cad00bada70d” name=”Use case 2”
xmi:type=”uml:Property” type=”8c6943af−d876−4970−8092−0e9f0f3eddff” visibility=”








<ownedEnd xmi:id=”89e744dd−2bd0−423f−a515−5f68b8de0d59” name=”Actor1” xmi:type=
”uml:Property” type=”9a969d15−4090−4318−882a−013e4708fe5d” visibility=”public”
isDerived=”false” isID=”false” isReadonly=”false” isUnique=”true”>
<association xmi:idref=”877b8a44−2a68−4764−a705−2d1d4f231a42” />
</ownedEnd>
<ownedEnd xmi:id=”552fd21e−4fe8−4e8a−ba03−2eb285423b8c” name=”Use case 5”
xmi:type=”uml:Property” type=”f96e0551−7a96−461e−9e4a−e89f97e92b7a” visibility=”


























Vy´pis 13: Vy´stupnı´ soubor XMI generovany´ z vy´pisu cˇ.5
<?xml version=”1.0” encoding=”utf−8”?>
<xmi:XMI xmi:version=”2.1” xmlns:xmi=”http://schema.omg.org/spec/XMI/2.1” xmlns:uml=”http://
schema.omg.org/spec/UML/2.1.1”>
<xmi:Documentation contact=”tomas.huplik@gmail.com” exporter=”XMI Factory” exporterVersion
=”1” />

























<value xmi:id=”1f05d718−9cd4−4f8f−913a−600fc43bd514” visibility=”public” xmi:type=”














<value xmi:id=”a1e1ffaf−91bc−4ccd−82d9−eb602cf6a323” visibility=”public” xmi:type=”


















Vy´pis 14: Vy´stupnı´ soubor XMI generovany´ z vy´pisu cˇ.6
