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LAS ONTOLOGÍAS EN LA INGENIERÍA DE SOFTWARE: 








Los conceptos ontológicos se suelen acercar más a la ingeniería del conocimiento, 
por lo que los ingenieros del software no los suelen aplicar para resolver problemas 
de su área. Es necesario que los ingenieros de software se apropien de las ontologías, 
pues éstas proporcionan un vocabulario común, que podría contribuir en la solución 
de problemas recurrentes en ingeniería del software, tales como la dificultad de la 
comunicación entre analista e interesado para definir los requisitos de un sistema, 
la baja reutilización de componentes y la escasa generación automática de código, 
entre otros. En este artículo se presenta un primer enlace entre las ontologías y la 
ingeniería de software mediante la recopilación y análisis de la literatura relativa a la 
utilización de las ontologías en las diferentes fases del ciclo de vida de un producto 
de software.
Palabras clave: ontologías, ingeniería de software, ciclo vida del software, análisis, 
diseño, implementación y pruebas, mantenimiento.
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ONTOLOGIES IN SOFTWARE ENGINEERING: 
APPROACHING TWO GREAT KNOWLEDGE AREAS
ABSTRACT
Ontology concepts have been traditionally linked to knowledge engineering 
and software engineers have not applied them to solve problems of this area. It is 
necessary that software engineers use these ontologies, since they provide a common 
language, which can contribute to the solution of some common software engineering 
problems like difficulties in communication between the analyst and the interested 
person in order to define a system requirements, the low components re-use, and 
scarce automatic generation in code generation, among others.  In this paper, a first 
encounter between ontologies and software engineering by means of a state-of-the-art 
analysis related to the use of ontologies in several phases of software development 
life cycle is presented.
Key words: Ontologies, software development lifecycle, software engineering, 
knowledge engineering.
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INTRODUCCIÓN
La ingeniería de software (IS) es un enfoque 
sistemático del desarrollo, operación y manteni-
miento del software cuyos objetivos, entre otros, 
son mejorar la calidad de los productos de software 
y suministrar a los desarrolladores las bases para 
construir software de alta calidad en una forma efi-
ciente La ingeniería del conocimiento (IC), por su 
parte, es una disciplina moderna que forma parte 
de la inteligencia artificial (IA) y cuyo objetivo es 
extraer, articular y computarizar el conocimiento 
de un experto [1]. La IS y la IC tienen muchos 
tópicos en común [2], pues ambas tratan con el 
modelado de objetos del mundo real. El término 
“ontología” proviene de la filosofía y es una especi-
ficación explícita y formal de una conceptualización 
compartida [3].
Actualmente, se empieza a reconocer que las 
ontologías pueden ayudar en la solución de proble-
mas de la IS. En cada una de las fases del ciclo de 
vida de los productos de software, algunos trabajos 
de aplicación de ontologías se están llevando a 
cabo, por lo cual en este artículo se realiza una 
recopilación de aplicaciones de las ontologías en 
la IS, separándolas en las diferentes fases del ciclo 
de vida del software.
La estructura de este artículo es la siguiente: en 
la sección dos se muestran algunos antecedentes de 
las ontologías en diferentes áreas del conocimiento, 
en la sección tres se explora el uso de las ontologías 
en las diferentes fases del ciclo de vida del software 
y en la sección cuatro se presentan las conclusiones 
y el trabajo futuro.
1		 ANTECEDENTES
Una de las dimensiones del marco para la cla-
sificación de las ontologías se agrupa en tres áreas 
[4]: asistencia en la comunicación entre agentes hu-
manos, logro de la interoperabilidad entre sistemas 
de información y mejoramiento de la calidad de los 
sistemas de software. Relativo a los beneficios de las 
ontologías en los sistemas de software, se destaca 
que posibilitan la capacidad de reutilización y ge-
neran confiabilidad en los sistemas, pues permiten 
automatizar el chequeo de la consistencia [4]. Los 
sistemas que usan ontologías en su construcción 
sirven para mejorar la documentación del software 
y así reducir costos de mantenimiento.
2		 USO DE ONTOLOGÍAS 
EN LAS FASES DEL CICLO  
DE VIDA DEL SOFTWARE
Algunos trabajos proponen ontologías para 
ayudar, de manera transversal, en todo el proceso 
de desarrollo de software. En uno de ellos [5] se 
propone una ontología de IS, que contiene los 
conceptos para representar y comunicar el conoci-
miento en IS y la información de los proyectos de 
software. La función de esta ontología es facilitar 
el entendimiento común del conocimiento a los 
miembros de un equipo de desarrollo de software. 
En otro trabajo, Mendes y Abran [6] exploran 
SWEBOK (el cuerpo de conocimiento de la IS, que 
la delimita la IS y la organiza en una taxonomía 
a muy alto nivel) y proponen una ontología que 
aprovecha todo el conocimiento ya validado por 
los expertos de SWEBOK, para enriquecerlo y 
mejorar su estructura. Así, esta ontología integra 
un conocimiento detallado para apoyar cada fase 
del ciclo de vida del software.
2.1	Definición y análisis
Son las fases iniciales del ciclo de vida del soft-
ware, en las que se realiza un conjunto de procesos 
que parten de la captura que hacen los analistas de 
los requisitos de los interesados, hasta su especifica-
ción en lenguajes formales y semiformales para el 
desarrollo de software. En estas fases, los problemas 
se suelen asociar con la escasa comprensión que 
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tienen interesados y analistas de los requisitos, 
especialmente por problemas de comunicación y 
falta de claridad en los requisitos.
2.1.1 Uso de ontologías existentes
Dos de estos trabajos emplean ontologías gene-
rales. El primero [7] establece que los modelos de 
características, que son jerarquías de características 
que incluyen una variabilidad, son vistas de una 
ontología general y utilizan estos modelos para 
la generación e integración de vistas. El segundo 
trabajo, denominado CM-Builder [8], emplea un 
modelo del mundo, expresado en forma de una 
ontología general, para clasificar los conceptos y 
relaciones que se incluyen en la descripción textual 
de los requisitos de una aplicación y luego obtener 
el diagrama de clases de UML.
Otros trabajos emplean ontologías del do-
minio. Se destacan Kaiya y Saeki [9]USA</
pub-location><urls></urls></record></Cite></
EndNote>, que proponen una estructura para las 
ontologías del dominio, correspondiente al proceso 
de captura de requisitos, e incorporan las ontolo-
gías así definidas en un método para verificar la 
completitud y consistencia de los requisitos, medir 
la calidad de la especificación en relación con su 
significado y predecir cambios en los requisitos. 
Soares [10] propone un conjunto de ontologías del 
dominio de asuntos sociales y organizacionales, que 
se pueden usar en las fases de análisis y diseño del 
desarrollo de software. Jin et al. [11] proponen el 
uso de una ontología de negocios para construir, 
en un lenguaje controlado, exento de términos 
de software, los requisitos del interesado. Geerts y 
McCarthy [12] emplean una ontología del dominio 
empresarial, basada en el modelo REA (Resource-
Event-Agent), para apoyar el análisis conceptual, 
entre otras aplicaciones. Dobson et al. [13] utilizan 
una ontología perteneciente al dominio de calidad, 
en sistemas orientados a servicios, para atender la 
especificación de requisitos, el descubrimiento de 
servicios y la selección, diferenciación y búsque-
da de servicios. Pisanelli et al. [14] emplean una 
librería de ontologías, previamente elaboradas, 
pertenecientes al dominio de guías médicas, con 
el fin de integrar modelos conceptuales y definir 
estándares de representación. Finalmente, Linha-
lis y Moreira [15] usan un entorno basado en una 
ontología de componentes, con el fin de identificar 
componentes, parámetros, métodos y acciones en 
un dominio particular.
2.1.2	 Construcción de ontologías como 
productos intermedios
En este campo se encuentran trabajos para 
extraer, modelar y analizar requisitos de seguri-
dad en la construcción de un sistema informático 
[16], generar planes de procesos de software [17], 
formalizar los requisitos (mediante una ontología 
paralela a la especificación) [18], para colaborar en 
la identificación de elementos de un reporte técni-
co de accidente de tránsito [19], generar modelos 
ejecutables de componentes [20], participar en el 
proceso de desarrollo de aplicaciones Web [21]%B, 
determinar el significado de un problema en el 
nivel de negocio [22] y participar en el proceso de 
traducción de descripciones textuales a diagramas 
de casos de uso [23].
2.1.3  Identificación de términos relevantes de 
un dominio
En este grupo de trabajos, se destaca el uso de 
la minería de textos como técnica para la extracción 
de términos. Dittenbach et al.[24] proponen la iden-
tificación de términos importantes de un dominio, 
con el fin de emplearlos luego en una ontología que 
represente ese dominio. Benaroch [25] presenta un 
método para capturar los requisitos y especificar-
los de manera declarativa, haciendo explícita una 
ontología local que se puede traducir luego a una 
base de datos o a un esquema relacional. Gangemi 
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et al. [26] proponen un método para la integración y 
recopilación de términos médicos en una ontología 
del dominio, para apoyar procesos de ingeniería de 
requisitos en ese dominio.
2.2		Diseño
En esta fase, mediante un proceso iterativo, se 
traducen los requisitos y especificaciones de las 
fases previas en una representación del software por 
construir, que incluye los datos, la arquitectura, 
las interfaces y los procedimientos. Las ontologías 
contribuyen en las diversas técnicas asociadas con 
el diseño de software.
2.2.1 Uso de ontologías existentes
Parrend y David [27] presentan un proceso 
basado en ontologías del dominio para apoyar 
los procesos de ingeniería basada en modelos. 
Algo similar propone Pahl [28] para el diseño 
de servicios web. Otros usos de las ontologías 
existentes se enfocan en la recopilación de 
requisitos de diferentes dominios como los 
modelos de procesos [29] y los componentes de 
software [30]. Además, Chitchyan et al.  [31] las 
emplean en el diseño de aplicaciones orientadas 
a aspectos y Ferreiro et al. [32] en la construcción 
de bases de datos desde documentos de la Web.
2.2.2 Construcción de ontologías de diseño
Para este uso en particular, Devedzic [33] propone 
la construcción de ontologías a partir de patrones 
de diseño y Romay y Cuesta [34] proponen un 
enfoque basado en aspectos para la construcción 
de ontologías del dominio durante el desarrollo 
de sistemas de información.
2.3		Implementación
La generación automática de código, como una 
solución para cerrar la brecha existente entre las 
etapas de análisis y diseño a la implementación, 
suscita mucho interés en los investigadores de 
IS. Las ontologías se usan, en este contexto, de 
diversas formas.
2.3.1	Generación automática de código
Bures et al. [35] definen la síntesis de programa 
(Program synthesis) como el proceso para derivar, 
automáticamente, código ejecutable desde 
especificaciones de alto nivel no ejecutables. Este 
proceso se basa en esquemas que representan el 
conocimiento computacional reutilizable y usa 
técnicas de IA. Los sistemas AutoBayes y AutoFilter, 
desarrollados en el centro de investigación 
AMES de la NASA, generan código a partir de 
modelos estadísticos y de estimación de estados, 
respectivamente, aplicando síntesis de software 
basado en esquemas. Dado que estos sistemas 
se volvieron inmanejables, por su alto grado de 
complejidad, los autores estudian las ventajas de las 
ontologías en este tipo de sistemas. Ellos afirman 
que las ontologías actúan como documentación 
para los programadores, facilitan la escritura de los 
esquemas, controlan la interacción de esquemas, 
facilitan la extensión a nuevos dominios, permiten 
validar la salida de los esquemas, aseguran la 
consistencia a través del proceso y posibilitan la 
generación de artefactos adicionales basados en 
conocimiento.
2.3.2 Aprendizaje y comprensión 
de los lenguajes de programación
Sosnovsky y Gavrilova [36] proponen una 
ontología educacional para la enseñanza y 
el aprendizaje del lenguaje C. Lee et al. [37] 
desarrollaron la ontología JLOO (Java® Learning 
Object Ontology), útil en el aprendizaje del lenguaje 
Java®. Turner y Eden [38] abordan el problema 
de los lenguajes de programación desde la 
perspectiva de la filosofía de las ciencias de la 
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computación y proponen una taxonomía de 
abstracciones de programas, que busca distinguir 
los programas de otras entidades, como hardware y 
especificaciones de programas o meta programas. 
DOLCE (Descriptive Ontology for Linguistic and 
Cognitive Engineering) [39] es una ontología 
general para ayudar a estructurar el dominio de 
la programación y que se aplica en el campo de la 
neurología, para compartir y reutilizar programas 
de procesamiento de imágenes.
2.4	Pruebas
Bench-Capon [40] utiliza ontologías para veri-
ficar la coherencia de una base de conocimientos, 
proveer un medio para estructurar las pruebas y su-
gerir respuestas apropiadas cuando las pruebas in-
dican que existen fallas. Looker et al.[41] proponen 
un método para medir la capacidad de un sistema 
para ejecutar su función de una manera confiable, 
en el contexto de los servicios Web y las arquitectu-
ras orientadas a servicios. Se construyeron varias 
ontologías: descripción de los servicios Web, una 
extensión de un modelo general de fallas y modos 
de errores. Yu et al. [42] proponen un método para 
probar la capacidad que poseen los servicios Web 
para operar entre ellos. El uso de la ontología per-
mite detectar nuevos tipos de errores, permitiendo 
el ingreso de las reglas correspondientes.
2.5	Mantenimiento
La comunidad de la IS comparte la idea de que 
lo esencial para realizar un buen mantenimiento de 
un sistema es conocerlo a fondo. Este conocimiento 
abarca la definición del sistema y los supuestos para 
su realización, sus componentes y sus interrelacio-
nes, las funciones asociadas a cada componente, 
los requisitos funcionales y no funcionales, los 
detalles de la implementación del sistema, las metas 
y procesos organizacionales que soporta.
2.5.1	Enfoques centrados en el conocimiento 
del sistema y del dominio
La ontología de Kitchenham et al. [43] contiene 
los conceptos relevantes para la clasificación de 
estudios empíricos en el mantenimiento de software. 
Esta ontología comprende cuatro subontologías: 
de actividades de mantenimiento, de procesos 
de la organización, de agentes involucrados 
en las actividades y de productos de software. 
La subontología de procesos comprende dos 
divisiones: de procedimientos y de organización 
del proceso. Oliveira et al. [44] agregan una quinta 
subontología, correspondiente al conocimiento 
relacionado con el dominio de aplicación. 
Algunos tipos de conocimiento, implícitos en 
los artefactos construidos en el ciclo de vida de 
desarrollo de un software, se representan como 
conceptos en la ontología presentada por Deridder 
[45]. Entre estos conocimientos, se encuentran 
las conexiones entre los diferentes artefactos, el 
conocimiento que se pierde en los refinamientos 
interactivos y el conocimiento considerado como 
de sentido común por las partes participantes en el 
desarrollo. Hyland-Wood et al. [46] construyen una 
ontología de conceptos de la IS. Dichos conceptos 
corresponden a las componentes y metadatos 
del sistema y permiten la navegación sobre éste 
facilitando el entendimiento del software y su 
mantenimiento. April [47] formaliza una ontología 
de mantenimiento con base en la ontología de Ruiz 
et al. [48] y establece una relación con un conjunto 
de mejores prácticas contenidas en la integración 
de modelos de capacidad y madurez (CMMI).
2.5.2  Enfoques orientados 
por la transformación de modelos
La multiplicidad de esquemas generada 
en el proceso de síntesis de programas, que se 
presenta en el numeral 3.3.1, se mejora con la 
introducción de una ontología de conceptos de 
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dominios específicos, que guía la actualización 
y el cambio de los sistemas, actividades 
representativas de la fase de mantenimiento. 
Nistor [49] se ocupa de hacer extensible la 
síntesis de sistemas, por medio de la ontología, a 
nuevos dominios de aplicación.
3		 DISCUSIÓN, CONCLUSIONES 
Y TRABAJO FUTURO
Las ontologías, como una forma de integrar y 
hacer explícitos los conocimientos correspondientes 
a cada una de las fases del ciclo de vida de desarrollo 
del software, constituyen una contribución muy 
importante en la profundización del conocimiento 
requerido en IS, para mantenerlo, adaptarlo, 
reutilizarlo y producir mejores aplicaciones.
En general, las fases de definición, análisis y 
diseño emplean ontologías existentes del dominio 
y construyen ontologías como productos interme-
dios para la transformación de modelos. También, 
se identifican términos del dominio y se realizan 
comparaciones con las bases de datos, especialmen-
te en el tema de versionado.
En implementación, se presentaron algunos 
trabajos que aplican ontologías en la generación 
automática de código, particularmente en la técnica 
de síntesis de programas, en el entendimiento de la 
naturaleza de los lenguajes de programación y en 
la enseñanza/aprendizaje de estos últimos. 
En la fase de pruebas de sistemas conven-
cionales, la literatura reporta pocos casos de 
aplicaciones de ontologías. Bertolino [50] evidencia 
esta carencia, cuando califica como un desafío 
actual la aplicación de técnicas inteligentes en las 
pruebas de software. 
La fase de mantenimiento proclama la nece-
sidad de conocer muy a fondo el sistema que se 
desea mantener. Así, ella tiende a convertirse en 
una extensión de la fase de análisis, donde tradi-
cionalmente se concentran los conocimientos para 
el desarrollo de los sistemas. Las ontologías que 
representan ese conocimiento apoyan de manera 
importante esta fase del desarrollo de software.
Cada una de las fases del desarrollo de 
software requiere una participación mayor de las 
ontologías, especialmente las fases finales. Algunos 
trabajos seminales a partir de esta revisión de la 
literatura son: la elaboración de metaontologías 
para la educción de requisitos, la articulación de 
ontologías de MDA para apoyar la transformación 
entre modelos, la generalización del conocimiento 
de los diferentes lenguajes de programación en 
ontologías genéricas para ese fin, la recopilación del 
conocimiento relativo a pruebas y mantenimiento 
de software y la continuación más detallada de la 
taxonomía SWEBOK para darle más características 
ontológicas.
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