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Resum 
 
 
En aquest projecte s’estudia els costos d’execució d’algoritmes criptogràfics a 
dispositius de mà com poden ser les agendes electròniques. L’objectiu final 
d’aquest estudi és determinar quins algoritmes són millors per aquests 
dispositius. 
 
Els experiments s’efectuen sobre els algoritmes criptogràfics més utilitzats, 
populars i actuals com són DES, TripleDES, AES, RSA, DSA i ECDSA. Per 
cada algoritme s’estudia la implementació de diferents longituds de claus. 
També s’estudien els beneficis de la utilització de funcions de hash. Les 
funcions estudiades són: la generació de claus, xifrar, desxifrar, signar, 
verificar i hash.  
 
Mitjançant diferents proves s’analitzen els costos energètics, temporals i 
espacials que cada algoritme consumeix i s’avalua quins d’ells es comporten 
millor. Diferents textos d’entrada i dimensions de bucles ens permeten fer un 
estudi exhaustiu i complert del comportament de cada algoritme en diferents 
situacions. Finalment també es realitzen proves a nivells mínims de bateria. 
 
Les proves també es realitzen en un ordinador de sobretaula per comparar els 
resultats amb els del dispositiu mòbil.  
 
Durant tot el projecte s’explica pas a pas la realització d’aquestes proves, és a 
dir, la instal·lació de programes i llibreries, generació de codi, anàlisis teòric 
d’algoritmes criptogràfics i creació d’aplicacions. 
 
Com a conclusió, podem afirmar que AES és el millor algoritme de clau 
simètrica. Pel que fa a la clau pública, en general, no hi ha un algoritme 
criptogràfic perfecte sinó que en funció de les característiques del sistema és 
millor utilitzar-ne un o un altre. Per altra banda, hem comprovat que el consum 
energètic de l’agenda és més elevat per nivells de bateria baixos. En qualsevol 
cas, els resultats obtinguts són assumibles per dispositius de mà, i com a 
conclusió final es pot dir que actualment la implementació d’algoritmes 
criptogràfics a dispositius mòbils és possible i necessària. 
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Overview 
 
 
This project studies the costs of executing cryptographic algorithms in a mobile 
device, as for example a pocket pc. The main objective of this research is to 
determine which algorithms are those that fit themselves better to these 
terminals. 
 
The experiments carried out in this study have been performed on the most 
popular, used and current cryptographic algorithms, for example: DES, 
TripleDES, AES, RSA, DSA and ECDSA. For every algorithm, we have studied 
its behaviour using different key lengths. This research also studies the 
benefits of the utilization of hash functions. 
 
The studied functions are the generation of keys, encoding, decoding, signing 
verification and hash functions. 
 
Battery, time and memory consumption have been analyzed by means of 
different test. These parameters have helped us to determine that algorithm 
behave better. Different inputs and different loop lengths allow us to do a 
comprehensive and thorough study about the behaviour of every algorithm in 
different situations. 
 
The test has also been performed in a laptop, and results have been compared 
with those obtained on the mobile devices.  
 
The memory of the project explains step by step the procedure to carry out  
these tests, that is, the installation of programs and libraries, code generation, 
theoretical analysis of cryptographic algorithms and creation of applications. 
 
Our conclusions are that AES is the best algorithm of symmetric keys. 
Regarding public key cryptography, there does not exist a general perfect 
algorithm for all situations, but it depends on the particular system that has to 
be implemented. On the other hand, we have proved that the energetic 
consumption of the PDA is higher for low levels of battery. In any case, the 
obtained results are assumable for handheld devices, and as a final conclusion 
it can be said that nowadays the implementation of cryptographic algorithms in 
mobile devices is possible and necessary. 
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INTRODUCCIÓ 
 
Un dels fenòmens més actuals és la proliferació tecnològica en entorns mòbils. 
Aquesta permet connectar i intercanviar informació des de diferents dispositius 
personals, on normalment ens trobem amb els recursos limitats. Aquests 
factors exigeixen seguretat en les operacions que es desitgin fer, juntament 
amb la màxima eficàcia possible. 
 
L’objectiu d’aquest treball és analitzar el cost en energia, memòria i temps, de 
diferents algoritmes criptogràfics, per tal que posteriorment es puguin dissenyar 
protocols segurs i el més òptims possibles que s’adaptin a les xarxes mòbils. 
 
L’estudi proposat està dividit en diferents capítols segons la informació que 
contenen. 
 
En el primer capítol s’hi pot trobar una descripció dels escenaris de treball que 
s’utilitzen, ja sigui el hardware, el sistema operatiu o el software. 
 
En el segon capítol s’expliquen les bases de l’estudi, com poden ser els 
paràmetres escollits que s’utilitzaran per mesurar el cost o els diferents 
algoritmes que es posaran a prova. 
 
En el següent, s’explica el plantejament de l’estudi, és a dir, el disseny de les 
proves que es duran a terme. 
 
En el quart capítol s’hi troba el desenvolupament, és a dir, la creació dels 
programes utilitzats per realitzar els experiments. 
 
En el capítol cinquè es presenta l’experimentació en si, és a dir, els resultats de 
les diferents proves realitzades. 
 
En el darrer capítol s’hi poden trobar les diferents conclusions obtingudes al 
realitzar tota l’experimentació i el treball en si, com és l’elecció de l’algoritme 
criptogràfic més eficaç per a dispositius mòbils. 
 
Finalment també s’hi poden trobar els annexos on s’inclouen les configuracions 
realitzades per a la instal·lació del diferent software, així com, el codi del 
programari creat per realitzar les proves i en definitiva més informació i 
resultats més detallats obtinguts durant el projecte. 
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CAPÍTOL 1. ESCENARIS DE TREBALL 
 
1.1. Definició Hardware utilitzat. 
 
Durant el present treball s’han realitzat proves a un PC i a un dispositiu de mà. 
Amb aquest fet s’ha pretès comparar si els algoritmes criptogràfics de tota la 
vida es comporten igual d’eficients als sistemes pels quals van ser dissenyats 
(PC de sobre taula) i als nous sistemes com poden ser els dispositius de mà. A 
continuació es presenten les característiques dels dispositius emprats. 
 
 
1.1.1. Pocket PC 
 
Una Pocket PC és el dispositiu de mà on s’han realitzat les proves. El model 
utilitzat és una IPAQ-3970 de la marca COMPAQ on té les següents 
característiques: 
 
 
Taula 1.1. Característiques IPAQ-3970 
 
Model IPAQ-3970 
Processador Intel Xscale PXA250 a 400Mhz 
Memòria  (48 Mb de ROM + 64Mb de RAM) 
Disc Dur 32 Mbytes 
 
 
Els recursos d’aquest dispositiu són molt limitats, tant a nivell de dimensions, 
com a nivell de hardware. És per aquest motiu que s’ha utilitzat un PC per 
donar suport al desenvolupament de programari per a la iPAQ, és a dir, 
crearem l’aplicació a l’ordinador de sobretaula, la transferirem a la IPAQ 
mitjançant el port RS-232 i software com pot ser Minicom i finalment 
executarem l’aplicació a la iPAQ. 
 
 A partir d’ara i fins a la fi de l’estudi aquest dispositiu serà anomenat “IPAQ”. 
 
 
1.1.2. PC 
 
Un ordinador de sobretaula ens permet realitzar les proves necessàries i al 
mateix temps desenvolupar les aplicacions per a la iPAQ. El PC utilitzat per 
realitzar aquestes funcions té les següents característiques: 
 
 
Taula 1.2. Característiques de DELL-DCNE 
 
Model: DELL-DCNE 
Processador: A 2,8 Ghz 
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Memòria: 512 Mb RAM 
Disc dur: 70 Gbytes 
 
 
A partir d’ara i fins al final del treball aquest dispositiu serà anomenat “PC”. 
 
 
1.2. Sistema Operatiu. 
 
Les diferents característiques dels dispositius emprats fan que aquests utilitzin 
diferents versions del sistema operatiu. Al llarg de l'estudi les proves s'han 
realitzat en l’entorn Linux. Aquest sistema operatiu s’ha hagut d’instal·lar tant en 
el PC com a la IPAQ, ja que no acostuma a venir per defecte. En alguns 
models de IPAQ, instal·lar Linux pot tenir la seva complicació i fins i tot pot 
generar danys irreversibles al dispositiu. Primerament s’ha d'instal·lar un 
Bootloader (gestor d'arrancada) i després la versió de Linux desitjada. Es 
recomanable realitzar una còpia de seguretat del Windows, ja que per falta de 
disc dur no és eficient tenir els dos sistemes operatius instal·lats 
simultàniament. En el cas de la IPAQ s'instal·larà el Bootloader 2.20.4 i la 
distribució Familiar que conté un kernel 2.4.19, aquesta és la versió més 
provada i popular per a dispositius mòbils. El procediment d'instal·lació es troba 
a l’annex1. 
 
Pel que fa al PC, qualsevol distribució recent de Linux ens servirà. A l’estudi 
s'ha utilitzat la distribució gratuïta Ubuntu 6.10 (Edgy Eft) que porta un kernel 
2.6.17. 
 
 
1.3. Compilador 
 
S'utilitza el llenguatge de programació ‘c’, ja que és el llenguatge que té les 
llibreries més completes de criptografia. El llenguatge ‘c’ necessita ser compilat 
i linkat per poder-lo executar, per tant haurem d’utilitzar algun programa que 
ens realitzi aquestes operacions, com per exemple el popular compilador Gcc. 
 
El PC i la IPAQ tenen arquitectures diferents, i686 i ARM respectivament. Això 
provoca que a l'hora de realitzar aplicacions al PC i executar-les a la IPAQ es 
generin certs errors i no siguin compatibles. Per solucionar aquest problema 
s'ha d'instal·lar un compilador creuat al PC, per tal de generar executables 
adequats per a l'arquitectura ARM. Per tant, a l'hora de generar executables 
per a la IPAQ des del PC utilitzarem una modificació del compilador Gcc capaç 
de generar executables per a l'arquitectura ARM i on es poden utilitzar totes les 
seves comandes i opcions. Per executar-lo a la iPAQ indicarem “arm-linux-gcc” 
en comptes de l’habitual gcc que s’utilitza per generar aplicacions pel PC. 
 
Per veure l'obtenció, instal·lació i funcionament d'aquests compiladors mirar 
l’Annex1. 
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1.4. Esquema general 
 
A continuació es mostra un esquema resum de l’escenari que s’ha utilitzat: 
 
 
 
 
 
Fig 1.1 Esquema general de l’escenari 
PC: DELL-DCNE: 
 
Hardware: 
- Procesador: 2,8 Ghz 
- Memòria: 512 MBytes 
- Disc dur: 70 GBytes 
 
Sistema Operatiu: 
- Versió: Ubuntu 6.10 
- Kernel: 2.6.17 
 
Software: 
- Compilador gcc 
- Compilador creuat arm-gcc 
- Minicom 
- Llibreries criptogràfiques 
Connexió 
mitjançant el 
port RS-232
IPAQ: COMPAQ-3970 
 
Hardware: 
- Procesador: 400 Mhz 
- Memòria: 48 Mb de ROM + 
64Mb de RAM 
- Disc dur: 32 MBytes 
 
Sistema Operatiu: 
- Versió: Familiar 
- Kernel: 2.6.17 
 
Software: 
- Llibreries criptogràfiques. 
Procediment al PC: 
 
- Es crea el codi de l’algoritme en c.   
- Mitjançant el compilador gcc es genera l’executable pel pc i ja 
es pot executar. 
- Mitjançant el compilador creuat arm-gcc es genera 
l’executable per a la iPAQ. 
- Es connecten físicament els dos dispositius pel port RS-232. 
- Mitjançant el programa Minicom transferim l’executable a la 
iPAQ. 
Procediment a la IPAQ: 
 
- Executem l’arxiu que hem 
rebut des del PC. 
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CAPÍTOL 2. BASES DE L'ESTUDI 
 
Com hem explicat en l’apartat 1, un dels objectius d'aquest estudi es veure el 
comportament de certs algoritmes de criptografia a dispositius mòbils. Per 
poder realitzar un estudi adequat, primer de tot s'han de definir els paràmetres i 
algoritmes que s'estudiaran, s'avaluaran, es compararan i en definitiva ens 
permetran treure unes conclusions raonades sobre quins algoritmes són més 
adequats. 
 
 
2.1. Paràmetres a analitzar. 
 
En aquest estudi s'ha cregut convenient estudiar els paràmetres que 
s'explicaran a continuació. La seva elecció ha estat motivada pel tipus de 
hardware que utilitzem, és a dir, els dispositius mòbils. 
 
 
2.1.1. Temps. 
 
El temps de procés és un factor important a l'hora de prendre una decisió per 
implementar un algoritme o un altre. Per exemple, si es pretén realitzar una 
aplicació comercial que intercanviï missatges entre dos usuaris a temps real, 
potser interessarà utilitzar un algoritme ràpid perquè els dos usuaris no perdin 
interactivitat, més que no pas un algoritme que sigui extremadament segur però 
molt lent. 
 
A part d'influir sobre el tipus d'aplicació que es vulgui utilitzar, el temps també 
ens servirà per descartar, si més no com a òptims, aquells algoritmes que 
tardin molt a realitzar certes operacions, és a dir, un algoritme que tardi una 
hora per desxifrar un text de 100K directament el podem descartar per un ús 
habitual. 
 
Per altra banda, el temps ens pot donar una presumpte idea sobre quin cost té 
l'algoritme a la màquina, és a dir, si un algoritme triga molt temps en realitzar 
una operació això ens pot deixar entreveure que la cpu estarà ocupada bastant 
de temps. 
 
Finalment, els dispositius mòbils no tenen les característiques de hardware com 
un ordinador de sobretaula, per tant el temps per fer una operació és més 
elevat. Si considerem que un dels objectius pels quals s'han creat els 
dispositius mòbils és per poder realitzar operacions en un moment determinat i 
en un lloc determinat, ens interessarà que les aplicacions que es facin per 
aquests dispositius siguin poc complexes, ja que en cas contrari el temps 
augmentarà i farà que l'aplicació sigui poc atractiva per un dispositiu d'aquest 
tipus. 
 
 
2.1.1.1. Mitjançant què mesurem aquest paràmetre? 
 
Utilitzant el llenguatge de programació “C” es pot fer ús de la llibreria time.h[6]  i 
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de la seva funció times() que ens permetrà obtenir el temps real d’execució de 
l’aplicació. D'aquesta forma, cridant la funció adequada a l'inici i al final d'una 
operació podrem saber quan ha trigat exactament a fer-la (considerant que la 
operació no ha estat interrompuda per altres processos). Posteriorment 
s’analitzarà amb més detall el mètode de mesura d’aquest paràmetre. 
 
 
2.1.2. Bateria 
 
Un altre paràmetre, i potser el més important, és la bateria. Aquest paràmetre 
només el mesurem a la IPAQ, ja que és el dispositiu que té una limitació més 
important en aquest sentit i perquè el PC no porta bateria. La bateria determina 
la autonomia del dispositiu, i això en els dispositius mòbils és un factor molt 
important. 
 
Aquest paràmetre va directament relacionat amb el paràmetre descrit 
anteriorment, el temps, ja que si hi ha un algoritme que trigui en realitzar una 
operació un temps considerable, el consum de bateria també ho serà. Aquest 
fet està produït perquè la IPAQ consumeix bateria encarà que no s'hi realitzi 
cap operació, ja que el sistema està actiu i esperant igualment. 
 
Un altre factor que haurem de tenir en compte serà si la pantalla de la IPAQ 
està encesa o apagada, ja que aquest és un dels factors més rellevant del 
consum d'aquests dispositius, i serà de total interès ja que ens permetrà veure 
el consum relatiu de les operacions criptogràfiques respecte el consum bàsic 
de l’aparell (pantalla apagada) i el consum quan l’usuari interacciona amb la 
Ipaq (pantalla encesa). 
 
Per tant, al mesurar aquest paràmetre haurem de diferenciar entre la bateria 
consumida per les operacions criptogràfiques i la consumida pel temps 
transcorregut tenint en compte si la pantalla està o no activa. 
 
 
2.1.2.1. Mitjançant què mesurem aquest paràmetre? 
 
Per mesurar aquest paràmetre utilitzem la informació que ens aporta el driver 
de la bateria, i en  el cas particular de la IPAQ HP-3970 i de Linux Familiar, fem 
servir el driver asic que ens mostra la informació mitjançant l’arxiu 
“/proc/asic/battery”. Cal esmentar que aquest arxiu no es troba a tots els 
dispositius ja que cada màquina té el seu sistema per controlar/monitoritzar el 
consum de bateria. Els drivers més utilitzats són apm, acpi i asic. 
 
Observant la bateria restant a l'inici i al final de l'operació podrem deduir la 
bateria consumida. 
 
Fa anys els venedors de bateries es van posar d’acord en utilitzar les unitats 
“mAh”, aquestes indiquen els mA que la màquina podrà donar en una hora, és 
a dir, si una bateria té capacitat de 1000mAh. significa que durant una hora 
podrà donar una intensitat de 1000mA a un voltatge X. Els venedors 
consideren que el voltatge X és sempre constant (fet que no és cert) i fan la 
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mesura de l’energia que la ipaq pot donar amb aquestes unitats. Per tant, ens 
haurem de basar en aquestes unitats per mesurar el consum de bateria. 
 
Posterior s'analitzarà amb més detall el mètode de mesura. 
 
 
2.1.3. Memòria 
 
Un altre paràmetre important a estudiar és la memòria que consumeix cada 
algoritme per poder realitzar les funcions. 
 
Mitjançant aquest paràmetre es pot comprovar si un algoritme criptogràfic no és 
apte per depèn quins dispositius, és a dir, com ja se sap molts dispositius 
mòbils venen limitats per les seves característiques físiques i això fa que 
actualment aquestes màquines no disposin de grans quantitats de memòria. Si 
un algoritme necessita carregar unes llibreries en memòria i aquestes ocupen 
més que la capacitat que té el dispositiu, farà que no es pugui executar el 
programa, si més no de forma òptima. 
 
Per tant, la memòria ens servirà per poder descartar aquells algoritmes que 
d'entrada consumeixin molta memòria i que la seva implementació sigui molt 
costosa. 
 
 
2.1.3.1. Mitjançant què mesurem aquest paràmetre? 
 
Aquest paràmetre el mesurem mitjançant la creació de processos per cada 
operació que volem estudiar. D’aquesta forma podem mesurar la memòria 
consumida específicament per a cada procés, i per tant per a cada operació. 
Per controlar aquest paràmetre es farà ús de llibreries del propi sistema 
operatiu, les quals ens mostren l’estat de la memòria de cada procés a l’arxiu 
/proc/PID/statm [8], on PID és el PID de cada procés. 
 
Posteriorment s'explicarà amb més detall com i sobre quines condicions 
mesurarem aquest paràmetre. 
 
 
2.2. Introducció als algoritmes criptogràfics 
 
A continuació es descriuen els algoritmes que s’utilitzaran al llarg del projecte. 
L’elecció d’aquests i no d’altres ve donada sobretot per ser els algoritmes que 
s’utilitzen més en l’entorn que estem estudiant, els dispositius mòbils. 
 
Les descripcions són bàsiques i pretenen donar una idea general del 
funcionament de l’algoritme i de les funcions/operacions que s’utilitzen per 
realitzar les proves experimentals, per tant, totes les operacions que no es fan 
ús durant el projecte no estan descrites a continuació. Per més informació es 
recomana mirar la bibliografia indicada. 
 
Primer de tot hem de saber que la criptografia actual es pot dividir en dos grans 
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grups: els criptosistemes de clau simètrica i els de clau pública. 
 
 
2.2.1 Clau simètrica 
 
 
2.2.1.1 Conceptes bàsics dels algoritmes de clau simètrica 
 
La criptografia simètrica és un mètode criptogràfic que es basa en utilitzar la 
mateixa clau per xifrar i per desxifrar missatges. Les dues parts que es volen 
comunicar cal que es posin en contacte per acordar la clau que utilitzaran. Un 
cop els dos la tenen acordada, l’emissor envia el missatge xifrat amb la clau i el 
receptor el desxifra amb la mateixa clau. 
 
 
 
 
Fig 2.1. Funcionament clau simètrica 
 
 
Aquest tipus d’algoritmes poden ser públics i per tant el que s’ha d’assegurar és 
el secret de la clau. Al ser públics significa que probablement l’algoritme haurà 
estat estudiat i examinat per part de la comunitat científica, cosa que assegura 
millor la seva robustesa. Per tant, gran part de la seguretat recau en la clau. Tot 
i això, un atacant pot endevinar la clau mitjançant un atac de força bruta 
(provant tot l’espai de claus possibles fins trobar la que permet desxifrar el 
criptograma), per tant, s’intenta que l’espai de claus sigui gran, és a dir, l’ús de 
claus amb una longitud llarga. 
 
Un cop hem vist que la seguretat depèn de les claus, el gran inconvenient que 
hi trobem és l’intercanvi d’aquestes entre els usuaris, és a dir, si un atacant 
intercepta la clau en el moment de l’intercanvi aquest podrà xifrar i desxifrar tots 
els missatges sense cap problema. Un altre inconvenient és el nombre de claus 
que es necessiten. Si tenim dues persones només necessitarem una clau, però 
si el nombre de persones que es volen comunicar de forma privada és elevat, 
necessitarem una clau per a cada parella de persones, és a dir: 
 
 
2
)1(__ −= UsuarisUsuarisclausdeNombre                             (2.1) 
 
 
Per tant es pot deduir que aquest mètode es pot utilitzar en espais reduïts de 
Algoritme 
de 
Xifratge
Algoritme 
de 
Desxifratge
Text en clar
Text en clar
Clau secretaClau secreta =
Emissor Receptor 
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persones però impossible dur-lo a terme en espais grans. 
 
Alguns dels algoritmes més importants que utilitzen clau simètrica són el DES, 
el 3DES i l’AES que a continuació seran estudiats amb més detall. 
 
 
2.2.1.2 DES (Data Encryption Standard) 
 
DES [9][10][11][12] és l’algoritme prototip del xifrat per blocs. Aquest tipus de 
xifrat consisteix en agafar un text en clar d’una longitud fixa de bits i 
transformar-lo amb un text xifrat de la mateixa longitud, mitjançant una sèrie 
d’operacions complicades. En el cas del DES aquesta longitud és de 64 bits, 
això fa que si es vol xifrar un text de longitud superior a 64 bits, aquest s’hagi 
de partir en blocs de 64 bits, afegint bits de farciment (padding) en el cas que la 
longitud total no sigui múltiple de 64. La clau simètrica té una longitud de 64 
bits, 8 dels quals són de paritat. 
 
Les operacions bàsiques del DES són permutacions i substitucions de bits. 
L’estructura bàsica està formada per una permutació inicial (PI), 16 fases 
idèntiques anomenades rondes on s’utilitzen subclaus, s-caixes i on recau la 
seguretat del DES i finalment una permutació final (PF). Les dues permutacions 
són funcions inverses entre si. Abans de les rondes, el bloc és dividit en dues 
meitats de 32 bits les quals seran processades alternativament, aquest 
encreuament es coneix com esquema de Feistel. 
 
 
 
 
Fig 2.2. Estructura de Feistel. 
 
 
Quan es va idear el DES, per tal de facilitar la implementació, es va voler que 
les operacions de xifrat i desxifrat fossin similars. La gran diferència que s’hi 
troba és que les subclaus s’apliquen en ordre invers. 
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Avui en dia l’algoritme DES es continua utilitzant i es considera insegur, ja que 
una clau de 64 bits s’ha trencat en menys de 24 hores mitjançant la força bruta. 
Per aquest motiu, hi ha una variant més segura de DES anomenada TripleDES. 
 
Les proves que realitzarem a aquest algoritme es basen en agafar fitxers de 
diferents dimensions, llegir-los, xifrar-los i desxifrar-los amb una clau de 64 bits. 
 
 
2.2.1.3 Triple DES (Triple Data Encryption Standard) 
 
Com s’ha comentat anteriorment el Triple DES [9][10][11][12]  és una 
implementació del DES per reforçar la seguretat d’aquest. Aquesta consisteix 
en l’aplicació de tres cops consecutius l’algoritme DES amb claus diferents 
cada cop (a la figura K1, K2 i K3). 
 
 
 
 
Fig 2.4. Implementació del Triple DES. 
 
 
Tot i passar tres cops pel mateix algoritme no és un xifratge múltiple. DES té la 
particularitat que si xifrem el mateix bloc amb claus diferents augmenta la 
dimensió de la clau i per tant fa l’algoritme més segur. La variant més simple i 
coneguda del Triple DES es basa en la següent funció matemàtica: 
 
 ( )( )( )MEDEC kDESkDESkDES 123=                                 (2.2) 
 
 
Si K1 i K2 són iguals l’algoritme es comporta con un DES normal, ja que xifrem i 
desxifrem amb la mateixa clau i finalment xifrem amb la K3. 
 
Tot i ser més segur també fa que les operacions de xifrat s’hagin de realitzar 3 
cops més que el DES, i per tant fa que aquest algoritme sigui bastant lent. 
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Les proves que realitzarem a aquest algoritme es basen en agafar fitxers, llegir-
los, xifrar-los i desxifrar-los amb una clau de 192 bits (64 x 3). 
 
 
2.2.1.4 AES (Advanced Encryption Standard) 
 
AES [9][10][11][13] és juntament amb DES dels algoritmes de clau simètrica 
més importants. També es basa en el xifratge per blocs, en aquest cas de 128 
bits. La gran diferència recau en que DES es basa en una estructura de Feistel, 
i en canvi, AES utilitza operacions modulars a nivell de byte dins d’un grup finit. 
 
Les longituds de clau més utilitzades són 128, 192 i 256 bits. Pel que fa al 
procediment de xifratge podem veure com AES té com a unitat bàsica el byte i 
treballa amb matrius, per tant totes les cadenes de bits (textos en clar i claus) 
es representen amb matrius de bytes. Les matrius intermèdies que s’utilitzen 
s’anomenen matrius d’estat. Per tant, el primer que es fa és transformar el text 
en clar en una matriu d’estat. Posteriorment, es realitza una transformació 
inicial (AddRoundKey). Seguidament es realitzen quatre passos 
(AddRoundKey, SubBytes, ShiftRow i MixColumn) durant un cert nombre 
d’iteracions (que varien entre 10 i 14 segons la longitud de la clau). Finalment 
es fa una última iteració realitzant tots els passos anteriors menys MixColumn. 
En el següent esquema es pot apreciar millor el funcionament. 
 
 
 
 
Fig 2.5. Esquema de xifratge de AES. 
 
 
Si mirem per sobre les funcions que s’utilitzen durant el procediment hi trobem 
4 funcions: 
 
Text en clar
AddRoundKey
Text xifrat
SubByte 
ShiftRow 
AddRoundKey 
Iteracions -1
SubByte 
ShiftRow 
MixColumn 
AddRoundKey
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• AddRoundKey: fa una suma XOR de la matriu estat amb cada byte de la 
subclau(ki) corresponent a la iteració. Les subclaus s’obtenen a través 
d’una funció d’ampliació a la clau inicial. 
• SubBytes: substitució no lineal dels bytes de la matriu estat.  
• ShiftRow: desplaça les files de la matriu d’estat. 
• MixColumn: (no s’utilitza a la última iteració): barreja les columnes de la 
matriu estat a partir d’operacions polinomials 
 
Les proves que realitzarem a aquest algoritme es basen en agafar fitxers de 
diferents dimensions, llegir-los, xifrar-los i desxifrar-los. Primer les realitzarem 
amb una clau de 128 bits i posteriorment amb una de 256 bits. 
 
 
2.2.2 Criptosistemes de Clau Pública 
 
Com s’ha vist anteriorment, el fet d’intercanviar la clau per xifrar i desxifrar a 
través d’un canal insegur fa que la seguretat sigui relativa. Per aquest motiu, 
s’han desenvolupat protocols i esquemes per solucionar aquest problema. 
 
Els esquemes de clau pública, els quals estan basats en el protocol Diffie-
Hellman, es fonamenten en funcions-trampa d’un sol sentit, per exemple els 
nombres primers. Aquest tipus de funcions tenen la particularitat que la seva 
computació és fàcil, mentre que la seva inversió és extremadament difícil. 
 
Pel que fa al funcionament, cada usuari té un parell de claus, una pública (PK) i 
una privada (SK). Ambdues són inverses, és a dir, el que fa una ho desfà l’altra, 
tot i que sabent una clau no es pot obtenir l’altra. La clau pública es dóna a 
conèixer a tothom i la privada només la sap el propietari. 
 
El mètode per xifrar i desxifrar missatges consisteix en que quan l’emissor (A) 
vol enviar un missatge, primer demana la clau pública del receptor (B), és a dir, 
PKB. Un cop la sap l’emissor xifrarà el missatge amb PKB i l’enviarà al receptor. 
Aquest missatge només es podrà desxifrar mitjançant la clau privada, SKB. 
 
 
 
 
Fig 2.6. Funcionament de les claus públiques. 
 
 
Aquests criptosistemes es basen en la seguretat computacional i per tant es 
poden trencar, tot i això el temps que es requereix en trencar-los és molt elevat. 
S’obté PKB  
PKB(missatge) SKB(PKB(missatge)) = missatgemissatge 
Directori públic de claus 
Emissor A Receptor B 
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Els criptosistemes de claus públiques més utilitzats són el RSA, el DSA i les 
corbes el·líptiques. 
 
El criptosistema de clau pública únicament necessita dues claus per usuari, 
mentre que en els de clau simètrica el nombre de claus creix exponencialment 
depenent del nombre d’usuaris. Un altre avantatge és la facilitat en la 
distribució de claus, aquestes es poden incloure en un directori públic, de tal 
forma que quan una persona necessita comunicar-se amb una altra, a través 
d’un canal segur, utilitza la clau pública de l’interlocutor (obtinguda del directori 
públic) per crear el canal confidencial. Per al contrari, les claus són més 
llargues i els temps de procés són majors que els de les simètriques. Un altre 
inconvenient és l’anomenat “atac de l’home a mig camí”, és a dir, suposem que 
A vol enviar un missatge a B i un atacant C vol saber-ne el contingut o 
modificar-lo. C en tindria prou en modificar el directori públic de claus de 
manera que la identitat de l’usuari B quedi lligada a la clau pública de C. 
D’aquesta manera A xifrarà amb la clau pública de C (pensant-se A que és la 
de B). Aleshores només C podrà desxifrar el missatge, llegir-lo i modificar-lo. 
Per solucionar aquest problema existeix un mecanisme que permet associar 
una clau pública a la identitat del propietari, l’anomenat certificat digital, on 
solen estar controlats per les autoritats de certificació (estructura PKI). 
 
A mode de resum dels avantatges i inconvenients que hi ha en utilitzar claus 
públiques o privades trobem la següent taula: 
 
 
Taula 2.1. Comparació entre clau simètrica i clau pública. 
 
 Clau simètrica Clau pública 
Avantatges - Claus curtes 
- Rapidesa en xifrar i 
desxifrar 
- Dues claus per usuari 
independentment del 
nombre total. 
- No es necessita un 
canal segur. 
 
Inconvenients - Nombre de claus expo-
nencial al nombre d’u-
suaris. 
- Necessitat d’un canal 
segur per a la trans-
missió de les claus. 
 
- Claus més llargues. 
- Lentitud en xifrar i 
desxifrar. 
- Existència d’una estruc-
tura PKI. 
 
 
A la pràctica s’utilitza la combinació dels dos tipus de criptosistemes. Es fa ús 
de les claus públiques per a l’intercanvi de forma segura de la clau simètrica. 
Aquesta posteriorment s’utilitza per xifrar i desxifrar els missatges. 
 
 
2.2.2.1 Signatura digital. 
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Després de l’aparició de les claus asimètriques es va plantejar el fet de si les 
claus públiques que s’obtenen són realment de qui diuen ser. Pensant en la 
signatura convencional que utilitzem per signar documents i que identifica a la 
persona, s’ha ideat la creació de la signatura digital amb el mateix objectiu però 
de forma electrònica. Com és lògic, aquesta signatura ha de ser únicament 
reproduïble pel signant, ja que actualment la llei espanyola dóna el mateix valor 
legal a una signatura manuscrita que a una digital. 
 
Tal i com es pot veure al següent esquema, quan el remitent A vulgui signar un 
missatge agafarà la seva clau privada i l’aplicarà al missatge. Aquest resultat és 
la signatura digital pròpiament dita, tot i així normalment s’associa el concepte 
de signatura digital al conjunt del resultat anterior i el missatge sense signar. 
Quan el destinatari rebi el missatge i la signatura i vulgui verificar que el 
missatge ha estat signat per A, agafarà la clau pública de A i l’aplicarà a la 
signatura. Com que la clau pública i la clau privada són funcions inverses, el 
resultat, si la signatura no s’ha modificat, serà el missatge inicial. Un cop arribat 
a aquest punt, el destinatari només haurà de comprovar si el missatge obtingut 
i el rebut són iguals, en cas afirmatiu el destinatari podrà assegurar que el 
missatge ha estat enviat per A. Aquest procediment de comprovació és 
anomenat verificació. 
 
Un dels problemes que trobem en generar les signatures i verificar-les és el 
gran cost computacional. Per solucionar aquest problema s’utilitzen les 
funcions de Hash, aquestes transformen un fitxer de mida qualsevol en un altre 
de mida fixa (normalment 160 bits). Com a propietats destaquem que és 
unidireccional (a partir del resum no podem obtenir el missatge original) i que la 
probabilitat de trobar dos missatges diferents amb un mateix resum és molt 
petita. Per tant, si volem reduir costos només signarem i verificarem el resum 
del text, generat per la funció Hash i no tot el text sencer. Un exemple 
d’algoritme de funció de Hash és el conegut com a SHA. 
 
 
 
Fig 2.7. Procés per signar i verificar un document 
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Aquest procediment és similar al xifratge de clau pública, però ara xifrem amb 
la clau privada i desxifrem amb la clau pública, cosa que abans era a l’inrevés. 
 
La signatura digital ens ofereix les propietats d’autenticitat, no-repudi i integritat. 
 
 
2.2.2.2 RSA 
 
El sistema criptogràfic amb clau pública RSA [9][10][11][14] és un algoritme 
asimètric de xifra de blocs. El funcionament de RSA es basa en el producte de 
dos nombres primers grans i utilitza expressions exponencials en aritmètica 
modular. La seguretat d’aquest algoritme recau en que no hi ha maneres 
simples i ràpides de factoritzar un nombre gran en els seus factors primers. 
 
El procés de generació de claus que segueix el RSA és el següent: 
 
• Es seleccionen dos nombres primers grans i diferents, p i q. 
• Es calcula: n = p·q 
• Es calcula: Ф(n) = (p-1)(q-1) 
• Es selecciona un enter positiu e tal que sigui primer entre si i més petit 
que Ф(n). 
• Posteriorment es calcula d tal que d·e = 1 (mod Ф(n)) 
 
Aquest dos últims passos es poden realitzar mitjançant el teorema de Euclides. 
 
Un cop realitzades les operacions obtenim els valors de n, e i d, és a dir, el 
mòdul, l’exponent públic i l’exponent privat. Per tant, a l’hora de xifrar utilitzem: 
 
 
MissatgeXifrat = Missatgee (mod n)                              (2.3) 
 
 
I per desxifrar s’utilitza: 
 
 
Missatge = MissatgeXifrat d (mod n)                              (2.4) 
 
 
En moltes aplicacions es generen parelles de claus on l’exponent públic és 3. 
D’aquesta manera les operacions de verificar i xifrar (que són les que utilitzen 
l’exponent públic) són més ràpides.  
 
En aquest tipus de xifratge-desxifratge es aconsellable utilitzar esquemes de 
padding, ja que si el missatge és petit (missatge=0 o missatge=1) els textos 
xifrats sempre surten iguals degut a les propietats dels exponents.  
 
Les proves que realitzarem a aquest algoritme es basen en generar claus de 
512 i 1024 bits, xifrar, desxifrar, signar i verificar un text. 
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2.2.2.3 DSA (Digital Signature Algorithm) 
 
Com el seu nom indica, el DSA [9][10][11][14], és un algoritme específic per 
signar informació. Per realitzar aquestes operacions es necessiten un parell de 
claus (clau privada i clau pública) que es generen de la següent manera:  
 
• Escollir un nombre primer p de L bits, on 512 < L < 1024, i L és divisible 
entre 64. 
• Escollir un nombre primer q de 160 bits, tal que p-1 = q·z, on z és algun 
nombre natural. 
• Escollir h, on 1 < h < p-1 tal que g = h·z (mod p) > 1 
• Escollir x de forma aleatòria, on 0 < x < q 
• Calcular y = gx (mod p) 
 
Les dades públiques són p, q, g i y, en canvi, x és la clau privada. 
 
Les proves que realitzarem a aquest algoritme es basen en generar claus de 
512 i 1024 bits, signar i verificar un text. 
 
 
2.2.2.4 Criptografia de corba el·líptica. 
 
Aquest algoritme és una variant de les claus públiques basada en les 
matemàtiques de les corbes el·líptiques [9][10][11][14]. Si les claus públiques 
utilitzen les propietats de les exponenciacions, ara s’utilitza la dificultat de 
resoldre el problema del logaritme discret per el grup d’una corba el·líptica 
sobre alguns grups finits. Tot i així, els mètodes utilitzats per xifrar missatges 
amb claus el·líptiques es basen en adaptacions dels algoritmes de claus 
públiques, com per exemple ECDSA (Elliptic Curve DSA). A continuació es 
mostra el procediment per a la generació de claus: 
 
• Seleccionem una corba el·líptica E. 
• Seleccionem un punt P (que pertanyi a E) d’ordre n. 
• Seleccionem aleatòriament un número D en l’interval [1, n-1]. 
• Calculem Q = D·P. 
 
Amb això obtenim D com a clau privada i Q com a clau pública. 
 
Les operacions són més lentes que les d’un sistema de factorització o de 
logaritme discret mòdul enter de les mateixes dimensions. Tot i així, aquest 
sistema és molt més difícil de trencar i això fa que es pugui obtenir la mateixa 
seguretat mitjançant longituds de clau molt més curtes, això fa que en general 
el resultat sigui molt més ràpid que els algoritmes de clau pública, ja que la 
seguretat d’una clau RSA de 512 i 1024 bits equival a 112 i 160 bits 
respectivament d’una clau generada amb corbes el·líptiques. 
 
Les proves que realitzarem a aquest algoritme es basen en generar claus de 
112 i 160 bits, signar i verificar un text. 
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3.1. Disseny de les proves 
 
Un cop s'han escollit els paràmetres i els algoritmes criptogràfics que es volen 
analitzar cal plantejar-se diferents proves i les seves característiques. Aquestes 
són de vital importància perquè els experiments siguin el més realistes, 
detallats i coherents possibles. 
 
 
3.1.1. Diferents dimensions de fitxers. 
 
Per mesurar alguns dels algoritmes criptogràfics el procediment a seguir 
consisteix en agafar un fitxer, llegir-lo, xifrar-lo i desxifrar-lo. 
 
Per tal d'estudiar com es comporten els algoritmes segons les dimensions dels 
textos s'ha decidit fer les proves amb 4 (i en alguns casos més) fitxers de 
diferents dimensions, així per exemple podem estudiar si un algoritme és molt 
eficient en fitxers petits i ineficaç per a grans. També ens demostrarà fins a 
quines dimensions d'arxiu és eficient aplicar criptografia a una IPAQ, etc. 
 
Els arxius escollits són de 1, 10, 100 i 1024KBytes anomenats 1K, 10K, 100K i 
1M respectivament. En alguns experiments, per tal de fer més precisos els 
resultats, també s’utilitzen fitxers de 20Bytes, i 250, 500 i 750KBytes. 
 
 
3.1.2. Mitja 
 
Com veurem, hi ha algunes proves que tenen un consum, tant de bateria com 
de temps i memòria, tan petit que pràcticament no es pot apreciar amb una sola 
prova, altres són molt variables i això fa que les mostres preses siguin molt 
diferents i no ens puguem decantar per un resultat fiable. Per solucionar els 
anteriors problemes i treure uns resultats coherents s'ha decidit realitzar moltes 
proves consecutives i fer una mitja de les mostres obtingudes. Depenent del 
paràmetre a mesurar implementarem la mitja d’una forma o d’una altre. 
 
 
3.1.2.1 Temps 
 
Per mesurar el temps es realitzaran 500 mostres seguides per cada operació. 
S’ha escollit el valor de 500 mostres ja que és un nombre prou gran, sense 
sobrepassar-se, per obtenir una mitja prou exacte. Per exemple, en el cas dels 
algoritmes que xifren i desxifren fitxers seguirem un esquema com el següent:: 
 
 
Llegim fitxer 
Xifrem tot el contingut del fitxer (Xifratge 1). 
Calculem temps consumit (Mostra 1). 
Xifratge 2 
.... 
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Xifratge 500 
Mostra 500 
Calculem mitja de les 500 mostres 
Desxifrem tot el contingut del fitxer (Desxifratge 1). 
Calculem temps consumit (Mostra 1). 
Desxifratge 2 
.... 
Desxifratge 500 
Mostra 500 
Calculem mitja de les 500 mostres 
 
Fig 3.1. Procediment per calcular la mitja del temps consumit. 
 
 
És a dir, i pel cas del xifratge: 
 
 
500
500...21_ tgeTempsXifratgeTempsXifratgeTempsXifraXifrarMitja +++=       (3.1) 
 
 
Com es pot observar l'operació de llegir el fitxer només la realitzem un cop ja 
que és una operació totalment computacional i no és motiu d’estudi. Cada 
operació es mesura de forma independentment de les altres. El mateix sistema 
s’utilitza per calcular la mitja del temps en els algoritmes que utilitzen 
operacions de generació de claus, signar, verificar, etc.. 
 
Aquesta forma d'agafar les mostres individuals permet calcular la mitja i també 
la desviació típica entre les diferents mostres, així podem saber si en conjunt 
les mostres són molt variables o, en canvi, són valors constants. Amb la 
desviació monitoritzem el problema dels valors molt variables. 
 
A l'hora de calcular la mitja i la desviació del temps no s’agafen totes les 
mostres que s'obtenen. No tindrem en compte les cinc primeres mostres (ja que 
al principi la màquina pot tardar més a causa de carregar dades, memòria...), 
les cinc últimes mostres, les cinc mostres que tinguin els valors màxims (ja que 
poden fer variar molt tota la mitja) i anàlogament les cinc mostres amb temps 
mínims. Per tant, a l'hora de fer la mitja ens basem en un total 480 mostres. 
 
 
3.1.2.2. Bateria 
 
A la hora de mirar la bateria no podem agafar el valor de cadascuna de les 500 
operacions tal i com fem per mesurar el temps, ja que si es tracta d'una 
operació simple la bateria no haurà variat. Per tant, el que es farà és agafar el 
valor del conjunt de totes les mostres i dividir-ho entre el nombre mostres. 
 
El nombre d’iteracions varia segons l’algoritme tal i com s’indica a la taula. 
 
 
Taula 3.1 Iteracions de cada algoritme per mesurar el consum de bateria 
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Iteracions: Operació: 
50 - Generació de claus DSA-1024. 
500 - DES, TripleDES, AES amb fitxers d’1M. 
- Generació de claus RSA i DSA-512. 
5.000 - DES, TripleDES, AES amb fitxers de 10K i 100K. 
- Verifiacions DSA. 
- Totes les signatures. 
- Totes les operacions de ECDSA. 
10.000 - Hash 100K, 250K, 500K, 750K i 1M. 
50.000 - DES, TripleDES, AES amb fitxers de 1K. 
- Verificacions RSA 
- Xifrar RSA. 
100.000 - Hash 10K. 
1.000.000 - Hash 1K. 
10.000.000 - Hash 20B. 
 
 
Aquest fet es degut a que hi ha algoritmes que són molt ràpids i no ens 
permeten monitoritzar la bateria consumida correctament, en canvi n’hi ha 
d’altres que amb menys mostres ja es pot observar la bateria consumida. 
 
Per exemple, pels algoritmes que xifren i desxifren, seguim l’esquema següent: 
 
 
Llegim fitxer 
Xifrem tot el contingut del fitxer (Xifratge 1). 
Xifratge 2 
.... 
Xifratge X 
Calculem bateria consumida 
Calculem mitja 
Desxifrem tot el contingut del fitxer (Desxifratge 1). 
.... 
Desxifratge X 
Calculem bateria consumida 
Calculem mitja 
 
Fig 3.2. Procediment per calcular la mitja de la bateria consumida. 
 
 
És a dir, i pel cas del xifratge: 
 
 
mostresdeNúmero
consumidatotalBateriaXifrarMitja
__
___ =                        (3.2) 
 
 
- Càrrega de bateria: 
 
Alguns dispositius mòbils solen controlar la seva capacitat (més velocitat, 
menys consum...) segons l’estat de la bateria. Per tal d’experimentar com es 
comporten els algoritmes criptogràfics en aquestes situacions s'ha decidit fer 
proves amb la bateria plena i casi buida (25%). 
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- Consum mínim de la bateria: 
 
Quan es té un dispositiu sense estar endollat hi ha un moment en que la bateria 
es buida, això és degut a que el sistema permanentment està consumint 
energia, i segons el nombre i tipus d'operacions que s'executin fa variar aquest 
consum. Per tant, a l’hora de realitzar una operació criptogràfica hem de tenir 
en compte quin és el consum real de l’operació, és a dir, abans de realitzar les 
proves criptogràfiques hem de saber el consum que té per si sola la IPAQ 
(estat inicial). Per saber el valor d’aquest consum inicial s’han pres mostres de 
l’estat de la bateria cada 15 minuts, tant amb la pantalla encesa com apagada, 
sense realitzar cap altra operació. Això comporta que a l'hora de realitzar 
operacions criptogràfiques i veure el seu consum, tampoc hem d'executar cap 
altra operació per tal de tenir les mateixes condicions que l'estat inicial. 
 
 
3.1.2.3. Memòria 
 
Per mesurar la memòria s’ha decidit utilitzar un esquema com el següent 
(exemple per algoritmes que xifren/desxifren, pels altres el mètode és idèntic): 
 
 
Creem procés 1 
Mirem memòria inicial 
Obrim fitxer 
Mirem memòria consumida respecte l’ anterior operació (A1) 
Llegim fitxer 
Mirem memòria consumida respecte l’ anterior operació (B1) 
Xifrem 
Mirem memòria consumida respecte l’ anterior operació (C1) 
Desxifrem 
Mirem memòria consumida respecte l’ anterior operació (D1) 
Mirem memòria respecte la memòria inicial A1. (E1) 
 
Creem procés 2 
... 
Mirem memòria respecte la memòria inicial A10. (E10) 
 
Fig 3.3. Procediment per calcular la mitja de la memòria consumida. 
 
 
Com es pot veure, creem un procés diferent per a cada iteració i en ell 
mesurem totes les operacions individualment. Finalment la mitja es basa en 
comparar cada operació de totes les iteracions, és a dir, i pel cas de desxifrar: 
 
 
10
10...21)_(_ DDDDDesxifrarMitja +++=                              (3.3) 
 
 
Només creem 10 iteracions, ja que molts processos poden saturar la màquina. 
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CAPÍTOL 4. DESENVOLUPAMENT  
 
Un cop ja estan definits quins paràmetres i algoritmes utilitzarem i els mètodes 
que farem servir per mesurar-los, podem començar a desenvolupar el codi per 
tal d’implementar-los. 
 
 
4.1. Elecció i instal·lació de les llibreries 
 
Com s’ha vist anteriorment, s’ha escollit el llenguatge de programació “C” per 
dur a terme l’experimentació d’aquest projecte. La seva elecció ha estat 
motivada pel fet que una de les llibreries criptogràfiques lliures més populars, 
estudiades i provades que existeixen actualment es basa en C. Aquesta és la 
llibreria criptogràfica de OpenSSL. OpenSSL és un projecte de software 
desenvolupat pels membres de la comunitat  Open Source. 
 
La instal·lació de OpenSSL en un entorn Linux és simple, però pel que fa a la 
instal·lació per utilitzar les llibreries en un dispositiu mòbil és una mica més 
complicada, ja que no totes les versions estan preparades per aquest tipus de 
dispositius. Aquest problema ens ha afectat directament ja que la versió de 
OpenSSL que inclou les corbes el·líptiques no està preparada per la Ipaq. 
Aquesta versió és bastant actual i no s’ha trobat cap paquet d’actualització que 
adapti els arxius d’instal·lació per generar llibreries per a la Ipaq, tal i com 
passava amb les altres versions. Per tant, com a únic remei ens hem vist 
obligats a modificar manualment els arxius de configuració basant-nos amb les 
actualitzacions de les versions antigues i adaptant-los a l’estructura de la nova 
versió. 
 
Els passos a seguir per a la instal·lació de OpenSSL tant al PC com a la Ipaq 
es poden trobar a l’annex1. 
 
 
4.2 Desenvolupament 
 
Tot i ser unes llibreries molt completes, hi ha una falta de documentació sobre 
l’ús de les funcions criptogràfiques, ja sigui per la falta d’exemples, per la 
desorganització interna dels arxius... Aquest fet a complicat molt la 
implementació de certs algoritmes, ja que l’ús d’una funció determinada o d’una 
altra amb el mateix resultat, fa que variï molt la seva eficiència, en altres 
paraules, OpenSSL dóna la possibilitat d’implementar alguns algoritmes de 
diferents formes però no indica quina és la forma més òptima. Aquest fet, ha 
generat que hàgim hagut de provar moltes funcions, o canviar paràmetres que 
es passen, per veure quina és la variant més òptima. Per suposat, totes 
aquestes variants han estat testajades per veure com es comporten. Per tant, 
cal esmentar que a partir d’ara els resultats i els experiments exposats són fruit 
del que nosaltres hem intentat que fos la variant més òptima (pel que fa a 
funcions) de cada algoritme. 
 
Els codis realitzats es poden trobar a l’annex 3. 
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CAPÍTOL 5. EXPERIMENTACIÓ 
 
5.1. Estat inicial 
 
Com s’ha explicat en l’apartat 3.1.2.2, primer de tot hem de saber com es 
comporta la Ipaq, a nivells de bateria, sense aplicar cap operació. 
 
 
5.1.1 Pantalla apagada 
 
A continuació es presenta una taula resum dels resultat obtinguts en observar 
el comportament de les variables que monotoritzen de la bateria, agafant 
mostres cada 15 minuts durant hores. En aquest cas, els resultats pertanyen a 
l’observació del comportament amb la pantalla suspesa, és a dir, apagada. 
 
 
Taula 5.1. Resum del consum de bateria amb la pantalla apagada. 
 
Pantalla apagada 
Disminució del voltatge instantani:  1,0607 mV/minut 
Mitja de corrent actiu: -100,824 mA 
Mitja de potència: -375,656 mW 
Disminució del corrent acumulat: 1,69329 mAh/minut 
 
 
5.1.2 Pantalla encesa. 
 
Anàlogament a l’apartat anterior, a continuació es mostra un resum del 
comportament de la bateria quan la pantalla està activa, és a dir, encesa. 
 
 
Taula 5.2. Resum del consum de bateria amb la pantalla encesa. 
 
Pantalla encesa 
Disminució del voltatge instantani:  1,78889 mV/minut 
Mitja de Corrent Actiu: -210,545 mA 
Mitja de Potència:  -805,62 mW 
Disminució del corrent acumulat: 3,52353 mAh/minut 
 
 
Per obtenir informació més detallada de les mostres consulti a l’ANNEX2. 
 
 
5.1.3 Conclusions de l’estat inicial 
 
Si observem les taules resum anteriors juntament amb les que hi ha a l’annex 
més detallades, observem que el corrent actiu es manté (ja que no fem cap 
operació) als voltants de -100,824 per la pantalla apagada i de -210,545mA si 
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està encesa. Aquests valors són negatius per indicar que la Ipaq no està 
endollada. Com ja hem esmentat abans, teòricament la Ipaq hauria de mantenir 
el voltatge, però aquest fet mai passa i tal i com és veu a la taula anterior té un 
decrement de voltatge de 1,0607 i 1,78889mV cada minut. Pel que fa a la 
potència observem que aquesta varia una mica però és manté als voltants de 
valors com -375,656 i -805,62 mW., segons l’estat de la pantalla. Finalment pel 
que fa a la corrent acumulada, que és el valor que prendrem de referència per 
mesurar el consum, observem que és lineal respecte el temps. Segons les 
mostres preses, el consum té una mitja de 1,69329 i 3,52353mAh cada minut. 
Si observem la següent gràfica on hi apareix la recta de regressió amb la seva 
equació observem que pràcticament la R2 és igual a 1 significant que els valors 
segueixen una recta casi perfecte a mida que passen els minuts.  
 
 
Corrent acumulada
y = -1,7033x + 1543,3
R2 = 0,9999
y = -3,5771x + 2065,3
R2 = 0,9995
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Fig. 5.1. Rectes de regressió de la corrent acumulada. 
 
 
Per tant, haurem de considerar que si no fem cap operació la bateria disminuirà 
1,7033 i 3,5771mAh cada minut que passa, segons l’estat de la pantalla. 
 
Aquestes dades ens permeten deduir que el consum (parlant de mW i mAh) de 
tenir la pantalla encesa és similar al consum mínim intern, és a dir, que amb la 
pantalla encesa el consum mínim és el doble. 
 
Les proves per mesurar el consum de bateria es realitzaran amb la pantalla 
apagada ja que veiem que en tots dos casos el consum és lineal i per tant, si 
apliquéssim l’algoritme obtindríem un consum nét igual, amb la diferència del 
consum produït per l’estat de la pantalla, cosa que com es veu a la gràfica, amb 
la pantalla encesa és més variable (valor de R) que no pas amb la pantalla 
apagada. Per tant a partir d’ara considerarem que la pantalla té un consum 
mínim sobre la bateria de 1,7033 mAh per minut, o el que és el mateix, de 
0,0284 mAh per segon. 
 
Les  taules completes i les gràfiques de les altres magnituds es troben a 
l’annex. 
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5.2. Claus simètriques. 
 
 
5.2.1 Temps. 
 
 
5.2.1.1 Temps a la Ipaq. 
 
Hem analitzat el temps que requereix el processament de diferents algoritmes 
de clau simètrica a la iPAQ. Les proves s’han fet amb diferents dimensions de 
fitxer, i per cada fitxer i algoritme s’han realitzat 1000 proves repartides en dues 
tandes de 500 proves cadascuna. Els resultats mitjos són els que es mostren 
en la següent taula: 
 
 
Taula 5.3. Resum del cost en temps dels algoritmes de clau simètrica. 
 
 DES 64 3DES 192 AES 128 AES 256 
Fitxer Xifrar Desxifrar Xifrar Desxifrar Xifrar Desxifrar Xifrar Desxifrar
1 19.25 19.25 20.93 20.94 19.16 19.12 19.55 19.48 
10 28.85 28.90 45.48 45.47 27.72 27.48 31.40 31.00 
100 119.41 119.93 277.42 277.57 108.75 106.53 144.02 140.85 
1000 1038.11 1042.86 2640.61 2640.80 934.83 912.11 1287.80 1248.77 
KBytes mil·lisegons 
 
 
A continuació us mostrem una figura on s’observa gràficament el consum 
temporal de cada algoritme segons les diferents dimensions del fitxer d’entrada 
que es vol xifrar: 
 
 
3DES 192: y = 2,6385x + 21,781
R2 = 0,9999
AES 256: y = 1,257x + 19,88
R2 = 0,9999
DES 64: y = 1,0282x + 19,762
R2 = 0,9999
AES 128: y = 0,9106x + 19,32
R2 = 0,9999
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Fig. 5.2. Rectes de regressió dels algoritmes de clau simètrica a la IPAQ. 
 
 
Si agafem la taula i el gràfic resum, juntament amb les taules i gràfics més 
detallats que es troben a l’annex2, podem extreure les següents conclusions, 
de més a menys generals, pel que fa al cost de temps: 
 
• Tots els algoritmes segueixen una recta de regressió lineal casi perfecte 
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de R2=0.999, cosa que ens permet deduir concisament quan (en mitja) 
tardaria si volguéssim xifrar/desxifrar un fitxer de qualssevol dimensió. 
 
• Un altre aspecte és un consum mínim, independent de les dimensions 
de fitxer, molt semblant en tots els casos. Aquest valor es situa al voltant 
dels 19,5ms per DES i AES, a 3DES es situa als 21.8ms. Aquest fet pot 
ser degut al temps necessari per llegir les instruccions de l’executable, 
en el cas del 3DES és superior ja que realitza més operacions. 
 
• Si mirem una mica més específic, observem que l’ordre dels algoritmes 
en funció del cost en temps és: AES-128 (0,9106 ms cada KByte), DES-
64 (1,0282), AES-256 (1,257) i 3DES (2,6385). DES-64 té valors molt 
semblants al AES-256, on aquest últim té una clau 4 vegades més gran. 
Pel que fa al 3DES veiem que és 2,6 vegades més gran que DES, cosa 
normal ja que la majoria d’operacions es realitzen 3 cops. Per tant, es 
dedueix que l’algoritme AES és, en relació temps-clau, bastant menys 
costós que els de la família DES. També es pot observar que treballar 
amb AES amb claus de 128 o de 256bits suposa un increment del 38%. 
 
• Si comparem xifrar i desxifrar, veiem com la diferència en els algoritmes 
de la família DES (DES i 3DES) pràcticament és mínima, exactament en 
desxifrar es tarda 0,48% i 0.01% respectivament, més que en xifrar. En 
canvi, en la família AES la diferència és més considerable, on al contrari 
de DES, xifrar tarda més que desxifrar, exactament un 2,6% per 128 bits 
de clau i 3,2% per 256 bits. Aquests valors teòricament haurien de ser 
iguals (per això a la hora de comparar algoritmes ho fem mitjançant la 
mitja entre xifrar i desxifrar), però recordem que el que estem estudiant 
no és exactament l’algoritme, sinó la implementació de les funcions que 
ens ofereix OpenSSL i per això es poden donar aquestes diferències. 
 
• Si comparem les desviacions (resultats a les taules de l’annex), 
observem que tots tenen una variació del 0,01% o similar, on AES 256 
és el més variable. Podem concloure que els valors són poc variables. 
 
 
5.2.1.2 Temps al Pc. 
 
Ara compararem el comportament entre la Ipaq i el PC. Com a resum veiem: 
 
 
3DES 192: y = 0,4058x
R2 = 1
AES 256: y = 0,0194x + 0,02
R2 = 1
AES 128: y = 0,015x + 0,02
R2 = 1
DES 64: y = 0,1362x
R2 = 1
0
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Fig. 5.3. Rectes de regressió dels algoritmes de clau simètrica al PC. 
 
 
Com a conclusions podem destacar: 
 
• Les rectes de regressió lineals són perfectes (R2=1). Això demostra que 
els resultats són més variables a la Ipaq que al PC. 
 
• Els temps són menors que a la Ipaq, això es degut a que el PC és molt 
més potent que no pas la Ipaq. Això també comporta el fet que el temps 
mínim pràcticament sigui 0ms en tots els casos. 
 
• En el PC l’ordre segons el cost de temps és: AES-128 (0,015ms per 
cada KByte), AES-256 (0,0194), DES (0,1362) i 3DES (0,4058). Per tant, 
a diferència d’abans, ara s’observa que la família AES és molt més 
òptima que no pas la DES, cosa que a la Ipaq eren semblants. Si mirem 
les diferències veiem que DES és 9 vegades més lent que AES-128 i 7 
respecte AES-256. Aquests resultats de fet són normals ja que si 
recordem; DES es basa en permutacions i substitucions i AES en 
operacions de matrius. Si considerem que l’ordinador té més recursos, 
això esdevé que les operacions computacionals es comportin molt millor 
que no pas les de substitució-permutació. Finalment cal esmentar que 
l’increment de passar a tenir una clau de 128 a una de 256bits a AES 
ara és d’un 29%, aquest valor és inferior a la diferència de la Ipaq per la 
mateixa raó comentada anteriorment, com més complexa és l’operació 
més triga a la Ipaq, per tant amb el PC la diferència queda reduïda. 
 
• Pel que fa a les desviacions veiem que es situen en uns valors similars 
als de la Ipaq. 
 
Es recomana consultar a l’annex 2 per veure les taules completes. 
 
  
5.2.2 Bateria. 
 
Com s’ha comentat a l’apartat 3.1.2.2, per mesurar la bateria s’ha utilitzat 
diferents dimensions de bucle, per tal de poder veure uns resultats prou 
explícits. Els valors que s’exposen a continuació són els resultats finals després 
d’haver restat el consum mínim de l’estat inicial (apartat 5.1) i després de 
passar els valors a les unitats adequades. A l’annex si poden trobar les taules 
detallades, en alguns casos es pot observar com el temps que ha tardat una 
prova mentre s’ha mesurat la bateria és inferior al temps mesurat quan 
estudiàvem el temps. Aquest fet és degut als diferents algoritmes de mesura 
que s’han utilitzat, en ocasions el valor del temps en realitzar moltes operacions 
iguals seguides és més òptim que mesurar-les individualment. Tot i així es 
considerarà el valor de temps correcte el mesurat quan s’estudia el temps, ja 
que és més habitual realitzar operacions de criptografia individualment que no 
pas 500 operacions iguals seguides. Pels algoritmes de clau simètrica els 
consums d’energia són els següents: 
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Taula 5.4. Resum del consum d’energia dels algoritmes de clau simètrica. 
 
 DES 64 3DES 192 AES 128 AES 256 
Fitxer Xifrar Desxifrar Xifrar Desxifrar Xifrar Desxifrar Xifrar Desxifrar
1 0,84 1,11 2,68 2,68 0,51 0,56 0,66 0,74 
10 6,80 6,80 16,55 16,55 5,13 5,67 6,69 7,45 
100 63,18 63,18 161,39 161,20 51,48 40,79 70,30 59,00 
1000 627,15 627,16 1628,70 1653,49 511,35 405,11 671,61 586,21 
KBytes mil·liJoules 
 
 
O de forma gràfica, fent la mitja entre les operacions de xifrar i desxifrar: 
 
 
AES-128: y = 0,4581x + 1,1663
R2 = 0,9998
3Des-192: y = 1,6422x + 0,5556
R2 = 1
AES-256: y = 0,6334x + 5,0185
R2 = 0,999
DES-64: y = 0,63x + 3,4435
R2 = 0,9996
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Fig. 5.4. Rectes de regressió dels algoritmes de clau simètrica al la IPAQ. 
 
 
Mitjançant les diferents taules i gràfiques sobre el consum d’energia podem 
extreure els següents resultats: 
 
• Com podem veure a la gràfica les rectes de regressió són bastant 
exactes, amb valors mínims de R2 de 0.9973 a les gràfiques individuals 
de cada operació i de 0.999 a les gràfiques de la mitja de les operacions 
de cada algoritme. Aquest valors reflecteixen que els algoritmes de clau 
simètrica estudiats es comporten de forma lineal, depenent de les 
dimensions del fitxer i d’una constant que depèn de cada l’operació. 
 
• Cada operació depèn d’un consum mínim diferent, cosa que no passava 
amb el temps. Aquests valors varien entre 0mJ i 7,5mJ. Si mirem les 
gràfiques es pot observar com en alguns casos aquests i en operacions 
a fitxers petits, el consum mínim és més gran que el consum de 
l’operació. Aquest fet pot ser degut a que per fitxers petits l’algoritme no 
seguiria exactament aquesta recta, sinó que el consum és podria 
comportar de forma diferent depenent de la dimensió del fitxer. Aquest 
fet és una suposició i no el podem demostrar, ja que les unitats que 
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podem mesurar de temps i bateria són massa grans per treure resultats 
fiables i segurs. 
 
• Pel que fa a l’ordre segons els seu cost veiem que segueix una dinàmica 
similar a la del temps, en mitja obtenim: AES-128 (0,458mJ cada KByte), 
DES-64 (0,63), AES-256 (0,633) i 3DES (1,64). DES-64 i AES-256 tenen 
valors pràcticament idèntics (en mitja de les seves operacions). Pel que 
fa al 3DES veiem que és 2,6 vegades més gran que DES, tal i com 
passava amb el temps. Per tant, es pot deduir que els algoritmes AES 
són, en relació bateria-clau, bastant menys costosos que els de la 
família DES. L’increment entre les diferents claus de AES es situa al 
38% igual que abans 
 
• Si mirem els resultats per operacions, observem que en AES les 
diferències entre xifrar i desxifrar són considerables, en aquest cas a 
favor de desxifrar que és un 21% i un 15% menys costos que xifrar per a 
128bits i 256 bits respectivament. Aquesta característica podria anar bé 
en sistemes on una sola màquina xifra el missatge i moltes altres el 
desxifren. Pel que fa a DES i 3DES xifrar i desxifrar tenen costos 
similars. 
 
Pel que al PC no s’ha estudiat aquest paràmetre ja que l’estudi s’ha realitzat 
sobre un PC de sobretaula que esta endollat permanentment. 
 
Es recomana consultar a l’annex 2 per veure les taules completes. 
 
 
5.2.3 Memòria. 
 
Pel que fa a la memòria s’ha de tenir en compte que els resultats que us 
presentem són els de la màxima memòria consumida, és a dir, la suma entre la 
memòria inicial per executar l’aplicació i l’operació que necessita més memòria 
(que sempre sol ser xifrar o desxifrar). Aquest mètode de mesura s’ha escollit 
així ja que el més habitual és realitzar les operacions de xifrar o desxifrar de 
forma independent, és a dir, normalment no xifrem ni desxifrem el missatge a la 
mateixa màquina. També cal esmentar que les proves s’han realitzat diversos 
cops donant sempre els mateixos resultats. 
 
 
5.2.3.1 Memòria a la Ipaq. 
 
A continuació es mostren els resultats obtinguts en realitzar les proves de 
memòria a la ipaq. Pel que fa a la taula, a la columna Inicial es mostra el 
consum mínim de carregar llibreries i l’aplicació en si i a la columna Màxim la 
suma del consum mínim i l’operació més costosa. 
 
 
Taula 5.5. Resum del consum de memòria a la Ipaq. 
 
 DES 64 3DES 192 AES 128 AES 256 
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Fitxer Inicial Màxim Inicial Màxim Inicial Màxim Inicial Màxim 
1 1588 1636 1588 1636 1584 1628 1584 1628 
10 1588 1636 1588 1636 1584 1628 1584 1628 
100 1588 1688 1588 1688 1584 1688 1584 1688 
1000 1588 2572 1588 2572 1584 2572 1584 2572 
KBytes KBytes 
 
 
Si observem els resultats de forma gràfica obtenim: 
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Fig. 5.5. Gràfica del consum de memòria a la Ipaq. 
 
 
Tal i com es pot observar a la gràfica i a la taula els valors són molt semblants 
entre tots els algoritmes. Com aspectes més detallats podem observar que: 
 
• No hi ha diferències entre DES i 3DES per una banda ni tampoc entre 
AES-128 i AES-256.  
 
• Per fitxers petits (1K i 10K) observem que la família AES és menys 
costosa, tant inicialment on varien 4 Bytes, com en el màxim que varien 
8 Bytes. Si mirem la taula de l’annex2, s’observa com aquesta diferència 
és deguda a que en fitxers petits la operació més costosa és la de 
generar claus i que aquesta és una mica menys costosa a AES que a 
DES. Aquest fet fa que la memòria màxima per fitxers petits depengui de 
la generació de claus i per tant podem concloure que en fitxers petits 
AES té menys cost pel que fa a memòria. 
 
• Per fitxers grans veiem que els costos s’igualen, ja que el màxim no 
depèn de la generació de claus sinó de les operacions de xifrar, desxifrar 
o lectura del fitxer. Inicialment AES necessita menys memòria per 
executar l’aplicació però a la hora de xifrar en necessita una mica més, 
cosa que fa que en general AES i DES n’utilitzin la mateixa. Si 
volguéssim fer operacions amb fitxers molt grans sortiria més a compte, 
a nivells de memòria, utilitzar els algoritmes de la família DES. 
30 Anàlisi d’algoritmes criptogràfics per a dispositius mòbils 
 
 
5.2.3.2 Memòria al PC. 
 
Pel que fa la memòria al PC hem observat que és molt més variable que no a la 
Ipaq. Per a la realització de les taules i gràfiques resum s’han utilitzat els valors 
més habituals de tots els que hem obtingut. 
 
 
Taula 5.6. Resum del consum de memòria al PC. 
 
 DES 64 3DES 192 AES 128 AES 256 
Fitxer Inicial Màxim Inicial Màxim Inicial Màxim Inicial Màxim 
1 360 404 344 388 348 376 348 376 
10 360 404 344 388 348 376 348 376 
100 360 468 344 452 348 456 348 456 
1000 360 1352 344 1336 348 1340 348 1340 
KBytes KBytes 
 
 
Si observem els resultats de forma gràfica obtenim: 
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Fig. 5.6. Gràfica del consum de memòria al PC. 
 
 
Podem extreure les següents conclusions: 
 
• Veiem que els valors són molt semblants entre si i que succeeix el 
mateix fet que a la Ipaq, per fitxers petits el màxim esta condicionat per 
la generació de claus (menys costós a AES), i en fitxers grans el consum 
és similar per tots els algoritmes. 
 
• Observem que el consum inicial varia segons l’algoritme, tot i això la 
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diferència d’aquests valors és molt petita. 
 
• Si comparem els resultats del PC i la Ipaq observem que al PC es 
necessita molta menys memòria per executar l’aplicació i generar les 
claus que no pas a la Ipaq, tot i així posteriorment a la hora de realitzar 
operacions es necessita menys memòria a la Ipaq. Aquest fet pot ser 
provocat per una gestió diferent de la memòria que poden tenir els 
dispositius, tot i així els resultats entre un i l’altre són semblants. 
 
Per veure les taules completes de tots els paràmetres, consultar a l’annex 2. 
 
 
5.2.4 Conclusions clau simètrica. 
 
Pel que fa als costos a la iPAQ de temps, bateria i memòria dels diferents 
algoritmes estudiats, podem observar que es comporten de manera similar, és 
a dir, que no hi ha grans diferències. Tot i així si mirem més detalladament, 
s’observa que en AES els costos de temps i bateria són més eficients que no 
pas en DES o TripleDES. En canvi, pel que fa a la memòria s’observa que tan 
AES, com DES i TripleDES és comporten de forma molt similar aconseguint 
resultats finals casi idèntics. Un altre aspecte important és la seguretat que 
aporten aquest algoritmes, aquest paràmetre també afavoreix a AES, el seu 
algoritme permet obtenir resultats més eficients utilitzant claus més grans. 
 
Finalment pel que fa al PC s’observa que a mida que tenim una màquina més 
potent AES és més eficient pel que fa al temps, ja que la seva base està 
fonamentada en càlculs computacionals, cosa que DES utilitza permutacions i 
substitucions fent que la seva optimització per a màquines més potents sigui 
menor. Pel que fa a la memòria s’observa que en la majoria d’operacions els 
consums són similars, excepte a la memòria requerida per executar l’aplicació i 
la llibreria d’OpenSSL que s’utilitza, aquest fet pot ser normal ja que la iPAQ 
necessita la llibreria adaptada a la seva arquitectura i aquesta versió pot ésser 
que necessiti més memòria. Un altre aspecte que explicaria aquest fet és una 
possible gestió diferent de la memòria.  
 
Per tant, es verifica que el millor algoritme és AES, tal i com es fonamenta 
teòricament, ja que recordem que AES es va crear per substituir DES i per tant 
l’algoritme lògicament ha de ser millor i més segur. 
 
 
5.3. Claus públiques. 
 
En aquest apartat s’analitzarà i es compararà els resultats obtinguts en provar 
diferents operacions en els algoritmes RSA, DSA i ECDSA. Tal i com s’ha fet 
fins ara, es mostraran els resultats finals o mitjos de les proves. Els resultats 
complets es poden trobar detallats a l’annex2. 
 
 
5.3.1 Generació de claus. 
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Per tal de poder utilitzar claus públiques, primer de tot hem de generar les claus 
per tal de poder intercanviar-les, signar, verificar o fins i tot xifrar i desxifrar. 
Depenent de l’aplicació que s’utilitzi en un futur, els resultats obtinguts 
d’aquesta operació seran molt importants, ja hi ha sistemes que renoven la clau 
constantment i per tant ens interessarà un mínim consum i molt optimitzat, en 
canvi, altres sistemes utilitzen sempre la mateixa clau i això fa que uns resultats 
elevats no siguin un gran problema ja que només es realitza un sol cop. 
 
 
5.3.1.1 Temps 
 
Com s’ha fet a les claus simètriques, el temps es mesurarà mitjançant la mitja 
de moltes proves per tal d’obtenir valors el més habituals possibles. 
 
- IPAQ: 
 
El següent gràfic mostra el temps per generar les claus de cada algoritme. 
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Fig. 5.7. Gràfica temps per generar claus a la iPAQ. 
 
La gran conclusió que es treu d’aquestes gràfiques és que ECDSA respecte a 
RSA i DSA triga molt menys en generar les seves claus, exactament pel que fa 
a les claus de 112-512 ECDSA és 14 vegades més ràpid que RSA i 31 
respecte DSA i pel que fa a les claus de 160-1024 és 8 vegades més ràpid que 
RSA i 366 que DSA. A més a més, recordem que a diferència dels altres 
algoritmes, ECDSA necessita menys bits per obtenir la mateixa seguretat, això 
suposa beneficis com un intercanvi ràpid de les claus. Passar d’una clau de 
112 a 160 bits a ECDSA suposa un increment del 30% del temps, cosa que 
comparat amb els altres algoritmes (RSA 335% i DSA 511%) és molt poc.  
 
Per tant, pel que fa a la generació de claus i el paràmetre temps, es pot 
concloure que ECDSA aporta més beneficis que no pas els altres algoritmes.  
 
- PC: 
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Pel que fa al PC hem obtingut: 
 
 
Temps generar claus PC
0,00
0,85
0,12
0,02 0,00
0,14
0
0,2
0,4
0,6
0,8
1
Rs
aG
c5
12
Ds
aG
c5
12
Ec
ds
a1
12
Rs
aG
c1
02
4
Ds
aG
c1
02
4
Ec
ds
aG
c1
60
Se
go
ns
 
 
Fig. 5.8. Gràfica del temps necessari per generar claus al PC. 
 
 
Veiem que pràcticament podríem treure les mateixes conclusions, l’ordre 
segueix sent ECDSA, RSA i DSA amb grans diferències a favor de ECDSA. Si 
comparem amb la iPAQ observem que, tal i com és lògic, els valors al PC són 
molt més petits. 
 
 
5.3.1.2 Bateria. 
 
Pel que fa la bateria, que s’ha mesurat segons el sistema i bucles explicats a 
l’apartat 3.1.2.2. Observem que el comportament dels algoritmes és idèntic al 
que tenen amb el temps. ECDSA domina estrepitosament respecte els altres, 
on el seu consum no arriba als 20 mJoules. S’observa un consum bastant 
elevat pel que fa al DSA, on supera als 11 Joules per generar una clau de 1024 
bits, i a un punt intermig trobem RSA on tot i ser més òptim que DSA encara és 
26 vegades més gran que ECDSA per a claus de 512 bits i 68 per a claus de 
1024 bits. 
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Fig. 5.8. Gràfica del consum necessari per generar claus al PC. 
 
 
5.3.1.3 Memòria. 
 
- IPAQ: 
 
Pel que fa a la memòria s’ha estudiat a través de diferents mostres obtenint en 
mitja el següent gràfic on es mostra el valor total de memòria requerida. 
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Fig. 5.9. Gràfica de la memòria necessària per generar claus a la ipaq. 
 
 
Es pot observat que: 
 
• La memòria necessària és similar a tots els algoritmes, amb una màxima 
diferència de 20 KBytes. 
 
• L’increment de passar de 112-512 a 160-1024 és de 4 KBytes en RSA i 
ECDSA, pel que fa al DSA l’increment és de 16 KBytes. 
 
• Es pot veure com l’algoritme més efectiu és ECDSA. Pel que fa al RSA i 
al DSA ens trobem que per claus de 512 DSA necessita menys 
memòria, en canvi, per claus de 1024 DSA fa un increment més gran 
que RSA i això fa que sigui menys costos RSA que DSA. 
 
- PC: 
 
Pel que fa el comportament de la memòria al generar claus al PC obtenim la 
següent gràfica: 
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Fig. 5.10. Gràfica de la memòria necessària per generar claus al PC. 
 
 
Podem observar que: 
 
• ECDSA consumeix més que els altres algoritmes, uns 30 – 40 KBytes. 
 
• DSA i RSA consumeixen més o menys igual, on RSA té un cost de 
4Kbytes més que DSA per a les claus de 512bits i de 4KBytes menys 
per a les claus de 1024. 
 
• Les diferències entre claus de 112-512 a 160-1024 són petites, on 
normalment varien només 4KBytes 
 
• Com a diferències de la Ipaq ens trobem que, igual que passava en les 
claus simètriques, inicialment la Ipaq necessita més memòria per 
carregar les llibreries i l’aplicació que no pas el PC. També s’observa 
que en la Ipaq l’algoritme més efectiu és el ECDSA, mentre que al PC és 
el menys recomanable, tot i així la diferència no és exagerada. 
 
 
5.3.1.4 Conclusions de la generació de claus. 
 
Vist com es comporten els algoritmes observant el temps, la bateria i la 
memòria és pot deduir que l’algoritme menys costos és ECDSA obtenint, en el 
cas del temps i la bateria, grans diferències respecte RSA i DSA. Aquestes 
conclusions només fan referència a l’operació de generar claus, això no 
significa que a la hora d’utilitzar claus es generin mitjançant ECDSA, ja que les 
claus, normalment, s’utilitzen per signar i verificar i en aquest punt del treball 
encara no hem vist com es comporten els algoritmes ens aquestes operacions. 
 
 
5.3.2 Xifrar i Desxifrar 
 
A l’apartat 2.2 s’ha comentat que avui en dia es sol utilitzar els algoritmes de 
clau pública per intercanviar les claus, signar i verificar, aprofitant la seva 
seguretat i pel que fa a xifrar i desxifrar s’utilitzen algoritmes de clau simètrica, 
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per tal d’aprofitar la seva rapidesa. A continuació s’ha volgut estudiar aquesta 
característica per tal de demostrar quina és la millor combinació. Per estudiar 
aquestes proves s’ha utilitzat l’algoritme RSA. 
 
Les proves que s’han dut a terme no són tan detallades com les de les claus 
simètriques, no es xifraran ni desxifraran diferents dimensions de fitxer, sinó 
que les proves han estat realitzades en textos de 20 bytes. El fet de l’elecció de 
20 bytes ve motivada pel fet que és un valor (160 bits) semblant al de la 
longitud de les claus simètriques (64, 122, 192 i 256 bits) i per tant també 
podrem saber al voltant de quins costos suposa xifrar/desxifrar aquestes claus.  
 
Per tant, compararem xifrar 1Kbyte mitjançant claus públiques i 20 bytes 
mitjançant RSA, és a dir, si els algoritmes fossin iguals d’eficients els resultats 
de les claus simètriques haurien de ser molt més costosos que no pas els del 
RSA, ja que el fitxer és 200 vegades més gran. 
 
 
5.3.2.1 Temps. 
 
A continuació es mostren uns gràfics on es compara el xifrar i el desxifrar dels 
diferents algoritmes de clau simètrica i RSA tant a la IPAQ com al PC. 
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Temps xifrar al PC
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Fig. 5.11. Gràfiques del cost de temps per xifrar i desxifrar. 
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Observem que: 
 
• RSA és més òptim xifrant que desxifrant, això és degut a l’exponent igual 
a 3 que posteriorment s’explicarà detalladament. Tots els algoritmes de 
clau simètrica són més òptims desxifrant que no pas RSA (és el doble). 
 
• Xifrar té uns resultats més propers, només 3DES es distancia del RSA. 
 
• Pel que fa a DES i a xifrar, s’observa que a la IPAQ es donen valors 
similars al RSA-512 i millors que RSA-1024 i al PC els temps són 
similars. És a dir, els resultats de RSA i DES són semblants. 
 
• Com s’ha vist a l’apartat 5.2, AES és molt més eficient al PC que a la 
IPAQ i aquí queda demostrat que xifrar al PC amb AES és més òptim 
que no pas amb RSA, en canvi xifrar a la IPAQ és similar. 
 
• En general es pot concloure que xifrar un text de 20 bytes amb RSA i un 
fitxer de 1024 bytes amb un algoritme de clau simètrica s’obtenen 
resultats similars. Per tant, si considerem que el fitxer és 200 vegades 
més gran surt més a compte utilitzar claus simètriques. També és pot dir 
que xifrar una clau de 20 bytes amb RSA tarda un temps similar al de 
xifrar un text de 1Kbyte amb una clau simètrica. 
 
 
5.3.2.2 Bateria. 
 
Les següents gràfiques demostren que el consum de bateria va relacionat i es 
comporta igual que el del temps. Per tant, deduïm les mateixes conclusions. 
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Fig. 5.12. Gràfiques del consum de bateria de xifrar i desxifrar a la IPAQ. 
 
 
5.3.2.3 Memòria. 
 
Tal i com es pot veure a continuació, les claus simètriques també són més 
òptimes en termes de memòria: 
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Fig. 5.12. Gràfiques del consum de memòria. 
 
 
5.3.2.4 Conclusions de xifrar i desxifrar. 
 
En les anteriors proves s’ha demostrat perquè normalment no s’utilitzen 
algoritmes de clau pública per xifrar i desxifrar. Les claus simètriques aporten 
major rapidesa, menys consum d’energia i menys necessitat de memòria que 
no pas les claus públiques, tot i que xifrar/desxifrar fitxers petits és accessible. 
 
 
5.3.3 Hash 
 
Com s’ha comentat a l’apartat 2.2.2.1, per signar i verificar s’utilitzen funcions 
de Hash per tal de reduir les dimensions del text a signar. Per tal de veure 
quins costos té aquesta operació s’ha decidit estudiar-la per si sola. A 
continuació es mostren els resultats de fer una funció de Hash, en concret 
SHA1, a diferents tipus de fitxer (20B, 1K, 10K, 100K, 250K, 500K, 750K i 1M). 
 
 
5.3.3.1 Temps 
 
Pel que fa al paràmetre temps obtenim els resultats següents: 
 
 
Taula 5.8. Resum dels temps en fer un Hash. 
 
Fitxer PC IPAQ 
20B 0,000037 0,018158
1K 0,000043 0,018321
10K 0,000092 0,019219
100K 0,000561 0,028637
250K 0,001305 0,045481
500K 0,002728 0,072539
750K 0,003865 0,100769
1M 0,005087 0,125026
 Segons 
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Si observem de forma gràfica els resultats veiem: 
 
Temps Hash a la IPAQ
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Fig. 5.13. Rectes de regressió de la funció hash a la Ipaq. 
 
 
Podem observar: 
 
• Les rectes tant al PC com a la IPAQ són casi perfectes amb R2 superiors 
a 0,999 significant que segueixen una funció lineal. 
 
• Es pot notar un factor constant que en la IPAQ és similar al que 
obteníem en les claus simètriques, és a dir, 18 ms. Al PC és de 0,06 ms.  
 
• Cada Kbyte té un cost de 0,108ms a la Ipaq i al PC de 0,0051ms, valors 
petits si els comparem amb els de xifrar/desxifrar amb claus simètriques.  
 
• Per tant, deduïm que aplicar funcions de Hash és poc costós en temps. 
 
 
5.3.3.2 Bateria 
 
Pel que fa la bateria, s’han aplicat uns bucles des de 10.000 fins a 10.000.000, 
on els resultats obtinguts han estat els següents: 
 
 
Taula 5.9. Resum de la bateria consumida al fer Hash. 
 
Hash Bucle mJoules
20B 10.000.000 0,01 
1K 1.000.000 0,06 
10K 100.000 0,51 
100K 10.000 6,76 
250K 10.000 16,63 
500K 10.000 31,93 
750K 10.000 48,57 
1M 10.000 63,21 
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Generant una recta de regressió com la següent: 
 
Bateria Hash a la IPAQ
y = 0,0635x + 0,2516     R2 = 0,9997
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Fig. 5.14. Recta de regressió de la funció hash a la Ipaq. 
 
 
On deduïm: 
 
• El coeficient de R2 i la recta ens indica que segueix una distribució lineal. 
 
• El consum mínim és bastant elevat si el comparem amb el consum per 
KByte. Tot i així els consums de bateria són molt petits i la bateria 
consumida en utilitzar Hash en un fitxer de 1M és relativament poca 
comparat amb les altres operacions realitzades anteriorment. 
 
 
5.3.3.3 Memòria 
 
Pel que fa la memòria, s’ha comprovat utilitzant el mateix procediment que 
anteriorment, hem vist que els màxims venen donats no per la funció de Hash 
sinó pel fet de llegir el fitxer fet que ja s’ha estudiat anteriorment. Per tant al 
següent gràfic només es mostren els resultats de fer la funció hash.  
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Fig. 5.15. Consums de memòria al aplicar Hash 
 
 
El consum mínim és de 1604 Kbytes a la Ipaq i 484 Kbytes al PC que són 
valors semblats als obtinguts a les operacions fetes fins ara. El fet de fer Hash 
suposa de 16 Kbytes a 28Kbytes més de memòria a la IPAQ segons la longitud 
i de 4 a 12 Kbytes al PC, per tant consums molt petits que gairebé sempre 
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seran superats per la memòria que es necessita per guardar el missatge. 
 
 
5.3.3.4 Conclusions de Hash 
 
Utilitzar Hash és poc costós tant per temps, bateria i memòria. Aplicar-ho a la 
signatura ens estalvia d’haver de signar tot el document i per tant evitar costos. 
Si l’aplicació Hash suposés un cost elevat, faria que tot el que ens estalviem en 
no signar es gastés en fer el Hash i per tant no ens sortiria massa a compte. 
 
 
5.3.4 Signar i verificar 
 
La utilització de claus públiques requereix sistemes segurs per confiar que el 
missatge ha estat enviat pel remitent. El sistema més utilitzat per comprovar-ho 
és el de signar i verificar. A continuació analitzarem aquestes dues operacions. 
 
Cal recordar que pel que fa al RSA s’ha dissenyat un algoritme que generi 
claus on l’exponent de xifrat sigui e=3, això provoca que, com acabem de veure 
a l’apartat 5.3.2, xifrar sigui una operació ràpida. Tot i ser un exponent petit, 
aquest fet no provoca inseguretat ja que la longitud de bits de l’exponent de 
desxifrar és aproximadament la del mòdul. A simple vista, per xifrar i desxifrar 
no sembla que aquest fet tingui gaire importància, tot i així si recordem que 
signar i verificar segueix un procés invers al de xifrar i desxifrar això pot ser 
interessant, ja que teòricament és reduirà el cost en temps de verificar 
(operació que es realitza molts cops), augmentant el de signar (només es 
realitza un cop), cosa que a la llarga fa que sigui rentable. Aquest fet queda 
més ben explicat observant les gràfiques que es presenten a continuació. 
 
 
5.3.4.1 Temps 
 
-IPAQ: 
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Fig. 5.16.Temps de signar i verificar dels diferents algoritmes a la IPAQ. 
 
 
Com a fets destacats trobem: 
 
• Com es pot veure a la gràfica en els RSA, on s’aplica exponent e=3, els 
temps de signar són molt més elevats que els de verificar. Pel que fa al 
DSA i ECDSA, on no s’aplica e=3, els temps entre signar i verificar són 
semblants. 
 
• A diferència de la generació de claus, ECDSA passa a ser el pitjor 
algoritme on la suma de signar i verificar en claus de 160 bits arriba als 
142 ms. S’ha de considerar que en aquest resultats ECDSA ja porta 
incorporat un HASH amb un missatge inicial de 20 Bytes, cosa que 
suposa uns 18 ms, per tant les funcions de signar i verificar sumen 128 
ms. 
 
• En general, RSA és l’algoritme més efectiu, si sumem el cost total en 
claus de 1024 obtenim casi 100ms, en canvi per DSA s’obté 106ms, això 
si, en RSA la majoria del temps es consumeix en signar i en DSA es 
reparteix en les dues operacions.  
 
• Un altre fet destacat és que passar de una clau de 512 bits a una de 
1024 augmenta considerablement el temps de signar, però el de verificar 
es manté igual. 
 
 
-PC: 
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Fig. 5.17.Temps de signar i verificar dels diferents algoritmes al PC. 
 
 
Com a fets més destacats trobem que l’ordre del consum dels temps és 
pràcticament igual que el que teníem a la IPAQ, dominant RSA, seguit de DSA i 
posteriorment ECDSA. Els temps són molt més efectius al PC que no pas a la 
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IPAQ. 
 
 
5.3.4.2 Bateria 
 
Pel que fa a la bateria els experiments ens han donat els resultats següents: 
 
 
Bateria signar i verificar
6,24
0,55
40,87
0,82
6,74
6,07
20,13
25,63
21,62 21,67
32,67
42,18
0
10
20
30
40
50
Rs
aS
51
2
Rs
aV
51
2
Rs
aS
10
24
Rs
aV
10
24
Ds
aS
51
2
Ds
aV
51
2
Ds
aS
10
24
Ds
aV
10
24
Ec
Ds
aS
11
2
Ec
Ds
aV
11
2
Ec
Ds
aS
16
0
Ec
Ds
aV
16
0
m
Jo
ul
es
 
 
Fig. 5.18. Bateria consumida en signar i verificar dels diferents algoritmes. 
 
 
Es veuen resultats similars als del temps on es destaca: 
 
• Gran diferència de consum de bateria entre signar i verificar a RSA-
1024, indicant cada cop més clarament que RSA és perfecte per 
sistemes on només es signa un cop i es verifica molts. 
 
• DSA consumeix el mateix en signar i verificar. 
 
• Consum pràcticament igual en signar i verificar a ECDSA-112 i en canvi 
una gran diferència a ECDSA-160. 
 
 
5.3.4.3 Memòria 
 
Pel que fa a la memòria s’ha mesurat igual que els altres experiments, agafant 
el màxim de tot el procés. Tal i com es pot veure a l’annex2, aquests màxims 
són iguals als que obteníem a l’operació de generar claus, cosa que significa 
que les operacions de signar i verificar tenen un consum inferior al simple fet de 
generar les claus. A continuació no es mostren els màxims, sinó els valors de 
signar i verificar tot i que recordem, comparat amb els de generar claus són 
molt més petits: 
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Taula 5.10. Memòria consumida al fer Hash a la IPAQ. 
 
 IPAQ PC 
Algoritme Signar Verificar Signar Verificar 
RSA-512 4 0 44 28 
RSA-1024 4 0 44 28 
DSA-512 0 0 16 4 
DSA-1024 0 0 16 4 
ECDSA-512 4 0 20 4 
ECDSA-1024 4 0 20 4 
 KBytes 
 
 
En aquest paràmetre l’algoritme menys costos és DSA, on el seu consum a la 
IPAQ és nul i al PC és mínim. El que suposa un major cost és el RSA on a la 
IPAQ el seu consum és gairebé mínim com el del ECDSA i al PC es dispara 
una mica comparat amb els altres. També s’observa que el cost de signar en 
tots els casos és més gran que no el de verificar, fet important sobretot en els 
casos del DSA i ECDSA on el cost dels altres paràmetres era pràcticament 
igual. 
 
 
5.3.4.4 Conclusions de signar i verificar. 
 
En general es pot dir que l’algoritme que és menys costos per signar i verificar 
és el RSA, on pren avantatge sobre els demés en els paràmetres de temps i 
bateria i on perd eficàcia en termes la memòria. La característica de l’exponent 
de xifrat e=3 del RSA fa que en determinats sistemes doni molta eficàcia 
respecte els altres algoritmes. Pel que fa DSA ens proporciona una igualtat en 
els costos de signar i verificar que en alguns casos ens pot ser molt útil, a més 
a més d’aportar un consum casi nul pel que fa a la memòria. Com a fet negatiu 
s’ha de comentar la poca eficàcia del ECDSA respecte els altres algoritmes on 
només els pot igualar en termes de memòria. 
 
 
5.3.5 Conclusions dels algoritmes de claus públiques 
 
Com a conclusions generals dels algoritmes de les claus públiques podem 
extreure: 
 
RSA aporta un consum elevat a l’hora de generar les claus però és molt eficient 
a l’hora de signar i verificar. Els increments entre canvis de claus són habituals 
només accentuant al fet de signar on l’increment és intens. 
 
La generació de claus DSA és exagerada, sobretot en el cas de claus de 1024 
bits on els resultats es disparen fent d’aquest l’algoritme poc recomanable en 
segons quins dispositius. Pel que fa al signar i verificar es comporta de forma 
molt positiva aportant resultats constants en temps i bateria i tenint consums 
nuls de memòria. L’increment de clau de 512 a 1024 en algunes ocasions és 
molt elevada. 
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Pel que fa al ECDSA és comporta de forma perfecte, sent el més eficient, a 
l’hora de generar claus però de forma negativa a l’hora de signar i verificar sent 
el menys efectiu. Les seves claus de longituds reduïdes ens aportaran beneficis 
a l’hora d’intercanviar-les. Els increments de claus no suposen variacions 
importants. 
 
Per tant, veiem que cada algoritme destaca en alguna característica, RSA en la 
rapidesa en verificar, DSA en la igualtat en signar i verificar i ECDSA en una 
generació de claus poc costosa. Aquest fet fa que no hi hagi un millor algoritme 
de clau pública, sinó que l’elecció de l’algoritme ha de venir definida segons el 
sistema en que es vulgui implementar, per exemple, sistemes que tinguin un 
missatge i que només es signi un cop i es verifiqui molts cops seran sistemes 
on l’ús de RSA pot ser molt recomanable, a més a més si aquests sistemes 
tenen la particularitat d’utilitzar la signatura en dispositius que no siguin mòbils, 
com un ordinador de sobretaula on normalment són més potents i en els 
dispositius mòbils només s’utilitza la verificació fa que RSA sigui ideal, ja que 
aleshores el cost per aquest dispositius serà poc elevat i el que seria la major 
part del cost es donaria al dispositiu de sobretaula que no tindria problemes per 
aguantar aquests costos. DSA aniria bé en sistemes on es signa i verifica en 
dispositius mòbils i on aquests estan limitats pel que fa a la memòria, ja que 
DSA és el que menys memòria consumeix en realitzar aquestes operacions. Si 
aconseguíssim generar les claus (operació més costosa) en un dispositiu 
extern, la utilització de DSA podria ser una bona elecció. Finalment, ECDSA 
ens podria anar bé en sistemes on les claus es van renovant constantment, ja 
que si les hem de crear al propi dispositiu mòbil el cost serà mínim i si es creen 
en altres dispositius, al tenir una longitud de pocs bits fa que l’intercanvi també 
sigui ràpid. També es podria utilitzar en sistemes on la utilització de signatures 
sigui mínima. 
 
 
5.4 Costos amb la bateria descarregada 
 
En alguns sistemes el fet de no tenir la bateria carregada en un % elevat fa que 
l’aparell es comporti diferent, ja sigui estalviant recursos o simplement no anant 
al 100% de la seva capacitat. 
 
S’ha volgut comprovar si els costos i el rendiment en general queden afectats al 
aplicar criptografia a dispositius mòbils en capacitats mínimes de bateria. Fins 
ara totes les proves han estat realitzades amb un 100% de càrrega de bateria, 
a continuació és realitzaran proves amb una càrrega total inferior al 25% i 
només sobre els paràmetres de temps i de bateria, ja que s’ha suposat que la 
memòria no ha hauria de variar degut a aquest factor. La metodologia de les 
proves és la mateixa que s’ha utilitzat fins ara. A continuació només es 
representaran les diferències entre les proves de 100% de càrrega i les del 
25%. Tal i com podreu veure es mostren la màxima i la mitja de totes les 
diferències segons cada operació. Pel que fa a l’operació de llegir no s’inclou 
dins d’aquests màxims ni mitges ja que durant tot el treball no s’ha considerat 
aquesta operació com objectiu de l’estudi. 
 
Com fins ara, tots els resultats detallats es troben adjunts a l’annex 2. 
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5.4.1 Claus simètriques 
 
A continuació es mostren les diferències segons les diferents operacions, 
algoritmes i dimensions de fitxers en que treballem. 
 
 
Taula 5.11. Diferència dels costos amb càrrega de la bateria inferior al 25%. 
 
 Temps Bateria 
 Màxim Mitja Màxim Mitja 
Xifrar 0,36% 0,08% 51,96% 23,75% 
Desxifrar 0,56% 0,12% 32,19% 12,07% 
      
Des 0,3469% 0,2003% 39,19% 21,55% 
3Des 0,0512% 0,0128% 32,19% 18,74% 
Aes128 0,0781% 0,0354% 51,96% 14,00% 
Aes1256 0,5623% 0,1576% 40,42% 17,34% 
      
1K 0,2832% 0,0935% 40,42% 12,73% 
10K 0,2041% 0,0631% 51,96% 24,42% 
100K 0,5623% 0,2023% 25,30% 15,81% 
1M 0,1621% 0,0472% 29,73% 18,67% 
Total 0,56% 0,10% 51,96% 17,91% 
 
 
Pel que fa al temps observem: 
 
• Increments mitjos del 0,10% i amb una màxima diferència de 0,56%. 
Això demostra que el temps no varien si tenim la bateria descarregada. 
 
• Pel que fa xifrar i desxifrar observem que desxifrar té major diferència, 
tot i així és mínima i podríem considerar-la sense importància. Un fet 
similar succeeix amb la dimensió de fitxer així com el tipus d’algoritme. 
 
Pel que fa a la bateria: 
 
• Mitges al voltant del 18% i un 52% com a màxima diferència. 
 
• Màxims grans respecte la mitja indica la variabilitat dins d’una mateixa 
operació, tot i així, en conjunt les mitges de les operacions, dels 
algoritmes i de les dimensions de fitxers són similars entre si. 
 
• Per tant, notem com el consum d’energia queda afectat si tenim la 
bateria a nivells baixos, en concret augmenta un 18%. 
 
5.4.2 Claus públiques 
 
A continuació es mostren els resultats de les proves a les claus públiques. 
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Taula 5.12. Diferència dels costos amb càrrega de la bateria inferior al 25%. 
 
 Temps Bateria 
 Màxim Mitja Màxim Mitja 
RSA 512 1,29% 0,00% 42,78% 13,36% 
 1024 6,95% 1,29% 33,80% 19,47% 
 Total 6,95% 0,64% 42,78% 16,41% 
HASH Total 0,04% -0,90% 39,64% 22,64% 
DSA 512 0,64% -2,50% 43,88% 21,85% 
 1024 1,58% -1,59% 25,79% 16,63% 
 Total 1,58% -2,05% 43,88% 19,24% 
ECDSA 112 0,02% -0,50% 33,32% 25,31% 
 160 -0,07% -0,40% 35,47% 23,68% 
 Total 0,02% -0,45% 35,47% 24,49% 
TOTAL 6,95% -0,48% 43,88% 20,37% 
 
 
Pel que fa al temps observem: 
 
• Valors molt similars per no dir exactament iguals on en ocasions surten 
diferències negatives, fet que indica uns resultats millors amb la bateria 
al 25% que no pas al 100%. La mitja és situa a -0,48% i el màxim a 7%. 
 
• L’algoritme que més li afecten aquestes proves és el RSA on la seva 
diferència total en mitja és del 0,64% i en canvi DSA i ECDSA es situen 
a valors petits però negatius. Igual passa amb les funcions de HASH. 
 
• Per tant, veiem que nivells baixos de bateria no influeixen al temps. 
 
Pel que fa a la bateria observem: 
 
• Increments similars en tots els algoritmes i Hash, amb una mitja del 20% 
i un màxim de 44%. Això significa que les proves són variables però no 
n’hi ha cap que augmenti exageradament el consum. 
 
• Per tant es pot afirmar que amb càrregues de bateria baixes el consum 
d’energia per les claus públiques és superior al de càrregues altes. 
 
 
5.4.3 Conclusions dels costos amb la bateria descarregada 
 
En general podem concloure que tant en les claus públiques com a les 
simètriques el temps és un paràmetre que no queda alterat per treballar amb 
capacitats de bateria baixes, és a dir, es comporta igual. En canvi, la bateria si 
que té un increment aproximat del 20% respecte a les proves amb la bateria al 
100%, fet que s’haurà de tenir en compte en operacions que consumeixen 
molta bateria i que a mida que es va gastant la bateria aquest consum s’eleva 
aportant en depèn quines operacions resultats inacceptables.
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6 CONCLUSIONS GENERALS 
 
Al llarg d’aquest treball i gràcies a les proves i experiments realitzats s’han 
demostrat varies coses com les que s’exposen a continuació. 
 
Els dispositius mòbils estan en constant creixement i mica en mica els seus 
recursos són més potents permetent l’ús de certs serveis que fins fa poc eren 
impensables. La capacitat de paràmetres com poden ser la bateria i la memòria 
són claus per poder implementar diversos serveis. Sempre s’ha de tenir en 
compte que un dispositiu mòbil està consumint memòria constantment, ja sigui 
per a la càrrega del sistema operatiu o altres aplicacions, el mateix passa amb 
la bateria que constantment es va consumint, fet que resulta que aquest 
paràmetre vagi totalment lligat amb el temps. 
 
S’ha comprovat que la pantalla és una de les fonts més elevades de consum, 
en particular la IPAQ consumeix el doble d’energia quan tenim la pantalla 
il·luminada que no pas quan està apagada però amb el sistema actiu. 
 
Pel que fa als algoritmes s’han estudiat els algoritmes més actuals, populars i 
utilitzats, escollint DES, TripleDES i AES per analitzar les claus simètriques i 
RSA, DSA i ECDSA per analitzar les claus públiques. La utilització d’aquest 
algoritmes ha fet que prèviament hàgim hagut de saber quin funcionament 
intern i teòric tenen per tal d’entendre i poder treure millors conclusions del que 
estem fent. 
 
S’ha deduit que els algoritmes de clau simètrica ens aporten rapidesa en xifrar i 
desxifrar dades, des de fitxers petits fins a més extensos, tot i així la seguretat 
en l’intercanvi de claus en moltes ocasions pot ser complicada. 
 
El algoritmes de clau simètrica estudiats segueixen rectes lineals quasi 
perfectes on tenen un consum inicial (tant de bateria com de temps) molt petit i 
on depenen exclusivament de les dimensions de fitxer que estem operant. 
 
Hem pogut comprovar com la primera solució per augmentar la seguretat de 
DES, el TripleDES, és un algoritme més segur però també molt més feixuc, on 
els temps i el consum de bateria en moltes ocasions el fan exageradament 
costós i poc recomanable en determinats sistemes. 
 
Algoritmes computacionals com són els de la família AES es comporten de 
forma perfecte a ordinadors de sobretaula, on no hi ha manca de recursos i 
això fa que les operacions computacionals es facin de forma ràpida i efectiva, 
comparat amb altres algoritmes com poden ser els de la família DES que 
utilitzen permutacions i substitucions. 
 
L’ordre de preferència a l’hora d’utilitzar un algoritme de clau simètrica, i 
considerant l’evolució que actualment tenen els dispositius mòbils seria el de 
AES (128 i 256 bits), DES i finalment TripleDES. 
 
En general xifrar i desxifrar amb claus simètriques tenen uns costos similars, tot 
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i que en AES el cost de desxifrar és menor que el de xifrar. 
 
Les dimensions del fitxer estudiats no limiten els algoritmes, tot i això en el cas 
del TripleDES operar amb fitxers de 1MegaByte pot ser molt costós. 
 
Pel que fa a la memòria el consum és similar a tots els algoritmes, on la 
generació de claus en fitxers petits és major que xifrar o desxifrar. S’observa 
que el consum inicial és diferent als dispositius mòbils que al PC degut als 
diferents tipus de llibreries que utilitzen i com ho fan. 
 
En general es pot afirmar que per a la majoria d’algoritmes, els consums tant 
de bateria, memòria o temps són assumibles pels dispositius mòbils i que AES 
és l’algoritme que millor els gestiona. 
 
Pel que fa a les claus públiques sabem que el seu mètode d’intercanvi aporta 
més flexibilitat, són més fàcils de distribuir, que no pas les simètriques, i que les 
seves operacions principals van relacionades amb aquest mètode d’intercanvi, 
ja sigui generant les claus, signant o verificant. 
 
Pel que fa a la generació de claus públiques els costos són elevats i en alguns 
casos molt variables. Aquest fet fa que en determinats sistemes això sigui un 
problema, però si busquem seguretat és la millor alternativa i a més a més són 
operacions que no es realitzen de forma habitual. 
 
Xifrar i desxifrar amb claus públiques no és recomanable, en la majoria 
d’ocasions, els costos de tots els paràmetres són superiors als de les claus 
simètriques. Tot i així el cost de xifrar missatges petits com poden ser claus 
simètriques és factible, el problema es donaria en el cas de voler xifrar grans 
missatges. 
 
Aplicar una funció de Hash abans de signar aporta grans beneficis ja que els 
costos pràcticament són mínims i si no s’apliques s’hauria de signar i verificar 
grans missatges, cosa que provocaria uns costos molt més superiors. 
 
Pel que fa al signar podem veure com diferents tècniques, com per exemple la 
de l’exponent de xifratge e=3, ens ajuda a augmentar l’eficàcia de la verificació 
en contra de la signatura, tot i així determinar un algoritme concret per signar i 
verificar és una tasca que dependrà del sistema i de les màquines que l’hagin 
d’utilitzar. 
 
Pel que fa als algoritmes concrets, RSA és senzill i eficaç, DSA és més 
complicat i costós però específic per realitzar operacions d’aquest tipus i 
finalment ECDSA és un algoritme on hi destaquen claus de poca longitud amb 
gran seguretat. 
 
Finalment s’ha estudiat el comportament dels algoritmes en situacions de 
mínima càrrega de bateria confirmant que els costos no són exactament iguals 
que els que es poden obtenir amb càrregues màximes. El temps no varia però 
es consumeix molta més bateria. 
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Es pot concloure que l’ús de criptografia a dispositius mòbils és possible, 
sempre tenint en compte els recursos que disposen aquests dispositius i que a 
la llarga aquests van perdent eficiència com pot ser la capacitat de la bateria. 
La gràcia a l’hora d’utilitzar criptografia en aquests dispositius és, a mesura del 
possible, realitzar el nombre màxim possible d’operacions a dispositius externs 
com poden ser ordinadors de sobretaula, un bon disseny en aquest sentit pot 
ser clau per a la durada de les bateries, per exemple en dispositius remots on 
la seva utilització és constant i depèn de la capacitat bateria. 
 
Pel que fa a l’elaboració del treball s’ha d’esmentar que la instal·lació de certs 
programes com el compilador creuat, les diferents versions que es troben de 
les llibreries OpenSSL i en alguns casos la poca informació que hi ha sobre la 
iPAQ en general fa que en aquest aspecte el treball hagi estat més dificultós de 
l’esperat i s’hagi endarrerit una mica respecte el planning inicial. Actualment 
l’estudi continua analitzant aspectes com poden ser la implementació a 
Windows i amb màquines més avançades. 
 
Com a curiositat és interessant saber que mitjançant l’elaboració d’un article 
científic (ANNEX4) part d’aquest estudi ha estat elegit per ser presentat 
públicament al “II Congreso Español de Informática” que se celebrarà el proper 
mes de Setembre a Saragossa. 
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1.1 Instal·lació de Linux a la Ipaq hx2700 de Compaq. 
 
1- Tenir instal·lat el ActiveSync per poder passar els arxius del pc a la ipaq. 
Aquest programa normalment ve amb el cd d’instal·lació de la ipaq, tot i 
així també es pot descarregar de: 
 
http://www.microsoft.com/windowsmobile/activesync/default.mspx 
 
2- Baixar-se el bootloader i l’aplicació necessaria per fer una còpia del 
sistema actual de la iPaq de la següent direcció web: 
 
ftp://ftp.handhelds.org/distributions/compaq/ipaq/v0.30 
 
Els fitxers necessaris són: 
 
ftp://ftp.handhelds.org/distributions/compaq/ipaq/v0.30/bootldr-
2.18.01.bin 
ftp://ftp.handhelds.org/distributions/compaq/ipaq/v0.30/BootBlaster_1.8.e
xe 
 
Si es vol instal·lar altres versions s’ha de vigilar en la compatibilitat entre 
la versió i el model de ipaq, ja que si no ho fossin podria generar errors 
irreversibles per al hardware. 
 
3- Passem els arxius a la ipaq mitjançant el ActiveSync. 
 
4- Realitzem la còpia de seguretat del bootloader i del sistema actual. 
Executem el programa BootBlaster i cliackem a la opció “Flash”. A 
continuació ens surt un menú i clickem a l’opció “Save Bootldr .gz 
Format” per realitzar la còpia del bootloader. Posteriorment fem el mateix 
per realitzar la copia del sistema operatiu, “Save Wince .gz Fromat”. És 
important guardar els arxius generats al pc o a un cd per poder-los 
recuperar posteriorment. 
 
5- Instalem el nou Bootloader. Utilitzarem el menú “Flash” i execuptem 
l’opció “Program”. Ens demanarà l’arxiu boot descarregat anteriorment i 
s’instal·larà automàticament. 
 
 
Bootloader. 
 
6- A continuació ens descarreguem el sistema operatiu Linux, en el nostre 
cas el Linux Familiar: 
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http://familiar.handhelds.org/releases/v0.8.4/install/download.html 
 
Nosaltres instal·larem la versió 0.84 de terminal (bootstrap) ja que pel 
que volem fer és la més actual i és la que consumeix menys recursos. 
 
7- Instal·lació del Linux Familiar. Mitjançant Minicom a Linux (o 
Hyperterminal de Windows) i el configurem amb: 
 
a. 115200 8N1 
b. no flow control 
c. no hardware control 
 
A la Ipaq apretem el botó corresponent a “serial Port” perquè s’activi el 
port sèrie i es comuniqui amb el Minicom. A continuació ens sortirà al 
Minicom el prompt: 
 
boot> 
 
Ara s’ha de transferir el fitxer del Familiar descarregat anteriorment. Per 
poder transferir hem de tenir instal·lades les utilitats “lrzsz” (“apt-get 
install lrzsz”, http://packages.debian.org/unstable/comm/lrzsz”). Un cop 
hem instal·lat el “lrzrs”, escrivim a la pantalla del Minicom ALT+S i 
indiquem el protocol i el fitxer que volem transferir, en aquest cas el jffs2 
i automàticament ja s’instal·la el nou sistema operatiu. 
 
 
 
Versió Linux Familiar Bootstrap 
 
 
 
Versió Linux Familiar Opie 
 
Per més informació: 
 
http://familiar.handhelds.org/releases/v0.8.4/install/ 
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1.2 Instal·lació del compilador gcc i del compilador creuat ARM. 
 
1- Creem el directori /usr/local/arm 
 
2- Descarreguem l’arxiu arm-linux-gcc-3.4.1.tar.bz2 de: 
http://www.handhelds.org/download/projects/toolchain/arm-linux-
gcc-3.4.1.tar.bz2 
 
3- Descarreguem l’arxiu crosstool-0.27-gcc3.4.1.tar.gz de: 
http://www.handhelds.org/download/projects/toolchain/arm-linux-
gcc-3.4.1.tar.bz2 
 
4- Extreiem i instal·lem els arxius descarregats al directori creat 
anteriorment. 
 
5- Afegim la direcció a la variable del sistema PATH: 
PATH = “$PATH:/usr/local/arm/3.4.1/bin 
 
6- Per compilar fitxers per arm es fa mitjançant les mateixes instruccions 
que amb gcc però substituint l’ordre gcc per arm-linux-gcc. 
 
 
1.3 Instal·lació i creació de les llibreries OpenSSL per gcc. 
 
1- Baixar el paquet OpenSSL, en el nostre cas la versió openssl-
0.9.8d.tar.gz de: 
 http://www.openssl.org/source/ 
 
2- Descomprimir: 
 $ tar xvzf openssl-0.9.8d.tar.gz 
 $ cd openssl-0.9.8d  
 
3- Indiquem la configuració que desitgem, en el nostre cas: 
 $ ./config –prefix=/usr/local --openssldir=/usr/local/ssl 
 
4- Fem make: 
 $ make  
 
5- Realitzem els test: 
 $ make test  
 
6- Instal·lem:  
 $ su 
 Password:   
 # make install  
 
7- Copiem llibreries al directori adequat 
 $ cd /usr/local/ssl/lib 
 $ cp * /usr/lib 
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1.4 Creació de les llibreries OpenSSL pel compilador creuat 
 
1- Baixar el paquet OpenSSL, en el nostre cas la versió openssl-
0.9.8d.tar.gz de: 
 http://www.openssl.org/source/ 
 
2- Descomprimir: 
 $ tar xvzf openssl-0.9.8d.tar.gz 
 $ cd openssl-0.9.8d  
 
3- Modifiquem l’arxiu Configure per adaptar-lo a arquitectures ARM (Afegim 
codi en cursiva): 
 
# QNX  
"qnx4", "cc:-DL_ENDIAN -DTERMIO::(unknown):::${x86_gcc_des} 
${x86_gcc_opts}:", 
"qnx6", "cc:-DL_ENDIAN -DTERMIOS::(unknown)::-
lsocket:${x86_gcc_des} ${x86_gcc_opts}:",  
# Linux on ARM 
"linux-elf-arm","gcc:-DL_ENDIAN -DTERMIO -O3 -fomit-frame-pointer 
-Wall::D_REENTRANT:::BN_LLONG::::::::::dlfcn:linux-shared:-
fPIC::.so.\$(SHLIB_MAJOR).\$(SHLIB_MINOR)",  
 
 #### SCO/Caldera targets. 
 
4- Indiquem la configuració que desitgem, en el nostre cas: 
 $ ./Configure linux-elf-arm --prefix=/usr  
 
5- Modifiquem l’arxiu Makefile per tal de poder-lo utilitzar per crear les 
llibreries de Openssl per a l’arquitectura arm: 
 
VERSION=0.9.8d 
MAJOR=0 
MINOR=9.8 
SHLIB_VERSION_NUMBER=0.9.8 
SHLIB_VERSION_HISTORY= 
SHLIB_MAJOR=0 
SHLIB_MINOR=9.8 
SHLIB_EXT=.so.$(SHLIB_MAJOR).$(SHLIB_MINOR) 
PLATFORM=linux-elf-arm 
OPTIONS=--prefix=/usr no-krb5 
CONFIGURE_ARGS=linux-elf-arm --prefix=/usr 
SHLIB_TARGET=linux-shared 
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CCACHE= $(shell which ccache) 
export CCACHE_PREFIX= distcc 
CC= $(CCACHE) $(shell which arm-linux-gcc) 
#CFLAG= -DL_ENDIAN -DTERMIO -O3 -fomit-frame-
pointer -m486 -Wall -Wuninitialized -DSHA1_ASM -
DMD5_ASM -DRMD160_ASM 
CFLAG= -DOPENSSL_THREADS -D_REENTRANT -DDSO_DLFCN 
-DHAVE_DLFCN_H -DOPENSSL_NO_KRB5 -DL_ENDIAN -
DTERMIO -O3 -fomit-frame-pointer -Wall 
DEPFLAG=  
PEX_LIBS=  
EX_LIBS= -ldl 
EXE_EXT=  
ARFLAGS=  
AR=arm-linux-ar $(ARFLAGS) r 
RANLIB= arm-linux-ranlib 
PERL= /usr/bin/perl 
TAR= tar 
TARFLAGS= --no-recursion 
MAKEDEPPROG= gcc 
 
 
link-shared: 
# @ set -e; for i in ${SHLIBDIRS}; do \ 
  $(MAKE) -f $(HERE)/Makefile.shared -e 
$(BUILDENV) \ 
   LIBNAME=$$i 
LIBVERSION=${SHLIB_MAJOR}.${SHLIB_MINOR} \ 
  
 LIBCOMPATVERSIONS=";${SHLIB_VERSION_HISTORY}" 
\ 
   symlink.$(SHLIB_TARGET); \ 
  libs="$$libs -l$$i"; \ 
 done 
@if [ -n "$(SHARED_LIBS_LINK_EXTS)" ]; then \ 
  tmp="$(SHARED_LIBS_LINK_EXTS)"; \ 
  for i in $(SHLIBDIRS); do \ 
   prev=lib$$i$(SHLIB_EXT); \ 
   for j in $${tmp:-x}; do \ 
    ( set -x; \ 
    rm -f lib$$i$$j; ln -s $$prev 
lib$$i$$j ); \ 
    prev=lib$$i$$j; \ 
   done; \ 
  done; \ 
 fi 
 
build-shared: clean-shared do_$(SHLIB_TARGET) 
link-shared 
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do_linux-shared: do_gnu-shared 
do_gnu-shared: 
 libs='-L. ${SHLIBDEPS}'; for i in 
${SHLIBDIRS}; do \ 
 if [ "${SHLIBDIRS}" = "ssl" -a -n 
"$(LIBKRB5)" ]; then \ 
  libs="$(LIBKRB5) $$libs"; \ 
 fi; \ 
 ( set -x; ${CC} ${SHARED_LDFLAGS} \ 
  -shared -o 
lib$$i.so.${SHLIB_MAJOR}.${SHLIB_MINOR} \ 
  -Wl,-
soname=lib$$i.so.${SHLIB_MAJOR}.${SHLIB_MINOR} \ 
  -Wl,-Bsymbolic \ 
  -Wl,--whole-archive lib$$i.a \ 
  -Wl,--no-whole-archive $$libs ${EX_LIBS} 
-lc ) || exit 1; \ 
 libs="-l$$i $$libs"; \ 
 done 
 
#do_$(SHLIB_TARGET): 
# @ set -e; libs='-L. ${SHLIBDEPS}'; for i in 
${SHLIBDIRS}; do \ 
  if [ "${SHLIBDIRS}" = "ssl" -a -n 
"$(LIBKRB5)" ]; then \ 
   libs="$(LIBKRB5) $$libs"; \ 
  fi; \ 
  $(CLEARENV) && $(MAKE) -f 
Makefile.shared -e $(BUILDENV) \ 
   LIBNAME=$$i 
LIBVERSION=${SHLIB_MAJOR}.${SHLIB_MINOR} \ 
  
 LIBCOMPATVERSIONS=";${SHLIB_VERSION_HISTORY}" 
\ 
   LIBDEPS="$$libs $(EX_LIBS)" \ 
   link_a.$(SHLIB_TARGET); \ 
  libs="-l$$i $$libs"; \ 
 done 
 
 
8- Fem make i creem llibreries: 
 $ make 
 $ make build-shared 
 
9- Copiem a la carpeta /usr/local/arm/3.4.1/lib/gcc/arm-linux/3.4.1 l'arxiu 
libcrypto.so.0.98 i el renombrem com libcrypto.so, per tal de poder 
realitzar les execucions dels nostres programes al pc. 
 
10- Copiem a la carpeta de la ipaq /lib l'arxiu libcrypto.so.0.98, per tal de 
poder realitzar les execucions dels nostres programes a la ipaq. 
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2.1 Consum mínim Ipaq (sense aplicar cap operació) 
 
 
2.1.1 Pantalla apagada: 
 
Temps (minuts) ? 2 15 30 45 61 75 90 105 120 135 150 165 180 195 210 225 315 
Voltatge (mV) 3876 3818 3789 3779 3764 3759 3754 3745 3735 3725 3720 3706 3696 3686 3676 3662 3544 
C. Actiu (mA) -96 -97 -100 -100 -98 -100 -100 -105 -101 -101 -101 -101 -101 -100 -103 -102 -108 
C. Acumulat (mAh) 1556 1534 1491 1465 1438 1415 1389 1365 1340 1314 1289 1264 1237 1211 1186 1161 1004 
Dif.Voltatge (mV)  58 29 10 15 5 5 9 10 10 5 14 10 10 10 14 118 
Dif. C.Actiu (mA)  1 3 0 -2 2 0 5 -4 0 0 0 0 -1 3 -1 6 
Dif. C.Acumulat (mAh)   22 43 26 27 23 26 24 25 26 25 25 27 26 25 25 157 
Consum C.Acumulat (mAmin) 1,69 2,86* 1,73 1,68 1,64 1,73 1,6 1,66 1,73 1,66 1,66 1,8 1,73 1,66 1,66 1,74 
Potència(mW) -372,1 -370,6 -378,9 -377,9 -368,9 -375,9 -375,4 -393,2 -377,2 -376,2 -375,7 -374,3 -373,3 -368,6 -378,6 -373,5 -382,8 
 
2.1.2 Pantalla encesa: 
 
Temps (minuts) ? 0 15 30 45 60 75 90 105 120 136 150 165 180
Voltatge (mV) 4023 3969 3916 3896 3867 3837 3813 3789 3764 3750 3730 3715 3701
C. Actiu (mA) -214 -95 -205 -207 -204 -204 -210 -211 -213 -215 -216 -217 -218
C. Acumulat (mAh) 2051 2005 1956 1904 1850 1798 1745 1693 1635 1584 1521 1476 1433
Dif.Voltatge (mV)  54 53 20 29 30 24 24 25 14 20 15 14
Dif. C.Actiu (mA)  -119 110 2 -3 0 6 1 2 2 1 1 1
Dif. C.Acumulat (mAh)   46 49 52 54 52 53 52 58 51 63 45 43
Consum C.Acumulat (mAmin)  3,06 3,26* 3,46 3,6 3,46 3,53 3,46 3,62 3,65 3,71 3,46 2,87
Potència(mW) -860,9 -377,1 -802,8 -806,5 -788,9 -782,8 -800,7 -799,5 -801,7 -806,3 -805,7 -806,2 -806,8
*Valors amb anomalies. 
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2.1.3 Gràfiques. 
 
Voltatge
y = -0,783x + 3826,6
R2 = 0,9447
y = -1,5318x + 3957,2
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Corrent actiu
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Potència
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Corrent acumulada
y = -1,7033x + 1543,3
R2 = 0,9999
y = -3,5771x + 2065,3
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2.2 Claus simètriques 
 
 
2.2.1 Temps 
 
 
2.2.1.1 Resultats 
 
FITXER: 1K  BUCLE: 500       
           
Algoritme PC IPAQ 
Nom Temps 1 Temps 2 Mitja Desviació Temps 1 Temps 2 Mitja Desviació 
DES 64                 
Llegir 0,000149 0,009754 0,003700     0,018966 0,018838 0,018854     
Xifrar 0,000163 0,000164 0,000164 52,37588 *10-12 0,019285 0,019208 0,019247 1124,400513 *10-12
Desxifrar 0,000193 0,000194 0,000194 23,76247 *10-12 0,019289 0,019213 0,019251 993,546753 *10-12
      
3DES 192                     
Llegir 0,000151 0,000146 -     0,018819 0,018811 -     
Xifrar 0,000454 0,000461 0,000458 246,86174 *10-12 0,020931 0,020938 0,020935 776,836060 *10-12
Desxifrar 0,000470 0,000470 0,000470 124,28598 *10-12 0,020938 0,020943 0,020941 1293,746094 *10-12
      
AES 128                     
Llegir 0,000142 0,000147 -     0,018837 0,018892 -     
Xifrar 0,000051 0,000051 0,000051 0,91509 *10-12 0,019163 0,019163 0,019163 653,767761 *10-12
Desxifrar 0,000050 0,000051 0,000051 1,28507 *10-12 0,019133 0,019132 0,019133 691,883850 *10-12
      
AES 256                     
Llegir 0,000147 0,000146 -     0,018840 0,018829 -     
Xifrar 0,000055 0,000056 0,000056 1,45804 *10-12 0,019545 0,019545 0,019545 1103,847656 *10-12
Desxifrar 0,000055 0,000056 0,000056 0,48493 *10-12 0,019480 0,019489 0,019485 718,435486 *10-12
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FITXER: 10K  BUCLE: 500       
           
Algoritme PC IPAQ 
Nom Temps 1 Temps 2 Mitja Desviació Temps 1 Temps 2 Mitja Desviació 
DES 64                 
Llegir 0,000783 0,019377 0,002934     0,030521 0,030412 0,030395     
Xifrar 0,001319 0,001274 0,001297 260,71774 *10-12 0,028930 0,028777 0,028854 1040,141357 *10-12
Desxifrar 0,001587 0,001579 0,001583 183,49341 *10-12 0,028985 0,028823 0,028904 993,218750 *10-12
                      
3DES 192                     
Llegir 0,000550 0,000542 -     0,030368 0,030344 -     
Xifrar 0,004101 0,004140 0,004121 3957,22925 *10-12 0,045484 0,045473 0,045479 563,939514 *10-12
Desxifrar 0,004211 0,004236 0,004224 2936,40649 *10-12 0,045474 0,045462 0,045468 3220,129883 *10-12
                      
AES 128                     
Llegir 0,000557 0,000562 -     0,030380 0,030326 -     
Xifrar 0,000191 0,000190 0,000191 36,21568 *10-12 0,027725 0,027723 0,027724 1124,154053 *10-12
Desxifrar 0,000190 0,000191 0,000191 29,11261 *10-12 0,027490 0,027478 0,027484 -106,724991 *10-12
                      
AES 256                     
Llegir 0,000550 0,000553 -     0,030459 0,030353 -     
Xifrar 0,000234 0,000236 0,000235 84,26712 *10-12 0,031401 0,031402 0,031402 2313,440430 *10-12
Desxifrar 0,000234 0,000235 0,000235 22,86704 *10-12 0,031031 0,030965 0,030998 0,308859 *10-6
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FITXER: 100K  BUCLE: 500       
           
Algoritme PC IPAQ 
Nom Temps 1 Temps 2 Mitja Desviació Temps 1 Temps 2 Mitja Desviació 
DES 64                   
Llegir 0,032583 0,049847 0,031998     1,472358 1,464217 1,467427     
Xifrar 0,011943 0,011986 0,011965 44070,52734 *10-12 0,119783 0,119050 0,119417 12986,260742 *10-12
Desxifrar 0,014736 0,014702 0,014719 31889,59766 *10-12 0,120334 0,119530 0,119932 30156,285156 *10-12
                      
3DES 192                     
Llegir 0,028010 0,027843 -     1,464896 1,466315 -     
Xifrar 0,039841 0,039736 0,039789 0,46294 *10-6 0,277427 0,277417 0,277422 -27600,94727 *10-12
Desxifrar 0,040030 0,040127 0,040079 0,27528 *10-6 0,277573 0,277572 0,277573 18831,994141 *10-12
                      
AES 128                     
Llegir 0,032132 0,029760 -     1,468283 1,470025 -     
Xifrar 0,001509 0,001510 0,001510 904,57092 *10-12 0,108751 0,108758 0,108755 37130,402344 *10-12
Desxifrar 0,001512 0,001519 0,001516 748,35687 *10-12 0,106521 0,106532 0,106527 6067,613770 *10-12
                      
AES 256                     
Llegir 0,028399 0,027413 -     1,466565 1,466756 -     
Xifrar 0,001924 0,001921 0,001923 241,41295 *10-12 0,144525 0,143520 0,144023 4,329442 *10-6
Desxifrar 0,001933 0,001930 0,001932 125,43827 *10-12 0,141633 0,140061 0,140847 5,928545 *10-6
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FITXER: 1M  BUCLE: 500       
           
Algoritme PC IPAQ 
Nom Temps 1 Temps 2 Mitja Desviació Temps 1 Temps 2 Mitja Desviació 
DES 64                   
Llegir 3,715820 3,764205 3,728120     203,781475 203,570192 203,132260     
Xifrar 0,124439 0,124926 0,124683 21,17913 *10-6 1,038118 1,038107 1,038113 0,572930 *10-6
Desxifrar 0,147620 0,147911 0,147766 11,29820 *10-6 1,042917 1,042804 1,042861 -0,127425 *10-6
                      
3DES 192                     
Llegir 3,679363 3,718797 -     202,945038 202,942420 -     
Xifrar 0,404242 0,404337 0,404290 4,60854 *10-6 2,640652 2,640584 2,640618 -3,048013 *10-6
Desxifrar 0,406799 0,407348 0,407074 1,64174 *10-6 2,641149 2,640460 2,640805 1,759136 *10-6
                      
AES 128                     
Llegir 3,738954 3,709839 -     202,953496 202,962329 -     
Xifrar 0,015070 0,014952 0,015011 8409,68262 *10-12 0,935091 0,934588 0,934840 2,497330   
Desxifrar 0,015158 0,015029 0,015094 9188,05664 *10-12 0,912946 0,911269 0,912108 4,719182   
                      
AES 256                     
Llegir 3,740997 3,756987 -     202,956124 202,947008 -     
Xifrar 0,019238 0,019432 0,019335 10650,77930 *10-12 1,288426 1,287173 1,287800 5,646352 *10-6
Desxifrar 0,019340 0,019573 0,019457 12860,25586 *10-12 1,248033 1,249503 1,248768 4,954645 *10-6
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2.2.1.2 Gràfiques de la iPAQ 
 
Algoritme: DES Clau: 64 bits        
Paràmetre: Temps Operació: Xifrar        
                 
  Fitxer (KB) Temps (ms)       
  1 19,2465       
  10 28,8535       
  100 119,4165       
  1000 1038,1125       
  250 278,8772       
  500 536,7250       
  750 795,9710       
                
Paràmetre: Temps Operació: Desxifrar      
                 
  Fitxer (KB) Temps (ms)       
  1 19,2510       
  10 28,9040       
  100 119,9320       
  1000 1042,8605       
  250 278,7720       
  500 539,2560       
  750 799,7250       
                 
                 
Algoritme: Triple DES Clau: 192 bits        
Paràmetre: Temps Operació: Xifrar        
                 
  Fitxer (KB) Temps (ms)       
  1 20,9345       
  10 45,4785       
  100 277,4220       
  1000 2640,6180       
  250 685,0390       
  500 1351,9280       
  750 2018,3330       
          
Paràmetre: Temps Operació: Desxifrar      
                
  Fitxer (KB) Temps (ms)       
  1 20,9405       
  10 45,4680       
  100 277,5725       
  1000 2640,8045       
  250 686,3900       
  500 1352,8770       
  750 2019,5730       
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Algoritme: AES Clau: 128 bits        
Paràmetre: Temps Operació: Xifrar        
                 
  Fitxer (KB) Temps (ms)       
  1 19,1630       
  10 27,7240       
  100 108,7545       
  1000 934,8395       
  250 251,2390       
  500 484,2060       
  750 717,1070       
                
Paràmetre: Temps Operació: Desxifrar      
                 
  Fitxer (KB) Temps (ms)       
  1 19,1325       
  10 27,4840       
  100 106,5265       
  1000 912,1075       
  250 245,3630       
  500 472,3900       
  750 699,4340       
                 
                 
Algoritme: AES Clau: 256 bits        
Paràmetre: Temps Operació: Xifrar        
                 
  Fitxer (KB) Temps (ms)       
  1 19,5450       
  10 31,4015       
  100 144,0225       
  1000 1287,7995       
  250 340,8970       
  500 663,4930       
  750 986,0430       
          
Paràmetre: Temps Operació: Desxifrar      
                
  Fitxer (KB) Temps (ms)       
  1 19,4845       
  10 30,9980       
  100 140,8470       
  1000 1248,7680       
  250 330,6450       
  500 642,9720       
  750 955,2790       
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Funcions del temps a la ipaq
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3DES 192: y = 2,6385x + 21,781
R2 = 0,9999
AES 256: y = 1,257x + 19,88
R2 = 0,9999
DES 64: y = 1,0282x + 19,762
R2 = 0,9999
AES 128: y = 0,9106x + 19,32
R2 = 0,9999
0
500
1000
1500
2000
2500
3000
0 250 500 750 1000
Kbytes
ms
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2.2.1.3 Gràfiques del PC 
 
Algoritme: DES-PC Clau: 64 bits       
Paràmetre: Temps Operació: Xifrar       
        
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,1635       
  10 1,2965       
  100 11,9645       
  1000 124,6825       
        
        
Paràmetre: Temps Operació: Desxifrar     
        
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,1935       
  10 1,5830       
  100 14,7190       
  1000 147,7655       
        
                
        
        
        
Algoritme: Triple DES-PC Clau: 192 bits       
Paràmetre: Temps Operació: Xifrar       
        
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,4575       
  10 4,1205       
  100 39,7885       
  1000 404,2895       
        
          
Paràmetre: Temps Operació: Desxifrar     
          
             
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,4700       
  10 4,2235       
  100 40,0785       
  1000 407,0735       
        
                
y = 0,4044x    R2 = 1
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Algoritme: AES-PC Clau: 128 bits       
Paràmetre: Temps Operació: Xifrar       
          
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,0510       
  10 0,1905       
  100 1,5095       
  1000 15,0110       
          
          
                
Paràmetre: Temps Operació: Desxifrar     
          
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,0505       
  10 0,1905       
  100 1,5155       
  1000 15,0935       
        
          
                
        
        
Algoritme: AES-PC Clau: 256 bits       
Paràmetre: Temps Operació: Xifrar       
          
                
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,0555       
  10 0,2350       
  100 1,9225       
  1000 19,3350       
          
          
          
Paràmetre: Temps Operació: Desxifrar     
          
               
  Fitxer Temps       
  (KBytes) (mil·lisegons)       
  1 0,0555       
  10 0,2345       
  100 1,9315       
  1000 19,4565       
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Funcions del temps al PC
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3DES 192: y = 0,4058x
R2 = 1
AES 256: y = 0,0194x + 0,02
R2 = 1
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2.2.2 Bateria 
 
 
2.2.2.1 Resultats 
 
FITXER:   1K     
  
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum 
DES 64        * mJ mW 
Llegir 1 0 0,036782 0,00 -13,82 -375,65 
Xifrar 50000 5 65,160696 3,16 0,84 646,44 
Desxifrar 50000 6 65,093860 4,16 1,11 852,12 
3DES 192             
Llegir 1 0 0,035449 0,00 -13,32 -375,65 
Xifrar 50000 15 175,479028 10,05 2,68 762,95 
Desxifrar 50000 15 175,242058 10,06 2,68 764,49 
AES 128             
Llegir 1 0 0,035435 0,00 -13,31 -375,65 
Xifrar 50000 3 39,044721 1,90 0,51 647,80 
Desxifrar 50000 3 32,131843 2,09 0,56 867,98 
AES 256             
Llegir 1 0 0,035435 0,00 -13,31 -375,65 
Xifrar 50000 4 54,101724 2,47 0,66 609,17 
Desxifrar 50000 4 44,181941 2,75 0,73 830,28 
 
 
FITXER:   10K     
  
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum 
DES 64        * mJ mW 
Llegir 1 0 0,047002 0,00 -17,66 -375,65 
Xifrar 5000 4 51,363912 2,55 6,80 661,66 
Desxifrar 5000 4 51,368108 2,55 6,80 661,57 
3DES 192             
Llegir 1 0 0,046998 0,00 -17,65 -375,65 
Xifrar 5000 10 134,271231 6,21 16,55 616,38 
Desxifrar 5000 10 134,285280 6,21 16,55 616,27 
AES 128             
Llegir 1 0 0,046996 0,00 -17,65 -375,65 
Xifrar 5000 3 38,137627 1,92 5,13 672,14 
Desxifrar 5000 3 30,935673 2,13 5,67 916,07 
AES 256             
Llegir 1 0 0,046996 0,00 -17,65 -375,65 
Xifrar 5000 4 52,849216 2,51 6,69 632,51 
Desxifrar 5000 4 42,718162 2,80 7,45 871,60 
 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
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FITXER:   100K     
  
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum 
DES 64        * mJ mW 
Llegir 1 0 1,567627 -0,04 -588,87 -375,65 
Xifrar 5000 38 506,548331 23,71 63,18 623,59 
Desxifrar 5000 38 506,546548 23,71 63,18 623,59 
3DES 192             
Llegir 1 0 1,484409 -0,04 -557,61 -375,65 
Xifrar 5000 97 1291,418255 60,58 161,39 624,84 
Desxifrar 5000 97 1293,859915 60,51 161,20 622,95 
AES 128             
Llegir 1 0 1,487193 -0,04 -558,66 -375,65 
Xifrar 5000 30 378,613429 19,32 51,48 679,78 
Desxifrar 5000 24 308,118275 15,31 40,79 661,88 
AES 256             
Llegir 1 0 1,487193 -0,04 -558,66 -375,65 
Xifrar 5000 41 518,133577 26,39 70,30 678,37 
Desxifrar 5000 34 420,257360 22,15 59,00 701,98 
 
 
Altres DES 3DES 
 Fitxer Bucle Bateria Temps * mJ Bateria Temps * mJ 
250 X 500 10 130,368 6,32 168,46 25 332,324 15,63 416,33 
D 500 10 130,367 6,32 168,46 25 332,950 15,61 415,86 
500 X 500 19 260,699 11,65 310,30 49 664,613 30,26 806,04 
D 500 20 260,696 12,65 336,94 50 665,872 31,22 831,74 
750 X 500 29 391,021 17,97 478,79 74 996,898 45,89 1222,40
D 500 29 391,017 17,97 478,79 75 998,776 46,83 1247,63
   AES-128 AES-256 
  Fitxer Bucle Bateria Temps * mJ Bateria Temps * mJ 
250 X 500 8 97,440 5,25 139,91 11 133,339 7,24 192,86 
D 500 6 79,288 3,76 100,27 9 108,151 5,95 158,51 
500 X 500 15 194,859 9,50 253,20 21 266,651 13,48 359,11 
D 500 12 158,556 7,53 200,56 17 216,279 10,90 290,39 
750 X 500 22 292,289 13,76 366,49 31 399,954 19,72 525,36 
D 500 19 237,818 12,29 327,49 26 324,403 16,85133 448,92 
 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
76 Anàlisi d’algoritmes criptogràfics per a dispositius mòbils 
 
FITXER:   1M     
  
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum 
DES 64        * mJ mW 
Llegir 1 14 203,574299 8,26 110008,31 540,38 
Xifrar 500 38 512,676031 23,54 627,15 611,65 
Desxifrar 500 38 512,671321 23,54 627,16 611,65 
3DES 192             
Llegir 1 12 203,401824 6,26 83433,10 410,19 
Xifrar 500 98 1307,106371 61,14 1628,70 623,02 
Desxifrar 500 99 1309,575565 62,07 1653,49 631,31 
AES 128             
Llegir 1 12 202,972100 6,28 83594,52 411,85 
Xifrar 500 30 383,141980 19,19 511,35 667,31 
Desxifrar 500 25 311,797967 16,21 431,75 692,35 
AES 256             
Llegir 1 12 203,506435 6,26 83393,80 409,78 
Xifrar 500 40 524,420043 25,21 671,61 640,33 
Desxifrar 500 34 425,329683 22,01 586,21 689,13 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
 
 
2.2.2.2 Gràfiques 
 
Algoritme: DES Clau: 64 bits       
Paràmetre: Energia Operació: Xifrar       
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 0,8425       
  10 6,7971       
  100 63,1755       
  1000 627,1515       
  250 168,4556       
  500 310,2993       
  750 478,79       
                
Paràmetre: Energia Operació: Desxifrar     
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 1,1094       
  10 6,7968       
  100 63,1757       
  1000 627,1550       
  250 168,4563       
  500 336,9393       
  750 478,7926       
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Algoritme: Triple DES Clau: 192 bits       
Paràmetre: Energia Operació: Xifrar       
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 2,6776       
  10 16,5523       
  100 161,3850       
  1000 1628,7038       
  250 416,3279       
  500 806,0430       
  750 1222,4001       
          
Paràmetre: Energia Operació: Desxifrar     
               
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 2,6794       
  10 16,5513       
  100 161,2016       
  1000 1653,4887       
  250 415,8576       
  500 831,7370       
  750 1247,6292       
          
                
Algoritme: AES Clau: 128 bits       
Paràmetre: Energia Operació: Xifrar       
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 0,5059       
  10 5,1268       
  100 51,4751       
  1000 511,3492       
  250 139,9140       
  500 253,2044       
  750 366,4863       
          
Paràmetre: Energia Operació: Desxifrar     
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 0,5578       
  10 5,6678       
  100 40,7874       
  1000 405,1092       
  250 100,2714       
  500 200,5587       
  750 327,4896       
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Algoritme: AES Clau: 256 bits       
Paràmetre: Energia Operació: Xifrar       
                
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 0,6591       
  10 6,6855       
  100 70,2971       
  1000 671,6083       
  250 192,8637       
  500 359,1076       
  750 525,3588       
          
Paràmetre: Energia Operació: Desxifrar     
               
  Fitxer Energia       
  (KBytes) (mil·liJoules)       
  1 0,7337       
  10 7,4466       
  100 59,0025       
  1000 586,2140       
  250 158,5073       
  500 290,3919       
  750 448,9195       
                
 
 
Funcions del consum de bateria
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AES-128: y = 0,4581x + 1,1663
R2 = 0,9998
3Des-192: y = 1,6422x + 0,5556
R2 = 1
AES-256: y = 0,6334x + 5,0185
R2 = 0,999
DES-64: y = 0,63x + 3,4435
R2 = 0,9996
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2.2.3 Memòria 
 
 
2.2.3.1 Resultats 
 
 
 Algoritme: Màquina Inici GC LLF X D Màx. 
   Dades en KBytes 
DES 1K  IPAQ 1588 48 4 0 0 1636 
  PC 360 44 12 0 0 404 
10K IPAQ 1588 48 12 2 2 1636 
  PC 360 44 20 8 8 404 
100K IPAQ 1588 48 100 96 96 1688 
  PC 360 44 108 96 96 468 
1M IPAQ 1588 48 984 984 980 2572 
  PC 360 44 992 980 980 1352 
         
3DES 1K IPAQ 1588 48 4 4 0 1636 
  PC 344 44 12 12 0 388 
10K IPAQ 1588 49 12 12 8 1637 
  PC 344 44 20 20 8 388 
100K IPAQ 1588 51 100 100 96 1688 
  PC 344 44 108 108 96 452 
1M IPAQ 1588 53 984 980 980 2572 
  PC 344 44 992 992 980 1336 
         
AES-128 1K IPAQ 1584 44 4 8 4 1628 
  PC 348 28 8 0 0 376 
10K IPAQ 1584 44 12 16 12 1628 
  PC 348 28 20 8 8 376 
100K IPAQ 1584 44 100 104 100 1688 
  PC 348 28 108 96 96 456 
1M IPAQ 1584 44 984 988 984 2572 
  PC 348 28 992 980 980 1340 
         
AES-256 1K IPAQ 1584 44 4 8 4 1628 
 PC 348 28 8 0 0 376 
10K IPAQ 1584 44 12 16 12 1628 
 PC 348 28 20 8 8 376 
100K IPAQ 1584 44 100 104 100 1688 
 PC 348 28 108 96 96 456 
1M IPAQ 1584 44 984 988 984 2572 
 PC 348 28 992 980 980 1340 
 
 
On: 
 
 
Nota: els resultats són fruit de la mitja de la realització de varies proves. 
GC: Generar Claus 
LLF: Llegit Fitxer 
X: Xifrar 
D: Desxifrar 
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2.2.3.2 Gràfiques 
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Memòria PC
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2.3 Claus públiques 
 
 
2.3.1 Temps (General) 
 
 
2.3.1.1 Resultats 
 
BUCLE: 500           
           
Algoritme PC IPAQ 
Nom Temps 1 Temps 2 Mitja Desviació Temps 1 Temps 2 Mitja Desviació 
RSA GC 512  Segons Segons       Segons Segons      
Gc 0,024647 0,024818 0,024733 137,77502 *10-6 0,449626 0,462466 0,456046 203532,38630 *10-6 
                      
RSA GC 1024                     
Gc 0,120169 0,123095 0,121632 4337,26054 *10-6 1,880653 2,086487 1,983570 6499363,45498 *10-6 
                      
RSA XD 512                     
Gc 0,025263 0,024240 0,024752 116,60634 *10-6 0,437761 0,440905 0,439333 38901,00000 *10-6 
Xifrar 0,000062 0,000062 0,000062 2,42936 *10-12 0,019207 0,019231 0,019219 1234,74109 *10-12 
Desxifrar 0,000718 0,000706 0,000712 1907,49597 *10-12 0,034993 0,034990 0,034992 -264,22888 *10-12 
                      
RSA XD 1024                     
Gc 0,123007 0,119942 0,121475 4139,07462 *10-6 1,907275 2,030759 1,969017 5831686,35699 *10-6 
Xifrar 0,000090 0,000090 0,000090 4,40240 *10-12 0,019814 0,019847 0,019831 1897,31653 *10-12 
Desxifrar 0,003304 0,003341 0,003323 16182,08691 *10-12 0,079586 0,079776 0,079681 240,65944 *10-12 
                      
RSA SV 512                     
Gc 0,025060 0,025968 0,025514 148,30013 *10-6 0,445965 0,441417 0,443691 36766,00000 *10-6 
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Abans de signar s'ha de fer hash, depenent de les dimensions del fitxer que volem signar tardarà més a fer el hash, signar sempre és igual.  
Signar (sense Hash) 0,000740 0,000738 0,000739 1851,31799 *10-12 0,034693 0,034694 0,034694 323,88303 *10-12 
Verificar (sense Hash) 0,000067 0,000067 0,000067 0,96621 *10-12 0,019194 0,019188 0,019191 1169,48892 *10-12 
                      
RSA SV 1024                     
Gc 0,127058 0,121140 0,124099 3979,11270 *10-6 1,893612 1,944658 1,919135 5569193,18118 *10-6 
Abans de signar s'ha de fer hash, depenent de les dimensions del fitxer que volem signar tardarà més a fer el hash, signar sempre és igual.  
Signar (sense Hash) 0,003392 0,003381 0,003387 14219,64063 *10-12 0,080211 0,079905 0,080058 1061973,375 *10-12 
Verificar (sense Hash) 0,000096 0,000095 0,000096 5,43175 *10-12 0,019724 0,019703 0,019714 2230,97217 *10-12 
                      
DSA GC 512                     
Gc 0,145890 0,137772 0,141831 2172,59699 *10-12 2,480884 2,539355 2,510120 3842440,95386 *10-6 
                      
DSA GC 1024                     
Gc 0,843227 0,866271 0,854749 153342,50906 *10-12 14,440838 16,255570 15,348204 215551255,24890 *10-6 
                      
DSA SV 512                     
Gc 0,135876 0,135637 0,135757 2516,45440 *10-6 2,303323 2,532416 2,417870 3932539,32237 *10-6 
Abans de signar s'ha de fer hash, depenent de les dimensions del fitxer que volem signar tardarà més a fer el hash, signar sempre és igual.  
Signar 0,000589 0,000585 0,000587 153,84189 *10-12 0,028606 0,028610 0,028608 45516,95313 *10-12 
Verificar 0,000690 0,000668 0,000679 156,10121 *10-12 0,030393 0,030230 0,030312 1756,38013 *10-12 
                      
DSA SV 1024                     
Gc 0,854049 0,833929 0,843989 165191,89299 *10-6 17,786356 14,581476 16,183916 248265484,27162 *10-6 
Abans de signar s'ha de fer hash, depenent de les dimensions del fitxer que volem signar tardarà més a fer el hash, signar sempre és igual.  
Signar 0,001530 0,001530 0,001530 1169,23718 *10-12 0,049979 0,049758 0,049869 470037,00000 *10-12 
Verificar 0,001866 0,001864 0,001865 1192,58106 *10-12 0,056316 0,055963 0,056140 5361,00000 *10-12 
                      
HASH                     
20B 0,000037 - 0,000037 1,22026 *10-12 0,018158 - 0,018158 144,13887 *10-12 
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1K 0,000043 - 0,000043 6,40624 *10-12 0,018321 - 0,018321 827,80969 *10-12 
10K 0,000092 - 0,000092 27,34023 *10-12 0,019219 - 0,019219 976,20923 *10-12 
100K 0,000561 - 0,000561 725,45789 *10-12 0,028637 - 0,028637 561,52606 *10-12 
250K 0,001305 - 0,001305 1478,09168 *10-12 0,045481 - 0,045481 1174,93311 *10-12 
500K 0,002728 - 0,002728 3482,28369 *10-12 0,072539 - 0,072539 1066,04724 *10-12 
750K 0,003865 - 0,003865 9866,10645 *10-12 0,100769 - 0,100769 21228,45508 *10-12 
1M 0,005087 - 0,005087 8413,39258 *10-12 0,125026 - 0,125026 334584,40625 *10-12 
                      
ECDSA GC 112                     
Gc 0,001042 0,001026 0,001034 473,26852 *10-12 0,032041 0,032056 0,032049 54472,99219 *10-12 
                      
ECDSA GC 160                     
Gc 0,001832 0,001821 0,001827 1460,93323 *10-12 0,041896 0,041894 0,041895 150894,43750 *10-12 
                      
ECDSA SV 112                     
Gc 0,001178 0,001168 0,001173 945,21576 *10-12 0,034290 0,034129 0,034210 0,78973 *10-6 
Signar (hash 16Bytes) 0,002365 0,002359 0,002362 1628,16626 *10-12 0,050282 0,049862 0,050072 2,13737 *10-6 
Verificar 0,002955 0,002835 0,002895 1171,61768 *10-12 0,057017 0,057240 0,057129 2,33798 *10-6 
                      
ECDSA SV 160                     
Gc 0,001909 0,001811 0,001860 1384,25781 *10-12 0,042149 0,041969 0,042059 0,91443 *10-6 
Signar (hash 16Bytes) 0,003856 0,003712 0,003784 2675,02612 *10-12 0,066050 0,066076 0,066063 0,18142 *10-6 
Verificar 0,004489 0,004539 0,004514 2332,09351 *10-12 0,077140 0,075860 0,076500 4838,87744 *10-12 
 
 2.3.1.2 Gràfiques IPAQ 
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Temps claus públiques IPAQ
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Comparació temps xifrar a la IPAQ
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Comparació temps desxifrar a la IPAQ
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2.3.1.3 Gràfiques PC 
 
 
Temps generar claus al PC
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Temps claus públiques PC
0
0,001
0,002
0,003
0,004
0,005
Rs
aS
51
2
Ds
aS
51
2
Ec
Ds
aS
11
2
Rs
aS
10
24
Ds
aS
10
24
Ec
Ds
aS
16
0
Rs
aV
51
2
Ds
aV
51
2
Ec
Ds
aV
11
2
Rs
aV
10
24
Ds
aV
10
24
Ec
Ds
aV
16
0
Se
go
ns
 
 
 
86 Anàlisi d’algoritmes criptogràfics per a dispositius mòbils 
Comparació temps xifrar al PC
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Comparació temps desxifrar al PC
0
0,5
1
1,5
2
2,5
3
3,5
RS
A-
51
2
RS
A-
10
24
DE
S 
- 6
4
3D
ES
 - 1
92
AE
S 
- 1
28
AE
S 
- 2
56
m
s
 
 
ANNEX 2 TAULES I GRÀFIQUES DE RESULTATS 87 
2.3.2 Bateria  (General) 
 
2.3.2.1 Resultats 
 
Algoritme Bucle Bateria Temps ConsumNet 
RSA GC 512    mAh segons  *  mJ mW 
Gc 500 14 212,049431 8,02 213,65 503,77 
RSA GC 1024             
Gc 500 77 1125,756304 45,25 1205,51 535,42 
RSA XD 512             
Gc 500 14 209,952798 8,08 215,22 512,55 
Xifrar 50000 3 44,294500 1,75 0,47 526,50 
Desxifrar 5000 5 59,703200 3,32 8,83 739,87 
RSA XD 1024             
Gc 500 76 1099,160110 45,00 1198,85 545,35 
Xifrar 50000 6 80,761936 3,72 0,99 613,93 
Desxifrar 5000 24 306,143160 15,37 40,94 668,57 
RSA SV 512             
Gc 500 15 224,200389 8,68 231,16 515,52 
Sense Hash signar/verificar sempre valdrà igual, mirar Hash desitjat 
Signar 5000 4 58,724456 2,34 6,24 531,64 
Verificar 50000 3 32,798966 2,08 0,55 842,69 
RSA SV 1024             
Gc 500 72 1024,680000 43,10 1148,25 560,30 
Sense Hash signar/verificar sempre valdrà igual, mirar Hash desitjat 
Signar 5000 24 306,964170 15,34 40,87 665,78 
Verificar 50000 5 67,620140 3,09 0,82 609,27 
HASH             
20B 10.000.000 8 104,7665 5,05 0,01 641,47 
1K 1.000.000 7 85,7658 4,58 0,06 711,50 
10K 100.000 6 77,2302 3,82 0,51 659,18 
100K 10.000 8 103,6453 5,08 6,76 652,48 
250K 10.000 20 266,5562 12,48 16,63 623,77 
500K 10.000 39 532,8783 23,97 31,93 599,21 
750K 10.000 59 799,0767 36,46 48,57 607,84 
1M 10.000 77 1.047,6683 47,45 63,21 603,33 
DSA GC 512         mJ mW 
Gc 500 96 1300,524814 59,32 1580,37 607,59 
DSA GC 1024             
Gc 50 67 867,632100 42,53 11330,36 652,95 
DSA SV 512             
Gc 50 10 135,303890 6,18 1647,48 608,81 
Sense Hash signar/verificar sempre valdrà igual, mirar Hash desitjat 
Signar 5000 4 52,188206 2,53 6,74 645,28 
Verificar 5000 4 60,999350 2,28 6,07 497,81 
DSA SV 1024             
Gc 50 73 992,264120 45,02 11992,42 604,30 
Sense Hash signar/verificar sempre valdrà igual, mirar Hash desitjat 
Signar 5000 12 157,629640 7,55 20,13 638,38 
Verificar 5000 15 190,688113 9,62 25,63 672,14 
ECDSA GC 112             
Gc 5000 5 70,361477 3,02 8,03 570,90 
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ECDSA GC 160       0,00     
Gc 5000 9 119,280468 5,64 15,01 629,38 
ECDSA SV 112             
Gc 5000 5 69,620486 3,04 8,09 580,97 
Amb Hash de 16 Bytes  
Signar 5000 12 137,719883 8,12 21,62 784,97 
Verificar 5000 13 172,564394 8,13 21,67 627,81 
ECDSA SV 160             
Gc 5000 10 118,200992 6,67 17,76 751,25 
Amb Hash de 16 Bytes 
Signar 5000 19 238,913645 12,26 32,67 683,65 
Verificar 5000 24 289,595966 15,83 42,18 728,24 
 
* Valor = Bateria - (Temps x (Consum mínim bateria)) 
Consum mínim bateria / segon = 0,028 mAh 
 
 
2.3.2.2 Gràfiques 
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Bateria claus públiques
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Comparació bateria xifrar a la IPAQ
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Comparació bateria desxifrar a la IPAQ
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2.3.3 Memòria  (General) 
 
2.3.3.1 Resultats 
 
 Màquina Inici GC OF LLF X D S V Max 
RSA-512-GC IPAQ 1568 88 - - - - - - 1656 
 PC 380 168 - - - - - - 548 
RSA-1024-GC IPAQ 1568 92 - - - - - - 1660 
 PC 380 172 - - - - - - 552 
RSA-512-XD IPAQ 1568 88 Fer F 0 0 0 - - 1656 
 PC 348 164 Fer F 0 12 0 - - 512 
RSA-1024-XD IPAQ 1568 92 Fer F 0 0 0 - - 1660 
 PC 348 168 Fer F 0 12 0 - - 516 
RSA-512-SV IPAQ 1564 88 - SHA 0 - 4 0 1652 
 PC 380 152 - SHA 0 - 44 28 532 
RSA-1024-SV IPAQ 1564 92 - SHA 0 - 4 0 1656 
 PC 384 156 - SHA 0 - 44 28 540 
           
DSA-512-GC IPAQ 1564 84 - - - - - - 1648 
 PC 384 160 - - - - - - 544 
DSA-1024-GC IPAQ 1564 100 - - - - - - 1664 
 PC 384 172 - - - - - - 556 
DSA-512-SV IPAQ 1564 84 - - - - 0 0 1648 
 PC 384 164 - - - - 16 4 548 
DSA-1024-SV IPAQ 1564 100 - - - - 0 0 1664 
 PC 384 176 - - - - 16 4 560 
           
EC-112-GC IPAQ 1564 72 - - - - - - 1636 
 PC 380 204 - - - - - - 584 
EC-160-GC IPAQ 1564 76 - - - - - - 1640 
 PC 380 204 - - - - - - 584 
ECDSA-112-SV IPAQ 1564 72 - - - - 4 0 1636 
 PC 380 200 - - - - 20 4 580 
ECDSA-160-SV IPAQ 1564 76 - - - - 4 0 1640 
 PC 384 200 - - - - 20 4 584 
           
HASH 20B IPAQ 1592 - - 24 - SHA 16 - 1632 
 PC 484 - - 16 - SHA 4 - 504 
1K IPAQ 1592 - - 28 - SHA 20 - 1640 
 PC 484 - - 16 - SHA 4 - 504 
10K IPAQ 1592 - - 36 - SHA 24 - 1652 
 PC 484 - - 28 - SHA 8 - 520 
100K IPAQ 1592 - - 124 - SHA 24 - 1740 
 PC 484 - - 112 - SHA 8 - 604 
250K IPAQ 1592 - - 276 - SHA 28 - 1896 
 PC 484 - - 264 - SHA 12 - 760 
500K IPAQ 1592 - - 524 - SHA 28 - 2144 
 PC 484 - - 516 - SHA 12 - 1012 
750K IPAQ 1592 - - 776 - SHA 28 - 2396 
 PC 484 - - 764 - SHA 12 - 1260 
1M IPAQ 1592 - - 1008 - SHA 28 - 2628 
 PC 484 - - 1000 - SHA 12 - 1496 
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2.3.3.2 Gràfiques Ipaq 
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Comparació memòria xifrar/desxifrar 
a la IPAQ
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Memòria claus públiques IPAQ
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Memòria Hash a la IPAQ
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2.3.3.3 Gràfiques al Pc 
 
 
Memòria claus públiques al PC
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Memòria claus públiques al PC
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Comparació memòria xifrar/desxifrar PC
0
100
200
300
400
500
600
RS
A 
Gc
 51
2
RS
A 
Gc
 10
24
DE
S6
4-1
k
3D
ES
19
2-1
k
AE
S1
28
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K
B
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es
 
 
 
Memòria Hash al PC
488
496 496496496
492492
488
484
486
488
490
492
494
496
498
20B 1K 10K 100K 250K 500K 750K 1M
KBytes
K
B
yt
es
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2.4 Costos amb la bateria descarregada 
 
 
2.4.1 Claus simètriques 
 
 
2.4.1.1 Temps 
 
 
Algoritme 1K 10K 100K 1M 
Nom Temps Diferència Temps Dif. Temps Dif. Temps Dif. 
DES 64                 
Llegir 0,0200 6,19% 0,0304 0,12% 1,5510 5,70% 203,5749 0,22% 
Xifrar 0,0192 0,28% 0,0288 0,16% 0,1190 0,32% 1,0381 0,00% 
Desxifrar 0,0192 0,28% 0,0288 0,20% 0,1195 0,35% 1,0429 0,01% 
                  
3DES 192                 
Llegir 0,0189 0,22% 0,0304 0,06% 1,4666 0,06% 202,9565 0,09% 
Xifrar 0,0209 0,01% 0,0455 0,02% 0,2774 0,00% 2,6406 0,00% 
Desxifrar 0,0209 0,02% 0,0455 0,00% 0,2776 0,00% 2,6422 0,05% 
                  
AES 128                 
Llegir 0,0189 0,11% 0,0304 0,14% 1,4690 0,11% 202,9508 0,09% 
Xifrar 0,0192 0,04% 0,0277 0,05% 0,1087 0,02% 0,9346 0,03% 
Desxifrar 0,0191 0,04% 0,0275 0,02% 0,1065 0,00% 0,9114 0,08% 
                  
AES 256                 
Llegir 0,0188 0,17% 0,0303 0,21% 1,4700 0,17% 202,9494 0,09% 
Xifrar 0,0195 0,01% 0,0314 0,00% 0,1435 0,36% 1,2871 0,05% 
Desxifrar 0,0195 0,08% 0,0310 0,04% 0,1401 0,56% 1,2467 0,16% 
 
 
Temps Sim Màxim Mitja 
Xifrar 0,0036 0,08%
Desxifrar 0,0056 0,12%
      
Des 0,0035 0,20%
3Des 0,0005 0,01%
Aes128 0,0008 0,04%
Aes1256 0,0056 0,16%
      
1K 0,0028 0,09%
10K 0,0020 0,06%
100K 0,0056 0,20%
1M 0,0016 0,05%
      
Total sense llegir 0,0056 0,10%
      
Mitja i màxim sense contar llegir. 
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2.4.1.2 Bateria 
 
 
FITXER:   1K Operacions: 50000    
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum Dif % 
DES 64       *  mJ mW mW 
Llegir 1 0 0,036727 0,00 -13,80 -375,65 0,0% 
Xifrar 50000 6 65,161922 4,16 1,11 850,84 31,6% 
Desxifrar 50000 6 65,093407 4,16 1,11 852,13 0,0% 
3DES 192               
Llegir 1 0 0,035607 0,00 -13,38 -375,65 0,0% 
Xifrar 50000 17 175,479526 12,05 3,21 914,76 19,9% 
Desxifrar 50000 16 175,256935 11,06 2,95 840,40 9,9% 
AES 128               
Llegir 1 0 0,035411 0,00 -13,30 -375,65 0,0% 
Xifrar 50000 3 39,047188 1,90 0,51 647,73 0,0% 
Desxifrar 50000 3 32,129657 2,09 0,56 868,07 0,0% 
AES 256               
Llegir 1 0 0,035406 0,00 -13,30 -375,65 0,0% 
Xifrar 50000 5 54,101808 3,47 0,93 855,37 40,4% 
Desxifrar 50000 4 44,181334 2,75 0,73 830,29 0,0% 
        
FITXER:   100K Operacions: 5000    
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum Dif % 
DES 64        * mJ mW mW 
Llegir 1 0 1,492421 -0,04 -560,62 -375,65 0,0% 
Xifrar 5000 43 506,544127 28,71 76,50 755,08 21,1% 
Desxifrar 5000 44 506,539940 29,71 79,16 781,38 25,3% 
3DES 192               
Llegir 1 0 1,567465 0,00 0,00 0,00 -100,0% 
Xifrar 5000 105 1291,407345 68,58 182,70 707,36 13,2% 
Desxifrar 5000 107 1293,852576 70,51 187,84 725,90 16,5% 
AES 128               
Llegir 1 0 1,505681 -0,04 -565,60 -375,65 0,0% 
Xifrar 5000 32 378,601457 21,32 56,80 750,18 10,4% 
Desxifrar 5000 27 308,108671 18,31 48,78 791,61 19,6% 
AES 256               
Llegir 1 0 1,569112 -0,04 -589,43 -375,65 0,0% 
Xifrar 5000 44 518,123567 29,39 78,29 755,51 11,4% 
Desxifrar 5000 36 420,242971 24,15 64,33 765,41 9,0% 
 
FITXER:   10K Operacions: 5000    
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum Dif % 
DES 64        * mJ mW mW 
Llegir 1 0 0,047011 0,00 -17,66 -375,65 0,0% 
Xifrar 5000 5 51,363729 3,55 9,46 920,99 39,2% 
Desxifrar 5000 4 51,369278 2,55 6,80 661,55 0,0% 
3DES 192               
Llegir 1 0 0,046978 0,00 -17,65 -375,65 0,0% 
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Xifrar 5000 12 134,270401 8,21 21,88 814,79 32,2% 
Desxifrar 5000 12 134,285482 8,21 21,88 814,65 32,2% 
AES 128               
Llegir 1 0 0,046970 0,00 -17,64 -375,65 0,0% 
Xifrar 5000 4 38,137562 2,92 7,79 1021,40 52,0% 
Desxifrar 5000 3 30,935604 2,13 5,67 916,07 0,0% 
AES 256               
Llegir 1 0 0,053842 0,00 -20,23 -375,65 0,0% 
Xifrar 5000 5 52,846924 3,51 9,35 884,60 39,9% 
Desxifrar 5000 4 42,719833 2,80 7,45 871,55 0,0% 
        
FITXER:   1M Operacions: 500    
Algoritme IPAQ 
Nom Bucle Bateria Temps Consum Dif % 
DES 64       *  mJ mW mW 
Llegir 1 14 203,585980 8,26 110003,92 540,33 0,0% 
Xifrar 500 44 512,679033 29,54 786,99 767,53 25,5% 
Desxifrar 500 45 512,678803 30,54 813,63 793,51 29,7% 
3DES 192               
Llegir 1 13 202,970538 7,28 96915,11 477,48 16,4% 
Xifrar 500 106 1307,074676 69,14 1841,85 704,57 13,1% 
Desxifrar 500 107 1309,541718 70,07 1866,63 712,71 12,9% 
AES 128               
Llegir 1 13 203,575825 7,26 96687,74 474,95 15,3% 
Xifrar 500 32 383,217864 21,19 564,57 736,62 10,4% 
Desxifrar 500 27 311,809640 18,21 485,02 777,75 19,7% 
AES 256               
Llegir 1 13 202,967322 7,28 96916,32 477,50 16,5% 
Xifrar 500 45 524,401760 30,21 804,82 767,37 19,8% 
Desxifrar 500 38 425,333498 26,00 692,77 814,39 18,2% 
 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
 
 
Bateria Sim. Màxim Mitja 
Xifrar 51,96% 23,75% 
Desxifrar 32,19% 12,07% 
   
Des 39,19% 21,55% 
3Des 32,19% 18,74% 
Aes128 51,96% 14,00% 
Aes1256 40,42% 17,34% 
   
1K 40,42% 12,73% 
10K 51,96% 24,42% 
100K 25,30% 15,81% 
1M 29,73% 18,67% 
   
Total 51,96% 17,91% 
   
Mitja i diferència sense contar llegir 
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2.4.2 Claus públiques 
 
 
2.4.2.1 Temps 
 
 
Algoritme IPAQ  Algoritme IPAQ 
Nom Temps Dif.  Nom Temps Dif 
RSA GC 512      DSA GC 512     
Gc 0,4483 -1,68%  Gc 2,362191 -5,89% 
RSA GC 1024      DSA GC 1024     
Gc 2,0547 3,59%  Gc 15,591177 1,58% 
RSA XD 512      DSA SV 512     
Gc 0,4414 0,47%  Gc 2,299203 -4,91% 
Xifrar 0,0192 -0,05%  Signar 0,028652 0,15% 
Desxifrar 0,0350 0,14%  Verificar 0,030507 0,64% 
RSA XD 1024      DSA SV 1024     
Gc 2,0214 2,66%  Gc 15,093783 -6,74% 
Xifrar 0,0198 -0,01%  Signar 0,049831 -0,08% 
Desxifrar 0,0793 -0,40%  Verificar 0,055493 -1,15% 
RSA SV 512      ECDSA GC 112     
Gc 0,4494 1,29%  Gc 0,032055 0,02% 
Signar (sense Hash) 0,0346 -0,13%  ECDSA GC 160     
Verificar (sense Hash) 0,0191 -0,05%  Gc 0,041844 -0,12% 
RSA SV 1024      ECDSA SV 112     
Gc 2,0524 6,95%  Gc 0,034098 -0,33% 
Signar (sense Hash) 0,0794 -0,76%  Signar (hash 16Bytes) 0,049885 -0,37% 
Verificar (sense Hash) 0,0191 -3,01%  Verificar 0,056367 -1,33% 
HASH      ECDSA SV 160     
20B 0,0181 0,04%  Gc 0,041975 -0,20% 
1K 0,0183 -0,01%  Signar (hash 16Bytes) 0,066015 -0,07% 
10K 0,0192 -0,09%  Verificar 0,075573 -1,21% 
100K 0,0286 0,02%     
250K 0,0447 -1,61%     
500K 0,0710 -2,02%     
750K 0,0973 -3,35%     
1M 0,1247 -0,20%     
 
 
Temps Pub Màxim Mitja 
RSA 512 1,29% 0,00%
  1024 6,95% 1,29%
  Total 6,95% 0,64%
HASH Total 0,04% -0,90%
DSA 512 0,64% -2,50%
  1024 1,58% -1,59%
  Total 1,58% -2,05%
ECDSA 112 0,02% -0,50%
  160 -0,07% -0,40%
  Total 0,02% -0,45%
TOTAL   6,95% -0,48%
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2.4.2.2 Bateria 
 
 
Algoritme IPAQ 
Nom Bucle Bateria Temps ConsumNet Dif % 
RSA GC 512        * mJ mW mW 
Gc 500 16 218,740400 9,83 261,90 598,66 18,8% 
RSA GC 1024               
Gc 500 80 1047,886171 50,45 1343,93 641,26 19,8% 
RSA XD 512               
Gc 500 17 225,05 10,65 283,80 630,52 23,0% 
Xifrar 50000 3 43,234699 1,78 0,47 548,61 4,2% 
Desxifrar 5000 5 59,336260 3,33 8,86 746,77 0,9% 
RSA XD 1024               
Gc 500 87 1120,620936 55,40 1475,77 658,46 20,7% 
Xifrar 50000 6 75,660510 3,87 1,03 680,65 10,9% 
Desxifrar 5000 26 304,863620 17,40 46,36 760,34 13,7% 
RSA SV 512               
Gc 500 16 219,021129 9,82 261,69 597,41 15,9% 
Sense Hash sig/ver sempre valdrà igual, mirar Hash amb el tamany desitjat 
Signar 5000 5 58,693379 3,34 8,91 759,07 42,8% 
Verificar 50000 3 32,525200 2,08 0,55 852,94 1,2% 
RSA SV 1024               
Gc 500 87 1122,260349 55,35 1474,54 656,95 17,3% 
Sense Hash sig/ver sempre valdrà igual, mirar Hash amb el tamany desitjat 
Signar 5000 27 305,9941 18,4 48,94 799,67 20,1% 
Verificar 50000 6 67,112291 4,11 1,09 815,19 33,8% 
HASH               
20B 10.000.000 10 104,766730 7,05 0,01 895,75 39,6% 
1K 1.000.000 8 85,766101 5,58 0,07 866,80 21,8% 
10K 100.000 7 77,236604 4,82 0,64 831,55 26,1% 
100K 10.000 9 105,220242 6,03 8,04 763,68 17,0% 
250K 10.000 23 270,565844 15,37 20,47 756,65 21,3% 
500K 10.000 44 540,752764 28,75 38,29 708,18 18,2% 
750K 10.000 66 810,462161 43,14 57,47 709,07 16,7% 
1M 10.000 85 1027,684509 56,02 74,62 726,05 20,3% 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
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Algoritme IPAQ 
Nom Bucle Bateria Temps Consum Dif % 
DSA GC 512        * mJ mW mW 
Gc 500 102 1279,059985 65,93 1756,33 686,57 13,0% 
DSA GC 1024               
Gc 50 69 851,694292 44,98 11982,90 703,47 7,7% 
DSA SV 512               
Gc 50 11 125,130702 7,47 1990,31 795,29 30,6% 
Sense Hash sig/ver sempre valdrà igual, mirar Hash amb el tamany desitjat 
Signar 5000 4 52,222184 2,53 6,73 644,61 -0,1% 
Verificar 5000 5 60,994378 3,28 8,74 716,26 43,9% 
DSA SV 1024               
Gc 50 77 927,498651 50,84 13544,59 730,17 20,8% 
Sense Hash sig/ver sempre valdrà igual, mirar Hash amb el tamany desitjat 
Signar 5000 14 158,211182 9,54 25,41 803,03 25,8% 
Verificar 5000 16 188,675484 10,68 28,45 753,91 12,2% 
ECDSA GC 112               
Gc 5000 6 70,303725 4,02 10,70 761,14 33,3% 
ECDSA GC 160       0,00       
Gc 5000 11 119,290130 7,64 20,34 852,62 35,5% 
ECDSA SV 112               
Gc 5000 6 69,616670 4,04 10,75 772,36 32,9% 
Amb Hash de 16 Bytes (màxim que ens permet), tant per signar com verificar 
Signar 5000 12 132,308344 8,27 22,03 832,44 6,0% 
Verificar 5000 15 168,605140 10,25 27,29 809,37 28,9% 
ECDSA SV 160               
Gc 5000 11 118,192355 7,67 20,42 864,03 15,0% 
Amb Hash de 16 Bytes (màxim que ens permet), tant per signar com verificar 
Signar 5000 22 238,781682 15,27 40,67 851,58 24,6% 
Verificar 5000 27 288,378790 18,87 50,26 871,46 19,7% 
 
 
* Valor = Bateria - (Temps*(Consum mínim bateria)) 
 
 
Bateria Pub. Màxim Mitja 
RSA 512 42,78% 13,36%
  1024 33,80% 19,47%
  Total 42,78% 16,41%
     
HASH Total 39,64% 22,64%
    
DSA 512 43,88% 21,85%
  1024 25,79% 16,63%
  Total 43,88% 19,24%
     
ECDSA 112 33,32% 25,31%
  160 35,47% 23,68%
  total 35,47% 24,49%
     
TOTAL   43,88% 20,37%
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3.1 DES  
 
3.1.1 Temps 
 
#define BUF 1558600 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
 
int main (int argc, char **argv) 
{ 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
int i,w,z; 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
int bateriaI, memoriaI; 
double tempsI; 
char *str = "ciaociao"; // clau 
des_cblock key, iv; 
des_key_schedule schedule; 
unsigned char*input_data =(unsigned char*)malloc (BUF * sizeof (char));
unsigned char*output_data =(unsigned char*)malloc (BUF* sizeof (char));
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof (char));
  
des_check_key = 1; 
 
//Generar clau 
 des_string_to_key (str, &key); 
 DES_set_key_unchecked(&key,&schedule); 
 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
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  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
  
   //mirem estat despres de llegir fitxer 
   estatActualFinalLlegir(tempsI, bateriaI, memoriaI,"Consum llegir 
fitxer"); 
 
 
//XIFRAR 
   
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
 
 z=strlen(input_data); 
 for(w=0; w<ITERACIONS; w++){  
  //mirem estat abans de xifrar fitxer 
  estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
  for (i=0; i<z; i+= 8) { 
    DES_ecb_encrypt((DES_cblock*)&(input_data[i]),(DES_cblock 
*)&(output_data[i]),&schedule,DES_ENCRYPT); 
        } 
 
  //mirem estat despres de xifrar fitxer 
  if(w>3 && w<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum 
generar claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, 
maxM, minM, &sumaTotalM); 
 } 
   
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
 
//DESXIFRAR 
   
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
 
 for(w=0; w<ITERACIONS; w++){  
  //mirem estat abans de desxifrar fitxer 
  estatActualInicial(&tempsI, &bateriaI, &memoriaI);         
 
  for (i = 0; i < z; i += 8) { 
      DES_ecb_encrypt((DES_cblock 
*)&(output_data[i]),(DES_cblock*)&(new_data[i]),&schedule,DES_DECRYPT);
  } 
 
 if(w>3 && w<(ITERACIONS-6)) 
  estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 } 
   
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
return 1; 
} 
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3.1.2 Bateria 
 
#define BUF 1558600 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
 
int main (int argc, char **argv) 
{ 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
int i,w,z; 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
int bateria; 
double temps; 
char *str = "ciaociao"; // clau 
des_cblock key, iv; 
des_key_schedule schedule; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof (char));
  
des_check_key = 1; 
 
 
//Generar clau 
 des_string_to_key (str, &key); 
 DES_set_key_unchecked(&key,&schedule); 
 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
   temps=tempsActual(); 
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   bateria=bateriaActual(); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
  
   //mirem estat despres de llegir fitxer 
   bateria=bateria-bateriaActual(); 
   temps=tempsActual()-temps; 
   printf("Bateria llegir fitxer %d mAh - %f\n",bateria,temps); 
 
 
//XIFRAR 
z=strlen(input_data); 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
for(w=0; w<ITERACIONSbat; w++){  
 for (i = 0; i <z; i += 8) { 
  DES_ecb_encrypt((DES_cblock *)&(input_data[i]),(DES_cblock 
*)&(output_data[i]),&schedule,DES_ENCRYPT); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria xifrar fitxer %d mAh - %f\n",bateria,temps); 
 
 
//DESXIFRAR 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
for(w=0; w<ITERACIONSbat; w++){  
 for (i = 0; i < z; i += 8) { 
  DES_ecb_encrypt((DES_cblock *)&(output_data[i]),(DES_cblock 
*)&(new_data[i]),&schedule,DES_DECRYPT); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria desxifrar fitxer %d mAh - %f\n",bateria,temps);        
 
return 1; 
} 
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3.1.3 Memòria 
 
#define BUF 1558600 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
 
int main (int argc, char **argv) 
{ 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
int i,w,z; 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
int memoriaF=0; 
int contador; 
 
char *str = "ciaociao"; // clau 
des_cblock key, iv; 
des_key_schedule schedule; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  
des_check_key = 1; 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
 
//Generar clau 
 des_string_to_key (str, &key); 
 DES_set_key_unchecked(&key,&schedule); 
 
memoriaF=memoriaProces(memoriaF); 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
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 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
  
memoriaF=memoriaProces(memoriaF); 
 
 
//XIFRAR 
z=strlen(input_data); 
 
 for (i=0; i<z; i+= 8) { 
  DES_ecb_encrypt((DES_cblock *)&(input_data[i]),(DES_cblock 
*)&(output_data[i]),&schedule,DES_ENCRYPT); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
 
 
//DESXIFRAR 
   
 
 for (i = 0; i < z; i += 8) { 
  DES_ecb_encrypt((DES_cblock 
*)&(output_data[i]),(DES_cblock 
*)&(new_data[i]),&schedule,DES_DECRYPT); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
return(1); 
} 
 
} 
return 1; 
} 
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3.2 Triple DES  
 
3.2.1 Temps 
 
#define BUF 2200000 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb3_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "spr.h" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
 
FILE *fin; 
char buf[800]; 
char bloque1[8006970]; 
int bateriaI; 
 
int memoriaI; 
double tempsI; 
 
char *str = "ciaociao"; // clau 
des_cblock key, key_2, key_3; 
des_key_schedule schedule, schedule_2, schedule_3; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF*sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc(BUF*sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
int i,w,z; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
 assert (output_data != NULL); 
 assert (new_data != NULL); 
 des_check_key = 1; 
 
// genera tres claus 
 des_string_to_2keys (str, &key, &key_2); 
 des_string_to_key (str, &key_3); 
 
        des_set_key (&key, schedule); 
        des_set_key (&key_2, schedule_2); 
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 des_set_key (&key_3, schedule_3); 
 
 
//obrim arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
 
//llegim l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 80, fin)) { 
  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
 
   //mirem estat despres de llegir fitxer 
   estatActualFinalLlegir(tempsI, bateriaI, memoriaI,"Consum llegir 
fitxer"); 
 
 z=strlen (input_data); 
 
 
//XIFRAR 
 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
 
for(w=0; w<ITERACIONS; w++){   
   //mirem estat abans de xifrar fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 for (i = 0; i < z; i += 8) { 
                des_ecb3_encrypt ((des_cblock*)&input_data[i], 
                  (des_cblock*)&output_data[i],schedule, schedule_2, 
schedule_3, DES_ENCRYPT); 
 } 
 
   //mirem estat despres de xifrar fitxer 
   if(w>3 && w<(ITERACIONS-6)){ 
  estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, 
minM, &sumaTotalM); 
 } 
} 
   
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
 
//DESXIFRAR 
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inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
 
 for(w=0; w<ITERACIONS; w++){ 
      //mirem estat abans de desxifrar fitxer 
      estatActualInicial(&tempsI, &bateriaI, &memoriaI);  
 
  for (i = 0; i < z; i += 8) { 
              des_ecb3_encrypt 
((des_cblock*)&output_data[i],(des_cblock*)&new_data[i], 
                    schedule, schedule_2, schedule_3, DES_DECRYPT); 
  } 
 
   //mirem estat despres de desxifrar fitxer 
   if(w>3 && w<(ITERACIONS-6)){ 
    estatActualFinal(tempsI, bateriaI, memoriaI,"Consum 
generar claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, 
maxM, minM, &sumaTotalM); 
   } 
 } 
 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
             
return 1; 
} 
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3.2.2 Bateria 
 
#define BUF 2200000 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb3_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "spr.h" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
 
FILE *fin; 
char buf[800]; 
char bloque1[8006970]; 
int bateria; 
double temps; 
 
char *str = "ciaociao"; // clau 
des_cblock key, key_2, key_3; 
des_key_schedule schedule, schedule_2, schedule_3; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
int i,w,z; 
 
 
 assert (output_data != NULL); 
 assert (new_data != NULL); 
 des_check_key = 1; 
 
// genera tres claus 
 des_string_to_2keys (str, &key, &key_2); 
 des_string_to_key (str, &key_3); 
 
    des_set_key (&key, schedule); 
    des_set_key (&key_2, schedule_2); 
 des_set_key (&key_3, schedule_3); 
 
 
//obrim arxiu 
  
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
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  exit(0); 
 } 
 
 
//llegim l'arxiu 
 bloque1[0]=NULL; 
 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 80, fin)) { 
  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
 //printf("Text Original: %s\n", input_data); 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria llegir fitxer %d mAh - %f\n",bateria,temps); 
 
z=strlen (input_data); 
 
 
//XIFRAR 
bateria=bateriaActual(); 
temps=tempsActual(); 
for(w=0; w<ITERACIONSbat; w++){   
 for (i = 0; i < z; i += 8) { 
  des_ecb3_encrypt ((des_cblock*)&input_data[i], 
        (des_cblock*)&output_data[i],schedule, schedule_2, schedule_3, 
DES_ENCRYPT); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria xifrar fitxer %d mAh - %f\n",bateria,temps); 
  
 
//DESXIFRAR 
bateria=bateriaActual(); 
temps=tempsActual(); 
for(w=0; w<ITERACIONSbat; w++){ 
 for (i = 0; i < z; i += 8) { 
              des_ecb3_encrypt 
((des_cblock*)&output_data[i],(des_cblock*)&new_data[i], 
                    schedule, schedule_2, schedule_3, DES_DECRYPT); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria desxifrar fitxer %d mAh - %f\n",bateria,temps);      
 //printf ("Text desxifrat: %s \n", new_data); 
                 
return 1; 
} 
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3.2.3 Memòria 
 
#define BUF 2200000 
 
#include <stdlib.h> 
#include "des.h" 
#include <assert.h> 
#include "set_key.c" 
#include "ecb3_enc.c" 
#include "des_enc.c" 
#include "str2key.c" 
#include "cbc_cksm.c" 
#include "../mem_clr.c" 
#include "spr.h" 
#include "cfb_enc.c" 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
 
FILE *fin; 
char buf[800]; 
char bloque1[8006970]; 
int contador; 
int memoriaF; 
 
 
char *str = "ciaociao"; // clau 
des_cblock key, key_2, key_3; 
des_key_schedule schedule, schedule_2, schedule_3; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
int i,w,z; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
 assert (output_data != NULL); 
 assert (new_data != NULL); 
 des_check_key = 1; 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
// genera tres claus 
 des_string_to_2keys (str, &key, &key_2); 
 des_string_to_key (str, &key_3); 
 
        des_set_key (&key, schedule); 
114 Anàlisi d’algoritmes criptogràfics per a dispositius mòbils 
        des_set_key (&key_2, schedule_2); 
 des_set_key (&key_3, schedule_3); 
 
 
memoriaF=memoriaProces(memoriaF); 
//obrim arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
 
memoriaF=memoriaProces(memoriaF); 
//llegim l'arxiu 
 bloque1[0]=NULL; 
 
    while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 80, fin)) { 
  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
  
z=strlen (input_data); 
 
memoriaF=memoriaProces(memoriaF); 
//XIFRAR 
 for (i = 0; i < z; i += 8) { 
                des_ecb3_encrypt ((des_cblock*)&input_data[i], 
                  (des_cblock*)&output_data[i],schedule, schedule_2, 
schedule_3, DES_ENCRYPT); 
 } 
 
    
memoriaF=memoriaProces(memoriaF); 
//DESXIFRAR 
for (i = 0; i < z; i += 8) { 
              des_ecb3_encrypt 
((des_cblock*)&output_data[i],(des_cblock*)&new_data[i], 
                    schedule, schedule_2, schedule_3, DES_DECRYPT); 
 } 
 
    
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
 
}                 
return 1; 
} 
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3.3 AES  
 
3.3.1 Temps 
 
#define CLAU 256 
#define BUF 1558600 
 
#include <openssl/aes.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "aes_core.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
  FILE *fin, *fout; 
  char buf[800]; 
  char bloque1[1469750]; 
  unsigned char key[16] = "ciaociaobacalaoo"; 
  unsigned char* input_data=(unsigned char*)malloc(BUF*sizeof(char)); 
  unsigned char* output_data=(unsigned char*)malloc(BUF*sizeof(char));
  unsigned char* new_data=(unsigned char*)malloc (BUF*sizeof (char)); 
  int i,z,w; 
  int bateriaI; 
  int memoriaI; 
  double tempsI; 
  AES_KEY enckey, deckey; 
  float maxT[5],maxB[5],maxM[5]; 
  float minT[5],minB[5],minM[5]; 
  float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
//Obrim arxiu 
 fin = fopen(argv[1], "r"); 
 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
 
//llegim l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
 
   //mirem estat despres de llegir fitxer 
   estatActualFinalLlegir(tempsI, bateriaI, memoriaI,"Consum llegir 
fitxer"); 
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 output_data = malloc (strlen(input_data)); 
 new_data = malloc (strlen(input_data)); 
 bzero (output_data, sizeof *output_data); 
 bzero (new_data, sizeof *new_data); 
 
 AES_set_encrypt_key (key, CLAU, &enckey); 
 AES_set_decrypt_key (key, CLAU, &deckey); 
 
 
//XIFRAR 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
z=strlen(input_data); 
 
for(w=0; w<ITERACIONS; w++){ 
   //mirem estat abans de xifrar fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
  AES_ecb_encrypt (&input_data[i], &output_data[i], 
&enckey,AES_ENCRYPT); 
 } 
 
   //mirem estat despres de xifrar fitxer 
 if(w>3 && w<(ITERACIONS-6)){ 
  estatActualFinal(tempsI, bateriaI, memoriaI,"Consum 
generar claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, 
maxM, minM, &sumaTotalM);} 
 } 
 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
 
//DESXIFRAR 
   
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
   for(w=0; w<ITERACIONS; w++){  
  //mirem estat abans de desxifrar fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
  for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
   AES_ecb_encrypt (&output_data[i], &new_data[i], 
&deckey, AES_DECRYPT); 
  } 
 
    //mirem estat despres de desxifrar fitxer 
    if(w>3 && w<(ITERACIONS-6)){ 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum 
generar claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, 
maxM, minM, &sumaTotalM);} 
 } 
 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
   
return 1; 
} 
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3.3.2 Bateria 
 
#define CLAU 256 
#define BUF 1558600 
 
#include <openssl/aes.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "aes_core.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
  FILE *fin, *fout; 
  char buf[800]; 
  char bloque1[1469750]; 
  unsigned char key[16] = "ciaociaobacalaoo"; 
  unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  int i,z,w; 
  int bateria; 
  double temps; 
  AES_KEY enckey, deckey; 
  float maxT[5],maxB[5],maxM[5]; 
  float minT[5],minB[5],minM[5]; 
  float sumaTotalT,sumaTotalB,sumaTotalM; 
 
//Obrim arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//llegim l'arxiu 
 bloque1[0]=NULL; 
 
 temps=tempsActual(); 
 bateria=bateriaActual(); 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
 
 bateria=bateria-bateriaActual(); 
 temps=tempsActual()-temps; 
 printf("Bateria llegir fitxer %d mAh - %f\n",bateria,temps); 
 
 output_data = malloc (strlen(input_data)); 
 new_data = malloc (strlen(input_data)); 
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 bzero (output_data, sizeof *output_data); 
 bzero (new_data, sizeof *new_data); 
 
 AES_set_encrypt_key (key, CLAU, &enckey); 
 AES_set_decrypt_key (key, CLAU, &deckey); 
 
 
//XIFRAR 
 z=strlen(input_data); 
 bateria=bateriaActual(); 
 temps=tempsActual(); 
 
 for(w=0; w<ITERACIONSbat; w++){ 
  for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
   AES_ecb_encrypt (&input_data[i], &output_data[i], 
&enckey,AES_ENCRYPT); 
  } 
 
 } 
 bateria=bateria-bateriaActual(); 
 temps=tempsActual()-temps; 
 printf("Bateria llegir fitxer %d mAh - %f\n",bateria,temps); 
 
 
//DESXIFRAR 
 bateria=bateriaActual(); 
 temps=tempsActual(); 
 
 for(w=0; w<ITERACIONSbat; w++){  
  for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
   AES_ecb_encrypt (&output_data[i], &new_data[i], 
&deckey, AES_DECRYPT); 
  } 
 } 
 
 bateria=bateria-bateriaActual(); 
 temps=tempsActual()-temps; 
 printf("Bateria llegir fitxer %d mAh - %f\n",bateria,temps); 
 
return 1; 
} 
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3.3.3 Memòria 
 
#define CLAU 256 
#define BUF 1558600 
 
#include <openssl/aes.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "aes_core.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main (int argc, char **argv) 
{ 
  FILE *fin, *fout; 
  char buf[800]; 
  char bloque1[1469750]; 
  unsigned char key[16] = "ciaociaobacalaoo"; 
  unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
  int i,z,w; 
  int contador; 
  int memoriaF; 
  double tempsI; 
  AES_KEY enckey, deckey; 
  float maxT[5],maxB[5],maxM[5]; 
  float minT[5],minB[5],minM[5]; 
  float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
for(contador=0;contador<2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
 
//Generar clau; 
AES_set_encrypt_key (key, CLAU, &enckey); 
AES_set_decrypt_key (key, CLAU, &deckey); 
 
memoriaF=memoriaProces(memoriaF); 
 
//Obrim arxiu 
 fin = fopen(argv[1], "r"); 
 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
 
//llegim l'arxiu 
 bloque1[0]=NULL; 
    
 while(fgets(buf, 200, fin)!=NULL) { 
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  strcat(bloque1,buf); 
 } 
 
 input_data = (unsigned char*)bloque1; 
 fclose(fin); 
 
 z=strlen(input_data); 
 
memoriaF=memoriaProces(memoriaF); 
 
//XIFREM    
 for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
  AES_ecb_encrypt (&input_data[i], &output_data[i], 
&enckey,AES_ENCRYPT); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
 
//DESXIFRAR 
   for (i = 0; i < z; i += AES_BLOCK_SIZE) { 
  AES_ecb_encrypt (&output_data[i], &new_data[i], &deckey, 
AES_DECRYPT); 
 } 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
 
return(1); 
} 
 
} 
return 1; 
} 
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3.4 RSA  
 
3.4.1 Temps 
 
3.4.1.1 Generar claus 
 
#define BITS 1024 
#define RSA_3 0x3L 
 
#include <string.h> 
#include <openssl/objects.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
int ret,i; 
int bateriaI; 
int memoriaI; 
double tempsI; 
RSA *r; 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
 
//Generem claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTot
alT2, 
&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 
 if(r == NULL){ 
    printf("Error al generar les claus!\n"); 
    return -1; 
 } 
 
   //mirem estat despres de generar claus 
if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 printf("OK! Claus generades\n"); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT
2, 
sumaTotalM); 
 
} 
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3.4.1.2 Xifrar i Desxifrar 
 
#define BITS 1024 
#define BUF 240 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/bn.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa_gen.c> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(int argc, char **argv) 
{ 
int ret,i,tamany; 
int bateriaI; 
int memoriaI; 
double tempsI; 
RSA *r; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof (char));
 
//Generem claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
    printf("Error al generar la clau!\n"); 
    return -1; 
 } 
  
   //mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("OK! Claus generades\n"); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
 
//Generem text per xifrar segons tamany de clau, recordar 
text_màxim=clau-12 
 if (BITS==1024){ 
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  input_data = "1024Hola carjggugig iuyiu njjduti joug jkguk 
jkgu khhg uigui ugfidfgifgf rgrf gi ui guig oiugliugil gui gig iuygiug 
"; 
 } 
 else{ 
  input_data = "512Hola carjgguguig iuyiu joug jkgu khhg joan 
hhdsgg"; 
 } 
 
 //printf("Text Original: %s\n", input_data); 
 
//XIFRAR 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de xifrar fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 RSA_public_encrypt (strlen(input_data)+1, input_data, 
output_data, r, RSA_PKCS1_PADDING); 
 
   //mirem estat despres de xifrar fitxer 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("Tamany entrada: %d\n", strlen(input_data));   
 //printf("Tamany xifrat: %d\n", strlen(output_data)); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
 
//DESXIFRAR 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de desxifrar fitxer 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 tamany=strlen(input_data)+12; 
 RSA_private_decrypt (tamany, output_data, new_data, r, 
RSA_PKCS1_PADDING); 
 
   //mirem estat despres de desxifrar fitxer 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("Text Desxifrat: %s\n", new_data); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
RSA_free(r); 
} 
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3.4.1.3 Signar i Verificar 
 
#define BITS 1024 
#define BUF 1558600 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/rsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(int argc, char **argv){ 
 
FILE *fin; 
char buf[800]; 
char bloque1[1005750]; 
int bateriaI; 
int memoriaI; 
double tempsI; 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
RSA *r; 
unsigned char sign[128]; 
unsigned int sign_len; 
int i,ret, bateria, len=0; 
double temps; 
unsigned char* key = (unsigned char*)malloc (BUF * sizeof (char)); 
unsigned char *hash = NULL; 
 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 key = (unsigned char*)bloque1; 
 fclose(fin); 
len = strlen((char *)key); 
 
hash = (unsigned char *)malloc((len + 1)*sizeof(unsigned char)); 
 if (!hash){ 
  return -1; 
 } 
 
 
//Generem claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
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   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
    r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
      printf("Error al generar les claus!\n"); 
      return -1; 
 } 
  //mirem estat despres de generar claus 
if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, 
minM, &sumaTotalM); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
 
//Fem hash 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 SHA1(key, (unsigned long) strlen((char *)key), hash); 
  
//mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, 
minM, &sumaTotalM); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
 
//Signem 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
 
for(i=0; i<ITERACIONS; i++){ 
 estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
   if (RSA_sign(NID_sha1, hash, strlen(hash), sign, &sign_len, r) 
!= 1) { 
       printf("Error al signar\n"); 
 } 
 
if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, 
minM, &sumaTotalM); 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
return 0; 
} 
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3.4.2 Bateria 
 
3.4.2.1 Generar claus 
 
#define BITS 512 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/bn.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa_gen.c> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
int ret,i; 
int bateria; 
double temps; 
RSA *r; 
 
 
//Generem claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<ITERACIONS; i++){ 
    r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 
 if(r == NULL){ 
    printf("Error al generar les claus!\n"); 
    return -1; 
 } 
 
   //mirem estat despres de generar claus 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps); 
} 
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3.4.2.2 Xifrar i desxifrar 
 
#define BITS 1024 
#define BUF 240 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/bn.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa_gen.c> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(int argc, char **argv) 
{ 
int ret,i,tamany; 
int bateria; 
double temps; 
RSA *r; 
unsigned char* input_data=(unsigned char*)malloc(BUF * sizeof (char)); 
unsigned char* output_data=(unsigned char*)malloc(BUF* sizeof (char)); 
unsigned char* new_data=(unsigned char*)malloc(BUF * sizeof (char)); 
 
//Generem claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<ITERACIONS; i++){ 
 
 r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
    printf("Error al generar la clau!\n"); 
    return -1; 
 } 
  
    
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps); 
 
//Generem text per xifrar segons tamany de clau 
 if (BITS==1024){ 
  input_data = "1024Hola carjggugig iuyiu njjduti joug jkguk 
jkgu khhg uigui ugfidfgifgf rgrf gi ui guig oiugliugil gui gig iuygiug 
"; 
 } 
 else{ 
  input_data = "512Hola carjgguguig iuyiu joug jkgu khhg 
joan hhdsgg"; 
 } 
 
 //printf("Text Original: %s\n", input_data); 
 
//XIFRAR 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<ITERACIONS; i++){ 
 
  RSA_public_encrypt (strlen(input_data)+1, input_data, output_data, 
r, RSA_PKCS1_PADDING); 
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} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria xifrar fitxer %d mAh - %f\n",bateria,temps); 
 
 
//DESXIFRAR 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<ITERACIONS; i++){ 
 
    tamany=strlen(input_data)+12; 
 RSA_private_decrypt (tamany, output_data, new_data, r, 
RSA_PKCS1_PADDING); 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria desxifrar fitxer %d mAh - %f\n",bateria,temps); 
 
RSA_free(r); 
} 
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3.4.2.3 Signar i verificar 
 
#define BITS 1024 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/rsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
 
RSA *r; 
unsigned char message[] = "Aquest es el missatge que signarem"; 
unsigned char sha1[55]; 
unsigned char sign[128]; 
unsigned int sign_len; 
int i,ret; 
int bateria; 
double temps; 
 
 
//Generem Claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
for(i=0; i<ITERACIONS; i++){ 
 
    r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
      printf("Error al generar les claus!\n"); 
      return -1; 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps); 
 
//Fem sha1 
 SHA1(message, strlen(message), sha1); 
 
//Signem 
temps=tempsActual(); 
bateria=bateriaActual();for(i=0; i<ITERACIONS; i++){ 
 
   if (RSA_sign(NID_sha1, sha1, strlen(sha1), sign, &sign_len, r) 
!= 1) { 
       printf("Error al signar\n"); 
 } 
   
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria signar %d mAh - %f\n",bateria,temps); 
 
 
//Verifiquem 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<ITERACIONS; i++){ 
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 if (RSA_verify(NID_sha1, sha1, strlen(sha1), sign, sign_len, r) 
== 1){ 
      printf("Verificació correcte\n"); 
 }else{ 
       printf("Verificació incorrecte\n"); 
 } 
 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria verificar %d mAh - %f\n",bateria,temps); 
 
return 0; 
} 
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3.4.3 Memòria 
 
3.4.3.1 Generar claus 
 
#define BITS 1024 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/bn.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa_gen.c> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
int ret,i,contador; 
int memoriaF=0; 
double temps; 
RSA *r; 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
//Generem claus 
 
    r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 
 if(r == NULL){ 
    printf("Error al generar les claus!\n"); 
    return -1; 
 } 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
 
} 
return 1; 
} 
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3.4.3.2 Xifrar i desxifrar 
 
#define BITS 1024 
#define BUF 240 
 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/bn.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa.h> 
#include </opt/openssl-0.9.7d/crypto/rsa/rsa_gen.c> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(int argc, char **argv) 
{ 
int ret,i,tamany,contador; 
int memoriaF=0; 
RSA *r; 
unsigned char* input_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* output_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
unsigned char* new_data = (unsigned char*)malloc (BUF * sizeof 
(char)); 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
//Generem claus 
 
 r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
    printf("Error al generar la clau!\n"); 
    return -1; 
 } 
 
memoriaF=memoriaProces(memoriaF);  
//Generem text per xifrar segons tamany de clau, recordar 
text_màxim=clau-12 
 
 if (BITS==1024){ 
  input_data = "1024Hola carjggugig iuyiu njjduti joug jkguk 
jkgu khhg uigui ugfidfgifgf rgrf gi ui guig oiugliugil gui gig iuygiug 
"; 
 } 
 else{ 
  input_data = "512Hola carjgguguig iuyiu joug jkgu khhg 
joan hhdsgg"; 
 } 
 
 //printf("Text Original: %s\n", input_data); 
 
 
memoriaF=memoriaProces(memoriaF); 
//XIFRAR 
 
  RSA_public_encrypt (strlen(input_data)+1, input_data, output_data, 
r, RSA_PKCS1_PADDING); 
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memoriaF=memoriaProces(memoriaF); 
 
//DESXIFRAR 
    tamany=strlen(input_data)+12; 
 RSA_private_decrypt (tamany, output_data, new_data, r, 
RSA_PKCS1_PADDING); 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
RSA_free(r); 
return(1); 
} 
 
} 
} 
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3.4.3.3 Signar i verificar 
 
#define BITS 1024 
#include <string.h> 
#include <openssl/objects.h> 
#include <openssl/rsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
 
RSA *r; 
unsigned char message[] = "Aquest es el missatge que signarem"; 
unsigned char sha1[55]; 
unsigned char sign[128]; 
unsigned int sign_len; 
int i,ret,contador; 
int memoriaF=0; 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
memoriaF=memoriaProces(memoriaF); 
 
//Generem Claus 
    r = RSA_generate_key(BITS,RSA_3,NULL,NULL); 
 if(r == NULL){ 
      printf("Error al generar les claus!\n"); 
      return -1; 
 } 
memoriaF=memoriaProces(memoriaF); 
 
//Fem sha1 
 SHA1(message, strlen(message), sha1); 
 memoriaF=memoriaProces(memoriaF); 
 
//Signem 
   if (RSA_sign(NID_sha1,sha1,strlen(sha1),sign,&sign_len, r) !=1){ 
       printf("Error al signar\n"); 
 } 
 memoriaF=memoriaProces(memoriaF); 
 
//Verifiquem 
   if (RSA_verify(NID_sha1,sha1,strlen(sha1),sign,sign_len, r)==1){ 
      printf("Verificació correcte\n"); 
 }else{ 
      printf("Verificació incorrecte\n"); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
} 
return 0; 
} 
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3.5 DSA  
 
3.5.1 Temps 
 
3.5.1.1 Generar claus 
 
#define BITS 1024 
 
#include <stdio.h>  
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() {  
DSA *dsa;  
int bateriaI; 
int memoriaI; 
double tempsI; 
 
int i; 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
//Generem Claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 dsa = DSA_generate_parameters(BITS, NULL, 0, NULL, NULL, NULL, 
NULL);  
 
 if (DSA_generate_key(dsa) != 1){ 
      printf("Error al generar les claus");  
      return -1; 
 } 
  
   //mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 /*printf("OK! Claus generades\n");*/ 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
}  
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3.5.1.2 Signar i verificar 
 
#define BITS 1024 
#include <stdio.h> 
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
 
DSA *dsa; 
unsigned char message[] = "Aquest es el missatge que signarem"; 
unsigned char sha1[20]; 
unsigned char sign[128]; 
unsigned int sign_len; 
 
int i; 
int bateriaI; 
int memoriaI; 
double tempsI; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
 
//Generem claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 dsa = DSA_generate_parameters(BITS, NULL, 0, NULL, NULL, NULL, 
NULL); 
 if (DSA_generate_key(dsa) != 1) { 
      printf("Error al generar les claus\n"); 
      return -1; 
 } 
 
   //mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("OK! Claus generades\n"); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
 
//Fem Sha1 
 SHA1(message, strlen(message), sha1); 
  
//Signem 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
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2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de signar 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 if (DSA_sign(NID_sha1, sha1, 20, sign, &sign_len, dsa) != 1) { 
      printf("Error al signar\n"); 
 } 
 
   //mirem estat despres de signar 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("Signatura (len=%u): ", sign_len); 
  
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
dsa->priv_key = NULL; 
 
 
//Verifiquem 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT
2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de verificar 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 if (DSA_verify(NID_sha1, sha1, 20, sign, sign_len, dsa) == 1){ 
      printf("Verificació correcte\n"); 
 }else{ 
      printf("Verificació incorrecte\n"); 
 } 
 
   //mirem estat despres de verificar 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,s
umaTotalM); 
 
 
return 0; 
} 
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3.5.2 Bateria 
 
3.5.2.1 Generar claus 
 
#define BITS 1024 
 
#include <stdio.h>  
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() {  
DSA *dsa;  
int bateria; 
double temps; 
 
int i; 
 
//Generem Claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
for(i=0; i<ITERACIONS; i++){ 
 
  dsa = DSA_generate_parameters(BITS, NULL, 0, NULL, NULL, NULL, 
NULL);  
 
 if (DSA_generate_key(dsa) != 1){ 
      printf("Error al generar les claus");  
      return -1; 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps); 
}  
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3.5.2.2 Signar i verificar 
 
#define BITS 1024 
#include <stdio.h> 
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
 
DSA *dsa; 
unsigned char message[] = "Aquest es el missatge que signarem"; 
unsigned char sha1[20]; 
unsigned char sign[128]; 
unsigned int sign_len; 
 
int i; 
int bateria; 
double temps; 
 
 
//Generem claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
 
for(i=0; i<50; i++){ 
 
 dsa = DSA_generate_parameters(BITS, NULL, 0, NULL, NULL, NULL, 
NULL); 
 if (DSA_generate_key(dsa) != 1) { 
      printf("Error al generar les claus\n"); 
      return -1; 
 } 
 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps); 
 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<5000; i++){ 
 
//Fem Sha1 
 SHA1(message, strlen(message), sha1); 
 //printf("sha1: %d\n", strlen(sha1)); 
   
 
//Signem 
 
 if (DSA_sign(NID_sha1, sha1, 20, sign, &sign_len, dsa) != 1) { 
      printf("Error al signar\n"); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria signar %d mAh - %f\n",bateria,temps); 
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dsa->priv_key = NULL; 
 
 
//Verifiquem 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<5000; i++){ 
 
   if (DSA_verify(NID_sha1, sha1, 20, sign, sign_len, dsa) == 1){ 
      printf("Verificació correcte\n"); 
 }else{ 
      printf("Verificació incorrecte\n"); 
 } 
 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria verificar %d mAh - %f\n",bateria,temps); 
 
return 0; 
} 
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3.5.3 Memòria 
 
3.5.3.1 Generar claus 
 
#define BITS 1024 
 
#include <stdio.h>  
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() {  
DSA *dsa;  
int memoriaF=0,contador; 
 
int i; 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
 
memoriaF=memoriaProces(memoriaF); 
//Generem Claus 
 
  dsa = DSA_generate_parameters(BITS, NULL, 0, NULL, NULL, NULL, 
NULL);  
 
 if (DSA_generate_key(dsa) != 1){ 
      printf("Error al generar les claus");  
      return -1; 
 } 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
} 
} 
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3.5.3.2 Signar i verificar 
 
#define BITS 1024 
#include <stdio.h> 
#include <openssl/objects.h> 
#include <openssl/dsa.h> 
#include <openssl/sha.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
 
DSA *dsa; 
unsigned char message[] = "Aquest es el missatge que signarem"; 
unsigned char sha1[20]; 
unsigned char sign[128]; 
unsigned int sign_len; 
int i; 
int memoriaF=0,contador; 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
memoriaF=memoriaProces(memoriaF); 
 
//Generem claus 
 dsa = DSA_generate_parameters(BITS,NULL,0,NULL,NULL,NULL,NULL); 
 if (DSA_generate_key(dsa) != 1) { 
      printf("Error al generar les claus\n"); 
      return -1; 
 } 
 memoriaF=memoriaProces(memoriaF); 
 
//Fem Sha1 
 SHA1(message, strlen(message), sha1); 
 memoriaF=memoriaProces(memoriaF); 
 
//Signem 
 if (DSA_sign(NID_sha1, sha1, 20, sign, &sign_len, dsa) != 1) { 
      printf("Error al signar\n"); 
 } 
 dsa->priv_key = NULL; 
 memoriaF=memoriaProces(memoriaF); 
 
//Verifiquem 
   if (DSA_verify(NID_sha1, sha1, 20, sign, sign_len, dsa) == 1){ 
      printf("Verificació correcte\n"); 
 }else{ 
      printf("Verificació incorrecte\n"); 
 } 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
} 
return 0; 
} 
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3.6 ECDSA  
 
3.6.1 Temps 
 
3.6.1.1 Generar claus 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp112r1 
 
#include <openssl/engine.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main(){ 
unsigned char *buffer, *pp; 
int buf_len, I, ret; 
int bateriaI, memoriaI; 
double tempsI; 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
//Generem Claus 
 EC_KEY *eckey = EC_KEY_new(); 
 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 if (eckey == NULL){ 
     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU112); 
  
 if (!EC_KEY_generate_key(eckey)){ 
     printf("Error al generar les claus"); 
     return (-1); 
        } 
 
   //mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI,memoriaI,"Consum generar claus", 
maxT, minT,&sumaTotalT,maxB,minB,&sumaTotalT2,maxM,minM,&sumaTotalM); 
 
 //printf("Claus generades!!\n"); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
} 
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3.6.1.2 Signar i verificar 
 
#define BUF 1558600 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp128r1 
#include <../include/openssl/engine.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() 
{ 
 
unsigned char *buffer, *pp; 
int ret, buf_len,dgtlen; 
unsigned char* digest = (unsigned char*)malloc (BUF * sizeof (char)); 
FILE *fin; 
char buf[800]; 
char bloque1[1005750]; 
int i; 
int bateriaI; 
int memoriaI; 
double tempsI; 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
  
ECDSA_SIG *sig; 
EC_KEY *eckey = EC_KEY_new(); 
 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
 
 while(fgets(buf, 200, fin)!=NULL) { 
  strcat(bloque1,buf); 
 } 
 digest = (unsigned char*)bloque1; 
 fclose(fin); 
 
//Generem Claus 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT2,&s
umaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
  
   if (eckey == NULL){ 
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     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU112); 
  
 if (!EC_KEY_generate_key(eckey)) 
        { 
            printf("Error al generar les claus"); 
     return (-1); 
        } 
 
 //mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
 //printf("Claus generades!!\n"); 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,sumaT
otalM); 
 
//Signem 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT2,&s
umaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de signar 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 sig = ECDSA_do_sign(digest, strlen(digest), eckey); 
 if (sig == NULL){ 
     printf("Error al generar la signatura"); 
 } 
 
 buf_len = ECDSA_size(eckey); 
 buffer  = OPENSSL_malloc(buf_len); 
 
 if (!ECDSA_sign(0, digest, strlen(digest), buffer, &buf_len, eckey)){ 
     printf("Error al signar"); 
 } 
 
//mirem estat despres de signar 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,sumaT
otalM); 
 
 
//Verifiquem 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTotalT2,&s
umaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de verificar 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
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 ret = ECDSA_do_verify(digest, strlen(digest), sig, eckey); 
 ret = ECDSA_verify(0, digest, strlen(digest), buffer, buf_len, 
eckey); 
 
 if (ret == -1){ 
     printf("Error al verificar"); 
     return (-1); 
        } 
 else if (ret == 0){ 
     printf("Error, signatura incorrecte"); 
     return (-1); 
        } 
 
//mirem estat despres de verificar 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar claus", 
maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, minM, 
&sumaTotalM); 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2,sumaT
otalM); 
 
//printf("OK!! Signatura i verificació correctes\n"); 
 
return 0; 
 
} 
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3.6.2 Bateria 
 
3.6.2.1 Generar claus 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp112r1 
 
#include "../../include/openssl/engine.h" 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() 
{ 
 
int ret; 
unsigned char *buffer, *pp; 
int buf_len; 
 
int i; 
int bateria,contador; 
double temps; 
 
bateria=bateriaActual(); 
temps=tempsActual(); 
for(contador=0;contador<ITERACIONSbat;contador++){ 
 
//Generem Claus 
 EC_KEY *eckey = EC_KEY_new(); 
 
 if (eckey == NULL){ 
     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU112); 
  
 if (!EC_KEY_generate_key(eckey)){ 
     printf("Error al generar les claus"); 
     return (-1); 
        } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps);        
 
 
} 
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3.6.2.2 Signar i verificar 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp112r1 
#include <../include/openssl/engine.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() 
{ 
 
unsigned char *buffer, *pp; 
int ret, buf_len,dgtlen; 
unsigned char digest[20]="hl com va tot "; 
int i; 
int w,bateria; 
double temps; 
 
ECDSA_SIG *sig; 
EC_KEY *eckey = EC_KEY_new(); 
 
//Generem Claus 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(w=0; w<ITERACIONSbat; w++){ 
 if (eckey == NULL){ 
     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU112); 
  
 if (!EC_KEY_generate_key(eckey)) 
        { 
            printf("Error al generar les claus"); 
     return (-1); 
        } 
 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria generar claus %d mAh - %f\n",bateria,temps);  
 
 
//Signem 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(w=0; w<ITERACIONSbat; w++){ 
 sig = ECDSA_do_sign(digest, strlen(digest), eckey); 
 if (sig == NULL){ 
   //  printf("Error al generar la signatura"); 
 } 
 
 buf_len = ECDSA_size(eckey); 
 buffer  = OPENSSL_malloc(buf_len); 
 
 if (!ECDSA_sign(0, digest, strlen(digest), buffer, &buf_len, 
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eckey)){ 
     printf("Error al signar"); 
     return (-1); 
 } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria signar claus %d mAh - %f\n",bateria,temps);  
 
 
//Verifiquem 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(w=0; w<ITERACIONSbat; w++){ 
 ret = ECDSA_do_verify(digest, strlen(digest), sig, eckey); 
 ret = ECDSA_verify(0, digest, strlen(digest), buffer, buf_len, 
eckey); 
 
 if (ret == -1){ 
     printf("Error al verificar"); 
     return (-1); 
        } 
 else if (ret == 0){ 
     printf("Error, signatura incorrecte"); 
     return (-1); 
        } 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria verificar %d mAh - %f\n",bateria,temps);  
 
return 0; 
} 
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3.6.3 Memòria 
 
3.6.3.1 Generar claus 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp112r1 
 
#include "../../include/openssl/engine.h" 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() 
{ 
 
int ret; 
unsigned char *buffer, *pp; 
int buf_len; 
 
int i; 
int memoriaF=0,contador; 
 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
 
memoriaF=memoriaProces(memoriaF); 
//Generem Claus 
 EC_KEY *eckey = EC_KEY_new(); 
 
 if (eckey == NULL){ 
     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU160); 
  
 if (!EC_KEY_generate_key(eckey)){ 
     printf("Error al generar les claus"); 
     return (-1); 
        } 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
} 
} 
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3.6.3.2 Signar i verificar 
 
#define CLAU160 NID_secp160r1 
#define CLAU112 NID_secp112r1 
#include <../include/openssl/engine.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
int main() 
{ 
 
unsigned char *buffer, *pp; 
int ret, buf_len,dgtlen; 
unsigned char digest[20]="hola com va"; 
 
int i; 
int memoriaF=0,contador; 
 
for(contador=0;contador<ITERACIONS2;contador++){ 
if(fork()==0){  
memoriaF=memoriaProces(memoriaF); 
 
//Generem Claus 
 ECDSA_SIG *sig; 
 EC_KEY *eckey = EC_KEY_new();  
 
 if (eckey == NULL){ 
     printf("Error"); 
     return (-1); 
        } 
 
 eckey = EC_KEY_new_by_curve_name(CLAU112); 
  
 if (!EC_KEY_generate_key(eckey)) 
        { 
            printf("Error al generar les claus"); 
     return (-1); 
        } 
 memoriaF=memoriaProces(memoriaF); 
 
//Signem 
 sig = ECDSA_do_sign(digest, strlen(digest), eckey); 
 if (sig == NULL){ 
     printf("Error al generar la signatura"); 
 } 
 
 buf_len = ECDSA_size(eckey); 
 buffer  = OPENSSL_malloc(buf_len); 
 
 if (!ECDSA_sign(0, digest, strlen(digest), buffer, &buf_len, 
eckey)){ 
     printf("Error al signar"); 
 } 
 memoriaF=memoriaProces(memoriaF); 
 
//Verifiquem 
 ret = ECDSA_do_verify(digest, strlen(digest), sig, eckey); 
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 ret = ECDSA_verify(0, digest, strlen(digest), buffer, buf_len, 
eckey); 
 
 if (ret == -1){ 
     printf("Error al verificar"); 
     return (-1); 
        } 
 else if (ret == 0){ 
     printf("Error, signatura incorrecte"); 
     return (-1); 
        } 
 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf ("OK\n"); 
return(1); 
} 
} 
return 0; 
} 
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3.7 HASH  
 
3.7.1 Temps 
 
#define BUF 1558600 
 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "sha.h" 
#include "sha1_one.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
 
static unsigned int hash_key (unsigned char *key, int len) 
{ 
    int i = 0; 
    unsigned int sum = 0; 
  
    for (i = 0; i < len; i++) 
        sum = (sum << 4) + key[i]; 
 
    return sum; 
} 
 
static void dump (unsigned char *buf, unsigned int len) 
{ 
 while (len--) 
  printf("%02x", *buf++); 
 
 printf("\n"); 
} 
 
int main (int argc, char **argv){ 
 
int i; 
int bateriaI; 
int memoriaI; 
double tempsI; 
 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
unsigned char* key = (unsigned char*)malloc (BUF * sizeof (char)); 
 
 
int len = 0; 
unsigned char *hash = NULL; 
 
 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
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  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
 
 while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 5000, fin)) { 
  strcat(bloque1,buf); 
 
 } 
 
 key = (unsigned char*)bloque1; 
 fclose(fin); 
 len = strlen((char *)key); 
 
hash = (unsigned char *)malloc((len + 1)*sizeof(unsigned char)); 
 if (!hash){ 
  return -1; 
 } 
 
 
inicialitzarMitja(maxT,minT,maxB,minB,maxM,minM,&sumaTotalT,&sumaTota
lT2,&sumaTotalM); 
for(i=0; i<ITERACIONS; i++){ 
 
   //mirem estat abans de generar claus 
   estatActualInicial(&tempsI, &bateriaI, &memoriaI); 
 
 SHA1(key, (unsigned long) strlen((char *)key), hash); 
 
 hash[len] = '\0'; 
 len=strlen((char *)hash); 
  
 //dump(hash, strlen((char *)hash)); 
 
 //printf("HASH TO UNSIGNED INT: %x\n", hash_key(hash, 
strlen((char *)hash))); 
 
 /*if (hash){ 
  free(hash); 
 }*/ 
//mirem estat despres de generar claus 
   if(i>3 && i<(ITERACIONS-6)) 
   estatActualFinal(tempsI, bateriaI, memoriaI,"Consum generar 
claus", maxT, minT, &sumaTotalT, maxB, minB, &sumaTotalT2, maxM, 
minM, &sumaTotalM); 
 
} 
calcularMitjaTot(maxT,minT,maxB,minB,maxM,minM,sumaTotalT,sumaTotalT2
,sumaTotalM); 
 
} 
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3.7.2 Bateria 
 
#define BUF 1558600 
 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "sha.h" 
#include "sha1_one.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
static unsigned int hash_key (unsigned char *key, int len) 
{ 
    int i = 0; 
    unsigned int sum = 0; 
  
    for (i = 0; i < len; i++) 
        sum = (sum << 4) + key[i]; 
 
    return sum; 
} 
 
static void dump (unsigned char *buf, unsigned int len) 
{ 
 while (len--) 
  printf("%02x", *buf++); 
 
 printf("\n"); 
} 
 
int main (int argc, char **argv){ 
 
int i,bucle; 
int bateria; 
double temps; 
 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
unsigned char* key = (unsigned char*)malloc (BUF * sizeof (char)); 
 
 
int len = 0; 
unsigned char *hash = NULL; 
 
bucle=atoi(argv[2]); 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
 } 
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//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
 
 while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 5000, fin)) { 
  strcat(bloque1,buf); 
 
 } 
 
 key = (unsigned char*)bloque1; 
 fclose(fin); 
 len = strlen((char *)key); 
 
hash = (unsigned char *)malloc((len + 1)*sizeof(unsigned char)); 
 if (!hash){ 
  return -1; 
 } 
 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<bucle; i++){ 
   //mirem estat abans de generar claus 
    
 SHA1(key, (unsigned long) strlen((char *)key), hash); 
 
 hash[len] = '\0'; 
 len=strlen((char *)hash); 
  
 //dump(hash, strlen((char *)hash)); 
 
 //printf("HASH TO UNSIGNED INT: %x\n", hash_key(hash, 
strlen((char *)hash))); 
 
 /*if (hash){ 
  free(hash); 
 }*/ 
} 
bateria=bateria-bateriaActual(); 
temps=tempsActual()-temps; 
printf("Bateria Hash %d mAh - %f\n",bateria,temps); 
} 
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3.7.3 Memòria 
 
#define BUF 1558600 
 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
#include "sha.h" 
#include "sha1_one.c" 
 
#include "/mitja.c" 
#include "/EstatActual.c" 
 
 
static unsigned int hash_key (unsigned char *key, int len) 
{ 
    int i = 0; 
    unsigned int sum = 0; 
  
    for (i = 0; i < len; i++) 
        sum = (sum << 4) + key[i]; 
 
    return sum; 
} 
 
static void dump (unsigned char *buf, unsigned int len) 
{ 
 while (len--) 
  printf("%02x", *buf++); 
 
 printf("\n"); 
} 
 
int main (int argc, char **argv){ 
 
int i,bucle; 
int bateria; 
double temps; 
 
FILE *fin; 
char buf[800]; 
char bloque1[1469750]; 
int memoriaF=0, contador; 
 
float maxT[5],maxB[5],maxM[5]; 
float minT[5],minB[5],minM[5]; 
float sumaTotalT,sumaTotalT2,sumaTotalM; 
 
unsigned char* key = (unsigned char*)malloc (BUF * sizeof (char)); 
 
 
int len = 0; 
unsigned char *hash = NULL; 
 
bucle=atoi(argv[2]); 
//Obrir l'arxiu 
 fin = fopen(argv[1], "r"); 
 if (!fin) { 
  printf(" Error abriendo el fichero de entrada\n"); 
  exit(0); 
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 } 
 
//Llegir l'arxiu 
 bloque1[0]=NULL; 
 
   //mirem estat abans de llegir fitxer 
//for(contador=0;contador<2;contador++){ 
//if(fork()==0){  
memoriaF=memoriaProces(memoriaF); 
 while(fgets(buf, 200, fin)!=NULL) { 
 //while (fread(buf, 1, 5000, fin)) { 
  strcat(bloque1,buf); 
 
 } 
 
 key = (unsigned char*)bloque1; 
 fclose(fin); 
memoriaF=memoriaProces(memoriaF); 
 
 
len = strlen((char *)key); 
 
hash = (unsigned char *)malloc((len + 1)*sizeof(unsigned char)); 
 if (!hash){ 
  return -1; 
 } 
 
temps=tempsActual(); 
bateria=bateriaActual(); 
for(i=0; i<bucle; i++){ 
   //mirem estat abans de generar claus 
    
 SHA1(key, (unsigned long) strlen((char *)key), hash); 
 
 hash[len] = '\0'; 
 len=strlen((char *)hash); 
  
 //dump(hash, strlen((char *)hash)); 
 
 //printf("HASH TO UNSIGNED INT: %x\n", hash_key(hash, 
strlen((char *)hash))); 
 
 /*if (hash){ 
  free(hash); 
 }*/ 
} 
memoriaF=memoriaProces(memoriaF); 
memoriaF=memoriaProces(0); 
printf("\n"); 
return(1); 
 
} 
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3.8 ESTAT INICIAL 
 
#include <stdio.h> 
#include <sys/time.h> 
#include <time.h> 
 
 
double tempsActual(){ 
 
   struct timeval tv; 
   double seconds; 
 
   gettimeofday (&tv, NULL); 
   seconds = tv.tv_sec+tv.tv_usec/1000000.0; 
    
return (seconds); 
} 
 
int bateriaActual(){ 
 
   FILE *f; 
   char tmp2[20]; 
   int tmp; 
   int consum; 
     
   f = fopen("/proc/asic/battery", "r"); 
     
   if (f == NULL){ 
 return(-2); 
   } 
   else { 
 fscanf(f, "%s %s %s %s %d %s %s %s %s %d %s %s %s %s 
%d",&tmp2,&tmp2,&tmp2,&tmp2,  
 &tmp,&tmp2,&tmp2,&tmp2,&tmp2,&tmp,&tmp2,&tmp2,&tmp2,&tmp2,&consu
m); 
   } 
 
   fclose(f); 
 
return (consum); 
} 
 
int memoriaProces(int memoriaI){ 
FILE *f; 
int size, res; 
char cadena[15], cadena2[25]; 
 
sprintf(cadena,"%d",getpid()); 
strcpy(cadena2,"/proc/"); 
strcat(cadena2,cadena); 
strcat(cadena2,"/statm"); 
     
f = fopen(cadena2, "r"); 
     
   if (f == NULL){ 
 return(-2); 
   } 
   else { 
 fscanf(f,"%d %d",&size,&res); 
   } 
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   fclose(f); 
 
printf("%d   ",res-memoriaI); 
 
return res; 
} 
 
 
void estatActualInicial(double *temps, int *bateria, int *memoria){ 
   *bateria=bateriaActual(); 
   *temps=tempsActual(); 
   *memoria=memoriaActual(); 
} 
 
 
void estatActualFinalLlegir(double tempsI, int bateriaI, int memoriaI, 
char* text){ 
 
   int bateriaF, consumB; 
   int memoriaF, consumM; 
   double tempsF, consumT; 
 
   bateriaF=bateriaActual(); 
   tempsF=tempsActual(); 
 
   consumT=tempsF - tempsI; 
   consumB=bateriaF - bateriaI; 
 
} 
 
void estatActualFinal(double tempsI, float bateriaI, float memoriaI, 
char* text, float maxT[5], float minT[5],float *sumaTotalT, float 
maxB[5], float minB[5],float *sumaTotalT2, float maxM[5], float 
minM[5],float *sumaTotalM){ 
   double tempsF, consumT; 
 
   tempsF=tempsActual(); 
    
   consumT=tempsF - tempsI; 
 
operacionsMitja(maxT,minT,consumT,sumaTotalT,sumaTotalT2); 
 
} 
 
ANNEX 3.CODIS DELS ALGORITMES 161 
3.9 MITJA 
 
#define ITERACIONS 500 
#define ITERACIONS2 10 
#define ITERACIONSbat 50000 
#include<math.h> 
 
operacionsMitja(float max[5], float min[5], float novaMitja, float 
*sumaTotal, float *sumaTotal2){ 
int i,j; 
 
 if (novaMitja>max[0]){ 
  for (i=4; i>=0; i--){ 
   if(max[i]<novaMitja){ 
    for(j=0;j<i;j++){ 
     max[j]=max[j+1]; 
    } 
    max[i]=novaMitja; 
    i=-1; 
   } 
  } 
 } 
 
 
 if (novaMitja<min[0]){ 
  for (i=4; i>=0; i--){ 
   if(min[i]>novaMitja){ 
    for(j=0;j<i;j++){ 
     min[j]=min[j+1]; 
    } 
    min[i]=novaMitja; 
    i=-1; 
   } 
  } 
 } 
 *sumaTotal=*sumaTotal + novaMitja; 
 *sumaTotal2=*sumaTotal2 + pow(novaMitja,2); 
 
} 
 
float inicialitzarMitja(float *maxT, float *minT,float *maxB, float 
*minB,float *maxM, float *minM,float *sumaTotalT, float *sumaTotalT2, 
float *sumaTotalM){ 
int i; 
 for (i=0;i<5;i++){ 
  maxT[i]=0.0; 
  minT[i]=3555.9; 
  maxB[i]=0.0; 
  minB[i]=3555.9; 
  maxM[i]=0.0; 
  minM[i]=3555.9; 
 } 
 
*sumaTotalT=0.0; 
*sumaTotalT2=0.0; 
*sumaTotalM=0.0; 
} 
 
float calcularMitja(float max[5], float min[5],float sumaTotal,float 
sumaTotal2){ 
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  int i; 
  for(i=0;i<5;i++){ 
 sumaTotal=sumaTotal-max[i]; 
 sumaTotal=sumaTotal-min[i]; 
 sumaTotal2=sumaTotal2-pow(max[i],2); 
 sumaTotal2=sumaTotal2-pow(min[i],2); 
  } 
  sumaTotal=sumaTotal/(ITERACIONS-20); 
  sumaTotal2=sumaTotal2/(ITERACIONS-20); 
sumaTotal2=1000000000000*(sumaTotal2-pow(sumaTotal,2)); 
 
 printf("Desviacio: %f·10^-6 - ", sumaTotal2); 
return sumaTotal; 
} 
 
calcularMitjaTot(float maxT[5], float minT[5],float maxB[5], float 
minB[5],float maxM[5], float minM[5],float sumaTotalT, float 
sumaTotalT2, float sumaTotalM){ 
 
sumaTotalT=calcularMitja(maxT,minT,sumaTotalT,sumaTotalT2); 
 printf("Mitja temps: %f s\n",sumaTotalT); 
} 
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