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Seznam uporabljenih simbolov in kratic 
 
Veličina / oznaka Enota 
Ime veličine Simbol veličine Enota Simbol enote 
sila F Newton N 
električno polje  E Volti na meter V/m 
hitrost v metri na sekundo m/s 
magnetno polje B Tesla T 
električni naboj q Amper sekunda As 
napetost U Volt V 
masa m kilogram kg 
svetlobna hitrost c= 299792458 m/s meter na sekundo m/s 
temperatura T Kelvin K 
Tabela 0.1:  Tabela simbolov 
Vektorji in matrike so napisani s poudarjeno pisavo. 
 
Kratica: Razlaga: 
TCS Nadzorni sistem protonske terapije (ang. 
Treatment control system) 
ACS Kontrolni sistem pospeševalnika (ang. 
accelerator control system)  
JSON ang. java script object notating 
ID identiteta 
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LV LabView 
NI National instruments 
MADIE Modularno okolje za integracijo naprav v 
pospeševalnik (ang.Modular accelerator device 
integration environment) 
FIFO Prvi noter, prvi ven (ang. First in first out) 
DDS Dose delivery system 
RF Radio frekvenca 
OIS Onkološki informacijski strežnik (ang. oncology 
information server) 
PACS Sistem za shranjevanje slik (ang. picture arhiving 
and communiccation server) 
CT Računalniša tomografija 
Tabela 0.2:  Tabela kratic 
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Povzetek 
Kontrolni sistem protonske terapije je sestavljen iz več podsistemov, kjer vsak 
podsistem opravlja svojo funkcijo. Med razvojem, testiranjem in nastavljanjem 
pospeševalnika vsi podsistemi še niso vzpostavljeni, zato se nadzorni sistem 
protonske terapije simulira. V delu je opisan simulator nadzornega sistema za 
protonsko terapijo z enakimi funkcionalnostmi, kot nadzorni sistem za protonsko 
terapijo. 
Simulator je prilagodljiv na različne sisteme pospeševalnikov in nudi 
fleksibilnost pri poimenovanju OPC UA spremenljivk za povezavo na uporabniški 
vmesnik. Znotraj simulatorja so integrirani asinhroni časovniki za vzdrževanje in 
nadzor komunikacije s kontrolnim sistemom pospeševalnika.  
Simulator ves čas simulira nadzorni sistem protonske terapije in daje ukaze 
kontrolnemu sistemu pospeševalnika. Uporabnik upravlja simulator z uporabniškim 
vmesnikom, simulator pa na uporabniškem vmesniku prikazuje trenutno stanje 








Control system of the proton therapy machine cosnists of many sub-systems 
such as treatrment control system and accelerator control system. During the 
develoment and testing phase of the accelerator control system it is not neccecary to 
have all sorounding components ready. In such cases simulators are used. 
This thesis describes simulator of treatment control system capable of 
controlling the accelerator control system in the same way as the treatment control 
system.The simulator is configurable and can be used for different particle 
accelerators. It also provides flexible OPC UA data-point names which are used to 
connect to the user interface. Simulator integrates asynchronous timers for 
supervising a communication between simulator and an accelerator control system. 
Simulator exposes its status and status of the accelerator control system via 
OPC UA data-points. User interface allows users to define treatment parameters and 
controls the accelerator control system. 
 






1  Uvod 
1.1  Pospeševalnik delcev 
Pospeševalnik je naprava, ki lahko s kombinacijo magnetne in električne sile 
pospešuje in usmerja nabite delce skoraj do svetlobne hitrosti. Kombinacijo 
magnetne in električne sile imenujemo Lorenzova sila in je opisana v enačbi (1.1). 
Prvi del enačbe qE govori o pospeševanju delcev z nabojem q v električnem polju E,  
drugi del pa o usmerjanju nabitega delca q s hitrostjo v v magnetnem polju B. 
Rezultat Lorenzove enačbe je sila izražena v Newtonih. To je osnovna enačba, ki 
opisuje pospeševanje nabitih delcev.  
 
            (1.1) 
 
 
Pri pospeševalnikih ne govorimo o hitronsti delca ampak o njegovi energiji, ker 
hitrost zaradi relativističnih vplivov ne narašča premosorazmerno z vnešeno energijo. 
Energija delca se izračuna iz enačbe (1.2) in je izražena v elektron voltih. En elektron 
volt je energija, ki jo ima  pospešeni delec skozi električno polje z amplitudo 1V. 
 
   






Raziskovalni pospeševaniki se uporabljajo za raziskave na področju osnovnih 
delcev, kemije, biologije, medicine... Največji in najzmoglivejši pospeševalnik na 
svetu je veliki hadronski trkalnik LHC (angl. Large hadron collider) in doseže 6,5 
TeV. Hitrost, ki jo doseže delec pri tej energiji je 3,1 m/s manj, kot je svetlobna 
hitrost c= 299792458 m/s [1]. 
Raziskave v nuklearni medici so pokazale, da je mogoče zdraviti rakavo tkivo 
z visoko energijskimi nabitimi delci (največkrat protoni).  Ko pospešeni proton 
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zadane tkivo, to absorbira dozo po Braggovi krivulji. Največ doze absorbira na 
Braggovem vrhu (slika 1.1). Globino tkiva, kjer se absorbira največ doze določa 
energija protona. Na sliki 1.1 je primerjava prodiranja fotonov oziroma rentgenskih 
žarkov ter visoko energijskih protonov in ogljikovih ionov skozi tkivo. Iz slike lahko 
vidimo, da vodikovi protoni na svoji poti do tumorja veliko manj poškodujejo zdravo 
tkivo, kot obsevanje s fotoni.  
Obsevanje s protoni je že dobro poznano kot zdravljenje rakastega tkiva, se pa 
vedno bolj razvija tudi obsevanje z ogljikovimi ioni, saj so bolj natančni in hitreje 
uničijo rakavo tkivo. Ker so ogljikovi ioni težji od vodikovih protonov je potrebno 
imeti tudi pospeševalnike, ki dosežejo večje energije. 
 
Slika 1.1:  Primerjava absorbiranja doze med protoni (rdeča krivulja), ogljikovimi ioni (modra 
krivulja) in fotoni (zelena krivulja) [2] 
 
1.2  Kontrolni sistem pospeševalnika delcev 
Naprave, ki so vključene v nadzor pospeševalnika delcev je potrebno integrirati 
v kontrolni sistem in zagotoviti ustrezno koordinirano obnašanje, ter komunikacijo 
med njimi. Celotni kontrolni sistem je zelo kompleksen saj ga sestavja več kot sto 
naprav. Za lažje obvladovanje se kontrolni sistem porazdeli na podsisteme. V tem 
delu bo poudarek na dveh podsistemih in komunikaciji med njima. 
Kontrolni sistem pospeševalnika skrbi za pospeševanje in  prenos protonov do 
sistema za dovajanje doze – DDS (ang. dose delivery system). V tem kontrolnem 
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sistemu so vključene naslednje naprave: Izvor protonov, pospeševalnik, dipolni 
magneti, kvadrupolni magneti, korekcijski magneti, regulator energije, kolimator, 
naprava za izbiro velikosti žarka in naprava za fizično ustavitev žarka Kontrolni 
sistem pospeševalnika skrbi, da so protoni pospešeni na zahtevano energijo in da je 
žarek pravilne oblike. Zahteve za energijo in obliko žarka kontrolni sistem 
pospeševalnika dobi od nadzornega sistema protonske terapije - TCS. 
Nadzorni sistem protonske terapije skrbi za nadzor nad celotnim procesom 
zdravljenja s protonsko terapijo. Nadzoruje vse podsisteme in daje zahteve 
kontrolnemu sistemu pospeševalnika. V fazi zagona in kalibracije pospeševalnika in 
prenosne linije v večini primerov niso vzpostavljeni vsi podsisetmi, ki jih potrebuje 
kontrolni sistem za nadzor zdravljenja. Zato je za ta namen smiselno razviti 
simulator, ki bo nadomestil kontrolni sistem za zdravljenje raka. 
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2 Pospeševalnik 
Pospeševanik je skupno ime za celo vrsto najrazličnejših naprav, ki so potrebne 
za pospeševanje ionov. Ioni nastanejo tako, da se v atomu odcepi en ali več 
elektronov iz elektronske ovojnice atoma. Pred začetkom pospeševanja se ioni 
ustvarijo v posebni vakuumski komori. Največkrat se ustvarijo z visokim električnim 
ali magnetnim poljem, manjkrat pa z laserskim obsevanjem. Ioni nato vstopijo v 
pospeševalnik. Po osnovni zgradbi se pospeševalniki delijo na tri različne tipe: 
 Linearni pospeševalnik, 
 Ciklotronski pospeševalnik in  
 Sinhrotronski pospeševalnik. 
Zgoraj našteti pospeševalniki so samo trije osnovni, vendar pa obstaja več 
različnih kombinacij med njimi. Ko ioni dosežejo zadostno energijo se prenesejo do 
sistema za dovajanje doze, ki nato usmeri dozo v pacienta. 
2.1  Linearni pospeševalnik 
Linearni pospeševalnik sestavljajo zaporedno postavljene naprave, ki 
pospešujejo ione do končne energije. Ioni na poti pospeševanja vsako napravo 
preletijo samo enkrat, zato je njihova največja energija omejena z dolžino 
pospeševalnika. Obstaja možnost, da naprave selektivno prižigamo in ugašamo glede 
na željeno končno energijo in s tem reguliramo energijo ionov (slika 2.1).  
Linearni pospeševalnik je sestavljen iz: koncentratorja in radiofrekvenčne 
kavitacije. 
Zaradi zaporedno postavljenih naprav so ti pospeševalniki dolgi in so bili do 
pred kratkim neuporabni za medicinske namene, ker so zavzeli preveč prostora. Z 
napredkom tehnologije pa postajajo vedno manjši in  uporabni v medicini. Ker so 
linearni pospeševalnik zmožni rekonfiguracije v nekaj deset mikro sekundah se bodo 
uporabljali za adaptivno zdravljenje rakavih tkiv (npr. tumor na pljučih spreminja 
  
pozicijo med dihanjem, zato je potrebno spremljati njegovo pozicijo in prilagajati 
parametre pospeševalnika v realnem času) [3]. 
 
Slika 2.1:  Zgradba linearnega pospeševalnik [4] 
2.1.1  Koncentrator 
Koncentrator je naprava, ki je vedno postavljena takoj za izvorom ionov. 
Koncentrator ione usmeri in pospeši oziroma zavre, da iz njih nastanejo »paketi« 
ionov, ki se bodo nato pospeševali.  
Na sliki 2.2 je prikazan model koncentratorja. Ioni vstopijo v močno izmenično 
električno polje. Če je ion prehiter ga koncentrator upočasni, če pa je prepočasen pa 
pospeši. Tako se oblikujejo »paketi« ionov, ki se bodo nato pospeševali do željene 
energije. 
Močno izmenično električno polje se ustvari v posodah iz Nobelija. Posodo iz 
Nobelija se ohladi s tekočim Helijem, ki ima temperaturo približno 4 K, da se 
Nobelij spremeni v superprevodnik. S superprevodnostjo se doseže veliko električno 
polje z zelo malo izgubani. Frekvenco električnega polja se določi glede na obliko 
posode iz Nobelija, da se doseže resonanca, saj se s tem močno poveča električno 
polje [5]. 
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Slika 2.2:  Zgradba koncentratorja [6] 
2.1.2  Radiofrekvenčna kavitacija 
Kavitacija deluje na enakem principu kot koncentrator, s to razliko, da je v 
serijo postavljenih več posod iz Nobelija. Linearno s številom posod narašča tudi 
dolžina radiofrekvenčne kavitacije in tudi energija delca. Zaradi omejitve dolžine pri 
transportu radiofrekvenčnih kavitacij se naprave razdeli na več manjših naprav. Za 
pravilno delovanje je potrebna sinhronizacija med napravami, za kar skrbi časovni 
kontrolni sistem, ki meri hitrost delca in nastavlja frekvenco električnega polja.  
Na sliki 2.3 je prikazan model kavitacije. 
 
 




2.2  Sinhrotron 
Na sliki 2.4 je prikazan model sinhrotronskega pospeševalnika. Ione se ustvari 
v izvoru ionov, nato se jih koncentrira v pakete in vstavi v sinhrotronski 
pospeševanik. 
 Radiofrekvenčni resonatorji začnejo pospeševati ione do željene energije. 
Vsak krog, ko gredo nabiti delci skozi RF – resonator jih ta pospeši in s tem poveča 
njihovo energijo. Ko ioni dosežejo željeno energijo se RF - resonator ugasne in ion 
zapusti sinhrotronski pospeševalnik. V primeru, da naprave v prenosni liniji še niso 
pripravljene na prenos ionov do pacienta se lahko ioni »shranijo« v sinhrotronu brez  
izgube energijo.  
Za usmerjanje ionov po sinhrotronu se uporablja dipolne magnete, ki z močnim 
magnetnim poljem ustvarijo silo na ione, ti pa zavijejo v željeni smeri (enačba (1.1)). 
Po zavijanju ionov se zaradi močnega magnetnega polja spremeni oblika »paketa« 
ionov zato je potrebno »paket« ionov uravnati. Z kvadrupolnimi magneti se »paket« 
ionov uravna na prejšnjo stanje.  
Dobra lastnost sinhrotronov je, da lahko sinhrotron po pospeševanju shrani 
ione v sinhrotronskem krogu, pri tem pa se bo ohranila energija ionov. Možno je tudi 
pospeševanje več »paketov« ionov naenkrat, vendar pa bodo imeli vsi »paketi« ionov 
enako končno energijo.  
Za ione z drugačno energijo se mora sinhrotronski krog z »paketi« ionov 
najprej sprazniti in šele nato lahko prične z ponovnim pospeševanjem novih ionov na 
željeno novo energijo. Frekvenca obhoda »paketa« ionov je odvisna od teže in 
energije ionov ter polmera sinhrotrona.  
Za pospeševanje s sinhrotronom je potrebno sinhronizirati hitrost delca in 
magnetno polje v magnetnih navitjih ter frekvenco v radiofrekvenčnih resonatorjih.  
Zato sinhrotron potrebuje sinhronizacijski sistem, ki se mora odzvati v realnem času 
in nastaviti tok na kvadrupolnih in dipolnih magnetnih navitjih ter frekvenco na RF - 
resonatorjih [8].  
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Slika 2.4:  Skica sinhrotrona [9] 
2.2.1  Kvadrupolni magnet 
Kvadrupolni magnet z magnetnim poljem fokusira ione med napravami v 
pospeševalniku. Sestavljen je štirih magnetnih polj, ki ustvarijo močno magnetno 
polje.  
Na sliki 2.5 je prikazan model magneta. S sivo barvo je označeno 
feromagnetno jedro magneta, navitja so označena z rdečo barvo in si zaporedoma 
sledijo, da ustavjajo magnetno polje, ki je prikazano z modro barvo. Trajnih 
magnetov v kvadrupolnih magnetih ne uporabljamo saj gre za izjemno močna 
magnetna polja in bi takšna močna polja težko dosegli in tudi regulacija magnetnega 
polja zaradi različnih energij ionov ne bi bila mogoča.  
 
Slika 2.5:  Shema kvadrupolnega magneta: siva barva – feromagnetno jedro, rdeča barva – navitja in 
modra barva – silnice magnetnega polja [10] 
Zaradi histerezne zanke feromagnetnih materialov, je potrebno pred začetkom 
uporabe magnet peljati po histerezni zanki do najvišje in nato do nanižje točke na 
magnetilni krivulji. To služi kot umerjanje pred začetkom delovanja magneta, da ne 
bi prišlo do proizvajanja napačnega magnetnega polja ob enakem toku. 
  
 Zaradi nekaj sto amperov toka v navitjih magnetov se v navitjih sprošča veliko 
energije v obliki toplote. Če se toplote ne odvaja je možnost, da se navitja pregrejejo 
s tem poslabša izolacija in življenska doba magneta. V najslabšem primeru, bi se 
navitja lahko stalila. Zato magnete hladimo, ponavadi je najučinkovitejše in 
stroškovno najbolj racionalno vodno hlajenje. Na sliki 2.6 je prikazan kvadrupolni 
magnet in cevi za vodno hlajenje. 
 
Slika 2.6:  Hlajenje kvadrupolnega magneta 
 
2.2.2  Dipolni magnet 
Dipolni magnet se uporablja za usmerjanje ionov v pospeševalniku in prenosni 
liniji ter za fino regulacijo energije ionov prenosni liniji.  
Sestavljen je iz dveh magnetov z nasprotnim polom. Na sliki 2.7 je prikazan 
model dipolnega magneta, kjer se pot delca zaradi magnetne sile ukrivi (enačba 
(1.1)).  
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Slika 2.7:  Model dipola 
Vsi ioni v paketu niso pospešeni na enako energijo in posledično imajo tudi 
različne hitrosti. Ob zavijanju zaradi različnih hitrosti nanje delujejo različne sile, 
zato se oblika paketa spremeni. V večini primerov je to slabo in moramo zatem 
narediti korekcijo s kvadrupolnim magnetom. Pri fini regulaciji energije pa je to 
prednost saj tiste ione, ki so preveč ali premalo pospešeni zaradi sile izstopijo na 
skrajnih robovih magneta. Ioni, ki so izstopili na skrajnih robovih magneta nimajo 
prave energije in se absorbirajo v napravi za oblikovanje žarka. 
Prav tako kot pri kvadrupolnem magnetu je potrebno tudi tukaj odvajati 
energijo in pred začetkom delovanja iti po histerezni krivulji. 
 
 
Slika 2.8:  Ukrivljanje ionov v dipolu 
  
 
2.3  Ciklotron 
Ciklotron je pospeševalnik, ki je zgrajen v enem kosu. Sestava in pospeševanje 
ciklotrona se močno razlikuje od lineranega pospeševalnika in sinhrotronskega 
pospeševalnika. V osnovi je zgrajen iz dveh bakrenih polkrožnih polovic in  
močnega magnetnega polja. (slika 2.9). Na bakreni plošči je priključen izmenični 
napetostni vir, ki proizvaja električno polje. Ion vstopi na sredini ciklotrona v vrzeli 
med bakrenima ploščama. Zaradi električnega polja elektron pospešuje po enačbi 
(1.1). Ko doseže rob plošče ga magnetno polje zakrivi  za 1800 in obrne nazaj proti 
vrzeli. Ko delec ponovno pride do vrzeli med bakrenima ploščama pospeši po 
enakem postopku kot prej, vendar je sedaj električno polje v nasprotni smeri (v smeri 
gibanja delca). Delec pospešuje do končne hitrosti nato pa zapusti ciklotron s končno 
energijo. 
Naprava zavzame manj prostora od preostalih dveh pospeševalnikov in je zato 
velikokrat uporabljena za pospeševanje delcev v medicini. Vendar pa zaradi svoje 
kompaktnosti tehta nekaj 100 ton (odvisno od energije), zato je popravilo oziroma 
zamenjava ciklotrona zelo težka. Končne energije delca se zaradi fizičnih ovir ne 
more poljubno nastavljati. Zato se za regulacijo energije delca v ciklotronskem 
sistemu uporablja dodatna naprava v prenosni liniji imenovana regulator energije. 
[8]. 
 
Slika 2.9:  Skica ciklotrona [9] 
2.3  Ciklotron 25 
 
2.3.1  Regulator energije 
Globino pronicanja elektrona v tkivo se regulira z energijo iona. Na sliki 2.10 
je prikazano pronicanje ionov skozi vodo pri različnih energijah. Za zmanjšanje 
hitrosti iona se uporabljajo namenske naprave, ki jih imenujemo regulator energije. 
 
Slika 2.10:  Pronicanje protonov skozi vodo [11] 
Regulator energije je naprava, ki zniža energijo iona na željeno vrednost. 
Znižanje energije je potrebno pri ciklotronu in nekaterih drugih kombinacijah 
pospeševalnikov, saj je  izstopna energija iz pospeševalnika vedno najvišja možna 
izstopna energija.  
Regulator je največkrat  sestavljen iz grafitnega materijala različne debeline. 
Ioni z veliko energijo pronicajo skozi materijal. Z večanjem debeline materijala ioni 
izgubijo več energije hkrati pa se z večanjem materijala »paket« ionov tudi bolj 
razprši. Na sliki 2.11 lahko vidimo več različnim načinov diskretnih in zveznih 
vstavljanj grafitnega materijala na poti paketa ionov. 
  
 
Slika 2.11:  Različne izvedbe regulatorjev energije
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3  Kontrolni sistem protonske terapije 
Kontrolni sistem protonske terapije je porazdeljen kontrolni sistem, kar 
pomeni, da je sestavljen iz več različnih kontrolnih sistemov. Na sliki 3.1 je 
prikazana zgradba kontrolnega sistema in njegovi podsistemi. Glavni kontrolni 
sistem, ki upravlja z vsemi podsistemi se imenuje nadzorni sistem  protonske terapije 
– TCS (ang. Treatment Control System).  
Nadzorni sistem protonske terapije najprej pridobi načrt zdravljena iz 
onkološke baze - OIS (ang. oncology information system) za vsakega pacienta. V tej 
bazi so shranjeni vsi podatki o poteku zdravljenja in trenutnem stanju pacienta, kakor 
tudi o načrtu zdravljenja za vsako terapijo.  
Ko je pacient pripravjen na zdravjenje se najprej preveri identiteta in pozicija 
pacienta na mizi. Pacienta se slika z rentgenom in nato poravna s slikami 
računalniške tomografije - CT. Za slikanje in preverjanje identitete poskrbi 
podsistem imenovan Imaging&Registration. Slike iz računalniške tomografije TCS 
pridobi iz baze slik - PACS (picture archiving and communication server). 
Po poravnanju pacienta in slik ter določitvi točne pozicije tumorja se z 6 osnim 
robotom pacienta poravna na pravilno mesto, ki ga določi TCS. Za pravilno 
postavitev robota skrbi kontrolni sistem Motion na sliki 3.1. 
Nato začne TCS s procesom zdravljenja. Kontrolnemu sistemu pospeševalnika 
– ACS (ang. accelerator control system) sporoči energijo, velikost delca in smer 
potovanja žarkov v pacienta.  Pospeševalnik začne s pospeševanjem delcem do 
ustrezne energije. Ko pospeševalnik pospeši protone na zahtevano energijo se  
prenesejo do kontrolnega sistema za dovajanje doze (ang. Dose delivery system), ki 
usmeri protone v pacienta. 
Med celotnim potekom zdravjenja za varnost skrbi varnostni kontrolni sistem 
(ang. Safety system). 
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Slika 3.1:  Zgradba kontrolnega sistema za protonsko terapijo 
Na sliki 3.1 je prikazan  kontrolni sistem za zdravljenje raka. V fazi nastavitve 
in zagona pospeševalnika ter prenosne linije v večini primerov, še niso vzpostavljeni 
vsi podsistemi, zato nadzorni sistem protonske terapije ne more delovati. Za potrebe 
umerjanja in testiranja pospeševalnika bo v nadaljevanju opisan simulator, ki bo 
nadomeščal TCS. Prednost simulatorja bo, da bo deloval brez podkomponent, vendar 
se bo do kontrolnega sistema pospeševalnika obnašal, kot nadzorni sistem protonske 
terapije. 
3.1  Kontrolni sistem pospeševanika 
Na sliki 3.2 je shema kontrolnega sistema pospeševalnika. Kontrolni sistem je 
sestavljen iz 3 nivojev:  
 prezentacijski nivo,  
 servisni nivo in  
 nivo za vtičnike. 
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Slika 3.2:  Shema kontrolnega sistema pospeševalnika 
Prezentacijski nivo se uporablja za interakcijo z uporabnikom, ko se napravo 
kalibrira in nastavlja. Poleg samega prikazovanja in vnašanja podatkov se ob 
prekoračitvi zgornje ali spodnje meje vrednosti sproži alarm. Če pride do napak na 
vtičniškem ali servisnem nivoju, prezetacijski nivo uporabnika obvesti o napaki ter 
zapiše napako v bazo. Prezentacijski nivo v fazi kalibracije in nastavitve 
pospeševalnika služi za vnos in prikaz podatkov, ko pa pospeševalnik začne 
obratovati v režimu zdravljenja pacienta z rakavim tkivom pa uporabniški vmesnik 
omogoča samo prikazovanje, vnos prametrov in upravljanje s pospeševalnikom pa je 
onemogočeno. 
V servisem nivoju so aplikacije in serverji, ki skrbijo za pretok podatkov. 
Skrbijo za komunikacijo med vtičniki, komunikacijo med  uporabniškim vmesnikom 
in vtičnikom in komunikacijo z zunanjim kontrolnim sistemom. Poleg pretoka 
informacij je v servisnem nivoju shranjena konfiguracija in izvorna koda vsakega 
vtičnika.  
Vtičniški nivo je namenjen integraciji posameznih naprav pospeševalnika in 
prenosne linije v kontrolni sistem, ter za komunikacijo z fizično napravo. Po potrebi 
vtičniški nivo skrbi tudi za časovno usklajenost vseh naprav in senzorjev. 
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Kontrolni sistem pospeševalnika v režimu zdravljenja prejema podatke o 
velikosti in energiji »paketa« ionov od TCS-ja. Na sliki 3.2 je TCS prikazan z svetlo 
rdečo barvo in lahko vidimo, da TCS pošilja podatke na Alokator, ki je edina 
kompenenta v kontrolnem sistemu, ki dovoljuje povezavo z TCS. 
 
3.2  Alokator 
Alokator je naprava, ki med zdravjenjem skrbi za komunikacijo med TCS in 
ACS. Poleg komunikacije alokator poskrbi, da v času zdravjenja pacienta nobene 
naprave integrirane v kontrolni sistem pospeševalnika ni mogoče upravljati drugače 
kot preko alkoatorja. Lahko rečemo, da alokator »zaklene« vtičnike. Ta lastnost je 
pomembna saj med zdravljenjem ACS ne sme dopustiti, da bi lahko uporabnik ali 
drug kontrolni sistem spreminjal parametre in s tem ogrozil zdravljenje pacienta. 
Simulator TCS-ja, ki je predmet tega dela deluje kot zunanji kontrolni sistem, 
zato bo poudarek opisa alokatorja na zunanji komunikaciji. 
3.2.1  Zunanja komunikacija 
Komunikacija z drugimi napravami, ki niso znotraj ACS-ja poteka samo preko 
alokatorja. Alokator z drugimi napravami komunicira po protokolu ZeroMQ [12]. 
Možna sta dva načina komunikacije: zahteva/odgovor (ang. request/response) in 
samodejno obvestilo. Vse zahteve in parametri so zapisani v JSON formatu in so tipa  
CamelCase. Vsaka zahteva je sestavljena iz:  
 tipa zahteve,  
 ID zahteve in  
 Parametrov. 
Vrsta parametra in število je odvisno od zahteve in dizajna pospeševalnika ter 
prenosne linije.  
Vsak odgovor na zahtevo pa vsebuje:  
 tip odziva,  
 ID zahteve,  
 status, 
 besedilo napake in 
 rezultat. 
ID zahteve je naključno generiran niz, ki je enak za zahtevo in njen odgovor. S 
tem TCS točno ve na katero zahtevo se nanaša odgovor. Posamezne zahteve in 
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odgovori na zahteve ter samodejni odgovor iz alokatorja so razloženi v tabelah od 
3.1 do 3.7. 
 
Zahteva/odgovor 
Tip zahteve: RequestAllocation 
Zahteva za alokacijo je prvi ukaz, ki ga pošljemo z nadzornega sistema za protonsko 
terapijo – TCS v kontrolni sistem pospeševalnika – ACS. Če pred tem pošljemo 
katero drugo zahtevo, razen GetStatusReport, jo bo alokator ignoriral. Alokator  
takoj po prejemu komande odgovori nanjo in začne alocirati vtičnike.  
Paramter: Tip: Opis: 
RoomId Celo število Številka sobe. 
Mode Niz Načini delovanja v katerih 
lahko delujejo vtičniki: 
 SERVICE, 
  ENGINEERING,  
 QA,  
 CLINICAL. 
DeviceSet Niz Set vtičnikov, ki jih želimo 
alocirati in so specificirani v 
konfiguraciji alokatorja. 
UserParameters Objekt Konfigurabilni uporabniški 
parametri, ki so določeni z 
dizajnom pospeševalnika in 
prenosne linije. 
Rezultat: Tip: Opis: 
AllocationId Niz Edinstven zgeneriran ključ za 
komunikacijo z alokatorjem. S 
tem preprečimo, da druga 
naprava ne more dostopati do  
komponent ACS-ja.  
KeepAliveTimeout Celo število (sekunde) Čas določen v konfiguraciji 
alokatorja, ki pove zgornjo 
mejo ponastavljanja časovnika 
za povezavo v alokatorju.  
Tabela 3.1:  Parametri in rezultat na zahtevo RequestAllocation 
 
Tip zahteve: ResetAllocationTimeout 
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Alokator ima pri povezavi z TCS-jem posebno varovalo, da v primeru, ko bi prišlo 
do napake na TCS-ju samodejno prekine alokacijo. Varovalo je časovnik, ki šteje 
koliko sekund je minilo od zadnje zahteve za alokacijo oziroma, kdaj je bil časovnik 
nazadnje ponastavljen. Če čas v časovniku preseže vrednost zapisano v konfiguraciji 
alokatorja se povezava med alokatorjem in TCS samodejno prekine.  
Paramter: Tip: Opis: 
AllocationId Niz Edinstven ID alokacije. 
Tabela 3.2:  Parameter za zahtevo ResetAllocation 
 
Tip zahteve: PrepareControlPoints 
Alokator po uspešno izvedeni zahtevi za alokacijo je pripravljen na sprejem 
kontrolnih točk. Pošiljanje kontrolnih točk se izvaja asinhrono in je radzeljeno na dva 
dela glede na tip pospeševalnika: 
 Pospeševalniki potrebujejo vse kontrolne točke v naprej. 
 Pospeševalnik potrebuje samo eno kontrolno točko – v tem primeru se lahko 
pošlje prazna tabela.  
Alokator na to zahtevo odgovori z odgovorom, vendar status kontrolnih točk 
bo vrnjen kot samodejno obvestilo v JSON objektu PrepareControlPoints 
(tabela 3.7). 
Parameter: Tip: Opis: 
AllocationId Niz Edinstven ID alokacije. 
ControlPoints Polje objektov Kontrolna točka je definirana z 
dizajnom pospeševalnika in 
prenosne linije.  Kontrolna 
točka je JSON objekt znotraj  
pa se nahaja en ali več 
podatkovnih tipov. 
GeneralParameters Objekt Generalni parametri se 
uporabljajo za prenos splošnih 
informacij. Parameter je JSON 
objekt sestavljen iz enega ali 
več različnih tipov in je 
definiran v dizajnu 
pospeševalnika in prenosne 
linije. 
Rezultat: Tip: Opis: 
OperationalId Niz Procesni ID omogoča sistemu, 
ki je poslal zahtevo, da ve na 
3.2  Alokator 35 
 
katero poslano zahtevo se 
nanašajo informacije. 
Tabela 3.3:  Parametri in odgovor na zahtevo PrepareControlPoints  
 
Tip zahteve: SelectControlPoint 
S to zahtevo pošljemo samo eno specifično točko vsem napravam v ACS-ju. Zahtevo 
lahko pošljemo šele po uspešno poslani zahtevi za pripravo kontrolnih točk (tabela 
3.3). Ker točnega časa med zahtevami ne moremo določiti se zahteva pošilja 
asinhrono. Če pošljemo več kontrolnih točk zaporedoma se bo upoštevala samo 
zadnja uspešno prejeta kontrolna točka. Alokator na to zahtevo odgovori z 
odgovorom, vendar status kontrolnih točk bo vrnjen kot samodejno obvestilo v JSON 
objektu SelectControlPoint (tabela 3.7). 
Parameter: Tip: Opis: 
AllocationId Niz Edinstven ID alokacije. 
ControlPoint Objekt Kontrolna točka je definirana z 
dizajnom pospeševalnika in 
prenosne linije.  Kontrolna 
točka je JSON objekt znotraj  
pa se nahaja en ali več 
podatkovnih tipov. 
Rezultat: Tip: Opis: 
OperationalId Niz Procesni ID omogoča sistemu, 
ki je poslal zahtevo, da ve na 
katero poslano zahtevo se 
nanašajo informacije. 
Tabela 3.4:  Parametri in odgovor na zahtevo SelectControlPoints 
 
Tip zahteve: GetStatusReport 
Z ukazom GetStatusReport alokator med delovanjem vrne trenutne vrednosti 
parametrov. Ta ukaz je edini, do katerega lahko dostopa kontrolni sistem, ki je 
alociral in tudi kontrolni sistem, ki ni alociral, da pridobi podatke o trenutni alokaciji. 
Rezultat: Tip: Opis: 
Allocations Polje objektov Alokator vrne polje vseh 
alokacij z vsemi podatki o 
trenutni alokaciji. 
Tabela 3.5:  Odgovor na zahtevo za GetStatusReport 
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Tip zahteve: RevokeAllocation 
Preklic alokacije je vedno zadnja zahteva, ki se pošlje alokatorju. S preklicom 
končamo alociranje vtičnikov in alokatorja, ter dopustimo drugim kontrolnim 
sistemom dostop do alokatorja in naprav integriranih v ACS.  
Parameter: Tip: Opis: 
AllocationId Niz Edinstven ID alokacije. 




Samodejni odgovor vsebuje trenutne informacije o alokaciji in se pošlje:  
 ko je narejena nova alokacija,  
 ponastavljen časovnik in  
 ko se spremenijo informacije o alokaciji. 
Rezultat: Tip: Razlaga: 
AllocationId Niz Edinstven ID alokacije. 
AllocationStatus Niz Možni je pet različnih statusov: 
 QUEUED – zahtevana 
alokacija se ne izvaja, 
ker se trenutno že 
izvaja druga, 
 TIMEOUT – časovnik 
se ni pravočasno 
ponastavil, 
 PENDING – alokacija 
v teku, 
 COMPLETED – 
alokacija uspešno 
zaključena, 
 Error – alokacija ni 
bila uspešna. 
ErrorStatus Niz Koda napake alokacije. Če je 
zahteva uspešno izvedena je ta 
niz prazen, drugače pa vrne 
status napake. 
ErrorText Niz Razalga napake.  
PreparationStatus Objekt Podrobnejši opis objekta v 
tabeli 3.8. 
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PreparedControlPoints Polje objektov Kontrolna točka je definirana z 
dizajnom pospeševalnika in 
prenosne linije.  Kontrolna 
točka je JSON objekt znotraj  
pa se nahaja en ali več 
podatkovnih tipov. 
SelectionStatus Objekt Podrobnejši opis objekta v 
tabeli 3.8. 
SelectedControlPoint Objekt Kontrolna točka je definirana z 
dizajnom pospeševalnika in 
prenosne linije.  Kontrolna 
točka je JSON objekt znotraj  
pa se nahaja en ali več 
podatkovnih tipov. 
RoomId Celo število Številka sobe, ki je določena ob 
zahtevi za alokacijo. 
Mode Niz Trenutni način delovanja 
vtičnikov. 
DeviceSet Niz Ime seta vtičnikov, ki  so 
trenutno alocirani. 
UserParameters Objekt Nastavljeni uporablniški 
parametri v vtičnikih določeni v 
dizajnu pospeševalnika in 
prenosne linije. 
DeviceErrors Polje objektov Podrobnejša razlaga objekta v 
tabeli 3.8. 
Tabela 3.7:  Rezultat pri samodejnem odgovoru 
 
Status kontrolnih točk 
Med izvajanjem ukazov PrepareControlPoints in SelectControlPoint 
se status izpisuje v posebej zato namenjenem JSON objektu. Objekt se pošlje ob 
vsakem samodejnem odgovoru. 
Rezultat: Tip: Razlaga: 
State Niz Možna so tri različna stanja: 
 NotStarted– ukaz se še 
ni začel izvajati, 
 Ongoing – ukaz se 
izvaja, 
 Completed – uspešen 
zapis kontrolnih točk. 
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OperationalId Niz Procesni ID omogoča sistemu, 
ki je poslal zahtevo, da ve na 
katero zahtevo se nanašajo 
informacije. 
Status Niz Status kontrolnih točk. 
ErrorText Niz Obrazložitev napake. 
Tabela 3.8:  Status pri pripravljanju  kontrolnih točk in izbiri kontrolne točke 
 
Napake vtičnikov 
V primeru napake na vtičniku med izvajanjem zahtev RequestAllocation, 
PrepareControlPoints in SelectControlPoint se napaka zapiše v polje 
JSON objektov za vsako napako na vtičniku. Polje objektov se pošlje ob vsakem 
samodejnem odgovoru, če je polje prazno pomeni, da ni napake na vtičnikih. 
Rezultat: Tip: Razlaga: 
Naprava Niz Ime vtičnika. 
Status Niz Status napake. 
Besedilo napake Niz Obrazložitev napake. 
Tabela 3.9:  Napake vtičnikov 
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4  Simulator nadzornega sistema protonske terapije 
Simulator je bil razvit za potrebe testiranja in umerjanja pospeševalnika ter 
prenosne linije. Zgrajen je bil v okolju LabView - LV. Odločitev za programiranje je 
bilo več: predpoznavanje okolja in funkcij, vsi vtičniki kontrolnega sistema 
pospeševalnika so narejeni v Labview kakor tudi že delujoč programski okvir (ang. 
framework). 
LV je grafično programsko okolje razvito s strani podjetja Nationa Instruments  
- NI. Uporaben je tako za industrijske aplikacije, kot tudi za razvojno – raziskovalne 
aplikacije v znanosti. Prednost grafičnega programskega jezika je, da je hitro učljiv 
in ima dobro grafično predstavo programerja. LV ponuja tudi možnost, da v realnem 
času spremljamo potek programa brez, da bi program prevedli, kar skrajša čas 
razvoja in omogoča prikaz izvajanja programa v realnem času. Največ se LV 
uporablja pri merilnih sistemih, saj večina proizvajalcev merilne opreme poleg 
strojne opreme razvije tudi programski vtičnik v LV. NI poleg programske opreme 
ponuja tudi svoje merilne kartice in različne adapterje za komunikacijo. 
Programski okvir (ang. framework) MADIE je bil namensko razvita nadgradja 
osnovnih funkcionalnosti LV za integracijo naprav v kontrolni sistem 
pospeševalnika. 
4.1  MADIE 
MADIE (ang. modular accelerator device integration environment) je 
namensko razvit programski okvir (ang. framework) podjetja Cosylab. V večini se 
uporablja za integracijo naprav v ACS in občasno tudi za programiranje namenskih 
aplikacij. MADIE je objektno zasnovan programski okvir, kar omogoča, da 
gnezdimo objekte v naš program. Vsak objekt vsebuje različne programske 
funkcionalnosti (komunikacijske, procesne, konfiguracijske, ...) (slika 4.1).  
 
40 4  Simulator nadzornega sistema protonske terapije 
 
 
Slika 4.1:  Funkcionalnosti v MADIE 
 
Z gnezdenjem objektov dobimo funkcionalnosti iz višjih gnezdenih objetov v 
nižji objekt. To mogoča, večjo preglednost programa in deljenjem programa na več 
objetov. Deljenje na več objetov omogoča lažje odkrivanje napak in razdrobitvijo 
programa na več manjših podprogramov. S tem se delo porazdeli med posamezne 
skupine programerjev, kjer vsaka skupina programira en objekt. Na koncu pa 
gnezdijo posamezne objekte in v najnižje gnezdenem objektu so funkcionalnosti 
višjih gnezdenih objektov.  
Na sliki 4.2 je prikazano gnezdenje objektov v MADIE. Najvišji objekt se 
imenuje Base Plugin in v njem so definirana vsa možna stanja in prehodi med stanji 
(slika 4.3). Objekt Base Plugin je gnezden v objektu HFCIM_Base in Base Service. 
Objekt HFCIM_Base je namensko zgrajen objekt za komunikacijo z asinhronim 
časovnikom. Objekt TCSsim je namenjen za programiranje simulatorja ter gnezdi 
objekt HFCIM_Base. V nadaljevanju bo z besedo »simulator« poimenovan objekt 
TCSsim. 
Objekt Base Service vsebuje osnovne funkcionalnosti vseh servisov, ki se 
uporabljajo v MADIE in je nato gnezden v objektih za servise. Servisi, ki so 
integrirani v MADIE so:  
 UA Manager Service – po potrebi vzpostavitev OPC UA serverja in 
pisanje ter branje spremenljivk iz OPC UA serverja, 
 HDDS server - sprejemanje in oddaja podakov na HDDS server (ang. 
high speed data distribution server). Zelo hiter server, ki skrbi za 
pretok podatkov, 
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 ZMQ Client - komunikacija ZeroMQ se uporablja za komunikacijo z 
alokatorjem ko se alocira vtičnike, 
 Watchdog service – nadzor vseh objetov, da delujejo znotraj časovnih 
okvirjev, 
 Logging service – zapisovanje podatkov o stanju vtičnika in servisov v 
dnevnik. Možnost zapisovanja je v datoteku, na HDDS server ali na 
poseben server, 
 File service -  skrbi za branje datotek. 
 
Komunikacija med objekti poteka v obliki namenskih sporočil imenovanih MADIE 
sporočila. Da sporočila pravilno potujejo od naslovnika do prejemnika skrbi objekt 
Message Class. 
Za dinamičnen razvoj programa in servisov se uporablja objekt Launcher. Ta 
poskrbi, da se vsi objekti pravilno zaženejo in naloži pravilna konfiguracija v razvoju 
simulatorja. Na sliki 4.2 so objekti, ki so del MADIE programskega okvirja 
obrobjeni z rdečo barvo, objekti, ki so bili zgrajeni namensko za delovanje 




Slika 4.2:  Gnezdenje objektov v MADIE 
 
 Stanja in prehodi med stanji v MADIE so definirani v Base Plugin in prikazani 
na sliki 4.3. Poleg vseh stanj pa obstaja v objektih, ki gnezdijo objekt Base Plugin še 
posebno stanje za sprejem sporočil iz Message Class objekta. To stanje se imenuje 
Proces User Command. V primeru, da je prejeto sporočilo, program takoj začne z 
izvajanjem tega stanja. Če pride več sporočil hkrati je narejen tudi vrsta FIFO (ang. 
first in first out), ki shrani vsa prejeta sporočila do obdelave. Večina sporočil je 
poslana s servisov in drugih vtičnikov, možnost pa je tudi, da vtičnik sam sebi pošlje 
sporočilo v Process User Command.  
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Slika 4.3:  Stanja in prehodi med stanji 
4.2  Zahteve 
Simulator se bo uporabljal za testiranje programske opreme pospeševalnika, 
vendar zaradi uporabe v različnih projektih mora izpolnjevati naslednje lastnosti: 
Komunikacija z alokatorjem: 
 Povezava TCP/IP z alokatorjem – povezava se bo uporabljala za 
komunikacijo med alokatorjem in simulatorjem. Delovala bo po 
protokolu ZeroMQ, zahteve pa bodo sestavljene kot je opisano v 
poglavju 3.2.1  Zunanja komunikacija, 
 Simulator samodejno ponastavlja časovnik za komunikacijo opisan v 
tabeli 3.2. Časovnik se ponastavlja na interval izračunan iz parametra 
zapisanega v konfiguraciji simulatorja pomnožen s parametrom 
KeepAliveTimeout, ki se dobi kot rezultat na zahtevo 
RequestAllocation, 
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 Imena in vrednosti parametrov: UserParameters, GeneralParameters 
in ControlPoints morajo biti nastavljive v nastavitvah simulatorja. 
Komunikacija z uporabniškim vmesnikom: 
 Vzpostavitev ter pisanje in branje sprejemljivk na OPC UA server – 
uporabnik bo s simulatorjem komuniciral tako, da bo pisal 
spremenljivke na OPC UA server.  
 Simulator vsakič, ko dobi parameter osveži spremenljivke na OPC UA 
serverju 
 Simulator mora od uporabnika sprejeti naslednje zahteve: 
o RequestControlPoint – uporabnik zateva, da simulator pošlje 
alokatorju zahtevo za začetek alokacije, 
o PrepareControlPoints – uporabnik zateva, da simulator pošlje 
kontrolne točke alokatorju, 
o SelectControlPoint – uporabnik zateva, da simulator pošlje 
izbrano točko do alokatorja, 
o RevokeAllocation – uporabnik zateva, da simulator prekliče 
trenutno alokacijo, 
o GetStatusReport – uporabnik zateva, da simulator dobi podatke 
o trenutni alokaciji in trenutne vrednosti parametrov, 
 Simulator mora odgovoriti na vsako prejeto zahtevo z enim izmed 
odgovorov: EXECUTING, REJECTED, COMPLTED, FAIL, 
 Simulator mora vse parametre, ki jih prejme od alokatorja zapisati na 
OPC UA server. 
 Simulator za zahteve RequestAllocation, 
PrepareControlPoints in SelectControlPoint izpisuje na 
uporabniškem vmesniku trenutni status in v primeru napake se binaren 
indikator obarva rdeče, drugače je zelen, 
 Trenuten status simulatorja se mora izpisovati na OPC UA 
spremenljivko, 
 Imena OPC UA spremenljivk za kontrolne točke morajo biti nastavljiva 
v nastavitvah vtičnika – zaradi uporabe v različnih projektih mora 
simulator dopuščati nastavljivo ime za OPC UA spremenljivke, 
 Vse spremenjivke, ki se pišejo na OPC UA server morajo imeti 
nastavljivo pripono in predpono – simulator bo namenjen širši uporabi 
na več projektih, zato zaradi različne konvencije poimenovanja mora 
imeti nastavljive pripone in predpone. 
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Splošne zahteve simulatorja: 
 Za potrebe testiranja celotnega ACS-ja mora omogočati tudi povezavo 
namenskih programov za testiranje programske opreme, 
 Za operaciji PrepareControlPoints in 
SelectControlPoint mora simulator meriti čas operacije ter ju 
izpisovati kot spremenjivko na OPC UA server, 
 Zgornje število branj sporočil iz alokatorja v enem ciklu mora biti 
omejeno v nastavitvah simulatorja 
 Maksimalen čas čakanja pri branju iz alokatorja je omejen v nastavitvah 
simulatorja 
 Če dimenzije polj kontrolnih točk  niso enake, simulator zavrne vse 
zahteve in z binearnim indikatorjem upozori uporabnika. 
4.3  Konfiguracija sistema 
Nastavljivi parametri se shranijo v konfiguracijsko datoteko, ki je v obliki 
JSON niza. Pred zagonom simulatorja, se parametri preberejo iz konfiguracijske 
datoteke v objektu FileService. Ko med izvajanjem programa potrebuje operacija 
parameter iz konfiguracijske datoteke, se ga zahteva v obliki MADIE sporočila. 
Objekt FileService po prejemu zahteve odgovori na zahtevo  z vrednostjo parametra. 
V tabeli 4.1 so zapisani konfiguracijski parametri, tipi parmetrov in razlaga. 
 
Ime parametra: Tip: Razlaga: 
AllocatorEndPointURL Niz IP naslov in komunikacijska vrata 
alokatorja. 
AllocatorId Niz ID alokatorja. 
UGCParam Niz JSON niz z definicijo parametrov: 
UserParameters, GeneralParameters in 
ControlPoints. 
KeepAliveTimeoutFactor Racionalno število Fakor za resetiranje časovnika za 
povezavo. 
ReplyTimeout Racionalno število Največji dovoljeni čas odgovora 
alokatorja. 
MaxZMQReadings Celo število Največje število prebranih odgovorov iz 
alokatorja v enem ciklu. 
AllocationPrefix Niz Predpona za OPC UA spremenljivke, ki 
se navezujejo na alokator. 
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PreparedCPPrefix Niz Predpona za OPC UA spremenljivke, ki 
se navezujejo na zahtevo 
PrepareControlPoints. 
SelectCPPrefix Niz Predpona za OPC UA spremenljivke, ki 
se navezujejo na zahtevo 
SelectControlPoint. 
PluginPrefix Niz Predpona za spremenljivke, ki se 
navezujejo na simulator. 
InfoSuffix Niz Pripona za OPC UA spremenljivke ki so 
informativnega značaja. 
StatusSuffix Niz Pripona za OPC UA spremenljivke, ki 
vsebujejo status. 
SetPointAppliedSuffix Niz Pripona za OPC UA spremenljivke, ki 
vsebujejo nastavljeno vrednost. 
Tabela 4.1:  Konfiguracijski parametri 
Konfiguracijski parameter UGCParam je JSON niz, ki nastavlja parametre v 
objektih: UserParameters, GeneralParameters in ControlPoints.  
Celoten JSON niz je sestavljen iz podnizov, kjer vsak podniz vsebuje 
informacijo o enem parametru.  
Podniz je sestavljen iz:  
 Imena parametra,  
 privzete vrednosti,  
 imena objekta in 
 imena OPC UA spremenljivke. 
Ime parametra se bo poslalo skupaj z vrednostmi parametra v alokator. Od imena 
objekta je odvisno v katerem izmed objektov se bo poslal parameter. Možna so tri 
imena objektov: GeneralParameters, UserParameters in ControlPoints. Če uporabnik 
med izvajanjem programa ne bo spremenil vrednosti se bodo v alokator poslale 
vrednosti zapisane v privzeti vrednosti. Privzeta vrednost je polje racionalnih števil. 
Če je ime objekta ControlPoints se bo za privzete vrednosti uporabilo vsa racionalna 
števila zapisana v polju. V primeru, da pa je ime objekta UserParameters ali 
GeneralParameters pa se bo kot privzeta vrednost zapisala samo prva vrednost v 
polju, ostale vrednosti pa bodo ignorirane. Ime OPC UA spremenljivke je poleg 
samega imena sestavljeno še iz predpone in pripone. 
Ob zagonu simulatorja se v stanju LeavingINIT prebere nastavitve iz 
konfiguracijske datoteke. Na sliki 4.4 je prikazano prevajanje iz JSON niza v polje, 
ki vsebuje gručo. V vsaki gruči je ime parametra, vrednost in ime spremenljivke na 
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OPC UA serverju. Če je privzeta vrednost v JSON nizu prazna se zapiše vrednost 0. 
Pravtako v primeru, da je polje RBValue prazno je ime OPC UA spremenljivke 
enako kot ime parametra. 
 
Slika 4.4:  Prevajanje JSON konfiguracijskega niza 
 
4.4  Komunikacija z uporabniškim vmesnikom 
Simulator je zgrajen v LV in programskem okvirju MADIE. MADIE s svojimi 
servisi poskrbi za nemoteno pisanje in branje OPC UA spremenljivk iz 
uporabniškega vmesnika. Komunikacija z uporabniškim vmesnikom poteka na dva 
načina: 
 Pošiljanje zahteve in odgovor na zahtevo in 
 Pisanje OPC UA spremenljivk na OPC UA server (poglavje 
4.6  Imena in osveževanje spremenljivk na OPC UA serverju). 
  
4.4.1  Pošiljanje zahteve in odgovor na zahtevo 
 
Pošiljanje zahtev lahko razdelimo v dve skupini: zahteve za nastavljanje 
paramterov in zahteve za proženje akcij na alokatorju. Zahteva se pošlje kot 1D – 
polje nizov in  je sestavljena iz:  
 edinstvenega ID,  
 imena uporabnika,  
 imena zahteve in  
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 dodatka (opcijsko). 
Sprejem in pošiljanje zahtev iz simulatorja poteka po naslednjem vrsten redu: 
1) Zahteva se sprejme v objektu UA Manager Service, 
2) S pomočjo objekta Message Class se pošlje sporočilo do objekta 
TCSsim (simulatorja), 
3) Objekt TCSsim sprejme sporočilo v Process User Command 
4) Simulator odgovori na sporočilo z: EXECUTING, COMPLETED, 
REJECTED, FAILED 
5) S pomočjo objekta Message Class se pošlje sporočilo iz objekta 
TCSsim v objekt UA Manager Service 
6) UA Manager Service odgovori uporabniškemu vmesniku 
Koraki od 4 do 6 se lahko večkrat ponovijo, saj se med izvajanjem programa večkrat 
spremeni status zahteve. V primeru ponavljanja odgovora se mora odgovor sklicevati 
na enako zahtevo. 
 
Zahteve za nastavljanje parametrov  
Alokator za pravilno alokacijo potrebuje več različnih parametrov, ki jih mora 
uporabnik preko uporabniškega vmesnika vnesti. Parametri, ki jih je potrebno 
nastaviti so opisani v tabeli 4.2. Poleg parametrov je v tabeli opisano ime zahteve, ki 
se pošlje in razlaga parametra. Vsak parameter ima v prvem polju dodatka vrednost 
parametra zapisanega kot niz.  
 
Parameter: Ime zahteve: Razlaga: 
RoomId SetRoomId Nastavitev sobe za zdravljenje. 
Mode SetMode Nastavitev načina delovanja 
vseh vtičnikov, ki jih bo alociral 
alokator. 
Control point index SetControlPointIndex Nastavitev indeksa kotrolne 
točke. 
DeviceSet SetDeviceSet Nastavitev imena seta 
vtičnikov. 
Tabela 4.2:  Zahteve za nastavljanje parametrov 
Zahtevo v obliki standardnega sporočila objekt TCSsim sprejme v Process 
User Command. Glede na vrsto sporočila se tovor prevede v ustrezen podatkovni 
tip. Za zahtevi SetRoomId in SetControlPointIndex se niz prevede v celo 
število. Če pride pri prevajanju spremenljivke do napake se zapiše privzeta vrednost  
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-1. V naslednjem koraku se preveri, če je prevedena vrednost večja ali enaka 0 in s 
tem tudi preveri ali je bilo prevajanje spremenljivke iz niza v celo število uspešno. 
Če je bilo uspešno in na žici za napako ni napake simulator odgovori na sporočilo 
COMPLETED, če je napaka pa FAILED. V primeru, da je pri prevajanju niza v celo 
število prišlo do napake simulator odgovori z FAILED. Nazadnje simulator osveži 
spremenljivko na OPC UA serverju (poglavje 4.6  Imena in osveževanje 
spremenljivk na OPC UA serverju). 
 
Slika 4.5:  Sprejem zahteve za nastavljanje parametrov 
  
 Ker pa je zahteva simulatorja, da je prilagodljiv na različne konfiguracije in 
poimenovanja parametrov v JSON objektih (GeneralParameters, UserParameters in 
ControlPoints) je potrebno temu primerno narediti konfigurabilni simulator. Za 
pošiljanje paremetrov iz JSON objektov se uporablja zahteva 
SetTreatmentParameters, s katero se pošlje zahteve prilagojene za 
posamezno napravo. V prvem polju tovora se pošlje ime parametra, v ostalih pa 
njegove vrednosti. Nastavljivi parametri so odvisni od dizajna pospeševalnika in 
prenosne linije ter od konfiguracije alokatorja. V vseh sistemih pa morajo biti za 





Ob prejemu parametra SetTreatmentParameters simulator ne ve v 
katerem izmed JSON objektov (GeneralParameters, UserParameters, 
ControlPoints) se poslani parameter nahaja, zato simulator poišče parameter tako, 
da preveri vsa imena parametrov v JSON objektih. Če simulator ugotovi 
ujemanje med imenom parametra poslanega iz uporabniškega vmesnika in 
4.4  Komunikacija z uporabniškim vmesnikom 49 
 
imenom parametra v objektu se vrednost parametra zapiše v lokalno 
spremenljivko (slika 4.6). Če parameter spada v JSON objekt UserParameters ali 
GeneralParameters potem se v simulatorju prebere samo prva vpisana vrednost iz 
poslanega polja (druga vrednost polja v tovoru), ostale vrednosti pa se ignorirajo. 
Če pa parameter spada v JSON objekt ControlPoints pa se zapišejo vsi parametri 
iz polja.  Uspešno sprejet parameter simulator shrani v lokalno spremenljivko in 
odgovori uporabniškemu vmesniko z COMPLETED, drugače pa s FAIL. V 
primeru, da simulator v nobenem izmed objektov ne najde pravega parametra 
odgovori uporabniškemu vmesniku z REJECTED. Na koncu se osvežijo 
spremenljivke na OPC UA serverju ( poglavje 4.6  Imena in osveževanje 
spremenljivk na OPC UA serverju). 
 
 
Slika 4.6:  Iskanje parametra 
Ko uporabnik na uporabniškem vmesniku, spremeni enega izmed parametrov v 
JSON objektu ControlPoints se zahteva sprejeme v objektu UA Manager in pošlje v 
obliki MADIE sporočila v Process User Command simulatorja. V Process User 
Command se najprej primerjajo velikosti lokalnega polja v simulatorju z velikostjo 
polja poslanega iz uporabniškega vmesnika. Rezultat primerjave je lahko: 
 Polji sta enaki 
 Polje z uporabniškega vmesnika je večje, kot lokalno polje simulatorja 
 Polje z uporabniškega vmesnika je manjše, kot lokalno polje 
simulatorja 
Če je polje enako se novi paramteri prepišejo stare vrednosti v lokalnem polju  
simulatorja. Če je polje manjše se razlika med polji zapolni z vrednostmi NaN in 
nato zapiše v lokalno polje simulatorja. Ko je poslano polje iz uporabniškega 
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vmesnika večje, pa se lokalno polje poveča in zapiše parametre na ustrezno mest. V 
prazna polja ostalih lokalno shranjenih parametrov se zapiše vrednost NaN.  
Na koncu se preveri zadnjo vrstico lokalnega polja. V primeru, da so vse 
vrednosti zadnje vrstice NaN se zadnja vrstica pobriše in nato ponavlja postopek do 
prve vrstice, kjer niso vsa polja NaN oziroma do ničte vrstice. To služi kot varnostni 
mehanizem, da nebi polja postala prevelika in bi prišlo do zapolnitve delovnega 
pomnilnika naprave na kateri teče simlator. 
 
Zahteve za proženje akcij  
 Zahteve za proženje akcij se uporabljajo za pošiljanje zahtev alokatorju. Iz 
parametrov shranjenih v lokalnih spremenljivkah se oblikuje sporočilo glede na 
zahtevo (tabele od 3.1 do 3.6) in pošlje zahtevo alokatorju. 
Imena zahtev iz uporabniškega vmesnika so identična, kot imena zahtev, ki se 






Takoj po prejemu sporočila simulator lokalno shrani sporočilo in  odgovori na 
sporočilo z: 
 REJECTED -  zahteva ni bila poslana v pravilnem vrstnem redu, 
oziroma kontrolne točke niso enakih dimenzij, 
 EXECUTING – simulator je začel z izvajanjem zahteve. Zahteva se bo 
poslala alokatorju z lokalno shranjenimi parametri. 
Simulator oblikuje enega izmed JSON nizov opisanih v tabelah 3.1 do 3.6 z 
lokalno shranjenimi parametri, ki so bili nastavljeni z zahtevami za nastavljanje 
parametrov. JSON niz se nato pošlje alokatorju po protokolu ZeroMQ. Ko alokator 
odgovori na zahtevo simulator iz shranjenih zahtev poišče zahtevo, ki se navezuje na 
odgovor in pošlje odgovor uporabniškemu vmesniku z odgovorom:  
 COMPLETED – zahteva je bila uspešno izvedena, 
 FAILED – pri zahtevi je prišlo do napake. 
4.5  Komunikacija z alokatorjem 
Komunikacija med simulatorjem in alokatorjem poteka po protokolu ZeroMQ. 
MADIE že sam po sebi nudi povezavo ZeroMQ, vendar je ta povezava namenjena 
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povezovanju odjemalca (ang. Client) do nadzornika (ang. Master). Za komunikacijo 
z alokatorjem pa se potrebuje ravno nasprotno, potreben je nadzornik, ki se bo 
povezal na odjemalca. Zato je potrebno vzpostaviti to povezavo posebej. 
4.5.1  Vzpostavljanje povezave ZeroMQ 
 ZeroMQ je odprtokodna knjižnica, ki se uporablja za komunikacijo z 
alokatorjem. Uporablja se pisatelj naročnik (ang. publisher/subscriber) 
komunikacijski model in poteka na podlagi zahteve/odgovora (ang. 
request/response), kar pomeni, da na vsako zahtevo, ki jo prejme naprava [13] nanjo 
tudi odogovori z ustreznim odogovorom. 
Za komunikacijo z alokatorjem, se uporablja asinhrona povezava. Vzpostavitev 
povezave poteka po naslednjem vrstnem redu: 
1) Vzpostavljanje okvirja, 
2) Vzpostavljanje vtičnice, 
3) Nastavitev vtičnice, 
4) Povezovanje vtičnice, 
5) Zapiranje vtičnice, 
6) Zapiranje okvirja. 
Za fizično komunikacijo ZeroMQ skrbi že napisana prosto dostopna knjižnica, ki se 
jo uvozi v LV s pomočjo programa VI Package Manager [13]. Da pa komunikacija 
pravilno deluje je potrebno nastaviti parametre in vzpostaviti komunikacijo. 
 Na začetku se vzpostavi okvir komunikacije (ang. context). To se dogaja v 
MADIE stanju LeavingPREINIT. Za okvir je pomembno, da se ga vzpostavi samo 
enkrat, tudi če imamo več različnih prejemnikov, saj bodo vse povezave 
komunicirale po enakem okvirju. 
 Nato se začne v MADIE stanju EnteringRUNNING nastavljati vtičnico za 
komunikacijo z alokatorjem. Da se pravilno vtičnica vzpostavi se potrebuje IP naslov 
in vrata prejemnika, ki se preberejo iz konfiguracijske datoteke simulatorja. Ob tem 
se nastvijo tudi identitena komunikacije, ki je enolično definiran ID.  
 Pred začetkom komuniciranja je potrebno še vzpostaviti komunikacijo med 
vtičnico in prejemnikom. To se zgodi kot zadnja akcija v MADIE stanju 
EnteringRUNNING, nato pa simulator preide v MADIE stanje RUNNING.  
Simulator ob prejemu zahteve za proženje akcij iz uporabniškega vmesnika v stanju 
Process User Command pošilja zahteve, odgovore nanje pa sprejema v stanju 
RUNNING. 
 Ko se komunikacija med simulatorjem in alokatorjem konča se najprej zapre 
vtičnica v MADIE stanju LeavingRUNNING. Če uporabnik želi ponovno vzpostaviti 
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povezavo z alokatorjem in se še ni zaprl okvir ZeroMQ komunikacije se ponovijo 
koraki od dva do štiri. 
 Ko simulator ugasnemo se v MADIE stanju DESTROY zapre tudi okvir 
komunikacije. V primeru ponovne vzpostavitve komunikacije z alokatorjem je 
potrebno ponovno vzpostaviti okvir in vtičnico (koraki od ena do štiri). 
 
4.5.1  Pošiljanje komand 
Na vsako uspešno prejeto zahtevo za proženje akcij (poglavje 4.4.1  Pošiljanje 
zahteve in odgovor na zahtevo) iz uporabniškega vmesnika simulator v MADIE 
stanju Process User Command zgenerira sporočilo in ga nato pošlje do alokatorja.  
JSON niz se sestavi iz lokalno shranjenih parametrov, ki jih je uporabnik 
nastavi z zahtevami za nastvljanje parametrov (poglavje 4.4.1  Pošiljanje zahteve in 
odgovor na zahtevo). Na sliki 4.7 je prikazana sestava JSON niza iz lokalno 
shranjenih podatkov. Najprej se podatki preberejo iz lokalno shranjenih 
spremenljivk, ki se zgrupirajo v gručo (ang. cluster). Gručo se nato prevede v 
variantni podatkovni tip. Podatke se prevede v variantni podatkovni tip in nato v 




Slika 4.7:  Branje iz lokalnih spremenljivk in kreiranje JSON niza 
Od zahteve je odvisno, kateri parametri se bodo poslali alokatorji. Glede na 
različne zahteve (tabele od 3.1 do 3.6), se formirajo za vsako zahtevo posebej 
4.5  Komunikacija z alokatorjem 53 
 
različne gruče podatkov za prevedbo v JSON niz, ampak v vsakem JSON nizu sta 
parametra RequestType in RequestId. 
4.5.2  Sprejemanje odgovorov na zahteve 
Ko simulator pošlje zahtevo se na vsako zahtevo alokator odzove z 
odgovorom. Odgovori in zahteve so zapisani v tabelah od 3.1 do 3.6. Vsako iteracijo 
izvajanja stanja RUNNING se berejo odgovori iz alokatorja. Največje število branj 
ZeroMQ odgovorov iz alokatorja je omejeno s parametrom MaxZMQReading v 
nastavitvah simulatorja. Če v pomnilniku ni nobenega odgovora na zahtevo se ne 
pošlje nobeno sporočilo, ampak se v datoteku s podatki o stanju naprave zapiše 
trenutno stanje (slika 4.8). 
 Vsako sporočilo, ki ga prejme simulator v MADIE stanju RUNNING, 
simulator pošlje MADIE sporočilo samemu sebi v Process User Command. V 
tovoru MADIE sporočila je  niz z odgovorom na zahtevo iz alokatorja. 
 
Slika 4.8:  Sprejemanje odgovorov na zahteve in pošiljanje sporočila 
 Sporočilo poslano iz stanja RUNNING se sprejme v stanju Process User 
Command. Iz tovora se prebere niz, ki je odgovor na poslano zahtevo iz alokatorja. 
Najprej se niz prevede v JSON objekt za lažje nadaljne razhroščevanje. Nato se 
poišče med vsemi JSON objekti, objekt z imenom ResponseType ter prebere 
parameter. Če je parameter prazen se na žici za napako pojavi napaka s številko 
8802. Ker pa prazen niz objekta ResponseType ne pomeni, da je to napaka, ampak 
samodejni odgovor (tabela 3.7) se v nadaljevanju napaka pobriše. Glede na niz 
prebran iz parametra ResponseType se nato razhroščuje posamezni odgovor. Za vsak 
odgovor se formira gruča z vsemi parametri, ki so v odgovoru. Nato se JSON objekt 
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prevede v variatno podatkovno strukturo in iz variantne podatkovne strukute v gručo. 
Gručo s podatki se shrani v lokalni spremenljivki. Na sliki 4.9 je prikazano 
razhroščevanje podatkov iz niza ter zapis parametrov v gručo. 
 
Slika 4.9:  Sprejem sporočila z informacijo o odgovoru na zahtevo 
4.6  Imena in osveževanje spremenljivk na OPC UA serverju 
OPC UA spremenljivke so namenjene sporočanju statusa: simulatorja, 
alokatorja, alokacije in vtičnikov uporabniku. Dostop do OPC UA spremmenljivk 
imajo vse naprave, ki so povezane na OPC UA server.  
Osveževanje spremenjivk na OPC UA serverju se zgodi vsakič, ko simulator 
dobi zahtevo od uporabniškega vmesnika ter ob prejetju odgovora na zahtevo in 
samodejnega odgovora iz alokatorja. OPC UA spremenljivke se na server zapišejo 
po naslednjem postopku: 
1) Simulator ustvari sporočilo, ki vsebuje ime in vrednost OPC 
UA spremenljivke 
2) Sporočilo se pošlje s pomočjo Message Class v UA Service 
Manager 
3) UA Service Manager sprejme sporočilo in odgovori nanj z:  
a. REJECTED – če sporočilo ni pravilno,  
b. EXECUTING – sporočilo je bilo sprejeto v nadaljno 
obdelavo, 
4) UA Service Manager zapiše vrednost spremenljivke na 
pripadajoče ime 
5) UA Service Manager ponovno odgovori na sporočilo z 
a. FAILED – če je prišlo do napake med zapisom,  
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b. COMPLETED – v primeru, da je bil zapis uspešen. 
 
Vseh OPC UA spremenljivk je čez 40, zato se OPC UA spremenljivke za lažjo 
obravnavo razdeli v sklope. Vsak sklop na sliki 4.10 predstavlja en del stanj na 
alokatorju ali na simulatorju.  
 
 
Slika 4.10:  Delitev OPC UA spremenljivk 
Ime OPC UA spremenljivke je sestavljeno iz treh delov; predpone, imena in 
pripone. Predpona in pripona sta nastavljivi v konfiguracijski datoteki simulatorja. 
Takšen sistem poimenovanja je potreben, saj je simulator namenjen širši uporabi na 
različnih pospeševalnikih, ki imajo različne konvencije poimenovanja OPC UA 
spremenljivk. Za vsako OPC UA spremenljivko posebej se določi pripona in 
predpona glede na njeno vlogo v sporočanju med simulatorjem in uporabniškem 
vmesniku.  
Predpone se delijo v štiri skupine glede na izvor parametra, ki je zapisan na 
OPC UA spremenljivko in na poslano zahtevo do alokatorja. V tabeli 4.3 je razložen 
posamezni izvor OPC UA spremenljivke in ime parametra v konfiguraciji. 
 
Izvor: Razlaga: Ime parametra v 
konfiguraciji: 
Alokator OPC UA spremenljivke, ki se 
navezujejo na stanje alokatorja 
AllocationPrefix 
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in alokacije. 
Alokator – zahteva 
PrepareControlPoints 
OPC UA spremenljivke, ki 
sporočajo izvajanje zahteve 
PrepareControlPoints. 
PrepareCPPrefix 
Alokator – zahteva 
SelectControlPoints 
OPC UA spremenljivke, ki 
sporočajo izvajanje zahteve 
SelectControlPoints. 
SelectCPPrefix 
Simulator OPC UA spremenljivke, ki se 
navezujejo na stanje simulatorja 
in parametre dobljene od 
uporabnika. 
PluginPrefix 
Tabela 4.3:  Predpone OPC UA spremenljivk 
Tudi pripon za OPC UA spremenljivke je več. Razdeljene so glede na tip 
spremenljivke. V tabeli 4.4 so razložene predpone, njihov tip in ime parametra v 
konfiguraciji. 
 
Pomen: Ime parametra v konfiguraciji: Razlaga: 
Informacija InfoSuffix Podatki o stanju simulatorja 
in lokalnih spremenljivk. 
Status StatusSuffix Status simulatorja in 
alokatorja. 
Nastavljena vrednost SetPointVauleSuffix Nastavljena vrednost 
spremenljivke v simulatorju 
ali alokatorju. 
Tabela 4.4:  Pripone OPC UA spremenljivk 
Primer: V primeru bo prikazano, kako se sestavi ime za OPC UA spremenljivko. 
Spremenljivka je sestavljena iz: [predpona]Ime[pripona].Predpona in pripona v 
oglatih oklepajih sta zapisani v nastavitvah simulatorja.  
 Podatki:  
 Ime spremenljivke: Mode 
 Vrednost predpone zapisane v konfiguraciji: plg 
 Vrednost pripone zapisane v konfiguraciji: _spa 
Ime OPC UA spremenljivke: plgMode_spa 
 
4.6.1  Stalne OPC UA spremenljivke na uporabniškem vmesniku 
Stalne OPC UA spremenljivke so tiste, ki so potrebne pri vseh vrstah 
pospeševalnikov. Predpone stalnih spremenljivk se vse nanašajo na simulator zato je 
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njihov izvor simulator (tabela 4.3), pripone pa so infrmacije o stanju alokatorja in 
lokalnih spremenljivkah nastavljenih iz uporabniškega vmesnika (tabela 4.4). 





Mode in DeviceSet sta podatkovnega tipa niz, RoomId in ControlPointIndex pa sta 
tipa celo število. 
 
4.6.2  Nastavljive OPC UA spremenljivke iz uporabnišega vmesnika 
Nastavljive OPC UA spremenljivke so tiste, ki se nastavljajo v nastavitvah 
simulatorja. Gre za parametre v JSON objektih: UserParameters, GeneralParameters 
in ControlPoints. Ti parametri so določeni z dizajnom pospeševalnika in prenosne 
linije. Poudariti je potrebno, da so parametri zapisani v konfiguracijski datoteki 
simulatorja.  
Ker so vsi parametri shranjeni v simulatorju in se navezujejo na parametre 
nastavljene iz uporabniškega vmesnika so predpone spremenljivk tipa simulator 
(tabela 4.3). Pripone pa prikazujejo nastavljene parametre zato je njihov pomen 
nastavljena vrednost (tabela 4.5) 
Ime OPC UA spremenjivke je nastavljiv za vsak parameter posebej v 
nastavitvah simulatorja. V poglavju 4.3  Konfiguracija sistema je opisan postopek 
prevajanja parmetrov iz konfiguracijske datoteke v gruče parametrov Ime OPC UA 
spremenljivke se prebere iz JSON niza parametra UGCParam in doda predpona in 
pripona v niz z imenom OPC UA spremenljivke. 
4.6.3  Stalne OPC UA spremenljivke iz alokatorja 
Stalne OPC UA spremenljivke iz alokatorja se navezujejo na trenutno stanje 
alokacije in napake na vtičnikih ter napake na zahteve. Alokator z vsakim 
odgovorom in samodejnim sporočilom sporoča trenutno stanje vtičnikov in alokacije. 
Stalne OPC UA spremenljivke se razdelijo v dve podkategoriji: 
 Splošne OPC UA spremenljivke 
 OPC UA spremenljivke ob odgovoru na zahtevo 
 
Splošne OPC UA spremenljivke iz alokatorja 
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Spošne OPC UA spremenljivke se osvežujejo na zahtevo 
RequstAllocation  in ob samodejnem sporočilu. Imena parametrov sprejetih v 
odgovoru na zahtevo iz alokatorja ter tipi spremenljivk so zapisani v tabeli 4.5. 
 
Ime na alokatorju: Tip: Razlaga: 
AllocationId Niz Edinstven ID alokacije. 
ErrorText Niz Razlaga napake na alokatorju. 
RoomId Celo število Številka sobe zdravljena. 
Mode Niz Način delovanja vtičnikov. 
DeviceSet Niz Nastavitev imena seta vtičnikov. 
NotificationType Niz Tip obvestila. 
KeepAliveTimeout Niz Največji dovoljeni čas za 
ponastavitev časovnika za povezavo. 
ResponseType Niz Ime odziva. 
Status Niz Status alokacije. 
OperationalId Niz Številka operacije. 
DeviceErr Polje nizov Izpis napake za vsak vtičnik. V 
primeru, da napake ni je polje prazno. 
Tabela 4.5:  OPC UA stalne spremenljivke 
Vse OPC UA spremenljivke v tabeli 4.5 se navezujejo na parametre iz alokatorja 
zato je njihova predpona tipa alokator (tabela 4.3) in prikazujejo informacije (tabela 
4.4). 
 
OPC UA Spremenljivke ob odgovoru na zahtevo 
Te sremenljivke se osvežijo samo po zahtevi: PrepareControlPoints in 
SelectControlPoint. Odgovor, ki se pošlje kot objekt ob samodejnem 
sporočilu je razložen v tabeli 3.8. Parametri iz tega objekta za vsak parameter 
posebej se zapišejo na OPC UA server. V tabeli 4.6 so opisani posamezni parametri 
in njihovi tipi. 
 
Ime na alokatorju: Tip: Razlaga: 
State Niz Možna so tri različna stanja: 
 NotStarted– ukaz se še nizačel 
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izvajati, 
 Ongoing – ukaz se izvaja, 
 Completed – uspešen zapis 
kontrolnih točk. 
 
OperationaId Niz Procesni ID omogoča sistemu ki je 
poslal zahtevo, da ve na katero zahtevo 
se nanašajo informacije. 
ErrorText Niz Obrazložitev napake ob izvršitvi 
komand. Če napake ni je niz prazen. 
Status Niz Status kontrolnih točk. 
 
Tabela 4.6:  OPC UA spremenljivke ob odgovoru na zahtevi 
Vse OPC UA spremenljivke iz tabele 4.6 se navezujejo na alokator, zato je njihova 
predpona tipa alokator (tabela 4.3). Vse OPC UA spremenljivke sporočajo trenutno 
informacijo na zahtevi zato je pripona informacijskega značaja (tabela 4.4). 
4.6.4  Nastavljive OPC UA spremenjivke iz alokatorja 
Nastvaljive OPC UA spremenljivke so tiste, ki se nastavljajo v nastavitvah 
simulatorja. Ti parametri so določeni z dizajnom pospeševalnika in prenosne linije 
ter so v JSON objektih UserParameter, GeneralParameters in ControlPoints. 
Parametri se ob samodejnem odgovoru iz alokatorja najprej pretvorijo iz JSON niza 
v gručo (poglavje 4.5.2  Sprejemanje odgovorov na zahteve) in nato zapišejo na OPC 
UA server. Ime OPC UA spremenjivke je nastavljivo za vsak parameter posebej v 
nastavitvah simulatorja (poglavje 4.3  Konfiguracija sistema). 
Predpona OPC UA spremenjivke je tipa Alokator (tabela 4.3), ker so vse 
vrednosti OPC UA spremenljivk dobljene iz njega, pripona pa je informacijskega 
značaja (tabela 4.4). 
4.7  Ponastavljanje časovnika za komunikacijo 
Časovnik skrbi, da v primeru izpada sistema samodejno prekliče trenutno 
alokacijo in dopusti, da se drugi sistemi povežejo na alokator. To je varnostna 
funkcija, v primeru napake na nadzornem sistemu protonske terapije ali njenem 
simulatorju. 
Ker se simulator (objekt TCSsim na sliki 4.2) izvaja ciklično večkrat na 
sekundo, bi v primeru čakanja znotraj stanja se blokiralo izvajanje programa. Zato se 
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za namene ponastavljanja časovnika na alokatorju uporablja asinhrone procese. 
Nadzor in upravljanje časovnikov poteka v objektu TCSsim, izvajanje asinhronih 
procesov pa v obketu TimerAsynchProcess. Komunikacija med objektoma poteka po 
naslednjem vrstnem redu. 
1) Objekt TCSsim z metodami iz objekta HFCIM_Base v interno vrsto 
zapiše podatke o časovniku (ime časovnika, tovor in čas) 
2) Objekt TimerAsyncProcess ob začetku izvajanja vsakega cikla pregleda 
interno vrsto. Če so podatki v interni vrsti le te zapiše v lokalne 
spremenljivke in preveri aktivne časovnike 
3) Ko se časovnik izteče objekt TimerAsyncProcess z MADIE sporočilom 
javi iztek časovnika objektu TCSsim. MADIE sporočilo se prejme v 
stanju Process User Command 
4.7.1  Nadzor in upravljanje časovnika 
Odgovor na zahtevo RequestAllocation vsebuje JSON niz z parametrom 
KeepAliveTimeout (tabela 3.1), ki je nastavljiv v konfiguraciji alokatorja. Glede na 
parameter KeepAliveTimeout je potrebno prej kot v tem času poslati zahtevo 
ResetAllocation (tabela 3.2) za ponastavljanje časovnika v alokatorju. Če v 
predvidenem času ne pošljemo zahteve bo alokator preklical trenutno alokacijo in 
dopustil drugim kontrolnim sisitemom dostop. 
Pred zagonom je potrebno inicializirati in pognati asinhroni časovnik. V 
MADIE stanju INIT se izvede funkcija HFB_Setup Timer, ki je definirana v 
nadobjektu HFCIM_Base (slika 4.2). Funkcija požene objekt AsyncBase, ki začne 
izvajati asinhroni proces. 
 Po uspešno prejetem odgovoru iz alokatorja na zahtevo RequestAllocation se 
zažene časovnik. Pred prvim zagonom se preveri, da parameter KeepAliveTimeout je 
večji od nič, status alokacije je Pending ali Completed in da časovnik še ni bil 
pognan. Če so vsi pogoji izpolnenji se požene časovnik s funkcijo HFB_StartTimer, 
ki je definirana v nadobjektu HFCIM_Base. Na sliki 4.13 je prikazan postopek 
preverjanja pogojev in prvi zagon časovnika z imenom: Schedule:KeepAlive. 
 
4.7  Ponastavljanje časovnika za komunikacijo 61 
 
 
Slika 4.11:  Preverjanje parametro za zagon časovnika in zagon 
 
 Ko se časovnik izteče objekt TimerAsyncProcess o tem obvesti z MADIE 
sporočilom objekt TCSsim. Objekt TCSsim sprejme v stanju Process User 
Command MADIE sporočilo in pošlje zahtevo za ponastavitev časovnika 
ResetAllocation (tabela 3.2) na alokatorju. Če ni prišlo do preklica alokacije 
simulator ponovno s funkcijo HFB_Start Timer zažene časovnik in ponavlja vse do 
preklica alokacije (slika 4.12). 
 
 
Slika 4.12:  Ponovi zagon časovnika 
 Če pride do napake na simulatorju ali s strani uporabniškega vmesnika se 
zahteva izhod iz stanja RUNNING. V MADIE stanju LeavingRUNNING se prekinejo 
vsi aktivni časovniki.  Asinhroni proces pa konča z izvajanjem v stanju DESTROY. 
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4.7.2  Asinhroni časovnik 
Za potrebe izvedbe asinhronega časovnika sta ustvarjena dva objekta. Objekt 
BaseAsynch skrbi za osnovno obliko in izvajanje asinhronega procesa in objekt 
TimerAsynchProcess, ki skrbi za implementacijo časovnikov. 
 
BaseAsynch objekt 
Za osnovo izvajanja asinhronega procesa je implemetiran objekt BaseAsynch, 
ki zaganja asinhrone procese in jim daje osnovno strukturo ter je neodvisen od 
ostalih objektov. Možno je tudi delovanje več asinhronih procesov vzporedno.  
Vsak asinhron proces se začne z inicializacijo. V inicializaciji se definira 
lokalno spremenljivko in vrsto z obvestili. Po uspešni inicializaciji se začne izvajati 
asinhroni proces dokler ni izpolnen eden od pogojev za zaustavitev: 
 Zaustavitev simulatorja 
 Napaka na žici napake 
 Končanje asinhronega procesa 
 Zaustavitev simulatorja iz nižjih objektov (TimerAsynProcess) 
Po izpolnjenem enem izmed zgornjih pogojev se pred končanjem asinhronega 
procesa izvede izhodna procedura iz asinhronega procesa ter zbriše reference in 
lokalne spremenljivke. Na sliki 4.13 je prikazano izvajanje asinhronega procesa. 
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Slika 4.13:  Diagram poteka asinhronega procesa 
 
TimerAsyncProcess objekt 
Za izvedbo časovnikov je narejen podobjekt TimerAsyncProcess, ki gnezdi 
objekt BaseAsync (slika 4.2). Z gnezdenjem dobimo že narejeno osnovno strukturo 
asinhronega procesa (slika 4.13). Potrebno je še dodati specifike za izvajanje 
časovnikov. 
Ob začetku delovanja se inicializira lokalno spremenljivko, ki je gruča z 
imenom časovnika in tovorom. Po definiranju imena časovnika in tovora se začne 
izvajati glavni program. 
V glavnem programu se naprej preveri če v vrsti objekta HFCIM_Base obstaja 
sporočilo. Če sporočilo obstaja se v lokalno spremenljivko zapiše ime, tovor in čas 
izteka. V primeru, da v vrsti ni sporočila se primerjajo vsi časovniki, ki so shranjenji 
v lokalni spremenljivki. Primerja se med trenutnim časom in končnim časom. Če je 
trenutni čas manjši od končnega časa podatki o časovniku ostanejo v spremenljivki. 
Če pa je trenutni čas večji od končnega časa se iz lokalne spremenljivke izbriše 
časovnik in pošlje MADIE spročilo o izteku časovnika objektu TCSsim. 
4.8  Druge funkcionalnosti simulatorja 
64 4  Simulator nadzornega sistema protonske terapije 
 
Poleg vseh zgoraj naštetih funkcionalnosti, ki se navezujejo na alokator in 
uporabniški vmesnik pa mora simulator tudi omogočati druge funkcionalnosti. 
Omogočati mora merjenje časa izvajanja zahtev PrepareControlPoints in 
SelectControlPoint, sporočati v primeru napake na simulatorju in neodzivnost 
alokatorja ter preverjati velikost polja kontrolnih točk. 
4.8.1  Merjenje časa izvajanja zahtev PrepareControlPoints in SelectControlPoint 
Z meritvijo časa izvajanja zahtev izvemo kakšen je čas rekonfiguracije 
pospeševalnika in prenosne linije. Pomemben je zato, da vemo kako hitrer je celotni 
sistem pri zamenjavi energije. 
Ob pošiljanju zahtev PrepareControlPoints in SelectControlPoint se v lokalni 
pomnilnik poleg sporočila shrani tudi čas, ko je bila zahteva poslana alokatorju. 
Ko alokator pošlje odgovor na zahtevo, se najprej iz lokalne sprmenljivke 
poišče pripadajoča zahteva odgovoru in naredi razlika med trenutnim časom in 
čassomm ko je bila zahteva poslana. Nato se čas zapiše na OPC UA spremenljivko 
ExecutionTime.  
Tako kot vse OPC UA spremenljivke so v imenu spremenljivke na serverju 
pred in za imenom predpona in pripona. Za OPC UA spremenljivko, ki prikazuje čas 
izvajanja zahteve PrepareControlPoints je njena predpona Alokator – zahteva 
PrepareControlPoints (tabela 4.3). Predpona za zahtevo SelectControlPoints pa je 
Alokator-SelectControlPoint (tabela 4.3). Obe spremenljivki sta informacije zato je 
tudi njuna pripona informativnega tipa (tabela 4.4). Na sliki 4.14 je prikazano iskanje 
pravilnega sporočila glede na prejeti odgovor in izračun časa obdelave zahteve. 
 
Slika 4.14:  Izračun časa obdelovanja zahteve in zapis na OPC UA server 
Natančnost meritve je odvisna od natačnosti notranje ure v sistemu na katerem 
se izvaja simulacija TCS-ja in hitrosti sistema. 
4.8.2  Prekinitev delovanja alokatorja 
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V primeru, da pride do zaustavitve alokatorja in s tem do izpada komunikacije, 
mora simulator biti sposoben zaznati izpad in pravilno odreagirati. 
Vsakič, ko se pošlje komanda alokatorju, se požene asinhroni časovnik z 
imenom enakim, kot je prenosni ID (ang. TransactionID). Opis in izvedba 
asinhronega časovnika je opisano poglavju 4.7  Ponastavljanje časovnika za 
komunikacijo. Trajanje časovnika je določeno v nastavitvah simulatorja z 
parametrom AlocatorTimeout (tabela 4.1). Ko alokator odgovori na zahtevo, se 
časovnik prekine in izbriše. V primeru, da se alokator ne odzove in časovnik doseže 
največji dovoljeni čas, časovnik pošlje MADIE sporočilo in simulator prične z 
končanjem vseh procesov. Na sliki 4.15 je prikazan celoten proces v primeru izgube 
povezave do alokatorja. Simulator odgovori s FAILED na vse poslane zahteve za 
proženje akcij iz uporabniškega vmesnika, prekine vse trenutno aktivne časovnike, 




Slika 4.15:  Prekinjanje operacij in sporočanje uporabniku  
4.8.3  Preverjanje kontrolnih točk 
Ob vsakem zapisu kontrolnih točk z uporabniškega vmesnika se preveri 
dolžino vseh polj, kjer so zapisane kontrolne točke.  
Celotno polje se primerja z vrednostjo NaN, ki vrne polje bitnih spremenljivk. 
Nad celotnim poljem bitnih spremenljivk se naredi OR operacija in preverja ali je 
bilo primerjanje vrednosti z NaN pozitivno. V primeru, da je bila vrednost pozitivna, 
se blokira zahtevi PrepareControlPoints in SelectControlPoint za 
proženje akcij in na uporabniškem vmesniku prikaže pozitivna OPC UA 
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spremenljivka z imenom CPValid. OPC UA spremenljivka ima predpono tipa 
alokator (tabela 4.3) in pripono informacijskega značaja (tabela 4.4).  
4.9  Uporabniški vmesnik 
Uporabniški vmesnik se uporablja za nastavljanje parametrov v simulatorju in 
proženje zahtev. Iz  OPC UA serverja, ki je določen z IP naslovom in vrati, bere in 
piše spremenljivke.  Uporabniški vmesnik se razdeli na dva dela:  
 OPC UA spremenljivke, ki se navezujejo na simulator in  
 OPC UA spremenljivke, ki se navezujejo na alokator. 
Na sliki 4.16 je prikazan prvi del uporabniškega vmesnika, ki se navezuje na 
parametre v simulatorju in branje trenutno shranjenih parametrov v simulatorju. 
Rdeči, rumen, oranžen in vijolični pravokotnik predstavljajo zahteve za proženje 
akcij in pripadajoče parametre na zahtevo ter stanje zahteve. V rjavem pravokotniku 
pa so podatki o trenutnem delovanju simulatorja.  
Uporabnik lahko poljubno spreminja parametre za vsako zahtevo za proženje 
alokacije. Trenutne vrednosti zapisane v lokalnih spremenljivkah simulatorja se 
berejo iz OPC UA serverja in prikazujejo uporabniku. Na spodnji polovici je tudi 
tipka za proženje zahteve, ki s pripadajočimi parametri zapisanimi v lokalnih 
spremenljivkah simulatoja pošlje ustrezno zahtevo alokatorju (tabele 3.1 do 3.6). 
Čisto na spodnjem robu pa je trenutno stanje izvajanja zahteve. 
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Slika 4.16:  Prvi del uporabniškega vmesnika 
 
V drugem delu uporabniškega vmesnika so prikazani podatki, ki so zapisani v 
alokatorju. Na sliki 4.17 je prikazan drugi del uporabniškega vmesnika. V 
pravokotniku rdeče barve so splošni podatki o alokaciji in parametri zapisani v 
objektu GeneralParameters. V pravokotniku zelene barve so izpisani podatki 
kontrolnih točk, ki so bili zapisani v alokator ob zahtevi PrepareControlPoints ter 
trenutni status zahteve, status napake, ID operacije in čas potreben za izvedbo 
operacije. V pravokotniku rumene barve so izpisani podatki kontrolne točke, ki je 
bila zapisana v alokator ob zadnji zahtevi SelectControlPoint ter trenutni status 
zahteve, status napake, ID operacije in čas potreben za izvedbo operacije.V 
pravokotniku modre barve je polje napak na vtičnikih. Če med delovanjem vtičnika 
pride do napake se bo napaka prikazala v tem polju. V primeru, da vtičnik deluje 
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5  Zaključek 
V tem zaključnem delu je opisan simulator, ki se uporablja, kot nadomestek 
nadzornega sistema protonske terapije pri testiranju in zagonu pospeševalnika. Skozi 
nenehno testiranje je bil razvit simulator, ki nudi uporabniku vse potrebne 
informacije o sistemu in ga hkrati tudi opozarja v primeru napake.  
Prva verzija simulatorja je uspešno prestala preizkuse in bila poslana stranki v 
nadaljna testiranja. Zaradi možnosti velike rekonfiguracije je odprta tudi možnost, da 
se bo simulator prodajal kot produkt kontrolnega sistema za pospeševanje delcev. 
Poleg samega simulatorja je bil razvit tudi namenski uporabniški vmesnik za 
uporabo v prvem nivoju kontrolnega sistema, ki pa ga delo ne zajema. Z nenehnim 
testiranjem simulatorja tako pri stranki, kot tudi v podjetju se je odkrilo tudi nekaj 
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