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ADF Aplication Developement Framework ogrodje podjetja Oracle za ra-
zvoj aplikacij
CSS Cascading Style Sheets stilna predloga za dolocˇanje
oblike spletne strani
DML Data Manipulation Language jezik za manipulacijo s po-
datki v podatkovni bazi
JAR Java Archive arhiv, ki predstavlja javansko
knjizˇnico
JSF Java Server Faces ogrodje spletnih aplikacij
MVC Model-View-Controller arhitektura, ki se uporablja za
razvoj spletnih ogrodjih
SOA Service-Oriented Architecture storitvena arhitektura, ki do-
voljuje aplikacijam izmenjavo
podatkov
SQL Structured Query Language strukturirani povprasˇevalni
jezik za delo s podatkovnimi
zbirkami
UI User Interface uporabniˇski vmesnik
XLIFF Localisation Interchange File Format format, sestavljen na podlagi
XML, ki standardizira prenos
podatkov za lokalizacijo




Vse vecˇja uporaba razlicˇnih spletnih aplikacij za osebno rabo je v poslovnem svetu ustva-
rila zahtevo po prijaznejˇsih in intuitivnih poslovnih aplikacijah, ki so dostopne preko
spleta, upravljajo z zapletenimi poslovnimi procesi in uporabniku nudijo enostavno inte-
rakcijo. Razvoj obsezˇnih aplikacij je dolgotrajen in drag. V cˇasu delovanja se funkcional-
nosti, ki jih vsebujejo, stalno dopolnjujejo. Zato je pomembna izbira pravega ogrodja,
ki omogocˇa hiter in enostaven razvoj ter vsebuje komponente modernejˇsih spletiˇscˇ.
Taksˇno ogrodje je ogrodje Oracle ADF, ki predstavlja celotno resˇitev za gradnjo
poslovnih aplikacij, od ideje do namestitve v produkcijsko okolje. Poleg izbire ogrodja so
pomembni dobro zastavljeni temelji aplikacije, ki omogocˇajo modularen razvoj aplikacij,
ponovno uporabo razvitih modulov in dovolijo spremembe, ki jih zahteva projekt.
V diplomski nalogi smo predstavili razlicˇne pristope k razvoju aplikacij. Z uporabo
orodja Oracle ADF smo, na podlagi vzorcˇne aplikacije, prikazali modularen pristop
razvoja obsezˇnih aplikacij. Izpostavili smo nekatere probleme, ki se lahko pojavijo tekom
razvoja ter katerim se bomo lazˇje izognili ob razvoju obsezˇne poslovne aplikacije.




With the increasing use of various web applications, the demand for intuitive and user-
friendly applications that are accessible via web browser is growing in the business world.
Such applications must manage complex business processes and enable a simple user
interaction. Because enterprise applications are constantly changing and improving,
their development is very expensive. It is important to choose a framework which allows
simple and rapid development, and at the same time contains modern user interface
components.
Oracle ADF framework provides a complete solution for building enterprise applica-
tions from idea to post-production phase. In addition to the right choice of framework,
it is important to exactly define application foundations which simplify modular devel-
opment and enable reusability, and at the same time allow inevitable changes during the
course of the project.
In the thesis, different approaches to develop applications with Oracle ADF frame-
work are presented. Based on a sample application we demonstrate a modular approach
which is recommended when developing large-scale enterprise applications. The thesis
highlights some of the problems which may occur during development phase and could be
successfully avoided when the implementation of the real enterprise application begins.





Poslovne aplikacije so stratesˇke aplikacije v podjetjih. So obsezˇne in kompleksne ter
upravljajo s kriticˇnimi poslovnimi funkcijami. Vcˇasih je veljalo, da je koncˇni uporabnik
potreboval navodila in tecˇaje za spoznavanje delovanja poslovne aplikacije. Mnozˇicˇna
druzˇabna omrezˇja in spletiˇscˇa so to pravilo izpodrinila. Da je aplikacija uporabniku
prijazna in intuitivna, je skoraj toliko pomembno kot njeno samo delovanje. Poslovna
aplikacija vsebuje veliko modulov, ki v zapletenih interakcijah sodelujejo med seboj ali
med zunanjimi sistemi. Pogosto vsebuje veliko sˇtevilo uporabniˇskih strani. A le dobro
nacˇrtovana poslovna aplikacija bo to kompleksnost skrila pred koncˇnim uporabnikom
[1].
Razvoj poslovnih aplikacij je dolgotrajen in drag, zato te ostanejo dolgo v uporabi.
Potrebujemo ogrodje, pri katerem se razvijalec lahko osredotocˇi na poslovno logiko in
ne na razvoj osnovnih funkcionalnosti. Ogrodje Oracle ADF (Application Development
Framework) omogocˇa hiter, intuitiven in enostaven razvoj bogatih spletnih aplikacij.
Temelji na arhitekturi MVC (ang. Model View Controller) in omogocˇa izbiro razlicˇnih
tehnologij na poslovno-storitvenem ter uporabniˇskem nivoju. To omogocˇa tehnologija
ADF Model, ki predstavlja model v arhitekturi MVC. Njegova naloga je abstrakcija
poslovnega nivoja, s katero je omogocˇena sˇibka sklopljenost poslovnega in uporabniˇskega
dela tudi znotraj aplikacije. Nivo kontrolerja vsebuje vezane tokove opravil, ki jih lahko,
znotraj ali v drugih aplikacijah ADF, vecˇkrat uporabimo. Na nivoju pogleda vsebuje
ogrodje ADF Faces bogat nabor komponent za razvoj uporabniˇskega vmesnika.
Ogrodje Oracle ADF je eno izmed najbolj produktivnih ogrodij za gradnjo podat-
kovno vodenih aplikacij, ki so trenutno na voljo. Le z malo priprave in ucˇenja lahko
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pricˇnemo razvijati aplikacije, ki sluzˇijo sˇirokemu spektru potreb [2].
Preproste aplikacije razvijamo monoliticˇno v enem delovnem okolju, za obsezˇnejˇse
aplikacije pa literatura priporocˇa modularen pristop, kjer razlicˇne funkcionalnosti apli-
kacije razvijamo v locˇenih delovnih okoljih, neodvisno od ostalih modulov. Te nato
poljubno zdruzˇujemo v koncˇne aplikacije. Ogrodje ADF in razlicˇne pristope za gradnjo
aplikacij smo opisali v poglavju 2.
Na podlagi zalednega sistema mobilne aplikacije, smo v poglavju 3 prikazali posto-
pek razvoja z modularnim pristopom, ki je v literaturi predlagan kot pristop za razvoj
obsezˇnih aplikacij. Prikazali smo celoten postopek, od nacˇrtovanja do namestitve apli-
kacije na strezˇnik.
Na koncu smo podali sˇe prednosti in slabosti izbire razlicˇnih pristopov.
Poglavje 2
Predstavitev ogrodja Oracle ADF
Ogrodje Oracle ADF je zgrajeno na platformi Java EE in poenostavlja razvoj poslovnih
aplikacij, infrastrukturnih servisov ter skupaj z orodjem JDeveloper ponuja vizualno in
deklarativno izkusˇnjo razvoja. Omogocˇa enostaven razvoj aplikacij, od ideje do name-
stitve v produkcijsko okolje. Razvijalec porabi manj cˇasa za spoznavanje kompleksnosti
tehnologije in se lahko bolj posveti razvoju poslovnih funkcionalnosti [3]. Temelji na ar-
hitekturi MVC (ang. Model View Controller). Zaradi vgrajene tehnologije ADF Model
omogocˇa izbiro razlicˇnih tehnologij na poslovno storitvenem in uporabniˇskem nivoju.
S pomocˇjo knjizˇnic ADF ogrodje spodbuja modularen razvoj. Razlicˇne funkcional-
nosti lahko razvijamo locˇeno, neodvisno od ostalih modulov, in jih nato zdruzˇujemo v
poljubne aplikacije ADF. Knjizˇnice ADF so v osnovi navadne knjizˇnice Java z dodatnimi
metapodatki, ki v orodju JDeveloper omogocˇajo pregled nad vsebovanimi komponentami
ADF. To so lahko poslovne komponente, tokovi opravil, predloge strani [2].
2.1 Oracle Fusion Application
Obstaja veliko nacˇinov grajenja poslovnih aplikacij z ogrodjem Oracle ADF. Za Oracle
Fusion Application je uporabljena arhitektura SOA (ang. Service-Oriented Architec-
ture), ki uporablja naslednje gradnike [1]:
• Bogat uporabniˇski vmesnik ADF (ang. ADF Faces Rich Client - ADFv),
bogat nabor komponent uporabniˇskega vmesnika, ki omogocˇajo enostavno imple-
mentacijo naprednih akcij v spletni aplikaciji.
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Slika 2.1: Arhitektura Oracle Fusion Application
• Kontroler ADF (ang. ADF Controller - ADFc), vsebuje lastnosti konto-
lerja JSF (Java Server Faces) in ga razsˇiri z definicijo omejenih tokov opravil, ki
jih lahko uporabimo na vecˇ mestih v aplikaciji. ADF kontroler omogocˇa dodatno
upravljanje s transakcijo, ki se lahko razteza skozi vecˇ uporabniˇskih strani.
• Nivo vezi ADF (ang. ADF binding layer - ADFm) je standard, ki definira
splosˇen model s pomocˇjo katerega uporabniˇski vmesnik komunicira s poslovno-
storitvenim nivojem.
• Poslovne komponente ADF (ang. ADF Bussines components - ADFbc)
omogocˇajo izboljˇsanje produktivnosti z deklarativnim razvojem poslovnih storitev,
ki so osnovane na relacijskih podatkovnih bazah.
Arhitektura Oracle Fusion Application je prikazana na sliki 2.1.
2.2 Poslovno storitveni nivo
Oracle ADF podpira uporabo naslednjih poslovno storitvenih tehnologij:
• poslovne komponente ADF,
• sejna zrna EJB in entitete JPA,
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• zrna Java (JavaBeans),
• spletne storitve (SOAP in REST).
2.2.1 Poslovne komponente ADF
Poslovne komponente ADF poenostavljajo razvoj in vzdrzˇevanje kompleksnih, perfor-
mancˇno zahtevnih in bazno usmerjenih storitev, saj se vecˇino storitev lahko razvije
deklarativno, preko cˇarovnikov in vizualnih urejevalnikov. Vse nastavitve, ki dolocˇajo
obnasˇanje komponent, so shranjene v ustreznih datotekah XML, do katerih se v cˇasu iz-
vajanja dostopa preko razredov poslovnih komponent. Te razrede lahko razsˇirimo in jim
dodamo svojo funkcionalnost [4]. Metode oziroma storitve poslovnih komponent ADF so
nivoju pogleda izpostavljene skozi Model ADF, ki je podrobneje opisan v poglavju 2.3.







































Slika 2.2: Poslovne komponente ADF in povezave med njimi. Preko aplikacijskega modula so
kot storitve izpostavljene naslednje komponente: pogledni objekt z iteratorji in metode pogle-
dnega objekta (pregled, dodajanje, brisanje in spreminjanje vrstice), poslovne metode definirane
v razredu aplikacijskega modula, genericˇne metode (commit, rollback) in storitve gnezdenih apli-
kacijskih modulov. Dostop do podatkov se izvaja preko poglednega ali entitetnega objekta.
Elementi poslovnih komponent so: entitetni objekti, pogledni objekti, asociacije,
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povezave med poglednimi objekti in aplikacijski moduli. Elementi in povezave med
njimi so prikazani na sliki 2.2. V nadaljnjih poglavjih pa jih bomo podrobneje opisali.
Entitetni objekt
Entitetni objekti (EO) skrbijo za objektno-relacijsko preslikavo, ki omogocˇa predstavi-
tev tabel relacijske podatkovne baze v objektih Java. So osnova za gradnjo poglednih
objektov in skrbijo za rokovanje z baznimi podatki. Entitetni objekt predstavlja tabelo,
primerek entitetnega objekta pa vrstico v tabeli. Poleg bazne tabele lahko z entitetnim
objektom predstavimo tudi poglede, sinonime in materializirane poglede na podatkovni
bazi. Opis entitetnega objekta je zapisan v datoteki XML. V njej so zapisane lastnosti
atributov, njihovi podatkovni tipi, validatorji podatkov, primarni kljucˇi, dolzˇina polj,
natancˇnost, cˇe gre npr. za decimalna sˇtevila in podatek o tem, ali vrednost atributa
lahko spreminjamo. Poleg nasˇtetega vsebuje entitetni atribut tudi lastnosti, na katere
se sklicujemo v uporabniˇskem vmesniku. To so na primer namigi uporabniˇskega vme-
snika (ang. UI hints), oznaka (ang. label), zaslonski namig (ang. tooltip) in format tipa
podatkov (ang. format type).
Entitetni objekt predstavljajo sˇe naslednji Java razredi, ki jih mora vsak razvijalec
poznati, ko z deklarativnim pristopom ne more razviti zˇelene funkcionalnosti. Razredi
ter povezave med njimi so prikazani na sliki 2.3.
• Razred definicije enitete (ang. Entity definition) opisuje strukturo enti-
tetnega objekta in deluje kot predloga za definicijo entitetnega primerka v cˇasu
izvajanja. Ta je generirana na podlagi definicije entitetnega objekta v datoteki
XML. Privzeti razred, ki se uporablja v poslovnih komponentah ADF, je ora-
cle.jbo.server.EntityDefImpl.
• Entitetni objekt (ang. Entity object) predstavlja primerek entitete, ta pa
predstavlja vrstico v tabeli podatkovne baze. Ko iz poglednega objekta, ki je
odvisen od entitetnega objekta, pozˇenemo poizvedbo, bo ogrodje za vsako vrstico,
ki je del rezultata poizvedbe, ustvarilo nov primerek entitetnega objekta. Privzeti
razred je oracle.jbo.server.EntityImpl. Ta razred razsˇirimo, kadar za manipulacijo
s podatki klicˇemo bazno proceduro. V metodi doDML, ki po privzetem izvede
(insert, update ali delete) stavke DML (ang. Data Manipulation Language) jezika
SQL, definiramo klic bazne procedure.
2.2. POSLOVNO STORITVENI NIVO 7
• Zbirka entitet (ang. Entity collection) je entitetni medpomilnik, v ka-
terem se pomnijo primerki dolocˇenega entitetnega objekta, ki so rezultat poi-
zvedbe, pognane v poglednem objektu. Primerki entitetnega objekta si delijo










Slika 2.3: gradniki entitetnega objekta
Pogledni objekt
Pogledni objekt je lahko definiran na osnovi enega ali vecˇ entitetnih objektov. Sluzˇijo za
branje in pripravo podatkov, ki so del poslovne storitve ali jih prikazujemo na zaslonu.
Podatke lahko v poglednih objektih, poleg entitet, dobimo kar iz poizvedbe definirane z
jezikom SQL, klicem baznih procedur ali programsko, preko razredov Java. Definiramo
lahko tudi staticˇne pogledne objekte, ki podatke berejo iz datotek s koncˇnico .properties
(ang. bundle). Gradniki poglednega objekta so:
• Definicija pogleda XML (ang. View definition XML) opisuje pogledni
objekt in vsebuje naslednje elemente:
– poizvedbo SQL,
– vezne spremenljivke, ki jih uporabimo kot parametre v poizvedbi ali pogle-
dnih kriterijih,
– definicijo atributov, ki jih poizvedba vrne,
– informacijo o entitetah, na podlagi katerih je ustvarjen pogledni objekt,
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– definicije seznamov vrednosti (ang. list of values LOV) in poglednih kriteri-
jev (ang. View criteria),
– dostop do ostalih poglednih objektov (ang. View accessor); uporabljajo se
pri dolocˇanju seznamov vrednosti na atributih ter validacijah,
– pravila poslovnega modela,
• Definicija pogleda (ang. View definition) je razred Java, ki v cˇasu izvajanja
predstavlja definicijo datoteke XML. Privzeti razred je oracle.jbo.server.ViewDe-
fImpl.
• Pogledni objekt (ang. View object) predstavlja primerek poglednega objekta
ter upravlja s poizvedbami v cˇasu izvajanja. Privzeti razred je oracle.jbo.se-
rver.ViewObjectImpl.
Ogrodje uporablja naslednje razrede, za upravljanje z rezultati poizvedb.
• Vrstica (ang. Row) predstavlja vrstico, ki je del rezultata poizvedbe.
• Mnozˇica vrstic (ang. Row set), upravlja z vrnjenimi podatki poizvedbe.
Mnozˇica vrstic vsebuje vrednosti veznih spremenljivk, s katerimi je bila pognana
poizvedba in iteratorje za pregled vrstic. Pogledni objekt ima lahko vecˇ mnozˇic
vrstic, ki se med seboj razlikujejo po vrednosti veznih spremenljivk.
• Iterator mnozˇice vrstic (ang. Row set iterator) je vsebovan v mnozˇici vrstic
in omogocˇa iteracijo po rezultatih poizvedbe. V posamezni mnozˇici je lahko vecˇ
iteratorjev. Primer sta iterator za prikaz tabele na zaslonu in iterator za pregled
vrstic v upravljalnem zrnu, kjer izvajamo dodatno racˇunanje nad podatki.
• Zbirka poizvedb (ang. Query collection) hrani rezultate poizvedbe. Prime-
rek poglednega objekta ima lahko vecˇ zbirk poizvedb. Ustvarijo se glede na vre-
dnosti veznih spremenljivk v mnozˇici vrstic. Cˇe vecˇ mnozˇic vrstic uporablja iste
vrednosti parametrov za poizvedbo, bo ogrodje uporabilo isto zbirko za hrambo
rezultatov. Zbirka poizvedb hrani dejanske vrstice, medtem ko jih mnozˇica vrstic
ne.
2.2. POSLOVNO STORITVENI NIVO 9
Asociacije in povezave poglednih objektov
Asociacije definirajo povezavo med definicijami entitetnih objektov. Predstavljamo si
jih lahko kot tuje kljucˇe na relacijskih podatkovnih bazah.
Pogledne objekte med seboj povezujemo s poglednimi povezavami. Povezujejo nad-
rejene (ang. master) in podrejene (ang. detail) pogledne objekte, kjer je nabor vrstic
podrejenega objekta odvisen od izbrane vrstice v nadrejenem poglednem objektu.
Aplikacijski modul ADF
Aplikacijski modul ovije primerke poglednih objektov in metode poslovnih storitev, ki
so potrebne za izvajanje neke enote dela. Obicˇajno aplikacijski modul predstavlja vecˇjo
funkcionalnost v aplikaciji.
Vsak aplikacijski modul ima svoj kontekst transakcije, ki uporablja svojo povezavo
na bazo. To pomeni, da so vsi pogledni objekti in metode, znotraj modula, del iste
transakcije. Aplikacijske module se lahko gnezdi, pri tem pa vsi uporabljajo transakcijo,
definirano v korenskem modulu (ang. root application module). Z gnezdenjem modulov
pogostokrat prihranimo na sˇtevilu povezav na bazo [1]. Aplikacijski modul definirajo:
• Datoteka XML metapodatkov (ang. Aplication module XML) vsebuje
opis podatkovnega modela in metod, ki so izpostavljene odjemalcu. V opis po-
datkovnega modela spadajo pogledni objekti in pripadajocˇe pogledne kriterije,
nadrejeni in podrejeni pogledni objekti, ki so med seboj povezani z poglednimi
povezavami ter gnezdeni aplikacijski moduli.
• Definicija aplikacijskega modula (ang. Aplication module definition) je
razred Java, ki skrbi za predstavitev lastnosti, definiranih v datoteki XML, v cˇasu
izvajanja.
• Implementacija aplikacijskega modula (ang. Aplication module imple-
mentation) predstavlja primerek aplikacijskega modula, ki se generira ob izvaja-
nju z namenom, da strezˇe prejetim zahtevam. Kadar je potrebno implementirati
dodatno poslovno logiko, se to stori v razsˇiritvenem razredu tega razreda. Privzeti
razred je oracle.jbo.server.ApplicationModuleImpl.
• Datoteka bc4j.xcfg vsebuje podatke, ki dolocˇajo obnasˇanje aplikacijskega mo-
dula v cˇasu izvajanja. To so na primer: podatki o povezavi na bazo, velikost
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bazena aplikacijskih modulov (ang. Application Module Pooling), zˇivljenjska doba
aplikacijskega modula, interval, ki dolocˇa kdaj se neaktivni moduli sprostijo nazaj
v bazen aplikacijskih modulov, itd.
Aktivacija in pasivacija aplikacijskih modulov
Kadar imamo v aplikaciji prijavljenih vecˇ uporabnikov, kot je na voljo primerkov v ba-
zenu aplikacijskih modulov, pride do pasivacije (ang. passivation) in aktivacije (ang.
activation). Ko nov uporabnik zahteva primerek aplikacijskega modula in v bazenu apli-
kacijskih modulov ni prostega primerka, pride do pasivacije. Pri pasivaciji se vzame
primerek aplikacijskega modula, ki je najvecˇ cˇasa neaktiven. Njegovo stanje se shrani
ali na bazo ali v datoteko na strezˇniku. Shranijo se podatki o seji, zacˇasni podatki ter
poizvedbe, ki jih je uporabnik pognal. Nato se primerek uporabi za strezˇenje novemu
uporabniku. Ko prvi uporabnik ponovno zahteva operacijo aplikacijskega modula in pri-
dobi primerek, pride do aktivacije. Ob aktivaciji se ustrezno napolnijo zacˇasni podatki,
poleg tega pa se sˇe enkrat pozˇenejo poizvedbe poglednih objektov. Aktivacija aplikacij-
skega modula upocˇasni sistem, zato je potrebno paziti, da ustrezno nastavimo velikost
bazena aplkacijskih modulov [5].
Prehodni atributi
Na entitetnih in poglednih objektih lahko definiramo prehodne atribute (ang. transi-
tive attributes). Atributi niso preslikava dolocˇenega stolpca na bazi. Njihovo vrednost
racˇunamo programsko, v razredu entitetnega objekta, ali pa operacijo definiramo z jezi-
kom Groovy preko deklarativnega urejevalnika. Prehodne atribute lahko uporabimo za
operacije, kot so sˇtetje elementov podrejenega objekta ali racˇunanje povprecˇja vrednosti
dolocˇenega stolpca. Uporabni so tudi za shranjevanje zacˇasnih podatkov, ki dolocˇajo
stanje in delovanje dolocˇene funkcionalnosti. Takrat moramo paziti, da na prehodnih
atributih omogocˇimo pasivacijo. Ob pasivaciji in aktivaciji aplikacijskega modula se bo
vrednost shranila, sicer se izbriˇse in delovanje aplikacije ne bo pravilno.
2.3 Model ADF
Osrednji del ogrodja Oracle ADF predstavlja Model ADF. Sestavljajo ga podatkovne
kontrole (ang. Data Control) in podatkovne vezi (ang. Data Bindings). To so datoteke





Glavni pogled in kontroler
{nevezan tok opravil}















































Slika 2.4: Vsebovalnik vezi. Na sliki je prikazana povezava med elementi vsebovalnika vezi in
operacijami poslovnih komponent.
XML, v katerih so zapisane lastnosti storitev, lastnosti podatkovnih struktur, metod in
podatkovnih tipov poslovnih storitev.
Podatkovne kontrole so zapisane v datoteki DataControls.xml. V njej je zapisano,
katere podatkovne vezi pripadajo dolocˇeni strani, fragmentu strani ali toku opravil. Pri
uporabi poslovnih komponent ADF podatkovne kontrole omogocˇajo dostop do aplika-
cijskih modulov, njihovih metod ter vsebovanih poglednih objektov.
Podatkovne vezi so shranjene v vsebovalniku podatkovnih vezi (ang. binding con-
tainer). Vsaka stran, fragment strani ali akcija znotraj toka opravil ima svoj vsebovalnik
podatkovnih vezi. Ta se ustvari samodejno, ko na primer na stran dodamo element po-
datkovne kontrole.
Poznamo tri vrste objektov vezi:
• Izvajalne vezi, med katere spadajo vezi iteratorjev za pomikanje po rezultatih v
tabeli in vezi, ki skrbijo za izvajanje nalog v ozadju. To so npr. vezi za upravljanje
s poizvedbami.
• Vezi vrednosti skrbijo za prikaz podatkov v komponentah uporabniˇskega vme-
snika. Vezi vrednosti so vezi za prikaz drevesnih tabel, seznamov, atributov, itd.
• Vezi akcij se uporabljajo za vezanje akcij na komponente uporabniˇskega vme-
snika, kot so gumbi in povezave.
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Slika 2.5: Vsebovalnik vezi. Prikazana je povezava med komponentami uporabniˇskega vmesnika
in elementi vsebovalnika vezi.
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Njihova razporeditev v vsebovalniku vezi in povezava s poslovnimi komponentami
je prikazana na sliki 2.4, povezava s komponentami uporabniˇskega vmesnika pa na sliki
2.5.
Podatkovne kontrole omogocˇajo abstrakcijo implementacije poslovnih procesov, zato
lahko poslovne procese implementiramo v razlicˇnih tehnologijah, ki smo jih navedli v
poglavju 2.2. V cˇasu izvajanja se iz podatkovnih kontrol prebere, katera podatkovna vez
pripada strani ali toku opravil, ki ga uporabnik zahteva. Nato se vzpostavi dvosmerna
povezava med uporabniˇskim vmesnikom in poslovnimi storitvami aplikacije [4].
Na strani se na vrednosti vezi sklicujemo preko izraznega jezika (ang. expression




id="cil2" immediate="true" text="Delete" />
2.3.1 Knjizˇnica vezi ADF (ADF binding API)
Velikokrat se srecˇamo s problemom, ko podatkovne kontrole in vezi niso dovolj za im-
plementacijo dolocˇene funkcionalnosti. Vcˇasih moramo izvesti kodo v upravljalnem zrnu
strani, preden poklicˇemo metodo iz podatkovnih storitev. Ali pa zˇelimo rokovati s po-
datki v razredu Java, kjer nimamo podatkovnih kontrol in vezi.
Kadar zˇelimo izvajati akcije poslovnih storitev v upravljalnem zrnu strani, moramo
to storiti preko knjizˇnice vezi ADF (ang. ADF binding API). Pomembno je, da se ope-
racijo poslovnih storitev najprej definira v vezeh, kot vez akcije, in nato preko knjizˇnice
poklicˇe v upravljalnem zrnu. Najbolj pogosta napaka razvijalcev je ta, da preko vezi
dobijo razred aplikacijskega modula in nato izvedejo njegovo metodo. Pri tem pristopu
niti ni potrebno, da je metoda aplikacijskega modula izpostavljena odjemalcu. Kljub
temu, da aplikacija deluje, je priporocˇljivo, da razvijalec ne preskocˇi nivo vezi, saj s tem
onemogocˇi sˇibko sklopljenost nivojev pogleda ter modela. Izgubi se tudi nacˇin lovljenja
napak oziroma podatek o rokovalniku z napakami (ang. error handler), ki je definiran
v podatkovni kontroli. Kadar zˇelimo vseeno priklicati metodo poslovnih komponent na
nacˇin, kjer metoda ni definirana v vezeh, moramo implementirati klic metode repor-
tException() razreda DCBindingContainer. S to metodo dolocˇimo, kateri vsebovalnik
vezi naj se uporabi pri rokovanju z napako. Cˇe tega ne storimo, se napaka morda ne bo
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prikazala uporabniku na strani [3]. Primer programskega klica operacije, definirane v
vezeh strani, je prikazan v podpoglavju razvoja modula za varnost 3.9.1.
Cˇe razvijamo funkcionalnost, ki v ozadju nima strani, podatkovnih kontrol in vezi,
moramo primerek aplikacijskega modula klicati programsko. Takrat je pomembno, da
primerek, po zakljucˇku neke operacije, sprostimo nazaj v bazen aplikacijskih modulov in
s tem omogocˇimo uporabo istega primerka drugim uporabnikom. V nasprotnem primeru
lahko pride do uhajanja pomnilnika (ang. memory leak). Primer bo prikazan v poglavju
branja prevodov iz podatkovne baze 3.8.1.
2.4 Kontrolni nivo
V ogrodju ADF lahko kontrolni nivo implementiramo s kontrolerjem JSF Java Server
Faces ali z uporabo kontolerja ADF, ki temelji na tehnologiji JSF. Ena glavnih prednosti
kontrolerja ADF je ta, da razdeli tok aplikacije na vecˇ manjˇsih, omejenih tokov opravil
(ang. bounded task flows). Omejeni tokovi opravil so ena bistvenih komponent ogrodja
ADF. Omogocˇajo grajenje manjˇsih enot, ki se lahko uporabijo samostojno ali znotraj
verige tokov, ki jo dolocˇa tok aplikacije [6].
Tok opravil ADF, poleg strani in navigacije med njimi, vsebuje tudi uporabniku
nevidne komponente. To so klici metod in odlocˇitvene tocˇke (ang. routers), ki na
podlagi podanih vrednosti navigirajo na prikaz strani ali izvajanje metod [7]. V toku
opravil lahko izvajamo metode, ki so implementirane v upravljalnih zrnih Java ali metode
poslovnih procesov preko vezi Modela ADF.
Poleg omejenih tokov opravil poznamo tudi neomejen tok opravil. Primer slednjega
je datoteka adfc-config.xml. Aplikacija ima lahko samo en neomejen tok, ta pa lahko
vsebuje vecˇ omejenih tokov opravil, strani, aktivnosti, definicij zrn in ostalih elementov
toka opravil. Kadar aplikacijo razvijamo modularno, se v vsakem modulu ustvari da-
toteka adfc-config.xml. Te se v cˇasu izvajanja zdruzˇijo v eno. Pri modularnem nacˇinu
razvoja aplikacije nam tako ni potrebno definirati istega upravljalnega zrna, strani ali
akcije na vecˇ mestih.
2.4.1 Primerjava z Java Server Faces
Navigacijski model Java Server Faces (JSF) je zgrajen na podlagi navigacijskih pra-
vil, shranjenih v datoteki faces-config.xml. Pravila, na podlagi izida (ang. outcome),
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ki ga povzrocˇajo komponente uporabniˇskega vmesnika, odlocˇajo o prikazu naslednje
strani. ADF za navigacijo uporablja tok opravil. Datoteka faces-config.xml se pri upo-
rabi kontrolerja ADF sˇe vedno uporablja za dolocˇanje validacijskih pravil, pretvornikov,
poslusˇalcev faz zˇivljenjskega cikla (ang. lifecycle phase listners), definicijo lastnih kom-
ponent in globalnih virov prevodov [3]. Sˇe ena prednost toka opravil ADF je ta, da
vsebuje skupni pomnilnik (ang. shared memory scope). Primer je pomnilnik toka opra-
vil (ang. page flow scope), ki omogocˇa prenasˇanje podatkov med aktivnostmi znotraj
toka opravil. V JSF, razen obsega seje (ang. session scope), tega ni [8].
Zgornja primerjava je narejena na podlagi JSF 2.0, na kateri temelji kontroler ADF.
V cˇasu pisanja je zunaj zˇe nova razlicˇica JSF 2.2, ki po izgledu toka opravil ADF in
spletnega toka ogrodja Spring (ang. Spring web flow), vsebuje tokove imenovane Faces
flow [9]. Trenutna razlicˇica ogrodja Oracle ADF 12 ne podpira JSF 2.2.
2.5 Nivo pogleda
ADF podpira naslednje tehnologije na nivoju pogleda [1]:
• ADF Faces,
• Apache MyFaces Trinidad, odprtokodno spletno ogrodje, ki temelji na JSF in
je osnova za komponente ADF Faces,
• JSF, jedro Java Server Faces,
• ADF Mobile, podpira spletne in vgrajene (ang. native) brskalnike mobilnih
naprav,
• Microsoft Excel, kot cˇelni del sistema za poslovne komponente ADF.
2.5.1 ADF Faces
ADF Faces je zbirka vecˇ kot 150 komponent, ki so zgrajene na osnovi ogrodja Java Ser-
ver Faces in vsebujejo funkcionalnosti Ajax (ang. Asynchronous JavaScript and XML).
Kjub temu je razvijalcu kompleksnost jezika JavaScript skrita, saj se funkcionalnost kom-
ponent razvija deklarativno. V primerih, ko zˇeli razvijalec dodati svojo funckionalnost
na strani odjemalca, lahko to stori z uporabo ustreznih metod JavaScript, ki jih ogrodje
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ADF ponuja znotraj ogrodja odjemalca (ang. client-side framework). Za sklicevanje na
vecˇino komponent se uporablja razred JavaScript AdfUIComponent in njegove podra-
zrede. Primerek tega razreda je predstavitev strezˇniˇske komponente na strani odjemalca
[10]. ADF Faces delimo v naslednje kategorije:
• Komponente postavitve (ang. Layout Components): Dolocˇajo postavitev
strani in vsebujejo interaktivne komponente, katerih vsebino lahko prikazujemo
ali skrivamo. Poleg standardnih postavitvenih komponent spadajo sem sˇe meniji
in vsebovalniki orodnih vrstic, sekundarna okna, kot je na primer pojavno okno
(ang. popup), v katerem ADF faces omogocˇa prikazovnje celotnega toka opravil.
• Pogledi podatkov (ang. Data views): Komponente za prikaz podatkov, kot
so tabele in drevesne tabele, ki omogocˇajo razvrsˇcˇanje in filtriranje podatkov.
Podatke lahko prikazujemo tudi z bolj kompleksnimi komponentami, kot so: grafi,
diagrami, pivot tabele, cˇasovnice ter geografske in tematske karte.
• Poizvedbene komponente (ang. Query components): Na podlagi kriterija
pogleda nekega poglednega objekta se s pomocˇjo poizvedbene komponente ustvari
iskalnik. Komponenta omogocˇa osnovno in napredno iskanje, dodajanje iskalnih
atributov, dinamicˇno izbiro poglednega kriterija ter shranjevanje in personaliza-
cijo iskalnih pogojev. V naprednem iskanju lahko uporabnik sam dolocˇi relacijo
(npr. strartwith ali contains) za iskanje po dolocˇenem atributu. Poizvedbena
komponenta, kot jo vidi uporabnik, je prikazana na sliki 2.5 v poglavju 2.3.
ADF Faces vsebuje sˇe komponente za sporocˇila in pomocˇi, splosˇne kontrole, kot
so navigacijske komponente in komponente za prikaz slik in ikon, ter operacije, ki s
komponentami delujejo in omogocˇajo implementacijo dodatnih funkcionalnosti, kot so:
akcije primi in spusti (ang. drag and drop), validacije in dogodkovni poslusˇalci (ang.
event listeners).
Pomemben del so tudi predloge izgleda (ang. Page Templates), ki poenostavljajo
razvoj posameznih strani.
S pomocˇjo orodja za oblikovanje (ang. ADF Skinning), lahko spreminjamo izgled
komponent ogrodja ADF Faces. Obliko dolocˇamo v datoteki CSS ogrodja ADF, ki
vsebuje posebno obliko jezika CSS (ang. Cascading Style Sheets). Za vsako komponento
obstaja izbirnik (ang. selector), s pomocˇjo katerega to komponento oblikujemo.
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Z ogrodjem ADF gradimo strani (ang. pages), ki imajo koncˇnico .jsf ali .jspx ter
fragmente strani (ang. fragments), ki imajo koncˇnico .jsff. Fragmente strani se uporablja
v vezanem toku opravil. Strani uporabljamo za prikaz glavne strani ali za odpiranje toka
opravil v pojavnem oknu.
2.6 Lokalizacija
Ogrodje ADF in orodje JDeveloper omogocˇata avtomatizacijo lokalizacije. Prevode se
lahko definira na nivoju atributov entitet in poglednih objektov, ki so del poslovnih
komponent ADF. Atribut entitete “UporabniskoIme” bo na vsaki strani uporabniˇskega
vmesnika preveden v niz “Uporabniˇsko ime”, razen cˇe ni drugacˇe dolocˇeno. Ogrodje bo
pregledalo prevode za kljucˇe na nivoju poglednega objekta in sˇele nato iskalo prevode
na nivoju entitete. Prevodi in kljucˇi so lahko zapisani v datoteki s koncˇnico .properties,
v datoteki XLIFF (XML format) ter v razredu Java ListResourceBundle.java. V orodju
JDeveloper se prevode ureja deklarativno, z urejanjem polja “UI Hints” v atributu enti-
tete ali poglednega objekta. Razvijalec v polje zapiˇse zˇeleni niz in avtomatsko se ustvari
ena od nasˇtetih datotek, ki vsebuje kljucˇ prevoda ter prevod. V definiciji entitete ali
poglednega objekta se doda element ”LABEL”, ki vsebuje kljucˇ prevoda:








Kljucˇ je sestavljen na podlagi paketa, imena poglednega objekta ali entitete in imena
atributa. V entiteto in pogledni objekt se zapiˇse sˇe pot do datoteke, v kateri so shranjeni
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Za prevajanje oznak polj, ki jih ustvarimo na strani in niso del poslovnih objektov,
moramo v datoteki faces-config.xml definirati vir prevodov. V datoteki dolocˇimo spre-
menljivko, s katero se bomo sklicevali na razred s prevodi (prikazano na sliki 2.6). Na
Slika 2.6: Nastavitev datoteke resource budnle v faces-config.xml
elementih uporabniˇskega vmesnika dostopamo do prevodov z imenom spremenljivke in
imenom kljucˇa. Primer: #{res.GumbShrani}, kjer je res ime spremenljivke GumbShrani
pa ime kljucˇa.
2.7 ADF Essentials
Oracle ADF je bil do jeseni 2012 na voljo le uporabnikom, ki so bili pripravljeni placˇevati
drage licence v primeru namestitve aplikacije v produkcijsko okolje. Kljub temu, da so
orodja za razvoj aplikacij zastonj, je to predstavljalo veliko omejitev pri izbiri ogrodja
za razvoj aplikacij.
Oracle je, v upanju da razsˇiri ogrodje ADF med razvijalce, izdal brezplacˇno razlicˇico
ogrodja ADF. To je ADF Essentials, ki vsebuje vse funkcionalnosti za razvoj podatkovno
vodenih aplikacij in omogocˇa uporabo ogrodja ADF izven celotnega oraclovega sklada
(ang. Oracle stack). Iz tega razloga ne vsebuje vseh funkcionalnosti ogrodja ADF, saj
so nekatere tesno povezane z uporabo strezˇnika Weblogic. Nekatere so:
• ADF Security, ki skrbi za varnosti v aplikaciji,
• MDS (Metadata Services), ogrodje za prilagoditev aplikacije glede na posamezno
namestitev ali celo posameznemu uporabniku. Za uporabnika lahko shrani razlicˇne
postavitve komponent, kot je na primer razporeditev stolpcev v tabeli [8],
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• EM (Enterprise Manager), orodje za konfiguracijo strezˇnika in aplikacij, spremlja-
nje porabe virov, ter upravljanje opravil.
Oracle je ADF Essentials izdal z namenom, da vecˇjemu sˇtevilu razvijalcem predstavi
razvojne koncepte ogrodja ADF in v upanju, da bodo razvijalci lahko sami spoznali,
kako bogato in produktivno je to ogorodje. ADF Essentials aplikacije lahko namestimo
na oraclova strezˇnika Weblogic ali Glassfish. Ker pa ni nobenih omjitev z licencami,
lahko aplikacije namestimo tudi na ostale strezˇnike Java EE [11, 2].
Oracle ADF in ADF Essentials nista odprtokodna. Razvijalci, ki imajo s podjetjem
Oracle pogodbo o zagotvaljanju podpore, lahko zahtevajo kopijo kode ogrodja ADF. Ta
podpora pa seveda ni brezplacˇna [12].
2.8 Pristopi razvoja aplikacij z ogrodjem ADF
Kot vecˇina orodij IDE, tudi orodje JDeveloper deluje na podlagi koncepta delovni prostor
(ang. workspace), ki ga poimenuje kar aplikacija (ang. application). Delovni prostor
oziroma aplikacija vsebuje enega ali vecˇ projektov. Pri aplikacijah Fusion Web sta to
projekt modela ter projekt pogleda in kontrolerja.
Pri razvoju spletnih aplikacij je odlocˇanje o arhitekturi prva stvar, ki ji je po-
trebno nameniti precejˇsnji delezˇ razvojnega cˇasa. Z ogrodjem ADF je za razvoj aplikacij
mogocˇih vecˇ pristopov. Aplikacijo lahko razvijamo v enem samem delovnem prostoru
ali pa jih uporabimo vecˇ. Z orodjem JDeveloper in knjizˇnicami ADF lahko vecˇ aplikacij
ADF zdruzˇimo v eno glavno. Izbira pristopa razvoja je odvisna od velikosti aplikacije,
potrebi po deljenju kode med posameznimi aplikacijami, nacˇinu nalaganja aplikacije na
strezˇnik (ang. deploy), ciklov izdajanja novih razlicˇic ter sˇtevila razvijalcev na projektu.
V naslednjih poglavjih bomo razlicˇne pristope podrobneje opisali.
2.8.1 Monoliticˇne aplikacije
Monoliticˇno aplikacijo sestavlja eno delovno okolje (ang. workspace), ki vsebuje enega ali
vecˇ projektov modela in pogleda. Aplikacija je zapakirana v datoteko ear in na strezˇniku
tecˇe kot en proces.
Najpreprostejˇsi pristop k razvoju aplikacije je ustvarjanje delovnega okolja, ki vse-
buje en projekt modela in en projekt pogleda. Projekt modela vsebuje entitetne objekte,
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pogledne objekte in enega ali vecˇ aplikacijskih modulov. Projekt pogleda vsebuje strani
JSF, tokove opravil, fragmente strani ter podatkovne kontrole in vezi. Ta pristop raz-
vijanja aplikacij je preprost in primeren za aplikacije, ki jih razvija en razvijalec in kjer
ni potrebe po delitvi funkcionalnosti med ostale aplikacije. Slabost tega pristopa je, da
posameznih delov aplikacije ne moremo vecˇkrat uporabiti.
V naslednjem pristopu delovno okolje vsebuje vecˇ projektov modela in en sam projekt
pogleda. Pri tem pristopu je potrebno paziti, da se poslovne funkcionalnosti razdelijo v
smiselne projekte modela. Paziti je potrebno na odvisnosti med posameznimi projekti
ter odstraniti morebitne ciklicˇne odvisnosti. Pristop je primeren za razvoj manjˇsih in
srednje obsezˇnih aplikacij, kjer je sˇtevilo uporabniˇskih strani majhno (manj kot petdeset)
in kjer je interakcija med ostalimi aplikacijami majhna.
Za aplikacije, ki vsebujejo vecˇ kot petdeset uporabniˇskih strani, se uporablja pristop,
kjer delovni prostor, poleg vecˇ projektov modela, vsebuje tudi vecˇ projektov pogleda.
En izmed projektov pogleda je glavni (ang. master) in se uporablja za zdruzˇitev funkci-
onalnosti vseh ostalih projektov. Vsak projekt pogleda vsebuje vezane tokove opravil, ki
predstavljajo del neke funkcionalnosti. Glavni projekt vsebuje konfiguracijske datoteke,
skripte za gradnjo (ang. build) aplikacije in informacijo o odvisnosti od ostalih projek-
tov. Sˇtevilo projektov v delovnem okolju je odvisno od modularnosti, ki jo razvijalec
zˇeli dosecˇi.
2.8.2 Modularne aplikacije
Pristop razvoja monoliticˇnih aplikacij hitro propade, kadar zˇelimo razviti aplikacijo, se-
stavljeno iz neodvisnih modulov, ki jih lahko vecˇkrat uporabimo in kadar zˇelimo v eni
aplikaciji preko knjizˇnice uporabljati storitve druge aplikacije. Podjetje lahko dolocˇene
funkcionalnosti uporabi v vecˇ razlicˇnih aplikacijah. Resˇitev za ta pristop je sˇibka sklo-
pljenost poslovnih procesov. Poslovne funkcionalnosti se lahko razdeli v vecˇ podsistemov
oziroma modulov, ki jih lahko poganjamo neodvisno od koncˇne aplikacije [3]. Diagram
je prikazan na sliki 2.7. Prednosti tega pristopa so:
• izboljˇsana modularnost sistema,
• vzdrzˇevanje postane enostavnejˇse; vsak modul lahko neodvisno od ostalih spre-
menimo in nalozˇimo na strezˇnik, ne da bi pri tem onemogocˇili delovanje celotne
aplikacije,
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• hitrejˇsi cˇas razvoja; testiranje novih modulov je neodvisno od koncˇne aplikacije,
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Slika 2.7: Diagram razvoja poslovne aplikacije. Vecˇ manjˇsih projektov modela in pogleda se
zdruzˇi v glavni aplikaciji.
Tak pristop prinasˇa tudi nekaj slabosti. Orodje JDeveloper ne zna najboljˇse roko-
vati z odvisnostmi med posameznimi moduli in je za to potrebno nekaj discipline med
razvijalci. Ker imamo vecˇ aplikacij, je tudi nadzor razlicˇic kode otezˇen, saj mora biti
koda vsakega modula oziroma aplikacije neodvisno verzionirana od kode ostalih mo-
dulov. Pomembno je, da granulacija aplikacije ni predrobna, saj se lahko zgodi, da
razvijalec porabi prevecˇ cˇasa za urejanje kode in knjizˇnic, namesto za razvijanje novih
funkcionalnosti.
Odvisnost modulov in izogibanje ciklom
Najvecˇji izziv pri razdeljevanju projekta v smiselne module predstavlja dolocˇanje odvi-
snosti med posameznimi moduli in izogibanje ciklicˇnim odvisnostim. Pri razdeljevanju
se lahko uporabi osnovno pravilo razdeljevanja monoliticˇnih aplikacij v vecˇ projektov [3]:
1. Najprej dolocˇimo skupne storitve in pomozˇne metode aplikacije. Vse te postavimo
v projekt, kjer hranimo splosˇno kodo.
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2. Dolocˇimo logicˇno neodvisne poslovne module in za njih zgradimo projekte modela.
Projekti so lahko odvisni le od projekta splosˇne kode.
3. Definiramo podrobnejˇsi nivo poslovnih modulov in za njih zgradimo projekte mo-
dela. Pri tem je potrebno paziti, da so moduli odvisni le od tistih definiranih na
viˇsjem nivoju (moduli, ki smo jih definirali v prejˇsnjih korakih) in ne na istem.
Ta korak nadaljujemo, dokler vseh uporabniˇskih primerov ne razdelimo v ustrezne
module. Zˇal za ta korak ne obstaja nobeno ucˇinkovito in hitro pravilo. Zato se
med razvojem lahko zgodi, da bo obstojecˇe module potrebno spremeniti, da se
izognemo ciklicˇnim odvisnostim.
Ko ustvarjamo aplikacije in projekte znotraj njih, moramo vsakemu projektu defi-
nirati enolicˇno ime paketa. To je pomembno, saj ogrodje ADF za vsako delovno okolje
ustvari konfiguracijske datoteke. Z enolicˇnimi imeni paketov poskrbimo, da se te dato-
teke ne povozijo, ko module zdruzˇimo v glavno aplikacijo.
2.8.3 Granulacija posamezne aplikacije
Ravno tako kot pri monoliticˇnem pristopu lahko tudi pri modularnem pristopu posa-
mezna delovna okolja vsebujejo vecˇ projektov modela. Ti projekti so organizirani glede




































Slika 2.8: Prikaz diagrama razdelitve projekta modela nekega podsistema oz. aplikacije.
neko funkcionalnost. Vsak projekt modela vsebuje po en aplikacijski modul. Prvi modul
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vsebuje zasebne metode znotraj projekta. Lahko je vsebovan v aplikacijskem modulu
z javnimi metodami, ki so preko storitev izpostavljene zunanjim aplikacijam. Po zˇelji
lahko dodamo sˇe modul, ki vsebuje metode, potrebne za prikaz uporabniˇskega vmesnika.
Slednji vsebuje aplikacijski modul z javnimi metodami. Na sliki 2.8 je prikazano ome-
njeno gnezdenje aplikacijskih modulov [3]. Tak pristop je seveda primeren, v kolikor so
posamezni moduli dovolj obsezˇni, da jih je smiselno locˇevati v podprojekte.
2.8.4 Razvoj poslovnih aplikacij
Modularen pristop razvoja aplikacij je primeren za obsezˇne poslovne aplikacije, saj vse-
bujejo veliko datotek in kode. Da preprecˇimo kaos, je potrebno aplikacijo razdeliti na
manjˇse, obvladljive dele. Orodje JDeveloper in ogrodje ADF to omogocˇata s koncepti
delovnega prostora (ang. workspace) in knjizˇnicami ADF [1].
Namesto ene obsezˇne aplikacije moramo razviti vecˇ manjˇsih. Razdelimo jih po na-
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Slika 2.9: struktura aplikacije
• Aplikacija s splosˇno kodo vsebuje najbolj pogosto uporabljene metode, ki so
skupne celotnemu sistemu. Vsebuje tudi razsˇiritvene razrede ogrodja za npr.:
pogledne objekte, entitetne objekte in aplikacijske module ADF.
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• Aplikacija za skupne komponente uporabniˇskega vmesnika vsebuje pre-
dloge izgleda, predloge toka opravil, ter posebno datoteko CSS za oblikovanje
komponent ADF (ang. ADF Skinning).
• Aplikacija za splosˇne poslovne komponente vsebuje entitete celotne aplika-
cije. Ker se v vecˇini primerov uporablja ena entiteta za eno tabelo v podatkovni
bazi, je smiselno, da so vse entitete definirane na enem mestu. Vsebuje tudi po-
gledne objekte za podatke v seznamih vrednosti in aplikacijski modul ADF, ki
vsebuje te pogledne objekte.
• Aplikacija za razvoj sheme podatkovne baze, cˇe ne razvijamo na obstojecˇi
bazi.
• Vecˇ podsistemov, manjˇsih aplikacij, ki predstavljajo posamezno funkcional-
nost glavne aplikacije. Obicˇajno se za vsak primer uporabe (agilne metode ra-
zvoja) razvije en tok opravil. To pomeni, da ima koncˇna aplikacija lahko do sto
tokov opravil. Naloga razvjalcev je, da toke opravil smiselno zdruzˇijo v podsi-
steme. Vsak podsistem razvija manjˇsa skupina razvijalcev. V projektu modela
podsistema so pogledni objekti, ki jih potrebujemo za prikaz podatkov na straneh
v tokovih opravil, ter aplikacijski modul ADF. Projekt pogleda (ang. viewcontrol-
ler) vsebuje tokove opravil ter fragmente strani (ang. fragments). Vsak podsistem
vsebuje tudi strani za testiranje, pri katerih mora biti iz imena razvidno, da gre
za strani, ki so namenjene testiranju modula in se ne smejo uporabljati v koncˇni
aplikaciji.
• Glavna aplikacija. To delovno okolje je odvisno od vseh ostalih in ne vsebuje
kode. Sluzˇi kot vsebovalnik vseh tokov opravil, ki sestavljajo aplikacijo. Na podlagi
tega delovnega okolja zgradimo paket s koncˇnico ear, ki ga namestimo na strezˇnik.
Vsak delovni prostor lahko vsebuje vecˇ projektov. Cˇe gradimo aplikacijo tipa Fusion
web application (ADF), se avtomatsko zgenerirata projekta Model in ViewControler, ki
jima pri gradnji vecˇjih aplikacij, spremenimo privzeto ime v ”(ime podsistema)Model” in
”(ime podsistema)View”. Zaradi konfiguracijskih datotek in podatkovnih vezi moramo
paziti, da dolocˇimo enolicˇen paket za oba projekta. Posamezno aplikacijo zapakiramo v
knjizˇnico ADF.
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V naslednjem poglavju bomo na primeru predstavili modularen pristop razvoja apli-
kacij s pomocˇjo ogrodja ADF in orodja JDeveloper. Uporabljali bomo arhitekturo apli-
kacije Fusion Web Application.
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Poglavje 3
Razvoj aplikacije
V nadaljevanju sledi prikaz razvoja spletne aplikacije, ki sluzˇi kot zaledni sistem mobilne
aplikacije. Opisane so zahteve aplikacije, resˇitve, ki jih ogrodje zˇe ponuja, ter podrobnosti
postopka razvoja. Za razvoj aplikacije smo izbrali modularen pristop. Prikazali smo
celoten postopek razovoja, od razdelitve projekta v module do priprave namestitvenih
profilov in knjizˇnic za namestitev aplikacije na strezˇnik. Na koncu smo aplikacijo sˇe
testirali, izpostavili prednosti in slabosti izbranega pristopa ter ga primerjali z ostalimi
pristopi razvoja aplikacij.
3.1 Tehnologije uporabljene pri razvoju
Za razvoj aplikacije smo uporabili naslednje tehnologije:
• Oracle ADF 12c in ustrezno razvojno okolje JDeveloper,
• strezˇnika Weblogic 12c ter Glassfish 3.1. Weblogic 12c je integriran v orodje JDe-
veloper in vsebuje vse potrebne knjizˇnice za zagon aplikacije ADF. Sluzˇi za testi-
ranje aplikacije v fazi razvoja. Knjizˇnice ADF Essentials smo na strezˇnik Glassfish
namestili sami,
• ADF Essentials,
• podatkovna baza Oracle 11g,
• Subversion SVN za verzioniranje kode.
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3.2 Zahteve aplikacije
Razvili smo aplikacijo, ki sluzˇi kot zaledni sistem mobilnih aplikacij. Sistem omogocˇa
pregled slik, ki jih uporabniki nalozˇijo preko mobilnih naprav, razdeljevanje uporabnikov
v skupine ter posˇiljanje obvestil posameznim skupinam ali posameznim uporabnikom.
Omogocˇeno je tudi urejanje podatkov o poslovalnicah oz. objektih za katere zˇelimo, da
se prikazujejo na zemljevidu v mobilni aplikaciji.
Primer je mobilna aplikacija za avtomobilsko zavarovanje, kjer zavarovanci placˇujejo
premijo glede na sˇtevilo prevozˇenih kilometrov. Prijavljeni uporabniki morajo vsak
drugi mesec slikati sˇtevce svojega avtomobila in zavarovalnici sporocˇiti, koliko prevozˇenih
kilometrov ima vozilo. Preko portala se nato preveri, cˇe se vpisani kilometri ujemajo s
kilometri na sliki sˇtevca.
Aplikacija, ki smo jo razvili omogocˇa naslednje funkcionalnosti:
• Varnost: Preverjanje pravic uporabnika. Dovoljenja za pregled ali urejanje podat-
kov. Dovoljenja za pregled le osnovnih podatkov. Dodajanje in urejanje uporab-
nikov, skupin uporabnikov, ter njihovih pravic.
• Vecˇjezicˇnost: Prevode aplikacije hranimo v podatkovni bazi. Administratorjem
aplikacije je omogocˇeno, da prevode spreminjajo v cˇasu izvajanja aplikacije.
• Pregled in sprejemanje slik, ki jih posˇiljajo uporabniki mobilne aplikacije.
• Pregled uporabnikov, prijavljenih v mobilno aplikacijo.
• Mozˇnost grupiranja uporabnikov v skupine. Omogocˇeno naj bo posˇiljanje akcij,
obvestil o dogodkih in novostih, skupinam ali posameznim uporabnikom.
• Urejanje poslovalnic.
Zahteve, ki jih ogrodje ADF zˇe resˇuje, so naslednje:
• Lokalizacija aplikacije.
• Varnost, ki jo dosezˇemo z uporabniki, shranjenimi na strezˇniku Weblogic, ter
pravicami, ki jih definiramo v aplikaciji v datoteki jazn-data.xml.
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3.3 Nacˇrtovanje razvoja
Pri razdeljevanju aplikacije v smiselne module smo opazili, da bo aplikacija vsebovala
funkcionalnosti, kot sta preverjanje pravic ter lokalizacija, ki sta prisotni v vecˇini apli-
kacijah. Zato smo najprej razvili ti dve funkcionalnosti, postavili samostojno aplikacijo,
ki omogocˇa urejajne pravic ter prevodov, in sˇele nato razvili funkcionalnosti, specificˇne
za portal oziroma zaledni sistem mobilne aplikacije. Splosˇno aplikacijo, ki vsebuje pre-
verjanje pravic ter lokalizacijo, smo poimenovali kar ogrodje.
Za razvoj modulov varnosti in lokalizacije, resˇitve, ki jih ponuja ogrodje ADF, ne
ustrezajo v celoti zastavljenim zahtevam. Implementirali smo lastno preverjajne pravic
ter razsˇirili lokalizacijo, ki jo ponuja ogrodje ADF. Dodatno smo razvili sˇe modul za ure-
janje in shranjevanje menija v podatkovni bazi. V podatkovni bazi hranimo imena tokov
opravil, strani, ter pomozˇne elemente za meni. Za vsakega uporabnika hranimo dovo-
ljenja za dostop do strani in poganjanja tokov opravil. Tokovi opravil so tudi elementi
menija, zato je prikaz elementov menija odvisen od pravic uporabnika.
3.4 Struktura ogrodja
Nasˇe ogrodje mora vsebovati modul za prijavo uporabnika in preverjanje pravic, modul
za pridobivanje in urejanje prevodov ter modul za branje in urejanje menija. Na podlagi
pravila za delitev aplikacije v module, ki smo ga opisali v poglavju 2.8.2, smo ogrodje
razdelili v manjˇse aplikacije in jim dodelili nivo.
1. Na prvem nivoju je aplikacija, ki vsebuje splosˇno kodo.
2. Takoj za splosˇno kodo sledijo aplikacije za preverjajne varnosti, branje prevodov
iz podatkovne baze ter branje podatkov o meniju za navigacijo.
3. Aplikacija, ki je odvisna od razredov aplikacije za preverjanje varnosti ter menija,
je aplikacija, ki vsebuje predloge izgleda strani ter predlogo toka opravil. Predloga
toka opravil vsebuje klic metod, s katerimi preverjamo pravice uporabnika do po-
sameznih tokov opravil. Predloga izgleda strani pa vsebuje fragment, v katerem se
prikazuje drevesni meni. Knjizˇnico, ki jo zgeneriramo iz te aplikacije, bomo upo-
rabili v vseh nadaljnjih modulih, saj bodo vsi tokovi opravil in strani uporabljali
predloge, definirane v tem projektu.
30 POGLAVJE 3. RAZVOJ APLIKACIJE
4. Na tem nivoju imamo aplikacije za urejanje podatkov preko uporabniˇskega vme-
snika. To so aplikacije za urejajne pravic, prevodov in menija. Vse so odvisne
od knjizˇnic prejˇsnjih aplikacij. Na tem nivoju so razviti tudi ostali moduli, ki so
del neke specificˇne funkcionalnosti koncˇne aplikacije. Primer so moduli za portal
mobilne aplikacije.
5. Koncˇna aplikacija, ki module zdruzˇi v celoto.
3.5 Splosˇna koda
Aplikacijo oziroma delovno okolje splosˇne kode smo poimenovali CommonCode. Vsebuje
samo en projekt z istim imenom, v njem pa so razsˇiritveni razredi komponent poslovnega
nivoja ADF ter razredi s pogosto uporabljenimi metodami.
Implementirali smo razsˇiritvene razrede za razrede poslovnih komponent, ki smo jih
opisali v poglavju 2.2. To so:
• BaoEntityImpl.java, BaoEntityDefImpl.java, BaoEntityCache.java za razrede en-
titetnega objekta,
• BaoViewDefImpl.java, BaoViewObjectImpl.java, BaoViewRowImpl.java za razrede
poglednega objekta,
• BaoApplicationModuleImpl za razrede aplikacijskega modula ADF.
Cˇeprav v prvi fazi razvoja ne potrebujemo dodatnih funkcionalnosti, je priporocˇljivo,
da v razredih poslovnih komponent ADF uporabljamo lastne razsˇiritvene razrede. V
prihodnosti bomo morda potrebovali shranjevati klice poizvedb za vsak pogledni objekt.
To bomo storili samo na enem mestu in sicer v metodi executeQuery() razsˇiritvenega
razreda ViewObjectImpl.java.
V orodju JDeveloper smo nove razrede nastavili kot privzete razsˇiritvene razrede
za poslovne komponente ADF. Pri izdelavi novih komponent, se samodejno uporabijo
omenjeni razsˇiritveni razredi.
Razsˇiritvene razrede in razrede, ki vsebujejo splosˇne metode, smo zapakirali v knjizˇnico
ADF z imenom ”adflibCommonCode.jar”.
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3.6 Splosˇne komponente kontrolerja in uporabni-
sˇkega vmesnika
To delovno okolje smo poimenovali CommonUI. Vsebuje predlogo izgleda glavne strani,
na kateri je na levem delu zaslona meni. Na desnem delu se v zavihkih prikazujejo tokovi
opravil, ki jih je uporabnik pognal. Predlogo strani ter odpiranje tokov opravil iz menija,
smo omogocˇili s pomocˇjo knjizˇnice UIShell [13].
Predloge fragmentov strani smo zgradili na podlagi najbolj pogostih razporeditev
komponent. Med drugim smo ustvarili predlogo za iskanje in prikaz rezultatov v tabeli, ki
je prikazana na sliki 3.1 in predlogo za podroben pregled, za izpis informacij o uporabniku
in njegovih sporocˇilih.
Slika 3.1: Predloga za fragment strani, kjer zˇelimo prikazati komponento za iskanje (ang. query
component) ter tabelo pod njo.
Projekt vsebuje predlogo toka opravil za preverjajne pravic. Ta vsebuje klic metode,
ki preveri, cˇe ima uporabnik pravico do poganjanja toka, sˇe preden se izriˇse fragment
strani. V datoteki adfc-config.xml (nevezan tok opravil) smo definirali zrna Java, ki jih
bomo uporabljali skozi celotno aplikacijo. Primer je zrno za dostop do seje uporabnika.
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3.7 Aplikacija splosˇnega modela
Kot je navedeno v podpoglavju 2.8.4, smo entitetne objekte postavili v locˇen projekt.
Za modul, ki skrbi za prevode, tega nismo storili. Entitetne objekte smo definirali
kar v projeku modela za prevode, saj jih ne bomo potrebovali nikjer vecˇ. S tem smo
dosegli boljˇso prenosljivost projekta v druge sisteme, npr. v aplikacije, kjer preverjanja
varnosti ne potrebujemo. Cˇe se izkazˇe, da bomo entitete za prevode potrebovali v drugih
aplikacijah, lahko v projektu modela aplikacije za prevode ustvarimo novo knjizˇnico
ADF, kjer bomo zajeli entitete in jih nato uvozili v ostale projekte.
V splosˇnem projektu modela imamo entitetne objekte, ki ustrezajo tabelam v po-
datkovni bazi, ter pogledne objekte, ki jih bomo uporabljali kot sezname vrednosti (ang.
list of values).
Za modula varnosti in menija smo ustvarili entitete Uporabnik, Skupina, Aplika-
tivniModul, UporabnikVSkupini, PravicaDoModula ter PovezavaDoModula. Entitetni
objekti so preslikava istoimenskih tabel iz podatkovne baze. Projekt vsebuje tudi aso-
ciacije ali entitetne povezave, ki ustrezajo tujim kljucˇem v tabelah. Na vsakem izmed
entitetnih objektov smo kasneje definirali tudi ustrezne validatorje, ki jih uporabljamo
ob urejanju pravic. Projekt smo zapakirali v knjizˇnico adflibCommonModel.jar.
3.8 Prevodi
Cˇeprav nam orodje omogocˇa hitro lokalizacijo aplikacije, ima ponujena resˇitev, ki smo
jo opisali v poglavju 2.6, nekaj pomanjkljivosti:
• prevodi so definirani v datotekah. Vsaka sprememba prevoda pomeni novo namesˇcˇanje
aplikacije;
• orodje ustvari eno ali vecˇ datotek s kljucˇi in prevodi. Kadar zˇelimo aplikacijo
prevesti v nov jezik, tezˇko dolocˇimo kateri kljucˇ pripada dolocˇeni oznaki na strani,
• prevode tezˇko ureja nekdo, ki ni razvijalec.
Zgornje pomanjkljivosti smo resˇili s prestavitvijo kljucˇev in prevodov v podatkovno bazo.
Razvili smo modul za prevode, ki razvijalcu omogocˇa, da na poglednem objektu ali en-
titeti omogocˇi prevajanje z razsˇiritvijo ustreznega razreda. Da bi delo sˇe olajˇsali, smo
razvili razcˇlenjevalnik (ang. parser) XML, ki definicijam entitet in poglednim objektom
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Slika 3.2: Prikaz strukture aplikacije (modula) za prevode.
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doda kljucˇe. Kljucˇe sestavi na podlagi pravila ImeEntitete.ImeAtributa ali ImePogle-
dnegaObjekta.ImeAtributa. Za prevajalce smo razvili stran z iskalnikom in tabelo, preko
katere lahko urejajo prevode. Cˇe prevoda za nek jezik ni, bo razvijalec na strani videl
njegov kljucˇ, ga poiskal v tabeli prevodov in dodal ustrezen prevod za zˇeleni jezik.
3.8.1 Branje prevodov
Kot smo omenili v poglavju 2.8.2, ta projekt spada v drugi nivo, saj je odvisen le
od modula za splosˇno kodo. Ustvarili smo novo delovno okolje tipa ADF Fusion Web
Application, katerega struktura je prikazana na sliki 3.2. Projekt modela poleg entitet
vsebuje pogledni objekt, s pomocˇjo katerega preberemo kljucˇe in prevode iz podatkovne
baze. Pogledni objekt je vsebovan v aplikacijskem modulu BaoPrevodiSAM. V razredu
aplikacijskega modula smo implementirali metodo getPrevodi(String locale), ki pozˇene
poizvedbo poglednega objekta ter vrne pare (kljucˇ, prevod) za podani jezik. Aplikacijski
modul smo definirali kot deljen (ang. shared), kar pomeni, da bodo vsi uporabniki upo-
rabljali isti primerek aplikacijskega modula. Posledicˇno se uporabi tudi ista transakcija
v podatkovni bazi.
Aplikacija trenutno podpira slovenski in anglesˇki jezik. V projektu smo ustvarili
java razrede BaoResources.java, BaoResources sl.java in BaoResources en.java. Razredi
razsˇirjajo java razred ListResourceBunle.java. V razredu BaoResources.java je imple-
mentiran klic metode aplikacijskega modula, ki napolni dvodimenzionalno tabelo con-
tents. Ker v tem projektu nimamo podatkovnih kontrol in vezi, ne moremo uporabiti
knjizˇnice vezi ADF, ki smo jo opisali v podpoglavju 2.3.1.
Naslednja koda prikazuje, da smo aplikacijski modul ustvarili s pomocˇjo metode
createRootApplicationModuleHandle(), ki ji podamo paket in ime razreda aplikacijskega
modula, nastavitve tega modula ter razred s konfiguracijo. Po koncˇani operaciji aplika-
cijski modul, s pomocˇjo metode releaseRootApplicationModuleHandle(), sprostimo nazaj
v bazen aplikacijskih modulov. Pri tem se, zaradi ustrezno nastavljene zastavice, stanje
modula obdrzˇi. Cˇe izpustimo klic te metode, aplikacijski modul ne bo na voljo ostalim
uporabnikom. Lahko pride do uhajanja pomnilnika:
public static Object[][] getPrevodi(String LocaleCode) {
ApplicationModuleHandle handle = null;
BaoPrevodiSAMImpl am = null;
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try {






}catch (Exception e) { ...}
if (am != null) {
Map<String, String> prevodiMap = am.getPrevodiJezika(LocaleCode);
/* Klic metode aplikacijskega modula, ki pridobi prevode
in jih vrne v zgosceni tabeli */
Object[][] contents;
int prevodiMapSize = prevodiMap.size();
int i = 0;
if (prevodiMapSize > 0) {
contents = new Object[prevodiMapSize][2];






contents = new Object[0][0];
}
try{
/* AM sprostimo nazaj v bazen AM. Zaradi zastavice
’remove=false’ se njegovo stanje ohrani. */
Configuration.releaseRootApplicationModuleHandle(handle, false);
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3.8.2 Uporabniˇski vmesnik za urejanje prevodov
Uporabniku je omogocˇeno spreminjanje prevodov preko uporabniˇskega vmesnika. V pro-
jektu modela smo ustvarili nov aplikacijski modul BaoPrevodiAM, ki vsebuje pogledni
objekt za urejajne prevodov ter pogledni objekt za prikaz seznama podprtih jezikov.
Modul uporablja nastavitve lokalnega aplikacijskega modula, kar pomeni, da bo vsak
uporabnik uporabljal svoj primerek tega modula in s tem svojo povezavo na podatkovno
bazo.
V projektu pogleda smo ustvarili fragment prevodiUrejanje.jsff. Temu fragmentu
pripada vsebovalnik vezi, prevodiUrejajnePageDef.xml, ki se nahaja v paketu bao.pre-
vodi.view.pagedefs.fragments. Orodje JDeveloper vsebovalnik vezi ustvari samodejno
ter ga postavi v korenski del paketa. Tega moramo rocˇno prestaviti v zˇeleni paket, da
se v prihodnosti izognemo konfliktom z vsebinki vezi ostalih modulov.
Na strani smo, poleg iskalnika in tabele za urejanje, dodali gumb, ki osvezˇi prevode
v aplikaciji. Ker urejanje in pridobivanje prevodov ne spadata v isto bazno transakcijo,
saj se uporabljata razlicˇna aplikacijska modula in posledicˇno tudi razlicˇen medpomnilnik
entitet, moramo v poglednem objektu, s katerim beremo prevode aplikacije, ponovno
pognati poizvedbo ter osvezˇiti svezˇenj oziroma razred s prevodi (ang. resource bundle).
Na sliki 3.2 lahko vidimo, da smo v mapi “test” ustvarili stran PrevodiTest.jsf. Ta
stran vsebuje tok opravil za urejanje prevodov ter nam omogocˇa testiranje funkcional-
nosti znotraj modula. V koncˇni aplikaciji s pomocˇjo dovoljenj onemogocˇimo dostop do
testne strani.
3.9 Varnost
Ogrodje ADF omogocˇa varnost, ki je tesno povezana z uporabo strezˇnika Weblogic,
za katerega je potrebno placˇevati drage licence. Ker bomo nasˇo aplikacijo poganjali
na strezˇniku Glassfish, smo morali implementirati lasten modul za preverjanje pravic
uporabnika.
Pravice so zapisane v tabeli entitete AplikativniModul. V njej so zapisani tokovi
opravil, strani, dovoljenja do prikaza komponent na strani ter pomozˇni elementi menija.
Dostop do strani se omejuje s pomocˇjo razsˇiritve razreda PagePhaseListener.java, v
katerem se v fazi pred izrisom strani preveri, cˇe ima uporabnik omogocˇen dostop do zˇelene
strani. Preverjanje pravic za poganjanje toka opravil se pozˇene v metodi, definirani v
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predlogi toka opravil za varnost. Omejitev prikaza posameznih komponent na strani se
dolocˇa preko atributa Render posamezne komponente.
3.9.1 Prijava uporabnika in preverjanje pravic
Projekt modela
V projektu modela smo ustvarili aplikacijski modul z imenom BaoVarnostAM, ki vse-
buje pogledne objekte za avtentikacijo uporabnika ter za pridobitev njegovih pravic. V
razredu aplikacijskega modula smo implementirali metodi authenticateUser() in getRo-
lesAndPermissions(), ki pozˇeneta poizvedbo ustreznih poglednih objektov ter vrneta
rezulate v obliki tabele java.util.Map. Na sliki 3.3 je prikazano, da sta metodi izposta-
vljeni odjemalcu, kar pomeni, da lahko do njih dostopamo preko podatkovnih vezi iz
uporabniˇskega vmesnika.
Slika 3.3: Metode aplikacijskega modula, izpostavljene podatkovnim kontrolam v Modelu ADF.
Projekt pogleda
V projektu pogleda smo za prijavo uporabnika ustvarili novo stran, login.jspx. Na strani
sta definirana polja za vnos uporabniˇskega imena in gesla. Vrednosti polj preberemo
v upravljalnem zrnu, v katerem nato pozˇenemo metode poslovnih komponent, ki so
odjemalcu izpostavljene preko vezi. Ustvarili smo definicijo strani, v kateri so shranjene
vezi na metode aplikacijskega modula. Ob prijavi uporabnika se v upravljalnem zrnu
pozˇene metoda dologin(). Metoda preko vezi prebere metode aplikacijskega modula in
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Slika 3.4: Metode aplikacijskega modula, izpostavljene preko vezi Modela ADF.
jih izvede. Ker poganjamo metode poslovnega modela v upravljalnem zrnu, smo tukaj
lahko uporabili knjizˇnico vezi ADF (ang. ADF binding API). V spodnji kodi je prikazano
poganjanje metode authenticateUser, ki je uporabniˇskemu vmesniku izpostavljena preko














Object resAuthenticateUser = opAuthUser.getResult();
Iz slik 3.5 in 3.6 je razvidno, da smo v datoteki adfc-config.xml definirali prijavno
stran, login.jspx, ter vsa potrebna zrna za preverjanje pravic uporabnika. Pravice, ki jih
vracˇa metoda getRolesAndPermissions, shranimo v sejo uporabnika. Pred odpiranjem
strani se v poslusˇalcu faz preveri, ali ima uporabnik dovoljenje do odpiranja zˇelene strani.
Datoteke adfc-config.xml se bodo v cˇasu izvajajna koncˇne aplikacije zdruzˇile v eno.
Strani in zrna, ki smo jih definirali v tem modulu, bodo vidna tudi v koncˇni, glavni
aplikaciji. To aplikacijo smo zapakirali v knjizˇnico z imenom adflibVarnost.jar.
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Slika 3.5: Definicija upravljalnih zrn v toku opravil adfc-config.xml.
3.9.2 Urejanje uporabnikov in pravic
Razvili smo novo aplikacijo, ki vsebuje svoj projekt pogleda in projekt modela. V pro-
jekt modela smo uvozili knjizˇnice, ki vsebujejo splosˇen model z entitetami, splosˇno kodo
in modul za branje prevodov. Ustvarili smo nov aplikacijski modul s poglednimi objekti
za prikaz in urejanje podatkov o uporabnikih, skupinah ter pravicah. V projekt pogleda
smo uvozili knjizˇnico adflibCommonUI.jar, saj potrebujemo predlogo strani za iskanje ter
predlogo toka opravil, s katerim omogocˇimo omejitev dostopa glede na pravice. Aplika-
cijo smo zapakirali v knjizˇnico adflibPraviceUrejanje.jar ter jo uvozili v projekt ogrodja.
3.10 Aplikacija ogrodja in uvoz knjizˇnic
Ogrodje je, prav tako kot moduli, aplikacija tipa Oracle Fusion Web Application. Aplika-
cija, ki predstavlja ogrodje, vsebuje zelo malo elementov. V projekt pogleda smo uvozili
vse projekte, ki smo jih omenili v prejˇsnjih poglavjih. To so knjizˇnjice: adflibBao-
CommonCode.jar, adflibBaoCommonUI.jar, adflibBaoVarnost.jar, adflibBaoPrevodi.jar
adflibBaoVarnostUrejanje.jar, adflibBaoPrevodiUrejanje.jar.
Dodatno smo ustvarili novo stran s koncˇnico jsf in jo poimenovali home.jsf. Stran
temelji na predlogi izgleda, ki vsebuje meni za navigacijo, zavihke, v katerih poganjamo
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Slika 3.6: Definicija strani login.jspx v toku opravil adfc-config.xml.
tokove opravil, ter informacijo o prijavljenem uporabniku. V neomejen tok opravil, adfc-
config.xml, smo dodali stran home.jsf ter iz nadomestnega elementa (ang. wildcard),
zvezdice, definirali akcijo z nazivom “home”. Nadomestni element se uporabi, kadar
zˇelimo akcijo klicati z vseh strani, definiranih v toku opravil.
Ob zagonu aplikacije se bo vsebina datotek adfc-config.xml iz ostalih podsistemov
zdruzˇila v eno. Nevezan tok opravil bo vseboval sˇe stran za prijavo, akcijo, ki vodi do nje,
ter vsa upravljalna zrna, ki smo jih definirali v posameznih modulih. Pred dostopom do
dolocˇene strani se najprej preveri, cˇe ima uporabnik pravico do odpiranja zˇelene strani.
Ko uporabnik ni prijavljen, nima pravic do dostopa na domacˇo stran, zato ga aplikacija
preusmeri na prijavno stran.
Za namestitev aplikacije na strezˇnik najprej ustvarimo namestitveni profil (ang. de-
ploy profile) na projektu pogleda in nato aplikacijo zapakiramo v datoteko s koncˇnico
ear. V nastavitvah projekta pogleda dolocˇamo ime aplikacije ter prikaz imena v naslovni
vrstici brskalnika.
Posamezne module bi lahko na strezˇnik namestili kot deljene knjizˇnice ADF (ang.
ADF Shared Library). S tem ne bi onemogocˇili delovanja celotne aplikacije, ampak le
modula, ki ga namesˇcˇamo. Pri tem pristopu moramo v datoteki weblogic.xml rocˇno de-
finirati odvisnosti med moduli ter paziti na ustreznost namestitvenih profilov. Knjizˇnice
modulov smo namestili skupaj z ogrodjem, saj gre za preprosto aplikacijo z velikimi
odvisnostmi med moduli.
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3.11 Moduli aplikacije portala
Do tega dela smo postavili delujocˇe ogrodje, ki omogocˇa prijavo uporabnika, urejanje
uporabnikov in pravic ter urejanje prevodov. V naslednjih korakih smo razvili module,
specificˇne za portal za pregled uporabnikov, prijavljenih v mobilno aplikacijo. Podrob-
nosti razvoja posameznih modulov ne bomo opisovali, saj je postopek enak tistemu, ki
smo ga uporabili pri razvoju modulov za urejanje pravic in prevodov.
Aplikacijo portala smo locˇili v module za: preveranje slik, urejanje poslovalnic ter
pregled uporabnikov in njihovih sporocˇil.
Ustvarili smo novo aplikacijo splosˇnega poslovnega modela, ki vsebuje entitetne
objekte za nove module. Ustvarili smo tudi nov projekt za spreminjanje izgleda kompo-
nentam ogrodja ADF Faces. V vsak modul smo uvozili knjizˇnice splosˇne kode, splosˇnega
modela portala, knjizˇnico za branje prevodov ter knjizˇnico, ki vsebuje tok opravil za pre-
verjajne pravic. Module smo zapakirali v knjizˇnice ADF in jih uvozili v ogrodje. Zaradi
preverjanja pravic smo vse module oziroma imena tokov opravil morali zapisati tudi v
bazi, da smo nato lahko definirali pravice posameznega uporabinka. Cˇe tega ne storimo,
se modul oziroma, natancˇneje, tok opravil ne bo prikazoval niti na meniju.
3.11.1 Oblikovanje komponent (ang. ADF Skinning)
V posameznih modulih smo morali komponentam ogrodja ADF Faces spremeniti izgled.
To smo storili z novo preobleko (ang. skin) aplikacije. Za oblikovanje koponente tabele
smo definirali nov razred ”IaugMSTableG”, s pomocˇjo katerega tabeli definiramo stil.
Cˇe bi tabelo oblikovali kar preko izbirnika af|table za dolocˇanje stila tabele, bi obliko
spremenili vsem tabelam v aplikaciji. Z razredom pred zbirnikom omogocˇimo, da bo
komponenta prevzela obliko, definirano v novi preobleki le, cˇe bomo v atribut Styleclass
nadrejene komponente vpisali ime razreda. Rezultat je viden na sliki 3.12 v poglavju




















Ko aplikacijo pozˇenemo, se najprej pojavi prijavno okno. Uporabnik vpiˇse svoje upo-
rabniˇsko ime in geslo ter klikne na gumb prijava. V ozadju se poklicˇeta metodi authen-
ticateUser() in cˇe avtentikacija uporabnika uspe, tudi metoda getUserPermissions().
Uporabnik je nato preusmerjen na stran home.jsf. Na sliki 3.7 je prikazan izgled aplika-
cije. Stran vsebuje meni, podatek o prijavljenem uporabniku, gumb za odjavo in zavihke,
ki predstavljajo odprte tokove opravil.
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Slika 3.7: Izgled aplikacije. Na levi se nahaja meni, na vrhu podatki o uporabniku ter gumb za
odjavo in zavihki, ki predstavljajo odprte tokove opravil.
3.12.1 Urejanje dovoljenj
Sliki 3.8 in 3.9 prikazujeta urejanje dovoljenj in skupin, ki spadata v modul varnosti.
Prikazani so uporabniki skupine ADF ADMIN ter skupine, ki imajo dovoljenje do po-
ganjanja toka opravil za urejanje prevodov. Uporabniki, ki v to skupino ne spadajo,
na meniju ne bodo videli gumba za urejanje prevodov. Dovoljenje do odpiranja toka
opravil je v podatkovni bazi zapisano kot enolicˇen niz, ki se v aplikaciji uporabi kot pot
za odpiranje zˇelenega toka opravil.
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Slika 3.8: Modul za varnost. Urejanje uporabnikov v skupini.
Slika 3.9: Modul za varnost. Dovoljenje in pripadajocˇe skupine. Skupine, ki imajo dovoljenje do
odpiranja toka opravil za prevajanje aplikacije.
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3.12.2 Urejanje prevodov
Na sliki 3.10 je prikazano urejanje prevodov. Lahko opazimo, da so atributi poglednega
objekta, preko katega urejamo prevode, zˇe prevedeni v anglesˇki jezik, medtem ko neka-
tera imena gumbov niso. Tudi ime toka opravil, to je NAVPrevajanjeTF, ni prevedeno
v anglesˇki jezik.
Slika 3.10: Urejanje prevodov in prikaz oznak, ki niso sˇe prevedene.
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3.12.3 Portal - zaledni sistem mobilne aplikacije
Slika 3.11 prikazuje pregled uporabnikov, ki so prijavljeni v mobilno aplikacijo, pregled
naprav, preko katerih uporabnik dostopa do aplikacije, ter sporocˇil, ki so bila poslana
uporabniku.
Slika 3.11: Pregled uporabnika, prijavljenega v mobilno aplikacijo.
Na slikah 3.12 in 3.13 je prikazano urejanje akcij. To so sporocˇila ali obvestila, ki
jih posˇiljamo uporabnikom mobilne aplikacije. Na sliki 3.12 lahko vidimo, da je akcija
namenjena uporabnikom skupine z nazivom “Skupina 1” ter uporabniku, ki slucˇajno
spada v skupino z nazivom “Skupina 2”. Za prikaz skupin smo uporabili komponento
tabele ogrodja ADF Faces in ji s pomocˇjo orodja ADF Skinning spremenili izgled. Na
sliki 3.13 je v levi tabeli prikazan seznam uporabnikov, ki jih lahko dodamo v akcijo, na
desni pa seznam uporabnikov, ki so zˇe zajeti v akciji. Iz cˇrte pod imenom uporabnika
lahko vidimo, s katero skupino smo ga vkljicˇili v akcijo. Uporabnik “marko” je bil dodan
naknadno, zato njegova vrstica ni obarvana z ustrezno barvo skupine.
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Slika 3.12: Urejanje nezakljucˇene akcije. Dodajanje skupin.
Slika 3.13: Urejanje nezakljucˇene akcije. Dodajanje skupin uporabnikov.
3.13 Primerjava pristopov razvoja
V poglavju 2.8 smo omenili, da je izbira pristopa odvisna predvsem od velikosti apli-
kacije, sˇtevila razvijalcev, iterakcije med posameznimi aplikacijami ter nacˇina nalaganja
aplikacije na strezˇnik.
Pri monoloticˇnem pristopu imamo samo eno delovno okolje. Omogocˇa hiter in enosta-
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ven razvoj osnovnih aplikacij. Testiranje koncˇne aplikacije poteka hitro, vse funkcional-
nosti in datoteke pa so na enem mestu. Razvijalcu ni potrebno razmiˇsljati o odvisnostih
med posameznimi projekti. Slabost tega pristopa se pokazˇe predvsem takrat, ko postane
aplikacija bolj obsezˇna in na njej dela vecˇ razivjalcev. Ti se pogosto soocˇajo s tezˇavami,
kot so resˇevanje konfliktov v sistemu za nadzor razlicˇic. Zaradi deklarativnega razvoja
orodje JDeveloper veliko datotek ter podatkov v njih zapiˇse samodejno, brez vednosti
razvijalca. Tak primer je datoteka vezi DataBindings.cpx, ki vsebuje podatke o straneh,
tokovih opravil ter pripadajocˇih vsebnikov vezi. To sicer niti ni tako velik problem, cˇe
vsi razvijalci dobro poznajo razvojno ogrodje in vedo, na katere datoteke morajo paziti.
Z vecˇanjem kompleksnosti aplikacije se spreminja tudi velikost delovnega okolja. Ta
lahko vsebuje veliko datotek, kar lahko povzrocˇi nepreglednost ter upocˇasnjuje razvojno
orodje. Kadar aplikacijo razvija vecˇ razvijalcev in ta ni prevecˇ obsezˇna, lahko uporabimo
monoliticˇni pristop, eno delovno okolje, kjer uporabimo vecˇje sˇtevilo projektov modela
in pogleda. Vsak razvijalec lahko nemoteno razvija v svojem projektu in uporablja
funkcionalnosti ostalih projektov. Pri tem pristopu je potrebno zˇe razmiˇsljati o delitvi
aplikacije v smiselne podprojekte in paziti na odvisnosti med njimi. V kolikor aplikacija
postane prevecˇ obsezˇna, lahko posamezne projekte postavimo v svoje delovno okolje in
aplikacijo naprej razvijamo modularno.
Prednost modularnega pristopa je predvsem omogocˇanje vecˇuporabnosti posameznih
modulov. Sili k razvoju manjˇsih samostojnih aplikacij, ki jih lahko zdruzˇujemo v po-
ljubne vecˇje aplikacije. To seveda prinasˇa nekaj vecˇ dela. V zacˇetku je to zaradi definicije
strukture aplikacije, kasneje pa zaradi same organizacije knjizˇnic ter skrbi, da so zadnje
razlicˇice le-teh vedno dostopne razvijalcem. Vsak modul mora imeti tudi svoj sistem za
vodenje razlicˇic kode.
V aplikacijah, kjer je veliko interakcije med posameznimi poslovnimi procesi, lahko
projekte znotraj modula locˇujemo na vecˇ projektov modela in pogleda. Za vsak pro-
jekt ustvarimo svojo knjizˇnico ADF. Pristop je opisan v poglavju 2.8.2, delno pa smo
ga prikazali pri razvijanju modula za prevode. Poslovne komponente tega modula smo
zapakirali v locˇeno knjizˇnico, ki smo jo kasneje uvozili v ostale projekte, kjer smo po-
trebovali prevajanje atributov poglednih in entitetnih objektov. Knjizˇnico smo uvozili
tudi v projekt pogleda za urejanje prevodov. V projekt modela ostalih aplikacij ne
smemo uvazˇati knjizˇnice, ki vsebujejo elemente uporabniˇskega nivoja. Orodje JDeve-
loper v takem primeru samodejno ustvari dolocˇene mape in datoteke, ki so v projektu
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modela nepotrebne in vcˇasih celo odvecˇne, saj lahko onemogocˇijo delovanje aplikacije in
jih moramo rocˇno odstraniti.
Za razvoj modulov portala smo uporabili pristop, kjer projekte posameznih modulov
zapakiramo v eno samo knjizˇnico ADF. Ta pristop smo izbrali, ker aplikacija ni obsezˇna
in poslovnih komponent nekega modula ne potrebujemo v drugih projektih. Diagram
take aplikacije je prikazan na sliki 2.9 v poglavju 2.8.4.
Pri modularnem pristopu se veliko cˇasa porabi za grajenje knjizˇnjic, menjavo de-
lovnega okolja oz. aplikacij ter testiranje koncˇne aplikacije. Primer, ko spreminjamo
izgled komponentam, moramo to najprej storiti v aplikaciji splosˇnega izgleda, to aplika-
cijo zapakirati v knjizˇnico ADF, jo uvoziti v modul, kjer zˇelimo preveriti spremenjeno
komponento, ter ta modul pognati. Poganjanje aplikacije ADF v povprecˇju traja eno
minuto.
Kadar delamo in testiramo spremembe znotraj posameznega modula, lahko upora-
bimo tehnologijo fast-swap. Ta nam omogocˇa, da spremembo razredov ali strani vidimo
zˇe z osvezˇitvijo strani v spletnem brskalniku. Razvoj posameznih modulov se zaradi
tega zelo pohitri. Tehnologije fast-swap ne moremo uporabiti v primeru, kadar zˇelimo
spremembe modula testirati v koncˇni aplikaciji, saj v osvezˇevanje ne zajame razredov v
knjizˇnicah.
V ta namen obstajajo tudi zunanja orodja, kot je orodje JRebel, ki omogocˇa, da
spremembe v modulu testiramo v koncˇni aplikaciji le z osvezˇevanjem strani v spletnem
brskalniku. Orodje upravlja tudi s konfiguraciskimi datotekami ogrodja ADF, kot so
definicije strani s podatkovnimi vezmi. Razvoj aplikacije je z uporabo orodja JRebel
bistveno hitrejˇsi, edini problem pa je, da trenutno ne zna najbolje sodelovati z raz-
hrosˇcˇevalnikom orodja JDeveloper.
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Poglavje 4
Zakljucˇek
Pri razvoju aplikacij ni pomembna samo izbira ogrodja, ampak tudi izbira pravega pri-
stopa razvoja aplikacije z izbranim ogrodjem. Osnove poznavanja ogrodja ne zadosˇcˇajo
za razvoj obsezˇnih aplikacij. Za ogrodje Oracle ADF obstaja na spletu veliko forumov in
blogov, ki vsebujejo primere za hitrejˇse in lazˇje ucˇenje. Slabost tega je, da lahko, poleg
ustreznih primerov, na spletu najdemo veliko takih, ki nas vodijo k napacˇni uporabi
ogrodja. Zato je pomembno, da razvijalec dobro preucˇi funkcionalnosti, ki jih ponuja
ogrodje. Oracle na tem podrocˇju ponuja ogromno dokumentacije, ki pa je za razvijalca,
ki sˇele spoznava ogrodje, preobsezˇna in prevecˇ podrobna. Dokumentacije o ogrodju je
zelo veliko, prebijanje skozi njo pa je lahko za razvijalca mucˇno in dolgotrajno. V za-
dnjih letih je zato bilo spisane kar nekaj literature, s pomocˇjo katere dobi razvijalec hiter
vpogled v nacˇine razvoja ter uporabo dobrih praks z ogrodjem.
V diplomski nalogi smo primerjali v literaturi omenjene pristope k razvoju aplikacij
z ogrodjem ADF. Na primeru portala oziroma zalednega sistema mobilne aplikacije smo
prikazali modularen razvoj obsezˇnejˇsih aplikacij.
Aplikacija, ki smo jo razvili, je preprosta in vsebuje malo strani. Za razvoj bi lahko
uporabili enostavnejˇsi, monoliticˇni pristop, vendar tega nismo storili, saj smo zˇeleli pre-
veriti pristop, namenjen razvoju obsezˇnejˇsih aplikacij. Na podlagi razvite aplikacije smo
prikazali prednosti in slabosti modularnega pristopa ter izpostavili tezˇave, ki se lahko
pojavljajo tekom razvoja aplikacije. Tem se bomo lahko izognili ob razvoju obsezˇnejˇsih
aplikacij. V prakticˇnem delu naloge smo poleg izbranega pristopa prikazali, kako po-
membno je dobro poznavanje ogrodja, ki ga uporabljamo. Kjub temu, da ogrodje ADF
nudi razvoj javanskih aplikacij z uposˇtevanjem dobrih praks, lahko z napacˇnim pristopom
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onemogocˇimo dolocˇene funkcionalnosti, ki jih ogrodje ponuja.
Veliko podjetij zmotno pricˇakuje, da ogrodje omogocˇa gradnjo bogatih spletnih apli-
kacij, kjer lahko vse funkcionalnosti, predvsem v uporabniˇskem vmesniku, prilagajamo
zˇeljam posameznih narocˇnikov. Ne zavedajo se, da se za razvoj sˇe vedno uporablja
ogrodje s tehnologijami, ki niso vedno najsodobnejˇse. Uporaba ogrodja ima veliko pred-
nosti, vendar tudi omejitve, ki jih moramo sprejeti, cˇe zˇelimo dosecˇi hiter in ucˇinkovit
razvoj.
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