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Resum
El propo`sit d’aquesta memo`ria e´s el d’explicar la importa`ncia que tenen els
Sistemes Distribu¨ıts de Control, i els problemes que sorgeixen al controlar
sistemes dina`mics en temps real.
Per tal de mostrar aixo`, des del departament de ESAII s’han dissenyat una
se`rie de laboratoris amb els quals els estudiants poden entendre i resoldre
els problemes que d’aquest tema se’n deriven.
Amb la realitzacio´ d’aquest projecte es va procurar donar un pas me´s amb
aquest propo`sit i d’aquesta manera es va dissenyar un sistema de moni-
toritzacio´ i control sobre les comunicacions entre diferents dispositius que
formen llac¸os de control en el medi compartit d’un bus CAN.
La memo`ria e´s el reflex de les tecnologies que es troben en aquests Sistemes i
els programes que s’han creat i/o modificat per controlar-los. Entre ells s’en
destaca el programa DCSMonitor , creat ı´ntegrament en aquest projecte,
i dissenyat modularment per tal de servir com a base en qualsevol entorn
futur.
Igualment per la part dels dispositius del bus CAN, els quals amb un disseny
escalable realitzat en el projecte, poden servir per una infinitud d’objectius
nous, i per la realitzacio´ de projectes enfocats a aquest tipus de sistemes.
Per tant amb la finalitzacio´ d’aquest projecte, queden obertes moltes pos-
sibilitats, i s’espera que tant en l’entorn acade`mic com en l’industrial, es
puguin utilitzar les seves idees.
Tot el material emprat en la realitzacio´ d’aquest projecte pot ser consultat
en el repositori http://code.google.com/p/pfc-platform-test/
Per la realitzacio´ de la pressent memo`ria ha estat emprat un template de
LaTeX el qual es pot trobar en la bibliografia (1)
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Glossari
.elf Sigles en Angle`s de Executable and Linkable Format (Format Enllac¸able i Executable );
e´s un format de fitxers per executables, codi obert, biblioteques compartides i bolcat de
memo`ria. Va ser dissenyat per Unix System Laboratories, i en principi va ser desenvolupat
per plataformes de 32 bits, encara que actualment s’utilitza en varietat de plataformes.
.qm Extensio´ d’un tipus de fitxers que utilitza la llibreria PyQT4 per traduir textos.
.svg Sigles en Angle`s de Scalable Vector Graphics (Gra`fics Vectorials Escalables); e´s una especi-
ficacio´ per descriure gra`fics vectorials bidimensionals, tant esta`tics com dina`mics, en format
XML.
.ts De l’Angle`s Translation files (Fitxers de traduccio´); Tipus d’extensio´ de fitxers utilitzats
per QtLingu¨ist per crear traduccions dels textos d’un programa.
.ui Sigles en Angle`s de User Interface (Interficie d’usuari’); e´s un format de fitxers creat per
la casa QT, i amb informacio´ necessa`ria per muntar la interf´ıcie visual d’un programa.
Actuador L’actuador en un sistema distribu¨ıt de control e´s l’encarregat de assignar el valor calculat
pel controlador a l’entrada del circuit a controlar.
API Sigles en Angle`s de Application Programming Interface (Interf´ıcie de Programacio´ d’Apli-
cacions); e´s un conjunt de declaracions amb el propo`sit de ser usades per un altre programa
com una capa d’abstraccio´.
CAN Sigles en Angle`s de Controller Area Network ; E´s un protocol de comunicacions desenvolupat
per la firma alamanya Robert Bosch GmbH, basat en una topologia en bus per la transmissio´
de missatges en entorns distribu¨ıts.
Controlador El controlador en sistema distribu¨ıt de control e´s l’encarregat de calcular el valor a
donar al actuador per tal de aconseguir un senyal desitjat.
DCS Sigles en Angle`s de Distributed Control System (Sistema Distribu¨ıt de Control); so´n sistemes
de control aplicats generalment en sistemes de fabricacio´, o qualsevol tipus de sistemes
dina`mics, en els quals els elements de control no so´n centrals sino´ que estan distribu¨ıts en
el sistema a me´s cada component del subsistema esta` connectat als deme´s mitjanc¸ant una
xarxa.
DCSMonitor Nom del programa creat en aquest projecte per rebre totes les dades monitoritzades
presents en el bus CAN. Ve de les sigles en Angle`s de Distributed Control Systems Monitor
(Monitor de Sistemes Distribu¨ıts de Control)
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DMA Sigles en Angle`s de Direct Memory Acces (Acce´s Directe a Memo`ria); e´s un me`tode que
permet a certs tipus de circuits integrats accedir a la memo`ria d’aquests per llegir i escriure
independentment de la CPU principal.
DSP Sigles en Angle`s de Digital Signal Processor (Processador de Senyals Digitals); so´n micro-
procesadors especialitzats amb una arquitectura optimitzada per el tractament ra`pid de
senyals digitals.
dsPIC Famı´lia de microcontroladors fabricats per la casa Microchip caracteritzat per comptar amb
bus de dades inherent de 16 bits, i per incorporar varies operacions de DSP implementades
en hardware.
dsPIC33FJ256MC710 Model de microcontrolador de la casa Microchip caracteritzat per ser de la
famı´lia dels dsPIC i per comptar amb multitud d’utilitats en sistemes distribu¨ıts.
IDE Sigles en Angle`s de Integrated Development Environment (Entorn de Desenvolupament
Integrat); e´s un programa informa`tic composat per un conjunt d’eines de programacio´
en un o varis llenguatges de programacio´ i dedicat a ajudar en les tasques habituals de
programacio´.
IPS Sigles en Angle`s de Instructions Per Second (Instruccions Per Segon); e´s una mesura de
velocitat d’un processador. Indica el nombre d’instruccions que la CPU pot executar en un
segon.
Llac¸ de Control En els sistemes distribu¨ıts de control s’anomena d’aquesta manera a un grup de
dispositius que formen part del control d’algun proces, en el cas del nostre laboratori
aquests grups estan formats per un Controlador , un Sensor i un Actuador .
Microcontrolador Es un circuit integrat programable, capac¸ d’executar les ordres gravades en la
seva memo`ria. Esta` composat per varis blocs funcionals, els quals compleixen una tasca
concreta. Un microcontrolador conte´ al seu interior les tres unitats funcionals principals de
un computador: unitat central de processament, memo`ria i perife`rics d’entrada i sortida.
Microprocesador Els microprocesadors compten amb les funcions d’una CPU (Unitat Central de
Procesament) en un o varis circuits integrats.
Monitor El monitor es un dispositiu que hem afegit en el nostre laboratori i en el sistema distribu¨ıt
de control que s’encarrega de monitoritzar el bus del sistema capturant la informacio´ dem-
anada, i poden interferir en el sistema per veure la resposta dels diferents controls.
Mutex De l’Angle`s Mutual Exclusio´n (Zona d’exclusio´ mutua); tipus d’algoritmes utilitzats en la
programacio´ concurrent per evitar l’us simultani dels recursos, com variables globals, per
fragments de codi coneguts de manera comu´ com zones cr´ıtiques.
OSEK/VDX Sigles en Alema` de Offene Systeme und deren Schnittstellen fu¨r die Elektronik in Kraft-
fahrzeugen (Sistemes oberts i les seves interf´ıcies per la electro`nica en automo`bils); e´s un
estandart que especifica el Sistema Operatiu integrat incloent una pila per comunicacions
i un protocol per l’administracio´ de xarxes per sistemes empotrats en automo`bils.
PIC Sigles en Angle`s de Peripheral Interface Controller (Controlador d’Interficie de Perife´ric);
so´n una familia de microcontroladors de tipus RISC fabricats per Microchip Technology
Inc. originalment creats per la divisio´ de microelectro´nica de General Instruments.
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PWM Sigles en Angle`s de Pulse-Width Modulation (Modulacio´ per ampla`ria d’impuls); aquesta e´s
una te`cnica en la qual es modifica el cicle de treball d’un senyal perio`dic (una ona sinuso¨ıdal
o ona quadrada, per exemple), ja sigui per transmetre informacio´ a trave´s d’un canal de
comunicacions o per controlar la quantitat d’energia que s’envia a una ca`rrega.
RTOS Sigles en Angle`s de Real-Time Operating System (Sistema Operatiu en Temps Real); es
diu dels Sistemes Operatius dissenyats per atendre aplicacions en temps real. La principal
caracter´ıstica d’aquests SO e´s el nivell de precisio´ en els temps d’execucio´ de cada una de
les tasques que ha de realitzar.
SAE Sigles en Angle`s de Society of Automotive Engineers (Societat d’Enginyers Automotrius);
e´s l’organitzacio´ enfocada a la mobilitat dels professionals en l’enginyeria aeroespacial,
automocio´, i industries comercials especialitzades en la construccio´ de vehicles.
Sensor El sensor en un sistema distribu¨ıt de control e´s l’encarregat de prendre els valors de sortida
del sistema, per tal de oferir-li al controlador.
Supervisor El supervisor en un sistema distribu¨ıt de control e´s el dispositiu que ens dona els valors
necessaris del sistema per saber el seu estat.
WBS Sigles en Angle`s de Work Breakdown Structure (Estructura de Descomposicio´ de Treball);
en gestio´ de projectes es una descomposicio´ jera`rquica orientada al entregable, del treball
a ser realitzat per l’equip del projecte per cumplir amb els objectius d’aquest.
XML De l’Angle`s eXtensible Markup Language (Llenguatge de Marques Extensibles); e´s un met-
allenguatge d’etiquetes, desenvolupat per el World Wide Web Consortium (W3C) que
permet definir la grama`tica de llenguatges espec´ıfics.
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1Introduccio´
Aquesta memo`ria prete´n reflectir de manera clara i entenedora el proce´s que s’ha seguit
per dur a terme un laboratori de ”Sistemes Distribu¨ıts de Control”(a partir d’ara SDC),
aix´ı com els problemes que hagin pogut sorgir en el transcurs del projecte.
La realitzacio´ d’aquest laboratori ha comportat l’adquisicio´ d’una visio´ profunda
del que es prete´n ensenyar des del departament de ESAII de la UPC en el tema dels
SDC .
Per tant en el transcurs d’aquesta memo`ria s’anira` endinsant en aquest tipus de
sistemes, es coneixeran quines so´n algunes de les tecnologies base que els conformen,
els problemes que en elles esdevenen, i solucions a algunes d’aquestes qu¨estions.
Amb tot aixo` es podra` tenir una idea me´s clara del motiu de la realitzacio´ d’aquest
projecte i les portes que a partir d’aquest projecte queden obertes.
A me´s es poden veure com a ape`ndix les dues guies realitzades en aquest projecte,
una per la preparacio´ de l’entorn de desenvolupament i posterior utilitzacio´ del labora-
tori. I una altre per l’u´s del LiveCD pel desenvolupament pra`ctic del laboratori.
1.1 Estructuracio´ de la memo`ria
En aquesta seccio´ mirarem de donar una visio´ global de la memo`ria, perque` sigui fa`cil
de ser consultada, i d’aquesta manera tenir en tot moment una idea de on es pot trobar
qualsevol qu¨estio´. Per tant comenc¸ar indicant que aquesta memo`ria ha estat escrita
seguint l’ordre cronolo`gic que esdeve´ al desenvolupar i portar a terme un projecte.
1
1. INTRODUCCIO´
D’aquesta manera primerament ens trobem amb el cap´ıtol de Introduccio´ (cap´ıtol
1), en el qual podem veure resumidament de que tracta el projecte, quines so´n les raons
de la seva eleccio´ i perque` aquest projecte e´s important (seccio´ Motivacio´ 1), quin era
l’objectiu d’aquest projecte amb les limitacions del temps que tenia (seccio´ Abast 1.3),
i de quina manera es va organitzar el temps per realitzar-lo, i reorganitzar-lo en el
moment que aixo` va caldre (seccio´ Planificacio´ 1.4).
Un cop es te´ una idea global ben clara dels objectius d’aquest projecte, e´s el moment
d’aprofundir una mica en les tecnologies que en aquest es toquen, per tant tot seguit
veurem el cap´ıtol Tecnologia (cap´ıtol 2). Aquest cap´ıtol l’hem dividit en tres parts per
tipus de tecnolog´ıa.
En la primera part parlarem sobre els dispositius f´ısics (seccio´ Hardware 2.1) en
la que explicarem quines plaques s’utilitzen al laboratori per fer els controls (sec-
cio´ FLEX 2.1.1), tot seguit explicarem quin es el nucli d’aquestes plaques (seccio´
dsPIC33FJ256MC710 2.1.2), quin integrat ens permet fer d’intermediari per les co-
municacions CAN (seccio´ MCP2551 2.1.3), i amb quin dispositiu podem programar
qualsevol microcontrolador de la casa Microchip (seccio´ ICD2/3 2.1.4).
En la segona part parlarem del software que s’ha usat per elaborar el projecte i el
laboratori (seccio´ Software 2.2), en ella parlarem del IDE que hem utilitzat per pro-
gramar tant el codi en python del programa DCSMonitor com el codi del Sistema
Operatiu en Temps Real Erika (seccio´ Eclipse 2.2.1), el programa que hem utilitzat per
programar els dispositius (seccio´ MPLAB R© X 2.2.2), del IDE que hem usat per crear
les interficies del programa DCSMonitor (seccio´ QtCreator 2.2.3), de la eina que ens
facilita crear els fitxers de traduccio´ del programa DCSMonitor (seccio´ QtLingu¨ist
2.2.4), i per ultim el Sistema Operatiu en Temps Real que formen el cervell dels dis-
positius del bus CAN (seccio´ ERIKA Enterprise 2.2.5).
Per ultim farem una pinzellada a alguns protocols que hem d’entendre per poder
ser conscients dels problemes i solucions que atorga cadascun (seccio´ Protocols de co-
municacio´ 2.3), aix´ı que comencem per el me´s important en els Sistemes Distribuits
de Control amb el qual tots els dispositius es troben ben comunicats (seccio´ CAN ref-
cap:tec:prot:can), tot seguit el que ens permet rebre a l’ordinador tot el que esta´ succein
al bus CAN (seccio´ Serie via RS232 2.3.2), i per finalitzar el tipus de topologia en el
que es troben tots els dispositius del laboratori (seccio´ Topologia en bus 2.3.3)
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A partir d’aquest punt comenc¸a a apare`ixer les noves idees que aporta el projecte,
en el cap´ıtol Disseny del laboratori (cap´ıtol 3) primerament s’explicara` que s’ensenya
actualment en el laboratori, i quines so´n les eines que s’utilitzen (seccio´ Resum del
laboratori actual ,3.1). Tot seguit amb la seccio´ Disseny del Nou laboratori ,3.2, es
plantegen quins so´n els problemes que es volen resoldre, i com s’aconsegueix en alguns
temes del laboratori com so´n la creacio´ de la interf´ıcie (seccio´ 3.2.1), els problemes amb
els identificadors que s’han d’assignar als diferents dispositius del bus CAN (seccio´
3.2.2), la comunicacio´ entre el programa DCSMonitor (programa que corre a l’ordi-
nador) i els diferents dispositius mitjanc¸ant comunicacio´ serie per RS232 (seccio´ 3.2.3),
el disseny que es va pensar pel mostreig de les gra`fiques en temps real (seccio´ 3.2.4) i
el me`tode escollit per poder fer el programa multilingu¨e i fa`cilment ampliable (seccio´
3.2.5).
Per altre banda tenim el com es va portar a terme el sistema dissenyat anteriorment,
d’aquesta manera en el cap´ıtol Implementacio´ del laboratori (cap´ıtol 4) toca el torn
d’explicar la metodolog´ıa per fer realitat el laboratori plantejat. Primerament ens
centrarem en el programa d’ordinador DCSMonitor (seccio´ 4.1) comenc¸ant per la
part visual del programa (la interf´ıcie en la seccio´ 4.1.1), seguint amb la implementacio´
de la comunicacio´ se`rie (seccio´ 4.1.2). Despre´s una de les parts me´s importants que
e´s la generacio´ de les gra`fiques en temps real (seccio´ 4.1.3); gracies a les quals podem
avaluar la bondat dels controls que hi ha al bus CAN, l’exportacio´ d’aquestes gra´fiques
en diferents formats (seccio´ 4.1.4) i finalment la integracio´ de la multiculturalitat, o
creacio´ de la interficie multilingu¨e (seccio´ 4.1.6). La part dels dispositius no e´s menys
important, i per tant te´ tambe´ la seva seccio´ d’implementacio´ (4.2), en ella s’expliquen
els me`todes que s’han usat per portar a terme les comunicacions series per RS232 (seccio´
4.2.2), i tot el relacionat amb les comunicacions CAN (seccio´ 4.2.3).
Al acabar el projecte, ha estat possible comprovar les hores reals que si han dedicat,
i per tant fer ca`lculs dels preus del material i de la ma d’obra. Per tant tot seguit ve el
cap´ıtol Ana`lisi econo`mic 5, on es poden veure un desglos del preu del projecte.
Despre´s venen les conclusions ,6, on es deixa consta`ncia de quins han estat els
objectius aconseguits, possibles ampliacions que pot tindre aquest projecte, i una visio´
general despre´s d’haver realitzat el projecte.
Com ape`ndix tenim les dues guies que s’han elavorat per l’execucio´ del laboratori
en un sistema Linux (Ubuntu ) A, i una guia d’us del Live CD creat en aquest projecte,
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per tenir en marxa tot aquest sistema en 6 minuts (me´s larrancada de l’ordinador) B.
1.2 Motivacio´
Moltes so´n les raons per les quals aquest projecte va ser comenc¸at i posteriorment
tirat endavant. Primerament perque` els sistemes electro`nics empotrats so´n a tot arreu;
caixers automa`tics, impressores, calculadores, rellotges, equips me`dics, tele`fons mo`bils...
Pero` que` e´s un sistema si no pot ser consultat en temps real? De que serveix un sistema
electro`nic a¨ıllat del que no es pot treure cap tipus d’informacio´ a l’instant? Actualment
quasi tots els sistemes procuren d’una o altre manera estar en constant comunicacio´,
volem saber en cada moment quin e´s l’estat d’alguna lectura, si hi ha algun problema
en algun aparell que hagi de ser revisat, si el ABS del cotxe funcionara` en el moment
que toqui, si el cafe` de despre´s de les postres ja e´s ben calent...
Per tant l’aparicio´ dels sistemes distribu¨ıts es veu forc¸ada a sorgir de les mancances
que tenien els sistemes totalment auto`noms, i aix´ı esdevenir poc a poc una realitat
actual. Pero´ aquesta aparicio´ no sorgeix i esdeve´ una realitat id´ıl·lica en el moment de
ne´ixer, sino´ que junt amb ella apareixen nous problemes e inconvenients; la concurre`ncia
de tots els sistemes comunicats e´s un problema greu, i no tots els sistemes so´n igual
de cr´ıtics; n’hi ha que nome´s donen lectures perio`diques sense massa importa`ncia, pero`
tambe´ n’hi ha que salven vides.
Un clar exemple de tot aixo` e´s el protocol de comunicacio´ CAN, desenvolupat fa
nome´s 3 de`cades; aquest va comenc¸ar a l’any 1983 per Robert Bosch GmbH i va ser
oficialment alliberat al 1986 per la Societat d’Enginyers Automotrius (SAE, Society of
Automotive Engineers). Va ser principalment creat per la industria automo`bil, gracies
a la qual es van poder posar molts dels sistemes de seguretat que hi ha actualment als
cotxes; gracies als quals es salven moltes vides; pero` que actualment e´s usat en molts
altres sectors, com poden ser equips me`dics, controls industrials, entorns aeroespacials,
mar´ıtims, etc.
Aquesta e´s una de les raons per les quals s’ha escollit la realitzacio´ d’aquest projecte.
Perque` so´n sistemes reals, i que encara no estan perfeccionats; i aixo` e´s aix´ı no perque`
no siguin importants, sino´ perque` pertanyen a una branca de la tecnologia que encara
esta` en constant evolucio´.
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Per tant, espero que es vegi la importa`ncia que aquest projecte porta darrera, i que
la realitzacio´ d’aquest no tanca cap porta, sino´ que deixa obert un camı´ molt llarg per
explorar.
1.3 Abast
Aquest projecte pot ser continuat, per tant cal indicar que amb la limitacio´ de temps
amb la que conta el projecte (relativa al nombre de cre`dits), en algun moment s’ha
hagut de posar una fita. Per tant s’exposa en aquest apartat els objectius que s’han
proposat aconseguir.
1.3.1 Objectius
Abans d’escollir aquest projecte es van plantejar alguns dels objectius que aquest hauria
de complir, pero` un cop comenc¸at es van anar refinant i ampliant fins arribar a generar
una idea me´s espec´ıfica d’aquests. Per tant tot seguit es mostren els objectius que
finalment es van decidir:
1. Adaptar codi existent en el “Laboratori de Sistemes Distribu¨ıts de Control” del
ma`ster en “Automa`tica i Robo`tica” del departament del ESAII per poder-lo re-
alitzar completament amb Software Lliure.
2. Dissenyar un laboratori de Sistemes Distribu¨ıts de Control executable amb Soft-
ware Lliure. Aquest laboratori ha de poder comprovar el bon funcionament del
treball dels diferents alumnes, i per fer aquesta tasca s’han de crear varis pro-
grames:
(a) Programa per ordinador amb dos modes d’execucio´ (DCSMonitor ).
i. Mode Monitor.
• S’ha de poder connectar amb una placa Flex monitora via RS232.
• Ha de poder llistar els diferents llac¸os de control que hi hagi al bus
CAN al que estigui connectat la placa Flex monitora.
• Ha de ser capac¸ de rebre tota la informacio´ necessa`ria per avaluar la
qualitat dels diferents algoritmes de control que estiguin executant
els alumnes.
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• Capac¸ de dibuixar les gra`fiques en temps real del control que estiguin
executant els diferents llac¸os.
• Ha de poder generar ca`rrega al bus CAN per observar els problemes
que apareixen quan un bus amb aquest protocol es satura.
ii. Mode Sensor/Actuador.
• Ha de ser capac¸ de rebre la informacio´ del Sensor/Actuador que
envia l’estat de les seves senyals.
• Ha de poder generar la gra`fica en temps real del control que s’esta`
efectuant.
iii. Opcions compartides.
• Multilingu¨e.
• Poder afegir o eliminar de la gra`fica alguna de les l´ınies (referencia,
valor d’entrada, primera i/o segona integral) en temps real, o un cop
la imatge fos aturada.
• Poder generar una imatge amb varies opcions:
– En varis formats.
– Autocontinguda amb tota la informacio´ necessa`ria (t´ıtol del lab-
oratori, subt´ıtol, llegenda).
– Amb els plots que es desitgin (referencia, valor d’entrada, primera
i/o segona integral).
– Amb tots els textos de la gra`fica multilingu¨e.
(b) Programa monitor per un microcontrolador.
• Ha de poder guardar quins dispositius hi ha al bus CAN.
• Ha de ser capac¸ d’interferir en les comunicacions del bus CAN.
• Ha de poder capturar l’estat d’un llac¸ de control.
• Ha de poder enviar tota aquesta informacio´ al programa d’ordinador
mitjanc¸ant comunicacio´ se`rie per RS232.
• Ha de poder rebre ordres del programa d’ordinador mitjanc¸ant la comu-
nicacio´ se`rie per RS232.’
(c) Programa Controlador per un microcontrolador.
• Ha de ser capac¸ de rebre l’estat del Sensor.
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• Ha de calcular el senyal a aplicar al doble integrador tenint en compte
la discretitzacio´ dels temps.
• Ha d’enviar el senyal d’entrada del doble integrador l’Actuador .
(d) Programa Sensor/Actuador per un microcontrolador.
• Ha de ser capac¸ de llegir l’estat de la primera i segona integral.
• Ha d’enviar els valors de la primera i segona integral al Controlador.
• Ha de rebre el senyal a aplicar del controlador.
• Ha de poder enviar tota aquesta informacio´ al programa d’ordinador
mitjanc¸ant comunicacio´ se`rie per RS232.
3. Implementar el laboratori mencionat al punt anterior.
4. Realitzar la documentacio´ necessa`ria per tenir l’entorn de desenvolupament i pos-
ta en marxa de tot el sistema multilingu¨e.
5. Preparar l’entorn Live CD amb tot el material necessari per realitzar l’execucio´
del laboratori.
6. Preparar una guia d’u´s multilingu¨e del Live CD.
1.4 Planificacio´
La planificacio´ del projecte va ser en un principi una aproximacio´ de la feina que
s’havia de realitzar, ajustada al temps que oferien el nombre de cre`dits a realitzar, pero`
en aquesta estimacio´ no hi havia inconvenients temporals i per tant era un esquema
totalment id´ıl·lic.
cre`dits cre`dit/hora hores hores/dia dies mesos
22,5 20 450 5 90 4.5
Taula 1.1: Estimacio´ de la duracio´ del projecte
D’aquesta manera, al iniciar el projecte el 20 de Juny i havent realitzat els ca`lculs
del temps a dedicar (taula 1.1) es preveia que al voltant de Novembre el projecte ja
estaria finalitzat, i es podria procedir a fer la lectura d’aquest. Un cop posada la fita
i les hores a dedicar, es va assignar les hores a les diferents tasques que s’esperava
realitzar, per d’aquesta manera veure si el projecte s’ajustava correctament a aquestes
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hores (taula 1.2). I tenint en compte la taula de hores dia`ries vista anteriorment, ens
surten els dies i hores que aqu´ı apareixen. Aix´ı doncs es va ajustar la feina al calendari
i efectivament tot encaixava, pero` a finals d’Agost per problemes personals el projecte
es va haver d’aturar completament, i aixo` es va allargar un mes i mig. Aixo` va causar
una replanificacio´ del diagrama de gantt i l’entrega del projecte es va veure afectada
en una demora equivalent a aquest temps (es pot observar en el diagrama de gantt
(Principi del gantt 1.1 i 1.2) el per´ıode de demora esmentat).
WBS Nom Temps
1 Estudi General 3d 4h
1.1 Buscar informacio´ RTOS 1d 4h
1.2 Mirar Erika RTOS 1d
1.3 Mirar Comunicacio´ CAN bus 1d
2 Planificar Projecte 4h
2.1 Planificacio´ general del projecte 4h
3 Laboratori Actual 28d 4h
3.1 Mirar material necessari 7h
3.2 Preparar i adaptar entorn de treball 2d 4h
3.3 Practica Encendre Led 1d
3.4 Practica Doble Integrador 2d 5h
3.5 Practica Controlador - Actuador 2d 2h
3.6 Recopilar informacio´ per la FAQ 9d 4h
3.7 Recopilar informacio´ sobre els passos seguits 9d 4h
4 Preparar Codis Lliures 6d 2h
4.1 Estudiar la comunicacio´ per RS232 amb PIC 1d
4.2 Mirar comunicacio´ per RS232 amb python 2d 2h
4.3 Mirar llibreries per fer gra`fiques amb python 2d 7h
5 Realitzar Ampliacio´ del Laboratori 26d 6h
5.1 Dissenyar primera aproximacio´ ampliacio´ 1d
5.2 Implementacio´ primera aproximacio´ 4d
5.2.1 Implementar part Sampling, Actuation 1d 4h
5.2.2 Implementar part Control, Monitor 1d
5.2.3 Implementar part Receptor (PC) 1d 4h
5.3 Replanificar i reorganitzar 1d 1h
5.4 Redissenyar ampliacio´ 5d 6h
5.4.1 Pensar resultat esperat 1d 5h
5.4.2 Dissenyar parts implicades 2d
5.4.3 Especificar protocols de comunicacio´ 2d
5.5 Implementacio´ 12d 5h
8
1.4 Planificacio´
5.5.1 Implementar part Sampling, Actuation 7h
5.5.2 Implementar part Control 1d
5.5.3 Implementar part Monitor 3d 6h
5.5.4 Implementar part Receptor 3d 5h
5.5.4.1 Disseny de la part visual 1d 1h
5.5.4.2 Integracio´ amb comunicacio´ 1d
5.5.4.3 Mostreig de resultats en temps real 1d 4h
5.5.5 Realitzar tests 2d
5.5.6 Depuracio´ de codi 1d 2h
5.6 Documentar nou laboratori 1d 1h
5.7 Traduir al Angle`s nou laboratori 1d
6 Preparar Live CD 7d
6.1 Estudi de la creacio´ 2d
6.2 Creacio´ d’entorn 1d 4h
6.3 Implementar Live CD 7h
6.4 Revisar bon funcionament 1d 4h
6.5 Documentar u´s del CD 1d
7 Realitzar Guia Laboratori 4d 6h
7.1 Realitzar guia Catala` 3d 6h
7.1.1 Instal·lacio´ entorn 7h
7.1.1.1 Linux (ubuntu) 7h
7.1.2 Configuracio´ entorn 6h
7.1.2.1 Linux (ubuntu) 6h
7.1.3 Realitzar la guia de seguiment del laboratori 2d
7.2 Traduir guia al Angle`s 1d
8 Preparar Informe previ del projecte 3d 4h
9 Entrega Informe previ del projecte
10 Preparar Memo`ria 28d
11 Preparar Defensa 3d 4h
12 Reunions perio`diques 78d 3h
13 Defensa del projecte
Taula 1.2: Hores de dedicacio´
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Estudi General 7d
Buscar informació RTOS 3d
Mirar Erika RTOS 2d
Mirar Comunicació CAN bus 2d
Planiﬁcar Projecte 1d
Planiﬁcació general del projecte 1d
Laboratori Actual 57d
Mirar material necessari 1d 3h
Preparar i adaptar entorn de treball 5d
Practica Encendre Led 2d
Practica Doble Integrador 5d 1h
Practica Controlador - Actuador 4d 2h
Recopilar informacio per la FAQ 19d
Recopilar informació sobre els passos seguits 19d
Preparar Codis Lliures 12d 2h
Estudiar la comunicació per RS232 amb PIC 2d
Mirar comunicació per RS232 amb python 4d 2h
Mirar llibreries per fer gráﬁques amb python 5d 3h
Realitzar Ampliació del Laboratori 53d 2h
Disenyar primera aproximació ampliació 2d
Implementació primera aproximació 8d
Implementar part Sampling, Actuation 3d
Implementar part Control, Monitor 2d
Implementar part Receptor (PC) 3d
Replaniﬁcar i reorganitzar 2d 1h
Re-disenyar ampliació 11d 2h
Pensar resultat esperat 3d 1h
Diseñar parts implicades 4d
Especiﬁcar protocols de comunicació 4d
Implementació 25d 1h
Implementar part Sampling, Actuation 1d 3h
Impementar part Control 2d
Implementar part Monitor 7d 2h
Implementar part Receptor 7d 1h
Diseny de la part visual 2d 1h
Integració amb comunicació 2d
Mostreig de resultats en temps real 3d
Realitzar tests 4d
Depuració de codi 2d 2h
Documentar nou laboratori 2d 1h
Traduir al Anglés nou laboratori 2d
Preparar Live CD 14d
Estudi de la creació 4d
Creació d'entorn 3d
Implementar Live CD 1d 3h
Revisar bon funcionament 3d
Documentar us del CD 2d
2011, Ctr 3
jul ago …
Nombre Trab…
Figura 1.1: Principi del Gantt, esquerre : Juny, Juliol, Agost
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2011, Ctr 4 2012, Ctr 1
oct nov dic ene
Figura 1.2: Principi del Gantt, dreta : Septembre, Octubre, Novembre, Desembre,
Gener
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Realitzar Guia Laboratori 9d 2h
Realitzar guia Català 7d 2h
Instalació entorn 1d 3h
Linux (ubuntu) 1d 3h
Conﬁguració entorn 1d 2h
Linux (ubuntu) 1d 2h
Realitzar la guia de seguiment del laboratori 4d
Traduir guia al Anglés 2d
Preparar Informe previ del projecte 7d
Entrega Informe previ del projecte
Preparar Memòria 56d
Preparar Defensa 7d
Reunions periódiques 156d …
Defensa del projecte
Figura 1.3: Final del Gantt, esquerre : Juny, Juliol, Agost
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Figura 1.4: Final del Gantt, dreta : Septembre, Octubre, Novembre, Desembre, Gener
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2Tecnologia
Una part molt important del projecte, ha estat familiaritzar-se amb una serie de tec-
nologies, materials i protocols que en certs casos eren totalment desconeguts. Aquestes
tecnologies han comportat hores de dedicacio´ i adaptacio´ i per aquesta mateixa rao´ s’ha
creat aquesta seccio´. Aixo` permetra` que un lector que no conegui alguna d’aquestes
tecnologies pugui de manera rapida fer-se una idea del seu significat o propo`sit.
En el cap´ıtol Tecnologia per tant s’intentara` donar una visio´ del tot el material que
s’ha usat en el laboratori, per a que serveix cada un dels diferents dispositius i quines
caracter´ıstiques tenen (tot aixo` en la seccio´ de Hardware 2.1).
Tot seguit s’explicara` quins so´n els programes que es poden utilitzar per compilar
els diferents codis, els programes que ens ajuden a programar els dispositius que formen
els llac¸os de control, els programes que ens han perme`s crear les interf´ıcies, o traduir-les
co`modament en el programa DCSMonitor (tot aixo` en la seccio´ Software 2.2).
I perque` es pugui entendre una mica millor tot el projecte, es dona una visio´ general
sobre els diferents protocols que durant la memo`ria es veuran, i que han estat necessaris
per poder realitzar els controls del laboratori (seccio´ de protocols de comunicacio´ 2.3).
Per tant aquesta seccio´ es fa una eina ba`sica necessa`ria per tothom que vulgui
comprendre una mica tot aixo`, o per algu´ que vulgui repassar-ho.
2.1 Hardware
Com hem dit en la introduccio´ d’aquest cap´ıtol, en aquesta seccio´ es donara` una visio´
del material que s’ha utilitzat en l’elaboracio´ del laboratori de Sistemes Distribu¨ıts de
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Control. Entre aquest material n’hi ha que esta ja preparat per el seu us directe com la
placa FLEX (seccio´ 2.1.1) i el programador ICD2 (seccio´ 2.1.4). O en canvi necessita
ser ensamblat en un protoboard o crear una placa per poder utilitzar-los. En el nostre
cas el microcontrolador dsPIC (seccio´ 2.1.2) ja forma part de la placa FLEX , i per
utilitzar el transceptor (seccio´ 2.1.3), si que s’ha hagut de crear una petita plaqueta
que s’explicara` en un altre cap´ıtol (seccio´ 3.1).
2.1.1 FLEX
Figura 2.1: Logotip de la
companyia Evidence -
FLEX e´s el nom amb el que han designat a una placa
de prototipatge creada per la casa Evidence (logotip 2.1)
per treure el ma`xim partit d’un microcontrolador amb
tecnologia dsPIC.
Aquesta placa va ne´ixer amb l’objectiu de desenvolu-
par aplicacions en temps real, i per aquest motiu compte
amb moltes qualitats interessants per el nostre labora-
tori.
Entre les seves caracter´ıstiques es troben:
• Un disseny de la electro`nica robust.
• Una arquitectura modular.
• Disponibilitat d’un gran nombre creixent de guies
d’aplicacions.
• Tot el suport del kernel Erika Enterprise, de Evi-
dence.
El cor d’aquesta placa es composa d’un dsPIC33FJ256MC710 (veure seccio´ 2.1.2),
el qual ens dona moltes possibilitats a l’hora de crear diferents dispositius.
16
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Figura 2.2: FLEX: placa de avaluacio´ de dsPIC de Microchip -
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2.1.2 dsPIC33FJ256MC710
Figura 2.3: Fo-
tografia d’un
dsPIC33FJ256MC710 -
Aquest e´s un microcontrolador de la casa Microchip
Technology (fabricant de microcontroladors, memo`ries i
semiconductors analo`gics, situat en Chandler, Arizona,
EE.UU.), destinat a Sistemes Digitals de Control. Per
aquesta rao´ aquest microcontrolador compta amb una
multitud de perife`rics de comunicacio´, entre els quals es
troba el CAN. Aixo` fa que la casa Evidence l’hagi escollit
per formar part del nucli de la placa de desenvolupament
FLEX (explicada en la seccio´ 2.1.1), i que s’hagi adap-
tat el Sistema Operatiu en Temps Real Erika Enterprise
perque` pugui ser instal·lat en ell.
A part del mencionat, aquest microcontolador comp-
ta amb caracter´ıstiques molt interessants, entre d’elles es poden destacar les segu¨ents
(informacio´ extreta del datasheet (2)):
• Una arquitectura de 16 bits
• CPU a velocitat de 40 MIPS (Mega Instructions Per Second)
• Memo`ria per programa de 256 KB de tipus Flash
• Memo`ria RAM de 30,720 Bytes
• 85 pins d’entrada/sortida
• Perife`rics de comunicacio´ UART, SPI, I2C i CAN
• PWM amb resolucio´ ma`xima de 16 bits
• 8 canals DMA hardware
2.1.3 MCP2551
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Figura 2.4: MCP2551 -
El semiconductor MCP2551 e´s un transceptor CAN d’al-
ta velocitat, i un dispositiu tolerant a fallades que serveix
d’intermediari entre el el controlador CAN i el bus f´ısic.
Aquest pot arribar a treballar a velocitats de 1 Mb/s, i
en un bus CAN es poden arribar a connectar fins a 112
nodes amb aquest transceptor (datasheet (3)).
Per tant en el nostre laboratori, cada un dels diferents
dispositius (Monitor , Sensor/Actuador i Controlador ),
necessa`riament han de comptar amb aquest semiconductor, i s’han creat uns petits
circuits per connectar ra`pidament en cadascuna de les plaques FLEX (veure laboratori
actual 3.1).
2.1.4 ICD2/3
Figura 2.5: Fotografia
d’un programador ICD2
-
Aquest aparell (figura 2.5) e´s un programador/debugador
d’errors, fabricat per la casa Microchip , que juntament
amb el programa MPLAB R© X pot realitzar aquestes fun-
cions. Aquest compta amb una connexio´ per USB per
connectar-lo al ordinador, i un cable amb dos extrems
RJ-11 per connectar entre ell i el dispositiu a programar
(figura 2.6, connector t´ıpicament utilitzat en els cables
telefo`nics a Espan˜a).
Mentre que fins aquest moment s’utilitzava el pro-
gramador ICD2 actualment ha sortit al mercat el ICD3.
Aixo` en principi no e´s cap problema ja que l’antic pro-
gramador segueix funcionant correctament, pero` aix´ı com el programa MPLAB R© X
en les primeres versions betes estava procurant donar suport al primer, a partir de
la versio´ 0.17 ha deixat de ser aix´ı, obligant d’alguna manera a deixar enrere aquest
programadors; els quals no so´n precisament barats.
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Figura 2.6: Connector RJ-11 -
2.2 Software
Durant el projecte s’han emprat multitud de programes que eren necessaris per poder
compilar els codis, gravar els microcontroladors, o preparar l’entorn multilingu¨e del
programa DCSMonitor .
En aquesta seccio´ s’explicara` quins so´n aquests programes, i es fara` un resum del
seu objectiu.
2.2.1 Eclipse
Figura 2.7: Logotip d’E-
clipse -
Aquest software ens ofereix un entorn de desenvolu-
pament integrat (tambe´ coneguts com IDE’s) multi-
plataforma de codi obert. Aquesta plataforma ha
estat t´ıpicament utilitzada per desenvolupar IDE’s.
T´ıpicament e´s usat el IDE de Java Java Development
toolkit (JDT) el qual ve integrat per defecte amb el propi
Eclipse .
Entre aquests IDE’s desenvolupats per Eclipse esta`
el RT-Druid (figura 2.8) creat per la casa Evidence, amb
el qual e´s possible programar de manera facil el Sistema
Operatiu en Temps Real Erika, que e´s el codi base sobre
el que treballem en el laboratori per programar les plaques FLEX .
A part d’utilitzar aquest IDE per programar els dispositius, tambe´ existeix el
pluguin PyDev per Eclipse , que tambe´ ens ofereix un IDE per programar en Python , i
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gracies al qual hem pogut programar me´s facilment el codi del programa DCSMonitor
.
Figura 2.8: Logotip del pluguin d’Eclipse RT-Druid -
Figura 2.9: Logotip del pluguin d’Eclipse PyDev -
2.2.2 MPLAB R© X
Mplab e´s un editor IDE gratu¨ıt desenvolupat per la casa Microchip i destinat a la pro-
gramacio´ dels seus productes. Fins aquest moment era exclusivament per Windows,
pero` amb la nova aparicio´ de MPLAB R© X programat en Java l’han convertit en mul-
tiplataforma. Encara que les versions actuals encara estan en beta (aixo` vol dir que
algunes de les seves funcionalitats encara poden ser inestables o no estar implemen-
tades).
Figura 2.10: Logotip de MPLAB R© X - Publicitat de la pa`gina oficial de Microchip
Encara que sigui un editor IDE, en el nostre laboratori no l’utilitzem per aquesta
tasca, ja que aixo` ens ho fa l’entorn comentat anteriorment RT-Druid (veure seccio´
d’Eclipse 2.2.1). Per tant te una altra funcionalitat que e´s la de programar mitjanc¸ant
el dispositiu ICD2 o altres els microcontroladors; en el nostre cas les plaques FLEX .
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2.2.3 QtCreator
Figura 2.11: Logotip de
QtCreator -
QtCreator e´s un altre IDE per desenvolupar aplicacions
d’escriptori multiplataforma (tant el programa com les
interf´ıcies que e´s capac¸ de generar poden ser executats
en Windows, Linux/X11 i Mac OS). Aquesta eina ens
ha sigut molt u´til a l’hora de dissenyar tota la part vi-
sual del programa DCSMonitor , ja que l’entorn que
proporciona aquest programa e´s molt senzill d’utilitzar,
i ofereix un gran ventall de possibilitats, com poden ser
els botons, les etiquetes, els menu´s, la finestra de expor-
tar les gra`fiques, la integracio´ amb les gra`fiques en temps
real, etc.
Encara que te´ moltes caracter´ıstiques interessants nosaltres nome´s l’hem utilitzat
per fer l’entorn gra`fic en un fitxer de format .ui, per despre´s exportar-lo per Python.
2.2.4 QtLingu¨ist
Figura 2.12: Logotip de
QtLingu¨ist
Qt ens ofereix suport per traduir les aplicacions en altres
llenguatges, i gracies a aquest programa podem editar els
fitxers de traduccio´ fa`cilment, i un cop tradu¨ıts tots els
textos, el mateix QtLingu¨ist ens genera el fitxer adequat
perque` el nostre programa DCSMonitor pugui canviar
l’idioma en qualsevol moment.
2.2.5 ERIKA Enterprise
ERIKA Enterprise 2.13 e´s un Sistema Operatiu en Temps
Real de codi obert derivat de OSEK/VDX (veure glos-
sari), creat per la casa Evidence i que esta` integrat en el
plugin RT-Druid d’Eclipse.
Figura 2.13: Logotip Erika Enterprise -
Erika ens ofereix un RTOS d’espai
redu¨ıt (1-4 Kb Flash) per sistemes em-
potrats d’un sol nucli o multi-nucli.
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Aquest sistema operatiu e´s usat ac-
tualment en me´s de 20 universitats de
tot el mon, a me´s de varies companyies
del mercat automobil´ıstic (entre d’elles Magneti Marelli Powertrain i Cobra Automotive
Technologies).
2.3 Protocols de comunicacio´
Les comunicacions en els Sistemes Distribu¨ıts de Control so´n el pilar mestre sobre el
que es recolza el control, per aquesta rao´ la major part del projecte es bassa en aquestes
qu¨estions, i es dissenyen els diferents missatges i identificadors de manera que es pugui
maximitzar l’us dels avantatges que te´ cada protocol.
En aquesta seccio´ es podra` veure un repas general sobre el tipus de protocols usats en
el laboratori, aix´ı com el tipus de connexionat que existeix entre els diferents dispositius
que el formen.
2.3.1 CAN
El protocol CAN (de l’Angle`s Controller Area Network) va ser dissenyat per permetre
la comunicacio´ entre dispositius sense la necessitat d’un host (o amfitrio´). Inicialment
la seva aparicio´ va esdevenir de la problema`tica que existia en els vehicles automo`bils,
en els quals el nombre de dispositius era cada cop me´s gran, fins arribar al punt de
necessitar me´s de 2 km de cable, els quals representaven me´s de 100 Kg (informacio´
extreta de (4), (5)).
Va ser la firma Alemana Robert Bosch GmbH , qui va desenvolupar aquest protocol,
basat en una topologia bus per la transmissio´ de missatges en entorns distribu¨ıts, ini-
cialment (com hem dit anteriorment) per l’entorn automobil´ıstic, pero` finalment acollit
per entorns marins, agr´ıcoles, industrials, etc.
Les caracter´ıstiques me´s importants de la comunicacio´ CAN so´n les segu¨ents (es-
pecificacio´, (6)):
• Jerarquia de nodes multimaster.
• Te`cnica d’acce´s al medi CSMA/CD+CR (de l’angle`s Carrier Sense, Multiple Ac-
cess/Collision Detection + Collision Resolution).
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• Comunicacio´ condu¨ıda per events.
• Broadcast.
• Iniciativa de transmissio´ a ca`rrec de la font d’informacio´.
• El nom del missatge gene`ricament dessigna la informacio´, no el node.
• Resposta a peticio´ remota.
• Deteccio´ i correccio´ d’error a nivell de missatge.
• Capacitat de deteccio´ d’errors a nivell del medi de comunicacio´.
• Tolera`ncia a fallades.
• Confirmacio´.
• Transfere`ncia de missatges consistent sobre tot el sistema.
• Codificacio´ de bit.
• Sincronitzacio´ de bit.
• Sincronitzacio´ entre nodes.
• Distribucio´ del sistema.
• Velocitat de transmissio´.
• Caracter´ıstiques del driver de l´ınia.
• Mu´ltiples prove¨ıdors de xips.
2.3.2 Serie via RS232
En computacio´ la comunicacio´ serie e´s tota aquella transfere`ncia de dades en la que la
informacio´ va bit a bit una darrera una altra. Aquest tipus de comunicacio´ e´s usada en
multiples protocols de comunicacio´, com poden ser el USB, Ethernet, FireWire o per
exemple CAN (vist anteriorment 2.3.1). Pero` usualment, quan parlem del port serie de
l’ordinador, ens referim a la norma RS232 (de l’angle`s Recommended Standard 232)
(veure (7)).
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Aquesta norma determina les seves caracter´ıstiques f´ısiques, la temporitzacio´ dels
senyals, les velocitats de transmissio´, i la mida del connector i dels seu pinatge.
Figura 2.14: Connector per port serie
RS232 - En forma de DE-9
Normalment tots els ordinadors de
sobretaula solen tenir algun connec-
tor destinat a aquest tipus de comuni-
cacio´, en el format d’un connector DB-9
(originalment DE-9, veure figura 2.14),
en canvi els ordinadors porta`tils ja no
solen tenir aquest tipus de connector,
per aquesta rao´ es necessita utilitzar un
convertidor de RS232 a USB.
Aquesta comunicacio´ va ser dissenyada per connectar equips terminals de dades amb
equips de comunicacio´ de dades, pero` en ocasions (com en el cas del connexionat entre
dos ordinadors) es connecten dues terminals de dades. En aquest cas es sol utilitzar un
tipus de connexionat anomena null mo´dem (per la no existe`ncia de mo´dem).
El connector DB-9; com el seu nom indica; te´ 9 pins, i cada un d’ells te definit el
seu funcionament, com pot ser el d’enviar dades, o el de rebre dades. S’adjunta una
taula amb l’especificacio´ de cada un d’aquests pins (taula tab:tec:prot:rs232).
Nu´mero de pin Nom
1 CD: Detector de transmissio´
2 RXD: Recepcio´ de dades
3 TXD: Transmissio´ de dades
4 DTR: Terminal de dades preparat
5 GND: Senyal de terra
6 DSR: Ajust de dades preparat
7 RTS: Permı´s per transmetre
8 CTS: Preparat per transmetre
9 RI: Indicador de trucada
Taula 2.1: Pinatge del connector serie per RS232
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2.3.3 Topologia en bus
Aquest e´s un tipus de connexionat entre mu´ltiples dispositius en els quals tots ells estan
connectats a un mateix bus central (veure figura 2.15). Aixo` comporta alguns avantat-
ges pero` tambe´ molts inconvenients que es procuren resoldre de diferents maneres.
Per crear aquest tipus de xarxa e´s necessari finalitzar els cables amb resiste`ncies
de carrega final. Aquestes resiste`ncies so´n calculades depenent de les senyals que hi
circulen, i els metres de cable que formen el bus, i aconsegueixen mitigar l’efecte rebot
que apareix en un cable tallat (amb la resiste`ncia ben calculada a ulls dels dispositius
el bus resultaria ser de mida infinita).
• Avantatges
– Facilitat en la implementacio´.
– Creixement del nombre de dispositius fa`cil.
– Simplicitat en el tipus d’arquitectura.
– Recepcio´ de tota la informacio´ del bus.
– No hi ha necessitat de redireccionar missatges.
• Inconvenients
– Existeix un l´ımit del nombre de dispositius, depenent de la qualitat del
senyal.
– Pot produir-se degradacio´ del senyal.
– Complexitat de reconfiguracio´ i a¨ıllament de fallades.
– Un problema en un canal sol degradar tot el bus.
– El bon funcionament sol degradar a mesura que el bus creix.
– El bus ha de ser degudament tancat.
– Alta pe`rdua de transmissions degut a les col·lisions entre missatges.
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Figura 2.15: Topologia en bus -
2.4 Conclusions
En aquest punt ja ens hem fet una idea de totes les tecnologies que hi ha al voltant
d’aquest projecte. Hem vist que les xarxes en bus tenen alguns inconvenients que cal
resoldre, quines facilitats ens proporciona utilitzar un bus CAN, com podem rebre els
valors d’estat del control mitjanc¸ant la comunicacio´ serie via RS232, i quins dispositius
s’utilitzen per poder connectar-se a un bus CAN, anomenats transceptor CAN.
Tambe´ hem pogut cone`ixer varis programes que ens ajuden en la tasca de programar
tots aquests dispositius, com crear interf´ıcies per programes que corrin en varis sistemes
operatius, i com generar aquests programes multilingu¨es.
Per tant ja podem abordar la configuracio´ que te´ el laboratori actual, i podem
comenc¸ar a dissenyar tot el necessari per muntar un laboratori en el que tots els dis-
positius comparteixin un mateix bus CAN. Tot aixo` ho podrem veure i seguir en el
segu¨ent cap´ıtol.
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3Disseny del laboratori
Aquest cap´ıtol comenc¸a amb l’explicacio´ de l’entorn i dels objectius que te´ el laboratori
actual de Sistemes de Control Empotrats i en Xarxa. Exposarem per tant el seu
proposit i les limitacions que aquest ten´ıa, i de quina manera hem dissenyat la nova
plataforma per poder solventar algunes d’aquestes mancanses. Per tant entrarem en la
part del disseny del nou laboratori, i veurem les raons que ens han portat a escollir els
diferents camins que teniem, aix´ı com el disseny de les comunicacions que hi ha entre
els diferents dispositius i el nou programa DCSMonitor .
3.1 Resum del laboratori actual
L’objectiu d’aquest laboratori e´s l’analisis, el diseny i la implementacio´ d’un sistema de
control empotrat i en xarxa (a partir d’ara NECS , sigles de l’angle`s Networked and
Embedded Control Systems) (8, laboratori complert en el document Networked and
Embedded Control Systems (NECS) Double Integrator Control Lab).
En aquest laboratori es cobreixen varies fases:
• Disseny de controls.
• Ana`lisis de sistemes NECS multitasques.
• Diseny de sistemes NECS multitasques.
• Implementacio´ del sistema NECS .
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La plataforma d’implementacio´ ens permetra` controlar un circuit Doble Integrador
(a partir d’ara DI de l’angle´s Double Integrator) d’un microcontrolador. Com es mostra
en les figures 3.1 i 3.2.
Figura 3.1: Microprecessor-based control -
Figura 3.2: Network-based control -
En la primera configuracio´, figura 3.1, moltes tasques so´n executades concurrent-
ment al cap davant del Sistema Operatiu en Temps Real Erika. Per aquesta rao´ les
tasques de control del circuit doble integrador han de competir amb la resta per el
temps de CPU.
En la segona configuracio´, figura 3.2, permet tancar el llac¸ de control en una xarxa,
en aquest cas un bus CAN. En aquest escenari, les limitacions dels recursos ve donada
per l’ampla de banda de la comunicacio´. D’aquesta manera connectant varis llac¸os
en una mateixa xarxa ens pot permetre analitzar un sistema distribu¨ıt de control me´s
realista.
En les dues configuracions, les plaques estan equipades amb microcontroladors
dsPIC33FJ256MC710 de Microchip . Les plaques so´n plaques FLEX de Evidence.
S’han creat tres plaques amb un circuit doble integrador (figura 3.3a), comunicacio´
CAN (figura 3.3b)i un port RS232 (figura 3.3c) que s’han afegit a aquestes per tal de
comunicar-se entre elles, i amb l’ordinador.
La placa FLEX que porta el circuit doble integrador es l’encarregada de simular un
Sensor i un Actuador , en els quals el Sensor es un conversor analogic digital (ADC)
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(a) Doble Integrador (b) Transceptor CAN
(c) Modul RS232
Figura 3.3: Periferics per les plaques FLEX .
que llegeix els voltatges de sortida de la primera i segona integral, i l’Actuador aplica
diferents nivells de voltatge a l’entrada del circuit a trave´s d’un modulador per amplada
de polsos (PWM).
L’objectiu del control es que la sortida del doble integrador segueixi un valor de
referencia que va variant. Aquest s’aconsegueix aplicant un algoritme de control i
aplicant el valor calculat a l’entrada del circuit.
Un cop l’entorn esta` preparat la configuracio´ queda com a la figura 3.4. En la qual
la placa superior actua com a Controlador que remotament fa el control a traves del bus
CAN. En la part inferior tenim el Sensor/Actuador que compta amb la placa del doble
integrador connectada, i per tal de debugar el control tambe´ compta amb la interf´ıcie
RS232 (en aquesta imatge queda sota de la placa superior) la qual envia perio`dicament
els valors de l’estat.
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Figura 3.4: Llac¸ de control -
3.2 Disseny del Nou laboratori
Fins aquest moment els problemes a resoldre han estat pels temps de demora que hi
havia entre lectures del Sensor , accions de l’Actuador i els ca`lculs que havia de fer el
Controlador .
En aquest apartat ens interessa que tots els dispositius estiguin en un mateix bus
CAN i comprovar el funcionament dels llac¸os en un entorn compartit, amb diferents
tipus de prioritats i amb la possibilitat de saturar el bus en certes ocasions (figura 3.5).
A part d’aquesta connexio´ general al bus, tambe´ s’introduira` en la xarxa un disposi-
tiu que anomenarem Monitor , el qual tindra` la opcio´ de monitoritzar tots els paquets
de dades d’un cert llac¸ de control (un grup format per un Sensor , un Actuador i un
Controlador ).
Tota la informacio´ que el nou dispositiu Monitor capturi, podra` ser enviada mit-
janc¸ant el port se`rie RS232 a un programa d’ordinador (DCSMonitor ) el qual
mostrara` mitjanc¸ant unes gra`fiques en temps real l’estat del control de cada grup del
laboratori.
A me´s el Monitor tindra` la capacitat d’incrementar la carrega del bus en quant
a nombre de missatges CAN que hi circulin, dificultant el correcte funcionament dels
llac¸os, i podent comprovar en temps real la resposta d’aquests.
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Amb aquesta idea general i tenint en compte les relacions que hi haura` entre tots
els elements que formen el laboratori es va dissenyar un esquema general en el que
apareixen aquests elements i el tipus de comunicacio´ que hi ha entre ells (figura 3.6).
Figura 3.5: Entorn del nou laboratori - A l’esquerra un llac¸ de control format per un
Controlador (primer pis) i un Sensor/Actuador (segon pis). A la dreta un llac¸ de control
format per un Controlador (segon pis) i un Sensor/Actuador (tercer pis) i un dispositiu
Monitor (primer pis).
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Figura 3.6: Diagrama general dels elements del laboratori - Diagrama de tots els elements que formen part del laboratori,
i les diferents comunicacions que els relacionen.
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3.2.1 Interficie
Aquest programa es nome´s una eina per visualitzar i comprovar el funcionament dels
diferents controls que hi hagin al bus CAN, o el control del llac¸ al que estigui connectat,
pero` en cap moment ha de ser un programa complicat d’executar, ja que el seu objectiu
principal es precisament ajudar en aquesta tasca. Aixo` implicava que el programa fos
senzill d’utilitzar, pero` a l’hora complert.
Primer de tot calia saber quines opcions havien d’apare`ixer a primera vista, aix´ı
que es va fer un llistat d’elements necessaris:
• Llista dels identificadors dels diferents controls al bus CAN
• Estat del port se`rie RS232
• Lectures dels valors del control en format text
• Gra`fica del control
• Mostrar/eliminar dades de la gra`fica
– Refere`ncia
– Valor d’entrada
– Primera integral
– Segona integral
• Idioma per seleccionar
– Catala`
– Espanyol
– Angle`s
– France`s
• Mode de comunicacio´
– Comunicant amb Sensor/Actuador
– Comunicant amb Monitor
• Dades informatives (extres)
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– Total de llac¸os de control al bus CAN
– Imatges per segon mostrades en la gra`fica en temps real
– Nombre de mostres de cada l´ınia de la gra`fica
– Bytes pendents en el buffer d’entrada del port se`rie RS232
– Algun ı´tem intermitent que indiqui que les dades s’actualitzen correctament
(en temps real)
• Boto´ per connectar al port se`rie
• Boto´ per llistar llac¸os del bus CAN
• Boto´ per guardar una imatge de la gra`fica
• Boto´ per netejar el text
• Boto´ per comenc¸ar i aturar la monitoritzacio´
Un cop remarcats aquests elements, nome´s calia identificar aquells que havien de ser
accessibles directament, i posicionar-los de tal manera que fos intu¨ıtiu d’utilitzar. Per
tant es va treure la seleccio´ d’idioma i de mode d’execucio´ de la pantalla principal i es va
posar en les Prefere`ncies del programa, de la mateixa manera amb el mode d’execucio´
del programa ja que els alumnes sempre faran servir el mode Sensor/Actuador i el
professor el mode Monitor .
Abans de comenc¸ar a dissenyar la interf´ıcie amb algun programa d’edicio´, es van
fer alguns esbossos de com hauria de quedar la organitzacio´, i finalment es va decantar
pel dibuix de la figura 3.7.
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Figura 3.7: Esquema de la interf´ıcie del programa DCSMonitor -
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Ja amb l’esquema ben clar es van provar varis IDE’s d’edicio´ d’interf´ıcie, i un cop
analitzades varies qu¨estions es va decidir utilitzar QTCreator . Aquestes so´n algunes
de les raons que em van fer decantar per aquest IDE:
• Existencia de bona documentacio´ de les API’s de QT.
• Portabilitat a altres sistemes operatius com Windows.
• Un entorn molt intu¨ıtiu.
• Fa`cil integracio´ amb widgets propis.
• Existencia d’exemples d’integracio´ de matplotlib amb QT4 (9, Cap´ıtol 6 del llibre
Matplotlib for Python Developers)
3.2.2 Identificadors dels missatges CAN
El primer problema que hem de resoldre al dissenyar un sistema distribu¨ıt en el qual hi
haura` mu´ltiples dispositius e´s enviar i rebre els diferents missatges al dispositiu indicat.
En el laboratori anterior existien 3 tipus de missatge diferents (s’han mantingut els
noms originals):
1. Sensor to controller message
Aquest missatge l’enviava el Sensor i anava destinat al Controlador , i portava el
primer i el segon valor de sortida del doble integrador.
2. Controller to actuator message
Aquest missatge el generava el Controlador i anava destinat al Actuador , el seu
contingut eren 4 Bytes amb el valor d’entrada del doble integrador.
3. Controller updates reference (supervision)
Aquest missatge generat pel Controlador tenia com a destinacio´ el supervisor
(Sensor/Actuador ) i contenia el valor de refere`ncia teo`ric que hauria de seguir
el doble integrador.
Els identificadors per aquests tres missatges eren senzills de proposar ja que tenien
els 29 bits de l’identificador per escollir sense cap tipus de restriccio´, per aquest motiu
els missatges de control, estat del sensor i referenica podien tenir els identificadors 1,
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2, i 3 respectivament. Cada dispositiu conneixia l’identificador del senyal que volia i
per tant podia rebre aquests senyals.
En el disseny actual es volia introduir un entorn compartit, per tant hem dividit
l’identificador de missatge CAN en subparts, per tal d’afegir noves funcionalitats:
• Diferents nivells de prioritat.
• Diferents identificadors de llac¸os de control.
• Diferents classes de missatge.
• Diferents subclasses de missatge.
Aix´ı que s’ha dissenyat un sistema d’identificadors per tal de complir tots aquests
requisits. A me´s per tal de garantir els temps de resposta dels controladors i el millor
funcionament del control s’ha procurat seguir el disseny realitzat a l’article ”Schedu-
lability Analysis for CAN-based Networked Control Systems with Dynamic Bandwith
Management”(10).
En la figura 3.8 es pot veure la codificacio´ que es va seguir en l’article en el que es
van fer els ca`lculs per garantir un funcionament o`ptim del control (s’ha mantingut el
text original).
Un cop revisat el funcionament d’aquests identificadors i dels missatges que en el
nostre laboratori hav´ıem de generar, es va pensar en la millor reorganitzacio´ que es
podia fer dels nostres missatges, i finalment va quedar el segu¨ent esquema gene`ric per
tots els missatges (figura 3.9).
Aquest esquema ens permet adaptar tots els missatges que hi havia fins ara, i a me´s
podem generar nous missatges utilitzant l’identificador de tipus gene`ric de 3 bits (010)
utilitzant els u´ltims dos bits per indicar quin missatge e´s.
Amb tots aquests punts ben clars es va crear un diagrama dels elements que for-
maran el laboratori, amb tots els dispositius que poden formar part d’ell, i les diferents
interaccions que han de realitzar. En aquest diagrama podrem observar els per´ıodes
dels diferents missatges, l’esquema d’identificadors i el tipus de ma`scares i filtres que
seran u´tils per rebre els missatges. Tot aixo` es pot observar en el diagrama de la figura
3.10.
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Figura 3.8: Codificacio´ de bits dels identificadors CAN per tipus de missatges - usats en
l’article ”Schedulability Analysis for CAN-based Networked Control Systems with Dynamic
Bandwith Management”(10) (text original).
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Figura 3.9: Esquema gene`ric dels identificadors CAN pel nou laboratori.
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Monitor/Supervisor
Sensor/Actuador/Supervisor
Controlador
Valor calculat.
Activat.
Valor sortida
Dob. Int.
per Controlador
Periodic : 50 ms
Controlador
Sen/Act/Sup
Controlador
Sen/Act/Sup
Bus CAN
ID llaç : 0b 0000 0001
Identificadors comunicació CAN (extended frame de 29 bits)
Classe          :  3 bits : ccc
Prioritat       : 16 bits : pppp pppp pppp pppp
ID llaç         :  8 bits : iiii iiii
Subclasse       :  2 bits : ss
Classes
Missatge de control            : 000
Missatge de sensor garantit    : 001
Missatge de proposit general   : 010
Subclasse
Missatge de canvi de referencia : 00
Estat del sensor per supervisor : 01
Esquema general de l'identificador
      \ Classe /\    Prioritat      /\ ID llaç /\ Subclasse/
0b       ccc     pppp pppp pppp pppp  iiii iiii      ss
Exemples d'identificadors missatges
controlador -> actuador    : 0b 0000 00pp pppp pppp pppp ppii iiii iiss
sensor      -> supervisor  : 0b 0000 10pp pppp pppp pppp ppii iiii ii01
ID llaç : 0b  1111 1111ID llaç : 0b 0000 0000
Mascares identificadors CAN
Tipus de mascara
Mascara 1: Guarda tots els missatges sense importar el filtre
0b 0000 0000 0000 0000 0000 0000 0000 0000
Mascara 2: Nomes del llaç i classe que indicqui el filtre
0b 0001 1100 0000 0000 0000 0011 1111 1100
Mascara 3: Nomes del llaç, classe i subclasse que indiqui el filtre
0b 0001 1100 0000 0000 0000 0011 1111 1111
Exemple de filtre i mascara per rebre missatges del llaç 34 de la 
classe de missatge de proposit general amb la subclasse de 
canvi de referencia:
Mascara 3 : 0b 0001 1100 0000 0000 0000 0011 1111 1111
Filtre    : 0b xxx0 10xx xxxx xxxx xxxx xx00 1000 1000
Canvi Referencia
per Supervisor
Periodic : 1 s
Valor sortida
Dob. Int.
per Supervisor
Periodic : 10 ms
Figura 3.10: Diagrama de comunicacions i identificadors CAN - Diagrama de funcionament del laboratori, disseny dels
identificadors i ma`scares per bus CAN, i tipus de missatges de comunicacio´.
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Tot seguit es veuran un a un tots els missatges que s’han adaptat i creat explicats
a fons.
3.2.2.1 Missatge de control per l’Actuador
Aquest tipus de missatge s’envia cada cop que el Sensor envia una lectura nova al
Controlador (missatge de l’estat del Sensor per al Controlador explicat en l’apartat
3.2.2.2), aquest al rebre els valors de les senyals fa els ca`lculs oportuns i ha de respon-
dre lo me´s ra`pid possible l’Actuador , que e´s l’encarregat de donar el valor al doble
integrador.
Aquests tipus de missatges han de ser d’alta prioritat i per tant, tenen assignats
els primers 3 bits de l’identificador a zero, ja que en els missatges CAN els identifi-
cadors amb els primers zeros so´n els me´s prioritaris. Aix´ı que utilitzant la codificacio´
mencionada anteriorment farem servir el tipus de missatge control message, quedant
l’estructura de l’identificador i el senyal de control com la figura 3.11.
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Figura 3.11: Missatge CAN del Controlador al Actuador .
3.2.2.2 Missatge de l’estat del Sensor per al Controlador
Aquest e´s un missatge que s’envia perio`dicament cada 50ms, i e´s el responsable d’enviar
l’estat en el que es troben les dues integrals. Te´ com a destinacio´ el Controlador que
posteriorment e´s el que fara` els ca`lculs dependents d’aquests valors.
En aquests tipus de sistemes aquests missatges, al igual que els del controlador,
tambe´ so´n molt importants, per aquest motiu se’ls assigna el tipus 001, ja que e´s el
segon tipus me´s prioritari. A part dels primers tres bits, els segu¨ents 16 bits es poden
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utilitzar per codificar l’error que s’esta` produint, de manera que sigui me´s prioritari el
que tingui el valor me´s desviat del desitjat.
Aix´ı que utilitzant la codificacio´ mencionada anteriorment farem servir el tipus de
missatge granted sensor message, quedant l’estructura de l’identificador i el senyal de
control com la figura 3.12.
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(b) Informacio´ (8 bytes).
Figura 3.12: Missatge CAN de l’estat del Sensor per al Controlador .
3.2.2.3 Missatge de canvi de refere`ncia
Aquest e´s un missatge que s’envia perio`dicament cada segon, i e´s el responsable d’enviar
el valor de refere`ncia que s’intenta aconseguir en cada moment. Aquest valor oscil·la de
0,5 a -0,5 i te´ com a destinacio´ el Supervisor que ha d’enviar aquest valor a l’ordinador
per que pugui dibuixar la gra`fica correctament.
Fins aquest laboratori el Supervisor era el dispositiu Sensor/Actuador ja que era
l’encarregat de la comunicacio´ per RS232, pero` en el nou laboratori el microcontrolador
que fa de Monitor tambe´ captura aquest tipus de missatge si des del programa de
DCSMonitor se li ha indicat. Tot i aix´ı el dispositiu Sensor/Actuador en el nou
laboratori segueix rebent aquesta informacio´ i ja pot seguir enviant informacio´ per
RS232 a un altre ordinador.
Com aquest tipus de missatges no te´ cap tipus d’importa`ncia a l’hora de portar a
terme el control, utilitzen l’identificador de tipus general purpose messages. Aix´ı no
empitjoren la qualitat del control pero` no deixen de ser missatges que procuren garantir
la seva recepcio´. A part d’aquest missatge que prete´n enviar el valor de refere`ncia, hi
ha altres missatges que voldran utilitzar el tipus d’identificador que hem mencionat,
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per aquesta rao´ utilitzarem els u´ltims dos bits posats a zero per indicar que e´s d’aquest
tipus.
Aix´ı que utilitzant la codificacio´ mencionada anteriorment farem servir el tipus de
missatge general purpose messages, quedant l’estructura de l’identificador i el senyal de
control com la figura 3.13.
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Figura 3.13: Missatge CAN per actualitzar el valor de refere`ncia.
3.2.2.4 Missatge de l’estat del Sensor per al Supervisor
Aquest e´s un missatge que s’envia perio`dicament cada 10ms, env´ıa exactament la
mateixa informacio´ que se li envia al Controlador en el missatge Missatge de l’estat
del Sensor per al Controlador (anteriorment explicat en l’apartat 3.2.2.2), pero` el seu
propo`sit no e´s el de calcular el valor de control, sino´ purament informatiu.
Com s’ha dit anteriorment en l’anterior laboratori el Supervisor era el mateix Sen-
sor/Actuador (i encara ho pot seguir sent) i per tant al enviar la informacio´ de l’estat del
Sensor primer feia la lectura i despre´s enviava els valors. En canvi en el nou laboratori
el Supervisor e´s el Monitor que es troba en un altre dispositiu, aix´ı que perio`dicament
hem d’enviar aquesta informacio´, ja que d’aquesta manera es veuran les gra`fiques amb
els valors reals.
Com aquest tipus de missatges no te´ cap tipus d’importa`ncia a l’hora de portar
a terme el control, utilitzen l’identificador de tipus general purpose messages. Aix´ı
no empitjoren la qualitat del control, pero` no deixen de ser missatges que procuren
garantir la seva recepcio´. A part d’aquest missatge hem vist un altre missatge (Mis-
satge de canvi de refere`ncia en l’apartat 3.2.2.3) que utilitza el tipus d’identificador
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que hem mencionat, per aquesta rao´ utilitzarem els u´ltims dos bits posats a zero i u
respectivament per indicar que e´s d’aquest tipus.
Aix´ı que utilitzant la codificacio´ mencionada anteriorment farem servir el tipus de
missatge general purpose messages, quedant l’estructura de l’identificador i el senyal de
control com la figura 3.14.
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Figura 3.14: Missatge CAN de l’estat del Sensor per al Supervisor .
3.2.3 Comunicacio´ se`rie
La part de comunicacio´ entre l’ordinador i les plaques Flex s’ha vist modificada, ja
que primerament la informacio´ que s’enviava perio`dicament a l’ordinador la realitzava
el Sensor/Actuador , i aquest comptava amb la informacio´ dels valors de sortida de
l’integrador de primera ma.
Aquesta comunicacio´ era unidireccional, aix´ı que el Supervisor enviava perio`dicament
el seu temps actual, el valor de refere`ncia, el valor d’entrada de l’integrador, i els dos
valors de sortida d’aquest u´ltim.
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Figura 3.15: Trama de supervisio´ antiga per RS232 (23 bytes)
Aix´ı que en el nou sistema, per tal de complir els requisits de monitoritzar diversos
llac¸os, i amb la intencio´ de no saturar el microcontrolador amb les dades de tots els
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Figura 3.16: Trama de supervisio´ nova per RS232 (71 bytes). Els primers bytes
s’utilitzen exactament igual que en la versio´ antiga per mantenir la compatibilitat.
dispositius ens veiem forc¸ats a comunicar des de l’ordinador al Monitor de quin llac¸
volem la informacio´ en cada moment.
A me´s es vol implementar la capacitat d’enviar diferents instruccions al Monitor,
com poden ser saturar el bus fins a cert punt, demanar quants llac¸os de control exis-
teixen al bus, i possibles ampliacions.
Per tant el sistema de comunicacio´ ha de satisfer les segu¨ents necessitats:
• Realitzar una implementacio´ bidireccional.
• Afegir diferents senyals de control.
– Demanar un llistat dels llac¸os de control que hi ha al bus CAN.
– Demanar els valors de Sensor/Actuador i Controlador d’un llac¸.
– Generar ca`rrega al bus CAN.
– Aturar qualsevol de les anteriors accions.
Per complir la bidireccionalitat dels missatges es va estudiar la millor manera de
rebre els missatges en el microcontrolador, d’aquesta manera veient com es rebien
les interrupcions del bus CAN, es va seguir la mateixa metodologia per rebre una
interrupcio´ cada cop que el buffer d’entrada del port se`rie s’omplia.
Tenint en compte que les diferents instruccions que se li demanen al microcontro-
lador monitor no so´n critiques en temps de resposta s’ha optat per crear aquests mis-
satges de 8 bytes me´s que suficients per complir les especificacions actuals i mantenint
un marge per possibles ampliacions (actualment en el pitjor cas s’omplen 2 d’aquests,
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quan es demana monitoritzar un llac¸ de control, al qual ens referim amb l’ultim byte
de la trama).
Per tant s’ha dissenyat l’estructura ba`sica de tots els senyals de control amb la
segu¨ent arquitectura (figura 3.17):
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id senyal Informacio´ necessa`ria pel tipus de senyal
Figura 3.17: Arquitectura ba`sica dels missatges enviats per RS232.
On cada identificador te´ el valor i el significat indicat en la taula 3.1.
Senyal Valor Significat
SIGNAL STOP 0x01 Sumat a qualsevol altre identificador cancel·la l’ac-
cio´ principal.
SIGNAL MONITOR 0x00 Per comenc¸ar a monitoritzar un llac¸ de control.
SIGNAL PERCENT 0x02 Per comenc¸ar a generar ca`rrega al bus CAN.
SIGNAL DEVICES 0x04 Per comenc¸ar a llistar tots els llac¸os que hi ha ac-
tualment al bus CAN.
Taula 3.1: Identificadors dels senyals de control enviats al Monitor per RS232.
Amb tots aquests punts ben clars es va crear un diagrama dels elements que for-
maran el laboratori, amb tots els dispositius que poden formar part d’ell, i les diferents
interaccions que han de realitzar. En aquest diagrama podrem observar els per´ıodes
dels diferents missatges, l’esquema d’identificadors i el tipus de ma`scares i filtres que
seran u´tils per rebre els missatges. Tot aixo` es pot observar en el diagrama de la figura
3.18.
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Monitoritzar el llaç X
Activat per botó
Saturar Bus al X%
Activat per barra
Llistar tots els dispositius
Activat per botó
Informació llaç X
Activat i periodic : 10 ms
Llista de llaços ultims 10 ms
Activat i periodic : 10 ms
Monitor/Supervisor
Sensor/Actuador/Supervisor
Serial RS232
Comandes PC -> Monitor Informació Monitor -> PC
Supervisor -> DCSMonitor
Capçalera          :  1 byte  : 0x01
Temps              :  4 bytes : TTTT
Referencia         :  4 bytes : RRRR
Primera integral   :  4 bytes : PPPP
Segona  integral   :  4 bytes : SSSS
Tipus d'informació :  1 byte  : I       *
Dependent del tipus: 48 bytes : D...D   * només el Monitor
Esquema informació Sensor/Actuador -> PC ( 23 bytes )
\ Capç. /\ Temps /\ Ref. /\ 1ª Int. /\ 2ª int. /\ lliure /
    1      TTTT    RRRR      PPPP       SSSS        XX
Esquema informació Monitor -> PC ( 71 bytes )
\ Capç. /\ Temps /\ Ref. /\ 1ª Int. /\ 2ª Int. /\ tipus /\ Dep. /
    1      TTTT    RRRR      PPPP       SSSS        I      D...D
Llista de llaços de control
Tipus d'informacio = 0x01
Primer byte dels 48 = numero de dispositius que venen en els 
seguents bytes.
Cada un dels seguents bytes es un identificador de llaç diferent.
Serial RS232
Informació del llaç al que pertany
Periodic : 10 ms
Aturar monitorització
Activat per botó
Desactiva la captura
i l'enviament.
Aturar llistar dispositius
Activat per botó
Desactiva la captura i
l'enviament de tots els paquets
DCSMonitor
Mode PC -> Monitor
DCSMonitor
Mode PC -> Sensor/Actuador
Missatges de 8 bytes
Missatges de 71 bytes
Missatges de 23 bytes
Informació Sensor/Actuador -> PC
DCSMonitor -> Monitor
Id senyal            :  1 byte  : I
Dependent del senyal :  7 bytes : DDDDDDD
Esquema general de missatge
\ id senyal /\ dependent del senyal /
      I              DDDDDDD
Senyal STOP         : 0x01
Sumat a qualsevol altre Id de senyal atura l'acció principal.
Senyal MONITORITZAR : id senyal = 0x00 
Activa la minitorització d'un llaç de control.
L'ultim byte dels dependents es el numero de llaç a monitoritzar. 
Senyal SATURAR      : id senyal = 0x02
Activa la generació de missatges CAN en el bus amb un percentatge.
L'ultim byte dels dependents es per indicar el percentatge 
de saturació del bus CAN.
Senyal LLISTAR      : id senyal = 0x04
Activa l'enviament de identificadors de llaços existents al bus CAN.
Figura 3.18: Diagrama de comunicacions i missatges RS232. - Diagrama de funcionament del laboratori, amb el disseny
dels diferents missatges de comunicacio´ per RS232. A la part superior es pot observar l’entorn entre un dispositiu Monitor i el
programa en aquest mode, i a la part inferior connectat amb un dispositiu Sensor/Actuador .
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3.2.3.1 Senyals de control per monitoritzar
Aquest senyal e´s l’encarregat d’indicar al Monitor que volem capturar tota la informacio´
que intercanvii el llac¸ de control especificat, i que tota aquesta informacio´ ens sigui
enviada en temps real per poder dibuixar les gra`fiques del control. Aquesta informacio´
sera` el valor de refere`ncia, el valor d’entrada del doble integrador, i la primera i segona
integral (En cas de no indicar-li quin llac¸ volem monitoritzar per defecte li demanarem
el llac¸ 0, que e´s el primer llac¸ disponible).
En el moment que vulguem aturar aquestes captures enviarem al monitor el senyal
d’aturada de monitoritzacio´ amb el qual deixara` de centrar-se en aquest llac¸.
Aquestes so´n les trames dels dos missatges relatius a la monitoritzacio´ (figura 3.19):
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(a) Comenc¸a la monitoritzacio´ del llac¸ de control ID LLAC¸.
1
by
te
7
by
te
s
0 1 2 3 4 5 6 7
0x01
(b) Atura la monitoritzacio´ actual.
Figura 3.19: Missatges de monitorizacio´ per RS232.
Per tant l’esquema natural en la monitoritzacio´ i parada d’aquesta seria el segu¨ent:
1. Seleccionem el llac¸ de control que volem monitoritzar.
2. Enviem la trama ID MONITOR amb l’identificador del llac¸ de control.
3. El microcontrolador monitor rep el senyal i activa els filtres CAN i els seus re-
spectius buffers per capturar totes les trames que el llac¸ de control intercanvi¨ın.
4. El microcontrolador activa una tasca perio`dica per enviar totes les lectures que
efectu¨ı per RS232.
5. En cada missatge CAN que va dirigit a algun dispositiu del llac¸ el monitor es
guarda els valors adequats.
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6. Perio`dicament envia els valors de refere`ncia, entrada del doble integrador, sortida
de la primera i de la segona integral.
7. El programa monitor de l’ordinador va dibuixant en temps real les lectures que
rep (podent filtrar en la gra`fica quines variables es volen visualitzar).
8. En el moment que l’usuari vol aturar la monitoritzacio´ s’envia el senyal d’aturada
al microcontrolador.
9. El microcontrolador al rebre el senyal desactiva els filtres CAN que havia activat
i atura la tasca perio`dica d’enviar informacio´ per RS232.
3.2.3.2 Senyals de control per consultar llac¸os
Aquest senyal indica al microcontrolador que escolti tots els missatges del bus CAN
i que en guardi els identificadors dels diferents llac¸os de control, d’aquesta manera
perio`dicament ens enviara` aquests identificadors. Cal remarcar que aquesta tasca pot
ser executada encara que s’estigui monitoritzant un llac¸ de control al mateix temps, ja
que s’ha tingut en compte en el disseny de la comunicacio´ per RS232.
Aquest tipus de accio´ te´ la possibilitat de ser activada i desactivada, i el motiu es
que pot haver molts dispositius al llac¸ de control, i per tant en el moment que aquesta
accio´ sigui activada, el microcontrolador necessitara´ molt de temps per atendre a totes
les interrupcions que es generin. A me´s, el programa DCSMonitor ha de controlar en
cada moment que no es repeteix cap identificador a la llista, i per tant e´s me´s co`mput
que pot alentir l’ordinador.
El que fa aixo` e´s activar un filtre CAN sense cap restriccio´, i li assigna un buffer
d’entrada; cada cop que aquest buffer s’omple comprova si e´s un identificador que ja
havia emmagatzemat, si no e´s aix´ı el guarda. Tot seguit torna a deixar lliure el buffer
d’entrada.
En el moment que se li envia el senyal de parada es desactiva el filtre i s’allibera el
buffer d’entrada.
Aquestes so´n les trames dels dos missatges relatius a llistar llac¸os de control (figura
3.20):
Per tant l’esquema natural per llistar els llac¸os i per parar seria el segu¨ent:
1. Enviem la trama ID DEVICES.
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(a) Comenc¸a a capturar missatges CAN per llistar els diferents llac¸os de control.
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(b) Atura la captura de missatges CAN.
Figura 3.20: Missatges per llistar llac¸os de control per RS232.
2. El microcontrolador monitor rep el senyal i activa un filtre CAN sense restriccions
per capturar tots els missatges que circulin pel bus.
3. El microcontrolador activa una tasca perio`dica per enviar els identificadors que
vagi capturant.
4. Amb cada missatge CAN que circula es comprova si l’identificador e´s nou i si e´s
aix´ı s’afegeix en una pila.
5. Perio`dicament envia els identificadors que hi ha emmagatzemats a la pila per
RS232 a l’ordinador i es buida de nou la pila.
6. El programa monitor de l’ordinador comprova si els identificadors so´n nous i els
afegeix a una llista.
7. En el moment que l’usuari te´ suficients identificadors de llac¸os de control se li
envia al microcontrolador el senyal d’aturada.
8. El microcontrolador al rebre el senyal desactiva el filtre CAN que havia activat i
atura la tasca perio`dica d’enviar informacio´ per RS232 (nome´s en el cas que no
estigui al mateix temps monitoritzant).
3.2.3.3 Senyals de control per generar ca`rrega
Aquest senyal indica al microcontrolador que comenci a enviar missatges al bus CAN,
el nombre de missatges i el nivell de saturacio´ del bus vindra` donat per una barra
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desplac¸able en el programa DCSMonitor . El valor de la barra sera` el que s’enviara´
al Monitor , i aquest activara` me´s o menys missatges.
La prioritat d’aquests missatges e´s ma`xima, per tant pot arribar a col·lapsar total-
ment el bus, axo´ provocara` en menor o major mesura que els llac¸os de control trobin
dificultats en controlar els seus integradors i que necessitin millors algoritmes de control.
Actualment els missatges generats segueixen per´ıodes de temps variables segons el
valor indicat.
Aquestes so´n les trames dels dos missatges relatius a generar ca`rrega (figura 3.21):
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(a) Comenc¸a a generar ca`rrega amb el valor de percentatge XX.
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(b) Atura la generacio´ de ca`rrega al bus CAN.
Figura 3.21: Missatges de generacio´ de ca`rrega al bus CAN per RS232.
3.2.4 Gra`fiques en temps real
Una de les funcionalitats me´s importants e´s la de poder visualitzar en temps real les
gra`fiques dels controls dels diferents llac¸os. Anteriorment ja hem explicat quin sera`
el me`tode d’obtencio´ de les dades necessa`ries per dibuixar-les (veure cap´ıtol 3.2.3.1),
pero` en aquest punt ens plantegem com podem dibuixar en temps real sense que hi
hagi problemes de velocitat en l’execucio´ del programa, i mostrar suficients imatges per
segon perque` l’ull huma` el percebi com moviment.
En el laboratori anterior aixo` s’aconseguia mitjanc¸ant el programa matema`tic MATLAB R©
i realitzava unes gra`fiques en temps real com a la figura 3.22, aquesta gra`fica durava un
temps determinat i servia per comprovar que el control funcionava com era desitjat.
Aquest sistema estava be´, pero` tenia l’inconvenient de necessitar algun tipus de
llicencia de MATLAB R© per poder visualitzar el control que havies realitzat. Per tant
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Figura 3.22: Gra`fica realitzada amb MATLAB R© - Copia de pantalla de la gra`fica
resultant al rebre les senyals amb MATLAB R©
gra`cies al programa DCSMonitor realitzat en aquest projecte en Python tenir aquest
programa ja no es un requisit essencial.
A l’hora de realitzar el nou laboratori s’ha tingut en compte la compatibilitat amb
l’anterior programa per tant la comunicacio´ se`rie per RS232 amb el dispositiu Sen-
sor/Actuador no ha estat modificada i tant es pot seguir utilitzant qualsevol dels dos
programes.
Per aquesta rao´ es va comenc¸ar a dissenyar aquest nou programa, i ja que s’anava a
fer des de zero se li podien afegir algunes funcionalitats relacionades amb les gra`fiques
que tot seguit es llisten:
• Visualitzar la gra`fica en temps real d’un llac¸ de control.
• Poder visualitzar la gra`fica el temps necessari.
• Poder afegir o eliminar de la gra`fica alguna de les l´ınies (refere`ncia, valor d’entra-
da, primera i/o segona integral) en temps real, o un cop la imatge fos aturada.
• Poder generar una imatge amb varies opcions:
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– En varis formats (.eps, .pdf, png, .svg, jpg i molts me´s).
– Autocontinguda amb tota la informacio´ necessa`ria (t´ıtol del laboratori, subt´ıtol,
llegenda).
– Es pot generar la imatge nome´s amb les l´ınies que es desitgin (refere`ncia,
valor d’entrada, primera i/o segona integral).
– Amb tots els textos de la gra`fica tradu¨ıts a un dels idiomes disponibles (en
la seccio´ 3.2.5 s’indiquen quins so´n en aquest moment).
3.2.5 Idiomes
Un dels requisits que es buscava complir en el nou laboratori era que el programa
visual fos multilingu¨e per tal de poder ser distribu¨ıt me´s fa`cilment podent realitzar el
laboratori en diferents parts del mo´n.
Per tant es va estudiar la manera de realitzar aquest requisit de forma escalable i
que fos ampliable fa`cilment. Aix´ı que es va trobar una combinacio´ de programes que
podien realitzar aquesta tasca d’aquesta manera.
• PyQT4 : Amb aquesta llibreria de Python podem crear tot l’entorn visual del
programa DCSMonitor , i tambe´ ens permetra` fer la integracio´ de les gra`fiques
(referent al idioma veure cap´ıtol 4.1.6.1).
• Pylupdate4 : Amb aquest programa podrem generar fitxers entendibles per QtLingu¨ist
per tal de traduir tots els textos que vulguem del programa (veure cap´ıtol 4.1.6.2).
• QtLingu¨ist : Amb aquest programa es poden editar fa`cilment els fitxers generats
amb Pylupdate4, i un cop tradu¨ıts es genera un fitxer que la llibreria PyQT4
podra` interpretar en temps d’execucio´ (veure cap´ıtol 4.1.6.3)
Gra`cies a totes aquestes eines el programa DCSMonitor (que s’executa a l’ordi-
nador) sera` capac¸ de mostrar la informacio´ essencial en varis idiomes, i e´s fa`cilment
ampliable ja que s’ha realitzat de forma estructurada per tal que seguint algunes in-
struccions es puguin generar me´s idiomes.
Actualment esta` tradu¨ıt en els segu¨ents idiomes, pero` la llista pot ser fa`cilment
ampliada:
• Catala`
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• Espanyol
• Angle`s
• France`s
3.3 Conclusions
Al llarg d’aquest cap´ıtol hem pogut veure me´s profundament de que tracta el laboratori
actual, i en quins punts es quedava curt. Tot seguit hem proposat un entorn en el que
tots els llac¸os de control estiguessin en el mateix bus, i d’aquesta manera hem vist que
necessita`vem dissenyar un ordre d’identificadors CAN que solucionessin els conflictes
entre dispositius. Aix´ı que hem creat identificadors de missatges CAN amb alta prioritat
per poder mantenir els controls me´s estables, i missatges en canvi menys prioritaris, que
s’ocuparan exclusivament d’ocupar la resta del bus, sense perjudicar en cap moment el
control.
Tambe´ hem organitzat els diferents senyals de comunicacio´ serie per RS232 per
poder demanar l’execucio´ de diferents accions al dispositiu Monitor , i quin tipus d’ac-
cions volem que aquest sigui capac¸ de realitzar.
Amb tot aixo` ven clar hem pogut dissenyar la interf´ıcie del programa DCSMonitor
, que ens ha de proporcionar informacio´ de manera fa`cil, i poder interactuar amb ell de
manera intu¨ıtiva.
Hem pogut veure me`todes per generar les gra`fiques del control en temps real, i la
seva exportacio´ en diversos formats.
I per finalitzar hem vist que podem realitzar el programa DCSMonitor multilingu¨e
amb la utilitzacio´ de varis programes, i seguint un cert ordre en la obtencio´ dels fitxers
de traduccio´ finals.
Ara que ja hem pogut veure la fase de disseny es l’hora d’implementar tots els
sistemes, aquesta part es una de les me´s llargues, ja que moltes de les eines a utilitzar
so´n noves i fer tasques senzilles poden comportar temps llargs. El que es veura` en la
segu¨ent seccio´ es el resultat de la implementacio´ de tota la fase de disseny que hem
vist. I algunes captures del programa final.
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4Implementacio´ del laboratori
En aquest apartat aprofundirem en co´m s’ha dut a terme la programacio´ de les diferents
parts que conformen el laboratori que hem dissenyat anteriorment (cap´ıtol 3), i podrem
veure d’aquesta manera com podem modificar el codi per ampliar el laboratori amb
una infinitud de opcions, modificant o afegint diferents dispositius, o missatges de
comunicacio´.
Per implementar el laboratori hem necessitat crear l’entorn necessari per compartir
el bus CAN entre varis llac¸os de control, i tenir el programa DCSMonitor connectat
al dispositiu Monitor via RS232, per tant existeix una configuracio´ ba`sica formada
per dos llac¸os de control monitoritzats per un dispositiu Monitor i aquest connectat
al programa DCSMonitor capac¸ de modificar el comportament d’aquest ultim. Es
pot veure una fotografia de tot l’entorn preparat i configurat per tal de treballar amb
aquest sistema, i amb el qual s’ha pogut dur a terme tota la fase de implementacio´
(figura 4.1).
Hem dividit el cap´ıtol en dues seccions principals, la part de programacio´ en Python
del programa DCSMonitor (el programa que s’executa en l’ordinador) on podrem
veure els passos que s’han seguit per crear la interf´ıcie visual (seccio´ 4.1.1), com hem
pogut obrir el port RS232 i posteriorment enviar i rebre tot tipus de missatges (seccio´
4.1.2), com hem integrat els plots del llac¸ de control que estigue´ssim monitoritzant o
connectats (seccio´ 4.1.3), com hem fet per exportar una gra`fica generada en diferents
formats (seccio 4.1.4), com hem realitzat l’actualitzacio´ de les estad´ıstiques en temps
real (seccio´ 4.1.5), i finalment quins so´n els passos seguits per implementar els diferents
idiomes, i per afegir-ne de nous (seccio´ 4.1.6).
57
4. IMPLEMENTACIO´ DEL LABORATORI
Figura 4.1: Entorn de treball - Tot el material necessari per implementar el laboratori
amb dos llac¸os de control, un programador Mplab ICD2, un conversor de RS232 a USB, el
programa DCSMonitor en marxa al monitor esquerra i codi font al monitor de la dreta.
I la part de programacio´ en C en el Sistema Operatiu en Temps Real Erika Enter-
prise que corre en els diferents dispositius del control (microcontroladors dsPIC33FJ256MC710,
en la placa FLEX ), on es podra` veure com implementar noves tasques en el SO Erika
(seccio´ 4.2.1), com hem implementat la recepcio´ i enviament dels diferents missatges
per RS232 (seccio´ 4.1.2), i el me´s important en els sistemes distribu¨ıts la comunicacio´
mitjanc¸ant el bus CAN (seccio´ 4.2.3); la creacio´ de ma`scares i filtres, la recepcio´ dels
diferents missatges, l’enviament d’aquests, i la creacio´ de una pila per mantenir un
llistat de tots els llac¸os de control presents al bus.
4.1 DCSMonitor
Com hem vist anteriorment, el programa DCSMonitor e´s l’encarregat de mostrar-
nos en temps real el funcionament dels diferents controls als que estem connectats
via RS232. Gracies a ell podem monitoritzar un bus CAN (si estem connectats a
un dispositiu Monitor ), o podem comprovar que el control que estem executant sigui
correcte (connectats directament a un dispositiu Sensor/Actuador ). En aquest apartat
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s’explica com s’han programat totes les parts implicades del laboratori que formen
part del programa DCSMonitor , comenc¸ant per l’aspecte visual, passant per les
comunicacions i el mostreig dels plots, i acabant finalment per la integracio´ amb varis
idiomes.
Cal indicar que per crear les gra`fiques en temps real s’ha pres com a exemple el
codi de Yassine Benabbas amb Llicencia Creative Commons present en la bibliografia
(11, Cree´r un graphe dynamique avec PyPlot).
4.1.1 Interficie
Pel disseny de la part visual del programa es va utilitzar la eina QTCreator , el qual
e´s un IDE per realitzar interf`ıcies de programes arrossegant i enganxant les diferents
parts. Aixo` ens permet guanyar temps en petits programes, i en programes grans e´s
quasi impossible prescindir d’aquesta ajuda.
Un cop hem realitzat la organitzacio´ de tots els botons i etiquetes que formen el
programa, li indiquem a QTCreator que ens generi el codi font d’aquest en format .ui
(es posa un fragment de codi com a exemple, 4.1, ja que el codi complert ocupa unes
700 l´ınies, me´s o menys 25 pa`gines)
Codi XML 4.1: Fragment del fitxer d’interficie dcsmmainwindow.ui
1 <?xml version="1.0" encoding="UTF -8"?>
2 <ui version="4.0">
3 <class >MainWindow </class >
4 <widget class="QMainWindow" name="MainWindow">
5 <property name="geometry">
6 <rect>
7 <x>0</x>
8 <y>0</y>
9 <width >752</width >
10 <height >790</height >
11 </rect>
12 </property >
13 <property name="windowTitle">
14 <string >Distributed Control Systems Monitor </string >
15 </property >
16 ...
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Un cop hem generat aquest fitxer e´s hora de traduir-ho a Python , per tal de que
la llibrer´ıa que utilitzem PyQT4 pugui generar l’interficie. Per fer aixo´ ens ajudem del
programa pyuic4 que amb la comanda 4.2 genera un fitxer com el del fragment 4.3
Codi Bash 4.2: Creant fitxer d’interficie
pyuic4 dcsmmainwindow.ui > dcsmmainwindow.py
Codi Python 4.3: Fragment de codi del fitxer dcsmmainwindow.py
1 try:
2 _fromUtf8 = QtCore.QString.fromUtf8
3 except AttributeError:
4 _fromUtf8 = lambda s: s
5
6 class Ui_MainWindow(object):
7 def setupUi(self , MainWindow):
8 MainWindow.setObjectName(_fromUtf8("MainWindow"))
9 MainWindow.resize (752, 790)
10 self.centralwidget = QtGui.QWidget(MainWindow)
Finalment es pot veure a la figura 4.2 el resultat d’aquests passos, amb una captura
de la pantalla de l’execucio´.
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Figura 4.2: Interf´ıcie final del programa DCSMonitor - Captura de pantalla del programa DCSMonitor mostrant el
control amb el bus CAN saturat al 89%, sense el plot de la primera integral i en angle`s.
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4.1.2 Comunicacio´ se`rie RS232
Ja hem vist en la seccio´ de disseny dels tipus de missatge serie 3.2.3 els diferents
missatges que han de enviar-se entre el programa DCSMonitor i els dispositius, ara
veurem com hem implementat aquest tipus de comunicacions per la part de l’ordinador.
En aquest apartat indicarem com hem fet per configurar el port serie amb PySerial
, els me`todes que hem utilitzat per enviar els senyals al dispositiu connectat, i com hem
rebut els valors necessaris per poder mostrar les gra`fiques o llistar els diferents llac¸os
del bus CAN.
4.1.2.1 Obrir i tancar dispositiu se`rie
Per utilitzar aquest tipus de comunicacio´ primer de tot hem de decidir alguns dels
para`metres que porta associats el tipus de comunicacio´ serie. Com anteriorment en
el laboratori ja es van ajustar aquests para`metres el que farem e´s adaptar-nos a ells i
configurar el dispositiu tal i com estava funcionant.
Per fer aixo` primer de tot importem el paquet serial de Python , i tot seguit assignem
els valors als diferents para`metres (codi 4.4).
Codi Python 4.4: Codi per configurar dispositiu se`rie
1 # for communicate with pic
2 import serial
3
4 PORT = ’/dev/ttyUSB0 ’
5 BAUDRATE = 115200
6 BYTESIZE = serial.EIGHTBITS
7 PARITY = serial.PARITY_NONE
8 STOPBITS = serial.STOPBITS_ONE
9 TIMEOUT = 10
Amb tots els para`metres ben instanciats, ja podem esperar el senyal de connexio´ per
activar aquest dispositiu. El metode que s’utilitza e´s mitjanc¸ant un boto´ a la interf´ıcie
del programa, la qual esta` enllac¸ada amb un senyal. En el moment en el que el boto´
sigui premut, s’activara` la funcio´ que li hem indicat (codi 4.5).
Codi Python 4.5: Disparador de connexio´ de port serie
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1 QtCore.QObject.connect(self.pushButton_connect , QtCore.
SIGNAL("clicked ()"), self.clicked_connect)
La funcio´ amb la que esta` enllac¸ada el boto´ comprovara` si s’esta` activant o s’esta`
desactivant. Si es prem per activar el dispositiu, provara` d’activar el port serie cridant
a la funcio´ connect serial (codi 4.7, explicat me´s endavant), si aixo` te e`xit habilitara`
tots els botons que estiguin permesos segons el mode d’execucio´ en el que es trobi el
programa (PC− >Sensor/Actuador o PC− >Monitor ) (figura 4.3b), en cas contrari
marcara` en vermell que no s’ha pogut connectar (figura 4.3d).
En el cas en que s’estigui desconnectant el dispositiu serie, aturara` tots els events
perio`dics que estiguin activats (recepcio´ de dades, dibuix de la gra`fica i calcul d’es-
tad´ıstiques), tanca el dispositiu serie, i finalment desactivara` tots els botons que no
calen usar.
Codi Python 4.6: Codi per obrir/tancar dispositiu se`rie
1 def clicked_connect(self):
2 if not self.pushButton_connect.isChecked ():
3 self.timer_graph.stop()
4 self.timer_data.stop()
5 self.timer_statistics.stop()
6 self.ser.close()
7 self.ser = 0
8 self.lineEdit_state.setPalette(QtGui.QPalette(QtGui.
QColor("gray")))
9 self.lineEdit_state.setText(QtGui.QApplication.
translate("MainWindow", "Disconnected", None ,
QtGui.QApplication.UnicodeUTF8))
10 self.pushButton_connect.setText(QtGui.QApplication.
translate("MainWindow", "Connect", None , QtGui.
QApplication.UnicodeUTF8))
11 self.pushButton_monitor.setEnabled (0)
12 self.pushButton_monitor.setChecked (0)
13 self.pushButton_reload.setEnabled (0)
14 self.slider_saturation.setEnabled (0)
15
16 else:
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17 if self.connect_serial ():
18 self.lineEdit_state.setPalette(QtGui.QPalette(
QtGui.QColor("green")))
19 self.lineEdit_state.setText(QtGui.QApplication.
translate("MainWindow", "Connected", None ,
QtGui.QApplication.UnicodeUTF8))
20 self.pushButton_connect.setText(QtGui.
QApplication.translate("MainWindow", "
Disconnect", None , QtGui.QApplication.
UnicodeUTF8))
21 self.pushButton_monitor.setEnabled (1)
22 self.slider_saturation.setEnabled (1)
23 if self.actionPC_Monitor.isChecked ():
24 self.pushButton_reload.setEnabled (1)
25 else:
26 self.lineEdit_state.setPalette(QtGui.QPalette(
QtGui.QColor("red")))
27 self.lineEdit_state.setText(QtGui.QApplication.
translate("MainWindow", "Error connecting",
None , QtGui.QApplication.UnicodeUTF8))
28 self.pushButton_connect.setChecked (0)
La funcio´ connect serial e´s l’encarregada de connectar el dispositiu serie, primer
de tot comprova si el dispositiu ja havia estat engegat algun cop. Si no ho havia
estat li assigna tots els para`metres anteriorment instanciats, i posteriorment intenta
connectar. En cas de error la funcio´ retornara` 0, en cas contrari retornara` 1. En cas
que el dispositiu ja hague´s estat obert anteriorment, la configuracio´ ja esta` instanciada,
per tant nome´s provarem d’obrir-la de nou. Igual que abans retornara` zero o u segons
hagi fracassat o connectat amb e`xit (codi 4.7).
Codi Python 4.7: Codi per connectar port serie
1 def connect_serial(self):
2 """ Connects to the serial device , if not return 1
"""
3 if self.ser == 0:
4 try:
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5 self.ser = serial.Serial(PORT , BAUDRATE ,
BYTESIZE , PARITY , STOPBITS , TIMEOUT)
6 #self.ser = serial.Serial(’/dev/ttyUSB0 ’,
115200 , timeout =10)
7 except:
8 self.textBrowser.append(QtGui.
QApplication.translate("MainWindow", "
\n\t----Failed to connect to the
device ----\n", None , QtGui.
QApplication.UnicodeUTF8))
9 return 0
10 # this code shouldn ’t be never executed
11 else:
12 try:
13 self.ser.open()
14 except:
15 self.textBrowser.append(QtGui.
QApplication.translate("MainWindow", "
\n\t----Failed to connect to the
device ----\n", None , QtGui.
QApplication.UnicodeUTF8))
16 return 0
17 return 1
Tot seguit es pot veure els canvis que s’efectuen durant la connexio´ del port serie,
en la primera imatge abans de connectar al dispositiu /dev/ttyUSB0, despre´s un cop ja
s’ha establert la connexio´, un cop hem desconnectat correctament el port, i la ultima
imatge quan hi ha algun problema de connexio´ (figura 4.3).
(a) Pendent de con-
nectar.
(b) Connectat correc-
tament.
(c) Desconnectat cor-
rectament.
(d) Error al connec-
tar.
Figura 4.3: Estat de connexio´ amb el Supervisor via RS232.
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4.1.2.2 Enviar peticio´ de llistar llac¸os de control
Al connectar el programa DCSMonitor amb un dispositiu Monitor el que ens interessa
primer de tot e´s veure una llista dels diferents llac¸os de control existents al bus CAN.
Aquesta accio´ nome´s es pot iniciar quan el port serie esta degudament connectat i si
el programa s’esta` executant en mode PC− >Monitor, per aquest motiu el boto´ que
permet fer aquesta crida romandra` si no es compleixen aquestes dues premisses.
Per activar-ho s’ha creat un disparador que enllac¸a el boto´ Llistar amb la funcio´
toogled reload (codi del disparador 4.8).
Codi Python 4.8: Disparador de boto´ llistar dispositius
1 QtCore.QObject.connect(self.pushButton_reload , QtCore.
SIGNAL(_fromUtf8("clicked ()")), self.toggled_reload)
Primer de tot al entrar a aquesta funcio´ (codi 4.9)comprova que estem correctament
connectats al port serie, si no e´s aix´ı atura aquest proce´s. Si en canvi tot e´s correcte,
comprova si estem aturant o estem iniciant la recepcio´ d’identificadors, aix´ı que segons
el que estem realitzant codificara` un o un altre missatge per despre´s enviar-lo pel port
serie (les codificacions e´s poden veure en la figura 3.21 del cap´ıtol de disseny)
En el cas de comenc¸ar a demanar els identificadors, s’activa una alarma perio`dica
la qual esta` enllac¸ada a una funcio´ que captura els missatges que es reben al port serie.
Aquesta recepcio´ es pot veure en la seccio´ 4.1.2.6. En el cas de aturar aquesta peticio´,
comprovara` si s’esta` monitoritzant, en cas negatiu aturara` la recepcio´ de dades.
Codi Python 4.9: Codi per demanar una llista de llac¸os de control
1 def toggled_reload(self):
2 """ Stops or Start to recive devices id’s"""
3 if not self.connect_serial ():
4 self.pushButton_reload.setChecked (0)
5 return
6
7 if self.pushButton_reload.isChecked ():
8 self.listWidget_link.clear()
9 word = struct.pack("BBBBBBBB", ID_DEVICES
,0,0,0,0,0,0,0)
10 self.timer_data.start(DATA_TIME)
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11
12 else:
13 word = struct.pack("BBBBBBBB", ID_DEVICES +
ID_STOP ,0,0,0,0,0,0,0)
14 if (not self.pushButton_monitor.isChecked ()):
15 self.timer_data.stop()
16
17 self.textBrowser.append(QtGui.QApplication.translate(
"MainWindow", "Sent : ", None , QtGui.QApplication.
UnicodeUTF8)+binascii.hexlify(word)+"\n")
18
19 self.ser.write(word)
4.1.2.3 Enviar peticio´ de monitoritzacio´
Aquesta e´s la accio´ principal sobre la que es bassa el programa, en el moment que
volem veure la gra`fica en temps real d’un llac¸ de control hem d’enviar aquesta peticio´
al Monitor . Pero` tambe´ podem estar connectats a un dispositiu Sensor/Actuador ,
pero` en aquest cas ; com ja hem explicat en seccions anteriors (seccio´ 3.2); aquesta
peticio´ es perdra`, pero` posarem en marxa tota la part de recepcio´ de dades.
Primer de tot creem el disparador que detectara` que s’ha premut el boto´ per mon-
itoritzar (codi 4.10), aquest cridara` la funcio´ toogled monitor (codi 4.11).
Codi Python 4.10: Disparador de boto´ per monitoritzar
1 QtCore.QObject.connect(self.pushButton_monitor , QtCore.
SIGNAL("clicked ()"), self.toggled_monitor)
Aquesta sera` la funcio´ detectara` si el que volem e´s aturar o comenc¸ar la moni-
toritzacio´, en cas d’iniciar-la comprovara` si hi ha un identificador de llac¸ de control
de la llista seleccionat. Si hi e´s formarem el missatge amb aquest identificador, en cas
contrari monitoritzarem el llac¸ de control numero u. Tot seguit enviarem aquest senyal
per el port serie, netejarem el buffer d’entrada per no confondre algun senyal residual
anterior amb un de nou. Netegem la gra`fica i activem una funcio´ (get periodical data,
veure codi 4.15) que rep perio`dicament informacio´ per el port serie i la emmagatzema
en arrays (els quals ens permetran dibuixar la gra`fica), i activa una altre tasca perio`dica
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que en cas de existir dades noves en els arrays tornara` a dibuixar la gra`fica (seccio´ de
generacio´ de gra`fiques en temps real 4.1.3). En el cas que estem parant la monitoritzacio´
aturarem la tasca perio`dica que dibuixava la gra`fica, i si no s’estan rebent identificadors
tambe´ aturarem la recepcio´ de dades.
Codi Python 4.11: Codi per demanar monitoritzar un llac¸ de control
1 def toggled_monitor(self):
2 """ Starts or Stops reciving data """
3 if self.pushButton_monitor.isChecked ():
4
5 if not self.connect_serial ():
6 self.pushButton_monitor.setChecked (0)
7 return
8
9 self.textBrowser.insertPlainText(QtGui.QApplication.
translate("MainWindow", "\n\t----NEW MONITORING
----\n", None , QtGui.QApplication.UnicodeUTF8))
10
11 id_link = self.listWidget_link.selectedItems ()
12 if len(id_link):
13 id_link = int(id_link [0]. text())
14 else:
15 id_link = 1
16
17 self.textBrowser.insertPlainText(QtGui.QApplication.
translate("MainWindow", "link to monitor : ", None
, QtGui.QApplication.UnicodeUTF8)+str(id_link)+"\n
")
18
19 word = struct.pack("BBBBBBBB", ID_MONITOR
,0,0,0,0,0,0, id_link &0xFF)
20
21 self.textBrowser.append(QtGui.QApplication.translate(
"MainWindow", "Sent : ", None , QtGui.QApplication.
UnicodeUTF8)+binascii.hexlify(word)+"\n")
22
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23 self.ser.write(word)
24
25 # clear data of the serial port
26 self.ser.flushInput ()
27 # clear graph
28 self.clean_graph ()
29 # start timer data reception
30 self.get_periodical_data ()
31 # start timer graphic refresh
32 self.update_graph ()
33
34 self.pushButton_save.setEnabled(False)
35 else:
36 # send Monitor
37 word = struct.pack("BBBBBBBB", ID_MONITOR+ID_STOP
,0,0,0,0,0,0,0)
38
39 self.textBrowser.append(QtGui.QApplication.translate(
"MainWindow", "Sent : ", None , QtGui.QApplication.
UnicodeUTF8)+binascii.hexlify(word)+"\n")
40
41 self.ser.write(word)
42
43 self.ser.flushInput ()
44
45 # reload number of waiting chars in serial rx buffer
46 self.label_rx_buff_value.setText(str(self.ser.
inWaiting ()))
47
48 self.textBrowser.insertPlainText(QtGui.QApplication.
translate("MainWindow", "\n\t----END MONITORING
----\n", None , QtGui.QApplication.UnicodeUTF8))
49
50 self.pushButton_save.setEnabled(True)
51
52 if (not self.pushButton_reload.isChecked ()):
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53 self.timer_data.stop()
54 self.timer_graph.stop()
4.1.2.4 Enviar percentatge de ca`rrega
Igual que en els casos anteriors per enviar aquest missatge al dispositiu Monitor ho
farem a trave´s d’un disparador (codi 4.12). Pero´ aix´ı com en els anteriors casos s’havia
de pre´mer un boto´ per activar-ho, en aquest cas hi ha una barra que en canviar de
posicio´ e´s la que agafara` el seu valor (veure figura fig:comparacio:barra) i cridara` a
la funcio´ percent changed (codi de la funcio´ 4.13). La barra que activa aquest envia-
ment nome´s esta` habilitada en el cas que el programa DCSMonitor estigui en mode
PC− >Monitor.
Codi Python 4.12: Disparador de barra de ca`rrega
1 QtCore.QObject.connect(self.slider_saturation , QtCore.
SIGNAL(_fromUtf8("valueChanged(int)")), self.
percent_changed)
Aquesta funcio´ comprova abans de res si estem degudament connectats al port serie,
si no ho estem s’atura, en cas positiu prepara el missatge de la forma vista en la seccio´
de disseny 3.2.3.3, i li envia pel port serie. Aquesta funcio´ no ha d’esperar cap tipus de
dades per tant no activa cap tasca perio`dica.
Codi Python 4.13: Codi per demanar que saturi el bus CAN
1 def percent_changed(self , num):
2 """ Change de label percent value and send this
information to the Monitor Flex """
3 self.label_percent_value.setNum(num)
4
5 if not self.connect_serial ():
6 return
7
8 if num != 0:
9 word = struct.pack("BBBBBBBB", ID_PERCENT
,0,0,0,0,0,0,num)
70
4.1 DCSMonitor
10 else:
11 word = struct.pack("BBBBBBBB", ID_PERCENT+ID_STOP
,0,0,0,0,0,0,0)
12
13 self.textBrowser.append(QtGui.QApplication.translate(
"MainWindow", "Sent : ", None , QtGui.QApplication.
UnicodeUTF8)+binascii.hexlify(word)+"\n")
14
15 self.ser.write(word)
(a) Nivell de ca`rrega al 0%
(b) Nivell de ca`rrega al 89%
(c) Nivell de ca`rrega al 94%
Figura 4.4: Barra lliscant de ca`rrega en diferents posicions.
4.1.2.5 Recepcio´ de valors monitoritzats
Per poder realitzar la recepcio´ de moltes dades pel port serie, es fa necessari deixar
algun proces escoltant cont´ınuament al port serie, pero` no podem permetre que el nos-
tre programa es dediqui exclusivament a aquesta tasca, ja que tenim una interf´ıcie que
hem d’atendre, gra`fiques a dibuixar, i botons, que poden ser activats o desactivats.
Per aquesta rao´ primer de tot creem un temporitzador, que permeti fer aquesta re-
cepcio´ de manera intermitent, deixant temps per atendre les altres tasques. Per fer
aixo` creem aquest temporitzador, i li assignem un disparador, que activara` la funcio´
get periodical data cada cop que passi el temps que li indiquem (codi 4.14).
Codi Python 4.14: Temporitzador i disparador per rebre dades del port
serie
1 timer_data = QtCore.QTimer ()
2
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3 # Periodical tasks
4 QtCore.QObject.connect(self.timer_data , QtCore.SIGNAL("
timeout ()"), self.get_periodical_data)
Pero´ aquesta declaracio´ que hem creat no s’activa per si sola, sino´ que hem d’engegar
el temporitzador quan el necessitem, per tant cada cop que necessitem rebre informacio´
de un llac¸ de control, o que volem una llista dels diferents llac¸os que hi ha al bus CAN
al clicar el boto´ adequat (i despre´s de realitzar codi que hem explicat en anteriors
seccions) acabara` cridant a la funcio´ get periodical data (codi 4.15).
Aquesta funcio´ e´s l’encarregada de comprovar que la temporitzacio´ funciona cor-
rectament, reactivant-la o parant-la en el moment oportu´. El que fa primer de tot es
comprovar que un dels botons que indiquen rebre informacio´ estigui premut (aquests
botons es queden premuts fins que no es torna a clicar per segon cop), en cas contrari
ha d’aturar aquesta periodicitat i per tant ja no activa el temporitzador. Un cop sap
que realment es vol rebre informacio´, comprova que s’hagi dibuixat ja la informacio´ que
hi havia pendent, si ja s’ha dibuixat torna a rebre dades cridant a la funcio´ recive data
(codi de la funcio´ 4.16). Aixo` e´s aix´ı per crear una zona d’exclusio´ mu´tua (tambe´
anomenada Mutex), que evitara` que intentem dibuixar la gra`fica de dades que estan
a mig omplir. I finalment reactiva el temporitzador per tornar a executar la mateixa
funcio´.
Codi Python 4.15: Codi per reactivar l’adquisicio´ de dades
1 def get_periodical_data(self):
2 """ Updates the data """
3 if not self.pushButton_monitor.isChecked () and not
self.pushButton_reload.isChecked ():
4 return
5
6 if self.updated_data == 0 :
7 # recive new serial data
8 self.recive_data ()
9
10 # activate the periodical reception of data
11 self.timer_data.start(DATA_TIME)
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Finalment la funcio´ encarregada en rebre les dades pel port serie e´s la funcio´ re-
cive data (codi 4.16). Aquesta funcio´ procura agafar tota la informacio´ que hi hagi
pendent al buffer d’entrada del port serie. Tenint en compte que el dispositiu Monitor
i el Sensor/Actuador envien aquesta informacio´ cada 10 milisegons, i nosaltres fem lec-
tures com a mı´nim cada 5 milisegons, tenim temps per fer la lectura i seguir executant
altres codis. Primer de tot busca el byte de capc¸alera; aquest byte e´s un 0x01 que
esta` al principi de tots els missatges que el dispositiu ens envia. Un cop ha trobat
aquest byte sap que te les dades alineades, i pot prosseguir a llegir el numero de bytes
que li correspongui (segons estigui en mode PC− >Sensor/Actuador o PC− >Monitor
llegira` 23 o 71 bytes respectivament). Ja amb el numero de bytes llegits, comprova si el
boto´ de monitoritzacio´ esta premut, per tal de agafar les dades per dibuixar la gra`fica
o passar a rebre la llista de dispositius (el codi que falta esta` en la seccio´ 4.1.2.6, codi
4.17).
En la majoria de casos aquest boto´ si que esta` premut, i per tant agafa els bytes en
l’ordre correcte per formar totes les variables necessa`ries, prepara el text per mostrar
per pantalla i l’escriu en la part inferior del programa (figura 4.5). Despre´s afegeix als
arrays el nou valor, i en treu un si ha arribat al ma`xim. Despre´s modifica els valors
que apareixen en les estad´ıstiques i habilita la zona d’exclusio´.
Codi Python 4.16: Codi per rebre els valors monitoritzats
1 def recive_data(self):
2 """Get messages from the serial port """
3 # read all available data
4 while self.ser.inWaiting () > self.INPUT_DATA_SIZE +1:
5 data = array.array(’c’)
6 # search the header
7 data.append(self.ser.read (1))
8 while data [0] != chr(1):
9 data [0] = self.ser.read (1)
10
11 # wait for all available data
12 while self.ser.inWaiting () < (self.
INPUT_DATA_SIZE -1):
13 time.sleep (0.03);
14
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15 # recives data
16 data = self.ser.read(self.INPUT_DATA_SIZE -1)
17
18 # prove if you want graphical data
19 if self.pushButton_monitor.isChecked ():
20 # decodes the data
21 t = struct.unpack(’I’, data [3]+ data [2]+ data
[1]+ data [0])
22 r = struct.unpack(’f’, data [4]+ data [5]+ data
[6]+ data [7])
23 x0 = struct.unpack(’f’, data [8]+ data [9]+ data
[10]+ data [11])
24 x1 = struct.unpack(’f’, data [12]+ data [13]+
data [14]+ data [15])
25 u = struct.unpack(’f’, data [16]+ data [17]+
data [18]+ data [19])
26
27 self.time = t[0]*25e-9
28
29 # prepare the string output
30 aux_str = " t = "+str(self.time)+"\t"
31 aux_str += " r = "+str(r[0])+"\t"
32 aux_str += " u = "+str(u[0])+"\t"
33 aux_str += " x1 = "+str(x1[0])+"\t"
34 aux_str += " x0 = "+str(x0[0])+"\n"
35 # print string output
36 self.textBrowser.insertPlainText(aux_str)
37
38 # append data to the arrays
39 self.graf_t.append(self.time)
40 self.graf_r.append(r[0])
41 self.graf_x0.append(x0[0])
42 self.graf_x1.append(x1[0])
43 self.graf_u.append(u[0])
44
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45 # remove one value if the arrays have maximum
length
46 if self.graf_t.buffer_info ()[1] >=
NUM_SAMPLES:
47 self.graf_t.pop (0)
48 self.graf_r.pop (0)
49 self.graf_x0.pop (0)
50 self.graf_x1.pop (0)
51 self.graf_u.pop (0)
52
53 # reload number of samples lavel
54 self.label_samples_value.setText(str(self.
graf_t.buffer_info ()[1]))
55 # reload number of waiting chars in serial rx
buffer
56 self.label_rx_buff_value.setText(str(self.ser
.inWaiting ()))
57
58 # reload mutex area
59 self.updated_data = 1
(a) Rebent els valors d’una monitoritzacio´.
(b) Havent finalitzat una monitoritzacio´.
Figura 4.5: Espai de text per valors monitoritzats.
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4.1.2.6 Recepcio´ de llista de dispositius
Per la recepcio´ dels identificadors dels llac¸os de control com hem vist en l’apartat
anterior 4.1.2.2 s’activa la mateixa funcio´ perio`dica per rebre informacio´, per tant el
codi que segueix e´s la continuacio´ de la funcio´ vista anteriorment recive data (codi
4.16). Per tant seguint l’execucio´ d’aquesta funcio´ abans mencionada, comprovem si el
byte 20 de les dades que ens arriben esta` a valor dos. En aquest cas significa que en el
segu¨ent byte ve el nombre de identificadors diferents de mida un byte que el segueixen.
Aix´ı que comprova un a un si ja es trobaven a la llista, i si no e´s aix´ı els afegeix.
Codi Python 4.17: Codi per rebre la llista de dispositius
1 ....
2 # prove if there are available id’s
3 if (self.actionPC_Monitor.isChecked () and data [20] == chr
(2)):
4 # if it is true , looks how much id’s
5 i = struct.unpack(’B’, data [21])
6
7 if i[0] < STACK_SIZE:
8 for z in range(i[0]):
9 new_device = struct.unpack(’B’, data[z+22])
10 new_string = str(new_device [0])
11
12 llista = self.listWidget_link.findItems(
new_string , QtCore.Qt.MatchExactly)
13 if len(llista) == 0:
14 self.listWidget_link.addItem(new_string)
Es poden veure com a exemple algunes captures de pantalla de la llista abans de
comenc¸ar a demanar-li els identificadors (figura 4.6a), actualitzant la llista en un bus
amb dos llac¸os de control (figura 4.6b), i la ultima imatge havent demanat la llista en
un bus on existien varis llac¸os de control (figura 4.6c).
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(a) Abans de demanar la
llista.
(b) Amb dos llac¸os al bus
CAN.
(c) Amb molts llac¸os al bus
CAN
Figura 4.6: Llista de llac¸os de control al bus CAN.
4.1.3 Generacio´ de gra`fiques en temps real
Generar aquestes gra`fiques e´s un dels propo`sits me´s importants del programa, i per
tant ha de ser prou ra`pida per no saturar el programa pero` al mateix temps donar
una sensacio´ visual de moviment. Aquesta generacio´ esta` associada a un temporitzador
especific, enllac¸at a un disparador que activa la funcio´ update graph (codi 4.19). Aquest
temporitzador s’activa nome´s quan es prem el boto´ de monitoritzacio´, vist en la seccio´
4.1.2.3.
Codi Python 4.18: Temporitzador i disparador per dibuixar la gra`fica
1 timer_graph = QtCore.QTimer ()
2
3 # Periodical tasks
4 QtCore.QObject.connect(self.timer_graph , QtCore.SIGNAL("
timeout ()"), self.update_graph)
Un cop s’ha activat el temporitzador que crida aquesta funcio´, primer de tot com-
prova que hi hagi dades noves per dibuixar i que no s’estiguin modificant en aquest
prec´ıs instant (aixo` s’ha vist en la seccio´ de recepcio´ de dades 4.1.2.5). Si les dades que
hi ha han estat actualitzades dibuixa primer les l´ınies verticals i horitzontals que hi ha
darrera dels plots. I despre´s comprova un a un si hi ha marcada la opcio´ de dibuixar
els diferents plots (refere`ncia, primera i/o segona integral i valor d’entrada; figura 4.7);
segons quins estiguin activats, els crea i dibuixa o no. Finalment prova de pintar tot
el que ha generat, actualitza la variable frames per second per indicar que s’ha fet un
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nou dibuix i es marca la variable per la zona d’exclusio´ mu´tua perque` es puguin seguir
afegint dades als arrays. Finalment comprova que encara es vulgui seguir dibuixant la
gra`fica i es reactiva la temporitzacio´.
Codi Python 4.19: Codi per actualitzar la gra`fica
1 def update_graph(self):
2 """ Updates the graph """
3 # looks for new data
4 if self.updated_data == 1:
5
6 self.mplWidget.canvas.ax.set_xbound(self.time -
XLIM , self.time)
7 self.mplWidget.canvas.draw()
8
9 try:
10 #Draw the lines
11 if self.checkBox_R.isChecked ():
12 self.referenceLine.set_data(self.graf_t ,
self.graf_r)
13 self.mplWidget.canvas.ax.draw_artist(self
.referenceLine)
14 if self.checkBox_x0.isChecked ():
15 self.x0Line.set_data(self.graf_t , self.
graf_x0)
16 self.mplWidget.canvas.ax.draw_artist(self
.x0Line)
17 if self.checkBox_U.isChecked ():
18 self.uLine.set_data(self.graf_t , self.
graf_u)
19 self.mplWidget.canvas.ax.draw_artist(self
.uLine)
20 if self.checkBox_x1.isChecked ():
21 self.x1Line.set_data(self.graf_t , self.
graf_x1)
22 self.mplWidget.canvas.ax.draw_artist(self
.x1Line)
78
4.1 DCSMonitor
23 except AssertionError:
24 pass
25
26 try:
27 self.mplWidget.canvas.blit(self.mplWidget.
canvas.ax.bbox)
28 except AttributeError:
29 pass
30
31 self.fps = self.fps+1
32
33 self.updated_data = 0
34
35 if self.pushButton_monitor.isChecked () == 1:
36 # activate the periodical update graph
37 self.timer_graph.start(GRAPH_REFRESH)
(a) Abans alguns plots selec-
cionats.
(b) Amb tots els plots selec-
cionats.
Figura 4.7: Opcio´ de plots per la gra`fica.
4.1.4 Exportar gra`fica
Exportar les gra`fiques que s’estiguin monitoritzant en temps real e´s molt important, ja
que gracies a aixo` es pot guardar una captura de cada grup del laboratori, o generar
imatges vectorials fa`cilment introdu¨ıbles en articles o llibres (formats com .eps, .svg,
.ps o .pdf). Per poder generar aquestes imatges s’espera que es premi un boto´, que
esta` enllac¸at mitjanc¸ant un disparador (codi 4.20) a la funcio´ que genera la imatge
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save image (codi 4.21).
Codi Python 4.20: Disparador per exportar la gra`fica
1 QtCore.QObject.connect(self.pushButton_save , QtCore.
SIGNAL(_fromUtf8("clicked ()")), self.save_image)
Un cop han activat aquesta funcio´ primerament s’obra una finestra nova on es pot
introduir el nom del nou fitxer a crear (figura 4.8). A part de poder introduir el nom,
podem llistar tots els fitxers dels diferents tipus que el programa e´s capac¸ de exportar,
que hi hagin en el directori que estem observant. Per aquest motiu en la creacio´ de la
finestra apareixen descripcions d’aquests tipus de fitxers (figura 4.9).
Figura 4.8: Finestra per posar nom a la gra`fica exportada -
Un cop l’usuari ha introdu¨ıt el nom i clicat a acceptar comenc¸arem a generar una
gra`fica nova des de zero. Comprovarem un a un tots els plots que hem de dibuixar,
afegint a la gra`fica els que calguin. Tot seguit indicarem quin rang de valors volem
dibuixar, i posarem t´ıtol, subt´ıtol, i noms als diferents eixos (tots aquests textos so´n
tradu¨ıts a l’idioma que hi hagi seleccionat en el programa). Despre´s assigna algunes
de les mides del dibuix, i finalment intenta guardar la imatge amb el nom i format
que li hagim indicat anteriorment. Si per alguna rao´ falle´s en aquesta tasca, procuraria
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Figura 4.9: Tipus de fitxer als que es pot exportar -
guardar-lo en format .svg. Al acabar de generar la imatge aquesta gra`fica nova es neteja
per alliberar la memo`ria.
Un cop finalitzat el programa, el resultat de la captura de imatges e´s el que es pot
observar en la figura 4.10, en la que apareix una gra`fica generada en angle`s, amb totes
les l´ınies, i una altre en catala` nome´s amb les l´ınies de refere`ncia i de sortida del doble
integrador.
Codi Python 4.21: Codi per generar imatge d’una gra`fica
1 def save_image(self):
2 """ Exports the graph into an image """
3 # open the dialog and get the selected file
4 file_one = QtGui.QFileDialog.getSaveFileName(
5 self ,
6 QtGui.QApplication.translate(
7 "MainWindow",
8 "Supported formats:",
9 None ,
10 QtGui.QApplication.UnicodeUTF8)+
11 " emf , eps , pdf , png , ps , raw , rgba , svg ,
svgz",
12 "",
13 "Enhanced MetaFile \t.emf (*.emf);; "+
14 "Encapsulated PostScript \t.eps (*.eps);; "+
15 "Portable Document Format \t.pdf (*.pdf);; "+
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16 "Portable Network Graphics \t.png (*.png);;"+
17 "PostScript \t.ps (*.ps);; "+
18 "RAW image file \t.raw (*.raw);; "+
19 "Red Green Blue Alpha \t.rgba (*. rgba);; "+
20 "Scalable Vector Graphics \t.svg (*.svg);; "+
21 "Scalable Vector Graphics compressed \t.svgz (*.
svgz)")
22 # if a file is selected
23 if file_one:
24 # update the lineEdit text with the selected
filename
25 self.textBrowser.append(
26 QtGui.QApplication.translate(
27 "MainWindow",
28 "Saving to ",
29 None ,
30 QtGui.QApplication.UnicodeUTF8
31 )+file_one)
32
33 plt.clf()
34 # adding different plots if required
35 if self.checkBox_R.isChecked ():
36 lines = plt.plot(self.graf_t , self.graf_r)
37 plt.setp(lines[0],
38 lw=1,
39 label=str(
40 QtGui.QApplication.translate(
41 "MainWindow",
42 "Reference",
43 None ,
44 QtGui.QApplication.
UnicodeUTF8)),
45 color = ’blue’)
46
47 if self.checkBox_U.isChecked ():
48 lines = plt.plot(self.graf_t , self.graf_u)
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49 plt.setp(lines[0],
50 lw=2,
51 label=str(
52 QtGui.QApplication.translate(
53 "MainWindow",
54 "Input",
55 None ,
56 QtGui.QApplication.
UnicodeUTF8)),
57 color=’red’)
58
59 if self.checkBox_x1.isChecked ():
60 lines = plt.plot(self.graf_t , self.graf_x1)
61 plt.setp(lines[0],
62 lw=1,
63 label=str(
64 QtGui.QApplication.translate(
65 "MainWindow",
66 "First Int.",
67 None ,
68 QtGui.QApplication.
UnicodeUTF8)),
69 color=’grey’)
70
71 if self.checkBox_x0.isChecked ():
72 lines = plt.plot(self.graf_t , self.graf_x0)
73 plt.setp(lines[0],
74 lw=2,
75 label=str(
76 QtGui.QApplication.translate(
77 "MainWindow",
78 "Second Int.",
79 None ,
80 QtGui.QApplication.
UnicodeUTF8)),
81 color=’orange ’)
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82
83 plt.axis([self.graf_t [0], self.graf_t[-1], -3,
3])
84
85 plt.title(str(
86 QtGui.QApplication.translate(
87 "MainWindow",
88 "Double Integrator",
89 None ,
90 QtGui.QApplication.UnicodeUTF8)))
91
92 plt.suptitle(str(
93 QtGui.QApplication.translate(
94 "MainWindow",
95 "Networked and Embedded Control Systems:"
,
96 None ,
97 QtGui.QApplication.UnicodeUTF8)))
98
99 plt.xlabel(str(
100 QtGui.QApplication.translate(
101 "MainWindow",
102 "t (s)",
103 None ,
104 QtGui.QApplication.UnicodeUTF8)))
105
106 plt.ylabel(str(
107 QtGui.QApplication.translate(
108 "MainWindow",
109 "Voltage (V)",
110 None ,
111 QtGui.QApplication.UnicodeUTF8)))
112
113 plt.legend(bbox_to_anchor =(0, 1, 1, 0), loc=1,
ncol=6, mode="expand", borderaxespad =0.)
114
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115 filename = str(file_one)# + ’.svg’
116 try:
117 plt.savefig(filename , dpi =300)
118 except ValueError as e:
119 print(e)
120 self.textBrowser.append(str(e))
121 self.textBrowser.append(
122 QtGui.QApplication.translate(
123 "MainWindow",
124 "Trying to save as .svg",
125 None ,
126 QtGui.QApplication.UnicodeUTF8))
127
128 filename = str(file_one) + ’.svg’
129 plt.savefig(filename , dpi =300)
130 pass
131 except ImportError as e:
132 print(e)
133 self.textBrowser.append(str(e))
134 self.textBrowser.append(
135 QtGui.QApplication.translate(
136 "MainWindow",
137 "Trying to save as .svg",
138 None ,
139 QtGui.QApplication.UnicodeUTF8))
140
141 filename = str(file_one) + ’.svg’
142 plt.savefig(filename , dpi =300)
143 pass
144 except:
145 self.textBrowser.append("Error al guardar la
imatge")
146
147 plt.clf()
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Double Integrator
Reference Input First Int. Second Int.
Networked and Embedded Control Systems:
(a) Amb textos en angle`s, totes els plots i en format PDF.
22.0 22.5 23.0 23.5 24.0 24.5
Temps (s)
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1
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e 
(V
)
Doble Integrador
Referencia 2ª Int.
Sistemes de Control Empotrats i en Xarxa:
(b) Amb el bus CAN carregat de missatges, amb textos en catala`, nome´s amb plots de
refere`ncia i segona integral i en format PDF.
Figura 4.10: Diferents gra`fiques generades amb el programa DCSMonitor del control
d’un doble integrador.
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4.1.5 Mostrant estad´ıstiques
Com en la part de disseny es va explicar, perio`dicament anirem creant estad´ıstiques
per saber que tot funciona correctament. Els valors que ens interessa saber en cada
instant so´n:
• Nombre de llac¸os de control que hi ha connectats al bus CAN.
• Imatges per segon que es mostren en la gra`fica en temps real.
• Nombre de mostres per plot dibuixat.
• Nombre de bytes esperant al buffer d’entrada del port serie.
• Marca canviant per saber que les estad´ıstiques s’estan actualitzant perio`dicament.
Per fer que aquestes estad´ıstiques s’actualitzin perio`dicament, com hem vist en
altres seccions primer de tot hem de crear un temporitzador, i tot seguit li assignarem
un disparador que activara´ la funcio´ update statistics (codi del disparador, i activacio´
de les estad´ıstiques 4.22).
Codi Python 4.22: Temporitzador i disparador per actualitzar les
estadı´stiques.
1 timer_statistics = QtCore.QTimer ()
2
3 # Periodical tasks
4 QtCore.QObject.connect(self.timer_statistics , QtCore.
SIGNAL("timeout ()"), self.update_statistics)
5
6 self.timer_statistics.start(STAT_REFRESH)
El que fa la funcio´ update statistics (codi 4.23) e´s primer de tot comprovar que el
port serie estigui degudament connectat, si no e´s aix´ı no modifica cap valor estad´ıstic,
en cas contrari comenc¸a a actualitzant el nombre de mostres de tots els plots, el nombre
de bytes pendents al port serie, el nombre d’imatges per segon que estan apareixent
a la gra`fica (si aquesta esta` aturada, forc¸a un dibuix cada cop, per si hi ha algun
problema), actualitza el valor canviant per indicar que aquesta funcio´ esta` funcionant
correctament, actualitza el nombre de llac¸os de control que hi ha al bus CAN i finalment
torna a reactivar la funcio´ al cap de mig segon.
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Codi Python 4.23: Codi per generar i actualitzar les estadı´stiques.
1 def update_statistics(self):
2 """ Update value of labels in statistics """
3 if self.ser != 0:
4 # reload number of samples lavel
5 self.label_samples_value.setText(str(self.graf_t.
buffer_info ()[1]))
6 # reload number of waiting chars in serial rx
buffer
7 self.label_rx_buff_value.setText(str(self.ser.
inWaiting ()))
8
9 self.label_fps_value.setText(str(self.fps *2))
10
11 self.fps = 0
12
13 if self.pushButton_monitor.isChecked () == 0:
14 self.force_update_graph ()
15
16 if self.label_Est_value.text() != ’(>_<)’:
17 self.label_Est_value.setText(’(>_<)’)
18 else:
19 self.label_Est_value.setText(’(o_o)’)
20
21 self.label_T_value.setText(str(self.
listWidget_link.count ()))
22
23 self.timer_statistics.start(STAT_REFRESH)
Tot seguit es poden veure diferents captures del canvi que es produeix en les es-
tad´ıstiques, primer es veu quan encara no esta` connectat al port serie, despre´s al con-
nectar pero` no tractar les dades que ens envia el dispositiu, despre´s un cop estem
tractant les dades rebudes i dibuixant la gra´fica en temps real, i per ultim un cop hem
aturat la monitoritzacio´ del llac¸ de control (figura 4.11).
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(a) Pendent de
comenc¸ar.
(b) Connectat al dis-
positiu.
(c) Monitoritzant. (d) Monitoritzacio´
aturada.
Figura 4.11: Comparacio´ dels valors estad´ıstics.
4.1.6 Idiomes
Un dels requisits que es buscava complir en el nou laboratori era que el programa
visual fos multilingu¨e per tal de poder ser distribu¨ıt me´s fa`cilment podent realitzar el
laboratori en diferents pa¨ısos.
Aix´ı que el programa DCSMonitor (que s’executa a l’ordinador) e´s capac¸ de
mostrar tota la informacio´ en varis idiomes, i e´s fa`cilment ampliable ja que s’ha realitzat
de forma estructurada per tal que seguint algunes instruccions es puguin generar me´s
idiomes.
Com vam dir a l’apartat de disseny 3.2.5, aixo` ho hem aconseguit utilitzant una com-
binacio´ de diferents eines amb les quals una rere l’altre ens generen el resultat desitjat.
Tot seguit s’expliquen les diferents eines utilitzades, i com s’implementa cadascuna.
4.1.6.1 PyQT4
Aquesta llibreria e´s l’encarregada de deixar-ho tot preparat perque` els textos del pro-
grama siguin traduits. Aix´ı que primerament, dintre de tot el codi del programa, es
pot observar que tots els textos traduibles esta´n envoltats amb la mateixa funcio´ Qt-
Gui.QApplication.translate (veure exemple en el codi 4.24). Aquesta funcio´ prepara tot
l’entorn necessari per agafar tots aquests textos, i posteriorment mitjanc¸ant uns fitxers
de traduccio´ traduir en temps d’execucio´. En aquest exemple li indiquem que la paraula
”Sent : ”volem que pugui ser tradu¨ıda, per tant cada cop que cridem aquesta funcio´
amb aquesta estructura ens retornara` la paraula en l’idioma que tinguem carregat.
Codi Python 4.24: Exemple de text per traduir
1 QtGui.QApplication.translate(
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2 "MainWindow",
3 "Sent : ",
4 None ,
5 QtGui.QApplication.UnicodeUTF8)
Un cop tenim tot el codi amb els textos a traduir envoltats de la funcio´ anterior,
generarem les traduccions en fitxers .qm amb els dos programes que explicarem me´s
endavant (Pylupdate4 4.1.6.2 i QtLingu¨ist 4.1.6.3), i un cop generats nome´s caldra`
carregar executar el codi 4.25. Per tant cada cop que des de les prefere`ncies es seleccioni
un idioma nome´s carregarem el fitxer .qm que desitgem.
Codi Python 4.25: Canviant idioma
1 QtGui.qApp.removeTranslator(self.translator)
2 self.translator.load(’dcsmmainwindow_es.qm’)
3 QtGui.qApp.installTranslator(self.translator)
4 self.retranslateUi(self)
4.1.6.2 Pylupdate4
Un cop tenim tot el codi del programa DCSMonitor preparat amb els textos a traduir
de la forma que s’ha comentat en la seccio´ 4.1.6.1, e´s hora d’utilitzar aquesta eina.
Aquest programa recorre els diferents codis que li indiquem, buscant aquells textos
preparats per traduir. Un cop trobats genera un fitxer de traduccions seguint el format
.ts. Aquesta accio´ s’ha de executar per cada idioma a traduir que vulguem per tant
es posa el codi per generar els quatre fitxers de traduccio´ que actualment tenim (codi
4.26). Els fitxers generats poden ser editats amb varis programes, i posteriorment es
generara` un nou fitxer amb extensio´ .qm.
Codi Bash 4.26: Crear fitxers per traduccions
pylupdate4 dcsmmainwindow.py main_dcsm.py -ts
dcsmonitor_en.ts
pylupdate4 dcsmmainwindow.py main_dcsm.py -ts
dcsmonitor_es.ts
pylupdate4 dcsmmainwindow.py main_dcsm.py -ts
dcsmonitor_ca.ts
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pylupdate4 dcsmmainwindow.py main_dcsm.py -ts
dcsmonitor_fr.ts
4.1.6.3 QtLingu¨ist
Gracies a aquest programa podem editar un a un els diferents fitxers generats anterior-
ment (seccio´ 4.1.6.2), i un cop hem traduit totes les paraules li podem demanar que ens
generi el fitxer de traduccions, que e´s capac¸ de carregar la llibreria PyQT4 com hem
dit en la seccio´ 4.1.6.1. En la figura segu¨ent (figura 4.12) es pot veure l’entorn d’edicio´
d’un fitxer, en la part central les paraules marcades en verd ja traduides i la paraula
seleccionada que apareix per traduir una mica me´s abaix.
Figura 4.12: Utilitzant QtLingu¨ist - Programa que ens permet editar un fitxer de
traduccions .ts, i generar el fitxer .qm
4.1.6.4 Resultat
Un cop realitzats tots els passos indicats en aqueta seccio´, tindrem els quatre fitxers de
traduccio´ segu¨ents:
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• dcsmonitor en.qm
• dcsmonitor es.qm
• dcsmonitor ca.qm
• dcsmonitor fr.qm
I ja podrem canviar l’idioma anant a les prefere`ncies del programa (Figura 4.13) i
seleccionant un dels idiomes llistats.
Figura 4.13: Prefere`ncies del programa DCSMonitor - Des de les prefere`ncies
podem seleccionar l’idioma
Tot seguit es poden observar alguns dels canvis que s’efectuen al canviar l’idioma
(Figura 4.14)
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(a) Labels en Catala` (b) Labels en Es-
panyol
(c) Labels en An-
gle´s
(d) Labels en France´s
Figura 4.14: Comparacio´ dels labels entre diferents idiomes.
4.2 dsPIC
Aquesta seccio´ prete´n explicar les parts del codi me´s importants dels microcontroladors
dsPIC. Tot el sistema esta` basat en el RTOS Erika Enterprise, aix´ı que la majoria de
les funcions so´n tasques que so´n activades, o es realitzen perio`dicament mitjanc¸ant
alarmes.
Aquesta manera de programar permet la concurre`ncia entre diferents tasques, el
que comporta una major atencio´ als diferents tipus de accions que el microcontrolador
ha de dur a terme.
En els microcontroladors que utilitzem aquesta concurre`ncia es en el mateix nucli,
per tant tot s’executa en serie, pero` aquest sistema operatiu garanteix l’execucio´ de
totes les tasques.
Tot seguit es poden veure les diferents parts me´s importants d’aquests programes.
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4.2.1 Tasques en Erika
El RTOS Erika ens ofereix una serie d’eines per generar d’alguna manera tasques que
s’executin perio`dicament. En el nostre laboratori ens aprofitem d’aquesta facilitat
i moltes de les funcions que fem servir en els diferents dispositius estan realitzades
d’aquesta manera.
Per tal d’aconseguir aixo` primerament s’han de declarar les tasques que el nostre
Sistema Operatiu podra` executar. Per aixo` existeix un fitxer anomenat conf.oil en el
qual hem d’avisar a RT-Druid de la creacio´ de les tasques que necessitem, a les quals
se’ls pot assignar una prioritat diferent i temps ma`xim d’atencio´ entre d’altres opcions.
Tambe´ es necessari indicar-li quin dispositiu volem programar, amb quin programador,
quins codis formaran part del SO, i altres qu¨estions que podem configurar.
Tot seguit es posa a mode d’exemple el fitxer conf.oil necessari per programar un
dispositiu que nome´s te´ la tasca de supervisio´ (aquesta tasca enviava informacio´ d’estat
a l’ordinador via RS232).
En el codi 4.27, es pot veure la declaracio´ del nostre sistema indicant-li el micro-
controlador que usarem, els fitxers que formaran part del codi, i finalment la declaracio´
de la tasca TaskSupervision amb una prioritat de valor dos (valor me´s alt indica major
prioritat), li donem tambe´ el ma´xim de temps per ser executada i que volem que la
administri completament el Sistema Operatiu.
Me´s abaix creem una alarma per poder executar aquesta tasca de manera perio`dica
en cas de necessitar-ho.
Codi C 4.27: Exemple de declaracio´ d’una tasca en el fitxer conf.oil
1 CPU mySystem {
2
3 OS myOs {
4 EE_OPT = "DEBUG";
5
6 CPU_DATA = PIC30 {
7 APP_SRC = "setup.c";
8 APP_SRC = "uart_dma.c";
9 APP_SRC = "e_can1.c";
10 APP_SRC = "code.c";
11 MULTI_STACK = FALSE;
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12 ICD2 = TRUE;
13 };
14
15 MCU_DATA = PIC30 {
16 MODEL = PIC33FJ256MC710;
17 };
18
19 BOARD_DATA = EE_FLEX {
20 USELEDS = TRUE;
21 };
22
23
24 KERNEL_TYPE = EDF { NESTED_IRQ = TRUE; TICK_TIME = "
25ns";};
25
26 };
27
28 TASK TaskSupervision {
29 REL_DEADLINE = "0.1s";
30 PRIORITY = 2;
31 STACK = SHARED;
32 SCHEDULE = FULL;
33 };
34
35 COUNTER myCounter;
36
37 ALARM AlarmSupervision {
38 COUNTER = "myCounter";
39 ACTION = ACTIVATETASK { TASK = "TaskSupervision"; };
40 };
41 };
Un cop tenim ben definit l’entorn del nostre Sistema Operatiu ja nome´s cal utilitzar
les tasques dintre del programa (codis d’exemple 4.28). Per poder posar en marxa una
tasca RT-Druid ens dona la funcio´ ActivateTask(nom de la tasca), amb la qual nome´s
s’executara` un cop.
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En el cas de voler activat aquesta tasca perio´dicament podem activar una alarma
amb la funcio´ SetRelAlarm(AlarmType AlarmID, TickType increment, TickType cycle)
en la qual li indiquem el nom de l’alarma a executar, el temps d’espera per executar-la i
el temps entre cicles d’execucio´. Finalment si en algun moment volguessin aturar aques-
ta alarma c´ıclica nome´s haur´ıem de cridar la funcio´ CancelAlarm(AlarmType AlarmID).
Codi C 4.28: Codis per interactuar amb tasques
1 // Active one execution of a task
2 ActivateTask(TaskSupervision);
3
4 //Data is sent to the PC every 10ms
5 SetRelAlarm(AlarmSupervision , 1000, 10);
6
7 // Stops the periodiciti of a task
8 CancelAlarm(AlarmSupervision);
4.2.2 Comunicacio´ serie RS232
En aquest apartat explicarem com s’ha implementat la comunicacio´ serie per RS232
que es va dissenyar en la seccio´ 3.2.3. Recordem que els dos dispositius capac¸os d’in-
teraccionar mitjanc¸ant aquesta tecnologia so´n el Monitor i el Sensor/Actuador , per
tant s’explicaran els codis d’aquests relacionats amb la comunicacio´ serie.
4.2.2.1 Recepcio´ de senyals de control
Com hem explicat en la seccio´ anterior 3.2.3, el dispositiu Monitor ha de ser capac¸
de rebre diferents instruccions del programa DCSMonitor per tal de poder posar en
marxa certes accions.
Aquestes instruccions estan numerades i les dues parts de la comunicacio´ han de
coneixer-la, per tant primer de tot en el codi del Monitor cal declarar aquests valors:
Codi C 4.29: Declaracio´ dels valors dels senyals de control
1 #define SIGNAL_STOP 1
2 #define SIGNAL_MONITOR 0
3 #define SIGNAL_PERCENT 2
4 #define SIGNAL_DEVICES 4
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Per tal de rebre els missatges per el port se`rie RS232 es va observar el mode de
funcionament de la recepcio´ dels missatges CAN i es va utilitzar la mateixa metodologia,
creant una funcio´ que s’execute´s cada cop que el port se`rie s’ompl´ıs amb 8 bytes.
Aquesta funcio´ seria la encarregada de comprovar el primer dels 8 bytes del missatge,
i realitza una o altre accio´ depenent de la taula que s’ha mostrat anteriorment 3.1.
Tot seguit es pot veure la funcio´ que rep la interrupcio´ del buffer d’entrada del port
se`rie:
Codi C 4.30: Interrupcio´ buffer del port se`rie
1 // Input serial buffer interrupt
2 ISR2(_DMA5Interrupt) //NOTE: Disabled when IEC3bits.
DMA5IE = 0;
3 {
4 float *p_k0=(float *)&InBufferA [0];
5 unsigned long id_link;
6
7 /*Code to update received data*/
8 k_updated [0]= *(p_k0);
9 k_updated [1]= *(p_k0 +1);
10
11 switch (InBufferA [0])
12 {
13 case SIGNAL_MONITOR:
14
15 id_link = (unsigned long) InBufferA [7]<<2;
16 // Generating id’s for a control plant
17 ID_TO_ACTUATOR = CONTROL_MESSAGE |
GENERAL_PRIORITY | id_link;
18 ID_FROM_SENSOR = GRANTED_SENSOR_MESSAGE |
GENERAL_PRIORITY | id_link;
19 ID_REFERENCE = GENERAL_PURPOSE_MESSAGE |
GENERAL_PRIORITY | id_link | REFERENCE_MESSAGE;
20 ID_SUPERVISOR = GENERAL_PURPOSE_MESSAGE |
GENERAL_PRIORITY | id_link | SUPERVISOR_MESSAGE;
21
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22 // Activating filters for different message id’s
23 // ecan1WriteRxAcptFilter(filter , id , exide , buffer ,
masc)
24 ecan1WriteRxAcptFilter (0x0,ID_FROM_SENSOR ,0x1 ,0x1 ,0
x2);
25 ecan1WriteRxAcptFilter (0x1,ID_TO_ACTUATOR ,0x1 ,0x2 ,0
x2);
26 ecan1WriteRxAcptFilter (0x2,ID_REFERENCE ,0x1 ,0x3 ,0
x2);
27 ecan1WriteRxAcptFilter (0x3,ID_SUPERVISOR ,0x1 ,0x4 ,0
x2);
28 CancelAlarm(AlarmSupervision);
29 // Starts sending supervision messages
30 SetRelAlarm(AlarmSupervision , 1000, 10);
31 monitoring = 1;
32 break;
33
34 case SIGNAL_PERCENT:
35 // Starts to generate useless CAN messages
36 CancelAlarm(AlarmCANUseless);
37 SetRelAlarm(AlarmCANUseless , 1000 ,101 -( InBufferA [7]))
;
38 break;
39
40 case SIGNAL_MONITOR+SIGNAL_STOP:
41 // Stops the reception of control messages
42 ecan1DisableRXFilter (0x0);
43 ecan1DisableRXFilter (0x1);
44 ecan1DisableRXFilter (0x2);
45 ecan1DisableRXFilter (0x3);
46 // If is not listing devices , stops to send
supervisions
47 if (! listing) CancelAlarm(AlarmSupervision);
48 LATBbits.LATB14 = 0;
49 monitoring = 0;
50 break;
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51
52 case SIGNAL_PERCENT+SIGNAL_STOP:
53 // Stops the generation of usless messages
54 CancelAlarm(AlarmCANUseless);
55 break;
56
57 case SIGNAL_DEVICES:
58 // Activate filter 4 to put all CAN messages into
buffer 5
59 ecan1WriteRxAcptFilter (0x4 ,0x00000000 ,0x1 ,0x5 ,0x1);
60 SetRelAlarm(AlarmSupervision , 1000, 10);
61 listing = 1;
62 break;
63
64 case SIGNAL_DEVICES+SIGNAL_STOP:
65 // Desactivate filter 4
66 ecan1DisableRXFilter (0x4);
67 // If is not monitoring devices , stops to send
supervisions
68 if (! monitoring) CancelAlarm(AlarmSupervision);
69 LATBbits.LATB14 = 0;
70 listing = 0;
71 break;
72
73 default:
74 break;
75 }
76
77 IFS3bits.DMA5IF = 0; // Clear the DMA1 Interrupt Flag
78 }
4.2.2.2 Enviament de dades
Tant el dispositiu Monitor com el dispositiu Sensor/Actuador compten amb la infor-
macio´ perio`dica d’algun llac¸ de control. Aquesta informacio´ es va emmagatzemant
temporalment per enviar-les cada 10 ms al programa DCSMonitor .
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Per realitzara aquesta tasca perio`dicament el Sensor/Actuador activa una alarma
al iniciar l’execucio´, el Monitor en canvi, espera a que el programa DCSMonitor li
indiqui (codi 4.31)
Codi C 4.31: Alarma de supervisio´
1 //Data is sent to the PC every 10ms
2 SetRelAlarm(AlarmSupervision , 1000, 10);
La informacio´ que envien els diferents dispositius var´ıa, aix´ı el Sensor/Actuador
envia nome´s 23 bytes, amb els valors del temps, refere`ncia, entrada i primera i segona
integral. En canvi el Monitor envia 71 bytes, els quals porten la mateixa informacio´ que
hem dit, pero` poden incloure’n me´s. En aquest cas afegeixen els diferents identificadors
de llac¸ de control, existents al bus CAN.
En el codi segu¨ent es pot veure la part comuna a tots dos codis, i una part que
e´s u´nica del dispositiu Monitor , en la que comprova si hi ha identificadors a la pila,
per cada identificador que veu incrementa el valor del byte 22, i guarda en les segu¨ents
posicions els identificadors que va trobant. Al final posa el byte 21 a 2, per indicar-li
al programa Monitor que li esta` enviant identificadors (codi 4.32).
Codi C 4.32: Tasca de Supervisio´
1 TASK(TaskSupervision)
2 {
3 // Send_buffer_to_pc ();
4
5 static unsigned char *p_r = (unsigned char *)&r;
6 static unsigned char *p_x0= (unsigned char *)&x[0];
7 static unsigned char *p_x1= (unsigned char *)&x[1];
8 static unsigned char *p_u = (unsigned char *)&u;
9
10 // static unsigned long sys_time =0;
11
12 LATBbits.LATB10 = 1; //To get time with the
oscilloscope
13
14 sys_time=GetTime (); //Get system time (EDF Scheduler)
15
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16 // Read_State (); // Before sending state , read it
17
18 OutBuffer [0]=0 x01;// header;
19 OutBuffer [1]=( unsigned char)(sys_time >>24);//4th byte
of unsigned long
20 OutBuffer [2]=( unsigned char)(sys_time >>16);//3rd byte
of unsigned long
21 OutBuffer [3]=( unsigned char)(sys_time >>8); //2nd byte
of unsigned long
22 OutBuffer [4]=( unsigned char)sys_time; //1st byte
of unsigned long
23 OutBuffer [5]=* p_r; //4th byte of float (32 bits)
24 OutBuffer [6]=*( p_r+1);//3rd byte of float (32 bits)
25 OutBuffer [7]=*( p_r+2);//2nd byte of float (32 bits)
26 OutBuffer [8]=*( p_r+3);//1st byte of float (32 bits)
27 OutBuffer [9]=* p_x0;
28 OutBuffer [10]=*( p_x0 +1);
29 OutBuffer [11]=*( p_x0 +2);
30 OutBuffer [12]=*( p_x0 +3);
31 OutBuffer [13]=* p_x1;
32 OutBuffer [14]=*( p_x1 +1);
33 OutBuffer [15]=*( p_x1 +2);
34 OutBuffer [16]=*( p_x1 +3);
35 OutBuffer [17]=* p_u;
36 OutBuffer [18]=*( p_u+1);
37 OutBuffer [19]=*( p_u+2);
38 OutBuffer [20]=*( p_u+3);
39
40
41 // This is for Monitor device
42
43 OutBuffer [22]=0 x00;// number of devices;
44 unsigned char id;
45 int i = 23;
46 while (get_device (&id))
47 {
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48 OutBuffer[i++]=( unsigned char)id; //1st byte of
unsigned long
49 OutBuffer [22]++;
50 }
51 if (OutBuffer [22] != 0x00)
52 OutBuffer [21]=0 x02;
53 else
54 OutBuffer [21]=0 x00;
55
56 // End extra part of Monitor device
57
58 //Force sending data
59 DMA4CONbits.CHEN = 1; // Re-enable DMA4 Channel
60 DMA4REQbits.FORCE = 1; // Manual mode: Kick -start
the first transfer
61
62 LATBbits.LATB10 = 0; //To get time with the
oscilloscope
63 }
4.2.3 Comunicacio´ bus CAN
Com hem vist a la seccio´ de disseny 3.2.2, existeix varis tipus de missatges que poden
coexistir en el bus CAN, i a me´s d’aixo` aquest tipus de missatges poden perta`nyer a
diferents llac¸os de control (fins un ma`xim de 256).
Administrar tots aquests missatges no e´s una feina fa`cil, per aixo` es va haver de
crear diferents regles de filtratge per facilitar aquesta tasca.
Tot seguit en aquesta seccio´ es podra` veure com s’ha implementat aquest tipus de
mascares, els diferents filtres, i l’atencio´ als diferents missatges que circulen per el bus
CAN.
4.2.3.1 Creacio´ de les ma`scares CAN
Perque` el dispositiu Monitor sigui capac¸ de capturar els diferents missatges del bus
CAN, hem de crear unes ma`scares per poder aplicar als filtres que posteriorment creem.
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Aquestes ma`scares tenen com a objectiu, indicar quins dels bits del filtre so´n els que
han de coincidir amb l’identificador del missatge CAN que circula per el bus, i d’aquesta
manera capturar nome´s aquestes coincide`ncies.
Com aquest dispositiu rebra` els missatges en dos modes diferents, hem creat dos
ma`scares noves que so´n les que utilitzara` en aquest laboratori, i hem deixat una mascara
gene`rica que fins ara era necessa`ria, i que segons com evolucioni el programa podria
ser-nos d’utilitat.
Num Bits Utilitat
0 0x1FFFFFFF Nome´s deixa passar els identificadors que coincideixi total-
ment amb el filtre
1 0x00000000 Deixa passar tots els missatges, sense tenir en compte el filtre
2 0x1C0003FF Deixa passar els missatges en els que coincideixi la classe, l’id
del llac¸, i la subclasse amb els del filtre
Taula 4.1: Ma`scares per bus CAN
El codi que crea aquestes ma`scares es troba inclo`s en la funcio´ de configuracio´ del
dispositiu CAN (Funcio´ 4.33), el qual crida a la funcio´ ecan1Initialize() la qual configura
el dispositiu CAN, i crea dos buffers, un d’entrada i un de sortida mitjanc¸ant DMA’s.
Codi C 4.33: Funcio´ eCAN1 config
1 void eCAN1_config(void)
2 {
3 // Initialize enhanced CAN bus number 1
4 ecan1Initialize ();
5
6 // ecan1WriteRxAcptMask(num masc , bit masc , mide , exide)
7 ecan1WriteRxAcptMask (0x0 ,0x1FFFFFFF , 0,0x1);
8 ecan1WriteRxAcptMask (0x1 ,0x00000000 , 0,0x1);
9 ecan1WriteRxAcptMask (0x2 ,0x1C0003FF , 0,0x1);
10 }
4.2.3.2 Creacio´ dels filtres CAN
Els filtres CAN ens serveixen primerament per descartar els missatges CAN que no
siguin valuosos per el nostre objectiu, i per altra banda els utilitzarem per separar en
diferents buffers provisionals els missatges que ens siguin d’intere`s.
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D’aquesta manera el dispositiu Actuador estara` interessat nome´s en els missatges
de control, per tant aquest dispositiu filtrara` aquest tipus de missatges a un buffer
en concret, el qual al estar ple activara` una interrupcio´. El mateix passara` amb els
altres dispositius, per tant hem definit dins del codi els diferents elements que formen
l’identificador, per crear els filtres me´s fa`cilment.
Codi C 4.34: Definicions per la creacio´ de filtres CAN
1 // DEFINITIONS TO CREATE CAN ID’S
2 // id CAN : 0b 000c ccpp pppp pppp pppp ppii iiii iiss
3 // ccc = CLASS
4 // pppp pppp pppp pppp = PRIORITY
5 // iiii iiii = ID_PLANT
6 // ss = SUBCLASS
7
8 // MESSAGE SUBCLASS
9 #define REFERENCE_MESSAGE (0)
10 #define SUPERVISOR_MESSAGE (1)
11
12 // MESSAGE ID
13 #define ID_PLANT (1<<2)
14
15 // MESSAGE PRIORITY
16 #define GENERAL_PRIORITY (0xFFFF <<10)
17
18 // MESSAGE CLASS
19 #define CONTROL_MESSAGE (( unsigned long)0<<26)
20 #define GRANTED_SENSOR_MESSAGE (( unsigned long)1<<26)
21 #define GENERAL_PURPOSE_MESSAGE (( unsigned long)2<<26)
22 #define BEST_EFFORT_SENSOR_MESSAGE (( unsigned long)
3<<26)
23
24 unsigned long ID_TO_ACTUATOR = CONTROL_MESSAGE |
GENERAL_PRIORITY | ID_PLANT;
25 unsigned long ID_FROM_SENSOR = GRANTED_SENSOR_MESSAGE |
GENERAL_PRIORITY | ID_PLANT;
26 unsigned long ID_REFERENCE = GENERAL_PURPOSE_MESSAGE
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| GENERAL_PRIORITY | ID_PLANT | REFERENCE_MESSAGE;
27 unsigned long ID_SUPERVISOR = GENERAL_PURPOSE_MESSAGE
| GENERAL_PRIORITY | ID_PLANT | SUPERVISOR_MESSAGE;
4.2.3.3 Recepcio´ de missatges CAN
Un cop creades les diferents ma`scares i filtres dels missatges CAN, e´s hora de crear una
funcio´ que capturi les interrupcions generades per el bus CAN.
La implementacio´ CAN amb la que comptem ens permet definir fins a 16 filtres
diferents, i assignar-los a 16 buffers. Aquests buffers posen a 1 un bit en el moment
en que esta`n plens, per tant aprofitem aquest comportament per definir cadascun dels
diferents missatges a un sol filtre i un sol buffer, d’aquesta manera en el moment que
un dels buffers estigui ple, sabrem quin tipus de missatge e´s sense haver de mirar
l’identificador. Pero existeix una excepcio´; en el cas de llistar tots els dispositius que
existeixen al bus CAN. En aquest cas existeixen 229 missatges diferents, i per tant hem
de reunir-los d’alguna manera. Aix´ı doncs, tenint en compte que aquesta captura no e´s
cr´ıtica pel control de cap llac¸, crearem un filtre sense restriccions cap a un buffer. En
el moment en que aquest buffer estigui ple´, comprovarem l’identificador i el guardarem
en una pila (me´s endevant explicarem me´s detalladament aquest funcionament).
En la taula 4.2 es pot veure els diferents filtres que s’han de crear, i a quin buffer
estan assignats. De totes maneres, la activacio´ o desactivacio´ o canvi d’aquests filtres
es pot realitzar en temps d’execucio´, pel que fa que per exemple el Monitor els activi i
desactivi a convenie`ncia, mentre que els dispositius Controlador i Sensor/Actuador no
els cal modificar.
Num Id Extended Buffer mascara
0 ID FROM SENSOR s´ı 1 0x1C0003FF
1 ID TO ACTUATOR s´ı 2 0x1C0003FF
2 ID REFERENCE s´ı 3 0x1C0003FF
3 ID SUPERVISOR s´ı 4 0x1C0003FF
4 indiferent s´ı 5 0x00000000
Taula 4.2: Configuracio´ dels filtres
Tenint clar a quin buffer es redireccionara` cada missatge CAN, s’ha implementat
la funcio´ d’atencio´ a aquestes interrupcions tenint en compte el buffer activat; com es
pot veure en el codi de la funcio´ 4.35.
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Codi C 4.35: Funcio activada per una interrupcio´ del bus CAN
1 /* CAN bus 1 Interrupt , ISR2 type */
2 ISR2(_C1Interrupt)
3 {
4 IFS2bits.C1IF = 0; // clear interrupt flag
5
6 // Transmission interrupt (nothing to be done but clear
flag)
7 if(C1INTFbits.TBIF)
8 {
9 C1INTFbits.TBIF = 0;
10 }
11
12 /* Reception interrupt , different code for different
filtered id’s */
13 if(C1INTFbits.RBIF)
14 {
15 LATBbits.LATB14 ^= 1;// Toggle orange led
16 /* Filter 0( ID_FROM_SENSOR):
17 * Sensor to controller message */
18 if(C1RXFUL1bits.RXFUL1 ==1)
19 {
20 /* Tells rxECAN1 the buffer to pass from DMA to
RAM */
21 rx_ecan1message1.buffer =1;
22
23 C1RXFUL1bits.RXFUL1 =0;
24 rxECAN1 (& rx_ecan1message1);
25 C1INTFbits.RBIF = 0;
26
27 /* Custom code to address Sensor message */
28 ActivateTask(TaskControllerMonitor);
29 }
30
31 /* Filter 1( ID_TO_ACTUATOR):
32 * Controller to Actuator message */
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33 if(C1RXFUL1bits.RXFUL2 ==1)
34 {
35 /* Tells rxECAN1 the buffer to pass from DMA to RAM
*/
36 rx_ecan1message2.buffer =2;
37
38 C1RXFUL1bits.RXFUL2 =0;
39 rxECAN1 (& rx_ecan1message2);
40 C1INTFbits.RBIF = 0;
41
42 /* Custom code to capture values from controller */
43 ActivateTask(TaskActuatorMonitor);
44 }
45
46 /* Filter 2( ID_REFERENCE):
47 * Controller updated reference (supervision) */
48 if(C1RXFUL1bits.RXFUL3 ==1)
49 {
50 /* Tells rxECAN1 the buffer to pass from DMA to RAM
*/
51 rx_ecan1message3.buffer =3;
52
53 C1RXFUL1bits.RXFUL3 =0;
54 rxECAN1 (& rx_ecan1message3);
55 C1INTFbits.RBIF = 0;
56
57 /* Custom code to address the Controller message
58 * which updates the reference change */
59 r=*( float *)(& rx_ecan1message3.data [0]);
60 }
61
62 // Filter 3( ID_SUPERVISOR): ID_SUPERVISOR
63 if(C1RXFUL1bits.RXFUL4 ==1)
64 {
65 /* Tells rxECAN1 the buffer to pass from DMA to RAM
*/
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66 rx_ecan1message4.buffer =4;
67
68 C1RXFUL1bits.RXFUL4 =0;
69 rxECAN1 (& rx_ecan1message4);
70 C1INTFbits.RBIF = 0;
71
72 /* Custom code to address Sensor message */
73 ActivateTask(TaskSensor_supervision);
74 }
75
76 // Filter 4(ALL): all messages
77 if(C1RXFUL1bits.RXFUL5 ==1)
78 {
79 /* Tells rxECAN1 the buffer to pass from DMA to RAM
*/
80 rx_ecan1message5.buffer =5;
81
82 C1RXFUL1bits.RXFUL5 =0;
83 rxECAN1 (& rx_ecan1message5);
84 C1INTFbits.RBIF = 0;
85
86 char id_link = (char)(rx_ecan1message5.id >>2)& 0xFF
;
87
88 /* Custom code to add an id to a list*/
89 if (! search_device(id_link))
90 add_device(id_link);
91 }
92 }
93 }
4.2.3.4 Pila de llac¸os de control
Quan el Monitor necessita llistar els diferents llac¸os de control del bus CAN primer
ha de capturar aquests identificadors per me´s tard enviar-li perio`dicament al programa
DCSMonitor . Per dur a terme aquesta tasca de manera modular s’ha creat un tipus
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d’estructura que anomenarem pila (codi 4.36 ). Aquesta pila e´s esta`tica i te´ una mida
de 30 identificadors, pero` per poder modificar tot aixo` sense haver de reimplementar
el codi del Monitor s’han creat funcions tot un seguit de funcions ba`siques per tractar
amb els valors continguts en ella.
Codi C 4.36: Pila d’identificadors
1 #define STACK_SIZE 30
2
3 struct stack{
4 unsigned char ids[STACK_SIZE ];
5 int num;
6 int max;
7 }stack_ids;
Tot seguit es posen els codis de tractament de la pila:
• Inicialitzar 4.37
• Comprovar si e´s plena 4.38
• Buscar identificador 4.39
• Afegir identificador 4.40
• Treure identificador 4.41
Codi C 4.37: Inicialitzar pila
1 void init_devices_list ()
2 {
3 stack_ids.num = 0;
4 stack_ids.max = STACK_SIZE;
5 }
Codi C 4.38: Comprovar si la pila e´s plena
1 int stack_full ()
2 {
3 return (stack_ids.num == stack_ids.max);
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4 }
Codi C 4.39: Buscar a la pila
1 int search_device(unsigned char id)
2 {
3 int i;
4 for (i = 0; i < stack_ids.num; i++)
5 if (stack_ids.ids[i] == id) return 1;
6 return 0;
7 }
Codi C 4.40: Afegir a la pila
1 int add_device(unsigned char id)
2 {
3 if (stack_ids.num == stack_ids.max) return 0;
4 stack_ids.ids[stack_ids.num] = id;
5 stack_ids.num++;
6 return 1;
7 }
Codi C 4.41: Treure de la pila
1 int get_device(unsigned char * id)
2 {
3 if (stack_ids.num == 0) return 0;
4 *id = stack_ids.ids[stack_ids.num -1];
5 stack_ids.num --;
6 return 1;
7 }
4.2.3.5 Tractant missatges de control per l’Actuador
Aquests missatges com s’ha explicat en la seccio´ 3.2.2.1, porten amb ells el valor a
aplicar a l’entrada del doble integrador. Les dades del missatge so´n emmagatzemades
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en el buffer 2, per tant primer de tot es comprova que sigui un missatge d’aquest tipus
(codi 4.42).
Aquest codi desactiva els flags del buffer que s’han activat al omplir-se, i crida a
una tasca.
Codi C 4.42: Captura del missatge de control per l’Actuador
1 /* Filter 1( ID_TO_ACTUATOR):
2 * Controller to Actuator message */
3 if(C1RXFUL1bits.RXFUL2 ==1)
4 {
5 /* Tells rxECAN1 the buffer to pass from DMA to RAM */
6 rx_ecan1message2.buffer =2;
7
8 C1RXFUL1bits.RXFUL2 =0;
9 rxECAN1 (& rx_ecan1message2);
10 C1INTFbits.RBIF = 0;
11
12 /* Custom code to capture values from controller */
13 ActivateTask(TaskActuatorMonitor);
14 }
En el cas del Monitor nome´s necessita aquesta informacio´ per poder enviar-la al
programa DCSMonitor perque` pugui generar les gra`fiques correctament, per tant la
tasca que activa nome´s guarda aquests valors per posteriorment ser enviats (codi 4.43)
per RS232.
Codi C 4.43: Tasca per capturar el valor de l’actuador
1 /* ActuatorMonitor Task */
2 static float *p_u = (float *)&rx_ecan1message2.data [0];
3 static unsigned long sys_time =0;
4
5 TASK(TaskActuatorMonitor)
6 {
7 // sys_time=GetTime (); //Get system time (EDF Scheduler
)
8 u=(*p_u);
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9 x0=*( p_x0);//Get state x[0] from rx_ecan1_message1
[0]..[3] data field
10 x1=*( p_x1);//Get state x[1] from rx_ecan1_message1
[4]..[7] data field
11 }
En canvi en el cas de l’Actuador aquest valor l’ha d’introduir al PWM destinat a
l’entrada del doble integrador (codi 4.44)
Codi C 4.44: Tasca per aplicar el valor al PWM
1 /* Actuator Task */
2 static float *p_u = (float *)&rx_ecan1message2.data [0];
3
4 TASK(TaskActuator)
5 {
6 u=(*p_u);
7
8 PDC1 =((*( p_u))/v_max)*0 x7fff+0 x3FFF;
9 }
4.2.3.6 Tractant missatges d’estat del Sensor per al Controlador
Els missatges d’estat contenen els valors de sortida de la primera i segona integral
(capitol 3.2.2.2). Com hem vist anteriorment (taula 4.2) aquests missatges estan di-
rigits al buffer 1, per tant al activar-se la interrupcio´ i comprovar que aquest buffer
esta` ple activarem la tasca Controller en el cas del dispositiu Controlador , i la tasca
ControllerMonitor en el cas del Monitor .
Aqu´ı es pot veure el codi que detecta aquest missatge i activa la tasca del Monitor
(codi 4.45):
Codi C 4.45: Captura del missatge d’estat del Sensor al Controlador
1 /* Filter 0( ID_FROM_SENSOR):
2 * Sensor to controller message */
3 if(C1RXFUL1bits.RXFUL1 ==1)
4 {
5 /* Tells rxECAN1 the buffer to pass from DMA to RAM */
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6 rx_ecan1message1.buffer =1;
7
8 C1RXFUL1bits.RXFUL1 =0;
9 rxECAN1 (& rx_ecan1message1);
10 C1INTFbits.RBIF = 0;
11
12 /* Custom code to address Sensor message */
13 ActivateTask(TaskControllerMonitor);
14 }
Per tant, el dispositiu Monitor nome´s captura els valors de l’estat del doble inte-
grador (codi 4.46).
Codi C 4.46: Tasca per capturar el valor d’estat del control
1 static float *p_x0 = (float *)&rx_ecan1message1.data [0];
2 static float *p_x1 = (float *)&rx_ecan1message1.data [4];
3 static float x0=0;
4 static float x1=0;
5 TASK(TaskControllerMonitor)
6 {
7 x0=*( p_x0);//Get state x[0] from rx_ecan1_message1
[0]..[3] data field
8 x1=*( p_x1);//Get state x[1] from rx_ecan1_message1
[4]..[7] data field
9 x[0] = x0;
10 x[1] = x1;
11 }
Mentre que el dispositiu Controlador utilitza aquests valors per fer els calculs del
control (codi 4.47); puntualitzem que en aquest cas el control no e´s bo. Un cop ha
determinat el valor d’entrada per el doble integrador, activa una funcio´ per enviar
aquest valor en un missatge CAN (funcio´ 4.48).
Codi C 4.47: Tasca per fer els calculs del control
1 static float Nu =0.0;
2 static float Nx[2] ={1.0 ,0.0};
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3 static float k[2]={0.9834 , -0.8931};
4 static float x_hat [2]={0 ,0};
5 static float u_ss =0;
6
7 static float *p_x0 = (float *)&rx_ecan1message1.data [0];
8 static float *p_x1 = (float *)&rx_ecan1message1.data [4];
9 static float x0=0;
10 static float x1=0;
11 TASK(TaskController)
12 {
13 x0=*( p_x0);//Get state x[0] from rx_ecan1_message1
[0]..[3] data field
14 x1=*( p_x1);//Get state x[1] from rx_ecan1_message1
[4]..[7] data field
15
16 x_hat [0]=x0 -r*Nx[0];//Nx , Nu matrices needed for
regulation purposes
17 x_hat [1]=x1 -r*Nx[1];
18 u_ss=r*Nu;
19
20 u=-k[0]* x_hat[0]-k[1]* x_hat [1]+ u_ss;
21
22 /* Check for saturation */
23 if (u>v_max /2) u=v_max /2;
24 if (u<-v_max /2) u=-v_max /2;
25
26 Send_Controller2Actuator_message (&u);// identifier=
ID_PLANT +1
27 }
Aquesta funcio´ segueix el patro´ explicat en l’apartat 3.2.2.1, el qual nome´s conte´ el
valor a introduir al doble integrador.
Codi C 4.48: Funcio´ per enviar senyal de control per bus CAN
1 static unsigned char *p_data= NULL;
2 void Send_Controller2Actuator_message(float *data)
3 {
114
4.2 dsPIC
4 p_data =( unsigned char *)data;
5 C1CTRL1bits.ABAT = 1;
6 while(C1TR01CONbits.TXREQ0){};
7
8 tx_ecan1message.buffer =0;// Buffer number
9 tx_ecan1message.frame_type =1;//0->Std Id, 1->Ext Id
10
11 tx_ecan1message.id=ID_TO_ACTUATOR;// Identifier;
12 tx_ecan1message.message_type =0;//0->Normal , 1->Remote
Transmit
13 tx_ecan1message.data_length =4;// Length of data (0 to 8
bytes)
14 tx_ecan1message.data [0]= *p_data;
15 tx_ecan1message.data [1]=*( p_data +1);
16 tx_ecan1message.data [2]=*( p_data +2);
17 tx_ecan1message.data [3]=*( p_data +3);
18
19 ecan1SendMessage (& tx_ecan1message);
20
21 while(C1TR01CONbits.TXREQ0){};
22 }
4.2.3.7 Tractant missatges de canvi de referencia
Els missatges de canvi de referencia so´n u´nicament indicatius per poder dibuixar la
gra`fica correctament (explicat en la seccio´ 3.2.2.3). Estan referenciats al buffer 3, i
nome´s porten el valor de referencia actual, per tant tant el Sensor/Actuador com el
Monitor executen el mateix codi, que detecta el tipus de missatge, i guarda el valor de
referencia (codi 4.49).
Codi C 4.49: Captura del missatge de canvi de referencia
1 /* Filter 2( ID_REFERENCE):
2 * Controller updated reference (supervision) */
3 if(C1RXFUL1bits.RXFUL3 ==1)
4 {
5 /* Tells rxECAN1 the buffer to pass from DMA to RAM */
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6 rx_ecan1message3.buffer =3;
7
8 C1RXFUL1bits.RXFUL3 =0;
9 rxECAN1 (& rx_ecan1message3);
10 C1INTFbits.RBIF = 0;
11
12 /* Custom code to address the Controller message
13 * which updates the reference change */
14 r=*( float *)(& rx_ecan1message3.data [0]);
15 }
4.2.3.8 Tractant missatges d’estat del Sensor per al Supervisor
Aquest missatge te´ exactament el mateix format que l’anterior missatge d’estat del
Sensor al Controlador pero` nome´s te´ com a destincacio´ el dispositiu Monitor , per
tant fara` exactament el mateix que el codi vist anteriorment, pero` es veu activat per
un filtre diferent, i es guarda en el buffer 4 (codi 4.50).
Codi C 4.50: Captura del missatge d’estat del Sensor al Supervisor
1 // Filter 3( ID_SUPERVISOR): ID_SUPERVISOR
2 if(C1RXFUL1bits.RXFUL4 ==1)
3 {
4 /*Tells rxECAN1 the buffer to pass from DMA to RAM */
5 rx_ecan1message4.buffer =4;
6
7 C1RXFUL1bits.RXFUL4 =0;
8 rxECAN1 (& rx_ecan1message4);
9 C1INTFbits.RBIF = 0;
10
11 /* Custom code to address Sensor message */
12 ActivateTask(TaskSensor_supervision);
13 }
I aquest e´s el codi de la tasca que emmagatzema els valors de sortida del doble
integrador (codi 4.51).
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Codi C 4.51: Tasca que emmagatzema els valors d’estat del Sensor
1 static float *p2_x0 = (float *)&rx_ecan1message4.data [0];
2 static float *p2_x1 = (float *)&rx_ecan1message4.data [4];
3 TASK(TaskSensor_supervision)
4 {
5 x0=*( p2_x0);//Get state x[0] from rx_ecan1_message4
[0]..[3] data field
6 x1=*( p2_x1);//Get state x[1] from rx_ecan1_message4
[4]..[7] data field
7 x[0] = x0;
8 x[1] = x1;
9 }
4.2.3.9 Tractant la resta dels missatges
Aquest tipus de tractament nome´s l’efectua el dispositiu Monitor , i e´s activat nome´s
quan necessita llistar tots els dispositius que existeixen al bus CAN. El motiu que sigui
activat e´s perque` el nombre de dispositius que pot arribar a haver al bus e´s molt elevat,
per tant ens interessa deixar temps per capturar els missatges del control d’un llac¸.
Tots els missatges que no compleixin els altres filtres aniran al buffer 5, i per tant
un cop activada la interrupcio´ i comprovat que el buffer activat e´s aquest agafem l’i-
dentificador de llac¸ de control (que so´n els 8 bits comenc¸ant per el tercer de la dreta;
explicat en la seccio´ 3.2.2).
Tot seguit abans d’emmagatzemar el seu valor, comprovarem que la pila no estigui
plena (la pila esta explicada en la seccio´ 4.2.3.4), i que aquest identificador no hi sigui
ja, un cop comprovat l’afegirem (codi 4.52).
Posteriorment amb la tasca perio`dica de supervisio´, els identificadors apilats seran
enviats al programa DCSMonitor i la pila tornara` a estar buida.
Codi C 4.52: Captura de la resta de missatges
1 // Filter 4(ALL): all messages
2 if(C1RXFUL1bits.RXFUL5 ==1)
3 {
4 /* Tells rxECAN1 the buffer to pass from DMA to RAM */
5 rx_ecan1message5.buffer =5;
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6
7 C1RXFUL1bits.RXFUL5 =0;
8 rxECAN1 (& rx_ecan1message5);
9 C1INTFbits.RBIF = 0;
10
11 char id_link = (char)(rx_ecan1message5.id >>2)& 0xFF;
12
13 /* Custom code to add an id to a list*/
14 if (! stack_full () && !search_device(id_link))
15 add_device(id_link);
16 }
4.2.3.10 Monitoritzacio´ d’un llac¸ de control
Perque` el dispositiu Monitor sigui capac¸ de rebre tots els missatges CAN d’un llac¸
determinat, el que fem es generar els quatre identificadors dels missatges que necessitem
rebre a partir del numero de llac¸ de control que ens envia el programa DCSMonitor .
Com hem vist en la seccio´ anterior ( cap´ıtol 3.2.3.1) aquest valor ve en l’ultim byte del
missatge se`rie. Per tant agafem aquest identificador i el desplacem dos bits a l’esquerra
perque` quedi en la posicio´ correcte.
Un cop tenim l’identificador be´, generem mitjanc¸ant una OR bit a bit tots els
elements que formen l’identificador; els quals ja estan ben posicionats (Codi 4.34). I
creem els filtres per rebre els missatges d’aquest llac¸.
Codi C 4.53: Creant filtres per monitoritzar un llac¸ de control
1 id_link = (unsigned long) InBufferA [7]<<2;
2 // Generating id’s for a control plant
3 ID_TO_ACTUATOR = CONTROL_MESSAGE |
GENERAL_PRIORITY | id_link;
4 ID_FROM_SENSOR = GRANTED_SENSOR_MESSAGE |
GENERAL_PRIORITY | id_link;
5 ID_REFERENCE = GENERAL_PURPOSE_MESSAGE |
GENERAL_PRIORITY | id_link | REFERENCE_MESSAGE;
6 ID_SUPERVISOR = GENERAL_PURPOSE_MESSAGE |
GENERAL_PRIORITY | id_link | SUPERVISOR_MESSAGE;
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7
8 // Activating filters for different message id’s
9 // ecan1WriteRxAcptFilter(filter , id , exide , buffer , masc)
10 ecan1WriteRxAcptFilter (0x0,ID_FROM_SENSOR ,0x1 ,0x1 ,0x2);
11 ecan1WriteRxAcptFilter (0x1,ID_TO_ACTUATOR ,0x1 ,0x2 ,0x2);
12 ecan1WriteRxAcptFilter (0x2,ID_REFERENCE ,0x1 ,0x3 ,0x2);
13 ecan1WriteRxAcptFilter (0x3,ID_SUPERVISOR ,0x1 ,0x4 ,0x2);
14 CancelAlarm(AlarmSupervision);
15 // Starts sending supervision messages
16 SetRelAlarm(AlarmSupervision , 1000, 10);
17 monitoring = 1;
4.3 Conclusions
En aquest punt ja s’ha finalitzat tota la part de programacio´ dels diferents dispositius
i del programa d’ordinador DCSMonitor .
Primerament hem pogut veure quins so´n els passos exactes per el disseny d’una
interf´ıcie mitjanc¸ant QT, i quins so´n els resultats que d’ell s’en deriven.
Hem vist com un programa en llenguatge Python pot tractar amb el port serie,
com s’obre aquest tipus de dispositiu, i com s’interactua amb ell per rebre i enviar
missatges als perife`rics que hi hagi connectats. Despre´s hem vist com a partir dels
valors rebuts per el Monitor pod´ıem generar les imatges en temps real, activant un
parell de tasques perio`diques que ven compenetrades aconsegueixen crear unes gra`fiques
que semblen en moviment. I com en qualsevol moment podem obtenir una captura
d’aquesta gra`fica en varis formats (.pdf, .eps, .png, .emf...). I finalment per la part
del programa d’ordinador hem vist com generar els fitxers de traduccio´ per aconseguir
varis idiomes en el programa, canviant aquest idioma en temps d’execucio´.
Per la part dels dispositius del llac¸ de control hem vist com s’utilitzen les funcions
del Sistema Operatiu en Temps Real Erika; com es creen tasques perio`diques, com
s’activen de noves i com s’aturen, com es creen mascares CAN, la creacio´ de filtres i
l’assignacio´ de diferents buffers als missatges del bus CAN, que fer amb els diferents
missatges que ens arriben, i com generar-ne de nous.
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4. IMPLEMENTACIO´ DEL LABORATORI
Ara nome´s queda fer els ca`lculs del temps que hem dedicat a tot, i realitzar un
ana`lisi econo`mic del conjunt, tot aixo` en el segu¨ent cap´ıtol.
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En aquest cap´ıtol mostrem un desglos del preu que ha comportat aquest projecte,
separant la part de materials necessaris per l’execucio´ dels experiments de laboratori, i
la part d’hores dedicades a cada una de les fases del projecte segons el tipus de personal
necessari per dur la feina.
5.1 Material
Tot el material necessari per dur a terme el projecte, es ba`sicament el material que es
necessita per elaborar un laboratori de Sistemes Distribu¨ıts de Control com el que hem
realitzat, en el que existeixen dos grups de laboratori i un professor. Cada un d’els grups
de laboratori necessita per tant dues plaques FLEX per la elaboracio´ del control, i el
professor en necessita una que faci de Monitor . Com realment no existeixen alumnes
no necessita`vem dos ordinadors per els grups ja que amb un ordinador connectat al
dispositiu Monitor ja pod´ıem realitzar totes les lectures.
Tambe´ era necessari un programador per poder programar els diferents dispositius,
els alimentadors (que fent ponts entre les plaques nome´s ens han calgut un parell), un
convertidor de RS232 a USB ja que l’ordinador porta`til no comptava amb aquest port,
i el material d’oficina que hem anat necessitant per prendre apunts, imprimir material
dida`ctic, o realitzar els Live CD necessaris.
A continuacio´ es pot veure desglossat el preu de tot el material mencionat (taula
5.1).
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Material descripcio´ preu un. unitats preu
Placa FLEX Placa de prototipat de la casa
FLEX
119 5 595
Modul CAN Circuit amb transceptor CAN 8 5 40
Modul RS232 Circuit amb codificador RS232 9 1 9
ICD3 Programador Mplab de la casa
Microchip
148 1,00 148
Ordinador portatil Portatil estandart 399 1 399
Alimentadors Alimentador 9VDC 500mA 12 2 24
Convertidor RS232 Convertidor de estandart
RS232 a USB
9 1 9
Cables varis (cables per bus CAN, cables al-
imentacio´...)
35 1 35
Material oficina (impresions, dvd’s, cd’s, fulls...) 50 1 50
TOTAL 1309
Taula 5.1: Desglos del preu de tot el material empleat
5.2 Ma d’obra
Aquest es un dels aspectes me´s importants a l’hora de fer el calcul de preus del projecte,
ja que en aquest cas s’emporta el 90% del pressupost total del projecte.
Rol Preu
Enginyer de Software 30
Enginyer Industrial 25
Director de Projecte 60
Becari 15
Taula 5.2: Preu de cada rol en Euros/hora
Per fer aquest calcul s’ha estimat el
preu de la ma d’obra de diferents rols
que s’han tocat durant el projecte, per
exemple l’Enginyer de Software que ha
realitzat tots els codis relacionats amb
interf´ıcies, programes, disseny d’aque-
sts, etc. L’enginyer Industrial que s’ha
encarregat dels diferents protocols de
comunicacio´, les connexions ele`ctriques
i el disseny del laboratori f´ısic. El director de projecte, que ha planificat els temps d’en-
trega, els canvis del diagrama de Gantt, i ha fet les reunions perio`diques per controlar
el bon funcionament de tot. I el becari que ha fet les proves dels sistemes, documentat
l’us del laboratori i de part del Live CD .
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Per tant es posa una taula amb els preus de cada un dels diferents rols (taula 5.2),
i tot seguit un desglos dels dies dedicats a cada una de les tasques, el seu equivalent en
hores, el percentatge d’elaboracio´ d’aquestes feines per rol, i finalment el preu resultant
de fer els calculs (taula 5.3).
Tota la feina indicada en aquesta taula es pot contrastar en el diagrama de Gantt
mostrat en el primer capitol (Introduccio´, 1) en l’apartat de planificacio´ (seccio´ 1.4).
Feina E.S. E.I. P.M. Bec. dies hores Euros
Estudi General 50 50 0 0 7,00 24,50 673,75
Planificar Projecte 25 25 50 0 1,00 3,50 153,12
Laboratori Actual 35 60 0 10 19,00 66,50 1.795,50
Preparar codis lliures 70 30 0 0 12,40 43,40 1.236,90
Ampliacio´ del laboratori 50 50 0 0 53,40 186,90 5.139,75
Preparar Live CD 80 0 0 20 14,00 49,00 1.323,00
Realitzar Guies 80 0 0 20 9,40 32,90 888,30
Preparar Informe Previ 50 45 5 0 7,00 24,50 716,62
Preparar Memo´ria 49 49 2 0 15,00 52,50 1.477,88
Preparar Defensa 50 40 5 0 7,00 24,50 686,00
Reuninons perio´diques 25 25 50 0 9,00 31,50 1.378,12
TOTAL 154,20 539,70 14.090,83
Taula 5.3: Desglos del preu de la ma d’obra, amb el percentatge de dedicacio´ per rol
Tot seguit es pot observar una gra`fica de past´ıs (figura 5.1) que s’ha creat per veure
visualment com s’ha distribu¨ıt la inversio´ de capital en la ma d’obra segons la feina
que s’ha realitzat. Com era d’esperar una gran part del preu del projecte recau sobre
l’elaboracio´ de l’ampliacio´ del nou laboratori, i la preparacio´ anterior amb el laboratori
actual, que ens va servir per entendre els Sistemes Distribu¨ıts de Control.
Tambe´ e´s important veure quin es el percentatge d’hores que li ha dedicat cada
rol al projecte, i amb la taula 5.4 podem veure que l’Enginyer de Software i l’Enginyer
Industrial so´n els que me´s hores han dedicat al projecte, donant una expectativa positiva
envers el resultat del projecte.
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Estudi General
Planificar Projecte
Laboratori Actual
Preparar codis lliures
Realitzar ampliació del 
laboratori
Preparar Live CD
Realitzar Guies
Preparar Informe Previ
Preparar Memória
Preparar Defensa
Reuninons periódiques
Figura 5.1: Distribucio´ del preu segons la feina -
E.S.
E.I.
D.P.
Bec.
Figura 5.2: Percentatge d’hores dedicades al projecte per rol -
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Rol hores percentatge
Enginyer de Software 283,85 53%
Enginyer Industrial 213,92 40%
Director de Projecte 21,00 4%
Becari 23,03 4%
Taula 5.4: Hores dedicades al projecte per rol, i els seus percentatges
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6Conclusions
Amb aquest projecte hem pogut aproximar-nos als Sistemes Distribu¨ıts de Control, i
veure els problemes que aquests sistemes arrosseguen. Al principi podia ser una mica
desconcertant, pero` un cop ens hi endinsem les coses comencen a agafar un cert sentit
i es comencen a veure d’una altre manera.
En el projecte finalment hem pogut complir tots els requisits plantejats des de bon
principi.
Hem pogut agafar i entendre tot el codi del laboratori actual (seccio´ 3.1), per
d’aquesta manera crear tot l’entorn de codi lliure, el receptor dels missatges que existia
anteriorment era un programa per Matlab, el qual necessitava una llicencia per ser
executat, aix´ı que amb la creacio´ del nou programa DCSMonitor hem pogut resoldre
aquest problema, ja que ara no es necessari comptar amb aquesta llicencia (seccio´ 4.1).
Hem dissenyat l’entorn de laboratori d’un Sistema Distribu¨ıt de Control real, en el
qual tots els dispositius comparteixen realment el mateix bus CAN, i d’aquesta manera
els alumnes poden aprendre en un entorn conflictiu real (3.2).
Per dissenyar aquest laboratori hem hagut d’organitzar els diferents identificadors
que hi ha permesos al protocol CAN, de manera que existeixi una jerarquia de prioritats
entre els missatges CAN, que una part pugui identificar l’identificador del llac¸ de control,
i una altra quin tipus de missatge e´s (seccio´ 3.2.2). Tot aixo` s’ha dissenyat seguint
aquests requisits, i finalment els identificadors tenen una estructura totalment ben
definida.
Aquest nou laboratori ha comportat la creacio´ d’un nou programa per ordinador; el
qual hem anomenat DCSMonitor ; i que hem dissenyat per complir tots els objectius
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que es van plantejar.
D’aquesta manera hem estudiat i creat tot el codi necessari perque` aquest programa
fos capac¸ de comunicar-se a traves del port serie via RS232 a una placa FLEX (seccio´
4.1.2) per tal de: demanar un llistat de tots els llac¸os de control existents al bus CAN
(seccio´ 4.1.2.2), demanar-li que carregue´s el bus de manera que els llac¸os de control es
veiessin amb problemes reals (seccio´ 4.1.2.4), demanar-li totes les dades de l’estat d’un
llac¸ de control i d’aquesta manera poder avaluar la bondat del control de cada grup del
laboratori (seccio´ 4.1.2.3). I tot aixo` mantenint la compatibilitat del laboratori antic,
creant dos modes d’execucio´, un en el que es totalment compatible amb les plaques
FLEX de l’antic laboratori i on cada alumne pot avaluar el seu control, i un mode
d’execucio´ en el que interve´ un dispositiu nou que anomenem Monitor , amb el que es
poden fer totes les accions anteriorment comentades.
Una peculiaritat de la comunicacio´ serie que s’ha dissenyat es que s’ha realitzat de
manera que pugui ser fa`cilment ampliable i reutilitzable per tal d’afegir me´s opcions
per al Monitor o per el programa DCSMonitor .
Amb les dades rebudes d’un llac¸ de control connectat al programa, o monitoritzat
per un dispositiu Monitor , hem fet que el programa DCSMonitor sigui capac¸ de
generar unes gra`fiques en temps real amb els valors del control de: refere`ncia, valor
d’entrada del doble integrador i valors de la primera i segona integral. A me´s aquests
plots poden ser trets de la gra`fica individualment (seccio´ 4.1.3).
Les gra`fiques en temps real tambe´ poden ser exportades a diferents tipus d’imatge,
entre d’elles imatges vectorials, molt interessants per afegir en documents o articles
(seccio´ 4.1.4).
Un atre dels requisits del projecte era que el programa fos multilingu¨e, i ho hem
complert creant l’entorn disponible en catala`, castella`, angle`s i france`s (seccio´ 4.1.6). A
me´s hem utilitzat una metodologia de programacio´ modular que ens permet fa`cilment
afegir tots els idiomes que vulguem.
A part del programa d’ordinador DCSMonitor , tambe´ calia crear un dispositiu
que pogue´s monitoritzar els llac¸os de control que es trobessin al bus CAN (dispositiu que
hem anomenat Monitor ). Per tal s’ha dissenyat el sistema de recepcio´ de missatges per
RS232 del programa DCSMonitor , activant interrupcions i comprovant quin tipus
de accio´ es volia portar a terme, i posant en marxa diferents tasques dependents d’aixo`
(seccio´ 4.2.2.1).
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Els dispositius que ja existien en el laboratori actual s’han mantingut totalment
compatibles, i s’els ha afegit el necessari per poder compartir el bus CAN sense con-
flictes, creant l’estructura d’identificadors de manera modular, i havent de incloure
u´nicament el numero de grup al que pertanyen (veure codi 4.34).
Sobre les guies, s’ha preparat una guia de laboratori per posar l’entorn de labo-
ratori necessari per poder executar les diferents pra`ctiques que des de la universitat
s’imparteixen (ape`ndix A).
Tambe´ s’ha creat un Live CD amb un Linux Ubuntu , amb tot el codi necessari
preparat per ser arrencat i provat (el pes de tot el sistema amb Eclipse i MPLAB R©
X inclosos han fet que el pes total del sistema sigui de 1,4GB el que ha comportat
que el Live CD s’hagi de gravar en un DVD o en un llapis de memo`ria). Gracies a
aquest DVD nome´s logejar-nos podem programar el llac¸ de control, i comenc¸ar a fer les
lectures. I la guia d’aquest CD que ens explica pas a pas com poder fer una instal·lacio´
de l’entorn en un ordinador o en una ma`quina virtual, i despre´s com utilitzar-lo tant
en l’entorn instal·lat com des de el Live CD (ape`ndix B).
Per tant un cop finalitzat han estat complerts tots els requisits proposats en un
principi, quedant consta`ncia de manera desglossada al llarg de tota la memo`ria.
Cal destacar que l’entrega d’aquest projecte no tanca aquest laboratori, ja que el
disseny que s’ha realitzat durant el projecte ha estat encaminat cap al doble integrador,
pero` s’ha programat l’entorn, i s’han pensat tots els identificadors i missatges de manera
que pugui ser ampliat per atendre altre tipus de controls, realitzar diferents accions
des de l’ordinador, deixant espai suficient perque` la comunicacio´ entre el programa
DCSMonitor i el dispositiu Monitor tinguin una gran varietat de senyals diferents i
es pugui modificar el laboratori de varies maneres.
6.0.1 Treball futur
En el transcurs del projecte han anat apareixen diverses funcions que podien ampliar
el projecte pero` quedaven fora de l’abast d’aquest, aix´ı que posteriorment a l’entrega
d’aquest projecte encara es poden realitzar aquestes ampliacions i/o millores:
1. Ampliar el nombre d’idiomes en el que esta` tradu¨ıt el programa per l’ordinador.
2. Traduir les guies a altres idiomes.
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3. Que el programa DCSMonitor sigui capac¸ de mostrar les gra`fiques de me´s d’un
llac¸ de control al mateix temps.
4. Que el dispositiu Monitor del microcontrolador sigui capac¸ d’estimar el per-
centatge de saturacio´ del bus CAN, i d’aquesta manera poder enviar aquesta
informacio´ al programa DCSMonitor .
5. Crear el codi necessari perque` els missatges CAN no provoquin interrupcions,
sino´ que en tot moment es faci un pooling controlat.
6. Mirar de programar el microcontrolador amb una eina me´s senzilla i menys pesada
que el MPLAB R© X , el qual actualment nome´s s’utilitza per aquest fi.
7. Reduir la mida de la imatge del laboratori perque` ca`piga en un CD.
8. Utilitzar les tres ma`scares CAN disponibles en els microcontroladors.
9. En el programa DCSMonitor separar en diferents procesos l’adquisicio´ de dades
del port serie i el dibuix de la gra`fica.
10. Organitzar de manera eficient els textos per traduir del programa DCSMonitor
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Ape`ndix A
Guia del laboratori
A.1 Preparacio´ de l’entorn de desenvolupament
Per tal de programar les plaques Flex per la realitzacio´ del laboratori es necessita tenir
l’entorn de desenvolupament preparat amb els segu¨ents programes:
• Eclipse (EE 160) : entorn de programacio´, reanomenat Erika Enterprise (EE)
RT-Druid .
• Mplab (mplabx ide beta 7) : entorn per descarregar els binaris al dsPIC.
• Matlab (matlab 7.8) : entorn per la comunicacio´ entre el PC i el dsPIC.
• Python (Python 2.7) : interpret de programes en python.
– PySerial : modul per comunicacio´ serie.
– Matplotlib : modul per la interpretacio´ de les dades rebudes del dsPIC.
Tots aquests programes so´n de lliure distribucio´ (excepte el Matlab), i aquests es
poden aconseguir de les seves pagines oficials:
• Eclipse
http://erika.tuxfamily.org/erika-for-multiple-devices.html
• Mplabx
http://ww1.microchip.com/downloads/mplab/X_Beta/installer.html
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• Python
http://www.python.org/download/
• PySerial
http://pypi.python.org/pypi/pyserial
• Matplotlib
http://matplotlib.sourceforge.net/users/installing.html
• PyQT4
http://www.riverbankcomputing.co.uk/software/pyqt/download
Llibreries Python sudo apt-get install gnuplot sudo apt-get install python-matplotlib
sudo apt-get install python-scitools sudo apt-get install python-qt4
A.1.1 Instalacio´ de Mplab
Per poder instal·lar MPLAB R© X es necessari tenir instal·lat Java, en molts casos ja ve
preinstal·lat (com en el nostre cas si treballem amb Ubuntu), pero` en cas de necessitar-
lo instal·lar visiteu la seva pagina oficial des de on es pot descarregar: http://www.
java.com/es/
En Ubuntu el podeu instal·lar directament des dels repositoris amb la comanda:
Codi Bash A.1: Instalar Java Runtime Environment en Ubuntu
sudo apt -get install default -jre
Un cop tingueu instal·lat l’entorn de Java, accediu a la pagina de Mplab X de
Michrochip (Figura A.1) i seleccioneu:
• MPLAB IDE X Beta
• MPLAB C30 Lite Compiler for dsPIC DSCs and PIC24 MCUs
http://ww1.microchip.com/downloads/mplab/X_Beta/installer.html
Un cop descarregats obrirem una terminal per instalar-los (Figura A.2):
Accedim al directori on s’hagin descarregat els fitxers i comproveu que efectivament
s’han descarregat:
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Figura A.1: Pagina oficial MPLABX - En aquesta pa`gina podem descarregar la ultima
versio´ per Windows o Linux.
Figura A.2: Obrint una terminal - Per obrir una terminal anem a Aplicacions -
>Accessoris ->Terminal
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Codi Bash A.2: Comprobant mplab descarregat en Ubuntu
cd ~/ Downloads/
ls
Donem permı´s d’execucio´ a mplabx-ide e instal·lem MplabX IDE(Figura A.3):
Codi Bash A.3: Instalar MPLAB R© X en Ubuntu
chmod u+x mplabx -ide -beta7 .12-linux -installer.run
sudo ./mplabx -ide -beta7.12-linux -installer.run
Figura A.3: Instalant MplabX IDE - Canviem els permisos d’execucio´ i executem
l’instal·lador.
Tot seguit nome´s haurem d’acceptar totes les condicions d’us (Figura A.4) i indicar-
li el directori d’instal·lacio´ (Figura A.5), el qual podem deixar per defecte a ‘/opt/mi-
crochip/mplabx‘.
Ens dira` que hem de reiniciar perque` els canvis tinguin efecte (Figura A.6). Pero´
de totes maneres no reiniciarem fins que ha`gim instal·lat el segu¨ent paquet.
Un cop hem acabat d’instal·lar l’IDE de MPLAB R© X procedim a instal·lar el paquet
per programar els dsPIC:
Codi Bash A.4: Instalar compilador mplab 30 en Ubuntu
chmod u+x mplabc30 -v3.30c-linux -installer.run
sudo ./mplabc30 -v3.30c-linux -installer.run
I igual que en el cas anterior nome´s haurem de acceptar les condicions (Figura A.7)
i deixar el directori d’instal·lacio´ per defecte ‘/opt/microchip/mplabc30/v3.30c‘
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Figura A.4: Termes i condicions MplabX IDE - Acceptem els termes i les condicions
d’us de MplabX.
Figura A.5: Directori d’instal·lacio´ de MplabX - Podem deixar per defecte aquest
directori.
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Figura A.6: Final instalacio´ MplabX IDE - Ens indica que es necessari reiniciar el
sistema.
Figura A.7: Termes i condicions Compilador MplabX C30 - Acceptem els termes
d’us del compilador
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Figura A.8: Directori d’instal·lacio´ compilador C30 - Si en el cas anterior no hem
canviat el directori deixem-lo per defecte.
A.1.2 Instalacio´ d’Eclipse
En aquest cas instal·lem seguint les instruccions que ens indica a la seva pa`gina oficial:
http://www.eclipse.org/
En linux el trobem en els repositoris. Aix´ı que en Ubuntu far´ıem el segu¨ent :
Codi Bash A.5: Instalar Eclipse en Ubuntu
sudo apt -get update
sudo apt -get upgrade
sudo apt -get install eclipse
A.1.3 Instal·lacio´ del pluguin RT-Druid per Eclipse
Un cop tinguem Eclipse instal·lat haur´ıem d’afegir a aquest el paquet corresponent a
RT-Druid , per fer aixo` obrirem l’Eclipse i farem els segu¨ents passos:
Anem a:
• Help ->Install new Software...
Afegirm una entrada nova (Figura A.10) clicant a:
• Add...
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Figura A.9: Instalant nou pluguin en Eclipse - Per instal·lar un pluguin nou anem
a Help ->Install new Software...
Figura A.10: Pantalla per afegir nous pluguins - Des de aquesta pantalla podem
instal·lar nous pluguins a Eclipse.
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En la finestra que apareix (Figura A.11) ompliu els camps amb les segu¨ents dades:
• Name ->RT-Druid
• Location ->http://download.tuxfamily.org/erika/webdownload/rtdruid_160_
nb/
Figura A.11: Afegint nova adrec¸a de descarrega - Aqu´ı podem afegir una adrec¸a on
existeixin diferents pluguins.
Tot seguit haurien d’apare`ixer els paquets que ha trobat en l’adrec¸a que li hem
indicat (Figura A.12), els marquem tots i prosseguim.
Tot seguit ens apareixera` un desglos de tots els paquets que s’instal·laran, i si seguim
ens demanara` que acceptem els termes i condicions d’us (Figura A.13)
En un punt de la instalacio´ aquesta s’aturara` i darrera la finestra principal apareix-
era` un av´ıs referent a la confianc¸a del lloc de descarrega d’un dels paquets, fixeu-vos-hi
i accepteu (Figura A.14).
Finalment ens avisara` que haur´ıem de reiniciar eclipse perque` els canvis tinguin
efecte, aix´ı que digueu-li que s´ı volem reiniciar (Figura A.15).
Per tal que el mateix Eclipse sigui capac¸ de compilar el codi i generar el fitxer .elf
necessari per Mplab, li hem d’indicar la ruta d’on tenim instal·lat el compilador. Aixo`
li podem indicar accedint a:
• Window -> Preferences
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Figura A.12: Plugins disponibles - Aqu´ı surt una llista de tots els plugins disponibles
a l’adrec¸a indicada.
Figura A.13: Termes i condicions RT-Druid - S’han d’acceptar els termes i les
condicions d’us del software de RT-Druid .
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Figura A.14: Confianc¸a en certificat RT-Druid - Acceptar la confianc¸a del certificat
de RT-Druid .
Figura A.15: Reiniciar Eclipse - Indicar que reinici¨ı Eclipse.
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Dintre de les preferencies naveguem fins a :
• RT-Druid -> Oil -> dsPic
I comprovem que la ruta es correcte (Figura A.16) (vigileu que la versio´ de mplab
pot ser diferent, pero` de totes maneres en una instal·lacio´ per defecte hauria de ser de
la forma:
• Gcc path /opt/microchip/mplabc30/X.XXy
• Asm path /opt/microchip/mplabx/asm30
Figura A.16: Path compilador RT-Druid - Introduim el path dels compiladors.
Amb aquests passos tindrem l’entorn necessari per programar els microcontroladors
amb el sistema operatiu en temps real Erika.
A.2 Fer parpellejar un led
Aquests son els passos necessaris per crear un nou projecte a partir d’una plantilla,
compilar-la i gravar-la en el microcontrolador.
142
A.2 Fer parpellejar un led
A.2.1 Entorn Eclipse
Primer de tot haurem d’obrir el programa Eclipse, que e´s un IDE de programacio´,
en aquest cas porta un plugin RT-Druid de Evidence que ens permetra` programar el
RTOS 1Erika.
Un cop obert el programa crearem un nou projecte (Figura A.17)
• File ->New ->Project...
Figura A.17: Nour projecte RT-Druid - Per crear un nou projecte RT-Druid anar
a New, Project...
Seleccionarem el tipus de projecte que apareix a la llista (Figura A.18):
• Evidence ->RT-Druid Oil and C/C++ Project
Ara li posarem un nom de projecte (Figura A.19) i deixarem les altres opcions per
defecte (si volem podem canviar el directori on volem crear-lo, pero` en principi volem
tenir tots els projectes junts al nostre workspace).
1For all abbreviations see the glossary on page xix.
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Figura A.18: Seleccionar tipus de projecte RT-Druid -
Figura A.19: Posant nom al projecte RT-Druid - Deixem les opcions per defecte
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En aquest punt es quan podem seleccionar una plantilla per comenc¸ar el projecte
(Figura A.20), aix´ı no haurem de programar les coses ba`siques. Per tant fem el segu¨ent:
Marquem la caixeta Create a project using one of these templates i seleccionem pic30
(en el nostre cas, ja que estem programant un dsPIC33XXX) i aqu´ı dintre seleccionem
un dels templates, en aquest cas:
• pic30 ->FLEX ->EDF: Periodic task with period
Figura A.20: Templates RT-Druid - En aquest apartat podem seleccionar entre
alguns templates predisenyats els quals nome´s cal compilar i gravar en la placa Flex
Un cop li donem a Finish ja tindrem carregat l’entorn per programar.
En cas de tenir activada la opcio´ Build Automatically es compilara` per primer cop
sense haver de realitzar cap accio´, pero` de totes maneres ens interessa desactivar-ho.
Per tant mirem que Build Automatically” estigui desmarcat (Figura A.22):
• Project ->Build Automatically
Amb tot aixo` ja podr´ıem modificar el codi i programar el que sigui necessari. Un
cop tinguem el codi desitjat per compilar-lo haur´ıem primer de tot Guardar el
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Figura A.21: Entorn Eclipse - Enotorn amb projecte carregat preparat per compilar.
Figura A.22: . - .
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projecte (si no guardem estarem compilant una versio´ anterior), y un cop guardat
anem a:
• Project ->Clean
Fent el clean ens assegurem que el codi que es compila sigui realment la versio´ que
acabem de programar, i podem deixar les opcions que hi ha per defecte (Figura A.23)
(que netejaran tots els projectes que tinguem oberts i els compilaran), o seleccionar
Clean projects selected below i Build only the selected projects per tal de netejar i
compilar nome´s el projecte que seleccionem.
Figura A.23: Compilar en Eclipse - Per tal de compilar primer es recomanable netejar
l’entorn.
Un cop acabi de compilar ho indicara` a la Consola inferior (Figura A.24) amb el
missatge Compilation terminated successfully! aixo` haura` creat un fitxer nou anome-
nat pic30.elf, que sera` el que me´s endavant utilitzarem el MPLAB R© X per gravar al
microcontrolador.
Podria ser que al compilar no trobe´s la ruta al compilador, comprobeu que hagueu
indicat el path correcte en el pas d’instalacio´ del pluguin RT-Druid de la seccio´ anterior
A.1.3, (Figura A.16).
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Figura A.24: Compilacio´ en Eclipse - Missatge de compilacio´ satisfactoria
A.2.2 Entorn MplabX
Un cop hem generat el fitxer .elf procedim a obrir MPLAB R© X . Amb aquest programa
podrem finalment grabar el microcontrolador.
Aix´ı que obrim el programa i anem a crear un nou projecte (Figura A.25):
• File ->New Project...
Figura A.25: Nou projecte MplabX -
Un cop seleccionat, ens preguntara` quint tipus de projecte volem crear. En el
nostre cas com ja hem precompilat en Eclipse li indiquem que utilitzi el nostre fitxer
.elf (Figura A.26).
• Categories : Microchip Embedded
• Projects: Prebuilt (Hex, Loadable image) Project
A la segu¨ent seccio´ ens demanara` que li indiquem el path del fitxer, aix´ı que anem
fins a ell i el seleccionem (Figura A.27). Si hem seguit la guia fins aquest punt hauria
de ser en el path segu¨ent:
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Figura A.26: Projecte precompilat MplabX -
• home/student/workspace/flexblink/Debug/pic30.elf
(Aixo` depe`n d”on ha`giu creat el vostre workspace i el nom que li ha`giu donat al
projecte)
Figura A.27: Carregant fitxer .elf MplabX - El fitxer .elf ja esta precompilat.
Aqu´ı seleccionem quin microcontrolador ens disposem a programar (Figura A.28),
en el nostre cas es:
• Family: DSPIC33
• Device: dsPIC33FJ256MC710
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Figura A.28: Seleccionant dispositiu MplabX - Aqu´ı apareix una llista de microcon-
troladors per ser programats
Ara s’ha d’indicar quin e´s el programador que es vol utilitzar, en el nostre cas
programarem les plaques Flex amb el ICD3 (Figura A.30). La connexio´ de la placa
Flex i el programador hauria de estar ara mateix com la fotografia (Figura A.29):
Figura A.29: Flex i Mplab ICD3 - Correctament connectats per ser programat.
En el cas que es trii una altra eina per programar-los s’ha de tenir en compte els
colors en els que apareixen els diferents programadors:
Taula A.1: Compatibilitat dels programadors amb MplabX.
Color Significat
Verd
Indica que aquest programador ha estat totalment testejat i
certificat per l’us general. Per tant e´s possible seleccionar-lo.
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Groc
Indica que el programador ha estat minimament provat i nome´s
hauria de ser utilitzat per primeres proves. En aquest cas tambe´
ens permeten seleccionar-lo.
Vermell
Indica que el programador no e´s actualment suportat. En aquest
cas no podrem seleccionar-lo.
Figura A.30: Programadors MplabX - Els programadors apareixen de diferent color
segons la compatibilitat amb MPLAB R© X veure en la taula A.1
Ara nome´s queda posar-li un nom al projecte (Figura A.31), i sobretot vigilar de
canviar el directori del projecte i treure’l del directori Debug (Figura A.32). Si el
deixesiu en aquest directori al fer qualsevol Clean al programa Eclipse podr´ıeu tenir
problemes en el projecte creat al MPLAB R© X .
Finalment apareixeran els detalls del projecte que estem a punt de crear. Acceptem
i ens deixara` el projecte en l’entorn de treball. A l’hora de programar la placa, clicarem
al boto´ Make and Program Device a dalt a la dreta (Figura A.33).
Un cop programat hauria de comenc¸ar a parpellejar el primer led taronja comenc¸ant
per l’esquerra (Figura A.34) (despre´s dels tres leds verds que indiquen alimentacio´):
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Figura A.31: Posant nom al projecte en MplabX -
Figura A.32: Treure del directori Debug - S’ha de treure el projecte del directori
Debug si no volem que MplabX tingui problemes amb els seus fitxers
Figura A.33: Programar microcontrolador des de MplabX - Per programar el
microcontrolador clicar el boto´ que apareix a dalt a la imatge
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Figura A.34: Placa Flex amb programa Blink - Amb aquest programa carregat el
primer led taronja parpelleja cada mig segon.
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Ape`ndix B
Guia del Live CD
El laboratori que s’ha dissenyat pot ser executat sense haver de preparar tot un entorn
de compilacio´ i muntatge gracies a aquest Live CD.
Tot l’entorn esta` preparat perque` es pugui engegar el Live CD des de l’arranc del
ordinador i ja es pugui treballar en ell.
Cal dir que la velocitat de resposta d’aquest entorn es algo inferior a la que podria
donar un sistema instal·lat, pero` aquest sistema ens dona una portabilitat i una velocitat
en la preparacio´ del entorn.
De totes maneres el mateix Live CD compta amb l’opcio´ de fer una instal·lacio´ en
el disc, compartint-lo amb un altre sistema operatiu si es necessari i podent arrancar
des de qualsevol dels instal·lats.
Tambe´ estan disponibles una serie de guies d’us del Live CD i del programa DC-
SMonitor en format v´ıdeo a la pa`gina del Projecte de Final de Carrera ”Design of
a platform to test distributed control systems”(http://code.google.com/p/pfc-platform-
test/) en l’apartat de v´ıdeos (http://code.google.com/p/pfc-platform-test/wiki/VideoExamples).
B.1 Requisits mı´nims
Per tal d’iniciar el Live CD del laboratori, el nostre ordinador hauria de tenir els
segu¨ents requisits mı´nims:
• Procesador: Intel x86 o compatible, amb ≥ 200MHz
• Memoria RAM: 256 MB.
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• Unitat lectora de DVD.
• BIOS: ha de ser capac¸ d’arrencar des de DVD.
• Targeta gra`fica: esta`ndard, compatible amb SVGA.
B.2 Arrencant el Live CD
Abans de tot per arrencar un Live CD s’ha de configurar en la BIOS que abans d’ar-
rencar des de el disc dur, provi d’arrencar desde el CD/DVD. Aixo´ en molts ordinadors
s’aconsegueix apretant la tecla F2, o Sup varis cops nome´s arrencar l’ordinador (aixo´
pot variar segons la ma`quina). Un cop este´m en la BIOS normalment sol existir un
apartat de Boot en el que podem escollir el primer lloc des de on arrencar, per tant
primer de tot seleccionar com a primera opcio´ la unitat de CD/DVD, i deixar com a
segona opcio´ el disc dur intern.
Un cop hem configurat aixo` podem introduir el Live CD al lector i reiniciar l’ordi-
nador guardant els canvis.
Quan arrencqui el Live CD apareixera` el segu¨ent text (figura B.1), cal esperar una
mica abans de que aparegui el segu¨ent menu´.
Figura B.1: Arrencant Live CD -
En aquest menu´ es pot arrencar el Live CD directament (primera opcio´), instal·lar
la imatge al disc (tercera opcio´)..
Si volem arrencar desde el disc seguim a la seccio´ Guia pas a pas del Live CD B.3.
Si el que volem es instalar el sistema en el nostre ordinador seleccionem la tercera
opcio´ i seguim els passos de la seccio´ Instal·lant B.4
B.3 Guia pas a pas del Live CD
Al escollir arrancar el Live CD apareixera` el logotip d’Ubuntu carregant.
I al final el prompt d’usuari i contrasenya.
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Figura B.2: Menu Live CD -
Figura B.3: Logotip de ca`rrega d’Ubuntu -
Usuari student
Contrasenya student
Taula B.1: Usuari i contrasenya Live CD
Figura B.4: Prompt d’usuari i contrasenya -
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B.3.1 Estructura del Live CD
Un cop logejats, estarem en un escriptori t´ıpic d’Ubuntu (figura B.5), amb els segu¨ents
elements d’intere`s:
MPLAB X IDE beta7.12 Acce´s directe al programa MPLAB R© X , el farem servir
per programar la placa FLEX
Eclipse Acce´s directe al programa Eclipse , el farem servir per
compilar els programes per la placa FLEX
Programs Carpeta amb un recull del codi font de tots els programes
utilitzats al laboratori
Taula B.2: Elements de l’escriptori
Figura B.5: Escriptori del Live CD -
Ara si entrem al directori /home/student/workspace/Programs/ ens trobarem
amb tots els codis necessaris per executar el laboratori comprimits en .zip (figura ??).
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DCSMonitor Aquest e´s el programa que s’executa a l’ordinador per
veure el control que s’esta` realitzant. Necessita comuni-
carse via RS232 amb una placa FLEX amb el programa
DSPIC SENSOR instal·lat.
DSPIC SENSOR Aquest e´s el programa per la placa FLEX que actua sobre
el doble integrador, representa un dispositiu Sensor/Ac-
tuador . Ja que obte´ els valors de sortida del doble inte-
grador (feina de Sensor ), i tambe´ assigna el valor d’en-
trada (feina d’Actuador ).
DSPIC CONTROLLER Aquest e´s el programa per la placa FLEX que fa els
ca`lculs del control per el doble integrador, aquests ca`lculs
els envia pel bus CAN cap al Sensor/Actuador .
DSPIC MONITOR Aquest e´s el programa per la placa FLEX que monitoritza
tot el bus CAN.
Taula B.3: Elements del directori ∼ /workspace/Programs/
Descomprimir els que ens calguin per comenc¸ar a compilar i executar els diferents
codis.
Figura B.6: Codis comprimits dels programes del laboratori -
B.3.2 Compilant amb Eclipse el DSPIC SENSOR
Un cop tenim l’estructura dels directoris que hi ha ben clara, procedim a obrir el
programa de l’escriptori Eclipse . Al obrir-lo per primer cop, ens preguntara` quin
es el directori per defecte dels nostres projectes, aix´ı que deixeu per defecte el que
ens apareix (Podeu marcar la casella inferior esquerra perque` no torni a apare`ixer el
missatge) (figura B.7).
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Figura B.7: Indicant espai de treball a Eclipse -
Ja en la pantalla principal d’Eclipse , anem a crear un nou projecte RT-Druid , per
fer aixo` anem a File− > New− > NewProject, i a la finestra que apareix, seleccionem
Evidence− > RT −DruidOilandC/C + +Project (figura B.8).
Despres desmarquem la casella Use default location, i anem a buscar el codi del Sen-
sor al workspace : /home/student/workspace/Programs/DSPICSENSOR/trunk I
tot seguit li posem un nom al projecte (figura B.9).
Un cop ens ha creat el nou projecte, el compilem amb clicant a Project− > Clean,
amb aquesta opcio´ netejarem el directori d’antigues compilacions (aixo` es u´til per estar
segurs que el que compila es tot nou) i marcarem la opcio´ Start build immediately
perque` un cop netejat compili el codi (figura B.10).
Comenc¸ara` a compilar i un cop acabat a la Consola (finestra de text de la part
inferior del programa) ha d’apare`ixer el segu¨ent missatge:
Compilation terminated successfully!
B.3.3 Gravant amb MPLAB R© X el DSPIC SENSOR
Un cop compilat el programa, obrim MPLAB R© X (figura B.11)
I creem un nou projecte important el .elf que ens ha generat Eclipse :
File− > ImportHex(Prebuilt)Project
I introdu¨ım el directori on ens ha generat el fitxer .elf (figura B.12):
/home/student/workspace/Programs/DSPIC SENSOR/trunk/Debug/pic30.elf
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Figura B.8: Seleccionant RT-Druid project a Eclipse -
Figura B.9: Seleccionant directori del projecte a Eclipse -
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Figura B.10: Netejant i compilant a Eclipse -
Figura B.11: Logo carregant MPLAB R© X -
Figura B.12: Seleccionant fitxer precompilat MPLAB R© X -
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Aqu´ı seleccionem quin microcontrolador ens disposem a programar (Figura B.13),
en el nostre cas es:
• Family: DSPIC33
• Device: dsPIC33FJ256MC710
Figura B.13: Seleccionant microcontrolador a gravar en MPLAB R© X -
Ara s’ha d’indicar quin e´s el programador que es vol utilitzar, en el nostre cas
programarem les plaques Flex amb el ICD3 (Figura B.15). La connexio´ de la placa
Flex i el programador hauria de estar ara mateix com la fotografia (Figura B.14):
Figura B.14: Connexio´ del programador ICD3 i placa FLEX -
En el cas que es trii una altra eina per programar-los s’ha de tenir en compte els
colors en els que apareixen els diferents programadors, per saber que significa dadascun
dels colors consulteu a la taula B.4.
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Figura B.15: Seleccionant programador en MPLAB R© X -
Taula B.4: Compatibilitat dels programadors amb MplabX.
Color Significat
Verd
Indica que aquest programador ha estat totalment testejat i
certificat per l’us general. Per tant e´s possible seleccionar-lo.
Groc
Indica que el programador ha estat minimament provat i nome´s
hauria de ser utilitzat per primeres proves. En aquest cas tambe´
ens permeten seleccionar-lo.
Vermell
Indica que el programador no e´s actualment suportat. En aquest
cas no podrem seleccionar-lo.
164
B.3 Guia pas a pas del Live CD
Ara nome´s queda posar-li un nom al projecte (Figura B.16), i sobretot vigilar de
canviar el directori del projecte i treure’l del directori Debug (Figura B.17). Si el
deixesiu en aquest directori al fer qualsevol Clean al programa Eclipse podr´ıeu tenir
problemes en el projecte creat al MPLAB R© X .
Figura B.16: Canviant el directori del projecte a MPLAB R© X - S’ha de treure
del direcotri /Debug
Figura B.17: Directori del projecte ven posat a MPLAB R© X -
Finalment apareixeran els detalls del projecte que estem a punt de crear. Acceptem
i ens deixara` el projecte en l’entorn de treball. A l’hora de programar la placa, clicarem
al boto´ Make and Program Device a dalt a la dreta, i si tot funciona hauria d’apareixer
a la part inferior del programa el segu¨ent text (Figura B.18).
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Figura B.18: Microcontrolador programat correctament a MPLAB R© X -
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B.3.4 Resum per gravar la resta
Els passos per compilar i gravar la resta de programes que ens interessin (DSPIC CONTROLLER
i/o DSPIC MONITOR) so´n exactament els mateixos que hem fet per programar el
DSPIC SENSOR. Es possa aquesta seccio´ per fer un resum de tots els passos a seguir
a mode de recordatori:
1. Descomprimim els codis de la carpeta /home/student/workspace/Programs/
2. Obrim el programa Eclipse
(a) Creem un nou projecte RT-Druid
(b) Seleccionem el directori on es troba el projecte, i li posem un nom.
(c) Creem el projecte
(d) Natejem l’entorn i compilem
3. Obrim el programa MPLAB R© X
(a) Creem un nou projecte amb el codi precompilat
(b) Busquem el fitxer .elf (dintre del directori del projecte creat amb Eclipse i
dintre de Debug)
(c) Seleccionem el microcontrolador DSPIC33 i dsPIC33FJ256MC710
(d) Endollem el programador ICD3 al ordinador per USB
(e) Seleccionem dintre del programador ICD3 el numero de serie que ens aparegui.
(f) Posem un nom al projecte i eliminem la part
Debug de la localitzacio
(g) Acceptem i programem.
B.3.5 DCSMonitor
El programa DCSMonitor ens permet comprobar si el control dels dispositius s’esta´
executant correctament. Per poder executar el programa aneu al directori /home/s-
tudent/Desktop/Programs/DCSMonitor i executeu el programa main dcsm.py (figura
B.19)
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Figura B.19: Directori amb el codi de DCSMonitor -
Os demanara` si voleu executar-lo en una terminal o directament executar-lo. Agafeu
la opcio´ que preferiu.
Un cop obert tindreu davant un programa amb l’aspecte del de la figura B.20. En
aquest programa podreu veure el control dels vostres dispositius en la part central
esquerra en una gra`fica. A la part dreta tindreu el boto´ per connectar el port serie.
Just a sota els llac¸os de control que hi hagi connectats (en cas que tingueu un dispositiu
Monitor connectat al bus CAN), sota d’aixo´ podeu seleccionar quins so´n els plots que
voleu que apareguin en la gra`fica, despre´s un boto´ per comenc¸ar a rebre les dades del
llac¸ de control, un boto´ per netejar el text, i valors estad´ıstics.
Figura B.20: Pantalla principal de DCSMonitor -
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Abans de res podeu anar a les Preferencies del programa per poder escollir l’id-
ioma i si connectareu el programa amb un dispositiu Monitor , o amb un dispositiu
Sensor/Actuador (figura B.21).
Figura B.21: Preferencies -
Un cop hem seleccionat l’idioma i a quin dispositiu estem connectats mitjanc¸ant el
port RS232, pode clicar en el boto´ Conectar, i si tot va be´ haur´ıa de pintar-se de verd
i indicar que esta` connectat com a la figura B.22.
Figura B.22: Connectant el port serie a DCSMonitor -
Tot seguit si esteu connectats a un dispositiu Monitor salteu a la seccio´ Connectat
a un dispositiu Monitor B.3.5.2.
Si en canvi esteu connectats a un dispositiu Sensor/Actuador seguiu en la segu¨ent
seccio´ Connectat a un dispositiu Sensor/Actuador B.3.5.1.
B.3.5.1 Connectat a un dispositiu Sensor/Actuador
En aquest mode d’execucio´ nome´s esta` habilitada la opcio´ de monitoritzar, netejar el
text i exportar la gra`fica per tant si cliqueu en Monitoritzar i teniu els dispositius
correctament programats i connectats hauria de comenc¸ar a apare`ixer text en la part
inferior de l’espai de la gra`fica, indicant les lectures de l’estat del control, i tambe´ hauria
169
B. GUIA DEL LIVE CD
d’apare`ixer una gra`fica en temps real, tal com surt en la figura B.23. Si volem exportar
la gra`fica podem fer-ho un cop hem deixat de monitoritzar (veure en la seccio´ B.3.5.3).
Figura B.23: Programa DCSMonitor connectat a un Sensor/Actuador - Al
monitoritzar ha de dibuixar una gra`fica en temps real i escriure els valors de l’estat
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B.3.5.2 Connectat a un dispositiu Monitor
En el mode d’execucio´ del Monitor estan totes les opcions habilitades. Primer de tot
si cliquem en el boto´ Llistar Dispositius ens apareixera` una llista de tots els llac¸os de
control que hi hagi connectats al bus CAN (exemple en la imatge B.24).
Figura B.24: Demanant un llistat de dispositius a DCSMonitor -
Un cop tenim la llista dels llac¸os de control, podem deixar d’actualitzar-la tornant
a clicar el boto´, per tal de baixar la carrega de l’ordinador i del dispositiu Monitor .
Despres seleccionem un llac¸ de control de la llista i donem al boto´ Monitoritzar
per comenc¸ar a rebre el seu estat. Hauria d’apare`ixer una gra`fica en moviment i els
diferents valors de lectura en la part inferior (figura B.25). I si volem que no es mostri
algun dels plots de la gra`fica nome´s hem de desseleccionar-lo a la llista que apareix en
les Opcions (veure figura B.26).
Una altra opcio´ que tenim al estar connectats al Monitor es enviar-li un senyal
per que comenci a generar carrega al bus CAN, per fer aixo` nome´s hem de desplac¸ar
la barra Saturacio´ (figura B.27) fins al punt que ens interessi i d’aquesta manera el
dispositiu Monitor passara` a enviar missatges amb ma`xima prioritat al bus CAN.
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Figura B.25: Gra`fica amb tots els plots -
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Figura B.26: Gra`fica amb plot de refere`ncia i segona integral -
Figura B.27: Barra lliscant per augmentar la carrega del bus -
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B.3.5.3 Exportant gra`fica generada
En qualsevol dels modes d’execucio´ del programa podem capturar un dels moments
de la gra`fica, per fer aixo` nome´s hem d’aturar la monitoritzacio´ en l’instant que ho
desitgem, seleccionem els plots que vulguem que apareguin i li donem al boto´ Guardar
imatge just a la dreta de la barra de carrega. Un cop haguem clicat apareixera` una
finestra nova (figura B.28) on hem d’indicar-li el lloc on guardar la imatge i el nom
amb l’extensio´ suportada que preferim (.pdf, .eps, .ps, .png, entre d’altres) (exemple
d’imatge creada en l’escriptori en la figura B.29).
Figura B.28: Posant un nom a la gra`fica a exportar -
Figura B.29: Exemple havent exportat una gra`fica -
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Com hem indicat el sistema pot ser instal·lat a l’ordinador, compartint l’espai amb
un altres sistema operatiu, o instalant-lo completament sol a l’ordinador. Fer una
instal·lacio´ d’un sistema operatiu malament podria comportar esborrar informacio´ im-
portant del vostre ordinador, per tant feu aixo` nome´s si esteu segurs del que fe´u.
Tambe´ existeix la opcio´ de crear una maquina virtual (com pot ser amb VirtualBox
o VMWare) i d’aquesta manera treballar desde el nostre sistema operatiu actual, i
corrent una maquina virtual amb el laboratori.
Tot seguit es podra` veure una guia pas a pas de com instal·lar aquest live CD.
En el menu´ principal del CD (figura B.30), seleccionar la tercera opcio´ Install.
Figura B.30: Menu´ principal LiveCD, instalant -
Un cop hem seleccionat instal·lar apareixera` el logotip d’Ubuntu (figura B.31) i
comenc¸ara` a carregar l’entorn d’instal·lacio´.
Figura B.31: Logotip d’Ubuntu carregant -
Un cop l’entorn hagi carregat, el primer que ens sortira` sera` que seleccionem l’idioma
de la instal·lacio´, aix´ı que seleccioneu l’idioma desitjat i cliqueu endavant.
Despre´s os fara` escollir la vostre franja hora`ria per poder sincronitzar el rellotge, i
tot seguit el tipus de teclat que tingueu.
Fins aqu´ı no hi ha cap problema, ara ve quan hem d’escollir on instal·lar el Live
CD .
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En aquesta pantalla ens demana com volem instal·lar el sistema operatiu del Live
CD (figura B.32).
Aqu´ı tenim varies opcions :
• Instalar el Live CD adjacent al sistema operatiu que tinguem instalat (opcio´
recomenada).
• Instalar el Live CD esborrant l’actual sistema operatiu.
• Instalar el Live CD especificant les particions manualment (avanc¸at).
Si no volem complicar-nos seleccionem la primera opcio´, i escollim l’espai que volem
assignar a cada un dels sistemes operatius que hi ha a l’ordinador.
Figura B.32: Preparant particions del disc pel LiveCD -
Quan esteu acceptant os saltara` un av´ıs indicant que aquests canvis s’efectuara` al
disc dur i per tant aquest pas podra` no ser reversible, per tant accepteu si sabeu el que
esteu fent.
Ara tocara` esperar una estona mentre fa les particions que li ha`gim indicat. Un
cop particionat el disc ens demanara que li indiquem un usuari, contrasenya i nom de
la ma`quina (figura B.33). Aquest Live CD ha estat creat perque` nome´s crei l’usuari
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i contrasenyes predefinits student i student, per tant posar aquestes dades, ja que de
totes maneres al arrencar des del disc dur intern l’usuari i contrasenya seran student.
Figura B.33: Configurant usuari i contrasenya - Deixar com a usuari i contrasenya
la paraula student
Un cop totes les opcions estiguin omplertes continuarem, i apareixera` un resum de
tot el que es desitja realitzar. Acceptar en aquest punt i comenc¸ara` la instal·lacio´ (aixo`
pot trigar varis minuts segons la ma`quina).
Quan la barra arribi al 100% apareixera´ un avis d’instalacio´ completada, i demanara
que es reinicii l’ordinador, aix´ı que doneu-li a Reiniciar Ara, i quan os ho demani treieu
el disc i doneu-li a l’intro.
Quan engegueu de nou l’ordinador seleccioneu el sistema operatiu instal·lat (ubun-
tu) i despre´s de carregar apareixera` el prompt per introduir usuari i contrasenya (figura
B.34). Aix´ı que introdu¨ıu l’usuari i contrasenya student, i ja tindreu l’entorn del labo-
ratori instal·lat i preparat per provar els diferents codis (escriptori del Live CD un cop
instal·lat B.35).
Si s’instal·la en una ma`quina virtual de VirtualBox podem instal·lar un paquet
anomenat Guest Additions. Aquest paquet ens permet una interaccio´ me´s amigable amb
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Figura B.34: Prompt de login -
Figura B.35: Escriptori del Live CD recent instal·lat -
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la ma`quina virtual. Per instal·lar aixo` hem d’engegar primerament la ma`quina virtual, i
un cop estem en l’escriptori seleccionar a la finestra de la part superior Dispositivos− >
InstalarGuestAdditions, amb aixo` apareixera` un CD nou a l’escriptori de la ma`quina
virtual, aix´ı que obriu-lo i seguiu les seves instruccions.
Si la ma`quina amfitrio´ resulta ser una maquina Ubuntu , pot ser que despres d’in-
stal·lar els Guest Additions la ma`quina virtual no canvia la resolucio´ al re-dimensionar
la finestra. Aixo` e´s un error conegut per aquesta versio´ d’Ubuntu ja que no reconeix
el XSERVER. Per solucionar aquest problema s’ha de fer el segu¨ent en la ma`quina
virtual:
1. sudo apt-get update
2. sudo apt-get install build-essential linux-headers-$uname− r
3. sudo apt-get install virtualbox-ose-guest-x11
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