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Zusammenfassung
ElectronicMails Emails sind semistrukturierte Massendaten die von herk

ommlichenMail
Systemen MailServern und MailClients in einfachen achen Dateien sogenannten Mail
Foldern verwaltet werden Aufgrund des Fehlens einer dedizierten Zugri	sunterst

utzung
ben

otigt jeglicher Zugri	 auf in MailFoldern gespeicherte Emails dabei ein Parsing des ent

sprechenden MailFolders dies gilt insbesondere auch f

ur Zugri	e auf strukturierte Email
Bestandteile Bei Nutzung von EmailFunktionalit

at in einer mobilen Umgebung unter
Verwendung unterschiedlicher Rechner besteht dar

uber hinaus im Allgemeinen das Problem
da Emails verteilt oder repliziert gespeichert und Informationen

uber den Bearbeitungs
Status von Emails auf den verschiedenen Systemen unabh

angig voneinander gef

uhrt werden
Zumindest diese StatusInformationen k

onnen sp

ater zumeist nicht mehr integriert werden
Diese Art der Behandlung von Emails scheint aus einer datenbankzentrierten Sicht keines

falls angemessen zu sein und motiviert daher die Konzeption und Implementierung einer
EmailVerwaltung auf Basis objektrelationaler DatenbankTechnologie
Dieser Artikel beschreibt den Inhalt und die Ergebnisse einer Pichtveranstaltung zu Kom

plexen SoftwareSystemen KSWS im InformatikHauptstudium die im Sommerseme

ster  am Fachbereich Informatik der Universit

at Rostock durch den Lehrstuhl Datenbank
und Informationssysteme durchgef

uhrt wurde speziell die im Rahmen dieser Lehrveranstal

tung als studentische Projekte durchgef

uhrte Implementierung Das Hauptaugenmerk bei
KSWSVeranstaltungen liegt auf der Vermittlung der F

ahigkeit zur TeamArbeit in einem
komplexen SoftwareProjekt durch eine praktische industrienahe

ahnliche Arbeit Auf

grund des beschr

ankten Umfangs derartiger Lehrveranstaltungen steht dabei allerdings die
tats

achliche prototypische Implementierung  quasi als Machbarkeitsstudie  im Vorder

grund und erlaubt etwa die Vernachl

assigung der Vollst

andigkeit oder von Performance
Gesichtspunkten
  Einleitung
Ausgehend von der aus NutzerSicht vollkommen unzureichenden ManagementUnterst

utzung
bei der Verwaltung von Emails in herk

ommlichen EmailSystemen  als Stichpunkte seien

hier das Fehlen ad

aquater Anfragemechanismen und das Problem der Synchronisation replizier	
ter Datenbest

ande im mobilen Umfeld genannt  und der Erkenntnis
 da Emails aufgrund
ihres standardisierten Aufbaus sehr wohl einen hohen Strukturierungsgrad aufweisen
 entstand
die Idee der Konzeption und Implementierung einer EmailVerwaltung auf Basis objektrela	
tionaler DatenbankTechnologie s hierzu auch die erste Projektskizze in KH
Nachfolgend beschreiben wir zun

achst einige grundlegende Aspekte in eigenen Unterabschnit	
ten
 bevor wir in weiteren Abschnitten n

aher auf die von den drei beteiligten Arbeitsgruppen im	
plementierten TeilL

osungen eingehen Im Einzelnen folgen daher ein ArchitekturVorschlag f

ur
eine EmailVerwaltung in Datenbanken in Unterabschnitt 
 kurze Betrachtungen des Auf	
baus von Emails nach den zugeh

origen InternetStandards  sowie des IMAPProtokolls
zum MailZugri 
 das den weiteren Arbeiten zugrundeliegende DatenbankSchema 
und die tats

achliche Architektur der implementierten L

osung 
Die umfangreichen Implementierungen umfassen den in Abschnitt  beschriebenen Email
Parser
 den in Abschnitt  dargestellten EmailDatenbankServer sowie den EmailDatenbank	
Client s Abschnitt  Dar

uber hinaus wird die Synchronisation von Client und Server geson	
dert in Abschnitt  behandelt
 bevor wir in Abschnitt  mit einer kurzen Zusammenfassung und
einem Ausblick schlieen
Anhang A gibt den DatenbankEntwurf detailliert wieder Anhang B enth

alt ein automatisch
generiertes BeispielSkript
 das eine Email in die Datenbank importiert
   Ein ArchitekturVorschlag f

ur eine EmailVerwaltung in Datenbanken
Als Basis f

ur die KSWSVeranstaltung
 deren Beschreibung das Ziel des vorliegenden Artikels
ist
 diente der ArchitekturVorschlag in Abbildung 
Die Grundlage f

ur den Transport von Emails zwischen verschiedenen Rechnern bildenMTAs
Mail Transport Agents
 wie zB die Protokolle SMTP Simple Mail Transfer Protocol 
RFC  Pos und das zuk

unftige Erweiterungen erm

oglichende Protokoll ESMTP Ex	
tended SMTP  RFC  KFR
 

Eingehende Emails sollen im Rahmen der angestrebten L

osung mittels des lokalen Mail
Verteilers MDA  Mail Delivery Agent in unserem Falle procmail Aal und Programmen
oder Skripten in eine Datenbank auf dem immer verf

ugbaren MailServer des Nutzers etwa
im UnixHomeVerzeichnis importiert werden Um konsistent zu anderen MailSystemen zu
arbeiten und somit den Zugri auf die in der Datenbank gespeicherten Emails auch f

ur andere
MailClients MUA  Mail User Agent zB Netscape mail
 mutt oder pegasus in gewohnter
Weise zu erm

oglichen
 ist es notwendig
 die Emails zumindest virtuell in MailFoldern zu spei	
chern Die tats

achliche Art der Speicherung kann vor dem Nutzer und einem von diesem verwen	
deten MUA dadurch verborgen werden
 da der MailServer durch eine ProtokollSchnittstelle


uber die der gesamte Zugri auf die Emails erfolgt
 vollst

andig gekapselt wird
Im Rahmen der angestrebten L

osung haben wir uns auf EmailProtokolle und Standards
aus dem Internet konzentriert andere
 propriet

are Verfahrensweisen wurden nicht ber

ucksich	
tigt Es wurden insbesondere die beiden zeichenorientierten Protokolle auf TCPBasis
 POP
Post Oce Protocol   deniert in RFC  MR und IMAP Internet Message Access
Protocol   RFC  Cri
 die f

ur den Zugri auf MailServer Verwendung nden
 be	
trachtet
 da beide potentiell in Frage kamen POP ist f

ur kurzzeitige Verbindungen des Clients
zum Server gedacht
 in deren Rahmen die Emails auf den Client heruntergeladen werden

die in dem dortigen EingangsMailFolder liegen Die einzige m

ogliche Manipulation auf dem
Server umfat bei POP das L

oschen von Emails die eigentliche Verwaltung der Emails aller

Abbildung  ArchitekturVorschlag f

ur eine EmailVerwaltung in Datenbanken
Nutzer mu jedoch auf deren Clients durchgef

uhrt werden Ein sinnvolles Arbeiten ist in diesem
Umfeld eigentlich nur auf je einem einzigen Client pro Nutzer m

oglich IMAP erlaubt hinge	
gen die Nutzung verschiedener Clients
 da die Emails grunds

atzlich auf dem Server verbleiben
und dort sowohl bearbeitet
 als auch in beliebigen MailFoldern verwaltet werden k

onnen Der
Wunsch
 unsere L

osung auch in einem mobilen Umfeld verwenden zu k

onnen
 f

uhrte zur Wahl
von IMAP als zu verwendendes EmailProtokoll
Die zuvor aufgef

uhrten MUAs sind allesamt IMAPf

ahig
 basieren also selbst auf diesem
Protokoll
 so da ihrer Verwendung in Kombination mit dem MailServer auf Datenbank
Basis nichts entgegensteht Der Zugri durch die MUAs auf die Datenbank geschieht daher
wie auf jeden anderen IMAPf

ahigen MailServer Der Server mu dazu nat

urlich vollst

andig
IMAPkompatibel sein
 um alle IMAPf

ahigen Clients unterst

utzen zu k

onnen Ein Nutzer
kann somit von einem beliebigen Rechner mit InternetAnbindung mittels IMAP auf die ge	
speicherten Emails auf dem Server bzw in der Datenbank zugreifen IMAP steht in
Abbildung  f

ur erweiterte n

utzliche Funktionalit

aten des Protokolls f

ur Server und Client zB
k

onnen DatenbankFunktionalit

at oder Replikationstechniken SH im IMAPProtokoll
eingebettet werden Die MUAs speichern die vom Server

ubertragenen Emails lokal auf je	
dem Client zB WindowsNTRechnern wie gewohnt in MailFoldern ab Ein im Rahmen
der angestrebten L

osung zu implementierender MailClient hier als KSWS bezeichnet soll
dar

uber hinaus die Vorteile der F

ahigkeit zur Speicherung von Emails in einer Datenbank eben	
falls f

ur seine lokale Datenhaltung ausnutzen und die erweiterte Funktionalit

at von IMAP
unterst

utzen

Da IMAP keine eigene Schnittstelle zum Versenden von Emails beinhaltet
 verlassen auch
wir uns in der angestrebten L

osung auf die Verwendung von SMTP
 insbesondere die unter Unix
gebr

auchlichste Variante sendmail
Zur Unterst

utzung der mobilen Verwendung von EmailFunktionalit

at aus unterschiedli	
chen Umgebungen wird f

ur die angestrebte L

osung ein geeigneter Replikations	Synchronisa	
tionsmechanismus ben

otigt
 der eine Integration verteilt gespeicherter
 replizierter Information
erlaubt
Als Ausgangsbasis f

ur die Implementierung der mit dem ArchitekturVorschlag verbunde	
nen Komponenten wurde die Verwendung vorhandener
 frei verf

ugbarer Bibliotheken f

ur das
IMAPProtokoll angestrebt
  Der Aufbau von Emails nach InternetStandards
Das Internet Standard Mail Format RFC  Cro und die in diesem Zusammenhang ein	
setzbaren MIMEErweiterungen Multipurpose Internet Mail Extension  RFCs 
FBa
 FBb
 Moo
 FKP
 FBc spezizieren den Aufbaudie Struktur von Emails
Emails bestehen demnach aus einem Envelope dh Briefumschlag
 der den Postweg beschreibt
und von den beteiligten MTAs erzeugt wird
 einem Header Briefkopf
 der vom MUA des Er	
zeugers der Email bzw dem ersten mit der

Ubertragung betrauten MTA erzeugt wird
 und
einem Body
 der den eigentlichen EmailInhalt umfat
Der Envelope besteht aus vier AttributenAttributarten
 die als AttributWertPaare notiert
werden Auf eine genauere Beschreibung dieser Attribute wird an dieser Stelle verzichtet
 da
sie f

ur die angestrebte L

osung bedeutungslos ist Die EnvelopeAttribute umfassen From

Received
 Return	Path und Resent	header
Der Header einer Email besteht ebenfalls aus AttributWertPaaren
 wobei sich die Bedeu	
tung der einzelnen Attribute hinreichend genau aus ihrem Namen ableiten l

at Message	ID

From
 To
 Subject
 Date
 Reply	To
 Cc
 Bcc
 Fcc
 Sender
 Priority

Precedence
 Return	Receipt	To
 Lines
 Status und X	beliebige Erweiterungen
Die Grenze zwischen Header und Body einer Email wird durch eine Leerzeile markiert
Der Body einer Email ist zun

achst nach RFC  ein beliebiger Text in bitUSASCII
Zeichen Durch die MIMEErweiterungen wird eine Kodierung von NichtASCIIDaten mittels
Base deniert
 die somit eine

Ubertragung beliebiger Daten erlaubt MIME deniert sechs
zus

atzliche HeaderAttributarten MIME	Version
 Content	Type
 Content	Transfer	En	
coding
 Content	Length
 Content	ID und Content	beliebige Erweiterungen Dadurch
wird zugleich eine Typisierung und Strukturierung von EmailBodies eingef

uhrt ein einfacher

MIMEkonformer EmailBody kann vom Typ text
 image
 audio oder video sein Ist
der Body vom Typ multipart
 so kann er rekursiv aus mehreren MIMEBodies bestehen
application bezeichnet eine erweiterbare Klasse von Typen
 die anwendungsspezische Daten
kennzeichnen
 w

ahrend durch message die Kennzeichnung von RFC Bodies
 Teilen davon
oder Verweisen auf im Dateisystem verf

ugbare Daten
 und damit die

Ubertragung

uberlanger
Emails erm

oglicht wird
Insgesamt bestehen Emails also aus einer Menge attributierter Daten und einer Liste von
Bodies h

ochst unterschiedlicher Inhalte und sind daher als semistrukturierte Daten zu be	
zeichnen F

ur die Speicherung von Emails sind daher objektrelationale Datenbankmanagement	
systeme DBMS eine geeignete Plattform Auf den sich aus dem Aufbau von Emails ergebenden
DatenbankEntwurf gehen wir in Unterabschnitt  n

aher ein

  Das IMAPProtokoll zum MailZugri
IMAP Cri unterscheidet drei Arbeitsmodi oline
 online und disconnected Im o	
lineModus verh

alt sich IMAP wie POP der NutzerClient l

adt seine Emails vom Server
und beendet die Verbindung anschlieend
 um die Emails lokal zu verwalten Im online
Modus arbeitet der Nutzer direkt auf dem Datenbestand des Servers Der f

ur das mobile Um	
feld und auch f

ur die von uns angestrebte L

osung interessante Fall ist der disconnected
Modus nach einem verbindungslosen Arbeiten mit lokal auf dem Client gespeicherten Kopien
der Emails Replikaten nimmt der Nutzer wieder Kontakt mit dem Server auf und synchro	
nisiert die Datenbest

ande Die Vor und Nachteile der drei Modi sind in Graa
 Grab
ausf

uhrlich beschrieben
Charakteristische Eigenschaften von IMAP sind die M

oglichkeit des remote entfernten
EmailZugris und der ManipulationVerwaltung von Emails auf dem Server Dadurch kann
der Nutzer auf dem Server arbeiten
 als seien die MailFolder lokal auf seinem Client vorhanden
Desweiteren geschieht die Daten

ubertragung bei IMAP on demand
 dh der Client entschei	
det
 welche Daten er ben

otigt dies schliet den expliziten Verzicht auf die Notwendigkeit der

Ubertragung kompletter MailFolder und kompletter Emails ein
Durch den selektiven Zugri auf Daten Emails wird die Nutzung von Email	Funktiona	
lit

at somit auch im Falle des Vorliegens groer MailFolder und kleiner

Ubertragungsbandbreiten
bei gleichzeitig hohen Verbindungskosten
 dem typischen mobilen Szenario
 m

oglich Die Grund	
lage f

ur die selektive

Ubertragung von TeilDaten schat ein serverbasiertes RFC  und
MIMEParsing
 das den Aufbau einer Email nach Unterabschnitt  analysiert
Das Protokoll IMAP ist zustandsbasiert Im Rahmen unserer L

osung sind lediglich die
beiden Zust

ande
 die das Arbeiten mit MailFoldern bzw Emails gestatten
 von Interesse Die
anderen beiden Zust

ande umfassen die An und Abmeldung
Im Authenticated state ist es m

oglich
 MailFolder anzulegen
 umzubenennen und zu
l

oschen
 zu testen
 ob neue Email in einem MailFolder vorliegen
 neue Emails an einen
MailFolder anzuf

ugen
 sowie einen MailFolder als aktiv auszuw

ahlen
Nach Auswahl eines MailFolders bendet sich das Protokoll im Selected state
 der das Ar	
beiten auf den Emails des ausgew

ahlten MailFolders erlaubt so k

onnen Emails gel

oscht oder
in andere MailFolder kopiert oder verschoben
 Flags
 die den aktuellen BearbeitungsStatus
jeder Email anzeigen
 gesetzt und gel

oscht
 Emails oder Teile von Emails selektiv

ubertragen
und auf dem EmailBestand des MailFolders nach unterschiedlichen Kriterien gesucht wer	
den Auch die Suche auf Emails wird durch das serverbasierte RFC  und MIMEParsing
erm

oglicht
Die Identikation von Emails geschieht in IMAP durch zwei unterschiedliche Konzepte
 SequenzNummern werden den Emails eines MailFolders zugeordnet
 sobald dieser Mail
Folder als aktiver MailFolder ausgew

ahlt wurde
SequenzNummern sind nicht persistent
 weshalb es auch keinen Sinn macht
 sie in der
Datenbank abzulegen ihre G

ultigkeit ist nicht nur auf eine Sitzung Verbindung be	
schr

ankt
 sondern sogar auf den Zeitraum
 in dem sich der Datenbestand des MailFolders
nicht

andert Sobald eine Email endg

ultig aus dem MailFolder entfernt oder an den
MailFolder angef

ugt wird
 k

onnen sich die SequenzNummern der Emails

andern
Die Abbildung von SequenzNummern auf die unter  genannten UIDs wird von der
Ober 

ache des Clients bei Verwendung des oline oder disconnectedModus bzw im

Rahmen der ProtokollAuswertung vom Server

ubernommen bei Arbeiten im online
Modus Die Abbildung ist denkbar einfach SequenzNummern dienen dem einfachen
Durchnumerieren der Emails des MailFolders auf Basis der UIDs der Emails Da UIDs
l

angerfristig vergeben werden persistent sind
 kann ihre Folge L

ucken aufweisen Se	
quenz	Nummern hingegen stellen zu jedem beliebigen Zeitpunkt eine ununterbrochene
Folge von Zahlen dar
 die bei Eins startet und bei  Anzahl Emails im MailFolder
endet Wir vertiefen die Betrachtung von Sequenz	Nummern an dieser Stelle nicht weiter
 Der UID Unique IDentier wird vom IMAPProtokoll als eindeutiger Bezeichner einer
Email innerhalb eines MailFolders deniert
Jede Email beh

alt ihre UID solange
 bis sie oder der MailFolder gel

oscht wird  oder
aber der MailFolder umstrukturiert
 zB sortiert
 wird UIDs d

urfen sich nicht w

ahrend
einer Sitzung

andern und sollten zwischen Sitzungen unver

andert bleiben Ist es unm

oglich

die UIDs aus einer Sitzung f

ur eine nachfolgende Sitzung zu erhalten
 so mu dies durch
eine Erh

ohung eines persistenten Z

ahlers Unique IDentier VALIDITY
 der jedem Mail
Folder zugeordnet ist
 angezeigt werden
Insgesamt eignet sich IMAP hervorragend als Basis f

ur die angestrebte DatenbankL

osung

da es die M

oglichkeit der Kapselung der zur Speicherung der Emails verwendeten Datenbank
bietet IMAP macht als ZugrisProtokoll keinerlei Aussagen zur durchzuf

uhrenden Speiche	
rung
 dabei durch seine Funktionalit

at ein mobiles AnwendungsSzenario erm

oglicht und gleich	
zeitig bereits von einer Vielzahl von MUAs unterst

utzt wird
Die St

arken von IMAP k

onnen zugleich von der DatenbankL

osung protieren
 Durch die Speicherung von Emails in einer Datenbank wird es m

oglich
 die Anfrage
und OptimierungsFunktionalit

at des verwendeten DBMS beispielsweise f

ur die Such
Operationen von IMAP zu nutzen
 Das zur selektiven

Ubertragung von Emails notwendige Parsing von Emails bzw Mail
Foldern kann in seiner Anzahl begrenzt werden Alle Emails m

ussen nur genau einmal
 vor
ihrem Import in die Datenbank
 syntaktisch analysiert werden Bei IMAPAnforderungen
von EmailBestandteilen ist dieser Schritt der Verarbeitung daher bereits immer durch	
gef

uhrt
Auch die Verwendung von MailIdentikatoren UIDs kann durch ein DBMS f

ur einen e	
zienten Zugri sinnvoll ausgenutzt werden Dar

uber hinaus kann durch zus

atzliche Indexe auf
ausgew

ahlten Attributen der MailZugri weiter verbessert werden
  Das zugrundeliegende DatenbankSchema
Zur Implementierung der EmailVerwaltung wurde das objektrelationale DBMS DB von
IBM in der vorliegenden Version DB UDB  Fixpack   Sep 	
 ausgew

ahlt Es wur	
den m

oglichst die spezischen Features von DB genutzt
 als Nachschlagewerk diente Cha
F

ur weitere Informationen stehen auerdem die OnlineHandb

ucher der DBInstallation zur
Verf

ugung IBM
Das verwendete DatenbankSchema f

ur eine detaillierte Erl

auterung s auch Anhang A ist
zum Teil aus Tests mit Vorversionen der hier beschriebenen Programme hervorgegangen
 dh
aufgrund praktischer Erfahrungen angepat worden

Betrachtungen zu Informix als weitere DatenbankPlattform werden in einem Nachfolge
Projekt angestellt
Das zugrundeliegende DatenbankSchema ist in Abbildung  auf Seite  dargestellt und
wird in Anhang A ausf

uhrlich erl

autert An dieser Stelle wird daher nur ein kurzer

Uberblick
gegeben
Es wird f

ur jeden Nutzer des MailServers ein eigenes DatenbankSchema erzeugt Dies ergab
sich als Konsequenz aus Ezienz und Sicherheits

Uberlegungen Gesetzt den Fall
 die Emails
aller Nutzer w

urden in einer Tabelle aufgenommen werden
 dann w

are eine Selektion in dieser
Tabelle  bei einer groen Nutzeranzahl  aufgrund der DatenbankGr

oe relativ langsam
Ein gutes Sicherheitskonzept ist nat

urlich auch mit einer Tabelle m

oglich
 aber zum einen ist die
Nutzung voneinander unabh

angiger Tabellen einfacher zu realisieren und zum anderen ist das
subjektive Sicherheitsgef

uhl bei einer exklusiven Nutzung eines DatenbankSchemas gr

oer
Die Grundanforderung an die DatenbankL

osung besteht darin
 jede m

ogliche Email voll	
kommen verlustfrei in der Datenbank zu speichern Da es nach Unterabschnitt  optionale
und unbestimmte EmailBestandteile gibt
 mu daf

ur Sorge getragen werden
 da auch diese
Teile in die Datenbank aufgenommen werden k

onnen Es gibt daher f

ur die im Allgemeinen
weniger nachgefragtenverwendeten HeaderAttribute eine generische Speicherungsm

oglichkeit
Nicht identizierbare EmailBodyTypen werden als anwendungsspezisch verstanden und
entsprechend behandelt Als Gegenleistung sichert das DBMS die Verf

ugbarkeit und transaktio	
nale Sicherheit bei der Speicherung der Emails zu
Damit Emails gem

a dem DatenbankSchema zerlegt gespeichert werden k

onnen
 m

ussen
die einzelnen MailTeile

uber OIDReferenzen ObjectIDentier zur eindeutigen Auszeichnung
von Objekten miteinander in Beziehung gesetzt werden OIDs k

onnen bei DB in der ver	
wendeten Version nur nutzergeneriert erzeugt werden Da wir OIDs ben

otigen
 mu dieser
Umstand bei der Handhabung der Objekte in den unterschiedlichen Programmen beachtet wer	
den Um die Eindeutigkeit der OIDs nicht bei deren Generierung zu verletzen
 existiert eine
next oidTabelle zur Festlegung des n

achsten zu vergebenden OIDWertes f

ur jede Tabelle
Die Tabelle mime bildet den Obertyp aller MailTeile und kann auch selbst Instanzen
hervorbringen
 zB sind die rekursiv denierten multipartBodies wieder vom Typ mime
Die Tabellen mail
 text
 appl f

ur application
 image
 audio und video die	
nen der Aufnahme der entsprechenden MIMEBodies vgl Unterabschnitt 
 bzw auch der
HeaderAttribute mail wurde als Untertyp von mime deniert
 da MIMEBodies vom Typ
message wiederum komplette Emails sein k

onnen
Neben den EMails selbst m

ussen nat

urlich auch die MailFolder Tabelle mailfolder und
auch die Zuordnung der Emails zu den einzelnen MailFoldern foldercontent gespeichert
werden
Aufgrund eines Bugs im IMPORTTool des DBInterpreters ben

otigen wir auerdem eine
Tabelle import Alle f

ur die Synchronisation ben

otigten ProtokollDaten werden in der Tabelle
logtable abgelegt
Ein Problem bei der Replikation ist das Laden der Bodies von Emails
 die nach dem Einf

ugen
in einen MailFolder in einen anderen MailFolder verschoben wurden Wenn ein Client im Rah	
men der inkrementellen Synchronisation die Liste der protokollierten LogEintr

age unter aus	
schlielicher Verwendung von IMAPKommandos abarbeitet und einen APPENDEintrag
der das Anf

ugen einer Email an einen MailFolder signalisiert ndet
 so kann er nicht sicher
sein
 da die eingef

ugte Email immer noch in dem angegebenen MailFolder vorliegt Der Client
m

ute daher zuerst alle anderen LogEintr

age daraufhin kontrollieren
 ob die Email in einen
anderen MailFolder kopiert oder verschoben wurde
 bevor die Email vom Server angefordert
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Abbildung  Architekturskizze der implementierten L

osung
werden k

onnte Die

Ubertragung jeder Email vom Server zum Client geschieht dadurch
 da
der Client den gew

unschten MailFolder ausw

ahlt
 in der die Email zur Zeit ist
 und dort ein
FETCHKommando IMAPKommando zur Spezikation der

Ubertragung einer Email
ausf

uhrt Um diese ganze Prozedur abzuk

urzenzu vereinfachen
 f

uhrt der Server einen virtuel	
len MailFolder rootmail
 der s

amtliche Emails aller MailFolder enth

alt Diese Sicht dient
somit vor allem dazu
 Emails einfach

ubertragen zu k

onnen
 	 Die Architektur der implementierten L

osung
Die Architektur der implementierten L

osung weicht etwas vom allgemeinen Architektur	Vor	
schlag f

ur eine EmailVerwaltung in Datenbanken in Unterabschnitt  ab Die Architek	
turskizze gem

a Abbildung  beschreibt die tats

achlich implementierte L

osung
 die eine funk	
tional auf das Wesentliche beschr

ankte
 lau

ahige Architektur darstellt
Die Architekturskizze zeigt den momentanen Stand der Implementierung nach der ersten
Projektphase procmail ist der MailVerteiler
 der am Fachbereich Informatik der Universit

at
Rostock f

ur die Verteilung der Emails an die Nutzer eingesetzt wird Das DBMS DB wird f

ur
die Verwaltung der Emails sowohl beim Server als auch beim Client eingesetzt Das Senden von
Emails geschieht

uber den lokalen MailSender meist sendmail Die in der Architekturskizze
hervorgehobenen Teile werden nachfolgend in eigenen Abschnitten beschrieben der MIME
MailParser in Abschnitt 
 der KSWSIMAPServer in Abschnitt  sowie der KSWSIMAP
Client in Abschnitt 
Das Problem
 ausgehende Emails zu erfassen
 die vom Client nicht an den Server
 sondern
direkt an den lokalen MTA sendmail

ubergeben werden
 kann dadurch gel

ost werden
 da
auf jedem Client ein SentFolder existiert
 in dem Kopien der verschickten Emails gespei	

chert werden Im Rahmen der Synchronisation k

onnen diese Emails dann auch auf den Server

ubertragen werden
Die Verbindungen zwischen den beteiligten Komponenten beschreiben die Art und den Weg
der Emails vom abschickenden Nutzer zum empfangenden Nutzer durch das System Ein
und ausgehende Emails sind immer vollst

andige Emails nach RFC  Cro
 w

ahrend der
EmailParser die Emails in Teile zerlegt
 die gespeichert und zwischen Server und Client
mittels IMAP

ubertragen werden Der entwickelte Server wurde dar

uber hinaus auch bereits
mit anderen IMAPf

ahigen Clients erfolgreich getestet
 Der EmailParser
Die Hauptaufgabe des EmailParsers liegt darin
 den Weg der Emails in die Datenbank zu
beschreiben und zu implementieren Die Implementierung ist also daf

ur zust

andig
 die Daten	
bank mit Daten zu f

ullen Gef

ullt wird die Datenbank einmal aus Richtung der mittels procmail
eingehenden Emails und zum anderen durch Emails
 die vom EmailDatenbankServer im
Synchronisationsfall mittels des IMAPBefehls APPEND in die Datenbank geschrieben wer	
den
Ein weiteres Einsatzgebiet der Implementierung des EmailParsers ist gem

a der Archi	
tektur aus Abbildung  das F

ullen einer lokalen Datenbank auf ClientSeite Auch hier m

ussen
eingehende und per APPENDBefehl erzeugte Emails in die Datenbank eingef

ugt werden
Diese Aufgaben k

onnen konzeptionell gut zusammengefat werden Wir betrachten deshalb
in den weiteren Ausf

uhrungen vorrangig den Einsatz der Software beim F

ullen der Datenbank
aus Richtung des MailVerteilers procmail
Die vollst

andige Beschreibung der Implementierung des EmailParsers ndet sich in BS
In den folgenden Unterabschnitten wird zun

achst kurz eine Problemanalyse und Konzeption
des EmailParsers durchgef

uhrt 
 bevor ausf

uhrlich auf die Implementierung und Nutzung
dieses EmailParsers eingegangen wird  Der Abschnitt schliet in Unterabschnitt 
mit einer Beschreibung inh

arenter Probleme der L

osung sowie von Problemen
 die durch die
verwendete Software zu verantworten sind
 und einem Ausblick
  Problemanalyse und Konzeption
Aus den zuvor beschriebenen Aufgaben des EmailParsers und der Einordnung der Aufgabe
in die Architekturskizze in Abbildung  ergibt sich f

ur den EmailParser die in Abbildung 
dargestellte Architektur
 die nachfolgend genauer beschrieben wird
Ausgangspunkte f

ur die Entwicklung des Parsers sind zum Einen der lokale MailVerteiler
MDA procmail und seine Funktionen zur Weitergabe von Emails und zum Anderen das
DatenbankSchema
  Das Szenario
Abbildung  zeigt die lokale Architektur f

ur die Aufbereitung und den Transport der Emails
vom MailVerteiler bis in die Datenbank
Das Szenario kann folgendermaen beschrieben werden
Der MDA empf

angt eine Email und leitet diese an den betreenden Nutzer
 bzw ei	
ne Datei
 auf die der Nutzer Zugri hat
 weiter An dieser Stelle werden die Einstellungen
des MailVerteilers f

ur den Nutzer so konguriert
 da die Emails nicht wie

ublich in einen

lokaler Mail Delivery Agent
(procmail)
Mail-Parser(MIME, RFC822)
MIME-Parts-Dekodierer (Base64, ...)
DB-Anbindung (DBI)
Mail
User-Name,
Mailparts
(Header,Body),
Flags, Log
Transaktions-
kontrolle
Schema für jeden User
Datenbanksystem
DB2
Abbildung  Architekturskizze des ParsingVorgangs
MailFolder geschrieben werden
 sondern an ein Programm

ubergeben werden
 welches die
EMails weiterverarbeitet Dieses Programm mu in erster Linie jede Email syntaktisch ana	
lysieren und sie so aufbereiten
 da sie in die DatenbankStruktur pat Dazu m

ussen die
HeaderInformationen
 der RFC MailBody Cro und eventuell vorliegende Attachments
MIMEBodies
 FBa in Datenbankkonforme AttributWertPaare umgewandelt werden
Bei Attachments ist es zus

atzlich m

oglich
 die kodierten Informationen kodiert wegen der Kom	
patibilit

at zum RFC Standard zu dekodieren
 um dadurch den Zugri auf die Inhalte der
kodierten MailTeile zu unterst

utzen
   Der MailVerteiler procmail
procmail als MailVerteiler am Fachbereich Informatik der Universit

at Rostock kann f

ur jeden
Nutzer lokal eingerichtet werden Dazu mu eine Datei procmailrc im HomeVerzeichnis des
Nutzers angelegt werden Hier gibt es dann eine Vielzahl von Einstellungsm

oglichkeiten
 wie in
Aal beschrieben
 von denen wir nur einige wenige ben

otigen werden
Was mu procmail leisten! Als erstes mu von procmail f

ur jede eingehende Email ein
Programm gestartet werden
 dem die eingegangene Email

ubergeben wird Weiterhin sollte es
m

oglich sein
 eineWarteschlange f

ur eingehende Emails aufzubauen Dies ist n

otig
 da ansonsten
bei sehr groen Mengen von Emails Probleme mit Ezienz und Verf

ugbarkeit der Emails

riskiert w

urden Ein solches Verhalten von procmail wird erreicht
 indem die Datei procmailrc
mit der Option w eingestellt wird
 so da procmail auf das Ende des aufgerufenen Programms
wartet Mit der zus

atzlichen Angabe von  locallock wird eine tempor

are Sperre erzeugt

die weitere procmailAufrufe verhindert Ist das Programm abgearbeitet und procmail fertig
 so
wird die Sperre wieder entfernt und die n

achsten procmailAufrufe k

onnen anlaufen
 Implementierung und Nutzung
In diesem Unterabschnitt soll dargestellt werden
 wie die zuvor beschriebene Aufgabe imple	
mentationstechnisch umgesetzt wurde Dazu wurde im Wesentlichen Perl s SSP
 Sri zur
syntaktischen Analyse der Emails
 der DBKommandozeileninterpreter CLI zum Anspre	
chen der Datenbank und ein ShellSkript zur Ausf

uhrung der DatenbankBefehle verwendet
   Parsing mit Perl
Jede Email wird

uber die StandardEingabe an das ParserProgramm

ubergeben Es ist
m

oglich
 als Parameter den MailFolder anzugeben
 in dem die Email eingetragen werden soll
Wird kein Parameter angegeben
 so wird die Email per default in den nach Cri f

ur IMAP
geforderten INBOXFolder eingetragen
Die syntaktische Analyse von Emails ist in Perl relativ simpel
 da es PerlModule bzw
Bibliotheken gibt
 die ein MailParsing unterst

utzen Es wurde daher ein solches Modul zur
syntaktischen Analyse von MIMEMails benutzt Eryb F

ur diese Bibliothek ben

otigt man
noch die Module MailTools Bar f

ur BasisMails
 IOstringy Erya zur Unterst

utzung
von Input und Output und MIMEBase	 Aas zur Kodierung und Dekodierung bin

arer At	
tachments An dieser Stelle mu gesagt werden
 da der Parser das Dekodieren von Bin

arTeilen
von Emails im Grunde beherrscht Da das GesamtSystem aber aus Vereinfachungsgr

unden
diese Funktionalit

at momentan nicht unterst

utzen kann
 mute der Parser gezwungen werden

Emails nicht automatisch zu dekodieren Dazu bedurfte es eines kleinen Eingries in die Bi	
bliothek ParserBasepm Dort wurde die Methode parse data angewiesen
 keine Dekodierung
durchzuf

uhren
Das PerlProgramm mimeparser s KSW nutzt nun die genannten Bibliotheken
 um
Emails in einzelne Bestandteile zu zerlegen und diese dann in SQLBefehle einzubetten Die
SQLBefehle werden danach als DBInterpreterAufrufe in ein ShellSkript geschrieben ein
BeispielSkript ndet sich in Anhang B Dieses Skript ist n

otig
 da nicht davon ausgegangen
werden kann
 auf dem Rechner
 auf dem der MailVerteiler arbeitet und auf welchem damit auch
der Parser gestartet wird
 einen DatenbankClient zur Verf

ugung zu haben Aus diesem Grund
wird das ShellSkript dynamisch generiert und per RemoteShell M

oglichkeit
 auf entfernten
Rechnern Programme auszuf

uhren auf einem Rechner mit DatenbankClient in der aktuellen
Infrastruktur des Lehrstuhls Datenbank und Informationssysteme des Fachbereichs Informatik
der Universit

at Rostock der Rechner hades gestartet Damit bei dem RemoteShellAufruf keine
PasswortAbfrage erfolgt
 mu im HomeVerzeichnis des Nutzers eine rhostsDatei existieren

in der die Rechner eingetragen sind
 die an der RemoteVerbindung beteiligt sind
Als erstes wird die Email im Programm durch Aufruf entsprechender Funktionen der Biblio	
theken syntaktisch analysiert Dabei erh

alt man ein Objekt Mail und kann auf die Bestandteile
zugreifen
 indem man bestimmte Methoden aufruft
 Zun

achst werden die HeaderInformationen extrahiert und in Variablen gespeichert Es
werden nat

urlich nur solche HeaderInformationen betrachtet
 die auch in der Datenbank

deniert sind Es gibt nun HeaderInformationen
 die problemlos in die Datenbank ein	
gef

ugt werden k

onnen Das sind diejenigen
 die nicht als Character Large Object CLOB
in der Datenbank deklariert sind und keine nichtkonformen Zeichen 
 und  k

onnen
vom DBInterpreter nicht korrekt verarbeitet werden beinhalten Diese Attribute wer	
den aufbereitet das letzte new lineZeichen wird entfernt und in einer Attributliste
gesammelt Die gesammelten Attribute werden dann aus dem Header gel

oscht
 Im DatenbankSchema vorgesehene HeaderAttribute
 die in der Email nicht belegt wa	
ren
 werden mit denierten Nullwerten belegt Dies ist notwendig
 da es sonst zu In	
kompatibilit

aten mit dem EmailDatenbankServer s Abschnitt  und dem Email
DatenbankClient s Abschnitt  kommt
 die Probleme mit undenierten Nullwerten
haben Zwei sehr wichtige Attribute sind der sogenannte Content	Type und die Sta	
tus ags Aus dem Content	Type wird der ObjektTyp und das zugeh

orige OIDPr

ax
des jeweiligen MailTeiles ermittelt In der ersten HierarchieEbene wird unabh

angig vom
angegebenen Content	Type immer der Objekttyp mail gebildet Folgende Zuordnung
wurde getroen Angaben des Content	TypeFeldes als regul

are Ausdr

ucke
ContentType Objekttyp OIDPrafix
MmEeSsSsAaGgEe  Mail rfc
TtEeXxTt  Text txt
IiMmAaGgEe  Image img
AaUuDdIiOo  Audio aud
VvIiDdEeOo  Video vid
AaPpPpLlIiCcAaTtIiOoNn  Appl app
MmUuLlTtIiPpAaRrTt  Mime mim
sonst  Appl app
In der letzten Zeile werden die nichtstandardisierten Typen aufgefangen und allgemein
auf den ApplicationTyp abgebildet Dadurch k

onnen alle Emails verlustfrei in der
Datenbank gespeichert werden Das zweite interessante MailAttribut ist das Status ag
Wenn ein solches Status ag deniert ist und einen Wert enth

alt
 wird es in dieser Form
als Mail ag in die Datenbank aufgenommen Wenn kein solches MailAttribut existiert

wird in der Datenbank nur das NewFlag N gesetzt Weitere Angaben zu den Flags
nden sich in Anhang A
 Die ContentAttribute Attribute
 die direkt zum MIMEHeader geh

oren werden nach
dem Auslesen nicht gel

oscht
 sondern zus

atzlich ins DatenbankAttribut con desc ge	
schrieben
 da dies dem EmailDatenbankServer und dem EmailDatenbankClient das
Auslesen der Emails wesentlich erleichtert
 Weiterhin gibt es HeaderInformationen
 die nicht als eigenst

andige Attribute in der Da	
tenbank deniert sind Diese geh

oren in den optionalen Header Der optionale Header war
urspr

unglich zweigeteilt gedacht
 und zwar als optionaler Header nach RFC  und als
optionaler Header con desc nach MIME Das Problem ist
 da eigentlich die Zugeh

orig	
keit der Attribute zu dem einen oder anderen optionalen Header vom Parser nicht ent	
scheidbar ist Deshalb wird momentan der optionale Header komplett in das con desc
Feld geschrieben
 Der optionale Header ist
 wie auch Body und Received
 ein Attribut
 das f

ur den DB
Interpreter nichtkonforme Zeichen enthalten kann und als CLOB deniert wurde Auch

Subject geh

ort in diese Klasse von Attributen
 da auch hier nichtkonforme Zeichen
vorkommen k

onnen Diese AttributKlasse mu gesondert in die Datenbank geschrieben
werden
 da sie beim normalen DatenbankINSERTBefehl nicht ohne Probleme in die
Datenbank aufgenommen werden Die Attribute
 die als CLOB in der Datenbank deniert
wurden
 werden daher in Dateien ausgelagert Subject als Attribut mit nichtkonformen
Zeichen wird so pr

apariert
 da es in die Datenbank geschrieben werden kann Wie solche
Attribute in die Datenbank eingetragen werden
 wird nachfolgend beschrieben
 Sobald alle erreichbaren Informationen aus der Email extrahiert sind
 wird versucht

Attachments aus dem MailBody zu extrahieren Dazu wird der MailBody per Perl
Methode zerlegt und falls weitere Teile existieren auch diese nacheinander syntaktisch
analysiert Dabei mu die Hierarchie und die Reihenfolge der Teile und deren Einzel
Informationen beachtet werden Da die vorherigen bzw

ubergeordneten Teile noch nicht
in der Datenbank enthalten sind
 mu also eine Art Baum der Email erstellt werden
 um
alle Teile eindeutig identizieren und sp

ater auch wieder zusammensetzen zu k

onnen
    Einf

ugen von Emails in die Datenbank
Nachdem eine Email in ihre Einzelteile zerlegt und soweit pr

apariert wurde
 steht dem Ein	
bringen der Daten in die Datenbank kaum noch etwas im Wege Wie schon erw

ahnt
 wird die
Datenbank per ShellSkript siehe Anhang B f

ur ein generiertes BeispielSkript gef

ullt Aus
den extrahierten Informationen
 die nun als AttributWertPaare vorliegen
 werden dazu SQL
Anfragen generiert
 die durch das ShellSkript ausgef

uhrt werden
Begonnen wird das Skript mit dem Setzen der DBUmgebungsvariablen Danach wird in ein
tempor

ares Arbeitsverzeichnis gewechselt
 in dem die notwendigen Dateien gelagert werden
Im Anschlu daran wird die Datenbank ge

onet Hierbei ist es wichtig
 da keine Autori	
sierung erforderlich sein darf
 da ansonsten der Nutzer bei jeder eingehenden EMail zugegen
sein m

ute Hierin liegt auch begr

undet
 warum die RemoteVerbindung autorisierungsfrei sein
mu
Der n

achste Schritt
 das Ausschalten des automatischen Commit
 ist sehr wichtig
 da sonst
das Einf

ugen einer kompletten Email nicht als eine Transaktion angesehen w

urde Dieser Um	
stand ist deshalb so wichtig
 da bei Problemen keine unvollst

andigen Emails in die Datenbank
geschrieben werden sollen
Die n

achsten Schritte wiederholen sich zumeist f

ur jeden MailTeil
Als erstes mu f

ur jeden MailTeil eine OID generiert werden Diese OID wie auch alle weite	
ren OIDs ObjectIDentier zur Identikation zusammengeh

origer EmailBestandteile in der
Datenbank s Unterabschnitt  und UIDs Unique IDentier zur Identikation einer Email
durch IMAP s Unterabschnitt  werden in der Tabelle next oid bzw als uid next in der
Tabelle mailfolder vorgehalten Es existiert f

ur jeden Tabellentyp ein solcher Eintrag Nach
dem Auslesen mu der OIDZ

ahler in der next oidTabelle inkrementiert werden
Die nutzergenerierte OID f

ur einen MailTeil wird f

ur mehrere sp

atere Eins

atze ben

otigt
und mu deshalb zwischengespeichert werden und im gesamten Skript eindeutig durch eine
Variable erreichbar sein Dieser Wert wird ben

otigt
 um zum einen den aktuellen MailTeil zu
identizieren
 um bei eventuellen KindTeilen der MailTeileHierarchie die parentReferenz
zu belegen und um die Teile in der ImportTabelle eindeutig dem MailTeil zuordnen zu k

onnen

Die Identizierung durch die OID ist auch wichtig
 um die Emails dem richtigen MailFolder
zuzuordnen Dies geschieht nur in der ersten HierarchieEbene
F

ur die Zuordnung von Emails zu MailFoldern werden eine OID f

ur diese Datenbank
Tabelle und eine UID ben

otigt
 die die Email innerhalb des MailFolders eindeutig identiziert
F

ur den Import wird eine Datei verwendet
 in der alle Daten der zu importierenden At	
tribute stehen Durch die Angabe MODIFIED BY LOBSINFILE in der ImportAnweisung
werden Large Objects LOBS nicht in die generierte Datei geschrieben
 sondern stehen in ei	
ner eigenen Datei und werden nur mit dem Dateinamen in der generierten Datei angegeben
Da die OID des jeweiligen MailTeils auch ben

otigt wird
 kann die Erstellung der Datei erst
im ShellSkript erfolgen Die OID mu beim Import deshalb genannt werden
 damit beim an	
schlieenden Update auch das richtige Tupel in der MailTeileTabelle aktualisiert wird Bevor
ein UPDATEKommando durchgef

uhrt werden kann
 mu nat

urlich zuerst einmal die jeweilige
MailTeileTabelle mittels INSERT INTO     mit der OID und allen einfachen Attributen
gef

ullt werden Nach dem Update wird der ImportEintrag wieder gel

oscht Nach diesem Schema
werden s

amtliche Teile einer Email in die Datenbank eingetragen
Zum Schlu wird ein explizites Commit durchgef

uhrt
 die DatenbankVerbindung geschlos	
sen und die tempor

aren Dateien und Verzeichnisse gel

oscht
   Die Benutzung des Parsers
Um den Parser zu benutzen
 m

ussen einige Voraussetzungen erf

ullt und einige Dinge vorbereitet
bzw installiert sein Als erstes mu der Nutzer die M

oglichkeit des autorisierten Zugangs zur
Datenbank
 zu dem Rechner mit DatenbankAnbindung und zu dem Rechner
 der die Emails
verteilt
 haben Weiterhin mu es m

oglich sein
 eine RemoteVerbindung ohne PasswortAbfrage
zwischen MailVerteiler und DatenbankClient aufzubauen Dazu mu eine rhostsDatei mit
folgenden Eintr

agen angelegt werden
 Rechnername MailVerteiler  Nutzername
 Rechnername DatenbankClient  Nutzername
Momentan ist es auch unabdingbar
 da das HomeVerzeichnis des Nutzers auf beiden Rech	
nern gemountet ist zB mittels NFS Network FileSystem M

oglichkeit


uber das Netzwerk Par	
titionen von fremden Rechnern zu mounten Da die tempor

aren Dateien im HomeVerzeichnis
des Nutzers angelegt werden
 mu auch gen

ugend Speicherplatz vorhanden sein Dies ist keine
Einschr

ankung
 denn auch ohne den MailServer zu benutzen
 w

urden die Emails bei Speicher	
platzmangel nicht zugestellt werden Weiterhin mu die MailVerteilerSoftware procmail so
konguriert werden
 da eingehende Emails zur Verarbeitung an den Parser geschickt werden
Die n

otigen Eintragungen in der Datei procmailrc im HomeVerzeichnis des Nutzers
 die den
Parser unter der angegebenen Adresse ansprechen
 lauten folgendermaen
 w locallock
 NutzerHomeVerzeichniskswsparsermimeparser
Als letztes mu nun noch die Datenbank eingerichtet werden Dazu wird erst das Schema
generiert und dann noch einige Initialisierungen vorgenommen Das Schema wird einfach per
db tf  SchemaDatei
angelegt Genauso wird das InitialisierungsSkript gestartet

 Probleme und Ausblick
Mit den beschriebenenMitteln wurde ein lau

ahiges Programm entwickelt
 das einfache RFC 
EMails und beliebig stark strukturierte MIMEEmails syntaktisch analysiert und in die Da	
tenbank importiert
Bekannte Probleme und ihre Gr

unde Die gravierendsten M

angel des Systems bestehen
bei der Sicherheit Beispielsweise wird bei den Parsern
 die vom EmailDatenbankServer und
dem EmailDatenbankClient eingesetzt werden
 der Nutzername und das Passwort im Pro	
gramm verwendet Das Problem ist
 da sich der Nutzer f

ur die Nutzung des IMAPProtokolls
autorisieren mu Dabei wird das Passwort unkodiert in den beschriebenen Programmen ver	
wendet Die Angrism

oglichkeiten m

ussen hier als enorm eingesch

atzt werden
Die Laufsicherheit des Programms ist im Allgemeinen gew

ahrleistet Vor allem kann ga	
rantiert werden
 da Emails beliebiger Schachtelungstiefe und beliebiger Zusammensetzung
vollst

andig in die Datenbank eingebracht werden k

onnen Schwierigkeiten k

onnen jedoch noch
bei unvorhergesehenen Spezialmails von Spezialsoftware drohen
 die am Rande der M

oglich	
keiten der MailSpezikation liegen
Die vorgeschlagene Architektur eines EMailParsers in der genannten Umgebung ist nicht
die einzig m

ogliche L

osung Eine gute L

osung ist auch in der folgenden Form vorstellbar Der
MailVerteiler startet per RemoteShell ein Skript auf einem DatenbankClientRechner und

ubergibt remote die gesamte Email an das Skript Der Vorteil dieser L

osung w

are
 da hier
keine NFSf

ahige Netzstruktur mehr ben

otigt w

urde Ein Nachteil w

are allerdings
 da sich alles
auf dem DatenbankRechner abspielt und die verteilte Ausf

uhrung wegf

allt
Die angesprochene Aufteilung des optionalen Headers in RFC Header und MIME
Header macht Sinn
 da damit weitere Arbeitsschritte vereinfacht werden Eine M

oglichkeit
 die
beiden Arten optionaler HeaderInformationen zu unterscheiden
 w

are
 alle mit Content	 be	
ginnenden Attribute als MIMEAttribute und alle

ubrigen als RFC Attribute anzusehen
Dies k

onnte einfach im Parser realisiert werden und auch einen betr

achtlichen Nutzen f

ur den
EmailDatenbankServer und den EmailDatenbankClient mit sich bringen
Bei Verwendung einer neueren Version als DB UDB  Fixpack   Sep 	
 kann sau	
berer mit den OIDs umgegangen werden
 da nutzergenerierte OID als datenbanktheoretisch un	
sauber betrachtet werden m

ussen Auerdem k

onnten mit DBExtendern zB TextExtender

ImageExtender etc Zugrismechanismen auf die einzelnen MailTeile angeboten werden
 die
eine bessere Anfrageunterst

utzung bei der Nutzung von EmailFunktionalit

at mit sich bringen
w

urden Dazu m

ute allerdings die Dekodierung im Parser wieder eingeschaltet
 die Datenbank
angepat und als schwierigstes Detail vom EmailDatenbankServer ein dahingehend erweiter	
tes IMAPProtokoll unterst

utzt werden
Sollte in einer neuen Version von DB auch der ImportBug behoben sein
 so w

urde die
zus

atzliche Tabelle import nicht mehr ben

otigt
Ein Problem
 welches sich beim Import zeigte
 ist
 da am Ende jedes Imports die Datenbank
ein automatisches Commit durchf

uhrt Dies ist in der verwendeten Version von DB nicht zu
unterbindenDB kann oensichtlich mit sehr groen Objekten transaktionstechnisch nicht lange
umgehen Dies verhindert nat

urlich das angestrebte Ziel
 eine komplette Email in einer einzigen
Transaktion in die Datenbank zu

uberf

uhren
M

ogliche Erweiterungen des EmailParsers Um die Verarbeitung der Emails zu be	
schleunigen
 m

ute die momentane Beschr

ankung der Warteschlange bei procmail aufgehoben

werden Daraus erg

abe sich jedoch auch die Notwendigkeit
 die Sicherheit f

ur den parallelen
Betrieb der Software zu erh

ohen Ein weiteres Problem besteht in diesem Zusammenhang darin

da die gesamte Email beim Parsing durch die Software in den Speicher geladen wird Bei sehr
vielen groen Emails im parallelen Betrieb k

onnte es hier zu Engp

assen bei den Ressourcen
kommen
F

ur die Verwendung anderer DBMS wird es neben einer Anpassung des DatenbankSchemas
n

otig sein
 die Umgebungsvariablen anzupassen
 die SQLAnfragen zu

uberarbeiten und damit
die M

oglichkeiten des neuen DBMS und dessen BefehlsInterpreters auszunutzen
Momentan bietet Perl keine DatenbankSchnittstelle zB DBI zur verwendeten DB
Version G

abe es ein solches PerlModul
 so k

onnte die in Unterabschnitt  vorgestellte Ar	
chitektur wesentlich einfacher und zudem ezienter aufgebaut werden Man m

ute dazu nicht
mehr relativ umst

andlich den Befehlsinterpreter bem

uhen
Zun

achst war geplant
 alle Einsatzgebiete des Parsers in einem Programm zu integrieren
Aufgrund der Vielfalt der unterschiedlichen Anforderungen aus den drei Einsatzgebieten wurde
dieser Versuch jedoch aufgegeben Die gr

oten Probleme waren hier die

Ubergabe der Nutzer	
namen und Passw

orter und die Bereitstellung der tempor

aren Arbeitspfade Trotzdem sollte es
prinzipiell m

oglich sein
 alle drei Einsatzgebiete in ein Programm zu integrieren
Insgesamt kann festgestellt werden
 da einige M

oglichkeiten zur Erweiterung und zur Mo	
dikation des EmailParsers bestehen
 die Software aber in jedem Fall die gestellte Aufgabe
einer prototypischen Umsetzung des Problems einer syntaktischen Analyse und des Imports von
Emails in eine Datenbank gerecht wird und dabei stabil genug funktioniert
 um als Grundlage
des Gesamtsystems eingesetzt zu werden
 Der EmailDatenbankServer
Der EmailDatenbankServer basiert auf der IMAPReferenzImplementierung der Univer	
sity of Washington Cri
Die Dateien m

ussen entpackt werden und dann auf einem Rechner mit freiem tmp	Ver	
zeichnis in der aktuellen Infrastruktur des Fachbereichs Informatik der Universit

at Rostock
also nicht auf hokkaido kompiliert werden Unter Sun Solaris lautet der Befehl make sol Das
Programm funktioniert aber auch unter GNULinux Im Unterverzeichnis imapd liegt dann der
IMAPD

amon imapd Dieser kann direkt gestartet werden
 und erlaubt so ein Arbeiten auf
Kommandozeile im PREAUTHModus dieser entspricht dem Authenticated state aus Un	
terabschnitt  es ist also ohne Angabe von Login und Passwort m

oglich
 auf MailFoldern zu
arbeiten Alternativ kann das Programm auch von einem SystemAdministrator als daemon re	
gistriert werden
 um so automatisch gestartet zu werden
 sobald ein Client eine Verbindung zum
IMAPPort  aufbaut In diesem Fall l

auft das Programm unter den AdministratorRechten
und verlangt daher die Angabe eines UnixAccounts und eines Passworts
Die Umsetzung des EmailDatenbankServers sollte auf der IMAPReferenz	Implemen	
tierung aufbauen
 wobei dieser soweit umgeschrieben werden mute
 da die Emails nicht mehr
wie

ublich aus Dateien ausgelesen werden
 sondern eine Datenbank verwendet wird Imple	
mentiert wurde auch f

ur diesen Server der Zugri auf DB
 um die durch den EmailParser
s Abschnitt  in die Datenbank importierten Emails als Datenbestand nutzen zu k

onnen
Der EmailDatenbankServer liest die Emails nach Bedarf je nach Wunsch des Email
DatenbankClients aus Abschnitt  oder jedem beliebigen anderen IMAPf

ahigen MailClient

aus der Datenbank aus
 legt MailFolder an
 benennt MailFolder um
 l

oscht MailFolder


andert
EmailFlags
 kopiert Emails oder l

oscht Emails
Der DBServer l

auft in der aktuellen Infrastruktur des Lehrstuhls Datenbank und Infor	
mationssysteme des Fachbereichs Informatik der Universit

at Rostock auf dem Rechner hades
Vor der Benutzung der Datenbank mu zun

achst source dbinstsqllibdbcshrc bzw
dbprofile
 abh

angig von der verwendeten Shell ausgef

uhrt und das Skript zum Anlegen
der Tabellen in der Datenbank ausgef

uhrt werden sofern dies noch nicht gem

a der Beschrei	
bung zum Parser in Unterabschnitt  geschehen ist Sowohl die Kompilation
 als auch die
Ausf

uhrung des ge

anderten Servers mu derzeit auf hades stattnden
Die vollst

andige Beschreibung der Implementierung des EmailDatenbankServers ndet
sich in KWR
  Das TreiberPrinzip
Die Sourcen des StandardIMAPServers erlauben die Kapselung aller Aktionen zum Laden
Speichern von Emails Dazu wird eine Liste aller MailTreiber gehalten
 die immer
 wenn ein
Client einen IMAPBefehl schickt
 nach einem passenden Treiber durchsucht wird Derjenige
Treiber
 welcher die Aufgabe erf

ullen kann
 wird aufgerufen Auf diese Weise unterst

utzt der
StandardServer gleichzeitig lokale Emails und newsGruppen
Aufgrund dieser AusgangsSituation war es f

ur den EmailDatenbankServer lediglich
notwendig
 einen neuen Treiber zu entwickeln Auf

Anderungen am eigentlichen Hauptpro	
gramm konnte weitestgehend verzichtet werden MailTreiber m

ussen als treibernamec und
treibernameh existieren und im Makele der jeweiligen Plattform
 dh im aktuellen Fall
unter Verwendung der Software unter Sun Solaris in srcosdepunixMakefile
 unter der
Umgebungsvariable DEFAULTDRIVERS oder EXTRADRIVERS
 registriert werden Standardimple	
mentierungen nden sich zB in srcosdepunixunixc die Implementierung des Email
DatenbankServers liegt in srcosdepunixdbmailsqc
Bei dem EmailDatenbankServer handelt sich um einen CQuelltext
 der Embedded
SQLBefehle enth

alt und vor der Kompilierung vom Pr

aprozessor in dbmailc umgewandelt
wird Bei der vorliegenden Implementierung des EmailDatenbankServers wurden s

amtliche
anderen Treiber auskommentiert
 dh aus den Umgebungsvariablen gestrichen
 da sie nur
st

oren w

urden alle Emails sollen in der Datenbank gespeichert werden der MailFolder IN	
BOX w

urde jedoch ansonsten von einem anderen Treiber h

oherer Priorit

at verwaltet werden
dbmailsqc enth

alt die Denition einer Struktur vom Typ DRIVER Dort sind Name
 Flags
und Zeiger auf die unterst

utzten Funktionen angegeben
Sobald ein Client einen IMAPBefehl zum Selektieren eines MailFolders an den IMAP
Server schickt
 wird vom IMAPKern deniert in cclientmailch die Liste der Mail
Treiber durchsucht und die Treiber jeweils befragt
 ob sie den jeweiligenMailFolder unterst

utzen
Dabei wird auch die neu implementierte Funktion dbmail validchar name aufgerufen
Diese pr

uft mit einer DatenbankAnfrage
 ob der jeweilige MailFolder existiert
 und liefert im
positiven Fall einen Zeiger auf dbmaildriver als R

uckgabewert Anschlieend verwendet der
IMAPKern diesen Treiber bei der Abarbeitung der vom Client gesendeten Befehle F

ur wei	
tere Details zu den implementierten Funktionen im DBMailTreiber wird auf den Quellcode
verwiesen KSW

 Ideen f

ur Optimierungen
W

ahrend der Entwicklung des EmailDatenbankServers wurden einige Probleme identiziert

deren Behebung einige Geschwindigkeitssteigerungen bringen w

urde
  Verbindungsauf und abbau
Bei jeder Aktion Abarbeitung eines ClientBefehls wird die Verbindung zur Datenbank neu
aufgebaut und hinterher wieder geschlossen Dies ist insofern notwendig
 als ein Absturz bzw
eine unvorhergesehene Beendigung des Serverprogramms ansonsten einen DatenbankProzess
hinterlassen w

urde
Die DatenbankZugrie k

onnten wesentlich beschleunigt werden
 indem die Datenbank	
Verbindung nur beim Start des Programms hergestellt und erst bei Beendigung desselben ge	
trennt w

urde Speziell neuere Versionen von Netscape mail schicken sehr viele LISTBefehle
zur Erkundung
 welche MailFolder existieren an den Server und bauen mehrere IMAP
Verbindungen parallel auf
 was mit der derzeitigen Implementierung einige Zeit in Anspruch
nimmt
   Implementierung weiterer DRIVERMethoden
Beim Schreiben eines IMAPMailTreibers m

ussen nicht s

amtliche Methoden implementiert
werden Beispielsweise braucht der MailTreiber nicht die Struktur einer Email selbst zu ermit	
teln
 es reicht
 Funktionen zur Bereitstellung des MailKopfes und des MailBodies einzubauen
F

ur die vorliegende Implementierung w

aren dies dbmail header und dbmail text
Wenn ein Client zB die Struktur einer Email
 bestimmte Attachments MailBodies oder
nur spezielle Zeilen des MailKopfes anfordert
 dann ruft der IMAPKern die beiden genann	
ten Funktionen auf und verwendet den eingebauten Parser zur Extraktion der ben

otigten Teile
Allerdings ist diese Vorgehensweise keinesfalls ezient
 zumal die EmailBestandteile bereits
voneinander getrennt in verschiedenen Attributen im DatenbankSchema gespeichert sind Die
Beantwortung von ClientAnforderungen k

onnte deshalb schneller
 bzw mit einem deutlich ge	
ringeren logischen Aufwand vonstatten gehen Die DatenbankL

osung ist daf

ur pr

adestiniert

direkt die richtigen Daten zu selektieren bzw auf diese zu projizieren
 anstatt den Weg zu
gehen
 jedesmal eine gesamte Email zu rekonstruieren
 die anschlieend ohnehin wieder auf
die eigentlich interessierenden Anteile verk

urzt werden mu Deshalb w

are es f

ur den Email
DatenbankServer sinnvoll
 einige der durch die DRIVERSpezikation unterst

utzten m

ogli	
chen Funktionen zu implementieren Denkbar und besonders sinnvoll erscheint die Implementie	
rung der folgenden TreiberFunktionen die Reihenfolge gibt die Einsch

atzung des absteigenden

erreichbaren Gewinns  des Sinns  der Implementierung an
db mail partial nur einen Teil der Email ausgeben
 dh bestimmten Teil Startindex 
Endeindex bzw bestimmte Attachments
db mail structure nur die Struktur der Email ausgeben
db mail search eine Liste von Emails ausgeben
 die bestimmte Suchkriterien erf

ullen
db mail overview f

ur eine Sequenz von Emails eine

Ubersicht ausgeben
db mail ag f

ur eine Sequenz von Emails Flags

andern

db mail sort anhand eines Kriteriums die Emails eines MailFolders sortieren
 dh neue
UIDs zuordnen
 

Anderung des Schemas zur Unterst

utzung hierarchischer MailFolder
In der aktuellen Implementierung des EmailDatenbankServers wird die Hierarchie der Mail
Folder ausschlielich

uber die Namen der MailFolder verwaltet
 untergeordnete MailFolder
sind alle MailFolder
 die etwa dem Ausdruck MailFolder"Separatorzeichen"Zeichenkette ent	
sprechen Dies macht Operationen wie das Umbenennen eines MailFolders
 der links in der
Hierarchie steht
 sehr aufwendig Dies gilt insbesondere
 wenn eine groe Anzahl von Mail
Foldern in einer Hierarchie liegt Es erscheint

uberlegenswert
 eine Verkettung mit Hilfe von
Referenzen als alternative Darstellungsform in Betracht zu ziehen
 da diese Vorgehensweise ver	
mutlich deutlich besser geeignet w

are
  Vereinfachung der Authenti	zierung
Wird der IMAPServer durch den SystemAdministrator gestartet
 so meldet sich das Pro	
gramm zun

achst beim Betriebssystem und dann beiDBmit dem zuvor vom Client

ubertragenen
Benutzernamen und Passwort an Dies bedeutet
 da alle Nutzer des EmailDatenbankServers
auch einen UnixZugang und einen Eintrag in der Nutzerverwaltung von DB ben

otigen Dies
w

are bei einem Server
 der von einer groen Anzahl von Nutzern f

ur die Nutzung von Email
Funktionalit

at verwendet wird
 wie zB einem Rechner in einem Universit

atsRechenzentrum

zu aufwendig Denkbar w

are die Entwicklung eines eigenen Authentizierungsmoduls
 das direkt
auf DB zugreift Da jeder Nutzer sein eigenes Schema in der gemeinsamen Datenbank verwen	
det
 mu

uberlegt werden
 ob dies auch ohne separates Anlegen eines UnixBenutzers erstellt
werden k

onnte


Anderungen an den Originalquellen
Durch das Treiberkonzept des IMAPServers waren nur geringf

ugige

Anderungen an den Pro	
grammteilen auerhalb des neu geschaenen Moduls notwendig Da f

ur die Anmeldung beim
Datenbanksystem Nutzername und Passwort ben

otigt werden
 wurde die Authentizierungs	
routine dahingehend ge

andert
 da sie das Passwort in einer globalen Variable speichert Dies
f

uhrte dazu
 da sich andere
 hier nicht verwendete Programme der Distribution nicht mehr

ubersetzen lieen
 was aber leicht durch Hinzuf

ugen der Variable zu den betroenen Dateien
behoben werden k

onnte
 Probleme
In der vorliegenden Implementierung des EmailDatenbankServers gibt es Probleme mit Zei	
lenumbr

uchen und dem Attribut
 das die L

ange von Emails beinhaltet
 Zeilenumbr

uche
Beim Testen des EmailDatenbankServers mittels verschiedener Clients el auf
 da zB
Netscape unbedingt CRLF als Zeilenumbruch erwartet
 dh nrnn Sind diese Umbr

uche
nicht bzw nur nn vorhanden
 dann bricht Netscape beim Lesen der Kopfzeilen Header
Informationen ab

Der implementierte Server f

ugt daher diese Zeilenumbr

uche nun explizit bei der Ausgabe der
Kopfzeilen ein
 wodurch Netscape die Emails dann akzeptiert Da die EmailHeader in der
Datenbank als AttributWertPaare ohne diese Form der Zeilenumbr

uche gespeichert sind
 kann
es Probleme geben
 wenn eine Email mittels Netscape ausgegeben wird Da die Benutzung dieses
Zeilenumbruchs so auch in den RFCs speziziert ist
 mu der Zeilenumbruch bei der Ausgabe
in dbmail text angef

ugt werden
  Die L

ange von Emails
Wenn Clients die L

ange einer Email ausgeben
 so wird in der aktuellen Version lediglich der
Wert aus con length der Email ausgegeben Dieser ist aber oft nicht angegeben
 daher wird
ein frei gew

ahlter Standardwert zZt  verwendet Hier m

ussen eventuell der Parser oder
der Server explizit die L

ange der Email ermitteln und in die Tabelle mime s Anhang A ein	
tragen
 damit die verwendeten Clients nicht aufgrund abweichender EmailL

ange Warnungen
versenden Die Funktionalit

at des Gesamtsystems wird durch den verwendeten Standardwert
nicht eingeschr

ankt
 Der EmailDatenbankClient
An den EmailDatenbankClient wurden die folgenden Anforderungen gestellt
 MailVerwaltung in einer Datenbank nicht in den

ublichen MailFoldern
 Unterst

utzung des IMAPProtokolls und evtl eigenen Erweiterungen
 Arbeit als oline bzw disconnectedClient
Der Client soll m

oglichst autonom arbeiten und nur zum Empfangen neuer Emails bzw
zum Datenabgleich mit dem MailServer in Verbindung treten m

ussen Datenreplikation
und Synchronisation
Die vollst

andige Beschreibung der Implementierung des EmailDatenbankClients ndet
sich in NMS
Nachfolgend werden einige Aspekte der Entwicklung des EmailDatenbankClients disku	
tiert Unterabschnitt  widmet sich der Auswahl der verwendeten Programmiersprache
 bevor
Unterabschnitt  detailliert auf die Implementierung der einzelnen Komponenten des Email
DatenbankClients eingeht und in Unterabschnitt  schlielich die implementierte grasche
Ober 

ache beschrieben wird Abschlieend behandelt Unterabschnitt  die Verwendung des
EmailDatenbankClients im onlineBetrieb
  Die Wahl der Programmiersprache
Als erstes wurden die m

oglichen Programmiersprachen und werkzeuge untersucht In die engere
Auswahl kamen schlielich Java
 Perl und Python CC schied f

ur die Programmierung eines
MailClientPrototypen aufgrund des doch erheblichen Programmieraufwands aus Die genann	
ten Programmiersprachen bieten allesamt Bibliotheken f

ur das Bearbeiten von Emails und f

ur
die IMAPKommunikation Auerdem gibt es keine Probleme mit Speicherlecks oder Dang	
ling Pointern
 was die Fehlersuche erheblich beschleunigt
 so da die eigentliche Funktionalit

at
des Programms in den Mittelpunkt der Arbeiten gestellt werden kann

Java bietet zwar schon einen BeispielMailClient
 IMAPBibliotheken und sogar eine
JDBCAnbindung zur Datenbank
 dennoch el die Entscheidung zugunsten der neuen Skript
Sprachen
 die mit ihrem InterpreterVorcompilerKonzept ein wesentlich rascheres Prototyping
und Debugging zulassen und in ihrer M

achtigkeit den herk

ommlichen Programmiersprachen in
nichts nachstehen Das Gegenteil ist sogar der Fall meistens sind ihre F

ahigkeiten in der String
Verarbeitung zB Parsing und die angebotenen Datentypen weitaus fortgeschrittener
Letztendlich el die Wahl auf Python HM
 Lut
 WvRA
 vLF
 welches neben Bi	
bliotheken f

ur das Bearbeiten von Emails und die IMAPKommunikation auch noch eine
TkAnbindung beinhaltet
 welche f

ur die Ober 

achenProgrammierung nat

urlich von groem
Nutzen war Einziger Nachteil an Python allerdings nur gegen

uber JAVA und C ist die feh	
lende DatenbankAnbindung
 zB per SQLSchnittstelle Diese Anbindung wurde mit Hilfe des
Kommandozeileninterpreters CLI der Datenbank und passenden ShellSkripten implementiert
Dieser Umweg f

uhrt zu einem drastischen PerformanceEinbruch
 da die DatenbankVerbindung
st

andig neu aufgebaut und wieder abgebaut werden mu Allerdings bietet dieses Verfahren wie	
derum den Vorteil der leichten Programmierbarkeit
 guter Wartbarkeit
 hoher Fehlertoleranz
keine Abst

urze und vor allem einer guten Portierbarkeit auf andere DBMS
 Die Implementierung
Dieser Unterabschnitt beschreibt den DatenbankZugri
 f

uhrt Besonderheiten der Implemen	
tierung auf und beschreibt abschlieend bestehende Probleme und m

ogliche L

osungen
  Der DatenbankZugri

Es gibt eine Tabular Databases SIG Special Interest Group Zusammenschlu von an ei	
nem speziellen Thema Interessierter F

ur Python gibt es SIGs f

ur BildBearbeitung
 XML
Bearbeitung
 DatenbankAnbindung und weitere
 die sich mit dem Zugri auf relationale Da	
tenbanken aus Python heraus besch

aftigt Es wurde eine Standard API f

ur den Datenbank
Zugri deniert
 welche es in einem Modul zu implementieren gilt F

ur eine Reihe von verbrei	
teten Systemen wie Informix
 mySQL
 SyBase und Oracle existieren bereits derartige Module
Ebenso existiert ein ODBCModul f

ur Windows
Leider existiert jedoch keine Bibliothek f

ur den Zugri auf die im Rahmen der Implemen	
tierung des EmailDatenbankClients zu verwendende Datenbank DB UDB Cha
 IBM
Aus diesem Grund mute ein anderer Weg f

ur den DatenbankZugri gew

ahlt werden Eine
M

oglichkeit w

are gewesen
 eine neue PythonBibliothek in C zu implementieren
 welche die
Kommunikation mit einer Datenbank

ubernimmt
 also die API der SIG implementiert Da in
Unterabschnitt  aber gerade gegen eine Programmierung in C entschieden wurde und auch
die Anbindung an ein weiteres DBMS evtl noch realisiert werden sollte
 wurde ein einfacherer
und zugleich oenerer Weg ausgew

ahlt
Python bietet
 wie die meisten Programmiersprachen auch
 die M

oglichkeit
 Programme auf
BetriebssystemEbene aufzurufen systemcall Da jede Datenbank auch die M

oglichkeit
der Bedienung

uber einen Kommandozeileninterpreter CLI bietet
 lag die Idee nahe
 einfach
diesen CLI mit den entsprechenden Parametern aufzurufen Da der CLI seine Ergebnisse in
einem nicht immer brauchbaren Format ausgibt und das vor allem auch noch auf die Konsole

muten diese Aufrufe allerdings noch gekapselt werden Ein weiterer Grund f

ur die Kapselung
ist der
 da eine Datenbank immer erst ge

onet werden mu
 bevor auf sie zugegrien werden
kann DatenbankVerbindungen bestehen immer nur mit einem entsprechenden Prozess Da bei

einem systemcall jedesmal ein neuer Prozess generiert wird
 was automatisch zum Schlieen
der alten Verbindung und zu einer Fehlermeldung bei der neuen Anfrage f

uhrt
 ist ein direkter
Aufruf des CLI von Python aus nicht m

oglich
Die einfachste L

osung f

ur beide Probleme sind kleine ShellSkripte Ein ShellSkript l

auft
als ein Prozess und hat dadurch st

andig Zugri auf eine einmal ge

onete Datenbank allerdings
mu diese Verbindung bei jedem Aufruf des Skripts neu hergestellt werden Auerdem wird
gleichzeitig die Ausgabe in eine Datei umgeleitet und mit Hilfe von UnixStandardtools so for	
matiert
 da sie einfach wieder in PythonDatenstrukturen eingelesen werden kann
Der Zugri auf die Daten in der Datenbank l

auft daher also im Wesentlichen wie folgt ab
 Es gibt eine Reihe von StandardZugrismethoden zu den Daten in der Datenbank
 die
in gew

ohnlichem PythonCode geschrieben wurden Dies sind Methoden zum Au isten
aller vorhandenen MailFolder oder aller Emails innerhalb eines MailFolders
 zum An	
legen und L

oschen von MailFoldern
 sowie Methoden zur Bearbeitung einzelner Emails
So k

onnen die Flags einer Email gesetzt
 Emails mitohne Attachments ausgegeben

Emails verschoben und kopiert werden Diese Funktionen stellen die

auere Schnittstelle
f

ur die Kommunikation eines MailClients mit der Datenbank dar Alle diese Grundfunk	
tionen sind in der Bibliothek mblibpy deniert
 Jeder dieser PythonFunktionen ist genau ein ShellSkript
 meist mit gleichem Namen

zugeordnet Im einfachsten Fall ruft also die PythonFunktion nur das entsprechende
Skript mit den Parametern

uber den ossystemcall auf Im etwas komplizierteren
Fall m

ussen die Daten noch entsprechend in eine PythonStruktur eingelesen werden

zB wenn eine Liste zur

uckgegeben werden soll
 oder aber noch Parameter ge

andert oder
bereinigt werden m

ussen F

ur die Behandlung von Parametern gibt es noch eine Reihe
n

utzlicher Funktionen
 die in toolspy deniert sind und zB bestimmte Flags in einem
FlagString setzen bzw l

oschen
 oder aber die Umwandlung von den Emailinternen
Flags auf IMAPProtokollkonforme FlagBezeichnungen vornehmen
 In jedem ShellSkript wird zuerst die entsprechende Datenbank hier mailclnt mit dem
jeweiligen Nutzernamen und Passwort ge

onet Die PasswortAbfrage mu der Client

ubernehmen und das richtige Passwort als PASSParameter in seinem Environment
speichern Als n

achstes werden dann die n

otigen Daten mittels einer oder mehrerer SQL
Anfragen in SystemDateien extrahiert Danach werden diese Dateien formatiert Bei Auf	
rufen
 die keine Daten zur

uckliefern
 sondern nur Daten

andern
 f

allt dieser Teil nat

urlich
weg
 und es wird nur der entsprechende SQLAufruf abgesetzt Als vorletzte Aufgabe wird
dann noch eine entsprechende Zeile mit den n

otigen Informationen in die LogTabelle ge	
schrieben Zum Schlu kann die Datenbank wieder geschlossen werden
 bei einem erneuten
Aufruf des Skripts st

unde diese Verbindung sowieso nicht mehr zur Verf

ugung Um sauber
zu programmieren und nicht zu viele DatenbankClients zu verbrauchen
 wird also jede
Verbindung wieder geschlossen Damit ist der Zugri auf die Datenbank abgeschlossen
 Falls Daten aus der Datenbank extrahiert wurden
 dann stehen sie anschlieend formatiert
in einer entsprechenden SystemDatei und k

onnen einfach mittels Python	Systemfunktio	
nen eingelesen werden Falls nicht
 endet die Funktion mit der R

uckgabe des FehlerCodes
des ShellSkripts

 Das Einf

ugen von Daten Emails in die Datenbank erfolgt mittels des in Abschnitt 
beschriebenen EmailParsers Dieser Parser ist in Perl geschrieben und arbeitet auch
mit einer DatenbankAnbindung

uber ShellSkripte Die Schnittstelle dieses Werkzeugs
enth

alt einen Parameter
 den Namen des ZielMailFolders Die Email selbst wird in
eine Datei geschrieben
 die

uber eine Umlenkung der StandardEingabe an den Parser

ubergeben wird Der Parser wird mittels ossystem und dem entsprechenden Parameter
aufgerufen Der R

uckgabewert ist der FehlerCode dieses Aufrufs Danach ist die Email
in die Datenbank eingetragen
   Besonderheiten der Implementierung
Bei der Implementierung aller Funktionen wurde in erster Linie Wert auf die Vervollst

andigung
ihrer Funktionalit

at gelegt Es ergibt sich daher eine Einschr

ankung bei der Laufsicherheit der
Bibliotheken Alle Funktionen sichern eine absturzfreie Arbeit zu
 solange alle Eingabeparameter
korrekt sind und keine Probleme mit dem DatenbankZugri auftreten Anderenfalls erfolgt zwar
kein Absturz
 aber die Fehler werden nicht abgefangen und als Fehlermeldung an die aufrufende
Funktion zur

uckgeliefert Dies f

uhrt unter Umst

anden zu unsch

onen Fehlerausschriften auf der
Konsole und einer Fehlerfortf

uhrung in der aufrufenden Funktion
Bei der ClientImplementierung achtet die Ober 

ache darauf
 nur korrekte Daten zu

uber	
mitteln Es bleibt aber weiterhin das Problem des DatenbankZugris Leider kommt es bei dem
verwendeten System DB ab und an zu St

orf

allen
 welche eine korrekte Daten

ubermittlung
vereiteln In diesen F

allen k

onnen dann evtl Updates verloren gehen
 bzw die Darstellungs	
komponente erh

alt keine Ergebnisse
Da es sich bei dem EmailDatenbankClient nur um einen Prototypen zur Demonstration
handelt
 sind diese Einschr

ankungen nicht entscheidend Bei einer Erweiterung zu einer richtigen
Anwendung mu dies allerdings ber

ucksichtigt werden neben den im folgenden aufgef

uhrten
Problemen
  Probleme und L

osungen
Das einzige oensichtliche Problem der beschriebenen L

osung der DatenbankAnbindung ist
der PerformanceVerlust durch das

Onen der Datenbank bei jedem Funktionsaufruf Obwohl
nachfolgende Aufrufe schneller ablaufen
 da die DatenbankClients nicht gleich wieder vernich	
tet werden
 sondern f

ur neue Anfragen zur Verf

ugung stehen
 w

are doch eine st

andig ge

onete
Verbindung w

unschenswert Diese Art der Geschwindigkeitssteigerung wurde auch schon bei
FASTcgi praktiziert Momentan bietet der EmailDatenbankClient jedoch keine funkti	
onsf

ahige L

osung f

ur dieses Problem an
Die beste Alternative stellt vermutlich die Implementierung der DatenbankAPI f

ur DB
UDB dar Wahlweise k

onnte das ganze System auch auf ein anderes DBMS portiert werden
 f

ur
das bereits eine solche Implementation verf

ugbar ist Die Portierung sollte ohne groe Schwie	
rigkeiten realisierbar sein
 solange alle vom DatenbankSchema in Anhang A verwendeten Da	
tentypen und Konstruktoren verf

ugbar sind
 Die gra
sche Ober

ache
Im folgenden wird zun

achst die Funktionalit

at der graschen Ober 

ache beschrieben
 bevor
Erweiterungsm

oglichkeiten aufgef

uhrt werden

 Beschreibung der Funktionalit

at
Die Ober 

ache des EmailDatenbankClients besteht aus einem Men

u
 einer Informationsbox
und einer Toolbar s Abbildung  Letztere dient dem schnellen Zugri auf die wichtigsten
Funktionen

Uber das Men

u sind s

amtliche Funktionen erreichbar Mittels der Funktionen Fol	
ders
 Mails und Attachments werden entsprechende Listen angezeigt und der Zugri auf
spezielle Funktionen der jeweiligen Objekte erm

oglicht Dabei wird zum Einen mit den Funk	
tionen der Datei mblibpy und zum Anderen mit UnixProgrammen wie mutt
 joe
 less ua
gearbeitet Eine Portierung des Clients auf andere Systeme erfordert somit eine Anpassung der
aufgerufenen Anwendungssoftware
Abbildung  Startfenster des EmailDatenbank	Clients
Da der Client mittels PythonTk implementiert wurde und dieses in der aktuellen Infra	
struktur am Fachbereich Informatik der Universit

at Rostock nur unter Linux auf dem Rechner
laxos zur Verf

ugung stand
 mute eine zus

atzliche Autorisierung eingef

uhrt werden Diese k

onnte
im Falle eines Programmstarts auf den meisten UnixRechnern sicherlich entfallen Allerdings
ergibt sich durch das Login der Vorteil des m

oglichen Nutzerwechsels Leider ist dies jedoch
nicht mit einem MehrbenutzerBetrieb vergleichbar
 da lediglich ein implizites Logout des alten
Nutzers und ein Login des neuen Nutzers erfolgen
Mittels der LogoutFunktion werden s

amtliche DBZugrie ohne ein erneutes vorhe	
riges Login unterbunden Vorher wird ein m

ogliches serverseitiges L

oschen der clientseitig
mit dem DeleteFlag markierten Emails abgefragt Diese Funktion des IMAPKommandos
Expunge ist auch direkt per Men

u und Toolbar zugreifbar Mittels Sync wird die volle
SynchronisationsFunktionalit

at
 die in Abschnitt  beschrieben wird
 ausgef

uhrt Das Pro	
gramm kann mit Quit unter Best

atigung der zugeh

origen Nachfrage oder durch Schlieen
des Fensters beendet werden
F

ur Dialoge bietet PythonTk einige Bibliotheken an
 wie zB tkSimpleDialog Zur Passwort	
Eingabe wurde die Klasse tkSimpleDialog zur Klasse tkHiddenDialog modiziert S

amtliche
Nachrichten beendeter Operationen benutzen die Klasse tkMessageBox Als GeometrieManager
wurde der Packer benutzt  alternativ w

aren auch Placer ua denkbar

Uber die entsprechenden Men

upunkte und Buttons der Toolbar ist der Zugri auf die Liste
aller MailFolder
 Emails eines MailFolders oder Attachments einer Email eines MailFolders
realisiert

Mailfolder Unter dem Men

upunkt Mailfolder Abbildung  sind die Funktionen betreend
der MailFolder
 einzelner Emails und Attachments gestaelt verf

ugbar Zu den Funktionen
auf MailFoldern geh

oren die Anzeige aller MailFolder
 das Anlegen und L

oschen eines Mail
Folders sowie das

Onen eines MailFolders
 welches die Anzeige aller Emails des MailFolders
nach sich zieht
Abbildung  Men

upunkt Mailfolder
Das Anlegen neuer MailFolder geschieht

uber die Funktion create mb aus mblibpy Vor	
handene MailFolder werden

uber die Funktion drop mb aus mblibpy entfernt Abbildung 
Abbildung  MailFolderListe
Mails Der Submen

upunkt Mail Abbildung  enth

alt alle Operationen auf und mit Emails
Zu diesen geh

oren das Erstellen und Versenden einer neuen Email
 das Beantworten oder Wei	
tersenden erhaltener Emails
 das Bewegen und Duplizieren von Emails zwischen MailFoldern
sowie die Ansicht
 das Speichern und das L

oschen von Emails
Das Erstellen und das Versenden neuer Emails erfolgt in der vorliegenden Client	Imple	
mentierung unter Nutzung des Programms mutt
 wobei die Email jeweils mittels Fcc unter
smtksws gespeichert wird
 um nach dem Versenden mittels des IMAPKommandos
APPEND in der Datenbank an den vorher angegebenen MailFolder angeh

angt zu werden
Dazu dient die Funktion app mail aus mblibpy

Abbildung  Submen

upunkt Mail
Bei Reply und Forward s Abbildung  wird nach der Auswahl einer Email diese aus
der Datenbank exportiert und mittels mutt dem Nutzer zur Bearbeitung zur Verf

ugung gestellt
An dieser Stelle ist auch die Verwendung beliebiger anderer MailClients m

oglich Im Wesent	
lichen werden die EditorFunktionalit

at und die

Ubergabe der erstellten Email an sendmail
genutzt Der Vorteil dieser L

osung besteht in der Ausnutzung der AttachmentBehandlung des
Clients mutt Nach erfolgreichem Versand der Email wird das R bzw FFlag der alten
Email gesetzt und eine Kopie an den vorher angegebenen MailFolder angeh

angt Zum Setzen
der Flags dienen die Funktionen reply und forward der Bibliothek mblibpy
Weitere Funktionen auf Emails sind die Speicherung einer Email
 die Ansicht der gesamten
Email und die Ansicht ohne Attachments Die jeweilige Email wird hier nach tmpmail cnt
exportiert und von dort aus entweder gespeichert oder aber mittels mutt oder less aufgerufen
Bis auf die Funktion View no Atts sind alle Kommandos direkt

uber Buttons der Toolbar
aufrufbar
Attachments

Uber den Subsubmen

upunkt Attachments Abbildung  kann auf die Funk	
tionen f

ur Attachments einer Email zugegrien werden Dazu geh

oren die Funktion des Auf	
listens aller Attachments einer Email sowie die Ansicht und das Speichern eines speziellen
Attachments
Die Funktionalit

aten Search und Help sind zwar schon vorgesehen
 aber noch nicht
implementiert
Die Attachments einer Email k

onnen aufgelistet werden und mittels Zugri

uber die ent	
sprechende Listennummer entweder mit einem beliebigen Programm angeschaut oder aber ge	
speichert werden Abbildung  Dabei wird

uber die Liste der Emails eines MailFolders und

Abbildung  MailListe
Abbildung  Subsubmen

upunkt Attachments
die Liste der Attachments einer Email die entsprechende AttachmentID bestimmt
 diese nach
tmpattm cnt exportiert und von dort aus weiterbearbeitet
Fehlerbehandlung Aufgrund des hohen Programmieraufwands wird von der vorliegenden
Implementierung nur eine minimale Fehlerbehandlung durchgef

uhrt
 so da zumindest Ober	
 

acheneigene Fehlerquellen
 wie zB abgebrochene Dialoge
 ber

ucksichtigt werden Nicht

uber	
pr

uft werden hingegen die Existenz von MailFolderNamen und Dateinamen
 die systemspezi	
sche Umgebung u

a
  Erweiterungsm

oglichkeiten
Die ClientDatei clientpy besteht aus der Klasse Hello Die Bibliotheken mblibpy und
i	libpy stellen die Schnittstelle f

ur Aufrufe der DBFunktionen bereit Alle Fenster des Cli	
ents erben die Eigenschaften der KonstruktorFunktion  init  Hier tritt das Problem auf

da Titel
 IconName und andere Eigenschaften weiterer Fenster nicht neu deniert werden
 was
die Benutzerfreundlichkeit deutlich erh

ohen w

urde So k

onnten Fenster
 wie zB die Listen
 ent	
weder den Namen des Nutzers oder Namen von MailFoldern bzw Emails als Titel

ubergeben
bekommen
Auch die

Ubergabe ausgew

ahlter MailFolder
 Emails oder Attachments an Funktionen wie

Onen
 Reply ua w

are denkbar Die Realisierung solcher Parameter

ubergaben scheiterte bisher

Abbildung  AttachmentListe
lediglich am Programmieraufwand Eine Erweiterung der Listen um eine UpdateFunktion w

are
ebenfalls denkbar Zus

atzlich k

onnten auch noch Operationen auf Flags angeboten werden 
besonders f

ur die nutzerdenierten Flags
 Der Client im onlineBetrieb
Neben der gebr

auchlichen Art des Einsatzes als olineMailClient mittels IMAP ist es auer	
dem m

oglich
 direkt auf die MailServerDatenbank zuzugreifen s Unterabschnitt  Wenn
sich der MailClient auf einem Rechner mit st

andiger Verbindung zum MailServer bendet

w

are es wenig sinnvoll
 st

andig per IMAP eine Synchronisation vorzunehmen Andere Mail
Systeme
 wie zB Lotus Notes DS
 bieten die M

oglichkeit
 neben dem Zugri auf die repli	
zierte lokale Datenbank
 im onlineBetrieb auch auf die ServerDatenbank zuzugreifen
Da das DatenbankSchema von Server und Client das gleiche ist
 funktionieren alle Daten	
bank	Zugrisfunktionen auch f

ur die ServerDatenbank Alles was zu tun bleibt
 ist die Einrich	
tung eines lokalen DatenbankClients
 der die Verbindung zwischen dem DatenbankServer und
dem lokalen Rechner herstellt
Wenn dar

uber hinaus noch der Name der Datenbank variabel
 also vom Nutzer ver

anderbar

deniert wird
 ist somit auch der Zugri auf mehrere lokale oder entfernte Datenbanken m

oglich

dh mittels eines MailClients lieen sich auf diese Weise mehrere MailAccounts verwalten
Dieses Prinzip von verschiedenen lokalen und serverbasierten Datenbanken wird zB von Lotus
Notes eingesetzt
 Synchronisation von Client und Server
Eine grundlegende Forderung an den MailClient ist die F

ahigkeit
 seinen DatenbankInhalt mit
dem des MailServers abzugleichen Diese Funktion ist notwendig
 um disconnected
 also ohne
Verbindung zum MailServer s Unterabschnitt 
 arbeiten zu k

onnen W

ahrend der Client
im onlineBetrieb st

andig mit dem Server verbunden ist und die MailFolder auf dem Server
direkt manipuliert
 arbeitet der Client im oline und disconnectedBetrieb dagegen selbst

andig

auf lokalen Kopien der Daten Replikaten Von Zeit zu Zeit m

ussen daher die Datenbest

ande
von Server und Client abgeglichen werden Diese Synchronisation erfolgt

uber die Verwendung
normaler IMAPKommandos
Der EmailDatenbankClient soll im disconnectedBetrieb arbeiten
 um so zB auf einem
Laptop oder auf einer Workstation zu Hause
 die nicht st

andig mit dem Internet verbunden sind

lau

ahig zu sein Dazu ist es nat

urlich notwendig
 da alle Aktionen sowohl auf Client als auch
auf der ServerSeite protokolliert werden
 um sie bei gegebener Verbindung auf der Gegenseite
nachholen zu k

onnen
Die vollst

andige Beschreibung der Implementierung der Synchronisation von Client und Ser	
ver ndet sich in KWR
 NMS
Im Folgenden beschreibt Unterabschnitt  den Aufbau und die Inhalte der LogDateien
Unterabschnitt  besch

aftigt sich anschlieend mit der Arbeitsweise der Synchronisation
 bevor
in Unterabschnitt  Probleme und L

osungsans

atze diskutiert werden
	  Die LogDateien
Vom EmailDatenbankClient und dem EmailDatenbankServer werden alle auf der jewei	
ligen Datenbank durchgef

uhrten Aktionen in einer LogDatei protokolliert Sowohl Client als
auch Server verf

ugen f

ur diesen Zweck

uber eine Tabelle logtable s Anhang A
 die zus

atzlich
in das DatenbankSchema eingef

ugt wurde
 um diese ProtokollEintr

age aufzunehmen
In die Tabelle logtable schreiben dazu alle Aktionen
 die

Anderungsoperationen auf der
Datenbank durchf

uhren
 einen Eintrag mit den dazugeh

origen Daten Die Tabelle ist folgender	
maen aufgebaut
timestamp action msgid oid target t uid source s uid ags
Die Eintr

age in der Tabelle haben folgende Bedeutung
Timestamp ist der Zeitpunkt
 zu dem die Aktion durchgef

uhrt wurde Serverseitig wird dieser
Wert ben

otigt
 um die richtigen Eintr

age aus der angeforderten LogDatei zur

Ubertragung
auszuw

ahlen
 da jeder Client nur die Eintr

age seit seiner letzten Synchronisation ben

otigt
Action enth

alt das Schl

usselwort f

ur die protokollierte Aktion Als Schl

usselworte sind folgende
Strings zugelassen
EmailAktionen
 APPEND Anf

ugen einer Email an einen MailFolder
 MOVE Verschieben einer Email in einen anderen MailFolder
 COPY Kopieren einer Email in einen MailFolder
 DELETE L

oschen einer Email aus einem bestimmten MailFolder
nicht aus der Datenbank
 FLAG S

Andern der SystemFlags einer Email
in der mailTabelle
 FLAG M

Andern der StandardFlags einer Email
in der foldercontentTabelle

 FLAG U

Andern der nutzerdenierten Flags einer Email
in der foldercontentTabelle
MailFolderAktionen
 CRTFOLDER Anlegen eines MailFolders
 DELFOLDER L

oschen eines MailFolders
 RENFOLDER Umbenennen eines MailFolders
 FLAG F

Andern der Flags eines MailFolders
MsgId ist die MessageID der bearbeiteten Email

Uber die Msg	ID wird die Email ein	
deutig in unserem System identiziert
 damit Client und Server auch jeweils die gleiche
Email ansprechen Die UID des IMAPProtokolls s Unterabschnitt  ist daf

ur lei	
der nicht geeignet
 da Server und Client selbst

andig den UIDZ

ahler erh

ohen Bei l

angerer
autonomer Arbeit laufen die UIDs daher auseinander und eine eindeutige Zuordnung w

are
wieder nur

uber die Msg	ID m

oglich Auerdem k

onnen sich die UIDs bei einer Neuord	
nung des MailFodlers zB Sortieren der Emails in einem MailFolder

andern
 dh die
LogDateiEintr

age w

urden evtl ung

ultige UIDs enthalten
OID ist die physikalische Objektidentit

at einer Email in der mailTabelle Dieser Wert
wird zum einen als MailUID im virtuellen rootmailMailFolder ben

otigt Dieser Mail
Folder enth

alt alle Emails
 die physikalisch in der Datenbank enthalten sind
 unabh

angig
von ihrer Zugeh

origkeit zu tats

achlich existierenden MailFoldern rootmailView In
diesemMailFolder ist die TabellenOID einer Email gleichbedeutend der UID im IMAP
System Damit ist es m

oglich
 eine Email zu

ubertragen
 egal in welchem MailFolder sie
sich zum Zeitpunkt der Synchronisation bendet
Eine weitere Anwendung ergibt sich aus der Wartung der LogDatei Mit Hilfe der OID
k

onnen LogDateiEintr

age genau den betroenen Emails zugeordnet werden Eine An	
wendung w

are zB das L

oschen aller LogDateiEintr

age einer Email beim Entfernen
selbiger aus der Datenbank bis auf den DELETEEintrag selbst nat

urlich So werden
unn

otige LogDateiEintr

age entfernt und die logtable wird nicht so schnell zu gro
Target bezeichnet den MailFolder
 auf die sich die protokollierte Aktion bezieht Es gibt daher
mehrere Bedeutungen Bei CRTFOLDER zB steht hier der Name des anzulegenden
MailFolders Als Regel gilt Bei allen Aktionen
 an denen nur ein MailFolder beteiligt
ist
 steht dessen Name in diesem Feld Bei Aktionen mit zwei beteiligten MailFoldern
steht hier der Zielort wohin
T UID ist die UID der bearbeiteten Email im ZielMailFolder Sie dient der einfacheren
Identizierung der Email zB beim Setzen von Flags Hier w

are auch die Verwendung
einer Kombination aus Msg	ID und MailFolderName m

oglich
 was aber den ben

otigten
Aufwand erh

ohen w

urde
Source bezeichnet
 wie oben schon angedeutet
 den AusgangsMailFolder Quelle bei bin

aren
Aktionen
 wie zB COPY oder MOVE Bei allen anderen Aktionen ist dieses Feld leer
S UID enth

alt genau wie T UID die aktuelle UID der bearbeiteten Email
 nur in diesem Fall
f

ur den MailFolder
 von dem die Aktion ausgeht Quelle Wie auch Source
 ist dieses
Feld nur bei bin

aren Aktionen belegt

Flags enth

alt die Flags f

ur eine Email Dieses Feld ist immer dann belegt
 wenn die protokol	
lierte Aktion in irgendeiner Weise den FlagString einer Email schreibt Am oensicht	
lichsten ist dies bei FLAG M
 FLAG U und FLAG S der Fall Aber auch Aktionen
wie APPEND schreiben einen FlagWert Im Falle von CRTFOLDER bezieht sich
dieser Wert auf die Flags des erzeugten MailFolders
	 Arbeitsweise der Synchronisation
Der EmailDatenbankServer h

alt f

ur die Synchronisation zwei virtuelle MailFolder bereit
rootmail und logle rootmail bietet
 wie bereits zuvor erw

ahnt
 Zugri auf alle phy	
sikalisch auf dem Server vorhandenen Emails Mittels logle ist der Zugri auf System
Informationen
 wie die LogDatei und den aktuellen Zeitstempel des Servers
 m

oglich
Virtuelle MailFolder liegen nicht physikalisch in der ServerDatenbank vor trotzdem kann
ein Client sie mittels SELECT anw

ahlen und Operationen auf ihnen ausf

uhren Alle dbmail
Funktionen des Servers unterscheiden deshalb zwischen den beiden virtuellen MailFoldern und
den in der Datenbank physikalisch existierenden MailFoldern
Durch die beiden virtuellen MailFolder werden dem EmailDatenbankClient die notwen	
digen Mittel zur Verf

ugung gestellt
 um alle LogDateiEintr

age ab einem bestimmten Zeitpunkt
anzufordern Dies ist f

ur eine erfolgreiche Synchronisation unabdingbar
Die Synchronisation der Datenbest

ande von Client und Server wird vollst

andig vom Cli	
ent gesteuert vorgenommen Als erstes wird vom Server dessen LogDatei vom Zeitpunkt der
letzten Synchronisation bis zum aktuellen Zeitpunkt angefordert Dazu wird per APPEND
Kommando der Zeitstempel der letzten Synchronisation unter Verwendung des virtuellen Mail
Folders logle an den Server

ubertragen
 append logfile  
		
Der Server selektiert daraufhin die entsprechenden LogDateiEintr

age aus seiner Datenbank
und stellt diese virtuell als erste Email im logleMailFolder zum Abruf bereit Mittels
FETCHKommando werden dann diese LogDateiEintr

age als zu

ubertragene Email vom
Client angefordert
 select logfile
 fetch  body
Genauer ist es so
 da immer wenn der FETCHBefehl auf dem logleMailFolder
ausgef

uhrt wird
 vom IMAPKern die Funktion dbmail text aufgerufen wird
 die dann eine
Email mit den entsprechenden LogDateiEintr

agen generiert
Danach selektiert der Client aus seiner eigenen Datenbank die LogDateiEintr

age und
schreibt sie in eine lokale Datei
Im n

achsten Schritt wird nun die ServerLogDatei inkrementell Schritt f

ur Schritt abge	
arbeitet und somit alle Aktionen
 die seit der letzten Synchronisation auf dem Server stattge	
funden haben
 auch auf die lokale Datenbank des Clients angewendet Beim Auftreten eines
APPENDEintrags in der LogDatei wird die dazugeh

orige Email via IMAPProtokoll aus
dem virtuellen MailFolder rootmail geladen und in die ClientDatenbank eingetragen Alle
diese Aktionen
 die der Synchronisation dienen
 erzeugen auf dem Client keine LogEintr

age
 da

sie ja bereits auf ServerSeite ausgef

uhrt wurden und es nicht sinnvoll ist
 sie bei der n

achsten
Synchronisation erneut auf dem Server durchzuf

uhren
Danach wird die LogDatei des Clients abgearbeitet Wieder wird Schritt f

ur Schritt jede
DatenbankAktion in einen IMAPAufruf umgesetzt und an den Server geschickt
 der diese
dann auf seinem Datenbestand ausf

uhrt Eine neu angef

ugte Email auf ClientSeite
 zB ein
Draft oder eine Email im SentMailFolder
 wird einfach mittels dem IMAPBefehl AP	
PEND an den entsprechenden ServerMailFolder angef

ugt Bei diesem Vorgang protokolliert
der Server allerdings weiterhin alle Aktionen in seiner LogDatei
 da diese

Anderungen auch
auf weiteren Clients ausgef

uhrt werden m

ussen
 wenn diese sich mit dem Server synchronisieren
wollen
Kein Client ben

otigt bei jeder Synchronisation s

amtliche vorhandenen LogDateiEintr

age

die auf dem Server gespeichert sind
 sondern jeder Client ben

otigt immer nur diejenigen Eintr

age

die seit seiner letzten Synchronisation protokolliert wurden Es gibt daher die M

oglichkeit
 den
Zeitstempel des Servers an den Client zu

ubertragen Zum Abschlu der Synchronisation fordert
der Client den aktuellen Zeitstempel des Servers an
 der immer als zweite Email des virtuel	
len MailFolders logle bereitsteht
 und daher mit einem einfachen FETCHKommando
ermittelt werden kann
 select logfile
 fetch  body
Der so

ubertragene Zeitstempel des Servers wird auf dem Client in ein internes Register ein	
getragen Tabelle lastrepl Mit diesem neuen Zeitstempel wird dann die n

achste Synchronisa	
tion durchgef

uhrt
 indem dieser zu Beginn der n

achsten erfolgenden Synchronisation wiederum
dem Server zur Selektion der zu

ubertragenden LogDateiEintr

age mitgeteilt wird
   
Es ist wichtig
 da der Zeitstempel des Servers und nicht ein Zeitstempel des Clients ge	
speichert wird
 da nicht immer sichergestellt werden kann
 da die Systemzeit auf beiden Seiten
genau gleich ist Auf diese Weise wird somit verhindert
 da bei der n

achsten Synchronisation
eigene Aktionen des Clients erneut auf diesem ausgef

uhrt werden
	 Probleme und L

osungen
Bei der in Unterabschnitt  beschriebenen Art der Synchronisation von Client und Server
treten einige Probleme auf
 die im Folgenden beschrieben werden Gegebenenfalls wird gleich
eine L

osungsvariante vorgeschlagen
Ein wichtiges
 hier nicht behandeltes Problem ist das Sperren des Servers w

ahrend der Syn	
chronisation Greift ein weiterer Client w

ahrend der Synchronisation auf den Server zu oder wird
eine neue Email eingetragen
 dann gehen diese Eintr

age dem gerade synchronisierenden Client
verloren
 da dieser ja erst nach abgeschlossener Synchronisation den Zeitstempel des Servers an	
fordert Vorher kann dieser Zeitstempel jedoch nicht angefordert werden
 da ansonsten bei einer
nachfolgenden Synchronisation der Client sein eigenes Update erneut vorgesetzt bek

ame Folg	
lich darf also auf dem Server keine Vermischung von LogDateiEintr

agen einer Synchronisation
mit anderen LogDateiEintr

agen stattnden
Ein weiteres Problem ist das unendliche Anwachsen der LogDateiEintr

age Da die Clients
anonym nicht registriert sind
 kann der Server nicht entscheiden
 welche LogDateiEintr

age
nicht mehr ben

otigt werden
 zB weil sich alle Clients bis zu einem gewissen Zeitpunkt schon
synchronisiert haben Auerdem kann jederzeit ein neuer Client hinzukommen
 der den aktuellen

Zustand von MailFoldern ben

otigt Beide Problemf

alle sind allerdings mit kleinen Erweiterun	
gen des vorgestellten Systems schnell zu l

osen
Der einfachere Fall ist das Hinzukommen eines neuen Clients Hier kann leicht eine Log
Datei generiert werden
 die den aktuellen DatenbankZustand widerspiegelt Da der Client noch
keine Daten besitzt
 k

onnen alle

Anderungseintr

age f

ur bestehende Daten ignoriert werden Die
generierte LogDatei enth

alt dann nur Eintr

age der Art CRTFOLDER und APPEND
Der kompliziertere Fall ist das Herausnden des

altesten SynchronisationsZeitpunktes Hier	
zu ist es notwendig
 da der Server alle Clients kennt Zum einen kann sich jeder Client einen
eindeutigen Schl

ussel generieren
 mit dem er sich beim Server zum Synchronisieren anmeldet
Einfacher ist es jedoch
 diesen Schl

ussel vom Server generieren zu lassen
 was zudem auf je	
den Fall die Eindeutigkeit garantiert Zu unserem DatenbankSchema m

ute dazu eine weitere
Tabelle mit zwei Attributen hinzugef

ugt werden
client	ID timestamp
Der Server speichert in dieser Tabelle dann alle angemeldeten Clients mit ihrem letzten
SynchronisationsZeitpunkt Die Clients haben daher jeweils nur einen Eintrag Die Client	ID
kann zB einfach eine Zahl sein Mit Hilfe dieser Information kann nun der Server den

altesten
SynchronisationsZeitpunkt feststellen und alle LogDateiEintr

age bis zu diesem Zeitpunkt
l

oschen Zus

atzlich werden durch dieses Vorgehen noch weitere Optimierungen m

oglich Liegen
bei einer Email zB APPEND
 diverse

Anderungsaktionen und schlielich DELETE alle
innerhalb der Zeitspanne nach der letzten Synchronisation
 so kann der Server alle zu dieser
Email geh

orenden LogDateiEintr

age vor der

Ubertragung zu dem entsprechenden Client
entfernen Dies kann die SynchronisationsDauer unter Umst

anden erheblich verk

urzen
Meldet sich ein Client zum ersten Mal zur Synchronisation
 sendet er eine Dummy	ID

zB  Der Server gibt bei der Best

atigung zur Synchronisation dann die neue ID f

ur diesen
Client aus und generiert auerdem eine spezielle LogDatei
 die zuvor bereits skizziert wurde
Mit diesem Prinzip k

onnen theoretisch beliebig viele Clients von einem Server bedient werden
Zur Sicherheit kann noch eine Zeitschranke vergeben werden
 die angibt
 nach welcher Zeit ein
Client aus der Liste entfernt wird Dieser Client w

urde dann bei einer neuen Kontaktaufnahme
eine neue ID und dazu den aktuellen DatenbankZustand bekommen Auf diese Weise kann
sichergestellt werden
 da ein Client
 der sich nur einmal synchronisiert hat
 nicht das ganze
System ausbremst Allerdings mu in diesem Szenario nat

urlich darauf geachtet werden
 da
gel

oschte Client	IDs nicht erneut vergeben werden d

urfen
 damit es nicht zu

Uberschneidungen
zwischen mehreren Clients kommt
Um all diese Funktionen zu erm

oglichen
 m

ute ein komplettes SynchronisationsProtokoll
implementiert werden
 das mindestens folgende Punkte umfat
 Anmeldung zur Synchronisation eines Clients beim Server mit einer ClientIdentikation
 der Server sendet die Client	ID und OK
 wenn er nicht schon einen anderen Client be	
dient
die Client	ID ist die ID
 mit der sich der Client angemeldet hat bzw die ihm neu zuge	
wiesen wurde
 der Client f

uhrt die Synchronisation durch der Server sperrt solange alle anderen Zugrie
dies umfat die

Ubertragung der LogDatei
 die Ausf

uhrung der IMAPOperationen
und das Lesen des ServerZeitstempels

 der Client meldet sich beim Server ab der Server aktualisiert den Zeitstempel in der
ClientTabelle und gibt Zugrie wieder frei
Die anderen Probleme betreen jeweils die erweiterten Flags in unserem DatenbankSchema
Die SystemFlags sind jeder physikalischen Email genau einmal zugeordnet
 also unabh

angig
von dem MailFolder
 in dem diese steht

Anderungen der Flags werden zwar protokolliert

k

onnen aber nur in Richtung Server  Client

ubertragen werden
 da hierbei die komplette
LogDatei geschickt wird In der Richtung Client  Server wird das IMAPProtokoll zur Syn	
chronisation benutzt
 welches keine entsprechende Funktion daf

ur bietet Eine L

osung w

are die
Festlegung spezieller FlagWorte
 die dann vom Server interpretiert werden m

uten
 um sie
jeweils in den richtigen Attributen zu speichern Diese speziellen FlagWorte k

onnten dann
allerdings nicht mehr f

ur die normale Email verwendet werden
Eine elegantere L

osung w

are es
 ein Setzen der MailFlags im rootmailMailFolder als
Setzen der SystemFlags zu interpretieren Damit blieben alle Worte frei verf

ugbar Die einfach	
ste L

osung
 die hier auch verwirklicht wurde
 ist die
 da SystemFlags nur f

ur systeminterne
und MailDatenabh

angige Informationen genutzt werden und nicht auf den Client bzw Server

ubertragen werden m

ussen Zur Zeit werden die SystemFlags nicht benutzt
 sie stehen lediglich
f

ur neue Features zur Verf

ugung
Ein

ahnliches Problem ergibt sich mit den NutzerFlags Da auf IMAPEbene keine Tren	
nung zwischen StandardFlags und nutzerdenierten Flags gemacht wird
 bleibt nur die Inter	
pretation der Werte Allerdings gibt es keine Vorschrift
 wie so ein NutzerFlag aussieht und
wie es im u  agsAttribut gespeichert werden soll Die Richtung Server  Client ist wie	
der sehr einfach
 da hier der entsprechende FlagString an den Client geschickt wird
 der ihn
nur in die Datenbank eintragen mu F

ur dieses Problem gibt es momentan keine L

osungsvor	
schl

age Wie auch bei den SystemFlags werden die NutzerFlags einfach ignoriert Sie stehen
den entsprechenden Systemen daher zur freien Verf

ugung
 Zusammenfassung und Ausblick
Wenn Emails als semistrukturierte Daten gesehen werden
 bietet es sich f

ur ihre Verwaltung
sicherlich an
 eine DatenbankL

osung zumindest in Betracht zu ziehen Auch weitere Probleme
bei der Verwaltung von Emails
 wie die in herk

ommlichen MailSystemen nur unzureichend
verf

ugbare Anfrageunterst

utzung und die Frage nach der Behandlung von Replikaten
 sind im
Datenbankbereich erforscht
 so da sich eine umfassende DatenbankL

osung geradezu anbietet
Eine erste prototypische Implementierung einer EmailVerwaltung auf Basis des objektre	
lationalen DBMS DB wurde im Sommersemester  im Rahmen einer KSWS	Lehrveran	
staltung des Lehrstuhls Datenbank und Informationssysteme am Fachbereich Informatik der
Universit

at Rostock durch studentische Projekte realisiert Die Implementierungen bauen auf
verschiedenen
 frei verf

ugbaren QuellcodeBibliotheken zu IMAP auf und nutzen unterschied	
lichste Programmier und SkriptSprachen So wurden neben einem MailParser in Perl ein
IMAPMailServer in C unter Nutzung von EmbeddedSQL sowie ein IMAPMailClient in
Python umgesetzt Sowohl Perl als auch Python verwenden dabei den Kommandozeileninter	
preter CLI von DB Eine rudiment

are Ober 

ache f

ur einen MailClient wurde mittels Tk
realisiert Die notwendige Synchronisation von Client und Server
 die grundlegende Teile des
Problems der ReplikatVerwaltung l

ost
 wird durch LogDateien auf Client und ServerSeite
unterst

utzt Bei Aufbau einer Verbindung zwischen Client und Server wird dazu zun

achst die

LogDatei des Servers zum Client

ubertragen
 bevor alle protokollierten

Anderungen inkremen	
tell auf der jeweils anderen Plattform nachgeholt werden
Aufgrund des gew

ahlten heterogenen ProgrammierAnsatzes
 speziell der Verwendung un	
terschiedlicher SkriptSprachen
 der teilweise erforderlichen

Ubertragung von Daten zwischen
verschiedenen Rechnern und der

Ubergabe von Daten unter Verwendung von Dateien erreicht
der geschaene Prototyp nicht die Performance
 die bei der ausschlielichen Verwendung von
nur einer Programmiersprache sicherlich erreicht werden k

onnte Ausgehend von der grundle	
genden Betrachtung des Prototypen als Machbarkeitsstudie sind unsere Erwartungen jedoch
erf

ullt worden Durch die Investition von mehr Ressourcen
 als im beschr

ankten Rahmen einer
Lehrveranstaltung verf

ugbar sind
 wird potentiell eine EmailVerwaltung auf Basis objektre	
lationaler DatenbankTechnologie m

oglich
 die den Nutzer von EmailFunktionalit

at in bisher
nicht erreichter Weise  gerade auch im mobilen Umfeld  unterst

utzt Der in diesem Arti	
kel beschriebene Prototyp zeigt damit
 da die in KH skizzierte Vision der Verschmelzung
von Email und DatenbankFunktionalit

at emailDB eine realistische M

oglichkeit zur L

osung
wesentlicher Probleme mobiler Nutzer von EmailFunktionalit

at darstellt
Weitergehende Untersuchungen zur gezielten Replikation von TeilDatenbest

anden
 sowie
eine parallel dazu erfolgende prototypische Implementierung einer EmailVerwaltung auf Basis
des objektrelationalen DBMS Informix bilden die beiden Schwerpunkte einer  unmittelbar
im Anschlu an die beendete KSWSLehrveranstaltung des Sommersemesters  gestarteten
 KSWSLehrveranstaltung im Wintersemester  Dar

uber hinaus wird die zuvor
entwickelte Ober 

ache des MailClients in diesem Rahmen vervollst

andigt und erweitert

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A Der DatenbankEntwurf
In Anhang A wird das DatenbankSchema eingef

uhrt und erl

autert
 bevor es in Anhang A
anhand von SQLAnweisungen dargestellt wird
A  Erl

auterung des Schemas
Abbildung  Das DatenbankSchema
Wie im DatenbankSchema zu sehen ist
 haben wir eine logische Trennung der Email in
Header und BodyBestandteile MIMETeile vorgenommen Aus Ezienz und Sicherheits	
gr

unden werden alle Tabellen f

ur jeden Nutzer separat angelegt Einzelheiten zu Datentypen
nden sich in Anhang A

Die HeaderInformationen werden in der Tabelle mail aufgenommen Alle Attribute dieser
Tabelle entsprechen EmailBestandteilen gem

a RFC  Cro In der Tabelle werden die
EmailAttribute Lines
 Message	ID
 From
 To
 Subject
 Date
 Received und
Body gespeichert Die ReceivedZeilen einer Email werden in einem CLOB gespeichert

da dieser Teil ziemlich gro werden kann Falls die Email eine nach RFC  denierte Email
ohne MIMEBestandteile FBa
 FBb
 Moo
 FKP
 FBc ist
 so wird ihr Body
 also
die TextNachricht
 ebenfalls in einem CLOB in dieser Tabelle gespeichert Andernfalls ist die
Email eine MIMEMail
 und die BodyBestandteile werden als MIMEBestandteile in nach	
folgend beschriebenen Tabellen gespeichert Die Begrenzung der CLOBSpeichergr

oe auf ein
Megabyte beruht auf der Tatsache
 da der MailServer am Fachbereich Informatik der Uni	
versit

at Rostock zur Zeit nur Emails von kleiner gleich einem Megabyte weiterreicht Unter
opt header werden alle restlichen und die optionalen HeaderBestandteile
 wie X	beliebige
Erweiterungen und auch andere
 NichtRFC Bestandteile gespeichert
 damit diese Informa	
tionen nicht verloren gehen Alle Emails k

onnen daher vollst

andig in der Datenbank gespeichert
werden Zus

atzlich werden in dieser Tabelle vom System generierte Flags s  ags gespeichert
In der Tabelle mime werden die MIMEAttribute Content		Attribute sowie Informa	
tionen

uber die Reihenfolge und Hierarchie der MIMEBestandteile gespeichert Die Reihenfolge
innerhalb einer HierarchieEbene bestimmt das Attribut list nr Die Hierarchie kann durch
die Attribute child und parent zur

uckgewonnen werden In child steht dabei die An	
zahl der untergeordneten MailTeile Umgekehrt referenziert das Attribut parent die MIME
Bestandteile der h

oheren Hierarchie
In den Tabellen text
 appl
 image
 audio und video werden die entsprechenden
MIMENachrichten bzw BodyBestandteile gespeichert In der vorliegenden Implementation
sind die MIMEBestandteile nicht dekodiert
 sondern werden im BaseFormat abgespei	
chert Bei einer dekodierten Speicherung ist es m

oglich
 die in der Datenbank DB implementier	
ten Extender f

ur Text etc zu verwenden Zu beachten ist aber
 da bei dekodierter Speicherung
der IMAPServer bei jeder Anfrage die MIMEBestandteile wieder kodiert an die MailClients
weiterreichen mu
 um IMAPkompatibel zu bleiben
 und somit zus

atzlich belastet wird In
der Tabelle appl werden neben den MIMEBodies vom Typ application auch alle noch
nicht denierten und nicht identizierbaren MIMEBestandteile der Emails gespeichert F

ur
die Beschr

ankung der Gr

oe der einzelnen MIMEBestandteile auf ein Megabyte ist ebenfalls die
am Fachbereich Informatik der Universit

at Rostock derzeit bestehende MailServerEinstellung
ausschlaggebend
In der Tabelle mailfolder werden die Namen und Attribute der benutzten MailFolder
gespeichert

Uber die Tabelle foldercontent wird die Zuordnung von Emails zu dem bzw den
MailFoldern festgelegt Auerdem werden im Attribut m  ags die standardisierten Mail ags
gespeichert
Zu den bisher aufgef

uhrten Tabellen werden noch die folgenden Systemtabellen ben

otigt
Die importTabelle wird zum Einf

ugen der CLOBs ben

otigt und wurde bei der Dokumen	
tation des Parsers in Abschnitt  erl

autert Die next oidTabelle dient dem Generieren der
MailOIDs bzw dem Speichern der n

achsten OID und wurde in Unterabschnitt  erl

autert
Die logtableTabelle wird zur Steuerung von Synchronisation und Replikation genutzt und
wurde daher in Abschnitt  genauer beschrieben

Uber die Sicht rootmail werden alle rootmails ausgegeben Eine rootmail ist dabei
eine Email
 welche in der HierarchieEbene ganz oben steht
 dh ihr parentAttribut ist
leer Eine rootmail kann zwar andere Emails enthalten
 ist aber niemals selbst in einer
Email enthalten

A Das Schema als SQLAnweisungen
   Create the MIME types   
   OID string mim   
CREATE TYPE mimet AS

parent REFmimet
   child  number of children
child INTEGER
listnr INTEGER
conlength INTEGER
contype VARCHAR	

condesc CLOB	k

   OID string rfc   
CREATE TYPE mailt UNDER mimet AS

   system flags replicated just headers 
sflags CHAR	
lines INTEGER
msgid VARCHAR

from VARCHAR

to VARCHAR

subject VARCHAR

date VARCHAR	

received CLOB	k
optheader CLOB	k
   max size of a mail
body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   OID string txt   
CREATE TYPE textt UNDER mimet AS

body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   OID string app   
CREATE TYPE applt UNDER mimet AS

body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL

   OID string img   
CREATE TYPE imaget UNDER mimet AS

body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   OID string aud   
CREATE TYPE audiot UNDER mimet AS

body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   OID string vid   
CREATE TYPE videot UNDER mimet AS

body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   Create system types   
   OID string f   
CREATE TYPE mailfoldert AS

name VARCHAR

uidvalidity BIGINT
uidnext BIGINT
   flags are defined as follows
   Byte Value Meaning
    N Noinferiors flag
   	 M Marked
   
 U Unmarked
    S Subscribed
    Separator
flags CHAR

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   OID string fc   
CREATE TYPE foldercontentt AS

folder REFmailfoldert
mail REFmailt
mailuid BIGINT
   standard mail flags
   flags are defined as follows
   flag Meaning
   N new mail
   O old mail

   R replied mail
   D deleted mail
   F forwarded mail
   M mime mail
mflags CHAR	
   user flags 
uflags CHAR	

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   Create administration types   
   needed for a workaround for the IMPORT command
CREATE TYPE importt AS

subject VARCHAR

condesc CLOB	K
received CLOB	K
optheader CLOB	K
body CLOB	M

WITHOUT COMPARISONS NOT FINAL MODE DB
SQL
   Create the MIME tables   
CREATE TABLE mime OF mimet REF IS oid USER GENERATED
parent WITH OPTIONS SCOPE mime
CREATE TABLE mail OF mailt UNDER mime INHERIT SELECT PRIVILEGES
CREATE TABLE text OF textt UNDER mime INHERIT SELECT PRIVILEGES
CREATE TABLE appl OF applt UNDER mime INHERIT SELECT PRIVILEGES
CREATE TABLE image OF imaget UNDER mime INHERIT SELECT PRIVILEGES
CREATE TABLE audio OF audiot UNDER mime INHERIT SELECT PRIVILEGES
CREATE TABLE video OF videot UNDER mime INHERIT SELECT PRIVILEGES
   Create system tables and views   
CREATE TABLE mailfolder OF mailfoldert REF IS oid USER GENERATED
CREATE TABLE foldercontent OF foldercontent t REF IS oid USER GENERATED
folder WITH OPTIONS SCOPE mailfolder mail WITH OPTIONS SCOPE mail
CREATE VIEW rootmail AS select oid AS mail FROM mail WHERE parent is NULL

   Create administration tables   
CREATE TABLE import OF importt REF IS oid USER GENERATED
CREATE TABLE nextoid

name CHAR

   VALUES for name mime mail text appl image audio
   video mailfolder foldercontent uidvalidity
oid BIGINT

CREATE TABLE logtable

time TIMESTAMP
action CHAR	
msgid VARCHAR

oid VARCHAR	 FOR BIT DATA
target VARCHAR

tuid BIGINT
source VARCHAR

suid BIGINT
flags CHAR	


B Ein Beispiel DatenbankSkript
Dieses DatenbankSkript wurde automatisch beim Parsing einer Email generiert und wird nach
dem Einf

ugen dieser Email in die Datenbank automatisch wieder gel

oscht Weitere Einzelhei	
ten sind im Unterabschnitt  bei der Beschreibung des Einf

ugevorgangs von Emails in die
Datenbank erl

autert
 binsh
 Setzen der DBUmgebung
 Default DB
 product directory
DB
DIRoptIBMdb
V
                                                                       
 DB
INSTANCE Default null values Any valid instance name
 Specifies the instance that is active by default
                                                                       
DB
INSTANCEdb
inst	
export DB
INSTANCE
INSTHOMEexporthomedb
inst	
                                                                       
 Add the directories
 INSTHOMEsqllibbin   database executables
 INSTHOMEsqllibadm   sysadm executables
 INSTHOMEsqllibmisc   miscellaneous utilities
 to the users PATH
                                                                       
PATHPATHINSTHOMEsqllibbinINSTHOMEsqllibadm
PATHPATHINSTHOMEsqllibmisc
export PATH
if   f exporthomedb
inst	db
txdb
txprofile  then
 exporthomedb
inst	db
txdb
txprofile
fi
 Setzen des Arbeitspfades
cd smttemp	
	Asnoopy
 Mit der Datenbank verbinden
db
 connect to ksws  dblog 
	

 Ausschalten des automatischen Commits
db
 UPDATE COMMAND OPTIONS USING c OFF  dblog 
	
 OID f

ur EMailTeil auslesen und n

achste OID setzen
db
 SELECT oid FROM next oid WHERE name  mail  next oid
oid awk NR   print 	  next oid 
oid	mail trfcoid
db
 UPDATE next oid SET oid  oid ! 	 WHERE name  mail  dblog 
	
 OID f

ur folder content	Eintrag
 nur bei HierarchieEbene eins
db
 SELECT oid FROM next oid WHERE name  foldercontent  next fc
fcoid awk NR   print 	  next fc 
db
 UPDATE next oid SET oid  oid ! 	 WHERE name  foldercontent  dblog 
	
 UID f

ur EMail in MailFolder
 nur bei HierarchieEbene eins
db
 SELECT uid next FROM mailfolder WHERE name  INBOX  next uid
uid awk NR   print 	  next uid 
db
 UPDATE mailfolder SET uid next  uid next ! 	 WHERE name  INBOX  dblog

	
 Trage EMail in Tabelle folder content ein
db
 INSERT INTO foldercontent  oid mail mail uid m flags u flags  VALUES
 foldercontent tfcfcoid oid	 uid  OR      dblog 
	
db
 UPDATE foldercontent SET folder   SELECT oid FROM mailfolder WHERE name 
INBOX  WHERE oid  foldercontent tfcfcoid  dblog 
	
 Trage alle einfachen Attribute des MailTeiles in die Datenbank ein
db
 INSERT INTO mail oid list nrcon typelinesmsg idfromtodatecon length
opt header child VALUES oid	 	multipartmixed boundaryliOOAslEiFprFVr 	
"	
	Asnoy"ilr"ilrsnoyholede
Thu  Jul 	 
	 !
	
 
  dblog 
	

 Schreibe alle Attributwerte oder Dateinamen bei CLOBs
 die importiert werden m

ussen

 in die ImportDatei und f

uhre das IMPORT mit anschlieendem DELETE durch
echo rfcoid ksws test received		 opthead		 bodyf		
impdel		
db
 IMPORT FROM impdel		 OF DEL MODIFIED BY LOBSINFILE INSERT INTO import oid
subject received con desc body   dblog 
	
db
 UPDATE mail AS m SET  subject received con desc body  SELECT subject
received con desc body FROM import WHERE VARCHARmoid  VARCHARoid
WHERE VARCHAR moid in  SELECT VARCHAR oid FROM import  dblog 
	
db
 DELETE FROM import WHERE VARCHARoid  VARCHARoid	   dblog 
	
 Schreibe LogDatei
db
 INSERT INTO logtable time action msg id oid target t uid source s uid
flags VALUES  CURRENT TIMESTAMP APPEND "	
	Asnoy rfcoid
INBOX uid    OR     dblog 
	
 Nun die gleichen Schritte f

ur das erste Attachment
db
 SELECT oid FROM next oid WHERE name  text  next oid
oid awk NR   print 	  next oid 
oid
text ttxtoid
db
 UPDATE next oid SET oid  oid ! 	 WHERE name  text  dblog 
	
db
 INSERT INTO text oid list nrcon typeparent child VALUES oid
 	
textplain charsetus asciioid	   dblog 
	
echo txtoid opthead
		 bodyf
		 impdel
		
db
 IMPORT FROM impdel
		 OF DEL MODIFIED BY LOBSINFILE INSERT INTO import oid 
con desc body   dblog 
	
db
 UPDATE text AS m SET  con desc body  SELECT con desc body FROM import
WHERE VARCHARmoid  VARCHARoid WHERE VARCHAR moid in  SELECT VARCHAR oid
FROM import  dblog 
	
db
 DELETE FROM import WHERE VARCHARoid  VARCHARoid
   dblog 
	

 Und die Schritte f

ur das zweite Attachment
db
 SELECT oid FROM next oid WHERE name  text  next oid
oid awk NR   print 	  next oid 
oid
text ttxtoid
db
 UPDATE next oid SET oid  oid ! 	 WHERE name  text  dblog 
	
db
 INSERT INTO text oid list nrcon typeparent child VALUES oid
 

textplain charsetus asciioid	   dblog 
	
echo txtoid opthead
	
 bodyf
	
 impdel
	

db
 IMPORT FROM impdel
	
 OF DEL MODIFIED BY LOBSINFILE INSERT INTO import oid 
con desc body   dblog 
	
db
 UPDATE text AS m SET  con desc body  SELECT con desc body FROM import
WHERE VARCHARmoid  VARCHARoid WHERE VARCHAR moid in  SELECT VARCHAR oid
FROM import  dblog 
	
db
 DELETE FROM import WHERE VARCHARoid  VARCHARoid
   dblog 
	
 Commit durchf

uhren
db
 commit  dblog 
	
 Die DatenbankVerbindung schlieen
db
 disconnect ksws  dblog 
	

