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vecˇplatformne hibridne mobilne aplikacije za iskanje ponudnikov sˇtudentske
prehrane
Tematika naloge:
Zgodi se, da pridejo sˇtudenti v mesto ali predel mesta, ki ga ne poznajo, radi
pa bi tam jedli v lokalu, ki ponuja subvencionirano prehrano. V takih prime-
rih bi zelo prav priˇsla mobilna aplikacija, ki bi uporabniku prikazala blizˇnje
lokale, ki ponujajo subvencionirano prehrano. V okviru diplome razvijte
mobilno aplikacijo, ki bo ugotovila lokacijo uporabnika preko sistema GPS
mobilne naprave. Nato se bo povezala z oddaljenim strezˇnikom in pridobila
podatke o lokalih, ki ponujajo subvencionirano prehrano. Na podlagi prido-
bljenih informacij pa bo mobilna aplikacija na zemljevidu prikazala lokale,
ki so v blizˇini. Aplikacija naj omogocˇa tudi podroben prikaz informacije o
izbranem lokalu. Aplikacijo razvijte vsaj za eno mobilno platformo. Razvijte
tudi strezˇniˇski del, ki bo zagotavljal potrebne podatke za mobilno aplikacijo.
Razvito mobilno aplikacijo poskusite tudi objaviti v trgovini za izbrano plat-
formo. Na podlagi zahtevkov, ki bodo poslani strezˇniku, pa v diplomi tudi
prikazˇite statistiko uporabe razvite aplikacije.
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Povzetek
Naslov: Razvoj vecˇplatformne hibridne mobilne aplikacije za iskanje ponu-
dnikov sˇtudentske prehrane
Cilj diplomske naloge je bil razviti vecˇplatformno hibridno mobilno aplikacijo
za iskanje ponudnikov sˇtudentske prehrane. Glavna funkcionalnost aplikacije
je hiter in enostaven prikaz lokacij najblizˇjih restavracij s sˇtudentsko pre-
hrano glede na uporabnikovo trenutno lokacijo. Hkrati z opisom celotnega
razvoja hibridne mobilne aplikacije so opisane tudi tri razlicˇne vrste razvoja
za mobilne naprave in razlike med njimi ter prednosti in slabosti posameznih
vrst mobilnih aplikacij. Predstavljen je tudi izgled in obnasˇanje aplikacije
ter analiza njene uporabe. Za razvoj odjemalca je bilo uporabljeno orodje
Ionic, ki nadgrajuje tehnologiji AngularJS za gradnjo spletne aplikacije in
Apache Cordova za pretvorbo le te v izvirno mobilno aplikacijo. Srednji
sloj aplikacije je bil razvit v okolju Node.js z uporabo paketa LoopBack. Za
podatkovno bazo je bil izbran NoSQL ponudnik MongoDB, za njeno gosto-
vanje (in gostovanje srednjega sloja) pa oblacˇna storitev Heroku. Za analizo
uporabe aplikacije je uporabljena oblacˇna storitev Ionic Analytics.
Kljucˇne besede: hibridna mobilna aplikacija, sˇtudentska prehrana, Ionic,
AngularJS, Apache Cordova, LoopBack, MongoDB, Heroku.

Abstract
Title: Development of cross-platform hybrid mobile application for finding
providers of student meals
The aim of the thesis was to develop a cross-platform hybrid mobile appli-
cation for searching providers of student meals. The main functionality of
the application is a quick and easy view of the nearest locations of restau-
rants with student food, depending on the user’s current location. While
describing the whole development of hybrid mobile applications, we are also
describing three different types of development for mobile devices, the differ-
ences between them and the advantages and disadvantages of different types
of mobile applications. Also the appearance and behaviour of the application
and analysis of its usage usage is presented. Ionic framework has been used
for client development, which is built on top of AngularJS for building web
applications and Apache Cordova for creating hybrid mobile applications.
The middle-tier has been developed in Node.js environment using LoopBack
package. MongoDB was used for a database provider and Heroku for its host-
ing (also hosting the middle-tier). Ionic Analytics is used for the analysis of
application usage.
Keywords: hybrid mobile application, student meals, Ionic, AngularJS,
Apache Cordova, LoopBack, MongoDB, Heroku.

Poglavje 1
Uvod
Le nekaj let nazaj se je razpravljalo, ali je razvoj mobilne aplikacije vreden
cˇasa in strosˇkov, danes pa je pomembnost mobilnosti in aplikacij na mobilnih
platformah vecˇ kot ocˇitna. Tako je na primer od junija 2016 na voljo vecˇ kot
sˇtiri miljone aplikacij v trgovinah Google Play in Apple App Store [6]. V letu
2015 je bilo prodanih sˇest krat vecˇ pametnih mobilnih telefonov kot namiznih
in prenosnih racˇunalnikov [3]. Do leta 2017 se pricˇakuje, da bo sˇtevilo ta-
blicˇnih racˇunalnikov vecˇje od sˇtevila prenosnih in namiznih racˇunalnikov [3].
Samo na podlagi predstavljenih dejstev lahko recˇemo, da je mobilnost postala
del zˇivljenja.
Leta 2010 je bil razvoj aplikacij za mobilne naprave osredotocˇen v razvoj
izvirnih (ang. native) aplikacij. Pri razvoju izvirnih mobilnih aplikacij se
uporabljajo razlicˇni jeziki za razlicˇne platforme, kot so na primer Java za
platformo Android, objektni C za platformo iOS in C# za platformo Win-
dows Phone. Poleg tega pa se pri razvoju aplikacij uporabljajo tudi razna
orodja za razvoj programske opreme (SDK - Software development kit), kar
zahteva od razvijalca, da se naucˇi mnogo razvojnih tehnik, preden je spo-
soben v celoti razviti mobilno aplikacijo. To je predstavljalo oviro vecˇini
spletnih razvijalcev, ki so zˇeleli vstopiti v svet razvoja mobilnih aplikacij. Iz
tega se je razvila ideja hibridne mobilne aplikacije. Hibridna mobilna aplika-
cija je izvirna mobilna aplikacija, napisana v spletnih tehnologijah, ki vsebuje
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izolirano instanco brskalnika, v kateri tecˇe koda spletne aplikacije.
1.1 Vrste razvoja mobilnih aplikacij
Razvoja mobilnih aplikacij se lahko lotimo na tri razlicˇne nacˇine. Ti nacˇini so
razvoj izvirnih mobilnih aplikacij, razvoj mobilnih spletnih strani (aplikacij)
in razvoj hibridnih mobilnih aplikacij. Vsak ima svoje prednosti in slabosti.
Na sliki 1.1 so prikazane razlike v arhitekturi in primer, kako bi posamezna
aplikacija dostopala do podatkovne baze oziroma spletnega servisa.
Slika 1.1: Prikaz treh razlicˇnih nacˇinov razvoja mobilne aplikacije [3].
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1.1.1 Razvoj izvirne mobilne aplikacije
Za razvoj izvirne mobilne aplikacije moramo napisati kodo v privzetem jeziku
izbrane platforme. Za Android je to Java, za iOS objektni C, za Windows
Phone pa C#. Razvijalec prevede kodo in jo namesti na napravo. Z upo-
rabo orodij SDK posamezne platforme aplikacija neposredno komunicira z
aplikacijskim programskim vmesnikom (API - Application programming in-
terface) operacijskega sistema, ki omogocˇa dostop do podatkovnega diska,
komunikacijo preko interneta, uporabo zunanjih sistemov kot je sistem GPS,
itd.
Tabeli 1.1 in 1.2 prikazujeta prednosti oziroma slabosti izvirnih mobilnih
aplikacij. Glavna prednost izvirnih mobilnih aplikacij je tesna povezanost s
platformo, glavna slabost pa je, da tovrsten razvoj zahteva veliko vlozˇenega
truda, prav tako pa je zahtevno tudi vzdrzˇevanje. Taksˇen razvoj je najbolj
primeren za razvijalce, ki obvladajo izviren jezik, ali ekipe z obsezˇnimi viri
in potrebo po prednostih izvirne mobilne aplikacije.
Prednost Opis
Namenski vme-
snik API
Aplikacija neposredno komunicira z vmesnikom API
operacijskega sistema, kar zagotavlja tesno povezavo z
operacijskim sistemom.
Hitrost Zaradi zgoraj omenjene povezave lahko taksˇne aplikacije
dosezˇejo maksimalno odzivnost.
Isto okolje Napisane so v istem okolju kot ciljna platforma, kar
olajˇsa delo razvijalcem, ki se spoznajo na to okolje.
Tabela 1.1: Prednosti izvirnih mobilnih aplikacij.
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Slabost Opis
Jezikovne zah-
teve
Aplikacija zahteva znanje platformnega jezika in znanje,
kako uporabiti izviren vmesnik API.
Ni
vecˇplatformna
Mogocˇe jih je razviti le za eno platformo naenkrat.
Visoka stopnja
napora
Ponavadi zahtevajo vecˇji napor za razvoj, kar povecˇa
strosˇke.
Tabela 1.2: Slabosti izvirnih mobilnih aplikacij.
1.1.2 Razvoj mobilne spletne strani (aplikacije)
Mobilne spletne strani ali mobilne spletne aplikacije so spletne strani, do ka-
terih dostopamo preko brskalnika, ki je namesˇcˇen na mobilni napravi. Obli-
kovane so tako, da se primerno obnasˇajo ob razlicˇnih sˇirinah zaslona (to je
pomembno predvsem na majhnih zaslonih mobilnih naprav, kjer uporabnik
nima mozˇnosti dolocˇanja velikosti okna). Taksˇni tehniki pravimo odzivni di-
zajn (ang. responsive design). Vsebina spletne strani se povecˇuje, zmanjˇsuje
in premika po zaslonu glede na velikost zaslona.
Tabeli 1.3 in 1.4 prikazujeta prednosti oziroma slabosti mobilnih spletnih
strani. Glavna prednost mobilnih spletnih strani je nizka raven truda in
mozˇnost izvajanja na razlicˇnih mobilnih napravah, glavna slabost pa zˇivljenje
znotraj brskalnika, kar prinasˇa vecˇ omejitev in slabosti.
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Prednost Opis
Vzdrzˇevanje Enostavno vzdrzˇevanje in posodabljanje, brez postopkov
odobritve in namestitve preko razlicˇnih kanalov.
Brez namestitve Do spletnih strani dostopamo preko interneta. Ne zah-
tevajo namestitve na mobilno napravo.
So
vecˇplatformne
Vsaka mobilna naprava ima brskalnik, kar pomeni, da
je spletna stran dosegljiva s katerekoli mobilne naprave.
Tabela 1.3: Prednosti mobilnih spletnih strani.
Slabost Opis
Ni dostopa do
operacijskega
sistema
Ker tecˇejo v brskalniku, nimajo dostopa do operacij-
skega sistema mobilne naprave.
Za zagon je
potrebna tipkov-
nica
Da uporabnik zazˇene aplikacijo, jo mora najprej poiskati
na internetu oziroma vtipkati njen naslov.
Omejen nabor
gradnikov
Tezˇko je ustvariti na dotik prijazne gradnike, sˇe posebej,
cˇe je stran hkrati oblikovana za namizno uporabo.
Upad uporabe Kolicˇina cˇasa, ki ga uporabniki prezˇivijo na mobilnem
spletu, upada, medtem ko se uporaba mobilnih aplikacij
povecˇuje[3].
Razlicˇni brskal-
niki
Vsebina spletne strani se lahko slabsˇe obnasˇa oziroma
prikazˇe na nekaterih brskalnikih.
Tabela 1.4: Slabosti mobilnih spletnih strani.
1.1.3 Razvoj hibridne mobilne aplikacije
Hibridna mobilna aplikacija je vrsta izvirne mobilne aplikacije, ki vsebuje
izolirano instanco brskalnika imenovano WebView, v kateri tecˇe koda spletne
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aplikacije. Uporablja ovojnico izvirne mobilne aplikacije, ki sluzˇi kot komu-
nikacija med operacijskim sistemom in instanco brskalnika. To pomeni, da
lahko spletne aplikacije zaganjamo na mobilnih napravah brez uporabe br-
skalnika, hkrati pa uporabljamo funkcionalnosti naprave kot je sistem GPS
ali kamera.
Orodja, ki omogocˇajo komunikacijo med WebView in operacijskim siste-
mom, so razlog za obstoj hibridnih mobilnih aplikacij. Ta orodja niso del
uradnih knjizˇnic platform Android ali iOS, ampak so neodvisni in ponavadi
odprtokodni projekti, kot je Apache Cordova, ki je bil uporabljen tudi pri
tej diplomi. Ko se hibridna mobilna aplikacija prevede, se spletna aplikacija
pretvori v izvirno mobilno aplikacijo.
Hibridne mobilne aplikacije zagotavljajo trdno podlago za razvoj mobil-
nih aplikacij, ob tem pa sˇe vedno lahko uporabljamo prednosti spletne plat-
forme. Vecˇino aplikacije lahko napiˇsemo kot spletno aplikacijo. Kadarkoli
potrebujemo dostop do funkcionalnosti naprave, nam je to omogocˇeno kar z
JavaScript kodo.
Tabeli 1.5 in 1.6 prikazujeta prednosti oziroma slabosti hibridnih mobilnih
aplikacij.
Prednost Opis
So
vecˇplatformne
Aplikacijo razvijemo samo enkrat in jo lahko nato pre-
vedemo in namestimo na razlicˇne platforme.
Uporaba sple-
tnega znanja
Razvoj je mogocˇ z znanji, ki jih uporabljamo pri razvoju
spletnih aplikacij.
Dostop do
funkcionalnosti
naprave
Ker WebView zˇivi znotraj namenske aplikacije, imamo
dostop do razlicˇnih funkcionalnosti naprave.
Hiter razvoj Ni potrebnega konstantnega prevajanja aplikacije med
razvojem. Uporabljamo lahko enaka razvojna orodja,
kot pri razvoju spletne aplikacije.
Tabela 1.5: Prednosti hibridnih mobilnih aplikacij.
1.2. IDEJA ZA RAZVOJ MOBILNE APLIKACIJE 7
Slabost Opis
WebView omeji-
tve
Odzivnost aplikacije je odvisna od hitrosti WebView in-
stance. To pomeni, da je kvaliteta obnasˇanja aplikacije
odvisna od brskalnika, ki je namesˇcˇen na mobilni na-
pravi.
Dostop do
funkcionalnosti
operacijskega
sistema preko
vticˇnikov
Dostop do funkcionalnosti operacijskega sistema je odvi-
sen od razpolozˇljivosti vticˇnikov, napisanih za dolocˇeno
funkcionalnost naprave.
Ni izvirnih gra-
dnikov
Ne moremo uporabiti izvirnih komponent za upo-
rabniˇski vmesnik.
Tabela 1.6: Slabosti hibridnih mobilnih aplikacij.
1.2 Ideja za razvoj mobilne aplikacije
Za primer prikaza razvoja hibridne mobilne aplikacije smo se odlocˇili raz-
viti aplikacijo, ki bo predvsem uporabna in ne bo zavrzˇena takoj po koncˇani
diplomi. Zahtevali smo tudi, da aplikacija uporablja vsaj eno od funkcional-
nosti operacijskega sistema, s cˇimer bi pokazali eno izmed prednosti hibridne
mobilne aplikacije.
Sama ideja se mi je porodila, ko sem v neznanem predelu Ljubljane is-
kal najblizˇjega ponudnika sˇtudenstke prehrane. Ugotovil sem, da v trgovini
Play takrat ni bilo aplikacije, ki bi mi hitro in enostavno poiskala primerne
restavracije.
Tako smo se odlocˇili razviti mobilno aplikacijo, ki bo uporabniku hitro
in enostavno prikazala najblizˇje ponudnike sˇtudentske prehrane. Pri posta-
vljenih zahtevah pa je nujno potrebno, da razvita aplikacija uporablja funk-
cionalnost operacijskega sistema (trenutna lokacija). Zahtevali smo tudi, da
aplikacija omogocˇa pregled in iskanje med vsemi ponudniki sˇtudetnske pre-
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hrane, ki so trenutno na voljo. Za naziv aplikacije sem izbral ime NaBon, saj
aplikacija odgovarja na vprasˇanje: ”Kam vse lahko grem jesti na sˇtudentski
bon?”.
1.2.1 Pregled trenutnih podobnih resˇitev
V tabelah 1.7, 1.8 in 1.9 so nasˇtete trenutne podobne resˇitve, ki obstajajo
za platformi iOS (App Store1) in Android (Trgovina Play2) ter resˇitve, ki so
dosegljive na spletu preko brskalnika mobilne naprave. Ob vsaki resˇitvi je
podan komentar na funkcionalnost iskanja najblizˇjih ponudnikov sˇtudentske
prehrane in datum zadnje nadgradnje.
Naziv Komentar Datum
SˇUOPit! [20] Prikazan je seznam najblizˇjih ponudnikov.
Ni zemljevida z vsemi ponudniki. Prikaz lo-
kacije ponudnika in poti do njega ne dela ob
vsakem kliku.
9.6.2016
mobileVSˇ [21] Ni seznama najblizˇjih ponudikov. Na zemlje-
vidu sta prikazana samo dva najblizˇja ponu-
dnika. Na zemljevidu so podvojeni prikazi
lokacij ponudnikov.
2.2.2016
ehrana.si [22] Ni zemljevida. Nekateri ponudniki manjkajo. 30.11.2015
Tabela 1.7: Pregled resˇitev, ki so objavljene v trgovini Play.
Naziv Komentar Datum
Prehrana [23] Ni zemljevida z vsemi ponudniki. 2.11.2015
ehrana.si [23] Ni zemljevida. Nekateri ponudniki manjkajo. 15.11.2012
Tabela 1.8: Pregled resˇitev, ki so objavljene v trgovini App Store.
1https://itunes.apple.com/si/genre/mac/id39?mt=12
2https://play.google.com/store
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Naziv Komentar Datum
Bonar [24] / Ni znan.
Sˇtudentska pre-
hrana [25]
Ni zemljevida. 2010
Tabela 1.9: Pregled spletnih resˇitev.
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Poglavje 2
Opis uporabljenih tehnologij
V tem poglavju so opisane vse tehnologije in orodja, ki so bila uporabljena
pri izdelavi te diplome.
2.1 Spletne tehnologije
Najprej so predstavljene glavne tehnologije, s katerimi je bila razvita mobilna
hibridna aplikacija. To so HTML, JavaScript in CSS, ki skupaj tvorijo temelj
spletnih tehnologij.
2.1.1 HTML
HTML je standardni oznacˇevalni jezik za ustvarjanje spletnih strani ter obli-
kovanje uporabniˇskih vmesnikov za spletne aplikacije. HTML semanticˇno
opisuje strukturo spletnih strani z elementi HTML. Ti so naslovi, odstavki,
seznami, povezave in sˇe mnogi drugi. V dokument HTML lahko vgradimo
skripte, napisane v jeziku JavaScript, ki dolocˇajo obnasˇanje spletne strani
in omogocˇajo dinamicˇnost strani. S CSS pa natancˇno dolocˇimo videz in
postavitev elementov.
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2.1.2 CSS
CSS je slogovni jezik, ki se uporablja za dolocˇitev opisa predstavitvenih doku-
mentov, napisanih v oznacˇevalnem jeziku. Vecˇinoma se uporablja za nasta-
vitev vizualnega sloga spletnih strani in uporabniˇskih vmesnikov napisanih
v jeziku HTML, lahko ga pa uporabimo tudi za katerikoli dokument XML,
npr. SVG.
CSS je namenjen predvsem locˇitvi vsebine dokumenta in njegove pred-
stavitve. Ta locˇitev povecˇuje nadzor in berljivost predstavitve ter omogocˇa,
da si lahko vecˇ dokumentov HTML deli isti slogovni opis.
2.1.3 JavaScript
JavaScript je dinamicˇno tipiziran skriptni programski jezik. Je standardizi-
ran v specifikaciji ECMAScript [7]. JavaScript ima vmesnik API za delo s
tekstom, polji, datumi in regularnimi izrazi, ne vsebuje pa vhodno/izhodnih
(I/O - input/output) funkcij, kot so funkcije za delo z omrezˇjem ali dostop
do podatkovnega diska. Za njih poskrbi okolje gostitelja, v katerem se izvaja.
JavaScript se tudi uporablja v okoljih, ki ne temeljijo na spletu. To so
naprimer dokumenti PDF, namizni pripomocˇki, pri razvoju iger ter pri ra-
zvoju mobilnih in namiznih aplikacij [5]. V porastu je uporaba v zalednih
strezˇniˇskih aplikacijah, ki delujejo v okoljih, kot je Node.js. V okolje Node.js
je samodejno vkljucˇen tudi upravitelj paketov npm, ki omogocˇa njihovo dis-
tribucijo. Ob pisanju te diplome je bilo v npm registru na voljo kar 320.000
paketov [18]. Med temi paketi najdemo tudi pakete LoopBack, Ionic in Apa-
che Cordova.
2.2 Ionic
Ionic je kombinacija tehnologij in pripomocˇkov, s katerimi lahko hitro in eno-
stavno razvijemo hibridne mobilne aplikacije. Ionic je nadgradnja tehnologij
AngularJS in Apache Cordova. S prvim razvijemo spletno aplikacijo, z dru-
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gim pa spletno aplikacijo pretvorimo v izvirno mobilno aplikacijo. Ponuja
nam komponente uporabniˇskega vmesnika, ki jih pogosto najdemo pri mo-
bilnih aplikacijah, vendar manjkajo v zbirki standardnih elementov HTML.
Je odprtokoden projekt, ki ga je razvilo podjetje Drifty [9]. Prva verzija
je izsˇla novembra 2013. Njegova priljubljenost narasˇcˇa, saj je s pomocˇjo tega
ogrodja razvitih kar 20.000 aplikacij vsak mesec [9]. V beta razvoju je tudi zˇe
Ionic2, ki temelji na tehnologiji Angular2 ter standardu spletnih komponent
(ang. web components).
Ionic ima tudi orodje, ki je dostopno preko ukazne vrstice (CLI - Command-
line interface) in sluzˇi kot razvojno okolje, s katerim lahko hitro in enostavno
generiramo zacˇetne projekte, zazˇenemo in testiramo aplikacije itd.
2.2.1 AngularJS
AngularJS (znan tudi kot samo Angular) je JavaScript orodje za ustvarjanje
odjemalskih in zalednih spletnih aplikacij. Razvilo ga je podjetje Google z
namenom, da bi olajˇsal razvoj eno-stranskih (ang. single-page) spletnih apli-
kacij. Zagotavlja model-pogled-kontroler (MVC - Model-View-Controller)
arhitekturo aplikacij in elemente, ki jih uporabljamo v poslovnih spletnih
aplikacijah.
Angular uporablja vzorec imenovan injiciranje odvisnosti (ang. depen-
dency injection), s katerim v posamezne module vkljucˇujemo servise, ki so
definirani v drugih modulih. To zagotavlja, da so Angular aplikacije sesta-
vljene iz vecˇih smiselno zakljucˇenih celot (modulov).
2.2.2 Apache Cordova
Cordova je orodje za izdelavo hibridne mobilne aplikacije. Skrbi za komuni-
kacijo med oknom brskalnika in vmesnikom API operacijskega sistema. Za-
gotavlja sistem vticˇnikov, ki omogocˇajo odjemalcu dostop do funkcionalnosti
operacijskega sistema kot je kamera, lucˇ LED, sistem GPS itd. Eden izmed
teh vticˇnikov je Cordova GoogleMaps, ki nam omogocˇa dostop do Google
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Maps SDK v2 na Android napravah ter Google Maps SDK na iOS napravah.
Na sliki 2.1 je prikazana arhitektura hibridne mobilne aplikacije, ki je
izdelana s pomocˇjo orodja Cordova.
Slika 2.1: Arhitektura Cordova aplikacije [26].
2.2.3 Ionic.io
Ionic.io je oblacˇna storitev, ki razsˇirja celotno Ionic ogrodje. Ponuja nam
vrsto zalednih storitev ter orodij:
• Push - posˇiljanje push obvestil;
• Deploy - posodabljanje aplikacij na zahtevo;
• Analytics - analiza uporabe aplikacije;
• Package - gradnja paketov za platformo Android ali iOS.
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2.3 LoopBack
LoopBack orodje sestavlja mnozˇica Node.js modulov, ki jih lahko uporabimo
skupaj ali samostojno, za hitro gradnjo aplikacij, ki izpostvaljajo predsta-
vitvene prenose stanja (REST - Representational state transfer) vmesnikov
API. Je odprtokoden in razsˇirljiv. Njegove glavne funkcionalnosti so:
• ustvarjanje dinamicˇnih REST vmesnikov API za povezovanje koncˇnih
tocˇk (ang. end-to-end) z malo ali brez kodiranja;
• dostop do podatkov relacijskih podatkovnih baz (SQL Server, MySQL,
Oracle, PostgreSQL), podatkov ne-relacijskih baz (MongoDB), podat-
kov preko REST vmesnikov API in mnogo drugih virov;
• vkljucˇitev modela odvisnosti med podatki in kontrole dostopa za kom-
pleksne vmesnike API;
• dodatne komponente za shranjevanje datotek, zunanjo prijavo in OA-
uth 2.0 podporo;
• enostavno ustvarjanje odjemalskih aplikacij, z uporabo Android SDK,
iOS SDK ali JavaScript SDK;
• zagon aplikacije v oblaku ali lokalno.
2.4 MongoDB
MongoDB je vecˇplatformna NoSQL, se pravi ne-relacijska, podatkovna baza.
Je dokumentno orientirana in uporablja strukturo BSON. Struktura BSON
je binarni format zapisa dokumentov v strukturi objektne notacije JavaScript
(JSON - JavaScript Object Notation) z dinamicˇno shemo.
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2.5 Heroku
Heroku je oblacˇna storitev tipa platforma kot storitev (PaaS), ki podpira
programske jezike kot so Node.js, Ruby, Java, PHP, Python itd. Hkrati z
gostovanjem aplikacije nam Heroku ponuja zbirko dodatkov, ki jih lahko na-
mestimo na platformo. Eden izmed njih je mLab. mLab je graficˇni vmesnik
za upravljanje z bazo MongoDB, ki jo zagotavlja Heroku.
Poglavje 3
Razvoj aplikacije in njene
funkcionalnosti
V tem poglavju je opisan razvoj hibridne mobilne aplikacije. Predstavljena
je podatkovna baza, ki hrani potrebne podatke, srednji sloj, ki zagotavlja
zaledje aplikacije, funkcionalnosti aplikacije in razvoj posameznih delov, iz
katerih je sestavljena aplikacija.
3.1 Podatkovna baza
Na zacˇetku razvoja aplikacije je bilo miˇsljeno, da se bo podatkovna baza
ponudnikov sˇtudentske prehrane zgradila rocˇno, s prepisovanjem podatkov
z uradne spletne strani sˇtudentske prehrane. Vendar pa smo med razvojem
naleteli na projekt Bonar [16], ki je kot nalasˇcˇ za potrebe aplikacije. Bonar je
odprtokoden projekt, ki spada pod slovensko zdruzˇenje projektov imenovano
opendata.si [17]. Ta temelji na ideji odprtih podatkov, ki pravi, da smo
za dolocˇen sklop podatkov lastniki vsi prebivalci Slovenije in so posledicˇno
podatki brez licence.
Bonar zagotavlja vmesnik API, preko katerega lahko dostopamo do po-
datkov, ki so na uradni spletni strani sˇtudentske prehrane. Bonar vsako
jutro ob 5:00 po Greenwiˇskem srednjem cˇasu prebere seznam vseh ponudni-
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kov sˇtudentske prehrane in njihove podrobnosti ter jih zapiˇse v svojo bazo.
Postopek traja priblizˇno 10 minut. Vmesnik vracˇa podatke v obliki JSON.
Podrobnosti posameznega ponudnika vsebujejo: ime restavracije, naslov re-
stavracije, telefon, ceno obroka, koordinate restavracije, odpiralni cˇas, meni
in seznam dodatnih storitev oziroma ponudb. Med dodatne storitve sodijo
mozˇnost dostave hrane, solatni bar, dostop za invalide, dostop za invalide do
toalete, vegetarijanska prehrana, ponudba pic, ponudba kosil ter ponudba
hitre hrane.
Aplikacija, ki smo jo razvili, ne uporablja neposredno tega vmesnika.
Ta vmesnik se uporablja samo za zacˇetno polnjene nasˇe podatkovne baze
na strezˇniku in vsakodnevno osvezˇevanje podatkov. Za potrebe aplikacije je
bilo posebej postavljeno zaledje ter podatkovna baza. Na ta nacˇin se zmanjˇsa
odvisnost projekta od drugih. Za ponudnika podatkovne baze je bil izbran
MongoDB, ki ga gostuje oblacˇna storitev Heroku.
Podatkovna baza vsebuje eno zbirko (ang. collection) dokumentov (ang.
document) imenovano Restaurants. Dokumenti v zbirki so zapisani v struk-
turi JSON. Posamezen dokument je sestavljen iz parov kljucˇ-vrednost (ang.
key-value). Iz slike 3.1 je razvidna struktura posameznega dokumenta, nazivi
kljucˇev in podatkovni tipi vrednosti.
3.2 Srednji sloj
Zaledje aplikacije je zgrajeno v okolju Node.js. Vmesnik API aplikacije je
bil zgrajen z uporabo knjizˇnice LoopBack. Najprej je bil kreiran model Re-
staurant, v katerem so definirane vse lastnosti. Vsaka lastnost ima svoj tip.
LoopBack je nato sam ustvaril REST vmesnik API, ki ponuja vse standar-
dne metode za ustvarjanje, branje, posodabljanje in brisanje (CRUD - create,
read, update, delete) podatkov v podatkovni bazi. Za potrebe odjemalca je
potrebna samo ena metoda GET, ki nam vrne seznam vseh restvracij z nji-
hovimi podrobnostmi, zato so bile ostale metode onemogocˇene. Strezˇnik, ki
servira vmesnik API, tecˇe v oblacˇni storitvi Heroku.
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Slika 3.1: Struktura posameznega dokumenta.
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Spodaj je predstavljena koda modula, ki skrbi za vsakodnevno osvezˇevanje
podatkov.
1 var CronJob = require(’cron’).CronJob;
2 require(’log -timestamp ’);
3 var request = require(’request ’);
4 module.exports = function(app) {
5 new CronJob(’30 5 * * * *’, function () {
6 console.log(’GETTING RESTAURANTS ...’);
7 request(’http :// bonar.si/api/restaurants ’, function(error
, response , body) {
8 if (! error && response.statusCode == 200) {
9 var restaurants = JSON.parse(body);
10 console.log(’SUCCESS GETTING RESTAURANTS: ’ + ’n=’ +
restaurants.length);
11 if (restaurants.length > 0) {
12 var model = app.models.Restaurant;
13 console.log(’CLEARING DATABASE ...’);
14 model.destroyAll ({}, function(err , info) {
15 if (err) {
16 console.log(’ERROR CLEARING DATABASE: ’ + err);
17 } else {
18 console.log(’SUCCESS CLEARING DATABASE: n=’ +
info.count);
19 console.log(’IMPORTING RESTAURANTS ...’);
20 model.create(restaurants , function(err , models)
{
21 if (err) {
22 console.log(’ERROR IMPORTING RESTAURANTS: ’
+ err);
23 } else {
24 console.log(’SUCCESS IMPORTING RESTAURANTS:
n=’ + models.length);
25 }
26 })
27 }
28 })
29 }
3.3. ODJEMALEC 21
30 } else {
31 console.log(’ERROR GETTING RESTAURANTS ’ + response.
statusCode + ’: ’ + error);
32 }
33 });
34 }, null , true , ’GMT’);
35 };
Na strezˇniku tecˇe zagonska skripta, ki vsak dan ob 5:30 po Greenwiˇskem sre-
dnjem cˇasu, z uporabo npm paketov request in cron, najprej poklicˇe metodo
GET projekta Bonar za pridobitev vseh restavracij (vrstice 5-7). Nato se, cˇe
je bil klic uspesˇen in odgovor vsebuje vsaj en element (vrstice 8-13), pobriˇse
podatkovna baza (vrstica 14). Cˇe je bilo brisanje podatkov uspesˇno, se baza
napolni z novim seznamom ponudnikov (vrstica 20). Tako podatki ostanejo
vedno aktualni. Paket request (vrstica 3) omogocˇa klic metode HTTP, paket
cron (vrstica 1) pa zagotavlja vsakodnevno izvajanje celotnega procesa ob
dolocˇenem cˇasu. Uporabljen je tudi paket log-timestamp (vrstica 2), ki skrbi
za logiranje s cˇasovnim odtisom ob izvajanju posameznih metod.
3.3 Odjemalec
Mobilna aplikacija je bila razvita v orodju Ionic, ki je sestavljen iz knjizˇnice
AngularJS za razvoj spletne aplikacije ter orodja Cordova za gradnjo hibri-
dnih mobilnih aplikacij. Aplikacija je sestavljena iz treh delov: zemljevida
restavracij, seznama restavracij in podrobnosti posamezne restavracije. Ze-
mljevid in seznam se obnasˇata kot zavihka, do katerih lahko uporabnik do-
stopa kadarkoli. Podrobnosti posamezne restavracije pa so podstran strani s
seznamom restavracij.
Spodaj je predstavljen izsek kode s konfiguracijo Angular aplikacije.
1 angular.module(’naBon’, [’ionic’, ’ionic.service.core’, ’
ionic.service.analytics ’, ’ngCordova ’])
2 .config(function($stateProvider , $urlRouterProvider) {
3 $stateProvider
4 .state(’tabs’, {
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5 url: "/tab",
6 abstract: true ,
7 templateUrl: "templates/tabs.html"
8 })
9 .state(’tabs.restaurants ’, {
10 url: "/restaurants",
11 views: {
12 ’restaurants -tab’: {
13 templateUrl: "templates/restaurants.html",
14 controller: ’RestaurantsCtrl ’
15 }
16 }
17 })
18 .state(’tabs.details ’, {
19 url: "/details",
20 views: {
21 ’restaurants -tab’: {
22 templateUrl: "templates/details.html",
23 controller: ’DetailsCtrl ’
24 }
25 }
26 })
27 .state(’tabs.map’, {
28 url: "/map",
29 views: {
30 ’map -tab’: {
31 templateUrl: "templates/map.html",
32 controller: ’MapCtrl ’
33 }
34 }
35 });
36 $urlRouterProvider.otherwise("/tab/map");
37 });
Iz zgornjega izseka kode (vrstica 1) je razvidno, da so v aplikacijo injicirani
sˇtirje moduli:
• ionic, ki zagotavlja potrebno osnovno Angular kodo, dodatne de-facto
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module, kot je ui-router za navigacjo po aplikaciji, HTML elemente,
primerne za mobilno uporabo ter servise, ki skrbijo za dinamicˇnost teh
elementov;
• ionic.service.core, ki zagotavlja jedro Ionic.io storitev za povezova-
nje aplikacije z oblacˇnimi storitvami;
• ionic.service.analytics, ki zagotavlja potrebno logiko za analizo upo-
rabe in atribute, ki jih pripnemo na HTML elemente, pri katerih zˇelimo
belezˇenje uporabe;
• ngCordova, ki zagotavlja Angular ovojnice (ang. wrappers) za delo s
Cordova vticˇniki.
Z uporabo modula ui-router in njegovega servisa $stateProvider je definirana
struktura aplikacije. Iz zgornjega izseka kode je razvidno, da je aplikacija se-
stavljena iz sˇtirih stanj (vrstice 4, 9, 18 in 27). Vsako stanje (state) ima
definiran po en pogled (ang. view), ki je sestavljen iz predloge HTML (ang.
template), kjer je definiran izgled pogleda, in JavaScript kontroler (ang. con-
troller), kjer je definirana logika obnasˇanja predloge. Ta stanja so:
• tabs.map je stanje, ki prikazuje zemljevid restavracij (vrstice 27-35);
• tabs.restaurants je stanje, ki prikazuje seznam vseh restavracij in
iskalnik po tem seznamu (vrstice 9-17);
• tabs.details je stanje, ki prikazuje podrobnosti posamezne restavracije
(vrstice 18-26);
• tabs je abstraktno stanje, ki se ne prikazuje na zaslonu, ampak skrbi
za preklop med stanji tabs.restaurants in tabs.map (vrstice 4-8). Ker
je stanje abstraktno, nima pogleda. Za njegovo logiko delovanja skrbi
ionic servis $ionicTabsDelegate.
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V vrstici 36 je tudi razvidno, da je z uporabo servisa $urlRouterProvi-
der definirano zacˇetno stanje aplikacije. To je stanje, ki prikazuje zemljevid
restavracij.
Ob omenjeni strukturi aplikacije je definiran tudi globalni kontroler AppC-
trl, kjer so definirane funkcije, ki vsebujejo logiko za povezovanje posameznih
delov aplikacij in funkcije, ki jih uporablja vecˇ kontrolerjev naenkrat. Defi-
niran je tudi servis AppService, ki skrbi za klic metode HTTP za pridobitev
seznama restavracij in shranjuje podatek o iskalnem nizu pri seznamu resta-
vracij.
3.3.1 Zemljevid restavracij
Sedaj bomo opisali stanje za prikaz zemljevida restavracij.
Opis obnasˇanja funkcionalnosti
Ob zagonu aplikacije je privzeto aktiven zavihek Zemljevid za prikaz zemlje-
vida restavracij. Cˇe je sistem GPS na napravi trenutno nedosegljiv, vidi
uporabnik ob zagonu zemljevid celotne Slovenije, kot je prikazano na sliki
3.2. V nasprotnem primeru vidi uporabnik okolico svoje lokacije s 17 kratno
povecˇavo, kot je prikazano na sliki 3.3.
Uporabniku so na voljo funkcionalnosti zemljevida Google. To so premi-
kanje po zemljevidu, priblizˇevanje in oddaljevanje, gumb za postavitev po-
gleda na trenutno lokacijo, obracˇanje okoli osi ter poravnavanje smeri neba.
Cˇe uporabnik klikne na eno izmed bucik, se odpre majhno okence, v ka-
terem so napisani naslov in nazivi vseh restavracij, ki se nahajajo na tem
naslovu. Hkrati se prikazˇeta sˇe dve funkciji zemljevida Google, ki zazˇeneta
aplikacijo Google Maps. Prva funkcija sprozˇi prikaz lokacije ter podrobnosti,
ki so na voljo, druga pa sprozˇi navigacijo od trenutne do zahtevane loka-
cije. Ob kliku na okence z nazivom restavracije, aplikacija odpre stran s
podrobnostmi te restavracije.
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Slika 3.2: Zacˇetni zaslon ob nedosegljivem sistemu GPS.
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Slika 3.3: Zacˇetni zaslon ob dosegljivem sistemu GPS.
3.3. ODJEMALEC 27
Opis razvoja funkcionalnosti
Za komponento zemljevida je bil uporabljen Cordova vticˇnik cordova-plugin-
googlemaps, ki ponuja Google Maps Android SDK 2.0 API in Google Maps
iOS SDK vmesnik API za prikaz zemljevida in uporabo vseh njegovih funkci-
onalnosti. Za njegovo uporabo si je potrebno ustvariti in aktivirati kljucˇe API
na spletni strani Google, s katerih lahko nato dostopamo do zemljevida Goo-
gle Developer. Za komunikacijo s sistemom naprave GPS je bil uporabljen
ngCordova wrapper $cordovaGeolocation, ki ovija Cordova vticˇnik cordova-
plugin-geolocation.
Aplikacija najprej pocˇaka pet sekund, da pridobi GPS lokacijo naprave,
nato se inicializira zemljevid ter poklicˇe metoda za pridobitev seznama vseh
restavracij. Podatki se najprej obdelajo: dodajo se lastnosti za kasnejˇsi lazˇji
prikaz podrobnosti o restvraciji, nato se seznam pogrupira po koordinatah
posameznega elementa, saj je lahko vecˇ ponudnikov v isti stavbi. Na koncu
se seznam uredi po nazivu. Ko so vsi ti postopki koncˇani, se na zemljevid
dodajo bucike, kjer vsaka predstavlja eno ali vecˇ restavracij. Spodaj je pri-
kazana koda funkcije, ki inicializira zemljevid (vrstica 19), pridobi podatke
o restavracijah (vrstica 21), jih obdela (vrstica 22) ter na zemljevidu prikazˇe
vse lokacije restavracij (vrstica 23).
1 function setMap(location) {
2 var options = {
3 ’controls ’: {
4 ’compass ’: true ,
5 ’myLocationButton ’: true ,
6 ’zoom’: true
7 },
8 ’camera ’: {
9 ’latLng ’: location ,
10 ’zoom’: 17
11 }
12 }
13 if (location == null) {
14 options.camera = {
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15 latLng: new plugin.google.maps.LatLng (46.119944 ,
14.815333) ,
16 zoom: 7
17 }
18 }
19 $rootScope.map = plugin.google.maps.Map.getMap(document.
getElementById("map_canvas"), options);
20 $rootScope.map.addEventListener(plugin.google.maps.event.
MAP_READY , function () {
21 AppService.getRestaurants ().then(function(success) {
22 $rootScope.restaurants = setData(success.data);
23 addMarkers(groupByLocation($rootScope.restaurants),
function(markers) {
24 addPositions(markers);
25 });
26 }, function(error) {
27 // empty
28 });
29 });
30 }
3.3.2 Seznam restavracij
Sedaj bomo predstavili stanje za izpis seznama restavracij.
Opis obnasˇanja funkcionalnosti
V zavihku Restavracije sta prikazana iskalnik po vseh restavracijah in rezul-
tat trenutnega iskanja. Ob zagonu aplikacije je iskalni niz prazen. Iskalnik
iˇscˇe po nazivih restavracij. Vsak element v seznamu je predstavljen z ikono,
nazivom in ceno obroka, kot je prikazano na sliki 3.4. Cˇe ima restavracija
ponudbo pic, je za ikono uporabljena podoba pice, drugacˇe ima element pri-
vzeto ikono. Ob kliku na element aplikacija odpre stran s podrobnostmi
izbrane restavracije.
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Slika 3.4: Seznam restavracij z iskalnikom.
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Opis razvoja funkcionalnosti
Za komponento seznama restavracij je uporabljen Ionic element ion-list, za
katerga skrbi servis $ionicListDelegate. V kontroler je injiciran servis $ioni-
cAnalytics, ki ob vsakem kliku na posamezen element belezˇi analizo uporabe.
Ob kliku se na oblacˇno storitev Ionic Analytics posˇlje podatek o izbrani resta-
vraciji. Enak podatek se posˇlje tudi, kadar uporabnik na zemljevidu klikne
na okence posamezne restavracije in se odpre stran s podrobnostmi izbrane
restavracije.
3.3.3 Podrobnosti restavracije
Sedaj bomo opisali sˇe tretje stanje, kjer se prikazujejo podrobnosti izbrane
restavracije.
Opis obnasˇanja funkcionalnosti
Na strani so trije sklopi podatkov: osnovni podatki in odpiralni cˇas, ki sta
prikazana na sliki 3.5, ter jedilnik. V sklopu Osnovni podatki je zapisan
naslov restavracije, cena obroka, telefon ponudnika, nasˇtete pa so tudi vse
dodatne ponudbe kot so: dostave hrane, solatni bar, dostop za invalide,
dostop za invalide do toalete, vegetarjanska prehrana, ponudba pic, ponudba
kosil ter ponudba hitre hrane. V sklopu Odpiralni cˇas so zapisane delovne
ure med delovniki, ob sobotah in ob nedeljah. Cˇe ima restvracija kaksˇno
opombo, se le ta tukaj tudi izpiˇse. V sklopu Jedilnik so razlicˇni meniji, ki jih
restavracija ponuja.
Elementa z naslovom restavracije in telefonom se obnasˇata kot gumba.
Cˇe uporabnik klikne na element z naslovom restavracije, ga aplikacija pre-
usmeri na zavihek za prikaz zemljevida restavracij in premakne zemljevid s
simuliranim premikanjem kamere na zahtevano lokacijo s 17 kratno povecˇavo.
Po koncˇani animaciji se odpre okence z nazivom restavracije ter naslovom.
Cˇe uporabnik klikne na element s telefonom ponudnika, se odpre aplikacija
naprave za klicanje. V vnosno polje se vpiˇse telefonska sˇtevilka ponudnika.
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Slika 3.5: Prikaz podrobnosti restavracije.
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Opis razvoja funkcionalnosti
Za prikaz podrobnosti restavracije je uporabljen Ionic element ion-list, za na-
slov posameznega sklopa pa Ionic element ion-header. Na sliki 3.6 je prikazan
element HTML, ki skrbi za prikaz telefonskih sˇtevilk posamezne restavracije
in odpiranje aplikacije za klicanje, ki je namesˇcˇena na mobilni napravi. Pri
slednjem se uporablja funkcionalnost samega elementa HTML a, ki na mo-
bilnih napravah ob dodatni predponi tel: poskrbi za odpiranje aplikacije za
klicanje.
Slika 3.6: Element HTML za prikaz telefonske sˇtevilke restavracije.
3.3.4 Ikona aplikacije
Ikona aplikacije, ki je prikazana na sliki 3.7, je bila narisana v orodju za
delo z vektorsko grafiko. Za primarno barvo ikone je bila izbrana barva, ki
dominira v aplikaciji (#11C1F3).
Slika 3.7: Ikona aplikacije.
Poglavje 4
Objava aplikacije in analiza
uporabe
V tem poglavju je opisan postopek objave aplikacije na distribucijske kanale
posameznih platform. Predstavljena je tudi analiza uporabe aplikacije.
4.1 Objava aplikacije
Po koncˇanem razvoju aplikacije so bile definirane vse nastavitve aplikacije,
ki so potrebne za gradnjo distribucijskih paketov. Nastavitve se definirajo
v config.xml datoteki, katero Cordova nato uporabi pri gradnji paketov za
platformi iOS in Android. Glavne nastavitve so bundle id, ki dolocˇa enolicˇen
identifikator mobilne aplikacije, name, ki je naziv aplikacije ter version, ki
definira verzijo distribucije.
4.1.1 Trgovina Play (Android)
Pred objavo aplikacije v trgovino Play je bilo potrebno najprej generirati
produkcijsko gradnjo aplikacije. Za to je poskrbela Cordova, ki spletno apli-
kacijo pretvori v hibridno mobilno aplikacijo. Rezultat je nepodpisana .apk
datoteka.
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Nepodpisano produkcijsko gradnjo je nato potrebno podpisati s priva-
tnim kjucˇem. Za generiranje kljucˇev in podpisovanje se uporabljajo orodja
za razvoj programske opreme Android SDK. Ko imamo pripravljeno podpi-
sano produkcijsko gradnjo, jo lahko objavimo preko spletne aplikacije Google
Play Store Developer Console, kamor se prijavimo s svojim Google Developer
racˇunom.
4.1.2 Trgovina App Store (iOS)
Produkcijsko gradnjo aplikacije za platformo iOS lahko generiramo samo na
platformi OS X. Za gradnjo hibridne mobilne aplikacije poskrbi Cordova.
Za nadaljno delo potrebujemo orodje Xcode, v katerega se vpiˇsemo s svojim
Apple Developer racˇunom in zapakiramo aplikacijo v arhiv, ki je pripravljen
za objavo. Pri pakiranju je potrebno v projekt dodati produkcijski certifikat,
s katerim podpiˇsemo aplikacijo.
Rezultat je .ipa datoteka, ki jo lahko objavimo preko spletne aplikacije
iTunnes Connect.
4.2 Analiza uporabe
Za analizo uporabe aplikacije je bila uporabljena oblacˇna storitev Ionic Ana-
lytics. V aplikacijo je bilo vgrajeno sledenje dvema dogodkoma:
• Uporabnik zazˇene aplikacijo.
• Uporabnik odpre podstran s podrobnostmi posamezne restavracije.
Ko uporabnik odpre podstran s podrobnostmi o restavraciji, se hkrati
posˇljeta tudi naziv restavracije in njen enolicˇni identifikator. Tako lahko iz
pridobljenih podatkov ustvarimo statistiko o najbolj priljubljenih restvraci-
jah. V nadaljevanju sta predstavljeni dve analizi uporabe: pregled najbolj
priljubljenih restavracij in frekvenca uporabe aplikacije.
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4.2.1 Pregled najbolj priljubljenih restavracij
V tabeli 4.1 je zapisanih 10 najbolj priljubljenih izmed vseh restavracij, ki
ponujajo sˇtudentsko prehrano. Vseh restavracij je v cˇasu pisanja diplomske
naloge bilo 504. V desnem stolpcu je zapisan delezˇ klikov na posamezno
restavracijo. Analiza zajema uporabo aplikacije od zacˇetne objave aplikacije
1.7.2016 do 20.8.2016. Sˇtevilo vseh klikov v tem obdobju je bilo 392. Vidimo
lahko, da imamo eno restavracijo, ki mocˇno prednjacˇi pred vsemi ostalimi.
Na podlagi trenutnega sˇtevila vseh klikov na posamezne restavracije pa je
tezˇko izvlecˇi kaksˇne relevantne zakljucˇke.
Naziv Delezˇ
Kitajska restavracija Sonce 5,0%
Pek Matjazˇ Trubarjeva 3,3%
City grill 3.0%
Kitajska restavracija Zvezda 2,6%
Cantante cafe center 2,3%
Gostilna pod Sˇkalcami - DOSTAVA 2,0%
Pizzeria FoculuS 2,0%
NANA kavarna & lounge bar 2,0%
Aleksandro 1,7%
ZˇITO Ljubljana Vodnik 1,7%
Tabela 4.1: Pregled najbolj priljubljenih restavracij.
4.2.2 Frekvenca uporabe aplikacije
Na sliki 4.1 je prikazan graf frekvence uporabe aplikacije. Analiza zajema
uporabo aplikacije med 1.7.2016 in 20.8.2016. Posamezna tocˇka na grafu
predstavlja sˇtevilo zagonov aplikacije na dolocˇen dan. Frekvenca uporabe se
je zmanjˇsala po 15.7.2016, cˇemur je zagotovo pripomoglo dejstvo, da se je
takrat zakljucˇilo letno izpitno obdobje. V avgustu pa se je ponovno povecˇala,
kar sovpada s cˇasom prvih vpisov v sˇtudijske programe.
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Zaradi cˇasa objave aplikacije, ki je priˇsel tik pred zacˇetkom poletnih
pocˇitnic, je prikaz uporabe aplikacije pomanjkljiv in ga ne moremo posplosˇiti
na obdobje ko se izvajajo predavanja.
Slika 4.1: Frekvenca uporabe aplikacije za obdobje od 1.7.2016 do 20.8.2016.
Poglavje 5
Sklepne ugotovitve
Razvili smo aplikacijo, ki sluzˇi kot pomocˇ pri enostavnem iskanju ponudnikov
subvencionirane prehrane za sˇtudente.
5.1 Zakljucˇek
Rezultat diplomskega dela je mobilna aplikacija, ki je dosegljiva na obeh
glavnih mobilnih platformah (iOS in Android). Je hibridna mobilna apli-
kacija, kar pomeni, da je bila napisana v spletnih tehnologijah, vendar se
obnasˇa kot izvirna mobilna aplikacija in hkrati uporablja funkcinalnosti ope-
racijskega sistema (sistem GPS). Aplikacija je bila razvita s pomocˇjo orodja
Ionic, ki je tudi predstavjen v tem diplomskem delu. Opisane pa so tudi vrste
mobilnega razvoja in razlike med njimi ter slabosti in prednosti posameznih
vrst mobilnih aplikacij.
Glavni prispevek aplikacije je omogocˇiti sˇtudentom hitro in enostavno
iskanje najbljizˇjih ponudnikov sˇtudentske prehrane. Aplikacija je primerna
za vse sˇtudente, je pa nenadomestljiva za sˇtudente, ki se v dolocˇenem okolju
ne znajdejo. Na primer sˇtudenti, ki so se sˇele vpisali na fakulteto, pa okolice
le te ne poznajo, bodisi tuji sˇtudenti, ki pa morda sploh ne poznajo kraja.
Razvita aplikacija za razliko od drugih obstojecˇih resˇitev omogocˇa, da
uporabnik enostavno in hitro ugotovi, kje so najbljizˇji ponudniki sˇtudentske
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prehane glede na njegovo trenutno lokacijo. To je glavna funkcionalnost apli-
kacije, katere odgovor je uporabniku predstavljen takoj ob zagonu aplikacije.
V diplomo je vkljucˇena analiza uporabe s pomocˇjo oblacˇne storitve Ionic
Analytics. V diplomskem delu je predstavljen seznam najbolj priljubljenih
restavracij in frekvenca njene uporabe. Pri slednji je tezˇava, saj cˇas objave
aplikacije sovpada s cˇasom zacˇetka poletnih pocˇitnic in je prikaz frekvence
uporabe malce pomanjkljiv. V cˇasu pisanja zakljucˇka (24.8.2016) si je na
platformo Android aplikacijo preneslo 58 uporabnikov, od tega jo 50 uporab-
nikov sˇe vedno uporablja. Na platformi iOS pa aplikacija sˇe ni bila dosegljiva,
saj je bila sˇe v postopku preverjanja s strani distributerja.
5.2 Nadaljnje delo
V spodnjem seznamu so predstavljene dograditve, ki bi jih bilo v prihodnosti
smiselno implementirati pri nadaljnjem razvoju aplikacije:
• Lokalno shranjevanje podatkov o restavracijah. Trenutno apli-
kacija ob vsakem zagonu poklicˇe metodo za pridobitev seznama resta-
vracij. Te podatke bi bilo potrebno hraniti lokalno na mobilni napravi
in napisati logiko, ki bi ob vsakem vstopu v aplikacijo preverila starost
podatkov in pa povezljivost. Cˇe bi bili podatki mlajˇsi od enega dneva
oziroma naprava ne bi mogla dostopati do strezˇnika, bi se podatki pre-
brali iz lokalnega pomnilnika, sicer pa pridobili s klicem metode HTTP.
• Informacija o trenutno odprtih restvracijah. Trenutno so na
zemljevidu vse lokacije restavracij obarvane z rdecˇo barvo. Ob vstopu
v aplikacijo ali na dolocˇen cˇasovni interval bi bilo potrebno pregledati,
katera restavracija je trenutno odprta. Na podlagi tega bi lahko lokacije
odprtih restavracij obrvali z zeleno barvo.
• Mozˇnost izbire med skokom na podrobnosti restavracije. Cˇe
je na dolocˇeni lokaciji vecˇ restavracij, se ob kliku na odprto okence
odprejo podrobnosti restavracije, ki je na vrhu seznam teh restavracij.
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Uporabniku bi bilo potrebno zagotoviti mozˇnost, da izbere restavracijo,
katere podrobnosti si zˇeli ogledati.
• Zmogljivejˇsi iskalnik. Trenutni iskalnik iˇscˇe samo po nazivih re-
stavracij. Potrebno bi bilo zagotoviti, da lahko uporabniki poiˇscˇejo
restavracije tudi po drugih kriterijih, kot naprimer iskanje restavracije
z dolocˇeno dodatno ponudbo.
• Priporocˇanje restavracij glede na sˇtevilo klikov. Za vsako re-
stavracijo bi lahko dodali sˇe sˇtevilo klikov oziroma obiskov strani s
podrobnim opisom restavracije, kar bi lahko uporabnikom sluzˇilo tudi
kot orientacija o priljubljenosti posamezne restavracije.
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