Background
==========

Recent discoveries \[[@B1]\] suggest that long RNA sequences, acting as natural sensors, exist in eukaryotic genomes and that such RNA sequences have not yet been found by commonly used bioinformatics methods. Although packages such as BLAST \[[@B2]\] and FASTA \[[@B3]\] are tremendously useful, alternative approaches may locate candidates that have been missed by traditional approaches.

Algorithm
=========

Our algorithm is based on the Fast Fourier Transform (FFT) and is similar to a method originally developed in the 80\'s \[[@B4],[@B5]\]. We define a \"Query vs. Text\" matrix M where each entry (i, j) is assigned the value 1 if Query \[i\] is identical to Text \[j\], and 0 otherwise.

This matrix is the product of matrices Q and T where Q is derived from the Query and T is derived from the Text (see Figure [1](#F1){ref-type="fig"}). Let *m*and *n*represent the length of the Query and the length of the Text, respectively. Matrix Q consists of *m*rows and 4 columns with one column for each base (e.g., *U*, *C*, *G*, and *A*for RNA). The entries in Q consist of 0s and 1s indicating which bases are present; there is exactly one 1 in each row. Matrix T is similar, but with *n*rows. It is easy to see that M, the \"Query vs. Text\" matrix, is equal to QT\' where T\' represents the transpose of T.
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To locate a substring similar to the query string, we do not need the entire matrix M, we need just the sum along each diagonal of M. The sum of M\'s elements along diagonal *d*indicates the number of identities between nucleotides in Query \[1..m\] and in Text \[d..d+m-1\]. Using the FFT, we can efficiently calculate the sum for each diagonal of the matrix, obtaining the number of matches along each such diagonal in far less time than it takes to build matrix M.

Note that a gap (an unmatched nucleotide) has the effect of switching the \"match-path\" to an adjacent diagonal. If gaps are randomly distributed and if the Query sequence is sufficiently long then there should be enough similarity along one of the diagonals to detect the match. Thus, FASH works best for detecting remote homologs if the Query string is fairly long (say, 400 or longer).

Once we have located the significant diagonals, we apply traditional sequence alignment methods on the portions of the Text near significant diagonals. Significance is determined by straightforward statistical considerations. Assuming that each element of the diagonal is a single Bernoulli trial, the expected number of matches along a diagonal is *mp*where *m*is the length of the query, and *p*is the probability of a match in each position. The variance is *mp*(1 - *p*). For example, assuming each base has probability *p*= 0.25 of appearing in a particular position, if the Query is of length 600 then the expected sum along a random diagonal is (600)(0.25) = 150, with variance (600)(0.25)(0.75) = 112.5, and with a standard deviation *σ*≈ 10.61. In other words, the expected sum for a randomly chosen diagonal is 150 and a sum above 192.5 is more than 4*σ*from the mean. If four *σ*s are used for the significance threshold then false positives occur on less than 1 out of 10000 diagonals.

If *n*is very large (e.g., the size of a genome), we break the text sequence into pieces of size 2^13^where each such piece has an overlap of size 2^10^with the previous piece. We use the FFT to calculate sums for each piece separately.

Complexity analysis
===================

Using the FFT, all diagonal sums for M can be found in time *O*(*n*log *n*) where *n*is the length of the longer sequence (the Text, in our case). For our application, *n*is very large, so direct use of the FFT is impractical. Thus, we divide the Text sequence into pieces of size 2^*S*^with 2^*K*^overlap, where *S*and *K*are small constants (13 and 10 respectively, in our application). There are at most $\frac{n}{2^{S} - 2^{K}}$ such pieces. For each piece, the FFT takes time 2^*s*^*log*2^*s*^, leading to an overall computation time of: $O(\frac{n}{2^{S} - 2^{K}} \times 2^{S}log2^{S}) = O(\frac{n}{2^{K}(2^{S - K} - 1)} \times 2^{S}log2^{S}) = O(n \times log2^{S} \times \frac{2^{S - K}}{2^{S - K} - 1}) = O(sn)$.

Additional time is needed for the dynamic-programming-based alignment methods that are run on the region around each significant diagonal, but this time is negligible compared to the FFT time.

Server overview
===============

FASH was designed as a user friendly application. The GUI is based on J2EE technology and was built using JSP pages and servlets. It runs on an Apache Tomcat web server. The application uses a Java N-Tier architecture containing the web layer, business layer, and data access layer. A MySQL database is used for saving all results from the *Request*and *Process*steps (see below), and for storing several pre-loaded genome files (taken from NCBI) that can be used as search Text.

We briefly describe some of FASH\'s features. For a more detailed description, we refer the reader to the documentation available at our web-site. The search is divided into three main steps.

• Request: The user enters a Query and either chooses a pre-loaded Text genome or uploads a Text sequence (see Figure [2](#F2){ref-type="fig"}). After submitting the request, the user gets a serial key which will be needed for the *Process*step. All diagonal sums are calculated using the FFT. An email message is sent to the user when this step is complete.
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• Process: The user enters a *Request*serial key and parameters: the alignment method, the scoring matrix, gap penalties, and the threshold (see Figure [3](#F3){ref-type="fig"}). After submitting parameters, the user gets a new serial key needed for the *Results*step. Sequence alignment methods are applied on all diagonals with sum above the specified threshold. For each *Request*, the user can submit several *Processes*each with its own serial key. The division into phases *Request*and *Process*enables the user to modify the parameters of the search, as well as the threshold, without reinvesting time in calculating sums using the FFT. An email message is sent to the user when the *Process*step is complete.

![**Veksler-Lublinsky et al**. The process screen.](1751-0473-3-9-3){#F3}

• Results: The user enters a *Process*serial key and indicates the number of alignment results to view (see Figure [4](#F4){ref-type="fig"}). FASH supports viewing up to 1000 results. Results are ranked by score and percent of identity between the Query and a position in the Text. The user can view the alignment, number and percent of identical positions, mismatches and gaps.

![**Veksler-Lublinsky et al**. The results screen.](1751-0473-3-9-4){#F4}

The user can check the *Request*or *Process*status at any time on the *Check Status*page. The answer is supplied from the online database.

The user can try the system with a guided example by following the \"Guide to FASH\" link. Information about different options and parameters is available via the \"Help\" link.

Illustrative example where our application is advantageous
==========================================================

In order to illustrate a potential success of our method, we extracted a 560 nts sequence from chromosome Y of the human genome:

taaccctaaccctaaccctaaccctaaccctaaccctctgaaagtggacctatcagcaggatgtgggtgggagcagattagagaataaaagcagactgcct gagccagcagtggcaacccaatggggtccctttccatactgtggaagcttcgttctttcactctttgcaataaatcttgctattgctcactctttgggtccaca ctgcctttatgagctgtgacactcaccgcaaaggtctgcagcttcactcctgagccagtgagaccacaaccccaccagaaagaagaaactcagaacacatc tgaacatcagaagaaacaaactccggacgcgccacctttaagaactgtaacactcaccgcgaggttccgcgtcttcattcttgaagtcagtgagaccaaga acccaccaattccagacacactaggaccctgagacaacccctagaagagcacctggttgataacccagttcccatctgggatttaggggacctggacagcc cggaaaatgagctcctcatctctaacccagttcccctgtggggatttaggg

We searched this sequence both with the BLAST tool and with our FASH application, both were able to find the query. Next, we mutated every 7^*th*^nucleotide in the query sequence, and ran the program again. BLAST uses exact matching word (of size W) heuristic -- it looks for short sequences of continuous matches longer than W and then extends them to produce an alignment.

In this run, we chose the minimal word size that BLAST enables (7 nucleotides). BLAST was not able to find our query in the human genome, while FASH ranked it as its highest hit, with 86% indentity to the query.

The mutated sequence was (mutated positions are underlined): taaccc[c]{.ul}aaccct[g]{.ul}acccta[c]{.ul}ccctaa[a]{.ul}cctaac[t]{.ul}ctctga[c]{.ul}agtgga[t]{.ul}ctatca[c]{.ul}caggat[c]{.ul}tgggtg[c]{.ul}gagcag[c]{.ul}ttagag[g]{.ul}ataaaa[c]{.ul}cagact[a]{.ul}cct gag[t]{.ul}cagcag[c]{.ul}ggcaac[t]{.ul}caatgg[a]{.ul}gtccct[g]{.ul}tccata[t]{.ul}tgtgga[t]{.ul}gcttcg[g]{.ul}tctttc[t]{.ul}ctcttt[c]{.ul}caataa[g]{.ul}tcttgc[g]{.ul}attgct[a]{.ul}actctt[c]{.ul}gggtcc[t]{.ul}cactgc[t]{.ul}tttatg[t]{.ul}gctgtg[t]{.ul}cactca[a]{.ul}cgcaaa[a]{.ul}gtctgc[t]{.ul}gcttca[a]{.ul}tcctga[c]{.ul}ccagtg[c]{.ul}gaccac[t]{.ul}acccca[g]{.ul}cagaaa[c]{.ul}aagaaa[a]{.ul}tcagaa[a]{.ul}acatct[c]{.ul}aacatc[t]{.ul}gaagaa[g]{.ul}caaact[a]{.ul}cggacg[t]{.ul}gccacc[g]{.ul}ttaaga[c]{.ul}ctgtaa[t]{.ul}actcac[t]{.ul}gcgagg[c]{.ul}tccgcg[a]{.ul}cttcat[c]{.ul}cttgaa[c]{.ul}tcagtg[t]{.ul}gaccaa[t]{.ul}aaccca[t]{.ul}caattc [a]{.ul}agacac[t]{.ul}ctagga[t]{.ul}cctgag[g]{.ul}caaccc[g]{.ul}tagaag[t]{.ul}gcacct[t]{.ul}gttgat[t]{.ul}acccag[c]{.ul}tcccat[t]{.ul}tgggat[a]{.ul}tagggg[c]{.ul}cctgga[g]{.ul}agcccg[t]{.ul}aaaatg[c]{.ul}gctcct[a]{.ul} atctct[g]{.ul}acccag[a]{.ul}tcccct[t]{.ul}tgggga[c]{.ul}ttaggg

We observe above a case where our method is superior to BLAST. Admittedly, our test case is a synthetic example, but with the growing number and variety of biologically important problems it may well be that in the future our FASH application can be found helpful.

Availability and requirements
=============================

Project Name: FASH

Project home page: <https://fash.bgu.ac.il:8443/fash/default.jsp>.

Operating System(s): The FASH web application is platform independent.

Programming language: Java

Other requirements: None

License: None

Any restrictions to use by non-academics: None
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FASH: Fourier Alignment Sequence Heuristics.
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