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Seznam uporabljenih simbolov 
 
V zaključnem delu so uporabljene naslednje veličine in simboli: 
 
Veličina/oznaka Enota 
Ime Simbol Ime Simbol 
maksimalna velikost sporočila Maxsize Byte B 
velikost sporočila Msgsize Byte B 
poskusna vsota Checksum - - 
Sporočilo Msg - - 
kotna hitrost angVel Radian rad 
linearna hitrost linVel Meter m 
Smer Heading Radian rad 
razdalja med kolesi wheelbase Meter m 





Bits per second 




Natančnejši pomen simbolov ter njihovih indeksov je razviden iz ustreznih 




Diplomsko delo opisuje implementacijo senzorjev in aktuatorjev, ki komunicirajo prek 
asinhrone serijske komunikacije na računalniku Speedgoat Baseline S. Programska 
koda je napisana v okolju Simulink in Matlab, ki imata že implementiran serijski 
gonilnik za komunikacijo z vhodno-izhodnim modulom, ki je integriran v računalnik 
in omogoča visoke simbolne hitrosti prenosa. V diplomskem delu je opisano 
razčlenjevanje sporočil, ki jih sprejmemo iz medpomnilnika FIFO v eni časovni enoti, 
pregled podatkovnih sporočil po vseh kontrolnih točkah, ki so implementirane v 
protokol, ter interpretacija sporočil. Vsaka naprava ima tudi svoje stanje, ki ga sporoča 
v obliki sporočila kot odgovor poslanemu statusnemu sporočilu ali ob prehodu med 
stanji. Glede na stanja naprav smo implementirali tudi končni avtomat (ang. State 
machine), ki ob začetku izvajanja programa vedno preveri stanja naprav ter jih, v 
kolikor je potrebno, inicializira. Aplikacija konstantno nadzoruje stanja naprav ter 
prilagaja sporočila, ki jih pošilja (npr. inicializacija določene naprave, pošiljanje 
sporočil motorjem za premik). Nabor možnih sporočil vsebuje vsa sporočila, ki jih 
predvidi končni avtomat za efektivno delovanje, ta pa imajo ali konstante vrednosti 
(npr. poizvedba o stanju) ali pa izračunane vrednosti zapakirane v pravi okvir (npr. 
krmilni ukazi motorjem).  
Vsa podatkovna sporočila vsebujejo tudi kontrolne informacije. To nam omogoča 
védenje, ali je sporočilo uspešno prestalo vse kontrolne točke ali ne, tj. ali je prišlo do 
napake ter kakšne. Ob zaznani napaki v sporočilu neveljavne oziroma nečitljive 
senzorske podatke nadomestimo s podatki iz zadnjega pravilno sprejetega sporočila. S 
preverjanjem sporočil v prvi fazi zagotavljamo učinkovito komunikacijo z izgubami 
pod 1 % sporočil, v drugi fazi pa nam kontrolne zastavice pomagajo izslediti točko 
napake v komunikaciji ter omogočijo poustvarjanje situacije za razhroščevanje z 
enakimi vhodnimi podatki. 
 
Ključne besede: avtonomni mobilni robot, serijska komunikacija, končni 
avtomat, Matlab, Simulink. 
  
Abstract 
Diploma thesis is describing implementation of sensors and actuators that 
communicate through asynchronous serial communication on Speedgoat Baseline S 
machine. Software is written in Simulink and Matlab that already have serial drivers 
for communicating with input-output module at higher baud rates. Thesis contains 
description of parsing the messages that we receive into FIFO buffer in one time step, 
checking the integrity of the messages on all the control points implemented into the 
communication protocol and interpretation of the messages. Each device has its own 
Device state and sends Device status messages automatically when it changes state. 
Based on Device statuses we implemented State machine, which checks for device 
statuses at the beginning of the execution and if needed, initializes the devices. 
Application is constantly monitoring Device statuses and adjusting the messages that 
is sending (e.g. initialization of device, sending PVT commands to the motors). 
Application contains all possible messages for efficient operation, which can have 
constant values (e.g. status request message) or they have dynamic values which we 
calculate based on Device status which we pack into the right frame (e.g. motor control 
commands). 
All data messages also contain control information so we can detect the error in the 
message. When the error occurs, we discard the message from the sensor for a given 
time step and use the values from prior time step. With message check we, in phase 
one, ensure effective communication with data loss under 1% and, in phase two, we 
utilize control flags to detect the error in communication and help us reconstruct 








1  Uvod 
Praktični del, ki je osnova tega diplomskega dela, sem opravila v podjetju 
Airnamics d. o. o. (v nadaljevanju Airnamics), ki je hčerinsko podjetje koncerna 
Kolektor. Airnamics se ukvarja z avtomatizacijo industrijskih procesov in eden od 
njihovih projektov je tudi izdelava avtonomnega mobilnega robota, v nadaljevanju 
AMR. Temu projektu sem se priključila v okviru praktičnega usposabljanja, nato pa 
smo sodelovanje nadaljevali ter razširili obseg mojih delovnih nalog. Moja glavna 
zadolžitev je bila implementacija komunikacijskega dela – povezava naprav z 
razvojnim okoljem (Matlab in Simulink) oziroma aplikacijo, ki vrši kontrolni 
algoritem robota. 
V diplomskem delu je opisano osnovno delovanje avtonomnega mobilnega 
robota ter karakteristike serijske komunikacije, ki jo AMR uporablja. Podjetje je 
razvilo svoj komunikacijski protokol, ki je integriran v strojni programski opremi 
naprav. Seveda pa je bilo treba ta protokol implementirati v razvojno okolje Simulink 
na način, da so izgube sporočil minimalne ter da ustreza varnostnim standardom, ki so 
predpisani za uporabo industrijskih robotov. 
Prva zahteva je bila vzpostaviti komunikacijo med računalnikom Speedgoat 
Baseline S ter strojno opremo podjetja, na katero so povezani senzorji in aktuatorji, ki 
jih AMR uporablja. Pravilno smo morali izbrati bloke iz nabora blokov programa 
Simulink, da so le-ti delovali primerno aplikaciji, ki potrebuje minimalne izgube 
sporočil za optimalno delovanje. Ker bralni bloki FIFO, ki samostojno iščejo sporočila 
glede na definirane glave sporočil, niso delovali efektivno, je bilo treba spisati tudi 
svoj razčlenjevalnik sporočil. 
Vsako podatkovno sporočilo ima implementirane tudi kontrolne točke, ki jih je 
treba preveriti v vsaki časovni enoti, da preverimo izgube sporočil ter neoporečnost 
podatkov. Za kontrolno kodo sledi interpretacija podatkovnih sporočil, iz katere se 
podatki nato posredujejo aplikaciji za avtonomno pozicioniranje robota. 
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Prek serijske komunikacije Speegoat Baseline S pošilja točke PVT (pozicija, 
hitrost, čas – ang. Position, Velocity, Time) aktuatorskemu delu robota, torej 
krmilnikom motorjev. Glede na izračunane vrednosti se v vsaki časovni enoti sestavi 
primerno sporočilo glede na definicijo internega protokola, ki se pošlje aktuatorju. 
Zaradi potrebe po varnostnih standardih v komunikaciji ter dvosmerni 
komunikaciji med senzorji oziroma aktuatorji ter aplikacijo se je implementiralo 
končni avtomat (ang. State machine). Vsaka naprava ima torej več možnih stanj, ki jih 
aplikacija prepozna ter zna na njih pravilno reagirati. Za implementacijo stanj je bilo 
treba razširiti razčlenjevalnik sporočil, saj se pričakuje tudi statusna sporočila, ter 
napisati nov del kode, ki zna pravilno interpretirati status posamezne naprave ter 
določiti globalno stanje naprav v aplikaciji. Z implementacijo stanj naprav pa se je 
pojavila tudi potreba po novih sporočilih na strani pošiljanja. V ta namen se je 
vzpostavilo nov sistem, ki glede na globalna stanja naprav prepozna, katero sporočilo 
je treba poslati strojni opremi, da ta pošlje podatek o stanju, in se ta, če je potrebno, 
inicializira ter začne pošiljati oziroma prejemati podatke. 
Praktično delo se ni opravilo le v namen tega diplomskega dela, temveč je tudi 
aplikativna rešitev za podjetje Airnamics. Programska koda, ki izvaja serijsko 
komunikacijo, se že aktivno uporablja. Z dodajanjem še več naprav, ki bodo 
komunicirale po serijski komunikaciji, pa bo sama implementacija v aplikaciji zelo 




2  Avtonomni mobilni robot 
Avtonomni mobilni robot je vsak robot, ki razume in se premika po svojem 
okolju brez pomoči operatorja ali po prej planirani poti. AMR vsebuje nabor naprednih 
senzorjev, ki mu omogočajo razumevanje in interpretacijo okolja, opravljanje poti na 
najbolj efektiven način ter navigiranje okoli fiksnih ovir (zgradbe, stojal, delovnih 
mest, itd.) in spremenljivih ovir (ljudje, vozički, itd.) [1]. 
 AMR, ki ga razvija podjetje Airnamics, ima v svojem osnovnem naboru 
nameščen laserski skener (v nadaljevanju Lidar, ang. Light Detection and Ranging), 
ki meri oddaljenost ovir v 270° vidnem polju senzorja (robot ima tako pritrjena dva 
Lidarja v vsakem nasprotnem vogalu, da pokrije 360° vidno polje), inercialno merilno 
napravo (v nadaljevanju IMU, ang. Inertial measurement unit), ki je fiksno pritrjena 
na sredini robota ter mu pošilja podatke o orientaciji ter pospešku iz žiroskopa in 
pospeškometra, ter dva brezkrtačna motorja, vsak s svojim enkoderjem ter krmilnikom 
motorja. Motorja sta pozicionirana na sredini robota, vsak na svoji strani, ter delujeta 
v diferencialni konfiguraciji, kar pomeni, da se smer robota spreminja z vrtljaji enega 
ali drugega motorja. 
Razvoj v podjetju trenutno poteka tako na prototipu kot na dejanskem robotu. 
Komunikacijski del se trenutno razvija na prototipu, ki uporablja le en Lidar (Hokuyo 
UST-10LX) z vidim poljem 270°, ta pa je pritrjen na sredini AMR-ja ter s Speedgoat 
Baseline S komunicira po komunikaciji TCP/IP. Na prototip je pritrjen IMU ADIS 
16405, uporablja pa se dva brezkrtačna motorja Maxon EC 45 flat, dva enkoderja 
Encoder MILE 256-2048 CTP ter dva krmilnika motorjev Technosoft Motion Control. 
Sklop enkoderjev, motorjev ter krmilnikov bomo v nadaljevanju poimenovali motorji. 
Motorji ter IMU so na Speedgoat Baseline S pritrjeni prek interne strojne in 
programske opreme (Slika 2.1). Naprave po komunikaciji CAN pošiljajo in sprejemajo 
sporočila iz interne strojne opreme, ta pa pošilja in sprejema sporočila iz in v 
Speedgoat Baseline S, ki vrši kontrolni algoritem. 




Slika 2.1: Strojna oprema prototipa AMR-ja. 
 
 Kontrolni algoritem AMR-ja na podlagi senzorskih podatkov (Lidar, IMU in 
motorji) pošlje krmilne ukaze aktuatorju (Slika 2.2). Iz IMU-ja se prejme podatke o 
smeri ter spremembi časa, iz enkoderjev motorjev pa podatke o X, Y, smeri in hitrosti 
(Enačbe 4.4, 4.5 in 4.6). Vsi ti podatki gredo nato v razširjen Kalmanov filter (ang. 
Extended Kalman Filter, EKF), ki nam poda oceno o orientaciji robota. Iz bloka EKF 
gredo podatki o X, Y in smeri v glavni kontrolni algoritem, ki prav tako potrebuje 
podatke o okolici in jih pridobi iz Lidarja, ter podatek o začetni poti (kje je cilj poti, ki 
jo mora opraviti). Glede na globalni zemljevid ter nove ovire, ki jih robot zazna s 
pomočjo Lidarja, se zemljevid posodobi ter pot prilagodi, da se robot izogne vsem 
oviram. Po tem se krmilni ukazi (linearna in kotna hitrost) pošljejo krmilnikom 
motorjev. 
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Slika 2.2: Generiranje poti AMR-ja. 
Kontrolni algoritem se izvaja ciklično v vsakem časovnem koraku na frekvenci 
100 Hz (Slika 2.2). 
Da pa se avtonomnemu robotu sploh lahko pošlje cilj njegove poti, se mora ta 
najprej znati pozicionirati v prostoru ter poznati celotno okolje, v katerem se premika. 
V ta namen je naprej treba generirati globalni zemljevid, ki ga nato robot uporablja v 
svojem kontrolnem algoritmu. 
 
 
Slika 2.3: Generiranje globalnega zemljevida. 
Globalni zemljevid se generira z istimi senzorji (Lidar, IMU in enkoderji 
motorjev), kot jih robot kasneje uporablja pri avtonomni vožnji (slika 2.3). Da pa lahko 
opravimo ta proces, je treba implementirati novo napravo – kontrolni pult, ki nam 
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omogoči, da lahko robota vodimo po okolju, za katerega je treba generirati globalni 
zemljevid. 
Poznamo torej dva načina delovanja robota – avtonomnega in ročnega. Slednji 
se uporablja le ob uvajanju robota v novo okolje ter v primeru, da se robot zagozdi 
med ovire in ne zna sam poiskati poti ven. Ročno kontrolo robota zahteva že sam 
standard ISO za industrijska vozila brez operaterja (ISO 3691-4:2020 Industrial trucks 
– Safety requirements and verification – Part 4: Driverless industrial trucks and their 
systems) [3]. 
Privzeti način delovanja robota pa je seveda avtonomni. Če želimo doseči 
ročnega, je potreben premik stikala, da robot sprejema kontrolne ukaze s strani 
kontrolnega pulta in ne kontrolnega algoritma.
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Asinhrona serijska komunikacija za razliko od sinhrone serijske komunikacije 
ne uporablja skupne ure, pri kateri signal teče po ločeni liniji, temveč v podatkovni 
liniji pošilja kontrolne bite, glede na katere se napravi sinhronizirata. Podatkovni biti 
morajo biti tako vnaprej določeni in vsebovati začetni bit, podatkovne bite, paritetne 
bite ter končne bite. Komunicirajoči napravi je treba prej nastaviti na enako simbolno 
hitrost prenosa (ang. Baud rate) [4]. 
Komunikacija teče po dveh žicah, ki sta med oddajno in sprejemno stranjo 
prekrižani (slika 3.1). Vsaka naprava ima dva serijska pina, TX – oddajnik (ang. 
Transmitter) ter RX – sprejemnik (ang. Receiver). Gre za osnovno verzijo serijske 
komunikacije RS-232. 
 
    Slika 3.1: Asinhrona serijska komunikacija. 
Podjetje Airnamics je razvilo svoj komunikacijski protokol, ki se uporablja pri 
serijski komunikaciji z napravami na avtonomnem mobilnem robotu. Komunikacija 
uporablja strukturo 8N1, kar pomeni osem podatkovnih bitov ter en stop bit, paritete 
pa ne uporablja. Simbolna hitrost prenosa je lahko prilagodljiva, vendar mora ta 
zadostovati skupni dolžini sporočil, ki se pošljejo v eni časovni enoti. Trenutno se 
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uporablja 1.5 Mbps. Podjetje je to nestandardno visoko hitrost izbralo, ker v končnem 
produktu AMR pričakujejo še nove naprave, ki bodo prav tako po komunikaciji CAN 
komunicirale do interne strojne in programske opreme (Slika 2.1), ta pa nato po 
asinhroni serijski komunikaciji do naprave Speedgoat. Tako bo serijsko linijo, ki na 
100 Hz pošilja nove podatke, zasedalo še vsaj dvanajst dodatnih sporočil različnih 
naprav. Pri trenutni zasedenosti linije (skupno 66 bajtov celotnih sporočil iz treh 
naprav) bi lahko uporabili tudi nižje simbolne hitrosti, vendar sistema ni smiselno 
postavljati večkrat ter vedno znova povečevati hitrost pošiljanja. 
Uporabljena frekvenca pošiljanja (100 Hz) se uporablja predvsem zaradi 
varnostnih razlogov – potreba po aktualnih podatkih zaradi avtonomne vožnje. Glede 
na končno hitrost robota (2 m/s) ter frekvenco pošiljanja je reakcijski čas robota 0.02 
s ob zaznani oviri. 
Struktura podatkovnih paketov je določena vnaprej, da v glavi sporočila vsebuje 
začetni bajt, informacije o izvoru in ponoru ter vrsto ter dolžino sporočila, za 
podatkovnimi bajti pa sledijo kontrolne informacije ter stop bajt. Vse naprave, ki 
komunicirajo prek serijske komunikacije, imajo ta protokol implementiran (Slika 3.2). 
 
 
Slika 3.2: Struktura sporočil. 
 
3.1  Potrebna implementacija 
Za implementacijo komunikacijskega dela seveda ni dovolj uporabiti le serijski 
gonilnik ter prek njega brati in pošiljati sporočila. Nastaviti je treba primerne hitrosti 
branja (100 Hz) ter primerno hitrost, s katero se podatke pošilja (1.5 Mbps). Prav tako 
je pomembno, da poznamo velikosti in strukturo sporočil, ki jih pričakujemo – tako 
lahko nastavimo primerno velikost medpomnilnika FIFO ter sporočila razčlenimo, ko 
jih iz medpomnilnika preberemo. 
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Slika 3.3: Implementacija serijske komunikacije. 
 
Za povezavo kontrolnega algoritma s serijsko komunikacijo je tako nujnih kar 
nekaj korakov (Slika 3.3). Prvi korak je implementacija razčlenjevalnika sporočil, saj 
se po serijski komunikaciji prenaša več različnih sporočil, ki prihajajo iz uporabljenih 
senzorjev. Po razčlenitvi je treba vsako sporočilo pregledati, da se zagotovi integriteta 
podatkov, ki smo jih s serijskim gonilnikom prebrali. Če sporočilo opravi vse 
kontrolne teste, je treba sporočilo pravilno interpretirati ter podatke poslati naprej v 
kontrolni algoritem. Iz kontrolnega algoritma dobimo podatke o želenem premiku 
robota, ki jih moramo pravilno zapakirati v sporočilo, ki se nato aktuatorjem pošlje 
naprej prek istega serijskega gonilnika. 
 
3.1.1  Programska oprema 
Uporabljeno razvojno okolje za celotni kontrolni algoritem avtonomnega 
mobilnega robota sta programa Matlab in Simulink. Simulink je program za grafično 
programiranje znotraj programa Matlab, ki ga je razvilo podjetje MathWorks. 
Kombinacija obeh je popolno orodje za modeliranje, simulacijo ter analizo dinamičnih 
sistemov ter seveda za implementacijo algoritmov. 
V programu Simulink lahko izvajamo napisane aplikacije na sistemih Simulink 
Real-Time ali pa izvozimo napisan program v programski jezik C++ in ga 
implementiramo tudi na platformah, ki ne podpirajo kode v datotekah Simulink. Poleg 
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3.1.2  Strojna oprema 
Zaradi potrebe po izvajanju aplikacij Simulink Real-Time na frekvenci 100 Hz 
smo morali pridobiti primerno strojno opremo. Izvajanje v okolju Simulink razvitih 
aplikacij je podprto na računalnikih Speedgoat. Glede na komunikacijske protokole, 
ki smo jih morali implementirati, ter samo zmogljivost in velikost računalnika, se je 
izbralo strojno opremo Speedgoat Baseline S. 
Računalnik Speedgoat Baseline S sicer ima možnost serijske komunikacije, 
vendar ta ne dovoljuje visokih prenosnih hitrosti. Prevzeti moduli RS-232, ki so 
vstavljeni v računalnik, omogočajo serijsko komunikacijo le do 115.2 kbps. V namen 
učinkovitega in seveda sploh uporabnega komunikacijskega kanala smo v računalnik 
dodali modul IO581, ki omogoča serijsko komunikacijo pri višjih prenosnih hitrostih. 
Skupaj s strojno opremo pa se je v knjižnico blokov programa Simulink za 
objektno programiranje pridobilo tudi nove komunikacijske gonilnike. Ti omogočajo 
izvajanje kode Simulink v sistemih Simulink Real-Time. Vsak dokupljen vhodno-
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Slika 4.1: Simulink – serijska komunikacija IO581. 
Uporabljen serijski gonilnik za modul IO581 izhaja iz knjižnice Speedgoat 
(Slika 4.1). Uporablja se enega od štirih možnih kanalov za komunikacijo. Model 
Simulink pošilja sporočila po serijskem kanalu s frekvenco 50 Hz, poslano sporočilo 
pa je generirano v podsistemu ukazov (ang. Command Subsystem) glede na stanje 
naprav. Serijski gonilnik bere sporočila s pomočjo bloka FIFO (ang. First in First out) 
Read s frekvenco 100 Hz. Prebrana sporočila nato vstopijo v funkcijo, ki razčlenjuje 
sporočila glede na njihove naslove. 
Pri implementaciji serijskega gonilnika je možna uporaba tudi drugih blokov 
FIFO. Za naš model sta primerna predvsem dva – FIFO Read in FIFO Read Binary 
(Slika 4.2). 
 
Slika 4.2: bloka FIFO.  
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Pri bloku FIFO Read BINARY je potrebna specifikacija glav sporočil, kar 
pomeni, da se dodatne funkcije za razčlenjevanje sporočil ne potrebuje. Pri izvajanju 
testov učinkovitosti branja sporočil smo prišli do zaključka, da blok, ki ga trenutno 
tudi uporabljamo (FIFO Read), deluje veliko bolje kot drugi (FIFO Read Binary) – 
izgube sporočil so občutno manjše. 
 
Slika 4.3: Parametri FIFO Read. 
Da dosežemo čim bolj učinkovito komunikacijo, moramo pravilno nastaviti parametre 
bloka FIFO Read (Slika 4.3). Pri nastavljanju vrednosti za maksimalno velikost 
prebranega sporočila (ang. Maximum read size) se je uporabilo enačbo (4.1), ki 
preprečuje, da bi medpomnilnik FIFO preplavilo s sporočili. Gre za dvokratnik skupne 
velikosti vseh sporočil, ki se jih prebere v eni časovni enoti, plus še en bajt. 
 
 𝑀𝑎𝑥𝑠𝑖𝑧𝑒 = 2 ∗ 𝑀𝑠𝑔𝑠𝑖𝑧𝑒 + 1 (4.1) 
 
Za minimalno velikost prebranega sporočila se je izbralo velikost najmanjšega 
sporočila, ki ga pričakujemo v časovni enoti, ko so vsi senzorji že zagnani ter pošiljajo 
podatkovna sporočila. 
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4.1  Sprejem sporočil 
 Ko sprejmemo sporočila prek serijskega gonilnika, moramo opraviti več 
korakov, preden lahko podatke iz sporočil uporabimo in jih pošljemo kontrolnemu 
algoritmu. Naprej je sporočila treba razčleniti, da nadaljujejo v pravo funkcijo 
(sporočila motorjev v funkcijo za interpretacijo motornih sporočil itd.), nato je 
potrebna kontrola vsakega bajta sporočila, da zagotovimo njihovo integriteto, na koncu 
pa sporočila interpretiramo glede na senzor, ki je sporočilo poslal, ter izračunamo 
podatke, ki jih potrebujemo. 
 
4.1.1  Razčlenjevanje sporočil 
Zaradi uporabe bloka FIFO Read, pri katerem se ne definira glave sporočil in 
tako blok prebere vsa sporočila kot enega, smo morali implementirati razčlenjevalnik 
sporočil, ki se ga je v model vključilo s pomočjo funkcije Matlab. 
V poglavju Priloge (7.1 Razčlenjevalnik sporočil) je prikazan del 
razčlenjevalnika sporočil. V sami funkciji so najprej definirane glave sporočil, ki jih 
lahko pričakujemo. Za vsako sporočilo posebej pogojni stavek najprej preveri, ali 
glava sporočila obstaja v prebranem sporočilu. Če ta ne obstaja, se izhodna 
spremenljivka zapolni z ničlami v velikosti vektorja samega sporočila. Če glava 
iskanega sporočila obstaja v prebranem sporočilu, funkcija naprej poišče začetek 
sporočila in s pomočjo te vrednosti nato prepiše celotno sporočilo v izhodno 
spremenljivko. 
 
4.1.2  Kontrola sporočil 
Zaradi zagotavljanja integritete podatkov je vsako podatkovno sporočilo, ki se 
ga prejme s strani senzorja, treba pregledati, preden se podatke pošlje naprej 
kontrolnemu algoritmu modela. 
Kot je razvidno iz poglavja Priloge (7.2 Kontrola sporočil), se pregleduje vsak 
bajt sporočila. Torej: začetek, koda izvora, koda ponora, koda samega sporočila, 
dolžina sporočila ter končni bajt, ki imajo konstantne vrednosti. Poleg tega se 
uporablja še dva kontrolna bajta – sekvenčni števec ter poskusna vsota z redundantnimi 
informacijami (ang. checksum). 
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Uporabljen sekvenčni števec uporablja en bajt nepredznačenega celega števila 
(ang. unsigned integer, uint8), kar pomeni, da števec zavzema vrednosti od 0 do 255. 
Števec se z vsakim sporočilom povečuje za eno vrednost, dokler ne doseže končne 
vrednosti ter se ponovno začne z nič. Glede na predhodno prejeto sporočilo lahko 
predvidevamo vrednost naslednjega sporočila ter to vrednost uporabimo kot pogoj pri 
kontroli sporočila. 
Poskusna vsota, ki jo vsebuje vsako sporočilo, se v vsaki časovni enoti v Matlabu 
izračuna s pomočjo enačbe (4.2) ter sporočila, ki ga trenutno pregledujemo. 
 
 𝐶ℎ𝑒𝑐𝑘𝑠𝑢𝑚 = 𝑢𝑖𝑛𝑡8(𝑚𝑜𝑑((𝑠𝑢𝑚(𝑀𝑠𝑔) + 5), 256)) (4.2) 
 
Če sporočilo ni prešlo vseh kontrolnih testov, sledi nova funkcija, ki preveri, 
katerega pogoja sporočilo ni izpolnilo. V poglavju Priloge (7.3 Napaka sporočila) je 
prikazana funkcija, ki preveri mesto napake. Glede na vrsto napake se vrednost zapiše 
v novo spremenljivko, ki jo aplikacija konstantno shranjuje, da je v primeru napak 
razhroščevanje lažje. Vsaka predvidena napaka ima tako svojo številsko vrednost 
(Tabela 4.1) oziroma kontrolno zastavico. 
 
Kontrolne zastavice 
0 ni napake 
1 ni novega sporočila 
2 glava sporočila 
3 števec sporočila 
4 poskusna vsota 
5 konec sporočila 
6 neznano 
Tabela 4.1: Kontrolne zastavice. 
Kontrolna zastavica 1 (Tabela 4.1) opisuje, da v časovni enoti ni bilo novega 
sporočila, ker je vrednost vseh bajtov sporočila enaka 0. To vsekakor ni napaka, 
temveč le pomeni, da pri razčlenjevanju sporočil ni bilo tega sporočila in je 
razčlenjevalnik naprej poslal same ničle. 
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4.1.3  Interpretacija sporočil 
Če je dano sporočilo prestalo vse kontrolne teste, se lahko podatkovne vrednosti 
prepišejo v obstojne spremenljivke. 
Obstojne spremenljivke se uporablja z namenom, da če se v časovni enoti ne 
prejme novega sporočila ali pa le-ta ni prestal kontrole, se za izračun vrednosti uporabi 
stare podatke, ki so še vedno shranjeni v obstojnih spremenljivkah, saj njihove 
vrednosti nismo prepisali z novimi. Seveda obstajajo meje – starih sporočil ne 
uporabljamo v nedogled, uporabijo se le za eno časovno enoto, v naslednji pa se mora 
uporabiti nove, če želimo, da sistem deluje. 
Možen je tudi primer, da se eno sporočilo izgubi ter v kontrolno funkcijo pride 
naslednje sporočilo. Sekvenčni števec v tem primeru ni pričakovan, podatki sporočila 
pa so bolj aktualni kot tisti v obstojnih spremenljivkah, zato se vrednosti prepiše z 
novimi. 
Glede na senzor, ki pošilja sporočila, se tako izračuna vrednosti (Tabela 4.2). 
AMR uporablja dva senzorja, ki komunicirata prek serijske komunikacije – enkoderje 

















Tabela 4.2: Senzorski podatki. 
Motorji z vgrajenimi enkoderji pošiljajo podatke o spremembi pozicije ter 
podatek o spremembi časa. Iz teh podatkov s pomočjo širine med kolesi ter radija koles 
izračunamo linearno in kotno hitrost, nato pa z enačbo (4.3) izračunamo smer, X z 
enačbe (4.4) ter Y z enačbo (4.5). 
 
 𝐻𝑒𝑎𝑑𝑖𝑛𝑔 = 𝑜𝑙𝑑𝐻𝑒𝑎𝑑𝑖𝑛𝑔 + 𝑎𝑛𝑔𝑉𝑒𝑙 (4.3) 
  
 𝑋 = 𝑜𝑙𝑑𝑋 + 𝑙𝑖𝑛𝑉𝑒𝑙 ∗ cos⁡(𝐻𝑒𝑎𝑑𝑖𝑛𝑔) (4.4) 
 
 𝑌 = 𝑜𝑙𝑑𝑌 + 𝑙𝑖𝑛𝑉𝑒𝑙 ∗ sin⁡(𝐻𝑒𝑎𝑑𝑖𝑛𝑔) (4.5) 
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Iz senzorja IMU lahko pridobimo podatke iz žiroskopa (X, Y in Z) ter 
pospeškometra (X, Y, Z). Ker se robot premika po dveh dimenzijah, uporabljamo le 
podatek o osi Z žiroskopa, iz katerega izračunamo smer ter X in Y os iz pospeškometra. 
Za izračun smeri potrebujemo tudi podatka o občutljivosti, šumu ter izravnavi. 
Slednja dva izračunamo na podlagi prvih sto podatkov, ki jih sprejmemo, podatek o 
občutljivosti pa pridobimo iz specifikacije senzorja. 
4.2  Pošiljanje sporočil 
Aplikacija ima možnost pošiljanja več različnih sporočil, katerega bo poslala v 
trenutni časovni enoti, pa določa stanje naprav, ki komunicirajo prek serijskega 
gonilnika. Več o odločanju med sporočili v poglavju Končni avtomat (5.2 
Implementacija v razvojnem okolju). Sporočilo, ki vsebuje podatke za aktuatorje, je 
sporočilo s točko PVT in tudi velja kot edino sporočilo, ki nima statičnih vrednosti, 
zato si bomo pobližje pogledali tega.  
Kontrolni algoritem izda podatke o linearni in kotni hitrosti, ki ju je nato treba 
pravilno preračunati v vrednosti, ki jih razumejo krmilniki motorjev Technosoft, ter 
poslati prek serijske komunikacije. 
Ker uporabljamo dva motorja, je treba v enem sporočilu poslati informacije za 
premik obeh v obliki spremembe položaja ter hitrosti. Pri računanju teh spremenljivk 















Po izračunani hitrosti in spremembi položaja za oba motorja moramo vsebino še 
primerno zapakirati v sporočilo, kot ga predvideva interni protokol. Sporočilu je treba 
dodati glavo, ki vsebuje začetni bajt, kodo izvora ter ponora in dolžino sporočila ter 
konec, ki vsebuje poskusno vsoto ter zaključni bajt (Slika 3.2). 
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4.3  Testi za zagotavljanje kakovosti 
Za zagotovitev učinkovite komunikacije med računalnikom Speedgoat ter 
strojno opremo, ki povezuje aktuatorje in senzorje, smo morali izvesti serijo testov ter 
prilagoditi parametre, da smo pridobili želeno učinkovitost. Želena učinkovitost 
serijskega gonilnika je seveda 0 % izgub, vendar se je skozi teste ter prilagajanje 
parametrov pokazalo, da želene nične izgube na Speedgoat Baseline S s serijskim 
modulom IO581 pri zahtevni aplikaciji, ki jo izvajamo, ne bomo dosegli. 
Pošiljanje sporočil ni bilo problematično, saj Speedgoat konstantno pošilja 
sporočila s frekvenco 50.66 Hz (vrednost je v želenem tolerančnem območju, 50 Hz 
zaradi nastavitve delilnikov pri želeni simbolni hitrosti ne moremo doseči), kar smo 
lahko potrdili z logičnim analizatorjem (Slika 4.4). 
 
Slika 4.4: Speedgoat TX – logični analizator. 
Pri sprejemu sporočil so se pri implementaciji kontrole sporočil pokazale velike 
izgube, zaznane s pomočjo sekvenčnih števcev, ki so uporabljeni pri vsakem 
podatkovnem sporočilu. S spreminjanjem parametrov pri bloku FIFO Read (poglavje 
4 Implementacija serijske komunikacije) smo komunikacijo spravili na sprejemljiv 
nivo.   
Zadnji testi, ki se jih je izvajalo na strojni opremi s predstavljenimi parametri, so 
pokazali povprečno izgubo 0.7628 % sporočil  v 10 minut trajajočem testu (Slika 4.5). 
Enak test je bil ponovljen v več poskusih in dosegel ponavljajoče rezultate, zaradi 
nazornosti pa so prikazani le rezultati enega testa. 
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Slika 4.5: Procenti izgube sporočil. 
S pomočjo kontrolnih zastavic lahko tudi ugotovimo, zakaj je prišlo do napak 
pri kontroli sporočil (Slika 4.6). Vse izgube pri treh različnih podatkovnih sporočilih 
so se zgodile zaradi nepravilnega sekvenčnega števca trenutnega sporočila. S 
pregledom shranjenih sporočil, ki so prišla v kontrolo sporočil in podala zastavico 
napačnega sekvenčnega števca (številka 3), vidimo, da se napaka zgodi ali zaradi 
podvojenega sporočila ali pa predhodno sporočilo ni prišlo od medpomnilnika do 
kontrole. Izgube sporočil lahko pripišemo medpomnilniku, samo korektnost sporočil, 
ki so prestala kontrolne teste, pa smo dokazali tudi s senzorskimi podatki, ki so kazali 
realno premikanje robota. Šum na fizičnem nivoju lahko pri teh napakah izločimo s 
pregledom kontrolne vsote, ki se izračuna ter primerja za vsako sporočilo. 
 
Slika 4.6: Kontrolne informacije napake. 
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5  Končni avtomat 
Končni avtomat (ang. State machine) je koncept, ki se uporablja pri oblikovanju 
računalniških programov ali digitalne logike. Poznamo dve vrsti modelov s končnimi 
avtomati – naprave s končnim  številom stanj ter naprave z neskončnim številom stanj. 
Prva sestoji iz omejenega števila stanj, ki jih je mogoče modelirati z diagrami stanj, 
ker se stanja spreminjajo ob izpolnitvi pogojev. Druge se praktično ne uporablja. 
Končni avtomati so predstavljeni z uporabo diagramov stanj. Izhod je odvisen 
od vhoda ter trenutnega stanja, ki ga naprava shranjuje. Končne avtomate se 
najpogosteje uporablja pri modeliranju vedenja aplikacij, programskemu inženiringu,  
oblikovanju strojnih digitalnih sistemov, mrežnih protokolov itd. 
Delovanje končnega avtomata se vedno začne z začetnim stanjem in se po 
uspešnem prehodu konča v sprejemnem stanju. Prehod poteka na podlagi 
zagotovljenih vhodov ter je odvisen od preteklega stanja sistema. Glede na število stanj 
ter možnih prehodov ločimo deterministične sisteme, ki imajo natančno en prehod v 
vsakem stanju, nedeterministične, pri katerih vhodni signal lahko vodi do enega, 
številnih ali nič prehodov, ter kombinatorne, ko naprava pozna le eno stanje [6]. 
5.1  Potrebna implementacija 
Z internim komunikacijskim protokolom podjetja Airnamics se je 
implementiralo končni avtomat (Slika 5.1), ki predvidi štiri različna možna stanja 
vsake naprave. Ob zagonu sistema ta preide v zasedeno stanje (ang. state busy) ter iz 
tega stanja predvidi dva različna stanja inicializacije (ang. state initialization) ter stanje 
napake (ang. state error). V primeru uspešnega prehoda v stanje inicializacije, ki ga 
strojna programska oprema opravi sama, ta nato pričakuje zunanji ukaz za začetek 
»cmd_start« (ang. start command), da lahko spremeni svoje stanje. Naprava nato 
preide v zasedeno stanje in ob uspešni inicializaciji v stanje pripravljenosti (ang. state 
ready), ob neuspešni pa v stanje napake (ang. state error).  
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Slika 5.1: Diagram stanj končnega avtomata. 
Ob prehodu iz enega stanja v drugega naprava pošlje informacijo o novem stanju 
z izjemo stanja zasedenosti. Vsaka naprava se vedno odziva na sporočilo, ki zahteva 
stanje naprave, z odgovorom o stanju. Če se napravi pošlje ukaz za začetek, ta vedno 
odgovori s potrditvenim (ang. acknowledged) ali zavrnitvenim (ang. not 
acknowledged) sporočilom. 
Ko je naprava v stanju pripravljenosti, začne pošiljati senzorske podatke ter 
sprejemati ukazna sporočila (v kolikor gre za aktuator). Trenutno sta v sistemu 
implementirani dve napravi – senzor IMU ter senzorja in aktuatorja enkoderja 
motorjev. 
Zahteva po implementaciji v Simulinku je branje in interpretacija statusnih 
sporočil ter ustrezen odzivni model, ki iz nabora različnih sporočil pošlje pravega, da 
doseže stanje pripravljenosti, ko je komunikacija med senzorji in aktuatorji 
vzpostavljena in lahko robot začne z normalnim delovanjem. 
5.2  Implementacija v razvojnem okolju 
V že uporabljeno komunikacijo s senzorji in aktuatorji se je v razčlenjevalnik 
dodalo še branje novih sporočil, ki nosijo informacijo o statusu naprave ter odzivih pri 
poslanem začetnem ukazu. Izhodi te funkcije so uporabljeni v novi funkciji, v kateri 
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je napisan odzivni model glede na prebrana odzivna sporočila naprav ter nenadno 
prenehanje pošiljanja podatkovnih sporočil s strani senzorja (Slika 5.2). 
 
Slika 5.2: Simulink model. 
Glede na statusne podatke s strani naprav se je naredilo odločitveni model, ki 
določa stanje celotnega robota. Uporabljenih je sedem različnih stanj (Slika 5.3) in za 
vsakega je uporabljeno določeno sporočilo, ki se izbira iz podsistema ukazov (ang. 
Command Subsystem).  
 
 
Slika 5.3: Možna stanja robota. 
 Ob zagonu aplikacije ta vedno najprej pošlje statusno zahtevo obema 
napravama (motorji in IMU), nato pa čaka na odgovor. Ko prejme statusno sporočilo, 
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se sistem odloča o naslednjem koraku – v večini primerov obe napravi še nista 
inicializirani in začne s postopkom za zagon naprav. Najprej zažene senzor IMU, saj 
se za njegove podatke potrebuje prvih sto sporočil za računanje šuma in izravnave. Pri 
senzorju IMU imamo možnost izbire, katere podatke pošilja ter s kakšno frekvenco se 
bo sporočilo pošiljalo. V podsistemu ukazov je generirano statično sporočilo z 
začetnim ukazom za senzor IMU, ki določa, da se pošiljajo podatki ene koordinatne 
osi žiroskopa ter dveh koordinatnih osi pospeškometra s frekvenco 100 Hz. Ko je IMU 
v stanju pripravljenosti oziroma v stanju napake – v kolikor prehod v stanje 
pripravljenosti ni bil mogoč –, aplikacija ponovi postopek še za inicializacijo motorjev. 
Ko motorji preidejo v stanje pripravljenosti, je v pripravljenosti stanje robota, a le če 
je v stanju pripravljenosti tudi IMU. V vsakem od dveh primerov lahko model pošilja 
točke PVT motorjem ter prejema njihova podatkovna sporočila. Vsa statusna sporočila 
se shranjujejo v obstojne spremenljivke, ki v vsaki časovni enoti določajo stanje 
robota. Te se lahko prepišejo le z novim statusnim sporočilo oziroma jih prepiše 
odzivni model, če senzor nepričakovano ne pošilja več podatkov. 
 Odzivni model je napisan v obliki funkcije Matlab in je viden v poglavju 
Priloge (7.4 Končni avtomat). Model predvideva osem različnih stanj (Tabela 5.1), na 
podlagi katerih se prepiše sedem različnih vrednosti stanja robota, ki vpliva na izhodno 
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Stanja odzivnega modela 
pripravljen Motorji in IMU so v stanju pripravljenosti. Točke PVT se pošilja 
motorjem ter sprejema podatkovna sporočila iz obeh naprav. 
init IMU IMU je v stanju inicializacije in potrebuje začetni ukaz, da spremeni svoje 
stanje in preide najprej v stanje zasedenosti, nato pa ali v stanje 
pripravljenosti ali v stanje napake. Model pošlje začetni ukaz napravi 
IMU. 
init motorji Motorji so v stanju inicializacije in potrebujejo začetni ukaz, da 
spremenijo svoje stanje in preidejo naprej v stanje zasedenosti, nato pa ali 
v stanje pripravljenosti ali v stanje napake. Model pošlje začetni ukaz 
motorjem. 
statusna zahteva Model nima informacije o stanju naprave oziroma naprav. To se zgodi ob 
zagonu aplikacije, ali pa ko senzor nenadoma neha pošiljati sporočila, brez 
da bi poslal informacijo o stanju. Model pošlje statusno zahtevo. 
ni sporočil IMU Če IMU nepričakovano ne pošilja več podatkovnih sporočil, brez da bi 
poslal informacijo o spremembi stanja, to model zazna ter napravi pošilja 
statusne zahteve. V kolikor ta ne odgovori v desetih časovnih enotah, 
model prepiše obstojno spremenljivko s stanjem napake za to napravo. 
ni sporočil motorji Če motorji nepričakovano ne pošiljajo več podatkovnih sporočil, brez da 
bi poslali informacijo o spremembi stanja, to model zazna ter napravi 
pošilja statusne zahteve. V kolikor ta ne odgovori v desetih časovnih 
enotah, model prepiše obstojno spremenljivko s stanjem napake za to 
napravo. 
pripravljen – motorji Če so motorji v stanju pripravljenosti in IMU v katerem koli drugem stanju 
z izjemo stanja pripravljenosti, model pošilja točke PVT, vendar z 
reducirano hitrost, saj robot nima vseh senzorskih podatkov. 
počakaj Zadnja situacija, ki jo model predvideva, pa je, da počaka in ne pošilja 
sporočil. Čaka lahko na sporočilo o statusu naprav, ali pa da se te 
inicializirajo. 
Tabela 5.1: Stanja odzivnega modela. 
 
 
5.3  Testiranje na strojni opremi 
Za zagotovitev učinkovitosti implementacije končnega avtomata se je na 
prototipu avtonomnega mobilnega robota izvedla serija testov z dvema napravama, ki 
spreminjata stanja (motorji in IMU), ter eno napravo, ki svojega stanja ne spreminja 
(kontrolni pult). Vsak test je bil ponovljen trikrat  z enakimi rezultati reakcije končnega 
avtomata glede na stanje naprav. 
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5.3.1  Priključene naprave ob zagonu modela 
Stanje: Motorji in IMU so priključeni na napajanje, vendar niso v stanju 
pripravljenosti. 
Pričakovani rezultati: Ko se aplikacija zažene, naprej pošlje statusno zahtevo obema 
napravama. Ko dobi status inicializacije, zažene IMU ter nato motorje. Končno 
pričakovano stanje je, da sta obe napravi v stanju pripravljenosti, torej je stanje robota 
tudi v stanju pripravljenosti. Robot pošilja motorjem točke PVT. 
Rezultat: Model se je obnašal po pričakovanjih. Ko je dobil informacijo o stanju, je 
najprej zagnal IMU ter nato motorje. Končno stanje robota je v pripravljenem stanju 
(Slika 5.4), ko motorjem pošilja točke PVT ter prejema podatkovna sporočila iz obeh 
naprav (Slika 5.5). 
 
Slika 5.4: Stanja naprav in robota. 
 
 
Slika 5.5: Podatkovna sporočila. 
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5.3.2  Izključene naprave ob zagonu modela 
Testi z izključenimi napravami ob zagonu so se izvedli z vsemi kombinacijami 
(ena naprava priključena, druga priključena in obratno) z uspešnimi rezultati, vendar 
je v diplomskem delu zaradi nazornosti prikazan le primer, ko sta ob zagonu izključeni 
obe napravi. 
Stanje:  Motorji in IMU so izključeni ob zagonu aplikacije. 
Pričakovani rezultati: Ko se aplikacija zažene, pošlje statusno zahtevo ter od obeh 
naprav prejme statusno sporočilo napake. Senzorji ne pošiljajo podatkovnih sporočil. 
Rezultat: Aplikacija ob zagonu pošlje statusno zahtevo ter od motorjev prejme 
statusno sporočilo napake, od senzorja IMU pa ne prejme nobenega sporočila. Rezultat 
je pričakovan, saj senzor IMU nima napajanja in ne prejme statusne zahteve, torej na 
sporočilo na more odgovoriti. Pri motorjih je situacija drugačna, saj imajo krmilniki 
motorjev Technosoft še vedno napajanje, le sami motorji so izključeni – torej lahko 
sprejmejo statusno zahtevo ter na njo odgovorijo s stanjem napake (Slika 5.6). Senzorji 
ne pošiljajo podatkovnih sporočil (Slika 5.7). 
 
Slika 5.6: Stanja naprav in robota. 
 
Slika 5.7: Podatkovna sporočila. 
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V obstoječem stanju – obe napravi izključeni ter delujoča aplikacija – se je 
priključilo obe napravi ter preverilo, ali bo aplikacija to zaznala ter zagnala napravi. 
Stanje:  Motorje in IMU se priključi na napajanje med delujočo aplikacijo. 
Pričakovani rezultati: Ko se napravi priključi, pošljeta statusno sporočilo – stanje 
inicializacije. Model to zazna ter inicializira obe napravi. Končno stanje je, da sta obe 
napravi v stanju pripravljenosti ter pošiljata podatkovna sporočila. 
Rezultat: Napravi sta ob priključitvi na napajanje poslali statusno sporočilo in 
aplikacija ju je inicializirala. Stanje robota ter obeh naprav je v stanju pripravljenosti 
(Slika 5.8). Sprejema se podatkovna sporočila obeh naprav ter pošilja motorjem točke 
PVT (Slika 5.9). 
 
Slika 5.8: Stanja naprav in robota. 
     
Slika 5.9: Podatkovna sporočila. 
5.3.3  Izključitev naprav ob delovanju modela 
Testi z izključitvijo naprav med delovanjem modela so se izvedli z vsemi 
kombinacijami – izključitev samo ene ali druge naprave z uspešnimi rezultati, vendar 
je zaradi nazornosti prikazana le situacija, ko se med delovanjem modela izključi obe 
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napravi. Prav tako so se ob končnih pogojih vsakega testa (model zazna, da je naprava 
v stanju napake) naprave priključile nazaj na napajanje, vendar testi niso opisani, saj 
gre za enak rezultat kot pri drugem testu poglavja 5.3.2. Izključene naprave ob zagonu 
modela.  
Stanje: Motorji in IMU so priključeni in v stanju pripravljenosti, nato izključimo 
napravi. 
Pričakovani rezultati: Ob izključitvi motorjev in IMU-ja model prejme statusno 
sporočilo napake s strani naprav in preneha s pošiljanjem točke PVT. Model ne 
prejema podatkovnih sporočil senzorjev. 
Rezultat: Technosoft krmilniki ob izključitvi motorjev pošljejo statusno sporočilo 
napake, IMU statusnega sporočila ne pošlje (pojav opisan v prvem testu poglavja 5.3.2. 
Izključene naprave ob zagonu modela). Stanje IMU-ja, ki se prebere iz statusnih 
sporočil, se torej ne spremeni, vendar pa model zazna, da je senzor v stanju napake, 
saj ne pošilja podatkovnih sporočil (Slika 5.10). Stanje naprave preide v stanje, ko 
nima informacij o stanju, ter senzorjem pošilja zahteve o stanju. Podatkovnih sporočil 
model ne prejema (Slika 5.11). 
 
Slika 5.10: Stanja naprav in robota. 
 
Slika 5.11: Podatkovna sporočila. 
 29 
6  Zaključek 
V zaključnem delu opisana serijska komunikacija ima tudi praktičen pomen za 
podjetje Airnamics, saj je uporabljena pri razvoju avtonomnega mobilnega robota in 
se že uporablja v praksi. Nedvomno je mogoče komunikacijo še izboljšati, saj se še 
vedno pojavljajo napake, ki jih zaznava kontrola sporočil. 
Trenutno poteka razvoj avtonomnega mobilnega robota na računalniku 
Speedgoat Baseline S, ki podpira izvajanje aplikacij Simulink Real-Time. Kontrolni 
algoritem, ki je izdelan v programu Simulink, trenutno uporablja tri senzorje in sicer 
IMU, enkoderje motorjev ter laserski skener – Lidar. Slednji komunicira prek 
komunikacije TCP/IP, prva dva pa prek serijske komunikacije, ki je opisana v 
pričujočem zaključnem delu. Možna je tudi uporaba drugih platform z istimi 
komunikacijskimi protokoli, vendar na teh komunikacija ne poteka po serijskem 
gonilniku IO581, ki ga uporablja Speedgoat. Ker Simulink omogoča generiranje 
aplikacije tudi v programskem jeziku C++, je vse delo, opravljeno z implementacijo 
serijske komunikacije (razčlenjevanje sporočil, kontrola sporočil in interpretacija), še 
vedno uporabno, saj je v modelu treba zamenjati le serijski gonilnik s tistim, ki ga 
uporablja izbrana platforma. Tak model se je že prevedlo v programski  jezik C++ ter 
z novim serijskim gonilnikom dokazalo njegovo učinkovitost na drugem računalniku. 
Model končnega avtomata, ki je trenutno kot odločitveni model napisan v obliki 
kode Matlab, je sicer izkazal svojo učinkovitost z dvema uporabljenima napravama, 
vendar pa delo še ni dokončano. Vizija avtonomnega robota predvideva uporabo več 
naprav, ki jim bo treba nadzorovati stanja. Uporabiti bo treba module IO za 
nadzorovanje senzorjev Lidar, da se lahko v primeru nenadne ovire, ki jo zazna senzor,  
robot nemudoma zaustavi. Prav tako bo treba nadzorovati tudi stanje baterij. Robot 
lahko torej pričakuje še vsaj dodatnih dvanajst naprav. Če odločitveni model pišemo 
v obliki kode Matlab, težje zagotovimo učinkovit model končnega avtomata. Na tej 
točki bo treba uporabiti druga orodja, da lahko sestavimo učinkovit model prehodov 
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stanj, pri katerem preverimo vse različne situacije ter prepoznamo in eliminiramo 
mrtve in slepe veje. Simulink ponuja orodje Stateflow, ki je kot nalašč za modeliranje 
odločitvenih modelov ter prehodov stanj. 
Nadgradnja  diplomskega dela je torej izboljšanje serijske komunikacije, da 
bodo izgube sporočil še manjše oz. nične. V praksi pa bo pomembnejša druga 
nadgradnja, tj. modeliranje prehodov stanj ter odločitvenega modela s pomočjo orodja 
Stateflow v Simulinku, ki bo omogočilo lažje dodajanje novih naprav ter zagotavljalo 
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8  Priloge 
8.1  Razčlenjevalnik sporočil 
Prikazan je del programske kode, ki razčlenjuje sporočila. 
 
% Motor 1 message 
if ~contains(char(inputMsg), char(header_moto1_uint8)) 
    motor1_msg_uint8 = uint8(zeros(17,1)); 
else 
    start_moto1 = strfind(char(inputMsg), char(header_moto1_uint8)); 




% Motor 2 message 
if ~contains(char(inputMsg), char(header_moto2_uint8)) 
    motor2_msg_uint8 = uint8(zeros(17,1)); 
else 
    start_moto2 = strfind(char(inputMsg), char(header_moto2_uint8)); 




% IMU message 
if ~contains(char(inputMsg), char(header_imu_uint8)) 
    imu_msg_uint8 = uint8(zeros(18,1)); 
else 
    start_imu = strfind(char(inputMsg), char(header_imu_uint8)); 
    imu_msg_uint8 = inputMsg_uint8(start_imu(1):start_imu(1)+17); 
end 
  
% Joystick message 
if ~contains(char(inputMsg), char(header_joystick_uint8)) 
    inputJoystick_uint8 = uint8(zeros(14,1)); 
else 
    start_joystick = strfind(char(inputMsg), 
char(header_joystick_uint8)); 
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8.2  Kontrola sporočil 
 
Prikazan je del programske kode, ki vrši kontrolo sporočil. 
 
%% Check message 
    %   start byte         &&      source address 
if (imu_msg_uint8(1) == 28 && imu_msg_uint8(2) == 17 && 
 
    %  destination address  &&    message code         && 
    imu_msg_uint8(3) == 123 && imu_msg_uint8(4) == 131 && 
 
    %   data length        &&            message counter          && 
    imu_msg_uint8(5) == 11 && imu_msg_uint8(16) == (msgCounter_s) && 
 
    %           checksum              &&        stop byte 
    imu_msg_uint8(17) == imu_CS_uint8 && imu_msg_uint8(18) == 23) 
  
 
    % set error output to no error 
    errorImuInput_s = 0; 
     
 
8.3  Napaka sporočila 
Prikazan je del programske kode, ki pregleduje vrsto napake pri sporočilu, če se 
ta pojavi. 
 
% check header 
header = imu_msg_uint8(1:5) ~= (uint8([28 17 123 131 11])'); 
        
    %check for error 
    if all(imu_msg_uint8 == 0)    % no new message 
        errorImuInput_s = 1;                                                 
    elseif ~isempty(find(header>0))   % 1 header 
         errorImuInput_s = 2;                                                
    elseif imu_msg_uint8(16) ~= msgCounter_s   % 2 message counter 
          errorImuInput_s = 3;                                               
          msgCounter_s = double(imu_msg_uint8(16)); 
          msgCounter_s = msgCounter_s + 1; 
          if msgCounter_s == 256 
              msgCounter_s = 0; 
          end 
    elseif imu_msg_uint8(17) ~= imu_CS_uint8   % 3 checksum 
        errorImuInput_s = 4;                                                 
    elseif imu_msg_uint8(18) ~= 23    % 4 stop byte 
        errorImuInput_s = 5;                                                 
    else 
        errorImuInput_s = 6;        % 5 unknown                                             
    end 
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if imu_stsr == imu_ready_s && mot_stsr == mot_ready_s 
    oldDeviceStatus_s = state_ready_s; 
    imu_NOmsg = 0; 
    mot_NOmsg = 0; 
 
% STATE_INIT IMU 
elseif imu_stsr == imu_init_s 
    oldDeviceStatus_s = state_init_imu_s; 
    imu_stsr = imu_busy_s; 
elseif imu_stsr == imu_busy_s 
    if ack_imu_s == 2 
        oldDeviceStatus_s = state_busy_s; 
    else 
        oldDeviceStatus_s = state_imu_unknown_s; 
    end  
   
% STATE_INIT MOTORS 
elseif mot_stsr == mot_init_s 
    oldDeviceStatus_s = state_init_mot_s; 
    mot_stsr = mot_busy_s; 
elseif mot_stsr == mot_busy_s 
    if ack_mot_s == 2 
        oldDeviceStatus_s = state_busy_s; 
    else 
        oldDeviceStatus_s = state_mot_unknown_s; 
    end 
 
% START - STATE_STSQ 
elseif imu_stsr == imu_unknown_s && mot_stsr == mot_unknown_s 
    oldDeviceStatus_s = state_unknown_s; 
 
% NO MESSAGES - IMU 
elseif imu_message_s == imu_unknown_s 
    if imu_NOmsg < 10 
        oldDeviceStatus_s = state_imu_unknown_s; 
        imu_NOmsg = imu_NOmsg + 1; 
    elseif mot_stsr == mot_ready_s 
        oldDeviceStatus_s = state_ready_mot_s; 
        imu_stsr = imu_error_s; 
    else 
        oldDeviceStatus_s = state_error_s; 
        imu_stsr = imu_error_s; 
    end  
    
% NO MESSAGES - MOTORS 
elseif mot_message_s == mot_unknown_s 
    if mot_NOmsg < 10 
        oldDeviceStatus_s = state_mot_unknown_s; 
        mot_NOmsg = mot_NOmsg + 1; 
        mot_stsr = mot_error_s; 
    else 
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        oldDeviceStatus_s = state_error_s; 
        mot_stsr = mot_error_s; 
    end 
 
% STATE READY - MOTORS 
elseif imu_stsr ~= imu_ready_s && mot_stsr == mot_ready_s 
    oldDeviceStatus_s = state_ready_mot_s;  
  
% STATE_WAIT - ERROR 
else 
    oldDeviceStatus_s = state_error_s; 
end 
 
 
 
 
