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Introduzione 
 
Un meccanismo di controllo degli accessi può essere definito come un 
processo di limitazione del diritto di un utente di utilizzare risorse di rete 
basato sulla corretta identificazione e sulla concessione di specifici diritti di 
utilizzo delle informazioni. 
In questo contesto sono due le problematiche da affrontare, l’autorizzazione 
e l’autenticazione degli utenti. Questi due aspetti possono essere considerati 
ortogonali tra loro perché la concessione dell’autorizzazione dipende 
fortemente dalla modalità di autenticazione adottata. 
Un possibile metodo per affrontare tale questione è quello di associare ad 
ogni utente una serie di attributi che corrispondono alle caratteristiche ed ai 
privilegi che il possessore detiene all’interno del sistema. 
Questi attributi permettono di definire una serie di ruoli e di gestire 
l’accesso alle risorse specificando politiche decisionali molto precise e 
complesse. 
In un sistema reale occorre decidere anche il mezzo tramite il quale l’utente 
viene identificato ed il sistema ottiene gli attributi da associargli. 
Questa tesi studia proprio una delle possibili implementazioni di questo 
delicato aspetto. 
La strada che si è deciso di seguire è quella di fornire ad ogni utente un 
certificato digitale contenente le informazioni personali che lo riguardano e 
gli attributi che possiede. 
Il tipo di certificati scelti è quello corrispondente allo standard x.509 v3 
perché permette di utilizzare le estensioni esistenti e di definirne di nuove. 
Gli attributi che devono essere trasmessi sono inseriti proprio nelle 
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 Il certificato deve essere autenticato da un garante che lo firma e ne decreta 
la validità. 
Al momento in cui l’utente decide di accedere al servizio deve presentare il 
certificato in suo possesso per essere riconosciuto dal sistema. 
 
L’intero lavoro fa parte di un progetto Open Source più ampio e complesso,  
sviluppato dall’azienda Bassnet s.r.l. e denominato CMOS (Content 
Menagement Open Source). 
All’interno di questo progetto sono state trattate anche altra soluzioni per il 
problema riguardante il metodo di trasmissione degli attributi, come ad 
esempio l’utilizzo di un database nel lato sever. Proprio da queste 
esperienze passate, parte la ricerca compiuta per la realizzazione del sistema 
presentato in questa tesi. 
Tutto il lavoro è stato svolto all’interno di una piattaforma J2EE (Java 2 
Enterprise Edition) poggiata su un sistema operativo Linux. Sono stati poi 
usati strumenti open source come OpenSSL, Eclipse e Jboss. 
 
Nel capitolo 1 viene introdotto il concetto di certificato digitale e vengono 
spiegate le caratteristiche di questo elemento che ricopre un ruolo di primo 
piano all’interno della tesi. 
Nel capitolo 2 vengono descritte le specifiche che il sistema deve rispettare 
sia da un punto di vista funzionale che architetturale. 
Nel capitolo 3 si evidenziano gli aspetti di progetto riguardanti il sistema e 
la relativa implementazione. 
Nel capitolo 4 viene descritto un caso reale di funzionamento, evidenziando 
gli elementi di comunicazione tra client e server. 
Nel capitolo 5 infine si traggono le conclusioni finali e si analizzano i 
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Capitolo 1 
 
I Certificati Digitali 
 
 
Introducendo l’utilizzo del certificato digitale occorre fare un piccolo cenno 
al motivo per il quale esso è stato creato. 
Si deve definire il concetto di PKI (Public Key Infrastructure) 
un’infrastruttura a chiave pubblica che consiste di protocolli, servizi e 
standard che supportano applicazioni di crittografia. Il problema da 
risolvere con la PKI è la distribuzione di chiavi pubbliche cioè assicurarsi 
che una determinata chiave appartenga a un dato utente. 
Questo dilemma può essere risolto con l’utilizzo dei certificati digitali nei 
quali è contenuta la chiave pubblica associata all’utente. L’autenticità del 
certificato viene garantita da un’autorità riconosciuta da tutti e detta 
Certification Authority (CA). 
Solo la CA può rilasciare nuovi certificati, ma tutti gli utenti possono 
leggere un certificato e verificarne l’autenticità. 
 
L’ITU-T (International Telecomunications Union) ha definito lo standard 
x.509 per i certificati, la prima versione fu pubblicata nel 1988, la seconda 
nel 1993, e la versione 3 fu proposta nel 1994 e pubblicata nel 1995. 
L’autenticazione di directory nello standard X.509 v3 può essere ottenuta 
usando sia le tecniche di chiave segreta che le tecniche di chiave pubblica. 
L’ultima è basata sui certificati di chiavi pubbliche. Lo standard non 
specifica un particolare algoritmo di crittografia. 
 
 
I Certificati Digitali 
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1.1 Struttura del Certificato 
 
Il certificato x.509 v3 è codificato usando la sintassi DER (Distinguished 
encoded rules) dello standard ASN.1 Questa codifica è applicata per ogni 
elemento ed è strutturata come tag, lunghezza e valoreAd alto livello il 
certificato può essere suddiviso in tre parti: le informazioni, l’algoritmo di 
firma e il valore della firma. 
Questa è la struttura ASN.1: 
 
Certificate  ::=  SEQUENCE  { 
        tbsCertificate       TBSCertificate, 
        signatureAlgorithm   AlgorithmIdentifier, 
        signatureValue       BIT STRING  } 
 
 
Gli ultimi due campi riguardano l’aspetto di codifica, mentre le 
informazioni dell’utente sono contenute nel primo. 
 
Il TBSCertificate è composto da una serie di campi principali e da un 
insieme di estensioni. 
I campi principali sono: version, serial number, signature, issuer, subject, 
validity, subject public key info, issuer unique id, subject unique id.  
 
 
TBSCertificate  ::=  SEQUENCE  { 
        version         [0]  EXPLICIT Version DEFAULT v1, 
        serialNumber         CertificateSerialNumber, 
        signature            AlgorithmIdentifier, 
        issuer               Name, 
        validity             Validity, 
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        subject              Name, 
        subjectPublicKeyInfo SubjectPublicKeyInfo, 
        issuerUniqueID  [1]  IMPLICIT UniqueIdentifier OPTIONAL, 
                             -- If present, version shall be v2 or v3 
        subjectUniqueID [2]  IMPLICIT UniqueIdentifier OPTIONAL, 
                             -- If present, version shall be v2 or v3 
        extensions      [3]  EXPLICIT Extensions OPTIONAL 
                             -- If present, version shall be v3 
        } 
 
1.1.1 I Campi Principali 
 
Signature Algorithm   
 
 Questo campo contiene l’identificatore dell’algoritmo di crittografia usato 
dalla CA per firmare il certificato. 
 
AlgorithmIdentifier  ::=  SEQUENCE  { 
        algorithm               OBJECT IDENTIFIER, 
        parameters              ANY DEFINED BY algorithm OPTIONAL  } 
 
 
Signature Value        
 
Qui è contenuta la firma digitale effettuata sul TBSCertificate codificato 
ASN.1 DER. In questo modo la CA certifica la validità delle informazioni 
contenute nel TBSCertificate. In particolare è confermata l’associazione tra 
la chiave pubblica dell’utente e l’utente stesso. 
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Version 
 
Questo campo indica qual è la versione del certificato x.509. Se sono 





 E’ l’identificatore unico assegnato dalla CA al certificato. Non possono 





Contiene l’identificatore dell’algoritmo usato per la firma del certificato. 




Questo campo risulta molto importante perché contiene le informazioni 
riguardanti l’entità che ha firmato il certificato. Vengono specificati alcuni 
campi come il nome, lo stato, la città, l’organizzazione e l’indirizzo di posta 
elettronica appartenenti a chi garantisce per l’autenticità del certificato. 
 
 
Name ::= CHOICE { 
     RDNSequence } 
 
   RDNSequence ::= SEQUENCE OF RelativeDistinguishedName 
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   RelativeDistinguishedName ::= 
     SET OF AttributeTypeAndValue 
 
   AttributeTypeAndValue ::= SEQUENCE { 
     type     AttributeType, 
     value    AttributeValue } 
 
   AttributeType ::= OBJECT IDENTIFIER 
 
   AttributeValue ::= ANY DEFINED BY AttributeType 
 
   DirectoryString ::= CHOICE { 
         teletexString           TeletexString (SIZE (1..MAX)), 
         printableString         PrintableString (SIZE (1..MAX)), 
         universalString         UniversalString (SIZE (1..MAX)), 
         utf8String              UTF8String (SIZE (1.. MAX)), 




Il periodo di validità è il tempo nel quale la CA garantisce di mantenere 
aggiornate le informazioni sul certificato. 
Viene espresso con due valori notBefore e notAfter che indicano i momenti 




In un certo senso è il campo principale del certificato perché contiene le 
informazioni riguardanti l’identità dell’utente a cui è associata la chiave 
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pubblica presente nel certificato. Consente una volta avvenuta la firma di 
poter associare inequivocabilmente chiave e utente. 
Se il contenuto di tale campo risulta una CA occorre controllare che questo 
valore sia lo stesso contenuto nel campo issuer. In questo caso si tratta del 
certificato self-signed  appartenete alla CA e punto di partenza della catena 
di certificati che può essere generata. 
 
Subject Public Key Info 
 
Contiene un altro elemento fondamentale per la funzione svolta dal 





Presente solo nelle versioni 2 e 3, questo campo contiene l’identificatore 
unico dell’issuer e del subject. Questo valore non deve essere usato come 
issuer o subject di alcun certificato. 
 
Completata l’analisi dei campi principali rimane solo l’analisi delle 
estensioni standard che il certificato può contenere. 
 
 
1.1.2 Le Estensioni 
 
 
Le estensioni standard possono essere suddivise in base al tipo di 
informazioni che trasportano. In questo modo si ottengono tre categorie:  
-  key and policy information 
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- subject and issuer attributes 
- certification path constraints 
 
Key&Policy Information 
Le estensioni che possono essere inserite in questa categoria sono 7 
 
Authority key identifier 
 
Fornisce le informazioni per identificare la chiave pubblica che corrisponde 
alla chiave privata usata per firmare un certificato. Utile se una CA ha più 
coppie di chiavi. 
 
AuthorityKeyIdentifier ::= SEQUENCE { 
      keyIdentifier             [0] KeyIdentifier           OPTIONAL, 
      authorityCertIssuer       [1] GeneralNames            OPTIONAL, 
      authorityCertSerialNumber [2] CertificateSerialNumber OPTIONAL  } 
 
   KeyIdentifier ::= OCTET STRING 
 
Subject key identifier  
 
Fornisce le informazioni per identificare i certificati che contengono una 
chiave pubblica particolare. Utile se un soggetto ha più coppie di chiavi 
Per facilitare la costruzione di catene di certificati questa estensione deve 
comparire in tutti i certificati appartenenti ad una CA (con estensione Basic 
Constraints di valore TRUE) in modo che questo valore possa essere 
inserito nel campo Authority Key Identifier dei certificati firmati da tale 
CA. 
 
SubjectKeyIdentifier ::= KeyIdentifier  
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Indica gli scopi per cui un certificato può essere usato. Risulta utile ad 
esempio quando una chiave che può essere usata per più scopi deve essere 
limitata ad uno solo. 
 
KeyUsage ::= BIT STRING { 
           digitalSignature         (0), 
           nonRepudiation           (1), 
           keyEncipherment          (2), 
           dataEncipherment        (3), 
           keyAgreement             (4), 
           keyCertSign              (5), 
           cRLSign                  (6), 
           encipherOnly             (7), 
           decipherOnly             (8)  
} 
 
Il bit digitalSignature è settato quando la chiave pubblica dell’utente viene 
usata per una firma digitale. Serve per garantire il principio di integrità. 
Il bit nonRepudiation viene settato quando la chiave pubblica dell’utente 
viene usata per verificare una firma digitale. Serve per evitare false 
verifiche. 
Il bit keyEncipherment viene settato quando la chiave pubblica dell’utente 
viene utilizzata per il trasporto di un’altra chiave. 
Il bit dataEncipherment viene settato quando la chiave pubblica dell’utente 
viene utilizzata per la cifratura di dati. 
Il bit keyAgreement viene settato quando la chiave pubblica dell’utente 
viene utilizzata per la gestione di chiavi. 
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Il bit keyCertSign viene settato quando la chiave pubblica dell’utente viene 
utilizzata per la verifica di una firma su un certificato. Può essere settato 
solo su di un certificato di una CA. 
Il bit cRLSign viene settato quando la chiave pubblica dell’utente viene 
utilizzata per la verifica la firma su informazioni di revoca. 
Il bit encipherOnly viene settato quando è settato anche il bit keyAgreement 
e la chiave pubblica dell’utente viene utilizzata solo per la cifratura. 
Il bit dencipherOnly viene settato quando è settato anche il bit 
keyAgreement e la chiave pubblica dell’utente viene utilizzata solo per la 
decifratura. 
 
Extended key usage 
 
Aggiunge altri scopi di utilizzo per il certificato oltre a quelli specificati 
nellcampo Key Usage.  
 
ExtKeyUsageSyntax ::= SEQUENCE SIZE (1..MAX) OF KeyPurposeId 
 
   KeyPurposeId ::= OBJECT IDENTIFIER 
 
La definizione dei vari scopi aggiuntivi che possono essere utilizzati viene 
lasciata all’autonomia delle varie organizzazioni. 
 
Private-key usage period 
 
Indica periodo d'uso della corrispondente chiave privata. In questo modo è 
possibile specificare un tempo di validità diverso per la chiave privata 
rispetto al certificato. 
 
PrivateKeyUsagePeriod ::= SEQUENCE { 
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        notBefore       [0]     GeneralizedTime OPTIONAL, 




Indica una serie di politiche che il certificato supporta. Ogni politica viene 
specificata tramite un OID che può eventualmente essere seguito da un 
commento. 
Per facilitare la lettura dell’estensione da parte dei vari sistemi è 
consigliabile limitarsi al solo OID. 
 
PolicyInformation ::= SEQUENCE { 
        policyIdentifier   CertPolicyId, 
        policyQualifiers   SEQUENCE SIZE (1..MAX) OF 
                                PolicyQualifierInfo OPTIONAL } 
 
   CertPolicyId ::= OBJECT IDENTIFIER 
 
   PolicyQualifierInfo ::= SEQUENCE { 
        policyQualifierId  PolicyQualifierId, 




Si usa solo nei certificati CA ed è composto da coppie di OID.  
Ogni coppia indica che una politica della CA è equivalente a una politica 
del soggetto. 
 
PolicyMappings ::= SEQUENCE SIZE (1..MAX) OF SEQUENCE { 
        issuerDomainPolicy      CertPolicyId, 
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        subjectDomainPolicy     CertPolicyId } 
 
Subject&Issuer attributes 
Le estensioni che possono essere inserite in questa categoria sono 3 
 
 
Subject alternative name 
 
Indica una serie di nomi alternativi che possono essere specificati per il 
subject. 
Questi nomi possono essere definiti come indirizzi di posta elettronica, 
nomi DNS, indirizzi IP e URI. 
Una volta definito un alternative name, questo si lega alla chiave pubblica e 
per questo deve essere verificato dalla CA. 
 
SubjectAltName ::= GeneralNames 
 
      GeneralNames ::= SEQUENCE SIZE (1..MAX) OF GeneralName 
 
      GeneralName ::= CHOICE { 
           otherName                       [0]     OtherName, 
           rfc822Name                      [1]     IA5String, 
           dNSName                         [2]     IA5String, 
           x400Address                     [3]     ORAddress, 
           directoryName                   [4]     Name, 
           ediPartyName                    [5]     EDIPartyName, 
           uniformResourceIdentifier       [6]     IA5String, 
           iPAddress                       [7]     OCTET STRING, 
           registeredID                    [8]     OBJECT IDENTIFIER} 
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      OtherName ::= SEQUENCE { 
           type-id    OBJECT IDENTIFIER, 
           value      [0] EXPLICIT ANY DEFINED BY type-id } 
 
      EDIPartyName ::= SEQUENCE { 
           nameAssigner            [0]     DirectoryString OPTIONAL, 
           partyName               [1]     DirectoryString  
} 
 
Issuer alternative name 
 
Simile al campo precedente, specifica nomi alternativi per l’issuer. 
 
IssuerAltName ::= GeneralNames 
 
Subject directory attributes 
 
L’utilizzo di questa estensione è consigliato solo per applicazioni locali. 
Specifica un attributo della directory X.500 per il subject. 
 
Certificate path constraints 




Dice se il soggetto può agire da CA e in tal caso, la lunghezza della catena 
di certificazione. Se il campo ha valore TRUE significa che il subject può 
agire da CA, se invece il campo ha valore FALSE ciò non è possibile. 
 
BasicConstraints ::= SEQUENCE { 
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        cA                      BOOLEAN DEFAULT FALSE, 




Viene utilizzato solo in un certificato CA. 
Indica un intervallo di nomi all’interno del quale devono essere inseriti i 
nomi degli utenti di tutti i certificati seguenti nella catena. 
Questo campo viene specificato tramite ammissione o esclusione di un 
sottoalbero di nomi. Ad esempio un vincolo definito come dominio Internet 
ammesso dal nome abc.it permette di utilizzare nomi contenuti in esso 
come io.abc.it 
 
NameConstraints ::= SEQUENCE { 
           permittedSubtrees       [0]     GeneralSubtrees OPTIONAL, 
           excludedSubtrees        [1]     GeneralSubtrees OPTIONAL } 
 
      GeneralSubtrees ::= SEQUENCE SIZE (1..MAX) OF GeneralSubtree 
 
      GeneralSubtree ::= SEQUENCE { 
           base                    GeneralName, 
           minimum         [0]     BaseDistance DEFAULT 0, 




Questo campo impone vincoli sulle politiche nel resto della catena. Infatti 
può essere utilizzato per proibire oppure richiedere l’uso di una determinata 
politica da parte degli utenti.  
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PolicyConstraints ::= SEQUENCE { 
        requireExplicitPolicy           [0] SkipCerts OPTIONAL, 
        inhibitPolicyMapping            [1] SkipCerts OPTIONAL } 
 
CRL distribution point 
Questo campo specifica come ottenere le informazioni sul CRL (Certificate 
Revocation List). 
cRLDistributionPoints ::= { 
        CRLDistPointsSyntax } 
 
   CRLDistPointsSyntax ::= SEQUENCE SIZE (1..MAX) OF 
DistributionPoint 
 
   DistributionPoint ::= SEQUENCE { 
        distributionPoint       [0]     DistributionPointName OPTIONAL, 
        reasons                 [1]     ReasonFlags OPTIONAL, 
        cRLIssuer               [2]     GeneralNames OPTIONAL } 
 
   DistributionPointName ::= CHOICE { 
        fullName                [0]     GeneralNames, 
        nameRelativeToCRLIssuer [1]     RelativeDistinguishedName } 
 
   ReasonFlags ::= BIT STRING { 
        unused                  (0), 
        keyCompromise           (1), 
        cACompromise            (2), 
        affiliationChanged      (3), 
        superseded              (4), 
        cessationOfOperation    (5), 
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        certificateHold         (6) } 
 
 
1.2 Tipi di dati ASN.1 
 
Un tipo ASN.1 è un insieme di valori. Ci sono quattro categorie di tipi di 
dati fondamentali: 
 
1. tipi semplici: ”atomici”, senza componenti 
2. tipi strutturati: che hanno componenti 
3. tipi tagged: tipi derivati da altri tipi 
4. altri tipi: includono i tipi CHOICE e ANY 
 
Ogni tipo ASN.1 ha un tag (tranne i tipi CHOICE ed ANY) che consiste in 
una classe e in un numero di tag non negativo. I tipi ASN.1, in astratto, 
sono gli stessi solo se hanno lo stesso tag. Ci sono quattro classi di tag: 
 
1. Universal: per tipi il cui significato è lo stesso in tutte le applicazioni 
2. Application: per tipi il cui significato è specifico per una 
applicazione 
3. Private: per tipi il cui significato è specifico per una data 
organizzazione 
4. Context-specific: per tipi il cui significato è specifico per un dato 
tipo strutturato. Questo si rende necessario per distinguere tra loro 
componenti della ”struttura” con lo stesso tipo sottostante 
 
1.2.1 Tipi Semplici 
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Nello standard ASN.1 sono definiti numerosi tipi semplici: 
BOOLEAN: i dati di tipo BOOLEAN possono assumere valore falso o 
vero. L’esempio seguente mostra come sia possibile definire un identifier di 
tipo BOOLEAN: 
Status ::= BOOLEAN 
 
INTEGER: i dati di tipo INTEGER rappresentano numeri interi, che 
possono essere positivi, 
negativi o nulli. L’esempio seguente mostra come sia possibile definire un 
identifier di tipo INTEGER: 
Num ::= INTEGER 
 
ENUMERATED: il tipo ENUMERATED individua un insieme di valori 
interi che possono essere assunti da un particolare tipo di dati. L’esempio 
seguente mostra come sia possibile definire un’entità di tipo 
ENUMERATED: i valori all’interno delle parentesi costituiscono il valore 
intero di ciascun identifier: 
Month ::= ENUMERATED{ jan(1), feb(2), mar(3), 
apr(4), may(5), jun(6), 
jul(7), aug(8), sep(9), 
oct(10), nov(11), dec(12) 
} 
 
REAL: il tipo REAL rappresenta numeri reali con precisione arbitraria. 
 
BIT STRING: il tipo BIT STRING rappresenta sequenze di singoli bit. 
 
OCTET STRING: il tipo OCTET STRING rappresenta sequenze di ottetti 
(otto bit). Vi sono altri tipi di sequenze: NumericString (cifre da 0 a 9 e 
spazi), PrintableString 
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(una stringa arbitraria di caratteri stampabili), TeletexString, VideoString, 
VisibleString, 
IA5String (International Alphabet 5), GraphicString e GeneralString. 
 
GeneralizedTime: tipo che rappresenta ora e data. La data è nella forma 
seguente: anno a quattro cifre, mese a due cifre e giorno a due cifre. L’ora è 
nella forma ore, minuti, secondi e, in modo opzionale, la di erenza tra l’ora 
locale e quella universale. 
 
UTCTime: tipo che rappresenta data e ora. Il formato è lo stesso del tipo 
GeneralizedTime con l’unica eccezione per l’anno che è rappresentato da 
due cifre. 
 
NULL: tipo che rappresenta un posto vuoto. 
 
OBJECT IDENTIFIER: tipo che rappresenta entità e oggetti, che 
appartengono all’albero degli oggetti introdotto dall’ISO e dall’ITU. Un 
oggetto è rappresentato da una sequenza di interi separati da punti. Per 
rendere più leggibile gli object identifier è stata costruita un’apposita lista di 
ObjectDescriptors. 
 
EXTERNAL: rappresenta un tipo presente in un altro documento. 
I tipi semplici possono essere classificati in due categorie: tipi stringa e tipi 
non stringa. I tipi stringa sono ad esempio: BIT STRING, OCTECT 
STRING, UTCTime. Tipi non stringa sono ad esempio: INTEGER e 
OBJECT IDENTIFIER. 
 
1.2.2 Tipi Strutturati 
 
I Certificati Digitali 
 
 
Francesco Panicucci 27 
Nello standard ASN.1 sono definiti quattro tipi di dati strutturati. L’idea di 
base è che combinando tipi semplici e strutturati si possono ottenere nuovi 
tipi di dati. 
 
SEQUENCE: il tipo SEQUENCE è una combinazione di tipi semplici non 
necessariamente tutti uguali. Questo tipo è simile al concetto di struct e 
record del linguaggio C. L’esempio seguente mostra come sia possibile un 
identifier di tipo SEQUENCE (si ricorda che l’entità month è stata già 
definita): 
 







SEQUENCE OF: combinazione di tipi dello stesso tipo. Questo tipo è 
simile al concetto di array del linguaggio C. L’esempio seguente mostra 
come sia possibile un identifier di tipo SEQUENCE OF (si ricorda che 
l’identifier Date è stato già definito): 
 
Dates ::= SEQUENCE OF Date 
 
SET: simile a SEQUENCE ma con assenza di ordinamento. 
 
SET OF: simile a SEQUENCE OF ma con assenza di ordinamento. 
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1.2.3 Tipi Tagged Implicitamente ed Esplicitamente 
 
Il tagging è usato per distinguere i tipi in un’applicazione oppure per 
distinguere i componenti di un tipo strutturato. Ci sono due modi per 
assegnare un tag a un tipo: implicito ed esplicito. 
I tipi con tagging implicito sono derivati da altri tipi semplicemente 
cambiando il tag del tipo sottostante. Proviamo, ad esempio, a definire un 
nuovo tipo strutturato facendo uso del tag implicito: 
 
Students ::= SEQUENCE 
{ 
name OCTET STRING, 
thesis [0] IMPLICIT BOOLEAN 
} 
 
Qui, oltre al campo name contenente il nome dello studente, è presente il 
campo thesis con tag implicito. Il tipo sottostante è BOOLEAN, non è 
presente il nome della classe di tag (quindi per le regole ASN.1 sia un tag di 
classe Context-specific) e il tag all’interno della classe è 0 (quando è chiaro 
dal contesto della definizione ASN.1 la key word IMPLICIT può essere 
omessa). 
I tipi con tagging esplicito sono derivati da altri tipi aggiungendo un 
ulteriore tag al tipo sottostante. Definiamo, ad esempio, un nuovo tipo 
strutturato facendo uso del tag esplicito: 
 
StudentsExp ::= SEQUENCE 
{ 
name OCTET STRING, 
thesis [1] EXPLICIT BOOLEAN 
} 
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La struttura è simile all’esempio precedente: è presente il campo thesis con 
tag esplicito. Il tipo sottostante è BOOLEAN, non è presente il nome della 
classe di tag (quindi per le regole ASN.1 sia un tag di classe Context-
specific) e il tag all’interno della classe è 1 (quando è chiaro dal contesto 
della definizione ASN.1 la key word EXPLICIT può essere omessa). 
 
La differenza tra questi due tipi di tagging riguarda la codifica BER/DER: i 
tipi taggati implicitamente sono considerati alla stregua del tipo sottostante 
mentre i tipi taggati esplicitamente sono considerati come un tipo strutturato 
composto dal solo tipo sottostante. 
 
1.2.4 Altri Tipi 
 
Includono CHOICE e il tipo ANY. Il tipo CHOICE denota l’unione di una 
o più alternative; il tipo ANY denota il valore di un tipo arbitrario. 
Vediamoli in dettaglio: 
 
CHOICE: lista di alternative. Questo tipo è simile al concetto di union del 
linguaggio C. 
L’esempio seguente mostra come sia possibile definire un identifier di tipo 
CHOICE: 
 
Id ::= CHOICE 
{ 
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ANY: denota un valore arbitrario di un tipo arbitrario, dove il tipo arbitrario 
è possibilmente 
definito nella registrazione di un object identifier o associato con un indice 
intero. Per meglio comprendere il tipo ANY analizziamo l’esempio del tipo 
AlgorithmIdentifier di X509: 
 
AlgorithmIdentifier ::= SEQUENCE 
{ 
algorithm OBJECT IDENTIFIER, 
parameters ANY DEFINED BY algorithm OPTIONAL 
} 
 
Qui i parametri dell’algoritmo sono definiti dall’algoritmo stesso e sono 
opzionali. L’algoritmo è un qualsiasi OBJECT IDENTIFIER registrato. 
 
1.2.5 Basic Encoding Rules 
 
BER dà uno o più modi per rappresentare un valore ASN.1 come una 
stringa di ottetti ed è lo standard per l’interscambio di tali valori in OSI. Ci 
sono tre metodi per codificare un valore ASN.1 con BER la scelta dei quali 
dipende dal tipo del valore e dalla conoscenza o meno della lunghezza. I tre 
metodi sono: 
 
• primitivo lunghezza definita 
• costruito lunghezza definita 
• costruito lunghezza indefinita 
Qualunque metodo si usi la codifica BER produce un pacchetto di bit diviso 
in tre o quattro parti: 
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id octets lenght octets content octets eoc 
Formato del pacchetto BER/DER 
dove: 
 
• identifier octets: identifica la classe e il numero del tag del valore ASN.1 e 
indica se il metodo è primitivo o costruito. 
• length octets: per i metodi con lunghezza definita identifica il numero di 
content octets mentre per il metodo costruito a lunghezza indefinita indica 
che la lunghezza è indefinita. 
• content octets: per il metodo primitivo dà la rappresentazione concreta del 
valore mentre per i metodi costruiti dà la concatenazione della codifica 
BER del valore delle componenti. 
• End of content octets: per il metodo a lunghezza indefinita identificano la 
fine del pacchetto per gli altri metodi il campo è assente. 
 
Metodo primitivo a lunghezza definita 
 
Questo metodo si applica ai tipi semplici e ai tipi derivati dai tipi semplici 
per tagging implicito e inoltre richiede che la lunghezza sia conosciuta in 
anticipo. Questo tipo di metodo produce un pacchetto BER con tre campi. 
Vediamo le regole per la codifica BER: 
 
Identifier octets. Ci sono due forme: low tag number (per numeri di tag tra 0 
e 30) e high tag number(per tag maggiori di 30); in particolare: 
• La forma Low tag number è composta di un ottetto in cui i bit 8-7 
specificano la classe, il bit 6 ha valore 0 per indicare che la codifica è 
primitiva e i bit 5-1 contengono il numero del tag. 
• La forma high tag number è composta da due o più ottetti. Il primo è come 
per il low tag ad eccezione del fatto che i bit 5-1 sono settati a 1. Il secondo 
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e i successivi danno il numero del tag in base 128 (MSD first) con il bit 8 
settato a 1 per tutti gli ottetti tranne l’ultimo. 
Length octets. Ci sono due forme: corta (per lunghezza tra 0 e 127) e lunga 
(per lunghezza tra 0 e 21008 − 1): 
• La forma corta è composta da un ottetto in cui il bit 8 ha valore 0 e i bit 7-
1 danno la lunghezza. 
• La forma lunga è composta da 2 a 127 ottetti. Il bit 8 del primo ottetto ha 
valore 1 e i bit 7-1 danno il numero di length octets addizionali. Il secondo 
e i successivi ottetti danno la lunghezza base 256 (MSD first). 
Contents octets. Questi danno una rappresentazione concreta del valore o il 
valore del tipo sottostante se il tipo è derivato con tagging implicito. 
 
Metodo costruito a lunghezza definita 
 
Questo metodo si applica ai tipi stringa semplici, ai tipi strutturati, ai tipi 
derivati dai tipi stringa semplici, ai tipi strutturati con tagging implicito e ai 
tipi derivati da qualsiasi altro per tagging esplicito. Tale metodo richiede 
inoltre di sapere in anticipo la lunghezza del valore. Le regole BER sono le 
seguenti, anche qui il pacchetto prodotto avrà solo tre campi: 
Identifier octets. Come descritto nel paragrafo precedente tranne per il fatto 
che il bit 6 è posto a 1 per indicare codifica costruita. 
 
Length octets. Come descritto nel paragrafo precedente. 
 
Contents octets. Rappresentano la concatenazione della codifica BER dei 
valori delle componenti: 
per i tipi stringa semplici e i tipi derivati da questi per tagging implicito, la 
concatenazione della codifica BER di sottostringhe consecutive di valori 
(valore sottostante per tagging implicito); per i tipi strutturati e quelli 
derivati da questi per tagging implicito, la concatenazione della codifica 
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BER dei valori delle componenti (valore sottostante per tagging implicito); 
per i tipi derivati da qualsiasi altro per tagging esplicito, la codifica BER del 
valore sottostante. 
 
Metodo costruito a lunghezza indefinita 
 
Questo metodo si applica ai tipi stringa semplici, ai tipi strutturati, ai tipi 
derivati dai tipi stringa semplici, ai tipi strutturati con tagging implicito e ai 
tipi derivati da qualsiasi altro per tagging esplicito. Tale metodo non 
richiede di sapere in anticipo la lunghezza del valore e produce un 
pacchetto a quattro componenti. Si applicano le seguenti regole BER: 
Identifier octets. Come descritto nel paragrafo precedente. 
 
Length octets. Costituito da un solo ottetto che ha valore 80. 
 
Contents octets. Come descritto nel paragrafo precedente. 
 
End of contents octets. Costituito da due ottetti con valore 00 00. 
 
1.2.6 Distinguished Encoding Rules 
 
Le regole DER per ASN.1 sono un sottoinsieme di BER e danno 
esattamente un modo per rappresentare ogni valore ASN.1 come una stringa 
di bit. DER è necessario per applicazioni in cui l’univoca codifica è 
richiesta, come nel caso di firme digitali. DER dà le seguenti restrizioni alle 
regole viste nel paragrafo precedente: 
1. quando la lunghezza è compresa tra 0 e 127, la forma corta del campo 
length deve essere usata. 
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2. quando la lunghezza è maggiore o uguale di 128, la forma lunga del 
campo length deve essere usata, e la lunghezza deve essere codificata con il 
minimo numero di ottetti. 
3. per semplici tipi stringa e tipi con tagging implicito derivati da tipi 
stringa, il metodo primitivo a lunghezza definita deve essere usato. 
4. per tipi strutturati, tipi taggati implicitamente derivati da tipi strutturati, e 
tipi con tagging esplicito derivati da qualunque tipo il metodo costruito a 
lunghezza definita deve essere usato. 
Altre restrizioni sono previste per tipi particolari (come BIT STRING, 
SEQUENCE, SET e SET OF), saranno analizzate nel proseguio. 
 
1.2.7 Notazione e Codifica 
 
Presentiamo una rapida carrellata delle regole di codifica BER e DER per 
qualcuno dei tipi di dato incontrati. Dove necessario saranno anche riportate 




Tipi con tagging implicito 
 
Ricordiamo che un tipo taggato implicitamente è un tipo derivato da un 
altro tipo cambiando il tag del tipo sottostante. 
 
Notazione ASN.1. [[class] number] IMPLICIT Type 
dove Type è un tipo, class è un nome di classe (opzionale), e number 
rappresenta il tag number all’interno della classe prescelta. Se il nome della 
classe è assente, allora il tag è context-specific. Questi ultimi possono solo 
apparire in un componente di un tipo CHOICE o strutturato. 
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Codifica BER. metodo primitivo o costruito, a seconda del tipo sottostante. 
I content octets sono come per la codifica BER del tipo sottostante. Ad 
esempio la codifica BER del campo thesis del tipo Students avrà 80 per id 
octet (sarebbe stato a0 se il tipo sottostante avesse avuto bisogno di metodo 
costruito per la codifica) mentre gli altri ottetti saranno gli stessi della 
codifica del tipo sottostante (il BOOLEAN). 
Codifica DER. primitivo o costruito a seconda del tipo sottostante. I content 
octets sono come per la codifica BER del tipo sottostante. 
 
Tipi con tagging esplicito 
 
Ricordiamo che un tipo taggato esplicitamente è un tipo derivato da un altro 
tipo aggiungendo un tag esterno al tipo sottostante. 
 
Notazione ASN.1. [[class] number] EXPLICIT Type 
dove Type è un tipo, class è un nome di classe (opzionale), e number 
rappresenta il tag number all’interno della classe prescelta (un intero non 
negativo). Se il nome della classe è assente, allora il tag è context-specific. 
Questi ultimi possono solo apparire in un componente di un tipo 
SEQUENCE, SET o CHOICE. 
 
Codifica BER. metodo costruito. I content octets sono la codifica BER del 
tipo sottostante. 
Ad esempio la codifica BER del campo thesis del tipo StudentsExp sarà a1 
per id octet (il metodo è costruito e il tag number vale 1), i length octet 
rappresenteranno la lunghezza della codifica BER del tipo sottostante (il 
BOOLEAN), i content octet sono la codifica BER del tipo sottostante 
 
I Certificati Digitali 
 
 
Francesco Panicucci 36 





Ricordiamo che il tipo ANY denota un valore arbitrario di un tipo 
arbitrario, dove il tipo arbitrario è possibilmente definito nella registrazione 
di un object identifier o associato con un indice intero. 
 
Notazione ASN.1. ANY [DEFINED BY identifier] 
dove identifier è un identificatore opzionale. 
Nella forma ANY il tipo attuale è indeterminato. 
La forma ANY DEFINED BY identifier può solo apparire in un 
componente di una 
SEQUENCE o di una SET per le quali identifier identifica qualche altro 
componente di tipo INTEGER o OBJECT IDENTIFIER (o derivati da 
quest’ultimi mediante tagging). 
In questa forma il tipo attuale è determinato dal valore identificato da 
identifier. 
 
Codifica BER. come la codifica BER del valore attuale. 
 
Codifica DER. come la codifica DER del valore attuale. 
 
Tipo BIT STRING 
 
Ricordiamo che il tipo BIT STRING denota una stringa arbitraria di bits. 
Un valore BIT STRING può avere ogni lunghezza incluso zero. Questo è 
ovviamente un tipo stringa. 
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Codifica BER. primitivo o costruito. In una codifica primitiva, il primo 
content octet comunica il numero di bit per i quali la lunghezza della stringa 
è minore del prossimo multiplo di 8 (questo content octet è chiamato il 
numero di bit non usati). I successivi content octet contengono il valore 
della stringa di bit convertita a octet string. Il processo di conversione 
avviene come segue: 
1. Viene fatto il pad della stringa di bit dopo l’ultimo bit con da zero a sette 
bit di valore qualsiasi così da portare la lunghezza della stringa ad un 
multiplo di otto. 
2. La stringa con il pad è divisa in ottetti. 
 
Nella codifica costruita, i content octets danno la concatenazione della 
codifica BER di sottostringhe consecutive di bit, ognuna delle quali di 
lunghezza multipla di otto (eccetto l’ultima). Le regole di codifica saranno 
illustrate nell’esempio che segue. 
Esempio: La codifica BER di ’011011100101110111’ può essere ognuna 
delle seguenti a seconda delle scelte circa bit di padding, forma di length 
octet e tipo di codifica (primitiva o costruita): 
 
03 04 06 6e 5d c0  codifica DER 
03 04 06 6e 5d e0   pad con ’100000’ 
03 81 04 06 6e 5d c0  forma lunga di length octet 
23 09    codifica costruita: ’0110111001011101’ + ’11’ 
03 03 00 6e 5d 
03 02 06 c0 
 
Nell’ultimo caso la stringa viene divisa in due sottostringhe la prima di 
lunghezza multipla di 8 e la seconda (e ultima) ’11’ codificata dopo il pad 
con ’000000’. 
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Codifica DER. metodo primitivo. I content octet sono gli stessi della 




Il tipo INTEGER denota un intero arbitrario. I valori INTEGER possono 
essere positivi, negativi o nulli. 
 
Codifica BER. primitivo. I content octets danno il valore dell’intero, base 
256, nella forma complemento a due, MSD, con il minimo numero di 
ottetti. Il valore 0 è codificato con un ottetto 00. 
 
Codifica DER. primitivo. I content octet sono gli stessi della codifica BER. 
 
Tipo OBJECT IDENTIFIER 
 
Il tipo OBJECT IDENTIFIER denota un identificatore di oggetto, una 
sequenza di componenti interi che identificano un oggetto come un 
algoritmo o un attributo. Un valore OBJECT IDENTIFIER può avere un 
numero qualsiasi di componenti e i componenti stessi possono avere ogni 
valore non negativo. 
Il significato ai valori di un OBJECT IDENTIFIER è dato dalle registration 
authority. Ogni registration authority è responsabile per tutte le sequenze di 
componenti che cominciano con una dato prefisso. La tabella mostra 
qualche object identifier con il rispettivo significato. 
 
 
Object identifier Value Significato 
{ 1 2 } ISO member bodies 
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{ 1 2 840 } US (ANSI) 
{ 1 2 840 113549 } RSA Data Security, Inc. 
{ 1 2 840 113549 1 } RSA Data Security, Inc. PKCS 
{ 2 5 } directory service (X.500) 
{ 2 5 8 } directory service – algorithms 
 
Tabella 1 Object identifier e il loro significato 
 
Notazione ASN.1. { [identifier] component1 . . . componentn} 
componenti = identifieri | identifieri (valuei) | valuei 
dove identifier, identifier1, . . . , identifiern sono identificatori e value1, . . . 
, valuen 
sono interi opzionali. 
 
Codifica BER. primitivo. I content octets seguono le regole seguenti 
(value1, . . . , valuen identificano i valori interi delle componenti 
dell’OBJECT IDENTIFIER): 
1. Il primo ottetto ha il valore 40 × value1 + value2. Questo non è ambiguo, 
visto che value1 è limitato al valore 0, 1 e 2; value2 è limitato al range da 0 
a 39 quando value1 è 0 oppure 1 e, in accordo a X.208, n è almeno 2. 
2. Gli ottetti seguenti codificano i valori value3, . . . , valuen. Ogni valore è 
codificato base 128 con il bit più significativo posto a 1 eccetto per 
l’ultimo. 
Codifica DER. metodo primitivo. I content octet sono gli stessi della 
codifica BER. 
 
Tipo OCTET STRING 
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Ricordiamo che il tipo OCTET STRING denota una stringa arbitraria di 
ottetti (valori ad otto bit). Un OCTET STRING può avere lunghezza 
qualsiasi compreso 0. Questo è, ovviamente, un tipo stringa. 
Notazione ASN.1. OCTET STRING ({size | size1 . . . size2 }) 
dove size, size1, size2 sono taglie costanti opzionali. 
Nella forma OCTET STRING size il valore octet string dovr´a avere 
esattamente size ottetti, nella forma con size1 . . . size2 la stringa dovr´a 
avere tra size1 e size2 ottetti. La forma OCTET STRING può avere un 
numero qualsiasi di ottetti. 
 
Codifica BER. primitivo o costruito. Nella codifica primitiva , i content 
octets danno il valore dell’octet string dal primo all’ultimo ottetto. Nella 
codifica costruita, invece, i content octets danno la concatenazione della 
codifica BER di sottostringhe di OCTET STRING. 
 
Codifica DER. primitivo. I content octets sono gli stessi della codifica BER. 
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Capitolo 2 
 
Specifiche del Sistema 
 
 
2.1 Specifiche Funzionali 
 
2.1.1 Il Sistema 
 
Il sistema deve gestire il controllo degli accessi verso una risorsa o un 
servizio messo a disposizione dal server.  
Il metodo utilizzato per valutare la richiesta di un utente si basa sugli 
attributi che questo possiede. Gli attributi consistono in informazioni 
personali e generiche che descrivono l’identità dell’utente, la sua 
provenienza e specificano nel dettaglio quali privilegi egli ha all’interno del 
sistema. 
Valutando queste informazioni, il sistema riesce a decidere se la richiesta 
effettuata dall’utente deve essere accettata oppure respinta. 
Il mezzo tramite il quale questi attributi vengono trasmessi al sistema si 
basa sui certificati digitali che consistono in documenti elettronici la cui 
validità è garantita da un’autorità riconosciuta da tutti. In questo modo 
l’utente fornisce al sistema i propri attributi in modo semplice e sicuro 




Le varie componenti del servizio sia lato utente sia lato del fornitore devono 
essere autenticate. Devono cioè fornire la garanzie sulla loro identità che 
deve essere confermata in maniera inequivocabile. 
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Il certificato digitale permette di autenticare l’utente perché contiene 
informazioni sulla sua identità ed è ritenuto un documento attendibile. 
Quando l’utente invia al sistema il certificato questo può controllare se è 
valido oppure no e stabilire così con chi sta comunicando. 
Fondamentale inoltre è garantire l’autenticazione del fornitore del servizio 
che costituisce l’elemento centrale dello scenario analizzato. Deve essere 
presente un meccanismo sicuro che permetta all’utente di sapere che sta 
comunicando con il server scelto. Questo deve essere implementato tramite 
la firma dell’applet fornita dal server. 
 
Infine il terzo elemento che deve essere autenticato deve essere la richiesta 
di servizio che l’utente invia al sistema. Anche in questo caso il metodo 
indicato per garantire l’autenticità delle informazioni è la firma digitale. 
 
2.1.3 La Certification Authority 
 
Nel sistema deve essere compresa un’Autorità di Certificazione (CA) che 
permetta l’emissione dei certificati per gli utenti che decidono di accedere 
al servizio. Ogni utente deve avere il proprio certificato personale 
contenente le informazioni personali e gli attributi acquisiti. 
Questo documento però deve essere garantito dalla CA tramite la propria 
firma digitale. 
 
2.1.4 L’Interfaccia lato client 
 
L’utente deve interagire con il sistema tramite un’interfaccia web-based che 
gli permetta di effettuare le varie richieste di servizio che intende inviare in 
modo semplice e immediato. 
Da questo punto di vista è fondamentale impegnarsi affinché il processo 
risulti intuitivo e l’interfaccia usabile. 
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2.2 Specifiche Architetturali 
 
La piattaforma di sviluppo del progetto è Open Source 
 
 
2.2.1 Il Sistema Operativo 
 
Il sistema operativo utilizzato per lo sviluppo è GNU/Linux nella 
distribuzione Debian versione testing. 
Queste caratteristiche chiave distinguono Debian dalle altre distribuzioni 
Linux: 
 
Il sistema di manutenzione dei pacchetti Debian 
L'intero sistema, o qualsiasi sua componente individuale, può essere 
aggiornata senza riformattare, senza perdere i propri file di configurazione e 
(nella maggior parte dei casi) senza riavviare il sistema. La maggior parte 
delle distribuzioni Linux disponibili attualmente hanno qualche tipo di 
sistema di manutenzione dei pacchetti; il sistema di manutenzione dei 
pacchetti Debian è unico e particolarmente robusto. 
  
Sviluppo aperto 
Mentre altre distribuzioni Linux sono sviluppate da singoli, gruppi piccoli, 
chiusi o venditori commerciali, Debian è l'unica distribuzione Linux che fin 
dall'inizio è stata sviluppata cooperativamente da molti individui attraverso 
Internet, nello stesso spirito di Linux ed altro software libero. 
Più di 1649 volontari che mantengono i pacchetti stanno lavorando su più di 
15400 pacchetti migliorando Debian GNU/Linux. Gli sviluppatori Debian 
contribuiscono al progetto non solo scrivendo nuove applicazioni (nella 
maggior parte dei casi), ma impacchettando software già esistente in 
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accordo con gli standard del progetto, comunicando notizie sui bachi agli 
sviluppatori e fornendo supporto agli utenti. 
 
Il Sistema di Tracciamento Bachi 
La dispersione geografica degli sviluppatori Debian richiede degli strumenti 
sofisticati ed una comunicazione rapida dei bachi e dei fissaggi per 
accelerare lo sviluppo del sistema. Gli utenti sono incoraggiati a inviare i 
bachi in uno stile formale, che sia rapidamente accessibile attraverso gli 
archivi WWW o via e-mail.  
 
La Politica Debian 
Debian ha un'esauriente specificazione dei propri standard di qualità, la 
Debian Policy. Questo documento definisce le qualità e gli standard a cui 
vengono mantenuti i pacchetti Debian. 
 
2.2.2 L’Ambiente di Sviluppo 
 
Il sistema viene realizzato utilizzando l’architettura J2EE nell’ambiente di 
sviluppo Eclipse. Su di esso si appoggia il server Jboss. 
 
La piattaforma J2EE è lo standard de-facto per realizzare moderne 
applicazioni distribuite multilivello utilizzando Java. J2EE riduce 
notevolmente le difficoltà legate allo sviluppo di applicazioni enterprise. 
Aggiunge infatti numerose API e funzionalità di livello enterprise alla 
piattaforma J2SE consentendo agli sviluppatori di creare con semplicità ed 
efficienza una vasta gamma di applicazioni distribuite multilivello. Queste 
applicazioni sono intrinsecamente scalabili, sicure e stabili. 
Le applicazioni J2EE sono composte da componenti software auto-
contenute e riutilizzabili che vengono partizionate logicamente nei livelli 
corrispondenti dell’ambiente di elaborazione di rete. Per esempio, le 
componenti front-end di presentazione sono considerate parte del livello 
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client dell’utente finale, mentre quelle che supportano la memorizzazione 
dei dati e la persistenza sono tipicamente classificate come componenti del 
livello back-end EIS. Il livello intermedio che risiede logicamente fra i 
livelli front-end e back-end invece, è costituito da due sottolivelli. Esso può 
consistere quindi di un livello Web per le componenti che forniscono 
funzionalità dell’applicazione basate su protocolli Web e Internet (come 
HTTP, HTML e XML) e di un livello EIS composto da componenti che 
catturano la logica business di un’organizzazione. In alternativa, i livelli 
Web e EIS possono essere a loro volta partizionati logicamente: si ottiene in 
questo caso l’architettura delle applicazioni distribuite a quattro livelli 
supportate da J2EE. 
Sebbene J2EE supporti esplicitamente quattro livelli logici distinti (client, 
Web, business e EIS), gli sviluppatori possono decidere di distribuirli 
fisicamente in vari ambienti runtime a seconda delle necessità. Per esempio, 
le applicazioni che avessero modeste esigenze di risorse runtime potrebbero 
consolidare i livelli Web e business (ed eventualmente anche il livello EIS) 
in un unico computer, mentre nel caso di applicazioni più esigenti potrebbe 
essere preferibile partizionare fisicamente ogni livello in un computer (o 
cluster di computer) separato. Grazie alla scalabilità intrinseca di J2EE, le 
applicazioni possono così far fronte con semplicità all’incremento del 
carico utente e alle variazioni delle esigenze aziendali. 
J2EE fornisce un insieme di tecnologie che nel complesso forniscono un 
supporto molto esteso per integrare le nuove applicazioni con gli eventuali 
sistemi EIS e legacy preesistenti in un’organizzazione. Inoltre, J2EE 1.4 
introduce il supporto per i servizi Web basati su XML. I servizi Web 
consentono di sviluppare una nuova classe di applicazioni lascamente 
accoppiate basate su standard che espongono le proprie funzionalità e 
interagiscono fra di loro utilizzando XML: si tratta probabilmente della 
nuova caratteristica più interessante di J2EE. 
Nei capitoli successivi si esploreranno le architetture J2EE in modo molto 
più approfondito, analizzando in particolare il modo in cui il supporto dei 
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servizi Web di J2EE istituisce una nuova classe di applicazioni distribuite 
enterprise, fornendo anche la possibilità di estendere la vita utile di sistemi 





Per la loro creazione e la gestione si utilizza OpenSSL 0.9.8 
OpenSSL è una realizzazione in forma di software libero dei protocolli 
SSL/TLS (Secure Socket Layer e Transport Layer Security) per la 
certificazione e la comunicazione cifrata. Inizialmente, il progetto si 
chiamava SSLeay, ma da quando l'autore originale lo ha dovuto 
interrompere, questo è stato ripreso da un gruppo indipendente che lo ha 
ribattezzato in OpenSSL.  
OpenSSL si compone di alcune librerie che permettono di incorporare le 
funzionalità dei protocolli SSL/TLS all'interno di programmi di 
comunicazione, e di una serie di programmi di utilità per la gestione delle 
chiavi e dei certificati, arrivando eventualmente anche alla gestione di 




Molto importante è utilizzare come supporto il linguaggio XACML, un 
linguaggio basato su XML e implementato secondo lo standard OASIS che 
permette la gestione del controllo degli accessi. 
XACML consiste sia in meccanismo di valutazione delle policy sia in un 
linguaggio adatto alla gestione di azioni di richiesta e risposta. 
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Il primo aspetto consiste nella capacità di valutare l’accesso a seconda della 
policy scelta, mentre il secondo si occupa della comunicazione vera e 
propria tramite la gestione delle richieste e delle risposte da inviare. 
In uno scenario XACML tipico, un soggetto vuole svolgere un’ azione su 
una particolare risorsa e invia per questo una richiesta all’entità che 
protegge tale risorsa. L’entità è detta Policy Enforcement Point (PEP). 
Una volta ricevuta la richiesta il PEP formula un messaggio XACML 
contenente gli attributi del soggetto, l’azione e la risorsa e lo invia ad un 
altro modulo detto Policy Decision Point (PDP). 
Questo esamina il messaggio analizzando la richiesta sulla base della policy 
che è possibile adottare in questo caso e decide se l’accesso può essere 
consentito oppure no. La risposta è poi passata nuovamente al PEP che 
permette o nega al soggetto il servizio richiesto.  
Il metodo di creazione e gestione delle policy risulta molto semplice con 
XACML perché tutto il meccanismo è riunito in un unico standard e ciò 
permette di poter utilizzare le policy scritte per più applicazioni e per 
differenti risorse. E’ possibile inoltre integrare più policy l’una con l’altra e 
modificare facilmente quelle esistenti. 
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Figura 1 Architettura del modello XACML 
 
 
2.2.5 La Tecnologia dell’ Interfaccia Lato Client 
 
Il sistema necessita di un’interfaccia lato client web-based per poter 
interagire con il sistema in modo veloce e funzionale. Per realizzarla si una 
pagina web contenente un’applet. 
Per mezzo di questa l’utente può costruire la propria richiesta di servizio e 
inviarla al server. 
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Capitolo 3 




3.1.1 La Situazione Iniziale 
 
La situazione di partenza del progetto è costituita da un sistema già 
funzionante basato però su un repository LDAP nel quale vengono 
conservate le informazioni riguardanti gli utenti. Non sono utilizzati i 
certificati digitali e all’accesso l’utente si identifica tramite uno UserId per 
mezzo del quale il modulo XACML interessato potrà, tramite 




Figura 2 Schema del Sistema con Database LDAP 
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Il lavoro svolto è rivolto alla modifica di questo sistema introducendo 
l’utilizzo dei certificati digitali x.509 v3 come mezzo per l’identificazione 
dell’utente e di comunicazione degli attributi al sistema.  
 
 
Figura 3 Schema del Sistema con Certificati Digitali 
 
 
L’obiettivo è quello di alleggerire il sistema dalla presenza del database che 
pone problemi di scalabilità e di ingombro. Spostando a livello utente la 
conservazione delle informazioni personali, è semplice raggiungere tale 
scopo. L’unico elemento che deve essere aggiunto è una autorità di 




3.1.2 L’Architettura del Sistema  
 
L’architettura del servizio si presenta nella struttura client-server 4-tier cioè 
è suddivisibile in quattro livelli orizzontali diversi, uno per il lato client e 
tre per il lato server. 
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Figura 4 Architettura del Sistema 
 
 
I livelli in cui è suddivisibile sono: 
 
•  Livello Client: è costituito dalle componenti che appartengono 
all’utente. Quindi il browser necessario per visualizzare l’applet e i 
certificati conservati in locale. 
•  Livello Presentation: la parte principale di questo livello è il server 
http dal quale viene scaricata la applet. In generale vi si può 
considerare inclusa tutta la parte di comunicazione tra client e server. 
•  Livello Business: è il nucleo del sistema perché è qui che vengono 
eseguite le elaborazioni e vengono valutate le richieste di servizio 
inviate dall’utente. È composto da l sistema XACML. 
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•  Livello EIS: comprende tutte le informazioni immagazzinate nel 
server necessarie per il funzionamento del sistema. In particolare 
possono essere individuate nei certificati e nelle policy. 
  
 
3.1.3 La Struttura della Richiesta di Servizio 
 
La comunicazione tra client e server viene iniziata come di norma dal 
client che tramite il browser invia una richiesta http al server web.  
Come risposta riceve una pagina web contenente un’applet firmata con 
una chiave privata (chiave applet) appartenente alla CA. 
A questo punto il client può verificare la firma perché ha installato sul 
proprio browser il certificato applet fornitogli dalla CA al momento 
della registrazione al servizio. 
L’applet contiene i campi necessari per compilare una richiesta di 
servizio da inviare al server. 
I campi che costituiscono tale richiesta sono tre: certificate, resourse e 
action. 
L’applet permette di navigare nel filesystem per scegliere quale risorsa 
si vuole richiedere e che cosa si intende fare con essa, di allegare il 
certificato di autenticazione di cui l’utente è in possesso e di indicare la 
chiave privata con la quale firmare la richiesta. 
A questo punto dopo aver composto la richiesta di servizio, il client la 
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Per analizzare la parte dell’elaborazione della richiesta di servizio 
occorre sapere in linea generale quali sono le componenti del sistema 
XACML. 
Ci sono due elementi principali, il modulo PEP e il modulo PDP. 
Il primo riceve la richiesta dal client e per prima cosa verifica la validità 
della firma e del certificato utente permettendone così l’autenticazione. 
Nel caso la verifica fallisca, la richiesta viene subito respinta. 
Dopo questa fase il modulo PEP provvede a analizzare le informazioni 
fornite dall’utente tramite il certificato e nella richiesta, trasformandole 
in formato XML per poterle così trasmettere al modulo PDP. 
Qui si trova la componente decisionale del sistema, dove viene valutata 
la richiesta di servizio e in base alla policy adottata viene accettata o 
respinta. 
Per ultima cosa la risposta viene comunicata al client e vengono 
aggiornati i file di log. 
 
3.1.5 La Scelta dell’Applet 
 
Per permettere all’utente la costruzione della richiesta di servizio è stato 
scelto di utilizzare un’applet. Questo perché nelle operazioni da svolgere 
sono comprese la lettura da filesystem e la firma della richiesta. L’applet 
è in grado di svolgerle in locale, mentre con altre soluzioni ciò non 
sarebbe possibile. Quindi dato che non ha senso firmare delle 
informazioni in remoto l’unica scelta possibile è l’utilizzo dell’applet. 
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3.2 Implementazione 
 
3.2.1 Utilizzare OpenSSL 
 
Per realizzare un certificato x.509 v3 nel quali siano presenti estensioni 
personalizzate è stato usato OpenSSL 0.9.8 
Qui è stato introdotto uno strumento molto utile non presente nelle versioni 
precedenti del programma. In particolare si tratta di un mini compilatore 
ASN.1 che permette di inserire il contenuto delle estensioni senza doverne 
generare manualmente la codifica DER. 
 
Le operazioni necessarie all'installazione e alla configurazione del 
programma, da me utilizzato su Debian testing, sono abbastanza semplici, 
ma senza una descrizione adeguata dell'intero procedimento potrebbero 




Per prima cosa occorre scaricare il file di installazione openssl-0.9.8.tar.gz 
dal sito openssl.org nel quale vengono rilasciate le nuove versioni e nel 
quale si può trovare la documentazione relativa al programma. 
Il file è compresso con il formato .tar.gz e quindi occorre utilizzare il 
comando tar per estrarre la cartella openssl-0.9.8 in esso contenuta. 
Per evitare problemi con i permessi sui vari file è consigliabile lavorare 
come root. 
Una volta ottenuta la cartella, bisogna entrarvi ed eseguire i comandi per 
l'installazione che sono nell'ordine:  
./config shared 
make 
make test  
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A questo punto il programma è installato, ma per poter inserire estensioni 
custom bisogna generare i certificati utilizzando una struttura interna del 
programma definita di default demoCA. 
Occorre però modificare il filesystem di OpenSSL creando una propria 
struttura di questo tipo. 
Se presente è necessario eliminare la demoCA fornita con l'installazione, 
dopodichè bisogna individuare lo script CA.pl che nella distribuzione da me 
utilizzata si trova in /home/user/openssl-0.9.8/apps/CA.pl. 
Una volta individuato il file indicato rimane da eseguire il comando 
/home/user/openssl-0.9.8/apps/CA.pl -newca 
Adesso è presente una directory demoCA nella home e in essa occorre 
copiare il file di configurazione /home/user/openssl-0.9.8/apps/openssl.cnf 
 
Generazione dei Certificati 
 
Terminate l'installazione e la configurazione, il programma è pronto per 
essere utilizzato. L'unico elemento sul quale è possibile intervenire è a 
questo punto il file di configurazione tramite il quale si può decidere che 
cosa inserire nel certificato che si sta generando. 
 
Prima di entrare nei dettagli, occorre conoscere la struttura della 
Certification Authority che si va ad implementare. Questa risulta molto 
semplice perchè la catena è composta di soli due livelli: il certificato della 
CA e i vari certificati dei client. 
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Il file di configurazione è composto da molte sezioni contraddistinte da un 
nome posto all'inizio della sezione stessa e racchiuso tra parentesi quadre. 
Ogni sezione ha un proprio significato e una propria funzione all'interno del 
programma. 
 
La prima sezione che si incontra è “new_oids”. Questa risulta molto 
importante per il mio obiettivo che è quello di creare certificati contenenti 
estensioni personalizzate, infatti è proprio qui che vengono specificate 
eventuali estensioni custom che si vorrà poi utilizzare in seguito. 
Nell'esempio specifico ne ho inserite due, a ciascuna delle quali ho 
associato un oid che è l'identificatore univoco tramite il quale queste 
estensioni saranno riconosciute dal sistema. 
 
 
Figura 5 File di Configurazione OpenSSL parte 1 
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La successiva sezione da analizzare è “CA_default” nella quale vengono 
impostati alcuni parametri generali per la Certification Authority, quali la 
cartella dove verranno conservati i certificati e la sezione che contiene le 
estensioni per i certificati client.  
Da segnalare sono i campi “certificate” e “private_key” che indicano 
rispettivamente quale è il certificato CA e quale la chiave privata 
corrispondente che viene usata per firmare i certificati utente emessi. 
 
 
Figura 6 File di Configurazione OpenSSL parte 2 
 
 
Nella sezione che descrive il funzionamento del comando `openssl ca', deve 
apparire anche l'indicazione del tipo di politica che l'autorità di 
certificazione intende attuare per rilasciare i certificati. Naturalmente, 
quello che può essere definito qui è solo qualche aspetto che riguarda la 
definizione del nome distintivo del titolare. Quello che segue è un altro 
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estratto del file di configurazione in cui si vede l'assegnamento del nome di 
una sottosezione alla variabile `policy'. 
 
policy                  = policy_match 
 
# For the CA policy 
[ policy_match ] 
countryName             = match 
stateOrProvinceName     = match 
organizationName        = match 
organizationalUnitName  = optional 
commonName              = supplied 
emailAddress            = optional 
 
[ policy_anything ] 
countryName             = optional 
stateOrProvinceName     = optional 
localityName            = optional 
organizationName        = optional 
organizationalUnitName  = optional 
commonName              = supplied 
emailAddress            = optional 
 
In questo caso, la sottosezione `[ policy_match ]' specifica che i campi del 
paese, della regione, e dell'organizzazione, devono corrispondere con gli 
stessi dati del certificato della stessa autorità di certificazione. In pratica, 
questo servirebbe a limitare l'accesso all'autorità soltanto a chi appartiene 
alla stessa area e anche alla stessa organizzazione (ciò fa pensare a 
un'autorità di certificazione aziendale, competente solo nell'ambito della 
propria azienda). Per il resto, solo il campo CN deve essere fornito, mentre 
gli altri sono facoltativi. 
 
Sotto alla sottosezione appena descritta, appare anche un'altra sottosezione 
simile, con il nome `[ policy_anything ]', in cui verrebbe concesso quasi 
tutto, a parte l'obbligo di fornire il CN. 
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Infine è importante ricordare il ruolo delle sezioni “usr_cert” e “v3_ca”, le 
quali strutturalmente sono molto simili, ma hanno un significato 
completamente diverso perchè indicano le estensioni che verranno inserite 
nell'ordine nel certificato client e in quello della CA. 
Proprio nella prima di queste ho inserito le estensioni personalizzate. La 
sintassi da utilizzare è molto semplice grazie al mini compilatore asn.1. Ad 
esempio “settore=ASN1:IA5STRING:Libri” 
appare abbastanza chiaro già ad una prima analisi e in particolare significa 
estensione chiamata settore codificata asn.1 di tipo stringa con valore Libri. 
 
 
Figura 7 File di Configurazione OpenSSL parte 3 
 
Le estensioni da inserire dipendono poi dall'uso che si vuol fare del 
certificato e da quali informazioni si vuole che in esso siano contenute. 
Esistono infatti una serie di estensioni standard fornite dal programma che 
possono soddisfare svariate necessità. 
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Figura 8 Generazione dei Certificati Utente 
 
A questo punto rimane solo da vedere quale sia la sintassi per fornire al 
programma le informazioni corrette. 
L'interfaccia di OpenSSL è a riga di comando e tutte le istruzioni iniziano 
con la parola chiave openssl. E' necessario inserire nella variabile 
d'ambiente PATH il percorso /home/user/openssl-0.9.8/apps per evitare di 
doverlo digitare ogni volta che si intende usare il comando openssl. 
 
Per prima cosa occorre generare il certificato della CA e per fare ciò è 
necessario eseguire da home: 
openssl req -new -x509 -keyout demoCA/private/cakey.pem -out 
demoCA/cacert.pem -config demoCA/openssl.cnf   
ottenendo così una coppia di chiavi e un certificato self-signed entrambi 
contenuti nella cartella demoCA. 
Se si è già in possesso di una coppia di chiavi valida e si intende adoperare 
quella basta sostituire la parola chiave -key a -keyout. 
Se si desidera stampare su file il certificato basta eseguire da demoCA: 
openssl x509 -noout -text -in /home/user/demoCA/cacert.pem > 
/home/user/demoCA/cacert.txt 
 
Una volta ottenuto il certificato della CA è possibile generare quelli per i 
client. 
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La procedura è simile, ma prima si deve creare una richiesta che sarà 
successivamente firmata dalla CA. 
Quindi si deve eseguire: 
openssl req -new -keyout demoCA/client-key/client-key.pem -out 
demoCA/certs/client-req.pem -days 365 -config demoCA/openssl.cnf 
In questo modo si ottiene una CSR (Certificate Signing Request) e una 
coppia di chiavi del client. 
Inoltre è molto importante che da questa chiave venga rimossa la password: 
openssl rsa -in demoCA/client-key/client-key.pem -out demoCA/client-
key/client-key.pem 
Per ottenere il formato richiesto dall’applicazione occorre trasformare la 
chiave privata da pem a der: 
openssl rsa -inform PEM -outform DER -in demoCA/client_key/client-
key.pem -out demoCA/client_key/cliebt-key.der      
Infine rimane da firmare la richiesta con la chiave della CA in modo che il 
certificato risulti valido: 
openssl ca -policy policy_anything -out demoCA/certs/client-cert.pem -
config demoCA/openssl.cnf -infiles demoCA/certs/client-req.pem 
 
Ogni volta che viene generato un certificato il sistema richiederà di inserire 
alcune informazioni come nome, email, città, ecc che andranno poi a 
riempire il campo Subject del certificato stesso. Ecco il dettaglio: 
 
Country Name (2 letter code) [AU]:IT[Invio] 
State or Province Name (full name) [Some-State]:Italia[Invio] 
Locality Name (eg, city) []:Pisa[Invio] 
Organization Name (eg, company) [Internet Widgits Pty Ltd]:Ing [Invio] 
Organizational Unit Name (eg, section) []:Inf[Invio] 
Common Name (eg, YOUR name) []:pana[Invio] 
Email address []:pana@unipi.ing.it[Invio] 
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Please enter the following 'extra' attributes to be sent with your certificate 
request 
A challenge password []:super segretissimo[Invio] 
An optional company name []:IngInf[Invio] 
 
In particolare quando si genera un certificato self-signed il campo 
Subject sarà copiato anche nel campo Issuer, mentre per i certificati dei 
client il campo Issuer sarà riempito con i dati contenuti nel campo 
Subject del certificato dellla CA. 
 
 
3.2.2 Eclipse, Jboss e Lomboz 
 
Per l’installazione di questi tre strumenti è a disposizione in rete un tutorial 
semplice ed esplicativo all’indirizzo: 
www.tusc.com.au/tutorial/html/chap1.html 
Talvolta può capitare che si presentino problemi di vario genere soprattutto 
nell’installazione di Lomboz. In questo caso occorre aggiungere alcuni 












Questi sono i passi da seguire per completare l’installazione 
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•  Estrarre Eclipse 
•  Estrarre EMF/SDO, XSD, GEF, VE, JEM nella cartella di Eclipse 
•  Copiare tutti i file in eclipse/features e eclipse/plugin nella directory 
corrispondente di Eclipse 
•  Lanciare Eclipse, "Help" -> "SoftWare Update" -> "Manage 
Configuration", cliccare il bottone "Show Disabled Features" 
•  Abilitare tutte le caratteristiche disabilitate 
•  Chiudere Eclipse 
•  Estrarre Lomboz, copiare tutti i file in eclipse/features e 
eclipse/plugin nella directory corrispondente di Eclipse 
•  Lanciare Eclipse, "Window" -> "Customize Perspective", attivare 
tutte le opzioni riguardanti Lomboz 
•  Cliccare "Window" -> "Preferences" -> "Java" -> "Build Path", 
sceliere "Folder", and selezionare "JRE_LIB variable"  
•  Cliccare "Window" -> "Preferences" -> "Lomboz", settare la 
locazione di JDK Tools.jar 
 
Questi sono gli indirizzi dove ottenere i plugin nelle versioni corrette: 
•  EMF/SDO 2.0.2 
http://www.eclipse.org/downloads/download.php?file=/tools/emf/downl
oads/drops/2.0.2/R200503151315/emf-sdo-runtime-2.0.2.zip 
•  XSD 2.0.2 
http://www.eclipse.org/downloads/download.php?file=/tools/emf/downl
oads/drops/2.0.2/R200503151315/xsd-runtime-2.0.2.zip 
•  GEF 3.0.1 
http://download.eclipse.org/tools/gef/downloads/drops/R-3.0.1-
200408311615/GEF-runtime-3.0.1.zip 
•  VE 1.0.2 
http://www.eclipse.org/downloads/download.php?file=/tools/ve/downlo
ads/drops/R-1.0.2-200412091401/VE-runtime-1.0.2.zip 
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3.2.3 Lato Client 
 
Prima di parlare degli elementi che riguardano il client nel 
funzionamento del sistema occorre descrivere la modalità con cui un 
utente si deve iscrivere al servizio. 
Infatti prima di poter effettuare richiesta al server, il client deve essere 
registrato. Da un punto di vista pratico questo significa che egli deve 
contattare il fornitore del servizio, concordare con lui i privilegi che 
intende ottenere nel sistema e ricevere il certificato di autenticazione nel 
quale sono contenute le informazioni  personali e gli attributi. 
Oltre a questo l’utente deve ricevere anche la propria chiave privata e il 
certificato Applet, che deve installare sul browser e utilizza per 
verificare la firma posta sull’applet scaricata dal server http. 
 
Considerando un sistema funzionante, la parte dello scenario riguardante 
il client è costituita fondamentalmente dall’applet che viene ottenuta dal 
server http. Quest’ultimo è stato implementato tramite Jboss sul quale è 
stato creato un web module nel quale sono stati inseriti la pagina html e 
i file jar necessari al funzionamento che oltre a quello contentente il 
codice dell’applet sono: jboss-common-client.jar, jboss-j2ee.jar, 
jnpserver.jar e bcprov-jdk15-127. I primi tre appartengono alle librerie 
di Jboss, mentre l’ultimo è fornito dal gruppo Bouncy Castle  
(www.bouncycastle.org) che realizza api java per la sicurezza e la 
crittografia. 
In questo modo il client può accedere al servizio semplicemente 
inviando una richiesta http, come mostrato nella figura 9. 
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Figura 9 Sequence Diagram Lato Client 
 
Quando l’applet viene visualizzata appare con la struttura di una classica 
form con bottone (figura 10). 
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Figura 10 Screenshot Applet 1 
 
Sono presenti tre campi di testo con i rispettivi bottoni denominati 
“BROWSE FILE”, “CHOOSE KEY” e “CHOOSE CERTIFICATE”. 
 Inoltre è presente un’area di testo sempre affiancata da un quarto 
bottone, denominato “SIGN&SEND”. 
Il funzionamento dei primi tre bottoni è molto simile, infatti permettono 
tutti di navigare il filesystem per scegliere il file da utilizzare. 
I tre file da scegliere corrispondono alla richiesta da effettuare, alla 
chiave privata con cui firmare la richiesta e al certificato dell’utente da 
allegare. 
Una volta selezionato il file, il path assoluto di questo viene visualizzato 
nella casella di testo soprastante. 
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Figura 11 Codice Applet 1 
 
 
Questo è il codice (figura 11) corrispondente all’evento lanciato nel 
momento in cui viene premuto bottone “BROWSE FILE”. 
Tramite la classe JFileChooser si può implementare una finestra di 
navigazione all’interno del filesystem (figura 12). 
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Figura 12 Screenshot Applet 2 
 
Lo stesso avviene se vengono premuti gli altri due bottoni. 
Una volta scelti gli elementi da inserire nella richiesta occorre mettere 
tutto insieme e applicare la firma digitale, prima di poter trasmettere 
verso il server. 
Il tasto denominato “SIGN&SEND” lancia un evento che effettua 
proprio questa operazione, inviando poi al server la richiesta di servizio 
completa. 
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Figura 13 Codice Applet 2 
 
La figura 13 mostra il codice corrispondente all’evento lanciato dal 
bottone “SIGN&SEND”.  
Interessante è la parte finale dove leggendo dal campo di testo 
precedentemente riempito il sistema legge il file del certificato utente e 
lo trasforma nella classe java X509Certificate  tramite la creazione di 
un’istanza ottenuta per mezzo della classe CertificateFactory. 
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Figura 14 Codice Applet 3 
 
 
La seconda parte del codice (figura 14) corrispondente sempre allo 
stesso evento contiene i metodi che permettono al sistema di caricare la 
chiave privata del cliente da file in formato der. 
Ciò avviene tramite il supporto della classe PKCS8EncodedKeySpec 
che permette di trasformare l’input letto da file in una variabile java più 
semplice da manipolare. 
Interessante è anche l’insieme dei metodi per la firma, basati sulla classe 
Signature. I dati devono essere caricati nell’algoritmo di firma come 
array di byte e vengono restituiti nello stesso formato. 
L’ultima riga infine di questo codice rappresenta il metodo remoto 
(RMI) invocato dal modulo client per trasmettere al server la richiesta di 
servizio. 
Il nome del metodo è “evaluate” e tramite questo vengono inviati i vari 
elementi nella loro forma in chiaro e poi firmata per permettere al server 
di verificarne la validità. 
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Dopo aver effettuato le varie operazioni in base alla richiesta ricevuta, il 
server risponde al client concedendo o meno la risorsa. 
 
 
Figura 15 Screenshot Applet 3 
 
 
Nella applet questa risposta viene visualizzata all’interno dell’area di 
testo con la dicitura “PERMIT” o “DENY” a seconda del risultato 
(figura 15). 
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Figura 16 Screeshot Applet 4 
 
Nel caso che la verifica della firma sulla richiesta di servizio o sul 
certificato utente non vada a buon fine, nell’area di testo viene 
visualizzato un messaggio di errore “SIGNATURE CERTIFICATE 
ERROR” per indicare che la richiesta non è stata respinta, ma non è 
stato possibile processarla a causa di un problema a livello di sicurezza.  
 
Importante da segnalare è la struttura che occorre realizzare all’interno 
del filesystem affichè l’applet funzioni correttamente. 
I file contenenti le risorse e le azioni da effettuare devono essere inseriti 
in una cartella posta nella home dell’utente e denominata CMOS/Test/  
I file contenenti le chiavi private in formato der devono essere inseriti in 
una cartella inserita nella home dell’utente e denominata 
demoCA/client_key/ 
I file contenenti i certificati utente in formato pem devono essere inseriti 
in una cartella inserita nella home dell’utente e denominata 
demoCA/certs/ 
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3.2.4 Lato Server 
 
Prima di tutto, come nella descrizione del client, occorre parlare della 
fase di inizializzazione del sistema prima che del suo funzionamento a 
regime. 
Un elemento molto importante è quello della realizzazione e firma 
dell’applet. Per effettuare questa operazione esista un tool molto pratico 
e semplice da utilizzare, “jarsigner”. Questo strumento però si basa un 
altro programma, “keytool”, utilizzato per la gestione dei certificati. In 
questo caso allora non viene più impiegato OpenSSL per la creazione 
dei certificati, in quanto non è possibile importare dentro keytool, chiavi 
private generate all’esterno. 
I comandi da utilizzare per realizzare queste operazioni sono i seguenti: 
 
•  per creare un keystore denominato “key.keystore” , il certificato e 
la coppia di chiavi con alias “chiavi”: 
keytool -genkey -alias chiavi -keypass aaaaaa -keystore key.keystore 
•  per esportare il certificato in un file cer 
keytool -export -alias chiavi -file pubcert.cer -keystore key.keystore 
•  per importare il certificato in un altro keystore denominato 
“certificate.keystore“  eseguire: 
keytool -import -alias cert -trustcacerts -file pubcert.cer -keytstore  
certificate.keystore 
•  per visualizzare il contenuto dei due keystore: 
keytool -list -v -keystore key.keystore 
keytool -list -v -keystore certificate.keystore 
•  per creare il file jar utilizzato poi dal server http eseguire : 
jar cf AppletReq.jar AppletReq.class    
•  per firmare il file jar con la chiave denominate “chiavi” e 
contenuta nel keystore denominato “key.keystore” eseguire: 
 jarsigner -keystore key.keystore  AppletReq.jar chiavi 
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Una volta portate a termine queste operazioni è possibile analizzare la 
struttura e le varie componenti dell’applicazione lato server.  
Per prima cosa occorre dedicare un po’ di spazio alle varie api java 
utilizzate per la realizzazione delle classi. 
Si possono evidenziare cinque differenti gruppi di package sui quali 
l’applicazione si appoggia:  
 
 
Figura 17 Codice CMOSPEPBean 1 
 
 
•  java.io e java.util che vengono utilizzati per semplici operazioni 
di I/O e gestione di tipi 
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•   java.security e org.bouncycastle che supportano tutte le 
operazioni di sicurezza e di elaborazione sui certificati 
•  javax.ejb necessario per la realizzazione di moduli ejb 
•  org.apache.log4j per gestire nel modo migliore i log 
•  com.sun.xacml utilizzato per sfruttare le caratteristiche 
dell’architettura XACML  
 
 
Figura 18 Codice CMOSPEPBean 2 
 
La parte più innovativa e importante del progetto riguarda sicuramente 
la gestione dei certificati digitali e la loro manipolazione. 
La prima operazione che il sistema XACML e in particolare il modulo 
PEP esegue dopo aver ricevuto la richiesta di servizio è di analizzarla ed 
estrapolare le varie informazioni. 
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Figura 19 Sequence Diagram Lato Server 
 
La richiesta contiene il certificato digitale sottoforma di istanza della 
classe X509Certificate. Appena ricevuta deve però essere verificata la 
sua autenticità dal sistema. Il certificato deve essere stato rilasciato dalla 
CA del servizio e quindi firmato da essa. 
Viene perciò letto da file il certificato CA e istanziato (figura 20). 
Tramite il metodo “verify”, al quale viene passata la chiave pubblica 
della CA, viene effettuata la verifica sull’autenticità. 
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Figura 20 Codice CMOSPEPBean 3 
 
Nel caso che la verifica riesca, l’esecuzione prosegue normalmente. Se 
invece fallisce viene generata un’eccezione che può essere di quattro tipi 
differenti a seconda dell’errore che l’ha provocata. 
A questo punto viene settata la variabile booleana “error” che indica al 
sistema il problema registrato e impone il rifiuto della richiesta di 
servizio. 
 
La  seconda operazione riguardante la sicurezza consiste nella verifica 
della firma sulla richiesta di servizio (figura 21). 
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Ci sono tre elementi che devono essere controllati: la stringa indicante 
l’azione, la hashmap contenente le informazioni sulla risorsa e la stringa 
del livello. 
Tramite il metodo  remoto “evaluate”, il sistema riceve inoltre la firma 




Figura 21 Codice CMOSPEPBean 4 
 
Il metodo utilizzato per la verifica è “verify” della classe 
signaturePublic. 
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Nel caso l’operazione abbia esito negativo viene settata la variabile 
“error” 
 
Una volta che le operazioni di verifica sono state svolte e superate si può 
procedere alla analisi del certificato vera e propria. 
 
 
Figura 22 Codice CMOSPEPBean 5 
 
Le informazioni sono contenute sia nei campi principali che nelle 
estensioni standard e custom. 
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Per leggere questi campi occorre analizzarli uno per uno e utilizzare un 
metodo diverso a seconda della struttura del singolo dato (figura 22). 
Ogni campo ha una propria forma nello standard asn.1 e ciò talvolta 
rende più complicata la lettura dell’informazione. 
Nella figura 23 si possono vedere alcuni metodi di questo tipo, come 
“getSubjectKeyIdentifier” che si appoggia sul metodo “toDERObject” e 
permette la lettura del campo Subject Key Identifier. 
 
 
Figura 23 Codice CMOSPEPBean 6 
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Oppure il metodo “customIA5” che permette la lettura delle estensioni 
custom realizzate come stringhe IA5 semplici. 
 
L’ultimo elemento di interesse del modulo PEP rimane la 
trasformazione degli attributi estratti in variabili XACML per poterle 
inviate al modulo PDP. 
Tutte queste variabili vengono inserite in un hashSet chiamato 
“attributeSet” e poi trasmesse. 
 
Importante è segnalare che non sono stati implementati i metodi per 
estrarre tutti i campi del certificato.  
Per quanto riguarda i campi principali non è presente il metodo per 
l’estrazione di “SubjectPublicKeyInfo”. 
Per le estensioni invece sono assenti i metodi per “Certificate Policies”, 
”Policy Mappings”, “Name Constraints”, “Policy Constraints” e “CRL 
Distribution Points”. 
 
Una volta che le informazioni dell’utente vengono passate al modulo 
PDP, l’elaborazione si appoggia pesantemente sull’architettura XACML 
che provvede all’analisi della richiesta in rapporto agli attributi 
dell’utente e alle policy che sono state impostate per il sistema.  
Per quanto riguarda questo modulo, viene utilizzato quello appartenente 
al sistema precedente che si basava sul database LDAP per la 
conservazione degli attributi utente. 
Unico particolare da evidenziare è la struttura del filesystem poiché per 
il corretto funzionamento del sistema decisionale occorre posizionare i 
file delle policy nella home dell’utente in una cartella CMOS/policies/ . 
 
La risposta alla richiesta di servizio formulata dal modulo PDP viene 
passata poi al modulo PEP, che provvede a informare l’utente del 
risultato finale. 
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Nel caso in cui si sia verificato un errore sulla firma di uno degli 
elementi la risposta alla richiesta di servizio non sarà “DENY”, ma 
“SIGNATURE CERTIFICATE ERROR” per evidenziare il problema. 
Vengono infine compilati i file di log che si trovano nella home 
dell’utente nella cartella CMOS/Log4j/ .  
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Capitolo 4  
 
Esempio di Funzionamento 
 
Consideriamo un caso reale di funzionamento del sistema, analizzando i 
vari passi del procedimento e mettendo in evidenza quali sono gli elementi 
di interfacciamento tra l’utente e il servizio. 
 
4.1 La Richiesta di Servizio 
 
L’operazione che l’utente deve effettuare per poter usufruire del servizio è 
inviare la richiesta di servizio al server. Per fare ciò occorre che egli utilizzi 
l’applet appositamente creata e disponibile sul server http.  
La prima scelta che deve compiere è di decidere quale richiesta effettuare.  
Nell’esempio la scelta ricade sulla visualizzazione delle caratteristiche e 
della disponibilità di un particolare libro, alla quale corrisponde il file 
“Visualizzazione Libro studente ITA.txt”. 
Questo file comprende sia la descrizione della risorsa che l’azione che su di 
essa si intende effettuare. Ciò accade perché il modello utilizzato risulta un 
prototipo nel quale alcune caratteristiche non sono state implementate 
poiché prive di utilità. 
Infatti non essendo disponibile in realtà nessuna risorsa, la concessione di 
quest’ultima risulta totalmente virtuale e il processo si risolve sempre con la 
compilazione dei file di log. 
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Figura 24 File della Request 
 
 
Dopo aver scelto la richiesta l’utente deve allegare il proprio certificato 
digitale. In questo caso gli elementi che influenzano il risultato della 
richiesta sono solamente le due estensioni personalizzate presenti nel 
certificato poiché gli altri attributi sono si trasmessi ma non vengono 
valutati dal sistema. Questo perché nelle policy adottate non si tiene conto 
di altri elementi tranne che degli attributi denominati “Ruolo” e “Settore”. 
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Figura 25 Certificato Utente 
 
Nella figura soprastante si può osservare il certificato utente reale, che 
viene effettivamente passato al sistema XACML per l’elaborazione. 
Nella sezione “x509v3 extensions” si possono notare le due estensioni 
personalizzate che qui sono indicate tramite il loro OID pari a 1.2.3.4 per 
“Settore” e 1.2.3.5 per ”Ruolo”. 
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I valori associati a questi campi risultano essere in questo caso “Libri” per il 
primo e “Responsabile” per il secondo.  
Oltre a questi elementi l’unico campo del certificato utilizzato nel prototipo, 
è quello che conserva la chiave pubblica dell’utente, “RSA Public Key”. È  
con questa che viene effettuata la verifica sulla firma della richiesta di 
sevizio. 
Infatti dopo aver messo insieme le varie parti della richiesta questa viene 




4.2 La Risposta del Sistema 
 
Quando la richiesta arriva al modulo PEP, viene analizzata e manipolata per 
estrarre da essa gli elementi di interesse e trasmetterli al modulo PDP. 
Il certificato viene scomposto in una serie di attributi in formato XACML, 
strutturati con una sintassi basata sui tag. 
Come si può notare dal contenuto di uno dei file di log riportato qui sotto, 
tutti gli attributi sono manipolati e formattati in modo opportuno. 
 
 
Richiesta generate per il CMOSPDPBean 
 
<Request> 
  <Subject SubjectCategory="urn:oasis:names:tc:xacml:1.0:subject-
category:access-subject"> 




    <Attribute AttributeId="Subject-OrgName" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>ing</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-City" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>pisa</AttributeValue></Attribute> 
    <Attribute AttributeId="IssuerAltNames" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>[[1, issuer@open.org]]</AttributeValue></Attribute> 
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    <Attribute AttributeId="Subject-City" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>li</AttributeValue></Attribute> 
    <Attribute AttributeId="Subject-Email" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>m@li.it</AttributeValue></Attribute> 
    <Attribute AttributeId="Algoritmo" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>SHA1withRSA</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-OrgName" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>unipi</AttributeValue></Attribute> 
    <Attribute AttributeId="Subject-Province" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>livorno</AttributeValue></Attribute> 
    <Attribute AttributeId="AuthorityKeyIdentifier" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>null</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-OrgUnit" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>ing</AttributeValue></Attribute> 




    <Attribute AttributeId="Subject-Name" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>mat</AttributeValue></Attribute> 
    <Attribute AttributeId="BasicConstraint" 
DataType="http://www.w3.org/2001/XMLSchema#boolean"><AttributeValu
e>false</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-Email" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>pana@unipi.it</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-Name" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>pana</AttributeValue></Attribute> 
    <Attribute AttributeId="SubjectAltNames" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>[[1, subject@open.org]]</AttributeValue></Attribute> 




    <Attribute AttributeId="Issuer-State" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>it</AttributeValue></Attribute> 
    <Attribute AttributeId="Versione" 
DataType="http://www.w3.org/2001/XMLSchema#integer"><AttributeValu
e>3</AttributeValue></Attribute> 
    <Attribute AttributeId="Subject-OrgUnit" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>ing</AttributeValue></Attribute> 
    <Attribute AttributeId="NotBefore" 
DataType="http://www.w3.org/2001/XMLSchema#date"><AttributeValue>2
006-09-29+00:00</AttributeValue></Attribute> 
    <Attribute AttributeId="Subject-State" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>it</AttributeValue></Attribute> 
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    <Attribute AttributeId="NotAfter" 
DataType="http://www.w3.org/2001/XMLSchema#date"><AttributeValue>2
006-09-29+00:00</AttributeValue></Attribute> 
    <Attribute AttributeId="Issuer-Province" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>pisa</AttributeValue></Attribute> 
    <Attribute AttributeId="SubjectKeyIdentifier" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>null</AttributeValue></Attribute> 
    <Attribute AttributeId="SerialNumber" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>294</AttributeValue></Attribute> 
  </Subject> 
  <Resource> 
    <Attribute AttributeId="Biblioteca_Libro_Copie" 
DataType="http://www.w3.org/2001/XMLSchema#integer"><AttributeValu
e>2</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_AbstractENG" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>This bool explains...</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_Codice" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>L403245</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_AbstractITA" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>Questo libro descrive....</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_Titolo" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>Building Web Applications</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_Collocazione" 
DataType="http://www.w3.org/2001/XMLSchema#double"><AttributeValue
>5.72</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_Costo" 
DataType="http://www.w3.org/2001/XMLSchema#double"><AttributeValue
>38.5</AttributeValue></Attribute> 
    <Attribute AttributeId="Biblioteca_Libro_Autore" 
DataType="http://www.w3.org/2001/XMLSchema#string"><AttributeValue
>Jim Conallen</AttributeValue></Attribute> 




    <Attribute AttributeId="Biblioteca_Libro_Disponibilita" 
DataType="http://www.w3.org/2001/XMLSchema#integer"><AttributeValu
e>2</AttributeValue></Attribute> 
  </Resource> 
  <Action> 




  </Action> 
</Request> 
 
Risposta ricevuta dal CMOSPDPBean 
 
<Response> 
  <Result ResourceID="Biblioteca_Libro_Codice"> 
    <Decision>Permit</Decision> 
    <Status> 
      <StatusCode Value="urn:oasis:names:tc:xacml:1.0:status:ok"/> 
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    </Status> 
  </Result> 
</Response> 
 
Queste informazioni arrivano quindi al modulo PDP che le esamina. 
In questo caso l’azione richiesta dall’utente è quella di avere dei dati 
riguardanti un certo libro. I suoi attributi rispondono ai parametri imposti 
dalla policy adottata e per questo motivo la richiesta viene accettata e la 
risposta inviata è “PERMIT”. 
 
 
Figura 26 File di Log PEPCLient 
 
Nella figura 26 si può vedere in che modo viene riempito il file di log da 
parte dell’utente. 
Questo file corrisponde alla concessione della risorsa e alla trasmissione 





Francesco Panicucci 91 
 
Capitolo 5  
 
Conclusioni e Sviluppi Futuri 
 
La parte fondamentale del lavoro svolto riguarda sicuramente l’aspetto di 
manipolazione dei certificati digitali. 
Questa operazione può risultare talvolta complicata a causa della struttura 
delle varie componenti del certificato che devono essere ben analizzate e 
gestite singolarmente. 
Lo standard ASN.1 con cui sono strutturati i campi del certificato permette 
di avere uno modello unico e chiaro, ma al tempo stesso rende ogni 
elemento diverso dagli altri. 
La considerazione più importante da fare a questo punto riguarda 
sicuramente l’introduzione dei certificati digitali all’interno del sistema di 
controllo degli accessi. Questo elemento innovativo infatti, si adatta 
perfettamente all’obiettivo finale, permettendo il trasferimento rapido e 
sicuro di informazioni personali. Inoltre fa si che il lato server sia molto 
alleggerito perché tutti i dati riguardanti gli utenti non devono più essere 
conservati in un database, ma risiedono sul lato client. Ciò permette una 
maggiore scalabilità e la possibilità di aumentare di molto il numero di 
attributi assegnati ai vari utenti, consentendo così una maggiore 
differenziazione dei vari profili e una descrizione più accurata degli utenti 
stessi all’interno del sistema. 
 
All’interno del prototipo presentato ci sono alcuni aspetti che devono 
sicuramente essere migliorati e ampliati. Ciò infatti permetterebbe di 
sfruttare al massimo le potenzialità dei certificati utilizzati non solo come 
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Per prima cosa ci sono alcuni campi che non sono gestiti in alcun modo, 
cioè non sono stati implementati i metodi per poterli estrarre e leggere.  
I campi in questione sono “SubjectPublicKeyInfo”, per quanto riguarda i 
campi principali e “Certificate Policies”, ”Policy Mappings”, “Name 
Constraints”, “Policy Constraints” e “CRL Distribution Points” per le 
estensioni. 
Di questi, molto importante risulta essere l’ultimo che riguarda l’aspetto di 
revoca dei certificati e quindi in un sistema definitivo diventa 
indispensabile. 
Il secondo punto da sviluppare invece riguarda le politiche decisionali. 
Infatti al momento sono presi in considerazione per il processo di 
valutazione della richiesta solo due attributi contenuti nelle estensioni 
personalizzate, mentre è possibile impostare politiche molto più complesse 
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