Introduction
Be it while studying nature's behavior or analyzing the implementability and efficiency of computational algorithms, scholars of the most diverse areas of human knowledge seek universality. Even though each area has particular concepts of universality, the main concern behind this idea is whether a given system or rule can reproduce/mimic others of the same kind or even different kinds but also be universal. A few definitions from different areas of science are briefly shown below.
In theoretical physics, universality is often related to background independence [1] . An intrinsic robustness is inherent to physical universal systems as they may show a given expected behavior even though other phenomena are concomitantly taking place.
Different from physics, in computer science, universality is discussed in terms of concepts such as Turing completeness and equivalence [2] . In general, universality is a property assigned to a system. For example, there are universal Turing machines, tag systems, and cellular automata (CAs) [2] . Due to the inherent temporal evolutive characteristic of these systems, they are named dynamical systems. In y y y y short, the latter consists of a state space S S and an evolution rule E R . At each time step t, a system's state is updated by means of its evolution rule.
In mathematics, on the other hand, universality can be assigned to functions. One of the most famous mathematical functions, the Riemann zeta function zHsL is universal by means of the Voronin universality theorem [3] . The latter briefly states that, under certain conditions, any nonvanishing analytic function can be arbitrarily well approximated by zHsL.
By establishing a parallel between mathematical and computational systems, the main issue to be addressed by this paper is whether universality can be assigned to evolution rules of dynamical systems. In other words, let such rules be functions whose domain is the state space; thus, the main concern is if there is any general evolution rule that enables every dynamical system to be emulated.
It will be shown that a universal evolution rule does exist and is given in terms of a new function hereby defined: the iota-delta function. At first, it is shown that the iota-delta function can describe the evolution rules of every elementary CA. Finally, since the universal rule 110 [2] is described by means of the Church-Turing thesis [2] , every Turing-equivalent dynamical system has its evolution rule expressible in terms of the iota-delta function.
Evolution Rules of Elementary Cellular Automata
In the present paper, special attention is given to the evolution rules of CAs because it is interesting to define this class of dynamical systems. First, it is interesting to study elementary CAs. Also, a very important concept has to be introduced: the CA mesh ( Figure 1 ).
Position Ø k-1 k k+1
Step ! A CA mesh is made of cells C, hereby indexed in space by the subscript k and time by the superscript i, as in C k i . Following [2, 4] , an elementary CA is a dynamical system that consists of an infinite row of cells whose values are either 0 or 1. At each time step, a set of rules is applied to the CA net in order to update the cells' values. While dealing with elementary CAs, the value of a given cell depends on the values of the cell itself and its immediate neighbors on the previous time step. Mathematically, this definition turns to
The binary values 0 and 1 are commonly interpreted as the colors white and black, respectively. In equation (1) , no direct information is given about the evolution rule f . The latter is given individually for each of the 0-255 elementary CAs. For instance, rule 90 has the following evolution rule:
One of the main features of CAs is their capability of describing complex behavior by means of simple rules. A quick analysis of equation (2) reveals a conditional definition of the evolution rule. Even though the rule itself is simple, this type of definition does not provide a straightforward representation of the evolution, requiring tedious "if" structures in the programming process of CAs.
In [4] , there are different ways of representing rules like the one in equation (2) . Also in [4] , the possibility of interpreting CA rules as formulas is deeply discussed. Specifically, two main approaches are considered: describing CA rules by means of Boolean expressions and by means of algebraic expressions.
For rule 90, the Boolean correspondent of equation (2) can be given as [4] :
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On the other hand, an algebraic equivalent of both equations (2) and (3) is easily given as [4] :
where mod@o, pD denotes the modulus operator, which gives the rest of the division of o by p if o is greater than p or o itself, otherwise. In general, p is called the congruence modulus.
In [4] , a list giving the Boolean expression for every elementary CA has been given. However, only a few rules have been algebraically described. In the present paper, equation (4) will be further investigated in order to evaluate the role of the modulus operator in the description of elementary CAs.
A Transformation that Relates Elementary Cellular Automata to Modular Arithmetic: The Iota-Delta Function
While observing equation (4), an immediate general rule that would give the representation of other CAs in terms of the modulus operation would be:
in which a j are integer coefficients less than the congruence modulus.
In this particular case, a j ! 80, 1<. The application of equation (5) generates eight different rules, which are summarized in Table 1 . By inspecting Table 1 , not only rule 90 but also seven other cases are simply defined by means of a single rule applied to the whole CA net.
It is interesting that the formula in equation (5) will never describe odd rules since in Wolfram's numeration system, the coefficient that multiplies 1 in the binary decomposition of the rule number commands parity. The latter is the result of the combination of three zeros, that is, when
. This way, when applying equation (5) to any combination of three zeros, the null value is obtained, which implies only even rule numbers. In order to overcome this issue, a fourth coefficient a 4 needs to be inserted inside the modulus operator in equation (5), generating
The new coefficient, like the other ones, is an integer less than the congruence modulus. This way, the number of rules described by the application of equation (6) is 16, double that obtained by applying equation (5) . Table 2 summarizes the rule numbers obtained by the addition of the fourth coefficient.
Coefficients
Rule Number The application of modular arithmetic perfectly fits the need for simplicity in the description of CAs. On the other hand, the number of automata generated by equation (6) is 1 ê 16 of the total number of g y q binary automata-also called simple 1D automata in [4] . The number of automata generated is directly related to how many values the coefficients can assume. While investigating equations (5) and (6), if the congruence modulus is 2, the numbers 0 and 1 are the only possible coefficients. Thus, there has to be a way to generate more combinations of coefficients.
When congruence modulus n is considered, a total of n 4 combinations of four a coefficients is obtained. The possible coefficients are described as:
This way, when congruence modulus 3 is taken into account, the possible coefficients are 0, 1, and 2, which ultimately generate a total of 3 4 combinations. However, considering binary automata, a modulus operator with congruence modulus 3 cannot be applied alone as the outcomes of such an operation are not only 0 and 1, but also 2. It is not possible to describe binary automata by a rule of the form
Thus, the situation is paradoxically summarized as: in order to describe more CAs by a simple rule that uses the modulus operator, the possible values of the coefficients must be increased. This growth can only be obtained by considering the modulus operator with respect to congruence moduli greater than 2. Notwithstanding, if the modulus operator is considered with respect to integer congruence moduli greater than 2, binary automata cannot be described since the outcomes of the transformation are not only 0 and 1. At this point, a very important concept has to be introduced: filtering operators. In order to preserve the number of possible coefficients obtained by considering the modulus operator with respect to greater integer congruence moduli and yet obtain only 0 and 1 as the outputs of the transformation, mod@argument, 2D must be applied to the right-hand side of equation (8). This process is a filtering processes in which the results from equation (8) are filtered in order to obtain binary outputs. This way, equation (8) becomes
The number of combinations of the possible coefficients in equation (9) are 3 4 and the outputs of the latter equation are only 0 and 1. Pay close attention to the fact that each automaton is not generated by a single combination. Due to the cyclic property of the modulus operator, more than one combination generates the same automaton. This can be verified in Table 3 , which shows all the combinations of possible coefficients in equation (9) and the correspondent rules generated.
By inspecting Table 3 , it can be seen that the 81 combinations generated only 53 different automata. The filtering process consists of a repetitive composition of the modulus operator in order to obtain more possible values of the coefficients, and yet get as the output of such a transformation the values necessary to define the automata being studied. This way, for example, in order to get ternary CAs, the last composition needs to be with p g y p respect to congruence modulus 3, instead of 2 as for the binary case. Special care has to be taken while applying the filtering process. The modulus operation composition has to be taken with respect to prime numbers. The final filter-which determines the possible outputs of the transformation-must be situated regarding the prime numbers greater than such a number. By doing this, the chance of getting a multiple of the modulus of congruence is diminished.
In order to represent every binary automaton, since the combinations of the coefficients do not uniquely define each rule, a compact notation has to be introduced to better represent the filtering process. Let the iota-delta function be defined as follows:
in which m and n are parameters of the iota-delta function, p m is the m th prime number, and p@nD stands for the prime counting function that gives the number of primes less than or equal to n. Note that it is considered that p 1 ! 2. The value of n determines how many states the automata generated have. Thus, for a binary automaton, n ! 2; for ternary ones, n ! 3; for quaternary ones, n ! 4; and so on. Also, the iota-delta function is taken to be non-negative and max@id n m @xDD Ø n when x oe #. A Mathematica code that readily implements equation (10) is:
iotadelta@m_,n_,x_D := Mod@Fold@Mod,x,Table@Prime@m-jD, 8j,0,m-1-PrimePi@nD<DD,nD
Based on equation (7), the number of combinations allowed by means of the iota-delta function is p m 4 and the possible coefficients are a j ! 8r r § p m -1; r oe ! + <; j ! 1, 2, 3, 4. By means of the iota-delta function, the filtering process is better represented. For example, equation (9) can be written in a compact way as:
In order to represent every binary CA in the simplest way possible, it must be determined which is the smallest value of m such that for n ! 2, every binary rule is expressed. By means of experimentation, when m ! 5, that is, mod@mod@mod@mod@mod@x, 11D, 7D, 5D, 3D, 2D, every binary CA is described. By means of the iota-delta function, every binary CA is represented by a single algebraic rule applied to the whole cellular net. Table 4 gives the first combination, that is, the smaller m, which generates each of Wolfram's rules 0-255. RN 0  2 2  0  0  0  0 128 3 2  2  2  2  3   1  3 2  2  2  2  1 129 2 2  1  1  1  1   2  3 2  2  2  3  3 130 5 2  1  1  6  9   3  2 2  1  1  0  1 131 3 2  1  1  3  1   4  3 2  2  3  2  3 132 5 2  1  2  7  2   5  2 2  1  0  1  1 133 3 Every elementary CA can be represented in terms of the iota-delta function. This leads to the understanding that this function is CA universal in the sense that it can be used in the definition of every elementary CA.
By defining the evolution rules as functions whose domain is the CA mesh by means of the Church-Turing thesis, since the iota-delta function can be used to represent rule 110 (which has been proved to be universal), it is possible to say that this new function is also Turing universal. Finally, still based on the Church-Turing thesis, every dynamical system that is Turing equivalent to rule 110 is also representable by means of the iota-delta function.
A direct physical application of the iota-delta function has been given in [5] .
Conclusions
In the present paper, a general transformation that can be applied to the whole cellular net is developed. By means of such transformation, every binary, that is, 0-255 cellular automata (CAs) are described. In addition, in order to provide a compact version of the transformation developed, a new function has been introduced: the iota-delta function. This new function is closely related to prime numbers and to the prime number theorem by means of the prime counting function, which reinforces the importance of this kind of number in science.
By drawing a parallel between the mathematical and computational notions of universality, it is possible to say that the iota-delta function is universal in the sense that it can be used to represent every dynamical system that is Turing equivalent to rule 110.
The simplicity of the iota-delta function and the way it has been used to describe elementary CAs requires further investigation. One interesting topic that would demand attention is how to prove the universality of rule 110 by means of this new function.
