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[Kontext und Motivation] Zur Entwicklung eines Softwaresystems beno¨tigen EntwicklerIn-
nen Wissen u¨ber die Evolution der zugeho¨rigen Softwareartefakte. EntwicklerInnen mu¨ssen bei-
spielsweise vorangegangene Quellcodea¨nderungen verstehen, um eine neue Anforderung bzw. ei-
ne A¨nderung an einer bestehenden Anforderung zu implementieren. Dabei spielt Entscheidungs-
wissen eine zentrale Rolle fu¨r die erfolgreiche Evolution eines Softwaresystems: EntwicklerInnen
beno¨tigen Wissen zu bereits getroffenen Entscheidungen, um eigene Entscheidungen zu treffen.
Um neuen EntwicklerInnen in einem Softwareprojekt den Zugriff auf dieses Entscheidungswis-
sen zu ermo¨glichen, ist es wichtig, dass Projektbeteiligte Entscheidungen dokumentieren. Dafu¨r
nutzen sie verschiedene Dokumentationsmo¨glichkeiten und halten Entscheidungswissen ha¨ufig
informell in Commitnachrichten, Chatnachrichten oder Kommentaren fest.
[Beitra¨ge] Diese Masterarbeit umfasst eine systematische Literaturrecherche, die Entwick-
lung des JIRA-Plug-Ins DecXtract sowie einen Datensatz als Goldstandard zur Evaluation.
Die systematische Literaturrecherche beantwortet die Frage, welches Wissen EntwicklerInnen
fu¨r das Versta¨ndnis von Quellcodea¨nderungen beno¨tigen und welche Rolle Entscheidungswis-
sen dafu¨r spielt. Neben einer Liste mit konkreten Fragen, die EntwicklerInnen zu einer Quell-
codea¨nderung stellen, zeigt die Literaturrecherche, dass EntwicklerInnen explizites Entschei-
dungswissen beno¨tigen, dieses aber nicht dokumentiert oder auffindbar ist. Um Entscheidungs-
wissen in Kommentaren explizit zu machen und seine Auffindbarkeit zu verbessern, wird das
Entscheidungsdokumentationstool ConDec fu¨r JIRA um die Komponente DecXtract erweitert.
DecXtract ermo¨glicht EntwicklerInnen, Text in Kommentaren von JIRA-Issues automatisch als
Entscheidungswissen zu klassifizieren sowie eigene Kommentare manuell als explizites, klassi-
fiziertes Entscheidungswissen zu dokumentieren. EntwicklerInnen ko¨nnen Entscheidungswissen
in Kommentaren zu bestehenden Softwareartefakten wie Anforderungen, Entwicklungsaufga-
ben oder anderem Entscheidungswissen verlinken. So entsteht ein integriertes Wissensmodell
mit explizit dokumentiertem Entscheidungswissen. Dieses integrierte Modell wird als Graph
visualisiert und bietet NutzerInnen verschiedene Mo¨glichkeiten zur Verwaltung.
Eine Befragung von EntwicklerInnen, die ebenfalls am ConDec-Projekt beteiligt sind, zeigt
die Eignung von DecXtract zur Dokumentation von Entscheidungswissen. Zur Evaluation wird
ein JIRA-Projekt mit 90 JIRA-Issues des Apache LUCENE Projektes erzeugt. Mit Hilfe von
DecXtract wird informelles Entscheidungswissen aus den JIRA-Issue-Kommentaren explizit an-
gelegt und miteinander verlinkt. Anhand der identifizierten Fragen von EntwicklerInnen an eine
Quellcodea¨nderung wird das von DecXtract bereitgestellte Wissen genutzt um das Versta¨ndnis
von Quellcodea¨nderungen zu evaluieren.
[Schlussfolgerung] DecXtract verbessert die Entscheidungsdokumentation durch die Klassifi-
kation von Entscheidungselementen in JIRA-Issue-Kommentaren. Durch das pra¨sentierte Ent-
scheidungswissen ko¨nnen EntwicklerInnen immer den aktuellen Stand einer Diskussion und des
dazugeho¨rigen Entscheidungsproblems beobachten. Wenn eine Quellcodea¨nderung mit einem
JIRA-Issue verlinkt ist, ko¨nnen EntwicklerInnen das Entscheidungswissen zu einer Quellco-





[Context and motivation] To develop a software system, developers need knowledge about
the evolution of its software artifacts. For example, developers need to understand previous
source code changes to implement a new requirement or changes to an existing requirement.
Decision knowledge is important to successfully evolve a software system: Developers need
knowledge about the decisions made to make new decisions. In order to make decision knowledge
accessible to new developers, it is important that project participants document the decision
knowledge. For this purpose, they use various documentation locations and often informally
capture decision knowledge in commit messages, chat messages, or comments.
[Contributions] This master thesis presents a systematic literature review, the development
of the JIRA plug-in DecXtract and a dataset as the gold standard for the evaluation. The sys-
tematic literature review answers the question what knowledge developers need to understand
source code changes and what role decision knowledge plays. In addition to a list of specific
questions developers ask about source code changes, the literature review shows that developers
need explicit decision knowledge, but this is not documented or traceable. To make decision
knowledge in comments explicit and to improve its accessibility, the decision documentation
tool ConDec for JIRA is extended by the component DecXtract. DecXtract allows developers
to automatically classify text in comments from JIRA Issues as decision knowledge, and manu-
ally document new comments as explicit and classified decision knowledge. Developers can link
decision knowledge in JIRA Issue comments to existing software artifacts such as requirements,
development tasks, or other decision knowledge. This results in an integrated knowledge model
with explicitly documented knowledge. This integrated model is visualized as a graph and offers
users various ways to manage it. A survey of developers who are also involved in the ConDec
project demonstrates the suitability of DecXtract to document decision knowledge. For eva-
luation, a JIRA project with 90 JIRA issues of the Apache LUCENE project is created. With
the help of DecXtract, informal decision knowledge from the JIRA Issue comments is explicitly
created and linked to each other. Based on the identified questions from developers to a source
code change, the knowledge provided by DecXtract is used to evaluate the understanding of
source code changes.
[Conclusion] DecXtract improves decision making by classifying explicit decision knowledge
elements in JIRA issue comments. Through the presented decision knowledge, developers can
observe the current status of a discussion and the associated decision problem. If a source code
change is linked to a JIRA issue, developers may look upon decision knowledge about a source
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Bei der Entwicklung eines Softwaresystems treffen EntwicklerInnen und andere Projektbetei-
ligte viele Entscheidungen. Das ko¨nnen Design-, Architektur- oder Implementierungsentschei-
dungen sein. Jede Entscheidung geht dabei aus einem Entscheidungsproblem hervor.
Um Entscheidungsprobleme zu lo¨sen, bewerten und vergleichen Projektbeteiligte vorliegende
Alternativen. Beispielsweise ist es ein Entscheidungsproblem, welche Bibliothek ein Software-
systems zur graphischen Visualisierung von Entscheidungswissen verwendet. Sa¨mtliches Wissen,
das ein Entscheidungsproblem beeinflusst, wird als Entscheidungswissen bezeichnet. Damit Ent-
wicklerInnen Entscheidungen und Entscheidungsprobleme zu einem spa¨teren Zeitpunkt nach-
vollziehen ko¨nnen, mu¨ssen alle Projektbeteiligten ihre Entscheidungen, die dazugeho¨rigen Ent-
scheidungsprobleme, Alternativen und Argumente dafu¨r bzw. dagegen, dokumentieren. Un-
dokumentiertes Entscheidungswissen ist nur Projektbeteiligten bekannt, die an der Lo¨sung des
Entscheidungsproblems beteiligt waren. Stehen die beteiligten Personen zu einem spa¨teren Zeit-
punkt nicht mehr zur Verfu¨gung, ist das entsprechende Wissen verloren [8].
1.1 Motivation
Ko et al. fu¨hrten eine Studie bei Microsoft durch und beobachteten 17 Entwicklungsteams fu¨r
90 Minuten in ihrem Arbeitsalltag [31]. Die Autoren identifizieren die verschiedenen Aufgaben
und Arbeitsabla¨ufe der Teams. Anschließend werden die beteiligten Personen zu ihrer Arbeit
und ihrem Alltag befragt. Die Frage
”
Wieso wurde dieser Code auf diese Weise entwickelt?“
konnten 44% der befragten Personen nicht beantworten. Dieser Wert ist auf unzureichende
Entscheidungsdokumentation im Entwicklungsprozess und den Verlust von Entscheidungswis-
sen zuru¨ckzufu¨hren.
Lougher und Rodden identifizieren drei Ursachen, die zum Verlust von Entscheidungswissen
fu¨hren [12]. 1) Entscheidungen werden unstrukturiert im Quellcode-Kommentaren gespeichert.
2) Entscheidungswissen wird nicht erfasst oder gespeichert. 3) Entscheidungswissen wird in ex-
ternen Dokumenten festgehalten, aber nicht zum Quellcode verlinkt. Durch mangelhafte Ent-
scheidungsdokumentation ko¨nnen Projektbeteiligte zu spa¨teren Zeitpunkten Entscheidungen
nicht mehr nachvollziehen. Dieser Wissensverlust wird auch als Erosion bezeichnet.
Es existieren verschiedene Modelle, Entscheidungswissen strukturiert zu dokumentieren. Kunz
et al. beschreiben das IBIS Modell mit drei Wissenstypen: Issue, Position und Argument [9].
Gemeinsam bilden diese Wissenstypen ein Entscheidungsproblem mit verschiedenen Positionen.
Argumente ko¨nnen Positionen unterstu¨tzen oder in Frage stellen. Hesse et al. beschreiben ein de-
tailliertes Entscheidungsdokumentationsmodell [1, 10]. Sa¨mtliches Entscheidungswissen ist hier
als DecisionComponent festgehalten. Diese Instanz definiert sich durch weitere Komponenten
wie: Problem, Solution, Context und Argument.
1
1 Einleitung
Open-Source-Projekte (z.B. Apache Lucene, Ubuntu oder Mozilla Thunderbird) nutzen Versi-
onskontrollsysteme wie Git oder Subversion, um den Quellcode zu teilen und zu versionieren.
Weiterhin nutzen diese Open-Source-Projekte ein Issue-Tracking-System (ITS) wie JIRA. ITS
ermo¨glichen die Dokumentation von Anforderungen und Entwickleraufgaben sowie Diskussio-
nen zu Entwicklungsartefakten. Bei diesen Diskussionen halten EntwicklerInnen informelles
Entscheidungswissen bspw. in JIRA-Issue-Kommentaren fest. Mo¨chte eine EntwicklerIn bei-
spielsweise ein konkretes Entscheidungsproblem und dessen Lo¨sungen verstehen, muss sie alle
vorhandenen Diskussionen lesen und versuchen das Entscheidungsproblem und dessen Lo¨sung
darin zu erkennen. Es ist dabei nicht klar, ob die Dokumentation wirklich vollsta¨ndig ist, was
das Versta¨ndndis der Kommentare fu¨r die EntwicklerIn erschwert.
Es existieren verschiedene Ansa¨tze natu¨rlichsprachliche Texte nach gewissen Kriterien zu klas-
sifizieren [7, 16]. R. Alkadhi befasst sich in ihrer Arbeit mit der Klassifikation von natu¨rlicher
Sprache in Wissenstypen. Ihr Ansatz erkennt entscheidungsrelevante Sa¨tze in natu¨rlicher Spra-
che und kann anschließend einen Wissenstyp klassifizieren [7]. Es wurde jedoch nicht erforscht,
wie einzelne Elemente eines Entscheidungsdokumentationsmodells miteinander in Verbindung
gebracht werden ko¨nnen, nachdem sie aus natu¨rlicher Sprache klassifiziert wurden. Zudem ist
es offen, welchen Mehrwert das identifizierte Entscheidungswissen fu¨r das Versta¨ndnis und die
Weiterentwicklung der Software bietet.
Diese Arbeit bescha¨ftigt sich mit der Frage, wie Entscheidungswissen in Fließtexten erkannt
und in ein Entscheidungsdokumentationsmodell u¨berfu¨hrt werden kann und welchen Nutzen
die Betrachtung von informellem Entscheidungswissen zum Versta¨ndnis von Quellcodea¨nder-
ungen bietet.
1.2 Ziele der Arbeit
Diese Arbeit fu¨hrt eine systematische Literatursuche durch, um die Frage zu beantworten,
welches Wissen und welches Entscheidungswissen EntwicklerInnen zum Versta¨ndnis von Quell-
codea¨nderungen beno¨tigen.
Das JIRA-Plug-In ConDec zu Entscheidungsdokumentation soll um die Komponente DecXtract
erweitert werden. DecXtract soll NutzerInnen die Mo¨glichkeit zur Entscheidungsdokumentati-
on in JIRA-Issue-Kommentaren bieten. Die Anforderungsdokumentation definiert die no¨tigen
Funktionalita¨ten von DecXtract.
Die NutzerInnen sollen mit DecXtract Entscheidungswissen manuell in Wissenstypen klassifizie-
ren oder eine automatische Klassifikation nutzen. Anschließend kann dieses Entscheidungswissen
mit weiterem Entscheidungswissen und Projektwissen mit ConDec verlinkt werden.
Eine umfangreiche Qualita¨tssicherung soll die Qualita¨t von DecXtract durch Komponententests,
Integrationstests und Systemtests sicherstellen.
Die Evaluation soll anhand einer Umfrage die Eignung von DecXtract zur Entscheidungsdo-
kumentation zeigen. Des Weiteren soll ein Evaluationsdatensatz erzeugt werden, der Entschei-
dungswissen aus JIRA-Issues dokumentiert und mit einer Quellcodea¨nderung verlinkt ist. Mit
diesem Datensatz soll gezeigt werden, dass DecXtract beno¨tigtes Wissen von EntwicklerInnen




Kapitel 2 beschreibt die no¨tigen Grundlagen und Begriffe fu¨r diese Arbeit. Kapitel 3 dokumen-
tiert die Methoden und Ergebnisse der systematischen Literaturrecherche. Kapitel 4 definiert
Nutzerrollen und die umzusetzenden Anforderungen fu¨r DecXtract durch Personae, User Tasks,
Systemfunktionen und User Stories. Kapitel 5 dokumentiert den Entwurf von DecXtract sowie
alle bei der Implementierung aufgetretenen Entscheidungsprobleme. Kapitel 6 erla¨utert die Qua-
lita¨tssicherung von DecXtract mit Komponententests, Integrationstests und Systemtests. Kapi-
tel 7 definiert zwei Evaluationsfragen und beschreibt die Evaluationsmethoden, Durchfu¨hrung





Dieses Kapitel definiert die no¨tigen Grundlagen und Begriffe fu¨r diese Arbeit. Abschnitt 2.1
definiert den Softwareentwicklungsprozess Continuous Software Engineering. Abschnitt 2.2 be-
schriebt zwei Dokumentationsmodelle fu¨r Entscheidungswissen. Abschnitt 2.3 pra¨sentiert die
Motivation und Ansichten des ConDec-Projekts. Abschnitt 2.4 erla¨utert technische Grundla-
gen zur Klassifikation von natu¨rlichsprachlichen Texten. Abschnitt 2.5 gibt einen U¨berblick und
eine statistische Analyse der verwendeten Trainingsdaten.
2.1 Kontinuierliche Softwareentwicklung
Lehman definiert neun Gesetze zur Softwareevolution, die verdeutlichen, dass sich Software-
systeme permanent an ihre Umgebung anpassen mu¨ssen. Diese Anpassungen sind no¨tig, wenn
sich die Anforderungen an das Softwaresystem a¨ndern, neue Technologien eingefu¨hrt werden
oder sich die Umgebung des Softwaresystems auf andere Weise a¨ndert. Eine entsprechende
Quellcodea¨nderung implementiert die Anpassung eines Softwaresystems. Tabelle 2.1 zitiert die
Gesetze eins, zwei und fu¨nf, die sich auf A¨nderungen in Softwaresystemen beziehen [23, 21].
Tabelle 2.1: Lehmans Gesetzte zur Softwareevolution eins, zwei und fu¨nf [21, 23].
Nr. Lehmans Gesetz
1 Softwaresysteme mu¨ssen sta¨ndig angepasst werden, sonst werden sie immer weniger
zufriedenstellend.
2 Mit zunehmender Entwicklung eines Softwaresystems nimmt die Komplexita¨t zu, es
sei denn, es wird an der Wartung oder Reduzierung gearbeitet.
5 Der Funktionsumfang von Softwaresystemen muss kontinuierlich erweitert werden, um
die Benutzerzufriedenheit u¨ber die gesamte Lebensdauer zu erhalten.
EntwicklerInnen eines Softwaresystems mu¨ssen mit Unsicherheiten und sich a¨ndernden Anforde-
rungen umgehen. Agile Methoden bieten die no¨tige Flexibilita¨t, solche Unsicherheiten bzw. sich
a¨ndernde Anforderungen zu adressieren. Continuous Software Engineeringist ein agiler Softwa-
reentwicklungsprozess, der EndnutzerInnen durch schnelles Ausliefern der Software (Continuous
Deployment) stark am Entwicklungsprozess beteiligt. Sie ko¨nnen regelma¨ßig Feedback zu ei-
ner aktuellen Version der Software geben. Um Continuous Deployment mo¨glich zu machen,
muss die Software zu jeder Zeit fehlerfrei und auslieferbar sein, das heißt sie muss eine hohe
Softwarequalita¨t besitzen. Dafu¨r ist auch das Entscheidungswissen der EntwicklerInnen wichtig.
Entscheidungs- und Nutzungswissen sind daher zwei wichtige Wissenstypen im kontinuierlichen
Software-Engineering.
Krusche und Bruegge beschreiben das Prozessmodell
”
CSEPM“, das Entwicklungsaktivita¨ten
als parallel laufende Workflows behandelt und eine individuelle Anpassung des Softwarepro-
zesses ermo¨glicht [27]. Das Prozessmodell CSEPM beinhaltet statische Aspekte, die die Bezie-
hungen zwischen spezifischen CSE-Konzepten beschreiben, einschließlich Reviews, Releases und




2.2 Modelle zur Dokumentation von Entscheidungswissen
Die Systemarchtitektur spielt im Entwicklungsprozess eines Softwaresystems eine wichtige Rolle
und ist entscheident fu¨r den Erfolg des Projektes [10]. Designentscheidungen beschreiben die
Systemarchitektur auf einer groben Ebene und sind besonders wichtig, da sie im spa¨teren Ver-
lauf nur sehr aufwa¨ndig zu a¨ndern sind. Die Systemarchitektur kann als Menge aller Designent-
scheidungen betrachtet werden [8]. Eine Voraussetzung ist eine vollsta¨ndige und verfolgbare
Entscheidungsdokumentation [4].
Entscheidungswissen ist oft nur mangelhaft oder gar nicht dokumentiert [12]. Eine Schwach-
stelle ist die unstrukturierte Entscheidungsdokumentation. So wird Entscheidungswissen oft
nur in Quellcode-Kommentaren oder in externen Systemen festgehalten, ohne eine Verlinkung
zwischen zwei Artefakten herzustellen [1]. Es existieren verschiedene Entscheidungsdokumenta-
tionsmodelle, die Entscheidungswissen in strukturierter Form darstellen.
Kunz und Rittel definieren das Issue-Based Information Systems – Modell (IBIS), das drei
Wissenstypen umfasst [9] (Abbildung 2.1). Ein Issue beschreibt das untersuchte Entschei-
dungsproblem. Eine Position1 bezieht eine Stellung oder Meinungsa¨ußerung zum verlinkten
Entscheidungsproblem. Ein Argument spricht entweder fu¨r oder gegen eine Position und/oder
Issue.
Abbildung 2.1: IBIS Dokumentationsmodell von Kunz und Rittel [9, 7].
Hesse et al. beschreiben ein ausfu¨hrlicheres Dokumentationsmodell [1, 10] (Abbildung 2.2). Das
Basiselement ist eine Entscheidung (Decision). Sie dient als Container fu¨r weitere Entschei-
dungselemente und ist einer Person zugewiesen. Weiterhin ko¨nnen Entscheidungen anderen
Wissenselementen (KnowledgeElement) wie beispielsweise anderen Entscheidungen oder An-
forderungen zugeordnet werden. Dabei sind alle Wissenstypen durch ein DecisionComponent
beschrieben, die folgende Wissenstypen annehmen kann:
• Ein Problem wird durch einen Zustand beschrieben, der nicht zufriedenstellend ist bzw.
sich nicht mit den Anforderungen vereinen la¨sst. Dieser Zustand ist zu beheben. Das Pro-
blem wird in einem Issue beschrieben. Goal definiert den Wunschzustand ohne Kenntnis
des Problems.
• Eine Solution bezieht sich auf ein konkretes Problem und wird durch Alternative ausge-
dru¨ckt. Gegebenenfalls sind Claims an eine Lo¨sung gestellt, die u¨ber eine Problemlo¨sung
hinaus erfu¨llt werden mu¨ssen.
• Der Context definiert zusa¨tzliche Bedingungen an eine Entscheidung. Diese werden durch
Assumtion, Constraint und Implication einer Entscheidung beschrieben.
1Position: wird in dieser Arbeit als Alternative bezeichnet.
6
2.3 Das ConDec-Projekt
• Rationale werden durch ein Pro- und Kontra- Argument ausgedru¨ckt, eine Meinung fu¨r


























Abbildung 2.2: Entscheidungsdokumentationsmodell von Hesse et. al. [1]
2.3 Das ConDec-Projekt
Issue-Tracking-Systeme und Versionskontrollsysteme sind weit verbreite Werkzeuge, verfu¨gen
aber nicht u¨ber einen strukturierten Ansatz zur Integration von Entscheidungswissen. Kleebaum
et al. sammeln Ideen und Anforderungen an eine Tool-Unterstu¨tzung zum Verwalten von Ent-
scheidungswissen im kontinuierlichen Software-Engineering [5, 17]. Diese Ideen und Anforderun-
gen werden im Forschungsprojekt CURES2 fortlaufend umgesetzt und als Continuous Decision
Knowledge Management (ConDec) bezeichnet. Dabei benutzt ConDec das Entscheidungsdoku-
mentationsmodell von Hesse et al. und bietet verschiedene Mo¨glichkeiten, Entscheidungswissen
zu verwalten und zu betrachten [1].
ConDec stellt verschiedene Ansichten zur Verfu¨gung, um Entscheidungswissen zu betrachten
und zu verwalten. Ansicht WS1.3: Decision Knowledge View beinhaltet alle Elemente des Ent-
scheidungswissens fu¨r ein Projekt. Diese Ansicht ermo¨glicht es einen Wissenstypen auszuwa¨hlen.
Bei der Auswahl zeigt die Listenansicht (Abbildung 2.3 links) alle im Projekt vorhandenen
Entscheidungselemente mit dem gewa¨hlten Wissenstypen. Bei Selektion eines Listenelementes
zeigt die Baumansicht (Abbildung 2.3 rechts) den Entscheidungsbaum des gewa¨hlten Entschei-
dungselementes. Durch Drag and Drop ko¨nnen Entscheidungselemente untereinander verlinkt
werden. Ein Kontextmenu¨ auf Entscheidungselementen bietet weitere Funktionalita¨ten. Ansicht
WS1.4.1: JIRA Issue Module (Abbildung 2.4) zeigt Entscheidungswissen zu vorhandenen JIRA
Issues wie Work Items oder Systemfunktionen (Anforderungen). Die NutzerIn kann Wissen in
dieser Ansicht ebenfalls verwalten.
2CURES-Projekt: http://www.dfg-spp1593.de/cures/ Zuletzt aufgerufen am 17.12.2018
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Abbildung 2.3: Ansicht WS1.3: Decision Knowledge Page in ConDec. Links: Listenansicht.
Rechts: Baumansicht.
Abbildung 2.4: Ansicht WS1.4: Issue View und WS1.4.1: Issue Module im Abschnitt Decision
Knowledge
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2.4 Klassifikation von natu¨rlichsprachlichen Texten
Im Bereich der Datenanalyse gruppiert ein Klassifikationsalgorithmus Objekte einer Daten-
menge anhand korrelierender Attribute. Der Algorithmus sammelt Datenpunkte mit a¨hnlichen
Attributen und fasst diese in einer Klasse zusammen. Ein Beispiel der Textklassifikation ist die
Anwendung von Spamfiltern. Ein Spamfilter nutzt den Volltext einer E-Mail als Eingabe und
klassifiziert diesen in die Klassen: Spam und Kein Spam [16].
Klassifikationsalgorithmen ko¨nnen entweder von EntwicklerInnenn mit definierten Regeln ent-
wickelt werden oder orientieren sich am Prozess von Supervised-Machine-Learning (SML). SML
Algorithmen nutzen eine Trainingsphase, um Regeln und Abha¨ngigkeiten in einem bereits klas-
sifizierten Datensatz zu finden. Im Beispiel des Spamfilters findet der SML-Algorithmus in
der Trainingsphase Textmuster und Schlagwo¨rter, deren Anwesenheit auf eine Spam-Nachricht
hindeutet.
Nach Abschluss der Trainingsphase folgt die Evaluation des SML Algorithmus and von Eva-
luationsdaten. Dafu¨r werden klassifizierte Daten, die nicht in der Menge von Trainingsdaten
enthalten sind, erneut klassifiziert [11]. Die Evaluation quantifiziert die Gu¨te des Algorithmus
anhand von Metriken, um seine Ma¨chtigkeit mit anderen Algorithmen zu vergleichen.
Zur Berechnugn der Metriken wird jedes Objekt vom SML Algorithmus klassifiziert und an-
schließend die tatsa¨chliche Klasse (wahre Bedingung) mit der Klassifikation (vorhergesagte Be-





false“. Liegt eine korrekte Klassifikation einer positiven Klasse3 (hier
”
kein
Spam“) vor, wird die Klassifikation als
”
true positive“ bezeichnet. Die korrekte Klassifikation




True negative“. Tabelle 2.2 veranschaulicht











positiv True positive (TP) False positive (FP)
negativ False negative (FN) True negative (TN)
Anhand der vier mo¨glichen Klassifikationsergebnisse lassen sich verschiedene Metriken ableiten,
um die Gu¨te eines Klassifikators zu beschreiben [14]. Tabelle 2.3 beschreibt drei Metriken, die
in dieser Arbeit verwendet werden.
Ein trainierter und evaluierter Algorithmus wird auch als Modell bezeichnet. Diese Bezeichnung
ist zutreffend, da alle Klassen und Attribute der Trainingsdaten bzw. des anzugehenden Pro-
blems abgebildet sind. A¨ndern sich die Trainingsdaten oder liegt eine neue gro¨ßere Datenmenge
vor, ist es angebracht den Algorithmus neu zu trainieren.
Die Java-Bibliothek Weka4 von der University of Waikato stellt mehrere SML Algorithmen zur
Verfu¨gung. Weka kann u¨ber eine Oberfla¨che ausgefu¨hrt werden oder in ein Java System einge-
bunden werden. Es ist mo¨glich, Daten aus verschiedenen Quellen (Datenbanken, Online Tabel-
3Positive/Negative Klasse: Die Unterscheidung zwischen positiver und negativer Klasse unterliegt der NutzerIn.
So kann bei der Suche nach Spam E-Mails die Klasse positiv definiert werden, wenn eine E-Mail keinen Spam
entha¨lt. Welche Klasse letztendlich als positiv definiert ist, spielt allerdings keine Rolle. Diese muss nur konsistent
gehalten werden.
4WEKA: https://www.cs.waikato.ac.nz/ml/weka/ Zuletzt aufgerufen am 17.12.2018
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Tabelle 2.3: Metriken zur Beurteilung der Qualita¨t eines Klassifikators
Name Berechnung Beschreibung
Precision TPTP   FP Anteil der korrekt als positiv klassifizierten Objekte an allen
als positiven klassifizierten Objekten.







Harmonisches Mittel zwischen Precision und Recall
len, etc.) einzubinden und zu verwalten. Es stehen verschiedene Algorithmen zur Verfu¨gung die
trainiert und evaluiert werden ko¨nnen. Als Ergebnis werden Metriken (Tabelle 2.3) berechnet.
2.5 Trainingsdatensatz
Um im spa¨teren Projektverlauf eine natu¨rliche Sprache in Wissenstypen zu klassifizieren, wird
das JIRA-Projekt von Apache LUCENE als Trainingsdatensatz eingesetzt. Open-Source Pro-
jekte wie LUCENE haben die Eigenschaft, dass EntwicklerInnen und andere Projektbeteiligte,
Probleme und Aufgaben in o¨ffentlichen Foren (bspw. in JIRA-Issue-Kommentaren) diskutie-
ren. Es wird angenommen, dass durch die o¨ffentlichen Diskussionen viele Probleme besprochen,
Meinungen ausgetauscht, bewertet und daru¨ber hinaus viele Entscheidungen getroffen werden.
Zudem erfu¨llt LUCENE die Bedingung, dass alle Commits mit dem betreffenden JIRA-Issue
verlinkt sind. Dies erho¨ht die Verfolgbarkeit einzelner Entwicklungsartefakte. Alkadhi et al.
nutzen das JIRA-Projekt von Apache LUCENE ebenfalls zum Training eines Klassifikators,
der natu¨rliche Sprache in Wissentypen klassifizieren kann [3, 7]. Der erzeugte Datensatz dieser
Arbeiten erfu¨llt die Anforderungen wissenschaftlicher Vero¨ffentlichung und wird auch fu¨r diese
Arbeit benutzt.
2.5.1 LUCENE Projekt
LUCENE5 ist eine von Apache entwickelte, frei verfu¨gbare Bibliothek zur Volltextsuche. Die
Bibliothek verspricht leistungsstarke Suchalgorithmen, die ressourcenschonend arbeiten. Die
EntwicklerInnen von LUCENE verwenden GitHub6 zum verteilten Arbeiten am Quellcode,
sowie JIRA7 zur Projektdokumentation. Seit 1997 wird LUCENE stetig weiterentwickelt und
besteht derzeit8 aus u¨ber 31.000 Commits in 113 Branches von 73 EntwicklerInnen sowie u¨ber
8.500 Issues in JIRA.
5Apache LUCENE: https://lucene.apache.org/core/ Zuletzt aufgerufen am 17.12.2018
6GitHub LUCENE: https://github.com/apache/lucene-solr Zuletzt aufgerufen am 17.12.2018




2.5.2 Erzeugung des Trainingsdatensatzes
Der Datensatz von Alkadhi et al. besteht aus dem Text der Kommentare von 100 JIRA-Issues
des JIRA-Projektes von LUCENE [7, 3]. Die Autoren teilten die Kommentare in Sa¨tze und
bestimmten den Wissenstyp fu¨r jeden Satz. Zusa¨tzlich wird jedem Satz ein bina¨res Attribut
isRelevant zugeordnet, das angibt, ob der Satz entscheidungsrelevante Informationen besitzt.
Relevante Sa¨tze besitzen zwingend einen Wissenstyp.
Dieser Datensatz liegt als SQL-Datenbank vor und entha¨lt 2446 Sa¨tze mit zugeordnetem Wis-
senstyp. Jedes Objekt besteht aus einem Satz sowie sechs Wahrheitswerten zur Identifikation
des Wissenstyps. Tabelle 2.4 beschreibt die Wahrheitswerte der Datenbank. Die Wissenstypen
dieses Datensatzes nutzen das IBIS Modell [9].
”
Position“ wird im Datensatz mit Alternati-
ve bezeichnet.
”
Argument“ wird durch Pro und Con dargestellt. Der Pra¨fix
”
is“ wird nur in
Verwendung des Klassifikators benutzt.
Tabelle 2.4: Mo¨gliche Klassen des Trainingsdatensatzes
Attribute Beschreibung
isRelevant Der Satz ist relevant fu¨r das aktuelle Entscheidungsproblem.
isAlternative Alternativer Lo¨sungsansatz zu einem Entscheidungsproblem.
isPro Befu¨rwortender Satz fu¨r ein Argument.
isCon Widersprechender Satz gegen ein Argument.
isIssue Beschreibt ein Entscheidungsproblem.
isDecision Finale Entscheidung fu¨r eine Alternative.
Tabelle 2.5 beschreibt Beispielsa¨tze des Datensatzes. Die ausgewa¨hlten Sa¨tze sind ausschließlich
den aufgefu¨hrten Wissenstypen zugeordnet. Daru¨ber hinaus entha¨lt der Datensatz auch Sa¨tze,
die mehr als einem Wissenstyp zugeordnet sind.




Tests seem to pass, unfortunately Solr trunk is very unstable.“
Alternative
”
Here is a patch.“
Pro
”
Looks good to me.“
Con
”
I tried, but then a test fails.“
Issue
”






2.5.3 Statistische Beschreibung des Trainingsdatensatzes
Tabelle 2.6 beschreibt die Anzahl der vorkommenden Wissenstypen im Trainingsdatensatz.
Zeilen und Spalten dru¨cken die vorliegenden Wissenstypen aus. Die Hauptdiagonale beschreibt
die Anzahl des jeweiligen Wissenstyps. Der Datensatz entha¨lt auch Sa¨tze, die mehr als einen
Wissenstypen enthalten. Diese bilden die Eintra¨ge unter der Hauptdiagonalen. Durch die Ei-
genschaften der einzelnen Wissenstypen scheint es logisch, dass gewisse Kombinationen nicht
auftreten ko¨nnen. Bspw. isPro und isCon im selben Satz. Dennoch zeigt die Suche nach diesen
Kombinationen, dass auch solche Sa¨tze existieren (In Tabelle 2.6 gelb markiert).
Tabelle 2.6: Anzahl der jeweiligen Attribute von 2446 Sa¨tzen im LUCENE Projekt
isRelevant isIssue isAlternative isDecision isPro isCon




0 665 1522 2187
isIssue
1 1 258 259
0 663 955 1371 247 1618
isAlternative
1 3 825 815 12 828
0 665 1574 1982 257 1414 825 2239
isDecision
1 1 206 205 2 204 3 207
0 666 1237 1645 258 1261 642 1703 200 1903
isPro
1 0 543 542 1 357 186 536 7 543
0 666 1496 1906 256 1422 740 1959 203 1670 492 2162
isCon
1 0 284 281 3 196 88 280 4 233 51 284
Tabelle 2.7 zeigt Beispiele fragwu¨rdiger Attribut-Kombinationen. Die fraglichen Attribute sind
rot gekennzeichnet. Drei Alternativen, eine Entscheidung und ein Issue sind als nicht relevant
klassifiziert. Inhaltlich entsprechen diese Sa¨tze jedoch dem zugeordneten Wissenstyp. Hier wur-
de der Eintrag im Attribut isRelevant falsch gesetzt. Die falsch gesetzten Attribute wurden fu¨r
den weiteren Projektverlauf korrigiert. Zudem scheint es verwunderlich, dass 51 Sa¨tze gleichzei-
tig Pro als auch Kontra Elemente darstellen. Eine genaue Betrachtung dieser Sa¨tze zeigt sehr
ausfu¨hrliche Kommentare. Oft sind mehrere Sachverhalte in einem Satz kommentiert.
Tabelle 2.7: Sa¨tze mit nicht logischen Attibut-Kombinationen.
Zuweisung von Wissenstyp zu Sa¨tzen in LUCENE Beispielsatz
isRelevant isAlternative isIssue isPro isCon isDecision
0 1 0 0 0 0
”
Patch.“
0 1 0 0 0 0
”
Here is a Patch.“
0 0 1 0 0 0
”
Not that it’s especially my business, but how
did the snapshots get pushed historically to
nexus if you didn’t have access to nexus?“
0 0 0 0 0 1
”
Committing shortly.“
1 1 0 1 1 0
”
I wanted to avoid introducing another class
(facet collections already use this primitive
IntIterator), but maybe a ChildrenIterator
with next() is simplest.“
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3 Literaturrecherche
Dieses Kapitel beschreibt zwei Forschungsfragen und deren Beantwortung durch eine systemati-
sche Literaturrecherche. Abschnitt 3.1 definiert zwei genutzte Methoden zur Literaturrecherche.
Abschnitt 3.2 beschreibt die Durchfu¨hrung der Literaturrecherche und pra¨sentiert die Ergebnis-
se. Die Synthese in Abschnitt 3.3 vergleicht die gefundenen Artikel anhand von vier Kategorien.
Abschnitt 3.4 pra¨sentiert die Erkenntnisse aus der Literaturrecherche fu¨r diese Arbeit.
Diese Arbeit betrachtet Quellcodea¨nderungen in Softwaresystemen. Eine systematische Lite-
raturrecherche nach Kitchenham und Charters soll die Forschungsfrage beantworten, welches
Wissen EntwicklerInnen beno¨tigen, um Quellcodea¨nderungen zu verstehen [25]. Tabelle 3.1 be-
schreibt diese und daraus folgende Forschungsfragen (Ff) fu¨r die Literaturrecherche. Aufgrund
der Ausrichtung dieser Arbeit wird besonders darauf geachtet, wie dokumentiertes Entschei-
dungswissen fu¨r das Versta¨ndnis von Quellcodea¨nderungen von EntwicklerInnen genutzt wird.
Tabelle 3.1: Forschungsfragen fu¨r die Literaturrecherche
Nr. Forschungsfrage
Ff.1 Welches Wissen beno¨tigen EntwicklerInnen zum Versta¨ndnis von Quellcodea¨nderungen?
Ff.1.2 Welches Entscheidungswissen beno¨tigen EntwicklerInnen zum Versta¨ndnis von Quell-
codea¨nderungen?
3.1 Methode
Die Literaturrecherche ermo¨glicht einen U¨berblick zum aktuellen Stand der Forschung der defi-





geeignete Artikel finden [25, 26].
Die schlagwortbasierte Suche nutzt die Datenbanken ACM Digital Library1 und IEEExplore2.
Tabelle 3.2 definiert Suchterme zu jeder Forschungsfrage fu¨r eine Datenbankabfrage. Dabei




change“. Diese Suchterme sollen zu Artikeln




needs“, um von EntwicklerInnen beno¨tigtes Wissen abzufragen. Suchterm






knowledge“, um zu erforschen,
welche Rolle Entscheidungswissen beim Versta¨ndnis von Quellcodea¨nderungen spielt.
Snowballing bezeichnet die Verwendung der Referenzliste eines Artikels oder der Zitate ei-
nes Artikels zur Identifizierung zusa¨tzlicher Artikel. Forward Snowballing bezeichnet dabei die
Suche nach ju¨ngeren Artikeln die einen vorliegenden Artikel zitieren. Backward Snowballing
bezeichnet die Suche nach im vorliegenden Artikel zitierten Artikeln. Diese Methode hat den
1ACM Digital Library: https://dl.acm.org/ Zuletzt aufgerufen am 17.12.2018
2IEEExplore: https://ieeexplore.ieee.org/ Zuletzt aufgerufen am 17.12.2018
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Tabelle 3.2: Suchterme der Abfragen fu¨r die schlagwortbasierte Suche
Id. Ff Suchterm Zweck
S.1 1 (+code +change +information +needs ) Beno¨tigtes Wissen zum
Versta¨ndnis fu¨r Quellcode-
a¨nderungen
S.2 2 (+code +change +rationale) Rolle von Entscheidungswissen
beim Versta¨ndnis von Quellcode-
a¨nderungen
S.3 2 (+code +change +decision +knowledge)
Vorteil, dass einzelne Artikel bereits im Kontext a¨hnlicher Forschungsfragen analysiert und be-
wertet wurden. Um Artikel durch Snowballing zu finden, wird zusa¨tzlich die Datenbank Google
Scholar3 benutzt.
Tabelle 3.3 definiert acht Kriterien, um einen Artikel in die Auswahl relevanter Literatur fu¨r
diese Arbeit einzuschließen. Kriterium Klr.1 bis Klr.5 pru¨fen die Verfu¨gbarkeit und den The-
menbereich der Artikel. Entspricht ein Artikel diesen Kriterien, wird dieser in die erste Auswahl
eingeschlossen. Von dieser Auswahl wird die Zusammenfassung, die Ergebnisse und die Einlei-
tung betrachtet. Fu¨hrt der Artikel eine Befragung mit EntwicklerInnen durch (Kriterium Klr.6)
und beschrieben diese drei gelesenen Kapitel relevante Sachverhalte zur Forschungsfrage (Kri-
terium Klr.7), wird diese in die erweiterte Auswahl eingeschlossen.
Die Artikel der erweiterten Auswahl werden gelesen und markiert. Trifft Kriterium Klr.8 zu,
wird der Artikel der finalen Auswahl hinzugefu¨gt. Erfu¨llt ein Artikel die geforderten Kriterien
nicht, wird dieser von der Auswahl ausgeschlossen.
Tabelle 3.3: Relevanzkriterien fu¨r Artikelauswahl in der Literaturrecherche
Id. Beschreibung
Klr.1 Der Artikel wurde einem Peer Review unterzogen.
Klr.2 Der Artikel ist in deutscher oder englischer Sprache verfu¨gbar.
Klr.3 Der Artikel ist durch die genutzten Datenbanken frei verfu¨gbar.
Klr.4 Der Artikel hat einen erkennbaren Bezug zur Softwareentwicklung.
Klr.5 Der Titel deutet auf eine Relevanz zur Forschungsfrage hin.
Klr.6 Der Artikel fu¨hrt eine Befragung mit EntwicklerInnen zu Quellcodea¨nderungen
durch.
Klr.7 Zusammenfassung, Einleitung und Ergebnis des Artikels beschreiben relevante
Erkenntnisse zur Forschungsfrage.
Klr.8 Der Artikel liefert einen Beitrag zur Beantwortung der Forschungsfrage.
3Google Scholar: https://scholar.google.de/ Zuletzt aufgerufen am 17.12.2018
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3.2 Durchfu¨hrung und Ergebnisse
Tabelle 3.4 beschreibt die Ergebnisse der schlagwortbasierten Suche. Die Abfragen nutzen die
Suchterme aus Tabelle 3.2. Abfrage A.1 resultiert in 387 Suchtreffern bei ACM und 156 bei
IEEE. Die U¨berpru¨fung mit Kriterien Klr.1 bis Klr.5 resultiert in neun relevanten Artikeln.
Nach Pru¨fung mit Klr.6 bis Klr.7 bleiben noch vier Artikel mit Relevanz fu¨r Ff.1. Abfrage
A.3 resultiert in 28 Suchtreffern bei ACM und 20 bei IEEE. Die U¨berpru¨fung mit Kriterien
Klr.1 bis Klr.5 resultiert in einem relevanten Artikel, der auch nach Pru¨fung mit Klr.6 bis Klr.7
Relevanz fu¨r Ff.1.2 zeigt. Abfrage A.4 resultiert in 54 Suchtreffern bei ACM und 48 bei IEEE.
Die U¨berpru¨fung mit Kriterien Klr.1 bis Klr.5 resultiert in einem relevanten Artikel, der auch
nach Pru¨fung mit Klr.6 bis Klr.7 Relevanz fu¨r Ff.1.2 zeigt.
Tabelle 3.4: Ergebnisse der Suche mit Suchtermen.




ACM 387 7 [30] [32] [34]




ACM 28 1 [33]




ACM 54 4 –
2018 IEEE 48 0 –
aErfu¨llt Kriterium Klr.1 bis Klr.6
bErfu¨llt Kriterium Klr.1 bis Klr.7
Die gefundenen Artikel wurden anschließend mit Snowballing untersucht. Tabelle 3.5 zeigt
die Durchfu¨hrung und Ergebnisse. Die Suche in Backward Richtung zeigt dabei mehr Erfolg
als die Forward Richtung. Die Betrachtung der gefundenen Artikel in Forward Richtung mit
Kriterium Klr.5 und Klr.6 zeigt viele Artikel, die Ergebnisse der Studien zur Motivation eigener
Thesen nutzen, aber keine eigene Studie durchfu¨hren. Beispielsweise untersuchen viele Artikel
Fehlervorhersagen oder A¨nderungszusammenfassungen. Die Backward Richtung ist erfolgreicher
und findet drei neue Artikel.
Tabelle 3.6 listet alle sieben fu¨r diese Arbeit gefundenen Artikel mit Autor und Titel auf. Tabelle
3.7 vergleicht diese Artikel mit Beru¨cksichtigung auf Schlagworte, Kontext, Forschungsfrage,
Ergebnisse und Wissenschaftliche Methodik.
Tabelle 3.5: Durchfu¨hrung von Snowballing
Quelle Richtung # Zitate # Relevanta Referenzenb
[30]
Backward 35 3 –
Forward 57 1 –
[32]
Backward 59 6 [36] [31]
Forward 102 2 –
[33]
Backward 28 2 [35] [36]
Forward 93 1 –
[34]
Backward 19 1 [31]
Forward 11 0 –
aErfu¨llt Kriterium Klr.1 bis Klr.6
bErfu¨llt Kriterium Klr.1 bis Klr.7
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Tabelle 3.6: Ergebnis der schlagwortbasierten Suche und Snowballing
Autor Ref. Titel
Shihab et al. [30] An industrial study on the risk of software changes.
Ko et al. [31] Information Needs in Collocated Software Development Teams.
Tao et al. [32] How do software engineers under stand code changes?
LaToza und Meyers [33] Hard-to-answer questions about code.
Kim [34] An exploratory study of awareness interests about software modifications
Fritz und Murphy [35] Using information fragments to answer the questions developers ask.
LaToza et al. [36] Maintaining mental models.
Tabelle 3.7: Vergleich aller gefundenen Artikel



































1) Welches Wissen suchen
EntwicklerInnen?





















































































1) Welches Wissen suchen
EntwicklerInnen im
Alltag?
2) Wie kann die Suche
nach Wissen unterstu¨tzt
werden?













































Die Synthese sammelt gewonnene Erkenntnisse aus den gefunden Artikeln. Zu diesem Zweck
beschreibt Tabelle 3.8 Fragen aus den gefundenen Artikeln.
Tabelle 3.8: Fragen von EntwicklerInnen zum Versta¨ndnis von Quellcodea¨nderungen.
Thema Frage Begru¨ndung
[30] AQ Wie viele LOC wurden gea¨ndert? Große Quellcodea¨nderungen sind Fehleranfa¨llig
AQa, AT Wie viele Dateien wurden gea¨ndert? Oft gea¨nderte Dateien sind Fehleranfa¨llig
AQ, ATb Wann wurde die Quellcodea¨nderung durchgefu¨hrt? Quellcodea¨nderungen in der Nacht oder vor Deadlines
sind Fehleranfa¨llig
AAc, AT Welche Schnittstellen sind betroffen? API A¨nderungen ko¨nnen Auswirkungen auf Client Sei-
te haben
AQ, AA Fixt diese Quellcodea¨nderung einen Bug? Bugfixes sind aufwa¨ndig und Fehleranfa¨llig
[31] AQ Hat meine/diese Quellcodea¨nderung Fehler? Pru¨fung der Funktionalita¨t bei A¨nderungsbetrachtung
EW, AT Gibt es Implikationen die von dieser Quellco-
dea¨nderung ausgehen?
Design Entscheidung zur Quellcodea¨nderung
AA Wie haben sich meine Komponenten gea¨ndert? Informationen u¨ber A¨nderungen anderer Projektbetei-
ligter
AA Wie schwer ist es dieses Problem zu beheben? Abscha¨tzung der Notwendigkeit einer A¨nderung im
aktuellen Projektstatus
EWd Warum wurde der Quellcode auf diese Weise entwi-
ckelt?
Erla¨uterung der Entscheidung zu dieser Quellco-
dea¨nderung
[32] EW, AT Welche Dokumentation existiert zu dieser Quellco-
dea¨nderung?
Notwendigkeit von Entscheidungswissen fu¨r Quellco-
dea¨nderungen
EW Was ist die Begru¨ndung fu¨r diese Quellcodea¨nderung? Notwendigkeit von Entscheidungswissen fu¨r Quellco-
dea¨nderungen
AQ, EW Ist diese A¨nderung korrekt? / Wird der Fehler beho-
ben?
Fehleranfa¨lligkeit von Quellcodea¨nderungen
AT, AW Wie passen sich Methoden an, die die gea¨nderte Me-
thode aufrufen?
Korrektheit von A¨nderungsauswirkungen
AQ, AT Welche Testfa¨lle sollen zur Verifikation dieser Quellco-
dea¨nderung ausgefu¨hrt werden?
Korrektheit der A¨nderungsauswirkung
[33] EW Warum wurde dieser Code auf diese Weise entwickelt? Erla¨uterung der Entscheidung zu dieser Quellco-
dea¨nderung
EW Warum wurde dieser Code nicht anders entwickelt? Erla¨uterung der Entscheidung zu dieser Quellco-
dea¨nderung
EW, AA War diese A¨nderung Gewollt, Versehentlich oder ein
Hack?
Erla¨uterung der Umsetzung dieser Quellcodea¨nderung
AA Gibt es Implikationen die von dieser Quellco-
dea¨nderung ausgehen?
Design Entscheidung zur Quellcodea¨nderung
[34] AA Welche ju¨ngsten Quellcodea¨nderung u¨berschneiden
sich mit meinen Quellcodea¨nderung?
Abscha¨tzung der Auswirkung der Quellcodea¨nderung
AA Wie hat sich die Nutzung der API durch die Quellco-
dea¨nderung vera¨ndert?
No¨tige Anpassung durch eine Quellcodea¨nderung
EW Warum wurde diese Quellcodea¨nderung auf diese Wei-
se durchgefu¨hrt?
Erla¨uterung der Entscheidung zu dieser Quellco-
dea¨nderung
[35] EW, AT Warum wurde die Quellcodea¨nderung durchgefu¨hrt? Notwendigkeit der Quellcodea¨nderung
AT, AA Welche Klassen haben sich gea¨ndert? Abscha¨tzung der Auswirkung der Quellcodea¨nderung
AA Wer benutzt diese API, die ich a¨ndern mo¨chte? Abscha¨tzung der Auswirkung der Quellcodea¨nderung
AA Welche ju¨ngsten Quellcodea¨nderungen sind relevant
fu¨r mich?
Informationen u¨ber A¨nderungen anderer Projektbetei-
ligen
[36] EW, AT Gibt es Implikationen die von dieser Quellco-
dea¨nderung ausgehen?
Design Entscheidung zur Quellcodea¨nderung
AA Welche Auswirkungen hat eine Quellcodea¨nderung an
dieser Stelle?
Abscha¨tzung der Auswirkung der Quellcodea¨nderung
aAQ: Qualita¨t der Quellcodea¨nderung
bAT: Verlinkung der Quellcodea¨nderung
cAA: Auswirkungen der Quellcodea¨nderung
dEW: Entscheidungswissen zur Quellcodea¨nderung
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Aus den Fragen in Tabelle 3.8 lassen sich zwei Kategorien ableiten. Kategorie K.1 stellt Fragen
einer EntwicklerIn zum Versta¨ndnis von Quellcodea¨nderungen. Dafu¨r finden sich die Unterka-
tegorien Qualita¨t, A¨nderungsauswirkung und Verbundenheit. Kategorie K.2 definiert die Rolle
von Entscheidungswissen zum Versta¨ndnis von Quellcodea¨nderungen. Tabelle 3.9 beschreibt
diese Kategorien und Unterkategorien.
Tabelle 3.9: Kategorien zur Betrachtung der gefundenen Artikel
Nr. Beschreibung
K.1 Fragen einer EntwicklerIn zum Versta¨ndnis von Quellcodea¨nderungen
AQ Die erste Kategorie ist die Qualita¨t der Quellcodea¨nderung. Je besser die Qualita¨t
der A¨nderung ist, desto leichter ist diese nachvollziehbar.
AA Die zweite Kategorie ist die A¨nderungsauswirkung einer Quellcodea¨nderung. Um eine
Quellcodea¨nderung zu verstehen, kann es no¨tig sein die Kern-A¨nderung und die von
ihr verursachten A¨nderungsauswirkungen zu identifizieren.
AT Die dritte Kategorie ist die Verbundenheit des dokumentierten Wissens. Fu¨r eine
Quellcodea¨nderung soll ein Link zu einer Aufgabenbeschreibung oder Fehlerbericht
vorliegen.
K.2 Rolle von Entscheidungswissen zum Versta¨ndnis von Quellcodea¨nderungen. Dabei soll
sowohl auf den Inhalt, die Pra¨sentation und Verfu¨gbarkeit von Entscheidungswissen
gepru¨ft werden.
Es ist auffa¨llig, dass manche Fragen mehreren Kategorien zugeordnet werden ko¨nnen. Bei ge-
nauerer Betrachtung der einzelnen Kategorien finden sich zudem U¨berschneidungen. So ist die
Qualita¨t einer Quellcodea¨nderung auch mit der Qualita¨t der durchgefu¨hrten A¨nderungsauswirkung
betroffen. Entscheidungswissen und Verlinkung u¨berschneiden sich ebenso, da Entscheidungs-
wissen zu einer Quellcodea¨nderung verlinkt sein muss.
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3.4 Erkenntnisse fu¨r diese Arbeit
Der folgende Abschnitt beantwortet die Forschungsfragen (Tabelle 3.1 Seite 13) und leitet Er-
kenntnisse fu¨r diese Arbeit ab.
Die Literaturrecherche liefert sieben Artikel, die Umfragen mit EntwicklerInnen zum Informati-
onsbedarf zum Versta¨ndnis von Quellcodea¨nderungen haben. Die Ergebnisse werden in Fragen
pra¨sentiert, die EntwicklerInnen zu einer Quellcodea¨nderung stellen. Aus diesen Fragen lassen
sich die Unterkategorien: Qualita¨t, A¨nderungsauswirkung und Verlinkung ableiten. Tabelle 3.10
beschreibt alle Fragen unter Beru¨cksichtigung der einzuordnenden Kategorie.
Aus allen gelesenen Artikeln wird deutlich, dass EntwicklerInnen Entscheidungswissen beno¨tigen,
dieses aber nicht dokumentiert bzw. nicht auffindbar ist. Daraus lassen sich zwei Herausforde-
rungen an diese Arbeit ableiten:
1. Eine Quellcodea¨nderung ist mit vorhandenem Entscheidungs- und Projektwissen verlinkt.
2. EntwicklerInnen ko¨nnen Entscheidungswissen zu Quellcodea¨nderungen leicht dokumen-
tieren.
Tabelle 3.10: Fragen einer EntwicklerIn zum Versta¨ndnis von Quellcodea¨nderungen
Nr. Kategorie Frage
1 AQa Wie viele LOC wurden gea¨ndert? [30]
2 AQ, ATb Wie viele Dateien wurden gea¨ndert? [30]
3 AAc, AT Welche Schnittstellen sind betroffen? [30]
4 AQ, AA Fixt diese Quellcodea¨nderung einen Bug? [30]
5 AQ Hat meine/diese Quellcodea¨nderung Fehler? [31]
6 AA Wie haben sich meine Komponenten gea¨ndert? [31]
7 AA Wie schwer ist es, dieses Problem zu beheben? [31]
8 AT, AA Wie passen sich Methoden an, die die gea¨nderte Methode aufrufen? [32]
9 AQ, AT Welche Testfa¨lle sollen zur Verifikation dieser Quellcodea¨nderung ausgefu¨hrt werden? [32]
10 AA U¨berschneiden sich ju¨ngste Quellcodea¨nderungen mit meinen Quellcodea¨nderung? [34][35]
11 AA Wie hat sich die Nutzung der API durch die Quellcodea¨nderung vera¨ndert?[34][35]
12 AT, AA Welche Klassen haben sich gea¨ndert? [35]
13 AA Welche Auswirkungen hat eine Quellcodea¨nderung an dieser Stelle? [36]
14 EWd, AQ, AT Wann & Warum wurde die Quellcodea¨nderung durchgefu¨hrt? [30][35]
15 EW, AA War diese A¨nderung Gewollt, Versehentlich oder ein Hack? [33]
16 EW Warum wurde dieser Code nicht anders entwickelt? [33]
17 EW, AQ Ist diese A¨nderung korrekt? / Wird der Fehler behoben? [32]
18 EW Was ist die Begru¨ndung fu¨r diese Quellcodea¨nderung?[32]
19 EW, AT Welche Dokumentation existiert zu dieser Quellcodea¨nderung? [32]
20 EW Warum wurde der Quellcode auf diese Weise entwickelt? [31][33][34]
21 EW, AT Gibt es Implikationen die von dieser Quellcodea¨nderung ausgehen? [36][31][33]
aAQ : Qualita¨t der Quellcodea¨nderung
bAT : Verlinkung der Quellcodea¨nderung
cAA : Auswirkungen der Quellcodea¨nderung




Das folgende Kapitel beschreibt Anforderungen an DecXtract. Abschnitt 4.1 benennt Personae
in den Rollen der EndnutzerInnen. Abschnitt 4.2 beschreibt funktionale Anforderungen durch
die Aufgaben der NutzerInnen (User Task (UT) und Subtask (ST)) sowie die Systemfunktio-
nen (SF), die DecXtract anbietet, um die NutzerIn zu unterstu¨tzen. Abschnitt 4.3 definiert
nichtfunktionale Anforderungen durch messbare Werte, die DecXtract erfu¨llen muss. Abschnitt
4.4 beschreibt alle Systemfunktionen im Oberfla¨chenkontext mit einem UI Strukturdiagramm.
Abschnitt 4.5 listet alle Anforderungen tabellarisch auf.
Die Anforderungserhebung erfolgte durch Betrachtung des Ausschreibungsdokumentes. Zudem
wurden iterative Experimente mit Prototypen und Mock Ups durchgefu¨hrt. Diese simulierten
die Verwendung von DecXtract der einzelnen Persona und zeigten weitere Anforderungen fu¨r
die jeweiligen Rollen.
4.1 Personae
Die nachfolgenden Personae beschreiben die Rollen der NutzerInnen durch eine konkrete fiktive
Person. DecXtract soll die Person in ihrer Rolle in ihrem Arbeitsalltag unterstu¨tzen. Dafu¨r sind
typische Frustrationen und Bedu¨rfnisse beschrieben. Personae helfen der EntwicklerIn wa¨hrend
der Anforderungsanalyse und Entwicklung, sich in den Alltag der EndnutzerInnen zu versetzen
[19].
Tabelle 4.1: Persona: Projekt-AdministratorIn
Job Projekt-AdministratorIn
Biographie 35 Jahre. Master in Computer Science. Arbeitet fu¨r eine kleine Firma, de-
ren Softwareentwicklungsprozess schnell neue Versionen an die EndnutzerInnen
ausliefert und deren Feedback stark einbezieht. Die Firma betreibt Continuous
Software Engineering (CSE). Benutzt Eclipse als IDE, Git als Versionskontroll-
system und JIRA als Issue Tracking System.
Wissen Arbeitet seit 5 Jahren mit JIRA. Hat bereits in agilen und anderen CSE Pro-
jekten gearbeitet. Weiß, dass Entscheidungswissen ein entscheidender Faktor
fu¨r landlebende Softwaresysteme sind.
Bedu¨rfnisse Einfache Mo¨glichkeit Entscheidungswissen in einem Projekt zu verwalten.
Frustration Verlust von Entscheidungswissen durch fehlende Toolunterstu¨tzung. Widerwil-
lige EntwicklerInnen, die keine Dokumentation anfertigen.
Wu¨nsche Mo¨glichkeit Entscheidungswissen in typischen CSE Artefakten wie Commit-
Nachrichten und Issue-Kommentaren fu¨r JIRA-Issues festzuhalten.
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Tabelle 4.2: Persona: Dokumentationsbeauftragte fu¨r Entscheidungswissen
Job Dokumentationsbeauftragte fu¨r Entscheidungswissen (Rationale-ManagerIn)
Biographie 31 Jahre. Master in Kommunikationswissenschaften. Arbeitet fu¨r eine große
Software Firma. Ist in viele verschiedene Projekte eingebunden. Benutzt JIRA
Dashboards und Git-Konsolen, um alle neuen JIRA-Issues und Entscheidungs-
elemente im Blick zu behalten.
Wissen Arbeitet seit 5 Jahren mit JIRA. Betreut(e) viele Projekte als Rationale-
ManagerIn.
Bedu¨rfnisse Entscheidungswissen in Issue Kommentaren mit Entscheidungswissen in Issues
zu verbinden. Sa¨mtliches Entscheidungswissen zu einem JIRA-Issue untersu-
chen.
Frustration Projektbeteiligte, die ihre Entscheidungen nicht in JIRA-Issues und Commit-
Nachrichten dokumentieren.
Wu¨nsche Mo¨chte Entscheidungswissen in JIRA-Issue-Kommentaren und Commit-
Nachrichten in JIRA-Issues exportieren zu ko¨nnen.
Tabelle 4.3: Persona: EntwicklerIn
Job EntwicklerIn
Biographie 22 Jahre. Ausgebildete Software Entwicklerin. Arbeitet fu¨r eine große Softwa-
refirma, die Anforderungen und Aufgaben seit 2005 in JIRA dokumentiert.
Benutzt IntelliJ als IDE und ist sehr erfahren in Java und JavaScript.
Wissen Arbeitet seit 2 Monaten als EntwicklerIn in dieser Firma. Hat vorher nie JIRA
benutzt, Entscheidungen dokumentiert oder Commit-Nachrichten geschrieben.
Bedu¨rfnisse Einfach nutzbare Plug-Ins, mit guter Dokumentation und Tutorials.
Frustration Keine Hilfestellung zu Plug-Ins.
Wu¨nsche Eine Wiki Seite mit ausfu¨hrlicher Dokumentation zum Plug-In und allen Fea-
tures.
Tabelle 4.4: Persona: Anforderungsbeauftragte
Job Anforderungsbeauftragte
Biographie 40 Jahre. Master of Science in Informatik. Arbeitet fu¨r ein großes Software-
unternehmen, das seit 2005 alle Anforderungen und Entwicklungsaufgaben in
JIRA verwaltet. Arbeitet viel mit JIRA, Word und Excel.
Wissen Arbeitet seit 12 Jahren als Anforderungsbeauftragte. Nutzt JIRA seit 5 Jahren
Bedu¨rfnisse Muss Entscheidungen zur Erhebung und Umsetzung von Anforderungen doku-
mentieren.
Frustration Lange Ladezeiten. Komplizierte Nutzung (zu viele Klicks fu¨r die Verwaltung
von Anforderungen und Entscheidungswissen)
Wu¨nsche Entscheidungswissen in informellen Dokumenten markieren,und verknu¨pfen.
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4.2 Funktionale Anforderungen an DecXtract
Dieser Abschnitt beschreibt alle Anforderungen an die Funktionalita¨t von DecXtract. Der dafu¨r
definierte User Task beschreibt die Aufgabe, bei der NutzerInnen unterstu¨tzt werden sollen.
Dieser wird zusa¨tzlich mit Sub Tasks, Systemfunktionen und User Storys verfeinert.
4.2.1 Aufgaben der NutzerInnen
UT1 – Software entwickeln
Anforderungsingenieure erheben und beschreiben Anforderungen fu¨r eine Software. Diese Anfor-
derungen werden von EntwicklerInnen implementiert. Wa¨hrend der Erhebung und Implemen-
tierung der Anforderungen treffen alle projektbeteiligten Personen Entscheidungen. Diese sind
entweder explizit in entsprechenden Entscheidungsartefakten angelegt oder werden implizit oh-
ne konkrete Dokumentationsvorschrift in JIRA-Issue-Kommentaren und Commit-Nachrichten
festgehalten.
ST1 – Software-Entwicklungsprozess fu¨r das Projekt definieren
ProjektadministratorInnen definieren den Softwareentwicklungsprozess fu¨r das Projekt. Sie ent-
scheiden daru¨ber, wie Entscheidungswissen im Softwareentwicklungsprojekt verwaltet wird. Zu
diesem Zweck konfigurieren und verwalten die Projektadministratoren und Systemadministra-
torInnen die Funktionen des Plug-Ins.
ST2 – Anforderungen erheben, dokumentieren, a¨ndern, verwalten
Anforderungsbeauftragte ermitteln und dokumentieren Anforderungen an die Software. Dabei
treffen sie Entscheidungen.
ST3 – Code implementieren
EntwicklerInnen implementieren Quellcode anhand der definierten Anforderungen. Alle Design-
und Entwicklungsentscheidungen werden entsprechend des festgelegten Prozesses dokumentiert.
ST4 – A¨nderungsauswirkungen analysieren
Die EntwicklerIn plant eine A¨nderung anhand einer neuen oder gea¨nderten Anforderungen bzw.
einer gea¨nderten Entwurfsentscheidung. Dabei identifiziert sie neben den direkt zu a¨ndernden
Softwareartefakten auch die Softwareartefakte (Code, Anforderungen, Entscheidungen), die von
der A¨nderung betroffen sind.
ST5 – Qualita¨t des dokumentierten Entscheidungswissens analysieren
Die Dokumentationsbeauftragte fu¨r Entscheidungswissen pflegt dokumentiertes Entscheidungs-
wissen sodass es konsistent in hoher Qualita¨t vorliegt.
4.2.2 Systemfunktionen und User Stories
Die nachfolgenden Systemfunktionen beschreiben die Aufgaben von DecXtract aus Sicht des
Systems. Dafu¨r werden die notwendigen Ein- und Ausgaben, Vor- und Nachbedingungen sowie
Ausnahmen und Regeln definiert. Des Weiteren wird die Motivation und Rolle der NutzerIn
durch eine User Story fu¨r jede Systemfunktion beschrieben.




Als eine Projekt-AdministratorIn mo¨chte ich in den Projekteinstellungen DecXtract aktivieren
und deaktivieren, sodass ich entscheiden kann, wann das Plug-In fu¨r mein Projekt genutzt
wird. Tabelle 4.5 beschreibt die Systemfunktion zu dieser Anforderung. Diese Systemfunktion
unterstu¨tzt Subtask ST1.
Tabelle 4.5: SF1: DecXtract aktivieren
Vorbedingung JIRA-Projekt existiert, ConDec ist aktiviert.
Input Projekt Schlu¨ssel, Extraktion aktiviert?
Nachbedingung DecXtract entweder aktiviert oder deaktiviert
Ausgabe Erfolgs- oder Fehlermeldung
Ausnahmen Projektschlu¨ssel existiert nicht in der Datenbank.
4.2.2.2 Entscheidungswissen in JIRA-Issue-Kommentaren automatisch klassifizieren
Als eine EntwicklerIn mo¨chte ich Entscheidungswissen in JIRA-Issue-Kommentaren automati-
siert klassifizieren lassen, um selbst keine Sa¨tze in Wissenstypen klassifizieren zu mu¨ssen. Tabel-
le 4.6 beschreibt die Systemfunktion zu dieser Anforderung. Diese Systemfunktion unterstu¨tzt
Subtask ST3.
Tabelle 4.6: SF2: Entscheidungswissen in JIRA-Issue-Kommentaren automatisch klassifizieren
Vorbedingung Issue existiert mit mindestens einem Kommentar.
Input JIRA-Issue
Nachbedingung Klassifikation ist intern gespeichert.
Ausgabe Text ist als relevantes Entscheidungselement mit bestimmten Wissenstypen
oder als nicht relevant gekennzeichnet.
Regeln Wird ein Satz als relevant klassifiziert, wird der Wissenstyp klassifiziert.
Speziell formatierter Text wird nicht klassifiziert. Bereits klassifizierter Text
wird nicht klassifiziert.
4.2.2.3 Entscheidungswissen in JIRA-Issue-Kommentaren manuell klassifizieren
Als eine EntwicklerIn mo¨chte ich Entscheidungswissen in JIRA-Issue-Kommentaren markieren,
um Sa¨tze in entsprechende Wissenstypen zu klassifizieren. Tabelle 4.7 beschreibt die System-
funktion zu dieser Anforderung. Diese Systemfunktion unterstu¨tzt Subtask ST3.
Tabelle 4.7: SF3: Entscheidungswissen in JIRA-Issue-Kommentaren manuell klassifizieren
Vorbedingung Issue existiert mit mindestens einem Kommentar.
Input Satz bzw. Sa¨tze/Teile aus JIRA-Issue-Kommentar und Wissenstyp.
Nachbedingung Klassifikation ist intern gespeichert
Ausgabe Entscheidungswissen ist im Text gekennzeichnet.
Ausnahmen Die Klassifikation ist unzula¨ssig.
Regeln Markierte Sa¨tze werden nicht klassifiziert. Die Markierung muss nach der
Vorschrift des Systems erfolgen.
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4.2.2.4 Entscheidungswissen in JIRA-Issue-Kommentaren anzeigen
Als eine EntwicklerIn oder Rationale-ManagerIn mo¨chte ich Entscheidungswissen in JIRA-
Issue-Kommentaren einsehen, sodass ich einen U¨berblick u¨ber alle Entscheidungselemente zu
diesem JIRA-Issue habe. Tabelle 4.8 beschreibt die Systemfunktion zu dieser Anforderung.
Tabelle 4.8: SF4: Entscheidungswissen in JIRA-Issue-Kommentaren anzeigen
Vorbedingung JIRA-Issue existiert mit in Kommentaren klassifiziertem Entscheidungswis-
sen.
Input JIRA-Issue
Nachbedingung Entscheidungswissen ist angezeigt.
Ausgabe Entscheidungswissen in u¨bersichtlicher Darstellung
Ausnahmen Projekt existiert nicht. Keine Kommentare vorhanden.
Regeln Nur lesende Ansicht
4.2.2.5 Entscheidungswissen in JIRA-Issue-Kommentaren im Kontext von weiterem
Entscheidungswissen, Projektwissen und Systemwissen anzeigen
Als eine EntwicklerIn oder Rationale-ManagerIn mo¨chte ich Entscheidungswissen in JIRA-
Issue-Kommentaren im Kontext von weiterem Wissen einsehen, sodass ich alle vorhanden Ent-
scheidungselemente ansehen und verwalten kann. Tabelle 4.9 beschreibt die Systemfunktion zu
dieser Anforderung.
Tabelle 4.9: SF5: Entscheidungswissen in JIRA-Issue-Kommentaren im Kontext von weiterem
Entscheidungswissen, Projektwissen und Systemwissen anzeigen
Vorbedingung Projekt existiert, Entscheidungswissen ist vorhanden
Input JIRA-Projekt
Nachbedingung Entscheidungswissen ist angezeigt
Ausgabe Entscheidungswissen in u¨bersichtlicher Darstellung
Ausnahmen Projekt existiert nicht. Keine Entscheidungselemente vorhanden.
4.2.2.6 Automatisch sowie manuell klassifiziertes Entscheidungswissen bearbeiten
Als eine EntwicklerIn mo¨chte ich klassifiziertes Entscheidungswissen bearbeiten, um Fehler der
automatischen und manuellen Klassifikation zu korrigieren. Damit erzeuge ich textuell korrektes
Entscheidungswissen, das vollsta¨ndig dokumentiert und verlinkt ist. Der Wissenstyp gibt die
Aussage des Textes wieder. Tabelle 4.10 beschreibt die Systemfunktion zu dieser Anforderung.
Diese Systemfunktion unterstu¨tzt Subtask ST5.
Tabelle 4.10: SF6: Automatisch sowie manuell klassifiziertes Entscheidungswissen bearbeiten
Vorbedingung JIRA-Issue existiert mit in Kommentaren klassifiziertem Entscheidungswissen
Input Ausgewa¨hltes Entscheidungselement, gewu¨nschte A¨nderung
Nachbedingung Klassifikation ist intern gespeichert. Es wird vermerkt, wenn Entscheidungs-
wissen durch die NutzerIn markiert wurde.
Ausgabe Erfolgs oder Fehlermeldung.
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4.2.2.7 Entscheidungswissen in JIRA-Issue-Kommentaren verlinken, Verlinkung lo¨sen
Als eine EntwicklerIn mo¨chte ich Entscheidungswissen in JIRA-Issue-Kommentaren mit ande-
rem Wissen verlinken, um eine Entscheidung vollsta¨ndig und korrekt zu dokumentieren. Tabelle
4.11 beschreibt die Systemfunktion zu dieser Anforderung. Diese Systemfunktion unterstu¨tzt
Subtask ST5.
Tabelle 4.11: SF7: Entscheidungswissen in JIRA-Issue-Kommentaren verlinken, Verlinkung lo¨sen
Vorbedingung JIRA-Issue existiert mit in Kommentaren klassifiziertem Entscheidungswissen
Input Startelement mit Dokumentationsort, Zielelement mit Dokumentationsort.
Nachbedingung Verlinkung ist intern gespeichert.
Ausgabe Verlinkung ist auf der Oberfla¨che sichtbar.
Ausnahmen Start oder Ziel Element existiert nicht.
4.2.2.8 Explizites Entscheidungswissen zu JIRA-Issue hinzufu¨gen
Als eine Entwicklerin mo¨chte ich existierendes Entscheidungswissen mit neuen Entscheidungs-
elementen verknu¨pfen. Dabei mo¨chte ich bestimmen, ob neues Entscheidungswissen als JIRA-
Issue oder als JIRA-Issue-Kommentar gespeichert wird, sodass neue Entscheidungselemente
entsprechend ihres Kontext verfu¨gbar sind. Tabelle 4.12 beschreibt die Systemfunktion zu die-
ser Anforderung. Diese Systemfunktion unterstu¨tzt Subtask ST4.
Tabelle 4.12: SF8: Explizites Entscheidungswissen zu JIRA-Issue hinzufu¨gen
Vorbedingung JIRA-Issue existiert.
Input JIRA-Issue, Beschreibung, Wissenstyp, Dokumentationsort
Nachbedingung Neues Entscheidungselement ist erstellt und verlinkt.
Ausgabe Neues Entscheidungselement, entsprechend gewa¨hltem Dokumentationsort.
Ausnahmen JIRA-Issue existiert nicht.
4.2.2.9 Dokumentationsort von Entscheidungswissen verwalten
Als eine Dokumentationsbeauftragte fu¨r Entscheidungswissen mo¨chte ich den Dokumentations-
ort von Entscheidungswissen vera¨ndern, sodass es mo¨glich ist verknu¨pftes Entscheidungswissen
in JIRA zu exportieren. Tabelle 4.13 beschreibt die Systemfunktion zu dieser Anforderung.
Diese Systemfunktion unterstu¨tzt Subtask ST5.
Tabelle 4.13: SF9: Dokumentationsort von Entscheidungswissen verwalten
Vorbedingung Projekt existiert, Entscheidungswissen ist vorhanden
Input JIRA-Projekt
Nachbedingung neues JIRA-Issue mit Entscheidungswissen
Ausgabe neues JIRA-Issue Projekt
Ausnahmen Quelle des Entscheidungselements existiert nicht.
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4.2.2.10 Metriken zur Beurteilung der Vollsta¨ndigkeit des Entscheidungswissens
berechnen
Als eine Rationale ManagerIn mo¨chte ich Metriken zur Verbundenheit des Entscheidungswissens
einsehen, um zu beurteilen, wie vollsta¨ndig die getroffenen Entscheidungen in meinem Projekt
dokumentiert sind. Tabelle 4.14 beschreibt die Systemfunktion zu dieser Anforderung. Diese
Systemfunktion unterstu¨tzt Subtask ST5.
Tabelle 4.14: SF10: Metriken zur Beurteilung der Vollsta¨ndigkeit des Entscheidungswissens berechnen
Vorbedingung Projekt existiert, Entscheidungswissen ist vorhanden
Input Alle Entscheidungselemente
Nachbedingung Metriken sind berechnet.
Ausgabe Metriken in geeigneter Form
Ausnahmen Projekt existiert nicht. Keine Entscheidungselemente vorhanden.
4.2.3 Doma¨nendaten
Das Doma¨nendatenmodell in Abbildung 4.1 beschreibt die Beziehung zwischen JIRA-Issues,
Quellcode, Kommentaren und Sa¨tzen. Dabei stellen JIRA-Issues in Sa¨tze in Kommentaren von
JIRA-Issues ein Entscheidungselement dar. Jedes Entscheidungselement besitzt einen Wissens-
typ nach dem IBIS Modell. DecXtract behandelt Sa¨tze in einem JIRA-Issue-Kommentar als
Entscheidungselemente. Zur Identifizierung bekommen Sa¨tze eine Id-Nummer. Die Beziehung
zwischen JIRA-Issue und Entscheidungselement ist bereits in ConDec realisiert. JIRA-Entita¨ten
sind Blau dargestellt. Die ConDec Implementierung in Orange. Gru¨n bezeichnet Information
aus einem Git Repository. Die hier aufgezeigten Wissenstypen orientieren sich am IBIS Modell
























4.3 Nichtfunktionale Anforderungen an DecXtract
Nichtfunktionale Anforderungen (NFR) beschreiben, wie gut eine funktionale Anforderung ent-
wickelt werden bzw. arbeiten muss. Die Kategorien der NFR orientieren sich an [18]. Die Be-
schreibung stellt eine Einschra¨nkung bei der Umsetzung der Anforderungen dar. Der Zeitpunkt
beschreibt den Projektabschnitt, in dem die NFR zu beachten ist. Die Tabellen 4.15, 4.16, 4.17,
4.18, 4.19, 4.20, 4.21 und 4.22 definieren die nichtfunktionalen Anforderungen.
Tabelle 4.15: NFR: Funktionale Eignung: Funktionale Vollsta¨ndigkeit
Kategorie
Funktionale Eignung: Funktionale Vollsta¨ndigkeit
(Functional Suitability: Functional Completeness)
Beschreibung Das entwickelte System bildet alle dokumentierten Anforderungen ab. Die An-
forderungen decken alle Aspekte des Ausschreibungsdokumentes ab. Die doku-
mentierten Anforderungen machen keine Impliziten annahmen.
Zeitpunkt Entwurfs- und Entwicklungsphase
Tabelle 4.16: NFR: Funktionale Eignung: Funktionale Korrektheit
Kategorie
Funktionale Eignung: Funktionale Korrektheit
(Functional Suitability: Functional correctness)
Beschreibung Das entwickelte System wird durch Testfa¨lle u¨berpru¨ft. Dabei sollen 80% aller
Methoden durch Unit Tests abgedeckt sein und ein korrektes Ergebnis liefern.
Systemtests sollen alle mo¨glichen Nutzer Interaktionen abdecken.
Zeitpunkt Entwurfs- und Testphase




Beschreibung Das Klassifizieren von Entscheidungswissen in JIRA-Issue-Kommentaren dau-
ert fu¨r 10 Kommentare mittlerer La¨nge ( 100 Wo¨rter) nicht la¨nger als 5 Se-
kunden auf einem aktuellen System (Intel i5 7200U, 16 GB Ram)
Zeitpunkt Entwurfs- und Entwicklungsphase




Beschreibung Die entwickelte Komponente fu¨gt sich in ConDec ein. Dabei entstehen keine
Integrationsprobleme.
Zeitpunkt Entwurfs- und Entwicklungsphase
Tabelle 4.19: NFR: Benutzerfreundlichkeit: Schutz vor Benutzerfehlern
Kategorie
Benutzerfreundlichkeit: A¨sthetik der Benutzeroberfla¨che
(Usability: User interface aestetics)
Beschreibung Farbliche Kennzeichnung verschiedener Wissenstypen.
Zeitpunkt Entwicklungsphase
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Beschreibung Das System verha¨lt sich stabil gegenu¨ber fehlerhaften Nutzereingaben.
Zeitpunkt Entwicklungs- und Testphase




Beschreibung Das System verwendet geeignete Design Patterns, Seperation of Concerns sowie
geeignete Klassen und Paketstrukturen.
Zeitpunkt Entwurfs- und Entwicklungsphase




Beschreibung Die Systemarchitektur erlaubt das spa¨tere hinzufu¨gen von anderen Quellen mit
Entscheidungswissen
Zeitpunkt Entwurfs- und Entwicklungsphase
4.4 User Interface Strukturdiagramm
Das User Interface (UI) Strukturdiagramm in Abbildung 4.2 beschreibt alle fu¨r DecXtract
no¨tigen Arbeitsbereiche und deren Navigationsmo¨glichkeiten. Zudem entha¨lt jeder Arbeitsbe-
reich die zugeho¨rigen Systemfunktionen und Daten.
Ansicht Work Space (WS) 1 wird von JIRA bereitgestellt und beschreibt die JIRA-Oberfla¨che.
JIRA-Issues werden in Ansicht WS1.4 dargestellt. Die NutzerIn kann hier JIRA-Issues erzeugen
und verwalten. Ansicht WS1.4.1 erweitert Ansicht WS1.4 durch ein Modul und zeigt verlink-
tes Entscheidungswissen zum aktuellen JIRA-Issue in einer Graphenansicht. Die von ConDec
bereitgestellten Systemfunktionen werden in dieser Ansicht durch die DecXtract Systemfunk-
tionen 4 und 8 erweitert. Ansicht WS1.4.2 erzeugt ein Tab Panel am unteren Ende von Ansicht
WS1.4. Das Tab Panel befindet sich neben dem Panel
”
Kommentare“ und zeigt Entschei-
dungswissen aus Kommentaren zum aktuellen JIRA-Issue. In Verbindung mit dem Tab Panel
”
Kommentare“ stehen die Systemfunktionen 2,3,4,5 und 7.
U¨ber die von JIRA bereitgestellte seitliche Navigation kann Ansicht WS1.3 und Ansicht WS1.5
erreicht werden. Ansicht WS1.3 ermo¨glicht es NutzerInnen Entscheidungswissen zum aktuellen
Projekt einzusehen und zu verwalten. Ansicht WS1.5 erzeugt eine Auswertung u¨ber Entschei-
dungswissen aus JIRA-Issue-Kommentaren. Systemfunktion 6 berechnet hier entsprechende
Kennzahlen fu¨r das ausgewa¨hlte Projekt. Ansicht WS1.2 und Ansicht WS1.1 ermo¨glichen es,
ProjektadministratorInnen ConDec und einzelne Komponenten zu (de)aktivieren. Zusa¨tzlich








Dieses Kapitel definiert die erwarteten NutzerInnen in den Rollen einer Projekt-AdministratorIn,
einer Rationale-ManagerIn, einer EntwicklerInnen und einer Anforderungsbeauftragten. Ein
User Task und fu¨nf User Sub Tasks beschreiben die Aufgaben dieser Rollen. Zehn funktionale
Anforderungen werden mit Systemfunktionen und User Stories an DecXtract gestellt. Neun
weitere nichtfunktionale Anforderungen beschreiben wie gut die funktionalen Anforderungen
umgesetzt werden mu¨ssen. Tabelle 4.23 beschreibt alle, in diesem Kapitel definierten, Anforde-
rungen.
Tabelle 4.23: Auflistung aller Anforderungen mit Identifikationsnummer
Id Typ Name
1 SF DecXtract aktivieren
2 SF Entscheidungswissen in JIRA-Issue-Kommentaren automatisch klassifizieren
3 SF Entscheidungswissen in JIRA-Issue-Kommentaren manuell klassifizieren
4 SF Entscheidungswissen in JIRA-Issue-Kommentaren anzeigen
5 SF Entscheidungswissen in JIRA-Issue-Kommentaren im Kontext von weiterem Ent-
scheidungswissen, Projektwissen und Systemwissen anzeigen
6 SF Automatisch sowie manuell klassifiziertes Entscheidungswissen bearbeiten
7 SF Entscheidungswissen in JIRA-Issue-Kommentaren verlinken, Verlinkung lo¨sen
8 SF Explizites Entscheidungswissen zu JIRA-Issue hinzufu¨gen
9 SF Dokumentationsort von Entscheidungswissen verwalten
10 SF Metriken zur Beurteilung der Vollsta¨ndigkeit des Entscheidungswissens berechnen
11 NFR Funktionale Eignung: Funktionale Vollsta¨ndigkeit
12 NFR Funktionale Eignung: Funktionale Korrektheit
13 NFR Leistungseffizienz: Zeitverhalten
14 NFR Kompatilita¨t: Interoperabilita¨t
15 NFR Benutzerfreundlichkeit: A¨sthetik der Benutzeroberfla¨che
16 NFR Zuverla¨ssigkeit: Fehlertoleranz
17 NFR Instandhaltbarkeit: Modularita¨t




5 Entwurf und Implementierung
Dieses Kapitel beschreibt die wichtigsten Entwurfsentscheidungen zur Umsetzung der definier-
ten Anforderungen sowie Vorgehen und Herausforderungen bei der Implementierung. Abschnitt
5.1 erla¨utert das existierende JIRA-ConDec Plug-In und dessen Architektur. Abschnitt 5.2 be-
nennt alle Entscheidungen, die zur Erweiterung der ConDec Systemarchitektur getroffen wur-
den. Dafu¨r werden zuna¨chst Modelle und anschließend die Integration in ConDec beschrieben.
Abschnitt 5.3 erkla¨rt alle Entwurfsentscheidungen zu Systemfunktionen sowie deren Implemen-
tierung.
5.1 Architektur des ConDec JIRA-Plug-In’s
Das CURES ConDec JIRA-Plug-In ermo¨glicht der NutzerIn, Entscheidungswissen in JIRA
zu erfassen und zu erforschen. Dokumentiertes Entscheidungswissen kann in JIRA-Issues mit
Features, Aufgaben zur Implementierung oder Fehlerberichten verlinkt werden. Dafu¨r existieren
bereits verschiedene Ansichten und Module (Kapitel 4.4 Seite 29), die DecXtract erweitert.
ConDec stellt derzeit zwei Mo¨glichkeiten bereit, um Entscheidungswissen zu persistieren. Die
Issue-Strategie stellt Entscheidungselemente in JIRA-Issues dar. JIRA-Issue-Links werden ver-
wendet, um Entscheidungselemente miteinander und mit anderen JIRA-Issues, wie beispiels-
weise Feature-Aufgaben, zu verlinken. Der Vorteil dieser Strategie besteht darin, dass alle fu¨r
JIRA-Issues verfu¨gbaren Funktionen genutzt werden ko¨nnen, um Entscheidungswissen zu ver-
walten, z.B. die Suche nach einer Entscheidung in der Liste der JIRA-Issues. Der Nachteil ist,
dass das dedizierte Issue-Type-Schema dem JIRA-Projekt zugeordnet werden muss.
Um diesen Nachteil zu u¨berwinden, verwendet die Active-Objects-Strategie unterschiedliche
Modellklassen fu¨r Entscheidungselemente und deren Verknu¨pfungen. Diese Strategie nutzt Ob-
ject Relational Mapping, um mit der internen Datenbank von JIRA zu kommunizieren. Instan-
zen dieser Datenbank werden mit Active Objects (AO) bezeichnet. Die AO-Strategie nutzt zwei
Datenbanktabellen. Die Tabelle ConDec Element speichert Entscheidungselemente. Die Tabelle
ConDec Link speichert Links zwischen zwei Entscheidungselementen der AO-Strategie.
REST Schnittstellen stellen einen wichtigen Bestandteil fu¨r die JIRA-Plug-In Entwicklung dar.
Diese ermo¨glichen es, außerhalb von JIRA, Daten aus der JIRA-Datenbank anzufordern oder
neue Daten an den JIRA-Server zu u¨bertragen.
Der Quellcode von ConDec ist auf o¨ffentlich GitHub1 verfu¨gbar.
1ConDec GitHub: https://github.com/cures-hub/cures-condec-jira Zuletzt aufgerufen am 17.12.2018
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5.2 Architekturentscheidungen
Die Architekturbeschreibungen enthalten alle A¨nderungen und Erweiterungen an der ConDec
Systemarchitektur. Tabelle 5.1 beschreibt wichtige Entscheidungsprobleme und deren Lo¨sung.
Die Firma Atlassian entwickelt JIRA als Webservice, NutzerInnen auf der Clientseite ko¨nnen
diesen Dienst einfach in ihrem Webbrowser nutzen. Deshalb ko¨nnen alle ga¨ngigen Web-Pro-
grammiersprachen fu¨r die Clientseite eingesetzt werden. Diese Arbeit nutzt JavaScript (mit
JQuery) und Apache Velocity. Die Serverseite beschra¨nkt die Entwicklung auf Java als Pro-
grammiersprache.
Bei der Projektplanung musste entschieden werden, ob DecXtract direkt in das ConDec Plug-
In integriert wird oder als eigensta¨ndiges, von ConDec abha¨ngiges JIRA-Plug-In entwickelt
werden soll. Da DecXtract von einigen ConDec Komponenten abha¨ngig ist, wurde entschieden
DecXtract direkt zu integrieren.
Mit DecXtract werden neue Modellklassen anhand des Doma¨nendatendiagramms in Abbildung
4.1 auf Seite 27 eingefu¨gt. Abbildung 5.1 zeigt das Entwurfsklassendiagramm der DecXtract
Modellklassen (gelb) im Kontext der ConDec Modellklassen (blau). Die neue Klasse Sentence
bildet einen Textabschnitt ab und speichert beno¨tigte Attribute. Ein Satz repra¨sentiert ein
Entscheidungselement als Bestandteil eines Entscheidungsproblems. Daher erbt Sentence von
DecisionKnowledgeElement, um die Integration in ConDec zu ermo¨glichen. Sa¨tze sind Teile
eines JIRA-Issue-Kommentars, diese werden durch die Klasse Comment abgebildet.
Um DecXtract optimal in ConDec zu integrieren, muss die Klasse Sentence im restlichen Plug-
In etabliert werden. Dies betrifft die erzeugten Oberfla¨chenstrukturen von ConDec in Ansicht
WS1.3: Decision Knowledge View. Da Sentence Objekte auch DecisionKnowledgeElement Ob-
jekte sind, beno¨tigen Methoden keine Fallunterscheidung. Das Entwurfsklassendiagramm in
Abbildung 5.2 zeigt die geplante Beziehung der Klassen zur Erzeugung der Listenansicht Tree-
Viewer und der Graphenansicht GraphImpl. Die Modellklasse Sentence soll dabei so entwickelt
werden, dass alle Zusta¨ndigkeiten getrennt sind (engl.: Seperation of Concerns).
Da Sentence von DecisionKnowledgeElement erbt, mu¨ssen keine A¨nderungen am Zugriff auf
Informationen (bspw. das Attribut description) angepasst werden. Die Klasse GraphImpl muss
um eine Methode erga¨nzt werden, die alle verlinkten Sa¨tze und deren Links einbindet.
Tabelle 5.1: Architektur Entscheidungsprobleme
Entscheidungsproblem Entscheidung
Welche Programmiersprachen sollen genutzt
werden?
Java, JavaScript, Apache Velocity
Wie soll DecXtract mit ConDec Funktiona-
lita¨ten verknu¨pft werden?
Integriere DecXtract in das ConDec Plug-In
Wie sollen die neuen Entita¨ten in ConDec
eingebunden werden?
Nutze die Klasse Sentence fu¨r einen Satz in
einem JIRA-Issue-Kommentar Comment
Wie soll DecXtract mit ConDec interagie-
ren?





























































Abbildung 5.2: Entwurfsklassendiagramm zur Integration der Modellklassen von DecXtract in
die Oberfla¨chenklassen von ConDec
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5.3 Entwurfsentscheidungen zu Systemfunktionen
Aus den Anforderungen ergeben sich drei Mo¨glichkeiten Entscheidungswissen in JIRA-Issue-
Kommentaren in eine Wissenstyp zu klassifizieren. Die manuelle Klassifizierung mit Tags und
Icons in Systemfunktion 3 aus Abschnitt 4.2.2.3, die automatische Klassifizierung in System-
funktion 2 aus Abschnitt 4.2.2.2, sowie die Korrektur der vorangegangenen Mo¨glichkeiten in
Systemfunktion 6 aus Abschnitt 4.2.2.6.
Diese und weitere Systemfunktionen werden nachfolgend anhand ihrer Entwurfsentscheidungen
und Implementierungsarbeiten beschrieben.
5.3.1 DecXtract aktivieren
Dieser Abschnitt beschreibt Systemfunktion 1 aus Anforderungskapitel 4.2.2.1 auf Seite 24.
Die JIRA-Projekt AdministratorIn kann entscheiden, ob sie DecXtract im Rahmen von Con-
Dec benutzen mo¨chte. ConDec bietet bereits zwei Ansichten fu¨r Einstellungen an Projekten an:
WS1.1 All Projects Admin View und WS1.2 Single Project Admin View. WS1.1 bietet eine
U¨bersicht aller Projekte und ermo¨glicht die (De)aktivierung einzelner Komponenten von Con-
Dec. Ansicht WS1.2 beschreibt das aktuell ausgewa¨hlte Projekt detaillierter und bietet feinere
Einstellungsmo¨glichkeiten wie z.B. welche Typen von Entscheidungswissen verwendet werden
sollen.
Es wurde entschieden, diese Ansichten um eine (De)aktivierungsmo¨glichkeit fu¨r DecXtract zu
erweitern. Somit sind alle ConDec-Einstellungen fu¨r die NutzerIn an einer Stelle verfu¨gbar.
Die Projekt-AdministratorIn soll in den Ansichten WS1.1 All Projects Admin View und WS1.2
Single Project Admin View die Mo¨glichkeit haben DecXtract mit einem Schalter zu (De)aktivieren.
Beide Ansichten bieten in ConDec bereits Mo¨glichkeiten an um einzelne Komponenten zu kon-
figurieren. Abbildung 5.3 zeigt die Mo¨glichkeit zur Aktivierung von DecXtract in WS1.1 All
Projects Admin View in der letzten Spalte.
Abbildung 5.3: Aktivierungsmo¨glichkeit zu DecXtract in WS1.1 All Projects Admin View
JIRA erzeugt WS1.1 und WS1.2 durch Templates. Diese existieren bereits in ConDec und
werden durch einen Schalter fu¨r die DecXtract Komponente erweitert. Eine REST-Schnittstelle
in der Klasse ConfigRest ermo¨glicht die U¨bertragung einer A¨nderung auf Seite der NutzerIn an
den Server. Serverseitig wird die Auswahl durch Klasse ConfigPersistence gespeichert.
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5.3.2 Entscheidungswissen in JIRA-Issue-Kommentaren automatisch
klassifizieren
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 2 aus Kapitel 4.2.2.2 auf Seite 24. Abbildung 5.4 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.5 listet weitere Entscheidungsprobleme auf.
Abbildung 5.6 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
R. Alkadhi entwickelt in ihrer Arbeitet einen Klassifikator, der Entscheidungswissen in natu¨rlicher
Sprache erkennt und in einen Wissenstyp klassifiziert. Dieser Algorithmus kann einem Satz mehr
als ein Wissenstyp zuweisen [7]. Eine Entscheidung, die bei der Umsetzung dieser Systemfunk-
tion getroffen werden musste, war die Frage, ob DecXtract mehr als einen Wissenstyp fu¨r ein
Entscheidungselement zula¨sst. Abbildung 5.4 adressiert dieses Entscheidungsproblem.
Die ConDec-Klasse DecisionKnowledgeElement speichert Wissenstypen im Attribut knowledge-
Type. Die mo¨glichen Wissenstypen sind in der KnowledgeType Enumeration gespeichert. Tech-
nisch ist die Umsetzung von mehreren Wissenstypen fu¨r ein Entscheidungselement mo¨glich,
erho¨ht allerdings den Integrationsaufwand in ConDec-Klassen. Zudem entsteht eine logische
Inkonsistenz gegenu¨ber der bestehenden Implementierung von ConDec. Um DecXtract gut in
ConDec zu integrieren und eine gute Wartbarkeit zu ermo¨glichen wurde entschieden einem Satz
maximal einen Wissenstyp zuzuordnen.
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Abbildung 5.4: Entscheidung u¨ber die Zuordnung von Sa¨tzen zu Wissenstypen.
Ein weiteres Entscheidungsproblem, das bei der Umsetzung dieser Systemfunktion gelo¨st werden
muss ist, wie Fließtext in Sa¨tze geteilt werden kann. Dabei muss auch entschieden werden,
wie mit speziellen Formatierungen, wie in Tabelle 5.2 gezeigt, umgegangen wird. Es wurde
entscheiden die JAVA Bibliothek BreakIterator2 Zum Teilen von Sa¨tzen einzusetzen. Diese
Bibliothek Fließtexte in Sa¨tze unter Beru¨cksichtigung von Satztrennung, Grammatik sowie




...“. Somit hat diese Bibliothek einen großen Vorteil
gegenu¨ber Methoden wie bspw. String.split().
Des Weiteren wurde entschieden, dass spezielle Formatierungen nicht geteilt werden, um ihren
Kontext nicht zu zersto¨ren. Da diese Textbausteine nicht in den Trainingsdaten vorkommen,
wird formatierter Text auch von der Klassifikation ausgeschlossen.
2Java Break Iterator: https://docs.oracle.com/javase/7/docs/api/java/text/BreakIterator.html Zuletzt
aufgerufen am 17.12.2018
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Tabelle 5.2: Formatierungsmo¨glichkeiten, die vom Klassifikator nicht beru¨cksichtigt werden.
Textbaustein Beispiel
Zitat {quote} This is a quote {quote}
Quellcode {code:java} int i = 0; {code}
Logfile {noformat} ...some logs...{noformat}
Panel {panel:title=Title}This is a big text {panel}
Die Klasse CommentSplitter sucht in Fließtexten nach speziellen Formatierungen und teilt
ein Kommentar in einzelne Sa¨tze. Die Klasse Sentence persistiert alle Sa¨tze, und speichert
die Start- und Endpositionen des Satzes in einer AO-Tabelle. Die Alternative, den Text eines
Satzes ebenfalls in einer AO-Tabelle zu speichern, stellt eine Redundanz gegenu¨ber der JIRA-
Persistierung von Kommentaren dar.
Nach der Satzteilung durch die Klasse CommentSplitter, beginnt die Textklassifikation. Abbil-
dung 5.5 zeigt diesen Prozess. Der bina¨rer Klassifikator pru¨ft, ob ein Satz relevantes Wissen
fu¨r ein Entscheidungsproblem besitzt. Die Klasse DecisionKnowledgeClassifier klassifiziert die
Sa¨tze in die Klassen relevant und irrelevant. Anschließend klassifiziert der feingranulare Klas-
sifikator den Wissenstyp relevanter Sa¨tze. Die verfu¨gbaren Wissenstypen orientieren sich am











Abbildung 5.5: Prozessbaum im Klassifikationsprozess von Sa¨tzen
Fu¨r die Implementierung des Klassifikators wird die Bibliothek Weka (Kapitel 2.4, Seite 2.4)
genutzt. Um Texte zu klassifizieren, mu¨ssen diese initial gefiltert werden. Dabei stehen in WE-
KA mehrere Techniken zur Verfu¨gung: Term Frequency & Inverse Term Frequency (TF-IDF)
errechnet die Relevanz eines Terms3 gegenu¨ber einem Dokument. Gleichung 5.1 beschreibt die
Berechnung der Term Frequency fu¨r einen Term i in einem Dokument j, wobei nk,j die Anzahl
der Dokumente bezeichnet die den Term j beinhalten.
Anschließend wird die inverse term frequency in Gleichung 5.2 berechnet. Dabei bezeichnet i
den jeweiligen Term und doci die Dokumente in denen der Term i vorkommt. Die Anwendung
von TF-IDF resultiert in einer Tabelle von allen enthaltenen Wo¨rtern, sowie aus dem Produkt








Die Anwendung der Methode toLowerCase vollzieht die Transformation aller Terme in Klein-
buchstaben. Die Methode NGramTokenizing bezeichnet die Anwendung von TF-IDF auf Wort-
sequenzen mit einer La¨nge von n.
3Term: Hier: Ein Wort, mehrere Wo¨rter oder ein Satz
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Der bina¨re Klassifikator nutzt die WEKA-Klasse FilteredClassifier. Diese kombiniert einen Fil-
ter mit einem beliebigen Klassifikationsalgorithmus. Die Filterklasse StringToWordVector nutzt
die beschriebenen Filter und erzeugt Vektoren von Termen mit ihrer Relevanz im gewa¨hlten
Dokument4. Experimente mit verschiedenen Klassifikationsalgorithmen zeigen, das Sequential
Minimal Optimization (SMO) die besten Ergebnisse liefert. Tabelle 5.3 entha¨lt die Ergebnisse
des Trainingsprozess.
Tabelle 5.3: Trainingsmetriken verschiedener Klassifikationsalgorithmen zur bina¨ren Textklas-
sifikation
Algorithmus Precision Recall F1-Score
SMO 0,861 0,864 0,862
SGD 0,859 0,861 0,860
Der feingranulare Klassifikator nutzt die Klasse LC 5 als Klassifikator. Zusa¨tzlich wird erneut
die Klasse FilteredClassifier mit den beschriebenen Textfiltern eingesetzt. Tabelle 5.4 beschreibt
gerundete Metriken fu¨r getestete Klassifikationsalgorithmen. Aufgrund der guten Ergebnisse
und der schnellen Laufzeit wird der Na¨ıveBayes Multinomial (NBM) Algorithmus eingesetzt
[13].
Tabelle 5.4: Testmetriken feingranularer Klassifikationalgorithmen
zur feingranularen Textklassifikation
Algorithmus Alternative Issue Decision Pro Con
Metrik P R F1 P R F1 P R F1 P R F1 P R F1
NBM 0,6 0,8 0,7 0,4 0,3 0,3 0,7 0,7 0,7 0,5 0,7 0,6 0,3 0,5 0,4
SMO 0,7 0,7 0,7 0,4 0,3 0,3 0,8 0,7 0,8 0,7 0,6 0,6 0,4 0,4 0,4
SGD 0,7 0,7 0,7 0,3 0,4 0,4 0,6 0,7 0,7 0,6 0,6 0,6 0,4 0,4 0,4
J48 0,7 0,7 0,7 0,4 0,1 0,2 0,8 0,6 0,7 0,6 0,5 0,5 0,5 0,3 0,3
Aufgrund der beschra¨nkten Menge an Testdaten (Tabelle 2.6) wird die Trainingsmethode cross
validation eingesetzt [15]. Diese Methode ist nu¨tzlich, wenn Test und Evaluationsdaten in ge-
ringer Menge vorliegen oder sehr verschieden sind. Zuerst wird die Anzahl der Validierungs-
durchla¨ufe mit n definiert. Anschließend wird der vorliegende Datensatz in n gleichgroße Teile
geteilt. Teilmenge 1 bis n1 stellen nun Trainingsdaten dar, Teilmenge n die Evaluationsdaten.
Iterativ wird jede Teilmenge einmal vom Trainingsdatensatz ausgeschlossen und zur Evaluation
des trainierten Modells verwendet. Anschließend wird das Modell mit den besten Ergebnissen
ausgewa¨hlt.
Die Klassifikation wird ebenfalls in der AO-Tabelle gespeichert. Abschließend wird der klassifi-
zierte Text im JIRA-Issue-Kommentar mit Tags (entsprechend Systemfunktion 3) markiert.
Zusa¨tzlich wurde Ansicht WS1.2 Single Project Admin View um einen Schalter erweitert, der
die automatische Klassifizierung ermo¨glicht oder unterdru¨ckt. Die Systemfunktion pru¨ft diese
Einstellung vor jeder Ausfu¨hrung des Klassifikators.
4Wa¨hrend des Trainingsprozess ist ein Dokument durch die Menge der Trainingsdaten einer Klasse beschrieben.
5LC als Abku¨rzung fu¨r Label Powerset.
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Tabelle 5.5: Entscheidungsprobleme zu Systemfunktion 2
Entscheidungsproblem Entscheidung
Darf ein Satz mehr als einen Wissenstyp an-
nehmen?
Nein, da inkonsistent zu ConDec.
Wie kann Fließtext in einzelne Sa¨tze geteilt
werden?
Die BreakIterator Bibliothek trennt Fließ-
texte mit Ru¨cksicht auf Grammatik und
Satzzeichen.
Sollen speziell formatierte Testbausteine in
einzelne Sa¨tze geteilt werden?
Nein, da dies sonst den Kontext und die Aus-
sage des Testbausteine zersto¨rt.
Soll die NutzerIn entscheiden ko¨nnen, ob
sie die automatische Klassifikation benutzen
mo¨chte?
Ja, mit einem Schalter in Ansicht WS1.2, da
die permanente automatische Klassifizierung
sto¨rend wirken kann.
Welche Trainingsmethode soll eingesetzt
werden?
Training mit Cross Validation.
Welcher Klassifizierungsalgorithmus soll ein-
gesetzt werden?
SGD (Bina¨r) & NBM (Feingranular), auf-





























-searchForTags(split: List String¡,openTag: String, closeTag: String)
-searchForTagsRecursive(toSearch: String, openTag: String,




























+ DecisionKnowledgeElementImpl(id: long, summary: String, description: String,





























+ getKnowledgeType(type: String): KnowledgeType




Abbildung 5.6: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 2
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5.3.3 Entscheidungswissen in JIRA-Issue-Kommentaren manuell
klassifizieren
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 3 in Abschnitt 4.2.2.3 auf Seite 24. Abbildung 5.7 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.7 listet weitere Entscheidungsprobleme auf.
Abbildung 5.9 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Die NutzerIn von DecXtract soll Sa¨tze in JIRA-Issue-Kommentaren eigensta¨ndig als Entschei-
dungswissen klassifizieren ko¨nnen. Gegenu¨ber der automatischen Klassifikation in Systemfunk-
tion 2 wird dieser Vorgang als
”
manuelle Klassifikation“ bezeichnet.
Es musste entschieden werden, wie die NutzerIn Bereiche im Fließtext als Entscheidungswissen
kennzeichnen kann. Abbildung 5.7 zeigt dieses Entscheidungsproblem. JIRA bietet die Verwen-
dung von Makros im Text-Editor an. Makros erzeugen spezielle Formatierungen, wie in Tabelle
5.2 gelistet. Makros erlauben eine Kennzeichnung mit einem Icon und einer Hintergrundfarbe
fu¨r Sa¨tze eines Entscheidungselementes. Tabelle 5.6 zeigt ein Beispiel eines Makros.
Alternativ kann eine Markupsprache a¨hnlich wie HTML verwendet werden, die Sa¨tze mit ein-
deutigem Start- und Endpunkt klassifiziert. Diese Variante erlaubt keine Formatierung im Kom-
mentarbereich eines JIRA-Issues durch Farben. Die verwendeten Tags bleiben im Text sichtbar,
was den Lesefluss der NutzerIn sto¨rt. Tabelle 5.6 zeigt ein Beispiel zur Verwendung einer Mar-
kupsprache.
Beide Alternativen wurden in einem Prototyp implementiert. Durch die farbliche Hervorhebung
mit Makros werden aktuelle Entscheidungsprobleme in Ansicht WS1.4.1 Issue Comments (bspw.
im vorangegangenen Kommentar) gut deutlich. Zudem ko¨nnen neue Projektbeteiligte schnell
den Kontext aktueller Entscheidungselemente erkunden. Aufgrund dieser Argumente wurde
entschieden, Makros zur manuellen Klassifikation zu implementieren. Des Weiteren soll es der
NutzerIn mo¨glich sein, Icons im Fließtext zu benutzen, um Entscheidungswissen zu markieren.
Dafu¨r sollen die in JIRA existierenden Icons mit einem Wissenstyp kodiert werden. Ein Icon
markiert den Text bis zum na¨chsten Zeilenumbruch als Entscheidungselement.
  Issue ¡
Wie kann Entscheidungswissen














Abbildung 5.7: Entscheidungsbaum zur Entscheidung zur Markierung von Entscheidungswissen
im Fließtext
Tabelle 5.6: Beispiele zur Markierung von Entscheidungswissen in Fließtexten
Makro Markup
{pro}I like this idea {pro} [pro] I like this idea [/pro]
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Durch Vererbung und U¨berschreiben der Klasse BaseMacro6 ko¨nnen neue Makros in JIRA
hinzugefu¨gt werden. Dabei beno¨tigt jedes Makro (bzw. jeder Wissenstyp), eine eigene Klasse.
Das Entwurfsklassendiagramm in Abbildung 5.8 beschreibt diese Beziehung. In jeder Klasse
kann somit eine eigene HTML-Formatierung definiert werden. Die nachfolgenden fehlerhaften
Eingabe werden nicht behandelt.
{pro} I like this idea {con} {pro} I like this idea {Pro}
Das Klassendiagramm in Abbildung 5.9 beschreibt u.a. die Klasse DecXtractEventListener.
Diese Klasse registriert A¨nderung an einem JIRA-Issue, bspw. wenn die NutzerIn einen neuen
Kommentar verfasst. Bei diesem Event startet die Klasse ViewConnector, die alle Kommentare
des aktuellen JIRA-Issues einliest und analog zu Systemfunktion 2 in Sa¨tze teilt und von der
Klasse ActiveObjectsManager in die AO-Datenbank schreibt.
Tabelle 5.7: Entscheidungsprobleme zu Systemfunktion 3
Entscheidungsproblem Entscheidung
Wie kann Entscheidungswissen im Fließtext
markiert werden?
Makros, erlauben die Markierung in der
Kommentaransicht.
Wann sollen Kommentare/Sa¨tze in die AO-
Datenbank geschrieben werden?
Event Listener fa¨ngt Speichern neuer Kom-
mentare ab.
Soll die NutzerIn die Mo¨glichkeit haben Mar-
kierungen durch Makros zu (De)aktivieren?



















+insertNewSentenceintoAO(comment: Comment, start: int, end: int): long
-createNewLinkForSentence(sentenceId: long, issueId: long): long
+updateKnowledgeTypeOfSentence(sentenceId: long, type: KnowledgeType)
Abbildung 5.9: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 2
6Base Macro: https://docs.atlassian.com/atlassian-renderer/5.0/apidocs/com/atlassian/renderer/v2/
macro/BaseMacro.html Zuletzt aufgerufen am 17.12.2018
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5.3.4 Entscheidungswissen in JIRA-Issue-Kommentaren anzeigen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 4 in Abschnitt 4.2.2.4 auf Seite 25. Abbildung 5.10 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.8 listet weitere Entscheidungsprobleme auf.
Abbildung 5.11 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Systemfunktion 2 und Systemfunktion 3 visualisieren Entscheidungswissen in JIRA-Issue-Kom-
mentaren durch Makros im Kommentarbereich. Diese Systemfunktion soll diese Ansicht durch
weitere Funktionalita¨ten erweitern.
Die Dokumentationsbeauftragte fu¨r Entscheidungswissen muss fu¨r ihre Arbeit sa¨mtliches Ent-
scheidungswissen eines JIRA-Issues untersuchen. Es wurde entschieden, dafu¨r auch nicht re-
levant gekennzeichnete Sa¨tze in Betracht zu ziehen. Abbildung 5.10 beschreibt das Entschei-
dungsproblem, wie sa¨mtliches Entscheidungswissen zu einem JIRA-Issue angezeigt und verwal-
tet werden kann.
Eine Mo¨glichkeit ist die Kommentaransicht um eine Filterfunktionalita¨t zu erweitern. Diese
Filter ko¨nnen ausgewa¨hlte Wissenstypen ein- und ausblenden. Ein Issue-Tabl-Panel kann Kom-
mentare a¨hnlich zur Kommentaransicht abbilden und dabei die Filtermo¨glichkeit anbieten.
Eine Alternative ist eine Listenansicht aller Entscheidungselemente, die mit dem aktuellen
JIRA-Issue verlinkt sind. Diese Darstellung erlaubt ebenfalls die Erweiterung einer Filtermo¨glichkeit.
Beide Alternativen wurden in einem Prototyp implementiert. Es wurde deutlich, dass die Lis-
tenansicht mehr Interaktionsmo¨glichkeiten fu¨r die NutzerIn bietet. Beispielsweise kann System-
funktion 6 und Systemfunktion 7 hier eingesetzt werden. Zudem ko¨nnen durch verschachtelte
Listen auch verlinktes Entscheidungswissen gezeigt werden. Die Darstellung in der erweiterten
Kommentaransicht erzeugt sehr aufwa¨ndig HTML Code, wobei viele Sonderfa¨lle beachtet wer-
den mu¨ssen. Daher wurde entscheiden, die Listenansicht zu implementieren. Diese Ansicht wird
mit WS1.4.3 Issue Tab Panel View bezeichnet.
Die Listenansicht in WS1.4.3 zeigt dabei identisches Wissen wie Ansicht WS:1.4.1 Issue Module.
Jedoch wird die Listenansicht um Entscheidungselemente erga¨nzt, die als nicht relevant klassi-

























Abbildung 5.10: Entscheidungsbaum zur Entscheidung von Links zwischen verschiedenen Ele-
menten des Entscheidungswissens.
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Ansicht WS1.3: Decision Knowledge View stellt eine Listenansicht aller Entscheidungselemente
zu einem gewa¨hlten Wissenstyps dar. Der Konstruktor der Klasse TreeViewer erzeugt diese Lis-
te anhand eines u¨bergebenen Wissenstyps. Ein neuer Konstruktor fu¨r DecXtract ermo¨glicht den
Aufbau einer Liste anhand eines Entscheidungselementes. Dafu¨r werden rekursiv alle verlinkten
Entscheidungselemente in die Liste eingefu¨gt. Es wurde entschieden, die Liste auf Nutzerseite
mit der JavaScript Bibliothek JsTree zu pra¨sentieren. Diese erzeugt eine verschachtelte Liste
und ermo¨glicht weitere Funktionalita¨ten wie Kontextmenu¨s und Drag and Drop.
Tabelle 5.8: Entscheidungsprobleme zu Systemfunktion 4
Entscheidungsproblem Entscheidung
Wie soll Entscheidungswissen in JIRA-Issue-
Kommentaren angezeigt werden?
Listenansicht
Sollen nicht relevante Sa¨tze in der Listenan-
sicht gezeigt werden?
Ja, bietet einfachere Mo¨glichkeit zur Verwal-
tung gegen Bearbeitung der Makros.
Wie soll die Filtermo¨glichkeit nach Wissens-
typen realisiert werden?
Liste wird nach gefilterten Typen durchsucht
und entsprechend entfernt.
Wie soll die Listenansicht auf Nutzer Seite
realisiert werden?
JSTree Bibliothek bietet geforderte Funktio-
nalita¨t, bereits in ConDec realisiert.
Wie soll die Listenansicht erzeugt werden? Erweiterung der ConDec Implementierung.
Wie sollen Wissentstypen in der Listenan-
sicht kodiert werden?







+TreeViewer(projectKey: String, rootType: KnowledgeType)
+TreeViewer(projectKey: String, showKnowledgeTypes: Boolean[])
–removeChildrenWithType(node: Data, type: KnowledgeType, showType: Boolean)
+getDataStructure(decisionKnowledgeElement: DecisionKnowledgeElement): Data






+getTreeViewer(projectId: String, showTypes: String): Response















Abbildung 5.11: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 4
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5.3.5 Entscheidungswissen in JIRA-Issue-Kommentaren im Kontext zu
weiterem Entscheidungswissen, Projektwissen und Systemwissen
anzeigen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 5 in Abschnitt 4.2.2.5 auf Seite 25. Abbildung 5.12 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.11 listet weitere Entscheidungsprobleme auf.
Abbildung 5.13 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Die NutzerIn hat in Ansicht WS1.3: Decision Knowledge View und WS1.4.1 Issue Module
die Mo¨glichkeit Entscheidungswissen im Kontext von Projekt und Systemwissen zu betrach-
ten und zu verwalten. Bei der Umsetzung dieser Systemfunktion musste entschieden werden,
wie Entscheidungswissen in JIRA-Issue-Kommentaren zusammen mit Entscheidungswissen in
JIRA-Issues in diese Ansichten eingebunden wird. DecXtract ist durch die Vererbung von Deci-
sionKnowledgeElement bereits gut in ConDec integriert. Allerdings sind Verlinkungen zwischen
Entscheidungselementen in ConDec durch JIRA-Links repra¨sentiert, die nicht geeignet sind, um
Instanzen der Klasse Sentence mit einem JIRA-Issue zu verlinken. Abbildung 5.12 beschreibt
das Entscheidungsproblem, wie Instanzen der Klasse Sentence mit anderen Wissenstypen ver-
linkt werden ko¨nnen. Dabei benutzen alle Alternativen eine AO-Tabelle, um Links zu speichern.
Die erste Mo¨glichkeit nutzt eine AO-Tabelle fu¨r jede Link-Kombination verschiedener Doku-
mentationsorte. Bsp: Satz Ñ Issue, Satz Ñ Satz. Diese Mo¨glichkeit ist schnell implementiert,
da sie keine A¨nderungen, sondern nur Erweiterungen in ConDec erfordert. Allerdings entstehen
viele Tabellen bei zuku¨nftiger Integration neuer Dokumentationsorte.
Eine Alternative ist die Verwendung einer Tabelle fu¨r ausgehende Links jedes Dokumentati-
onsorts. Dabei ist immer der Dokumentationsort der Quelle bekannt, der Dokumentationsort
des Zielelements ist in der Tabelle gespeichert. Diese Variante erfordert einige A¨nderungen
am existierenden System. Auch diese Variante erfordert A¨nderungen bei der Integration neuer
Dokumentationsorte.
Die dritte Variante beschreibt eine Tabelle fu¨r alle Links. Hier werden die Dokumentations-
orte fu¨r Start- und Zielelement jedes Links gespeichert. Diese Variante nutzt nur eine Tabelle
und ist zuku¨nftig einfach um neue Dokumentationsorte erweiterbar. Es muss durch eine Fall-
unterscheidung sicher gestellt werden, dass jeder Link auf den korrekten Dokumentationsort
verweist.
  Issue ¡






























Abbildung 5.12: Entscheidungsbaum zur Entscheidung von Links zwischen verschiedenen Ele-
menten des Entscheidungswissens.
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Aufgrund der guten Integrierbarkeit neuer Dokumentationsorte wurde entschieden, die dritte
Alternative zu implementieren. Diese Variante speichert Links zwischen verschiedenen Doku-
mentationsorten in einer AO-Tabelle. Dafu¨r wurde entschieden, den Dokumentationsort mit
einem eindeutigen Pra¨fix vor der Id eines Entscheidungselementes zu identifiziert. Des Weite-
ren soll dafu¨r die Enumeration DocumentationLocation eingefu¨hrt werden. Tabelle 5.9 listet alle
eingesetzten Pra¨fixe mit Dokumentationsort auf.
Die ConDec Active-Objects Strategie speichert ebenfalls Links in AO-Tabellen. Es wurde ent-
scheiden, beide Mo¨glichkeiten zur Verlinkung in einer AO-Tabelle zu vereinen. Dies ermo¨glicht
eine konsistente und leicht erweiterbare Methode zur Verlinkung zwischen Entscheidungswissen
aller Dokumentationsorte. Tabelle 5.10 zeigt einen Link zwischen einem JIRA-Issue und einem
Satz eines JIRA-Issues. Die id weißt dem Link-Objekt eine eindeutige Identifikationsnummer
zu, type beschreibt die Beziehung zwischen den verlinkten Objekten. Dabei kann type die Werte
contain, supports und attacks annehmen.
Tabelle 5.9: Kodierung der Abku¨rzungen zur Speicherung von Links verschiedener Dokumentationsorte
Pra¨fix Dokumentationsort
i JIRA-Issue
s Satz eines JIRA-Issue-Kommentars
a Active Objects Objekt
c Commit
p Pull Request
Die Klasse ConDecLinkManager verwaltet die Zugriffe auf die AO-Tabellen mit gespeicherten
Links. Diese Klasse bietet die u¨blichen Datenbankoperationen, einfu¨gen, lo¨schen und aktuali-
sieren. Zudem kann fu¨r eine Instanz von DecisionKnowledgeElement nach mo¨glichen (ein- und
ausgehenden) Links gesucht werden.
Tabelle 5.10: Linkbeispiel zwischen Issue mit Id
”
345“ und Satz mit Id
”
678“
id source target type
123 i345 s678 contain
Tabelle 5.11: Entscheidungsprobleme zu Systemfunktion 5
Entscheidungsproblem Entscheidung
Wie ko¨nnen verschiedene Typen von Wissen
miteinander verlinkt werden
AO-Tabelle fu¨r Links speichert Dokumenta-
tionsorte und Ids von Elementen
Wie sollen Dokumentationsorte in der AO-
Tabelle identifiziert werden?
Pra¨fix fu¨r die Id des Entscheidungselements
Wie soll zwischen ein- und ausgehenden
Links unterschieden werden?
Speichern von Start- und Zielelement.
Wie soll der Dokumentationsort (Linkpra¨fix)
gespeichert werden?
Enumeration DocumentLocation in Deci-
sionKnowledgeElement
Sollen Links der AO-Strategie in einer eige-
nen Tabelle gespeichert sein?
Links der AO-Strategie sind in der gleichen
Tabelle wie Links zwischen Sa¨tzen gespei-
chert.
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Abbildung 5.13: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 5
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5.3.6 Klassifiziertes Entscheidungswissen in JIRA-Issue-Kommentaren
bearbeiten
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 6 aus Kapitel 4.2.2.6 auf Seite 25. Abbildung 5.14 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.12 listet weitere Entscheidungsprobleme auf.
Abbildung 5.15 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Aus den Ergebnissen des Trainings- und Evaluationsprozesses des Klassifikators (Tabelle 5.4,
Seite 39) ist ersichtlich, dass der Klassifikator auch falsche Klassifikationen vornimmt. Die Nut-
zerIn soll eine Mo¨glichkeit bekommen, Klassifikationen nachtra¨glich anzupassen ohne Makros
in JIRA-Issue-Kommentaren a¨ndern zu mu¨ssen.
Es wurde entschieden, die Mo¨glichkeit zur Bearbeitung in die Listenansicht aus Ansicht WS1.4.2
Issue Comments und WS1.3: DecisionKnowledgeView, sowie in die Graphenansicht in Ansicht
WS1.3 und WS1.4.1: Issue Module einzufu¨gen. Des Weiteren musste entschieden werden, wel-
che Mo¨glichkeit zur Bearbeitung von Entscheidungswissen aus JIRA-Issue-Kommentaren die
NutzerIn bekommen soll. Abbildung 5.14 beschreibt dieses Entscheidungsproblem.
Eine Mo¨glichkeit ist die Einbindung eines Dialogs mit einer Drop Down Liste aller Wissensty-
pen, der bei Auswahl eines Listenelements aufgerufen wird. Die NutzerIn muss fu¨r die Bearbei-
tung die Schritte: Dialog o¨ffnen, Drop Down Liste o¨ffnen, Wissenstyp wa¨hlen, Dialog schließen
ausfu¨hren.
Eine Alternative ist die Einbindung von Drag and Drop Bereichen u¨ber der Listenansicht. So
kann die NutzerIn Entscheidungselemente auf neue Wissenstypen schieben. Mit fu¨nf Wissens-
typen und einer Sektion fu¨r nicht relevant u¨berla¨dt dies allerdings die Ansicht oder fordert sehr
kleine Drop-Bereiche.
Eine weitere Mo¨glichkeit ist die Nutzung eines Kontextmenu¨s fu¨r Elemente der Liste. Fu¨r jeden
Wissenstyp existiert ein Eintrag im Kontextmenu¨ bspw.: setze Alternative. Durch die Selektion
des gewu¨nschten Eintrags im Kontextmenu¨ wird das Entscheidungselement neu klassifiziert.
Diese Variante la¨sst sich zudem leicht um weitere Funktionalita¨ten erweitern.
Aufgrund der Erweiterbarkeit und der leichten Zuga¨nglichkeit fu¨r die NutzerIn wurde ent-
schieden, ein Kontextmenu¨ zu implementieren. Zusa¨tzlich stellt das Kontextmenu¨ den Eintrag
























Abbildung 5.14: Entscheidungsbaum zur Entscheidung von Links zwischen verschiedenen Ele-
menten des Entscheidungswissens.
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Entscheidet sich die NutzerIn den Wissenstyp eines Satzes u¨ber das Kontextmenu¨ zu bearbeiten,
a¨ndert die Klasse KnowledgeRest den AO-Eintrag des entsprechenden Elements. Zudem wurde
entschieden, das Makro im Kommentar anzupassen, wenn die NutzerIn den Wissenstyp a¨ndert.
Dies erha¨lt die Konsistenz zwischen den Dokumentationsorten. Des Weiteren stehen verschie-
dene Mo¨glichkeiten zur Verfu¨gung das Kontextmenu¨ zu implementieren. Fu¨r ein Kontextmenu¨
mit jQuery muss in der Implementierung zwischen Graphen und Listenansicht unterschieden
werden. Eine Implementierung mit der Klasse Dropdown und dem CSS von JIRA ermo¨glicht
eine identische Implementierung fu¨r alle Ansichten. Da diese Alternative weniger Quellcode
produziert und durch das CSS von JIRA dargestellt werden kann, wurde diese Variante imple-
mentiert.
Tabelle 5.12: Entscheidungsprobleme zu Systemfunktion 6
Entscheidungsproblem Entscheidung
Wie kann klassifiziertes Entscheidungswissen
bearbeitet werden?
Kontextmenu¨ fu¨r Entscheidungselemente
In welcher Ansicht soll die Bearbeitung
ermo¨glicht werden?
Listen- und Graphenansicht mit Kontext-
menu¨
Wie sollen gea¨nderte Wissenstypen persis-
tiert werden?
Wissenstyp in Makro im Kommentar und in
AO a¨ndern zur Erhaltung der Konsistenz
Welches Kontextmenu¨ soll benutzt werden? JIRA AUI Kontextmenu¨ durch Dropdown
Implementierung
Sollen Wissenstypen u¨ber das Kontextmenu¨
gea¨ndert werden ko¨nnen?










+deleteGenericLink(projectId: String, link: Link): Response
+createGenericLink(projectId: String, link: Link): Response
+changeKnowledgeTypeOfSentence(projectId: String,
element: DecisionKnowledgeElement, arument: String): Response




+insertNewSentenceintoAO(comment: Comment, start: int, end: int): long
–createNewLinkForSentence(sentenceId: long, issueId: long): long




+Treant(projectKey: String, elementKey: String,
depth: int, currentDepth: int)
+createNodeStructure(projectKey: String, elementKey: String,




+TreeViewer(projectKey: String, rootType: KnowledgeType)
+TreeViewer(projectKey: String, showKnowledgeTypes: Boolean[])
–removeChildrenWithType(node: Data, type: KnowledgeType, showType: Boolean)
+getDataStructure(decisionKnowledgeElement: DecisionKnowledgeElement): Data








+getTreeViewer(projectId: String, showTypes: String): Response
+getTreant(elementKey: String, depth: int): Response
Abbildung 5.15: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 6
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5.3.7 Entscheidungswissen in JIRA-Issue-Kommentaren verlinken,
Verlinkung lo¨sen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 7 aus Kapitel 4.2.2.7 auf Seite 26. Abbildung 5.16 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.15 listet weitere Entscheidungsprobleme auf.
Abbildung 5.17 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
In Entwurfsabschnitt 5.3.5 auf Seite 45 zu Systemfunktion 5 wird die Methode zum Speichern
von Links zwischen Entscheidungselementen unterschiedlicher Dokumentationsort beschrieben.
Diese Systemfunktion befasst sich mit der Erzeugung von Links durch die NutzerIn.
Bei der Entwicklung dieser Systemfunktion wurde entschieden, die Verlinkung von Entschei-
dungswissen in JIRA-Issue-Kommentaren in Ansicht WS1.3: Decision Knowledge Page, WS1.4.1:
Issue Module und WS1.4.3: Issue Tab Panel View zu ermo¨glichen.
Abbildung 5.16 beschreibt das Entscheidungsproblem zur Frage, wie die NutzerIn Links in den
genannten Ansichten herstellen kann. In Ansicht WS1.3 werden Links zwischen Entscheidungs-
elementen durch Drag and Drop hergestellt. Ein Dialog u¨ber das Kontextmenu¨ ermo¨glicht es
zudem weitere JIRA-Issues zu verlinken.
Bei der Verwendung eines Dialogs muss die NutzerIn die folgenden Schritte durchfu¨hren: Ent-
scheidungselement selektieren, Dialog o¨ffnen, Link-Zielelement suchen, auswa¨hlen und besta¨tigen.
Diese Aktionen verlangsamen den Arbeitsablauf der NutzerIn. Alternativ kann die Drag and
Drop Funktionalita¨t der Listen- und Graphenansicht genutzt werden. Dafu¨r selektiert die Nut-
zerin ein Entscheidungselement und zieht es auf ein anderes Entscheidungselement. Somit ist
ein Link zwischen zwei Elementen mit einer Aktion hergestellt.
Da Drag and Drop einen schnelleren Arbeitsablauf der Nutzerin ermo¨glicht sowie in allen An-
sichten konsistent zu ConDec ist, wurde entschieden diese Alternative zu implementieren.
  Issue ¡













Abbildung 5.16: Entscheidungsbaum zur Entscheidung zur Erzeugung von Links zwischen Ent-
scheidungselementen
Bei der Implementierung stellte sich die Frage, ob der NutzerIn eine Erfolgs- oder Fehlermeldung
gezeigt werden soll, nachdem sie Entscheidungselemente verlinkt hat. ConDec nutzt die JIRA-
Methode showFlag(.), um der NutzerIn Ru¨ckmeldungen zu pra¨sentieren. Um die Konsistenz zu
ConDec zu erhalten, wird diese Methode genutzt um Ru¨ckmeldungen zu erzeugten Links zu
pra¨sentieren.
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ConDec nutzt eine REST-Schnittstelle um Links zwischen Entscheidungselementen serversei-
tig herzustellen. Der Prototyp zu dieser Systemfunktion nutzt die Klasse ConDecLinkMana-
ger und eine eigene REST-Schnittstelle. Somit wu¨rden zwei REST-Schnittstellen zum Erzeu-
gen von Links existieren. Daher wurde entschieden, beide Schnittstellen zu vereinen. Diese
Schnittstellen-Methode pru¨ft serverseitig, ob ein JIRA-Issue-Link erzeugt werden soll oder ein
Link in der AO-Tabelle. Diese Entscheidung ermo¨glichte zudem eine deutliche Reduzierung des
Quellcodes der Graphen- und Listenansicht.
Mit beiden vorangegangen Entscheidungen wurde entschieden, die Graphen- und Listenansicht
nach jeder Verlinkung durch die NutzerIn neu vom Server zu laden. Dies ist ggf. mit Ladezeiten
verbunden, allerdings sieht die NutzerIn stets das aktuell gespeicherte Entscheidungsproblem
und es entstehen keine Inkonsistenzen zwischen Client- und Serverseite.
Nach Abschluss der Implementierung dieser Systemfunktion fiel auf, dass alle Entscheidungsele-
mente initial zu ihrem JIRA-Issue verlinkt werden. Daher wurde die Mo¨glichkeit gepru¨ft, neue
Entscheidungselemente direkt zu einem verwandten Entscheidungselement zu verlinken. Ein Ex-
periment pru¨fte die Verlinkung anhand der textuellen A¨hnlichkeit eines neuen Entscheidungs-
elements zu den existierenden Entscheidungselementen. Die Levenshtein-Distanz ermo¨glicht es
die A¨hnlichkeit zweier Terme numerisch auszudru¨cken [20].
Das nachfolgende Beispiel fu¨gt einen neuen Link fu¨r das neue Pro-Argument:
”
I agree, Uwe - I’ll
fold that into the patch.“ in des Entscheidungsproblems aus Abbildung 7.2 auf Seite 82 hinzu.
Der Wortlaut dieses Satzes ist Typisch fu¨r Pro-Argumente im LUCENE- Projekt. Tabelle 5.13
beschreibt die Levenshtein-Distanz dieses Satzes zu anderen Entscheidungselementen dieses
JIRA-Issues. Die Anwendung der Levenshtein-Distanz kann in diesem Fall kein eindeutiges
Ergebnis liefern.
Eine weitere Mo¨glichkeit ist eine regelbasierte Verlinkung von Entscheidungswissen. Ein neues
Entscheidungselement wird dabei anhand seines Wissenstyps verlinkt. Tabelle 5.14 beschreibt
die identifizierten Regeln, die Entscheidungselemente verlinken. Dabei wird ein neues Entschei-
dungselement immer mit dem letzten erstellten Entscheidungselement verlinkt, das auf eine
Regel zutrifft. Bspw. wird eine neue Entscheidung mit dem letzten erzeugten Issue verlinkt.
Da die Anwendung der Levenshtein-Distanz schlechte Ergebnisse fu¨r diese Aufgabe erzeugt,
wurde entschieden neue Entscheidungselemente regelbasiert zu verlinken. Die Regeln aus Tabelle
5.14 dienen als Grundlage fu¨r die Implementierung. Die Verlinkung durch Regeln ermo¨glicht es
der NutzerIn ein vollsta¨ndig verlinktes Entscheidungsproblem in einem einzelnen JIRA-Issue-
Kommentar zu beschreiben.
Tabelle 5.13: Levenshtein Distanz der Entscheidungselemente in LUCENE-2387
Wissenstyp Satz L. Dist.
Entscheidung Attached patch nulls out the Fieldable reference. 1
Entscheidung As Tokenizers are reused, the analyzer holds also a reference to the last
used Reader. The easy fix would be to unset the Reader in Tokeni-
zer.close(). If this is the case for you, that may be easy to do. So Toke-
nizer.close() looks like this
1
Entscheidung 29x version of this patch. 1
Issue Is there a chance that this can also be applied to 3.0.2 / 3.1? 1
Pro It would be really helpful to get this as soon as possible in the next
Lucene version
1
Entscheidung OK I’ll backport 1
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Tabelle 5.14: Regeln fu¨r Links zwischen Entscheidungselementen.
Quelle Ziel




Tabelle 5.15: Entscheidungsprobleme zu Systemfunktion 7
Entscheidungsproblem Entscheidung
Wie kann die NutzerIn Entscheidungswissen
in JIRA-Issue-Kommentaren verlinken?
Drag and Drop der Entscheidungselemente
in Listen- und Graphenansicht
In welcher Ansicht soll Entscheidungswissen
in JIRA-Issue-Kommentaren verlinkt wer-
den?
Alle Ansichten mit Entscheidungswissen:
WS1.3, WS1.4.1, WS1.4.2, WS1.4.3
Soll die NutzerIn ein visuelles Feedback zur
Verlinkung bekommen?
Zeige Erfolgs- oder Fehlermeldung bei neuer
Verlinkung.
Soll Entscheidungswissen in JIRA-Issue-
Kommentaren durch eine eigene Schnittstelle
verlinkt werden?
Nein, nutze eine REST-Schnittstelle fu¨r alle
Links.
Soll die Listen- und Baumansicht nach einer
Verlinkung neu geladen werden?
Lade Ansicht neu vom Server nach Verlin-
kung durch die NutzerIn.
Wie soll neues Entscheidungswissen automa-
tisch verlinkt werden?
Suche anhand von Regeln das letzte erzeugte
























+deleteGenericLink(projectId: String, link: Link):boolean





Abbildung 5.17: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 7
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5.3.8 Explizites Entscheidungswissen zu JIRA-Issue hinzufu¨gen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 8 aus Kapitel 4.2.2.8 auf Seite 26. Abbildung 5.18 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.16 listet weitere Entscheidungsprobleme auf.
Abbildung 5.19 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Ansichten WS1.3: Decision Knowledge View und WS1.4.1: Issue Module bieten der Nutze-
rIn die Mo¨glichkeit neue verlinkte Entscheidungselemente zu erzeugen. Die NutzerIn selektiert
dabei ein Entscheidungselement, o¨ffnet das Kontextmenu¨ und gibt in einem Dialog die rele-
vanten Informationen (Beschreibung und Wissenstyp) ein. Das neue Entscheidungselement ist
anschließend mit dem selektierten Entscheidungselement verlinkt.
Diese Systemfunktion soll ein neues Entscheidungselement als JIRA-Issue-Kommentar zum se-
lektierten JIRA-Issue hinzufu¨gen. Dafu¨r musste entscheiden werden wie die NutzerIn Entschei-
dungswissen in Ansichten WS1.3, WS1.4.1 und WS1.4.3: Issue Tab Panel in JIRA-Issue-Kom-
mentaren zu einem JIRA-Issue hinzufu¨gen kann.
Eine Mo¨glichkeit ist die Erweiterung des existierenden Dialogs zur Erzeugung eines Entschei-
dungselements um die Auswahl des Dokumentationsort. Die NutzerIn kann hier in einer Drop
Down Auswahl den Dokumentationsort des neuen Entscheidungselements auszuwa¨hlen.
Alternativ kann die NutzerIn einen eigenen Dialog Add Decision Knowledge In Comment nut-
zen. Dieser Dialog ist identisch zum existieren Dialog Add Decision Knowledge Element, fu¨gt
das neue Entscheidungselement aber in einem JIRA-Issue-Kommentar hinzu.
Da beide Dialoge die selbe Aufgabe haben, wurde entschieden, den existierenden Dialog zu er-
weitern. Bei der Implementierung musste entschieden werden, ob auch die REST-Schnittstelle
zur Erzeugung eines Entscheidungselements wiederverwendet werden kann. Bei einer Wiederver-
wendung pru¨ft die Serverseite welcher Dokumentationsort ausgewa¨hlt wurde. Diese Mo¨glichkeit
u¨bertra¨gt allerdings keine Pro- und Contra- Argumente als Wissenstyp. Deshalb wurde entschie-
den eine eigene REST Schnittstelle zur Erzeugung von JIRA-Issue-Kommentaren zu implemen-
tieren.
  Issue ¡
Wie kann die NutzerIn explizites
Entscheidungswissen hinzufu¨gen?
  Entscheidung ¡










Abbildung 5.18: Entscheidungsbaum zur Entscheidung zur Erzeugung von Entscheidungswissen
in JIRA-Issue-Kommentaren
53
5 Entwurf und Implementierung
Durch die Implementierung einer eigenen REST-Schnittstelle pru¨ft die Serverseite welchen Do-
kumentationsort die NutzerIn ausgewa¨hlt hat. Die Klasse ActiveObjectManager erzeugt einen
neuen Kommentar im ausgewa¨hlten JIRA-Issue. Es wurde entschieden neue Entscheidungsele-
ment mit dem ausgewa¨hlten Entscheidungselement zu verlinken. Alternativ ist eine regelbasierte
Verlinkung wie in Systemfunktion 7 mo¨glich. Diese Variante kann die NutzerIn aber verwirren,
da sie explizit ein JIRA-Issue selektiert hat, zu dem sie ein neues Entscheidungselement verlin-
ken mo¨chte.
Tabelle 5.16: Entscheidungsprobleme zu Systemfunktion 8
Entscheidungsproblem Entscheidung
Wie kann die NutzerIn explizites Entschei-
dungswissen hinzufu¨gen?
Dialog zum Erzeugen eines Entscheidungs-
elements um Dokumentationsort erweitern.
Wie soll die Clientseite die Erzeugung behan-
deln?
Nutzung einer eigenen REST Schnittstelle
fu¨r Dokumentationsort in JIRA-Issue-Kom-
mentaren
Wie soll die Serverseite die Erzeugung be-
handeln?
Nutzung einer eigenen REST Schnittstelle.
Erzeugung und Verlinkung in ActiveObjects-
Manager
Wie soll das neue Entscheidungselement ver-
linkt werden?










(element: DecisionKnowledgeElement, argument: String): Response
ActiveObjectsManager
activeObjects: ActiveObjects
+addNewCommentToJIRAIssue(decisionKnowledgeElement: DecisionKnowledgeElement , argument: String, user: ApplicationUser): Issue
Abbildung 5.19: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 9
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5.3.9 Verwalte den Dokumentationsort von Entscheidungswissen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 9 aus Kapitel 4.2.2.9 auf Seite 26. Abbildung 5.20 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.17 listet weitere Entscheidungsprobleme auf.
Abbildung 5.21 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
Einige von JIRA bereitgestellte Funktionalita¨ten lassen sich nur auf JIRA-Issues anwenden
(bspw. JIRA-Issue Export), nicht aber auf Entscheidungselemente die in anderen Dokumen-
tationsorten persistiert sind. Diese Systemfunktion soll es der NutzerIn ermo¨glichen, den Do-
kumentationsort von Entscheidungswissen aus JIRA-Issue-Kommentaren zu a¨ndern. Dafu¨r soll
DecXtract Sa¨tze aus JIRA-Issue-Kommentaren in explizite JIRA-Issues konvertieren.
Bei der Implementierung trat das Entscheidungsproblem auf, ob Sa¨tze aus dem urspru¨nglichen
Dokumentationsort gelo¨scht werden, wenn die NutzerIn den ausgewa¨hlten Satz in ein JIRA-
Issue-Kommentar konvertieren mo¨chte. Abbildung 5.20 beschreibt dieses Entscheidungspro-
blem.
Wenn ein Satz nicht aus dem urspru¨nglichen Dokumentationsort gelo¨scht wird, ko¨nnen Inkon-
sistenzen entstehen, sobald das konvertierte JIRA-Issue gea¨ndert wird. Allerdings bleibt der
Kontext des Kommentars erhalten.
Wird ein Satz aus dem urspru¨nglichen Dokumentationsort gelo¨scht, ist die NutzerIn angehalten
das konvertierte JIRA-Issue mit weiterem Entscheidungswissen, Systemwissen und Projektwis-
sen zu verlinken. Somit u¨bertra¨gt sich der Kontext des urspru¨nglichen Dokumentationsorts auf
das neue Entscheidungselement. Diese Annahme wird positiv bewertet.
Da Inkonsistenzen vermieden werden, wurde entscheiden Sa¨tze aus dem urspru¨nglichen Do-
kumentationsort zu entfernen. Da neue JIRA-Issues auch kommentiert werden ko¨nnen, ist es
mo¨glich, dass sich deren Kontext a¨ndert. Dies kann im urspru¨nglichen Dokumentationsort nicht
nachverfolgt werden. Daher ist die NutzerIn hier angehalten, das neue JIRA-Issue entsprechend
zu verlinken.
  Issue ¡
Sollen Sa¨tze aus Kommentaren

















Abbildung 5.20: Entscheidungsbaum zur Entscheidung zur Persistierung von Sa¨tzen mit
gea¨ndertem Dokumentationsort.
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Es wurde entschieden, diese Funktionalita¨t in das Kontextmenu¨ aus Entwurfsabschnitt 5.3.6
auf Seite 48 einzubinden.
ConDec stellt bereits die Methode insertDecisionKnowledgeElement in der Klasse IssueStrategy
zur Verfu¨gung, um JIRA-Issue-Instanzen zu ereugen. Es ist naheliegend, diese Methode zu
Nutzen um JIRA-Issues zu erzeugen.
Zudem stellte sich die Frage, ob die aktuelle JIRA-Persistenzstrategie benutzt werden soll, um
JIRA-Issue Instanzen zu erzeugen. Ist jedoch die AO-Strategie aktiv, wird neues Entscheidungs-
wissen nur in eine andere AO-Tabelle geschrieben. Dies entspricht nicht der Absicht dieser Sys-
temfunktion. Daher wurde entschieden immer die Methode insertDecisionKnowledgeElement
der JIRA-Issue-Strategie zu nutzen.
Tabelle 5.17: Entscheidungsprobleme zu Systemfunktion 9
Entscheidungsproblem Entscheidung
Sollen Sa¨tze, deren Dokumentationsort
gea¨ndert wird, aus Kommentaren gelo¨scht
werden?
Ja, NutzerIn hat volle Kontrolle u¨ber Kon-
text.
Wie soll der Dokumentationsort eines Ent-
scheidungselement angepasst werden?
Kontextmenu¨eintrag fu¨r gewu¨nschtes Ele-
ment.
Wie soll ein neues JIRA-Issue erzeugt wer-
den?
Wiederverwendung der JIRA-Issue Strategie
Welche A¨nderungsrichtung soll von DecX-
tract behandelt werden?
Kommentar Ñ JIRA-Issue
Sollen neue JIRA-Issues entsprechend der
aktuellen JIRA-Persistenz-Strategie erzeugt
werden?















Abbildung 5.21: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 9
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5.3.10 Metriken zur Beurteilung der Vollsta¨ndigkeit des
Entscheidungswissens berechnen
Dieser Abschnitt beschreibt den Entwurf und die dabei getroffenen Entscheidungen zu System-
funktion 10 aus Kapitel 4.2.2.10 auf Seite 27. Abbildung 5.22 illustriert das wichtigste Entschei-
dungsproblem zu dieser Systemfunktion. Tabelle 5.18 listet weitere Entscheidungsprobleme auf.
Abbildung 5.23 zeigt alle no¨tigen Klassen fu¨r diese Systemfunktion.
JIRA bietet verschiedene Berichte (hier: Reports) an, um Auswertungen wie bspw. Burndown
Charts von ausgewa¨hlten Projekten zu erstellen. Es ist mo¨glich, neue Reports in diese Aus-
wertungen einzufu¨gen. Die NutzerIn soll eine Mo¨glichkeit bekommen, verschiedene Kennzahlen
zum Entscheidungswissen im ausgewa¨hlten Projekt einzusehen. Es wurde entschieden, diese
Kennzahlen mit Boxplots und Kuchendiagrammen zu visualisieren. In diesem Zuge stellte sich
das Entscheidungsproblem, ob diese Grafiken auf Serverseite oder Nutzerseite erzeugt werden
sollen. Abbildung 5.22 beschreibt dieses Entscheidungsproblem.
Die erste Mo¨glichkeit erzeugt Grafiken auf Serverseite. Die Grafiken werden in Bina¨rdateien
konvertiert und mit einem Velocity Template an die Clientseite u¨bertragen. Diese Aufgabe
ist technisch anspruchsvoll und erho¨ht die Netzwerklast, da viele Bilder an die Nutzerseite
u¨bertragen werden.
Eine Alternative ist der Aufbau von Grafiken auf Nutzerseite mit JavaScript. Dafu¨r werden
lediglich die zugrunde liegenden Kennzahlen an die Nutzerseite u¨bertragen. Diese Mo¨glichkeit
nutzt JavaScript Bibliotheken fu¨r ansehnliche Grafiken die Nutzerinteraktionen erlauben. Aus
diesem Grund wurde entschieden die Grafiken auf Nutzerseite mit JavaScript zu erzeugen.
Aufgrund der Open-Source Lizenz und der guten Dokumentation, wurde entschieden die Java
Script Bibliothek ECharts7 einzusetzen.
  Issue ¡



















Abbildung 5.22: Entscheidungsbaum zur Entscheidung von Links zwischen verschiedenen Ele-
menten des Entscheidungswissens.
7ECharts: https://ecomfe.github.io/echarts-doc/public/en/index.html Zuletzt aufgerufen am 17.12.2018
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Folgende Metriken sollen berechnet und dargestellt werden:
• Kommentare pro JIRA-Issue
Beschreibt das Diskussionsverhalten der
NutzerInnen
• Commits pro Issue
Beschreibt die Anzahl der no¨tigen
A¨nderungen fu¨r ein JIRA-Issue
• Link Distanz
Beschreibt die Komplexita¨t einer Ent-
scheidung. Wird fu¨r die Entscheidungs-
typen Issue, Alternative, Entscheidung
berechnet
• Verteilung der Wissenstypen
Beschreibt die Quantita¨t der jeweiligen
Wissenstypen.
• Vollsta¨ndigkeit der Entscheidungen
Beschreibt fu¨r je Issue, Alternative, Ent-
scheidung, welche Entscheidungselemen-
te verlinkt sind
• Anzahl Sa¨tze mit Entscheidungselemen-
ten
Beschreibt die Nutzung von Kommenta-
ren zu Entscheidungsdokumentation.
Die Metrik fu¨r die Anzahl der Commits pro Issue stellte eine besondere Herausforderung dar.
Die Voraussetzung zum Einsatz dieser Metrik ist das JIRA-Plug-In
”
Git Integration for JI-
RA“8. Dieses muss installiert und eingerichtet (Das gewu¨nschte JIRA-Projekt muss mit einem
GIT Server verbunden) sein. Dieses Plug-In bietet eine REST-Schnittstelle, um Commits im
JSON-Format zu gewu¨nschten JIRA-Issues anzufragen. Jedoch sind REST-Abfragen von Ser-
verseite standardma¨ßig nicht authentifiziert. Eine Mo¨glichkeit dieses Problem zu lo¨sen ist die
explizite Aufforderung an die NutzerIn ihren Nutzernamen und Passwort einzugeben. Eine wei-
tere Mo¨glichkeit ist die Verwendung der OAuth-Methode9. Dieses Verfahren ermo¨glicht es den
JIRA-Server mit anderen Anwendungen zu verbinden und u¨ber ein Public und Private Key
Paar eine sichere Verbindung herzustellen. Da Oauth nur einmalig eingerichtet werden muss
und einen ho¨heren Sicherheitsstandard sowie Komfort bietet als die Eingabe der Nutzeran-
meldeinformationen, wurde entschieden OAuth zu verwenden. Um OAuth auch fu¨r zuku¨nftige
Nutzungsfa¨lle zuga¨nglich zu machen, wurden entsprechende Methoden entwickelt die beliebige
REST-Schnittstellen ansprechen ko¨nnen. Die entsprechenden Sicherheitsmechanismen muss die
NutzerIn einmalig in Ansicht WS1.1 All Projects Admin View einrichten.
Zudem wurde entschieden der NutzerIn die Mo¨glichkeit zu bieten, die zugrundeliegenden Kenn-
zahlen einzusehen. Die NutzerIn kann die Zahlen anschließend bspw. in Excel kopieren oder
LaTeX-Tabellen erzeugen. Zur Anzeige muss die NutzerIn die gewu¨nschte Grafik selektieren
und erha¨lt anschließend die Kennzahlen in einem Pop-Up.
Fu¨r diese Anzeige wurde entschieden, den jeweiligen JIRA-Issue-Schlu¨ssel zu jeder Kennzahl zu
pra¨sentieren. Dies ermo¨glicht es der NutzerIn einzusehen, welche Entscheidungselemente weitere
Aufmerksamkeit beno¨tigen.
8Git Integration for JIRA: https://bigbrassband.com/api-doc.html Zuletzt aufgerufen am 17.12.2018
9JIRA OAuth:https://developer.atlassian.com/server/jira/platform/oauth/ Zuletzt aufgerufen am
17.12.2018
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Tabelle 5.18: Entscheidungsprobleme zu Systemfunktion 10
Entscheidungsproblem Entscheidung
In welcher Ansicht sollen Metriken gezeigt
werden?
Ansicht WS1.5: Decision Knowledge Report
View
Wie sollen Metriken pra¨sentiert werden? Boxplots und Kuchendiagramme bieten
versta¨ndliche und ansehnliche Darstellung.
Welche Bibliothek soll zur Grafikerzeugung
benutzt werden?
Echarts.js bietet geeignete Funktionalita¨t
und ist frei zuga¨nglich.
Wie ko¨nnen die zugrunde liegenden Daten-
reihen eingebunden werden?
JIRA-Issue Schlu¨ssel mit entsprechendem
Wert.
Wie ko¨nnen die zugrunde liegenden Daten-
reihen angezeigt werden?
Datenreihe bei Selektion der Grafik in Popup
anzeigen.
Welche Technologie soll zur Authentifizie-
rung genutzt werden?
OAuth bietet besten Sicherheitsstandard























+retrieveRequestToken(consumerKey: String, privateKey: String): String













+OAuthClient(propertiesClient: PropertiesClient, jiraOAuthClient JIRAOAuthClient) +getProperties():Properties





+getAndAuthorizeTemporaryToken(consumerKey: String, privateKey: String): String
+ getAccessToken(tmpToken: String, secret: String, consumerKey: String, privateKey: String)
Abbildung 5.23: Klassendiagramm zu allen relevanten Klassen fu¨r Systemfunktion 10
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5.4 Ergebnisse
Dieser Abschnitt zeigt die Ergebnisse der Implementierung anhand von Abbildungen der An-
sichten in denen DecXtract arbeitet.
Abbildung 5.24 zeigt Ansicht WS1.1: All Projects Admin View. Die Projekt AdministratorIn
nutzt hier Systemfunktion 1 um DecXtract in ausgewa¨hlten Projekten zu (De)aktivieren. Des
Weiteren bietet diese Ansicht die Aktivierung der OAuth Authentifizierung fu¨r Systemfunktion
10.
Abbildung 5.25 zeigt Ansicht WS1.2: Single Projects Admin View. Die Projekt Administra-
torIn kann ConDec und DecXtract hier konfigurieren. Durch die Konfigurationsmo¨glichkeiten
kann sie hier den Klassifikator fu¨r JIRA-Issue-Kommentare und Icons zur manuellen Klassifi-
kation (De)aktivieren. Der Button Validate Sentence Database fu¨hrt eine Validierung der AO-
Datenbank durch. Diese Methode pru¨ft alle Elemente der AO-Datenbank auf Konsistenz zu
ihrem Dokumentationsort. Der Button Classify all Comments klassifiziert mit Systemfunktion
2 alle JIRA-Issue-Kommentare des aktuellen JIRA-Projektes.
Abbildung 5.26 zeigt Ansicht WS1.4.1: Issue Module View. NutzerInnen betrachten hier explizit
angelegtes Entscheidungswissen aller Dokumentationsorte. Systemfunktion 5 erzeugt die Daten-
struktur fu¨r diese Ansicht. Die NutzerIn kann zu einem bestimmten JIRA-Issue mit System-
funktion 6 das Entscheidungswissen verwalten, mit Systemfunktion 7 das Entscheidungswissen
verlinken, mit 8 neues, explizites Entscheidungswissen in einem gewu¨nschten Dokumentations-
ort hinzufu¨gen, oder mit Systemfunktion 9 den Dokumentationsort verwalten.
Abbildung 5.27 zeigt Ansicht WS1.4.2: Issue Comments View. EntwicklerInnen und Rational
ManagerInnen schreiben in dieser Ansicht Kommentare zu einem JIRA-Issue. Diese Ansicht hin-
terlegt Entscheidungswissen farblich und platziert ein Icon zur Identifikation des Wissenstyps.
Im unteren Teil dieser Ansicht ko¨nnen NutzerInnen Kommentare schreiben und mit System-
funktion 3 Entscheidungswissen durch Tags klassifizieren.
Abbildung 5.28 zeigt Ansicht WS1.4.3: Decision Knowledge Extraction Tab Panel View. Diese
Ansicht nutzt Systemfunktion 4 um Entscheidungswissen in den Kommentaren des aktuellen
JIRA-Issues und verlinkter JIRA-Issues anzuzeigen. NutzerInnen ko¨nnen dieses Entscheidungs-
wissen mit Systemfunktion 6 verwalten und mit Systemfunktion 7 verlinken.
Abbildung 5.29 zeigt Ansicht WS1.5: Issue Report View. NutzerInnen ko¨nnen hier Kennzahlen




Abbildung 5.24: Ansicht WS1.1: All Projects Admin View
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5 Entwurf und Implementierung
Abbildung 5.25: Ansicht WS1.2: Single Projects Admin View
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5.4 Ergebnisse
Abbildung 5.26: Ansicht WS1.4.1: Issue Module View
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Abbildung 5.27: Ansicht WS1.4.2: Issue Comments View
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5.4 Ergebnisse
Abbildung 5.28: Ansicht WS1.4.3: Decision Knowledge Extraction Tab Panel View
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Abbildung 5.29: Ansicht WS1.5: Issue Report View
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6 Qualita¨tssicherung
Dieses Kapitel beschreibt die Planung, Durchfu¨hrung und Auswertung von Testfa¨llen. Die ge-
fundenen Fehler werden kurz mit Lo¨sungsansatz beschrieben. Die Qualita¨tssicherung wird fu¨r
jede Systemfunktion in drei Teststufen durchgefu¨hrt. Abschnitt 6.1 beschreibt die Planung und
Durchfu¨hrung der qualita¨tssichernden Maßnahmen. Abschnitt 6.4 erla¨utert die U¨berpru¨fung der
Gu¨te des Klassifikators. Abschnitt 6.5 definiert die durchgefu¨hrten Testfa¨lle fu¨r alle Teststufen
und Systemfunktionen.
6.1 Planung qualita¨tssichernder Maßnahmen
Die Qualita¨tssicherung wird nach Spillner und Linz in den Teststufen Komponententest, Inte-
grationstest und Systemtest durchgefu¨hrt [29].
Komponententests dienen der U¨berpru¨fung einzelner Methoden von DecXtract mit JUnit. Als
Testumgebung wird die lokale Eclipse-Instanz genutzt. Die Tests werden sowohl lokal aus-
gefu¨hrt, als auch von dem Continuous-Integration-Server TravisCI1. Dieses System ist in GitHub
integriert und testet automatisiert jeden Commit. Komponententestfa¨lle werden durch gu¨ltige
A¨quivalenzklassen und ungu¨ltige A¨quivalenzklassen definiert. Gu¨ltige A¨quivalenzklassen testen
das Systemverhalten mit validen Eingaben. Ungu¨ltige A¨quivalenzklassen testen das Systemver-
halten mit invaliden Eingaben. Tabelle 6.3 definiert alle durchgefu¨hrten Komponententests. Ein
Eintrag in der Tabelle entspricht dabei mehreren JUnit Tests. Dafu¨r wurden die Testdaten in
Menge und Eingabereihenfolge variiert. Komponententests sind mit Kt. nummeriert.
Integrationstests pru¨fen die Integration von DecXtract in ConDec. Diese Testfa¨lle testen ConDec-
Komponenten, die mit DecXtract gea¨ndert wurden. Dies betrifft die Klassen GraphImpl zur
Erzeugung der Listen und Baumansicht. Um das Systemverhalten optimal zu pru¨fen, wer-
den DecXtract und ConDec typische Testdaten genutzt. Integrationstests nutzen ebenfalls
A¨quivalenzklassen zur Testfalldefinition. Tabelle 6.4 definiert die Testfa¨lle der Integrationstests.
Systemtests pru¨fen DecXtract und ConDec auf der Oberfla¨che. Diese Testfa¨lle sind durch ein
genaues Testdurchfu¨hrungsprotokoll definiert und beschreiben eine erwartete Systemreaktion.
Da DecXtract in ConDec integriert ist, pru¨fen Systemtests auch die Integration von DecXtract
in ConDec u¨ber die Oberfla¨che. Tabelle 6.5 zeigt die Testfa¨lle der Systemtests.
6.2 Tests funktionaler Anforderungen
Fu¨r jede Systemfunktion werden entsprechende Testfa¨lle entworfen. Aufgrund der Eigenheit der
Systemfunktionen, durchlaufen diese nicht immer alle drei Teststufen.




Diese Systemfunktion wird ausschließlich von Systemtests getestet. Die Testfa¨lle St.63 bis
St.66 pru¨fen diese Funktionalita¨t. Die Testfa¨lle pru¨fen die Funktionalita¨t DecXtract in
ConDec zu (De)aktivieren. Außerdem wird gepru¨ft, ob die gewa¨hlte Einstellung gespei-
chert und bei einem neuen Besuch der Seite entsprechend angezeigt wird. Diese System-
tests werden zusa¨tzlich in Ansicht WS1.2: Single Project Admin View durchgefu¨hrt.
Im Projektverlauf kam es mehrmals zur U¨berarbeitung des JavaScript-Cods von Ansicht
WS1.2. Dies sorgte dafu¨r, dass Testfall St.66 mehrmals fehlschlug. Zu jedem Zeitpunkt
wurden die Probleme im JavaScript-Code korrigiert.
SF2: Entscheidungswissen in JIRA-Issue-Kommentaren automatisch klassifizieren
Testfa¨lle Kt.2 bis Kt.10 und St.71 bis St.81 definieren die durchgefu¨hrten Komponenten-
und Systemtests fu¨r diese Systemfunktion. Da das Verhalten der Weka Klassen in der
JUnit Umgebung unerkla¨rliche Exceptions hervorruft, wurden die Klassifikator Klassen
durch einen Mock ersetzt.
Komponententest KT.5 deckt auf, dass der Klassifikator das Attribut isTagged der Klasse
Sentence auf true setzt, was eine weitere bina¨re Klassifikation unterbindet. Das Attribut
verhindert allerdings auch den Einsatz des feingranularen Klassifikators. Dieses Problem
wurde durch das neue Attribut isTaggedFineGrained gelo¨st.
SF3: Entscheidungswissen in JIRA-Issue-Kommentaren manuell klassifizieren
Die Komponententests Kt.12 bis Kt.24 testen die Trennung von Sa¨tzen und deren ma-
nuelle Klassifikation mit verschiedenen Kombinationen aller Textbausteine (Tabelle 5.2
Seite 38). Alle Testdaten variieren Textbausteine in Menge und Reihenfolge. Sytemtests
St.71 bis St.81 testen diese Funktionalita¨t in Ansicht WS1.4.2.
Komponententest Kt.12 deckt auf, dass zwei aneinanderha¨ngende Entscheidungselemente
wie z.B.:
”
{pro}+1{pro} {con}-1{con}“, drei Sa¨tze produzieren. Der zweite Satz besteht
aus einem Leeerzeichen und hat den Wissenstyp Pro. Dies wurde behoben, indem die
rekursive Funktion eindeutige Start- und Endpunkte fu¨r jedes Macro sucht.
Komponententest Kt.17 und Kt.23 decken auf, dass die Kombination von Groß- und
Kleinschrift in Tags (bspw.: {pro}+1{Pro}) nicht erkannt wird. Dies wurde behoben in-
dem Tags fortan ohne Beachtung der Groß- und Kleinschreibung gepru¨ft werden.
Systemtest St.74 deckt auf, dass die Klassifizierung mit Icons fu¨r den Wissenstyp Alterna-
tive nicht funktioniert aber fu¨r alle anderen Wissenstypen. Dies blieb vom Komponenten-
test unbemerkt da Icons durch Makros ersetzt werden. Hier war das Icon der Alternative
falsch definiert.
SF4: Entscheidungswissen in JIRA-Issue-Kommentaren anzeigen
Die Integreationstests It.52 bis It.57 pru¨fen das Verhalten der Listenansicht in WS.1.4.2
und WS1.3 mit Testdaten von DecXtract und ConDec. Die Systemtests St.71 bis St.75
testen die Funktionalita¨t der Listenansicht auf der Oberfla¨che. Beide Teststufen erzeugen
Sa¨tze in JIRA-Issue-Kommentaren und pru¨fen deren Existenz in der Listenansicht.
Systemtest St.75 deckt auf, dass irrelevante Sa¨tze nicht bei Selektion der Filtercheckbox
ausgeblendet werden. Dieser Zustand folgt aus der inkorrekten Benennung der HTML
Elemente.
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6.2 Tests funktionaler Anforderungen
SF5: Entscheidungswissen in JIRA-Issue-Kommentaren im Kontext zu weiterem Entscheidungs-
wissen, Projektwissen und Systemwissen anzeigen
Die Integreationstests It.52 bis It.62 pru¨fen das Verhalten der Baum- und Listenansicht
in Ansicht WS1.4.1, WS1.4.2 und WS1.3. Die Systemtests St.71 bis St.75 und St.67 bis
St.70 testen die Funktionalita¨t der Baum- und Listenansicht auf der Oberfla¨che.
Systemtest St.70 deckt auf, dass Links von Sa¨tzen zu JIRA-Issues nicht gelo¨scht werden
ko¨nnen, da die REST Methode deleteLink nur JIRA-Issue-Links lo¨scht. Dies wurde mit
einer einheitlichen REST-Schnittstelle gelo¨st, die auf Serverseite u¨berpru¨ft, in welcher
Persistenzmethode ien Link gelo¨scht wrid.
SF6: Klassifiziertes Entscheidungswissen in JIRA-Issue-Kommentaren bearbeiten
Die Komponententests Kt.26 bis Kt.34 und Systemtests St.76 bis St.81 testen die Mo¨glichkei,t
Entscheidungswissen in JIRA-Issue-Kommentaren zu bearbeiten. Dafu¨r wird der Wissens-
typ und die Beschreibung gea¨ndert.
Testfall St.78 deckt auf, dass Makros doppelt in ein Kommentar eingefu¨gt werden. Dieser
Zustand wurde bereits durch Einfu¨hrung des Attributes isTagged aufgelo¨st. Testfall St.80
deckt auf, dass Exceptions auftreten, wenn der Text geku¨rzt wird. Dieser Zustand wird
verhindert, indem Strings auf ihre La¨nge gepru¨ft werden, bevor die Methode substring(.)
darauf zugreift.
SF7: Entscheidungswissen in JIRA-Issue-Kommentaren verlinken, Verlinkung lo¨sen
Die Komponententests Kt.35 bis Kt.44 und Systemtests St.67 bis St.70 sowie St.82 bis
St.84 testen die Funktionalita¨t, Entscheidungswissen verschiedener Dokumentationsorte
miteinander zu verlinken. Die Testfa¨lle pru¨fen dabei alle mo¨glichen Links zwischen den
Dokumentationsorten herzustellen und zu lo¨schen.
Komponententest Kt.44 deckt auf, dass nicht gepru¨ft wird ob beide Elemente eines Links
existieren. Die eingefu¨hrte Funktion isValid() pru¨ft ob eine Instanz der Klasse Link an
jedem Ende eine Instanz von DecisinoKnowledgeElement besitzt.
SF8: Explizites Entscheidungswissen zu JIRA-Issue hinzufu¨gen
Die Komponententests Kt.45 bis Kt.48 definieren Testfa¨lle, um explizites Entsheidungs-
wissen in den Kommentaren hinzuzufu¨gen. Diese Testfa¨lle konnten keine Fehler finden.
SF9: Verwalte den Dokumentationsort von Entscheidungswissen
Die Komponententests Kt.49 bis Kt.51 testen die Funktionalita¨t, den Dokumentationsort
eines Entscheidungselements in JIRA-Issue-Kommentaren anzupassen.
Testfall Kt.51 deckt auf, das keine U¨berpru¨fung stattfindet, ob ein Objekt der Klasse
Sentence mit u¨bergebenen Id tatsa¨chlich existiert. Eine neue Methode doesSentenceExist()
in der Klasse ActiveObjectsManager pru¨ft diesen Zustand.
SF10: Metriken zur Beurteilung der Vollsta¨ndigkeit des Entscheidungswissens berechnen
Die Systemtests St.85 bis St.88 testen die Funktionalita¨ten von Ansicht WS.1.5. Die
Testfa¨lle konnten keine Fehler feststellen.
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6 Qualita¨tssicherung
6.3 Tests nichtfunktionaler Anforderungen
NFR9: Funktionale Eignung: Funktionale Vollsta¨ndigkeit
Alle Systemtestfa¨lle wurden aus dem Ausschreibungsdokument sowie dem Anforderungs-
kapitel abgeleitet. Alle Anforderungen sind durch erfu¨llte Systemtestfa¨lle abgedeckt.
NFR10: Funktionale Eignung: Funktionale Korrektheit
Alle Komponenten sind durch JUnit Tests abgedeckt. Die Gesamtabdeckung betra¨gt
74.7%. Fu¨r jeden Eingabeparameter einer Methode sind alle mo¨glichen A¨quivalenzklassen
abgedeckt.2
NFR11: Leistungseffizienz: Zeitverhalten
Die Messungen wurden ineiner lokalen JIRA-Instanz mit Intel Core i5 7200 U Prozessor
und 16Gb RAM durchgefu¨hrt. Der Test wurde mit mehreren Kommentaren mehrmals
durchgefu¨hrt. Dabei wurde die Anzahl der Sa¨tze sowie die La¨nge der Sa¨tze variiert. Tabelle
6.1 zeigt die durchschnittlich gemessenen Zeiten. Es ist erkennbar, dass die Satzla¨nge
mehr Einfluss auf das Zeitverhalten hat als die Anzahl der Sa¨tze. Dies ist dem Tokenizer
geschuldet, der Wortsequenzen aus drei aufeinanderfolgenden Worten bildet. Je la¨nger ein
Satz, desto mehr Daten werden generiert.
Tabelle 6.1: Ergebnisse der Messung zum Zeitverhalten.











19 JUnit Integrationstests stellen die Integration von DecXtract in ConDec sicher. Dabei
erreichen die DecXtract Testfa¨lle eine Abdeckung von 74,4 % in ConDec Klassen.
NFR13: Benutzerfreundlichkeit: A¨sthetik der Benutzeroberfla¨che
Die Wissenstypen der Entscheidungselemente in JIRA-Issue-Kommentaren sind farblich
gekennzeichnet. Die Farben orientieren sich an der Farbgebung der Wissenstypen in Con-
Dec.
2Aktuelle Testabdeckung einsehbar in CodeCov: https://codecov.io/gh/cures-hub/cures-condec-jira/tree/
master/src/main/java/de/uhd/ifi/se/decision/management/jira Zuletzt aufgerufen am 17.12.2018
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6.4 Gu¨te des Klassifikators
NFR14: Zuverla¨ssigkeit: Fehlertoleranz
Komponententests decken durch A¨quivalenzklassen verschiedene Mo¨glichkeiten ab, in de-
nen die NutzerIn fehlerhafte Eingaben ta¨tigen kann.
NFR15: Instandhaltbarkeit: Modularita¨t
Das entwickelte System benutzt die Design Patterns: Model-View-Controller, Observer
und Strategy.
NFR16: Instandhaltbarkeit: Wiederverwendbarkeit
Die Beziehung zwischen den Klassen Comment und Sentence ist so entworfen, dass Instan-
zen von Sentence auch ohne zugeho¨riges JIRA-Issue-Kommentar erzeugt werden ko¨nnen.
Funktional arbeiten alle Funktionen mit Kommentaren als einzige Quelle.
6.4 Gu¨te des Klassifikators
Zur Berechnung der Gu¨te des Klassifikators wird der Datensatz aus Kapitel 7.3.1, Seite 80 ge-
nutzt. Dieser Datensatz entha¨lt 1176 manuell klassifizierte Sa¨tze aus JIRA-Issue-Kommentaren
des JIRA LUCENE Projekts. Zur Evaluation wurden diese Sa¨tze heruntergeladen und in einer
lokalen MEKA Instanz evaluiert. Tabelle 6.2 zeigt die Ergebnisse der einzelnen Wissenstypen.
Tabelle 6.2: Evaluationsmetriken des feingranularen Klassifikators
Alternative Issue Decision Pro Con
P R F1 P R F1 P R F1 P R F1 P R F1
0.37 0.57 0.24 0.15 0.57 0.45 0.49 0.62 0.41 0.31 0.71 0.41 0.09 0.58 0.15
Die Metriken zeigen schlechtere Werte im Vergleich zu den Testmetriken in Tabelle 5.4 Seite 39.
Ein Grund ist der Kontext der Sa¨tze in Trainingsdaten und Evaluationsdaten. Der Trainingsda-
tendatensatz ist manuell ohne den Kontext eines Entscheidungsproblems klassifiziert. Fu¨r die
manuelle Klassifikation eines Satzes wird lediglich dieser Satz betrachtet. Ein Satz im Trainings-
datensatz stellt zudem nur einen grammatikalischen Satz der englischen Sprache dar. Die Sa¨tze
des Evaluationsdatensatz wurden im Kontext eines konkreten Entscheidungsproblems klassifi-
ziert. Zudem kann ein Satz im Evaluationsdatensatz aus mehreren grammatikalischen Sa¨tzen
bestehen. Absatz 8.2 Seite 94 diskutiert Mo¨glichkeiten zur Verbesserung des Klassifikators.
6.5 Auflistung der Testfa¨lle
Tabelle 6.3 zeigt die Testfa¨lle der Komponententests, Tabelle 6.4 zeigt die Testfa¨lle der Inte-




SF A¨Q id Test Objekt Testdaten Erwartetes Ergebnis Ergebnis
SF2
Gu¨ltig
Kt.1 BinaryPrediction gefu¨llte Liste klassifizierte Liste X
Kt.2 BinaryPrediction klassifizierte Liste unvera¨nderte Liste X
Kt.3 BinaryPrediction markierte Liste unvera¨nderte Liste X
Kt.4 FineGrainedPrediction gefu¨llte Liste klassifizierte Liste X
Kt.5 FineGrainedPrediction klassifizierte Liste unvera¨nderte Liste 7Ñ X
Kt.6 FineGrainedPrediction markierte Liste unvera¨nderte Liste X
Ungu¨ltig
Kt.7 BinaryPrediction leere List leere Liste X
Kt.8 BinaryPrediction null Liste leere Liste X
Kt.9 FineGrainedPrediction leere Liste leere Liste X
Kt.10 FineGrainedPrediction null Liste leere Liste X
SF3
Gu¨ltig
Kt.11 CommentSplitter Sa¨tze Getrennte Sa¨tze X
Kt.12 CommentSplitter Sa¨tze Korrekter Wissenstyp 7Ñ X
Kt.13 CommentSplitter Zitate Getrennte Sa¨tze X
Kt.14 CommentSplitter Noformat Getrennte Sa¨tze X
Kt.15 CommentSplitter Quellcode Getrennte Sa¨tze X
Kt.16 CommentSplitter Tags Getrennte Sa¨tze X
Kt.17 CommentSplitter Tags Korrekter Wissenstyp 7Ñ X
Kt.18 CommentSplitter Icons Getrennte Sa¨tze X
Kt.19 CommentSplitter Icons Korrekter Wissenstyp X
Ungu¨ltig
Kt.20 CommentSplitter Zitate Kompletter Satz X
Kt.21 CommentSplitter Noformat Kompletter Satz X
Kt.22 CommentSplitter Quellcode Kompletter Satz X
Kt.23 CommentSplitter Tags Kompletter Satz 7Ñ X
Kt.24 CommentSplitter Icons Kompletter Satz X
SF6
Gu¨ltig
Kt.25 KRa.changeKTb id, type neuer Type X
Kt.26 KR.editText Id, text korrektes Kommentar X
Kt.27 KR.editText Id, text korrekte AO Tabelle X
Kt.28 KR.irrelevant Id Kommentar ohne Tags X
Kt.29 KR.irrelevant Id korrekte AO Tabelle X
Ungu¨ltig
Kt.30 KR.changeKT null Id, type keine A¨nderung X
Kt.31 KR.changeKT Id, null keine A¨nderung X
Kt.32 KR.editText null, text keine A¨nderung X
Kt.33 KR.editText Id, null keine A¨nderung X
Kt.34 KR.irrelevant null keine A¨nderung X
SF7
Gu¨ltig
Kt.35 KR.insert Projekt, Link valider Link X
Kt.36 KR.delete Projekt, Link gelo¨schter Link X
Ungu¨ltig
Kt.37 KR.insert null, Link kein Link erzeugt X
Kt.38 KR.insert Projekt, null kein Link erzeugt X
Kt.39 KR.insert null, null kein Link erzeugt X
Kt.40 KR.delete null, Link kein Link gelo¨scht X
Kt.41 KR.delete Projekt, null kein Link gelo¨scht X
Kt.42 KR.delete null, null kein Link gelo¨scht X
Kt.43 KR.insert Projekt, inv. Link kein Link erzeugt X
Kt.44 KR.insert inv. Projekt, Link kein Link erzeugt 7Ñ X
SF8
Gu¨ltig Kt.45 KR.cDKEc Dked neues Kommentar X
Ungu¨ltig
Kt.46 KR.cDKE null kein Kommentar erzeugt X
Kt.47 KR.cDKE Dke ohne Id kein Kommentar erzeugt X
Kt.48 KR.cDKE Dke ohne Beschreibung kein Kommentar erzeugt X
SF9
Gu¨ltig Kt.49 KR.changeLoce Id valider Issue X
Ungu¨ltig Kt.50 KR.changeLoc null kein Issue erzeugt X







6.5 Auflistung der Testfa¨lle
Tabelle 6.4: Integrationstestfa¨lle
A¨quivalenzklasse Id Test Objekt Testdaten Erwartetes Ergebnis Ergebnis
Gu¨ltig
It.52 TVCDa JIRA-Issue Liste mit 2 Elementen
ohne irrelevantem Satz
X
It.53 TVCD JIRA-Issue Liste mit 1 Element X





Liste mit 1 Element X
Ungu¨ltig
It.56 TVCD null Leere Liste X
It.57 TVDX null Leere Liste X
Gu¨ltig
It.58 Treant JIRA-Issue Baum mit 3 Elementen X
It.59 Treant JIRA-Issue
ohne Links
Baum mit 1 Element X
Ungu¨ltig
It.60 Treant null Projekt Leerer Baum X
It.61 Treant leeres Projekt Leerer Baum X










1. Aktiviere DecXtract DecXtract aktiviert X
St.64 DecXtract deaktiviert 1. Aktiviere DecXtract
2. Lade Seite neu
DecXtract aktiviert X
St.65 DecXtract aktiviert 1. Deaktiviere DecXtract DecXtract deaktiviert X
St.66 DecXtract aktiviert 1. Deaktiviere DecXtract
2. Lade Seite neu
DecXtract deaktiviert 7Ñ X
WS1.3










St.68 DKV geo¨ffnet. 1. Wa¨hle Entscheidungstyp
2. Klick auf EEJIKa
Graph mit Entscheidungswissen
des zugeho¨rigen JIRA-Issues wird
gezeigt
X
St.69 DKV geo¨ffnet. 1. Wa¨hle EEJIK
2. Ziehe EEJIK auf EEJIb
EEJIK ist Kind des EEJI X
St.70 DKV geo¨ffnet. 1. Wa¨hle EEJI
2. Ziehe EEJI auf EEJIK
EEJI ist Kind des EEJIK X
WS1.4.2
St.71 Kommentar vorhanden 1. Gehe zu DKETPc Klassifiziertes
Entscheidungswissen angezeigt
X
St.72 Kein Kommentar vor-
handen
1. Gehe zu DKETP Leere Ansicht X
St.73 Manuell klassifiziertes
Kommentar vorhanden
1. Gehe zu DKETP Klassifiziertes
Entscheidungswissen angezeigt
X
St.74 Mit Icon klassifiziertes
Kommentar vorhanden





1. Gehe zu DKETP
2. Wa¨hle Entscheidungstyp ab
Entscheidungswissen ausgeblendet 7Ñ X





St.77 DKETP geo¨ffnet 1. Rechtsklick auf Element






1. Rechtsklick auf Element
2. Wa¨hle neuen Entscheidungstyp
Entscheidungselement besitzt
neuen Entscheidungstyp, auch in
Kommentaransicht
7Ñ X




3. A¨ndere Text beliebig
Entscheidungselement besitzt neu-









3. A¨ndere Text beliebig
Entscheidungselement besitzt neu-
en Text, auch in Kommentaran-
sicht
7Ñ X








St.82 DKETP geo¨ffnet 1. Wa¨hle Element 1
2. Ziehe auf Element 2
Entscheidungselement 1 besitzt
Entscheidungselement 2 als Kind
X
St.83 DKETP geo¨ffnet 1. Wa¨hle Element 1
2. Ziehe auf Element 2
3. Wa¨hle Element 2
4. Ziehe auf Element 3
Entscheidungselement 3 besitzt
Entscheidungselement 2 und 1 als
Kind
X
St.84 DKETP geo¨ffnet 1. Wa¨hle Kindelement 1
2. Ziehe JIRA-Issue




St.85 Report geo¨ffnet Alle Kennzahlen werden angezeigt X
St.86 Report geo¨ffnet 1. Klicke auf jede Grafik Dialog mit Liste der Kennzahlen
o¨ffnet sich.
X
St.87 Report geo¨ffnet 1. Bewege Mauszeiger u¨ber Kenn-
zahlen
Tooltip erscheint und zeigt genaue
Informationen
X




Grafik wird als Bild gespeichert X
aEEJIK: Entscheidungselement aus JIRA-Issue-Kommentaren
bEEJI: Entscheidungselement als Jira-Issue
cDKETP: Decision Knowledge Extraction Tab Panel
dMKE: Manuell klassifiziertes Entscheidungselement
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7 Evaluation
Dieses Kapitel zeigt die Durchfu¨hrung und die Ergebnisse der Evaluation von DecXtract. Ab-
schnitt 7.1 definiert die Ziele der Evaluation und beschreibt die eingesetzten Methoden. Ab-
schnitt 7.2 untersucht die Eignung von DecXtract, um Entscheidungswissen in JIRA-Issue-
Kommentaren zu dokumentieren. Abschnitt 7.3 beschreibt die Untersuchung des Nutzens von
Entscheidungswissen zum Versta¨ndnis von Quellcodea¨nderungen. Abschnitt 7.4 fasst die Er-
gebnisse der Evaluation zusammen.
7.1 Ziele und Durchfu¨hrung der Evaluation
Die Literaturrecherche (Kapitel 3 Seite 13) beantwortet die Frage, welches Wissen und insbeson-
dere welches Entscheidungswissen EntwicklerInnen zum Versta¨ndnis von Quellcodea¨nderungen
beno¨tigen. Anhand dieser Fragen werden zwei Evaluationsfrage (Ef) fu¨r DecXtract abgeleitet.
Ef.1: Ist DecXtract fu¨r die Dokumentation und Nutzung von Entscheidungswissen geeignet?
Das Technology Acceptance Model (TAM) beschreibt drei Variablen zur Akzeptanz eines
Softwaresystems [24]. Diese sind einfache Benutzbarkeit eines Softwaresystems, Nu¨tzlich-
keit eines Softwaresystems fu¨r eine Aufgabe und Intention zur Wiederverwendung. Diese
Variablen messen die Akzeptanz der NutzerInnen fu¨r ein Softwaresystem. Die Eignung
von DecXtract zur Dokumentation in JIRA-Issue-Kommentaren wird durch eine Umfrage
mit EntwicklerInnen festgestellt. Der Fragebogen fu¨r diese Umfrage ist entsprechend der
im TAM definierten Variablen entworfen. Die Menge der befragten Personen setzt sich
aus Studierenden und EntwicklerInnen des ConDec-Projektes zusammen.
Ef.2: Reicht das Wissen aus JIRA-Issue-Kommentaren um Quellcodea¨nderungen zu verstehen?
Zur Beantwortung dieser Frage wird ein Evaluationsdatensatzerzeugt, der Quellcodea¨n-
derungen mit einem JIRA-Issue verknu¨pft. Ein Projekt, das die definierten Anforderun-
gen an den Evaluationsdatensatzerfu¨llt, ist Apache LUCENE. Entscheidungswissen der
JIRA-Issue-Kommentare von LUCENE wird mithilfe von DecXtract explizit angelegt und
verlinkt. Anhand der gefundenen Fragen von EntwicklerInnen zu Quellcodea¨nderungen
(Tabelle 3.10 Seite 19) wird ein Protokoll erstellt, das alle JIRA-Issues des Evaluations-
datensatz pru¨ft. Das Protokoll wird bei der Betrachtung der Quellcodea¨nderung mit dem
verfu¨gbaren Entscheidungswissen jedes JIRA-Issues ausgefu¨llt. Anhand der identifizierten
Werte la¨sst sich das Versta¨ndnis von Quellcodea¨nderungen bewerten.
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7.2 Eignung von DecXtract
Das Ziel der Evaluationsfrage Ef.1 ist die Verifizierung der Eignung von DecXtract zur Doku-
mentation von Entscheidungswissen in JIRA-Issue-Kommentaren. Um diese Frage zu beantwor-
ten, wird ein Fragebogen nach den drei Variablen des TAM entworfen [24]. Dieser Fragebogen
soll in einer Umfrage die Akzeptanz der NutzerInnen von DecXtract feststellen. Die drei Varia-
blen werden folgendermaßen eingesetzt:
1. Ease of Use – Die einfache Benutzbarkeit beschreibt, inwieweit einE NutzerIn DecXtract
mu¨helos benutzen kann.
2. Usefullness – Die Nu¨tzlichkeit beschreibt die subjektive Wahrnehmung eines Nutzers/ei-
ner Nutzerin daru¨ber, inwieweit DecXtract sie bei ihrer Arbeit unterstu¨tzen kann.
3. Intention – Die Absicht beschreibt die voraussichtliche Nutzung von DecXtract der Nut-
zerIn in zuku¨nftigen Projekten.
Der Fragebogen besteht aus den vier Kategorien in Tabelle 7.1. Jede Kategorie stellt drei
Fragen zu je einer Variable des TAM. Vor der Beantwortung einer Kategorie bearbeiten die
TeilnehmerInnen der Umfrage eine Aufgabe, um sich mit dem Thema der Kategorie vertraut
zu machen. Fu¨r Kategorie Ke.1 und Ke.2 dokumentieren die TeilnehmerInnen ein eigenes Ent-
scheidungsproblem mit der Hilfe von DecXtract. Fu¨r Kategorie Ke.3 diskutieren die Teilneh-
merInnen gemeinsam ein Entscheidungsproblem in JIRA-Issue-Kommentaren. Fu¨r Kategorie
Ke.4 betrachten die TeilnehmerInnen ihr ju¨ngst dokumentiertes Entscheidungswissen in den
verfu¨gbaren Ansichten von ConDec.




Durchfu¨hrung der manuellen Klassifikation von




Durchfu¨hrung der automatischen Klassifikation von
Entscheidungswissen in JIRA-Issue-Kommentaren zu ei-
nem Entscheidungsproblem




1) WS1.3 Decision Knowledge View (Abbildung 2.3)
2) WS1.4.1 Issue Module (Abbildung 5.26)
3) WS1.4.2 Issue Comments (Abbildung 5.27)
Tabelle 7.2 beschreibt den erstellten Fragebogen. Die TeilnehmerInnen der Umfrage beantwor-
ten die Fragen anhand einer fu¨nfstufigen Likert-Skala mit den Werten starker Widerspruch bis
starke Zustimmung. Des Weiteren sollen die TeilnehmerInnen ihre Antworten im Freitextbereich
begru¨nden und ausfu¨hren, was ihnen gut oder schlecht gefallen hat.
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Tabelle 7.2: Fragebogen zur Eignung von DecXtract nach TAM [24]
Nr. Kat. Variable Frage
F.1 Ke.1 Benutzbarkeit Es ist einfach Entscheidungswissen in JIRA-Issue-Kommentaren manu-
ell zu klassifizieren.
F.2 Ke.1 Nu¨tzlichkeit Es nutzt der Reflexion und der besseren/versta¨ndlicheren Dokumentati-
on Entscheidungswissen in JIRA-Issue-Kommentaren manuell zu klas-
sifizieren.
F.3 Ke.1 Absicht Ich werde auch in zuku¨nftigen Projekten Entscheidungswissen manuell
in JIRA-Issue-Kommentaren klassifizieren.
F.4 Ke.2 Benutzbarkeit Es ist einfach Entscheidungswissen in JIRA-Issue-Kommentaren auto-
matisch zu klassifizieren.
F.5 Ke.2 Nu¨tzlichkeit Es nutzt der Reflexion und der besseren bzw. versta¨ndlicheren Doku-
mentation von Entscheidungswissen in JIRA-Issue-Kommentaren auto-
matisch zu klassifizieren.
F.6 Ke.2 Absicht Ich werde auch in zuku¨nftigen Projekten Entscheidungswissen automa-
tisch in JIRA-Issue-Kommentaren klassifizieren.
F.7 Ke.3 Benutzbarkeit Es ist einfach JIRA-Issue Kommentare zur Entscheidungsdokumentati-
on im Team zu nutzen.
F.8 Ke.3 Nu¨tzlichkeit Es nutzt der kollaborativen Entscheidungsfindung JIRA-Issue Kom-
mentare zur Entscheidungsdokumentation im Team zu nutzen.
F.9 Ke.3 Absicht Ich werde mich auch in zuku¨nftigen Projekten an der Entscheidungsfin-
dung in JIRA-Issue-Kommentaren in anderen Projekten beteiligen.
F.10 Ke.4 Nu¨tzlichkeit Es ist nu¨tzlich Entscheidungswissen in JIRA-Issue-Kommentaren in An-
sicht WS1.3 Decision Knowledge View zu betrachten.
F.11 Ke.4 Nu¨tzlichkeit Es ist nu¨tzlich Entscheidungswissen in JIRA-Issue-Kommentaren in An-
sicht WS1.4.1 Issue Module zu betrachten.
F.12 Ke.4 Nu¨tzlichkeit Es ist nu¨tzlich Entscheidungswissen in JIRA-Issue-Kommentaren in An-
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Abbildung 7.1: Ergebnisse der Befragung von sieben Studierenden
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Sieben Studierende haben an der Befragung teilgenommen. Die erfahrenste Nutzerin nutzt
ConDec seit 18 Monaten, die unerfahrenste nutzt ConDec seit einem Monat. Im Mittelwert
nutzen die TeilnehmerInnen ConDec seit sechs Monaten.
Abbildung 7.1 zeigt die Ergebnisse der Befragung. Tabelle 7.3 zeigt die ha¨ufigsten Antworten im
Freitextbereich. Die Ru¨ckmeldungen fallen durchaus positiv aus. Die TeilnehmerInnen halten
DecXtract zur Dokumentation von Entscheidungswissen fu¨r geeignet.
Die TeilnehmerInnen stimmen zu, dass die manuelle Klassifikation einfach zu benutzen ist, und
stimmen der Nu¨tzlichkeit von DecXtract zur Entscheidungsdokumentation zu. Sie bevorzugen
die manuelle Klassifizierung gegenu¨ber der automatischen Klassifizierung. Nur drei Teilnehme-
rInnen stimmen zu, dass sie die automatische Klassifizierung auch in zuku¨nftigen Projekten
nutzen. Im Freitextbereich wird vermerkt, dass der Klassifikator eine schlechte Pra¨zision auf-
weist, wodurch Entscheidungselemente manuell neu klassifiziert werden mu¨ssen. Eine Teilneh-
merIn beschreibt diesen Umstand als zeitaufwa¨ndig, sieht die no¨tige Betrachtung des Entschei-
dungselements zur Bestimmung des tatsa¨chlichen Wissenstyps aber als positiv zur Reflexion
der Dokumentation. Alle sieben TeilnehmerInnen stimmen zu, dass die manuelle Klassifikation
einfach zu benutzen ist und die Dokumentation von Entscheidungswissen verbessert.
Die Diskussion eines Entscheidungsproblems im Team zeigt, dass alle TeilnehmerInnen die Ent-
scheidungsdokumentation in JIRA-Issue-Kommentaren auch in zuku¨nftigen Projekten benutzen
wu¨rden. Dabei loben sie die automatische Verlinkung von neuen Entscheidungselementen sowie
eine schnelle U¨bersicht des aktuellen Status der Entscheidungsprobleme der Teammitglieder.
Die Betrachtung der Visualisierungen von ConDec zeigt, dass die TeilnehmerInnen die farbliche
Markierung im Kommentarbereich eines JIRA-Issues gut finden. Die TeilnehmerInnen kritisie-
ren allerdings die lange Ladezeit in Ansicht WS1.3. Zwei Befragte bema¨ngeln Redundanzen
zwischen WS1.4.1, WS1.4.3, zwei weitere loben jedoch den Vorteil der U¨bersichtlichkeit bei
großen Entscheidungsproblemen von Ansicht WS1.4.2. Die TeilnehmerInnen wu¨nschen sich in
den Visualisierungen von ConDec noch einen Bezug auf den/die AutorIn eines Entscheidungs-
elements.
Tabelle 7.4 beschreibt Kritikpunkte der TeilnehmerInnen mit Begru¨ndung des Autors.
Tabelle 7.3: Ha¨ufige Aussagen der TeilnehmerInnen
Kat. # Antworten Feedback
6 Gute Dokumentationsmo¨glichkeit durch einfache Markierung im Text
Ke.1 4 Reflexion der eigenen Aussage wird unterstu¨tzt
2 Schnelle Dokumentationsmo¨glichkeit von Entscheidungswissen
5 Einfach nutzbar
Ke.2 4 Klassifizierung ungenau, manuelle Korrektur no¨tig
2 Zwingt Autor zur Reflexion
5 Gute U¨bersicht zu aktuellen Alternativen
Ke.3 2 Gute U¨bersicht zur aktuellen Arbeit der KollegInnen
2 AutorIn des Entscheidungselements in der Visualisierung
4 WS1.3 hat lange Ladezeiten
Ke.4 3 WS1.4.1 wird schnell unu¨bersichtlich bei großen Ba¨umen
2 WS1.4.2 Bearbeitung nicht klassifizierter Kommentare gut mo¨glich
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Tabelle 7.4: Kritikpunkte der befragten Personen mit Begru¨ndung des Autors
Kat. Aussage der TeilnehmerInnen Begru¨ndung des Autors
Ke.1 Die farbliche Hinterlegung im Kom-
mentarbereich ist sehr angenehm, es
wa¨re gut auf diesen Eintra¨gen noch ein
Kontextmenu¨ zur Verwaltung der Sa¨tze
zu haben.
Dieses ist technisch aufwendig umzusetzen.
Dennoch scheint ein Bedarf fu¨r solch eine
Funktionalita¨t zu existieren. Diese Funk-
tionalita¨t wurde nachtra¨glich in System-
funktion 4 integriert.
Ke.2 Nach der automatischen Klassifikation
ist es aufwa¨ndig den Wissenstyp zu
a¨ndern, insbesondere bei großen Kom-
mentaren mit vielen Sa¨tzen, da jedes
mal die Ansicht neu geladen wird.
Neuladen ist notwendig, um dem/der Nut-
zerIn Ru¨ckmeldung zur Verlinkung und
Klassifikation zu geben. Dennoch ist dieser
Aufwand eine Einschra¨nkung der Nutzbar-
keit.
Ke.3 Wenn einE andereR NutzerIn einen
Kommentar verfasst, muss ich meine
Ansicht eigensta¨ndig neu laden.
Dies ist ein Multi-User-JIRA-Problem. Als
beteiligteR NutzerIn an einer Diskussion
erha¨lt man Benachrichtigungen per Mail.
Ke.4 Bei vielen Elementen brauchte die Seite
lange, um zu laden, hier wa¨re ein Lade-
balken angebracht, damit nicht der Ein-
druck entsteht, die Seite sei eingefroren.
Das ist ein bekanntes Problem und auf den
Aufbau der vielen Baumstrukturen zuru¨ck
zu fu¨hren. Ein Work Item fu¨r einen Lade-
balken wurde erstellt.
Gu¨ltigkeit und Einflussfaktoren der Studie
Nach Runeson et al. mu¨ssen die folgenden vier Gu¨ltigkeitskriterien fu¨r eine Studie erfu¨llt sein
[28]. Die interne Gu¨ltigkeit untersucht, inwieweit die untersuchten Fragen mit anderen Variablen
korrelieren. Eine Variable, die bei der Beantwortung der Fragen eine entscheidende Rolle spielen
ko¨nnte, ist die Erfahrung der Studierenden. Um dies auszugleichen stellte der Umfragenleiter
die Funktionalita¨t von ConDec und DecXtract vor jeder Aufgabe vor. Des Weiteren kennen die
befragten TeilnehmerInnen DecXtract und ko¨nnen eigene bereits vorgepra¨gte Meinung besitzen.
Die externe Gu¨ltigkeit untersucht, inwieweit die gefundenen Ergebnisse verallgemeinert werden
ko¨nnen. Ein Kriterium, das die externe Gu¨ltigkeit einschra¨nken ko¨nnte, ist, dass das eingesetzte
JIRA-Projekt zur Umfrage einen kleineren Umfang haben ko¨nnte als industrielle Projekte,
bezogen auf die Anzahl der Entwicklungsartefakte und Anzahl der Projektbeteiligten (vgl.
Abschnitt 2.5.1). Dieser Faktor kann die Variable Usefulness beeinflussen.
Die Konstruktionsgu¨ltigkeit untersucht, in wie weit die beobachteten Ergebnisse wirklich die
Eignung von DecXtract beschreiben, d.h. die Evaluationsfrage beantworten ko¨nnen. Um die
Konstruktionsgu¨ltigkeit zu gewa¨hrleisten, basiert der entworfene Fragebogen auf dem wissen-
schaftlich anerkannten TAM.
Die Zuverla¨ssigkeit beschreibt, inwieweit die Ergebnisse dieser Evaluation von den durchfu¨hren-
den Autoren abha¨ngen. Das Ergebnis ko¨nnte dadurch beeinflusst sein, dass die Umfrage zur
Feststellung der Eignung von DecXtract von seinem Entwickler durchgefu¨hrt wurde, jedoch
wurden die Antworten so objektiv wie mo¨glich ausgewertet.
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7.3 Entscheidungswissen in JIRA-Issue-Kommentaren zum
Versta¨ndnis von Quellcodea¨nderungen im LUCENE
Projekt
Dieser Abschnitt beschreibt die Frage, ob DecXtract einer EntwicklerIn helfen kann, Quell-
codea¨nderungen besser zu verstehen. Abschnitt 7.3.1 beschreibt Anforderungen und Aufbau
eines Evaluationsdatensatzes. Abschnitt 7.3.2 zeigt ein JIRA-Issue des Evaluationsdatensatz
mit Quellcodea¨nderung. Abschnitt 7.3.3 betrachtet Quellcodea¨nderungen im Evaluationsdaten-
satzmit dem Entscheidungswissen in JIRA-Issue-Kommentaren. Abschnitt 7.3.4 interpretiert
die Ergebnisse.
7.3.1 Aufbau des Evaluationsdatensatzes
Zur Beantwortung der Evaluationsfragen wird ein JIRA-Projekt als Evaluationsdatensatz be-
no¨tigt. Tabelle 7.5 beschreibt die Anforderungen zur Auswahl eines geeigneten JIRA-Projektes.
Tabelle 7.5: Anforderungen an den Evaluationsdatensatz
Anforderung
JIRA-Projekt ist o¨ffentlich zuga¨nglich.
JIRA-Projekt dokumentiert die Entwicklungsartefakte eines Open-Source-Projektes.
Das Projekt wird regelma¨ßig weiterentwickelt.
Der Quellcode ist in einer ga¨ngigen Programmiersprache entwickelt (Java, C, . . . ).
Der Quellcode ist in einem GIT-Repository versioniert.
Die Commits sind mit JIRA-Issues u¨ber die Angabe der JIRA-Issue-ID verlinkt.
Alle Anforderungen treffen auf das JIRA-Projekt des Apache LUCENE Projektes (Abschnitt
2.5 Seite 10) zu. Die Nutzung dieses Projekts zur Evaluation bietet des Weiteren die Mo¨glichkeit
den Klassifikator auf dem Projekt der Trainingsdaten zu evaluieren (Abschnitt 6.4 Seite 71).
Aus dem LUCENE JIRA-Projekt wurden zufa¨llig 100 JIRA-Issues und deren verlinkte JIRA-
Issues zur Evaluation ausgewa¨hlt, sodass der Ausgangsdatensatz 131 JIRA-Issues umfasst.
Zur Evaluation mu¨ssen diese JIRA-Issues in ein lokales JIRA-Projekt importiert werden. Ei-
ne Mo¨glichkeit ist die manuelle U¨bertragung durch Kopieren und Einfu¨gen aller JIRA-Issues
und Kommentare. Diese Mo¨glichkeit ist sehr robust, da alle speziellen Formatierungen und
Hyperlinks u¨bernommen und gepru¨ft werden ko¨nnen. Diese Methode ist sehr zeitaufwendig.
Eine weitere Mo¨glichkeit ist der Export eines JIRA-Issues aus dem LUCENE-Projekt im XML
oder JSON Format. U¨ber eine JIRA-REST-Schnittstelle ko¨nnen so neue JIRA-Issues im loka-
len LUCENE Projekt erzeugt werden. Allerdings ist diese Methode sehr anfa¨llig gegen Sonder-
zeichen, spezielle Formatierungen und Hyperlinks. Zudem muss jedes Kommentar mit einem
JIRA-REST-Aufruf angelegt werden.
Aufgrund der Robustheit gegen Sonderzeichen und spezielle Formatierungen wurde entschieden,
alle JIRA-Issues und Kommentare per Hand in ein lokales1 JIRA-LUCENE Projekt zu kopieren.
1Lokales LUCENE JIRA-Projekt: Das JIRA-Projekt ist auf dem CURES-Server der Universita¨t Heidelberg ge-
speichert. Link: https://cures.ifi.uni-heidelberg.de/jira/projects/LUCENE/issues Zuletzt aufgerufen am
17.12.2018
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7.3.2 Beispiel eines Entscheidungsproblems in LUCENE
Dieser Abschnitt beschreibt ein JIRA-Issue des LUCENE Projekts mit zugeho¨riger Quellco-
dea¨nderung. Abbildung 7.2 stellt den Entscheidungsbaum zum JIRA-Issue LUCENE-2387 dar.
Das Entscheidungsproblem ist die Frage, wie Memory Leaks in der Klasse IndexWriter ver-
hindert werden ko¨nnen. Die/der AutorIn der ersten Alternative schla¨gt eine A¨nderung vor. Im
LUCENE Projekt scheint es u¨blich, eine Diff-Datei2 hochzuladen und dies mit dem Kommentar
”
Patch“ zu signalisieren. Das nachfolgende Entscheidungselement beschreibt die A¨nderung in
diesem Patch. Durch das Pro-Argument zu diesem Entscheidungselement beschließen die betei-
ligten EntwicklerInnen diesen A¨nderungsvorschlag zu akzeptieren. Das Entscheidungselement
”
29x version of this patch“ gibt an, dass dieser Patch akzeptiert und bereits zum Quellcode
hinzugefu¨gt wurde.
Quellcode 7.1 zeigt die Quellcodea¨nderung zu diesem Entscheidungsproblem. Die EntwicklerIn
hat gru¨n hinterlegte Zeilen hinzugefu¨gt und rot hinterlegte Zeilen entfernt. Die Zeile
input = n u l l ;
implementiert die Quellcodea¨nderung zum dokumentierten Entscheidungswissen. Diese Quell-
codea¨nderung ist konsistent zum Entscheidungswissen der JIRA-Issue Kommentare.
--- lucene/dev/trunk/lucene/src/java/org/apache/lucene/index/DocInverterPerField.java
+++ lucene/dev/trunk/lucene/src/java/org/apache/lucene/index/DocInverterPerField.java
@@ -199,6 +199 ,10 @@
public void close () throws IOException {
- input.close ();
+ if (input != null) {
+ input.close ();
+ // LUCENE -2387: don ’t hold onto Reader after close , so GC can reclaim
+ input = null;
+ }
Listing 7.1: Quellcodea¨nderung in LUCENE-2387
2Diff Datei: A¨hnlich Quellcode 7.1, Zeigt durchgefu¨hrte A¨nderungen am Quellcode.
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Abbildung 7.2: Entscheidungsproblem zu LUCENE-2387
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7.3.3 Planung und Durchfu¨hrung der Analyse
Um die Evaluationsfrage Ef.2 dieser Arbeit zu beantworten, werden alle JIRA-Issues des Eva-
luationsdatensatzes analysiert. Die Analyse betrachtet die folgenden fu¨nf Kategorien, abgeleitet
aus dem Ergebnis der Literaturrecherche (Tabelle 3.10 Seite 19). Tabelle 7.6 beinhaltet das Pro-
tokoll zur Analyse mit 31 Fragen, die zeigen sollen, inwieweit Entscheidungswissen aus JIRA-
Issue-Kommentaren EntwicklerInnen beim Versta¨ndnis von Quellcodea¨nderungen unterstu¨tzt.
1) Allgemein – Frage F.1 bis F.7
Diese Kategorie beschreibt die Metadaten des JIRA-Issue. Der JIRA-Issue-Key sorgt fu¨r
die Nachverfolgbarkeit, um das Protokoll mit dem JIRA-Issue zu verbinden. Der JIRA-
Issue-Typ nimmt die Werte Work Item oder Bug an. Status beschreibt, ob der Sachver-
halt des JIRA-Issue gelo¨st wurde oder nicht. Des Weiteren wird die Anzahl der Commits,
Kommentare und gefundenen Entscheidungselemente dokumentiert. Diese Kennzahlen
ermo¨glichen statistische Bewertungen gegen die Versta¨ndlichkeit der betrachteten Arte-
fakte.
2) Vollsta¨ndigkeit – Frage F.8 bis F.16
Diese Kategorie beschreibt die Vollsta¨ndigkeit des Entscheidungsproblems eines JIRA-
Issue. Fu¨r jeden Wissenstyp wird die Anzahl der existierenden Entscheidungselemente
geza¨hlt. Zudem wird gepru¨ft, ob sich ein eindeutiges Entscheidungsproblem, Lo¨sung und
Alternative finden lassen. Lo¨sungen und Alternativen mu¨ssen eindeutige Argumente fu¨r
oder gegen sie besitzen.
3) Quellcodea¨nderung– F.17 bis F.20
Diese Kategorie beschreibt die Quellcodea¨nderungdes JIRA-Issue. Shihab et al. klassifi-
ziert große Quellcodea¨nderungen als risikoanfa¨lliger als kleine Quellcodea¨nderungen [30].
Die Kennzahlen zur A¨nderung der LOC berechnet das
”
Git Integration for JIRA“ Plug-In.
Der betrachtetet Wert summiert sich aus allen Commits.
4) Konsistenz – Frage F.21 bis F.27
Diese Kategorie beschreibt die Konsistenz zwischen dokumentiertem Entscheidungswis-
sen und Quellcodea¨nderung. Dafu¨r muss die implementierte Quellcodea¨nderungmit dem
Entscheidungswissen konsistent sein. Es wird auch betrachtet, ob Entscheidungsproble-
me dokumentiert sind, die nicht implementiert wurden. Die Kerna¨nderung beschreibt
genau die Quellcodea¨nderung, die no¨tig ist, um das Entscheidungsproblem zu lo¨sen.
A¨nderungsauswirkungen3 resultieren aus der Kerna¨nderungen und passen Quellcode fu¨r
die Kerna¨nderung an.
5) Entscheidungsfindungsstrategie – Frage F.28 bis F.31
Diese Kategorie untersucht nach Hesse et al. die sprachliche Dokumentation der Argumen-
te fu¨r Entscheidungen und Alternativen [22]. Die Begru¨ndung einer rationalen Argumenta-
tion basiert auf Tatsachen und Erfahrungen, wogegen eine nicht-rationale Argumentation
eine perso¨nliche Meinung, Erfahrung in der Vergangenheit oder Gefu¨hle nutzt.
3Beispiel einer A¨nderungsauswirkung: Die Kerna¨nderung a¨ndert den Ru¨ckgabetyp einer Methode von String




Tabelle 7.6: Analyseprotokoll der Quellcodea¨nderungen
1) Allgemein 2) Vollsta¨ndigkeit
F.1 JIRA-Issue Key F.8 Anzahl Issues [4]
F.2 JIRA-Issue Typ [30] F.9 Anzahl Entscheidungen [4]
F.3 Status F.10 Anzahl Alternativen [4]
F.4 Anzahl Commits F.11 Anzahl Argumente [4]
F.5 Anzahl Kommentare F.12 Eindeutiges Entscheidungsproblem [31, 32]
F.6 Anzahl Entscheidungselemente F.13 Eindeutige Lo¨sung [31]
F.7 Hinzugefu¨gte Entscheidungselemente F.14 Eindeutige Begru¨ndung zur Lo¨sung [31, 32]
F.15 Eindeutige Alternativlo¨sung [32]
F.16 Eindeutiges Gegenargument [31, 32]
3) Quellcodea¨nderung 4) Konsistenz
F.17 Anzahl LOC hinzugefu¨gt [30] F.21 Inkonsistenz im Entscheidungswissen
F.18 Anzahl LOC gelo¨scht [30] F.22 Codea¨nderung konsistent zu Entscheidung
F.19 Anzahl LOC gea¨ndert [30] F.23 Kerna¨nderung ist identifizierbar
F.20 Anzahl Dateien gea¨ndert [30] F.24 A¨nderungsauswirkung erwartet [33]
F.25 A¨nderungsauswirkung identifizierbar? [33]
F.26 Commit entha¨lt unerwa¨hnte A¨nderungen
F.27 Entscheidung nicht umgesetzt
5) Entscheidungsfindungsstrategie
Argumente sind rational beschrieben [22]
F.28 Pro-Argument
F.29 Con-Argument
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7.3.3.1 Ergebnisse: Allgemein und Quellcodea¨nderung
Dieser Abschnitt betrachtet die Ergebnisse der Kategorie Allgemein und Quellcodea¨nderung.
Im lokalen JIRA-Projekt von LUCENE wurde Entscheidungswissen in allen JIRA-Issues mit
Hilfe von Systemfunktion 2 und 3 klassifiziert und verlinkt. 31 JIRA-Issues sind fu¨r die Eva-
luation nicht geeignet, da sie keine GIT-Commits besitzen. Abbildung 7.3 zeigt Kennzahlen zu
den verbleibenden 90 JIRA-Issues.
Der Datensatz besteht aus 90 JIRA-Issues, mit 45 Work Items, 42 Bugs und 3 Tests. 59 JIRA-
Issues besitzen die neutrale Priorita¨t Major. 24 JIRA-Issues sind niedriger mit Minor priorisiert.
Sieben weitere JIRA-Issues sind auf die Priorita¨ten Trivial, Critical und Blocker aufgeteilt.
Lediglich drei JIRA-Issues besitzen den Status Open, alle weiteren sind Closed. Abbildung 7.3d
zeigt die Verteilung der Gro¨ße der Quellcodea¨nderungen. Commits fu¨gen ha¨ufig neuen Quellcode
hinzu. Meist sind nur wenige ( 10) Dateien von einer Quellcodea¨nderung betroffen.
Abbildung 7.3e zeigt Kennzahlen zu JIRA-Issues. Die Anzahl der Entscheidungselemente in
JIRA-Issues liegt im Median bei acht Entscheidungselementen pro JIRA-Issue. Die Anzahl der
Kommentare liegt im Median bei neun Kommentaren pro JIRA-Issue. Im Maximum existieren
weniger Kommentare als Entscheidungselemente pro JIRA-Issue. Die Anzahl der Commits liegt



























(d) Gro¨ße der Quellcodea¨nderungen




(e) Umfang der JIRA-Issues




Die Qualita¨t des Entscheidungswissens wird nach Alkadhi et al. durch die Vollsta¨ndigkeit des
Entscheidungswissens (Rationale Completeness) festgestellt [4]. Rationale Completeness tritt
ein, wenn alle Entscheidungsproblem mit Alternativen diskutiert wurden und alle Alternati-
ven mit Argumenten bewertet wurden, zudem ist eine Entscheidung zu identifizieren. Um die
Rationale Completeness zu bestimmen, wird jedes Entscheidungsproblem auf vorhandene Ent-
scheidungselemente mit entsprechenden Wissenstypen und deren Verlinkung untersucht. Alle
Entscheidungselemente mu¨ssen dabei eindeutig erkennbar sein und aus den Kommentaren des
untersuchten JIRA-Issues stammen.
Abbildung 7.4a beschreibt die Existenz der finalen Entscheidung. Die Aussage dieses Entschei-
dungselements muss mit der Quellcodea¨nderung konsistent sein (vgl. Abschnitt 7.3.3.3). Abbil-
dung 7.4b zeigt, wie viele dieser Entscheidungen begru¨ndet sind.
Abbildung 7.4c beschreibt die Existenz eines alternativen Vorschlags zur Entscheidung eines
Entscheidungsproblems. Dies kann sowohl ein Teilaspekt als auch ein Gegenvorschlag sein.
Abbildung 7.4d zeigt, wie viele der vorhandenen Alternativen widerlegt sind. Ein Widerspruch
spricht eine deutliche Aussage gegen eine Alternative aus.
Die ausgewa¨hlten JIRA-Issues des LUCENE Projektes zeigen mit 76 % (69) eine akzeptable Do-
kumentation der umgesetzten Entscheidungen. Diese sind jedoch nur zu 42 % (29) begru¨ndet.
Alternativen zu Entscheidungen sind nur in 35 % (32) der untersuchten JIRA-Issues dokumen-











(b) Die vorhandene Lo¨sung des Entscheidungspro-











(d) Die vorhandene Alternative ist eindeutig Wider-
legt
Abbildung 7.4: Rationale Completeness der untersuchten JIRA-Issues im Lucene Projekt
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7.3.3.3 Ergebnisse: Konsistenz und Entscheidungsfindungsstrategie
Abbildung 7.5a zeigt die Ergebnisse zu Frage F.21. Nur vier JIRA-Issues haben Inkonsisten-
zen innerhalb des dokumentierten Entscheidungswissens. Ein JIRA-Issue besitzt Alternativen,
die nicht durch Argumente bewertet sind, die implementierte Alternative besitzt zwei Con-
Argumente. Die EntwicklerIn begru¨ndet nicht, wieso diese Entscheidung gegenu¨ber der Alter-
nativen implementiert wurde. Die Diskussionen der drei weiteren JIRA-Issues behandeln nicht
das zu lo¨sende Entscheidungsproblem. Es lassen sich Entscheidungselemente identifizieren, diese
stehen allerdings in keinem Bezug zur Quellcodea¨nderung.
Abbildung 7.5b zeigt die Ergebnisse zu Frage 22. Von 90 gepru¨ften JIRA-Issues wurde die Kon-
sistenz zwischen Entscheidungswissen und Quellcodea¨nderung festgestellt. Der Hauptgrund fu¨r
die fehlende Konsistenz ist nicht dokumentiertes Entscheidungswissen. In vier Fa¨llen kommt es
vor, dass Quellcode (Klassen und Methoden) gelo¨scht wird, dies aber nicht im Entscheidungs-
wissen begru¨ndet ist. In sieben Fa¨llen wird nach der Quellcodea¨nderung eine kleine (  5 LOC)
Korrektur durchgefu¨hrt. Diese Korrekturen sind nicht im Entscheidungswissen begru¨ndet oder
dokumentiert. Diese 18 JIRA-Issues haben im Mittelwert 10 Kommentare und 7.5 Entschei-
dungselemente. Es ist nicht darauf zuru¨ckzufu¨hren, dass die EnwicklerInnen zu wenig Wissen
dokumentiert haben. Allerdings a¨ndern diese 18 JIRA-Issues im Mittelwert 141 LOC, fu¨gen 328












(b) F.22: Code A¨nderung ist konsistent zu Beschrei-
bung in Entscheidungsdokumentation
Abbildung 7.5: Konsistenzanalyse ausgewa¨hlter JIRA-Issues des LUCENE Projekts I
Abbildung 7.6a beantwortet Frage 23 und zeigt die Anzahl der JIRA-Issues, deren Kerna¨nderung
identifizierbar ist. Zehn JIRA-Issues ermo¨glichen keine Identifizierung der Kerna¨nderung. In
acht Fa¨llen ist die gesamte Quellcodea¨nderung zu groß, um die Kerna¨nderung zu identifizieren.
In diesen Fa¨llen sind auch keine oder zu viele Methoden- und Klassennamen im Entscheidungs-
wissen dokumentiert. Im Mittelwert a¨ndern diese zehn JIRA-Issues 310 LOC, fu¨gen 990 LOC
hinzu und lo¨schen 206 LOC. Dies ist ein Indiz fu¨r die Gro¨ße der Quellcodea¨nderung als Ursache
zur schlechten Identifizierbarkeit von Kerna¨nderungen.
Abbildung 7.6b zeigt den Vergleich zwischen Frage 24 und 25. Diese Fragen untersuchen, ob
eine A¨nderungsauswirkung erwartet wird, und ob diese identifizierbar ist. Bei sieben JIRA-
Issues stimmen die Antworten nicht u¨berein. In allen sieben Fa¨llen behandelt das JIRA-Issue
das Entscheidungsproblem einer neuen Funktionalita¨t (z.B. neue Klasse oder Methode), die als
Kerna¨nderung betrachtet wird. Der Aufruf der neuen Klasse oder Methode wird als A¨nder-
ungsauswirkung betrachtet. Diese ist in keinem der sieben Fa¨lle zu identifizieren. Die LUCENE
EntwicklerInnen trennen ihre Aufgaben (hier: Entwicklung einer neuen Klasse und Einsatz einer
neuen Klasse) in verschiedenen JIRA-Issues. Daher ist die A¨nderungsauswirkung in diesem












(b) Erwartete A¨nderungsauswirkung identifizierbar
Abbildung 7.6: Konsistenzanalyse ausgewa¨hlter JIRA-Issues des LUCENE Projekts II
Abbildung 7.7a zeigt die Antwort auf Frage 26 und gibt an, wie viele Quellcodea¨nderungen nicht
in einem Entscheidungsproblem diskutiert wurden. Dies trifft auf sieben JIRA-Issues zu. Fu¨nf
der sieben Fa¨lle beschreiben Bug Fixes, die in der zugeho¨rigen Commit Nachricht beschrieben
werden. In zwei Fa¨llen ist die Begru¨ndung hinter der A¨nderung nicht klar.
Abbildung 7.7b zeigt die Antwort auf Frage 27, die Entscheidungsprobleme sucht, die nicht
im Quellcode umgesetzt wurden. Nur ein JIRA-Issue konnte gefunden werden, dessen Quellco-










(b) Entscheidene Entscheidungsprobleme wurden
nicht umgesetzt
Abbildung 7.7: Konsistenzanalyse ausgewa¨hlter JIRA-Issues des LUCENE Projekts III
Abbildung 7.8 zeigt das Ergebnis der Fragen 28 bis 31 zur Entscheidungsfindungsstrategie.
Es ist deutlich, dass Con-Argumente fast ausschließlich rational formuliert sind. Dies belegt
die urspru¨ngliche Annahme, dass EntwicklerInnen in Open-Source-Projekten viele Meinungen














Abbildung 7.8: Ergebnis Entscheidungsfindungsstrategie Frage 28 bis 31
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7.3.4 Interpretation korrelierender Attribute
Durch ein R Script wurden die erfassten Daten aus dem Protokollbogen in Tabelle 7.6 analysiert
und verglichen. Dabei wird jedes JIRA-Issue als Vektor betrachtet, der die Ergebnisse der Fragen
entha¨lt. Die numerische Antwort4 auf eine Frage wird als Attribut im Vektor gespeichert.
Das R Script nutzt die Methode cor(.), um eine Menge von Vektoren auf korrelierende Attribute
zu vergleichen. Korrelierende Attribute werden sowohl in positiver als auch negativer Richtung
betrachtet. Eine positive Korrelation ist ein gleichzeitiger Anstieg zweier Attribute, z.B.: Mit
steigender Regenmenge, steigt der Wasserpegel. Bei negativer Korrelation sinkt ein Attribut
bei gleichzeitigem Anstieg des zweiten Attributs, z.B.: Bei steigender Regenmenge, sinkt die
Temperatur. Der Korrelationswert k nimmt Werte zwischen 1 und 1 an. Tabelle 7.7 betrachtet
ausgewa¨hlte Korrelationen der Attribute.
Tabelle 7.7: Korrelierende Attribute zum Versta¨ndnis
Id Nr. Attribut k Attribut Nr
K.1 F.3 Status -0.31 unerwartete A¨nderung F.26
K.2 F.4 # Commits 0.31 # Kommentare F.5
K.3 F.5 # Kommentare 0.43 Alternative vorhanden F.15
K.4 F.5 # Kommentare 0.41 Rationales Con-Argument F.29
K.5 F.5 # Kommentare -0.02 Nicht Rationales Con-Argument F.31
K.6 F.10 # Alternativen 0.46 Rationales Con-Argument F.29
K.7 F.13 Eindeutige Lo¨sung vorhanden 0.64 Codea¨nderung ist konsistent F.22
K.8 F.14 Begru¨ndung zur Lo¨sung 0.23 Codea¨nderung ist konsistent F.22
K.9 F.17 # LOC hinzugefu¨gt -0.41 Kerna¨nderung ist identifizierbar F.23
K.10 F.19 # LOC gea¨ndert 0.29 unerwartete A¨nderung F.26
K.11 F.23 Kerna¨nderung ist identifizierbar 0.46 Eindeutige Lo¨sung vorhanden F.13
K.12 F.23 Kerna¨nderung ist identifizierbar 0.46 Codea¨nderung ist Konsistent F.22
K.13 F.25 Auswirkung identifizierbar 0.87 Auswirkung erwartet F.24
Korrelationswert K.1 beschreibt eine leichte Abha¨ngigkeit zwischen dem Status und vorhanden
Quellcodea¨nderungen, die nicht im Entscheidungsproblem diskutiert wurden. Von vier offenen
JIRA-Issues besitzen zwei unerwartete A¨nderungen. Dieser Wert ist nicht aussagekra¨ftig.
Korrelationswert K.2 beschreibt eine leichte Abha¨ngigkeit zwischen der Anzahl der Commits
und der Anzahl der Kommentare zu einem JIRA-Issue. Daraus folgt, dass große Diskussionen
mehrere Commits produzieren. Subjektiv entsteht allerdings der Eindruck, dass die Anzahl der
Commits von den Autoren abha¨ngt und davon, ob eine Lo¨sung zu einem Entscheidungsproblem
noch auf weiteren Branches commitet wird. Abbildung 7.9d beschreibt dieses Verha¨ltnis.
Korrelationswert K.3 beschreibt eine Korrelation zwischen der Anzahl der Kommentare zu
einem JIRA-Issue und den vorhandenen Alternativen zum Entscheidungsproblem des JIRA-
Issue. Daraus folgt, dass LUCENE EntwicklerInnen in JIRA-Issues mit großen Diskussionen
viele Alternativen und Verbesserungen vorgeschlagen.
Die Korrelationswerte K.4, K.5 und K.6 beschreiben die Korrelationen zwischen rational argu-
mentierten Con-Argumenten und der Anzahl der Kommentare im JIRA-Issue und Alternativen
im Entscheidungsproblem. Die Werte zeigen, dass LUCENE EntwicklerInnen in großen Diskus-
sionen ihre Gegenargumente meist rational formulieren. Dies deckt sich mit Abbildung 7.8








Der Korrelationswert K.7 beschreibt die Abha¨ngigkeit der Konsistenz von Quellcodea¨nder-
ungmit Entscheidungswissen zu einer dokumentierten Lo¨sung des Entscheidungsproblems. Dar-
aus folgt, dass eine eindeutige Lo¨sung zu einem Entscheidungsproblem das Versta¨ndnis einer
Quellcodea¨nderung unterstu¨tzt. Abbildung 7.9b beschreibt dieses Verha¨ltnis.
Der Korrelationswert K.8 zeigt, dass die Begru¨ndung zu einer Lo¨sung weniger Einfluss auf
das Versta¨ndnis einer Quellcodea¨nderung hat als die Lo¨sung des Entscheidungsproblems. Diese
Aussage deckt sich nicht mit den Ergebnissen der Literaturrecherche in Kapitel 3 ab Seite 13.
Der Korrelationswert K.9 zeigt, dass sich eine hohe Anzahl an LOC pro Quellcodea¨nderung
negativ auf die Identifizierbarkeit der Kerna¨nderung auswirkt.
Der Korrelationswert K.10 beschreibt eine leichte Abha¨ngigkeit zwischen Commits mit vielen
gea¨nderten LOC und Quellcodea¨nderungen, die nicht im Entscheidungsproblem dokumentiert
sind.
Der Korrelationswert K.11 identifiziert eine Abha¨ngigkeit zwischen der Identifizierbarkeit ei-
ner Quellcodea¨nderung und der Existenz einer eindeutigen Lo¨sung des Entscheidungsproblems.
Daraus folgt, dass die Beschreibung der Lo¨sung im dokumentierten Entscheidungswissen die/-
den BetrachterIn unterstu¨tzt eine Quellcodea¨nderung zu identifizieren. Abbildung 7.9a zeigt
dies Verha¨ltnis.
Der Korrelationswert K.12 identifiziert eine Abha¨ngigkeit zwischen der Identifizierbarkeit einer
Quellcodea¨nderung und der Konsistenz der Quellcodea¨nderung zum dokumentierten Entschei-
dungswissen. Dies besta¨tigt das Ergebnis und die Interpretation von K.11 und K.7. Abbildung
7.9c zeigt dies Verha¨ltnis.
Der Korrelationswert K.13 besta¨tigt, dass in 87 % der untersuchten JIRA-Probleme eine A¨nderungs-
auswirkung identifiziert werden konnte, sofern diese erwartet wurde.
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(a) Vergleich F.23 - F.13:
Korrelation einer identifizierbaren
Kerna¨nderung und einer eindeutig doku-
mentierten Entscheidung.
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(b) Vergleich F.13 - F.22
Korrelation einer eindeutig dokumentierten
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(c) Vergleich F.23 - F.22
Korrelation einer identifizierbaren
Kerna¨nderung und einer zu dem Entschei-
dungswissen konsistenten Quellcodea¨nderung.



















(d) Vergleich F.5 - F.15
Korrelation zwischen der Anzahl der Alternati-
ven und Anzahl der Kommentare eines JIRA-
Issues




Die Evaluation zeigt die Eignung von DecXtract zur Entscheidungsdokumentation mit zwei
Fragen. Durch Ef.1 wird die Eignung von DecXtract zur Entscheidungsdokumention durch eine
Umfrage mit Studierenden untersucht. Die Umfrage betrachtet die Variablen: Benutzbarkeit,
Nu¨tzlichkeit und Absicht in den Systemfunktionen 2, 3, 4, 5, 6 und 7. Die Umfrage zeigt gute
Resultate fu¨r alle drei Variablen mit weiteren Vorschla¨gen zur Verbesserung und Erweiterung.
Die TeilnehmerInnen der Umfrage bewerten jedoch die Genauigkeit des Klassifikators fu¨r Ent-
scheidungswissen als zu ungenau und wu¨nschen sich hier noch eine Verbesserung.
Mit Ef.2 wird der Mehrwert von Entscheidungswissen in JIRA-Issue-Kommentaren zum Ver-
sta¨ndnis von Quellcodea¨nderungen analysiert. Dafu¨r wird das in Kapitel 3 ab Seite 13 gesam-
melte Wissen genutzt, um Fragen zum Versta¨ndnis einer Quellcodea¨nderung anhand Entschei-
dungswissen aus JIRA-Issue-Kommentaren zu definieren. Fu¨r diese Evaluationsfrage wurde ein
Evaluationsdatensatz in einem lokalen JIRA-Projekt erzeugt. Alle enthaltenen JIRA-Issues
wurden mit dem definierten Fragenkatalog untersucht und die Quellcodea¨nderung mit dem
Entscheidungswissen verglichen. Die Beantwortung des Fragenkatalogs pru¨ft ob das aus den
JIRA-Issue-Kommentaren extrahierte Entscheidungswissen beim Versta¨ndnis der Quellcodea¨n-
derung hilft.
Die Untersuchung zeigt, dass bei ca. drei Viertel der untersuchten JIRA-Issues Entscheidungs-
wissen in deren Kommentaren festgehalten ist. Enthalten die JIRA-Issue-Kommentare Ent-
scheidungswissen, hilft dies auch beim Versta¨ndnis der Quellcodea¨nderung. Die Gro¨ße der
Quellcodea¨nderung wird dabei als Versta¨ndnis beeinflussender Faktor identifiziert. Je gro¨ßer




Die Zusammenfassung beschreibt die wesentlichen Ergebnisse dieser Arbeit. Die Aussagen be-
ziehen Stellung zu den wichtigsten Entscheidungsproblemen der einzelnen Kapitel und beant-
worten definierte Fragen. Der Ausblick beschreibt Ansatzpunkte zur Verbesserung dieser Arbeit
sowie Ideen fu¨r das CURES–ConDec Projekt.
8.1 Zusammenfassung
Die Rolle der Rationale ManagerIn hat die Aufgabe, Entscheidungswissen in Software-Projekten
explizit zu dokumentieren und zu verwalten. EntwicklerInnen halten Entscheidungswissen oft
nur informell in Kommentaren des genutzten Issue-Trackers oder in Commit-Nachrichten fest
[3]. Diese Arbeit befasst sich mit der Frage, wie informelles Entscheidungswissen in Kommenta-
ren eines Issue-Trackers, in explizites Entscheidungswissen u¨berfu¨hrt werden kann. Fu¨r diesen
Zweck wird das JIRA-Plug-In ConDec um die Komponente DecXtract erweitert, die es Ratio-
nale ManagerInnen und EntwicklerInnen ermo¨glicht, Entscheidungswissen automatisiert und
manuell zu klassifizieren.
Eine systematische Literaturrecherche beantwortet die Fragen, welches Wissen EntwicklerInnen
zum Versta¨ndnis von Quellcodea¨nderungen beno¨tigen und welches Entscheidungswissen Ent-
wicklerInnen zum Versta¨ndnis von Quellcodea¨nderungen beno¨tigen. Die Recherche liefert 21
Fragen von EntwicklerInnen aus ihrem Alltag im Umgang mit Quellcodea¨nderungen.
EntwicklerInnen ko¨nnen DecXtract nutzen, um Entscheidungswissen explizit in Kommentaren
zu klassifizieren und mit anderen Wissens Artefakten zu verbinden. Die explizite Darstellung
von informellem Entscheidungswissen in JIRA-Issue-Kommentaren soll die Versta¨ndlichkeit von
Quellcodea¨nderungen erho¨hen.
Eine Umfrage mit Studierenden zeigt die Eignung von DecXtract durch Befragung zur Benutz-
barkeit, Einfachheit und Intention. Die Befragten loben die gute Integration in JIRA und die
Visualisierungen von DecXtract und ConDec.
Die Evaluation von DecXtract nutzt die gewonnene Erkenntnis aus der Literaturrecherche zur
Definition von Fragen zur Analyse von Quellcodea¨nderungen. Das JIRA-Projekt von Apache
LUCENE wurde als Evaluationsdatensatz ausgewa¨hlt. 90 JIRA-Issues wurden in ein lokales
JIRA-Projekt u¨berfu¨hrt. Mithilfe von DecXtract wurde Entscheidungswissen in den JIRA-Issue-
Kommentaren klassifiziert und miteinander verlinkt. Jede Quellcodea¨nderung wurde mithilfe
des expliziten Entscheidungswissens verglichen. Dabei wurde fu¨r jedes JIRA-Issue ein Protokoll
aufgezeichnet und Fragen zur Konsistenz, Vollsta¨ndigkeit und der Entscheidungsfindungsstra-
tegie gestellt.
Die Auswertung des Protokolls fu¨r alle 90 JIRA-Issues zeigt, dass explizites Entscheidungswis-
sen aus JIRA-Issue Kommentaren EntwicklerInnen beim Versta¨ndnis von Quellcodea¨nderungen
unterstu¨tzt. Die Gro¨ße der Quellcodea¨nderung, sowie schlecht dokumentiertes Entscheidungs-
wissen werden als negativ auswirkende Faktoren identifiziert.
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8 Schlussfolgerung
8.2 Ausblick und Diskussion
Die Umfrage sowie die Testergebnisse zeigen schlechte Ergebnisse des Klassifikators in der An-
wendung außerhalb der Trainingsdaten. Dieses Problem bietet noch einige Mo¨glichkeiten zur
Verbesserung.
Eine Ontologie und die Nutzung von natu¨rlichsprachiger Texterkennung mit Natural Language
Processing-Ansa¨tzen ko¨nnen die Eingabedaten auf Synonyme und ha¨ufig auftretende Wo¨rter
in a¨hnlichem Kontext pru¨fen. Zudem sollte ein Klassifikator nur auf dem Projekt angewendet
werden, auf dem er trainiert wurde. Dafu¨r sollte eine Funktionalita¨t entworfen werden, die es
ermo¨glicht einen Klassifikator nach einer Trainingsphase (manueller Klassifikation durch Ent-
wicklerInnen) auf dem eigenen Projekt anzuwenden und regelma¨ßig neu zu trainieren (Active
Learning). Die Anwendung von Explainable Machine Learning kann dabei helfen, nach der
Klassifikation Schlagworte zu identifizieren, die der Machine Learning Algorithmus fu¨r die Wis-
senstypen gefunden hat. Die Anwendung von Active Learning ermo¨glicht zudem die schnelle
Einbindung von neuen Wissenstypen.
Um die Verbindung zwischen Quellcodea¨nderungen und Entscheidungswissen noch zu versta¨rken,
kann ConDec auf das angebundene Versionierungssystem zugreifen und Commit Nachrichten
als Quelle fu¨r Entscheidungswissen nutzen. Zudem ko¨nnen Quellcodeausschnitte aus JIRA-
Issue-Kommentaren mit einer Quellcodea¨nderung durch Analyse der textuellen A¨hnlichkeit in
Verbindung gebracht werden. Dies ermo¨glicht eine schnelle Identifizierung der Kerna¨nderung.
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Backward Snowballing Literaturrecherche nach im vorliegenden Artikel zitierten Artikeln. 13
Berichte JIRA-Berichte sammeln Informationen und erstellen U¨bersichten zum aktuellen JIRA-
Projekt. Bspw. Burndown Charts. 57
Bug Fehler im Quellcode. 88
Button Deutsch: Knopf. Hier: Interaktionsmo¨glichkeit fu¨r die NutzerIn, um auf der Oberfla¨che
eine Funktion auszulo¨sen. 60
Commit Speichern von lokalen A¨nderungen in einem Versionskontrollsystem. 80, 84, 85, 87,
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Continuous Software Engineering Softwareentwicklungsprozess, der NutzerInnen stark in den
Entwicklungsprozess mit einbezieht. 5
CSS Cascading Style Sheets: Stylesheet Sprache fu¨r HTML Systeme. 49
Diff Unterschied zwischen Quellcode vor und nach einer A¨nderung. 80
Entscheidungsproblem Entscheidung, deren Alternativen im Projektumfeld abgewogen und
entschieden wird. 1, 37, 38, 40, 43, 45, 48, 50, 51, 53, 55, 57
Entscheidungswissen Vorhandenes Wissen u¨ber eine Entscheidungsfrage. Argumente fu¨r oder
gegen mo¨gliche Alternativen sowie der Kontext der Entscheidung. 1
Forward Snowballing Literaturrecherche nach ju¨ngeren Artikeln, die einen vorliegenden Artikel
zitieren. 13
Icon Kleine Grafik. Hier: Symbol das einen Wissenstyp identifiziert. 60, 68
JSON JavaScript Object Notation. Kompaktes Datenformat zum Datenaustausch. 58
LOC Lines of Code. 17, 19, 83
LUCENE LUCENE ist eine von Apache entwickelte frei verfu¨gbare Programmbibliothek zur
Volltextsuche. Sie ist komplett in JAVA entwickelt und in vielen Applikationen einsetzbar.
Kontext: Die Daten aus dem LUCENE-GIT und JIRA werden zur Evaluation dieser
Arbeit benutzt. v, 10, 75, 80, 81, 80, 83, 85, 86, 87, 89, 91
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Machine Learning Fa¨higkeit neues Wissen aus erlernten Daten zu generieren. 94
Natu¨rliche Sprache Def. laut Sprachwissenschaft: Eine von Menschen gesprochene Einzelspra-
che die aus historischer Entwicklung entstanden ist. Im Kontext von Tools und Entwick-
lerInnen kommt es vor das neue Wo¨rter eine eigene kontextbezogene Bedeutung haben.
Bspw. +1 wird als Ich unterstu¨tze diese Aussage gedeutet. 2
Patch Korrektur eines (fehlerhaften) Softwaresystems. 80
Rationale Completeness Rationale Completeness beschreibt die Vollsta¨ndigkeit eines Entschei-
dungsproblem. Sie liegt vor wenn fu¨r jedes Problem eine Entscheidung mit Argumenten
dokumentiert ist. 86
REST REST Schnittstelle. 33, 36, 50, 51, 53, 54, 58, 69, 80
Snowballing Snowballing bezeichnet die Verwendung eines vorliegenden Artikels um weitere
Artikel zu identifiziere. 13, 15
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