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ANNEXE . 
La maintenance est le fait d'entretenir un matériel ou 
de recomplëter des unités de combat, telle est la définition de 
=e mot donnée par le" Petit Robert" Mais en informatique, 
définir ce terme avec precision, n'est pas chose aisée. On 
s'accorde généralement à dire que la maintenance d'un logiciel 
sst l'ensemble des changements apportés à des programmes 
~pérationnels dans le but de les garder opérationnels. 
Cependant, ce terme reste assez flou par la diversité 
des actions qu'il regroupe. C'est pourquoi certains auteurs 
jistinguent plusieurs types de maintenance tels que la 
aintenance corrective C correction d'erreurs découvertes après 
~ue le programme soit devenu opérationnel) et la maintenance 
adaptative C adaptation des programmes à des changements 
xternes; compilateur, hardware, ... ) CGremB~). Parikh mentionne 
également la maintenance perfective C amélioration de fonctions) 
~Pari86). 
D'autre part, les logiciels sont souvent livrés 
~ardivement et, habituellement, ne sont pas fiables (2elk78). Il 
n'est donc pas rare que des programmes soient utilisés alors 
qu'ils ne fonctionnent pas correctement CPari86). 
Comment, dans ce cas, peut-on discerner la maintenance 
du développement? Ne s'agit-il pas de la mise au point et de la 
continuation du développement ? Lorsqu'on apporte des 
~odifications à un logiciel, peut-on encore parler de 
naintenance? Ne s'agit-il pas d'un développement continu? 
On le voit, le problème de la définition de la 
naintenance n'est pas simple, mais le but de ce travail n'en est 
pas la résolution. Nous laisserons donc au lecteur désireux 
d'approfondir le sujet, le soin de consulter les auteurs déjà 
cités et pour la suite de ce travail, nous garderons au terme 
• maintenance" son caractère général. 
La maintenance est une étape importante du cycle de vie 
d'un logiciel, car, même après sa mise au point et sa 
d istribution, un programme recèle encore de~ erreurs plus ou 
moins nombreuses. En fait, la maintenance d'un programme 
représente 67% de son coôt total CUlan8~), et la correction des 
erreurs y occupe une part non négligeable. Cette étape constitue 
une lourde charge pour les entreprises; on estime que la plupart 
d 'entre elles y consacrent 50% de leur budget informatique et que 
plus de 30 billions de dollars sont dépensés chaque année à cette 
fin CPari86). Il est donc compréhensible que l'on che~che â 
réduire ces coôts. 
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En faisant abstraction des efforts à fournir, liés au 
développement des logiciels C plus de fiabilité, meilleurs 
tests, ... ), le problème consiste à découvrir rapidement les 
erreurs, à les corriger et à faire circuler ces corrections afin 
que, si ces erreurs se représentent à nouveau, on ne perde plus 
de temps à les solutionner. Si, il y a une dizaine d'années, ce 
problème n'était pas trop préoccupant , il devient aujourd'hui 
crucial étant donné la taille sans cesse croissante des logiciels 
et le nombre toujours µlus important des développeurs concernés 
par ceux-ci Cà titre d'exemple, citons 5000 hommes-année pour un 
système d'exploitation CZelk78)). Il semble donc impératif, pour 
essayer de diminuer les coùts de la maintenance, de développer un 
ensemble d'outils qui permettent d'améliorer ce travail en 
assurant une correction plus rapide et une meilleure circulation 
de celle-ci. 
Dans ce travail nous nous intéresserons 
spécialemen t à la maintenance de programmes systèmes 
particulier du système ·as 2000 de Siemens. 
/ 
plus 
et en 
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DEFINITION DU PROBLEM E 
.1 La situation actuelle. 
Essayons de présenter la démarche suivie par les 
personnes chargées de la correction afin de mieux discerner les 
étapes où l'on pourrait intervenir. 
Lorsque le système ne peut plus continuer, lorsque" il 
s'est planté "comme nous le disons familièrement, c'est une 
erreur qui se manifeste C erreur d'adressage dans le code du 
système, tentative d'exécution d'un ordre qui n'est pas un code 
opératoire, ... ), On se trouve donc confronté à un crash du 
système ou d'une partie de celui-ci. Il est nécessaire alors de 
créer un" dump du système", c'est-à-dire établir un listing qui 
sera le refl~t, la copie lisible du contenu de la mémoire ou 
d'une partie de la mémoire du système~ Généralement cette copie 
sera présentée sous la forme hexadécimale. 
Dans la pratique, les dumps sont d'abord erses sur un 
support intermédiaire, band~· magnétique ou disque, puis édités et 
i mprimés. Il faut alors parcourir ce listing pour vérifier le 
contenu des données qui sont organisées en tables. Mais on ne 
connait malheureusement pas leur adresse - excepté pour la 
première - puisqu'elles sont créées dynamiquement au fur et à 
mesure des besoins. 
La méthode de parcours du listing est la suivante: 
chercher dans la première table, un pointeur vers une table qui 
possède un pointeur vers une autre table, qui possède à son tour 
un pointeur vers une table qui . . . Jusqu'à trouver un pointeur 
vars la table qu'il fallait atteindre. C ' est donc en se déplaçant 
e table en table à l'aide de pointeurs que l'on trouvera la 
t able cherchée. 
Lorsque cette table est localisée, il faut vérifier si 
certaines valeurs ont été ou n'ont pas été modifiées et la 
odification de ces valeurs permettra de déterminer si oui ou non 
le programme " est passé " par ce point. Il faut alors 
recommencer la recherche d ' autres tables pour effectuer les mêmes 
observations. Ainsi, petit à petit, se repéreront les parties du 
programme exécutées et celles qui ne l'ont pas été. C'est en 
a nalysant ces traces de passage que nous pourrons essayer 
c'établir la raison de cette erreur. 
Il restera à la corriger et à diffuser la correction 
parmi toutes les versions existantes du programme. En effet, si 
eule la correction d'une version était réalisée pour chaque 
e rreur découverte, il faudrait faire face â une croissance 
e xplosive du nombre de vers i ons différentes d'un même programme. 
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Par exemple, supposons qu'un programme A soit installé sur trois 
sites I,II,III et qu'une erreur survienne sur le site I. Si le 
système du premier site est le seul à être corrigé, celui-ci 
possédera un système A' tandis qua les sites II et III garderont 
un système A inchangé. 
Supposons encore qu'une erreur se produise sur les 
sites I et II, comment déterminer si cette erreur est la même sur 
les deux sites puisque les systèmes sont différents? La 
correction 
systèmes. 
différents: 
de celle-ci nécessitera donc la modification des deux 
Les trois sites posséderont trois programmes 
A'' sur I, A''' sur II et A sur III C2elk78). 
contenant 
permettant 
aisée. 
Ce problème est évité par l'emploi de bases de données 
les modifications apportée$ aux différents programmes 
ainsi la diffusion des corrections de manière plus 
1.2 Critiques de la situation traditionnelle et mesures possibles. 
------------------------------------------------------------------
L'archarsme de la méthode se révèle immédiatement et on 
imagine aisément que ce travail consistant à tourner et retourner 
des pages de listings, à comparer des tables, est long, lent, et 
fastidieux. De plus, la hauteur d'une pile de listin~s pour un 
dump peut actuellement avoisiner le mètre et cette quantité ne 
cesse d'augmenter. 
En outre, pour parcourir ce listing, la connaissance de 
la structure de toutes les parties du système est nécessaire. Dr, 
la tendance actuelle est d'encapsuler les diverses parties de ce 
système pour éviter que les développeurs d'un sous-ensemble ne 
doivent tenir compte des structures des autres parties. Nous 
pouvons donc supposer qu'il sera · bien vite impossible de 
continuer de cette manière. 
Mesures possibles. 
La première chose qui vient à l'esprit est de se 
demander s'il ne serait pas possible de faciliter ce déplacement 
dans un dump et cette comparaison de tables. 
Plusieurs phases peuvent être distinguées pour aboutir 
à la réalisation d'un programme qui atteint ces objectifs: 
Afin de pouvoir se déplacer dans un dump, notrè 
l ogiciel devra connaitre ce que le dump représente, ce qu'il 
contient . Pour cela, il faudra définir un langage de description 
de la structure du système et ensuite décrire le système au moyen 
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de ce langage. 
- L'étape suivante 
parcours proprement dit. Cet 
dans une masse de données en 
mentionnée ci-dessus. 
sera la réalisation de l'outil de 
outil devra permettre de se déplacer 
utilisant la description du système 
- Il serait agréable pour l'utilisateur de pouvoir 
a nalyser le dump à partir du terminal, c'est pourquoi un outil 
qui permet, par exemple, de connaître le contenu d'une table ou 
de savoir si un élément de celle-ci a été ou n'a pas été modifié, 
c onstituera une autre étape. 
- Pour petmettre à l'utilisateur, soit d'interrompre . un 
t ravail d ' analyse et de le reprendre plus tard, soit• de 
conserver les symptômes de l'erreur C éléments de tables modifiés 
ou non, ... ), il sera nécessaire d'écrire un nouvel outil. 
- Nous disposerons alors d'un certain nombre de symptômes 
pour chaque erreur. Nous pourron~ ~crire un outil qui. en 
présence d'une erreur et à l'aide des symptômes des erreurs 
précédentes et de l'outil de parcours, pourra détecter si celle-
ci n'est pas une erreur déjà connue. 
- Pour gérer tous ces symptômes propres à chaque erreur, 
un autre outil sera également nécessaire. 
Cet ensemble d'outils devrait donc permettre à 
l 'utilisateur de vérifier rapidement si l'erreur est nouvelle ou 
non. Dans le cas d'une erreur non encore rencontrée, l'outil de 
parcours permettrait de se déplacer plus facilement dans le dump 
et donc accélérerait sa découverte ainsi que celle de ses 
s ymptômes. 
Par sa taille et sa complexité,cet ensemble d'outils 
dépasse largement le cadre d'un mémoire. Nous nous attacherons à 
l a réalisation de l'outil de parcours du dump. La définition d'un 
l angage de description de la structure du système ainsi qu'une 
partie de la description elle-même de ce système ont déjà été 
r éalisées par 8. Belle CBoll8~). 
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1.3 Les hypothèses. 
Il est important de rappeler que nous nous intéressons 
à des logiciels de base bien que cet ensemble d'outils puisse 
é ventuellement être adapté et utilisé pour d'autres logiciels 
de taille importante . . 
1.'i La démarche. 
Après cette présentation du problème, nous essayerons 
de passer rapidement en revue quelques outils qui ex i stent déjà, 
eus ·tenterons de détecter les raisons pour lesquelles i ls ne 
répondent pas à notre attente. Ensuite, après un rappel de ia 
représentation de la structure de données, définie par B. Balle, 
CBollB'i) . nous décrirons le programme de parcours proprement dit . 
ans un quatrième temps, nous essayerons d ' établir les limites de 
ce programme ainsi que les extensions et les améliorations qui 
pourraient y être apportées . 
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OLJE L ULJES OUTILS EXISTANTS 
2.1 Introduction. 
Le but de cette partie est de donner un aperçu des 
quelques outils d'aide à la maintenance de systèmes de base 
existants chez Siemens. Nous essayerons de déterminer quelles 
sont leurs fonctions ainsi que leurs défauts. 
Dans une seconde partie, nous décrirons les 
particularités du système de trace . que nous avons eu l'occasion 
d'améliorer lors de notre stage chez Siemens à Munich. 
2.2 Quelques outils d'accès aux dumps de systèmes de base. 
-----------------~-----------------------------~----------
Parmi les outils qui permettent d'accéder aux dumps 
citons A.I.D. C Algarithm far Interactive Debugging) qui est un 
outil de test interactif et indépendant pour le système BS2000 
(Kais83, Hirs86) 1 DAMP C Dump Analysis and Maintenance Program) 
C•amp), Helga C•eca82) et Marion CDumoBS). 
Les principales fonctions de ces logiciels sont de 
permettre · à l'utilisateur l'accès aux adresses de la mémoire 
virtuelle, aux tables systèmes, aux fichiers dumps, à la mémoire 
du système, aux adresses réelles. Ils permettent également 
l ' affichage de toute partie de la mémoire accessible, la 
m,odif .icati • n de la zone mémoire du système et la recherche d'une 
suite de caractères dans la mémoire virtuelle ou dans un fichier 
dump. Certains, comme Helga, donnent à l'utilisateur la 
possibilité de lister les taches appartenant à une queue C file 
d ' attente d'entrées-sorties, · ) ou une catégorie C système, 
dialogue, batch, . . . ) . 
Ce qui différencie ces outils, c'est la méthode de 
chargement dans le système et la maoiêre par laquelle ils 
accèdent aux dumps. 
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r-
ue leur manque-t-il? 
Dans l'ensemble, ces outils ne sont pas satisfaisants 
~our la maintenance d'un logiciel car ils ne connaissent qu'une 
partie du système. Ils ne permettent l'interprétation que de 
c ertaines tables et pour le reste du systëme, ils ne peuvent 
présenter qu'une masse brute de données. C'est alors à 
l ' utilisateur, de conna1tre la structure et d'interpréter ces 
données. 
De 1 plus, la taille de ces outils est déjà importante 
et leur extension à l'ensemble du système aboutirait rapidement à 
un volume comparable à celui du système lui-même. 
Ces applications sont programmées, ce qui implique que 
~oute modification du système entraine la modification des -outils 
et l'obligation de les tester à nouveau. Ils ne sont donc 
généralement opérationnels que bien longtemps après les 
~odifications du système et ne peuvent servir à la mise au point 
de celles-ci. 
C'est à ces manquements qu'essaie 
l ' ensemble d'outils développés dans ce mémoire. 
de répondre 
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2.3 "Trace dump" 
L ' outil "trace dump '' est un outil propre au team " 
Device Management" dans lequel j'ai travaillé lors de mon stage 
â Munich. C ' est pourquoi je le présenterai plus particulièrement 
ci-dessous. Il permet d ' enregistrer des traces provenants de 
différents modules, traces qui, en cas d'erreur, donnent plus de 
facilité pour déterminer l'origine de celle-ci. 
2.3.1. Le principe. 
Cet outil est présent en permanence dans le système et 
~l peut être actionné dynamiquement, c'est-à-dire qu'il n'est pas 
nécessaire de stopper le système pour le mettre "on" ou "off", ou 
pour choisir de quel(s) module(s) seront enregistrées les traces. 
Chaque module, lors de l'entrée dans celui-ci et 
également lors de la sortie, envoie des informations au module 
trace dump qui, suivant ce qui lui a été demandé, décide de 
traiter ou non les données reçues. Si un traitement des 
~nformations de ce module lui a été demandé , il va inscrire la 
trace dans une zone mémoire qui a été préalablement réservée lors 
de l'initialisation du système. Les é_cr i tures se font les unes à 
l a suite des autres et de manière circulaire, c'est-à-dire que 
: orsqu'on arrive en bas de la zone, les écritures recommencent au 
ébut C fig 2.1 ). De plus, chaque trace possède un indicateur 
qui mentionne s'il s'agit d'une trace normale C normal trace) ou 
d ' une trace d'erreur C errer trace) envoyée lorsque se produit 
une erreur C réservation d ' un" device "non existant, libérat i on 
o 'un " device " non réservé, . . . ) .'s'il s ' agit d'une " errer 
trace ", celle-ci sera ég&lement inscrite dans une table des 
erreurs qui a aussi été réservée à l'initialisation. Cette table 
permet d'enregistrer environ une dizaine d'erreurs car on estime 
~u•au delà de ce nombre, celles-ci ne sont plus significatives et 
que de toute façon un crash système a de grandes chances de se 
produire avant d ' atteindre ce nombre. 
. 
Ainsi, lors de l ' analyse d'un crash , on dispose d'une 
table avec l'historique de tous les é vènements survenus dans les 
cernières minutes ainsi que d ' une table avec le récapitulatif des 
erreurs C fig 2.2 ). Cela permet de resituer ces erreurs dans 
l eur contexte et de suivre pas à pas ce qui s'est passé afin d ' en 
déterminer · les raisons. On peut en quelque sorte , comparer est 
util aux boîtes noires qui équipent les avions actuellement. 
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L'expërience a montré, qu'à l'aide de ce système, il 
était parfois possible en corrigeant une erreur, de dëtecter un 
autre dëfaut du module et de permettre sa correction avant même 
qu'il ne provoque une erreur. 
Cet outil offre donc l'avantage de rendre la correction 
des erreurs plus rapide et plus aisée, mais aussi il permet 
d'accélérer la mise au point par la détection de problèmes avant 
qu'une erreur ne se produise. 
< 
< 
< 
< 
.... , 
1 
' ... i. 
. 
. 
. 
. 
• 
~, 1 
Identitë trace 1 > < Données trace 1 > 
Identité trace 2 > < Données trace 2 > 
Ident i té trace 3 > < Données trace 3 > 
. 
. 
• 
Ident i té trace 10 > < Données trace 10 > l 
les trac e; scr~ inscrit~s _le; un ~~ à la sui t ! des aut~i~ . 
< Identité trace n+l > < Données trace n+l 
< Identi té trace n+.2 > < Données trace n+2 
< Identité trace 3 > < Do nnées trace 3 > 
< Identité trace n-1 > < Données trace n-1 
< Identité trace n > < Données trace n > 
~:~; ~: !~ ~=-~ d~ l ~ :: ~~ ~~: 
~c~ : ; ~ ~ h ~~~ ~; =~ ~: ~-: :. 
. ~. - . ... ... :. ... = . ... ' 
Fig 2.1 
:,:. :~~:: :_: ,·:~:: est 
> 
> 
> 
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< Identité trace n+l > < Données trace n+l > 
< Identité trace n+2 > < Données trace n+2 > 
< Identité error 3 -> < Données error 3 > 
< Ident i té error 1 > < Données error 1 > 
< Identité error 2 > < Données error 2 > 
< Identité trace n-1 > < Données trace n-1 
< Identité trace n > < Données tr-ace n > 
L~ tat:e a·,ec l 'h, storique de$ ~v~n em_e nts. 
< Identité er-rar 1 > 
< Ident i té er-r-or- 2 > 
< Identité err-or 3 > 
< Données error 1 > 
< Données err-or 2 > 
~ Données er-ror 3 > 
La tabl e a~e: l e r~:ao! tul atif de5 erreurs . 
•·-
fig 2.2 
> 
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2.3.2. Contribution personnelle. 
Lars de mon stage, J'ai eu l'occasion de travailler sur 
cet outil et d'y apporter quelques modifications dont les 
principales sont décrites ci-après. 
A. Création de" pages historiques'', 
Les traces normales, comme nous l'avons dit ci-dessus, 
sont inscrites dans une page mémoire, réservée lors de 
'initialisation du système. Cette méthode a deux inconvénients: 
Ainsi que nous l'avons vu plus haut, le module de · 
trace peut être activé ou désactivé dynamiquement, 
ce qui veut dire que la page mémoire peut rester vide 
parce quels système n'est pas activé. Elle est donc 
réservée inutilement. 
- Le système est très coûteux en terme de place 
mémoire car la zone réservée est très grande C ~60k) 
• Nous avons donc cherché a améliorer ces deux points: 
j'une part, réduire la taille de la zone et, d'autre part, 
3ffectuer la réservation a la demande. Mais il fallait garder un 
~space suffisant pour conserver un nombre significatif de traces 
~fin de pouvoir resituer les erreurs dans leur contexte. 
Nous avons donc opté pour la solution suivante La 
taille de la zone a été ramenée a 25~ entrées de 32 bytes. 
ors de l'activation du trace dump, la réservation d'une zone, 
dans laquelle vont s'inscrire les traces, est demandée au 
système. L'écriture de ces traces se fait de la même manière que 
celle décrite plus haut: en fin de zone, l'écriture recommence à 
partir du début. Tant que le trace dump reçoit des traces 
normales, celles-ci sont inscrites dans cette zone. Lorsqu'une 
trace d'erreur se manifeste, elle s'inscrit dans la zone ainsi 
que dans la table des erreurs, tout comme dans l'ancienne 
méthode. Mais une fois ce travail exécuté, il faut vérifier s'il 
s'agit d'une nouvelle erreur, c'est-a-dire d'une erreur qui 
n'avait pas encore été enregistrée dans la table des erreurs car, 
dans ce cas, le module trace dump demande une nouvelle page au 
système. Celle-ci devient la page courante dans laquelle 
s'écriront les traces futures, tandis que l'ancienne page 
courante est conservée; cette page contient en fait l'historique 
de la première erreur C fig 2.3 ). 
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< Id. tr. n > < Do. tr . n > 
< ld . tr . n+l > < Do. tr. n+l > 
< Id. tr . n+m > < Do . tr. n+m > 
< ld. e rror 1 > < Do. error 1 > 
Lorsq u"Jne nouvel l e errar tr 3ce se produi ~. ell e es~ inscr i te 
. dans I a pag e cour ante •.. 
1 < I d tr. n +m+l > < ·o o . tr. n+m+l > l 
1 < 
< 
< 
. 
. 
1 : 
1 < 
I d . error 1 > < Do. error 1 > 
ainsi que dans la tabl e des erreurs ,, , 
Id. tr. n > < Do . tr . n > 
I d . tr. n+l > < Do. tr. n+l > 
• 
• . 
Id. tr . n+m > < Do . . tr, n+m > 
Id . error 1 > < Do. error 1 > 
. 
. 
. 
Id. tr . n-1 > < Do. tr. n-1 > I 
,. , et on change de page, tan di s que l'3nci enne pag e ~ourante de~i ent un e pag e historique, 
Fig 2.3 
Par c ontre, s'i l s'agit d'une erreur déjà présente d a ns 
la table des erreurs, aucune nouvelle page n'est demandée et les 
races c o ntinuent de s'inscrire dans la page courante C fig 2.~). 
De cette manière, il est possible de sauver huit pages 
" historique d 'erreur ", après quoi il n'y aura plus de 
=hangement de page . Ce nombre peut-être modifié dynamiquement 
~ai s comme nous l'avons signalé plus haut, il est généralement 
3dmi s que les erreurs suivantes ne sont plus significatives, 
='est pourquoi une valeur par défaut de huit a semblé suffisante. 
Cette techn ique permet d'éviter le gaspillage en 
réservant que la place nécessaire au fur et à mesure de 
.Jtilisation. 
ne 
son 
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. 
. 
1 
<,1 .JO.J.Ja ·o• > <,1 .JO.J.Ja 'PI > 
< E .JO.J.Ja ••• > < E .JO.J.Ja 'PI > 
< 2 .J•.J.Ja ·o• > < 2 .J•.J.Ja 'PI > 
< 1 .JO.J.Ja ••• > < 1 .JO.J.Ja 'PI > 
< 1-U • .l'.:+ ·•• > < 1-U • .J:+ 'PI > 
< 1 
.JO.l.l8 ·oa > < 1 .JO.J.Ja 'PI > 
< W+U '.l'.:+ ·oa > < W+U • .l'.:+ 'PI > 
< l:+U '.l'.:+ ·•• > < l:+U • .l'.:+ 'PI > 
< u • .J:+ ·oa > < u • .J:+ 'PI . > 
1 < 1-0 • .l'.:+ ·oa > <. 1-0 • .l'.:+ 'PI > 
. 
. 
• 
< 2 
.JO.J.Ja · 'OQ > < 2 .JO.J.Ja 'PI > 
l 
< 0 '.J:+ ·o• > < 0 • .J:+. 'PI > 
1 < 1-d • .l'.:+ ·o• > < 1-d • .l'.:+ 'PI > 
. 
1 < E 
.JO.J.Ja ·oa > < E .JO.J..la . p I. > 
< d • ..l'.:+ ·oa > < d • .l'.:+ 'PI > 
. 
. 
1 . 
• 
1 
1 . . 
. 
1 
·a~~e~no: aBfO ~W?~ ~1 5uep aJ:J:su1,s , 1u2nur;uJJ 5a~eJ~ 5al 
;:r~ ·~~~a~;E ~~~ a1~~1 e1 ;up~ a~c !SJ;e a5ed ?t ~~EO a11..:~su1 
iSa =!Ië •~;~~J ... ~ ;: _;v~}:::aJu; ~~1P ;:?J~ ~:..:Ja 3~ ,,;J:~Jï 
l < 1-b 
• ..l'.:+ ·oa > < 1-b • .l'.:+ 'PI >I . 
. 
• 
. 
. 
1 < ' 1 
.JO.J.l9 ·oa > <,1 .JO.l.l9 I > 
. 
. 
. 
< b • .l'.:+ ·oa > < b • .J:+ 'PI > 
J 
l < : d. tr. r > < Do. tr. r > 1 1 < Id. tr. q > < Do . tr. q > 1 
. • • 
. . 
• • 
. • 
• • 
. • 
1 < Id . e r ror l ' > < Do . error l ' > 1 
• 
• 
• 
J < Id . error '-± > < Do . errer'-±> 
• . 
• 
. 
. • l < Id. tr. q-1 > < Do. tr. q-1 > 1 
I < Id. tr . p > < Do. tr. p > 
• 
• 
• 
< Id. error 3 > < Do . e rre r 3 >f 
. 
. 
• 
1 < Id. tr . p-1 > < Do. tr . p-1 > 1 
r < Id . tr. 0 > < Do. tr. 0 > 1 
. 
• . 
• 
• 
< Id. errer 2 > < Do. error 2 > f 
, 
• 
• l < Id. tr. o-1 > < Do . tr. o-1 > J 
< Id. tr. n > < Do. tr. n > 
< Id. tr. n+l > < Do . tr. n+l > 
. 
• 
• 
• 
< Id. tr . n+m > < Do. tr. n+m > r 
< Id. errer 1 > < Do. e rror 1 > 
• 
• • 
. • 
• 
< Id. tr. n-1 > < Do. tr. n-1 > J 
u~ ch~r:gement de page ne sera e'f ectué que si une no:.!:El l e err er 
tr ac2 : e ~ro~~i t. 1 < Id. errer 1 > < Do. e rrer 1 > 
< Id. error 2 > < Do. error 2 > 
< Id. error 3 > < Do. e rrer 3 > 
< Id. error l'> < Do. error l'> 
< Id. e r ror '-± > < Do. error Lf > 
Fig 2.'-i bis 
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8. Présentation des tables historiques. 
Le changement de méthode nécessite une adaptation de 
l'affichage de ces résultats, nous avons donc adapté le module de 
présentation des tables obtenues de la manière suivan~e: 
· - La ligne indiquant l'adresse de début, de fin et 
l 'adresse courante pour la table des erreurs ainsi que pour la 
~age courante a été conservée . Une ligne mentionnant le nombre 
de pages historiques existantes a cependant été ajoutée C fig 
2 .s. ) . 
. · ! 
. ' $$$,$$$$$$ T .R AC ·e DU M P- $$$$$$$$$$ 
•. . ~ ..... 
. - . 
·. TRACE Pt'JJHTER., , . ~HFAH& ENbE AKJUELL 
' . . , 
: HDN-ERRt'JR-TRAC~ . . 00079C!C 0007AC!C 00079E0C · 
· HDM-ABL~UF-TR~CE 00324020 · 0032,FE0 0032~260 
. . 
NDI'•• 1 HISTt'JRICAL PAGE(S> , 0005 
Fig 2.5 
- Il nous a semblé intéressant, pour la facilité du 
lecteur, de lui indiquer dans .quelle page historique se trouve 
l'erreur qu'il souhaite examiner. C'est pourquoi lors de 
l'écriture d'une nouvelle erreur dans la table des erreurs, un 
=ommentaire signalant le numéro de page historique est également 
inscrit C fig 2.6 ). 
r •. 
. ' 
. N ~ N ~ERR t'J. - ·T ~A . CE 
RMPRIHVL . . · ..•.•• ....... xx ....... . 
RMPRIHVL t'JH ~ISTt'JRICAL PAGE: 01 
RMPRIHVL ••.. .•....... . Vll ... .•... 
RMPRIHVL t'JH HISTGRICAL PAGE: 02 
RMPRIHVL •••••.......•. xx~ ...... . 
SMSG0030 •..• PIDt 00 ECX: 0000000 
0 ERA: 0 0 0 0 0 0 0 0 .•.•... · .•••.•••• 
·SMSG0050 GH HISTGRICAL PAGE , 03 
RMPRINVL .•.••...•.••.. VB .•.•..•. 
RMPRIHVL ••. ~ •••••••.•. cc ....... . 
RMPRIHVL t'JH HISTt'JRiCAL PAGE: 04 
RMPRIHVL .•.•. ~ .•...... AA ....•... 
RMPRIHVL GH HISTGRICAL PAGE: 05 
_, ...... , ........... ~·················· 
fig. 2.6 
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- L'édition de la page courante n'a pas été modifiée 
puisque, à part la longueur, le principe reste inchangé. 
- La présentation des pages historiques par contre, a 
dô être créée puisque ces pages n'existaient pas auparavant. Afin 
d'aider le lecteur au maximum, nous avons décidé d ' imprimer ces 
t ables dans l'ordre anti-chronologique, c'est-à-dire en partant 
de la position courante au moment du changement de page 
correspondant â l'écriture de la trace d'erreur - et en remontant 
Jusqu'au début de la page . L'impression recommence au bas de la 
page et se poursuit Jusqu'à la position de départ C fig 2.7 ). Il 
est évident que si la page n'a pas été complètement remplie, 
c'est-à-dire si la portion entre la position courante et la fin 
de cette page est vide, cette partie n'est pas imprimée. 
< Id. tr. n > < Do. tr. n > 
< Id . tr- . n+l > < Do. +- - n+l > 
- L • 
• 
• 
• 
• < Id. tr . n+m > < De. tr . n+m > 
< Id . =~r:Jr 1 > < D::: . e:-:-or 1 > 
< Id. t:- . n - k > < De . té n - k > 
. 
. 
• .
• 
L < T --4 t:::- . n - 1 > < n,.... ..__ n - 1 > ..,_. ...J:..... -- . 
l'J D M H I s ~ 0 0 I C A L ~ 0 ...... C i:- 0 A G i:- # ces~ 
- -
. . i-, ,_ 
< Ij . err--o~ 1 > < De. e:-:-a~ 1 > .L 
< Id . +-~ '-~ n+m > < De. t:- . n -'-rr. > 
< I ~. 1:. r- . 11 ""° :!. > < D:: . ..__ n """l > 
-· . 
< Id. tr. , . > < Do . ..__ n > 
-- - . 
< I:: . +- - n - 1 > < Ik. ..__ n -1 > 
< Id . '::r:-. n - k > < Do. --~ r, - ~: > 
Fig 2.7 
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< 1 
~-
·=c > < 1 > 
--'-+ ........ t-
< r ~-. :JO > < r . .J4 'PI > . ---. . 
< f-, 
..:o..:~a 
. ~~ 
> < n 
.JO.:.Jô . ;::; I ;, --'LI 
nûOO; 
.µ 
3 :J i;;I 3 :J 0 
.. 
-
7 bl J 
~ 
d ù 
-
; I i-i l,.J • N T"! a a ..i.. J. ..i.. 
< f, ..JC..:.Jô · :::o > < t, ..JC..J..:ë 
.... .,. 
;, t-l 
< r j• ·oo > < 
~ ~-
'PI > • ..... -+ 
• • ~ 
< 1 --. CG > < î t-~ ;, 
__ , 
3 _ LE PR O GRAMME DE PARCOUR S 
3.1. Introduction. 
Notre contribution à l'ensemble d ' outils décrits 
précédemment est la réalisation d'un logiciel capable de 
rechercher une table dans un dump à l'aide de la description de 
_a structure de données de celui-ci. L'idée générale , est de se 
servir de cette représentation comme d'une carte géographique du 
dump afin de trouver un chemin qui conduit a la table désirée. 
L'avantage d'un tel outil, par rapport aux autres 
ogiciels d ' accès aux dumps, est son indépendance vis-à-vis du 
dump sur lequel il travaille. En effet, dans le cas des autres-
outils C A.I.D., • AMP, ... · ), chaque fois que la structure de 
données change, il faut reprogrammer tout l'outil. Avec ce 
nouveau logiciel, il suffit de modifier la description de la 
structure ·de données C ce qui peut être fait en recompilant avec 
: es nouvelles " dsects "des tables) pour qu'il redevienne 
opérationnel. Avantage donc, non seulement pour la facilité de 
nise a Jour, mais aussi pour la réduction de la période 
d ' indisponibilité. 
Après un rappel de la description de la structure de 
données, nous établirons les hypothèses du travail avant 
d'aborder l ' outil de parcours lui-même. 
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~ .2 Description de la structure de données. 
~------------~-~------------~--------------
Dans cette partie nous allons rappeler la 
représentation de la structure de données telle qu'elle a été 
céfinie par B. Balle CBoll8~). Toutefois, le langage de 
description ne nous concerne pas ici; nous nous limiterons donc, 
a près la présentation de la structure de données, au résultat de 
la déclaration de cette structure puisque c ' est a l ' aide de ce 
résultat que nous travaillerons. 
3 . 2.1. Les données. 
A. Les tables. 
Les données qui définissent l'état du système C l'état 
des taches et des ressources) sont contenues dans des tables. A 
chaque tache existant dans le système, correspond une table 
contenant des informations sur des points tels que l'état ou le 
t ype de la tache par exemple,. Chaque fichier est également 
décrit par une table. Ces différentes tables sont reliées entre 
elles par des liens formant ainsi un réseau. 
Certaines tables sont uniques (telle la XVT qui 
contient les informations nécessaires pour le contrôle de toutes 
- es taches existantes). D'autres par cantre, existent en 
plusieurs exemplaires (telles les TCB qui décrivent les taches) 
et sont alors reliées les unes aux autres par une ou plusieurs 
structures de données que nous appellerons liens. 
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B. Les liens entre les tables 
relient 
liens. 
Il faut faire une distinction entre les liens 
des tables multiples entre elles et les autres types 
qui 
de 
Les tables multiples sent reliées les unes aux autres. 
Si une table à laquelle an accède, peut aussi donner accès à la 
table d'où l'an vient, elle portera le nom de queue double. Si au 
contraire, elle ne peut pas accéder à la table de départ, elle 
portera le nom de queue simple. La dernière table de la file peut 
également etre relié~ à la première, si l'accès peut se faire 
dans les deux sens nous parlerons d'anneau double, au d'anneau 
simple dans le cas contraire. 
Queue simple. Queue double . 
, 
~ / 
Anneau simple. Anneau doub l e. 
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PouL les tables de types difféLents, il existe tLois 
types de liens: le pointeur, le pointeuL multiple et le vecteur. 
- Le pointeuL est le lien le plus courant entLe deux tables, 
~l est aussi - le plus simple: la première table contient 
_'adLesse de la deuxième, 
Cs pointauL peut être de types difféLents: soit une 
adresse simple avec une longueuL de 3 ou ~ bytes, soit un 
déplacement SUL deux bytes ou encore la longueuL d'une zone. Dans 
ces deux dernieLs cas, il faut ajouter le déplacement ou la 
ongueuL à l'adresse du début de la table c • uLante p• UL trouVBL 
_a suivante. 
- Le pointeuL multiple est un lien spécial. Il peut donner 
accès à des tables ayant un type différent suivant la situation 
dans laquelle elles sont employées. PaL exemple, le buffeL d'un 
f ichieL peut-êtLe considéré comme une table mais il peut contenir 
différents types de structure de données suivant le type du 
f ichier (data-black !SAM ou black SAM). Donc, la table seLa 
également d'un type différent suivant le fichier. 
- Le deLnier type de lien entre les tables est le . vecteur. 
Une table peut êtLe reliée à plusieuLs autres tables, elle 
contiendra alors un vecteuL dont les composants sont des 
pointeurs veLs toutes ces différentes ~ables. ~ 
~emaLque CeLtains pointeurs ont un inveLse. C'est-à-dire un 
pointeuL qui va de la table destination à la table origine. 
C. Pages partielles 
Nous avons défini les tables et les liens entLe ces 
~ables. Cependant le système peut alloueL des pages partielles à 
une tache. Les données relatives à la gestion de ces pages ne 
correspondent pas aux types définis pLécédemmment. Il nous faut 
donc considéLer un nouveau type de données que nous appellerons 
~ Partial Page " Celui-ci contient trois sous-types 
correspondant chacun à une classe de mémoire du système Celasse 
3, classe~. classe 5) 
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3.2.2. Le graphe formel. 
Il apparait que toutes ces tables et taus ces liens 
~anipulés pa~ le système, forment un graphe. Nous allons dès lors 
§tablir un graphe formel décrivant ce graphe physique et définir 
des symboles de représentation de ces différents éléments. 
~. Les sommets du graphe formel 
Les tables, les queues simples, les queues doubles, les 
3nneaux simples, les anneaux doubles et les" partial page " 
constitueront les sommets du graphe formel. Ils seront 
~eprésentés par un rectangle dans lequel sera inscrit le nom ·de 
la structure correspondante. 
Afin de pouvoir distinguer les différents types de 
oeuds, le nom des queues simples sera précédé du symbole%, le 
symbole%% précéde~a le nom des queues doubles, tandis que celui 
jas anneaux simples sera précédé du symbole# C ## pour les 
anneaux doubles). Pour les" partial page" on utilisera PP3, 
?P~, PPS selon le sous-type considéré. 
Remarque: Par la suite nous désignerons tous ces éléments par le 
ter:-me de noeud. 
3. Les arcs du graphe formel. 
R§férence simple. 
Lorsqu'un noeud contient un pointeur vers un autre 
noeud, nous représenterons ce pointeur par ls symbole> 
- Référence vecteur. 
Un vecteur -de pointeurs d'un noeud vers un autre noeud 
sera représenté par le symbole>> 
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- Référence multiple. 
Si un noeud contient un pointeur multiple vers d'autres 
noeuds, la référence multiple sera représentée par un arc ayant 
plusieurs extrémités. 
- Relais de composition. 
certain 
l ien. 
Une l i ste (queue ou anneau). est toujours composée d ' un 
type de noeud. Le symbole>< représentera ce type de 
- Racine du graphe formel. 
Le graphe formel a toujours une racine qui est un point 
d'entrée dans le graphe. En général, la table XUT est cette 
racine. 
Elément NIL . 
Lorsqu ' un pointeur n'a pas d'extrémité, 
qu'il pointe vers un noeud fictif appelé NIL. 
on considérera 
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3 ·,2.3. Exemple de graphe formel. 
Représentons le graphe suivant 
- La racine du graphe est la XVT. Cette table possède un 
pointeur vers la TLT et un vecteur dont - les composants sont des 
pointeurs vers des queues doubles appelées QTCB. 
- La table TLT possède une référence vecteur vers des tables 
appelées TCB. 
Les queues doubles QTCB sont composées de TCB. 
- La TCB possède une référence vecteur vers des queues 
joubles dont le nom est QTFT. 
- Chaque QTFT est composée de tables de nom TFT. 
La TFT est liée par un pointeur Cdoté d'un inverse) â une 
t able nommée P2FCB. 
- Cette table possède un pointeur (avec un inverse) vers une 
t able PlFCB. 
- La PlFCB contient un pointeur multiple vers les tables 
3AMBUF et ISAMBUF. 
Page 25 
XIJT 
TLT 
V 
X · 
TCB 
##QTFT 
X • 
TFT 
f e 
y 
P2FCB 
A 
-~ 
PlFCB 
y 
SAMBUF ISAMBUF 
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3.2.~. Représentation physique du graphe. 
Après avoir défini 
représenter physiquement pour 
l 'outil de parcours. 
ce graphe formel, 
qu'il puisse être 
il faut le 
utilisé par 
Globalement, on peut dJ re que chaque noeud et chaque 
arc du graphe sont représentés par un descripteur et qu'un 
dictionnaire répertorie tous les noeuds existants. 
- Chaque entrée du dictionnaire reprend le nom d'un noeud 
ainsi que son adresse. 
- Le descripteur d'un noeud contient l'adresse de l'entrée 
correspondante dans le dictionnaire et les adresses des 
différentes listes de références. 
- Le descripteur d'un arc (référence) reprend l'adresse du 
noeud pointé par cet arc et l'adresse du descripteur de la 
référence suivante. 
- On peut accéder â la racine du graphe par un point 
d 'entrée Centry point). 
Après cet aperçu général, 
descripteurs plus en détail. 
A. Le dictionnaire. 
voyons .ces différents 
A chaque noeud déclaré correspond une entrée dans le 
d ictionnaire. Celle-ci contient le nom du noeud (8 bytes) ainsi 
que l'adresse du descripteur de ce noeud(~ bytes). 
Les entrées sont triées par ordre alphabétique sur le 
nom des noeuds. 
Les symboles BEGDIC et ENDIC, déclarés comma" entry 
point ", délimitent le début et la fin du dictionnaire. 
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B. Le descripteur d'une table. 
La langueur de ce descripteur est ~e 28 bytes. 
- Le premier élément est un cade qui permet d'identifier le 
type de la table représentée. Ce cade a une langueur de deux 
bytes et est déterminé par trois critères: l'existence d'une " 
dsect "qui décrit la table, l'unicité de la table, la maniera 
dant sa longueur est dannée C par valeur au par déplacement ), 
Les différentes valeurs possibles sant indiquées dans le tableau 
ci-dessaus. 
Dsect 
Unicité 
: Y : Y : Y : Y : N : N : N : N : 
:Y:Y:N:N:Y:Y:N:N: 
Longueur : C: D: C: D: C: D: C: D: 
Code : 1 : 2 : 3 : Lf : S : 6 : 7 : 8 
. - . 
- Le deuxième élément est le niveau de la table (2 bytes). 
Le graphe a, en effet, été découpé en niveaux; la racine est de 
niveau 1. Les autres tables ont un niveau qui représente la 
longueur du chemin le plus court entre elles et la racine. 
- Le troisième élément est l'adresse de l'entrée 
correspondant à ce noeud dans le dictionnaire Clf bytes). 
- Le quatrième élément est la longueur de la table (8 
bytes). 
On trouve ~nsuite les adresses des qüatre ty~es de 
références de la table. 
- L'adresse 
rlescripteurs des 
table. 
Clf bytes) du premier élément de la liste des 
références simple qui ont pour origine cette 
L'adresse Clf bytes) du premier élément de la liste des 
descripteurs des références vecteu~ de la table. 
- L'adresse Clf bytes) du premier élément de la liste des 
descripteurs des références multiple de la table. 
- L'adresse Clf bytes) dv premier élément de la liste des 
descripteurs des références retour. En effet, pour plus de 
commodité, il a été décidé de mentionner chaque fais l'adresse du 
ou des descripteurs des tables permettant d'accéder a celle-ci. 
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Remarque: Pour le dernier élément de chaque liste, l'adresse de 
l 'élément suivant a une valeur égale à -1. 
C. Le descripteur d'une référence simple. 
La longueur de ce descripteur est de 20 bytes. 
- Le code du descripteur en est le premier élément. Il prend 
l a valeur 30 si un inverse de la référence simple existe, sinon 
il a la valeur 31. 
- Le type du pointeur (2 bytes) est l'élément suivant. Si le 
pointeur est une adresse, son type est A suivi de la longueur du 
pointeur. Si le pointeur est une longueur de zone alors son type 
est L suivi de la longueur du pointeur. 
- L'offset du pointeur (q bytes) par rapport au début de la 
t able est le troisième élément. 
- Ensuite, on trouve l'adresse cq bytes) du descripteur de 
la table contenant le pointeur. 
- Le cinquième élément est l'adresse (q 
descripteur du noeud extrémité. 
bytes) du 
- L'adresse cq bytes) du descripteur de la référence simple 
suivante, est le dernier élément. 
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O. Le descripteur d'une queue simple. 
La longueur de ce descripteur est de 28 bytes. 
- Le premier élément est un code (2 bytes) qui permet 
d'identifier · le type de descripteur. Si la queue existe en un 
seul exemplaire, la valeur de ce code sera 10 . . Sinon, il vaudra 
1 1. 
- L'élément suivant est le niveau du noeud dans le graphe 
(2 bytes). 
- L'adresse C~ bytes) de l'entrée du dictionnaire qui 
correspond à ce noeud, est le troisième élément. 
- On trouve ensuite l'adresse C~ bytes) du des~ripteur du 
noeud constituant la queue. 
- Pour l'alignement, il y a 2 bytes vides. 
- Le sixième élément est le type du lien sur 2 bytes. 
Uiennent ensuite, 
- L'offset C~ bytes) de ce lien. 
- La valeur C~ bytes) de la fin de la queue. 
- L'adresse C~ bytes) de la liste des descripteurs des 
r éférences retour. 
E. Le descripteur d'une queue double 
Ce descripteur d'une longueur de 36 bytes est très 
semblable à celui d'une queue . simple. Présentons rapidement son 
contenu: 
- Un code (2 bytes) dont la valeur est 12 s'il y a unicité 
ou 13 dans le cas contraire. 
- Le niveau (2 bytes). 
- L'adresse C~ bytes) de l'entrée dans le dictionnaire. 
- L'adresse (~ bytes) du descripteu r du noeud composant la 
queue. 
- Le type (2 bytes) du lien avant. 
- Le type (2 bytes) du lien arrière. 
- L'offset C~ bytes) du lien avant. 
- L'offset C~ ·bytes) du lien arrière. 
- L"a valeur C~ bytes) de fin de queue. 
- L'adresse C~ bytes) du premier élément de la liste de 
pointeurs retour. 
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F. Le descLipteuL d'un anneau simple. 
L'anneau simple a un descripteur d'une longueur de 2q 
bytes dont le contenu est: 
Un code C2 bytes) dont la valeur est 1q si l'anneau est 
unique ou 15 s'il existe en plusieuLs exemplaiLes. 
Le niveau C2 bytes) de ce noeud. 
- L'adLesse 
:iictionnaire. 
cq bytes) de l'entLée coLrespondante du 
- L'adLesse cq bytes) du descripteuL du noeud composant 
.l'anneau. 
2 bytes d'alignement. 
Le type du lien C2 bytes). 
L'offset (q bytes) de ce lien. 
L'adLesse cq bytes) du premieL élément des LéféLences 
::-etOUL, 
• 
3. Le descripteuL d'un anneau double. 
-Ce descLiptsur semblable à celui d'un anneau simple a 
Jne longueuL de 32 bytes. Il contient: 
Le code sur 2 bytes (16 si unicité, sinon 17). 
Le niveau C2 bytes) du noeud dans le gLaphe. 
L'adLesse cq bytes) de l'entrée du dictionnaire. 
L'adresse cq bytes) du descLipteur du noeud composant 
l'anneau . . 
Le type cq bytes) du lien avant. 
Le type cq bytes) du lien arrière. 
- L'offset (q bytes) du lien avant. 
- L'offset cq bytes) du lien arrière. 
- L'adresse cq bytes) du premier élément de la liste des 
~éférences retour. 
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H. Le descripteur d'une référence vecteur. 
La langueur de ce descripteur est de 2~ bytes et les 
éléments le composant sont: 
- Le cade C2 bytes) dont la valeur est ~O. 
Le type des composantes du vecteur C2 bytes). 
L'offset C~ bytes) de la première composante du vecteur, 
par rapport au début de la table. 
- Le nombre C~ bytes) de composantes du vecteut'. 
L'adresse C~ bytes) du descripteur de la table origine de 
l'arc. 
- L'adresse C~ bytes) du descripteur de la table extrémité 
de l'arc. 
- L'adresse C~ bytes) du premier descripteur de la liste des 
références retour. 
I. Le descripteur d'une référence retour. 
Ce descripteur de 16 bytes contient: 
- Un cade (2 bytes) qui permet d'identifier 
référence dont ce descripteur est l'inverse. Les 
valeurs passibles sont: 
60 pour une référence simple. 
61 pour uns référence vecteur. 
62 pour une référence multiple. 
- 63 pour une queue simple. 
6~ pour une queue double. 
65 pour un anneau simple. 
66 pour un anneau double. 
- 2 bytes pour l'alignement . 
le type de 
di~férentes 
- L'adresse C~ bytes) du descripteur du noeud contenant la 
référence. 
L'adresse C~ bytes) du descripteur du noeud extrémité. 
- L'adresse C~ bytes) du descripteur du pointeur retour 
suivant. 
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J. La racine du graphe. 
Le symbole RDOT déclaré comme entry point permet 
d 'accéder à la racine du graphe. 
K. L'élément NIL 
Ce noeud fictif d ' une longueur de~ bytes a la valeur O. 
Remarque Dans ce rappel de la représentation physique des 
descripteurs, nous n'avons pas mentionné le descripteur d'une 
partial page, ni celui d ' une référence multiple. Ces deux 
descripteurs ne seront pas utilisés dans la suite de ce travail. 
La figure suivante montre une schématisation de la 
représentation physique du graphe donné précédemment en exemple. 
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DXUT 
CODE 1 
NIUEAU 1 
ADR. DICTIO 
LONGUEUR 
( INUTILISE ) 
REF. SIMPLE 
REF. UECT. 
REF. MULT. -1 
REF. RETOUR -1 
CODE 31 l 
TYPE AY: 
OFFSET CY: 
ADR. ORIG. DXUT 
ADR. EXTR. TLT 
ADR. SUT. -:-1 
CODE LfO 
TYPE Alf 
OFFSET 8 
NBRE COMP. 13 
A•R. ORIG. • XUT 
ADR. EXTR. GlTCB 
ADR. SUT. -1 TLT 
CODE 5 
NIVEAU 2 
CJTCB ADR. DICTIO LONGUEUR 
CODE 13 
NIUEAU 2 
ADR. DICTIO 
ELT.GJUEUE DTCB 
TYPE F.LINK Ali 
( INUTILISE ) 
REF. SIMPLE -1 
REF. VECT. 
--REF. MULT. -1 
REF. RETOUR 
TYPE B.LINK Alf 
OFFS.F.LINK 8 
OFFS.B.LINK C 
CODE FIN -1 
ADR. RPTR 
-
'/ 
CODE 61 
C - INUTILISE ) 
CODE LfO 
TYPE AY: 
OFFSET 0 
NERE COMP. 256 
ADR. ORIG. TLT 
ADR. EXTR. DTCB 
ADR. svr. -1 
ADR. EXTR. DXUT 
A•R. ORIG, GlTCB 
ADR. SUT -1 CODE 60 ( INUTILISE) 
ADR. EXTR. DXUT 
ADR. ORIG. TLT 
ADR. SUT -1 
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OTCB 
CODE 3 
NIVEAU 3' 
ADR. OICTIO 
LONGUEUR 
- ( INUTILISE ) 
REF. SIMPLE 
-
,__ 
REF. UECT. -1 
REF. MULT. -1 
REF. RETOUR 
CODE 31 
TYPE ALf 
OFFSET EB 
ADR. ORIG. DTCB 
ADR. EXTR. GlTFT 
ADR. SUT. -1 
CODE 61 
( INUTILISE) 
ADR. EXTR. TLT 
ADR. ORIG. DTCB 
ADR. SUT . -
') 
CODE 61.f 
C INUTILISE ) 
ADR. EXTR. GlTCB GlTFT 
ADR. ORIG. DTCB 
AOR. SUT -1 CODE 17 
NIVEAU '-± 
ADR. DICTIO 
ELT.ANN. IDTFT 
TYPE F.LINK A'-± 
TYPE B.LINK A'-± 
OFFS.F.LINK 0 
OFFS.B.LINK '-± 
A•R. RPTR 
-
CODE 60 
( INUTILISE ) 
A• R. EXTR. DTCB 
ADR. ORIG. GlTFT 
A•R. SUT -1 
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IDTFT 
CODE 3 
NIUEAU s 
ADR. DICTIO 
LONGUEUR 
C INUTILISE ) 
REF. SIMPLE 
-
,__ 
REF. UECT. -1 
REF. MULT. -1 
REF. RETOUR IDFC2 
CODE 3 
CODE 30 NIUEAU 6 
TYPE Alf ADR. DICTIO 
OFFSET C LONGUEUR 
ADR.ORIG.NIDTFT C INUTILISE ) 
ADR.EXTR.NIDFC2 REF. SIMPLE 
--ADR. sur. -1 REF. VECT. -1 
REF. MULT. -1 
REF. RETOUR 
CODE 60 
C INUTILISE) li/ 
ADR.EXTR.NIDFC2 CODE 30 
ADR.ORIG. IDTFT TYPE Alf 
ADR. SUT 
-
OFFSET C 
ADR.ORIG. IDFC2 
ADR.EXTR. IDFCB 
CODE 66 ADR. SUT. ~ 
C INUTILISE) 
ADR. EXTR. CJTFT 
ADR.ORIG.NIDTFT CODE 30 
ADR. SUT -1 TYPE Alf 
OFFSET 20 
ADR.ORIG. IDFC2 
A•R.EXTR. IDTFT 
ADR. SUT. -1 
CODE 60 
C INUTILISE) 
ADR.EXTR. IDFCB 
ADR.ORIG. IDFC2 
ADR. SUT 
- -
CODE 60 
C INUTILISE) 
ADR.EXTR. IDTFT 
ADR.ORIG. IDFC2 
ADR. SUT -1 
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3.3 Les hypothèses et les spécifications du programme. 
~---~~-------------------~-~-------~-----~----------~-
Pour permettre un fonctionnement correct du programme 
de ·parcours, il faut que la description du graphe soit conforme à 
la représentation physique définie par B. Balle CBollB~) et dont 
nous venons de rappeler les principales c~ractêristiques. 
Il faut . également que la version de la structure de 
données, représentée par le graphe, corresponde à la version I du 
dump pour que le programme de parcours soit capable de trouver la 
table désirée. 
Nous avons décidé, de commun accord avec Mr-s P. Dumont 
et B. Balle , de ne pas implémenter- le traitement des "partial 
page " ni celui des pointeurs multiples car ces structures ne 
seront pas employées, du mains dans un premier temps. 
La fonction de ce programme de parcours est de donner à 
l'utilisateür l'adresse de la table qu'il souhaite atteindre, en 
lui permettant le choix du chemin à suivre pour aboutir à celle-
ci. Cette fonction sera accomplie à condition que cette table 
soit décrite dans le graphe, qu'elle existe dans le dump et que 
les pointeurs menant à celle-ci, soient corrects. 
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3.~. Le programme de parcours d'un dump système. 
--~~-----~---------------~--------------------~-
3.~.1. L'analyse fonctionnelle. 
La découpe de ce programme en applications, 
et en fonctions nous para1t assez 'simple. Il forme un 
indépendant du reste du projet dans lequel nous 
distinguer deux partiesfégalement indépendantes l'une de 
en phases 
ensemble 
pouvons 
l'autre. 
Nous pouvons donc considérer ce programme de parcours 
comme une application (Boda83). En effet, il constitue un 
traitement quasi autonome par rapport aux autres traitements de 
l'ensemble d'outils,défini précédemment. 
Cette application est constituée de deux phases 
CBoda83): 
La recherche et le choix d'un chemin. 
- Le parcours de ce chemin. 
Ce sont bien deux phases car ces deux parties 
constituent des unités spatio-temporelles d'exécution. En effet, 
chacune s'exécute en un endroit et en une seule fois. Il n'y a 
pas de changement de ressources à l'intérieur de ces deux phases. 
Par contre, nous pourrions imaginer le stockage du chemin choisi 
afin de le parcourir ultérieurement. 
Chacune de ces deux phases peut se décomposer en 
plusieurs fonctions CBoda83). 
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A. La recherche et le choix d'un chemin. 
Le but de cette phase est de découvrir taus les chemins 
qui mènent à la table que l'utilisateur veut atteindre et de lui 
permettre de choisir celui qu'il désire emprunter pour accéder à 
cette table. La phase peut se décomposer en cinq fonctions 
principales. 
- Saisie du nom de la table . 
Le programme demande à l'utilisateur le nom de la 
table qu'il souhaite atteindre. 
- Vérification de l'existence de cette table. 
Le programme consulte le dictionnaire afin de 
vérifier si la table existe dans le graphe. Si 
celle-ci n'existe pas, un message d'erreur est 
affiché · au terminal et le programme s'arrête. 
Sinon,le traitement continue. 
- Recherche des chemins qui mènent à la table choisie. 
Le programme recherche tous les chemins qui, à 
partir de la racine du graphe; permettent 
d'accéder à la table désirée. 
- Présentation de tous les chemins à l'utilisateur. 
Le programme affiche au terminal tous les chemins 
qu'il a trouvés et qui permettent d'accéder à la 
table souhaitée. 
- Choix d'un chemin par l'utilisateur. 
Le programme demande à l'utilisateur 
chemin parmi ceux qui lui sont 
vérifie également si la réponse de 
correspond à un chemin proposé. 
de choisir un 
proposés . Il 
l'utilisateur-
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B. Le parcours de ce chemin. 
Le but de cette phase est de parcourir le dump à l'aide 
de la description du chemin choisi par l'utilisateur et parvenir 
ainsi à trouver la table visée, afin de renvoyer à l'utilisateur 
l'adresse de cette table dans le dump. 
Elle peut également se décomposer en plusieurs 
fonctions. 
- Accës à la racine du graphe. 
Le programme cherche, dans le graphe, l'adresse de 
la racine de celui-ci. 
- Accès a la racine du dump. 
Le programme cherche, dans le dump, l'adresse de 
la table correspondant à la racine du _graphe 
c'est-à-dire, la racine du dump. Si le programme 
ne la trouve pas, il affiche un message d'erreur 
au terminal et s'arrête. Sinon, le programme 
continue le traitement. 
Parcours du chemin dans le graphe et dans le dump. 
Le programme accède au noeud suivant dans le 
graphe et cherche l'adresse de la table 
correspondante dans le dump Jusqu'à la fin du 
chemin et donc, Jusqu'à la table désires. Si, dans 
le dump, le programme rencontre un pointeur dont 
la valeur n'est pas une adresse, il signale 
l'erreur en affichant un message au terminal et 
s'arrête. 
'. 
, 
Page Y:O 
3.~.2. La conception de l'architecture logicielle du programme. 
Après l'analyse fonctionnelle du programme, il nous 
faut définir une architecture logicielle pour calui-ci. La 
premiers étape,dans la conception de cette architectu~e, est la 
structuration hiérarchique de ce logiciel. 
A. La structure hiérarchique du système. 
Nous allons essaye~ d'organiser le système suivant des 
niveaux distincts et ordonnés. Dans la mesure du possible, nous 
tenterons d'employer la hiérarchie" utilise " CUlanB~) pour 
réaliser cet ordonnancement. 
Rappelons brièvement les critères qui permettent de 
déterminer une relation" utilise" 
Soit deux composants, A et B, 
pourrons dire que A utilise B CUlanB~) si 
d'un système. Nous 
A est nettement plus simple du fait de pouvoi~- utiliser B. 
- B n'est pas plus compliqué du fait de ne pas utiliser A. 
Il existe un sous-système" utile" qui contient B et qui 
ne contient pas . A. 
Il n'existe pas de sou?-système 
contenir A sans contenir B. 
" utile " pouvant 
Un sous-système '' utile" est un noyau du système 
capable de produire déjà des résultats. 
Basons-nous sur le résultat de l'analyse fonctionnelle 
pour définir notre architecture logicielle. Nous avons une 
application que nous appellerons parcours, qui se divise en deux 
phases que nous nommerons respectivement recherche du chemin et 
parcours du chemin. 
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RECHERCHE DU 
CHEMIN 
PARCOURS 
PARCOURS DU 
CHEMIN 
RemaLque POUL faciliteL la compréhension, dans la suite, nous 
paLlerons de noeuds pour le graphe, de tables pour le dump et 
d 'étapes dans le chemin. 
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Al. La recherche du chemin. 
Cette phase a pour objectif de rechercher les chemins 
qui mènent â la table que l'utilisateur souhaite atteindre, et de 
lui permettre de choisir celui qu'il veut · parcourir. 
La recherche du chemin peut se décomposer en 
fonctions qui, à leur tour,peuvent se scinder en 
traitements. 
plusieurs 
différents 
a. La saisie du nom de la table. 
Sortie 
Objectif 
Le nom de la table que l'utilisateur désire 
atteindre, 
Demander à l ' utilisateur le nom de la table 
dont il souhaite obtenir l'adresse. 
b . Vérification de l'existence de cette table. 
Entrée 
Sortie 
Objectif 
Le nom de la table cherchée. 
L'adresse du noeud dans le graphe ou un 
message d'erreur. 
S'il existe dans le graphe, un noeud 
correspondant â la table, le programme 
renverra son adresse. Sinon, un message 
d'erreur est affiché au terminal. 
Cette fonction utilise un autre élément. 
bl. Adresse du noeud dans le graphe. 
Ent~ée 
Sortie 
Objectif 
Le nom du noeud. 
L'adresse du noeud dans le graphe ou -1. 
Consulter le dictionnai re du graphe. Si le 
nom du noeud s ' y trouve, · renvoyer l ' adresse 
correspondante. Sinon,renvoyer -1. 
Page ~3 
c. Recherche de taus les chemins. 
Entrée 
Sortie 
Objectif 
L'adresse du noeud. 
Les chemins partant de la racine et 
aboutissant à ce noeud. 
En partant ' du noeud sélectionné, découvrir 
taus les chemins qui permettent de remonter 
Jusqu'à la racine. 
Cette fanctian utilise plusieurs traitements. 
cl. Niveau d'un noeud. 
Entrée 
Sortie 
Objectif 
L'adresse d'un noeud. 
Le niveau de ce noeud. 
Renvoyer le niveau du noeud dant l'adresse 
est donnée en entrée. 
c2. Création d ' une étape. 
Entrée 
Sortie 
Objectif 
L'adresse de l'étape courante. 
L'adresse du noeud courant. 
Le type du pointeur permettant d'accéder au 
noeud suivant. 
L'adresse de la nouvelle étape courante. 
Ajouter au chemin, une nouvelle étape 
comprenant l'adresse du noeud correspondant 
à cette étape C le noeud courant) et le 
type du pointeur qui permet d'accéder au 
noeud suivant. 
c3. Recherche de tous les chemins qui partent du noeud 
courant. 
Entrée 
Sortie 
Objectif 
L'adresse du noeud courant.• 
Les chemins partant de ce noeud vers la 
racine. 
Rechercher tous les chemins qui partent de 
ce noeud vers un autre noeud dont le niveau 
est inférieur au éga l à celui du noeud 
courant, en évitant les cycles du graphe. 
Page~~ 
Ce traitement s'effectue de maniere récursive. On 
u tilise, pour sa réalisation, les traitements suivants: 
c3.1. Code du noeud. 
Entrés 
Sortis 
Objectif 
L'adresse d'un noeud. 
Le cade de ce noeud. 
Renvoyer le code du noeud dont l'adresse 
est donnée en entrée. 
c3.2. Adresse de la liste des pointeurs retour. 
Entrée 
Sortie 
Objectif 
L'adresse d'un noeud. 
L'adresse du premier pointeur retour. 
Renvoyer l'adresse du premier pointeur de 
la liste des pointeurs retour. 
c3~3. Analyse du pointeur retour. 
Entrée 
Sortie 
Objectif 
L'adresse du descripteur d'un pointeur 
retour. 
-
L'adresse du pointeur reto~r suivant. 
L'adresse du noeud pointé par le pointeur 
retour. 
Le type du pointeur dont le pointeur retour 
est un inverse. 
Analyser le pointeur retour et 
l'adresse du pointeur retour 
l'advesse du noeud pointé par le 
retour et le type du pointeur 
pointeur retour est un inverse. 
renvoyer 
suivant, 
pointeur 
dont le 
c3.~. Niveau du noeud. 
Uoir le point cl. 
c3.S. Création d'une étape. 
Uoir le point c2. 
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c3.6. Création d'une racine. 
Entrée 
Objectif 
L'adresse du chemin courant. 
Ajouter à la chaine des racines, une 
nouvelle racine qui pointe vers le chemin. 
c3.7. Uérification des étapes mémorisées. 
Entrée 
Sortie 
Objectif 
L'adresse courante du chemin courant. 
L'adresse du noeud courant. 
La valeur vrai ou faux. 
Renvoyer la valeur vrai si le noeud courant 
est dëjà présent dans le chemin courant. 
Sinon,renvoyer la valeur faux. 
d. Présentation de tous les chemins. 
~tilisé: 
Entrée 
Objectif 
Le pointeur vers la liste des racines des 
chemins. 
Afficher au terminal, tous les chemins qui 
ont été découverts. 
Pour atteindre cet objectif, le traitement suivant est 
dl. Nom d'un noeud. 
Entrée 
Sortie 
Objectif 
L'adresse d'un noeud. 
Le nom de ce noeud. 
Renvoyer le nom du noeud dont l'adresse est 
donnée en entrée. 
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e. Choix d'un chemin. 
Entr-ée 
Sor-tie 
Objectif 
L'adresse de la liste des racines des 
chemins. 
L'adresse de la r-acine du chemin choisi par 
l'utilisateur. 
Per-mettre à l'utilisateur de choisir un 
chemin par-mi ceux qui ont été découverts 
pour accéder â la table. 
el. Demande du choix. 
Sortie 
Objectif 
Le choix d'un chemin. 
Per-mettr-e à l'utilisateur de désigner le 
chemin qu'il désire emprunter pour- accéder-
à la table. 
e2. Uérification du choix. 
Entrée 
Sor-tie 
Objectif 
Le choix de l'utilisateur. 
Un signal d'erreur si le choix ne convient 
pas. 
Uérifier- si le chemin choisi par 
l'utilisateur est un chemin proposé. 
Si nous représentons graphiquement cette hiérarchie, 
nous obtenons le schéma suivant 
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RECHERCHE D'UN 
CHEMIN 
1~ 
' 
, ,. 
1 :A-ISIR LE N•Mj I UERIFIER L'EXISTENCE 
DE LA TABLE DE LA TABLE 
ETABLIR TOUS! 
LES CHEMINS 
PRESENTER TOUS' 
LES CHEMINS 
1 CHOISIR UN 
CHEMIN 
1 
ETABLIR TOUS LES 
CHEMINS D'UN NOEUD 
....--
-· ,. 
' 
,• EMANDE 
CHOIX oui IUERIFICATI•N DU CHOIX 
-
---
-
1 •i 1~ • ~ 
,., 
IAIJRESSE •u1 1 NIUEAU DU] lco•E •uj ANALYSE; DU f CREATION D 'L!NEI NOM DUI NOEUD NOEUD NOEUD POINTEUR ETAPE NOEUD 
RETOUR 
J t • • ADRESSE DES UERIFICATION DES !CREATION D'UNE ACCES A LA ACCES A 
POINTEURS ETAPES RACINE · PREMIERE L'ETAPE 
RETOUR MEMORISEES ETAPE SUIUANTE 
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La phase de recherche du chemin se compose de~ niveaux 
reliés entre eux par une relation» utilise'' 
Niveau 1 : Outils d'accès au graphe et au chemin. 
Au-dessus de ce niveau, la structure de représentation 
du graphe ainsi que celle du chemin, ne sont plus connues. 
Niveau 2: Choix d'un chemin et vérification de ce choix. 
Au-dessus de ce niveau, la méthode de choix d'un chemin 
n 'est plus connue. 
iveau 3: Etablissement des chemins d'un noeud. 
Au-dessus de ce niveau, 
g raphe est inconnue. 
la méthode de parcours du 
Niveau~: Fonctions définies lors de l'analyse fonctionnelle. 
Les fonctions de ce niveau permettent la recherche d'un 
c hemin. 
/ 
Page ~9 
~2. Le parcours du chemin. 
Cette phase a pour objectif le parcours du chemin 
=hoisi par l'utilisateur. Pour chaque étape de ce chemin, il faut 
~rouver la table correspondante dans le dump. Afin de réaliser 
=ette recherche, plusieurs fonctions sont nécessaires. 
a. Accès à la racine du graphe. 
Entrée 
Sortie 
Objectif 
L'adresse de la racine du chemin choisi. 
L'adresse de la racine du graphe. 
Obtenir l'adresse _de la racine du graphe. 
Ce noeud correspond à la première étape du 
chemin. 
Pour réaliser son objectif,· cette fonction utiiise les 
traitements suivants: 
al. Affichage du noeud atteint. 
Entrée 
Objectif 
L'adresse du noeud atteint. 
Afficher au terminal, le nom du noeud que 
le programme a atteint. C'est a0ssi le nom 
de la table que le programme va essayer de 
découvrir dans le dump. 
a2. Nom d'un noeud. 
Entrée 
Sortie 
Objectif 
L'adresse d'un noeud. 
Le nom du noeud . 
Renvoyer le nom du noeud dont l'adresse est 
donnée en entrée. 
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b . Accès à la racine du dump. 
Entrée 
Sortie 
Objectif 
Le nom de la table correspondante à la 
racine du graphe. 
L'adresse de cette table dans le dump. 
Renvoyer l'adresse dans le dump de la table 
qui correspond à la racine du graphe. 
Pour sa réalisation, 
~raitements suivants: 
cette fonction utilise les 
bl. Recherche d'une table dans le dump. 
Entrée 
Sortie 
Objectif 
Le nom de la table à çhercher. 
L'adresse de cette table. 
Renvoyer l'adresse dans le dump de la table 
dont le nom est donné en entrée. Cet 
objectif ne peut être atteint que si le 
système connalt l'adresse de la table, ce 
qui est certainement le cas pour la racine. 
b2. Vérification de la racine. 
Entrée 
Sortie 
Objectif 
L'adresse de la racine. 
Le code d'erreur. 
Si l'adresse de la racine n'est pas une 
adresse · valide, renvoyer un code d'erreur 
correspondant au message â afficher. Sinon, 
renvoyer un code d'erreur avec une valeur 
égale â O. 
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b3. Affichage d'un message d'eLLeUL, 
Objectif 
Le code d'un message d'eLLeUL, 
AfficheL le message d'eLLeUL corLespondant 
au code donné en entrée. 
c. PaLCOULS du chemin dans le gLaphe et dans le dump. 
Entrée 
Sortie 
Objectif 
L'adresse de l'étape courante . 
L'adresse de la table courante. 
L'adresse du noe~d courant. 
L'adresse de la table que l'utilisateur 
souhaite atteindre ou l'adresse de la 
dernière table courante. 
Parcourir le dump à l'aide du chemin et du 
graphe. S'il n'y a pas d'erreur, renvoyer 
l'adresse de la table que l'utilisateur 
souhaite atteindre. Sinon, afficher un 
message d'erreur et renvoyer l'adresse de 
la dernière table trouvée. 
Cette fonction de parcours est assez complexe. Aussi, 
pour sa réalisation, elle utilise plusieurs traitements qui eux-
mêmes sont constitués de plusieurs" sous-traitements" 
cl. Avance d'une étape et d'un noeud. 
Entrée 
Sortie 
Objectif 
Le type du lien entre le noeud courant et 
le noeud suivant. 
L ' adresse de l'étape courante. 
L'adresse de la nouvelle étape courante. 
L'adresse du nouveau noeud courant. 
L'adresse du descripteur du lien vers ce 
noeud, 
Chercher à l'aide du type de lien, celui 
qui mène du noeud courant vers le noeud 
suivant. Avancer à l'étape et au noeud 
suivant et renvoyer l'adresse du 
descripteur du pointeur ou de la queue, ou 
de l'anneau. Renvoyer également les 
adresses de la nouvelle étape et du nouveau 
noeud. 
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cl.1. Avance par pointeur. 
Entrée 
Sortie 
Objectif 
L'adresse du noeud origine. 
L'adresse du noeud extrémité. 
L'adresse du descripteur du pointeur allant 
du noeud origine ·vers le noeud extrémité ou 
la valeur -1. 
S'il existe un pointeur entre le noeud 
origine et le noeud extrémité donnés en 
entrée, renvoyer l'adresse du descripteur 
du pointeur. Sinon, renvoyer la valeur -1. 
cl.2. Avance par vecteur. 
Éntrée 
Sortie 
Objectif 
L'adresse du noeud origine. 
L'adresse du noeud extrémité, 
L'adresse du descripteur du vecteur allant 
du noeud origine vers le noeud extrémité 
au la valeur -1. 
S'il existe un vecteur entre le noeud 
origine et le noeud extrémité donnés en 
entrée, renvoyer l'adresse du descripteur 
du vecteur. Sinon, renvoyer la valeur -1. 
cl.3. Avance par queue. 
Entrée 
Sortie 
Objectif 
L'adresse du noeud origine. 
L'adresse du noeud extrémité. 
L'adresse du descripteur de la queue allant 
du noeud origine vers le noeud extrémité 
ou la valeur -1. 
Si, le noeud origine est une queue constituée 
du noeud extrémité, renvoyer l'adresse du 
descripteur de cette queue. Sinon, renvoyer 
la valeur -1. 
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cl.~. Avance par anneau. 
Entrée 
Sortie 
Objectif 
L'adresse du noeud orig~ne. 
L'adresse du noeud extrémité. 
L'adresse du descripteur de l'anneau allant 
du noeud origine vers le noeud extrémité 
ou la valeur -1. 
Si le noeud origine est un anneau constitué 
du noeud extrémité, renvoyer l'adresse du 
descripteur de cet anneau. Sinon, renvoyer 
la valeur -1. 
cl.5. Affichage du noeud atteint. 
Entrée 
Objectif _ 
L'adresse d'un noeud. 
Afficher au terminal le nom du noeud que le 
programme a atteint. 
c2. Avance dans le dump. 
Entrée 
Sortie 
Objectif 
Le type de lien entre la table courante et 
la suivante. 
~'adresse du descripteur de ce lien. 
L'adresse de la table courante. 
L'adresse de la nouvelle table courante. 
Le code d'erreur. 
Chercher dans la table courante, le lien 
dont le descripteur est donné en entrée. Si 
ce lien existe, accéder a la table suivante 
et renvoyer son adresse ainsi qu'un code 
d'erreur de valeuk O. Sinon, renvoyer un 
code d'erreur dont la valeur correspond au 
message à afficher. 
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c2.1. Avance par pointeur. 
Entrée 
Sortie 
Objectif 
L'adresse de la table courante. 
L'adresse du descripteur du pointeur. 
L'adresse de la nouvelle table courante. 
Le code d'erreur. 
Appliquer à la table courante, un pointeur 
dont l'adresse du descripteur est donnée en 
entrée, pour trouver la table suivante. Si 
cette table est trouvée, renvoyer son 
adresse et un code d'erreur de valeur O. 
Sinon, renvoyer un code d'erreur dont la 
valeur correspond au message à afficher. 
c2.1.1. Données du pointeur. 
Entrée 
Sortie 
Objectif 
L'adresse du descripteur du pointeur. 
Le type du pointeur. 
L'offset du pointeur. 
Renvoyer le type et l'offset du pointeur 
dont le descripteur est donné en entrée. 
c2.1.2. Contenu de l'adresse. 
Entrée 
Sortie 
Objectif 
Une adresse dans le dump. 
Le contenu C une adresse) de cette adresse. 
Renvoyer le contenu du dump à l'adresse 
donnée en entrée. 
c2.1.3. Vérification du contenu. 
Entrée 
Sortie 
Objectif 
Le contenu du dump obtenu en c2.1.2. 
L'adresse courante dans le dump. 
L'adresse courante dans le dump. 
Le code d'erreur. 
Si la valeur reçue en entrée n'est pas 
une adresse valide, renvoyer un code 
d'erreur correspondant au message à 
afficher et laisser inchangée, l'adresse 
courante dans le dump . Sinon, renvoyer un 
code dont la valeur est O et remplacer 
l'adresse courante par la valeur reçue. 
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c2.2. Avance par vecteur. 
Entrée 
Sortie 
Objectif 
L'adresse de la table courante. 
L'adresse du descripteur du vecteur. 
L'adresse de la nouvelle table courante. 
Le cade d'erreur. 
Demander à l'utilisateur de choisir un des 
pointeurs composant le vecteur dont 
l'adresse du descripteur est donnée en 
entrée. Appliquer ce pointeur à la table 
courante, pour trouver la table suivante. 
Si cette table est trouvée, renvoyer son 
adresse et un code d'erreur de valeur O. 
Sinon, renvoyer un cade d'erreur dont la 
valeur correspond au message à afficher. 
c2.2.1. Données du vecteur. 
Entrée 
Sortie 
Objectif 
L'adresse du descripteur du vecteur. 
Le type des pointeurs composant ce 
vecteur. 
L'offset du vecteur. 
Le nombre de composants du vecteur. 
Accéder au descripteur du vecteur dont 
l'adresse est donnée en entrée et renvoyer 
le type des pointeurs composant ce 
vecteur, l'orrset du premier êlêment de ce 
vecteur, ainsi que le nombre d'éléments 
dans le vecteur. 
c2.2.2. Chaix du composant du vecteur. 
Entrée 
Sortie 
Objectif 
Le nombre de composants du vecteur. 
L'offset du premier composant. 
L'adresse du composant choisi. 
Demander à l'utilisateur le composant du 
vecteur auquel il désire accéder. Vérifier 
le choix de l'utilisateur et renvoyer 
l'adresse de ce composant. 
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c2.2.3. Contenu de l'adresse. 
Voir le point c2.1.2. 
c2.2.~. Vérification du contenu. 
Voir le point c2.1.3. 
c2.3. Avancs par queue. 
Entrée 
Sortie 
Objectif 
L'adresse de la table courante. 
L'adresse du descripteur de la queue. 
L'adresse de la nouvelle table courante. 
Le code d'erreur. 
Demander à l'utilisateur de sélectionner 
une table dans la queue dont l'adresse du 
descripteur est donnée en entrée. Si cette 
table est trouvée, renvoyer son adresse et 
un code d'erreur de valeur O. Sinon, 
renvoyer un code d'erreur dont la valeur 
correspond au message à afficher. 
c2.3.1. Données de la queue. 
Entrée 
Sortie 
Objectif 
L'adresse du descripteur de la queue. 
Le type du pointeur reliant les éléments 
de la queue. 
L'offset de ce pointeur. 
Renvoyer le type et l'offset des pointeurs 
qui relient les composants d~ la queue. 
c2.3.2. Choix d'une table. 
Sortie 
Objectif 
Le code du mode de sélect i on. 
Les données ~elatives à ce made 
sélection. 
de 
Demander à l'util i sateur de choisir un made 
de sélection pour la table dans la queue. 
Ensuite, demander â l ' utilisateur, les 
données relatives à ce mode choisi. 
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c2.3.3 Sélection d'une table. 
Entrée 
Sortie 
Objectif 
L'adresse de la table courante. 
Le type des pointeurs reliant 
éléments de la queue. 
L'offset de ces pointeurs. 
Le code du mode de sélection. 
Les données de sélection. 
L'ad~esse de la table. 
Le code d'erreur. 
les 
Selon le mode de sélection, utiliser les 
données de sélection pour obtenir ia table 
souhaitée. Si l'on parvient à trouver cette 
table, son adresse est renvoyée ainsi qu'un 
cade d'erreur égal à O. Sinon, le cade 
d'erreur est renvoyé avec une valeur 
correspondante au message à afficher. 
c2.3.3.1. Application d'un made de sélection. 
Entré·e 
Sortie 
Objectif 
Les données de sélection. 
L'adresse de la table. 
Code de retour. 
Vérifier si la table courante est la table 
cherchée et dans ce cas, le code de retour 
a ·1a valeur" trouvé" Sinan, le code de 
retour a la valeur" pas trouvé" 
c2.3.3.2. CoDtenu de l'adresse. 
Voir . le point c2.1.2. 
c2.3.~ Vérification d'erreur. 
Entrée 
Sortie 
Objectif 
Le cade d'erreur. 
L'adresse de la table courante. 
S ' il n'y a pas d'erreur, remplacer 
l'adresse de la table courante par 
l'adresse de la table sélectionnée dans la 
queue. Sinon, laisser l ' adresse de la table 
courante, inchangée. 
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c2.~. Avance par anneau. 
Entrée 
Sortie 
Objectif 
L'adresse de la table courante. 
L'adresse du descripteur de l'anneau. 
L'adresse de la nouvelle table courante. 
Le code ~•erreur. 
Demander à l'utilisateur de sélectionner 
une table dans l'anneau dont l'adresse du 
desc~ipteur est donnée en entrée. Si cette 
table est trouvée, renvoyer son adresse et 
un code d'erreur de valeur O. Sinon, 
renvoyer un code d'erreur dont la valeur 
correspond au message à afficher, 
c2.~.1. Données de l'anneau. 
Entrée 
Sortie 
L'adresse du descripteur de l'anneau. 
~ Le type des pointeurs reliant les éléments 
de l'anneau. 
L ' offset de ces pointeurs. 
Objectif Renvoyerle type et l'offset des pointeurs 
qui relient les composants de l'anneau. 
c2.~.2. Choix d'une table. 
Uoir le point c2.3.2 
c2.~.3. Choix de la table. 
Vair le point c2.3.3. 
c2.~.~. Vérification d ' erreur. 
Voir le point c2.3.~. 
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d. Uérification du code d'erreur. 
Entrée 
Objectif 
Le code d'erreur. 
Si une erreur s'est produite, le code 
d'erreur n'a plus la valeur O. Dans ce cas 
afficher un message d'erreur et s'arreter. 
Cette fonction utilise le traitement suivant: 
dl. Affichage d'un message d'erreur. 
Entrée 
Objectif 
Le cade de l'erreur. 
Afficher au terminal, le message 
correspondant au cade de l'erreur. 
Si nous représentons graphiquement la décomposition de 
cette phase, nous obtenons le schéma ci-dessous. 
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DESCENTE 
1 
ACCES A LA ACCES A LA PARCOURS 
eACINE DU RACINE DU 
GRAPHE DUMP 
_j 
1 
L.i.. 
. 1 
AVANCE D'UNE [AVANCE DANS! 
ETAPE ET LE DUMP 
D'UN NOEUD 
1 
1 
1 1 1 
AUANCE AUANCE AUANCE AUANCE AVANCE AVANCE AVANCE AUANCE 
PAR PAR PAR PAR PAR PAR PAR PAR 
QUEUE ANNEAU POINTEUR UECTEUR P• INTEUF. UECTEUR QUEUE ANNEAU 
1 1 l 40 :1tl 1 r 1 L 
. 
1 
- -
. . CHOIX DU CHOIX D 'UNEI I !SELECTION D'UNE! 
,77 COMPOSANT TABLE : TABLE DU ls VECTEUR 1 ,, 1 J 4 67'é.J 1 
. 1 
L--- -, i ;- .J 1 1 1 1 1 
IUERIFICATI• N DE 1 VERIFICATION • UERIFICATI•N I SELECTION UERIFICATI •N 
LA RACINE · 1 L'ADRESSE · D'ERREUR D'UNE DU CODE 
1 I TABLE D'ERREUR L.-----------, 1 
_J tî 2S'17.18~ô9 1 1 1 1 7 1 1 ,. 1 !AFFICHAGE DU AFFICHA 
NOEUD ATTEINT 1 MESSAG 
-- 1 
1 
• 'ERR 
-
1 
..J 
1 
- . ,... -- -- r 1 
ACCES A LA [NOM DU RECHERCHE IACCES A RECHERCHE:RECHERCHE INFO D' UNE! I NFO D 'UNI 
PREMIERE NOEUD D'UNE L'ETAPE UNE I UN QUEUE ANNEAU 1 
ETAPE TABLE SUIUANTE QUEUE 1 POINTEUR 
~ -1-1 ! -10 IB 1 r- 1 1 r 
RECHERCHE! RECHERCHE INFO o·u INF• D'UN CONTENU 
UN · UN POINTEUR VECTEUR D' UNE 
ANNEAU VECTEUR A•RESSSE 
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La phase de par-cour-s du chemin se compose de 7 niveaux 
r eliés entr-e-eux par- une r-elation "utilise" 
Niveau 1 : Outils d'accès au gr-aphe, au chemin et au dump. 
Au-dessus de ce niveau, la r-epr-ésentation physique du 
g r-aphe, du chemin et du dump ne sont plus connues. 
~iveau 2: Affichage des messages à l'utilisateur-. 
Au-dessus de ce niveau, la gestion des infor-mations 
~estinées à l'utilisateur- n'est p~us connue. 
~iveau 3: 
sélection. 
Uér-ification des codes d'er-r-eur- et des cr-itèr-es de 
Au-dessus de ce niveau, la notion d'er-r-eur- et les 
~• yens de sélection des tables ne sont plus connus. 
~iveau ~: Choix et sélection. 
Au-dessus de ce ni veau, les c.omposa nts d • un ·•Vecteur-, 
~•une queue et d'un anneau ne sont plus connus. 
~iveau 5: Types de liens. 
Au-dessus de ce niveau, l'implémentation des liens dans 
le gr-aphe et dans le dump n'est plus connue. 
~iveau 5: Avance dans le chemin, le gr-aphe et le dump. 
Au-dessus de ce niveau, les éléments composants le 
=hemin, le gr-aphe et le dump ne sont plus connus. 
~iveau 7: Les fonctions de l'analyse fonctionnelle. 
Les fonctions de ce niveau per-mettent le par-cour-s d'un 
::hemin . 
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Après la conception de la hiérarchie du logiciel, il 
faut que nous définissions une architecture modulaire CVlanB~). 
B. Conception d'une structure modulaire. 
reprendre 
conception 
nodules. 
Afin 
les 
de 
d'obtenir . une structure modulaire, nous devons 
différents traitements établis lors de la 
la hiérarchie du logiciel et les re~rouper en 
Nous utilisons trois types de structures différents 
:e graphe, le chemin et le dump. Nous pouvons donc regrouper les 
fonctions d'accès à ces structures afin d'établir trois modules 
d'interface. 
- Le module" interface avec le graphe". 
Il permet les opérations suivantes 
Obtenir l'adresse d'un noeud à partir de son nomi 
Obtenir le nom d'un noeud à partir de son adresse. 
Obtenir le niveau _d'un noeud à partir de son adresse. 
- Obtenir le code d'un noeud à partir de son adresse. 
Obtenir l'adresse de _la liste des pointeurs retour du 
noeud à partir de son adresse. 
Analyser un pointeur retour. 
Chercher un pointeur. 
Chercher un vecteur. 
Chercher une queue. 
Chercher un anneau. 
- Obtenir les informations d'un pointeur. 
Obtenir les informations d'un vecteur. 
Obtenir les informations d'une queue. 
- Obtenir les informations d'un anneau. 
~emarque Les 
dans la partie 
riérarchique. 
spécifications de ces opérations sont dëcrites 
concernant la conception d'une structura 
Page 63 
- Le module" interface avec le chem i n" 
Ce module regroupe les opérations suivantes 
- Création d ' une racine. 
Création d'une étape. 
Accès à la première étape. 
- Accès à l ' étape suivante. 
- Uérificatian de la mémorisation d ' une ëtape dans le 
chemin courant. 
- Le module" interface avec le dump ". 
Ce module regroupe deux opérations 
Accès à la racine. 
Obtenir le contenu d'une adresse. 
En plus de ces interfaces, 
autres traitements en trois modules. 
nous avons regroupé les 
Le module " recherche d ' un chemin" 
Ce module permet les traitements suivants: 
- Sa i sie du nom du noeud à atteindre. 
Uérif i catian de l'existence de ce r.oeud. 
Recherche de taus les chemins vers ce noeud. 
- Présentation de tous les chemins découverts. 
- Choix d ' un chemin. 
- Le module " parcours du chemin". 
Ce module reprend les opérations suivantes 
Accès à la racine du graphe. 
- Accès à la rac i ne du dump. 
Parcours du chemin. 
- Le module " Aff i chage des messages d'erreurs'' . 
Ce module assure la gestion et l'affichage des messages 
' erreurs . 
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Un module séquenceur a également été implémenté afin de 
~ermettr~ un ordonnancement des opérations entre les différents 
adules. 
3.~ . 3. Quelques détails de l'implémentation. 
A. Le choix des langages de programmation. 
L'interface du graphe et l ' interface du dump ont été 
réalisés en assembleur. 
L'interface du dump utilise les macro instructions d'un 
outil d'accès aux dumps C A.I. •.). 
Les autres modules ont §té réalisés en Pascal car ce 
_angage, qui permst la récursivité, était directement disponible. 
B. Choix de représentation des chemins. 
Nous avons choisi, pour la représentation physique des 
chemins, une structure de" records" Pascal créés dynamiquement. 
Chaque" record" représentant une étape, possède trois 
champs : 
un pointeur vers l'étape suivante. 
- un pointeur vers le noeud correspondant. 
le type du l ien entre le noeud correspondant à cette 
étape et le noeud suivant. 
Ces" records" sont cha1nés et constituent un chemin. 
Celui-ci possède une racine qui est représentée par un autre 
" recot"d "à deux champs: 
- un pointeur vers la racine suivante. 
- un pointeur vers la première étape du chemin. 
Les racines sont également liées les unes aux autt"es et 
l'adresse de la première est contenue dans une variable , ce qui 
~ermet l'accès aux racines et donc aux chemins. Nous pouvons 
repr-ésenter cette structure par le schéma su i vant : 
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RACINE 
DXIJT 60 DXIJT 61 
TLT 61 QTCB 
DTC.B 60 
.. 
•TFT 66 
IDTFT 60 
1 IDFC2 60 
De cette maniere, il est possible de parcourir un 
chemin et de retrouver rapidement le noeud qui correspond a 
c haque étape puisque l'adresse de son descripteur est contenue 
c.ans celle-ci. 
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C. Méthode de qualification des tables. 
Certaines tables , telle les TCB, existent en plus i eurs 
exemplaires dans le dump. Il faut donc, lors du parcours de ce 
dump, permettre à l ' utilisateur de choisir une de ces tables. 
Nous avons opté pour un choix, au fur et à mesure des besoins, 
plutôt que pour une qualification complète du chemin avant de 
commencer le parcours. C'est-à-dire que, chaque fois que le 
programme rencontre un» distributeur» C un vecteur, une queue 
ou un anneau ), il demande â l'utilisateur de cho i sir une 
composante du vecteur ou une table de la queue pu de l'anneau. 
D. La recherche des chemins. 
Nous avons décidé d'implémenter de maniera récursive la 
r echerche de tous les chemins partant d'un noeud et aboutissant â 
la racine du graphe. En effet, cette recherche s'effectue par le 
parcours d ' un graphe en appliquant la méthode" en profondeur 
d 'abord" 
E. Le" link " et le chargement du programme. 
Le programme est d'abord» linker "avec le graphe, les 
deux interfaces d'accès au graphe et au dump, et également avec 
1~ fichier système" Pascalrt " . Ensuite, il est chargé par la 
commande'' load "et exécuté en tapant R. 
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Lf .1 Résultat. 
Toutes les fonctions des interfaces ont été testées 
pour _tous les cas passibles. Elles remplissent correctement leur 
rôle. 
Pour le test du programme, nous disposions d'un exemple 
réduit de graphe qui contenait cependant toutes les structures 
définies au point 3.2. Les différents tests effectués n'ont pas 
révélés d'erreur dans le programme. 
Ce programme permet donc de retrouver l'adresse d'une 
table dans un dump. Mais comme nous l'avons dit auparavant, il ne 
constitue qu'une partie de l'ensemble d'outils dont la plupart 
reste a réaliser. 
~.2. Possibilités d'amélioration. 
Certaines mod ifications peuvent être envisagées afin 
d'améliorer le programme. Citons-en quelques-unes. 
Lf.2.1. Le choix de tables. 
La sélection de tables multiples dans une queue au un 
anneau est effectuée, pour l'instant, en donnant la position de 
la table souhaitée dans cetta queue au cet anneau. Nous pourrions 
envisager de permettre a l'utilisateur de demander au programme 
la sélection de la table qui a une valeur donnée a un déplacement 
donné également. · 
Ou encore, nous pourrions employer les" dsects "des 
tables afin que l'utilisateur précise la valeur d'un élément de 
l-a table qu'il veut choisir. 
Lf.2.2. La qualification du chemin. 
Nous l'avons dit plus haut, la qualification du chemin 
s e fait au fur et a mesure de la nécessité d'un choix. Mais, nous 
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~ourrions demander à l'utilisateur de qualifier complètement le 
chemin avant de commencer le parcours . 
. 2.3. Le stockage du chemin choisi. 
Actuellement, il n'y a pas de mémorisation du chemin 
choisi par l'utilisateur, Nous pourrions imaginer de permettre à 
'utilisateur le stockage du chemin qu'il désire emprunter. Cela 
_ui donnerait la possibilité de parcourir plusieurs dumps de la 
~ème manière sans devoir, à chaque fois, rechercher tous les 
chemins qui, dans le graphe, mènent à la table voulue. 
~ .2.~. La gestion des écrans. 
Dans le programme actuel, la gestion des écrans est 
réduite au minimum. Une gestion plus élaborée pourrait-être 
envisagée afin de rendre l'utilisation du programma plus 
a gréable. 
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MAINTENANCE DU SYSTEME 
D'EXPLOITATION ES 20GO. 
OUTIL DE PARCOURS DE DUMPS. 
MEMOIRE PRESENTE PAR 
MARCHAL PATRICK EN VUE 
DE L'OBTENTION DU GRADE 
DE LICENCIE ET MAITRE 
EN INFORMATIQUE. 
ANNEXE 
PROMOTEURS: 
J . RAMAEl<ERS· 
P. DUMONT. 
TABLE DES MATIERES. 
--~-~-----------~--
EFINITION DES CONSTANTES ET DES TYPES ••••••••..••••••••..•••• 1 
RECHERCHE DU CHEMIN ...•.•••••••..•.•••••••••• , •.••••••••••••••• 7 
::,ARCOURS DU CHEMIN . ...............................•.......... 16 
INTERFACE AVEC LE GRAPHE .•.•...••••.••.••••••......•••••.•••• 1 7 
1 NTERFACE AVEC LE DUMP ••••••••••••••••••••••••••••••••••••••• 23 
• 
l l 0 
2 l 0 
3 1 . 0 
· 4· 1 0 
5 l 0 
6 l 0 
7 .1 0 
8 1 0 
9 1 .o 
10· 1 0 
11 1 0 
12 l 0 
13 l 0 
14 1 0 
15 1 0 
16 1 0 
17 1 0 
13 1 l+ 
19 l 1 
20 1 l 
21 . l 1 
22 . 1 o-
23 · 1 0 
24 l · 1+ 
25 l 1 
· 26 r l 
27 . 1 o-
28 l 0 
29 ·l 0 
30 l O 
31 l 0 
C*$Y+,U+,W-*) 
PRCJGRAM PARCCJURS CIHPUT,CJUTPUT)i 
1. 
. c'rr,-is T 
NUL= -1; 
BL! =' 
TYPE 
ADRESSE 
CH2 
CH8 
ETAPTR 
RACPTR 
TYPEL 
ETAPE 
RACIN 
VAR . 
CURRAC 
RACINE 
... 
= 
= 
= 
= 
= 
= 
= 
= 
1 • , 
IHTEGER; 
PACKED ARRAY [l .. 2] CJF 
PACKED ARRAY Cl •. 8] ISF 
"ETAPE; 
;o.RACIH; 
INTEGER; 
RECCJRD 
DESCADR: ADRESSE; C* 
PSUIV : ETAPTR; C* 
TYPELIEH: TYPEL; (* 
EHD; 
RECCJRD 
PETAPE ETAPTR; (* 
PSUIV RACPTR; (* 
. END; 
RACPTR; (* PTR VERS 
RACPTR; (* PTR VERS 
CHAR; 
CHAR; 
C* ADRESSE HULLE*> 
C* 3 BLANCS*) 
ADRESSE DU HCJEUD CCJRRESPCJHDAHT*) 
PTR ETAPE SUIVANTE *) 
TYPE DU PTR VERS HrJEUD SVT *) 
PTR VERS ëTAPE *> 
PTR VERS RACINE SUIVANTE*) 
RACINE CCJURANTE (VAR GUJBALE> *) 
RACINE CHEMIN CHlHSI PAR L'UTILIS *) 
. 32 .1 0 
33 1 0 
34 l 0 
35 1 0 
36 l 0 
37 1 0 
38 2 0 
39. 2 0 
40 2 0 
'tl 2 0 
42 2 0 
43 2 0 
44 2 0 
45 2 · 0 
46 2 0 
47 2 0 
43 2 l+ 
49' · 2 1 
50 2 . 1 
(*======================== ==========================================*) 
51 2 1 
52 2 l 
53 2 l 
54 2 l 
55 2 2+ 
56 2 2 
57 2 2 , 
58 2 •, 2 
59 · 2 1-
C 
C 
C 
C 
C 
C 
PRffCEpURE ERREUR C CCJDE: IHTEGER ) ; 
(* 
*) 
PRECCJND < CtYDE > EST LE CGDE DE L'ERREUR QUE L'tYH VEUT SIGNALER 
FGHCTICJH SIGNALE A L'UTILISATEUR L'GCCUREHCE D'UHE ERREUR 
PO'STCO'HD 
BEGIH 
WRITELH; 
WRITELH (' 
WRITELH (' 
WRITELH C' 
WRITELH; 
WRITELN; 
CASE CGDE GF 
l : WRITELN 
2 : WRITELH 
3 : WRITELN 
EHD; C* CASE 
END; 
*************************'); 
* E R R E U R *' .); 
*************************'); 
('RACINE HGH TRCJUVEE CJU FICHIER H''EXISTE PAS '); ('POINTEUR VERS LE H3EUD SUIVANT HON TROUVE'); ('TABLE HON TR3UVEE DANS LE DUMP '); 
*) 
EHD ERREUR . L= 444 
C* ERREUR*> 
60 1 o-
61 1 0 '*=============~======== ===~~~~----------------------------------- ---··· 
Annexe 1 
62 l 
63 l 
64 ·l 
65 2 
66 2 
i 7 2 . 
68 . 2 
6 9 2 
70 2 
7l 2 
72 2 
73 2 . 
H 2 
75 2 
76 2 
77 2 
78 2 
- 7 9 2 
80 2 . 
81 2 
3z 2 
8 3 2 
8 4 2 
0 
0 
0 
0 
0 
0 C 
0 C 
0 C 
0 C 
PRGCEDURE CREERRACI.NE (CtfEMIH : ETAPTR); 
(* 
ENTREE CHEMIN : ADRESSE DU CHEMIN 
FGNCTIGN : AJGUTE A LA CHAINE DES RACINES CVAR qLi,BALE> UNE Ni,UVEL~E 
RACINE VERS LE CHEMIN 
0 C *> 
0 
0 
0 
0 
0 
l+ 
l 
l 
l 
l 
. l 
l 
1 
VAR 
RAC: RACPTR; 
B.EGIH 
. WRITELH C' 
HEW CRAC>; 
CURRACA.PSUIY :: RAC; 
RACA ~PETAPE :: CHEMIH; 
RACA.PSUIV :: NIL; 
CURRAC :: RAC; 
WRITELH C' 
· EHDJ 
DEBUT CREATIGN RACINE'>; 
FIN CREATIGN RACINE'); 
END CREERRAC'L= 170 
. 35 1 o-
86 1 0 
37 1 ·o 
aa 1 0 
89 2 0 
90 2 0 
91 2 0 
92 2 ~o 
93 2 0 
94 2 0 
95 ·2 0 
96 2 0 
97 2 0 
98 2 0 
99 2 0 
. 100. 2 · 0 
101. 2 0 
102 2 0 
103 2 0 
104 2 · 0 
105 2 1+ 
106 · 2 1 
107 2 1 
108 2 1 
. 109 2 1 
110 2 1 
111 2 1 
112 · 2 l 
C 
C 
C 
c 
C 
C 
C 
C 
C 
<*===================================================================*> 
PRC7CEDURE CREERETAPE CVAR CH I ETAPTR~ ADR: ADRESSE; TYP : TYPEL); 
(* 
PREci,Ho· <CH> PGINTE VERS L'ETAPE CGURAHTE DU CHEMIN 
<ADR> ADR DU NGEUD CGRRESPGNDANT A L'ETAPE A AJGUTER 
<TYP> TYPE DU PTR PERMETTANT D'ACCEDER AU NGEUD SUIVANT 
FC7NCTIC7H 
PC7STCC7HD 
AJC7UTE AU CHEMIN UHE MC7UVELLE ETAPE APRES L'ETAPE CC7URANTE 
<CH> PC7IHTE VERS LA HC,UVELLE ETAPE CGURANTE 
YAR 
PTR : ETAPTR; 
BEGIN 
WRITELH C' 
HEW CPTR); 
PTRA.DESCADR :: ADR; 
PTRA.PSUIV :: CH; 
PTRA.TYPE~IEH :: TYP; 
CH :: PTR; 
WRITELN C' 
END; 
DEBUT CREATIGH ETAPE'>; 
FIN CREATIGH ETAPE'); 
END CREERETA L= 180 
113 1 o-
1114 1 0 (* ==================================================================+) 
Annexe 2 
•
1 115 l 0 
· 11 l 0 
11 7 2 0 
11 2 0 
11 4:1 2 0 
12 2 0 
12 2 0 
12, 2 0 
. 12!' 2 0 
12 2 0 
125 . 2 0 
12E' 2 0 
121 ·2 , 0 
12! 2 0 
129 - 2 0 
13( 2 0 
FUNCTIO'H MEMORISE<CHEMIN:ETAPTR;DESCADR:ADRESSE):BOOLEAN; 
(* 
C ENTREE 
C 
C 
C 
C Fl!NCTIIJH 
C 
C 
C SO'.RTIE 
C 
C 
C *> 
: CHEMIN : ?TR VERS CHEMIN DEJA MEMORISE . 
DESCADR: ADRESSE DU NGEUD DONT LA MEMl!RISATIGN EST A 
VERIFIER 
VERIFIE SI LE NOEUD DGHT L'ADRESSE EST< DESCADR > A DEJA 
ETE MEMcrRISEE DANS LE< CHEMIN> . 
MEMORISE A LA VALEUR VRAI SI LE NGEUD A DEJA ETE MEMORISEE 
FAUX SI -LE NOEUD H'A PAS ENCORE ETE MEMORISEE 
131 2 0 VAR 
13, 2 0 TROUVE Bl!O'L EAH; 
ETAPTR; 
<* VRAI SI 17H . A TROUVE LE NOEUD*) 
C*- PTlrVERS - ETAPE-·cauRAHTE -li) -n~ z··-o·· --· -~ 
· 13~ 2 0 
13! 2 0 
l3 E. 2 l+ 
131 2 1 
· 13! 2 . l 
13 ~ · 2 l 
14( · 2 2+ 
141 2 2 
-142 2 · 2 
143 2 .l-
144 2 1 
14!" 2 1 
- 14E. 2 1 
BEGIN 
WRITELH C' 
TROUVE:: FALSEi 
PTR :: CHEMIN; 
DEBUT MEMORISE ·•); 
WHILE CPTR <> HIL) AHD CHO'T TROUVE) DG BEGIH 
IF PTRA.OESCADR = DESCADR THEH TROUVE:: TRUE 
· ELSE PTR :: PTRA.PSUIVJ 
EHDi 
IF TRO'UVE THEH MEMO'RISE :: TRUE 
ELSE MEMORISE:= FALSE; 
WRITELH C' 
EHD; 
FIH MEMGRISE '); 
EHD EMO'RISE L= 232 
147 1 o-
14! 1 0 
l H l 0 
15 C l 0 
15 ) 1 0 
15 1 . 0 
15 " l 0 
154 1 0 
155 1 0 
l5E . l 0 
151 1 0 
15! 1 0 
15 l 0 
l6 C l . 0 
16 1 l . 0 
<*===================================================================*) 
PROCEDURE HO'DEDIC CVAR HGM :CH8; VAR ADR :ADRESSE);EXTERHAL; 
(* 
C PRECO'HD 
C 
C F'7HCTil7H 
C 
C 
C PO'STCO'HD 
C *l 
REHVO'I DANS< ADR > L'ADRESSE DU HO'EUD DcrNT LE HGM EST 
< HGM > S' Il· EXISTE. SIHGH < ADR > VAUT -1 
< ADR >=L'ADRESSE DE HcrM S'IL EXISTE, SINGH <AOR> = -1 
(*=======================- ===========================================*) 
Annexe 3 
162 l 
16.3 1 
164 1 
16.5 1 
166 1 
lfi7 1 
168· 1 
1 6: 9 . l 
170 l 
171 1 
172 l 
173 1 . 
174 1 
175 · l 
116 1 
lTT l 
173 2 
179 1 
180 1 
181 1 
la2 . 1 
la3 l 
1&4 1 
185 1 
156 1 
0 
0 
0 
PRO'CEDURE CO'DEHO'DE CDESCADR: ADRESSE; VAR CO'DE: IHTEGER)i EXTERHAL; 
(* 
C PRECrJHD 
C 
C 
C · FIJNCTICfH 
C 
C 
C PGSTCO'ND 
C *> 
i <DESÇADR> = AOR VALIDE DU HGEUD DGHT O'N VEUT CGHNAITRE LE 
CO'DE 
REHVO'I DANS< CO'DE > LE CO'DE DU HO'EUD DO'HT L' ADR EST 
< DESCADR > 
< CO'DE >=LE CO'DE DU NGEUD 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 (*===================================================================*) 
0 
0 
0 
0 
0 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
PRO'CEDURE ADRREPTR CDESCR: ADRESSE; VAR RPTR i ADRESSE; 
CO'DE: IHTEGER); EXTERHAL; 
<* 
PRECGHD 
FrJNCTIO'N 
PCfSTCCSHD a 
< DESCR > EST L'ADRESSE VALIDE D'UN NO'EUD ET< CGDE > EST 
LE CO'DE DE CE HO'EUD. ' 
RENVO'I OS< RPTR > L'ADRESSE DU PREMIER PO'INTEUR RETO'UR 
S'IL EXISTE. SIHO'H < RPTR > VAUT -1 
< RPTR >=ADRESSE DU PREMIER PTR RETOUR S'IL EXISTE 
SINO'H < RPTR > ~ -1 
. 187 1 
· l&a 1 
139 1 
19-0 1 
191 l 
0 C *> 
-1~ 1 
1413 1 
194 2 
195 . l 
146 - 1 
· 197 1 
ls.8 l 
H9 1 
200 l 
201 l 
2(1-2 1 
2Q3 l 
20-4 1 
2Q.S l 
·o 
0 • 
0 
0 
0 
0 
0 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
0 C 
. . 
(*===================================================================*> 
PRCfCEDURE AHALRPTR (VAR PTR: ADRESSE; VAR SVT : ADRESSE; VAR TYP:TYPELJ 
VAR HO'DE: ADRESSE)iEXTERHALi 
<* 
PRECt,HD 
Ft'JHCTit'JH 
PO'STCO'HD 
< PTR >=ADRESSE DU PO'IHTEUR RETO'UR A ANALYSER 
RENVGI DS < SVT > L'ADRESSE DU PTR RETt'JUR SUIVANT C-1 S'IL 
N'EXISTE PAS), OS ~NO'EUD > L'ADRESSE DU DESCR (Dl) PO'INTE 
PAR LE PTR RETO'UR ET OS <TYPE>, LE TYPE DU PTR PERMETTANT 
D'ACCEDER A CE DESCRCD2) A PARTIR DU DESCR PRECEDANT CDl). 
<SVT>= ADRESSE DU RPTR SUIVANT S'IL EXISTE,SIHO'N <SVT>= -1 
<HGEUD>= ADRESSE DU ~ESCRIPTEUR CORRESPGHDAHT 
<TYPE>= TYPE DU PTR VERS CE DESCRIPTEUR 21l6 l 
2a-7 , 1 
2~ 1 
0 C *> 
0 
· 210 1· 0 
211 l 0 
2L2 2 0 
213 1 0 
214 l 0 
21.5 · l O C 
2l6 1 0 C 
217 1· 0 C 
2l8 l O C 
219 1 0 C 
·22-0 l O C 
221 1 0 C 
222 1 0 
2 Z3 l 0 
224 1 0 
225 l 0 
22:6 1 0 
2Z1 ·l 0 
223 1 0 C 
229 l O C 
230 1 0 C 
231 l O C 
232 l O C 
233 1 0 C 
234 1 0 
233 l 0 
PRl5CEDURE NIYHt,EUD CYAR DESCADR: ADRESSE; VAR NIVEAU 
EXTERNAL; i 
! 
! 
IHTEGER); 
(* 
PRECl5HD 
FOHCTIO'H 
PCJSCl5HD 
*> 
i < DESCADR> = ADR VALIDE DU NOEUD DONT O'H VEUT CO'NHAITRE LE 
NIVEAU 
RENVOI DANS< NIVEAU> LE NIVEAU DU HO'EUD _ 
< HIVEAU >=NIVEAU DU Nl5EUD 
<*========================-=== , ============== .=======================*> 
PROCEDURE HAMEHODE CVAR ADRESS : ADRESSE; VAR NAME : CH8)iEXTERNAL; 
<* 
*> 
PRECGND 
FGHCTH1H 
PGSTCGHD 
<ADRESS> EST L'ADRESSE VALIDE D'UN NOEUD 
RENVGI DANS <HAME> LE HGM DU NO'EUD DO'NT l'ADR EST <ADRESS> 
<NAME> Cl7RRESPGND AU N~M DU NGEUD DONT L'ADR EST <ADRESS> 
<*=================================================================- -* ) 
Annexe LJ: 
236 1 0 
237 1 0 
233 2 0 
239 2 0 
240 2 0 C 
241 2 0 C 
242 2 0 C 
243 2 0 C 
244 2 0 C 
245 2 0 C 
. 246 2 0 C 
247 2 0 C 
243 2 0 
-249 2 0 
250 2 0 
251 2 0 
252 2 O· 
253 2 0 
254 2 0 
255 2 0 
256 2 0 
257 2 0 
258 z .o 
259 2 0 
260 2 0 
261 2 0 
262 2 l+ 
263 2 1 
264 2 1 
265 2 1 
26"6 2 1 
. 267 2 1 
268 2 2+ 
269 2 2 
2711 2 3+ 
271 2 3 
272 2 3 
273 2 3 
·:- 274 2 4+ · 
275 . 2 4 
276 2 4 
277 2 4 
278 2 3-
279 2 3 
2!0 2 3 
2!1 2 4+ 282 , 2 4 
283 2 4 
2M 2 . 4 
2!5 2 3-
286 2 3 
287 2 2-
283 2 1-
289 2 1 
PRGCEDURE ETABLICHEMIH C CHEMIN : ETAPTR; NIVEAU t INTEGER); 
(* 
ENTREE CHEMIN 
NIVEAU 
: PTR VERS LE CHEMIN DEJA CGNHU 
: NIVEAU DE LA DERNIERE ETAPE DU CHEMIN 
Fa'NCTia'N AJa'UTE AU CHEMIN UNE NGUVELLE ETAPE Oa'NT LE NIVEAU EST< 
AU NIVEAU DE LA DERNIERE ETAPE OU DONT LE NIVEAU EST= 
MAIS QUI N'A PAS ENCGRE ETE MEMORISEE 
*> 
VAR 
Ca'DE 
CURCH 
DESCADR 
FIN 
IHDNIV 
RPTRADR 
SVTADR 
TYP 
INTEGER; 
ETAPTR; 
ADRESSE; 
BOGLEAH; 
INTEGER; 
: ADRESSE; 
: ADRESSE; 
: TYPEL; 
<* Ca'DE DU HGEUD Ca'URAHT *> (* PTR VERS CHEMIN CGURANT *) 
<* ADRESSE DU Na'EUD Ca'URANT *) 
C* MEMGRISE LE NIVEAU*) (* ADR DU PTR RETa'UR *) 
C* ADR DU Na'EUD SUIVANT*) 
BEGIN 
WRITELH C' DEBUT ETABLI-CHEMIN'); 
GLDHIV :: HIVEAU; 
FIH : = FALSE; 
Ca'DEHffDE CCHEMINA.DESCADR,Ca'DE); (*163*) 
ADRREPTR CCHEMINA.DESCADR,RPTRADR,CGDE); (*177*) 
REPEAT 
IF RPTRADR =· NUL THEH FIN :: TRUE (*PLUS DE CHEMIN PARTANT DE LA*> 
ELSE BEGIN 
ANALRPTR CRPTRADR,SVTADR,TYP,DESCADR); (*193*) 
HIVNa'EUD CDESCADR,HIVEAU); <*211*) 
WRITELH C'HIV',NIVEAU); 
IF NIVEAU= l THEN BEGIN C* C'EST UNE RACINE*) 
CURCH :: CHEMIN; 
CREERETAPE CCURCH,DESCADR,TYP)i (*104*) 
CREERRACIHE CCURCH); <*76*) 
END 
ELSE IF CHIVEAU < OLDHIV) OR 
CCNIVEAU = OLDNIV) AND CHOT MEMORISE CCHEMIH,DESCADR))) (*135*) 
THEN BEGIN 
CURCH :: CHEMIN; 
CREERETAPE CCURCH,DESCADR,TYP); (*104*) 
ETABLICHEMIN CCURCH,HIVEAU); C*261*> 
END; 
RPTRADR ·- SVTADR; 
ENDi 
UNTIL FIN; 
WRITELN C' FIN ETABLI CHEMIN'); 
END; 
EHD ETABL!CH L= 834 
290 1 o.-
291 1 0 (*===================================================================*) 
Annexe S 
292 l 0 
. 293 l O . PRO'CEDURE CHO'IXCHEMIH (RACINE: RACPTR; VAR RACHEMIH: RACPTR>; 
294 2 0 
295 2 . 0 (* 
296 2 0 C ENTREE 
297 · 2 0 C 
RACINE · : PTR VERS LA PREMIERE RACINE 
- 293 2 0 C FO'NCTIO'H 
299 2 0 C 
PRESENTE A L'UTILISATEUR TO'US LES CHEMINS P~SSIBLES PO'UR 
ATTEINDRE LA TABLE DESIREE ET LUI DEMANDE D'EH CHO'ISIR 
UN 300. 2 0 C 
301 2 0 C 
302 2 0 C SO'RTIE 
303 2 0 C *> 
: RACHEMIH: PTR VERS LE CHEMIN CHO'ISI PAR L'UTILISATEUR. 
304 2 0 
305 2 0 
306 2 0 
307 2 0 
303 2 0 
309 2 0 
310 2 0 
311 2 0 
312 2 0 
313 2 0 
314 2 0 
·315 2 0 
316 2 l+ 
317 2 ·l 
313 2 2+ 
VAR 
CO'RRECT 
CPT 
CURAC 
ETPCO'UR 
HCJM 
NUMCHEM 
REPO'NSE 
BEGIN 
: BO'O'I.EAH; 
: . IHTEGER; 
RACPTR; 
ETAPTR; 
CH8J 
IHTEGER; 
INTEGER; 
C* PTR VERS RACINE COURANTE*> 
C* PTR VERS ETAPE CO'URAHTE *) 
C* HCJM OU HCJEUO *> 
<* NUMERO' DU CHEMIN*> 
IF RACIHEA.PSUIV 
ELSE BEGIH 
HUMCHEM : = l; 
= NIL THEN WRITELN C' PAS DE CHEMIN ') 
CURAC :: ~ACINEA.PSUIV; 
WHILE CURAC<> NIL 00' BEGIN C* ~O'UR TO'US LES CHEMINS*) 
WRITE ('CHEMIN ' ,HUMCHEM,' '>; 
ETPCO'UR :: CURACA.PçTAPE; C* PTR ETAPE CO'URAHTE *> 
WHILE ETPCO'UR <>HILDO' BEGIN C* PGUR TTES LES ETAPES DU CHEM *) 
· 319 · 2 2 
320 2 .2 
321 2 3+ 
322 2 3 
323 2 3 
324 2 4+ 
325 2 4 
326 2 4 
327 2 4 
32& 2 3-
329 2 · 3 
330, 2 3 
331 2 3 
332 2 3 
333 2 2-
334 " 2 2 
·335 2 2 · 
HAMEHO'OE CETPCC7URA.OESCAOR,HO'M);(* CHERCHE NCJM OU HO'EUO *> (*225*) 
WRITE P ', NCJPO; 
ETPCO'UR :: ETPCO'URA.PSUIV; C* ETAPE SUIVANTE*> 
336 2 3+ 
337 Z 3 
. 338 2 ,· 3 
339 2 3 · . 
340. 2 4,.. 
341 2 · 4 
END; C* O'N EST A LA FIH D'UN CHEMIN*> 
WRITELH; 
WRITELH; 
HUMCHEM :: HUMCHEM + li 
CURAC :: CURACA.PSUIV; C* RACINE SUIVANTE*> 
EHD; C* Il H'Y A PLUS DE CHEMIN*> 
WRITELN1 
CORRECT :: FALSE; 
WHILE HO'T C3RRECT D3 BEGIN 
WRITELH C 'QUEL NUMERO' DE CHEMIN VO'ULEZ-VCJUS ·1 : '>; 
READ CREPaNSE); i 
IF REPO'NSE > NUMCHEM-1 THEH WRITELH C'IMP~SSIBLE'> 
ELSE BEGIN 
CO'RRECT :: TRUE; 
,RACH EMIN : = RACINE; 
342 2 4 
343 . 2 --,.-
FGR CPT:: l TO' REPGNSE D~ RACHEMIH ·- RACHEMIHA.PSUIV; 
344 2 3-
345 2 2-
, 346 2 1-
t 
END; .. 
EHD; 
END; 
END; 
END CHeIXCHE L= 630 
347 1 o-
. 348 l O <*=======================================================~===========*> 
Annexe 6 
/ 
PRO'CEDURE CHEMIN CVAR RACHEMIN: RACPTR); 
(* ' 
349 1 0 
350 1 0 
l51 2 0 
352 2 0 
353 2 0 
354 2 0 
355 2 0 
-s6 2 o 
357 .2 0 
358 2 0 
:i59 2 0 
360 2 0 
361 2 0 
362 2 0 
· 63 2 · o 
.. 64 ·2 0 
.:i 65 2 0 
366 2 0 
- 67 2 0 
5 68 2 0 
C Ft,NCTHJH 
C 
ET ABLI TffUS LES CHEMINS PGSSIBLES DU GRAPHE 
PERMETTANT D'ACCEDER A LA TABLE VISEE A PARTIR DE 
LA RACINE DU GRAPHE C 
C 
C 
C 
C 
C 
C 
NB: LES CHEMINS SGNT ETABLIS EH PARTANT DE LA TABLE 
ET EH REMi,HTAHT JUSQU ' A LA RACINE 
PGSTCGHD : RACHEMIN EST LE PGIHTEUR VERS LE CHEMIN CHO'ISI GU SA VALEU R 
EST HIL S'IL N'Y A PAS DE CHEMIN 
C *> 
69 2 0 
.:i70 2 0 
71 2 0-
~72 2 . o 
73 2 0 
74 2 0 
75 2 0 
76 2 0 
_ 77 2 0 
_73 2 0 
! 79 2 0 
! 30 2 0 
! 81 2 l+ 
· ! 82 2 l 
! 83 2 1 
· ! 84 2 l 
! 85 2 1 
! 86 2 1 
! 87 2 1 
! 83 2 1 
! 89 2 1 
!90 2 1 
Hl 2 1 
! 92 2 1 
l 93 2 2+ 
.•. ! 94 2 2 
. l 9S 2 2 
l 96 2 1~ 
.· J. 97 2 2+ . 
3. 98 2 2 
l 99 2 2 
<t00 · 2 2 
4: 01 2 2 
4: 02 2 2 
4:.0 3 2 2 
4.0 4 2 2 
4-0 5 2 2 
40 6 . 2 · 1-
4-0 7 2 l 
C* ADRESSE DU NGEUD CO'URANT *> 
VAR 
ADRHCJEUD 
CHEMCUR 
CHEMIN 
ADRESSE; 
ETAPTR; 
ETAPTR; 
IHTEGER; 
INTEGER; 
C* ' PTR VERS ETAPE CGURANTE DU CHEMIN*) 
C* PTR VERS LE CHEMIN*> 
I C* CO'MPTEÜR *> 
C* NIVEAU ETAPE CGURANTE *) NIVEAU 
Ht,MHGEUD 
RACINE 
: CH8; 
s RACPTR; 
l lYPEL; 
C* NGM DU NGEUD QU'GN DESIRE ATTEINDRE*> 
C* PTR VERS LA PREMIERE RACINE *l 
·TYPELIEH (* TYPE DU LIEN ENTRE NO'EUD *> 
BEGIN 
WRITELH C' ******* 
HEW (RACINE>; 
CURRAC :: RACINE; 
DEBUT ********* '); • C* PREMIERE RACINE*> 
(* 111111111111111 SAISIE DU HGEUD A ATTEINDRE 11111111111 *) 
WRITELH ('QUEL HGEUD VGULEZ-VGUS ATTEINDRE? CEH MAJUSCULE~) :'); 
READLM; 
FO'R L :: l TG 8 DG 
IF EO'LNCINPUT) THEN NO'MNO'EUDCIJ :: ' ' 
ELSE READCN~MNGEUDCIJ)i 
NO'DEDIC CHGMHO'EUD,ADRHGEUD); 
IF ADRHO'EUD = NUL THEH BEGIN 
. , WRITELH C'CE HGEUD H!'EXISTE PAS') ; 
. RACHEMIN :: NIL; 
END 
ELSE BEGIN 
WRITELH ('CE HO'EUD EXISTE'); 
HIVHGEUD CADRNGEUD,NIVEAU); (*211*) 
WRITELH C'HIVEAU DU HGEUD z',HIVEAU); 
TYP ELI EH : = 0; 
CHEMCUR : = NIL; 
CREERETAPE CCHEMCUR,ADRNGEUD,TYPELIEN ) ; 
ETABLICHEMIN CCHEMCUR,NIVEAU); (*261*> 
CHGIXCHEMIH CRACIH E,RACHEMIN); (*315*) 
END; 
WRI TELH C' ************* 
END; 
F I N ************** ' ) ; 
EHO CHEMIN L= 814 
Annexe 7 
411 1 
412 1 
413 1 
414 1 
415 1 
416 1 · 
417 1 
418 1 
419 · 1 
420 1 
421 l 
422- 1 
423 1 
424 l 
425 1 
426 . 1 
•427 1 
428 1 
429 2 
430 1 
431 l 
432 l 
. · 433 1 
434 l 
435 l . 
436 l . 
-437 1 
438 l 
439 1 · 
440 l 
441 1 
-442 1 
443 l 
444 1 
445 1 
446 · l 
447 l 
448 l' 
449 l 
450 l 
451 1 
452 l 
·453 l 
454 l 
455 1 
0 
0 PRO'CEDURE DUMPRAC (VAR ADRDMP 
0 
ADRESSE); EXTERHAL; 
0 (* 
0 C PRECCJHD 
0 C 
0 C FIJHCTIIJH 
0 C 
0 C 
· 0 C PIJSTCGHD 
0 C 
0 C 
0 C *> 
0 
ACCEDE A LA RACINE DU GRAPHE DANS LE DUMP ET RENVIJI DANS 
< ADRDMP > SO'H ADRESSE ' 
< ADRDMP > EST L'ADRESSE DE LA RACINE DANS LE DUMP au BIEN 
< ADRDMP > VAUT NUL SI O'H HE L'A PAS TRO'UVE 
· 0 
0 
0 
0 
0 
0 
(*===================================================================*> 
PRIJCEDURE IHFO'REFS C PO'IHT : ADRESSE; VAR TYP : CH2i 
VAR GFFSET. : ADRESSE); ~XTERNALi 
o c• 
0 C PRECO'HD 
0 C 
0 C 
0 C FO'HCTIO'H 
0 C 
0 C 
0 C PIJSTCO'HD 
0 C 
0 C •> 
i < PO'IHT > EST L'ADRESSE DU DESCRIPTEUR DU PO'IHTEUR DAHS LE 
GRAPHE • 
REHVO'I DANS< TYP > LE TYPE DU PO'IHTEUR ET DANS< O'FFSET > 
SO'H O'FFSET. 
< TYP > EST LE TYPE ET< O'FFSET > EST L'O'FFSET DU PO'INTEUR 
DO'HT L'ADRESSE DU DESCRIPTEUR EST< ADRPTR >. 
0 
0 
0 
0 
0 
<*=============================· =====================================*) 
PRO'CEDURE GETADR C VAR ADR: ADRESSE); EXTERHALi 
0 (* 
0 C PRECi,Ho 
0 C 
0 C FO'HCTIO'H 
0 C 
· 0 C 
0 C PO'STCO'HD 
0 C *> 
< ADR > EST L'ADRESSE DCJHT IL FAUT DGHNER LE CO'NTENU 
REHVCJI DAHS < ADR > LE CO'HTEHU DE L'ADRESSE< ADR > DANS 
LE DUMP 
< ADR > EST LE CONTENU DE L'ADRESSE< ADR > DU DUMP 
0 
0 <•===========================================. =======================•> 
Annexe 8 
lt .56 l O 
457 l 0 
~58 2 0 
459 2 0 
PRGCEDURE DUMPREFS CVAR ADRDMP : ADRESSE;VAR ADRPTR 
VAR ERROR i IH TEGER ); ADRESSE; 
460 2 0 (* 
461 2 0 C PREC~ND 
462 2 0 C 
463 · 2 0 c . 
464 2 0 C 
465 2 0 C FO'HCTI~N 
466 2 - 0 C 
467 2 0 C 
468 2 0 C 
469 2 - o·c 
4 70 · 2 0 C 
471 2 oc PasTcaHo 
47z · 2 0 C 
473 , 2 0 C 
474 2 0 C *> 
475 2 0 
< ADRDMP > EST L'ADRESSE VALIDE DE LA TABLE CGURAHTE DANS 
LE DUMP ET< ADRPTR > EST L'ADRESSE VALIDE DU DESCRIPTEUR 
DU PGIHTEUR DANS LE GRAPHE VERS LA TABLE SUIVANTE. 
APPLIQUE A· LA TABLE DGHT L'ADR EST< ADRDMP > LE PTR DGHT 
LA DESCRIPTIGH EST A L'ADR < ADRPTR > PGUR TRGUVER LA 
TABLE SUIVANTE DANS LE DUMP ET REHVGI SO'H ADRESSE DANS 
< ADRDMP >. SI GN HE TRaUVE PAS LA TABLE ALORS O'N INDIQUE 
UNE ERREUR. 
SI GN TRGUVE LA TABLE, < ADRDMP > EST L'AD~ESSE DE CETTE 
HaUVELLE TABLE CO'URAHTE DANS LE DUMP. SIHOH < ERR3R > A LA 
VALEUR 3 ET< ADRDMP > A LA MEME VALEUR QU'EN ENTREE. 
. 476 2 0 VAR 
477 2 0 
478 2 0 IHTERADR i . ADR.ESSE; C* ADRESSE INTERMEDIAIRE*> 
C* OFFS ET DU PGINTEUR *) . 479 · 2 0 O'FFSET ADRESSE; 
430 2 0 TYP i CH2; C* TYPE. DU PGIHTEUR *) 
.· 431- 2 -- o- - · ··· - - ·- - -- ···- -- -
· 482 2 0 BEGIN 
: 483 2 l+ WRITELH C' ACCES PAR REF SPL '); 
484 2 l IHFGREFS C ADRPTR, TYP , GFFSET >i 
485 · 2 l WRITELH C' TYPE ' , TYP)ï 
486 2 1 WRITELH C' eFFSET ',OFFSET); 
487 2 1 IHTERADR :: ADRDMP + GFFSET ; 
488 Z 1 GETADR CIHTERADR); (*444*) 
489 2 l IF IHTERAD~: 0 THEH ERRGR •- 3 C* TABLE PAS TRGUVEE *) 
490 2 1 ELSE ADRDMP :: IHTERAOR; C* MISE A JOUR DE ADRDMP * ) 
~ 91 2, 1 EHD; 
END DUMPREFS L= 372 
C* DUMPREFS *> · 
92 . 
4 93 
494 
0 5 
496 
,0 7 
498 
4 99 
500 
501 
502 
503 
504 
50 5 
506 
5 07 
508 
1 . o-
1 0 
l 0 
1 ·o 
2 · 0 
1 0 
<*===================================================================*> 
. 50 9 
. 510 . 
PRGCEDURE IHFOVECT C PGIHT ADRESSE; VAR TYP : CH2; 
VAR O'FFSET: ADRESSE; VAR NBRE: INTEGER )ï EXTERNAL; 
l O <* 
l O C PRECO'ND 
1 0 C · 
< PGIHT > EST L'ADRESSE DU DESCRIPTEUR DU VECTEUR DANS LE 
GRAPHE . 
1 .. 0 C 
1 O C 
l . 0 C 
l O C 
1 0 C 
l 0 C 
l O c· 
' F~HCTI~H : REHVaI DANS< TYP > LE TYPE DU VECTEUR, DANS< eFFSET > 
SGH ~FFSET ET DANS< HBRE > LE HGMBRE DE CGMPGSAHTS. 
PO'STCGHD < TYP > EST . LE TYPE, <OFFSET> EST L'OFFSET ,ET< HBRE> 
EST LE HBRE DE CGMPOSANT DU VECTEUR DGNT L) ADRESSE DU 
DESCRIPTEUR EST< POINT> 
1 0 C *) 
1 0 
1 0 (*=========================================================~=========*) 
Annex e 9 
,,-_ 
511 l 0 
512 1 0 
513 2 0 
314 2 - 0 
515 2 0 C 
516 2 0 C 
517 2 0 C 
·313 2 0 C 
519 2 0 C 
520 2 0 C 
521 2 0 C 
522 2 0 C 
523 2 0 C 
524 2 0 C 
525 2 0 C 
526 2 0 C 
527 2 0 
528 2 0 
529 2 · o 
530 2 0 
531' 2 0 
532 2 0 
333 2 0 
534 2 0 
S35 ,2 0 
536 2 0 
537 . 2 0 
333 . 2 l+ 
539 2 l 
HO 2 1 
341 2 1 
.342 2 1 
343 2 1 
344 2 1 
345 2 2+ 
346 2 2 
3 47' 2 2 
. 348 · 2 2 
349 2 2 . 
·-· -su ·- 2 1-
551 2 l 
552 · 2 1 
353 2 1 
354 · 2 1 
~ss 2 l 
PR(JCEDURE DUMPVECT CVAR ADRDMP : ADRESSE; VAR ADRPTR: ADRESSE; 
VAR ERR6R: IHTEGER ); 
(* 
PRECO'HD 
F(JNCTHJH 
P(JSTCtJHD 
VAR 
CCJRRECT 
IHTERADR 
J 
HCCJMP (JFFSET 
PGSVECT 
TYP 
BEGIN 
< ADRDMP > EST L'ADRESSE VALIDE DE LA TABLE CO'URAHTE DANS 
LE DUMP ET< ADRPTR > EST L'ADRESSE VALIDE DU DESCRIPTEUR 
DU PO'IHTEUR DANS LE GRAPHE VERS LA TABLE SUIVANTE. 
APPLIQUE A LA TABLE DCJHT L'ADR EST< ADRDMP > LE PTR DGHT 
LA DESCRIPTIGH EST A L'ADR < ADRPTR > PGUR TRGUVER LA 
TABLE SUIVANTE DANS LE DUMP ET RENVGI SO'N ADRESSE DAHS 
< ADRDMP >. 
< ADRDMP > EST L'ADRESSE DE LA NGUVELLE TABLE CGURAHTE 
DAHS LE DUMP. 
. BO'GLEAH; 
ADRESSE; 
IHTEGERi 
IHTEGER; 
ADRESSE; 
IHTEGER; 
CH2; 
(* ADRESSE DE TRAVAIL*> 
C* CGMPTEUR *> 
C* HBRE DE CGMPGSAHT DU VECTEUR*) 
C* ~FFSET DU VECTEUR •*> 
C* PGSITIO'H DU VECTEUR SGUHAITE *) 
C* TYPE DU VECTEUR*> 
WRITELH C' ACCES PAR VECTEUR '); 
IHFCJVECT CADRPTR,TYP,CJFFSET,HC~MP>; (*495*) 
WRITELH C' TYPE ',TYP); 
WRITELH C'tJFFSET',O'FFSET); 
WRITELH C'HBRE CO'MP ',HCO'MP); 
CGRRECT :: FALSE; 
WHILE HO'T CCJRRECT DO' BEGIN 
WRITELH ('QUELLE CCJMPGSAHTE DU VECTEUR VGULEZ-VO'US? :'); 
READ CPO'SVECT>i 
IF PO'SVECT <: HCO'MP THEH C~RRECT ~= TRUE 
ELSE WRITELH C' $$$ IMPCJSSIBLE, HCJMBRE TRCJ? ELEVE$$$ '>; 
END; C* WHILE *> -
lH TERAüR :: ADRDMP - ~ OFFSET; 
FGR J :~ 2 TO' PO'SVECT DG IHTERADR :: IHTERADR +4; 
GETADR CIHTERADR); (*444*) 
IF IHTERADR = 0 THEH ERRCJR ~= 3 
ELSE ADRDMP :: INTERADR; 
EHD; 
END DUMPVECT L= 658 
C* DUMPVECT *) 
556 1 o-
557 1 0 <*===================================================================*> 
Annexe 10 
5!"8 1 
5!" 9 l 
SEO 2 
sn 1 
5E2 1 
563 1 
5 4 l 
SES 1 
566 1 
5l 7 1 
5E3 l 
5! 9 1 
.5 i 0 1 
5 , 1 l 
5î 2 1 
57' 3 · 1 
5,4 l 
! -5 , 5 l · 
· 516 2 · 
577 2 
S i 8 - 2 
51'9 . 2 
5t0 2 
5!.l . 2 
:J ~§ ~-
su 2 
565 2 
566 2 
5E>7 2 
St3 -· 2 
5 9 2 
5 . 0 2 
5 . 1 2 
5 . 2 2 
5 . 3 2 
5 . 4 . 2 
5 . 5 2 
5 . 6 2 
5~7 2 
5 . 8 2 
5 ~9 2 
6( 0 2 
6 t l 2 
6( 2 2 
6 ( 3 2 
6 ( 4 2 
6( 5 2 
6 ( 6 . 2 
6(7 2 
6 a 2 
6( 9 2 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
0 
o. 
0 
0 
0 
0 
0 
0 
0 
0 
· o 
0 
0 
0 
0 
0 
l+ 
1 
l 
l 
1 
2+ 
2 
2 
2 
2 
2 
·2 
· 1-
2+ 
3+ 
3 
3 
2-
1-
PRGCEDURE IHFGQUEU C POINT : ADRESSE; VAR TYP : CH2; 
VAR OFFSET : ADRESSE); EXTERHALi · 
(* C PRECGHD < PGIHT > EST L'ADRESSE DU DESCRIPTEUR DE LA QUEUE DANS LE 
C GRAPHE. 
C C FGHCTIGN REHVO'I DANS< TYP > LE TYPE DU PGINTEUR ET DAHS < aFFSET > 
C SO'H O'FFSET. 
C C PaSTCaND 1 < TYP > EST LE TYPE ET< O'FFSET > EST L'O'FFSET DU PO'INTEUR 
C DGNT L'ADRESSE DU DESCRIPTEUR EST< ADRPTR "> • 
C *> 
(*===================================================================*> 
PRO'CEDURE CH~IXTBL CVAR CGDE IHTEGER; VAR PGS : IHTEGER ); 
C* 
C PRECOHD 
C 
C FGNCTIIYH 
C 
DEMANDE A L'UTILISATEUR LE CRITERE DE SELECTIGH DE LA TABLE 
DANS UNE QU .EUE au UH AHHEAU ET REHVtH DANS .< Ct1DE > LE CCJ'DE 
DU MGDE DE SELECTIGH ET DANS< PGS > LA PGSITIGN DE LA TBL C 
C 
C PISSTCIYHD 
C *> 
< CGDE > EST UN CO'DE DE SELECTIO'H VALIDE. 
VAR 
CORRECT 
BEGIN 
BOOLEAN; 
WRITELH C' XXX¾¾ CRITERE DE CHOIX: X¾¾¾¾'); 
WRITELH (' 1 - POSITION CIEME TAnLE > '>; 
WRITELN C' 2 - DEPLACEMENT/ VALEUR'); 
CORRECT·- FALSE; 
·wHILE HO'T CORRECT D~ BEGIN 
WRITELH; 
WRITELH <'VOTRE CHOIX? ')J 
READ CCGDE); 
IF CODE<= 1 THEH CO'RRECT :: TRUE 
ELSE IF CGDE = 2 THEN WRITELH C'PAS EHCGRE DISPGHIBLE ') 
ELSE WRITELH C'ERREUR CE CHOIX H''EXISTE PAS '); 
END; C* WHILE *) 
CASE CGDE l1F 
1 , - BEGIN 
WRITELN C' P~SITIOH DE LA TABLE? :'); 
READ CPGS) J 
END; 
END; C* CASE *> 
EHDi 
END CHOIXTBL L= 518 
C* CHtHXTBL *> 
610 l ·o-
~ 1 1 1 n r+ ___ _ _ __ _ : _ _ _ _____ __ _ _ -------------- - -------------------- - ------- - - - ~• -
Annexe 11 
612 1 0 
613 l · 0 
614 2 0 
615 2 0 
616 2 . 0 
PROCEDURE SELECTBL C VAR .ADRDMP : ADRESSE; TYP : CH2i OFFSET 
ADRFIH : ADRESSE; CGDECH : IHTEGER; PGS 
VAR ERRGR: IHTEGER ); 
ADRESSE; 
'INTEGER; 
617 2 · 0 (* 
613 2 0 C PRECi,Ho 
619 2 0 C 
: < ADRDMP > ES~ L'ADRESSE DE LA TABLE COURANTE DANS LE DUMP, 
< TYP > EST LE TYPE DU POINTEUR VERS LA TABLE· SUIVANTE, 
- 620 2 . 0 C . p 
- 621 2 . 0 C : 
< C7FFSET > EST L71ffFSET DE CE POINTEUR. < · ADRFI.N > EST LA 
VAlEUR DE L'ADRESSE EN FIN DE QUEUE au D'ANNEAU. < CODECH > 
EST LE CGDE DE CHOIX A APPLIQUER, < POS > EST LA PGS!TIGH 
DE LA TABLE A CHERCHER OS LA QUEUE GU L'ANNEAU. 
. 622 2· 0 C 
623 2 0 C 
· 624 2 0 C 
625 2 0 C FONCTION . 
· 626 2 0 C 
RECHERCHE DANS LA QUEUE GU L'ANNEAU DONT L7ADRESSE DE DEBUT 
EST< ADRDMP > LA TABLE DESIREE A L7AIDE DU · CRITERE DE 
CHOIX< CGDECH > ET DE LA PGSITIGH < PGS >. RENVGI DANS 627 2 0 C 
· 623 2 0 C 
629 2 . 0 C 
· •'630 2 . 0 C 
. 631 2 0 C . 
< ADRDMP > L'ADRESSE DE CETTE NOUVELLE TABLE SI GN ' L'A 
TROUVEE SIHGN < ADRDMP > GARDE SGH ANCIENNE VALEUR ET 
< ERRGR > VAUT 3 . 
632 .2 0 C · pi,sTCGND 
. 633 2 . O C 
SIGNA TROUVE LA TABLE DESIREE ALGRS <ADRDMP> EST SON 
ADRESSE, SINON< ADRDMP > GARDE SA VALEUR D'ENTREE ET 
< ERRi,R > A LA VALEUR 3. 634 2 0 C 
635 2 - 0 C •> 
- 636. 2 0 . 
637 '· 2 0 
633 . 2 0 
639 2 0 
640 2 0 
641 2 · 0 
642 2 0 
643 2 . o 
644 2 l+ 
645 · 2 l 
646 2 · 1 
6't7 2 1 
643 2 l 
649 2 l 
650 2 ,2+ 
651 2 3+ 
652 2 3 
::: ~ : i-
655 2 2 
656 2 3+ 
VAR 
FIN 
I · 
INTERADR 
TRC,UVE 
BEGIN 
1 si,GLEAN; 
INTEGER; 
ADRESSE; 
1 BOi,LEAH; . 
WRITELH C'SELECTBL '>; 
FIH : : FALSEJ 
IHTERADR :: ADRDMP; 
TROUVE:: FALSEJ 
I :: li 
WHILE HCJT FIH DO BEGIN 
CASE CCJDECH GF 
C* ADRESSE DE TRAVAIL*) 
1 : IF I = PCJS THEH TRCJUVE ·- TRUE 
ELSE I : = I + li 
EHD; C* CASE*> . 
IF TRCJUVE THEM FIN:: TRUE 
ELSE BEGIN 
IHTERADR :: IHTERADR + OFFSET; 
,657 2 3 
· . 653 2 . 3 
· 659 2 · 3 
GETADR CINTERADR); C* ADR TABLE SUIVANTE*> 
- . 660 2 2-
, .. 661 2 1-
. 662 2 1 
663 2 · 1 
. . 664 2 1 
IF IHTERADR = ADRFIH THEH FIN :: TRUE; 
EHDJ <* ELSE *> 
END; C* WHILE *> 
IF HCJT TRCJUVE THEH ERRGR :: 3 
ELSE AORDMP :: IHTERADR; 
. WRITELN C' SELECTBL FIN '); 
END; -
EHD SELECTBL L= 390 
C* SELECTBL *> 
665 1 o-
666 1 0 <*========- ~================================== _ ==:=====------------*) 
Annexe 12 
1 . . 0 
· 1 0 
2 0 
2 0 
2 0 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 O C 
PR~CEDURE DUMPQUEU (VAR ADRDMP : ADRESSE; VAR ADRPTR 
VAR ERRGR: INTEGER); 
ADRESSE; 
<• PRECOND 
FBHCTitJH 
: < ADRDMP > EST L'ADRESSE VALIDE DE LA TABLE CGURAHTE DANS 
LE DUMP ET< ADRPTR > EST L'ADRESSE VALIDE DU DESCRIPTEUR 
DE LA QUEUE DANS LE GRAPHE VERS LA TABLE SUIVANTE. 
APPLIQUE A LA TABLE DGNT L'ADR EST< ADRDMP > LE PTR DBHT 
LA DESCRIPTIGH EST A L'ADR < ADRPTR > PGU~. TROUVER LA 
T~BLE SUIVANTE DANS LE DUMP ET RENVOI SGH ADRESSE DANS 
< ADRDMP >. 
POSTCt,HD : < ADRDMP · > EST L'ADRESSE DE LA NGUVELLE TAB~E CGURAHTE 
DAHS LE DUMP. 
667 
668 
669 
670 
671 
672 
673 
674 ' 
675 
676 
677 
673 
679 · 
630 
631 
682 
633 
684 
635 . 
2 0 C •> 
2 0 
686 
637 
633' 
639 
690 
691 
692 
693 
69~ 
695 
696 · 
697 
698 
6 99 
7 00 
701 
7 02 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 l+ 
2 1 
2 . 1 
2 1 
2 1 
2 1 
2 1 
2 1 
2 1 
VAR 
ADRFIH 
CCJDECH 
IHTERADR 
ffFFSET 
PUS 
TYP 
BEGIN 
ADRESSE; 
IHTEGER; 
: ADRESSE; 
ADRESSE; 
: IHTEGER; 
CH2; 
· (* 
'* 
'* 
'* (  
'* 
VALEUR DE LA FIH DE QUEUF. = 0 *) 
CODE DU TYPE DE CHCJIX DE LA TBL *) 
ADRESSE DE TRAVAIL•> 
CJFFSET DE LA QUEUE*) 
PGSITICJH DE LA TBL CHOISIE*> 
TYPE DU PTR DE LA QUEUE•> 
WRITELH C' ACCcS PAR QUEUE '); 
IHFCJQUEU CADRPTR,TYP,CJFFSET); (*559*) 
WRITELH C'TYPE ',TYP,' OFFSET ',GFFSET); 
CHGIXTBL CCGDECH,PGS); (*590*) 
ADRFIN :: 01 
IHTERADR :: ADRDMP; 
SELECTBL CIHTERADR,TYP,GFFSET,ADRFIH,CCJDECH,PCJS,ERRCJR); (*643*) 
IF ERRCJR = 0 THEN ADRDMP ·- INTERADR; C* PAS D'ERREUR*) 
END; 
EN D DUMPQUEU L= · 448 
C* DUMPQUEU *> 
703 1 o-
704 1 0 C•===================================================================*> 
705 1 0 
706 1 ' 0 PRCJCEDURE IHFO'AHH C PCJIHT : ADRESSE; VAR TYP : CH2; 
707 2 0 VAR aFFSET : ADRESSE); EXTERHAL; 
70! 1 0 
709 1 O O· 
710 1 0 C PRECeHD < PeIHT > EST L'ADRESSE DU DESCRIPTEUR DE L'ANNEAU DANS LE 
711 1 0 C GRAPHE . 
. 712 l 0 C 
713 1 0 C FONCTION REHVGI DANS< TYP > LE TYPE DU POINTEUR ET DANS< OFFSET> 
714 l OC SGH CJFFSET. 
71S 1 0 C 
716 l OC POSTCGHD < TYP > EST LE TYPE ET< OFFSET> EST L'OFFSET DU PGIHTEUR 
717 1 0 C oaHT L'ADRESSE DU DESCRIPTEUR EST< ADRPTR >. 
718 · 1 . 0 C •> 
719 l · 0 
720 1 0 (*=================================================================-=*) 
Annexe 13 
, 21 
, 22 
,23 
.1 24 
.1 25 
. , 26 
,27 
t28 
.1 29 . 
730 
.1 31 
. t 32 
1'33 
;34 
. ;35 
;36 
·. • ' ;37 
. 738 
; 39 
';'40 
ï 4l 
, 42 
743 
, 44 
745 
,46 
';' H . 
743 
749 
:so 
;51 
, 52 
, 53 
. 54 
, 55 
756 
; 57 
l 0 
l 0 
2 0 
2 0 
2 0 
2 - 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
· 2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
· 2 0 
2 0 
2 0 
2 0 
2 o. 
2 0 
2 l+ 
2 -1 . 
2 l 
2 · 1 
2 1 
2 1 
2 1 
2 1 
2 · l 
2 l 
·PRO'CEDURE DUMPRIHG CVAR ADRDMP : ADRESSE; VAR ADRPTR 
VAR ERR~R · : IHTEGE~ ); · 
(* 
ADRESSE; 
C PRECl1HD < ADRDMP > EST L'ADRESSE VALIDE DE LA TABLE ci,uRAHTE DANS 
LE DUMP ET< ADRPTR > EST L'ADRESSE VALIDE DU DESCRIPTEUR 
DE L'ANNEAU DANS LE GRAPHE VERS LA TABLE SUIVANTE. C C 
C 
C F~HCTI~H APPLIQUE A LA TABLE Dt1HT L'ADR EST< ADRDMP > LE PTR DIYHT 
LA DESCRIPTIGH EST~ L'ADR < ADRPTR > POUR TRGUVER LA 
TABLE SUIVANTE DANS LE DUMP ' ET RENV~I S"H ADRESSE DANS C C 
C 
C 
C 
C 
< ADRDMP >. 
P3STCeHD 1 < ADRDMP > EST L'ADRESSE DE LA N3UVELLE TABLE COURANTE 
DANS LE DUMP. 
C '1r) 
VAR 
ADRFIH ADRESSE; C* ADR FIN D'ANNEAU= ADR lERE TBL 
CIYDECH IHTEGER; '* CO'DE DU TYPE DE CHGIX DE LA TBL IHTERADR ADRESSEJ (* ADRESSE DE TRAVAIL*> 
tfFFSET i ADRESSE; C* tfFFSET DE L'ANNEAU*) 
P(YS 1 INTEGER; 
'* PGSITI~N DE LA TBL CH(YISIE *) TYP CH2; (* TYPE DU PTR DE L'ANNEAU*) 
BEGIN 
WRITELH C' ACCES PAR ANNEAU '>; 
IHFO'AHH CADRPTR,TYP,O'FFSET); (*706*) 
' WRITELH -C'TYPE ',TYP,' lffFSET ',11FFSET); 
CHO'IXTBL CCODECH,PO'S); (*590*> 
ADRFIN :: ADRDMP; 
IHTERADR :: ADRDMP; 
SELECTBL (INTERADR,TYP,i,FFSET,ADRFIN,CODECH,POS,ERROR); (*643*) 
IF ERROR = 0 THEH ADRDMP :: INTERADR; C* PAS D'ERREUR*) 
EHD; 
*) 
*) 
EHi DUNPRING L= ~52 
758 1 o-
; 59 1 0 
760 1 0 
:' 61 l 0 
' 62 2 0 
:" 63 1 0 
764 1 0 
:' 65 1 0 C . 
:'66 l o· C 
:' 67 1 Q C 
763' 1 0 C 
:' 69 ·. l 0 C 
770 1 0 C 
:'71 l 0 C 
:"72 1 ·o C 
:'73 l 0 C 
:' 74 · 1 0 C 
:' 75 l 0 C 
776 / 1 0 C 
; 77. 1 0 
'; 78 1 0 
(* DUMPRING *> 
(*===================================================================*) 
PR~CEDURE REFSPL CHO'DADR: ADRESSE; VAR PTR: ADRESSE; DEST : ADRESSE); 
(* 
'PREci,No 
FO'HCTHJH 
P~STC(7HD 
EXTERHALJ . 
<·NO'DADR > EST L'ADRESSE VALIDE D'UN H~EUD ET< DEST> ES T 
L'ADR DU HO'EUD VERS LEQUEL GH DO'IT , TRGUVER UH PTR. 
REHVO'I DANS< PTR > L'ADRESSE D'UHE REFERENCE SIMPLE DU 
HO'EUD D'ADRESSE< HGDADR > VERS LE NGEUD DO'HT L' ADR EST 
< DEST>. SI 11N N'A PAS TROUVE, < PTR > A LA VALEUR 'NU L' 
S'IL EXISTE UHE REFERENCE SIMPLE EHTRE LE H~EUD DO'HT 
L'ADRESSE EST< NO'DADR > -ET LE HGEUD DO'NT L' ADR EST 
< DEST> ALORS< PTR > ETS L'ADRESSE DE CETTE REFERENCE 
SINcrN < PTR > VAUT 'NUL' 
(*========================= ======~=~=~==== ============== == =~===~== ===*' 
Annexe l lf 
7"!9 
71 0 
711 
732 
7&3 
714 
7&5 
786 
717 
73 8 
7g9 
7 !1 0 
1 , 1 
7'2 
1 , 3 
1 7'4 ,,, 
7'6 
7'7 
1 , 8 
7'9 
-8 0 
8 1 
18 2 
8 3 
8 4 
a s 
8 6 
8 7 
8 g 
8 9 
8 0 
g 1 
8 12 
8 1 3 
814 
8 15 
8 1 6 
8 17 
8 18 
819 
8 2 0 
8'1 
8 .... 2 
·- 8 , 3 
8 , 4 
8 ~5 
8 , 6 
8 -:i1 
8L8 
8 , 9 
8 ! 0 
8 :! l 
-8 ! 2 
8! 3 
8! 4 
8! 5 
l - 0 
l 0 
2 . 0 
1 0 
PRGCEDURE REFVECT CHO'DADR: ADRESSE; VAR PTR 
EXTERHAL; 
ADRESSE; DEST ADRESSE); 
1 0 (* 
l O C PRECO'HD 
1 - 0 C 
1 0 C 
1 ~ C FO'HCTIO'H 
·1 ~ O• C 
1 ~ C 
1 0 C 
l OC PO'STCO'HD 
1 0 C 
l O C 
l O C 
1 OC*> 
1 0 
< HGDADR > EST L'ADRESSE VALIDE D'UN HGEUD ET< DEST> EST 
L' ADR DU HO'EUD VERS LEQUEL O'H DO'IT TRGUVER UH VECTEUR. 
RENVOI DAHS < PTR > L'ADRESSE D'UH VECTEUR DU 
NGEUD D'ADRESSE< HO'DADR > VERS LE HGEUD DGHT L' ADR EST 
< DEST>. SI OH H'A PAS TROUVE, < PTR > A LA VALEUR 'HUL' 
S'IL EXISTE UH VECTEUR ENTRE LE HGEUD- DONT 
L'ADRESSE EST< NO'DADR > ET LE NO'EUD DONT L' ADR EST 
< DEST> ALORS< PTR > EST L'ADRESSE DE CE VECTEUR 
SIHO'H < PTR > VAÙT 'HUL' 
1 0 
1 0 
1 0 
1 0 
2 0 
2 0 
(*===================================================================*) 
PRO'CEDURE AVANCE CTYP : TYPEL; VAR ADRPTR: ADRESSE; 
VAR ETPCUR: ETAPTR; VAR NO'DCUR: ADRESSE); 
2 0 (* 
2 0 C PRECO'HD 
2 0 C 
i < TYP > EST LE TYPE DU LIEN ENTRE LE NO'EUD CO'URANT 
< HO'DCUR > ET LE SUIVANT, < ETPCUR > EST L'ADR DE L'ETAPE 
CO'URANTE • . 2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
FGHCTIO'H t CHERCHE A L'AIDE DE< TYP > LE POINTEUR DU NOEUD 
CO'URAHT VERS LE HO'EUD SUIVANT ET REHVO'I SO'H ADRESSE DAHS 
< ADRPTR >,AVANCE< ETACUR >ET< HODCUR > VERS,RESPECTIV-
EMEHT L'ETAPE ET LE HGEUD SUIVANT. 
2 ~ C PO'STCO'HD 
2 0 C 
< ADRPTR > EST L'ADRESSE DU PO'~HTEUR VERS LE HO'UVEAU HO'EUD 
CO'URAHT DO'HT L'ADRESSE EST< N~DCUR >. L'ADRESSE DE L'ETA PE 
CO'RRESPO'HDAHTE SE TRO'UVE DANS< ETPCUR >. ·2 0 C 
2 0 C 
2 0 C 
2 0 C 
2 0 C 
DAHS LE CAS D'UNE QUEUE O'U D'UN AHHEAU L'ADRESSE DU PTR 
< ADRPTR > EST EH FA?T L'ADRESSE DU DESCRIPTEUR DE LA QUEUE 
O'U DEL' AHHEAU . 
2 . 0 C *> 
2 0 
2 · 0 
2 0 
2 0 
2 0 
2 l+ 
2 l 
2 1 
2 l · 
2 2+ 
2 2 
2 2 
2 2 
2 l-
2 1 
VAR 
HO'M 
BEGIN 
: CH8 ; 
ETPCUR ;: ETPCURA.PSUIV; 
C* HOM DE LA TABLE A ATTEINDRE*> 
HAMEHO'DE (ETPCURA.DESCADR,HO'M); (*225*) 
WRITELH <' ACCES AU NOEUD: ',HOM); 
CASE TYP O'F 
63,64,65,66 : ADRPTR :: HO'DCUR; C* QUEUE OU AHHEAU *) 
60 : REFSPL CHODCUR,ADRPTR,ETPCURA . DESCADR); (*761*) 
61 : REFV ECT CHODCUR,ADRPTR,ETPCURA.OESCADR)J (*780* ) 
EN D; C* CASE *) 
NODCU R ·- ETPCURA . DESCADR; 
END; 
EHD AVA NCE L= 476 
C* AVAHCE *) 
! ! 6 1 o-
8l 7 J O <*=================~=================================== - ============*) 
Annexe 15 
,. - 538 
839 
340 
841 
842 
8 43 
844 
845 
846 
!47 
8 48 
· 84 9 
850 
. 851 
8S2 
853 
854 
8 55 
8 56 
8 57 
8 58 
85 9 
8 6 0 
861 
8 62 
863 
864 
· 8 65 . 
866 
!67 
868 
!69 
870 
. 871 
872 
873 
874 
875 
876. 
877 
8 72S 
87 9 
8 8 0 
881 . 
8 8 2 
88 3 
88 4 
' 88 5 
8 8 6 
887 
88 8 
l 0 
l 0 
2 0 
PRO'CEDURE DESCEHTE CRACHEM :RACPTR); 
2 0 (* 
2 0 C -- PRECO'ND 
2 . O' C 
< RACHEM > EST LE PO'INTEUR VERS LA RACINE DU CHEMIN CHO'ISI 
O'U < RACHEM > VAUT HIL S'IL N'Y A PAS DE CHEMIN. 
2 0 C 
2 0 C 
2 0 C 
FO'NCTIO'H : PARCO'URS LE CHEMIN ET ACCEDE AUX TABLES OANS LE DUMP 
2 0 C *> 
2 o · r 
2 0 
·2 0 
2 0 
2 0 
2 0 
2 0 
2 0 
2 ·o 
2 0 
2 0 
2 0 
· 2 0 
2 . l+ 
2 l 
2 2+ 
2 2 
2 2 
2 2 
2 2 
2 2 
2 2 
2 2 
2 2 
2 2 
2 3+ 
2 3 
2 3 
2 3 
2 4+ 
2 ·4 
2 4 
2 4 
2 · 4 
2 3-
2 3 
2 2-
2 2 
2 2 
2 1-
2 1 
VAR 
,--··, 
ADRDMP/ 
ADRPTR 
· ERRO'R 
ETPCUR 
HO'DCUR 
HOMHO'EUD 
TYPELIEH 
BEGIN. 
ADRESSE; 
. . ADRESSE; 
IHTEGER; 
: ETAPTR; 
ADRESSE; 
CH8; 
TYPEL; 
• 
C* ADRESSE CO'URAHTE DANS LE DUMP *) 
<* ADRESSE DS GRAPHE DU PTR VERS ETP 
<* CO'DE DE L'ERREUR S'IL Y EH A UNE 
C* ADRESSE DE L'ETAPE CO'URANTE *) 
C* ADRESSE DU HO'EUD CO'URAHT *) 
C* HO'M DU HO'EUD CO'URAHT *) 
C* TYPE DU LIEH ·VERS HO'EUD CO'URAHT *> 
IF RACHEM = NIL THEN WRITELH C'IL H''Y A PAS DE CHEMIN A PARCO'URIR'> 
ELSE BEGIH 
ERRGR :: Q; 
ETPCUR 1: RACHEMA.PETAPE; 
NO'DCUR :: ETPCURA.DESCADR; 
HAMEHO'DECHO'DCUR,HO'MNO'EUD>; (*225*) 
C* PAS D'ERREUR 
WRITELH ('ACCES AU NO'EUD .: ',HO'MHO'EUD); 
DUMPRAC CADRDMP); (*412*> 
WRITELH C'DUMPRAC FIH : ADRDMP =',ADRDMP); 
*) 
IF ADRDMP = 0 THEH ERRGR :: li C* PAS TRO'UVE LA RACINE*) 
WHILE ( ETPCURA.PSUIV <> NIL > AND C* TANT PAS FIH CHEMIN *) 
C ERRO'R = 0 > DO' BEGIN (* ET PAS D'ERREUR .... *) 
TYPELIEH :: ETPCURA.TYPELIEH; C* MEMOR. TYPE DE LIEN *) 
AVANCE CTYPELIEN,ÀDRPTR,ETPCUR,NO'DCUR); <*825*) 
IF AORPTR = NUL THEH ERRGR :: 2 C* PAS TRGUVE ·LE POINTEUR*) 
ELSE CASE TYPELIEH O'F 
60 DUMPREFSCADRDMP,ADRPTR,ERRaR); 
61 : DUMPVECTCADRDMP,ADRPTR,ERRGR); 
63,64 : DUMPQUEUCADRDMP,ADRPTR,ERROR); 
65,66 : DUMPRIHGCADRDMP,ADRPTR,ERRO'R)i 
EHD; <* ELSE *) 
è*482*) (*537*) (*693*) 
(*747*) 
WRITELH ('ADRESSE TABLE CffURAHTE: ',ADRDMP); 
EHO; C* WHILE *l 
WRITELH ('ERREUR CO'DE :',ERRffR); 
IF ERRffR <> 0 THEH ERREUR C ERROR ); 
EHD; (* ELSE *) 
WRITELH; 
EHD; 
. EHD DESCENTE L= 994 
8 8 9 
890 
8 91 
892 
. 8 93 
8 94 
8 95 
8 96 
8 91 
1 o-
1 0 
l · 0 
l 0 
l l+ 
1 1 
1 1 
1 1 
1 1 
<*=========== .=======================================================*> 
BEGIH 
CHEMIN (RACINE); (*380*) 
WRITELNC'PRIHCIPAL'); 
DESCENTE (RACINE); (*860*) 
WRITELN ('1#1 1 1111911111 F I H fflllllllllll'); 
END. 
END PARCOURS L= 180 
Annexe 16 
FUG LO'CTH O'BJECT Cl:fDE ADDRl ADDR2 STMHT M SO'URCE STATEMEHT 
oono on l INTERFAC START 
000000 2 EHTRY HO'DEDIC 
3 EXTRN BEGDIC 
4 EXTRH EHDIC 
5 * 
6 * PERMET D'O'BTEHIR L'ADRESSE D'UN HO'EUD A PARTIR DE SO'H HO'M 7 
* 000000 90 EC D00C 8 HO'DEDIC STM R14,R12,12CR13) 
000004 05 A0 9 BALR Rl0,0 
000006 10 USIHG *,Rl0 
000000 11 USING PARNCJDE,Rl DSECT DES PARAM 
000006 58 20 1000 000000 12 L R2,HIJM R2 =ADR NCJM 
00000A 58 30 A046 00004C 13 L R3,ABEGDIC R3=DEBUT DICTIO' 
00000E 58 40 A04A 000050 14 L R4,AEHDDIC R4=FIH DU DICTICJ 
000012 58 50 1004 000004 15 L RS,ADR 
000016 D5 07 30002000 16 L O'CJP CLC 0C8,R3),0CR2) 
0000lC 47 80 A034 00003A 17 BE FO'UHD O'N A TRl'fUVE 
· 000020 41 30 300C 18 LA R3,12C0,R3) El T SUIVANT 
000024 19 34, 19 CR R3,R4 EST-CE LA FIN? 
000026 47 80 A028 00002: 20 BE HCJFCJUND CJUI,ALdRS CJN N'A PAS TRCJUVE 00002A .. 47 F0 A0l0 00001 21 B LCJO'P HCJN,ffH TESTE LE SUIVANT 
. 000·02E 58 60 A45A 000460 22 Ht'.JFCJUND L R6 ,MIHNSUN 
roo32 50 65 0000 000000 23 ST R6,0(R5l 
00036 47 F0 A03E 000044 24 B FIN 
00003A 41 30 3008 25 FO'UHD LA R3,8C0,R3) 
000031: D2 03 50003000 26 MVC 0C4,R5),0CR3) MO'VE L'ADRESSE DU HCfEUD 
000044 27 FIN DS OH 
000044 98 EC D00C 28 LM R14,Rl2,12CR13) 
· 000048 07 FE 29 BR Rl't 
30 DRO'P Rl 
00004C 00000000 31 ABEGDIC DC ACBEGDIC> 
000050 00000000 32 AEHDDIC DC ACENDIC) 
33 * 34 *=================================================== 
35 * 
0 0 0.054 36 EHTRY HIVHCJEUD 
37 * 
38 * PERMET D'OBTENIR LE NIVEAU D'UN NCJEUD 39 
* ' ,• 000054 90 EC D00C 40 HIVHCJEUD STM R14,Rl2,12CR13) 
000058 05 AO 41 BALR Rl0,0 
00005A 42 USING *,Rl0 
000000 ., 43 USIHG PARHIV,Rl DSECT DES PARAM 
00005A 58 20 1004 000004 r 44 L R2,HIVEAU R2=ADR DU PARAM NIVEAU 
'' 00005E 58 30 10 0 0 - 000000 45 L R3, tHYEUD l> ., . 000062 58 33 0000 000000 46 L R3,0CR'3) R3.=J.DR DU Ht,EUD 
:l 000000 47 USIHG DTABL,R3 
:l 000066 D2 01 A03A3002 000094 000002 ' 48 MVC NIV2,TABLEV CD . 
X ' 00006C 05 01 A03AA03C 000094 000096 49 CLC HIV2,HEG EST-ÇE UN NIVEAU = -1? CD .· · 000072 47 70 A026 000080 50 8HE PCJSIT NO'H,ALO'RS t'.JN VA EH PO'SIT 
..,_. ' : = ' 000076 D2 01' A036A03C 000092 0000 ,96 51 MVC HIV,HEG O'UI, AU1RS HIV = FFFF 
'-' _; · 00007C '•7 F0 A02C 000086 52 B Mt,V 
! 53 DRffP Rl,R3 : 000080 D2 01 A038A0 3E . 000 092 000098 .54 PCJS IT MVC HIV , PffS HIV= 0000 
000086 D2 03 2000A038 00 00 92 55 .MGV MVC 0C4,R2>,HIV MCJVE LE NIVEAU 
FLAG LGCTH O'BJECT CO'DE ADDRl ADDR2 STMHT M SO'URCE STATEMEHT 
00008C 98 EC DOOC 56 LM Rl4,R12,12CR13) 
000090 07 I'! ,1 !Ut IU4. 
58 
* 000092 59 NlV DS H 
00609~ 60 HIV2 DS H 
000096 FFFF 61 NEG DC H'-1' 
000098 0000 62 Pas DC H'O' 
63 * 64 •=================================================== 
65 
* 00009A 66 ENTRY ADRREPTR 
67 * 
68 * PERMET D'O'BTEHIR L'ADRESSE DU PREMIER PO'IHTEUR RETO'UR 
.. 69 
* 
A PARTIR DE L'ADRESSE DU HO'EUD ET DE ScJH CO'DE 
70 * 
00009A 90 EC OOOC 71 AORREPTR STM R14,Rl2,12CR13) 
00009E 05 A0 72 BALR RlO,O 
OOOOAO 73 USIHG *,RlO 
000000 74 USING PARREPTR,Rl 
OOOOAO 58 20 1004 000004 . 75 L R2,RPTR R2=AD~ DU PARAM · RPTR 
OOOOA4 58 30 1000 000000 76 . L R3,DESCR R3=ADR DE L'ADR DE LA TABLE 
OOOOA~ 58 33 0000 000000 77 L R3,0CR3) R3=ADR DE LA TABLE 
0000AC S8 40 1008 000008 78 L R4.CcJD R4:ADR DU PARAM CcJD ' 
000080 05 01 4000A06C OOOlOC 79 CLC OC2,R4),RTAB 
0000B6 47 20 A024 0000C4 80 BH REPTl CE N'EST PAS UNE TABLE 
000000 81 USIHG OTABL,R3 
OOOOBA 02 0 ·3 ·2 0 0 0 3 0 1 C OOOOlC 82 MVC OC4,R2>,TABRPTR MO'VE L'ADR DU RPTR 
1 ooooco 47 FO A066 · 000106 83 8 REPT9 OOOOC4 05 01 4000A06E OOOlOE . 84 REPTl CLC 0 C 2, R4), RQS. 
OOOOCA 47 20 A038 . 000008 85 BH REPT2 CE N'EST PAS UNE QUEUE SIMPLE 
000000 86 USING OSQ,R3 
OOOOCE 02 03 20003013 000018 87 MVC OC4,R2),SQRPTR MGVE L'ADR DU RPTR 
.000004 47 FO A066 000106 88 B REPT9 
000008 05 01 4000A070 000110 89 REPT2 CLC 0(2,R4),RQD 
OOOODE 47 20 A04C OOOOEC 90 B1-1 REPT3 CE N'EST PAS UNE QUEUE OO'UB LE 
000000 91 · USIHG DQQ,R3 
OOOOE2 D2 03 2000301C OOOOlC 92 MVC OC4.R2),0QRPTR McJVE L'ADR DU RPTR 
COOOE8 4 7 FO A066 000106 93 8 REPT9 .  
OODOEC 05 01 4000A072 000112 94 REPT3 CLC OC2,R4>,RAS 
OOOOF2 47 20 ~060 000100 95 BH REPT4 CE N'EST PAS UN ANNEAU SIMPLE 
000000 96 USIHG DSR,R3 
, OOOOF6 D2 03 20003014 000014 97 · MVC 0 C 4, R2), s·RRPTR Ml'YVE L'ADR DU RPTR 
OOOOFC 47 FO A066 000106 98 8 REPT9 
000100 99 REPT4 DS OH 
000000 100 USIHG DDR,Rl C'EST UN ANNEAU Dl'YUBLE 
D 000100 D2 03 20003018 000018 101 MVC OC4,R2),DRRPTR MGVE L'ADR DU RPTR 
::J 000106 98 EC DOOC 102 REPT9 . LM Rl4,Rl2,12CR13> 
::J 00010A 07 FE 103 BR Rl4 
m 104 DRl'YP Rl,R3 
X 105 * m 000l0C 0008 106 RTAB DC H'8' / 
t--> OOOlOE 000B 107 RQS DC H'' 11' CD 000110 000D 108 RQD OC H'l3' 
000112 000 F 109 RAS DC H'lS' 
110 
* 
FLAO LO'CTH O'BJECT CO'DE ~DDRl ADOR2 STMNT M SO'URCE STATEMEHT 
• 
111 *=================================================== 
112 * 
000114 113 ENTRY ~HALRPTR 
114 * 115 * ANALYSE LE PO'IHTEUR REHJUR CCFR SPECIF. PASCAL> 116 * 
000114 90 EC DOOC 117 ANALRPTR STM . R14,Rl2,12CR13> 
000118 05 A0 118 BALR RlO,O 
OOOlU 119 USIHG *,RlO 
000000 120 USIH<, PARAHAL,Rl DSECT DES PARAM. 
00011A 58 20 1004 000004 121 L R2,SVT R2=ADR DU PARAM. SVT 
OOOllE 58 30 1008 000008 • 122 L R3,TYP R3=ADR DU PARAM. TYP 000122 58 40 lOOC oooooc 123 L . R4, HO'DE R4=ADR DU PARAM. HO'DE . 
000126 58 50 1000 000000 124 L R5,PTR R5=ADR DU PARAM. PTR 
00012A 58 55 0000 000000 · 125 L R5,0CR5> R5=ADR OU RPTR 
000000 126 USING DRPTR,RS 
00012E D2 03 2000500C oooooc 127 MVC OC4,R2>,RPTRNEXT 
000134 D2 01 A0345000 00014E 000000 128 MVC ClYDE2,RPTRCffDE 
00013A D2 03 3000A032 00014C 129 MVC OC4,R3),CGDE 
000140 D2 03 40005004 000004 • 130 MVC OC4,R4>,RPTRTO' 
000146 98 EC DOOC 131 LM Rl4,Rl2,12CR13) 
00010 07 FE 132 BR Rl4 
133 DRO'P Rl,RS 
134 * 
' OOOHC 0000 135 CO'DE DC H'O' 
00014E 136 CO'DE2 os H 
137 * ' 138 •=================================================== 
.. 
. 139 * 
000150 140 ENTRY HAMEHO'DE 
141 * 142 * PERMET D'ffBTEHIR LE HO'M D'UN N5EUD A PARTIR DE S6H ADRESSE 143 * 
000150 90 EC DOOC 144 HAMEHO'DE STM Rl4,R12,12CR13> 
000154 05 AO . ,, 145 BALR RlO,O 
000156 146 USIHG *,RlO 
000000 147 USIHG PARHAME,Rl DSECT DES PARAM 
000156 58 20 1000 000000 148 L R2,ADRESS R2=ADR DU PARAM ADR 
00015A 58 30 1004 000004 149 L R3,HAME R3=ADR DU PARA~ HO'M 
,, 00015E 58 22 0000 000000 150 L R2,0CR2) R2=ADR DU NO'EU 
000000 151 USIHG DTABL,R2 
000162 58 40 2004 000004 152 L R4,TABDIC ADR DE L'ELT DS DIC 
000166 02 07 30004000 153 MVC OC8,R3l,OCR4) 
00016C 9! EC DOOC 154 LM R14,Rl2~12CR13) 
000170 07 FE 155 BR Rl4 
J) 156 DRO'P Rl,R2 
:::l 157) * :::l 158 * = = = = = = = = = = = = = = = = = = = = _. =· = = = = = = = = = = = = = = = = = = = = = = = = = = = = 
m 159 * X 000172 160 EHTRY Ct'1DENO'DE CD 161 
* 1-' 162 
* 
PERMET D'O'BTEHIR LE CO'DE D'UN NOEUD A PARTIR DE Sr1H ADRESSE ; 
CD 163 
* 
( 
000!72 90 EC DOOC 164 CO'DENtfDE STM R14,Rl2,12CR13) 
•i 00017 6 05 AO 165 BALR Rl0,0 
!· . 
.. 
L 
•. 
FLAG LffCTH ffBJECT CO'DE ' ADDRl ADDR2 STMNT M SOURCE STATEMEHT 
· 0001,a · 
UUIJUUO 
000178 58 20 1000 000000 
00017C 58 30 1004 000004 
000180 58 22 0000 . 000000 
000184 D2 Dl ~0202000 000198 
00018A D2 01 3000A020 
.1 
000190 98 EC DOOC 
000194 . 07 . FE 
000196 0000 
000198 
00019A 
00019A 90 EC DOOC 
00019E 05 AO 
OOOlAO 
000000 
OOOlAO 58 20 1000 
OOOlA't 5~ 30 1004 
0001A8 58 40 1008 
ooouc 58 22 0000 
000000 
0001B0 58 50 2010 
000000 
'· . , 000184 05 03 500C4000 
000lBA 47 80 A02A 
OOOlBE 58 50 , 5010 
0001C2 59 50 A2CO 
D 
:l 
:l 
0001C6 47 70 
OOOlCA 50 53 
OOOlCE 98 EC 
00~1D2 07 FE 
0001D4 
A014 
0000 
DOOC 
ID l .. 
x ,, . 0001D4 90 EC DOOC 
CD , • 0001D8 OS AO 
ru :·. · . 00010A 
o 000000 : 
· , . OOOlDA 58 20 1000 
OOOlDE 58 30 1004 
1 • • ~ 
. 
000000 
000004 
000008 
000000 
000010 
oooooc 
OOOlCA 
000010 
000460 
000184 
000000 
000000 
000004 
000198 
U6 167 
168 
169 
170 
171 
172 
173 
174 
175 
176 
177 
178 
179 
180 
181 
182 
183 
184 
185 
i86 
187 
188 
189 
190 
191 
192 
193 
194 
195 
196 
197 
198 
199 
200 
201 
202 
203 
204 
205 
206 
207 
208 
209 
210 
211 
212 
213 
214 
215 
216 
217 
218 
219 
220 
* 
. CO'l 
CCf2 
* 
USTHO * R 0 
USIHG PARCl7DE,Rl 
L R2,DESCADR 
L R3,Cl7DE1 
L R2,0CR2) 
MVC CCf2,0CR2> 
MVC 0(2,R3l,Cff2 
LM Rl4,R12,12CR13) 
BR RH 
DRO'P Rl 
DC 
os 
H'O' 
H 
DSECT DES PARAM 
R2=ADR DU PARAM DESCADR 
R3=ADR DU PARAM CO'DE 
R2=ADR DU HffEUD 
MffVE LE CO'DE 
*==================~================================ 
* 
* 
* 
* 
* REFSPL 
CO'MPl 
REFS2 
EHTRY REFSPL 
. PERMET D'l7BTENIR L'ADRESSE DE LA REF.SIMPL 
C CFR PASCAL ) 
STM R14,R12,12(Rl3) 
BALR Rl0,0 
USIHG *,RlO 
USIHG PARREFS,.Rl 
,L R2,Nl1DADR 
L R3,ADRPTR -
L R4,DESTADR 
L R2.,0CR2> 
USiffG DTABL,R2 
L -R5, T ABPTR 
USING DPTR,R5 
CLC PTRTl7,0CR4) 
BE REFS2 
L R5,PTRNEXT 
C R5,MffIHSUH 
' BNE CCfMPl 
ST R5,0CR3) 
LM Rl4,R12,12CR13) 
BR Rl4 
DRO'P Rl,R2,R5 · 
DSECT DES PARAM 
R2 = ADR DU PARAM HCfDADR 
R3 = ADR DU PARAM ADRPTR 
R4 = ADR DU PARAM DEST 
R2 = ADR DU HO'EUD 
ADRESSE lERE REFERENCE 
· CO'MPARE AVEC DEST 
ffH ~ TRO'UVE DO'HC FIN 
REFERENCE SUIVANTE 
SI ffN N'EST PAS A LA FIN 
••• O'N RECOMMENCE 
RENVOI DE L'ADRESSE DE LA 
* 
*=================================================== 
* 
* 
* 
* 
* REFVECT 
. . 
ENTRY REFVECT 
PERMET D'ffBTENIR L'ADRESSE DU VECTEUR 
C CFR PASCAL) 
STM R14,R12,12CR13) 
BALR RlO,O 
USIHO *,RIO 
USIHG PARVECT,Rl 
l R2,HO'DADR2 
L R3,ADRPTR2 
DSECT DES PARAM 
R2 = ADR DU PARAM Hl'1DADR 
R3 = ADR DU PARAM ADRPTR 
REFERENCE 
FLAG UJCTH O'BJECT Ct,DE ADDRl ADDR2 STMNT M SO'URCE STATEMEHT 
0001E2 58 40 1008 000008 221 L R4,DESTADR2 R4 = ADR DU PARAM DESTADR2 
0001E6 58 22' 0000 000000 222 L R2,0(R2> . R2 = ADR DU NOEUD 
· 000000 223 USING DTABL,R2 
0001EA 58 50 20l't 000014 224 L R5,TABVEC ADRESSE -lER VECTEUR 
000000 225 USIHG DVECT,R5 
OOOlEE D5 03 501040.00 000010 226 CO'MP2 CLC VECTO',OCR4) . CO'MPARE AVEC DEST 
0001F'4 47 80 A02A 000204 227 BE VECT2 ffN A TRO'UVE DffNC FIN 
' 000lf8 58 50 5014 000014 228 L R5,VECTNEXT VECTEUR SUIVANT 
OOOlFC 59 50 A286 000460 ' 229 C R5,MIHHSUH SI O'N N'EST PAS A LA FIN 
000200 47 70 A014 OOOlEE 230 BHE CO'MP2 ... rJH RECrJMMEHCE 
000204 50 53 0000 000000 231 VECT2 ST R5,0CR3) RENVOI DE L'ADRESSE DU VECTEUR 
000208 98 EC DOOC 232 LM Rl4,Rl2,12(Rl3) 
00020C 07 FE' 233 BR Rl4 
234 DRO'P Rl,R2,R5 
235 * 236 *=====================r::::::::::::::::::::::::::::: 
237 * 00020E 238 ENTRY INftJREFS 
239 * 240 * PERMET D'O'BTEHIR LE TYPE ET L'OFFSET .DE LA REF SIMPLE 
. 241 * 
00020E 90 EC DOOC 242 IHFffREFS STM Rl4,Rl2,12CR13) 
000212 05 AO 243 BALR RlO,O 
000214 244 USIHG *,RlO 
· 000000 245 USIHG PARIHREF,Rl DSECT DES PARAM 
. 000214 58 20 1000 000000 246 L R2,REFADR R2 = ADR DU PARAM REFADR 
000218 58 30 1004 000004 247 L R3,REFTYP R3 = ADR DU PARAM REFTYP 
00021C 58 40 1008 000008 248 L R4,REFO'FF R4 = ADR DU PARAM REFffFF 
000220 58 22 0000 000000 249 L R2,0CR2) R2 = ADR DE LA REF SIMPLE 
000000 250 USING DPTR,R2 DSECT DES REF SIMPLE 
000224 D2 01 30002002 000002 251 MVC OC2,R3>,PTRTYPE MO'VE LE TYPE 
00022A 02 03 40002004 000004 252 MVC 0 C lt, R4), PTRlffFS MO'VE L' O'FFSET 
000230 98 EC D00C 253 LM Rl4, Rl2 ,,_12 C Rl3 > 
000234 07 FE 254 BR Rl4 
255 DRIYP Rl,R2 
256 * 257 *================ .============ ===================== 258 * 000236 259 EHTRY INFffVECT 
260 * 261 * PERMET D'O'BTENIR LE TYPE, L 'lffFSET ET LE NBRE DE CO'MPO'SANTS 262 
* 
DU VECTEUR 
263 
* 000236 90 EC DOOC 264 IHFt,VECT STM Rl4,R12,12CR13) 
00023A 05 AO 265 BALR RlO,O 
00023C 266 USINO *,RlO 
J) 000000 267 USIHG PARINVEC,Rl DSECT DES PARAl"I 
:] • ' 
:] t . 00023C 58 20 1000 000000 268 L R2,VECADR R2 = ADR DU PARAM ADRESSE 
CD - 000240 58 30 1004 000004 269 L R3,YECTYP R3 = ADR DU PARAM TYPE X . ... 000244 58 40 1008 000008 270 L R4,VECO'FF R't = ADR DU PARAM l'ffFSET 
m 
. 000248 58 50 lOOC . oooooc 271 L R5,VECNBR R5 = ~DR DU PARAM NBRE DE CO'MPO'SAtHS 
ru 00024C 53 22 0000 000000 272 L R2,0CR2) R2 = ADR DU VECTEUR 
.... 000000 273 USINO DVECT,R2 DSECT DU VECTEUR 
00 025 0 D2 01 30002002 000002 274 MVC OC2,R3),VECTYPE MO'VE LE TYPE 
000256 D2 03 4000 2004 000004 275 MVC OC4,R4),VECTt,fFS Mt,VE L 'tfffSET 
FUO LlfCTH CJBJECT CffDE ADDRl ADDR2 STMNT M SO'URCE STATEMEHT 
00025C D2 03 50002008 000008 276 MVC 0(4,RS>,VECTRAH MffVE LE HBRE DE CO'MPffSAHTS 
000262 98 EC DOOC 277 LM Rl4,Rl2,12CR13) 
OOOCG6 07 rc 278 Bit IU4 
279 DRGP Rl,R2 
280 * 281 *=====================c============================= 282 * 
000268 283 ENTRY IHFffQUEIJ 
284 * 285 * PERMET D'O'BTEHIR LE TYPE ET L'O'FFSET DE LA QUEUE 286 * 00026& 90 EC DOOC 287 IHFO'QUEU STM Rl4,Rl2,l2CR13) 
00026C 05 AO 288 BALR RlO,O 
00026E 289 USING *,RIO 
000000 290 USIHG PARIHQUE,Rl DSECT DES PARAM ,, 
00026E 58 20 1000 000000 291 L R2,QUEADR R2 . = ADR DU PARAM QUEADR 
000272 58 30 1004 000004 292 L R3,QUETYP R3: ADR DU PARAM QUETYP 
000276 58 40 1008 000008 293 L R4,QUECJFF R4 = ADR DU PARAM QUElYFF 
00027A 58 22 0000 000000 294 L R2,0CR2) . R2 = ADR DU DESCR DE QUEUE 
00027E D5 01 A0462000 0002B4 295 CLC DQUCffDE,OCR2) SI C'EST QUEUE DffUBLE UNIQUE 
' 000284 47 80 , A034 0002A2 296" BE QUEDO'UB 
000288 D5 01 A0482000 000286 297 CLC DQMCffDE,O(R2) SI C'EST QUEUE DffUBLE MULTIPLE 
00028E 47 80 A034 0002A2 298 BE QUEDIYUB 
000000 299 USING DSQ,R2 C'EST UNE QUEUE SIMPLE 
000292 D2 01 3000200E OOOOOE 300 MVC OC2,R3),SQLNKTYP MIYVE LE TYPE 
000298 D2 03 40002010 000010 301 MVC OC4,R4),SQLHKtfFF MtfVE L'OFFSET 
00029E 47 FO A040 0002AE 302 B QUEFIN 
0002A2 303 QUEDtYUB DS OH C'EST UNE QUEUE DO'UBLE 
000000 304 USIHG DDQ, R2 
0002A2 D2 01 3000200C oooooc 305 MVC 0(2,R3),DQFtfRTY Mt1VE LE TYPE DU FffRWARD LIHK 
0002A8 D2 03 40002010 000010 306 MVC 0(4,R4>,DQFffRO'FF MIYVE L70'FFSET DU FO'RWARD LINK 
0002AE 98 EC oooc 307 QUEFIH LM Rl4,R12,12CR13) 
000282 07 FE 308 , BR Rl4 
309 DRO'P Rl,R2 
310 
* 0002B4 oooc 311 DQUCO'DE DC AL2Cl2) CO'DE QUEUE DO'UBLE UNIQUE -
0002B6 OOOD 312 DQMCffDE DC AL2Cl3) CO'DE QUEUE DO'UBLE MULTIPLE 
313 
* 314 *=================================================== 315 * 00028'8 316 EHTRY IHFffAHH 
317 
* 318 * PERMET D'O'BTENIR LE TYPE ET L 'O'FFSET DE L'ANNEAU 
· 319 * 0002B8 90 EC DOOC 320 INFO'ANN STM Rl4,Rl2,12CR13) 
0002BC 05 AO 321 BALR RlO,O 
.. . 0002BE 322 USING *,RIO 
:D ' 000000 323 USIHO PARIHAHH,Rl DSECT DES PARAM 
:J 0002BE 58 20 1000 000000 324 L R2,ANNADR R2 = ADR DU PARAM ANNADR 
:J 0002C2 58 30 10 0't 000004 325 L R3,AHHTYP R3 = ADR DU PARAM ANNTYP m 
X 0002C6 53 40 1008 000008 326 L R4,ANNO'FF R4 = A0R DU PARAM ANNtfFF 
ID 0002CA 58 22 0000 000000 327 L R2,0CR2) R2 = ADR DU DESCR DE L'ANNEAU 
ru OOG2CE D5 01 A0462000 000304 328 CLC DAUCO'DE,OCR2) .SI C'EST AHNEAU DtfUBLE UNIQUE 
ru 0002D4 47 80 A034 0002F2 329 BE ANNDO'UB 0002D8 D5 01 A0432000 000306 330 CLC DAMCrfDE,OCR2) SI C'EST AHHEAU DO'UBLE MULTIPLE 
FLAG LO'CTN O'BJECT CO'DE AJ)DRl ADDR2 STMNT M SO'URCE STATEMENT 
0002DE 47 80 A034 0002F2 331 BE ANHDlfüB 
000000 332 . USIHG DSR,R2 C'EST UN ANNEAU SIMPLE 
00 02! 2 D2 01 3000:!00 ! 00000 ! 333 , MVC 0 < Z, lt3) ,,! RLHK TYI' MOV ! L ! TYf' ! 
0002E8 D2 03 40002010 000010 334 MVC OC4,R4),SRLNKffFF MO'VE L'ffFFSET 
0002EE 47 FO A040 ~002FE 335 B AHNFIH 
· 0002F2 336 ANNDO'UB DS OH C'EST UN ANNEAU DffUBLE 
.. · 000000 337 ,usING DDR,R2 
0002F2 D2 01 3000200C . oooooc 338 MVC OC2,R3),DRFO'RTY MO'VE LE TYPE DU FO'RWARD LIHK 
0002F8 D2 03 40002010 000010 339 MVC OC4,R4),DRFORO'FF . MO'VE L~O'FFSET DU FffRWARD LINK . 
·) 0002FE 98 EC DOOC 340 AHHFIN LM RH, R12, 12CR13) 
· 000302 07 FE 341 BR Rl4 
342 DRO'P Rl,R2 
343 1* 
000304 0010 344 DAUCffDE . oc AL2Cl6) CO'DE ANNEAU DO'UBLE UNIQUE 
000306 0011 345 DAMCGDE ·oc AL2Cl7) CO'DE ANNEAU DO'UBLE MULTIPLE 
346 * 
347 *=================================================== 
348 
* 349 
* 
EHTRY 'ouMPRAC 
350 
* 351 * PERME:r D'ffBTENIR L'ADRESSE DE LA RACINE DU DUMP 352 
* 353 *DUMPRAC STM R14,Rl2,12CR13) 
354 
* 
BALR RlO,O 
355 * USIHG *,RlO 356 
* 
LR R3,Rl SAUVE Rl 
357 
* 
TAM O'PEN, 
•358 * FILE=$PRE.SLED.TEST, 559 * LIHK=l 
. 360 
* 
TAM ACCESS, 
561 * LIHK=l, 
362 
* 
KEY=XVT, 
363 
* 
LEH=12, 
364 
* 
DADDR=ffUTAREA 
365 
* 
USIHG PARDRAC,R3 DSECT DES PARAM 
366 * L R2,ADRDMP R2=ADR DU PARAM ADRDMP : .~ 367 * MVC OC4,R2),24CR1> MO'VE L'ADRESSE DE LA RACINE 368 
* 
LR · Rl, R3 RESTO'RE Rl 
369 
* 
LM R14,Rl2,12CR13) 
370 
* 
BR Rl4 . 
371 * DRO'P R3 372 
* 373 * -374 *============================== ,==================== 
375 
* 000308 376 EHTRY DUMPRAC 
377 
* J> 378 
* 
PERMET D'ffBTENIR L'ADRESSE DE LA RACINE DU DUMP 
:l 379 
* :l CD 000308 90 EC DOOC 380 DUMPRAC STM Rl4,R12,12CR13) 
X 00030C 05 AO ., 381 BALR RlO,O 
CD 008lOE · 382 USINO *,RlO 
ru 00030E 18 31. 383 LR R3,Rl SAUVE R,l 
w 384 CMD 'XDUMPFILE','D1=$PRE . SLED.T~ST' 385 1 IDLKG ALIGH=C,VER=002 
FLAG L~CTH O'BJECT CODE ADDRl ADDR2 STMNT M SO'URCE STATEMENT 
386 2 *,VERSIO'N 002 
... . 000310 387 1 CHl7P 0, 4 
000310 45 10 A02A 000338 388 1 BAL l,*+40 
, ' 00031'\ 04 389 1 DC AL1C4) 
000315 000000 ,390 1 DC X'000000' 
000313 OOlf 391 1 DC , AL2C31) 
00031A 4040 39"2 1 DC C' ' 00031C 6CC4E4D4D7C6C9D3 393 1 DC C'XDUMPFILE' l •' ' 000325 40 394 1 DC C' ' I' 000326 C4Fl7E5BD7D9C54B 395 1 DC C'Dl=$PRE.SLED.TEST' 
000338 OA 58 396 1 svc 88 
397 CMD '¾D','E=Dl.¾XVT ¾XL4 ', O'UTAREA 
398 1 IDLKO ALIGH=C,V~R=002 
399 2 *,VERSIO'N 002 
00033A 0700 400 1 CHrfP 0,4 
00033C 45 10 A060 00036E 401 l BAL l,*+50 
000340 00 402 1 DC ALI CO) 
000341 000464 403 1 DC AL3CCWTAREA) 
000344 . 0029 404 1 DC AL2C41) 
000346 4040 . 405 1 DC C' ' 000548 6CC4 406 1 DC C'¾D' 
00034A 40 407 1 DC C' ' 000348 C57EC4Fl4B6CE7E5 408 1 DC C'E=Dl.¾XVT ¾XL4 
00036E OA 58 409 1 svc 88 
000000 
' 
410 USIHG PARDRAC,R3 DSECT DES PARAM 
000370 58 20 3000 000000 411 L R2,ADRDMP R2=ADR DU PARAM ADRDMP 
000374 D2 07 A092A1B3 0003AO 0004Cl 412 MVC DUMPR2,ffUTAREA+X'SD' Ml7VE L'ADRESSE DE LA RACIHE 
00037A DC 07 A092A35A 0003AO 000668 413 TR DUMPR2,TRTBL 
000380 F2 47 · A08DA092 000398 0003AO 414 PACK DUMPR1,DUMPR2 
000386 Fl 4't A08DA08D Q0039B , 000391S HS MVrf DUMPRl,DUMPRl MrfVE L'ADRESSE os LE PARAM 
, 00038C D2 03 2000A08D 000398 416 MVC OC4,R2),DUMPR1 M8VE L'ADRESSE os LE PARAM 
000392 18 13 417 LR Rl,R3 RESTO'RE Rl 
000394 93 EC ·DOOC 418 LM Rl't,R12,12CR13) 
000393 07 FE 419 BR Rl4 
420 DROP R3 
421 
* 00039A 422 os C 
00039B 423 DUMPRl os CL5 
0003AO 424 DUMPR2 .OS CL8 
425 * 426 *=================================================== 
427 * 428 * EHTRY GETADR 
429 
* 430 * PERMET D'GBTENIR LE CGNTENU DE L'ADRESSE DS DUMP 431 * 
]) 432 *GETApR STM Rl4,Rl2,12CR13) 
:J 433 * BALR RlO,O 
:J 434 * USIHG *,RIO m 435 
* 
LR R3,Rl SAUVE Rl X 
m 436 * USING PARGETA,R3 DSECT DES PARAM 437 * l R2,GETAD R2 = ADR DU PARAM ADRESSE ru 438 * LA R4,TAM10005 R4: ADR DC TAM I+ 439 * LA R4,24C·R4> R4 = ADR DE L'ADRESSE DANS TAM 41t0 * MVC OC4,R4),0CR2) · MO'VE L'ADRESSE 
J) 
:J 
:J 
CD 
X 
CD 
ru 
tn 
FLAG u,-cTH' ·aBJECT Ct1DE ADDRl ADDR2 STMHT M SO'URCE STATEMEHT 
'I,, 
0003AS 
0003A8 90 EC DOOC 
0003AC 05 AO 
0003AE · 
0003AE 13 31 
000000 
0003B0 58 20 3000 
0003B4 DZ 03 A09620no 
00038A 41 90 0008 
0003BE 58 60 A096 
0003C2 41 50 AOAl 
0005C6 8C 60 0004 
0003CA 88 70 OOlC 
00D3CE 41 87 A3B4 
0003D2 D2 00 50008000 
000308 06 50 
0003DA 46 90 A018 
OOOlDE 41 40 A03A 
0003E2 D2 07 4016A09A 
0003 E8 
0003E8 45 10 A068 
0003EC 00 
0003ED 000464 
0003FO 0026 
0003F2 4040 1 
0003F4 6CC4 
0003F6 40 
000000 
000444 
000008 
000444 
00044F 
000004 
OOOOlC 
000762 
0003C6 
0003E8 
000416 
0003F7 C57EC4Fl48E57DFO 
000416 DA 58 
000418 D2 07 
00041E 'DC 07 
000424 F2 't7 
00042A Fl 44 
00043 0 D2 00 
000436 02 03 
AOA8Al25 
AOA8A2BA 
AOA3AOA8 
AOA3AOA3 
AOA3AOA2 
2000A OA3 
000456 
000456 
000451 
000451 
000451 
000448 
0004D3 
000668 
000456 
000451 
000450 
000 ~51 
441. 
442 
443 
444 
445 
446 
447 
448 
449 
450 
4.51 
452 
453 
454 
4.55 
456 
457 
458 
459 
460 
461 
462 
463 
464 
465 
466 
467 
468 
469 
470 
471 
472 
473 
474 
475 
476 
477 
478 
479 
480 
481 
482 
483 
484 
485 
486 
487 
488 
48'J 
490 
491 
492 
493 
494 
495 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
TAM 
MVC 
LR 
LM 
BR 
DRffP 
ACCESS, 
ADDR=X'501000', 
DADDR=O'UTAREA, 
LEH=4, . 
LIHK=l 
0C4,R2),0'UTAREA 
Rl,R3 
R14,Rl2,12CR13) 
Rl4 
R3 
MGVE LE CGHTENU 
RESTO'RE Rl 
*====================== =============== == == ~======== 
* 
* *· 
* GETADR 
GETALt1t1P 
GETAIDDC 
1 
2 
1 
1 GETAlDDC 
1 
1 
1 
1 
1, 
1 
l 
1 
ENTRY GETADR 
PERMET D'OBTENIR LE CO'HTENU DE L'ADRESS~ DS DUMP 
STM R14,Rl2,12CR13) 
BALR Rl0,0 
USIHG *,Rl0 
LR R3,Rl SAUVE Rl 
USING PARGETA,R3 DSECT DES PARAM 
L R2,GETAD R2: ADR DU PARAM ADRESSE 
MVC GETA1,0CR2> MGVE L'ADRESSE OS GETAl 
LA R9,8 R9 = CBMPTEU~ 
L R6,GETA1 R6 = SOURCE 
LA R5,GETA2+7 R5 = PTR CO'URANT DS DESTINAT. 
SRDL R6,4 MOVE l/2 BYTE A DROITE 
SRL R7,28 R7 = DERNIER l/2 BYTE CO'URANT 
LA R8,TRTBL2CR7) R8 = ADRESSE OS TBL 
MVC OC1,R5),0CR8) MOVE LE CARACT 
BCT~ R5,RO R5 = R5-l 
BCT R9,GETALGGP SI GN H'A PAS FINI GN REC OMM ENCE 
LA R4,GETAIDDC · ADR DE LA OC DE AID 
MVC 22C8,R4),GETA2 MOVE L'ADRESSE DS LA DC 
CMD 'XD','E=Dl . V11 0050lOOO'' ¾XL4 ',O'UTAREA 
IDLKG ALIGH=C,VER=002 
*,VERSIO'H 002 
CHOP 0,4 
BAL l,*+46 
DC ALHO> 
DC AL3CGUTAREA> 
OC AL2C38) 
DC C' ' 
DC C'¾D 1 
DC C' ' 
DC C'E=Dl.V''00501000'' XXL4 
svc 88 
MVC GETA5,GUTAREA+X'6F' MOVE LE CGHTEHU 
TR GETA5,TRTBL 
PACK GETA4,GETA5 
MVG GETA4,GETA4 
MVC GETA4Cl),GETA3 NEUTRALISE LE PREMIER BYTE 
MVC OC4,R2),GETA4 RENVffI LE Ct1HTEHU 
' FLAG LIYCTH GBJECT CffDE ADDRl ADDR2 STMNT M SffURCE STATEMENT 
00043C 18 13 496 LR Rl,R3 RESTffRE Rl 
00043E 98 EC DOOC 497 LM Rl4 , Rl2 ,12 CR13) 
000442 0 fi: 498 BR RH 
I 499 DRffP R3 
500 
* 000444 , 501 GETAl DS A-
000448 502 GETA2 os Cl8 
000450 00 503- GETA3 DC X'OO' 
000451 504 GETA4 DS Cl5 
000456 505 GETA5 DS Cl8 
506 
* 507 
* 508 •••••••••••••••••••••••••••••••••••••••••••••••••••• 509 
* 000460 FFFFFFFF 510 MffINSUN oc F'-1' 
511 •ffUTAREA os OF 
512 
* 
OC 512C' ' 
00046ft 513 ffUTAREA DS QF 
000464 0190 514 DC AL2C400) 
000466 4040 515 DC C' 
000468 40 516 DC 512C' ' 517 
* 000661 FOFO 513 TRTBL DC 256'00 1 
000.729 519 ffRG TRTBL+X'Cl' 
000729 OAOBOCODOEOF 520 DC X'OAOBOCODOEOF' 
000758 521 l!RG TRTBL+X'FO' 
000758 0001020304050607 522 DC X'00010203040506070809' 
523 
* 000762 FOF1F2F3F4F5F6F7 524 1 TRTBL2 .oc C'Ol23456789ABCDEF' 
525 
* 
" 526 •••••••••••••••••••••••••••••••••••••••••••••••••••• 527 
* 
DSECT - (PARAMETRES> 
* 528 •••••••••••••••••••••••••••••••••••••••••••••••••••• 000000 529 PARNl1DE DSECT 
000000 530 NCl'M DS A 
000004 . 531 ADR DS A 
532 
* 000000 533 PAiNIV DSECT 
000000 534 Hl1EUD DS A 
00000~ 535 NIVEAU DS A 
536 
* 000000 537 PARREPTR DSECT 
000000 538 DESCR DS A 
000004 539 RPTR DS A 
000008 540 CO'D DS A 
541 
* 
J) 000000 542 PARAHAL DSECT 
:J 000000 543 PTR DS A 
:J 000004 544 SVT DS A 
m 000008 545 TYP DS A 
X oooooc 546 NffDE DS A m 547 
* ru 000000 548 PARHAME DSECT 
m 000000 549 ADRESS DS A 
00000 4 550 HAME DS A 
FLAG LO'CTH O'B~ECT CO'DE ADDRl AOOR2 STMHT f'I St7URCE STATEf'IENT 
.I 
1 551 * 000000 552 PARCODE DSECT 
000000 55 3 DES CADR DS A 
000004 554 C!JDEl DS A 
555 * 000000 556 PARREFS , DSECT 
000000 557 Ht7DADR DS A 
000004 558 ADRPTR DS A 
000003 559 ' DESTADR DS A 
56 0 * 000000 561 PARVECT DSECT 
000000 562 NODADR2 DS A 
000004 563 ADRPTR2 DS A 
000008 564 DESTADR2 os· A 565 * 
000000 566 PARDRAC DSECT 
000000 567 ADRDMP DS A 
568 * ,. 
0110000 569 PARIHREF DSECT 
000000 57 0 REFADR os A 
000004 571 REFTYP DS A 
oooooa 572 REFlffF DS A 
573 * 
000000 574 PARIHVEC DSECT 
000000 575 VECADR DS A 
000004 576 VECTYP DS A 
· 000008 577 VECOFF DS A 
oooooc 578 VECHBR DS · A 
579 * 000000 580 PARINQUE DSECT 
000000 581 QUEAOR os A 
000004 582 QUETYP DS A 
000008 583 QUE<fFF DS A 
584 * 000000 585 PARIHAHN OSECT 
000000 586 ANHADR DS A 
000001t 587 ANHTYP os A 
000008 588 AHNlffF DS A 
589 * 000000 590 PARGETA DSECT 
000000 591 GETAD DS A 
592 * 593 
······························ ···················•)* 594 * D S E C T * 595 •••••••••••••••••••••••••••••••••••••••••••••••••••• 
• 1 596 * 597 ************************* 
J> 598 * TABLE * :, 599 ************************* :, 600 * m 
X 000000 · 601 DTABL . DSECT 
CD 000000 602 TABCt7DE DS AL2 TABLE ÇO'DE 
ru 000002 603 .TABLEV DS AL2 TABLE LEVEL 
'-.J 000004 604 TABDIC DS · A A fff DIC EL T 0000 08 605 TABLEN os A TABLE LENGHT 
' -
FLAO LCfCTH CfBJECT CCfDE ADDRl ADDR2 STMHT ,., SOURCE STATEMEHT 
oooopc 606 TABLTYPE DS AL2 TABLE LEHGHT TYPE 
00D3Fl 607 LTYPEl EQU C' Ll 1 1 BYTE 
00D3F2 6 08 LTYPE2 EQU C' L2 ' 2 BYTES ' 
ioD3F3 · 609 LTYPE3 EQU C'L3' 3 BYTES 
0D3FA . 610 LTYPE4 EQU C'L4' 4 BYTES 
000000 611 LTYPECT EQU X'OO' LEHGHT IS CrJHSTANT 
00000E 612 DS AL2 UNUSED 
000010 613 TABPTR DS A A O'F PTR QUEUE 
000014 614 TABVEC DS A A ffF VEC 
000018 615 TABMPTR DS A A· l7F MPTR 
0000lC 616 TABRPTR DS A A rJF RPTR 617 * 618 ************************* 619 * REFERENCE SIMPLE * 620 ************************* 621 * 
000000 622 OPTR OSECT 
000000 623 PTRCO'DE ·os AL2 PTR CffDE 
0000lE 624 REVERSE EQU X' lE' . REVERSE EXISTE 
0000lF 625 NCJREV EQU X' lF' REVERSE N'EXISTE PAS 
000002 626 PTRTYPE DS CL2 PTR TYPE 
000004 627 PTRO'FFS os A OFFSET· CfF PTR IH TABLE 
000008 628 PTRFRO'M . os A AOR DESCR O'F rJRIGIH 
oooooc 629 PTRTCJ os A ADR DESCR fff EXTREMITY 
.000010 630 PTRNEXT DS A ADR rJF NEXT PTR IN TABLE 
631 * 632 ************************* 633 
* 
VECTEUR * 634 ************************* 
"635 * 
000000 636 DVECT DSECT 
cooooo 637 VECTCl7DE DS AL2 VECTl7R Cl7OE 
000028 638 VCIJDE EQU X'28' 
000002 639 VECTYPE DS CL2 VECTO'R TYPE 
000004 640 VECHJFFS DS A VECTO'R O'FFSET ClST CrJMP> 
000008 641 VECTRAN DS A VECTO'R RANGE 
oooooc 642 VECTFRrJM DS A ADR rJF DESCR rJRIGIN 
000010 643 VECTrJ DS A ADR rJF DESCR EXTREMITY 
000014 644 VECTHEXT DS A NEXT VECTrJR . rJF TABLE 
645 * 646 ************************* 647 * PO'IHTEUR RETO'UR * 648 ************************* 649 * 
000000 650 DRPTR DSECT 
000000 651 RPTRCrJDE DS AL2 RPTRCffDE 
00003C 652 RPTRPTR EQU X'3C' REVJ:RSE CfF PTR 
l> 00003D 653 RPTRVECT EQU X'3D' VECT 
::J 00003E 654 RPTRMPTR EQU X'3E' MPTR 
::J 00003F 655 RPTRSQ EQU X'3F' SQ m 000040 656 RPTRDQ EQU X'40' DQ X 
CD 000041 657 RPTRSR EQU X'41' SR 000042 658 RPTRDR . EQU X'42' DR 
ru 000002 659 DS AL2 UHUSED CD 000004 660 RPTRTO' DS A A. rJF DESC rJF EXTREMITY 
FLAG LO'CTN C,BJECT CffDE ADDRl ADDR2 STf'!NT M SOURCE STATEMENT 
000008 661 RPTRFRtYM DS A A. O'F DESC rIF a'RIGIN 
oooooc 662 RPTRHEXT DS A A. O'F HEXT RPTR 
66 J A 
664 ************************* 665 * SIMPLE QUEUE * 666 ************************* 667 * 
D00000 668 DSQ DSECT 
. 000000 669 SQCO'DE os AL2 CO'DE OF SQ 
OOOOOA 670 SQUNI EQU X'0A' 
000008 671 SQHO'UNI. EQU X'OB' 
000002 672 SQLEV DS AL2 LEVEL ffF SQ 
000004 673 SQDIC DS A ADR IJF DIC ELT 
000008 674 SQNO'DE DS A ADR ffF DESCR O'F QUEUE ELT 
oooooc 675 os AL2 UNUSED 
OOOOOE 676 SQLHKTYP os CL2 LIHKTYPE 
000010 677 SQLNKO'FF DS A OFFSET O'F LINK 
000014 678 SQEO'Q os A. END .OF QUEUi VALUE 
000018 , 679 s·QRPTR DS A ADR O'F RPTR O'F SQ 
/ 680 
* 681 ************************* 682 * SIMPLE ANNEAU * 683 ************************* 684 . * 
000000 685 DSR DSECT 
000000 686 SRCCJDE DS AL2 CO'DE OF SR 
' 1 OOOOOE 687 SRUNI EQU X' OE' 
OOOOOF 688 SRNl:JUNi EQU X' OF' 
000002 689 SRLEV os AL2 
000004 690 SRDIC DS A ADR O'F DIC EL T 
000008 6,91 SRNO'DE os A ADR lff . DESCR rJF ELT 
oooooc 692 DS AL2 UHUSED 
OOOOOE 693 SRLNKTYP. DS CL2 
000010 694 SRLHKtYFF OS A O'FFSET OF LINK 
000014 695 SRRPTR DS A' ADR IJF RPTR DESCRIPT 
696 * 697 ************************* 698 * DOUBLE QUEUE * 6 99 ********~**************** . 700 * 
000000 701 DDQ DSECT 
000000 702 DQCO'DE os AL2 CO'DE ffF DQ 
oooooc 703 DQUHI EQU X'OC' 
00000D 704 DQNCJUNI EQU X' 0D' 
000002 705 IDQLEV DS AL2 LEVEL O'F DQ 
000004 706 DQDIC •.Os A ADR O'F 'ore ELT l ) 
000008 707 DQNCJDE DS A ADR ffF ELT DESCR 
J) OûOOOC 708 DQFO'R~ DS CL2 TYPE OF -FtYRWARD LINK 
::, OOOOOE 709 DQBAC DS CL2 TYPE OF BACKWARD LINK ::, 
m 000010 710 DQFCJRtYFF DS A O'FFSET O'F FffRWARD LIHK 
X 000014 711 DQBACIJFF DS A CJFFSET O'F BACKWARD LIHK 
m 000018 712 DQEO'Q ' os A END O'F QUEUE CffDE 
ru OOOOlC 713 DQRPTR os . A ADR ~F RPTR DESCR 
tO 714 * 
/ 715 ************************* 
.,.1. 
• 
FLAG LC7CTH C,BJECT CO'DE ADDRl ADDR2 STMHT 
"' 
SO'URCE STATEMENT 
716 * DrJUBLE ANNEAU * 717 ************************* 
718 * 
000000 719 DDR DSECT 
000000 720 DRCO'DE DS 
000010 721 DRUtU EQU 
000011 722 DRNC1UNI EQU 
· 000002 723 DR LEV DS 
000004 724 ORDIC DS 
. 000008 725 ORNtJOE os 
oooooc 726 ORFG'RTY os 
OOOOOf 727 DRBACTY DS 
000010 728 DRFO'RCJFF os 
000014 729 DRBACIJFF os 
000018 730 DRRPTR DS 
731 * 732 * 000000 7.H RO EQU 
000001 734 Rl EQU 
000002 735 R2 EQU 
000003 736 R3 EQU 
000004 731 R4 EQU 
000005 738 R5 EQU 
· 000006 739 R6 EQU 
00 0007 740 R7 EQU 
000008 741 R8 EQU 
000009 742 R9 EQU 
OOOOOA 743 RlO EQU 
000008 744 Rll EQU 
oooooc 745 Rl2 EQU 
00000D 746 Rl3 EQU 
OOOOOE 747 Rl4 EQU 
OOOOOF 748 Rl5 EQU 
000010 749 Rl6 EQU 
750 END 
FLAGS IN 00000 STATEMEHTS, 000 PRIVILEGED FLAGS, 000 MHO'TES 
HIGHEST ERRO'R-WEIGHT : -
' 1 THIS PRO'GRAM WAS ·ASSEMBLED BY THE SIEMENS ASSEMBLER CF) V29,1X01 
USER NACRO'LIBRARY s MAR. LIB 
~ SYSTEM MACRffLIBRARY: $BASE.LIB.M.SYSLIB.859J 
:, 
CD 
X ASSEMBLY TIME S.8824' SEC. 
CD 
w 
0 
Al2 
X'lO' 
X' 11' 
AL2 
A 
A 
CL2 
CL2 
A 
A 
A 
0 
1 
2 
3 
4 
5 
6 
7 I 
8 
9 
10 
11 
12 
13 
14 
15 
16 
CIJRR I.EVEL: -
CffDE rfF DR 
LEVEL OF DR 
ADR O'F DIC ELT 
AOR O'F ELT DESCR 
TYPE rJF FGRWARO LINK 
TYPE· ffF BACKWARD LINK 
O'FFSET O'F FORWARD LINK 
OFFSET ffF BACKWARD LINK 
ADR O'R RPTR 
