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Sumário 
Esta dissertação analisa os problemas relacionados ao projeto e imple-
mentação de interfaces gráficas para sistemas gerenciadores de bancos de 
dados (SGBDs) orientados a objetos. Como resultado desta análise, são 
apresentadas diretivas para o desenvolvimento de interfaces para sistemas de 
bancos de dados. Estas diretivas foram empregadas na especificação e de-
senvolvimento de um novo sistema de interface- GOODIES- que permite 
navegação e consulta em SGBDs que possuem as características básicas do 
modelo 00. 
O projeto e a implementação deste novo sistema são descritos, servindo 
como um estudo de caso do emprego das diretivas propostas. O sistema 
foi desenvolvido de forma a torná-lo independente da implementação de um 
SGBDOO específico. Isto permite que ele seja acoplado a diferentes sistemas 
de bancos de dados 00. 
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Abstract 
This dissertation analyses the problems involved in the design and imple-
mentation of graphical interfaces for object-oriented database management 
systems (DBMSs). As a result of this analysis. the dissertation presents 
directives for the development of database system interfaces. The practi-
cal application of these directives was illustrated through the specification 
and implementation of GOODIES - a new interface system, which allows 
browsing and querying DBMSs that support the basic features of the 00 
model. 
The design and implementation of this new system is described as a case 
study of the use of the proposed directives. The system development process 
was purposely conducted independent from any specific DBMS. Thus, it can 
be used on top of severa! 00 data base systems. 
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Capítulo 1 
Introdução 
1.1 Apresentação 
O problema abordado por esta dissertaçã,o é o projeto e implementaçà.J.) de interfaces 
gn.í.J-icas para Sistemas Gerenciadores de Bancos de Dados Orientados a Objeto::;. Desta 
forma, o assunto envolve duas grandes áreas da Ciência d;t Computa.ç;o\;.): sistemas de 
interface corno usuári() e sistemas de bancos de dados. 
Cada uma destas áreas oferece carnpo para ela.boraçào de rn.uitos trabalhos. Esta 
dissertação nào pretende cobrir totalmente nenhuma destas áreas de pesquisa, De fato, 
o interesse principal desta tese é identificar e estudar os pontos cornuus e os relacíona-
m.entos existentes entre as duas áreas, no sentido de aproveit.a.r os esforços de pesquisa 
desenvolvidos na â.rca de interfaces gráficas para melhorar os sistemas de bancos de dados 
existentes, e vice-versa. 
Para alcançar o objetivo proposto, esta tese ]ntrodu:t e discute urn<t mwa ferramenta 
gráfica para navegação e consulta a ba.x1cos de dados orientados ;-t objetos. Desenvolvida 
a partir de cortceitos consagrados e la.rgarnente utiliz<·odos em interfaces existentes para 
diversos tipos de sistemas, a ferramenta .<tplica estes conceitos às necessidacb; .apresen-
tadas pelos sistenH:t<''i de bancos de dados orientados <:t objetos, com rehçâo ao modo de 
representaç.;io de suM> infonnaçôes, e aos mecaniBmos de interaçào corn seu:o wmArios. 
O restante deste capítulo está. organizado da seguinte maneira.. A próxima S('ÇàO re-
sume e comenta o conteúdo desta dissertação. A seção J .3 apresenta urna visão geral 
do sistt~ma de interface desenvolvido dur<tnte as atividades de tese. A seguir sào apn)-
scntados conceitos básicos, oferecendo uma visão geral das Are<ts de pesquisa envolvidas 
neste trabalho. A seçã.o 1.4 introduz noções básicas sobre bancof; de dados. N<l seçao 1.5 
1 
2 C;1pitulo 1: ÜHrodução 
é apresentado um rnodelo para interação entre computador e usuário. A sc\,~âo ~eguinte 
encerra o capítulo 1 discutindo os principais estilos de interaçào conhecidos. 
1.2 Conteúdo da Dissertação 
Esta dissertação está organizada en.l sete capítulos: um capítulo introdutório; dois capítulos 
que revisam as áreas de conhecimento abordadas por esta tese; dois ca.pít.ulos que des-
CJ'evem o projeto da ferramenta desenvolvida; um capltulo <:1hordando a.spectos de irnple-
rnentaç.ão da ferramenta; e flnaJrnente um capítulo que apresenta as conclusões obtidas 
das atividades desenvolvidas. 
O primeiro capítulo desta <Hssertaçâo introduz o problema abordado e oferece subsídios 
bisicos, na. forma de definições e conceitos, sobre os assuntos discutidos pela disserta-ção. 
O capítulo 2 trata do modelo de dados orientado a objetos. São apresentadas e estuda-
das as caJ·actetisticas básicas deste modelo. Algtms sistemas que impliC7menta.rn o modelo 
00 são analisa,dos. O ca.p{tulo é encerrado corn urna discussào crítica sobre o modelo 
00. 
No capítulo 3 é apresentado um estudo sobre diversos sistemas de interfatT. existentes 
para sistem_as de bancos de dados que seguem os modelQs relaciona], semântico<: orientado 
~1. objetos. É feita uma análise comparativa dos sistemas de interface estudados, visando a 
identificaç.ã.o d(~ seus aspectos positivos e de suas deficiéncias. Finalmente são introduzidas 
as ca.racterístkas básicas que devem esta.r presentes em um sistema de interface para. 
bancos de dados. 
Os capítulos tl e 5 <tpresentarn o projeto de um novo sistem<:1. de interface para sistema::; 
de bancos de dados orientados a objetos, desenvoh,ido dur<tnte as atividades de pesquisa 
que resultaram nesta. dissertaçào. O projeto deste sisterna se baseou nas características 
a.presentadas no capítulo 3. O modelo externo do sistema. L rata do relc.~,cionarncuto entre 
o usuário e o sísterna, de interf,v:e, enquanto o modelo interno gerencia a interação eutre 
o bttnco de dados c o sis\,ema de interface. Os capítulos 4 e .) desta dis.'lcrtação dlr;c1.1tem 1 
respectivamente 1 o modelo externo e o modelo interno do sistema desenvolvido. 
A implerncntaçào do projeto apresentado nos capítulos 4 e .5 é o tema tratado no 
capítulo 6, onde são apresentados os recursos conlputaciontÜs utilizados, OH padrões e 
diretivas seg·uidas, e os módulos que compõem o sistema. O capítulo 6 rnostra, ainda, as 
técnicas de projeto orientado a objd.os empregadas no desenvolvimento do sistema. 
O sétimo e ültimo capítulo desta dissertação apresent-a as conclusôes obtidas do tra.-
ba.lho realizado. É feita urna. análise crítica, do projeto e da implerncntaçào do slstem<::t de 
Seção 1.3: Visão Gentl da F'erranwnta, 
interface apresentado pela dissertação, comparando-o com outros sistemas já existentes. 
O capítulo termina com a discussão das contrib-uições alcançadas e com sugestões para 
extensão e melhoramento do trabalho a.qui a.pres<~ntado. 
1.3 Visão Geral da Ferramenta 
Apesar do grande número de sistemas existentes, poucas interfaces endereçam os pro-
blemas específicos de Sistemas Gerenciadores de Bancos de Dados Orientados h Objetos, 
como a representação de objetos complexos, a visua!iza.ção das relações entre objetos e 
entre classes, e o suporte à navegaçã-o sobre esq11emas e dados dos BDs. 
Esta seção apresenta, em urn nível de ~.bstraç.ào bem elevado, a abordagem .adotada 
para resolver estes problemas no sistema de interface desenvolvido. O objetivo é oferecer 
ao leitor urna ·visão superfici<il do sisterna como um todo. I~ importante enf~tt.iza..r que as 
idéia.o; aqui apresentadas serã.o formalizadas ao longo desta dissert.aç.ão, de modo que todo 
o contetido desta seç.ão será detalha.damente discutido nos próximos capítulos. 
1.3.1 Visualização e Navegação sobre o Esquema 
Ao ativar a ferramenta, o usuário J.Hssa a ter acesso a. uma janela. contendo os bancos 
de dados disponíveis em um díretório do sistema. Ao selecionar um banco de dados, o 
usuáJ·lo tem a.cesso à Usta de classes que compôem o esquema. daquele BD. A sdeç.i:W de 
um item desta lista causa, o aparecimento da janela que descreve a classe selecionada. A 
figur<t 1.1 apresenta no canto superior esquerdo uma janela de diretório; no canto inferior 
esquerdo uma jaJ1ela de BD; e no lado direito uma. ja.nda de classe. 
Urna janeta de classe contérn) basic<:tmente, o nome da dasse seleciona,da, seu Lipo, 
isto é1 a. definlçào da composição de seus objetos, sua.s supercla.sses, suas :mbcla.sses) 
seus métodos, e uma lista de objetos que pertencem à cbs:;;e descrita. O usuáxio pode 
navegar pelo esquema. através das listas de sub/super classes, pode visualizar as definições 
dos métodos da classe, ou pode navega,r pelos dados, selecionando um objeto da classe. 
A seleção de urna superclasse ou de uma subdasse causa. o aparecimento da janela. de 
descrição da classe selecionada. 
As subdasses e as superclasses apresentadas na,ja.nela de descrição de classe correspon-
dem à definiçào completa. da hieraJ·quia de herança para, a classe descrita-. Desse modo, 
são apresentadas nào apenas as sub/super classes diretas, mas todos os <tscendentes e 
descendentes da classe na hieraJ·quia de herança. A descriçào do tipo e dos métodos da 
classe também é completa.: a descriç~o do tipo da. classe contém os atributos herdados) 
4 
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e a lista de métodos da classe inclui os métodos herdados. Existem funçôes do sistema 
que permitem que o usná.rio selecione as superdas:=>es cujos atributos e métodos herdados 
devam ser vísualizados na janela de dcscriçào da classe. Analogamente, os ob jdos per-
t.cncentes a uma subclassc fazem. parte da extensão da. classe, e o usuário pode selecíonar 
as subclasses cujaB instâncias entram na lista d(; objetos de uma. classe. 
1.3.2 Visualização e Navegação sobre os Dados 
A passagem para. navcgaçáo ::>obre da.dos é feita pela seleção de um objeto na listü de 
objetos membros da classe. Esta. seleç:ào abre mna janela de objeto contendo oa atributotJ 
do objeto e seus respectivos valores. O valor de um atributo pode ser urn objeto ou um 
conjunto de objetoo, e a seleçào de um valor deste tipo permite a navegaçào entre objetos 
relacionados (objetos cornplexos ). 
A janela de objeto permite a navegação sobre os objetos que pertencern a uma me.srna 
classe, através de operações de seqú:enciamento. Essas operações permitem visualizar o 
próximo objeto da classe, o objeto anterior, on vol.t<J.r iW início da lista de objetos da 
cla..sse. A Jigura 1.2 mostra uma jcwela de objeto representa.ndo o objf.'to seledon<tdo na 
figura Ll 1 antes (esquerda) e depois (direita) da execuçào da operaçào de seqiienciamento 
que bu1>ca o próximo objeto da cla,sse. 
6 
A jc111ela de objeto possui aínda a cap;:~cldade de processar predicados definidos sobn~ o 
objeto descrito, aplicando estes predicados na determinação Jo objeto a ser aprcsenta.do, 
quando ocorre uma operaç-ão de seqiicnciasneuto. 
A sincl'onização de objetos torna o mecanismo de navegação mais simples. O usuário 
pode estabelecer ligações entrejanela.':i de objetos) fonnando uma árvore de sincronizaçào. 
Uina opera.çào de seqlienciamento aplicada a uma janela de objeto (nó) da árvore de toin-
cronizaç.ão se reflete ern toda a- subárvore que tem como raiz o nó onde ocorreu a operação. 
Desse modo, o usuário pode naveg;aJ· sobr(' um número arbitrário de objetos simultane-
amente, respeitando-se os predicados definidos para. cada janela de objeto pertenceiJti~ à 
hierarquia de sincronização. Um objeto só pode ser pai de um segundo objeto em urna 
árvore de sincronização, se o primeiro objeto contém algum <'üríbuto que rderencia o 
segundo. 
O usuário pode selecionar os objetos que deseja visuali:r;ar através dos predicados 
definidos paxa as ja.uelas de objeto. De modo semelhante, o usuário pode flelecionar as 
informações que lhe interess<Wl em uma janela de classe ou de objeto, esccmdendo its que 
nào sá.o importa.ntes. O usuário indica os aü·ibutos que devem ser apresentados através 
de uma. jauela a.uxiliM que contém os campos definidos para a classe ou para o objeto. 
1.4 Sistemas de Bancos de Dados 
1.4.1 Definições 
Os Ststemas de Banco8 de Dados (ou SBDs) foram desenvolvidos p;:u·a atender a necessi-
dades de n:-.~gistro, manutençào e acesso a informações concernentes a diversas <1-p.licaçóc:s, 
com.o as atividades comerciais, administrativa<;, educaóonais e de pesquisa_, para destacar 
;.1lgumas. Um SBD é composto por diversos tipos de elementos distintos, conforme rnobtra 
a figura 1.3. Entre esses elementos se destacaJn os prograr:nas e os bancos de dndos. 
Os Bancos tle Dados (ou BDs) são coleções de informaçõe:o que possuem aJgum tipo 
de semântica intrínseca, represent<:mdo a$pectos do mundo real. Um BD é projetado e 
constn1ído com dados de propósito específico, visando nm deterrninado grupo de usuários 
e um conjunto de aplicações nas quais o grupo tenha interesse [EN89]. 
Os progra·mas de um SBD rea.lixam as tarefas de criação, controle e mamnençü.o dos 
bancos de d<-tdos.O conjunto de programas responsáveis pela criação e controle dos bancos 
de dados é usuahnentf! denominado Siste-rna Gerenciador de Bancos de Dado,~ 1 ou sim-
plesmente SGBD. O SGBD facilita: a definição dos BDsl permitindo a eBpecificaçào Je 
e,wpwmas, isto é, dos tipos c estnüuras das informações a serem guardadas; il. construção 
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Usuários . Interface !-*-- SGBD 
~------------------
' 
' ' 
' I sol I sol····· I sol ' ' ' 
' ' 
' ' 
' Memória ' 
' ' 
-------------------
Figura 1.~~: Compo_nentes de um Sistema de Ba,ncos de Dados 
dos BDs, armazenando os dados na l.D.emória do computador; e a manipulação dos BDs, 
fornecendo funçôes para. consulta e atualização de dados e esquemas. 
1.4.2 Modelos de Dados 
Um modelo de dados é urn conjunto de conceitos usados para dcocrever a estrutura de um 
banco de dados. A "estrutura" do ba.nco de dados compreende, entre outras propriedades, 
os tipos de dados e de rela-Cionamentos suportados pelo SGBD, bem corno as rcstriçóes que 
devem ser gara~ntidas sobre estas informações. Dess<~. forr:mt, o modelo de dados representa 
as informações contidas nos BDs, ern um nívd de abstração que elimina detalhe.,; sobre o 
armazenamento destas informações< 
É ímportante distínguir entre os conceitos de dado, que representa as infomla(,~ões 
armazenadas, e de esquema, que se refere à definiçào da estrutura dos dados armazenados, 
a.tra.vés de um modelo de dados. Os dados, no caso geral, apresentam um grande número 
de estados ao longo do tempo, enquanto mn esqtwma, urna w~z definido, apresenta certa 
estabilidade. Espera-se que o tempo médio decorrido elltre modificações do esquema seja 
bastante elevado, em oposição ~ts xnuda.nça.s de estado dos dados, que, em geral, ocorrem 
com maior freqiiência .. É comum utilizar-se o t.ermo e;rtensâo denotando os drtdos de um 
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banco de dados. 
Os modelos hietárquico, rede e relaciona] formam a a.bordagem tradicional dos mode-
los de dados, e já foram exaustivamente discutidos na. literatura. sobre bancos de dados 
([Dat86] e [EN89], por exemplo, fa.zem urn estudo completo dc~sses três modelos de d<l,dos). 
M tütos pesquisadores consideram os sistemas hierárquicos e CODASYL como represenüm-
tes da primeira geração de SBDs, enquanto os sistemas rclacionais formariam a segunda 
geração de sistemas de bancos de dados. Na verdade, o modelo relacionaJ superou os 
modelos da primeira geração e se tornou o modelo de dados ma,ís difundido ern todo o 
mundo. O ponto ern comum entre os modelo:> tradicionais é que todos eks sào díre-
cionados para. aplicações convencionais, ou seja, aplicações tipicamente cornerclais, que 
nào envolvem tipos náo estr·utumdos de dados 1 , Além disso, os modelos tradiciomâs rtâo 
possuem construtores que possibilitem a modelagem direta da semántica das aplícaçôes. 
Os rnodelos sernâ.r1ticos surgiram para oferecer ao projetista de BDs mecanismos mais 
poderosos para a representação da estrutura dos bancos de dados. A característica co~ 
mum a todos os modelos semânticos propostos é a tentativa de prover mais conteúdo 
semântico que os modelos tradicionais. Entre os modelos sernántica.'> se destacam o mo-
delo E_R [Che76], o modelo funcionaJ [ShiSlL e o modelo SDM [HIV181]. As prlncípais 
características introduzidas pelos modelos semânticos são a representação de tipos de da~ 
dos não estruturados; a presença de mecanismos de abstraçào, como a genera.lizaçào c <~ 
agregação; o suporte a.o conceito de hera.nça/deriva.çàn; e a possibilidade de construçào 
de redes ou hierarquias de rehcionamentos. Em [HK87J e [PM88] são apresent<v.los e 
discutidos diversos mode-los semánticos existentes. 
O modelo de dados orient<-u-lo a objetos (modelo 00) represent<J uma evohH;ào no 
processo de modelagem de dados. O modelo 00 apre.;-E~nta, um podct· de expressào muito 
superior ao dos modelos tncdiclonaís, tendo surgido da combinaçâo de conceitos de mo-
delos semânticos e de linguagens de programação orient.adas a objetos. Dessa form<t, 
enquanto os modelos semânticos só provôern mecanismos para abstração estrutura.l, o 
modelo 00 oferece mecanisrnos para abstraçã.o estrutural e comporta.rne11tal. Por suas 
capacida.des adiciona.is 1 o modelo 00 pode snporta.r uma. vasf-<1. gama. de a.plicaçóes onde a 
tecnologia twclicional de SGBDs provou se-r inadequada [Cat91]. Estas novas ap!icaçôes, 
corno os sistemas CAD ( Compuicr A,ided Dc.5ign) e CASE ( C01npttlC"I' Aided Soft·ware 
Bnginecring), exigem suporte efetivo à gerência. de objct.os cornplcxos 2 , e possivellnente 
''rnultúnóos':::.. O cap-ítulo 2 desta dissertn,çào analisa. a.s características e propriedades 
do modelo de dados orienta.do i:l objetos. 
1Tipos estruturados sào os que apare<:cm na maioria das liugnagens de prognnnaçào, c.omo intnm, 
caractere e real. 8m oposição, são exemplo.~ de tipos nito estnlturados: teJ:ios, imagens<: S0/18. 
20bje\-os compostoo por outros objet.os. 
30bjetos que englobam tipos de dados estrutmados e não est.rnturados, tomo seqüéncÜ1-'l de iTnagens 
e sons. 
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1.5 Sistemas de Interface com o Usuário 
A importância dos fatores humanos nos sistemas de computadores tem i:l)JlllCJltado à 
medida que os projetistas observam que a facilidade de uso contribui forternente pacra o 
consumo de seus produtos. Por essa razão, not<:t-sc \.1111<1 clara prcocupaçào (~Hl melhorar 
o relacionamento entre usuário e computador, 11a mesma proporçã.o em que se busca 
aumentar a funcionalidade e otimizax o desempenho das máquinas e doH prograrnas. 
No sentido de conseguir um melhor rela.cionamentoentre usuário e computador, avanços 
têm sido obtidos no entendimento do processo cognitivo do usuário [PH91 L no desenvol-
vimento de padrões e diretivas pa.ra ~J.uxilia.r os projetistas de interface [Shn87: Sun90]: na 
construção de modeJos que representam a interaçio entre homem e cornpntador [YivD91, 
Nor91], e na implementaçào de sistemas gerenciadores de interface que permitem urna 
eficiente tradução de especificações e modelos em sistemas de interface prontos para uti-
lização [HH89, Mra91]. 
1!: notório que a. intera.çâo entre hornem e computador deve abranger dois campos 
ele estudo totalmente distintos, que são o comportamento humano e o processamento 
computacional Os sistemas de interface lidam com esses dois domínios, e se ba,sc;in.m, 
em sua maioria, em um ponto comum entre homem e computador, que é o liuxo de 
informações. O modelo de interface apresentado H. seguir parte deHsc ponto enl com um 
para, representar a realidade existente Jl<'l Jnteraçào entre usuário e computador. 
1.5.1 Modelo de Interface Homem-Computador 
Para realizar uma tarefa qualquer, é nece::;sário um fluxo de infonnaçâo enln" o usua.rw 
e o sistema de computador. No caso geral, o usuário precisa receber infonnaç,ões sobre 
o estado e o andamento da. tarefa, enqurtnto o sistema. necessita, receber comandos e 
parâmetros do usuâr.io para. reaJizar o processamento desejado. A figura 1.4, adaptada de 
[Nor91], ilustra os principais aspectos envolvidos ern um sisterm1 de interJace. 
No modelo de interface representado pela figura 1.4, todos os componenteto (homern e 
computador) estâo envolvidos por tUTJ ambiente detennina.do pela tarefa a, ser executada. 
Esta t.arefa pode ser, por exemplo, a recuperaçào de informações de um banco de da.dos, ou 
a monitoriza.çã.o de urn proçesso industriaL O fitto é que a t<Hefa estabelece um contexto 
que influencia enormemente a interaç-ão entre o usuáJ:io e o computador, determinando 
fatores corno, entre outros, a importâ.ncia do tempo de resposta e o custo de recuperação 
de erros. Desse modo, o próprio ambiente produz nm fluxo de in{orrnaçi><os que afeta o 
usuário, c em certos casos, o próprio computador (por exemplo, na tarefa de controle 
automático de temperatur<L de urna caldeü·a,). 
_l_O __________________________ _::C:.:'":-P:.:Í::_tl::il::o:.c:l.: lnt.roduçiio 
Ambi 
Homem 
~ -··-: . 
Processo 
Cognitivo 
. •, 
--- ------·····-··--- ------·····------ ---, 
Comp11tarlm: 
ProdUto 
Processo 
Computacional < · · 
L~itura de 
Avaliação lnterpr$tação presentação Transformação Dfl,dos do 
e Ainbiente 
L1ml!.ieutc da Tarefn. 
Figura lA: Interface 1-Iomern---Cornputador 
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Na figura 1 A, as atividades que se situam dentro do círculo (que representa o homem), 
mas fora do quadrado (que simboliza o con1putador)) representam processos cogn_itivos 
que dizem respeito a.o estudo do comportamento humano. De modo semelhante, as ati-
vidades que pertencem exclusivamente ao quadrado (computador) representam processos 
computacionais que não dizem respeito à área de interfaces. 
As pesquisas em interface estudam os processos que se situam na intersecçâ.o entre o 
círculo e o quadrado. Entre estes processos, pode-se citar o rnapeamento de intenções 
em atividades de entrada de dados, e a interpretaçã.o de inft;nTl<tções apresenl.êtdas na 
tela, sob o ponto de vista do wmário. Relacionados ao computador estão, por exernplo, 
os processos de conversão de estruturas interna,s em apresent<:u;ões compreensíveis para o 
usuário, e a tradução de entradas de dados em representações internas adequadas. 
No modelo de interfa.ce apresentado, dois fluX(}S de informaçã.o se destacam. O primeiro 
fluxo se origina do ambiente da. tarefa. e caminha do usuário para o computador. O usw:irio 
analisa, o cmJtexto da tarefa e extrai informações que são processadas através de cognição, 
resultando ern uma intenção que é passada à interface por meio de um comando ou açâo 
do usuário. O fluxo contimw., pois a üÇào do usuário C<lUSit mna opcn:M;ào do compuLa.dor 
paJ·a interpretar o comando e produzir o result~vlo adequado. 
O segundo fluxo de irrformaçào e controle pa.rte do ambiente monitorado pelo com-
putador (no caso de o computador possuir sensores que recebem da,dos do ambíente). O 
cornputaclor recebe as informaçôes do <1mbiente e as transforma. pari:t Utnil representação 
interna. En1 seguida as informações silo processa,das e apresentadas, ern formato a,de-
quado, para o usuário. O fluxo segue com a interpretaçào da inform<1çào pelo usuário, 
que pode então tornar as atitudes convenientes) de acordo com a sua avaliaçào das in-
formações apresentadas. 
1.5.2 Caracterização de Sist<Jmas de Interface 
Sob o ponto de vista do usuário, os sistemas de interface podem ser caract.eri::mdos de 
diversas maneiras, entre as quais se destacam: il complexidade, a. inLeratividade e o estilo 
de interaçã.o. 
A cornplc:tidade de uma interface pode ser medida pela riqueza ( cara.cterísticas, vari-
edade, volume, tipo) das infonnaçôes fornecidas peJo compttt<Vlor paxa solicitar entradas 
do usuário, e pela forma com que as aç.ões desejadas sào transmitidas ao computador 
pelo usuário. O número de funções disponlveis e a sua adequaçào à tarefa a ser rea-
lizada também influenciam a complexidade da interface. Para ser útil, urn sisterna de 
interface deve prover um .:tinplo conjunto de funções. É tarefa do projetista d<: interface 
prover um grande mímero de funções (que garantam a. utilida,dc da int<-:rface) Sf'm au-
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mentar demasiadamente a, complexidade do sistmna. Interfaces baseadas em linguagens 
de comandos sào podcrosa.sl mas em gere\] complexas, enquanto os s.isternas Jc menus 
apresentam capacida-des mais limitadas, porém com mua. complexidade muito reduzida. 
Outro importa,ntt:.~ fator que caracteriza um sistema de interface é a sua ú1te-rativi~ 
dade. A interatividade d<) um sistema de interface é medida. pela. taxa de informações 
interca.mbiadas entre usuário e interface, levando-se ern conta, ainda, a. granulaJ:idade das 
informações comunicadas. Uma interface com baixa int.eratividade pode req~Ierer con-
juntos completos de comandos antes ele qualquer _proceBsamento, enqmmto tlmH com alta 
interatividade pode interpretar e processar comandos à rncdida que eles sào informados. 
Interfaces gráficas possuem, em gera.l, alta iutera.tividade, ao pas.so que int.erfa.ces textuais 
tendem a apresentar baixa int.erativida.de. 
Apesar da importfincia de aspectos como complexidade c int.eratividade, o príncipal 
fator que caracteriza um sistema ele interface é, sern dúvida, o seu estilo de interaçlio (ou 
típo de diálogo) com o usuário. A próxima seçào discute os principais tipos de düí.logo 
que se nplicam nos sistemas de interfa,ce existentes na atualidade. 
1.6 Estilos de Interação Homem-Computador 
Os tipos de diáJogo utilizados nos sistemas de interface podem ser agrupados, (ifo urn. 
rnodo geral, em quatro grupos: linguagens~ menus, telas formatadas c mecanismos de 
manipulação direta. 
Embora, existam protótipos que empreguernoutros paradigmas de interação, como, por 
exemplo, interfa.ces (hrigidas pelo olhar e sistemas de reconhw:imento de voz, i\ gnu.tde 
maioria dos sistemas de interface em uso/produção se enqu<Ldra em um dos grupos citados 
acuna. 
Cabe observar uürda que a.lguns sistemas existentes n<LO utilizam um único tipo de 
diálogo, mas sim uma cotnbinaçào de propriedades dos quatro principais estilos de in-
teração. Descrever-se-á1 a seguir, os a.spect.os rna.is imp()rtantes de cada um desses estilos 
de inte1·açào. 
1.6.1 Linguagens 
As linguagens formam o mais antig-o c mais utilizado estilo de íntçra.ção entre homem ~· 
computador. Entretanto, com o desenvolvimento de novos tipos de diálogo, a.s linguagens 
tendem a. perder esta supremacia, pelo menos em a.lguns tipos de aplicn,çào, como, por 
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exemplo, na.vegaçiio em bancos de dados. Para efeito de análise das cara.cierísticas das 
linguagens como paradigma de interação com o usuário, elas foram divididas em três 
grupos distintos, 
Linguagem de Comando 
Diversas particularidades das linguagens de comando as tornam desejáveis, nào tanto 
como instrumento único de interação, mas como componentes de modos mistos de diAlogo, 
As estratégias desenvolvidas pelos estudiosos de linguagens para dar n.omes a.dequados aos 
comandos influenciaram fortemente outros tipos de di<iJogo, como os sistemas de menus, 
por exemplo. Portanto, os principios de projeto de urna linguagem de comando podem 
ser estendidos e utilizados em qualquer estilo de interaç.ão onde nomes sejam us;:tdos para 
representa.r opções ou aç.ôes. 
As linguagens de comando parecem ser mais indica.da.s para usuários que possuem um 
bom conhecimento do sistema em que eles atmun. Neste caso, as linguagens de comando 
oferecem um modo rápido e eficiente de acesso à funcionalid.:Hle do sistema. Além disso, 
essas linguagens dão poder ao usuário: no sentido de permitir a realiza,çào de operações 
relativamente complicadas através de uma seqiiênda. de comandos relativamente pequf;ua.. 
Por essa.s razões, é provável que .as linguagens de cormmdo penmweçarn corno o tipo de 
diAlogo preferido de um grande número de usmíTios experienLe.'L 
Para usuários novatos ou casuais, no entmlto, a.s linguagens de comando sã.o difíceis 
de aprender, requerem um esforço razoávd de prAtica e rnemorizaç;i.o, c levam a aHas 
ta.xa.s de erros. Há que se levar em conta, porém, que estas desvantagem; díminu.em em 
quantidade e importância, à medido. em qtJe cresce a freqüéncia e a duração de uso do 
sísterna. 
O uso de abreviações e sinônimos contribui para o cwmeulo da. versatilidade da~ lin-
guagens de comando. As abreviações <tpresentarn ainda as vantagens de econornía no 
tempo de digitação e no espaço de tela necessário para a. entr<tda de dados. Mui tos dos 
estudos inicüús sobre interat;,:ào horncm-~-comput.-:tdor abordaram as questóes relacionadas 
à forma.çào de nomes de comandos e de ahreviaç.õcs [PH91]. 
Urn dos princípios comumente aceitos com relação ao projeto de linguagem; de co-
mando é o princípio de consistência na organizaçã.o das regras léxicas. Levando~se em 
consideraçào que para um usuáJ"io comum é difícil ter em memória todos os nomes de unl 
conjunto de comandos, fin:c evidente a írnportância do desenvolvimento de um conjunto de 
regras que pennitam ao Hsuário deduzir o nome d<~ wn coma.ndo . .Estas regr<1S devem valer 
também para as abreviaçôes. Portanto, os nomes usados em uma linguagem de comando 
deven1 ser gerados em conjunto, com base em m:n conjunto de regras con':listentes, c não 
individualmente, de maneira ad hoc. A tarefa principal de um projetista de linguagem 
de comando é produzir um conjunto de nomes cujas opertLÇÔes sejüm entendidü.s de modo 
claro e sirnples pelo usuário, e ao mesmo tempo que sejam fáceis de serem_ lembrados e/ ou 
deduzidos. 
Linguagem de Consulta 
A presente discussão considera como linguagens de consulta o subconjunto das lingua-
gens de comando formado pelas linguagens de propósito especial usadas somente para 
recuperaç.âo de in-forrnaç(>es em sistemas de b<t11cos de dados. 
A discussão em separado da.s linguagens de consulta se justifica. por três razócs. Em 
rwinwiro lugar, essas linguagens são o tipo mais freqüentemente utilizado de interface 
para SGBDs: e o objetivo desta dissertaç~lo é estudar estas interfaces. A segunda ra.zã.o 
provém do fa.to de a.s línguagens de consulta serem empregadas em um só tipo de aplica{;ão, 
permitindo um estudo mais aprofundado do am bie1Jte da tarefa, o que não (:c possível nas 
linguagens de comando genéricas. Finalrnente, a comunida.de de usuários a. que se destina 
uma. linguagem de consulta é formada tanto por us\uíxios experientes quanto por iniciantes, 
a,o passo que os usuários de linguagens de conmudo genéricas sào, na rnaioria dos casos, 
profissionais ligados à J.rea de cornputaç:ào. 
As linguagens de consulta. diferem entre SI em três <1spcdos: paradigrn.-"1 de pro-
gramação, modelo de dados e forma sintática. O aspecto JHlfadi,qma. de progranwção 
identifica se a linguagem de consuit.<l é procedural ou nào. Ern urna linguagem procedu-
ral, o usuário deve especificar o procedimento de busca. aos dadoR armaz;euados HOS BDs. 
Em oposição1 em uma linguagem de consulta não-procedural o usuário precis<t informar 
apenas as características do conjunto de dados que deve ser recuperado, deix<uJdo que o 
sistema .. encontre um algoritmo diciente para buscar os dados solicitctdos. 
O modelo de dados elo SGBD é 01.1tro <1Specto que diferencia. as linguagens ch~ consulta .. 
Como foi visto na seçào L4, diferentes modelos de dados tr<1.balham com diferentes estru-
turas de da,dos, de forma que a lingua.ge.rn de consulta deve relktir as estruturas usadas 
no modelo de dados e.rnpregado pelo SGBD. 
O terceiro fator de dHeren<:iaçâo entre as linguagens de consulta é a. Lorma, sint<í.t.ica. 
A sintaxe utili:r,ada em difnentes linguagens de consulta varia. ern terrnos de dimen/;;ào e 
de nol:açà'o. Duas dimensões são usada,s em um grande número de linguagens de consulta: 
linear e ta.bul.ar. Duas linguagens de consulta ba-Stante populan~s, SQL e QBE, repre-
sentam exemplos de util.izaçào de sint.axe linear e tabular, respectivamente. O a.:::pecto 
notat;ào da forma sintática também possui duas V<:triantes bú_sicas; a, uotaçáo posicional e 
a notação por pala.vra-cha:ve. 
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O projeto de urna linguagem de consulta deve levar em consideração a possibilidade 
de o usuário da, linguagem ser inexperiente no lJSO de computadores. Dessa forma, uma 
linguagem de consulta deve prover urna retro-alimentaçã.o de informa.çôes e urn serviço de 
aux1lio an usuário bem mais arnigável que aqueles oferecidos pel.as linguagens de conHwdo 
[PH91]. Ê importante informar ao t1suário a atividade que está sendo desenvolvida pelo 
sistema, em especial para sistemas lentos ou para consultas complexas) que podern ter 
um tempo de execução prolongado. Este tipo de inforrna.ção pode aj ndar também na 
formação, por parte do usuário, de urn modelo conceitual elo comportamento do si::;terna. 
Linguagem N aturai 
Urna. interface em linguagem naturaJ tenta .;~stabeleccr urn tipo de diátogo qtw se assernelhe 
o mais possível à maneira. habitual pdü qual os seres humanos se comunicam. T'odos os 
()utros tipos de sistemas de interface irnpôem ao usuário a aprendiz;1gem de novos conceito 
de diálogo,. o que Emita a utili2ação JesBes sistemas a usuários que tenham ternpo e 
conhecirnento disponíveis para aprender estes estilos artificiais ele comunicaçâü. Uma 
interface que ímplernentasse1 de maneira completa, umtt linguagem natural possibilitaria, 
portanto, que pessoas leigas pudessem utilizar os serviços de um sistema de computador: 
sem a necessidade de qualquer tipo de tre.ir1amento prévio. 
Os benefícios que uma interface em linguagen~ natural pode t.razer atraíram pc~quisa­
dores no mundo i.nteiro. Apesa.r disso1 nenhum sist.ema implementado até lloje const~guiu 
apresentar uma interface suficiententente poderosa para aceitar e compreender as inúmeras 
combína.çôes po&síveis de formas sintáticas e semânticas existentes em um idioma. /\. ma,i-
oría. das palavras e das frases de um<t língua, como inglês ou português, possuem díversos 
:oignificados, dependendo do contexto para a sua. correta. int.erpret<J..ç:oo. 
Devido a estas enormes díficulda.des para a. implementação de urn sisten1<t completo 
de interface em linguagem natural, os sistemas existentes atualmente limitam-"se a urn 
domínio e.specífico de tarefa. O contexto envolvendo a tarefa é ernbuticlo rw sisü:n1a, 
através de técnicas· de representação de conhecimento. 
Urna aplicação típicil em que pode ser empregado este tipo de interface é a. recuperação 
de dados em SGBDs. Neste domínio, as interfaces em linguagem natural se relacionam 
intimamente com as linguagens de consulta. Ern muitos sistern;cu:;, a. consulta efetuada 
em linguagem natural pelo usuário é transformada. parA, a sintaxe própria da linguagem 
de consulta do SGBD, para posterior processamento. Pode-se considerar, neste caso, a 
linguagenl n<ttural como urna. linguagem de consulta rna,is flexíveL No mltanto, os estudos 
que cornp<:trarn a utilização de Ling<w.gem natural com lingua,gens de comando e outros 
tipos de interface para SGBDs (por exemplo, [HH92j ), nào aponte:uu umü. tcndênci<:t dam 
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de obtenção de melhores desempenhos por parte dos usuários com o uso de linguagem 
naturaL 
1.6.2 Sistemas de Menus 
Ern termos de percentagem de utilizaçào1 os sistemas de menus perdem apenas para as 
linguagens de comando como método de intemção com o usuário. Um menu pode :;;er 
definido como um conjunto de opções apresentadas para o usu<hio, onde a, sde<,'iw de uma 
opção resulta na modificação do estado da interface. As opçôes de um menu podem ser 
representadas por m.ímeros 1 palavras e ícones, entre outras fOrmas. 
A interação entre o usuário e nm sistema de menu inicia-se com a inten<;ào de rerdí:tar 
uma aç.ão. Uma vez decidida tt a.{,:áo a ser tomada, o usuário irá observar um<t. opçào do 
menu: reconhecendo a função que da representa, c compará-la com a sua intenção ÍlliciaL 
O usuário então decide se a funçã.o apresentada no menu corresponde à açáo desejada, 
e neste caso, sel.ecíona a opção; caso contrá.rio ele passa. a considerax a próxima opção 
do menu, repetindo o processo anterior. O tempo gasto para cada opção envolve, desta 
forma., os tempos necessários para. codificaçào, comparação e decisào. 
Existem duas ca.racterísti.ca.s no processo de pesquisa de um menu que influenciam o 
desempenho do usuário. A primeira. é o processo de busca, visual, forternente ínfiucnciada 
pela classificaç.ào adotada para a.s opções do menu. A segunda. característica é o tipo 
de comparação realizada entre a opção codiHca,da e a. intençào do usuArio. Existem, 
basicamente, três tipos de comparação. Prirneiro, o usuário pode estar buscando urn alvo 
específico (uma dada -palavra, ou um determinado ícone, por CXi~tnplo) entre a,:,; opções 
do menu. O segundo tipo de comparação ocorre quando o usuário busca enquadrar 
a sua intenção ern uma cla.sse de opções. Este tipo de busca, ocorre, notadamente, nas 
hierarquias mais altas do sistema de rnenu. A terceira maneira pela qua.l o usuá.rio compara 
opções e intenções é através de ca.same11to ou equivalência. de funções. Neste caso. o usmí.rio 
sabe a. funçào que deseja executar, mas nào sabe como esta hmçào é chamada no s.isterna. 
Ao contrário do tipo de compa.raçào a,nterior, este tipo se a.plica, ao>' nÍveis mais haixo01 da 
hieraxquia de menus. 
Embora alguns estudos sobre desempenho de usuários de menus tenham <tprescntado 
resultados contraditórios, algumas vantagens e desvantagens parecem ser inerentns aos 
sistemas de menus. Como vantagens pode-se destacar a apresentação de todas aJ:> opções 
possíveis) livrando o usuário da tarefa de memorizaçào de comandos. Para. usuários iJJex~ 
perientes, os sistemas de menu servern como g1.1i<1s, sugerindo caminhos possíveis e redu-
zindo a possibilidade de erros, As desvantagem' dos sist.ema.s de menu são maiores para 
usmÍJ·ios experientes. A navegação pül' um longo caminho de rm:nus é cansativa. e con-
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some um espaço de tela muito rnaior que o espaço requerido para a. entrada. de nomes de 
comandos, por exemplo. O uso de menus, portanto) parece ser indicado para si8 temas que 
oferecem relativamente j)OUcas funr.··óes, e l'jllElJll'C'.Cc··.··a.cn c>f'e.!·ccc•c· )'a'c·1'l 'll'E''O Jl'lC' ll'ua'c·'os ~ " •. < .• "''' < ü •. , 1 • 
novatos. 
1.6.3 Telas Formatadas 
Est,e tipo de diálogo refere-se ao tipo de interação onde o usuário se restringe a completa.r 
os campos livres de tela::; pré-formatadas) num processo análogo ao de preenchJment.o de 
formulários de papel. O empreg·o de telas fonnntadas se dá tipicamente em aplicações 
de entrada, de dados: e ern aplicações de manipulação de informações comerciai;. f~ urn 
tipo d(: diálogo pouco indicado para outros tipos de a.plica.ç.iio, devido à ~ma natureza 
extremamente limitada. 
Mesmo eu1 aplicaçôes de entrada de dados, já exist.em interfaces n:1ais eficientes, como 
por exemplo as leitoras de códigos de b<ura. Entretanto, o uso de telas fonnatadas ainda é 
intenso, devido à.s vaJltagens apresentadas, uotadame,nte no que se refere a usuários nova-
tos ou casuais. ·Entre estas vantagens se dest.acarn a simplicidade de entrada de dados, o 
reduzido conhecimento necessário para. realizar o diálogo, e a facilidade de reconhecimento 
do contexto do sistema. 
1.6.4 Manipulação Direta 
O desenvolvimento das capacidades gráficas dos computadores, assocíado à evolução dos 
dispositivos de entrada, notadamente dos ,;mo·uses", possibilitou o snrgi.rnent.o de um novo 
estilo de interação, que represerJtou um cons.ided.vd a.vanç.o em relação às técnicas tradi-
cionais de diálogo. Trata-se do paradigma de ma.11ipulaçã.o diret<-t de objetosl introduzido 
por íShn83]. 
/\ m.anipulaçâo din:~ta é um estilo de lntentçào que se baseia na.. movimentação de 
objetos gráficos. Esta Tnovimetd,açâ.o <~ rea.iiz<tda.. pelo ustdtrio, de acordo com seus conhe-
cimentos de espa.ço 1 geometria, tnoviment.o, e de significado de objetos familiares. Objetos 
gráficos são representados por ícones, que servem a. dois propósitos: ecorwrnia. de espaço 
em tela e auxílio à. memória. do usuário. 
O mecanismo de interação pode ser assirn sintetizado: o usuário analisa o esh1do 
corrente dos objetos representados graficamente, formulando uma ação. E,st;:t ação é 
interpretada pelo sistema. de interfa.ce, e se ela.leva..r a um est~1.do consistente, é executada. 
Caso contrário, os objetos são a.presentados no seu estndo original, e o us1Ürio é <-wisa.do 
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sobre o problema ocorrido. 
Muitos sistemaB existentes utiliza,m o rnecanisJ.JJO de interação descrito acima, estender1do-
o, porém, com facilidades de "ma-nípulação indireta". Ern gera11 estas facilidcHles siio pro-
vidas sob a forma de ações (em oposição a objetos) selecionadas a, partir de pOJH.tp rw:.rw.s 
ou de botões de comando. 
As principais caracterist.icas do para.digma de manipulação direta sà.o: 
• A representa.çâo contínua de objetos de interesse; 
• A substituição da sintaxe complexa. daf:: linguagens por <-1ÇÕes físicas (corno selcçào 
e ''arrastamento") que afetam os objetos represcntado.s; 
• A utilização de operações rápidas, incrementais e rew;rsíveis, cujo impacto nos ob-
jetos é imediatamente visível para o usuário. 
• A abordagem gradual para aprendiza.gern, permitindo o uso do sistema corn um 
mínirno de conhecirnentos, c a exp<msào da. capa.citaç.ão do usuário através do própri{) 
uso do sistema. 
O paradigma de rnanipula.çào direta. representit uma, evohwào dos estilos (k iuleraçào 
anteriores, tomando destes as principaís V<'tntagens, c procurando eliminar os pont.os ne-
gativos. Como as linguagens de corn<ti'Jdo, a. manipula.çào direta permite a. realí;mçào 
de operações complexas com um redu:.:;ido conjunto de comandm; (ações). No enta.nto o 
usuá.rio não precisa memorizar uma sintaxe complexa., mas sim uma metáfora. bastanti~ 
utilizada pelos seres humanos, que é a movirnentaçào de objetos. Dos sistemas de menus, 
o paradígma de manipulação direta. utiliza o conceito de apresentaçào de opçóe::; na. tela. 
As opçôes, neste caso, são representadas pelos objetos grá.t"icos. A va.nta.gem é que o fluxo 
de controle não se limita a. uma LÍnica açáo por vez; o usuário pode rcaJizar opcra~·ões 
complexas (~HJ paralelo. 
A principal dificuldade para o projeto de um sistema de manipula.çào diret;:1 é a ob-
tenção de urn modelo gráfico qu{' represente a realidade da. tarefa de rmmelra adequada. 
Ainda que se consiga um modelo a.propriado da realida,(le, existe o problema de aprendi-
zagem dos componentes do modelo por parte do nsuá.rio. l.Jm ícone, embora significativo 
par-a o projetista, pode ser tãü difícil de assim.ilar quanto uma HOV<-1 palavm. l-lá aindtt 
o risco de o usuário ent.euder a. representaçào analógica do modelo, mas tirar conclusões 
errôneas sobre as opera.~~õcs possíveis. 
Apes<-'1-.r destas dliiculdades 1 os hencfícíos conse-guidos com o uso elos princípios de ma-
nipulação direta sào muit.os. Entre dei! pode-se destanu: a. facilidade de apeendizagem 
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atra,vés de uma simples demonstração de uso do sistema; <:t facilidade de retençào de con-
ceitos operacionais; a verificação imediata dos efeitos da.s ações; a diminuição da ansiedade 
e o aumento da confiança do usuário no sistema) já que o usuário inicia as ações) sente 
tl ' I ' 'd't que as cem TO a, e preve as respos .as posst vets o s1s ema. 
O sístema de interface apresentado nesta dissertação se aplica., como já foi dito, a 
SGBDs orientados a objetos, e utiliza como principal rneio de internçào com o usuárío o 
paradigma de J.nanipula.ção direta. 
Capítulo 2 
Sistemas de Bancos de Dados 
Orientados a Objetos 
2.1 Introdução 
08 sistemas de bancos de dados rela.cion;-tls se tornanun urn dos métodos rmhis utilizados 
para armazenamento e manipula.çào de informações) principalmente em aplica<;üe.s comer~ 
ciaís. O modelo relaciona! superou sens modelos predecessores por ser mais Hex:ível c tmlÍs 
fácil de usar. A flexibilidade do modelo relacion.al est.á ligada ao fato de que relaciona-
mentos entre registrof:> não precisam ser definidos a priori, já que o operador junçào (J'oin) 
permite o relacionamento dinàmico entre registros: com base nos valores ele seus atributos. 
A fa,ci1idade de uso é garantida pelo emprego de uma única. estrutura para representa.çào 
de informações (tabela ou relaçào), e pela disponibilidade dt: linguagens não-procedurais 
que operam sobre este tipo de estrntura. [SZ87]. 
No entanto, o tn()delo de dados relaciona.l, assim corno os demais modelos tradicio-
nais, apresenta sérias limitações corn relação às ne(~essü:ladcs de um grande conjunto de 
aplicações que vêm surgindo continuamente. Estas novas <:tplkaçóes incluem projetos de 
engenharia (CAD/CAM), bancos de dados gráficos, de ima.g(:ns, cartográficos e geológicos, 
e representação de conhecimentos relacionados a todos os tipos de atividades hurnmHts 
(medicina., música, astronomia~ etc). 
Para. atender aos requisitos destas novas aplicaçôes, é necessário uu1 modelo de dados 
muito mais expressivo e flexível que o .modelo rclacionaJ, c ó essa. i1 proposta do modelo 
de da.dos orientado a objetos. Estendendo os modelos SClllt1ut,icos, o rnodelo 00 prové 
conceitos de modelagem tanto da- estrutura. q<Ja.nLo do COlllportarncnLo das inforrmli{Ôe8 
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armazenadas. Dessa forma, ele _permite a cria<,~ào f: a representação de esi.rnturcts de dados 
complexas, de maneira uniforme~ coerente. 
O suporte a estas estruturas complexas exige avanços não apenas do modelo de dados, 
tnas também do seu sistema de gerenciamento. Por isso, os sistemas de bancos de dados 
que tentan:un oferecer as capacidades do modelo 00 através de mecanismor; de geren-
ciamento de dados do modelo relaciona! não obtiveram sucesso. A princi.pa.J razão do 
insucesso dos sistemas de bancos de dados construídos como camadas adicionais apllca-
d<:~s a SGBDs relacionais foi o fraco desempenho apresentado por estes sistemas híbridos 
[BM91]. 
Sob o ponto de vista do modelo de dados, urn SCBDOO deve suporL1-1· não só a. 
definição estrutural de objetos complexos e de relacionamentos entre objetos, mas Uunbérn 
a. modelagem do comporta.rncnto dos objetos. Com rela(;âo ao gerenc.iame_nto de objetos, 
os sistemas 00 devem .levar em considera.çã.o problemas corno controle de concorréncia 
(sobre objetos e seus con1ponentes) [CRR91}, evolução de esquema:o (incluindo herauça) 
[Zic91, BCG+S?] e controle de versões [Kat90, LF<'9l], entre outros. 
Este capítulo aborda os aspect-os relacionados ao modelo de dados 00, dcuJdo poue<.t 
&nfa .. 'le aos detalhes de implenwntação. Para. o leitor interessado no estudo de problemas 
existentes para a implernentaçào dos conceitos re1<Lcionados ao gereuciament.o de objetos, 
os trabalhos referenciados no parágrafo anterior servem corno ponto de partid<t. 
Na próxima seção t;ào discutidas as características fundamentais do modelo de dados 
orientado a objetos. A seçào 2.3 apre~cnta urn conjunto de funções que devem estar 
presentes pa,ra que um SGBDOO seja considerado funcionalmente completo. Na seção 2A 
sào analisados os modelos de d;v]os de alguns SGBDOOs existentes, e a seçào 2.5 encerra 
este capitulo com urna anAlise crítica do modelo de dados orientado <1 objetos. 
2.2 Características do Modelo 00 
Apesar do grande número de SGBDOOs j!l irnplcmentados, nao existe na comunidade 
científica de pesquis<viores sobre bancos de dados uma definição formal una.nirnernentc 
<Keita para o modelo de dados orientado a objetos. Recentemente, diversos ln'tbalhos 
propuseram características búsica.s que devem estar presente(') para. que urn sistema seja 
considerado '~orientado a objetos". Dentre estes trabalhos pode-se destaca.r as propostas 
contidas em [ABD+S9J, [Com90], [Cat91J, [Jac91] e em [BM91]. São descritas, i't seguir, 
as caractedsticas que representam um consenso entre as diversas propostas, c que sao 
fundamentais para um sisLerna de bancos de dados orient<-Hlo a objetos: 
_2_2 ___________ C_'a-'· Pc_'_.t:_u::.lo'-'2_:_:S:.:'i_._.st:.:e:.:,n:.:.ws de Bancos de Uados Oáent~:(_~?-'_'_'_Ohjct.os 
l. Possuir as características básicas de um SGBD complcl<~:_ 
Para ser um SGBD completo, é _necessário que o sistema :mporte os conceitos de pe1'-
sistência, ge-renciamento de memória 8ccundá1'Út, recuperaçâo de falhas, facilúlade 
d ll "dl)' A• • e cons1L a a wc ~,e concorrencw. 
A persistência é a ha.bilidade de os da.dos serem ma11tidos após a execução de um 
processo, para poderem ser utilizttdos por processos subseqüentes. O usuário nâo 
deve ser obrigado a mover ou copiar um dado explicitamente pa.ra torná-lo pcrsís-
tente. De maneir<:-t semelhante, o usuário não deve se preocupar com os mcçanismos 
utilizados pelo sistema para o controle da memória secundária. Além disso, no 
caso de falhas, o sistema de BD dt~ve ser capaz de recuperar-se, retornando: após a 
correção da falha, a um estado cont>istente. 
Alguns autores consideram essencial a presença de uma liiJguagem de consulta. nào-
procedural [Com90]. Pa.ra. outros, a facilidade de consult<l ad hoc não precisa ser 
ofere<:ida através de uma linguagem de con.sult.al mas por qualquer rnecaHismo que 
apresente urna funcionalidade equiva.lente [ABD+89]. ()sistema deve, ainda, supor-
tar o conceito padrão de atomicido.de de tr.a.Ttsa.çào e de acesso compart.ilha.do. Pode 
ser utilizado o conceito de serializaçiio, embora alternativas menos dgida,s possam 
ser oferecidas. 
2. Suportar objetos cvm.pleJ:os c identidade de objtloB. 
Cada entida,de do rnundo real é modela .. da por um objf•.to. O sistema. mantém um 
identificador único1 para cada objeto, conhecido como oid 2 • Um old é imutável c 
independe dos valores dos atributos do objeto que ele rep.reS()Uta. O conceito de 
oid estabelece duas noções de equiva.lêncía entre objetos: dois objetos podem ser 
idênticos, se possuem o mesmo idenüficaclor, ou podem ser iguais, se possuern o 
mesmo valor. Através dos oids é possível o cornpa.rt.ilhamento de subobjetos c a. 
construção de redes genéricas de objetos. 
Objetos complexos sào compostos por outros objetos, sendo que a regra de com-
posição permite qualquer com h inação de urn conjunto pré-determinado de opera-
dores (tuplas, listas, vetores, conjuntos, entt'e outros). O estado de urn objeto 
complexo é compotitO por mlores atôrniw.s (por exemplo 1 inteiros c~ caracteres) e 
por estados de outros objetos. Asfliln, um objeto complexo pode fazer referéncia a 
um número arbitrário de objetos, inclusive de forma. recursiva.. No ent<Jnto, as re~ 
ferêucias não possuern, por definiçào do modelo, qualquer semántica especiaL Sern 
e.mbargo, relacionamentos (corno a.grcga.çã.o ou associa.çào) podem ser inferidos a. 
partir das referências exístentcs entre objetos complexos e sens s1.1bobjetos. 
1 A proposta apresentada em [Com90] traz nma definição diferent-e, onde o identificador de objeto só 
é gerado pelo sistema na ausência de urna chave prímária pata o objeto. 
2 0id é uma abreviatura do termo inglós objecl úlcniificr· (identificador de objeto). 
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::3. Prover encapsulainento. 
{Jm objeto possui dois cornponentes: interface e implementação. A interface é 
pública e contém a especificação do conjunto de opera.çôes que podem ser executa-
das sobre o objeto. A implementação de um objeto é priFada, e possui dados que 
representam o objeto1 além de procedimentos (métodos) que descrevem a irnpl.e-
mentação de cada operação da interface do objeto. Assim, o objeto enc.::.psula ü:mto 
os dados quanto os programas que manipulam estes dados. 
O estado de um objeto é representado pelos valores de seus atributo-s. A única 
1ncweira de se consultar oLt modificar este estado é pelo envío de mensagens ao 
objeto, indicando o método que se deseja. aplicar. A proposta de [Corn90] introduz 
um encapsulamento menos rígido, onde a. linguagem ele commlta do BD poch-~ fa:.-::er 
acesso direto aos atributos de urn objeto. 
A implementação de um objeto pode ser modificada sem afetar <J sua interface. 
Desse modo, o encapsulamento provê independência lógica dos dados, à medida que 
permite modificaçào de operações sem mod1tlcar qualquer programa. que utiliza tais 
operaç_oes. 
4. Suporta,r o conceito de cf:as_c,;c1 e perrnítlr herança e _hier~trquia de da~:=:~ 
A cla..'ise é um mecanismo de abstração que representa a definiçào de llHI conjunto 
de objetos. Objetos que· compartilham a mesma, estrutura (tipo) e comportamento 
(métodos) sâv agrupados em classes. U rnn classe descrevE'., desse n10do, os atributos 
e métodos definidos para os objetos que pertencem a ela.. Cada objeto pertence a 
c1lguma. classe, isto é, todo objeto ó instância. de urna cla.sse3. Port;:wto, as instâncias 
de uma classe possuem a mesma. estrutura. e comportamento . 
Uma classe pode ser definida. como ttma especializaçã.o de uma ou mais classes, 
esta.belecendo uma hiera.rquia de classes. A classe defi.nida. como especí.:tlização de 
outra é chamada subcla.sse desta., e herd<t atributos e métodos de sua superdasse 
(ou seja, da classe que ela especictliza.). O modelo 00 suporta o conceito de herança 
múhipla., isto é, uma classe pode ser herdeira. de diversas superdasses4 . Urn objeto 
é instância de sua cla.sse1 e é considerado membro de todas as suas superclcu;se::L Om 
membro de urna. classe, desse modo, pode possuir cmtra.s propriedades (atrihutm:: e 
métodos) além daquelas deflnida.s pela. classe. 
Corno conceito de hera.n~?L, é possível modificar as definições de tipos c de comporta,-
rnentos ele maneira increment<tl) adicionando ou c1..lterando definições que rnodihca.m 
a classe original. A herança. e <l instanciação sà.o comiderados os mecanismos de 
reutilização mais importantes do modelo 00. 
3 Há modelos que permitem que um objeto pertença. a mais de unm da!lS<.: [BMOl]. 
4 De acordo com a proposta de [ABD+Sü], apenas a het·ança. simples é essencial. A herança. múltipla 
seria uma ca.racterfstica opcional do modelo 00. 
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,5. Permitir sob'f'eposiçrio e acoplantento tardio. 
O uso do mesmo nome de operaçã.o para denotar diferentes operações é denominado 
sobreposição de operações. O significado da operaçâo só é determinado quando 
ela é aplicada sobre mn determinado objeto. Em sistemas 00, a sobrcposiçào de 
operações ocorre quando métodos de difere-ntes tipos de objetos possuem o mesmo 
nome. Um exemplo de sobreposiç.âo seria a definição de um método ua. classe e na 
subclasse que a especializa. 
Para que a sobreposição seja posslvel, é necessário que a ligaçào do nome da operação 
com seu respectivo código seja feita em tempo d{~ execuçiio, ou sejaj o sistema deve 
permitir o acoplamento tardio (late bind1>ng). Dessa forma, uma mensagem deve 
primeiramente determinar o tipo do objeto ao qual ela foi aplicada, para em seguida. 
fazer a chamada do método apropriado. 
6. Prover e:;;tensibilidade c ser cmnpntadonalmente co·mplcto. 
Akrn de oferecer tipos pré-defi11idos corno inteiro, caractere e real, um SG:13D deve 
poder ser estendido pela. definíçào de novos tipos, <1 partir daqueles já existentes. 
O sistema não deve fazer distinção ua utillza<,·.ào de tipos pré-definidos e de tipos 
definidos pelo usuário. PrograTnadores dcve.m poder utilizax os novos tipos para 
escrever suas a.plic<:1çÕes. 
O SGBDOO deve prover, ainda, urna hngua.gem de programa.çào que tenha capa-
cidade de expressar qualquer tipo de funçiw ou cálculo, ou seja, um;-"1 linguagem 
computacionalmente completa .. Tal característica pode ser obtida pelo acoplamento 
de urna linguagem de prograrnação já existente ao BD. 
As Reis características definidas ctcimtt formam um mlclco comum <1 maioria das im-
plementações de SGBDOOs. É importante observar que essas ca.r<:lcterísticas nào Jirnitar.n 
o modelo e, ern geraJ, os SGBDOOS a.presentarn muitas propriedades adícíonais, como 
por exemplo: a capacidade de modclctgem de versões; um conjunto rnais rico dt' constru-
tores de tipo, contendo, além de conjuntos, list<:IS e tnplas, outros construtores (vetores, 
por exemplo); e facilidades para definição de visões, com capacidade de atualizaçáo de 
dados, Entretanto, ao contrário d;-cs cara.cterística.s essencütis introduzidas, essas proprie-
da,des adicionais não sào cornuns a todas as propostas, e represeutarn) em rnuitos ca:->os, 
propriedades espedficaH de um único SC:BDOO. 
2.3 Categorias de Funções em SGBDOOs 
Devido à diversidade de suas origens c ao fato de terem sido desenvolvidos para resolver 
problemas específicos, os SGBDOOs existentes uào provêern um conjunto homogéneo de 
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funções. Se por um lado djversos trabaJhos discutem as can-tdcrísticas funda,rnentais do 
modelo 00, por outro lado são poucos os autores que- abordam a questào da fuucionaJidade 
dos sistemas de ba11cos de dados orientados a objetos. Esta seção introduz a::s categorias 
de funções identificadas por Mishra e Elch [lviE92], c que constituem uma. propost.:t inicial 
para o estabelecimento do conceito de com.pleteza funcionai em SGBDOOs. 
A completeza funcional em SGBDOOs pode ser abordada pelo estudo dos sistemas 
existentes1 visando a definiçào de urn conjunto contendo as funções disponíveis nestes 
sistemas. Estas funções são di vldidas em categorias, onde a.s funções de cada. categoria 
realizam operações relacionadas a uma área específ-ica de atividades elo SBD. De cada 
categoria são removidas as funções que podem ser geradas pela, aplicação das funções 
remanescentes, resultando em urn conjunto de funções essenciais para a categoria. O cem-
junto de categorias de funções <:tssim obtído representa o conceito de completeza funcíonal 
para SGBDOOs. :É~ importante observar que, devido à própria natureza evolntiv<t do mo-
delo 00, esta definiçà.o de completeza deve ser extensivel, ck forma. que novas funçôes e 
categorias possarn ser axlicioru1cÜ'ts, à rnedicLa que surjam SGBDOOs mais poderosos. 
Pela definição apresentad.ct acima, um SGBDOO é comüderado funciona.lmente com·· 
pleto se ele provê todas as categorias de funçôes~ e se Gtda. categoria. de funçào !\ em si, 
completa. Portanto, a. verificação cb completeza, funcional é efetuada em dois níveis: a 
completeza de categorias e a compleleza de funções em cada categoria. O conjunto de 
categorias) corno foi observado, pode ser determinado pelü união de todas as categorias 
de funções oferecidas pelos SGBDOCh existentes. As funções em cada ca.tegoría ckven1 
ser escolhidas de modo que elas possam ser usa,das para gerar toda e qualquer operação 
exigida, por um SGBDOO 11a respectiva categoria, de funç,ào. 
Segundo ?v1ishra e Eich [ME92}, para. ter cornpleteza de caU.'goria.s um SGBDOO deve 
suportar as seguintes categorias de funções: 
• Evolução de esquei:na.; 
• Gerência de versões; 
• Gerência de visôes; 
• Reorganização de dados; 
o Linguagens de programação do BD; 
• Processamento de transações; c 
o Gen~ncia do subsisterna de armazenamento. 
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A completeza de funções ~~m cada categoria é uma á.rea de pesquisa ainda em aberto, 
embora já existam trabalhos que propõem conjuntos mínimos de fun~;ões em algumas 
da.s categoria citadas acima. Por exemplo, o trctbalho ele [BCG+87] apresenta ns funções 
essenciais para que um sistema 00 seja funcionalmente completo na ca.tegoria Evol-ução 
de esquema. Uma vez determinadas as funções básica-'! de cada categoria, o conceito 
de completeza funcional apresentado pode ser bastante útil, não apenas na avaJiaçã.o de 
um determinado sistema, mas principalmente para o estudo comparativo entre diversos 
SGBDOOs. 
2.4 SGBDs que Implementam o Modelo 00 
Nesta seção sâo descritos, de m<~.uCÍrH. sucinta, os modelos de dados de alguns SGBDOOs 
existentes, a fim de possibilitar o estudo da. aplicaçào das características fundamentais 
do modelo 00 nestes sistemas. Ernbora muitos pesquis<:tdores considerem os SGBDs 
relacionais estendidos como exemplos de implementações do modelo 00, a discussão a 
seguir ahrange apenas os sistemas 00 ''pur·os·'!. Os trabalhos publicados sobre os sistemas 
POSTGRES ([SRH90, SK91]} e STARBURST ([LLPS91]) representam uma. boa fonte de 
informação sobre sistemas que implementam extensões do modelo relaciom·d. 
2.4.1 GEMSTONE 
O sistema GEMSTONE [CM84] foi projetado com os seguintes objetivos: prover suporte 
a níveis arbitrários de estrutura.~;:ão de dados; permitir a deflni.çào de opera<;ôes sobre 
tipos; separar os conceitos de definição e instancia.çào de tipos; evitar a imposição de 
limitações sobre o tamanho dos esquemas e dos it:ens de dados; permitir ·va.ríaçóes em 
objetos estruturados; permitir itens de dados ar'bitrários corno va.lores de atributos; su-
portar modificações nos esquemas sem reestruturação dos BDs; prover maior Citp;Mjdade 
de modelagem, através da. estruturaç.ào de dados flexível e da ha,bilidade de modelar tno-
di-ficações ocorridas no mundo real; capturar a história dos estados do BD como parte 
do model.o de dados, suportaJHlo consuttas a estados passados; e fínalrnente, possuir uma 
tínica linguagem para manipulação de da.dos, cálculos genéricos c corna,ndos do CJistema. 
Para atingír estes objetivos, a aborda.gem adotada foi a i.tplíca.ção de um modelo de da-
dos Hexível a uma linguagem de progra,rnação de propósito geml já existente. A tentativa 
inicial foi com a linguagem PascaJ, mas verlficou~se posteriormente que urna linguagem 
orientada a objetos seria. mais adequada. A lingnagen1 escolhida foi SmaJltaJk, porqLte os 
conceitos básicos desta. linguagem sào cornpat.íveis com os do rnodelo de d.a.dos desejado 
para o SGBD. SnudltaJk se baseia nos conceitos de objeto, mensagem e classe. Um objeto 
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é essenclaJmentc uma área privada de memória com urna. intCTface pública. A rnemona 
privada é estruturada como urna lista. de va.riá.veis de instância. Um objeto ac.eita men-
sagens que solicitam acesso a paxtes de sua. memória privada. Urna. classe é um grupo 
de objetos estruturalmente similares, e que respondem ao Inesmo conjunto de mensagens. 
A definição da dal:lse contém os mótodos que seus objetos utilizarn paro. responder às 
mensagens. As classes sâo organizadas em uma hierarquia, de modo que duas ou rnats 
classes podem compartilhar estruturas e métodos comuns em uma superclasse. 
O modelo de dãdos de GE1v1STON8 eAtende os conceitos de Srnal.ltalk, e se baseia 
em conjuntos rotulados de valores heterogêneos. Ca.da elemento de um conjunto possui 
um norne único no conjunto c urn valor, que pode ser um conjunto ou um tipo simpies 
(números ou cm-;tcteres). Um conjunto de V;-1.lores ou um V<dor estrutl.Iritdo pode aparecer 
em qualquer lugar onde ocorre um valor simples. lJm único valor pode ter estrutura 
interna arbitrariamente detalhn.da, pois o a.ninharnento de conjuntos é ili1nitado. Sào 
permitidos ainda. elementos opcionais em eonjuntos, e o valor RSS()ciado a urn norne de 
elemento _nào é restrito a um único t.ipo de domínio. O ~lBpecto ternporal é representado 
pela. substituição do va.lor de um elemento por um conjurJto de valores. O nome do 
elemento é associado a cada valor através de um tempo de tra-nBação, ou sej;t, a lig<lçào 
e.ntre o nome do element.o e seu valor <l$SOciado é indexado pelo tempo. 
A hierarquia de classes de Smalltalk foi modificada. em GEMSTONE pela remoçao 
das classes paJ·a acesso a a-rquivos, connmicaçào e rnanipula.ç;io de tela., e pela indu:>âo 
de c.lasses _para controle de tr<tnsaçôes, a.utorizaçií.o, repllcaçiio e controle de índices. A 
definição das classes, a hierarquia de cJa.ss~~s <;o código que define o comportamento de ca.da 
classe são armazenados no próprio BD, e estas informações podem ser rn.anipnla.das em 
tempo de execução (dicionário de dados ativo). O mecanismo de versào de GEMSTONE 
suporta as políticas de versões linecu·es, paralelas e ainda hierarquias de versões [BOS9l}. 
Apesar de ter sido desenvolvido a partir da hnguügem Sma.llta.lk, o sistema. GEfvlS-
TONE provê interfaces _para múltiplas linguagens e ferra.menta.s. As lingw-1ge1Js aceitctS 
por GENlSTONE são C, C++, e o próprio Sm_allta.lk. Além di~;;so, GEMSTONE su-
porta. consulta a. SC.iBDs relaciona.is, através da linguagem SQL. Nest.e caso, o sist.erna. 
transforma o resultado da consulta (urna. rela.çào) em objetos do BD. 
2.4.2 OBJECTSTORE 
OBJEGTSTORE [LLOW91] é um SGBDOO que também se baseia. em uma forte in-
tegraçã-o entre uma. linguagem de programação orientada a objetos (C++) cor:n as ca-
racterísticas dos SGBDs tra.dicíonais. O objetivo do sist,ema é prover uma interface de 
programação única, tanto para dados persistentes quanto para dados transientes (ou tem-
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porários). Corno a linguagern C é um subconjunto de C++, OBJECTSTOI-U~ suporta 
acesso através de ambas as linguagens C e C++. A idéia fundamental de OBJECTS-
TORE é que n persistência nâo faz parte da deG.nição do t-ipo de um objeto. Objetos 
de qualquer tipo podern ser alocados em memória temporária ou no BD, e não há. uma 
classe persistente especial. Diferentes objetos do mesmo tipo podem ser persistentes ou 
transientes no mesmo programa. Informações sobre o esquema são armazenadas em um 
BD separado (BD para meta-da.dos). 
As vantagens da utilização de C++ para ü desenvo.lvimento de um SGBDOO sa,o: 
a facilidade de aprendizagem da linguagem do BD, que é UlTl 8uperconjm1to de C++; a 
eliminação do trabalho de traduçào entre a. representaçãD dos dados no disco e na, memória. 
principal; o poder de expressão de C++, e a. ca.pacidade de reutí1izaçào de códígo; e a 
possibilidade de conversão de aplicações já existentes para o sistema de bancos de dados, 
entre outras. Além das capacidades inerentes à linguagem C++, OBJ E::CTSTOllE possui 
facilidades para cleí-iniç.âo de coleçôes (conjuntos, listas, etc), suporta trabalho cooperativo 
(também conhecido como "gtmtpwar·c") baseado num mecanismo de controle (k versôes, 
consegue expressar relacionamentos bidireciorw,is de rnaneira direta., e possui capaci(bde 
de otimümção de consultas. 
As coleções de OBJECTSTORE sào irnpler.nenta.das através de urna. biblioteca de 
classes, provendo urna grande vaxieda.de de comportamentos, que incluem controle de 
ordenação (listas) e de duplica.çào (bags e .':'ets). ·Estruturas mais eficientes e complexas, 
como b-fTees 0.~ tabelas hash tarnbérn estào dispmlÍveis na.s classes de coleções. Ma.is 
ainda,, o usuário pode descrever o uso da estrutura, através de ei:ltima.tivas de freqüénclas 
de inser;,;âo, iteraç.ão e remoç.ào, deixando a cargo do sistermt a escolha da. representação 
rna.ís adequada. O usuário pode ainda associar uma política à coleçào, definindo corno a 
repres<:ntaçâo deve mudaJ· em n~sposta a a.li.erações na cardinalidade eLa coleção. Percebe-
se, portanto, que uma grande preocupação com o desempculw orientou o projeto de 
OBJECTSTORK As facilidades oferecidas pelo SGBD reduzem a tarefa do projetista de 
aplicações, que passa a descrever padrões de acesso: ao invés de codificar estruturas para 
todas as suas classes de objetos. 
Relacionamentos bídireclonais são representados em OBJECTSTORE como lnn par de 
ponteiros inversos, de forma que, se urn objeto ar>onta ptl.rú O litro, o sügundo objeto possui 
um ponteiro inverso que a.ponta pa.m o primeiro. O sistema mantém a integridade destes 
ponteiros, e sào suportados relaciona.rn<:~ntos 11m--para-urn, urn-p<u:a-muitos e nluitos-pa.ra.-
rnuitos. Sintaticamente, relacionamentos são corno <üributos membros em C++·, mas a 
atualizaçãD do valor de um relacionamento caus<t a atualização do relacionamento inverso, 
de modo que a.rnbos estejam sernpre consistentes. 
Em OBJECTSTOILE, uma consulta. é sirnplesmentc uma expressão que opera sobre 
uma ou mais coleções, e produz uma coleçào ou uma referência. a um objeto como re-
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sultado. Predicados de seleçã.o que apa.recem Ili'l$ expressões de consulta também saD 
expn~ssões C++ ou expressões de consulta. Qualquer coleção _pode ser consul.tad;:t, e 
expressões de consulta podem ser auinba,das para formar consultas contpkxa.s. 
OBJECTSTORE suporta trabalho cooperativo através da abordagem de transações 
longas. 'Um usuário copia os dados de seu interesse paTa um espaço privado, crii:mdo 
uma versão; após realizar as modificações desejadas, o usuário pode retornar os dados 
para a á.rea comum de desenvolvimento, torna.ndo as modificações visíveis pant os demais 
membros do grupo de trabalho. Enquanto isso, outros usuários podem usar g.s versões 
anteriores, sem preocupações com controle de concorrência,, <l nào ser dLtranle a-R sessões 
de ediçâo na área comum. 
2.4.3 ODE 
O sistz~rna ODE [AG89] é outro SCBDOO cujo projeto foi fortemente influenciado pela. lin-
guagem C++. A .linguagem de prograrnaç.ào do BD~. O++j se baseia em C++, suportando 
encapsulamento c l1erança múltipla. 0++ estende as chtsses C++, pela incorporaçào de 
facilidades _para criação e manipula.çào de objetos pers.istentes e de versões desses objetos, 
e para associação de regras e gatilhos aos objetos. Além disso: 0++ posstli operadores 
para manipulação de conjuntos de objetos, que funcionam de modo sim-itar às linguagens 
declarativas ba,seadas HO cálculo relaciona!. O espaço de nwmória é dividido em duas 
partes: uma parte contém os objetos voláteis, e a outra <'IXnlil.Zerlil os objetos persistentes. 
Um oid é representado por um ponteiro pn,ra urn objeto persistente. 
A definição de objetos segue a sintaxe de C++, c consiste da especificação (tipo), 
que representa a interface da cl<tsse. Na ddinição da classe se encontram oc; corpos das 
funções (métodos) declaradas na sua especificação. T.Jma- classe pode conter cornponentes 
públicos e priwtdos. Os componentes privados representam det.a.lhes internos das cla.c;scs, 
e não podem ser vistos por seus usuários. Os componentes públicos pod•~m ser itens de 
dados, construtores, destrutores, funçôes membro e funções "amigas'1 • Estes componentes 
forn1am a interface do usuário com a clac>sc, pois sã.o os elen.Jeutos que o usuário da classe 
pode referenciar. 
Objetos similares podem ser modelados pela. cspecificaçào da. parte commn ern urna. 
superclasse, e peJa derivação de subda.sflcs que especializam a S11percla.sse. A herança 
rnúltipla permite que novas classes sejam derivadas de diversas superda.sscs; <L<.; nm-
bigüidades sào resolvidas pelo uso de qualificação explícita. 
A incorporação de persistência à linguagem de programaçào ch-~ ODE segni11 os seguin-
tes princípios: 1) a persistência deve ser ortogonal à definiçào do tipo, de modo que ela 
seja LU1ta propriedade de instâncias, e nào de classes de objetos; 2) nào deve haver perda 
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de desempenho para código qtw nào utilize objetos perslstetttes; 3) a manipulaçào de ob-· 
jetos deve ser feita da mesma maneira para objetos persistentes e voláteis; '1) tnlHÜmças 
na lingua.gern base (C++) devem ser mi.nimizadas. 
Objetos persistentes podem ser copiados pant objetos voláteis, e vice-versa, sendo 
que o modo de referência. aos ;üributos é o mesmo p<1xa ambos os tipos de objetos. No 
entanto, os ponteiros para os doi8 tipos de objetos são diferentes, e a, determinaç&) do tipo 
de objeto referenciado (persistente ou volátü) é feita em tempo de execuçií.o. Qualquer 
objeto persistente pode te.r versões associadas, sem um limite defi11ido para o nürnero de 
versões permitidas para cada objeto. A versfio corrente de um objeto pode ser atualizada, 
mas versões anteriores são disponíveis apenas para consulta. Como a persistência, a versão 
é urna propriedade da imtâncla e não da classe. 
Todos os objetos persistente~ de uma classe sào agrupados ern clustcrs, cujos nornes são 
idênticos aos das respectivas cl<J.sses. Um claster paxa uma classe deve ser explicitarnen.te 
definido e criado antes de se poder criar objetos persistentes pMa a classe. A destruição de 
um duster causa a eliminaçào de todos os objetos persistentes associados a ele. SubchJ.sie.rs 
sã.o permitidos para agrupM objetos dentro de um clust.er, de modo similar à. definição 
de da..sses derivc1das. 
0++ suporta conjuntos cujos elementos podem ser duplicados. A dedaraçiio de urn 
conjunto é semelhante à declaração de urn vetor, mas o acesso indexado nã.o é pçrmitido. 
As operações sobre conjuntos suporta.dR,s são: uniã.o, diferença., atribulçã.o, inserçào e 
remoç-ão. Com;:mdos especiais incorporados a. 0++ permitem o acesso a elementos de 
conjuntos e de clusters (.inclnsive através de itera.çào em hierarquias de cluste·rn ). 
2.4.4 ORION 
Ao contrário dos SGBDOOs apreseiJtados ant<;riormente, o sistema OlUON [BCG+87] 
não foi desenvolvido a partir de uma deter.mina.da linguagem orienta,da. a objetos. De 
fato, OlUON wnsolida c modifica conceitos encontrados em diversos sistenHLS orientados 
a objetos. Assim, em ORION um objeto ,.: urna regiào de memória privada que contém 
seu estado. Esta reg.iào é composta por uma coleçào de vaxiá.veis de inst.imcia., ondf: o 
valor de cada variável é em si um objeto. Dois objetos podem ter variáveis de ínst.áncin, 
que se referem ao mesmo objeto. Um objeto primitivo (como um inteiro ou caJ·actere) lJào 
possui variáveis de inst..incía, O comportamento de lJHl objeto é encapsulado ern métodos. 
Métodos) assim corno as variáveis de instância,, não sào visíveis fora do objeto; objetos 
se comunicam através de mensagens. Para. cada mensagem aceita por um objeto, cxlste 
um método correspondente que cxccula a mensagem. Objetos similares são a.grupados em 
dasses: e todos os objetos de urna cl.:\.ssc sào descritos pelos mesmos métodos e variáveis 
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de instância. 
Urna hierarquia de cla.<>ses no sistema. O RION representa o relacionamento Jt- Um apli-
cado entre as classes, isto é, uma classe é a especia.!ü::a.çào de sua superclasse ( çJ.asse Jla1: 
na hierarquia de classes). Uma cla.sse pode ter n1ais de uma superclasse, de modo que 
a hierarquia de classes é, na verdade, um grafo acíclico direcionado (rede de cla.."ses). 
Uma classe herda as propriedades (métodos e variáveis de instância) de suas sttpercla"<;ses 
(herança nníltipla). 
Visando controle de ÜJtegridade, é útil qne o domínio de uma varíável de insüincia. seja 
restrito a uma classe específica. Esta restriçào, entretanto, é inaceitável para a. modelagem 
de certos tipos de aplicações. Dessa forma, ORlON suporta ambos os tipos (k definição 
de domínio de uma variável de instáncia (restrito a uma só classe ou nào). 
O suporte à herança múltipla causa problemas de conflitos de nomes, e o sistema 
provê dois modos para resolução desses conHitos. O sistenHt <tssegura que todos os norncs 
_herdados ou definidos para a classe sâo distintos. O primeiro modo de resoluçào de conflito 
consiste em deixar o usuário determinar a classe da qual cada atributo será herdado 
(conflito de nmnes nas superclasses). No segundo modo, o usuário pode modificar o nome 
de um atributo herdado, de forma que ele não conflite com urn atributo definido na classe 
(conflito entre superdasse e subdasse). 
Uma classe especial, a classe. Objccl, é usa.cla como raiz da rede de classes, que inclui 
as classes definidas pelo sistenl<:t e pelo usuário. Além ela. classe rniz, o síst<.'Hlü define as 
seguintes classes: PType, que provê a base para. definição (k· todas as classes que podem 
ser usadas como domúlios primitivos de vaTiá.vei-s de instáncia; (7ollection, que consiste 
de objetos que são coleç-Ôes de outros objetos; e Cla .. 55, que agrupa toda;.; i::lS definições de 
classes do usuário. 
O suporte à evolução de esquema oferecido por ORION envolve facilidades para mu-
danças em todos os aspectos da rede de classes: mudanças nos nós da rede (como inserç.ão 
de classe e mudança de nome de classe); mu(b.nça::; nos arcos da rede (inscn,:5.o de snper-
cla.."Jses e remoção de subcla.sses, pol' exemplo); e rnud<Hlças no conteúdo dos nós d~c rede 
(como inserção de variá-veis de instâJici,'t e modifk-<'tções de métodos). Para isso o sistema 
implementa. uma série de regras que irnpedern que operaçôcs de evolução do esquema. 
deixem o BD em um estado Ínconsistcnt(:. 
O modelo 00, em sua forma convencional, consegue representar coleçôes de objetos 
relacíonados (objetos complexos). ORION estende o modelo 00, permitindo a modela-
gem de objetos compostos, através do re!aciona.rneDto É-Parte-De. Um objeto composto 
não referencia seus subobjetos, mas ''possui" subobjetos associados a ele. O conceito de 
objeto composto leva à definiçã.o de objeto dependente, que é aquele objeto cuja ex.istência 
depende da existência de outro objeto. Um objeto dependente pertence a um único oh jeto 
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composto, ~~nquanto subobjetos podem S<'!r com partilhados por diversos objetos cmnple-
xos. 
ORION suporta diferentes operações sobre dois tipos de versões: versôes t.ransientes, 
que podem ser alteradas ou elirnirJada.s pelo usuá.rio que as criou, e versões de trabalho, 
que são estáveis, e não podem ser alteradas, mas apenas eliminadas pelo usuário que 
as criou. Uma versão transiente pode se transformar em versã.o de trabalho de duas 
maneiras: pela solicitação explícita. do usuário, ou pela derivaçào de uma nova versão 
transiente, que trarlsfonna, autornaticarneute, a versão tnmsiente anterior em versão de 
trabalho. A história das versões de um objeto é annazen<:uh como urn<1. hieraxquia de 
versões. 
2.4.5 02 
No sistema 02 [Deu91] o usua.no pode definir nào apenas objetos, mas também valores 
complexos. Um valor possui un1 tipo, definido recursiva,rnente a pnxtir de tirms atômicos 
e de construtores de tipos. Urn objeto possui uma identidade, um valor e um comporta-
mento definido por seus métodos. Além disso, urn objeto pertence a uma classe, e tanto 
um objeto como um valor podem referenciar outros objetos através de suas identidades. 
02 suporta classes cujas insLincjas sào objetos e que encapsulam dados e comportamento, 
e tipos, cujas instâncias são valores nào encapsulados. A cada classe estA associ.a.do urn 
tipo que descreve a estrutura de suas instâ.ncias [Deu90]. 
Os tipos atômicos de 02 sào booleano, caractere, inteiro, real, cadeia de caracteres: 
bits e bitmaps; os construtores de tipos são lista, conjunto e tupla. Uma. lista, é uma 
coleçào ordenada cujos elernentos sào referenciados através de índices. Campos do tipo 
cadeia. de caracteres e bíts se comportam. respectivamente, como urna lista de caracteres 
e como uma lista de bytcs. Um conjunto {~ uma coleção não ordena.da, que pode ou não 
conter elementos duplica,dos, de acordo com a nc<;essidade do usuáJ·lo. Um<l tupla é uma 
;tgregação de atributos de diferentes tipos. 
Um esquema 02 é um conjunto de classes relacionadas por ligaçóes de herança e/ou 
composiçào, onde e<:tda classe descreve a est.rutur;t e o comportamento de um conjunto de 
objetos. A parte estrutural da classe é representada por seu tipo, enquanto os métodos 
da. classe descrevem o seu comportamento. Uma classe pode henl<:u seu tipo c métodos 
de outras classes (heraJ:tça múltipla), c conflitos de nomes são resolvidos pela redefinição 
explícita dos nomes conflitantes. Um tipo ou método herdn.do pode ser redefinido local-
mente, desde que seja. respeitada a. sernánlica de subúpos. 
Para se tornar persistente, um objeto ou valor deve ser associado direta ou transitiva~ 
mente a urna. raiz persistente. Raízes persistentes sào decla.ra,e]a$ em urn esquema através 
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da atribuição de um nome; todo objeto ou valor que possui um nome é persistente1 bem 
como os objetos e valores que fazern parte de um objeto persistente. Objetos podem se 
tornar persistentes após a sua criação) e o processo de tornar o objeto persistente não 
altera sua. identidade. 
02 provê encapsulamento em l;rÔR nive1s. O primeiro é o encapsulamento clássíco, 
onde atributos e métodos s.àD privados à classe a que pertencem. No entanto, 02 per-
mite que o usuário torne públicos os atributos c métodos deseja.dos. A segunda forma 
de encapsulamento estende o conceito para. um conjunto de definições de classe. Dessa 
forma: um esquema pode export<:1r classes, permitindo que outros esquemas reutilizem 
suas definições. O último nível de encapsulamento diz respeito aos bancos de dados ern si. 
Uma aplicação que atua sobre um determinado BD pode fazer acesso a outro BD, através 
da chamada de métodos que i rito ser executados sobre o BD "remoton. 
Uma classe definida pelo sistema., <L classe Object, é a nüz da hierarquia de classes, 
onde são definidos métodos comuns a toda,s classes, como por exemplo o rnétodo para 
detenninaçâo da identidade do objeto. Em 02, todas as informações sào armazenadas 
corno objetos: os dados dos BDs~ as classes, os rnétodos, etc. A linguagem de consulta 
do sistema, 02Query é um subconjunto da linguagem de progBma.ção do BD (02C): e 
pode ser usa,da de modo independente, paxa consnltas arl hoc, ou a.tra,vés de charmtdas 
de fnnçóes em programas C ou C++. IOdos os tipos de dados e operadmes, indm:lve 
rnétodos, sáo permitidos na formulação de urna consulta. Além disso, no modo ad hoc, 
a linguagem de consulta nâo é rest.rita pelo conceito de encapsulamento, podendo f.:tzcr 
aces::so direto a,os atributos de um objeto. Já na forma ernbulidél ern urna linguagem de 
prograrna.çào o acesso aos dados privados do objeto sô é possível através de seus rnét.odos. 
2.5 Análise Crítica do Modelo 00 
2.5.1 Instrumentos de Avaliação do Modelo 00 
Os sistemas discutidos acima se baseiam nas ccwa.cterísticcts propost.:-1s na seçãn 2.2 como 
representantes de um consenso entre as diferentes implementações de SGBDOOs. Todos 
os sistemas analisados apresent.d-Hl, com pequenas va.riações, a::; seis características funda-
mentais introduzidas, apesar de seus rnodelos de dados serem basta.nte diferentes entre 
Sl. 
Se por um lado as carader.Ísticas fundaxnentais do modelo 00 podern ser facilmente 
observadas, por outro lado, o conceito de comp.leLeza funcionaJ proposto na seção 2.J não 
pode ser diretamente avaliado a partir da descriç.ão do modelo de dados do SCBD. A 
Capítulo 2: Sistemas de Ba.ncos de Dados Orient;1dos a. Objetos 
análise da completeza funcional de um SGBDOO deve ser feita com base na descrição 
completa do sistema, o que, em geral, só pode ser <~ncontra.do rws manuais técnicos que 
definem o produto. Para que a avaliação seja ma.is precísa1 é necessário ainda que o 
avaliador possa testar a funcionaJidadc descrita, o que exige o acesso a uma plat,afonna 
em que o SGBDOO esteja instalado. Assim, o conjunto de categorias de funções e a 
uoção de completeza funcional introduzidas na seção 2.a servem para orientar o avaliador 
que dispor1ha dos recursos descritos acima, no sentido de determinar <:t qualidade de um 
SGBDOO. 
2.5.2 Qualidades e Limitações do Modelo 00 
Da discussão apresentada neste capítulo sobre o modelo de dados orient<:tdo a objetos, 
pode~se destacar algumas das suas principais qualidades: 
• O modelo 00 compartilha. as v<tntagens apresentadas pelos modelos semânticos 
[BK87J, tais corno a presença de construtores espedficos para a modelagem de dife-
rentes tipos de relacionamentos (associação, generalizaçàol especializa.ção, de) e os 
mecanismos de abstração pa.ra visualização e acesso às lnforrnaçôes. 
• A herança d(~ dados e comportamento é uma ferramenta de modelagem muito po-
derosa, assim corno o Stlporte ao rdaciona.mcnto de classif-icaç,ão (conceito de clas:;;e) 
e a capacidade de definição de objetos complexos. 
• O usuário não é limitado pelo sistema de tipos definido pelo SGBD, podendo definir 
seus próprios tipos de dados, bem como operações que atuam sobre estes tipos. 
Alérn disso, tipos definidos pelo sistema e pelo usuário possuem o mesmo stalH.'i. 
• O conceito de encapsulamento encoraja a modularidade e evita a redundáncía de 
funções, cujas definições sào centraJiza.dcts na. especifka.çào da da"'3se. A centralização 
das operações que afetam o estado do BD facilita ainda a detecção de erros e <t 
manutenção da fu11cionalidade do sistema. 
• M_odificações sobre tipos e rnétodos (implementação da classe) podem Sfor feitas de 
maneira local à classe) garantindo independência de dados pcwa as aplicaçÕ('$ (desde 
que a interface da cbsse não seja <tfetada). 
• A semántica do comportamento de um objeto nâo se encontra disperS<l e11tre os 
programas de aplicação, mas sirn na própria definição do objeto. Isto simplifica 
os progran1a:s de aplicação, que só precisam efetuar chamadas a um determinado 
conjunto de operações (os métodos). 
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Embora apresente muitas vantagens com relaçà.o aos demais modelos de dadoc;, o 
modelo 00 também possui limitações. A principal delas é a rigidez comportamental pro~ 
venjente da necessidade de especifiutçào prévia de todas as opera.çóes a serem dduadns, 
através de um conjunto fixo de métodos. Esta c.aracterlstica é cont.níx.ia à natureza tipi-
camente evolutiva das aplicações a que se destina o modelo de da.dos orientado a objetos 
[EN89]. Além disso, por ser urna área de pesquisa muito recente, existem di versos ussuntos 
relacionados a, SGBDOOs que precisam ser melhor estudados. Entre estes assuntos està.o 
a otimização de consultas, principalmente p<:tra o caso de aplicação de métodot-: definidos 
pelo usuário [BM91]; o suporte eficiente a mudanças nos esquemas; o desenvolvimento 
de formallsmos que representem o modelo; e a ela.boraçào de metodologias para projeto 
físico e lógico de BDOOs. 
Capítulo 3 
Sistemas de Interface para Bancos 
de Dados 
3.1 Introdução 
A preocupaçã-o em oferecer aos uwanos de bancos de dados uxna interb:~-ce adeqt1ada é 
bastante antiga1 e muitos trabalhos t.êm sido publicados :>obre este assunto. De fato, 
os SGBDs são ferramentas poderosas, que possuem uma vasta e complexa variedade de 
funções. O objetivo primordial das interfaces para sistemas de bancos de d~ldos é fa.cilitaJ· 
o acesso a essas funções para a comunidade de usuários dos BDs [\Vel88]. 
gntretanto 1 este objetiYo é muito difícil de ser atingido, já que a coniuniditde de 
usuários é basta,nte heterogênea1 e cada típo de usuário deseja. obter da. interface funcio-
nalidades diferentes (e às vezes conflitantes). 
Em gera.l1 usuários finais se interessam ern obter fl,ccsso rápido c simples aos d;-ulos a.r-
m.azenados, através de mecc.ulisrnos diretos de nav~~g<t~;ão ou consulta.. Pa,ra estes uslJ.ários, 
é import<:lnte que a interface realize o trabalho de busca. da.s infonnaçõcs, de criação de rc-
presenta.çôes das informações, c de gerência. de opera.ções básicas sobre estas informaçóes, 
de modo automático, 
Progra,madores de aplícação, por outro la.do, des<~jam obt(:T acesso <:ws dados atnwés 
de linguagens de programação computacionalmente completas, que lhes permítmTl definir 
o modo de busca e apresentação das informações, e que lhes garantam o acesso a todas as 
funções disponíveis no SGl3D. Os programadores de aplicação enfatizam a. irnportibJcia, 
do poder de expressão da linguagem que o sistern<t de interface oferece, em detrimento à 
simplicidade ou à automatização de funções espe-cíficas, 
:J6 
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Um terc-eiro tipo de usuário, o administrador de bancos de dados (OBA), S(~ interessa 
mais especificamente por um subconjunto de funções oferecidas pelo SGBD. Os DBAs 
s;io responsáveís pela segurança e pe!.o bom desem.penho dos bancos de dados, e por 
isso trabalham constantemente com funções que permitem definü e atualiz<tr csquernas e 
catálogos, criar e modificar visões e estabelecer autorií;;a.ções de acesso, entre outras. 
Na.s próxJrnas seções serão apresentados divexsos sistemas de interface· paT<.-L bancos 
de dados existentes a.tualmente1. Poucos destes sistemas satisfazem as necessidades de 
toda a. cmnunida.de de usuários. As seçóes 3.2 e 3.3 disc11tem, respectivamente, sistemas 
de interfaces para o modelo de dados relacionaJ e para os modelos de dados sernànticos, 
precursore:o do modelo 00. Os sistema.s de interface existentes para. este lÍltírno modelo 
de dados serão estudados na seção :3.:1. Na seçào :15 sã.o analisados os pontos positivos e 
as deficiências dos sistemas de interfa.u:~ apresentados nct.s seçôes ~wteriore!l. A seçl.o :1.6 
encerra este capítulo, apresentando as Gtraderísticas bátoicas de interfüces gTáJk.c1s para. 
sistemas de bancos de dados. 
3.2 Interfaces para o Modelo Relaciona! 
A maioria. dos SGBDs relacionais possui como interface com o usuário linguage116 dedaxa-
tivas de alto n(vel., através das quais sào especificados os resultados desejadoo, deixando-se 
a. cargo do sistema os detaUws de otimlí~açâo de consulta e a.s decisôes sobre a estratégia. 
de execução. Estas linguagens de consulta textual (corno SQL e QUEL) já foram bastante 
discutidas na literatura, sobre bancos de dados. 
Esta seção apresenta inicialmente LUTI est.udo sobre QBE, urna interface visual para 
sistemas relaciona,ls. Em seguida é introduzido o sistema SDMS, uma. interfctcc que segue 
o paradigma de manipuhçào gráfica direta [Shn8~3]. Por fim é apresentado um si,stema 
de consulta gráfica, usando o modelo de relaçâo universal, uma extensão do modelo de 
dados relacionaL 
1 As figuras contidas ua.s seções 3.2, :-1.3 e :3.4 fonun construídas através de um editor gráfico,,, ilustram o 
tipo de informação representado em cada sistema de intel'fa<:.e. O objetivo das figuras é fonH~Ci:r wbsídíos 
para a comparaçiio entre os diferemes padrões de repncscntaçào de informaçÕe$. As janelas gráficas 
usadas nos sisinnas discutidos apresentam diversas característinl>i (deeorativas e fundonais) que foram 
propositalmente omitidas nas figurar;, a fim de facilitar essa comparação. 
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3.2.1 QBE 
A lingllagem QBE ( Query By E.r.mnple) [EN89] difere das linguagens de consulta decla.-
ratíva,s pelo fato de o usuário Jlc'io definir a- estrutura da consulta explicitament<-~. QBE foi 
projetado para ser um.<J interface visual, não podendo ser utilizado de forma embutida em 
linguagens de prograxnação. As solicitações do usuário e as respostas a estas solicitações 
são representadas de forma tabular. A idéia básica de QBE é que o usuário formule a 
consulta através de um exemplo de resposta possível, no local apropriado de urn,q, tabela 
vazia. Assim, a especificação de consultas é feita atra.vês de exemplos, justiJica.ndo o nome 
Qnery By Bxample. 
Para realizar uma consulta, o usuário constrói a moldura da tabela atravéb' de tedas 
de função, e digíta o nome da relaçào a ser utilizada.. Ern resposta, o sistema preenche a 
tabela com os nomes dos atributos da relação selecionada. ()usuário oào precis<I conhecer 
os nomes dos atributos, e nem mesmo o nome eLas rehv~:ôes, pois existe uma funçào que 
lista os rwmes das relaçôes existentes. 
O usmirio especifica, que o valor de um a.tributo deve <tp;uccer no resultado da, con-
sulta digitando P 11a coluna em que o atributo aparece na tabela. criada.. \t'a.lores de 
exemplo para o atributo sào precedidos pelo shnbolo "~:', enquanto valores constcultes 
são digitados normalrnente. Os valores de exemplo representam variáveis de valores ar-
bitrários. Somente os valores constantes sào usados para sele~~ào de tuphts onde o valor do 
atributo especif-icado seja igual a.o vaJor constante digitado pelo usuário. OperadoreH de 
comparação djferentes do operador de iguDldade devem aparecer expl·icitamente na coluna 
apropriada: antes do valor constante. A regra gentl é que todas as condições especificada.s 
na mesma linha de uma tabel<t sâo relacionadas pelo conector lógico And, enquanto as 
condições especificadas em linhas distinta..s são conçctadas pelo 01· lógico. Para condições 
mais complexas, QBE oferece a, caúa de condiçâes, que é uma. área onde o usuário digita 
<JS condições\ podendo conter os conectares A nd e Or, mas nào o operador de nega{,~ão. 
Os resultados da consulta s<io apresentados na tabela criada, nas colun<u; apropriadas. 
Se o resultado é maior do que o espaço da tela, teclas de funçôes pennitem percorrer a 
tabela criada nos sentidos horizoJJtal e vertical. O sistema. permite tümb que o usuário 
especifique a ordern em que a.s tuplas devem aparecer na ta.bch resulta.Jlt,e. P<ua isso, 
basta acrescentar os prefixos A O (ordem crescente) ou DO (ordem decrescente) na coluni'l. 
do atributo de ordenaçào. Se mais de um atributo é U»ado para ordenaT o resultado, a. 
prioridade de ordenação é especificada através de números colocados entre par(mteses. 
Uma operaçâo de junção de duas ou mais relações é especificada em QBE pela Lttili7>açiío 
da mesma variável (valor de exemplo) nas colunas dos atributos de junção. Se ~üribntos 
de diversa;'J relações aparecem no resultado) o usuário deve construir a moldura. da tabela. 
result.<mte. Caso contrário, o si:>tema. irá <:tpreseJlta.r os resulta.dos nas coluwts da.s pn)pria.s 
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-
Pigura 3.]: Exernplo de consnlt<:1 ern QBE 
tabelas que representam M> relações juntadas. 
Os operadores QBE que permitem a.tualiz;-tçào de dados são representados pelos prefi-
xos f, De (),que fazem inserção, remoção e a.tua.lizaçào de tuplas, respectiv~unente. Os 
prefixos f e f) sào digitados na coluna que contém o nome da relação; o prefixo U aparece 
na colmJa. do atributo a ser atualizado, seguido pelo novo valor deste atributo. Os trés 
operadores requerem que as tuplas afetadas sej<un selecionadas pelo rnecanísrno normal 
de consulta. do QBE. 
QBE parece ser rnajs fAcil de ser compreendido que linguagens como SQL ou QlJEL, 
além de livrar o usuário da. memorização de nomes de relações e de atributos. ,'\ sintaxe 
de QBE é ta.mbérn mais flexível, e permite que U.lTHt consulta seja elaborada, de forma 
progressiva. A consulta descrila na figura ~1.1 visa representar o objetivo do programa 
GOODIES, sabendo-se que existe urna relH.çào Programa contendo or:> atributos Nome, 
Autor, Objetivo e Data-Impl. 
3.2.2 SDMS 
O SDMS (Spatial Data /Yfanagement S'ystem.) [HerSOJ usa. o para.digrna de JTli.Hlipula.ção 
direta para prover o acesso às informaç.ôes contidas em um SB D relacionaL A gcri~ncia 
de d.:Ldos espaciais, empregada em SDJvlS, é urna técnica para organização e recuperação 
de infor.maçôes posicionadas em un1 espaço gráfico de dados (GDS ou Gmphir:al Data 
Space ). O GDS é visualiza.do através de monitores coloridos; um monitor mostra. uma. 
visão superficial c gera.! dos dados; ern outro monitor é apresentada. uma visão detalhada 
de urna determinada parte dos dados. A indicação dos d<~.dos qlle estão sendo detaJha.dos 
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Figura. :3.2: Representaçàü de inforrnações ern SDMS 
é feita por um retângulo br.il11ante no monitor da visão geral. 
Através de um joystick, o usuário pode desloe<tr o retángulo pelo monitor da VJSao 
geral, controlando desse modo os dados que ele deseja. ver de forma mais detaHutda. Ern 
ambas as visões, detalhada e geral, as informações são a.,presentadas corno ícones. Na visão 
detalhada, porém, os ícones possuem formatos mais precisos, contendo a.inda infonnações 
textuais. Para consultar uma infonn<Lçào, o usuário navega pela visão geraL índicanclo, 
através do joystick, a. direçà.o e sentido da navegação, até obter o dado desejado. Para 
conseguir mais informaçôes, o usuário pode girn,r o joystick em ::>eu tido horário sobre urn 
ícone. Essa operação aciona um processo de detalhamento do ícone, que a.preseJJta mais 
informaçôes textuajs e formas mais específicas. O usnário pode voltar a navegar pelos 
dados com esse novo nível de vis1M.lizaçâo, ou pode girar o joystick em sentído anti-
hor<Í.rio para volta.r ao nível de detalhe anterior 1 e assim sucessivamente. Na figura 3.2, a 
visào geral da relação Progmma dcfluida anterionnenteé apresentada na parte superior, c 
um nível de visão dcttdhada é mostrado na pa.rtc inferior. A visão detalhada correspondc 
à navegação na. visão geral, buscando responder à, consulta formulada na. 8('-<;-ào :L2<L O 
retángulo brilhante é representado nrt figura. 3.2 corno um retángulo pontilhado. 
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Uma linguagem de descrição de ícones permite que o DBA descreva a aparôncia dos 
ícones em cada nível de detalhamento. A linguagem permite ainda especificar o posici-
onamento dos ícones no monitor. A aparência de um ícone envolve a imagem do ícone 
propriamente dlta, e mais a cor, o tnm<tnho e os textos associados ao ícone. Após a criação 
do ícone, o DBA precisa assocütr a imagem formada a uma relaçào do BD, através do 
comando Associn.te. O SDlV[S irá buscar as tupla.s da relação especificada, criamlo um 
lcone para cada tup]a da relação que: satisfaça um conjunto de condiçôes csta.bekcidaR na. 
cláusula ~Yhe-re do comando A.ssociate. Os parâmetros para criação dos ícones, como cor 
e tamanho, podem ser obtidos de valores de atributos das tupla.s selecionadas. 
Apesar do mecanisn10 de interação com o usuário seguir a rnanipulaçào gráfíca direta, 
SDMS oferece, através de uma liuguagern de consulta associada, comandos que aumentam 
il capacidade de expressào do sistema. A liuguagern de consult<J associada ó uma extensão 
da linguagem QUEL, denominada SQUEL. Os comandos adícim1i:.âs de SQUEL sâo: BlinA: 
e I+arnr, que destacam, na visão geral, os ícones que scüisfazenl determinadas condições. 
Estes _ícones irão aparecer piscando on derltro de lJma moldura retangular, ao se usar, 
respedjv;unente, Bhnk ou Fra.me. O comando Find move a visão detalhada pata a região 
ocupada por um determinado ícone. O comando Associat.e, como foi visto, associa tuplas 
de uma relação a. um determinado tipo de ícone. Por firnl o conwndo (7ha.nge pe.rrníte a, 
modlficaçào de dados contidos no ícone apontado pelo usucirio. 
Algumas vantagens do SDJviS podem ser destacadas com relaçào às interface~> apresen-
tadas nas seções anteriores. SDMS permite <t na.vegaç.ão pelos dados, sem conhecimento 
prévio das estruturas do BD, e através de movimentos simples e müurais. O nível de 
abstração em que os dados sào apresentados taxn bérn é controlado peb movimenta,.:;ào do 
joystick. Além disso: SDMS _pode manipula-r tipos de dados difercnt(~s, corno bitmaps. 
No entanto, paTa que SD:MS seja usa.do fa.cilrnent~' _pelo usuário final, o DBA deve se es-
forçar bastante para conseguir, através da lingun.gem de descrição de ícones, definir uma. 
transformação adequada dos dD,dos relacionais em a.presentaçOes espaciais. Mais ainda, 
o SDMS trabalha. com uma rela.çiío a cada. momento~ ml.o sendo permitida-s operações 
búBicas, como a junção de relações. 
3.2.3 PICASSO 
PTCASSO [KKS88] é uma lingu;crgem gráfica- paxa, consulta. em SBDs que seguem o modelo 
de relaçâo univer.sal. A grosso rnodo, este modelo estende o modelo relaciona], provendo 
mecanismos para que o usuário n<'to necessite det.crrnlnaT as relaçôes onde se encontram 
os atributos que ele deseja.. O próprio SGBD determirw as relações que precisam ser 
recuperadas para atender lll11a determinada consulta. 
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O sistema PICASSO inter age com o usuário por meio de trés ja.oela5;. A janela de men-
sagens indica o rnodo corrente do sistema, que pode ser; seleção de atributor;; especi.ficaçiio 
de predicados; Undo e outros. As mensagens do sistema. sào também. apresentadas nesta 
janela. A j;mela de opções contém comandos para mudança de contexto (modo). Atravé8 
desta janela o usuário pode escolher um BD para consultar, obter uma aprescntaçào tu-
toriaJ sobre o uso do sistema, imprim.ir urna cópia da. tela, navegar e.rn um esquema de 
BD, e escolher entre os modos de consulta textual ou gráfica. A terceira janeh, a janela 
g;ráfica, a.presenta. um hipergrafo construído pelo sistema. a partir das relações do BD, e 
que representa o esquema do BD. Sobre este graJo sào elaboradas as consultas no modo 
gráfico. 
A formulação de consultas está basen.da no uso de um mousc de três botões: o botào 
da esquerda é usado para seleçà.o de atributos; o do meio para especificaçào de pn~dicados; 
e o botão da direita. é usüdo pa.ra a chamada. do rnenn básico que contém as opções para 
o processamento de consultas. A figur<J :3.3 mostra a mesma consulta apresentada nas 
seções a.nterio.res, elaborada de acordo com a. descriçito do sístema PTCASSO. 
Para selecionar um atributo, o usuário aponta. o atributo desejado com o rnonse e 
pressiona o botão da esquerda. O sistema responde, colocando um ponto de int.errogaçã.o 
diante do atributo selecionado no hipergrafo. Um novo pressionamento do botâ.o da 
esquerda causa o apareómento do 'lnenu de opera.dores agregados (Average, Swn, etc) e 
dos operadores de conjunto (n, U~. ) permitidos pelo sistema.. 
A cspecíficaçã.o de um predica.do é feita pela seleç.ào do atributo sobre o qual será 
aplíca.da a. condiçã.o, com o botão central do mouse. Esta operaçã.o apresenta na. tela o 
menu de operadores de comparação ( <,>,e outros) e de operadores de conjunto (corno 
~ e C) disponíveis. A escolha de um operador ca.:usa o aparecimento d.e um gabarito onde 
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pode ser digitado o valor do elemento a ser comparado com o atributo, se esse valor é 
uma constante. No caso de o segundo valor do predicado também ser um atributo, o 
usuário _pode selecioná-lo com o botão central do mo-use. O sistenJ<1 irá, desenhar uma 
flecha liga.ndo o primeiro atributo ao segundo, com o operador selecionado aparecendo na 
própria flecha. 
O rnemt básico de processamento de consulta é obtido com o botão da direita do 
mousc, e apresenta opções para carregar um novo BD, executar uma consulta, desfazer 
a últ-ima ação, formular consultas 1 mudar a. fórmula de um.a consulta, entrar em modo 
de atuali:-:ação de dados, abrir uma janela pa.ra. elaboração de predicados cornp.lexos (a. 
chamada caíxa de cone:rões ), e para. abaudonar o sistema. 
Via de regra, os predicados cspccifica.dos sobre o hipergrnJo sào conectados pelo ope-
rador lógico And. Selecionando a opção para pr<:dicados complexos do rnewu de proces-
sarnento de consulta, o usuário recebe uma. caixa. de diálogo, a caixa de conexões. Antes 
disso, o sistema rotula no hipergrafo os predicados formulados) atribuindo o valor P 1 p<tra. 
o primeiro predicado definido, P2 para o segundo, e assim por diante. O usu{trio usa a 
caixa de conexões pant estabelecer liga.ções entre os rótulos dos predicados, indicando o 
operador lógico ele conexào entre eles. 
Um ícone wlocado no centro do hipergrafo poss-ibilita il. seleção de todos os atributos 
do esquema,, através do pressionamento do botào da esquerda, com o mouse a.pontando 
para esse ícone. Se for pressiowldo o botào do centro, uuul nova instância do hipergrafo é 
criada., permitirJ(lo-sc, desse modo, a cla.boraçà.o de consultas mais cornplexas, tais como as 
consultas <winhadas. Uma i{-::rra.menta de a.poio permite ttind<t salvar e carregn.r o conteúdo 
dk: uma consulta, examinar os resultados da. consult-a, e ordenar estes resultados. Os 
valores apresentados como resultados dcts consultas podem ser utilizados para a construçiio 
de predicados, pela seleç.ào de ·i'alores com auxílio do mouse. 
PlCASSO permite a visua.liza.çào e navegaçâo sobre o esquemü do BD representado 
pelo hipergrafo. É também possível esconder on mostrar partes do hipergrafo, reconfi-
gurar a disposiçâ.o de seus elementos, e abrir espaço p<~.ra novas instâncias do hipergrafo. 
Entretanto, o sistema possui defki&ncias corno a, incapacicLc:ule de suporte a novos tipos de 
~tplíca,ções 1 corno CAD/CAAI e a a,nsEmcia de consenso sobre o funcionamento do rn.odçlo 
de relação universa.l em aplicações rea.ís. Além disso~ a capacidade de atualizaçào de da.dos 
nào foi implemerJtada, apesar de consta-r do meu·u básico do sistema. 
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3.3 Interfaces para os Modelos Semânticos 
Os modelos semânticos de dados surgiram para atender a,s necessidades de a,plicaçôes 
que nã.o podem ser modeladas, de rnaueira simples, pelas estrutur<:ls usadas no modelo 
relaciona!. Desse modo, os rnodelos semánticos tio~ntam aumentar o poder de expressão do 
projetista, pela incorporação de um co1Jjunto rico de características semâ.nticas ao SBD 
[PM88]. Será demonstrado, nesta seçào, que estas característica::; sernánticas tornam a 
representação de dados mais trabalhosa, de maneira que as interfaces aqui apresentadas 
superam aquelas introduzidas 11a seção ::3.2 en1 termos de complexidade de construçào. No 
entaJlto, estas int.erfa,ces conseguem representar informaç.ôes e relacionamentos qut.~ nào 
podem ser expressos, de forma direta, no modelo de dados relacional. 
3.3.1 ISIS 
O sist.ema.TSTS (Intctface for a Sem.antic lnfonnalion Systeur) [GGEZ85] permite a ma,-
rlipulação gráfica de um BD semântico, provendo <w usuário facilidades para construção e 
modificaçào de BDs, navegação sobre esquernas e dados, e facilidades de consulta gráfica. 
O modelo scmâJJtico usado em ISJS é o SDM. Neste modelo, urna entidade correspondc a 
qualquer objeto que possua significado sernántico na. aplicaçào modelada, e urna da.sse é 
urna coleção de entidades do mesmo tipo. Entido.des possuem atributos, e para. cada atri-
buto é definido um nome único na classf) e uma classe de onde os va1ores do atributo são 
obtidos ( value class ). Os relacionamentos entre classes incluem herança e agrupamento, 
representadas por conexões interdasse.•;, 
Embora. o SDM permita a deJlniçào de herança múltipla., o sistema IS[S só aceita a 
especificação de unut supercla.sse pa.nt ca,dn. classe (her<mça simples). Dessa forma, lSIS 
trabalha com uma floresta de herança, definida petas conexões ínterclasses de su bel asse, 
e com urna rede de composição. estabelecida pelas value classes dos atributos. 
ISIS opera com um conceito de visão, onde a. visào corresponde a urna tela completa 
dct estação de trabalho, e pode conter menus, jandas de texto e jane];u: gráficas. Os 
menns são COJJsÍst.entes 1 no sentido de que comandos com nomes idênticos possuem a 
mesma semántica ern díferentes visões. As janelas de texto sào usada:; para solicitação de 
informações do usuário e para. a.presentaçào de rnensagens do sistema. As janelas gráficas 
podem conter subconjuntos do esquema ou dos dados de mn BD. 
A operação do sistema IStS pode ser feita 110 modo esquema ou no modo dados. No 
modo esquema, a floresta ele herança. é apresentada na ja,nela. gráfica.. As classes sã-o 
representadas como retângulos, que se dividem em tn~s partes. Na. parte superior é apre-
sentado o nome da classe; logo abaixo é exibido um padrâo de pn:enchimcnto único para 
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Figura :1.4: H.epresentaçào de informações em ISIS 
cada classe, provido pelo sistenJ.a. O restante do retâJ1gulo contém os atributos da classe. 
Cada atributo é representado por seu nome, precedido pelo padrão de preenchimento de 
sua value class. A floresta de herança (~ representada por linhas que ligam as classes às 
suas subdasses. 
lJm menu de ediçào associado à janela gr;Hica permite mover, modificar e elirninar 
classes e atributos. Os comandos deste menu variam de acordo com o componente seleci~ 
onado do esquema (classe, atributo ou conexào). A seleçào de um componente é feita pela 
indicação do eJemento desejado com o nwuse, seguída do presslonamento de um botã.o do 
mouse. O rne1u1 de ediçà_o contém ainda opçôes para. troca de modo (esquema 01.1 dados) 1 
e para visuahzaçâo da rede de composição do esquema. 
A rede de composiÇ-ão é mna visão alternativa do esquema: que pode ser usada para 
r1aveg·açào sobre a estrutura do BD. A rede de composição é representada. por uma rede 
sC"mântica, contendo atributos ligados por flechas, de acordo com a vahte class defínida 
para cada a,t.ributo. A rede de composlçào apresenta apenas os atributos da classe selecio-
nada. na floresta de herança, e a. indicação da.s classes que são domínios desses atributos. A 
navegação no esquema é feita pela escolha de urna. dessas classes, <:uja rede d1~ composiçào 
passa a ser representada. na janela grá.fica. 
Para visualizar os dados contidos no BD) o usuâ.rio seleciona uma classe e, através do 
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menu de ediçâo 1 passa para. o modo dados. As informações de cada classe são apresen-
tadas em janelas distintas, que se sobrepõem. A janela da classe selecionada !la visào do 
esquema aparece sobreposta às demais . .Em uma janela de dados são apresentadas todos 
os atributos da classe, inclusive os herdados. À d.jreiLa de cada j.:mela aparece uma lista 
de entidades que pertencem à classe, e à esquerda., o retângulo que representa a classe, 
conforme explicado anteriormente. A figura 3A ilustra o modo de repn~sentação de in-
formaçôes no sistema ISIS. A janela. da. esquerda. mostra llll1<'L floresta de herança e na 
. . 
janela da direita aparece a rede de composição da classe Programa. 
A navegação sobre os dados é possível pela seleção de um atributo, seguida do aci~ 
onamento do botão Polio1JJ. Esta operação causa o aparecimento da janela de dados 
pertencer1tc à classe correspondente à -vahw class do atributo selecionado. Uma flecha 
liga o atributo ao seu valor, apresentado na- janela de dados mais recentemente criada, e 
<JI.lC se sobrepõe àquelas jaJlelas de dados que já existiam. 
No modo dados o usuário pode rnodificar valores de atributos, críar novas classes e 
entidades, c realizar consultas gráJkas. Entreitmto, o processo para realização dessas 
operações é complexo. O mecanismo de consulta gráfica, por exemplo, envolve a criação 
de uma subclasse temporária, que irá annazcnar os resultados da consulta. Para tanto, 
o usuário precisa utilizar cornomdos da. visão da, floresta de herança. para definir uma 
subdasse, e em seguida usar uma janela de predicados para especifíca.r as condiçôes da 
consulta. Esta janela contém várias subja.nelm;, que indicmn regras e opções disponiveís 
para a elaboração de uma consult<l. 
3.3.2 SNAP 
O sistema SNAP (Scftemas Notaied As Pictures) lBH86J é unt<l interface para SBDs que se 
baseiam rJo modelo semâ.ntico lF'O. Este .modelo permite a represenLaçào de esquemas por 
grafos, onde conjuntos de entidades (classes) sào representadas por nós, e relacionamentos 
(funcionais e ISA) são descritos por diferentes tipos de arcos. SNAP prow~ uma série de 
facilidades, notadamente no que diz respeito à gerência. de esq11emas. O sistema permite a 
representação simultânea de todos os tipos de estruturas existentes no modelo de dados, 
por meio de diferentes níveis de abstração das 1nforma.ções apresenta.da.s. Alérn disso, 
SNAP oferece meca.nismos para. reorganiza,çàn visual do esquema, possíbllitaJldo um visãD 
modular de suas estruturas. 
No modelo IFO, um losângulo é usado para representar um tipo de dado abstrato. 
Retângulos contém os atributor; de uma classe, e ícones colocados nos arcos que ligam 
urna classe a seus atributos indicam os atributos que s~).o identificadores únicos de urna 
classe ( Sr.t'ITogates ). Se uma classe é usada eru dois papéís distintos no esquema, urn 
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dos papéis é representado por um nó derivado, de formato circular. Subtipos (classes 
derivadas) também são descritos como círculos, mas estes são maiores que aqueles usados 
para representar nós derivados. 
O usuário se comunica com SNAP através de dnas janelas gráficas, para representação 
do esquema e elaboraçã-O de consultas. São ainda utilizadas duas janelas de texto, para 
a apresentação de resultados de consultas, para~ mensagens do sistema r:: para entrada 
de dados por parte do usuário. Basicamente, a interação entre o usuário e o síst.ema é 
feita por meio de menus, que são apresentados sempre que o usuá-rio seleciona, através do 
mouse, urn objeto nas janelas gráficas. As opções contidas nos menus va.riarn de acordo 
com o tipo de objeto selecionado. 
A definição de uma nova classr- no esquema pode ser feíta da seguinte ma,neira. O 
usuário pressiona o botão do monsc na. posiçào da janela de esquema em. que a classe 
deverá ser criada (naturalmente esta posição deve estar vazia.). O sistema, apresenta entào 
as opções dos tipos de nós disporJÍvels (nó de classe, nó derivado, etc). Ao Selecionar o 
Lipo de nó desejado, o nsuáxio f: solicitado a informar o nome da llova. cla,sse. De maneira 
análoga são criados os atributos da nova cla.sse. Pressiona.ndo o botão do nw-use sobre o 
nó criado, o usuário obtém um nten-u com as seguinte.':> opções: e.limin;u· o nó; escondê-lo; 
movê-lo; editar o rótulo do nó; ou ligar o nó a outro componente do esquema. SNAP nào 
verifica. a consistência do esquema até que o usná.rio especifique o término de edição. A 
rnanipula,çào direta é o único para,digma de interação com o usuário; SN AP não suport.~1 
definiçâ.o textual de esquema. 
Durante a navegação sobre o esquema, o usuário dispõe de opções como: reposJcJona.r, 
esconder ou mostrar objetos gráficos; rnodificar o nível de abstraçào da.s informações 
a.prcscnütda.s; e reformatar <Js representações de hierarquias e de objetos. Esta openoções 
podem ser aplicadas sobre um único objet-o gráfíco, sobre um conjunto de objetos, ou 
sobre urna região do esquema. Outra facllidadc- de navegaçào sobre esquema é busca de 
urn determinado nó, bem como de nós relacionados a ele. 
Consultas são especificadas graJica.rnente, e de modo muito simples, comparando-se 
com o mecanismo de consu.lta gráfica do sistema lSlS. Mais de uma janela de consulta 
gráfica pode St.'r associada a cada esqu<~ma, e ~ua.is de uma.j:tnela Lextua1 pode apresentar 
os resultados de uma determinada. constilta. Cada janela de consulta está fortemente 
associada a urna janela de esquema, de forma que operações m1s duas janelas são efetuadas 
de maneiras muito semelhantes. A figura ::LS ilustra a representaçã.o de um esquema, 
usando as convenções do sistema. SNAP. 
Uma. consulta é fonnula.da por um snbgnd'o, obtido a. partir do gnt.fo do esquema. 
Restrições podem ser diretamente associ;otd<w a nós do subgrafo de consulta. Entreta.nto, 
não se pode utilizar variáveis m1 específicação de restriçôes sobre os nÓ8, ou seja, as 
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restrições devem ser especificadas por meio de valores absolutos. Arcos comparadores 
são especificados entre dois nós, para garantir que um certo relacionamento seja mantido 
entre os valores associados aos nós. O arco é 1·otulado com o operador desejado, e este 
operador pode ser de comparação ou de conjunto. Quando o wmário termina de especificar 
a consulta, SN AP escolhe um formato padrâo para. os resultados, e provê um mecanismo 
para que o usuá.rio possa escolher outros formatos. O usuário pode, ainda, salvar um 
subgraJo de consulta para uso futuro. 
3.3.3 SCHEMADESIGN e DATABROWSE 
Rogers e Cattell apresenta.m em [HC88] uma interface para BDs que seguem o modelo 
Entidade--Relacionamento (E-R), introduzido por Chen [Che76]. A interface é composta 
por duas ferramentas que permitem a manipulaçã-O de esquema,:; e de dados. A ferramenta 
SCHEMADESIGN permite criar e representar graficamente o esquema de um BD, através 
de um diagrama. E-R SCHEMADES[GN possui três janelas: a janela gráfica. pa,ra projeto 
de esquema, a janela de mensagens do sistema, e a jaJJela de com;mdos. Nesta última 
janela o usuário pode aciona-r comandos atravéc:; de botões, ou ainda. fazer entrada de 
da.dos através do teclado. 
Na. modelagem do esquema, entidades com chave sào representadas por retângulos 
norrna.is, enquanto entídades que não b>Ossuern -chave de acesso são representadas por 
retângulos de cantos a,rredondados. As Hechas lígaJ1do as entidades represcntarn o conceito 
de chave estmngeim do modelo de dados rela.ciona.L A criação de uma entída,de é feita em 
urna janela de propriedades, que permite especifkar o nome e os atributos da. entidade. 
Os tipos dos atributos sào escolhidos em urn ·ltiCTUJ associado à janela de propriedades. 
Para criar relacionamentos entre entidad<?s, seleciona-se a entidade de referência (no caso 
de relacionamentos do tipo rnuitos-pam-1.un) com o mouse, e ativa-se a. opera.çào connect 
do menu da janela gráfica de esq1.1ema, desenhando-se, através do '11W1J,se, uma linha. 
a.té a entidade referenciada. Relacionamentos do tipo nwilos-para.-nwito.5 podem ser 
construídos pela repetição deste processo. 
O usuário pode renomear ou eliminar e.ntidad~;s e aüíbutos, selecionando comandos a 
partir do menu associado à. janela de esquema. Da mesma. forma., o usuário pode moditlcar 
a disposição dos componentes gd.flcos do esquema. SCHEMADESIGN provê ainda uma 
função para localizaçã.o de uma entidade pelo seu nome. Esta funçãü é aplicada. em 
esquemas grandes, que não podem ser int-eirarnerrLe representados na janela de esquema.. 
A segunda ferramenta da ínterfa.ce proposta em [RC88l chama-se DATABROWSE 1 
c permite a visualiza.çào e a edição de entidades lógicas, e nào apenas de registros ou 
tupla.s. DATABRO\iVSE possui urna. janela de mensagens, urna janela de comandos, uma 
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Data: 1992 
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Autor NcmE;, Juliano 
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Figura. 3.6: R.epreseuta~;ào de infonnaçôes ern SCHE~vlADESIGN e DATABRO\VSE 
janela para navegação f edição de dados, unHtjcmeh de texto para apresentação/edição de 
campos do tipo le.Tto e uma janela para a.preseuta.çâo de crunpos do tipo bitnwp. Um 
menu associado à janela de navegaçào permite a seleção dc1 entidacl<~ a scl' vlsua.li:;,ada. 
Os dados sào apresenta.dos na forma tabular, e cnJa nome de atributo é separado de seu 
valor por dois pontos('':"). Atributos do tipo bilrnap aparece.m corno {cones. 
A navegaçiio pelas instâncias da, entidade é feita por meio de scrollbars a,ssociadas à. 
janela de dados. O usuário pode visualizm· uma entidade lógica cspecí-flca1 selecionando-
a com o mouse. O registro selecionado é mantido mJ te1a1 e os demais são eliminados 
dn. janela. Os registros referenci<tdos pela entidade escolhida são apresentados no lugar 
dos registros ellminados. O mesmo processo de visualiza.(;ão pode ser repetido parü as 
entid<:tdes referenciadas, e ô,ssim sucessivamente. No modo de edição, o usuário pode 
continuar a navegação, selecionando com o mousc os rótulos (nomes) de cada, atributo. 
A seleção do valor de nrn atributo permite sua edição. Existern aiuda op~~ôes p;:ua inserir 
e eliminar registros de entidades referenciadas. 
DATABROVVSE cria autornaticamente a rqn·esentação de urna entidade. No entanto 1 
o usuário pode modificar esta representação, atrcwés de mem1s que permitem selecionar re-
gistros de referência.) atributos deseja.dos, e outros aspectos da representação da ei1tidade. 
Os carnpos de tipos especiais (texto e bdnurp) podem ser criados e editados por ferramen-
tas externa.s 1 mante11do-se apenns o nome do arquivo correspondente no BD. A figura :3.6 
mostra a maneira de se representar infonnaçôcs em SCHENIADESIGN (esquerda) e em 
DATABROWSE (direita.). 
As ferramentas SCHEMADESJGN e DATABROWSE apresentam características ge-
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rais multo interessantes. Ainda assirn~ esta.s ferramenta-s poderiam ser melhoradas. Por 
exen1plo, facilidades para movimentação de grupos de objetos poderiam ser incorporadas 
a SCHEMADESIGN, enquanto que DATABRO\VSE poderia, ser estendido com mecanis-
mos para formulaçã.o de consultas. 
3.3.4 KIVIEW 
.KIVIE\V é uma interface originalrn<:nte desenvolvida para o sistema KlWI, um pacote 
que provê acesso amigável para múltiplos BDs. N.ào obstante, KIVlEW pode servir corno 
interface para qualquer modelo de dados a partir do qual urna rede semâ.nt.ica possa ser 
extraída [MDT89]. A motivação para a construção de KlVIE\i'V veio da constata.ção que 
a maioria das ferramentas de na.vega.çào construídas para. BDs oferece a.penas operações 
triviais, que sft.o praticamente inúteis em uma aplicação real. 
O modelo interno de KIVIEVV é uma. rede sernâ.ntica que consiste de objetos ligados 
por rclacionctmentos binários. O modelo externo (do usuArio) é for:mado por uma estrutura. 
de dados chamada de visüo, a qmtl representa um objeto da_ rede semántica, bem como 
seus objetos adjacentes. 
As seções de navegaçào de KIVTEW sào intercala.ções de dois tipos de atividades: atl-
\ridades de navcga.çào propriamente ditas e atividades de rnanipulaçào de v-isôei-1. Duntnt.c 
as atividades de navegação, o usuário explora o BD, visua.liza.ndo os objetos referenciados 
nas visões. A manipul<l.çào é o processo pelo qual o usuário cria e modíftca visões, onde 
são a.rmazenados os resultados das operaçôes de mwegaçào efetuadas. 
A rede semântica que define o modelo interno de 1\:IVIE\V pode ser entendida como 
um conjunto de triplas< m,r,-n >,formadas por dois objet.os (m, n) e por um relaci-
onarnento (r) entre eles. Estas triplas sào denominadas .fatoB. e os objetos podem ser 
classes ou instâncias. Os relaciona.rnentos entre objetos sào de qua.tro tipos: entre classes 
(generalização), entre instância. e classe (pertinência), entre instáncía.s (específico), e entre 
classe e inst.â.ncia (genérico). O par "r,n'' de um fato é chamado de propriedade do objeto 
rn. 
A visáo de um objeto inclui todos os fatos em que ele participa. Os fatos são cla.ssiíl-
caclos em quatro categorias~"- tnernbro, superclasse, subclasse c: propriedade--·-" de acordo 
com o relacionamento representado. A visà..o de uma. classe apresenta a.s quatro categorias 
de fatos, enquanto a visào de uma instância a.presenüt a.pena.s as cla.sses a que a instância 
pertence e as propriedades definidas para a instà:ncia.. Os conteúdos de cada categoria de 
fatos são apn~senta.dos em janelas independentes, onde ca.da jaJlela mostra um intervaJo 
de objetos ou propriedades, em uma ordem particulax·. A figura. 3.7 mostra a visã.o da 
classe Programa, com as suas quatro janebs de categorias de fatos. 
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D Programa 
D Membros D Propriedades 
D GOODIES D Tipo 
Autor: Juliano <autucia, pr-íY;,'T-3mack'r) 
Data: 01/12/92 <Objetivo, st:.ring> 
Objetivo :Inter:JCtce 
D Supere/asses D Subclasses 
f Objeto I F Me todo ··~ 
Figura 3.7: Represenla.çào de informações ern KlVIEW 
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Para obter a .. s janelas que compõem a v1sao de urn objeto (classe ou iustância), o 
usuário deve acionar o comando Open para o objeto desejado (o comando Close produz 
o efeito oposto, eliminaJJdo as janelas de visão do objeto). Em seguida, deve ser acionado 
o comando Activate para esse objeto, tornando a. visão do objeto ativa, c desativando 
as outras visões. Dessa. forma~ existe no máximo uma visã.o ativa. no sistema em um 
determinado instante. Na janela de visão ativa, o usuário pode mar os comandos Ordcr 
para estabelecer o critério de ordenação dos elementos apresentados na janela, e Sc·roll, 
pa.ra controlal' os dados visualizados na janela. 
Na. navegação normal, as diferentes visões abertas são independentes, e uma mudança 
em urna visão não afeta a.s denutis visões. A sincronização é urn rnecan.ismo que permite 
a ligação de diversas visôes ern urna estrutura do tipo Arvore, de modo que, ao mudar a 
visão raiz, os conteúdos dos seus filhos sejam aut.omaticarncnte modificados. A opera.çào 
de sincronizaçào Sync (O! V) estabelece a visão V como fllha do objeto O de outra visão, 
na á.rvore de sincronização. A sincroniza.çào pode ser desfeita pelo coma,ndo Bt·eal,; (V). 
O efeito exato da sincroniza.çào depende do tipo de janela em que o objeto O é apresen-
tado. Se O aparecia numa ja.neh de membros ou de classes, a sincroBizaçà.o é po..'l.icionai, 
_isto é1 se O ocupava. a i-ésima posição na janela no m()mento da sincronização, então V 
irá representar sempre a visão do objeto que ocu_pa a i-ésima_ posição naquela janela. Se 
a. janela que contém O é de propriedades, então a sincronização é semântica, ou seja, se 
a propriedade que ocupava a i-és.ir:na posiçào naquela janela no instante da. sincronização 
era < r 1 O >, então V mostrará a visào do objeto da. propriedade que ocupa a posição 
''?' da janela, somente se o relacionamento dessn propriecli-vie é r. De outro modo, V 
apresentará. uma visào nula .. 
As operaçôes de manipulação permitem a. criaçiíD de classes virtua,ito·, que não cor-
respondem a objetos existentes no BD. Estas classes sào usadas pa.ra guardar dados de 
interesse encontrados durante o processo de navegação. Assim, a rnanipulaçãn pode ser 
considerada uma esrécie de COtlsulta ao BD. O operador C·rca.le cria uma classe virtual 
vazia no BD, e o operador lnclude torna a classe virtual criada uma generaliza.çào imedi-
ata de outra classe. O operador Retain torna a. classe virtual uma especialização de outra 
classe, enquanto o operador Re.strict estabelece uma restrição sobre urna propriedade da 
classe virtual. Existem ainda os operadores Inseri e Delef-e que pennitem, tespectiva-
m.ent.e, inserir ou remover urna instáncía específica de urna classe virtual. 
3.3.5 PASTA-3 
PASTA-3 é uma interface para I\B2, um sisterna de base de conhecimento que suporta 
o modelo E~R1 estendido pelo conceito de herança e por regras dedutivas. O sistema 
54 CHpítulo 3: Sistemas de [nterfa.ce para Bancos de Dados 
PASTA-3 foi projetado visando porta.bilida.de, de nwdo que a ada.ptação a qualquer SBD 
que suporte o modelo E--R é feita, com rdativil. facilidade [Kl'v190J. PASTA-:3 us<:t 0 pa-
radigma de manipula.ção direta para diálogo com_ o usuário, c possui facilidades para 
manipulação de esquemas e de dados. Atrav(;s de PASTA-3, o usuárío pode projetar e 
rnodificar esquemas, navegar sobre esquema.s e dados, consult<:u· c atualizar irrforrnaçóes. 
A execuçà.o destas tarefas é feit.a em um ambiente Unico, ao contrário de muitos sistemas 
onde as tarefas são realizadas através de ferrame11tas diferenciadas. 
O paradigma de rnanipula .. çã.o gráfica direta é usa.do, em. PASTA-;1, no seu sentido mais 
amplo: não apenas os comandos que operam sobre os dados Bào manipulados diretamente, 
mas as próprias representações dos dados também o são. As informações sobre os esquemas 
são apresentadas nos modos grAtico e textual (através de listas ordenadas de elementos 
do esquema). O acesso às funções do sistema é feito pelo seu mcnn principal, que contém 
opções para iniciar e terminar uma scssào de trabalho com um determina,do BD, para 
iniciar o processo de consulta, para acionar comandos para navegação, para controlar e 
manipula.r as diversas ja.nelas do sistema, entre outr<:lS. 
A representação gráJíca do esquema não contém as figuras tradicio.nais (retángulos e 
losângulos) do modelo E-R. PASTA-3 representa uma entidade pelo seu nome, escrito 
com letras normais; relacionamentos também são representados por seus nomes, escritos 
em negrito. Essa reprcsentaçào do diagrama E---R tenta reduzir a complexidade vísuaJ 
do esquema, que pode ser, dessa forma., representado em espaços menores da tela. Uma 
j<tnda de herança é usada para refletir as derivações entre entidade~. Nesta ja-nela, as 
subclasses são identi_ficadas por sua posição relativa às superclasses. Urn meio simples de 
se obter estas posições relativas é pelo aJinhamento das superclasses à esquerda da janela, 
deslocando-se as subclasses para a. direita,. As propriedades (atributos) das entida.des nào 
são apresenta.da.s no diagraul.a, mas podem ser visua.lizados ern janeL:-ts auxiliares. 
Mais de um diagrama pode ser apresentado sJrnultaneamente, em janelas distintas, o 
que permite a visualização de diferentes partes do esquema aü mesmo ternpo. Além disso, 
as informa,ções apresentadas em listas ordenadas podem ser ma,nipuladas diretamente, 
ou com o auxlljo de menus. Combinando estas duas capacidades: o sistema, consegue 
representar esquemas de BDs ba.st.:tntc grandes, de ma,neira relativamente simples 1 ao 
contrário de muitas propostas que não se aplicam a esquen1as que possuem um numero 
considerável de entidades e relacionamentos. 
Outras facilidades existentes pa-ra a. ma.llipulaç;_],o de esquemas em PASTA-a podem 
ser citadas. A manipulação direta do diagrama p-ode ser feita sobre um nó indívíduaJ, ou 
sobre uma rede de nós, envolvendo entidades e rela.cion<uTJ.entos. Mais ainda1 o diagrarna 
se ajusta continuamente às opera.ç.ôes do usuário 1 de modo que a situação _final possa ser 
visuallzada previamente. Duas facilidades do sistema aj ndarn a construçào do diagrama 
E-R, permitindo alinhar e a.grupa.r ('Tttidades nas janelas gráficas. 
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Figura :.1.8: Repres(mt.açào de lnformaçOes ern PASTA·-8 
A navegação sobre o esquema pode ser feiti1. de quatro modos distintos. Prirneira-
rnente, a.':l janelas auxiliares de propriedades e o com~tndo Show D1:jindion permitem a 
visualização da definição de uma entidade (ou relacionamento) t..~ de seus atributos. O 
segundo modo para navegação no esquema é através das listas ordenadas de elementos do 
esquema. A seleçâo de um nome nestas listas causa a apresentaçào do elemento corres-
pondente na janela gráfica de esqucrna. Funções para referência cruza.da de informações 
formarn o terceiro modo de navegação sobre esquemas. O comando Find ER ilen8 1 por 
exemplo, apresenta 11a. tela os elementos do esquema que possuem um determinado atri-
buto. Finalmente, PASTA-3 oferece facilidades pa-ra identificar rcla.cionamentos existcrJtes 
entre duas entidades. Urna forma de se usar este tipo de naveg·a.<::)io é a. seleçào de duas 
entidades no diagrama., o que leva o sistema. a destacar todas as ligações (diretas ou nào) 
existentes entre elas. 
A na.vegação sobre dctdos é feita de forma. simples ou sincronizada, corno no sistema 
KlVIEW, visto anteriormente. Os dados sào apresentados na janela de dados, de forma 
tabular. O usuário pode escolher os atributos que deseja. visualiza-r na janela de dados, 
e os valores apresentados sã.o sensíveis ao m.o·use, podendo ser selecionados para uso 
em outras janelas. Os atributos multi-valorados sào representados pelo seu primeiro 
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elemento, seguido de reticências ('' ... "). A opçào Expand permite a apresentação dos 
demals elementos do conjunto, em uma. janela auxiliar. 
O mecanismo de sincronizaçào de PASTA-·8 pcn:nite a navegação simultâ.nca. em cn-
t.idad<.~ que se relacionam. Uma das entidades é escolhida como primáJ'ia, e a outra tem 
seus valores alterados em funç,:ão da entidade prirná.ria. O processo é similar às planilhas 
eletrônicas, que recakularn todos os vaJores quando o mmá.rio rnodifica uma vaJor chave. 
A fi.gur-a a.S mostra a representação de um esquema através do diagrama EM" R (canto 
super.lor esquerdo) e de lista.'! de elementos do esquema (canto superior direito), e a repre-
sentação de uma janela de dadofi para a. entidade P'l'ograrna, de acordo com as definições 
de PASTA-3. 
3.4 Interfaces para o Modelo Orientado a Objetos 
Como foi visto, o modelo 00 é originário dos chamados modelos de dados semánticos. 
Esta seçào vai mostrar que a.s quaderísticas adicionais do modelo 00 contribuem para a 
maior complexidade de suas interfaces, notadamente pe.la necessidade de representaçào de 
cornpo1·tarnento. Além disso, as interfaces que serào apresentadas a seguir comprovarào 
as divergéncias existentes entre diversos sistemas que irnplementarn o rnodelo 00. 
3.4.1 SIG 
O sistema. SIG ( Smal!Talk Intaaction Oenerator) [NING86] é um gendor de apresentações 
interativas para objetos complexos em sif:ltemas de baJlCOS de dados orientados a objetos. 
O conceito básico de SlG é o de apresentação interativa ou ID (Jntemcti-ue D1:splay). 
Cm JD permite não só a visualizn-çáo, ma,s também a a.tua.lização dos objetos, e reflete 
dinamicamente a estrutura do objeto representado. Um ID é comtruído de maneira 
declarativa, e J.Ds complexos podem ser criados a p<ntir de lDs mais simples. Uma. classe 
pode ter vários IDs associ<:1dos, e mesmo um objeto pode ser representado ent diferentes 
JDs ao mesmo tempo, de modo que as a.tu<~lizações efetuadas ern urn ID são reHdidas nos 
demais, automaticamente. Por fim, un1 lD pode referenciar outros 1Ds, inclusive de modo 
recursivo. 
Objetos em SIG são tupla.s N P2 qne possuem identidade, e que podem compartilhar 
valores de atributos. Classes agrupam objetos que possuem estrutura. e comportamento 
similares. Um objeto é urna instáncia de sua cla.sse, e todo objeto possui um protocolo 
de mensagens ao qual ele responde, i:ltravés de uma mudança de cfit<J.do, ou através do 
retorno de informações. Este protocolo encapsula o estado interno do objeto. Assim) 
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Programa 
Nome: Autor: 
GOODIES Juliano 
Oliveira 
Objetivo: 
Interface para SGBDOO Ricardo 
Anido 
Data-Impl; 
1992 Claudia 
Medeiros 
Figma 3.9: Rcpresent<tção de informações em SIG 
Ur.Tl objeto, via de regra, não pode exanJinar ou rnodific.ar diretamente o estado de outro 
ob,jeto. 
Como foi visto, um ID pode ser cornposto por outros IDs. Estes 1Ds sào cbarnados 
sub-IT)s, e a cada sub~lD est.á ~~.ssoóa.do um menu com os rnétodos próprios do sub~objeto 
representado. Dessa forma, um lD não viola o princípio de encnpsulamento do estado 
interno do objeto. Urna ja.nela grific;;t é usada para n .. Jnesentaçãn de cada ID, c os sub~ 
IDs são representados dentro da janela. de seu lD. Entretanto! sub-IDA podem representar 
conjuntos de objetos, e SIG impôe a.lgumas lim itnções sobre a representação de conjuntos. 
De fato, apenas quatro elementos de mn conjunto podem ser rept-esenLa.dos em um sub-
IU. São apresentados os três prir.neiros elernentos, seguidos por reticências('' ... ") e pelo 
ültimo elerm:nto do conjunto. O comando Expmul é utilizado para gerar urn novo ID para 
repre::;entar todo o conjunto contido no sub-ID. 
Todo ID está. associado a. uma classe, e SIG tnové um editor pa.ra construção de novos 
[Ds, baseado nos IDs jA definidos para a classe. No entanto) o primeiro ID de cada classe 
deve ser inteiramente definido pelo usuá.rio, mesmo que já exista urn JD semelhante para 
outra classe do esquema .. Dessü forma, o p<tradigma. de manipulação direta nào se aplica 
à definição dos IDs, que deve ser feita a.tra.vés de uma linguagem de comandos. Outra 
def-iciência de SlG é a inexisténcia de mcctmismos para mudar o nível de abstração das 
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informações apresentadas em urn ID. A figura 3.9 mostra um ID para um obj{~to da classe 
Programa, de acordo com as definições do sistema SIG. 
3.4.2 Interfaces do sistema 0 2 
0 2 é um SGBDOO que apresenta um sistema de interface bastante amigável, funcional-
mente completo, c que pode atender aos diversos níveis de usuários de um SBD. Nesta 
seção, serão apresentadas três ferramentas de interface para o 0 2 : os sistemas LOOKS, 
TOONMAKE!l e OOPE. 
LOOKS 
O sistema LOOKS [Mam91.J suporta a manipulação gráfica e interativa de objetos e valores 
complexos no SGBDOO 0 2 . LOOKS permite a visualização e atualização de objetos por 
meio de representações genéricas que 10rnecern suporte navigacional an usu<Í.rio, através da 
execuçâo de métodos. Uma representaçào genérica é formada por urn editor l uma baxra 
de comandos, e urn ou mais rncmts a.ssociados [Alt90b]. O editor de um objeto complexo 
é composto de vários editores subsidiários. Toda a i:tpresentação do objeto é construída 
pelo editor, exceto a motdura que envolve a apresentação e a barra. de com.awlos. O editor 
mais utilizado é o editor de tupla, onde uma barra de título contérn o nome do objeto (ou 
da cliL"lSe, se o objeto nào possui um nome). A esquerda da apresentação são mostrados 
os nomes dos campos, em negrito, e à direita. de cada campo, seu respectivo va.lor, que 
po:r sua. vez, é também um editor. Os elementos de conjuntos sã.o apresentados como íilas 
de editores, em forma de ícone. 
Os editores que compôem un1a apresentaç.ào podem ser copiados, movidos ou elir:oi-
nados por manipulação direta, e a sintaxe destas operao;:ôes segue a definição tradicional 
dos comandos Copy-Cut-Paste. Par<1, rnover ou copiar editores, o sistema verifica a, com-
patibilidade entre os tipos de origem e destino da operação. Toda apresentaçào possui 
um menu associado, que contém opções para imprimir o conteúdo da a.presçntaçií.o e para 
modificar o n-ível de abstração em que as informaçôes sào apresentadas, além dos métodos 
públicos a.ssociados ao objeto apresentado. 
Os tipos de editores dispon-íveis em LOOKS sào: tup.la, caractere, boolea-no, lista, 
conjunto, bitmap e texto. O editor de tnpla foi discutido <teima; o editor de caractere 
engloba os editores de números inteiros e de números reais, que sào apresentados cL'1 forrn<t 
convencional. O editor de booleano8 apresenta se11 vaJor em urna. caixa, contendo urn "X", 
se o valor é verdadeiro, ou vazía, se é fa.lso. O editor de listas mostra uma seqüéncia 
de sub-ed-itores do mcsrno tipo, separados _por Ícones de flechas: que indicam a ordem da 
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lista. A illl.':~sma forma de apresentação é usada no editor de conjunt.os, eliminando-se, 
porém, as setas, pois nâo existe ordem entre elernentos de urn conjunto. Os editores de 
texto e de bitmap apresentam textos e figurasr respectivamente. 
O sistema LOOKS, como foi visto1 pode ser usado como Lmta interface direta para 
o usuário. Não obstante, LOOKS pode tarnhém ser embutido em aplicações, através de 
primitivas que executam funções LOOKS [Alt90a]. Como o sistema S(? baseia em urna 
arquitetura cliente/s<~rvidor, urna aplicaçâo deve usar a primitiva Prologue para estabe-
lecer uma conexão com o servidor LOOKS. A primitiva Bpil()g'nc tem efeito contrário, 
desconectando a aplicação do servidor. 
A primitiva Preserd define uma apresentaçào para urn objeto ou valor. !Dla retorna 
um identificador de apresentaçào para o programa chamador, mas não mostra a apre-
sentação IJa. tela.. Present recebe como parâs:netros a identificação do objeto a ser exibido, 
e a indicação de pennissào para a.tualiz;a.ção do objeto através da aprescntação1 entre 
outros. Para. rnostrar a apresentação na tela é usa.cL.\ a primitiva Map, enquanto as primi-
tivas Unmap e Destroy produzem resultados opostos aos das primitivas !Ylap e Prcscnt, 
respectivamente. 
A aplicação transfere o controle da apresentação para o usuário através da primitiva 
Lock. A execução da aplicação flca bloqueada. até que o usuário acione nm comando 
para gravar ou abandonar a apresentação, ou até qtle outro rnétodo ou aplicação chame a 
primitiva Unlock para a aplica.çã.o, desfazendo o efeito da prir:nitiva .Lod~. LOOKS permite 
ainda especificar títulos para nprescntações, ativar ou inibir <t cxecuçào de rnét.odos a partir 
de uma. apresentaçào, obter as apre~entaç-Ôes cria~das para um deterrninado objeto, entre 
outras facilidades. A figura 3.10 mostra. a apresentação do objeto GOODJE'S da da,sse 
Pmgmma, segundo os critérios do si~tcm<t LOOKS. 
TOONMAKER 
O sistema TOONMAKER [Mam91] per.rnite a adaptação e rnodifi.caçã.o das apresentações 
geradas pelo sistema LOOKS. As vant;;tgens adicionais das apresentações de TOONMA-
KER sobre as apresentações genéricas de LOOl\.S são: 1) possibilidade de limitar ou 
expandir a quantidade de informações exibidas em uma a.presentaçáo; 2) maior facilidade 
para ajuste dos parâmetros gráficos (tipo de ldrn, cores) e da, decoraçào das apresentações; 
3) capacidade de atribnir nma estrutura. gráfica pan1 os dados; e 4) possibilidade de adap-
tar o modo de interaçáo entre o usuário e a aplicação, de acordo com a representação 
gráJ-ica escolhida. 
TOONMAKER possui um módulo de especiflcaçào. onde o uouário descreve a. natureza 
dos componentes gráficos de uma. aprescnlaç,ão. Uma especificação define urn modelo de 
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Figura ;1.10: Representação de infonnaçôes ern LOOKS 
apresentação que pode ser a_plicado aos objetos de uma classe. Uma classe pode possuir 
díversas especificações de apresentação, de modo que o usuá-rio pode escolher a que mais 
se adapte a. cadct aplicação. Mais ainda, bibliotecas de especificações de apresent<tçáo 
podem ser armazenadas no próprio BD. 
A especificação de urna apresenta.çào é feita através de um editor gráflto, onde a 
apresentação pode ser diretamente ma.nipulada. A definição da apresentaçào pode tomar 
como base outra definição já. existente, ou a. apresentação genérica, criada pelo LOOKS. 
O editor de npresentaçà.o permite eliminnx campos que nào devem ser apresentados, e 
também expandir campos que sã.o objetos, de modo que seja apresentada a. estrutur<:t do 
sub-objetol e nào um ícone, corno na. a.presentaçào paclrâo. 
O sistema. permite a modifica.çã.o da. estrutura organizací.onal dm dados a.ptesentcu:los. 
Por exemplo, elementos de urna lista. podem ser a.grupa.dos em um só ca.mpo. .Pode-
se a.crcscentax novos cam.pos na. apresenta~)'to, repretlentando informações derivadas, ou 
seja, informações obtidas a. partir dos da-elos efetivarncnte annrtzena.dos no BD. O editor 
interativo de a.ptesentações de TOONMAKER tra.ba.lha com dua.s árvores: a árvore de 
ediçã.o, que apresenta a cstrutur<:t da. classe edita.d<:t) e a. árvorn de toons, que mostra a 
composição de construtores gráficos ctssociados a ca.da nó da ~.rvore de edi1~ào. 
Um t.oon é um componenle gráfico que pertence a. urna. classe de objet()s gráficos, 
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possuindo métodos que implementam seu aRpecto e seu comportamento. U rn loon pode 
ser composto ou terminal. Os toons compostos são: Fonn, Frame, Column, e Row, e 
são nós internos da árvore de toons. Col11mn dispõe seus descende11tes verticalmente, e 
Row hmízontalmente. Eles possuem recursos para definir a reaçà.o da estrutura a uma 
inserçào1 remoção ou substituiçào de clern~;ntos, e permitem definir atributos gráficos como 
margens, separadores de elementos, c outroti. O toon Frame e11volve seus destcndentes em 
uma moldura cuja cor e estampR. podern ser modificadas. Form dispõe seus descendentes 
em uma zona retangular, em coordenadas espedfi.cas. 
Toons terminais são as folhas da. árvore de toons. São eles: Te:rl, usado para rep.resen-
ia.r campos textuais; Bitrn.a.p, que mostra figuras nêl. apresentação; Button, que pode ter 
um texto ou bitma.p corno rótulo, e permite a execução de rnétodos 02; Line, Rectanglc, 
Ellipse e Polygon, que permitem definir figuras e dc!>enhos na apresentação. 
Além do editor, TOONMAKEFt pos:mi um<:l- interfa-ce de programação, que pçnnite 
criar ou modificar apresent.açôes, dentro ele um programa de a.plicaçào. Paxa isso, TO-
ONM.AKER provê funções visando a defmíçào d<J árvore de loons. A apresentação cri;~da 
pelo editor ou pela interfa.ce de programa.çãn pode ser utilizada em uma. aplicação, através 
da pTimitiva. Presenl', do mesmo modo usado no sistema LOOKS. A figura 3.11 mostra a 
apresentação da. figura ;).10, após urna. sessào ele edição em T00Nl\'1AKEH. 
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OOPE 
OOPE ( Object.*On.ented Progranrming E'wvi'IYmment) [Alt.90c] é outro sistema que provê 
facilidades de interface para o sistema 0 2. As ferrament<-ls de OOPE fornecem funções 
para: navegaç~ sobre esquemas e dados; criaçã.o de estrutura de classes, objetos e 
métodos; depuração e teste de métodos e aplicações; e formulaçào de consultas, entre 
outras. OOPE usa as apresenUtçôes criadas pelo sist(~ma LOOKS para mostrar e editar 
objetos. A própria definiçào dos esquemas é anna.zenada em classes do BD (meta-dados). 
OOPE pode ser configurado para satisfazer difere-ntes tipos de usuários. Os aspectos que 
podem ser modificados incluem; posicionamento e tamanho de janelas das ferramentas, 
ícones e títulos associados às janelas, entre outros. 
As facilidades de manipula.çào de esquema d1-: OOPE incluem navegação, criaçào, 
visualização e nwdificaçào de estruturas de tipo de classes (c de seus métodos). A ferra~ 
menta Browser possui a funç.ão Display Class, que apresenta a lista de toda.5 <.ts classes 
do esquema de um BD, em ordem ;-dhcbétlca. A seleção de uma classe nesta lista causa. 
o aparecimento da apresentação da. estrutura da classe. De modo semelhante, pode-se 
visualizar estruturas de objetos: a hiera . .rquia de classes, e as instâ.ncia.s das classes. A fi-
gura 3.12 mostra uma janela de apresentaçiio d<l estrut1.na da classe Programa, de a.cordo 
com a..s definiç·ôes usada.<: em OOPE. 
A criação de uma nova classe é feita. pela aplicação do método .4dd-Subcl(u;s na sua 
superclasse. Este método aparece no rnenn de rnétodos de toda aprescnta.çào de classe. 
A definiçào de uma classe é compost<l pelo nome, típo, superdasses, subclasses: métodos 
públícos 1 métodos privados da classe1 alér:n da indicaçào de classe pública, e de informações 
sobre a classe. O método ;idd-SnbclasB cria urna apresent;;cçào de estrutura de classe 
contendo estes campos vazios. O usuário preenche os campos da ct.present<v;à<J, e pode, 
a seguir, cornpilar a classe, para que ela se torne conhecida no restante do sistema, ou 
apenas salvar a definiçào da classe. 
Do mesrno modo, um método pode ser criado em uma classe pela execuçâ.o ck: métodos 
pré-definidos para adicionar um método à classe. É criada unut apresent.a.çào da estrutura, 
do método, contendo os campos: nome do método, indicador de método público) classe 
recebedora, informações, parârnetros, resultados, l.ingnn.gem e corpo. Os c;unpos indicador 
de método público e classe recebedora sào pré-inicializados em função da classe sobre a 
qual foi aclona.do o método para cri;:tçâo de método. Os dema.is devem ser preenchidos, 
como na inserção de urna nova classe. O usuário pode compil<u· apenas a <'lssinatura do 
método, tornando-o conhecido 110 sistcrna., ou compibr ta.mbém o seu corpo, para que ele 
possa ser não só referenciado, rnas taxnbém executa.do. 
O método Run-klethods associado a toda. apresentação de estrutura de classe, permite 
a execução de um método da classe descrita. F; criada uma instància. de teste da classe, e 
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Figura :}.12: R-epreseutaçào de informações em OOPE 
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uma apresentação para essa. instância., cujo mcrw_- contém os métodos compilados da classe. 
A instância de teste criada pode ser editada e salva no BD. A escolha. de um método na 
apresentação desta instâJtcia fará com q-ue ele seja executado sobre a insi.âJJcia, e se o 
rnétodo possuir parâmetros, o sistema irá solicitá.- los. 
O sistema 0 2 não permite a modificação do tipo de uma classe. Dessa forma, OOP8 
fornece opções apenas para eliminar, compilar 7 e tornar uma classe pública ou privada. 
Panl eliminar uma classe, o sistema verifica: 1) se ela nào possui subclasses; 2) se ela 
não possui instâ.ncias; e 3) se ela não particlpa da definição de tipo de outra classe do 
esquema. Métodos, por outro lado, podem ser livremente modiflcados e eliminados. 
OOPE permite a criação de uma instància em u_ma classe, a partir de uma opçào do 
rnenu da apresentaçã-o da da.sse. O sistema cria tuna, apresentaçào da estrutur<t do objeto 1 
contendo: nome do objeto, classe, métodos públicos e privados 1 e infonna,ções. O usuário 
deve digitar o nome do objeto e utilizar o coma11do Compih do rnenu da apresentação 
da estrutura do objeto para inserir o objeto no BD. A opção fnitialize deste menu cria a 
apresentação dos dados do objeto, que o usuário pode, entà.o, editar. I\1étodos sã.o criados 
para objetos da mesma maneira como é feito pnxa as classes. 
O campo info1'1nações, comum às apresentações de estrutura de cla.sses 1 rnétodos e 
objetos: é, na verdade, um objeto composto pelos seguintes campos: doe, um texto con-
tendo a doc.umentaçào sobre a entidade; errors, Ltrrl texto com as últimas rnemw .. gens de 
erro geradas pelo sistema para o elcrnento descrit-o; co-rnpiled, que indica se o elemento foi 
ou não compilado; e bilmap, que contérn <t imagem do ícone assoc:ia,do ao objeto, classe, 
ou método. 
Além da ferramenta Browser, OOPE possui diversas outras ferramentas irnportaJJ.-
tes, A ferranJenta Application.s permite dcfi.nir uma a.plicação sobre o BD, através de 
facilidades para criação de progra.Jn.a.s e de variá-veis globais, e de opções para compilar, 
executar e depurar os programas e métodos. A ferramenta 02 S'hell é um editor de texto 
que permite a entrada e a. execuçào de comandos do 0 2 , sendo útil para implementar 
comandos não disponívels no OOPE. Um workspace pode ser usa.do como uma visão do 
esquema. Objetos podem ser inseridos on retirados do workspace, c as modifica, coes 
podem ser salvas para, futura utillza,çào. Outra ferr;:troçnta ( Checker), efetua a traduçào 
de elementos do esquema criados fora. do OOPE, panx a definiçào annazenada. no BD de 
meta-objetos do OOPE. Uma. última ferramenta., (_Jucri.cs, possibilita a especifkaçào de 
consultas ad hoc ao BD. 
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3.4.3 ODEVIEW 
ODEVIEW [AGS90] é a inter[ace gráfica para o SGBDOO ODE, provendo facilidades 
para navegação sobre esquemas e dados. O sistema ODEVIE\;V é apropriado para usuários 
que não desejam programar em 0++) a linguagem de programação de ODE, que é uma 
extensão da linguagem C++. ODEVIEW se baseia no paradigma de manipulaçào gráfica 
direta, de forma que o usuário interage com o sistema pela seleção de itens em rnenns c 
botões, e pela movimentação e seleção de ícones. 
Novas cla$ses podem ser incluídas ern ODE através de sua. interface textua.-l (O++ L 
sem nenhuma mudança ou compilação em ODEVIE\i\l, porque nenhum rnda~BD é nMn-
tido pelo sistema. Ao contrário, ODEVTE\V usa-ligação dinâmica- ( dynarrúc li·nking) para 
chamar funções especiais dao":l da::-~ses, que sào respons<:Í.veis pela representação dos objetos 
pertencente_.;; à. classe, Cada cla.sse deve prover (Ossa.s funções (métodos) especiais, que são 
chamadas sempre que um objeto da. classe for a.pxesentado em ODEVIE\V. 
A janela inicial de ODEVIEW contém os ícones que representam os BDs gerencia-dos 
por ODE. Corno auxílio do mo use, o usuário seleciona o BD desejado, causando a abertura 
de uma janela contendo a descriçào gráfica da hierarquia de dasf:les para o BD selecionado. 
Esta hierarquia é representada por um grafo acíclico direci01w.do, cujos nós e arestas 
representam classes e relacionamentos de especihlízação, respectivamente. O usuário pode 
exatninar o gntfo de hierarquia em difcrcnteR níveis de det<...!he, através de opera.ç.ões de 
Zoorn. Ele pode ainda escolher urna classe para. visua.li:r,ar ern detalhe, selecionando-a com 
o nwuse no grafo. Esta seleção caLJS<l o <lpa.recimento de urna janela. contf~ndo ínfonnaçôes 
sobre a classe. 
A janela de informações sobre uma. dada daBse possui trés subjanelas: duas janelas 
pa.ra mostrar superclasscs e suhcla.sses) e unut janela contendo meta-dados associados à. 
classe, tajg como o número de instáncias de objeto _pertencentes ;\_ classe correntemente 
armazenados no BD. A janela de informações sobre classe contém um botão que causa <t 
abertura de uma quarta sub janela) contendo a descriçào Lext.ua] do tipo da classe. 
A navegaçã.o no esquema é feitD pela seleçào de outro uó do grafo de hierarquia 1 ou pela 
seleção de uma classe na.s subjancla.s de super/sub classes. A janela de informaçôes sobre 
uma. classe contém ainda um bot.ào que permite o início d~t navegaçã.o sobre os dados. 
O botão Objects faz aparecer a janda. onde são apresentados os objetos pertencentes à. 
classe. Esta janda. se divide em três partes. Na parte de controle estão os botóes que 
realizam operações de navegaç:iio sobre os dados; no painel de objetos aparecem os botões 
para visualizaç.ã.o de objetos; e IHt terceira paxt<'\ a. parte de informações, aparecem os 
dados do objet,o propriamente ditos. 
Em ODEVlE\,V, um objeto pode ser aprese_ntado c](' diferenteH fornHttJ, dependendo da 
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semâJ1tica. dos métodos que gerenciam. as apresentações de uma classe. Estes métodos são 
especificados pelo projetista da classe, e a janela de objetos provê um botão para cada 
formato de apresentação definido para. a classe, como por exemplo, os formatos textual 
e pictórico. A figura 3.13 mostra a representação de uma cla.sse (acima) e de um objeto 
(abaixo): segundo as definições de ODEVIEW. 
Objetos complexos sã.o formados por outros objetos, que são visualizados em ODE-
VIEW através de botões situados no painel de objetos da. janela de apresentação de 
objetos. A cada sub-objeto corresponde um botão, cujo acionamento causa a criação e 
exibição da janela de apresentação de objeto para o sub-objeto selecionado. Os botões 
situados na parte de controle da ja.nela de a.presentaçào de objeto são três: Re8et, Nex:t e 
Pre1Yious. Estes botões permitem a navegação sobre os dados, i:lpresentando na janela de 
objetos, o primeiro objeto da (;xtensào da classe, o próximo objeto, ou objeto anterior, 
respectivamente. 
Como os sistermts PASTA~:3 e KIVIE\,\,ll discutidos anteriormentel ODEVIEW permite 
navegação sincronizada: o usuário seleciona uma rede de sub-objetos e aplica, <ttravés dos 
botões da área de controle, uma. op~.;~raç:ào de navegaçií,o sobre um objeto. Esta operação 
é automaticamente propagada por toda a. rede de objetos definida.. No entanto, m.esmo 
wm a capacidade de sincronisnw, a na.vegaçào em ODEVIEW precisa de extensões para 
se tornar mais poderosa. Os próprios projetista..<> da interface indicam, t.~m [AGS90], duas 
capacidades adicionais que deverão ser incorporadas <tü sistem<t, qm~ sâo a projeçào c 
a seleção. A primeira capacidade permitirá a escolha dos atributos de um objeto que 
devem ser apresentados, e a segunda, permitirá estabelecer condições a serem satisfeitas 
por atributos do objeto para qne ele sej<t apresentado. 
3.4.4 GS DESIGNER 
O sistema OS DESIGNER ( GemStonc Visua!S'cherna Des·igner) [Alm9l] permite a de-
finição interativa de classes c de relacionamentos entre chsses, atwvés de um projeto 
gráfico de esquema, GS DESIGNER é o editor gráfiw de esquema, para o SCBDOO 
GemStone, e oferece ao usuário facilidades para, cri;;tr, modificax e remover definições de 
esquemas por rnanipul[!t,:âo gráfica, direta. 
O princípio básico de organizaçáo de informações ern GS DESlGNER é o conceito 
de grafo de classes (class gmph). Urn grafo de dasses pode ser considerado como uma 
coleção de classes que se rela,cionarn entre si, de diversas maneira~. Um esquern<L contém 
vários grafos de classes, e uma. classe pode pertencer a. mais de urn grafo de classes. O 
conjunto de grafos de classes pode ser entendido corno a. visito que a aplicação possui do 
BD, ou seja, o esquema. conceitual da. apllca,çào. 
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Todas as classes pertencem a uma. única hierarquia de herança, cuja raiz é a classe 
Object, definida pelo sistema.. Dessa forma, qualquer grafo de classes criado pelo usuário 
é um subgrafo conectado à hierarquia, de classes. Os grafos de classes sào úteis para 
pa.rtícionar as classes em divisões lógicas, para cada aplicação específica. Em um grafo 
de classes, relacionamentos podern ser escondidos, diminuindo~se a complexid<1de visual 
de grandes esquemas. Uma caracterlst,ica importante de GS DESIGNER é que ele nào 
pemlite que o usuário crie urn gTfiÍO de classes inválido. As.'lim, todo grafo de classes 
representa um estado consistente do BD. 
GS DESIGN.ER possui três janelas principais. A janela. de esquema contém um ícone 
para cada grafo de classes definido para o esquema do BD, e inclui O!> quatro grafos de 
classes criados pelo GemStone. Estes grafos criados pelo SGBD contêm as classes embu-
tidas, como Integer e String. A .f anela. de def-inição de classe permite a definiç.ào textual 
de uma classe do esquema. Modificações realizadas sobre uma janela. são imediatamente 
refletidas nas demais. 
A terceira janela, é a janela de grafo de clw.,ses, que contém retângu1o8, representando as 
classes, e flechas ligando os retángnlos, que indicam os rela.cíonamcntos entre as classes. 
Urna flecha com o rótulo IsA representa o relacionamento de especi.aliza.çào entre uma 
subdasse e sua super<:lassc. Flecbas indicando subobjetos são rotuladas com o nome 
do atributo cujo domínio é a classe a.pontada. pela flecha .. Flechas com pontas duplas 
simbolizam atributos mulli-va.londos. 
As principais operações que podem ser executadas em GS DESIGNER são a crlaçã.o 
e remoção de grafos de classes) a definição e modirícação de classes, o salvamento do 
esquema definido como um objeto do BD, a ir.nportaçào de classes definida$ ern 0++, 
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transformando-as em grafos dí~ classes, a geraçào de relatórios com as definições das 
classes, e a exportação da definição de classes ou do esquema de um BD, para uso em 
outros BDs. 
Em GS DESIGNER, classes e relacionamentos podern ser representados ele (_tiversos 
modos. A representação padrão para urn grafo de classes, como já foi dito, é feita com 
retângulos e flechas. No entanto, outras representações podem ser especificadas, e as 
mesmas operações de manipulação direta podem ser aplicadas em qualquer representação. 
A figura 3.14 apresenta um grafo de cla..sses, de acordo corn a .representação padrào de OS 
DESIGNE!\. 
3.4.5 GOOD 
O sistema GOOD ( Graph-Oricntd Ob_iect Databa;Se) [PBA +n] permite a visualização do 
esquema de um BDOO, através de um grafo rotulado e direôonado1 cujos nós representam 
classes de objetos, e cujos arcos representam relacionamentos (ou propriedades) que po-
dem existir entre os objetos dessas classes. Nós retangulares sào usados para representar 
classes abstratas (definidas pelo usuárlo), enquanto nós ovais representam classes básicas 
(definidas pelo SGBD). 
Em GOOD) mesmo uma instância de uma classe pode ser vista corno um grafo, onde 
e<tda sub-objeto e cada valor são representados por nós únicos, de acordo com o conceito 
de identidade de objetos do modelo 00. Cada nó é rotulado com um nome dto; classe, e 
nós de dasses básicas são rotulados a.dicionalrnente com seu respectivo valor. Os arcos 
do grafo de instância são rotulados de acordo com os relacionamentos apresentados no 
graJo de esquema. A figura ;u_5 apresenta nm esquema de BD, conforme a representação 
definida pelo sistema GOOD. 
Consultas sâ.o formula.das através de subgrafos obtidos a partir dos comporH.mtes do 
grafo de esquema. A estrutura do gTafo de consulta especi.fica ~"ts partes do BD que 
devem ser recuperadas na consulta. Urn grafo de consulta. se assemelha a um grafo de 
instância, exceto pelo fato de que, na insUí.ncia, os nós de classes básicas sào rotulados 
com seus valores, enquanto no grafo de commlta. isto nâo ocorre. A aplicaçii'.o do grafo de 
consulta a um grafo de esquema resulta em um certo número de cosamentos de pad·tiio, 
que correspondcm à.s instâncias das dasses que sào iguais (exceto pelos seus Vi-l! ores de 
rótulo) ao grafo de consulta. 
Assim como a consulta, todas as operações ele GOOD possuem o efeito correspondente 
a uma transform.<:tçiío em graJos. Uma operação, portanto, consiste em um suhgTafo e 
uma açi:'io aplicada às instâncias que casam com o padrâo estabelecido pelo subgrafo. 
As operações definidas em GOOD incluem adição e remoçào de arcos e nós do grafo de 
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Sistema Programador 
olJjetivo nome data nome 
String String Date String 
Figura ;~.15: I{epreEJcntaçào de informações em GOOD 
esquema. Para isso, duas facilidades a,dícionais sâ.o utilizadas: composição e decomposiçiio 
de esquemas. A decomposiçâo pennite a frag.mentaçào elo esquermt, para que se destaque 
dele uma determinada classe. A composição tem efeito contrário, conectando um<1. cla.9se1 
através de um arco, ao grafo de esquema. Dessa forma .. o sistema é flexível, e garante ao 
nsuári() a capacidade de alteraçào de esquemas. 
A montagem de um subgra.fo para aplicaç<'lo de opera-çôes é !Cita por manipulação 
direta. O usuário pode copiar, ldentificaJ· e remover nós e arcos do grafo de esquema, 
seleciona11do o elemento desejado com o rno'ILSe. Urna vanta.gern deste tipo de construçào 
é que ela evita grande parte dos erros que poderiam ser cometidos se o subgrafo fosse es-
peci-ficado por meio de uma lingua.gem ele progranv1..;_:<'lo. Além disso1 um subgra.fo obtido 
por manipulação direta pode ser utíliza.do em programas coon. I\lais ainda, a inter-
face provê mecanismos para visualizüção e navegaçào nos resultados produzidos por estes 
programas. 
ErnboTa possua um nível elevado de cara-Cterísticas gráficas, a1gurna.s aplicaçôes em 
BDs não podem ser modeladas em GOOD de forma natura-l, por dois motivos principais. 
Primeiro, os axcos dos graJos nà.o possuem qualquer infonnaçâo a,Ssocía.da a. eles, a nã.o 
ser os seus rótulos, de modo que rclacionarnentos com semântica devem ser modelados 
como nós. Em segundo lugar, o modelo de GOOD é plano 1 no sentido de não permitir a. 
representação de infonnações <tnir!llada.s, o que difkuHa, por exemplo, a representação de 
diferentes ntveis de abstração P<'tra, os dados. 
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3.4.6 FACEKIT 
O sistema FACEKIT [.KN92] é um conjunto de ferramentas que suporta o projeto de 
interfaces para BDOOs, combinando b~cnicas de UIM8B 2 com o conhecimento embutido 
sobre os projetos de SGBDOOs. FACEKIT é um sistema gráfico int(~ratlvo, baseado em 
janelas, e embora possa ser considerado um UlMS, se destina a um grupo específico de 
interfaces, que são aquelas que se relacionam a s.istema.s de banc()s de dados orientados 
a objetos. Para isso, FACEK[T engloba conhecimentos sobre esquemas, hierarquias de 
hemnça, métodos e ferramentas pa,ra detiniçào de dados, entre outros. Dessa forma, o 
sistema incorpora conhecimentos especificas sobre SGBDOOs a um UlMS, permitindo 
que uma interface projetada em FACEKIT seja integrada ao BD, 11Ulizando o seu modelo 
de dados, e tendo acesso ao seu esquema, c ~ts linguagens de consulta do SGBD. 
FACEKIT utiliza o modelo de dados e a.s ferramentas do SC.a3DOO CACTIS para ma-
nipulação de dados e esquemas. Os objetos de uma. int.er[a.cc possuem a 1nesrna estrutura 
dos objetos dos BDs, e são armazenados nos próprios BDs. FACEKTT constrói, mantém 
e executa métodos que produzem a. representação ·vi~uaJ dos objetos. Esta abordagem 
permite a muda.nça de comportamento de urna. interfnce, à rnedída que os da.dos do BD 
são modificados. A figura 3.16 mostra. uma. janela pa,ra. definição gráfica de representações, 
contendo os botões das funções disponíveis em PACEKIT. 
UlMSs tradicionais permitem qne o usw:i.rio e;,pecífique o formato da tela.~ relacionando 
ca.da açào possível a uma rotina. da aplicaçào. FACEKlT define uma interface em terrnos 
de aparêncía. e funcional.ldade. A funcionalidade da in\,erfac(; é definida por métodos, 
e a sua aparência envolve objetos de interface (wúlgets) e objeto~ do BD propriamente 
dito. Definir a aparência de objetos do BD envolve a er:;pecifi.caçào de representações para 
classes de objetos. Uma rcpn~scntaçào pode se1· idêntica. para todos os objetos de uma 
classe, ou pode ser dependente dos dados do objeto, de rnaneint que o tipo de resultado 
de 1..un.a. consulta., por exemplo, detennine a aparência de sua representação. Na. verdade 1 
a. a,parência. de uma repTesentaçà.o pode depender inclusive de dados externos (como o 
recebimento de mensagens, ou a variaçào do clock do sistema). 
Qualquer tipo de dado que não te.nha uma representação definida pelo usuário emprega 
a representação padrão, criada pelo sistema. Esta rc-presenta.çà.o (:criada pela associação 
de urn método à definiçào da classe. Os dados que este método utiliza são1 do mesmo 
modo1 acrescentados à definição da classe, O objetivo desse enc<tpsula.mento é controla.r 
a.s várias representações disponíveis para. um detenninado tipo de objeto, favorecendo, 
ainda, a. construção de bibliotecas de representaçôes, e conseqüentemente, facilitando <:t 
rcutiliza<,:âo dessas reprcsentaçôes. O ;u·n:1azenament.o como objetos do BD permite a fácil 
2UIMS é um anônimo pElJ"a User fnle1jncc iHnnagement Sy,>lnn, <:representa. uma classe(](: software 
que visa suportar o pJ·ojcto, implementação e utilizaçi:i.o de sistemas de interfi~ce. 
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Representation Definition 
~ "" ...... Data Se h ema Current ObjecL C-OODIES .... 
Current Type. Programa 
~ "" 
~ Main I 
~ l 1 l 
í\iindow Primitive Object 
~ Manager Operations Manager 
~ 
Figura 3.16: Definiç.ào de uma interface em FACEKlT 
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manutenção das representações 1 pois todas as facilidades e ferramentas do SGBD podem 
ser utilizadas para manipulação das representações. 
Representações podem ser relDdonadas, formando representações cornplexa.sl e podem 
ser redefinidas e modificadas, para a criação de novas reprt,-senta.çôes. O anna,zenamento 
das apresentações, com já foi dito, não é feíto na forrna de imagens, rnas sirn como métodos 
dependentes de um conjunto de atributos. Esses atributos não precisam ser explicitados 
na chamada do método, porque eles sào defmidos no esquema., e portanto encapsulados 
na dai;se do objeto ao qual a representaçào se relaciona. Assim r o método sabe a JWÍori 
onde encontrar seus argumentos. 
3.5 Estudo Comparativo das Interfaces 
Os primeiros SG BDs que .irnplementarcmt o modelo relaciona! ofereciam ~1.pe11as linguagens 
de comandos corno ntecanismo de interface com o usuúrio. Estas interfaces se tornantrn, 
com o domínio Jos sistemas relacionaü sobre o m.ercado mundial, o mec;),:nismo padrão 
de interaçã.o entre um usuário e o SGBD, com destaque para a,s linguagens SQL e QUEL. 
Com a popularização dos SBDs, a figura do usuário ganhou importância, e os projetisLas 
de BDs atentaram para a necessidade de interfaces mais a.migá.veis. O sistema QBE 
±Oi urna primeira tentativa de facilitar o diálogo entre usuário e SG.BD. Apesar de ter 
representado um avanço considerável com relaçào às linguagens de comandos, QBE não 
provê a facilidade de utilizaçào desejável em uma interface para BDs. 
O desenvolvimento da tecnologia de fwnl·wan: permitiu o surgimento de estações de 
t.rabaJho de grande capacidade de processamento, e de visoH~s gráficos de alta resolução. 
Acompanhando esse desenvolvimento, surgiram, na área de .90jlwan:, sisternas gráficos 
poderosos, capazes de representar lnforrn<H;ôes pidoricamente. Os sistemas relacionals 
foram beneficiados por estes avanços tecnológicos, através de t.r<Lbalhos çorno o pioneiro 
SDMS [HerSO], e mais recentemente com o sisterna PICASSO, desenvolvido por K.irn, 
Korth e Silberschatz [KKSSS], que jA S(' baseia em uma extensão do modelo relacional. 
SDMS, embora seja um sistema mui Lo limitMlo, tem importância históríca., por :;;e tra-
tar de ~una das prüneiras propost«S de interútce gráfica para BDs. O sistema só permite 
a navegação sobre os dados de uma. relação do BD, sem a possibilidade de visualização 
simultânea de outras relaç.ôes. Já o sistema PlCASSO utiliza um conjunto de janelaB 
para apresentar, ao rw~smo tempo, iufornMçôes sobre as diversas relações contidas em um 
BD. Os pontos positivos deste sistema sAo <l capacidade de formulação gráfica. de consul-
tas; a possibilidade ele se construir consultas complexas a partir de resultados ele oututs 
consultas; e o suporte à. navegação sobre resultados de diversas c<msulta.s já realizadas. 
Como pontos negativos podem ser destacados a, impossibílida.de de atualiza.ção das in-
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formações visualizadas através da interface, e a dificuldade de construçâo e representaçâo 
do hipergrafo de esquema, para BDs complexos. 
Apesar de os sistemas relacionais (e s1Jas extensões) terem sido beneficiados com o 
adw.mto dos recursos gráf-icos, sào os modelos semânticos, e de forma destacada. o mo-
delo 00, que r1ecessitam e utilizam ern grande escaJa as novas capacidades gráficas dos 
computadores. A visualização de obj0tos complexos, que nào podeJ.u ser representados 
de maneira simples 001110 as tabelas utilizadas no modelo relaciona.l, é uma das aplicações 
evidentes dos recursos gráficos em interfaces para os novos modelos de da.dos. 
Os sistemas ISIS, SNAP e SIG reprcsent,am as primeiras implementações de interfaces 
gráficas para os modelos semânticos surgidos a part.ir da década. de oitenta. Estes sistemas 
influenciaTam os trabalhos posteriores, pelas ca.rnctcrlsticas de utili:.:ação de representações 
gTáficas paTa. esquemas e dados, pelo uso de sistemas de janelas para apresentax diferen-
tes aspectos da..<; informações, e pela preocupa(,~ào em tornar o diálogo com o usuário o 
mais natural possível, através do paradigrna de manipulação gráJ-ica direta. Além disso, 
as deficiências apresentadas por estes sisternas motivararn o desenvolvimento de novas 
interfaces. 
O sistema TSJS [GGKZ85] se destaca por ser uma. inteTfa.ce completa, no sentido de 
prover não só acesso às funções de na.vegaçào e consulta, mas também permitindo a. 
atualização de dados e esquema$. Entretanto, lSIS restringe a ca.pacidade de expressão 
do seu modelo de dados (SD1.'1), por nào permitir a representaçào do conceito de herança. 
múltipla. Outro ponto negativo de ISlS é a representaçáo das classes do esquema através 
de padrões gerados pelo sistenut. E!>te tipo de representaçào só é efici(~nte para esquemas 
muito simples, de forma que os sistemas rna,is recentes não adotanl esta abordagem usada 
em IS!S. 
Já os sistemas SNAP e SIG perdem para .. o sistenvt ISlS em termos de faólidades. 
SNAP [BH86] provê pouco suporte à navegação sobre dados; a única maTJei.ra de se vi-
sualizar as informações de uma determinada, entidade é especificax urna consulta. Não 
existem, _porém, facilidades pa.ra reutilizaçào de resultados em consu.ltas subseqüentes. 
A ênfase de SNAP é o projeto de esquemas, embora a representação ut.il.izada para o,'J 
componentes de um esquema seja dcfkíent.e, devido à. utillzaçâo de um número excessivo 
de símbolos: que tornam o diagrama rnuito complexo. 
Abordagem oposta. é utilizada no sistema. SIG [MNGS6L onde apenas objetos do BD 
podenl ser representados. Dessa, fornut) SIG não oferece funções paxa v.isualiz<:tçào e ma-
nipul<tção de esquemas de BDs. A represent.a.çfío de objelos complexos é o ponto forte 
de SIG, tanto que diversos sistemas recentes adotam representações muito semelhantes 
para esse tipo de informaçào. Além do formato dô.s representaçôes, SlG introduz uma. 
x:naneira. de se manter o enca.psulamento dos snbobjetos que compõem um objeto com-
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plexo, através do ani.nhamento de representaçóes, onde cada representaç.ão traz o menu 
de métodos definidos para a classe de objetos que ela representa. 
Das interfaces apresentadas na_.:; seções anteriores, duas utilizam o modelo FrR para 
representa.ç.â.o de suas informações. O sistema. proposto por Rogcrs e Ca.t,t.ell em [RC88] 
representa um esquema através de retângulos e flechas, enquanto o sistema PASTA<1 , 
de Kuntz e Melchert [KM90] elimina totalmente as figuras geométricas do diagrama E--
R. Esta abordagem diminui a complexidadt~ visual do diagrama., sendo mais apropriada 
para reprt.-senta.ção de esquema" com grande número de entidades e relaóonarnentos. 
PASTA-3 supera. ainda a interface apresentada em [R.C88] pela exploraçã.o da semântica 
do modelo E-R. em seus mecanismos de navegaçào, A facilidade oferecida por PASTA-
3 para navegação sincronizada em diversas entidades justifica esta aJ1rmat,iva. Outra 
vaJ1tagem de PASTA-:1 é a. aprese.nt.açâo de informações sobre esquemas nos modos gráfico 
e textual, onde ambas as representaç-Ões podem ser diretamente manipulad.:ts. Por outro 
lado, a representação de dados na interface descrita em [RCSSJ ut.iliza um método de 
representaçâ.o de entidades mais adequado que o o formato tabular convencional tJtilizado 
em PASTA-3. 
O sistema .KIVIE\V [MDT89] nà.o pretende ser uma interfao~ cornplet<t para SCBDs. 
O objetivo de KIVIEW é facilitar a pesquisa exploratória dos BDs, por parte de usuários 
novatos ou casuais. Logo, KIVlE\i\/ não prové funcionalidade para construção de esquema, 
nem para. atualização de informaç.ões. Sern embargo, KIVIEVV apresenta uma, grande 
facilidade pa-ra. na.vega.çào sobre esquemas e dados. De fato, o processo de navegação em 
KIVIEW é tão poderoso quanto um mecanismo de consult<t. A maior contribuição de 
Kl.VIEW está na definição elo conceito de na.vegaç.ão sincronizada., que foi posteriormente 
empregado em diversos sistemas, corno PASTA-3 e ODEVIEW. Ta.mb6n a classificação 
dos tipos de informações que devem t~er apresentadas em uma visua.llizaç.ào de estrutura 
de classe, introduzida etn KIVlE\V, constitui uma contribuiçâ.o f~Xpressiva. 
Assim como KIVIEW, OD.EVIEW é urna ferra,menta, para. na.veg<v;ão, nà(J provendo 
suporte para atualização de esquemas ou dados. Ali.<Í$ 1 o mecanismo de navegaç.âo uti-
lizado em ODEVIEVV se inspira em grande parte nos conceitos de KlVlEW, inclusive 
no que diz respeito à sincronizaçáo. Entretanto, ODEVtE\iV não oferece facilidades pa.ra. 
armazenar resultados do processo de navegaçâo. O pt'ojeto de ODEVII~VV foi também 
infiuencia.do pelo sistema SIG, no qw: concerne ~~ representação de objetos, embora a. re-
presentação utilizada em ODEVIE\V seja rna.is consistente. Em SlC, a representação de 
um subobjeto pode ser especiHcada tar1to em um mét.odo da classe que define o objeto 
complexo quanto ern um método associado à própria cla.ssr~ do subohjeto; já em ODE-
VIEW um subobjeto utiliza sempre a. representação definida em sua. própria. classe. Assim, 
ern ODEVIEW cada classe deve t.er um mét.odo específico para criar as represcntaçôes de 
seus objetos. O problema é que o sistema não oferece suporte para que o projetista faça a 
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de.fin-ição gráfica da apresentaçào1 que podería ser, subseqüentemente1 convertida para a 
especificação textual do método que cria a apresentação. Ao contrArio, a .. '> representações 
de objetos em ODEVIE\i\1 são definidas através cb linguagem de comandos do SGBD 
ODE. 
A tendêncía de se construir ferramentas de interface separadas para cada tipo de ta-
refa executada ern um SBD é seguida peto sistema GS DESIGNEI\. [Alrn91]. O sistema 
PASTA-3 adota abordagem oposta1 propondo a implen:wntação de todas as ferramentas 
em um único amhíenteintegra.do. No entanto, um dos autores dt~ PASTA-:3, ern um tra.ba-
lho mais recente ([Kun92]), reconh<:ce que urna única ferrarnenta. nào pode sel· adaptada, 
de rna.neira ótima, a todas as tarefas e tipos de inforrnações existenteS" em um SBD. A 
tarefa a que GS DESIGNER se dedica é a construção e evoluçào de esquemas. Portanto, 
nenhum suporte à navegação sobre dados é oferecido, nem qualquer tipo de manlpulH.ção 
de objetos dos BDs propxiamente ditos é permitida. Em se trata.ndo de manipulaçãü 
de esquemas, entretanto, GS DESlGNER é mais que um editor gráfi.co que permite a 
manipulação direta de co.mponent.es para <t ddiniçáo de esquemas. O sistema incorpora 
conhecimento sobre as regras de const.ruçào de esqn<;ma.s, de modo a garantir que um 
esquema projetado através dü GS DESIGNER seja correto. Outro ponto interessante 
de GS DESIGNER é a pos...">ibilidade de representar elernentos do esquema. em diferentes 
ÍQrmatos, em um único dlagranw .. A repn.'.senta.çào de uma classe, por exemplo, pode ser 
feita por um retângulo, ou por urna moldura contendo determinaclm atributos da classe. 
Dessa forma, pode-se destacar elementos importantes de um esquema. 
As ferramentas LOOKS, TOONJ\-1AKER e OOPE, se consideradas de forma. isola.da, 
apresentam as mesmas defi.clêncías apontadas pa.ra diversas inter.Íitces já estudadas, nota-
damente no que se refere ao conjunto de funções. LOOKS [Alt90b] provê urna estrutura 
para representação de objetos complexos, baseada em editores especia.lizadQs, que su-
pre, em grande parte, as necessidades de visualização e m<:tnipulação de informações dos 
usuários. 'fOONMAKER [Mam91] oferece facilidades pa.ra transformar as representações 
de LOOKS, de acordo com a~ nec<~ssiclades de <tplica,çõcs específica.<o. No ent;mto, estes 
sistemas não suportam rnanipulaç.ào ou vlsualiz<tçào de esquemas. Por outro lado, OOPE 
oferece facilidades paTa manipulação de esquemas, mas não possui um mecanismo eficiente 
para navegação sobre objetos dos BDs. A associa.çáo das tré.s fernunentas torna o sistema 
de interface do SGBD 0 2 ba..stante poderoso, constituindo-se em um dos principais desta-
ques do 0 2 , de acordo com diversos trabalhos recentemente publicados ([Dcn90L [Deu91}, 
[BMP+92L e [Sol92]) sobte este sistema. 
Embora já existam fetramenta.s de alta qualidade lmp1e.rnent.:vlas, como as do sistema, 
0 2 , a área de pesquisa sobre interfaces para BDs ainda est<i em aberto. É grande o 
esforç(). empregado em busca, de novos moddos e representações, que tornem o diálogo 
com o usuário o mais natural possível, c que reflitam, da mesm<t maneira, a. estrutura e a 
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semântica das informações. Os sistemas GOOD e F'ACEKIT são amostras de resultados 
atuais de pesquisas nesta direção. GOOD [PBA +92] é uma tentativa de uniformização 
de representações de esquemas e dados por melo de grafos. A representação de esquemas 
por grafos já demonstrou ser a.dequada p<tra muitos tipos de aplicações. No entanto, o 
fonnato específico de representaçào proposto por GOOD parece ser impróprio para BDs 
com muitos tipos de classes, devido à complexidade visual resultaJ)te da utilização de três 
tipos de figuras geométricas, ligadas por flechas rotula,das. Argumentação semelhante 
pode ser aplicada com relaçã.o à representaçào de objetos complexos. 
FACEKIT [KN92], por sua. v-ez, tenta conciliar as car;'lCterística_<; de UIMSs e SGBDs, 
para facilitar a construçâo de interfaces. O sistema utiliza as facilidades de definiçâü de 
apresentações oferecidas pelos lJIMSs, armazenando esta$ apresentações como objetos do 
BD. Dessa forma, é possível utilizar todas as facilidades de m<uti-pulaçào de dados do 
SGBD para a. ma.nuteJJção e controle das apresentaçôes. O ponto negativo deste tipo 
de abordagem é a forte interdependência existente entre o UIMS e o SGBD utilizados. 
Entre outros problemas, a evolltçào de uma das ferramentas pode ser limitada pela outra. 
O ideal é que a. ferramenta de interfa.cc seja independente, tanto do SGBD quanto da 
aplicação para a qual se destina. 
3.6 Características de Interfaces para SGBDs 
A interface corn o usuário é um ;:wpecto do projeto de sistemas que vern ganhando im-
portâ.ncia cada vez rnaior. É notório que o sucesso de um produto pode ser medido pela 
sua aceita.çào por parte de sçus usuários, e por essa razão, alguns sistemas chegam a 
conter mais linhas de código para gcréncia da interface do que parn realizar a ;-1tividade 
específica. da aplicação a. que se destinam [MvD91}. 
Esta seção propõe a1gurnas diretivas que devem orientar o projeto de urna interface 
gráfica. para. sistemas de bancos de dados. Em seguida, os sistemas de interface gráfica 
apresentados nas seções anterioreti sào analisados, sob o ponto de vista das diretivas 
pwpostas. 
3.6.1 Diretivas para Projeto de Interfaces 
Grande parte dos trabalhos public.rtdos na área de interfaces apresentam regras: princípios 
e critérios para projeto, objetivos a serem atingidos 1 e problemas a serem resolvidos por 
um sistema de ínterface com o usuário. Alguma$ destas propostas são genéricas; ou~ 
tras analisam o problema do desenvolvitnento de interfctçes sob o ponto de vista de uma 
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aplicação em particular, 
Serão introduzidas, a seguir, dez din:tivas que devern ser consideradas no projeto de 
uma interface gráfica p~u:a sistemas de bancos de chulos. As quatro primeiras diretivas 
representam uma síntese de características introduzidas por diversos trabalhos anteriores, 
entre os quais podem ser dest<U:ados [Shn87], [Wel88], [Sch90], [GirnfJO], [Sun90], [MvD91] 
e [Mam91J. As demais caracterÍsticas foram identificadas à luz do estudo realizado na 
seção anterior. 
1. Transparência e retroalirnentação: 
Uma interfa,ce é tra.nsp<trente quando o usuário, a qualquer instante, sabe o que está 
se passando no sistema. Este wncf':'ito pode ser estendido pela noção de contexto, 
que representa o estado do siskma em um determinado momento. O u::suário deve 
ter conhecimento das açõe~ possíveis em cada contexto, e da. maneir<~. corno essas 
açôes podem ser ativadas. 
Para. isso, a interface deve prover retroalimentação de _infonnaçôes, através de men-
sagens do tipo '~Gxecuçtlo âo co-mando em progr·csso'', ind-icando ao usuário a açã.o 
que o sistema. está desenvolvendo. f~ im-portante que o usuário seja orientado sobre 
muda.nç.as de estado do sistema, a. través da troca de core.s, ou de rnudanças na forma 
do cursor. Em int(~rfaces para SGBDs, o problema de retroalimentação é crítico, 
notadamente nos processos de consulta ou navegação, quando se deseja investigar o 
BD de forma progressiva, com base em resultados intermediários obtidos. 
2. Concisão e qualidade de ctprescntaçào: 
Uma interface gráfica deve S(~J: concisa ern dois aspectos: a) na apresentação de 
opções e lnform<:tções ao usuArio; e b) no volume de entrada de dados exigido para 
que o usuário expresse suas necessidades. Cada tela ou janela da int.erface deve 
conter apenas as inforrna.çôes necessári<lS. It um erro apresentar dados que nunca 
serão utilizados pelo USlHÍI'io. Alérn disso, o número de opç.ões apresentudas nos 
menus deve ser limitado, e a memória do usuário nào pode ser lJtilizada como 
parte da interface. Dessa forma, ao mudaT de contexto, o sistema deve permitir a 
recuperação das informa.ções anteriores, se o usuário for precisar delas para. qua1quer 
operaç.ão, ou para entendimento do novo contexto. 
Do mesmo modo, a interface deve ser sucinta, ou seja., o usuário deve poder expressar 
seus desejos e ações de maneira rápida e direta. A resposta do sistema deve seguir 
o mesmo estilo, para que o usuário sinta. que está dialogando C()JJl urn parceiro 
inteligente. Ainda no q11e diz respeito à.s respostas do sistema., é útil que o usuárío 
consiga filtrá-las de alguma maneira, selecionando a quantíd<-1de e a qualidade das 
informações a St"fem visualtzadas. 
Seção 3.6: Cara.cteri..'>ticas de uma. interface Gráfica. para. SGBD 79 
O fator ''apresenta.çào" é sem dúvida muito in:tportantc em un1a i.nterface. No en~ 
tanto, questôes t:'Stéticas não devem sobrecarregar a tela., ou prejudicar a ordenaçiio 
dos elementos nela contidos. O excesso de cores e de formas gráficas pode ser urn 
fator prejudicial, desviando a atenç-ão do usuá-rio. A decoraç.ií.o da interface deve 
ser, dessa forma. bastante criteriosa. 
3. Adaptabilidade e auxílio a.o usuário: 
Uma interface deve possuir a qualidade de ser tutorial, ou sej<t, em qualquer mo-
mento, o usuário pode perguntar ao sistema sobre o contexto ern que ele se encontra, 
sobre opções disponíveis nesse contexto, enfim sobre o funcionamento do sisterna em 
si. A resposta. do sistema a essa.:; pergunta.s deve ser cla.r<-1., objetiva e sucinta, ga-
rantindo a ajuda desejada pelo usuário, sern sobrecarregá-lo com informações em 
excesso. Além disso, a interface deve se adaptar ao modo de trabalho do usuário. 
O sistema deve permitir que o usuário escolha as características que compõem seu 
ambiente de tra.baJho\ tais corno fontes de letras, cores, mecanismos de confirmação, 
entre outras. 
4. Coerência e integridade: 
A previsibilida.de e a coerência de uma interface se resnrnern no fa.to de a.çoes 
idênticas produzirem result.ados idênticos em qualquer contexto do sistema. l~s­
tas características tornam. o <~prendizado rnais fácil, e dão ao usuário uma sensa.ção 
de segunmça, aumentando sua conf"lança. no sisLem.a .. A intuitividade da interface 
também decorre de sua prcvisibiliclnde e coerência, de modo que o usuário possa ter 
a intuição da a.çã.o a ser tornada pela. intcrface1 mesmo que ele esteja ut.Hiza.ndo um 
comando pela primeira VE;z. A ma.nutençií.o de um estilo único ElO longo de todos os 
contextos é fundamental para que o sistema apresente estas ca.n,,ct-erística,s. 
O termo íntegridade possui urna semântica. difereJJcia.da no contexto de interfaces 
gráficas, e se refere aos mecanismos de confirmaç&o e As rot.inas de trat<:unento de 
erros. Mecanismos de confinna.ç<lo devem est<u· pre::;entes, pan-1. gara.ntir a integridade 
dos dados maJJipulados pela, interface. No entanto, a utiliz.açào indiscriminada de 
mecanismos de confirmação pode tornar a. opera.çào do siste.rna cansativa, iJ..fet.and.o 
o bom desempenho do usutÍrio, pela. repetição de ô.ÇÔ(7S ldênticil..s. Outro modo de 
se ga.ra.ntir a integridade da.s informações é através de meu1nismos que perm-itam 
desfazer (ou reverter) certas operações. Esks meca.nismos, apesar de muito úteis, 
devem ser~ no caso geral, limitados à tlltima operaçào efetuada., sob -pena de se 
torna-rem muito onerosos para o sistema .. 
5. Completeza.. funcional e suporte à, comunidade de usmit:ios: 
Uma interface gráfica deve prover acesso a t.oda.s as funções disponl'l-·eis no SGBD. 
Esta cmnpleteza funcional pode ser ntingida ;:l-través de uma. única ferramenta de 
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propósíto geral. Entretanto, esta ferramenta tende a ser mui to complexa, tanto para 
os projetistas que a des{mvolvcm, quanto para os usuários que com ela trabalham. 
Por essa razão, a tendôncia que se nota é a construção de ferramentas especializadas 
para cada grupo particular d0 usuários, e para cada, conjunto de tarefas específicas 
em um BD. EBtas ferramentas podem ser posteriormente integradas em um ambiente 
homogêneo, que atenda a toda a comunidade de usuários, sern penalizar usuários 
finajs coro excesso de funcionalidade, e ao mesmo tempo, g"<trantindo aos usuários 
especialistas facilidades para explorar todo o potencial do SGBD. 
6. Geração automática de apresentaçõe" 
_É forte a tendência das interfaces para SGBDs em a.dota-r um estilo de int(~ração 
basea-do na edição de, e navegação sobre, objetos dos BDs [FM92]. Estes objetos 
podem representax informações sobre a. estrutura. dos B Ds ( esque1na.s) ou sobre os 
seus conteúdos. Nos modelos de daDos tr.adicionais, a aplicação é a responsável 
pelo apresenthção de objetos, porque a semântica de composição não está embutida 
nas estruturas dos modelos. Os novos modelos de dados (semânticos e orientados a 
objetos) permitem a modelagem. direta de objetos estruturados, e a interfa.ce deve 
tirar proveito desta propriedade pa.ra criar as represent<tçõcs dos objetos1 indepen-
dentemente da aplicação. É claro que a aplicação pode especificar como e quando 
uma representação é cria.da., mas o modo de operação da represent<tÇàü é definido 
pelo sistema de interface, que passa. a assumir uma tarefa que er<l, anteriormente, 
do programador de aplicações do BD. 
7. Suporte a diferentes níveis de a.bstraçàD mts apresenta.ç6cs: 
O suporte a diferentes níveis de abstra.çào é uma característica complementar h 
geração automática de apresent<tções. A interfa.ce deve prover facilidades para que 
o usuário manipnle as representações criadas, de modo a ajnstá-!a.s às suas necessi-
dades. Devem existir mecanismos para. deslocar, esconder c destacar as estruturas de 
um objeto complexo. De fonn,t semelhante, deve .c:er pm.s[vel ü..'lsociar representações 
de objetos, através, por exemplo, de hierarquias, ou de outro tipo de dependência., 
de modo que as próprias representações de objetos poS\S'<:Un ser relacionada"! para 
formar representações complexa,::;, assim como mn objeto complexo ú composto pelo 
relacionamento de outros objetos mais simples. Enfim, o ponto essencial é que a 
interface permita que o usuátio escolha o nível de detalhamento desejado para as 
informações apresentadas. 
8. Acesso aos dados feito a.tra.vés do ~_GBD: 
A geraçào automática de representaç.óes propJcJa. o i5olamento entre o código da 
aplicaç.ãD e o código destinado à gerênci<L da interface. No ent<mto, para que a inter-
face seja. capaz de criar e gerenciar apresenta.~:ões, é nec.essário que ela tenh.a acesso 
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aos objetos do BD. Alguns sistemas de interface fazt~rn acesso direto aos objetos, 
pelo conhecimento embutido nestes sistemas sobre os mecanismos de armazena-
mento utilizados pelo SGBD. Esta abordag·crn apresenta dois grandes problemas. 
Primeiro, o sistema de interface se torna dependente da irnplementa.ção do SGBD, 
não podendo ser utilizado com outro tipo de SGBD 1 mesmo que os seus modelos 
de dados sejarn idênticos. O segundo problema é que o sistem<l. de .interface viola, 
neste caso, uma regra drlssica dos SBDs, segundo ü qual o acesso aos dados é feito 
çxclusívamente através do SGBD. A violação desta regra causa. a. perda de todas as 
vantagens do controle logicamente ce11tralizado dos dados. 
Portanto, a. interface deve fa:r;er acesso aos dados <:üravés do próprio SGBD. Um 
módulo específico do sistema de interfa.c(~ deve ser o responsável pelo envio e recebi-
mento de informações do SGBD. I~ óbvio que este módulo é dependente do SGBD 
utilizado, no que se refere à sintaxe de comandos e a.o formato de respostas. Sem 
embargo, se a irnplernentaçáo destas particularidades for bctn projetada. no módulo 
de comunicação com o SGBD, todo o sisterna. de- interface pode ser por·tado para ou-
tros SGBDs, através de modificações relativarnenlc sirnples, feitas num único local 
do sjstema. 
9. Independência e11trc ações: 
Uma ÜJterface gráfica deve garantir que utda açãn do usuário produza um resultado 
completo e perce.ptível. A ca.da a.çiio deve corresponder uma resposta, ou sínali;;mção 
da interface, de modo que o usuá.rio entenda. que sua açã.o fOí aceita. e procc..isada 
pelo sistema. Nào obstante, o conceito de independência entre açóes cxtrapola. a 
simples retroalimentaçàol e deve ser entendido como uma oposição ao uso dt: ''modos 
de processamento". Nas irJterfa.ces que usa:m diferentes modos de processamento, o 
usuário sel.eciorl<:t um desses modos, e a partir dessa. seleç,:ào, um grupo diferenciado 
de funções se torna. ativo no sistem<-l, tornando temporarlaJ11(cmtc inacessíveis as 
demais funções do sistema. Em geral, uma dH.s aç.óes permitidas em um "modo" 
qualquer é a volta ao modo nonnal de proc<:ssamcnlo. 
Este típo de comportameJJto torna a interface bast.;-mte difícil de ser compreendida 
por um usuário inexperi~~nte, pois c;-1da ''modo" apresenta um conjunto específico 
de ações, e mais, ações sen.1elh;mtes em 1;rnodos11 distintos nem sempre possuem 
semânticas similares. Em interfao~s que possuem a característica de a.çóeK indepen-
dentes, por outro lado, o conjtmto de opera-ções permitidas é o mesmo em qualquer 
contexto, e a semântica das açõe'3 mantém sua. coerência. ao longo de qualquer si-
tuação. A principal va.ntagern desta. a.bordagem é que o usuário sernpre vô um 
conjunto consistente de ações, (o sabe que qualquer aç.ào sua não levará o sistema. a. 
um estado que o usuário pode desconhecer. 
10. Integração de BDs e repn~sentaçã.o do model_o de da.do~: 
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A _nova geração de SBDs, que começa a surgir, deve possuir capücldade de .inte-
gração com outros tipos de aplicaçã.o, como planilhas de cálculo e lingua.gens de 
programação. Mais ainda, os novos SBDs devem ser capazes de se comunicaxem, 
cooperando entre si, para que os usuários de diferentes SBDs consigam_ manipular 
dados, independentemente do SBD que contém esses dados. Este tipo de integração 
é a proposta dos Sistema de Bancos de Dados HdeTOgéneos (SBDHs) [Oh93]. De 
modo semelhante, as interfaces para SGBDs devem possibilitar a visualização e a 
manipulação simultânea da estrutura e dos objetos de diferentes bancos de dados. 
1Jma interface para sistemas de b<tncos de da.dos deve ser construíd<l, de acordo com o 
modelo de dados especifico do SBD, para que_ a interface consiga expressar 1 de modo 
natural, todas as informações nele contidaB. E inconcebível que a interfa,ce restrinja, 
sob qualquer ponto de vist<t, o poder de expressão do moddo de dados definido para 
o SGBD. Mesmo em SBDHs, existe um modelo de dados cornum 1 para o qual todos 
os modelos dos SBDs componentes sào mapeados. Este rnoddo comum deve, dessa 
forma, ser suficientetTtente rico para representar todos os modelos subsidiários. O 
sistema de interface para SBDHs pode ser baseado no modelo de dados comum, 
ou illnda coneordaJ' com o modelo de dados de cada. SBD comportente. Em ambos 
os casos, a interface deve mapear as estruturas do modelo connnn para estruturas 
correspondentes no modelo espedflco de cada SBD utilizado. 
Mamou e Medeiros mostram, em [lvlM90] e [I'v1M91], que o conceito de visào, tra-
dicionalmente empregado na literatuta sobre bancos de dados) pode ser estendido 
c empregado pa,ra a construçã-o de sistemas capa;;,es ele gerar, automaticamente, 
uma representação contendo diversos objetos, pertencentes à cla.sscs distintas. O 
mesmo priiKÍpio _pode ser aplicado para representar, <~m uma visão, informações 
provenientes de diferentes BDs. 
3.6.2 Análise das Características em Algumas Interfaces 
As tabelas :3.1 e 3.2 <ma1ísam a.s interfaces gráficas apresentadas no início deste capítulo, 
com relação à.s dez nnacterísticas básicas de interfaces introduzidas nesta seçào. A con-
venção de símbolos adotada. para ela.hon:1.çào d<:ts tabelas denota pelo sinal\!" urna carac-
terística. presente na interface, e implernenta.da de acordo com os çornentários efetuados 
~teima. para a respectiva característica. O símbolo '':::::::" indica. a. presença da carél.deristica 
no sistema de interface, todavia, sem o atendimento completo dos requisitos anteríormente 
citados. A ausência de urna c<lxacterística. é representada. por uma coluna \-'azia. 
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Sistema Características 
de lntetface TransparCncia/ Concisão/ Adaptabili Coerência/ Suporte à 
Retroalímentnção AprcsentaçãD dade/ Auxílio fntegridade Comunidade 
QBE 
" "' " SDMS 
"' 
v 
" 
v 
PICASSO v v v v 
ISJS 
"' "' " " " SNAP 
" " 
v v 
DATABROWSE/ v v 
" 
v 
SCHEMADES[GN 
KlV!EW 
"' " " --- f--- v PASTA-3 v 
" "" 
v v 
SIG v v 
"' 
v 
,;--LOOKS/OOPE/ v v v v " 
TOONMAKER 
" 
ODEVIEW v v 
"' 
v 
--GS DESlGNER 
"' c----
v 
" 
v 
" GOOD 
"' 
v v 
FACEKIT v v 
"' 
v 
" 
~ Legenda .j - Caract<;rística Plewuncnte Presente ~ - Característica Parcialmente Presente D- Característica Ausente 
" 
Tabela a.l: Características básica.s Clll interfaces existentes (Parte 1) 
~8_:4 ______________ C:::':::a.,p,:_{tccuc:l:_o_c3::'_:Sistemas de InterÚ.Ke para. Bancos de Dados 
--Sistema Característical; 
de Interface Geração Níveis de Acesso lndependêncía Integração/ 
Automática de Abstração Através entre ações Represent,açào 
Apresentações do SGBD do Modelo 
QBE v 
" 
v v 
-SDMS 
" "' 
v 
PICASSO v 
"' "' !SIS v 
" 
v 
SNAP 
"' 
.; 
DATABROWSE/ v 
"' 
v v 
" SCHEMADES!GN 
KIV!EW v v v v 
"' PASTA-3 
"' "' 
v 
" -
SIG v 
" 
v v 
--
LOOKS/OOPE/ v 
" 
v 
" TOONMAKER 
ODEV!EW v 
" 
v .; 
-~:S DESIGNER v v v 
--
GOOD 
" 
v v v 
FACEKIT v .; v 
Legenda J - Característica Plenamente Presente 
"' 
- Característica. Pardalmente Presente 
D- Canu:terísti.ca Ausente 
Tabela 3.2: Caract;erlsticas básica,s em interfaces existentes (Parte 2) 
Capítulo 4 
GOODIES: Modelo Externo 
4.1 Introdução 
Este capítulo apresenta um novo sistema de interface para SGBDOOs. O sistern<=t GO-
ODTES1 foi desenvolvido com base na,s característica.s essenciais de urna interface para. 
SGBD, introduzidas na seç.âo 3.6 do capítulo anterior. GOODIES combina e expande a 
{mJcionalldade de diversos sisternas de interf<:tce existentes. il{:rescenta.ndo urna série de 
novas funções para navegação em SGBDOOs. 
Descrever-se-á. a seguir o modelo externo do novo sistema, ou seja1 a visãD do BD que 
o sistema oferece ao usuá.rio. A próxima scç,ào apresenta uma discHssâo introdutória sobre 
o sistema desenvolvido. A seç.ào 4.:3 ilustra o modo de exibição da,fi informações do BD no 
sistema. A seção seguinte mostra o mecanismo ele interação entre o usuário e o sistema 
de interface. Na seçâo 4.Ei é explicado o funcionamento das opera.çôes de navegação e 
consulta. A seção 4.6 apresenta algumas funções que tornam mais fácil e eficaz a utilização 
do sistema. Na última seção deste capítulo são apresentados comentários a respeito do 
modelo externo do sistema GOODIES. 
4.2 Uma Nova Interface para SGBDOOs 
Ao wntrárío dos sistemas relaciona:is, os SGBDOOs não siio desenvolvidos com base em 
um modelo formal específico. (;orno foi discutido no capítulo 2, existe um conjunto de ca.-
1GOODIES é um acrónuno paxa GmJ!{Úcal Object Ol'Ú•nted Databa.~e hlftrfaa. wilh. E'xlendcd Synch-
ronzsm (Interface Gráfica para lhncos de Dados Orien1;ados a Objetos com Sincronismo Estendído). 
s.s 
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racterísticas e funcionalidades aceitas pelos pesquisadores como sendo fundamentais para 
que um BD seja considerado orientado a. objetos. Assim, os SGBDOOs implementam 
características semelhantes, mas sem o compromisso ele se adequarern a um determinado 
conjunto de regras dgídas. Analogamente, os sistemas de interface pane SGBDOOs são 
construídos de maneira ad hoc, de acordo com a implementação escolhida em cada SGB-
DOO para os fundamentos do modelo 00. 
O sistema GOODIES introduz urna. nova abordagem para. a construçào de interfaces 
para SGBDOOS. Abandonando a idéia de acop.lamento total entre a lmplementa.çào do 
SGBDOO e o desenvolvimento da interface, o sistema foi constru-ído com base nas carac-
terísticas essenciais do modelo 00, identificadas na seção 2.2 do capitulo 2) e de modo 
independente de uma implementação específica desta::; c;ua.cterísticas. 
Duas vantagens dessa nova abordagem podem ser apresentadas, com relação à abor-
dagem anterior. Prirneiramente, ela. permite a va.lid<tç.io das características básicas que 
definem o modelo 00, e ao mesmo tempo, a verificação da adequação de um SGBD a 
estas características. A segunda vantagem é a facilidade de a(htptação do sistema de 
interface a um SGBD que implenv;nte, de alguma forma, estas características. 
A especificaçã.o atual do sistema GOODIES só permite o acesso para consulta a dados 
e a esquemas. Dessa forrna, o sist.ema nã.o satisf<tz os requisitos de uma interface completa. 
para SGBDs (a seção :3.6 do capitulo ;3 dest.a dissertação apresenta este8 requisitos). No 
entanto, o projeto do sistema foi concebido com a preocupação de facilitar a sua extensã.o 
neste sentido. Acredita-se que <t capc.u:id<:tdc de atuaJízaçâo das informaçôes dos BDs 
pode ser incorporada. ao sistem_a, sem afetar a visão que o usuário possui do sistema 
atual (modelo externo), e com um núrnero reduzido de modifica.çóes no modeto interno 
do sistema (o modelo interno descreve a, interação entre a interface e o SGBD, e será 
discutido no próximo ca.pltulo). 
4.3 Visualização de Informações 
Em GOODIES, todas as infomwções são apresentadas em j;uwlas construídas segundo o 
padrão OpenLook [Sun90] para desenvolvirnento de interfaces gráfic<Ls. Assim, as janelas 
são compostas de três partes: cabeça.lho, corpo e rodapé, 
No cabeçalho aparece o título da janela., ou seja, a identificaçào do tipo de informação 
apresentado na janela. O corpo da janela_ contém os controles e as representações de 
informações associadas à janela. Os rodapés das janelas se dividern em duas partes: direita 
e esquerda. Na parte direita aparece o nome ou identificaçà.o da. informação representada 
na janela. Por exemplo, em uma. janela que representa uma. classe do esquema de um BD, 
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o roda.pé direito deve conter o nome do BD e da. chuJse. A parte esquerda do rodapé e 
reservada para mensagens do sistema com relação aos dados apresentados ou operações 
realizadas sobre a janela (vide figura 4.:3). 
O sistema possui quatro tipos de janelas básicas, onde são representadas as informações 
sobre os esquernas e dados dos BDs, e um cor0unt.o de janelas auxiliares, que gamntem ao 
usuário o acesso às funções do sistema,. GOOD1ES permite que o nsuáxio trabalhe com 
um número arbitrário de janelas abertas sirnultanca.mentc. 
4.3.1 Visualização de Esquemas 
T'rês janelas básicas contém informações sobre esquemas: a janela de diretório, que per-
mite a navegação pelos BDs existentes; a .Janela de BD, onde é a.presentado o rol de 
classes que compõem o esquema de um determinado BD; e <l janela de clasBe, onde sào 
npresenta.dos os itens que definem uma classe do BD. 
A janela de diretór-io provê ~•cesso aos B Ds existentes. Esta janela perrniLe a Tl<tvegaçào 
entre diretórios, para a escolha dos BDs deseja-dos. O usuár.io pode visualizar diferentes 
BDs ao mesmo tempo, pois C<J.da escolha de BD na janela de diretório causa o a.paxeci-
mento de uma janela de BD correspondente ao BD selecionado. Os BDs existentes em um 
diretório sã.o visua.lizados em uma lista existente na ja,nda de diret.ório. Esta lista contén1 
ainda os subdiretórios do diretório que está sendo visualiza.do e uma opçâo, sempre colo-
cada no topo da lista, paia subir umnivel na hierarquia de diretórios. A figura ·1.1 mostra 
uma janela. de diretório. 
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Além dm quatro BDs (Animal, Carro1 Exemplo e Sistema,), o diretório apresentado 
possui três diretórios a,ssociados: o diretório pai na .. árvore de diretórios (representado 
por .. /), e dois subdiretórios (SRC e OBJ). Na figura, 4.2 aparece a janela de BD contendo 
a,s classes do BD Sistema. 
A terceira janela básica para, vislJalizaçào de esquernas é a janela de classe. Esta janela. 
apresenta a definição de uma. classe do {·;squema de um BD, e é composta pelos seguir1tes 
itens: 
L Type: uma descrição textna.l do tipo da. classe, isto é, ela cornpot>içào dos objetos 
pertencentes à. classe; 
2. Superclasses: uma lista. de ~uperclasses dcts quais a classe descrita herda atributos 
e métodos; 
3. Subclasses: uma. lista de subda.sses que herdarn os a,tributos e métodos da classe 
defini dai 
4. Methods; uma lista de rnétodos associados à classe descrita; 
5. Objects: uma lista de instáncia.s de objetos pertencentes à classe especificada, ou 
seja, a extensã.o da classe. 
A figura 4.3 apresenta uma janela de cln.sse descrevendo a classe p1YJgmrrw do BD 
represf~ntado na figura 4.2. Os controles deslizantes localizados à esquerda, dos ítens da 
janela de classe permitem o redimensioJHJ.mento da representação de nm item, com rel<v;ão 
aos demais. Em outras palavras, o usuário pode, através de.sses controles, aumentar (ou 
diminuir) o tamanho de um item, sem afetar o tamanho dajanelc1 em si. O sistema diminui 
(ou aumenta) automaticamente os demais itens, de modo que todo::; os itens continuem 
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sendo apresentados no espaço disponível no corpo da janela. Este rnecanísmo é útil para 
destacar os itens mais importantes, ou para permitir a visualizaçào de mais elementos de 
determinados itens da janela de classe. 
4.3.2 Visualização de Dados 
As três janelas básicas descritas anteriormente (janela de diretório, janela de BD e janela 
de classe) servem para visualiza.çào e navegação sobre os esquemas dos diversos BDs 
controlados por um SGBDOO. A CjLtaTta.ja.nela básica, pennite a visualização e a navega.çào 
sobre os dados propriamente ditos, isto é, sobre os objetos dos BDs. 
A janela de objeto contém os valores dos atributos que compõem a instància do objeto, 
de- acordo co1n a descriçã.o da composiçã.o da classe apresentada na janela de classe. A 
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figura 4.4. representa urn. objeto da d-'lsse pmgmmal definida na figuril 4.;3. 
Os atributos de objetos são divididos, confonne sua represent..a.<)io no sistema, nos 
seguintes grupos: 
• Atributos simples: são os que podem s(;;r representados por cadeia de caract(~res 
de comprimento máximo 128, e que são elementares, i:oto é, nào são compostos de 
outros elementos. Os números (reais, inteiros), os valores booleanos e as cadeia<> dr: 
camcteres 2 com n1enos de 128 ca.ractcres são exemplos ele atributos sirnplcs. Et>tes 
atributos são diretamente representados na janela de objeto. O atributo objetivo da 
figura 4.4 é um atributo simples. 
2ca0eias de caracteres niio são consideradas como compostas por demcutos do tipo caradere, pois 
neste caso os caracte.res individuais não possuem semàntica própria. 
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• Atributos textuais: sao considerados atributos textuais os atributos elernent<:tres, 
como definido acima, que possuem mais de 128 cara.dcrcs. Estes atributos sào re-
presentados em janelas de texto auxilia-res assocütda.s à j<wcla de objeto que contém o 
atributo textual. A figura 4.5 mostra a representaçáo do atributo textual CO!po_prog, 
do objeto apresentado na figura, 4.4. 
• Imagens: uma imagem é uma seqüência de bytes q lle dcfi.Dem a. represcnLaçào gráfica 
de uma figura. Imagens, corno textos, são apresentados en1 janelas gráficas .a.uxi-
lia.rest associadas à janela de objeto que contém o atributo do típo ímagem. Na 
figura 4.6 aparece a ja.nel<t gráfica. para o atTibuto foi:o de um objeto da classe Pro-
gramador) que aparece no esquema do banco de dados Sistema (figura l.J ). 
• Sons: atributos do tipo som se aplicam a gravações sonoras, cuja, representação é 
feita pela reprodução do som anna.zena.do no atributo. 0:::~ tipos som e imagem 
provêm capacidade de a.nnazenamento e manipula.çào de objetos nwltimeios, su-
portados por um grande número de sistemas orientados a objetos. O atributo tema 
do objeto apresentado na figura. 4.4 é do tipo som. 
• Listas: os atributos do tipo lú;ta sào os que representam coleções de elementos, 
onde todos os elementos pertencem ao mesrno tipo. Os elementos de. urna lista 
podem ser atributos simples, e neste caso, sào representados diretamente na janela 
de objeto, como itens da lista, Se os elementos da. lista não forern a-tributos simples, 
os it<~ns da lista apresentada na, janela de objeto referenciam os objetos complexos 
correspondentes. Estes podem ser, por sna ·vez, visnalizados em novas janelas, até 
atingir valores atômicos. A figma. 4.7 exibe o quinto elemento do atributo telas, 
que é definido como um conjunto de atributos de tipo atômico úit11wp (figura 4.:3). 
Bitmaps, por sua vez sã.o representados em GOODIES através de <1Lributos do tipo 
1rnagem. 
92 Capítulo L GOODIES: ModcJo Externo 
I. 
Figura 4.6: Janela de Imagem (1) 
Brnwse: ~ ~ ( PreviOIJZ) 
' . 
Figura 4.7: .Ja.nela de [magerTJ (2) 
Seção 4A: Intera.çiio com o usuário 9:3 
@.) GOOD!ES- AttrHHrtl! Yisuallzation 
~(View<:~)~~ 
Browse~ C§ (§ ( Prevl-:;us) 
data~modiflc ~ 
nwtlvo r1 a~"'~"~'~""~'~' m~.~.~'"~' ~ •• c-cj,~oo~l"c-c"~"~"-"'1 
rasponsavet I Progmmador ... I 
COOI:l!f.S:ocorre ncia 1 
Figura. "LS: Janela de Tupla 
• Tuplas: atributos do tipo tupla representam agrupamentos de elementos de tipos 
heterogêneos. As tuplas exigern a criaçào de uma janela. auxiliar para a sua repre-
sentação, já que seus elementos podem pertencer a qualquer dos tipos definidos. 
A figura 4-.8 mostra a representa,ção do atributo h:istorico-manut, do tipo tupla, 
definido no objeto da figma ,J:A. 
• Sub-objetos: sã.o atributos us.ados paJ·a representar o conceito de objet-o comple.7:o, 
segundo o qual um objeto pode ser formado por um conjunto arbitrário de outros 
objetos. Os sub-objetos sào apresentados em janelas de obj<~to auxiliares, associadas 
à. janela de objeto básica.. A construção e apresentação das janelas auxiliares é 
idêntica à. das janelas básicas. A única distinção é que, por drJa·ult, a janela de objeto 
auxiliar é sincronizada com a janeht de objeto bá.sica. O conceito de sincronismo 
entre janelas de objetos serií detalhado posteriormente, ainda neste capítulo. 
As janelas auxilian:s associadas à. janela de objeto seguem o mesmo padrão de re-
presentação de a.tributos destn. jaTtcla,. Desse modo, é possível representar urn número 
arbitrário de objetos e valores aninha.dos, satisfazendo-se assim ~ts recomendaç.ôes exis~ 
tentes para a construçào de objetos no trtodelo 00 (conforme discutido na seçào 2.2 do 
capítulo 2). Os a.trjbutos que devem ser representados ern jH.nelas distintas podem ser 
facilmente identificados, pois aparecem seguidos por reticências ( " ... "). 
4.4 Interação com o usuário 
O _paradigma de manipulaçã-o direta [Shn87] foi adotado como principal mecanismo de 
ínteraçâo com o usuá.rio. Corno foi visto na introduçâ.o desta dissertaç.â.o, este mecanismo 
reduz e simplifica as a.ç.ões requeridas para. que o usuário expresse a. a.çâ.o desejada do 
sistema, diminuindo a ocorrência de erros e o esfon;:o exigido do usuário. 
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Existem dois modos bá:;;icos para o acionamento de funções do siste1na. O primeiro 
modo é o tradicionalmente utilizado ern interfaces gráficas: o usuário seleciona as in-
formações e, em seguida, indica a ação a ser reahzada sobre estas informações, através de 
botões de comando situados no interior da janela que contém as informações selecionadas. 
A seleção de uma informação é feita pelo posicionamento do monse sobre a inforrnaçào 
desejada, seguido do click com o botão de seleçã.o do rnouse. O termo click é empregado 
neste texto indicando a ação de pressionar um botão e soltá-lo imediat;:uwmte. 
O segundo modo de ativaç<io serve corno nm camlnho a.breviado para determinadas 
operações, notadamente as operações de navegação. Sempre que o usuário desejar selecio-
nar uma informação e em seguida aplicar uma operaçã.o visando criar ou abrir uma janela 
referente à informação selecionada, o segundo modo de interação pode ser utilizado. Ao 
invés de selecionaJ' a operação em um menu associado a algu.m botào da ja,nela, o usuáxio 
precisa apenas realizar a operaçào de seleção (através do click com o botã.o de seleção 
do mouse) duas vezes seguidas. Esta operaçãn) que será. ch<:tmada de click duplo) indica. 
que o usuário deseja abrir uma janela para visualização de informc1çÕes rebcionadas à 
informação selecionada. 
Corno exemplo dos mecanismos de intera.çào com o usuano, a janela auxiliar apre-
sentada n~l figura 4.5 poderia ter sido exibida de duas maneiras. O usu<irio poderia ter 
selecionado o valor do atributo corpo prog da. janela. apresentada na figura 4A e, em se-
guida, ter acíonado o botão 'View dest<1 janela, que aprest.'ntaria um menu cuja. opção 
Open causaria a. cria,ção e apresenta.ção da janela da figura 4.5. Da. rnesm.a forma, o 
dkk duplo sobre o valor do atributo corpo prog na janela da figura_ '1.4 produziria. efeito 
análogo. A partir deste ponto, o termo sele_çâo sen:l. ernpregado com o sentido de específi~ 
ca,r a. ação completa de escolha de .informação e aplicação de opera(;ão sobre n informação, 
seja através de menus ou de click duplo, já que ambos os mecanismos produzem efeitos 
idê-nticos. 
Através dos botões de comando, o usua.no t-em ao~sso a. toda a funcionalidade da 
interface. Já o segundo modo de ÍJJtera.ç.ào permite, basicamente, a ativaçàn de funções 
de na.vegaç,ão sobre esquemaB e dados dos BDs. f~ importante ressa.ltax que, em qualquer 
janela do sistcma1 ambos os meca.nísn1os de i.nt~~raçào a.prew)ntam re$ult.ados análogos 
para os mesmos tipos de openlções. A cm:'rêncla entre ações e resultados obtidos foi 
urna preocupação constaJJte no projeto do sistema, e garante uma rápido compreensào do 
funcionamento da interface por parte do usuário final. 
Outra preocupação do projeto foi garantir ao usuário um sistema flexível. Assim, 
GOODIES permite an usuário organiza.r livremente seu wod:spactc, através do redimen-
sionamento, reposicionamento, abertura1 fechamento, criaçãD e destruição de janelas. O 
sistema nã.o limita o número de janelas abertas (de fato este número é limitado pelo 
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Wt'ndow fi<fanager3 e pela quantida.de de rnemória disponível no equipamento), nem faz 
qualquer restrição qttanto ao tamanho ou posicionamento das janelas. 
4.5 Mecanismo de Navegação e Consulta 
.Já foram apresentadas a,<:; janelas disponíveis no sistema GOODIES. As próximas seções 
demonstram as maneiras existentes para a visualização dos esquem;1s e dados contidos em 
um SGBDOO, com o auxílio desta,s janelas, 
4.5.1 Navegação sobre Esquemas 
Uma sessão de trabalho em GOODlES é iniciada com a janela de diret,ório para a escolha 
do BD com o qua1 se deseja interagir. A seleção de um BD faz surgir a janela de BD, 
contendo uma lista de classes que con1põem o esquema do BD. Para efetuar a escolb_a do 
BD, o usuário pode visualizar o conteúdo dos diretórios existentes no sistema de arquivos. 
A seleçào de um diretório na lista df.~ arquivos da janela de diretório causa a mudança do 
conteúdo da lista) que passa a conter os BDs e subdiretórios do diretório escolhido. 
O usuário pode escolher um subdiretório) na~egaJ1do para baixo na hierarquia de 
diretórios; pode subir um nível nestn. hiera.rquia, através da prüneirct opçào da, lista de 
arquivos (../); pode a.iJl(la seleciona,r o BD desejado na lista de arquivos. Se o usuário 
conhece o caminho do diretório raiz até o diretório ou BD desejado, ele pode digitar o 
nome completo do diretório ou BD no campo de texto da janela de diretório, eliminando 
o processo de navegaçào pelos diretórios intermediários. Na. st~çào 4.6 será demonstrado 
um mecanismo pelo qual o usuário pode est,abelecer os BDs desejados, de modo que o 
s-istema busque a.u1ioma.ticam.ent.e estes BDs a cada início de seçào de trabalho, tornando 
di,spensável o emprego da janela de diretório. 
Obtida a. janela de BD, o usuário pode selecionar as classes do esquema a partir da. 
lista de classes daquela janela., Seleciollando .:LJ -dasHcs, o usuárÍ\J obtém. as respectivas 
janelas de classe, contendo a descriçào de cada. classe do esquema. A seção 4.:.3.1 apresenta 
e explica o conteúdo coTnpleto da. janela de classe. 
De modo sernel ba.nte, a partir da ja.ucla de classe, o usuá:rio pode continuar a navegaçào 
sobre o esquema do BD, selecionando classes nas listas de superdasses e de subclasses, ou 
selecionando métodos na lista de métodos da classe. É possível ainda o início da navegação 
3 Window Manager representa o sistema gerenciador de jauel.:t~, em um ambiente que permit-e múltiplas 
janelas. 
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sobre os dados da classe, pela seleçito de Íllstâncias na lista de objetos ( extensào) da classe. 
A seleção de superclasses ou de sub classe-s na. janela de classe representa uma operação 
análoga à sel.eçào de uma cla..;;se na janela de BD. Eslas operações causam a criação e 
apresentação da janela de classe para a classe selecionada. 
Já a seleção de um método na janela de claBse dispara o processo de criação e apre-
sentação de uma janela auxiliar associada àquela janela,, que é a janela. de d<:~scrição de 
método. Esta janela contém a descrição textual (corpo) do método selecionado, e cada 
seleçAo de método causa a criação de uma. nova janela. A fignra 4/J ílustra o modo de 
visua.lizaç.âo de um método da classe apresentada na ·figura 4.]. 
4.5.2 Navegação sobre Dados 
A navegação sobre os dados tem início com a .sclcçiio de um objeto na lista de objetos 
da janela de classe. Esta operação causa o surgimento da janela de objeto para o objeto 
selecionado e, a cada nova seleçào de objeto na janela de classe, urna nova janela de objeto 
é criada. Dessa maJJeira, o usuário pode trabaJha.r com várias instáncia.s de objetos de 
urna mesma classe ao mesmo t.ernpo. 
Por outro lado) o usuário pode utilizar uma LÍnica. janela de objeto para. ter acesso a.::m 
dados de uma instâ.ncla de objeto a cada vez, atr-avés das operações de scq12enciarncnto. 
Estas operações sã.o ativadas pelos botões next, previo·us e first da janela de objeto. 
O botão next faz com que o conteúdo apresentado na janela. de objeto seja obtido do 
próximo objeto da extensào da classe a que pertence o objeto. Por exernplo, se o objeto 
visualizado na janela de objeto corresponde ao prirneiro elemento da lista. de objetos da 
janela de classe, a ativação do botão nn:t mostrará o segundo elemento di:l extensâ.o da 
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classe. 
O botiio prevíons é análogo ao botào next., exceto que, ao invés de usar o próxnno 
elemento da lista de objdos, toma-se o elernento anterior desta lista. O botão first causa 
a apresentação do primeüo elernento da lista de objetos da. classe na janela de objeto, 
independente da posiçã-o do objeto que está sendo visualiza.do na. lista de objetos. 
Convém ressaJtar que as opera<,~Ões next e previous consideram a lista ele objetos como 
circular, de modo que a ativação de ne:r;l no {tltirno elemento da lista de objetos causa a 
apresentação do primeiro elemento, e a. ativação de pTe-vious neste elemento exibe o último 
elemento da lista de objetos .na janela de objeto. 
4.5.3 Facilidades de Consulta 
Nas seções anteriores foram apresenb:tdos os rnecanismos básicos de navegação em GO-
ODIES, mecanismos estes que também estão presentes em grande parte das interfaces 
existentes para. sistemas de bancos de dados. Nesta seçào serão discutidas as capaódades 
adicionais que tornam o mecanisrno de navegação de GOODIES rnais poderoso, podendo 
ser considerado como um processo simplif-icado de conslllta. ao BD. 
É~ importante distinguir neste ponto a terminologia adota.da; navegação é o processo 
de visualização seqücncia.l de informa-ções de um determinado tipo; conf:iulta é o procçsso 
de seleçào e restrição das informaçôes, de rnodo que apenas as inform<Lções explicitamente 
solicitadas sejam recuperadas e apresentadas ao usuá.rio. 
Predicados 
A primeira facilidade de consulta disponível em GOODIES é a especificação de predica-
dos. O botão de propriedades da janela. de objeto exibe um menu que contém a opçã.o 
predicate .... Esta opção cria uma janeht auxiliar associada à janela de objeto, a janela 
de prcdícados, onde podem ser ddlnidos predic<tdos a serem a.plicados sobre o objeto 
itpresenta.do na janela de objeto. Um predicado é formado por três elementos: 
Atributo: Um atríbnto do objeto representado na janela d(~ objeto para a qual foi soli-
citada a criaçâo da janela de predicadoa; 
Operador: Urn operador de cornparaçào (=, <, >, :::;-, ~, .:rf) 011 de conjunto(:), c); 
Referencial: Um va.lor ou atributo de objeto: cujo tipo seja igu.aJ ao do atributo corres-
pondente ao prirneiro ek~rnento do predicado. 
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Figura 4.10: Janela de Predicado 
Um predicado pode, ainda, ser composto pela. associação de predicados, através de 
conectares lógicos (And, Or) e do uso de parênteses para especificar a ordem em que os 
predicados serão avaliados. A figura 4JO mostra um prediccLdo deflnido para o objeto 
apresentado na figura 4.4. 
Uma vez definido um predicado pan1 urna janela de objeto, as operações de scqliem:iamento 
têm sua semântica alterada. A ativação de nert não mais buscará o próximo elornento da 
lista de objetos da classe) mas sirn o próximo elemento desta, li.'ota que satisfaça o predi-
cado especificado. O mesmo acontece com a operaçiio prevúms, que faz a, busca na lista 
em ordem reversa, e com a operaçã.o ji·rst, que tra.z o primeiro elemento, a partir do início 
da lista de objetos, que sa.tisfa.z o predicado definido. 
Sincronismo 
Outra facilidade de consulta em GOODIES é i1 sincronizaçào ele janelas de objeto. A 
opção Synchmnism ... , contida no menn de propriedades da j;u1ela de objeto, cri<t e apre-
senta, uma janela auxiliar associada à janela. de objeto: a janela rir sincronismo. Esta 
janela permite a criaçã.o e rnodifica.çào de uma. árvore de janelas de objetos denominada 
ár·vore de sincronismo. O mecanismo de sincronização garante que qualquer operação de 
seqüenciamento aplicada sobre urna janela de objeto seja refletida na sub-árvore que tern 
como raiz a janela. de objeto onde ocorreu a operação. 
Uma ligação de sincronismo estabelece uma hicrarqnia cnt.re duas representações de 
objetos, mas não é permitida entre dois objetos qua.isquer. Essas ligações devem ser feitas 
de acordo com a composição dos objetos, determinadas pelos tipos das classes. ~Jma. 
janela ele objeto só pode ser pai de outra janela na árvore de síncronisrno se o objeto 
representado naquela. janela. contém iilgum atributo que rdcrencia este objeto. 
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Figura 4.11: Árvore de Sincronismo 
Uma árvore de sincronismo permite a visualização sirnultineaj em janelas distintas, do 
conteúdo de um objeto cornplexo e de seus componentes. A árvore de sincronismo pode 
ter altura arbitráxia1 dependendo do nível de anin.hamento de mn objeto cornplexo e da.s 
operações especificadas pelo usuário. O exemplo <:tpresentado a seguir torna mais claro o 
mecanismo de sincronizaçâo. 
Seja uma classe A de componentes B e C. Suponha que o objeto Al da classe A esteja 
disponível em uma janela de objeto. Esta janela mostra que Al tem subobjetos de nomes 
Bl (do tipo B) e Cl (do tipo C). Se o usuário seleciona Bl, será criada urna nova janela 
de objeto (agora para. a classe B), na qual a.parec:erá. o conteúdo de Bl. Analogamente) 
a seleçiio de Cl cria uma janela para. este objeto da classe C. Con1 isto, está criada uma. 
ár-vore de sincronismo de raiz Ale folhas Bl e Cl (figura 4-.11). 
Seja A2 o próximo objeto de: A, obtído através ela, operação nu:t aplica,da na janela 
de Al. Corno, neste caso, existe uma árvore de sincronismo, ao mesrno tempo aparecerã-O 
nas outras duas janelas os contponente_s B e C de A2, de maneira automática, ou SCJ<t, 
sem que o usuário precise especificax quaJquer op<:~raçào adicionaJ (figura 4.12). 
Dessa maneira.) urna única opera.ção de seqüenciamento pode afetar c atualizar os ob-
jetos visualizados em diversas janela.s, pela aplicõ.-çâ.o dos mecanismos de sincronização. 
É relevante observar que os predicados definidos nas janelas de cada objeto co11tinuam 
sendo aplicados qua,ndo a janela de objeto está sincronizada com outras janelas. A asso~ 
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Figura 4.12: Arvore de Si.ncronismo após operação nc;rt 
cia.çào de predicados com o mecanismo de sincronizaçào torna o processo de navegaçàD em 
GOODIES semelhante a um processo de consulta., onde o usuário seleciona e restringe as 
informações desejadas. Somente as ferramentas de consulta gráfica possuem ta,ifi fa.cilida-
des, que não se encontram reunidas ern nenhum dos sistema"' de navegação apresentados 
no capítulo 3. 
4.6 Outras Facilidades 
4.6.1 Salvamento de Contexto 
Alérn das facilidades ele navegação e consulta anteriormente citadas, o usuririo de GOO-
DIES conta com uma série de operações que visam facilitar ainda mais o seu trabalho, 
e lhe perrnitern ajustar o seu ambiente de acordo com o seu gosto pessoal, ou com a 
necessidade da tarefa que ele irá realiza.r. 
A opção Save WoTkspace associa.da, ao botào Fíle da janela de BD é urna. dessas 
operações. Ao ser acionada, o sistema salva. o contexto corrente em que o usuftrlo está 
trabalhando. A _paxtir deste ponto, sempre que o usuário ative GOODIES paJ·a uma seçã.o 
de traba1ho 7 o sistema irá. automaticamente apresentar o contexto que o usuário estava 
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visualizando, no momento em que ativou a operação Save J.-Forkspace. 
O termo contexto é aqui empregado para representar as janelas básicas (janela de 
diretório, janela de BD e janela de classe}, excluindo-se as janehs de objeto, já que 
objetos são dinamicamente inseridos e removidos dos BDs, ao passo que os esquemas sã.o 
modificados em escala muito menor. 
4.6.2 Nível de Visualização 
De acordo com o conceito de herança, a definição de uma classe herda métodos (~ atributos 
de suas superclasses. Além disso, a. hierP~,rquia de herança pode ter um nível arbitrArio de 
profundidade. No caso de herança rnúltipla. ser perm-itida, urna. classe herda <1.tributos e 
métodos de todas as sua"' superc:lasses. Desse modo, a definiçâ.o do tipo de uma classe pode 
ter um único atributo ou método próprio, herdando um número ilimitado de atributos 
e métodos. É possível que, ao visualizar uma classe, o usuárío esteja interessado apenas 
nos atributos e métodos próprios da chtsse 1 e não naqueles herdados. 
GOODIES oferece facilidades pa.nl definição do nível de visualização da hicra.rquia de 
classes. O usuário pode selecionar o nível de visua.l.izaçã.o desejado, atrctvés das seguintes 
opçoes: 
Display Superclasses : atra.vés de uma janela anxiliar que contém a. lista de supercl.a.sses 
de uma determinada classe, o usuário seleciona as superclasses cujas propriedades 
(atributos e métodos) devem ser representa.das. Esta. seleçâ.o afeta os campos l'ype 1 
SupeTcla.sseB e a. Afethods da ja.nela de classe, bem como os ~üributos visualízadm 
nas janelas de objetos pertencentes à. classe. 
Display Subclasses : analogamente, o usuário pode selecionar a.s subclasses que deseja 
visualizar a partir de uma determinada. classe. As subda.sses selecionadas sâü elimi-
nadas da lista. de subclasses da. janela de classe, assim como as lnstâ.ncias daquelas 
subclasses são eliminadas (Ll lista. de objetos desta. jane.la. 
4.6.3 Seleção de Atributos 
Em um ba.nco de dados orientado a objetos rea.l, a definição de uma classe pode ter 
um número muito grande de atributos explicitamente definidos. Dessa forrna1 a escolha 
do nível de visualizaçào nã.o é suficiente para que o usuário defina os atributos que ele 
deseja visualizar. GOODIES permite, através de uma janela. o:wxiliar assocla,da à janela de 
objeto, escolher os atributos desejados. A janela de atributos contém a lista. de atributos 
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do objeto, de acordo com o nível de visualizaçào corrente, onde o usuano seleciona os 
atributos que devem aparecer na janela de objeto. 
De modo semelhante, o usuArio pode definir os itens que serão exibidos na ja-r1ela de 
classe. Como foi visto n.:t seção 4.:J.l, os itens que compõem a. janela de classe são cinco: 
a definição textual da classe ( Type) e quatro listas ( S·uperclasse;;;, Subclasses, ?vfethods e 
Object.s). Do ponto de vista do usuário, o processo de seleçào de atributos é idêntico 
para ambas as janelas. A figura 4.13 mostra a janela de atributos para a janeht de objeto 
apresentada na figura 4.4, 
4.7 Comentários sobre o Modelo Externo 
Este capítulo apresentou a funcionalidade do sistema GOODIES, e descreveu o mecanismo 
básico de interação entre o sistema. e seus usuários, Como foi visto, muitas funções da 
interface foram ad<tptadas de opera.çôc,-, disponív('ÍS em diversos sistemas existent.es. Esta. 
seção mostra. a fonte original def!tas opcrüÇÔes. 
O estilo de construção das j<Lnelas segue as recomendações do padrão OPENLOOK 
[Sun90L mas o fundamento de se diYidir a <'!.preseTltaçiio d~: urn objeto complexo {-~-rrl várias 
j;.welas teve como ponto de partida a proposta de Mc.Donald, Stuetzle e Buja lMSB90]. De 
acordo com estes autores, a tendência natural de se apresent-ar informações complexas em 
urna tin-ica figura nã.o é sempre possível, além de ser freq-üentemente ineficiente. De rnodo 
geral, é melhor apresentar uma informação complexa (por exemplo instâncias ele objetos 
em um BDOO) em um número de representações separada.s, majs simples) enfoca.ndo 
aspectos particulares da informação global. 
O mecaJÜsmo de navegaçào básico de GOODIES se msp1m no sistema descrito em 
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[RCSS], uma l nterface para. bancos de dados que .seguem o modelo de Entidades e Relaci-
onamentos. O conceito de sincronismo usado no processo de navegação foi, por sua vez, 
fortemente influenciado pelo modelo do sistema KIVIEVV, descrito em [MDT89]. 
A idéia de se aplicar predicados para tornar o processo de na.vega.ção mais poderoso 
foi tomada dos sistemas de consulta gráfica, notadamente do sistema PICASSO [KKSSS]. 
A definição de predicado utilizada em GOODIES é muito semelhante àquela do sistema 
PICASSO, apesar deste sistema ser dirigido ao modelo de dados de relação universal. 
Por fim, o conceito de seleção de atributos desejados na apresentação de objetos se 
a"ssel.Tlelha aos conceitos apresenta.dos no sistemas LOOKS, descrito por [Mam9l]. 
Cabe observar, no entanto, que nenhum dos sisternas dos qua-is GOODIES herdou 
ca.ra.cterÍstica$ é independente da implementação dos sistemas para os qmlis eles servem 
de Íllterfa.ce. Essa importante característica, a independênÓ<J de um SGBDOO especiflco1 
será discutida. no próximo capítulo. 
Capítulo 5 
GOODIES: Modelo Interno 
5.1 Introdução 
O sistema GOODIF;S é urna camada de software desenvolvida com o objetivo de envolver 
um SGBDOO, faciLitando o acesso dos usuários aos dados contidos nos BDs. Desse modo, 
a funcionalidade do sistema GOODIES é determinada pelo seu rela.cionamento com os 
usuá.rios e com o SGBD. Esta funcionalidade pode ser comprc'(;ndida, de modo bastante 
geral, corno um pr()cesso dividido em dua.s etapas funda.rncntais: 
!. A tradução de operações de rna.nipulaçiio direta realizadas pelo usuário em cousultas 
que podem ser processadas pelo SGBDOO; 
2. A conversão dos resultados das consultas em infonmtções audio-visuais, cuja, semântica 
seja compreensível para o usuário. 
No capitulo anterior foi apresentado o modelo externo do projeto do sistema GOO-
DIES. O modelo externo reHete as etapas cita.da.s acima sob o ponto de vísta do usuário 
do sistema. Este cap.ítu.lo analisa o moddo interno do sistema, que trata dos aspectos 
relacionados ao SGBDOO e de sua. infitH~'ncia na funcíon<tlidade do sisterna GOODIES. 
É importante observar que o próprio projeto de GOODIES reflete o seu papd de 
intermediário entre usuário e SGBD. Os modelos externo e interno, que descrevem a 
interaç;io de GOODIES com o usmírio e o SGBD, respectivamente, são complementares 
entre si. Desta forma, a combinação dos modelos interno e externo resulta ern um modelo 
completo de interaçào entre um usuário e urn sistenm autonuüizado. 
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A análise do modelo interno do sistema GOODIES P.stá dividida da seguinte forma: a 
seção 5.2 discute a dependência do sistema de interface com relação ao SGBD utilizado; 
na. seçào 5.3 é apresentada a formalização adotada para representar as características do 
modelo de dados orientado a objetos; a ;<;cção 5.4 estuda a inteu.\.ção entre GOODIES e 
o SGBD, que é feita com base em operaçôes primitivas definidas pelo modelo interno de 
GOODIES; a seção seguinte analisa esta mesma interação, considerando, porém, fatores 
relacionados a. transações, e não a,penas a. operações isoladas; illÍltirna seção deste capitulo 
destaca e resume as principais características do modelo interno do sistema GOODIES. 
5.2 Acoplamento entre Interface e SGBD 
A diretiva número oito apresentada. na seção 3.6 para a construção Je interfaces para BDs 
aborda. o acoplamento entre sistema de íntcrfi-v:e e SCBD. Aquela diretiva rnostra que o 
acesso às ÜJfonnações de um BD deve ser feito unicamente at.rav(~S do SGBD, e que, por 
isso, o sistema de interface é dependente do SGBD utilizado, ernbortt esta dependência 
possa ser isolada. em um módulo do sistem<l de interface, de forma qne o sistema se adapte 
com facilidade a diversos SGBDs. 
A maior parte dos sistemas de interface discutidos no capítuJo :J apresenta uma forte 
dependôncia do SGBD utilizado, e não respeita a recomendação de isolamento da parte do 
código da interface que é dependente do SGBD. Pelo co11trá.rio, aqueles sistemas utilizam~ 
se do conhecimento de detaJhes de irnplernentaçâo do SG BD para obter maiores facilidades 
_na execução dos serviços de iDterfan.~ a que se propõem. 
O projeto de GOODIES, por outro lado, apresenta um gra.u mínimo de dependência em 
relação ao SGBD utiJjzado. Ainda assim, Lodos os acessos aos dados dos BDs necessários 
para. o funcionamento de GOODIES são feitos através do SGBD. Urn único móduto do 
sistema, o módulo de operações primitivas, contén:\ todo o código que é dependente do 
SGBD, org<mizado de maneira que a substitniçào de um SGBD por outro SCBD que 
segue o mesmo modelo de dados seja feita de modo simples e direto. No caso geral, a,s 
únicas ações requeridas sào a rnnda.nça. no nome dos comandos de acordo com a sintaxe 
aceita pelo SGBD e a modificação do rneuwir-m10 interpretador de respostas de GOODl'ES, 
conforme o formato de resultados provido pelo SGBD. 
O acoplamento entre GOQD[ES c o SGBDOO associado é efetuado através de opemçôes 
primitivas, cuja semàntica é definida pelo modelo interno de GOODIES, e que devem ser 
convertidas em comandos do SGBDOO utilizado. As operaçôes primitivas serào estu-
dadas ainda, neste capítulo, na seção .5.4. O processo de a~sociaçào ele urn SC-iBD ao 
sistema GOODIES, isto ó, a conversào de operações primitivas em comandos do SGBD, 
será discutido no capítulo 6 desta dissertação. 
!06 Capítulo 5: GOODJES: i\Jodelo Interno 
A principal diferença de GOODJES para a maior parte dos sistemas de interface exis-
tentes para SGBDOOs está no fato ele GOODIES se basear nas características essenciais 
do modelo 00: de acordo com a proposta apresentada no capítulo 2, e não em uma 
ímplementaçâo específica daquelas C<H'acterísticas [OA92]. A próxima seção mostra a ma,-
neira, pela qual estas características foram representadas no modelo interno do slstcr:na 
GOODIES. 
5.3 Representação do Modelo 00 
Um SGBDOO pode controlar diversos BDs, e GOODTES defl_nc um BD através de um 
esquema e de um conjunto de dados. O conjunto de dados representa os objetos do BD, 
enquanto o esquema é representado _peJos graJos ele herança e de cornposição, e poT lllll 
conjunto de métodos. 
5.3.1 Grafo de Herança 
O grafo de herança é um grafo orientado e acíclico, cujos n6s representam todai3 <:ts classes 
do esquema., e são rotulados corno nome de c.ada classe. Nào são permíti.dos nós com 
rótulos idênticos, isto é, cada classe do esquema de um BD é univoca:rnente identifka.da 
pelo seu nome. Cada. nó contém, a.lé.tn do rótulo que identifica. a classe, um<" lista que 
define os métodos associados àquela classe. 
As arestas do grafo de herança são de dois tjpos: arest.i.u; de cspecializaplo e arestas 
de _qenemlízaçâ·o. Os rótulos das arestas contém seu tipo. 
As a.restas de generaJiza,ção são dírecionaxlas das subcl<lsses pa.ra as sup<~rclasses, e 
representam o fato de a superclasse, destino da Rrest.a, ser uma genemlizaçâo da subdasse, 
em que a aresta se origina. 
As arestas de especia,lizil.Çào, por ~ua vc;.;, S&..l orienta.das das supercla.sses para as 
subclasses, representando o fato de a. subcla.sse, desiiuo da i"\.re:;ta, ser urn<t especialização 
da snperclasse em que a aresta. tem origem. 
l:~ fácil notar que uma aresta ligando dois nós no grafo de herança é sempre acompa-
nha.da. por outra aresta de tipo diferente e dirl':ção oposta: a. supercla.sse é mmt genera-
lização da subclasse1 e esta é uma e.specializaçâo da primeira. 
O modelo interno de GOODIES p.rové suporte para a representaçào do conceito de 
herança múltipla, pois nm nó do graJo de herança. pode possuir um número arbitrário 
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Figura 5.1: Exemplo de Gra.fo de Hemnça 
de arestas originárias e/ou incidentes de qualquer tipo. Assim, urna classe pode, por 
exemplo, ser a especiaJizaçào de duas outras; neste caso, duas arestas de genera1izaçã.o 
teriam origem no nó que representa. a classe. De acordo com o modelo 00 a classe 
especializada herda. atributos e métodos de sua.s superda.sses. 
A mesma classe que representa uma especialização de outras duas pode, a seu turno, ser 
a generalização, por exemplo, de três outras subcla,sses; neste caso, o nó que representa a 
classe no grafo de heranç.a. possuiria. três arestas de generaJi;;;ação incidentes. A figura 5.1 
apresenta urna parte do grafo de herança construído a. partir da classe v.isualizada na 
f-igura 4.3. 
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5.3.2 Grafo de Composição 
O grafo de composição é um grafo orientado, podendo conter ciclos. Existem três tipos 
básicos de nós no grafo de composi~~ão: nós de classe, nós de construtor e nós de atributo. 
Um nó de classe é rotulado com o nome da classe que ele representa no esquema, e 
para cada classe do esquema existe um, c somente um, nó correspondente no grafo de 
composição. Portanto, não exístern rótulos repetidos para nós de classe. 
Os nós de construtor e de <'~tributo sã.o subordinados aos nós de classe, e representam 
a composi<;;ão do tipo da classe. Um nó de atributo é rotulado com o tipo do atóbuto 
representado, e podern lmver rótulos repetidos para este tipo de nó. GOODIES utiliza as 
seguintes representa.çôes para. <ttributos atômicos: 
1, atributo simples; 
2, texto; 
3. nnagem; 
4, som. 
Estes quatro tipos de atributos sã.o usados unno rótulos elos nós de atributo. Sub-
objetos, como já foi dito, representam o conceito de objeto complexo, e funcionam como 
referências a classes de objetos definidas no esquema, Logo, sub-objetos são representados 
no grafo de composição como referências a nós de classe, 
Apenas nós de classe e nós de construtor podem dar origern a <u·estas 110 grafo de 
composição. Um nó de classe define o tipo da classe atrav6s dos nós de atributo e dos 
nós de c011strutor ligados a ele. Nós de construtor podem originnx arestas porque eles 
representam os construtores de tipo utilizados pelo modelo interno de GOODIES, que são 
as listas e as tupla.s. Os demais nós sào utilizados apenas corno destino de a.restas naquele 
grafo. 
Uma aresta no grafo de composição liga um nó 11Composiior" a um nó "cmnponentc'' 
(sendo oríenta.da do compositor pa.ra. o componente), e é rotulada. com o nome do atributo 
descrito no tipo da classe. As arestas que ligan1 nós subordinados a. um mesmo nó de 
classe nã.o podem ter rótulos repetidos, ou seja, dois atributos da nwsma classe não podem 
possuir nomes idênticos. A figura 5,2 mostra a visão parcial de um grafo de composlçào 
construído a partir do tipo da classe a.presenta.d<t na fi.gura 'L3. 
Um nó de classe dá origem a uma aresta para. cada. atributo definido no tipo da classe 
que ele representa. De modo similar, um nó de classe recebe uma aresta incidente para 
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cada atributo cujo tipo seja a cla.f;se representada pelo nó, jndependente dest(~ atributo 
ter sido definido na própria c1fl,SSC on em outra classe do esquema. Com isso GOODIES 
permite que um objeto complexo possua como atributo um objeto de seu próprio tipo. 
Um nó de construtor do tipo "lista'' possui sempre urna 1 e apenas uma, aresta. inci-
dente, pois cada lista faz parte da composição do tipo de uma. só classe. Da mesma forma 
urn nó de ''lista'' origina sempre uma única aresta que aponta para um nó que indica o 
tipo dos elementos da lista, já que a definição d_o construtor "lista" exige que todos os 
seus elementos .sejam do mesmo tipo. 
Pelo mesmo motivo descrito para o nó de ''lista", um nó de construtor do tipo "tupla." 
possui sempre uma única. aresta incidente. No entanto, um nó. de "tupla" pode possuir 
um número arbitrário de arestas originando-se dele, poís o construtor ''tupla" perm.ite o 
agrupamento de elementos de tipos heterogêneos. Cada aresta originária de um nó de 
"tupla" aponta para. o tipo de atributo de um dos componentes da. tupla. 
Os nós do grafo de composiçào que não podem dar origern a arestas representam 
atributos elementares (atômicos) de GOODIES (os quatro tipos de atributos descritos 
acima). Estes nós possuem sempre urna única <Jrest<-t incident;e, rotubda, CNno já foi 
visto, com o nome do atributo cujo tipo é identifica-do pelo nó ern que a aresta incide. 
5.4 Operações Primitivas 
A ínteração entre GOODIES e o SGBDOO é feita através de um número reduzido de 
operações primítiva.s. A semântica destas operaçÕe$ é def-inída por GOODlES, enquanto 
o modo de irnplem.entá-la,& é próprio de cnd~t SGBD. Portanto, as operac,~ões primitivas 
definem o módulo do sistema GOODlES que é dependente do SGBD ut..illzado. Note-
se, porém, que a,penas a irnplementaç.âo das op<:::raçõ(~S é variável; suas semâJJtica.s sao 
definidas no modelo interno de GOODIES, independentemente de qualquer SGBD. 
As operações primitivas foram projetadas como um conjunto mínirno de funções que 
devem ser supridas por um SCBDOO para que um usuário possa ter acesso e controle 
sobre os dados armazenados nos BDs. Na. verdade, as operações primitivas podem ser 
interpretadas corno consultas exclusivamente textuais sobre e,.,quernas e sobre objetos dos 
BDs. As operações primitivas deflnicLas por GOODlES sào: 
Get-Scherna: A semântica desta operiit:;-ào cons_iste em obter do SGBDOO a lista de clas-
ses definidas em_ um determinado esquema. Para isso a operação recebe um nome de 
BD como parâmetro. A resposta obtida do SGBD é processada por GOODIES, <~T­
mazenada em suas estruturas de dados, e apresentada ;w usuário do sistema através 
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da. lista de classes da. janela de BD (figura 4.2). Esta operaçào é solicitada sempre 
que o usuário escolhe um novo BD para interagir: a partir da janela de diretório 
(figura 4.1). 
Get~Class: Através desta operação1 GOODIES obtém do SGBDOO a descrição completa 
de uma determinada classe de um dado esquema. A classe e o esquern<:L são recebidos 
como parâmetros da operação. A descrição de uma. classe, corno já foi visto no 
capítulo 4, é composta pela definição da composição da dctsse (tipo da dasse) e 
pelas listas de superclasses, subcla$ses, métodos e objetos pertencentes à classe. 
Esta operação é chamada. quando o usuário escolhe uma classe para visualizar, a 
partir da janela ele BD (figura 4-.2). Os resultados desta operação sã.o utilizados 
por GOODIES para a. construção dot1 graJos de herança e de composi~:ã.o, e sao 
apresentados at) usuário através da jnnela. d(:' classe (figura 4.3). 
Get~Object: Esta operação representa uma consulta aos dados ch~ um BD 1 no >;entido co-
mumente empregado pa,ra este termo na área de BDs. A operação deve receber 
como parâmetros o esquema, a classe e a. ídentificaçào do objeto que se deseja con-
sultar. Como resposta., o SGBDOO envia. ao s_istema. os valores dos atributos do 
objeto solicitado. Através dos grafos de herança e de composição o sistema inter-
preta os valores recebidos, guardando-os em sua. memória privada. O resultado da 
consulta efetuada é apresenta,do ao usuário através da janela de objeto (figura 4.4). 
A operaçào Get-Object é tipicamente utilizada para implernentar as operações de 
seqüenciamento, definidas no ca.pit.ulo anterior. 
É óbvio que tanto o cornündo a ser smbmetido qwmto o formato dos resultados pro-
duzidos sã,o dependentes do SGBDOO utilizado. A achtptaçào do sistema GOODIES 
a diferentes SGBDs consiste, portanto, ern: a) det;erminar a HÍnta.xe dos comandos que 
possuem a semàntica descrita crn cada, SGBD; (' b) adaptar a função de recchírnento de 
respostas do sistema. GOODIES ao formato utilizado pelo SGBD espedfico. 
5.5 Seqüências de Operações: Transações 
Como foi vi.'3to, as operações primitivas clehnidas no modelo interno de GOODigs são, por 
um lado: dependentes da implementaçào adotada para essas operações em cada SGBDOO, 
e por outro lado, conceítua.lmente independentes de um SGBDOO especifico: já, que a 
semântica das operações é modelada pelo sistcnli:t. Assim, a dependência, de um SGBDOO 
específico fica limitada à sintaxe das operações que correspoudem à semântica. definida no 
modelo interno de GOODII~S. 
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A nível de transação, isto é, de sequencias de operações, o sistema de interface é 
completamente independente do SCBD utilizado. GOODIES nào impôe bloqueios (locks) 
sobre os dados dos BDs, e ta.mbém não efetua qualquer tipo de restri\:ào sobre a.s operaçôes 
enviadas para o processamento do SGBD. 
Para garantir esta independência, o modelo interno de GOODIES trabalha com o 
conceito de snapshot, de modo que cada operação é re;;tlizada so'bre urn<1, cópia dos dados 
armazenados no BD. Antes dt~ acionar uma opera.ção, o sistema verifica. a presença dos 
dados necessários na memória privttda da interface, realizando uma consulta, através das 
operações primitivas, sempre que os dados exigidos nào estejam dispOJJÍveis na memória. 
privada. 
O modelo interno de GOODIES parte da premissa de que o usuário está manipulasJdo 
BDs estáveis. Mudanças no esquema de um BD durante uma sessão de consulta f~m 
GOODIES podem ca.usar resultadm inesperado._<;) já que a execução de uma operação se 
baseia, o_a maioria dos casos, em. resultados obtidos de operações anteriores. Por exemplo, 
se um objeto está sendo apresentado c, através de uma alteração no esquema do BD) um 
de seus atributos é removido, ocorn;~rá. um erro na. próxima oper~Lçào de seqüenciamento 
sobre o objeto, pois a cstrutur<t de dados obtid<J a partir do grafo de composição será 
diferente da estrutura na qual o SGBD enviará o:s dados do objeto. 
Alterações realizadas sobre os dados de ttm objeto a,presentado não são refletidas 
na. apresentaçã.o do objeto, porcpJe, para. isso, uma das seguintes a.ltcrnatlva.s deveria 
ser escolhida: solicitar ao SGBD a sinalizaçào de mudaw;:;as ocorridas nos objetos, ou 
consultar continuamente o objeto para garantir que a apresentação contém os valores 
atuais do objeto. 
No primeiro caso, a interface se tomaria dependente de uma. cttpacidade <~specia1 do 
SGBD, a capacidade de enviar urna mensagem para sina.!i:;,a.r qualquer modi-ficação ocor-
rida nos dados. Essa capacidovle. ao contrário daquelas exigidas pelils operaç.ôes primi-
tivas propostas ( Oet-S'clwma1 Gct-Cla.':ls, Get-Object.), não (, comumente provida pelos 
SGBDOO's existentes. 
No caso de se consultar continuamente os objetos do BD, surgem problemas de excesso 
de comunicação entre a. interface e o SGBD, e de so~rec<1rg<:t do sistema com operações que, 
n;;t maioria absnluta das vezes, são desnecessárias. E fácil verificar que esta opçào causaria. 
uma. queda acentuada. no dest;mpenho do SGBD. Desta. forma, ambas as alternativas 
representam custos excessivos,_ diante de nm benefício que pode ser considerado pequeno, 
que é a. visua1izaçã.o imediata de modificrtçóes efetuadas sobre o objeto. 
É preciso observar ainda. qt.w urna opera.çào de exclusão aplic<lda sobre um objeto de 
urna classe pode causar uma .situa.çà.o inconsistente, se a classe está sendo visua.lizada no 
momento em que a operação é exectlt<ctda. A lista de objetos apresentada na janela de 
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classe não é afetada pela. operação, por motivos semelhantes aos que desaconselham a 
reflexão automática de atualizações de atributos na janela de objeto . .Já a inclusão de 
objetos nào causará problemas, pois a lista ele objetos não é alterada, c desse modo a 
interface irá simplesmente ignorar o objeto incluído. 
5.6 Considerações sobre o Modelo Interno 
GOODIES é um sistema de interface com o usnário que se aplica a SGBDs que seguem 
o modelo de dados orientado a objetos. O modelo intemo de (;QODIES rege a interação 
entre o sistema de interface e o SGBDOO utiliza.do. 
Dois aspectos principais podem ser destacados com relaçã.o a.o modelo interno de GO-
ODIES: concisâ.o e independência de SGBD. Arnbos os aspectos se influenciam mutu-
amente, de modo que a independência de um SGBD específico evita a modelagem de 
detalhes de implementação desse sistema, enquanto a concisão do modelo contribui para 
a independência, de SGBD, justamente por não representar estes de.tctlhcs. 
Os principais fatores que contribuem para a concisão do modelo interno do sistema 
GOODIES são: 
• A utilização de um número reduzido de operaçoes primitivas para especificar a 
intera,ção com o SGBD; 
• A representação de características básícas do modelo 00 atra<v·ós dos grafos de 
herança e de composição. 
• O princípio de estabilidade dos BDs assumido, evitando a preocupação com de-
tecção e tratamento de .inconsistências, e eliminando a necessida-de de irnposiçã.o de 
bloqueios sobre os dados. 
Da mesrna forma, os principais aspectos que possibilitam a relativa independência de 
GOODIES com relação ao SGBD utilizado podem ser destacados: 
• O emprego do conceito de snapslwt, copiaJ1do para urna memória prívada os dados 
utilizados; 
• O estabelecimento das características do rnodclo 00 que sa.o comuns aos diversos 
SGBDOOs existentes; 
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• O isolamento das partes dependentes do SGBD e.rn um lÍnico módulo, preparado 
para se adaptar a diversos tipos de sintaxe _para. consclit<'ti 
• A modelagem das funções básicas exigidas do SGBD, através da definição das 
operações primitivas. 
A caracteristica. de independéncia. relativa de um SGBDOO específico destaca GOO-
DIES da maioria das interfaces existentes para esses sistemas. Essa independência per-
mite1 por exemplo, que o aspecto interface com o usuário seja considerado um problema 
resolvido em novos projetos de SGBDOOs, já que GOODlES pode ser facilmente em-
pregado para esta finalidade. Portanto, o desenvolvimento de COODIES deve contribuir 
para a simplificação dos futuros projetos de SGBDOOs. 
Capítulo 6 
GOODIES: Implementação 
6.1 Introdução 
Este ca,pítulo discute o mapea,rnento dos modelos interno e externo do sistema GOO-
DIES para um conjunto de programas que executam a funcionalidade proposta por estes 
modelos. 
A implementação do sistema permitiu a valicla.çáo dos modelos propostos, garantindo 
a viabilidade de se prover um mecanismo de navegação podero_so, e ainda a.<;sim, indepen-
dente das características específicas de um determinado SGBDOO. Além disso, a ímple-
rne.ntaçâo de GOODIES propiciou o estudo de deta.lhes que são abstraídos dos modelos 
do sistema, em nome da concisão e da independéncia de SGBD. 
A experiência de desenvolver GOODIES possibilitou a análise de outros fa.tores en-
volvidos na construção de sistemas de interface. A utilidade das diretivas propostas no 
capítulo 3 para a. construção de interfaces gráficas par:a SGBD~\ por exemplo, foi com~ 
provada. O emprego de diretivas mais genéricas, como as recomendadas pelo padrão 
OPENLOOK, também contribuiu pn,ra o desenvolvimento do sistema, prlncipa.lmente na 
manutenção da consistência. ern toUos os aspectos da interavio com o usuário. O estudo 
do paradigma de orientaçAo a objetos, aplicado no contexto de projetos de sistemas, foi 
outro fator relevante para a implementação de GOODIES. 
O restante deste capítulo aborda diversos a.spcctos relativos à implementação do sis-
tema GOODIES. A seção 6.2 apresenta a plataJorma de hanlwan:: e .~oftware utilizada 
pelo sistema. Na seçào seguinte sào apresent<vlos os padrües gerais que refletem o estilo 
de GOODIES. A seção 6A- anfl.lisa ct arquit.etura. modula.r do sistema. A seção 6.5 en-
cerra este capítulo, abordando <ts túcnic<>s de projeto orientado a objetos utilizadas no 
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desenvolvimento dos programas que compõem GOODIES. 
6.2 Platafonna de Hardware e Software 
GOODIES foi desenvolvido em estações de trabalho SPARCstat'ion (modelo$ SPARCs-
tation SLC, S'PARCstation 1+ 1 e SPARCstation 2) fabricadas pela Sun !Vficrosystems, 
Inc .. A estação utilihada para executar o sistem.<t deve ser equipada com monitor gráfico 
de alta resolução, podendo ser colorido ou não. Além disso, a estação precisa possuir a 
capacidade de reprodução de gnwaçôcs sonora.s. 
O sistema operacjonal utilizado para executar GOODIES deve ser compatível com o 
sistema. UNIX, e precisa suportar a exeo1çào de um sistema. gerenciador de janelns ( Win-
dow IV!anager) que obedeça às de.íinições utilizadas pelo Sistema X (X_ W·indo-w Systern L 
e que siga a es-pedficaçào funcional OPENLOOK ( OPENLOOJ{ G·raphical User Interface 
Punctional Specijication ). 
O sistema. X se basei<l. em um protocolo de rede (o p-rotocolo .Y) que utiliza o modelo 
de arquitetura cliente/servidor. O prot,ocolo X gerencia a comunicaç.ào entre processos 
clientes e processos servidores. Um processo servidor monitora, recursos do usuârio (corno 
tela e teclado) e torna estes n~cursos disponíveis paxa as aplicações (processos clientes). 
Diversos processos clientes podem est.ar conecta.dos a urn único proceGso servidor. Além 
disso clientes e servidores podem esta.r executando em estações diferentes ele urna rede de 
estações de trabalho. Entre outras tarefas, o servidor X é responsável pelo controle de 
acesso à tela pelos diversos clientes; pela interpretaçà.o das mensa,gens dos clientes; pelo 
atendimento dos pedidos contidos nessas mensagens; e pela tra.nsmissào de entradas do 
usuário aos clit~nt.es, na forma de eventos do protocolo X. 
O sistema Xlib provê o nívet mais bil.ixo de interface entre uma a.plicaçã.o escrita, em 
linguagem C e o protocolo X. Xlib traduz estruturas de dados c hmçôes C para eventos do 
protocolo X, e ao mesmo tempo converte pacotes de informações .recí~bidas do protocolo 
X em estruturas de dados no formaJ.o usado pela l.ingtmgern C. AtravéK de Xlib, um 
usuário pode ter acesso a toda a funcionalidade do protocolo X. Entretanto, o conjunto 
de funções é extenso, e sua prognnnação nào é simples. Por isso, toolkíts sào empregados 
na simplificaç.âo do acesso às funções mais comuns, facilitando ainda a codificaçào da 
pa.rte da apHcação referente aos componentes de ínterfa.ce com o usuário. 
XView [Hel90] é um dos toolkits baseados em Xlib que provê estas facilidades. XVicw 
é um sistema orientado a objetos que l'ornece componentes de interface corrfi.guráveis e 
reutillzáveis1 corno janelas e botões. XView facilita o desenvolvimento de aplicações que 
executam sob o protocolo X, provendo nrna estrutura. que permite a. combinação dos 
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componentes de interface pré-existente~ com o código específico da aplicação. XView 
interpreta os eventos recebidos do protocolo X e decide quanto à necessidade de propa-
gar esses eventos para a aplicação. Urna importante característica de XVicw é que ele 
implementa as diretiva$ propostas pelo pndrâo OPENLOOK [Sun90J. 
GOODIES utiliza as facilidades oferecidas por XView para se adequar ao padrão 
OPENLOO.K, e para usar os recursos do sistema X. CoJ"no XView é um sistema. orientado 
a objetos, escolheu-se a linguagem de pwgrama.ção C++ para a ímplementaçào de GO-
ODIES, de modo que tanto o código referente à interface com o usuário quanto o código 
da aplicação propriamente dita seguem o mesmo estilo de programaçào. A versâ.o atua.l 
do sistema contém cerca de quatorze mil linhas de código fonte. 
6.3 Padrões Adotados 
A implementa.çà.o de GOODlES foi orientada pelas recomendaçôes propostas pelo padrão 
OPEN.LOOK para desenvolvimento de interfaces gráficas. O pa.drào OPENLOOK [Sun90] 
especifica o loo/;; and fee/ 1 de uma. aplicação baseada em janelas, incluindo os tipos de 
objetos apresentados ao usuário e as convenções básicas que definem <t maneira peJa qual 
ele interage com estes objetos. 
OPENLOOK define três princípios básicos para projeto de apl.icaçõcs: slrnpliódadc, 
consistência, e eficiência. 
A simplicidade deve ser obtida. através de um born projeto visual, com <..',ontroles ro-
tulados de maneira clara e precisa., refletindo, o mais fielmente possível, o mundo real da 
aplicaçào. 
O póncípio da consistência. permite que o usuário utili2e conhecimentos pn;viamcnte 
adquiridos em novas áreas e funções da aplicação. Para .isso deve haver um pa.drào de-
terminado para uso de mouse e teclado, bem como uma. convenção única para. nornes e 
posiçôes de controles em todas as ja.nelas da aplicação. Além disso, OPENLOOK sugere 
que sejam oferecidos dois métodos pn,ra ma.nipula.ção de i.nfo.rm,;lções: Bclect-then-opcmte 
(selecionar o objeto antes de indicar a. operação desejada) e rna,nipulaçào direta (discutida. 
na .introdução desta. dissertação). 
Com rela.ção à eficiência, a aplicação deve minimizar o mímero de p,13sos lJecessários 
para realizar. uma operação. 1~ conveniente prover ''atalhos" para as tarefas executada.s 
com maior freqüência. Controk's m<Jis poderosos e/ ou soflstlca,dos devem estar disponíveis, 
1 A expressà.o look rwd fctl é largamentr~ utilizada un.lita·atura sobre interfaces (~ represmüa a aparéncia 
e a funcionalidade de urna aplicação. 
mas isolados em menus e janelas pop-u.p. 
6.3.1 Simplicidade e Clareza de Controles 
Os três princípios básicos do estilo OPENLOOK fonmt empregados na imp1ementaçào de 
GOODIES. O projeto visual do sistema utiliza nove tipos de janelas, sendo quatro janelas 
básicas (base windows_) e cinco jandas auxiJjares (pop-np windowiJ). Apesar do número 
razoavelmente elevado de janelas, o sistema atinge o objetivo de simplicida.dt~, já que a 
aplicação a que se destina é bem representada por estas janela;;. 
As quatro janelas básicas perm.itern quatro níve·is distintos pnxa a realização das 
operações de navegação e consulta. Assirn, o usuário pode _navegar pelos diretórios do 
sistema, pelos BDs de um diretório, pelas classes de urn BD, e pelos objeto"' de uma 
classe. Estas operações são inerentemente hierárquicas, e esta hierarquia é representada 
pela subordinação existente entre os quatro tipos de janelas básicas. 
Com rela.ç.ào aos controles, as janelas bá.sicas, com exceç::l.o da ja11ela de diretório, 
seguem a recomenda,çào do padrão OPENLOOK, definindo quatro tipos de menus de 
funções. As funções que afetam a aplicaçào corno urn todo sào reunidas no menu rotulado 
<~Pile'' (funções de <:uquivo). As funç-Ões que afetam o modo de visualização de um deter-
minado aspc'Cto da, apliçaçâo :-:~áo .:tg-rnpados no menu "\!iew" (funções de visualização). 
O menu "Ed'it" contém as funções que afetam o estado de objetos que o usuário pode 
selecionar (funções de edição). Finalmente, o menu '1Fr-op8" reúne as funçôes que alteram 
as propriedades de partes da aplicaçào (funções de propriedades). 
A janela de diretório propicia apenas nrn meio confortável para a escolha de BDs. Ela 
não deveria ser implementada. como janela básica, e sim como j;mela- auxiliar. Isto não 
foi feito por limitações impostas pelo XView. Este toolkit não admite que uma ja .. nela 
auxiliar, no caso uma. ])()]HJP window, seja utilizada corno única janela de uma a.p!ica.çã.o. 
Como GOODLES inicialmente só apresenta a. ja.nela- ele diretório, esta foi implement<.tda 
como uma janela básica (base window ). Ela contém dois control<:';s, posicionados como 
se estivessem em uma janela auxiliar (pois conceitualmente, a jc:mela de diretório é uma-
janela auxilia-r). Um dos controles descarta a janela, enquanto o outro causa. a abertura 
do BD ou diretório selecionado, E-stes controles são rotulados, respectivamente, 1'Quír' e 
"Open". 
A janela. de objeto contém outros controles, a.lém dos quatro menus defínidos acima. 
Ainda segundo o padrão OPENLOOE, a janela. de objetos a;presenta três boLôes que 
provêem acesso às funções que devem ser as mais utilizada8 em ttrnct <:tplicaçâo de 11a,vegação 
em BDs: as operações de seqüenciamento. Os botões que representam est.:1s opera,çóes 
possuem rótulos explícitos: '1First" para o primeiro objeto de urna classe, "Ne:rt" para o 
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próximo elerne11to da classe e "P1·e·vious" para o elemento anterior na. lista de objetos da 
da:;se. 
Usando apenas as quatro janelas básicas, o usuário pode realizar navegações completas 
sobre diversos BDs. As janelas a.uxíliaxes de GOODIES servem para duas finalidades: 
visualização de dados não-estruturado.~ e acesso a. fur1ções menos comuns. As janelas que 
servem para a primeira finalidade (janela de texto e janela de imagem) apresentam os 
mesmos controles para seqiienciamento definidos na janela de objeto. As demais janelas 
auxiliares (janela de arquivo, janela de predicado e janela de atributos) possibilitam o uso 
mals elaborado do sistema. 
A janela de predicado permite, como já foi visto, associar um predicado a uma janela 
de objeto 1 de forma que o processo de navegação seja. simila.r a um processo de consulta. 
Três botões de controle existem nesta janela. Os rótulos desses botóes indicam clctramente 
as suas respectivas finalidades: "Apply·'' efetiva a. associação entte o predica.do deilnido e 
a janela de objeto; ''Savel.' salva o predica,do definido ern um arquivo em disco; e "Load'' 
carrega na janela de predicado o conteúdo de um arquivo. 
O arquivo a ser utilizado pelas operações 1'Satw'' e "Load·'' é escolhido a.través da janela 
de arqu-ivo. Esta janela é muito semelhante à janela. de diretório; a principal diferença 
é que a janela de diretório considera válidos arqu-ivos do tipo BD, enquanto a janela de 
arqu-ivos considera válidos os arquivos do tipo texto. 
FinaJmente, a jaJleht de atributos possui um único cont.role. Um botão corn o rótulo 
··',At)ply" permite que o usu<irio efétive a escolha efetuada na lista de atributos. 
6.3.2 Consistência e Eficiência 
O princípio de consistência foi enfati:;,aclo no modelo externo de GOODlES, e foi imple-
mentado ('~xatamente segundo a defíniç.ào deste rnoclelo. A princip~tl maneira de interação 
entre o usuário e o sistema é através do nwuse, e existe urna. convenção rígida que con-
trola esta interação. A convenção se baseia no método select-thcn-operate. Facihdudes 
de rnanipulaçào direta são ta.rnbém oferecidas. GOODIES utiliza os recursos do Window 
Manage1' para prover algunws dessa:;; facilidades corno, por exemplo, a. rnovimentaçã.o e a 
''.iconização 1' de janelas. O próprio GOODIES trata os eventos de modificaçào do tamn,nho 
das janelas, adaptando o conteúdo de cada janela.~" dimensão desejada pelo usuário. 
Também o princípio de eficiência foi considerado no projeto de GOODIESl e a sua. im-
plementação seguiu fielmente ,;:w definlç.ões do modelo externo do sistema.. As operações 
mais freqüentemente utilizadas, que são a.s que crlarn jandas a partir de referências exis-
tentes em outras janelas podem ser feitas pelo rnétoclo selec!Ahen-opentte, ou podem ser 
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executadas por um "atalho" representado por un1 click duplo no campo de referência. 
Além disso, e como já foi dito acima, janelas a-uxiliares provêem acesso a funçõe.s que 
amplificam o poder do sistema. 
6.4 Módulos do Sistema 
A implementação de GOODIES foi dividida em três módulos principais. Dois destes 
módulos imp1ementam o modelo externo e o rnodelo interno do sistema. O terceiro 
módulo controla a funcionalidade do próprio sÚ;t,erna. Cada. módulo principal possui 
outros módulos subordinados, fonnando a hierarquia rep.resenta.d<l. ntt figura ()."[_ 
6.4.1 Módulo de Interação com o Usuário (MIU) 
Tüda a funcionalidade descrita pelo modelo externo de GOODIES é implementada pelo 
MIU. Este módulo é totalmente independente do SGBDOO utilizado, e contérn as de-
finições dos componentes gráJkos da interface (janelas, menus, botões, lista.s, entre ou-
tros). 
O MIU é composto por dois submódulos que cuidam, respectivamente, das funções as-
sociadas à.s janelas básicas e às janelas auxiliares de GOODlES. Tarn bém esses submódulos 
possuem ouüos módulos que os compõem. Sâo apresenta.dos a seguir nove módulos; 
os quatro primeiros são componentes do D.ifódulo ele Jano::la,s Básici.loS (MJB), e os cir1co 
módulos restantes formaJTJ o MOdulo ck .Janelas Auxiliare-R (MJA). 
Módulo de Gerência de Diretórios (i'V!GD) 
Este módulo implementa a funcionalidade da janela de diretório, que é criada na ;:tbertura 
de urn.<t sessâo de trabalho em GOODLES. Apenas nm<J instância da janela de diretório 
é criada ao longo de urna. sessào de traba-lho. Todas a.s m1tra..s janela,s utilizadas são hie-
rMquica.rnente suborditJa.das à_ ja.ncla de diretório< O MGD controla a prese1Jça. de janela.s 
subordinadas, só permitindo a destruição da janela. de diretório (e conseqüentemente o 
encerramento da sessâo de trabalho) quando nào existam outras janelas no sistema. 
O MGD responde ainda p(~l<t int.erpretaçiio de, entradas de dados textuais na janela 
de diretório. Diversos formatos de entrada. podem ser utilizados) e o MGD interpreta 
e provê respost<-H3 adequad&s a cada tipo de entrada. A tabela 6.1 apresenta os tipo.'J 
de entrada aceitas pelo MGD. Se o arquivo digitado for um diretório, ele p<:tssa. a ser o 
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GOOD!ES 
lnteraçt3.o Interação Controle 
como como Geral 
SGBDOO Usuário 
J L 
Operaçóes Interpretação Auto-- Funçóes 
Primitivas de Resultado lnstafaçao Genéricas 
I 
Janelas Janelas 
Básícas Auxiliares 
I 
Ger{mcia de Gerência Gerência Gerência 
Diretórios deBDs de Classes de Objetos 
Gerência Gerência Gerência de Gerência Gerência 
de Imagens de Textos Predicados de Arquivos de Elementos 
-- --- -
Figura. 6.1: Arquitetura Modular de COODIES 
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11 Caracteres Iniciais 11 Interpretação 
" li 
.; Camín}w que se inicia no diretório corrente 
.. ; Caminho que se inicia no diretório imediatamente 
superior na hierarquia de diretórios 
I Caminho que se inicia no diretório raiz do sistema 
de arquivos 
-
Caminho que se iuicia no di1·etório ''homer do 
usuário corrente 
,...._, nome-de-1tsuário CamiTJho que se iJácia no diretório ·'honu 1' de urn 
usuário cujo ';logín-name r é norne-de-usnário 
Outros caracteres Nome de arquivo ou diretório existente no diretório col-rente 
Tabela 6.1: Entradas aceitas pelo Módulo de Gerência de Diretórios 
diretório corrente; caso contrário, se o arquivo é um BD, o MGD encaminha o arqmvo 
pa.ra o Módulo de Gerência de BDs. 
Módulo de Gerência de BDs (MGB) 
O MGB é chamado para tr<l.tar a seleção de um BD na janela de diretório. O módulo 
recebe do MGD o BD selecionado, e verifica se já existe uma, janela para este BD. Caso 
exista, o MGB irá simplesmente garantir que esta janela sej<J, visível, traí:\endo-a para a 
frente de todas as outras janelas existentes no workspace do usmirio. Caso contrário, o 
MGB cria a janela de BD e f.:tz urna chamada a.o Módulo de Operações Prirnitivas para 
obter as classes que compõem o esquema. do BD selecionado. 
Assim, um BD estti associado a no rnáximo uma janela de BD. O usuário pode, todavia, 
trabalhar com diversos BDs distintos simultaneamente--;, já que a seleçào de um novo BD 
causa a criação de urna. nova instância da. janela. de BD. Este é o mecanismo hásicü de 
navegação sobre BDs. A navegação sobre as classes do e:oqucn1a de mn BD, por sua, vez, 
é iniciada. com a. seleção ele uma classe na jauela. de BD. Esta. seleçào faz com (Fte o MGB 
passe o controle para o Módulo de Gerência de Classes, responsável pela criação da. janela 
de classe para a classe selecionad<'\, 
O MGB controla todas a:> suas janelas submdinadas, que sao as janelas de cla.sse 
dos diversos BDs. A destruiçã.o de urna ja.1wlu de BD é propagadR para as suas janelas 
subordinadas, que tarnbém sào destruídas. 
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Duas outras funções executa.das pelo MGB sào dignas de nota: a chamada. da janela 
ele diretório e o salvamento de contexto. Como já foi visto, a janela de diretório só é 
destruída quando não existem janelas subordinadas. Se o usuário seleciona o botão de 
destruição da janela de diretório antes de eliminar as demais ja.nelas, aquela janela nào é 
destruída, mas apenas desaparece do workspacc do usmírio. Este pode, entào, recuperar 
a janela de diretório através de uma funçfl.o disponível na janela de BD. 
A funçã.o para salvar o contexto de urna sessão de trabalho e8tá. disponível através do 
menu "Props 11 da janela de BD. O À'1GB salva, em um arqui·vo denorninado ''goodies.àút'1 , 
situado no diretório home do usuáJ·io, as jax1elas de BD e de classe definidas no instante 
da execução da função. Este arquivo é utilizado pelo Módulo de Auto-Instalação para 
configurar o contexto inicia] de urna sessào de trabalho em GOODIES. 
J\iódulo de Gerência de Classes (MGC) 
Como já foi dito, a sek·ção de uma classe em uma janela de BD cama a c.harnada, do 
MGC. Assim, como o ~MGD, o rv1GC verHica a exjstê.ncia da janela de classe7 pois apenas 
uma instância de jc1Ilela de cla.sse pode e:xio;ti.r para cada classe de um esquema. Se a 
janela. de dasse existe, o procedimento adotado é análogo ao descrito pa,ra o MGB. Caso 
contrário, a janela de classe é cria.da, e uma chamada ao 1-fódulo de Operações Primitivas 
é necessária para preencher os ca,mpo.s desta janela. 
A navegação sobre as cla,sses é feita de forma. sernelhante à navegação sobre BDs. O 
usuário abre uma janela distinta para cada classe do esquema que ele deseja visu.r1lizar. No 
entanto, existem dois modos de seleçào de clnsses. O primeiro modo é a.través da janela 
de BD, onde o usuário pode selecionar qualquer classe do esquema .. O segundo modo é a 
navegação na hierarquia de classes: a paxt.ir da janela de classe, o usuário pode selecionar 
superclasses ou subclasses da classe descrita pela janela, usando as listas nela existentes. 
Além disso, o usuário pode selecionar métodos da classe paxa sercrn vlsu.a.lizados. 
Também a. navegação sobre os da.dos ó iniciada na janela. de chsse, atravé;.; da. seleção 
de um objeto na lista de objetos. A seleção de nJétodos (~.de objetos causa a transferência 
do controle paxa o Módulo de Gerênciét de Textos e para o Módulo de Ceréncia de Objetos, 
respectivamente. 
O MGC controla suas janelas subordinadas (janelas de método e janelas de objeto), 
de modo que a destruição de uma janela de classe provoca a dest.ruiçào de todas a.<J janelas 
subordinadas a ela. 
O menu "Props" da janela de classe provê i:tO~sso a três funçôes que perrnite.m o controle 
do nlvel de abstração em que as clilsses e seus objetos são apresentados ern GOODIES. 
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As funç.ôes "Dísplay Attribntes", ''DLsplay Superclasses e 11Display Subclasses" ut.ilizam 
as facilidades do Módulo de Geréncia de Elementos p<tra selecionar, respectivamente, os 
atributos a serem vlsualizados na janela de cla._c;se, a...s superda,sses que devem entrax na 
composiç.ão da cla.<JSe, e aB su.hclasses cujas instâncias devem ser incluídas na lista de 
objetos da janela de classe. A flexibilidn.de visual oferecida por estas funções é um dos 
pontos fortes do sistema GOODIES. 
Módulo de Gerência de Objetos (MGO) 
O MGO é o responsável pela criaçào e pelo controle das janelas de objeto, pelos mecanis-
rnos de sincronizaçã-o e pelas operações de seqiienciarnento. Ao contrário do que ocorre 
nas janelas ele BD e de classe, podem existir díven:as janelas de objeto representando un1 
único objeto de uma classe. Esta possibilidc:tde torna o processo de navegaç.ào bastaJlte 
poderoso, permitindo, por exemplo, a visualiza.ç.ào simultânea. de um mesmo objeto em 
diferentes níveis de abstraçào. Todas estas facilidades contr.ibuern para a complexidade 
da implementação do Módulo de Gerência de Objetos. 
A navegação sobre objetos pode ser feita da mesma forma que a navegaçào sobre 
esquemas. O processo se inicia com a seleção de um objeto na janela de classe. Se já 
existe a. janela de objeto para o objeto selecionado, ela é apresentada a.o usuário; caso 
contrário ela é criada, efetuando-se uma cbam.ada ao Módulo de Operações Primitivas 
para obter os valores dos atributos (pois a estrutura de composição do objeto já está 
disponível na janela de da.sse). O usuário pode abrir uma. janela. de objeto distinta 
para cada novo objeto seleciona.clo na janela. de classe. No entanto! ístü não é necessário, 
devido às operações de seqüenciamento disponíveis nn.janela de objeto (botões Ph·st, Nexl 
e Pr·evious ). Utilizando apemw uma janela de objeto e as opentçóes de seqüencia..mento, 
o usuário pode navegM sobre toda a extel'1são de mna da.s.se. 
Sào as operações de seqüenciamcnto que impõem a necessidade de janelas de objeto 
distintas poderem representar o mesmo objeto. Considere, por exemplo. a situação em 
que um usuário seleciona., na. list<-t (\e objetos de uma jctnda de classe, os objetos que 
ocupam a primeira e a. segunda. posiçà.o. A sele.çio do bot.ào Prem'oncS na janela do objeto 
conespondente à. seguncL-'1 posição daquela hsta irá atualizar o conte\Ído desta janela., que 
passará a. ser o mesmo da janela criada pela selcçào do primeiro elemento da lista. de 
objetos. O MGO deve reconhecer e controlar <:ts instâncias de janela'3 que representam o 
mesmo objeto. 
GOODIES é um sistema de navegat,~ão com Bincronismo estendido, no sentido de que a 
naxegação entre objetos que formam um objeto compkxo é: por dfJault, sincronizada .. O 
fluxo de controk exigido, tanto internamente <1.0 l\IIGO quanto entre o MGO e os módulos 
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que gerenciam suas janelas subordinadas é bastante complexo. Uma hieraxquia de sin-
cronização, como já foi visto1 pode ter mn tamanho arbitrário, e o MGO precisa garantir 
que todos os componentes desS<l hierarquia sejam coerentes entre si. A propagação de 
operações, neste caso, não se limita ao processo de destruiçâ.o d{~ janelas, mas abrange 
ainda as operações de seqiienciamento, as quais podem, por sua Ve%, gerar replicações de 
janelas que o MGO deve controlaL 
Entre as diversas funções existentes no MGO) t.rês ainda. rnerccern ser comentadas. A 
função de escolha de atributos a serem visualizados na janela de objeto permite um ajuste 
fino no nível de abstração desejado para a visualizaçã.o do objeto. Est.a função utiliza as 
facilid<tdes providas pelo Módulo de Gerência de Elementos. 
A segunda função permite a quebra de um relacionamento de sincronismo. O efeito 
desta. função é o de desligar umct janela de objeto de seu a.ncestraJ din~t;o na hierarquia 
de sincroníza.ção, de modo que a janela de objet.o passa a se comporta.r como se o objeto 
houvesse sido selecionado diretamente da lista de objetos de sua. j<~.nela de cla.sse. 
Por fim, a. terceira função mencionada possibilita a representa.çào de atributos sonoros. 
O MGO considera que o valor de um atributo do tipo ''som" é um nome de arquivo 
completo (isto é1 um nome de arquivo precedido pelo caminho do diretório raiz até o 
diretório quf~ contém o arquivo). O arquivo deve estar no formato mulio utilizado pelas 
estaç.ões de trabalho da S'mt JV/icroAystems1 Inc .. Urna cha.rnada. de função do sistema 
operacional permite que o arquivo indicado seja pao,;sado ao dispositivo de áudio da estação 
de trabalho util!zada, causando a reprodnçào do fiom armazenado. 
Módulo de Gerência de Imagens (MGI) 
O MGI é ativado durante o processo de navegaç.ào sobre os dados, quando o usuano 
seleciona um atributo do tipo "imagem" em_ uma j<:tnela ele objeto. O rnódulo considera 
que o valor obtid<) para. esse atributo é um nome de axquivo completo. Além disso, o 
arquivo deve utilizar o formato rastc.r. 
O formato raster é o padrão uülizado pela Snn, embora suas estações suportem_ outros 
fonnatos para arquivos de imagem, corno por exemplo os formatos Bitmap, Po!:ilSC'I''Ípt e 
OIF. A vantagem do formato rastcr é que o arquivo de imagem contém um cabeçalho que 
identifica o contetído do arquivo, fa.cílitanclo a manipulação th i.rnagem (identificação das 
cores e das dimensões da imagem, por exemplo). 
Ao receber um nome de arquivo completo, o MGI verifica se o arquivo existe1 e se 
de segue o formato raster. CaBo o arquivo satisfaça estas condições, o MOI testa a 
compatibilidade entre a imagem. e o monitor utilizado pela csta.çào de trabalho. Este 
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teste é necessáno porque o sistema X suporta diversas clctsses de monitores, divididas 
basicamente entre monitores coloridos e monitores monocromáücos. A quantidade de 
cores representáveis pode variar enormemente (de 2.56 a lG milhões de cores) conforme 
o tipo de monitor utilizado. Mesmo os mon.iton~s moiJocromá.ticos podem ser diferentes, 
suportando tons de cinza ou apenas as cores preta e branca. 
Após constatar que a imagem pode ser representada no monitor da estaç.ão, o MGI 
utiliza recursos de Xlib para <'1presenta,r a imagem na janela de imagem. Convém ressaltar 
que este é o único módulo do sistema GOODIES que faz uso direto de rotinas de Xhb; 
todos os outros módulos utilizam exclusivamente XView. 
Módulo de Gerência de Textos (MG'T) 
As janelas de texto GOODIES sà.o utili;.mdas com dois f1ns: a apresentação de métodos 
de uma classe e a a.presentação de atributos textuais. A funcionaJidade da ja.nela, em 
ambos os casos, é semelhante. No entanto, os valores dos atributos Lt~xtuais a serem 
apresentados é obtido dos valores de objetos, enqua.nto a.s definiç.ões de métodos fazem 
parte da, descrição das classes. O i'viGT controla os dois tipos de vnlorcs representados na 
janela de texto. 
De acordo com a origem da dwrnada, o MGT descobre se o nome de arquivo recebido 
por ele representa um método ou um atributo textual. A diferenciação entre os tipos de 
texto representados é necessária por diversas razôes. A principaJ delas é que janehts de 
texto que representam métodos sào subordinadas às suas respectivas janelas de classe, ao 
passo que as jionelas de texto que representam atributos textuais sào subordinadas às suas 
respectivas janelas de objeto. Como já foi visto a.nteJ'iormente, as janelas suborclin&das 
são destruídas se a janela superior na hierarquia de janelas é eliminada. Portanto, ao se 
eliminar unHt janela de objeto, deseja-se diminar todas as janelas de texto que representatn 
atributos da janela de objeto, mas uào a.s janelas qU(~ representam_ métodos da classe a 
que o objeto pertence. 
Módulo de Gerência de Predicados (IVIOP) 
O MGP trata da janela de predicMlo associa.da a cada jauda. de objet,o. A ativação da 
opção "Predicate~' do rnenu "Prop::; ., da janela de objeto, faz com que o MGP ctssurna o 
controle do sistema. Se a. janela. de predica-do já existe para a. janela de objeto (ou seja, se 
o usuúrio já havia. ativado a. opçào 'Prcdicate 11 desta. janela), ela. é apresf~ntada ao usuárjo. 
Caso contrál'io, o MGP cria a janela de predicado, subordina,ndo-a à janela de objeto. 
A janela de predicado contém umc< ~ubjanela de edição, onde o usuário pode formular 
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o predicado desejado, e três botões de controle ( "Apply", "Save"' e "Load"). O botão 
"Apply" faz com que o l'v1GP analise o predicado definido na subjanela de edição. Se o 
predicado foi corretamente formulado, ele é enviado pelo M G P ao Módulo de Operações 
Primitivas) onde o predicado é convertido para a sintaxe do SGBDOO e associado à 
operação Get-Object. Os dois outros botões causam a chamada do Módulo de Gerência 
de Arquivos. 
Módulo de Gerência de Arquivos (AfGA) 
O MGA recebe o controle quando o usuário seleciona &'> opçôes "Loarf' ou "Save~' na 
janela de predica.do. A funcionalidade dajaJ1ela de arquivo, criada pelo TV1GA, é análoga 
à da janela de diretório. O usuário navega pelos diretórios ern busc<~ do arquivo desejado. 
Ao encontrar este arquivo, o usuário selecíona o botão correspondente à opçào ativada na 
janela de predicado ( ''Save" ou ''Loa(F'). 
A opção '1Save" faz com que o NIGA armazene o conteúdo da sub janela de edição da 
janela de pred.icado no arquivo indicado pelo usuário, criando-o, caso ele não exista. 
Na opção "Load'-' o MGA faz uma cópia. do a.rquívo indicado pan:t a subjanela de edição 
da janela de predicado. O usuário pode alterar o predicado carregado, ou pode associá-lo 
diretamente à janela de objeto, cttravés da opçào "'At)ply'' da janela de predicado. 
A capacidade de salvar a definição de um predicado e posteriormente reutilizá-la, 
associando o predicado a uma ja-nela de objeto é um ponto fort.e de GOODlES. Esta 
capacidade provê suporte ao conceito de visào em. BDOOs, de acordo com a. definiçào de 
visão proposta em [M:rvf91]. 
Módulo de Gerência de Elementos (!Y!GE) 
O MGE é responsável pela. funcionalidade da. janela de atributos. l~sta janela 6 utilízada 
em GOODlES para quatro diferentes fins: 1) escolha de n.tributos a serem apresentados 
e_m janelas de ob.jeto; 2) escolha de atributos a serem apresentados ern ja.nelc1s de classe; 
3) escolha de superdasses para. a formação da, composiçào dt' uma classe; .:J-) escolha de 
subclasses cujas instâncias devem ser visualíza,das na lista de objetos de uma classe. No 
priJneiro caso) a .i anela de atributo é subordinada a uma. jam~la de objeto; nos três outros 
casos aquela janela se subordina. a uma janela de classe. 
A tarefa do MGE é identificar o tipo de janela an qual ele eleve subordinar a, janela. 
de alributos, identifintndo ainda o modo de ativa.çâo, se o MGE foi ativado a partir de 
urna janela de classe. ldentí:fica.dos a janela e o modo de ativação, o MGE cria a janela. de 
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atributos que contém, em todos os casos, uma lista de elementos e um botão ''A.pplyr. Por 
deja-uit, todos os elemcntos1 nos quatro casos, aparecem inicialmente selecionados, indi-
cando que GOODIES está apresentando o máximo nível de detalhamento das informações. 
O usuário pode, por exemplo, reduzir este n.lvel de detalhamento até encontrar um objE~to 
de interesse, voltando a. selecionar todos os elementos do objeto, .a fim de observar seus 
diferentes aspectos. Cabe observar que o MGE nâ.o atua- sobre as ja.nelas de classe ou 
de objeto. Ele apenas informa ao MGC e <to MGO, respectivamente, sobre as a.lteraç,ões 
efetuadas pelo usuário nas janelas de atributos correspomlent.cs. 
6.4.2 Módulo de Interação com o SGBDOO (MIS) 
O MIS é o módulo de GOODlES que ímplementa. o seu modelo interno. Neste módulo 
estâ contido o código dependente do SGBDOO utilizado. O MIS é composto por dois 
submódulos fortemente interligados. Um deles recebe pedidos de informações dos demais 
módulos do sistema e traduz estes pedidos, formulando consultas que utilizam a sintaxe 
da linguagem de consulta do SGBDOO. O seg1mdo módulo recebe a. n:sposta textual 
do SGBD001 e converte os resultados da consulta efetuada para estruturas ínterna.s 
de GOODIES. Como ambos os submódulos sí'í.n dependentes do SGBDOO utilizado, a 
discussão a seguir está baseada na integração de GOODIES com o sistetna 02 [02 92]. 
Módulo de Operações Primitivas ( MOP) 
Como foi visto, o modelo interno de GOODIES define a semâr1tica de três opcwções 
primitivas: Get-Scherna, Get-Cla$S e Get~Object. Estas operações são suficientes para 
especificar todas as informações que COODIES precisa obter do SGBDOO. Em 02, estas 
operações seriam escritas da seguinte forma: 
• Get-Schema(nome-de-BD): 
set base nome-de-BD: estabelece o esquema. e a bai'ie de da.dos a serem utili·-
zadas; 
display classes: apresent~t a. hierarquin de classes do csquenut corrente. 
• Get-Class(nom.e-de-BD, nome-de-classe): 
sel base nome-de-BD; 
dísplay class nome-de-classe: apresenta. o tipo (composi<;âo) da classe; 
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display methods ín nome-de-classe: apresenta os métodos definidos para a 
classe; 
select x from x in nome-de-classe: retoma um conjunto de ponteiros (oids) 
para objetos que são instâncias do. classe. 
• Get-Object(nome-de-BD, nome-de-classe, oid): 
sd base nome-de-BDi 
selcct com_posição frorn x in norne-de-classe [1vhcre predicado]: no campo 
composição da consulta elevem ser especificados os atributos selecionados para 
visualízação na janela. de objeto. Este tipo de consulta retoma um conjunto de 
objetos, e o parâmetw oid é utilizado para selecionar o objeto des(;jado neste 
conjunto. A cláusula. whcre da consulta é opcional, e só é utilizada quando a 
janela de objeto possui um predicado associado. 
Módulo de Interpretação de Resultados (iVUR) 
Uma vez efetuada, a consulta ao SGBDOO, o MOP passa o controle do sistema para o 
MIR, indicando a consulta efetuada. O IVIIR se mantém em estado de espera idé que 
o SGBDOO forneça uma resposta à consulta efetuada. Esta resposta é recebida como 
um texto, contendo delimitadores específicos entre os diversos valores que podem estar 
contidos na resposta. O 1viiR analisa o texto recebido em funçào da consulta efetuada 
pelo MOP1 identificando delimitadores e atualizaJHlo as estruturas de dados internas de 
GOODTES cornos vaJores apropriados provenientes do texto analisado. 
No caso de utilizaçào do sistema 02, as operaç.ôes primitivas sào convertidas nas 
consultas apresentadas anteriormente, e os resulütdos sào fomecidos no seguinte formato: 
Valores atônlicos : cada linha do texto de resposta c.onté.rn l.llll único valor a.tômico, ou 
seja, valores atômicos são dclirnitado.s por "tine feed.::"; 
Tuplas : os valores dos campos do tipo tnpla sào precedidos pela pala.vra-chav(~ 11/-upk'-'. 
Cada. atributo da tupla aparece ern uma linha, separada (valor atômico), e cada linha 
contém o nome e o valor do atributo, separados por dois pontos(":''). Parénteses 
marcam o início e o final dos a.t.ribut.os de uma tupla.; 
Listas e Conjuntos : para. estes tipos de campos a resposta se inicia com as pala,vras-
chave 1'líse' e ~1sel 11 , respectivamente. A seguir sã.o apresentados os valores dos 
elementos, em linhas separadas. Parênteses marcam o início e o final dos elementos 
de um conjunto ou list.a; 
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Sub-objetos : campos que represe_ntam referências a outros objetos são enviados entre 
wl.chetes. O valor enviado é o nome da classe a que pertence o objeto referendado. 
6.4.3 Módulo de Controle Geral (MCG) 
GOODIES é um sistema. de interface entre usuário e SGBDOO. Por essa razão, a maior 
parte de seu código é destinada. à. gerôncia da interação entre o sistema e cada uma das 
partes dialogadoras (usuário e SGBDOO). No entanto) a interaçii.o com cada. parte deve S(~f 
feita de modo coordenado, c para exercer esta coordenação foi desenvolvido o 1\!lCG. Este 
módulo define o ambiente inicial de urna sessão de trabaJho em GOODIES, estabelece a 
conexâo com o servidor X, e provê funções de uso geraL Os dois submódlllos qw,; compõem 
o MCG são discutidos a seguir. 
Módulo de Auto-Instalação (MM) 
O MAl é o primeiro módulo executado ao se ativ~u· GOODIES. O trabalho realizado 
por este módulo consiste em veritlcar a presença. do arquivo de configuração do sistema 
(arquivo ""/goodies.init), e instala-r mwt sessão de trabalho. Se o arquivo de conflguraçã.o 
não existe, o MAI executa três passos para. instalar uma sessü..o de trabalho: determinar o 
valor de algumas variáveis globajs (como por exemplo os valores de chave das estruturas 
XV_KBY_DA 7/1), chamar o MGD pam criar a. janela de diretório, e estabelecer a conexà-o 
com o servidor X. 
No caso de o arquivo de configuração estar presente, o iviAI verif-ica se o arquivo 
está no formato ut-ilizado por GOODIES, já que um arquivo do usuário pode ter, por 
coincidência, o mesmo nome. Se o a.rquiv() é realmente o arquivo de configuração de 
GOODIES, isto signif-ica que o usuário utilizou a função de salvamento de contexto em 
uma sessão anterior. O MAJ executa. os dois primeiros passos para o estabelecimento da 
sessão de trabalho, mas antes de estabelecer a. conexào com o servidor X, ele faz chamadas 
ao MGB e ao MGC, solicitando a criação das janelas salvas no arquivo de configuração. 
Pelo discussão acima, observa-se que pelo menos uma. janela é criada no i nkio de 
uma. sessão de trabalho (a janela de diretório). Uma vez cria,das as janela.s, o MAI 
esta.helece a conexâo com o servidor X, através da chamada à função :rv_nwúdoop() 
de XView. O módulo Nohfier de XView paBsa entào a receber, processar e propagar 
eventos X para GOODIES. A chama.d.<\ de móduJo.s, a paxtir da inicialização do Notijier, 
é controlada pelos eventos por ele recebidos do protocolo X. Cabe lembrar, entretanto, 
que um módulo ativado por um evento (o pressionamcnto de um botào, pOt' exemplo) 
pode chamar diretamente outros módulos do sistema. 
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Módulo de Funções Genéricas (MPG) 
Existem algumas funções de GOODIES que são utilizadas por diversos módulos do sis-
tema. O MFG contém estas funções, dentre as quais se destacarn as funções para proces-
samento de listas. 
Muitas janelas de GOODIES possuem compotwntes representados por listas de tama-
nho variável (scrolling Nsts). Estas listas suportam quantidades arbitrárias de elementos, 
onde cada elemento é representado por uma cadeia de caracteres. Ao invés de irnplernen-
t.ar funções para. manipulação de listas em cada módulo do sistem<l: optou-se por reunir 
estas funções no M.FG. As principais funções oferecidas pelo MFG para manipulação de 
listas são: 
• Seleção dos elementos de uma lista; 
• Inserção de um elemento em uma lista.; 
• Remoção de um elemento de uma lista.; 
• Remoção de todos os elementos de uma lista; 
• Recuperação do elemento que ocl!pa, a i-ésirna posi<_~ào de uma. lista,; 
• Recuperação da posição de tlrn elemento enl urna lista. 
Todas estas funções recebem. corno um de seus parâmetros o ''handlf.:'' (identificador 
de objeto de ÜJterface gen1do por X.View) da. lista. a ser rnanip11lada .. 
6.5 Técnicas de Projeto Orientado a Objetos 
O paradigma de orientação a objetos é urna presença constante no sisterna. GOODIES. Em 
primeiro lugar, o sisterna em si é mTta interface pa.ra SGBDs que utilizam este paradigma 
nos seus modelos de da.dos. Além disso, o sisterna foi desenvolvido com base em duas 
ferramentas orientadas a objetos: C++ e XView. Assim, as técnica-S de. projeto orientado 
a objetos foram largamente utilizadas em GOODTES, e possibilitaram o desenvolvünento 
de um sistema razoavelmente complexo, em um pel'Íodo relativamente curto, por um único 
programador. 
O primeiro benefício conseguido com o uso de urna linguagem orient.acb:t a objetos foi 
a coJJStrução de funções independentes, as quais podem ser faciLmente .reutilizadas. O 
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Módulo de Gerência de Arquivos, por exemplo, pode ser utili;~,ado por qualquer aplicação 
X que necessite de uma ferrament~c para navegação em diretórío.s. O GEOLAB, um dos 
projetos recentemente desenvolvidos no DCC2 , faz uso efetivo deste módulo. 
Durante o desenvolvimento de GOODIES, a facilidade de experimentação provida por 
C++ foi muíto importante. Novas classes de objetos pudera-m ser inseridas, sem afetar a 
funcionalidade d<:\s classes já existentes, devido ao encapsulamento do comportamento das 
mcsrnas. Além disso, novas funcionalidades puderam ser obtidas de classes já existentes, 
através do mecani'3mo de herança. As janela,:; rk texto, usa.das para representaf;ào de 
métodos e de atributos textuais, fazem uso do mecanisrno de herança de C++ para obter 
esta dupla funcionalidade. 
Em um sístema, orientado a. objetos1 diz-:;·e que a interface de uma classe descreve as 
funções suportadas pela classe, enquanto a implementação da classe define como estas 
funções trabalham. A utiliza.çào de interfaces idênticas, com diferentes irnplementaç.ões 
aplicadas a classes distintas, recebe o nome de polimorfi.srno. A ut.iliza,çâo de polimor-
fismo tornou o conjunto de funções de cada módulo do sisterna bastante homogêneo. Por 
exemplo\ todos as classes definidas em GOODLES para manipulação de jauel.as possuem 
funções, com interfaces idénticas, para. obter as ja.nclas subordinadas. O polimorfismo foi 
especialmente útil quando houve a. necessidade de alteração da funcionalidade de algumas 
dessas classes. 
A sobreposição (overloading) de funções, ísto é, a utilizaçào de um mesmo nome de 
função com diferentes tipos de parámetros em uma única classe, foi utilizada no desen-
volvimento de GOODTES com bons resultados. A funçào que atualiza os valores dos 
atributos de urna janela de objeto após urna operaçã.o de seqiiencia.rnent.o a.ge de rnodo 
diferente a.o receber cada tipo de a.tributo (sirnples, texto, imagem, sorn1 tupi<'i, lista ou 
objeto). As funções que cria.m as jcwdas ta.rnbént deveria,n1 ~:>er sobrepostas, para atender 
à. possibilidade de receber ou não a posiç;â.o da ja.nela como parilxnetro. 'I'odavia. isto não 
foi necessário, porque C++ provê fa-Cilidades para uso de valores defa-uli em parâmetros 
de funções. 
2Dcpartarnento de Ci&ncia da Comput.açào da Universidade Estadua.J de Campinas. 
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Conclusões 
7.1 Considerações Finais 
Esta dissertação abordou a construçãn ele interfaces grá.f-icas aplicadas a SGBDOOs. Foi 
apresentado um novo sjstema de interface, o sistema GOODIES, que provê facilidades 
para navegação sobre os esquemas e sobre os d;;ulos gerenciados por um SGBDOO. Além 
de oferecer um poderoso mecanismo de naw~gaçào, que chega. a ser similar a um processo 
de consulta, GOODJES oferece urn<'l- gnmde vantagem sobre outros sistemas de interface 
existentes, que é a imlependência. com relaçào ao SGBDOO utilizado. 
A versão final do sistema GOODJES cOJJtém cerca de qu;-1-torze mil linhas de código em 
C++, incluindo a.s definições dos componentes grá.fkos da interface. A experiência de de-
senvolver un:1 sistema. de interface com o poder de GOODlES em um período aproxirnado 
de um ano, e utilizando um único programador, foi possível por duas razôes. Primeiro 
devido à utilização de técnicas de projeto orientado a objetos, not;:ldamente dos meca-
nismos de herança, sobreposiçào e polimorfismo. Segundo porque o projeto do sistema 
foi ao mesmo tempo conciso, claro e abrangente, servindo como um guia segm·o para a 
implementação dos programas. 
O objetivo de desenvolver GOODlES nào foi a produção de um sistema de interface 
pronto para ser utilizado (apesar de a. versão final do sist~~ma ter atingido este ponto), rnas 
sim a vaJidaçâo de dois aspectos quf' envolvem a. base teórica desta tese. Urn dos aspectos 
validados pela. implementação di~ GOODIES foi a de.!lnição do conjunto de características 
fundamentais do modelo de dados 00, estabelecida. no capítulo 2 desta dissertaçào. O 
segundo aspecto foi a comprovaçào da 11tilidadc c da possibilidade de a.plicaçào prática 
das diretivas pa.r:a projeto de inh;rfaccs gníJicas para SGBDs propostas no capítulo 3 desta 
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dissertação. 
São apresentadas, a seguir, as conclusões obtidas do trabalho realizado durante a ela-
hor<l-Çào desta tese. A seção 7.2 faz uma análise crítica do projeto de pesquisa desen volvído. 
Na seção 7.3 o sistema GOODIES ó comparado a outros sistemas de interface existentes 
paJ·a SGBDs. Em seguida são discutidas as contrib11içôes alcançadas com a presente tese, 
e a seção 7.5 encerra esta dissertação, propondo extensões que podem me-lhorar o sistema 
desenvolvido. 
7.2 Avaliação do Projeto 
O primeiro desafio do projeto de pesquisa euvolvido nesta tese foi o dimensionamento do 
sistema a ser desenvolvido. Dois interesses conflitantes contribuíram para. tornar mais 
difícil este desafio. Por um lado, o tempo e o rnímero de programadores disponíveis 
exigiam que o sistema fosse triviaL Por outro lado, o estudo prelirnlnar da,s características 
de interfaces gráficas p;ua SGBDOOs demonstrava que um sistema rnuito simples nao 
permitiria a análise e a cxperimenta<s:ào dos diversos componente<; envolvidos. 
Para equilibrar as duas demandas, optou~se por projetar nrn sistema de interface que 
abor-dasse <'\.penas uma tarefa entreM diversas possíveis em um SGBD, mas que oferecesse 
um bom suporte à execuçâ.o desta tarefa específica. GOODlES provê acesso apenas para 
navegação sobre os BDs, mas o mecanismo de na.vegação desenvolvido pode ser comparado 
aos utilizados nos m.elhores bro-wsr:rs1 existentes na atualidade. A dimensão final do 
projeto de GOODlES conseguiu atender aos objetivos de pesquisa envolvidos, utilizando 
apenas os recursos humanos e de ternpo alocados inlciaJment.e. 
A partir do esta.bele<:imento do escopo do sistema, Leve início a fast.' de proj<~to pro-
priamente dita. Esta fase envolveu inicialmente o estudo de sisternas de bancos ele dados 
e de sistemas de interface em geraL Um resumo dos result;uios desse estudo inicial pode 
ser encontrado na introdução desta disserta.r,:ão. Em seguida foram abordados temas mais 
intimamente ligados com o projeto d<~ pesquisa, que foram os SGBDOOs e os sistemas 
de interface para SGBDs, apresentados, respectivamente, nos capítulos 2 e 3 desta dis-
sertação. 
Seguindo rm fase de projeto, o conhecirnento adquirido dos estudos realizados foi uti-
lizado para produzir as definic.:ões dos modelos extemo e interno do sistema GOODIE:S. 
O modelo externo, apresentado no capítulo 1 desta disserta.çào, est.abelece as norma.s de 
interação entre usuário e interface . ..lá o .modelo interno, discutido no capítulo 5, rege 
a interaçã.o entre o SGBDOO e o sistema de interhce. Os dois mode-los são o principa.l 
1 Ferramenta:s para navegaçào ern Sistemas de Bancos de Dados. 
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produto da. fase de projeto. Forcun eles que orientaram a implementa.ção dos módulos de 
GOODIES, det.ermina,ndo seus relacionamentos e suas funcionalidades. 
:t conveniente ressaltar ainda a importáncia do estudo dos sisternas já existentes. Este 
estudo evitou a repetição de erros de projeto ocorridos nestes sistemas, e indicou alguns 
pontos básicos adotados por todos eles. Por essa Tazão, o projeto Hnal de GOODIES foi 
obtido através de algTms poucos refinamentos sobre o projeto original. 
De acordo tom a discussão efetuada no capítulo G, a implem.(~-ntaçâo do projeto constitui-
se, basicamente, em um mapearnerJto direto da funcionalidade descrit<:L pelo modelo ex-
terno para programas escritos em C++- Já o modelo interno de GOODlES nií.o pôde ser 
tão diretamente implementad(), devido aos aspectos depende-r1tes do SGBD. No entanto, 
o modelo intemo ofereceu uma estrutura. para a orga.nizaçà.o de um módulo de GOODIES 
que se dedica à implementaçào destas dependê-ncias. 
Com o estudo realizado e com a, implementação do sistema. GOODIES ficaram com-
provadas divetsas hipóteses formuladas ao longo do projeto de pesquisa desenvolvido, 
entre as quais pode-se destacar: a existência de un:l conjunto básico d(;_ ca,ra.cterísticas 
comuns aos diversos SGBDOOs existentes; a eficiência. obtida com o uso das diretivas 
que orientam o projeto de interfac~:s, em oposiçií..o à aborda.w~m de projeto "ad hoc 71 ; a 
possibilidade de construção de um sistema de interface independente do SGBDOO utili-
zado; e a importância. das técnícas de projeto orientado a objetos para o desenvolvimento 
e mmlUtenção de sistemas não triviais. 
7.3 C01nparação com Outros Trabalhos 
O s-istema GOODIES não pode ser diretamente comparado <tos sistemas QBE ([EN89]), 
SDMS ([l!er80]), PJCASSO ([KES88]), PASTA-3 ([KM90]) e à. interface descrita por 
[RCSS], pois esses sistemas nà.o se direcionam a, modelos que enfrentaJl1 o problema de 
reprçsenta.çào de objetos complexos. 
Já os sistemas ISIS ([GGKZ85]), SNAP ([BH86]) e S!G ([MNG86]l sân intedaces 
para modelos sernánticos e 00, que permitern a. definição de objetos complexos. Os 
sistemas SNAP e SIG não suportam na.vegaçã.o sobre esquernas e Ja.dos, e portanto, 
deixam a desejar. Esta. deficiência apareq~ também no sistema GS DESJGNER ([Alm91]). 
O sistema. ISIS suporta este tipo de navegação, mas não b'Uporta o conceito de hcraJJça 
múltipla1 que é muito importante uo rnoddo 00. O sistema a.preseni~tdo nesta dissertação 
permite navegação sobre Ja.dos e esql~emas dos BDs, e suporta herança, múltipla da.s classes 
do esquema. 
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A representação de atributos, objetos e classes ern um só JiagranHt, proposta no sis-
tema, ZOO ([Rie87]) é impraticável para sistemas que possuem uma quantidade razoável 
de dassL"S ou objetos complexos. A abordagem adotadtt en.t GOODIES provê a visua-
lização dos componentes de um esquema em janelas separc1das. Este tlpo de abordagem 
é adotada pela maior parte dos trabalhos existentes, e parece ser a mais adequada para o 
modelo 00. 
O sistema KIVIEW ([MDT89]_) apresenta muitas características positivas, entre as 
quais pode-se destacar a navegação sohre dados e esq uema.s, a navegação sincronizada- e o 
armazenamento de resultados do processo de mtvcgação. O sistema ODEVIEVv' ([AGS90]) 
possui características semelhantes ao KIVIEW, mas não po:3stü a facilidade de arrna~enar 
resultados de navegações. Entret-<wto, duas irnport<n1tes cara.cterlstlca.s do sistema GOO-
DIES nào estão presentes nestes sistemas: o suporte para. <t visualização de métodos, c a 
seleçào de objetos através da especificação de predicados no processo de navega.çào. 
O sistemas GOOD ([PBA +92]) e FACEKIT([KN92]) representam novas tendências 
de representação do rnodelo 00. GOOD adota a representação de esquernas e dados 
através de grafos. Este tipo de reprcsent.a,çào ó superior àquela utilízad~t em GOODIES 
somente para esquemas extremamente simples. Em um esquemil. real, a complexidade 
da. representaçã-O ut.ilízada em GOOD setia excessiva.. Já"' compara.<;.:ào entre FACEKIT 
e GOODIES é mais compliov.la, pois FACEKIT não é urn sistema de interface para 
navegaçfto, e sim para construç),o de representações de obj('.tos. Thdavia existe uma 
deficiência, de FACEKIT --a. dependência de urn SCBDOO específico-- que torna o projeto 
deste sistema mais restrito do que o projeto de GOODIES. 
Um excelente mecanismo de visuaJizaçào de objetos é propost-o pelos sistema,s LOOKS 
([Alt90a, Alt90b]) e TOONMAKER ([Mam9l]). No entanto, <:'Bt.es siste1rws não suportam 
visualização de esquemas. O sistema OOPE ([Alt90c])r ao contrúio, suporta manipula.çào 
de esquema, rnas não prové um mecanismo adequado para navegação sobre objetos de 
um BD. Os três sistemas, em conjunto, [()rmarn o sisterna de interface do banco de dados 
02. Esta interface é superior à.qucl<t proposta nesta dissertaçáo, pois permite atua.lizaç.ão 
de dados, e não somente navega.ç.3.o e consulta. Entretanto, ~l fa.cilidade de definiçào de 
predicados nas janelas de objetos, E' a capacidade de sincronização entre objetos tornam 
o mecanismo de navegaç.ão de COODl'ES ma .. is poderoso que o do sistema 02. 
A tabela 7.1 sintetiZ<1 as labehts :3.1 e 3.2, acrescentando urna. linha onde aparece o 
sistema GOODIES. Cada. linha. da tabela 7.1 reflete a prcsen1;a das características bá.sicas 
de um sistema de interface para SGBDs (ident.Hicada.s no capítulo 3) em cadü urn dos 
sistemas apresentados. 
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V - Car<tcterística Plenamente Presente 
~ - Caractt:rística Parcialmente Presente 
O- Característic<:l Ausente 
Tabela 7..1: Comparação das Características: GOODlE.S x outros sistemas 
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7.4 Principais Contribuições 
O sistema de interfac.e desenvolvido durante o projeto de pesquisa representa uma con-
tribuiç.áo, tanto para a ~í.rea de bancos de dados orientados a objeto,_<; quanto para a área 
de interfaces com o usuário. Acredita-se que o sistema GOODIES possa ser utilizado na 
prática, aumentando a eficiência nos processos de navegaç,:ão sobre BDOOs. Espera-se que 
a utihzação de GOODIES em substituição às tradicionais linguagens de consulta torne 
os BDs disponíveis para um número consideravelmente maior de usuários, nota.damente 
para aqueles que nâo possuem conhecimentos sobre linguagens de consult<t. .f~ importante, 
todavia, realizar experimentos que com provem estas expectaJ.lvas. 
Em contrapartida, algurnas contribuições apresentadas por esta dissertação já estão 
comprovadas. Entre essas contribuí(;ões pode~se destacar: 
• A definição de um conjunto bá.sico de ca.rncter{sticas apresentadas pelos SGBDOOs 
atuais. Este conjunto de cnracterísticas foi obtido att·avés da análise comparativa, 
de diversas definiçóes do rnodelo de da.dos ooj e pelo estudo dos modelos de dados 
de a1gurJs dos principais SGBDOOs existentes; 
• A identifica~~ão de dez caTackristicas básicas de sistemas de interfaces para SGBDs, 
que levaram à, definjçà.o de dez diretivas para a construção deste tlpo de interface. 
Estas diretivas servem, llà.o apenas para orientar uovos projetos, m;:ts também como 
termo de comparaçâo entre sistemas existentes; 
• O estudo e a utilização prática. de técnicas de projeto orientado a objetos no desen-
volvimento de um sistema de interface. As condusôes obtidas devem incentivar a. 
utiliza.çã.o destas técníca.E e1n outros projetos. 
Uma última contribuiçâ.o esperada é a rnotiva~ào para novos estudos envolvendo SGB-
DOOs e interfaces gráfi.cas. Essas duas áreas de pesquisa são bastante recentes, e neces-
sitam de um grande volume de tr<-1.baJhos p;1ra explorar todo o seu potencial 
7.5 Possíveis Extensões e Melhoramentos 
Apesar de o sistema. GOODJES ser hoje uma ferrarnt~nta pronta para uso, ele pode ser 
estendido e melhora,do ern vários a::1pect.os. A primeira possibilidade de extensào seria 
o acrêscimo ele funções para, atualizaç.ào de BDs. Um sü;tema com as facilidades de 
navegação de GOODIES e com a capacidade de atua.lizaçã.o de dados e de esquemas pode 
ser considerado um sistema completo de intcrft1.çe pa-ra. SGDDÜÜ,<t. 
8eçáo 7.5: Possíveis Extensões c Melhoramentos 
Outra. e~tensão desejável seria a introdução da capacidade d<; representação gráfica de 
esquemas. E um costume consagrado entre usuários de BDs a representação de esquemas 
através de diagramas de blocos, e este tipo de representação nâ.o é fctetível, atualmente~ 
em GOODIES. Vale observar que o p-rojeto do sistema foi preparado para receber estas 
duas extensões, através de modiücações mínimas. Também o código do sistema, escrito 
em C++, foi desenvolvido com a preocupação de ser extensíveL 
Um aspecto em que o sistema GOODIES precí.sa ser rnellwrado se refere ao auxílio 
ao usuário. Apesar de possuir rnec<u1ismos intuitlvos 1 pode ocorrer que o usuário tenha 
alguma dúvida sobre o funciona.rneuto de uma operação específica. GOODIES não provê 
funções que permitam ao usuArio obler ajuda sobre este tipo de dúvida. No entanto o 
sistema. incentiva a. a.prendizagern por experimentação, jA que nâo existern operações de 
GOODJES que não possam ser revertidas. Ainda assim, a implementaçào de mensagens 
de auxílio, conforme a recomendação OPENLOOK [Sun90], seria un1 importante fator de 
melhoria para GOODIES. 
Por Hm, GOODIES pode ser rnelhorado em questào de desempenho. As estruturas de 
dados e os algoritmos <Jue as nHtnipularn foram escolhidos principalmente sob o ponto de 
vista da sünplicidade. E possível melhorar o desempenho do sistema, pela substituiçào das 
estruturas e dos algoritmos utilizados a.tua.lmente por outros mais sofisticados e eficientes. 
Vale ressaltar, no entanto, que o ganho de desempenho difkilrm:nt.c 8erá. notado em termos 
de tempo de resposta, pois o procesc;amento interno do sistema é nmito menor que <.~oquele 
realizado pelo SGBD pa1·a responder à~ consultas. Além disso, considera.ndo-se urna 
situação de uso típica, onde o usuário mn.TJÍpula. um número relativamente pequeno de 
janelas, as estruturas usadas atualmente apresentam desempenho satisfatório. 
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