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ВВЕДЕНИЕ 
 
Радиология — раздел медицины, изучающий применение ионизирующих 
излучений для диагностики и лечения различных заболеваний, а также 
заболевания и патологические состояния, возникающие при воздействии 
ионизирующих излучений на организм человека. 
Первоначально радиология была аспектом медицинской науки, в котором 
рассматриваются возможности использования электромагнитной энергии, 
выделяемой рентгеновскими аппаратами или другими подобными 
приспособлениями с целью получения визуальной информации для 
медицинского исследования. Радиология, которая включает в себя 
использование рентгеновского излучения, называется рентгенологией. Сегодня 
медицинская визуализация, помимо рентгеновского излучения, также 
использует методы диагностики высокочастотных волн, магнитных полей и 
других излучений.  
В настоящее время для создания, хранения, передачи и визуализации 
медицинских изображений и документов обследованных пациентов 
используется стандарт DICOM (англ. Digital Imaging and Communications in 
Medicine). DICOM опирается на ISO-стандарт OSI (англ. open systems 
interconnection basic reference model) и поддерживается большинством 
производителей медицинского оборудования и медицинского программного 
обеспечения. Стандартом DICOM определено два информационных уровня. 
Файловый уровень — DICOM File (DICOM-файл) — объектный файл с теговой 
организацией для представления кадра изображения (или серии кадров) и 
сопровождающей/управляющей информацией (в виде DICOM тегов) и сетевой 
(коммуникационный) — DICOM Network Protocols (сетевой DICOM-
протокол) — для передачи DICOM файлов и управляющих DICOM команд по 
сетям с поддержкой TCP/IP. 
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DICOM File представляет собой объектно-ориентированный файл с 
теговой организацией. Информационная модель стандарта DICOM для DICOM 
файла четырёхступенчатая: пациент (англ. patient) → исследование (англ. study) 
→ серия (англ. series) → изображение (кадр или серия кадров) (англ. image). 
DICOM Протокол (англ. DICOM Network Protocols) использует TCP/IP 
для передачи медицинской информации от медицинского радиологического 
оборудования в PACS (англ. Picture Archiving and Communication System) 
систему и для связи между PACS системами. 
Стандарт DICOM дает возможность производить интеграцию 
медицинского оборудования разных производителей, включая DICOM сканеры, 
DICOM серверы, автоматизированные рабочие места и DICOM принтеры в 
единую систему. 
В настоящее время медицинские учреждения  России стремятся 
использовать передовые технологии для диагностики и лечения различных 
заболеваний. 
При анализе рынка программного обеспечения для медицинских 
радиологических исследований не было найдено программ с открытым 
исходным кодом, с возможностью трехмерной визуализации и отвечающих 
всем современным требованиям программного обеспечения. Опираясь на 
результаты проведенного анализа, было принято решение о создании 
программного обеспечения с открытым кодом, который будет обладать рядом 
преимуществ платного программного обеспечения. Одним из основных 
преимуществ программного обеспечения с открытым кодом является 
способность кастомизации под нужды каждой конкретной медицинской 
организации. 
Для исполнения принятого решения была поставлена цель и 
сформулированы задачи. 
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Цель данной выпускной квалификационной работы - разработка 
инструмента для просмотра медицинских изображений стандарта DICOM. 
Для достижения цели были поставлены следующие задачи: 
1) Изучить существующие программные продукты. Провести анализ 
функциональности. Выбрать заимствуемые функции. 
2) Сформулировать требования к разрабатываемому продукту. 
Определить необходимую функциональность. 
3) Спроектировать программное обеспечение. Выбрать систему 
организации программной системы. Определить независимые части системы. 
4) Реализовать программное обеспечение. Запрограммировать 
выбранную функциональность. Протестировать готовый программный 
продукт.  
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1 Анализ задания на проектирование  
 
Целью данной выпускной работы является разработка программного 
продукта для визуализации DICOM изображений. Для достижения 
поставленной цели должны быть решены следующие задачи: 
1) Во-первых, необходимо изучить существующие программные 
продукты, провести анализ функциональности и определить функции, которые 
могут быть позаимствованы в разрабатываемом программном продукте. 
2) В-вторых, нужно сформулировать требования к разрабатываемому 
программному продукту, на основе предыдущего пункта.  
3) В-третьих, на основе полученных требований, нужно 
спроектировать модель разрабатываемого  программного продукта, с учетом 
возможностей выбранной архитектуры. При проектировании архитектуры 
следует учесть возможность дальнейшего расширения программной среды. 
4) В заключение, требуется выбрать средства разработки 
программного продукта и реализовать, на выбранных средствах, программный 
продукт, который будет удовлетворять заданным в предыдущих пунктах 
требованиям. Также следует протестировать программный продукт на наличие 
ошибок. 
 
1.1  Анализ существующих программных продуктов 
 
На сегодняшний день существует несколько программных продуктов для 
просмотра медицинских изображений стандарта DICOM. Они могут 
различается по доступному пользователю функционалу и  могут быть как 
свободно распространяемыми так и проприетарными. Для решения задачи 
формирования перечня требований к разрабатываемой среде 
программирования были выбраны следующие Radiant 2.2, Multivox 5 и Inobitec. 
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Radiant 2.2  
Radiant – это инструмент для просмотра медицинских 
изображений стандарта DICOM-PACS. Программа была разработана с целью 
максимально эффективного использования ресурсов. Она может работать на 
многопроцессорных и многоядерных системах с большим количеством 
гигабайт оперативной памяти, и в то же время способна полноценно 
функционировать на старых одноядерных машинах всего лишь с 512 Мб 
оперативной памяти. 
Multivox 5   
Multivox 5 – свободно распространяемая программа для работы с 
рентгеновскими снимками. Имеет богатый набор инструментов для работы с 
изображениями и интуитивно-понятное управление. 
Inobitec  
Inobitec - визуализатор медицинских данных, полученных с различного 
оборудования, развертывается на диагностических рабочих станциях и 
интегрируется с PACS. Программный продукт выводит возможности 
диагностики на совершенно другой уровень, недостижимый с использованием 
пленочных снимков или других твердых носителей, и позволяет эффективно и 
своевременно выявлять соответствующие патологии, прогнозировать их 
развитие, а также планировать их продуктивное устранение. Имеет 
кроссплатформенную реализацию. 
 
1.1.1 Выбор критериев на основе анализа существующих программ 
 
Каждая из вышеперечисленных программ обладает множеством 
специфицированных возможностей, которые выполнены для повышения 
удобства и скорости работы с DICOM изображениями.  
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Таблица 1 – Возможности различных программ 
Свободно распространяемые приложения 
Программа MicroDicom MultiVox 
Agnosco - Free 
DICOM 
Viewer 
Платформа Windows Windows Windows 
Поддержка DICOM и 
интеграция PACS 
+ + + 
Высокая производительность 
для больших наборов данных 
+ + + 
Двумерная визуализация + + + 
Возможность изменения 
настроек изображения 
(яркость/контрастность, 
инверсия интенсивности и 
пр.) 
- + - 
Возможность 
масштабирования 
изображений 
(увеличение/уменьшение 
изображений) 
+ + + 
Трехмерная реконструкция 
исследования 
- - - 
Проприетарные приложения 
Программа Radiant Amira Inobitec 
Платформа Windows Windows 
Windows, 
Linux 
Поддержка DICOM и 
интеграция PACS 
+ + + 
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Продолжение таблицы 1 
Программа Radiant Amira Inobitec 
Двумерная визуализация + + + 
Возможность изменения 
настроек изображения 
(яркость/контрастность, 
инверсия интенсивности и пр.) 
+ + + 
Возможность 
масштабирования 
изображений 
(увеличение/уменьшение 
изображений) 
+ + + 
Трехмерная реконструкция 
исследования 
+ + + 
 
При разработке программного продукта было принято решение взять все 
вышеперечисленные возможности. В качестве целевой платформы было 
выбрано кроссплатформенное решение. Рассмотрим перечисленные 
возможности более подробно.  
 
Поддержка  стандарта DICOM 
Поддержка стандарта DICOM позволяет работать с большинством 
моделей медицинского радиологического оборудования и обеспечивает единый 
формат хранение и передачи данных. 
  
Высокая производительность для больших наборов данных  
Высокая производительность и многопоточность программного продукта 
для больших наборов данных уменьшает время работы пользователя при 
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работе с радиологическими снимками высокого разрешения и более 
эффективном использовании автоматизированного рабочего места.   
 
Двумерная визуализация  
Полнофункциональная, гибкая  двумерная визуализация дает 
возможность пользователю провести более глубокое исследование пациента. И 
позволяет эффективно и своевременно выявлять соответствующие патологии, 
прогнозировать их развитие, а также планировать их продуктивное устранение.  
 
Трехмерная реконструкция исследования  
Трехмерная реконструкция исследования позволяет проводить 
виртуальные диагностические операции и исследования, а также дает 
возможность получить новую анатомическую картину, которую не удалось 
визуализировать с помощью одних только базовых изображений. 
 
Возможность изменения настроек изображения  
Преобразования интенсивности позволяют изменить яркость или 
контрастность изображения,  и провести инверсию интенсивности цвета, что в 
свою очередь дает возможность изменить параметры отображения значений 
плотности снимка. 
 
Возможность масштабирования изображений 
Геометрические преобразования изображений позволяет увеличить или 
уменьшить размеры изображения, что позволяет более детально изучить 
интересующие пользователя участи изображений.  
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1.2 Формирование требований к реализуемому ПО 
 
Основываясь на анализе существующих программных продуктах, были 
сформулированы конечные требования к среде разработки. 
 Кроссплатформенность. 
Кроссплатформенность позволит использовать разрабатываемый 
программный продукт на любой платформе. 
 Поддержка стандарта DICOM. 
Поддержка стандарта DICOM позволит  программе работать с 
большинством современных медицинских аппаратов. 
 Высокая производительность больших наборов данных и 
многопоточность. Архитектура программного продукта должна учитывать 
работу с большим набором данных. 
 Возможность визуализации двумерных изображений. 
 Возможность преобразования интенсивности изображений. 
Возможность преобразования интенсивности и ручной установки цвета 
для заданной плотности снимка.  
 Возможность масштабирования изображений. 
Геометрические преобразования изображения  для изменения  
изображения его масштабирования. 
 Построение трехмерной реконструкции исследования и ее 
визуализация. 
 
 12 
 
2 Классификация методов медицинской визуализации  
 
Медицинская визуализация – это раздел диагностики, занимающийся 
исследованием и изучением организма человека при помощи физических 
методов для получения изображения внутренних структур. Для этого могут 
быть использованы звуковые волны, электромагнитное излучение, постоянное 
или переменное магнитное поле, элементарные магнитные частицы, 
излучаемые радиоактивными изотопами [2]. 
Основные методы медицинской визуализации – рентгенология, магнитно-
резонансная томография и ультразвуковое исследование. 
 
Рентгенология 
Рентгенология — раздел радиологии, изучающий методы диагностики и 
лечения различных заболеваний с помощью рентгеновских лучей [2]. 
К методам исследования рентгенологии относятся: 
 Рентгенография  
 Рентгеноскопия  
 Линейная томография  
 Рентгеновская компьютерная томография  
 Электрорентгенография  
 Флюорография 
 
Магнитно-резонансные исследования 
Магнитно-резонансные исследования — способ диагностики патологий 
внутренних органов и тканей с использованием ядерного магнитного 
резонанса. Способ основан на измерении электромагнитного отклика атомных 
ядер, чаще всего ядер атомов водорода, а именно на возбуждении их 
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определённым сочетанием электромагнитных волн в постоянном магнитном 
поле высокой напряжённости [2]. 
К магнитно-резонансным исследованиям относятся: 
 Магнитно-резонансная томография 
 Функциональная магнитно-резонансная томография 
 Магнитно-резонансная спектроскопия 
 Магнитно-резонансная ангиография  
 
Ультразвуковые исследования 
Ультразвуковые исследования — исследования состояния тканей и 
органов при помощи ультразвуковых волн. При ультразвуковых исследованиях 
не предполагается введения каких-либо контрастных жидкостей в организм, а 
также не нарушается целостность кожных покровов [2]. Ультразвуковые волны 
отражаются от неоднородных органов и тканей, затем обрабатываются на 
компьютере и после выводятся на экран в виде изображения среза ткани. 
К ультразвуковым методам исследования относятся: 
 Эхоэнцефалография 
 Эхокардиография 
 Допплерография 
 Ультразвуковые исследования внутренних органов 
 
  
 14 
 
3 Описание стандарта DICOM 
DICOM — (англ. Digital Imaging and Communications in Medicine) 
промышленный стандарт для создания, обработки и передачи радиологических 
изображений и другой медицинской информации между компьютерами. 
DICOM базируется на стандарте обследованных пациентов. Стандарт DICOM 
основывается на стандарте OSI (англ. Open System Interconnection), который 
был разработан международной организацией по стандартам ISO (англ. 
International Standards Organization) [1]. Версия DICOM 1.0 была разработана и 
выпущена в 1985 года Американским Колледжем Радиологии ACR (англ. 
American College of Radiology) совместно в Национальной ассоциацией 
производителей электронного оборудования NEMA (англ. National Electrical 
Manufacturers Association). Для расширения возможности международного 
применения, в 1993 году была выпущена третья версия стандарта DICOM. В 
новую третью версию были добавлены новые служебные классы, а также 
добавлена поддержка локальных сетей и стандартизирован Conformance 
Statement.  На данный момент, версия DICOM 3.0 является последней версией 
стандарта, однако, она постоянно обновляется, что говорит о ее современности.  
Стандарт DICOM достиг обширного распространения, как средство для 
медицинской визуализации, однако, стандарт DICOM имеет свои недостатки. 
Поскольку DICOM является стандартом для визуализации медицинских данных 
пациентов, он не может использоваться для создания полноценной 
медицинской системы учета данных. Чтобы решить проблему объединения 
медицинской системы учета данных и системы визуализации PACS и HIS/RIS 
были разработаны и выпущены международные рекомендации - IHE (англ. 
Integrating the Healthcare Enterprise), позволяющие объединить системы, 
которые работают с протоколами DICOM и HL7. 
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Версия стандарта DICOM 3.0 редакции 2009 года является актуальной на 
сегодняшний день. В данный момент версия стандарта DICOM 3.0 редакции 
2009 года описывает: 
1. Атрибуты и демографические данные пациента.  
2. Данные о медицинском оборудовании (модель и фирма), на 
котором поводилось обследование.  
3. Данные о медицинском учреждении, где было проведено 
обследование.  
4. Атрибуты персонала, проводившего обследование пациента.  
5. Данные об исследовании (вид, дата и время его проведения).  
6. Условия и параметры проведения исследования пациента.  
7. Параметры изображения или серии изображений, записанных в 
DICOM файле.  
8. Уникальные ключи идентификации групп данных, описанных в 
DICOM файле.  
9. Изображение, серию или набор серий, полученных при 
обследовании пациента.  
10. Представление, в первую очередь, PDF документов в DICOM 
файле.  
11. Представление DICOM записи на оптические носители, включая 
DVD формат.  
12. DICOM Протокол для передачи/приема по TCP/IP компьютерным 
сетям.  
Стандарт DICOM определяет два информационных уровня: 
Файловый уровень - DICOM File – это объектный файл с теговой организацией 
для вывода кадра или серии кадров изображения, сопровождающей и 
управляющей информации в виде DICOM тегов [1]. 
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Сетевой уровень (Коммуникационный) - DICOM Network Protocols 
используется для передачи DICOM файлов и управляющих DICOM тегов по 
TCP/IP сетям [1]. 
Информационная модель стандарта DICOM File представляет собой 
четыре ступени: пациент, исследование, серия и изображение. В DICOM 
файлах могут одновременно содержаться и изображения исследования, и 
дополнительная информация об исследуемом пациенте. За счет неразделимости 
информации о пациенте с изображением исследования, достигается высокая 
точность обработки данных, что уменьшает риск допущения ошибок и 
возникновение всевозможных проблем.   
Любой DICOM объект содержит в себе множество данных, например, 
имя пациента, дата проведенного исследования, медицинские параметры 
проведенного исследования и т.д. Кроме того, любой DICOM объект содержит 
в себе особенный атрибут, содержащий данные изображения (англ. pixel data). 
Следовательно, у DICOM файла не существует какого-то отдельного заголовка, 
только множество атрибутов, которые включают в себя, в том числе, данные 
изображения. Атрибуты в стандарте носят название теги (англ. tags). Каждый 
тег имеет свой уникальный номер, который состоит из двух полей – номера 
группы и номера элемента. К примеру, в теге с номером 0010, 0010 всегда 
содержаться данные о фамилии, имени и отчестве пациента. При этом, у 
каждого тега есть свое стандартное название. Тег 0010, 0010 называется 
Patient’s Name. Тэг 7FFE, 0010 Pixel Data может содержать в себе одно или 
несколько изображений. Если Pixel Data включает в себя больше одного 
изображений, говорят, что файл содержит мультифреймовое изображение 
(англ. multi-frame image). Трех или четырех мерное изображение могут 
содержаться в одном файле в случае мультифреймового изображения. Это 
может быть последовательность сканов томографа в нескольких местах, но 
сделанных в разное время. Файлы в виде одновреймовых изображений 
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передают цифровые рентгеновские аппараты, цифровые считыватели кассет, а 
также старые рентгеновские и магнитно-резонансные томографы. Файлы 
мультифреймовых изображений часто передают аппараты УЗИ и ангиографы. 
Современные томографы могут передавать как однофреймовые, так и 
мультифреймовые изображения. 
Данные изображения могут быть цветными и монохромными. При этом 
цветные изображения могут иметь разную цветовую кодировку - RGB, YBR , 
Palette Color – цветная палитра. Монохромные изображения могут быть разной 
глубины и градации серого от одного до шестнадцати бит. Данные 
изображения также могут быть сжаты, стандартизированными алгоритмами 
сжатия являются: RLE, JPEG, JPEG Lossless, JPEG LS, JPEG 2000. Весь файл 
может быть архивирован с помощью алгоритма LZW, но применение такой 
архивации в программах и оборудовании крайне редки. 
Стандарт DICOM применяет три схемы для кодировки тэгов (англ. 
transfer syntax). Кодировка файла обозначается определенным тегом в этом же 
файле. Схемы образовываются из комбинаций двух параметров – 
представления данных и кодировки порядка байт. 
Представление данных может быть явным и неявным. Важно понимать, 
как интерпретировать содержащиеся в тэге данные, так как это простая 
последовательность байт. Заранее неизвестно, какие конкретно данные 
содержаться в тэге – строка, число либо последовательность тэгов SQ (англ. 
sequence). Для ясности было стандартизировано содержимое каждого тэга. 
Каждый тэг обладает стандартизированным представлением данных тэга VR 
(англ. Value Representation) - OW, OB, UN, SQ, UT, OF, и т.д. При явном 
представлении данных в тэгах явно записывается VR значение тэга. При 
неявном представлении VR значение не записывается, а берется из таблицы 
программы, которая работает с этим изображением.  
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Порядок байт  в DICOM файле может быть от старшего к младшему, 
запись начинается со старшего и заканчивается младшим, и от младшего к 
старшему. В стандарте DICOM используется три из четырех возможных 
комбинаций параметров: Implicit little endian, Explicit little endian и Explicit big 
endian. 
Каждый тэг состоит из: номера группы 2 байта, номера элемента 2 байта, 
VR 2 байта, в явном представлении данных, в неявном не используется, длины 
тэга 2 или 4 байта, в зависимости от VR. Некоторые стандартные VR тэгов: DA 
(англ. Date), дата; DS (англ. Decimal String), строка, представляющая собой 
десятичную дробь; FL (англ. Floating Point Single), число с плавающей запятой 
обычной точности; IS (англ. Integer String), целочисленная строка; UL(англ. 
Unsigned Long), беззнаковое двойное слово. 
В дополнение к представлению данных VR существует понятие 
множественности значений VM (англ. Value Multiplicity). VM никак не 
помечается в реальных файлах, это только указание, сколько данных 
предполагает содержать конкретный тэг. Для данных, представленных 
строками, элементы разделены между собой знаком «\».  
Стандарт DICOM ограничивает длину имени файлов до восьми символов, 
расширения у файлов недопустимы. Одно из исторически сложившихся 
требований к именам файлов – имя, не должно содержать в себе никакой 
персональной информации. Это обуславливается поддержанием обратной 
совместимости со старыми системами. Кроме того, на носителе, кроме файлов, 
в корневом каталоге должен находиться файл dicomdir. Dicomdir файл 
представляет собой обобщенную индексированную информацию обо всех 
файлах DICOM на данном носителе. Dicomdir предоставляет большую 
информацию о каждом файле, чем ее, возможно, вместить в название файлов. 
Не располагающиеся на носителе DICOM файлы, как правило имеют 
расширение .dcm, а на носителе должны содержаться файлы без расширения. 
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DICOM Network Protocols использует TCP/IP для передачи медицинской 
информации от медицинского оборудования в PACS систему (англ. Picture 
Archiving and Communication System) и для непосредственной связи между 
PACS системами. Протокол трёхуровневый - нижний, сразу над TCP - DUL 
(англ. DICOM Upper Layer); над ним - сервисы: DIMSE (англ. DICOM Message 
protocol) и ACSE (англ. Association Control protocol ); и выше - DICOM 
Application Interface. Над ними расположено приложение - Medical Imaging 
Application. PACS представляет собой клиент-серверную медицинскую 
информационную систему, состоящую из взаимосвязанных компонентов: 
1. Медицинского DICOM оборудования, которые являются DICOM 
клиентами. 
2. Одного или нескольких DICOM Серверов. 
3. Одной или несколько диагностических DICOM станций. 
4. Одного или нескольких DICOM принтеров. 
5. Стандарт DICOM обеспечивает цифровую связь между DICOM 
Серверами и диагностическим оборудованием различных производителей, 
включая: 
6. Рентгенологическую аппаратуру. 
7. Ангиографические комплексы. 
8. Компьютерные томографы. 
9. Магнитно-резонансные томографы. 
10. Изотопные сканеры. 
11. Ультразвуковые сканеры. 
12. Микроскопы, эндоскопы. 
13. Рабочие DICOM станции. 
Большинство сервисов, из которых состоит DICOM, подразумевают под собой 
обмен данными по сети. Обмен файлами является лишь небольшой частью 
стандарта и был добавлен в стандарт позже. 
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DICOM сервис Store предназначен для передачи изображений и прочих 
объектов (например, structured reports – структурированных отчетов) между 
двумя устройствами DICOM. 
DICOM сервис Storage Commitment используется для подтверждения 
успешного размещения в хранилище информации файлов, отправленных по 
сервису store. Этим сообщением тот, кто принимает данные - PACS, либо 
станция сообщает передающему информацию – аппарату, либо станции, что 
данные успешно сохранены и их можно удалять. 
DICOM сервис Query/Retrieve – сервис поиска и доставки целых 
исследований или отдельных файлов и объектов на удаленном DICOM 
устройстве. С помощью этого сервиса можно осуществить поиск 
интересующего исследования или объекта по определенным фильтрам, а также 
запросить пересылку найденных данных на локальный компьютер. 
DICOM сервис Modality Worklist – сервис, позволяющий аппарату 
получить список запланированных исследований. В данных о запланированных 
исследованиях хранится информация об исследуемых пациентах, что позволяет 
сократить повторный ввод одинаковой информации и сопутствующие ошибки. 
DICOM сервис Modality Performed Procedure Step – дополнительный к 
Modality Worklist сервис, позволяющий модальности посылать отчеты об 
успешно выполненном исследовании, времени начала и конца исследования, о 
полученной пациентом дозе облучения, количестве введенного контрастного 
вещества, о полученных изображениях и т.д. Сервис позволяет создавать 
отчеты по эффективности использования ресурсов аппарата. Сервис Modality 
Performed Procedure Step позволяет улучшить взаимодействие модальности и 
системы PACS, предоставляя системе список объектов, которые будут посланы 
перед самой посылкой. 
DICOM сервис Printing позволяет посылать изображения на принтер 
печати DICOM, для получения печатной копии изображения, чаще всего на 
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специальных пленках. Также сервис Printing помогает получить одинаковые 
изображения на разных мониторах и на твердой копии изображений с помощью 
стандартной калибровки принтеров и мониторов. 
Стандарт DICOM позволяет производить интеграцию медицинского 
оборудования разных производителей, включая DICOM серверы, DICOM 
сканеры, автоматизированные рабочие места и DICOM принтеры в единую 
систему.  
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4 Проектирование программного продукта  
 
4.1 Выбор метода реализации ПО 
 
Для реализации программного продукта было рассмотрено три пути. 
 Первый путь – написание модуля для программы работы с трехмерной и 
инженерной графикой. Плюсом данного решения является скорость 
разработки. Минусом данного решения является высокая стоимость программ и 
малая возможность масштабирования данного решения. Также эти программы 
очень ресурсоемкие.  
 Второй путь – написание программного продукта на основе 
существующего. Плюс данного решения – скорость и простота разработки. 
Минус данного решения – большинство данных программ являются 
программами с закрытым условным кодом ввиду использования 
специфических библиотек или не соответствуют современным требованиям к 
программным продуктам.  
Третий путь – разработка нового программного продукта. Этот вариант 
позволяет реализовать необходимый функционал, использовать удобную для 
распространения лицензию и позволит в дальнейшем свободно 
модифицировать данный продукт. Также уменьшить содержание 
разрабатываемого ПО до оптимального уровня, сократить избыточную 
функциональность, создать гибкий и настраиваемый интерфейс, разработать 
кроссплатформенное и легко расширяемое приложение. 
 
4.2 Выбор языка программирования 
 
Язык программирования C++, является быстрым и компилируемым, 
поддерживаемым множеством операционных систем. Его функциональность  
можно расширить использую динамические библиотеки и исходных кодов. 
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Этот язык был выбран для создания небольшой, нашего программного 
обеспечения. Решающим фактором выбора языка C++ стало наличие опыта 
разработки программного обеспечения на данном языке и его 
кроссплатформенность. 
 
4.3 Выбор библиотеки для разработки ГПИ  
 
Для проектирования графического пользовательского интерфейса (ГПИ) 
существует несколько библиотек: JUCE, GTK, wxWidgets, Qt. 
Juce (Jules' Utility Class Extensions) – это открытый кроссплатформенный 
инструментарий разработки графического интерфейса для языка C++. Он 
поддерживает Windows, Linux, OS X, iOS, Android. Juce поставляется в виде 
исходного кода. Его разработкой занимается один человек. Первая публичная 
версия набора инструментов Juce появилась в 2003 года. Этот набор функций и 
классов позволяет строить разнообразные графические интерфейсы, используя 
только необходимые модули. Он бесплатен для некоммерческого 
использования. Объем всех модулей пакета Juce равен 17 Мегабайтам. [2] 
GTK+ – это бесплатный кроссплатформенный инструментарий для 
создания графический пользовательских интерфейсов. GTK+ подходит для 
любых проектов. Он имеет простой в использовании API. Первая версия GTK+ 
появилась в 1998 году. Его размер около 30 Мегабайт [3]. 
wxWidgets – это кроссплатформенная библиотека инструментов с 
открытым исходным кодом для разработки приложений. Основным 
применением wxWidgets является построение графического интерфейса 
пользователя (GUI), однако библиотека включает большое количество других 
функций и используется для создания весьма разнообразного программного 
обеспечения. Эта бесплатная для использования библиотека. Первая версия 
wxWidgets появилась в 1992 году. Ее размер около 45 мегабайт [4]. 
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Qt – кроссплатформенный инструментарий разработки ПО на языке 
программирования C++. Он состоит из набора модулей, представленных в виде 
библиотек и подключаемых файлов. Общий размер библиотек Qt 205 Мегабайт. 
Первая версия Qt появилась в 1996 году [5]. 
Для решения поставленных задач был выбран инструментарий Qt. Его 
выбор оправдан тем, что он включает множество библиотек для работы с 
OpenGL. 
 
4.4 Проектирование архитектуры ПО 
 
Архитектура приложения может быть монолитной или модульной. При 
использовании монолитной архитектуры возникают сложности с 
модификацией приложения и легкостью его доработки. Монолитная 
организация программы резко проигрывает в расширяемости модульной 
организации. В пользу модульной архитектуры выступило наличие множества 
функциональных элементов разрабатываемой интегрированной среды 
разработки. Модульная архитектура позволит легко расширят 
функциональность разрабатываемого программного продукта, улучшать 
готовые модули и обеспечивает понятный и удобочитаемый код. 
Модульная архитектура подразумевает под собой создание базового 
класса разрабатываемого программного обеспечения и множество классов 
функциональных модулей (см. Приложение А. Диаграмма классов). 
В качестве главного класса был выбран класс главного окна приложения. 
В качестве классов функциональных модулей были разработаны следующие 
модули. 
 Главное окно приложения.  
Модуль, через который будет организованно взаимодействие всех частей 
программного продукта. 
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 Модуль чтения DICOM файлов. 
Модуль, с помощью которого будет осуществляться чтение из DICOM 
файлов,  и предоставление данных для других модулей программы. 
 Модуль хранения DICOM файлов. 
Модуль, в котором находятся классы для хранения данных из 
предыдущего модуля. А также функции для рендеринга визуализации в 2D 
изображений. 
 
 Модуль LUT (англ. Look Up Table). 
Модуль, в котором хранится класс таблицы входных-выходных RGB-
значений, т.е. каждому входному RGB-значению соответствует свое выходное 
RGB-значение 
 
 
 Модуль словаря. 
Модуль, в котором хранится класс таблицы,  в которой буду находиться 
описания и значений тегов DICOM.  
 Модуль 3D визуализации. 
Модуль, предназначенный для преобразования данных радиологического 
исследования  в воксельную модель. 
 Окно 3D визуализации. 
Модуль, который предназначен для выводы воксельной модели, с 
помощью OpenGL, полученной с помощью предыдущего модуля. 
Кроме того, этот подход позволяет независимо редактировать и 
совершенствовать каждый модуль отдельно от всего проекта. Стоит отметить, 
что модули разрабатываются в виде файлов с исходным кодом, а не в виде 
библиотек. Это означает, что при построении приложения необходимо, все 
модули будут построены заново. Данный факт не вызывает сложности, потому 
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что все модули небольшого размера. Связь модулей продемонстрирована на 
рисунке 1. 
 
 
 
 
 
 
 
 
 
 
 
Рисунок 1 – Диаграмма модулей 
На рисунке 1 представлена схема взаимодействия модулей. 
Взаимодействие модулей организовано через модуль главного окна 
приложения. 
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5 Реализация программного продукта  
 
5.1 Описание базовых модулей программы 
 
Для реализации программного продукта, проект был разделен на 
одиннадцать частей. Каждая часть представляет отдельный модуль, который 
содержит определенный функционал программного продукта и решает 
конкретные задачи.  
Класс главного окна приложения наследует QMainWindow. 
QMainWindow – это базовый класс для всех приложений разработанных с 
использованием библиотеки Qt. С помощью данного класса осуществляется 
взаимодействие других классов программы, в том числе данный класс 
предоставляет пользователю интерфейс для доступа к остальным классам 
приложения. 
Классы работы с DICOM файлами служат для чтения, хранения, 
обработки и визуализации данных медицинских исследований. К таким классам 
относятся DicomReader, DicomFile, DicomDictionary, Lut, Table, Dicom3DFile, 
Render3dWidget. DicomReader – класс для чтения двоичных данных DICOM 
файлов. DicomFile – класс, необходимый для хранения данных DICOM файла. 
DicomDictionary – класс, хранящий в себе значение и описание DICOM тегов. 
Lut – класс, содержащий таблицу необходимую для вывода изображений. Table 
– класс, представляющий список DICOM файлов.  
Dicom3DFile – класс, необходимый для создания и хранения трехмерной 
модели из серии DICOM снимков. LutMarchingCubes класс, который содержит 
предварительно сгенерированную таблицу кубов для создания трехмерной 
модели. 
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Класс LutWidget предоставляет интерфейс для взаимодействия со 
списком настроек приложения. Для этого LutWidget наследует класс QWidget и 
использует класс QCustomPlot. 
Класс Render3dWidget используется для отображения трехмерной 
модели. Данный класс наследует QOpenGLWidget. QOpenGLWidget – это 
базовый класс для рендеринга трехмерной графики, при помощи библиотеки 
OpenGL. 
На рисунке 2 приведена диаграмма классов, демонстрирующая 
отношения разработанных классов и классов библиотеки Qt. 
1
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Рисунок 2 – Диаграмма классов с демонстрацией отношений 
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5.1.1 Класс главного окна приложения 
 
Класс главного окна – MainWindow. Этот класс предоставляет доступ ко 
всем остальным модулям программы с помощью панели меню и 
прикрепляемых окон. MainWindow наследует QMainWindow. Это необходимо 
для создания главного окна приложения. В QMainWindow предустановленны 
панель меню, статусная строка и стороны, у которых можно размещать 
прикрепляемые окна.  
Для работы с файлами и каталогами используются классы DicomReader, 
DicomFile и Table. Класс Table наследуется от класса QTableWidget.  
Класс Lut используется хранения переходной таблицы цветов. А класс 
LutWidget, наследующийся от класса QWidget для настройки значпений 
хранящихся в классе Lut. Визуализация двумерного изображения происходит с 
помощью класса QLabel. 
Для организации кроссплатформенных стандартных элементов 
графического интерфейса пользователя были использованы классы QFileDialog, 
QMessageBox  - для выбора открываемого файла и для всплывающих 
сообщений соответственно. 
Для хранения воксельной модели и ее визуализации используются классы 
Dicom3DFile и Render3DWidget соответственно. 
К графическому пользовательскому интерфейсу относятся все 
подключенные модули, разработанные в рамках данной выпускной работы. В 
их перечень входят: 
 MainWindow – главное окно приложения; 
 LutWidget – окно настройки приложения; 
 Render3DWidget – окно визуализации трёхмерного приложения; 
 Table   –  таблица с списком загруженных DICOM файлов; 
 30 
 
 InfoTable  – таблица с списком тегов выбранного DICOM файла. 
Список и описание функций и объектов класса MainWindow, которые 
приведены в таблице 2. 
 
Таблица 2 – Перечень функций класса MainWindow. 
Публичные методы класса MainWindow 
MainWindow (QWidget *parent 
= 0); 
Функция-конструктор. В данной функции 
происходит инициализация объектов, 
настройка главного окна и установка связей 
между модулями программного продукта. 
void scaleImage(double factor, 
bool reset); 
Выполняет увеличение или уменьшение 
размеров активного изображения главного 
окна. 
~ MainWindow(); Деструктор класса MainWindow. 
Функции, которые относятся к разряду protected slots 
Как правило, это интерфейсные функции, которые вызываются в ответ на 
получения различных сигналов 
void showAuthor(); Функция отображения окна с информации о 
разработчике приложения. 
void refreshImage(); Функция отображения изображения и 
информации о нем. 
void show3dModel(); Функция открытия окна, в котором 
происходит отображение трехмерной модели. 
void showLutWidget(); Функция открытия окна, в котором 
происходит настройка параметров 
приложения. 
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Продолжение таблицы 2 
Функции, которые относятся к разряду protected slots 
Как правило, это интерфейсные функции, которые вызываются в ответ на 
получения различных сигналов 
void refreshAllImage(); Функция обновляет изображения согласно 
текущим настройкам приложения. 
void zoomIn(); Функция увеличивает текущее изображение. 
void zoomOut(); Функция уменьшает текущее изображение. 
void defaultSize(); Функция возвращает реальный размер 
изображения. 
 
Для реализации пользовательского интерфейса были созданы объекты 
QAction и QButton которые реагируют на взаимодействия пользователя с 
различными элементами интерфейса и формируют сигналы запуска функций. 
Часть функций этого класса приведена в приложении Б. 
 
5.1.2 Класс модуля чтения DICOM файлов 
 
Данный класс предназначен чтения двоичных данных DICOM файлов. 
Данный класс называется DicomReader и является важным компонентом 
данного программного продукта. В DicomReader реализованы функции чтения 
файлов стандарта DICOM. Он выполняет чтение двоичных данных: о пациенте,  
о состоянии и характеристиках оборудования, номере и времени исследования, 
информацию о положении среза или срезов изображений в пространстве, 
версии формата данных, а также данные самого изображения. Класс также 
позволяет читать файлы, как с порядком байтов от младшего к старшему, так и 
от старшего к младшему. 
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Список и описание функций и объектов класса DicomReader 
представлены в таблице 3. 
 
Таблица 3 – Перечень методов и параметров класса DicomReader 
Открытые методы класса Text_Edit 
DiComReader(QObject *parent = 0); Конструктор класса DicomReader в 
котором происходит инициализация и 
настройка вновь создаваемых 
объектов этого класса. 
DiComReader(Table *bufMainTable,Lut 
*bufLut,QObject *parent = 0); 
Конструктор класса DicomReader в 
котором происходит инициализация и 
настройка вновь создаваемых 
объектов этого класса. А также 
передаются ссылки на классы Table и 
Lut. 
void        readDirectory(QString pathIn); Метод выполняет чтение всех файлов 
из заданной директории. 
void        readFile (QString file, 
DiComFile *BDFile); 
Метод выполняет чтение файла и 
переедает его в указанную таблицу. 
Защищенные методы класса Text_Edit 
void    skip(int n); Метод пропускает указанное число 
байт. 
QString readString(int n,QByteArray 
*in); 
Функция считывает указанное число 
байт и возвращает  значение типа 
строка. 
int     readInt(QByteArray *in); Функция считывает значение типа int. 
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Продолжение таблицы 3 
Защищенные методы класса Text_Edit 
ushort  readShort(QByteArray *in); Функция считывает значение типа 
беззнаковый short . 
float   readFloat(QByteArray *in); Функция считывает значение типа 
float. 
double  readDouble(QByteArray *in); Функция считывает значение типа 
double. 
int     readNextTag(QByteArray *in); Функция возвращает значение тега 
данных DICOM. 
int     readLength(QByteArray *in); Функция возвращает количество байт 
тега данных DICOM. 
char*   readLut(int length,QByteArray 
*in); 
Функция возвращает значение 
переходной таблицы цветов, если она 
задана в файле.  
void    readPixels(QByteArray *in); Метод выполняет считывание данных 
изображения из файла. 
 
Класс DiсomReader  взаимодействует с классом главного окна 
приложения и с тремя классами: DicomFile, Table и LUT. Также класс содержит 
переменные необходимые для чтения файла. Переменная littleEndian отвечает 
за порядок байтов от младшего к старшему, а переменная 
bigEndianTransferSyntax  за порядок байтов от старшего к младшему. В 
переменной itr хранится текущее положение в читаемом файле. А переменные 
vr и tag хранят длину и значение считываемого тега. 
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5.1.3 Класс построения воксельной модели 
 
Данный класс предназначен для создания и  хранения модели 
медицинских радиологических исследований. Также этот класс осуществляет 
преобразование воксельной модели в полигональную для ее визуализации с 
помощью графической библиотеки OpenGL. Преобразование происходит 
посредством алгоритма «Марширующие кубы». Алгоритм пробегает скалярное 
поле, на каждой итерации просматривает 8 соседних позиций (вершины куба, 
параллельного осям координат) и определяет полигоны, необходимые для 
представления части изоповерхности, проходящей через данный куб. Далее, на 
экран выводятся полигоны, образующие заданную изоповерхность. 
 
Таблица 4 – Перечень методов и параметров класса Dicom3Dfile 
Открытые методы класса Dicom3Dfile 
Dicom3Dfile(); Конструктор класса Dicom3Dfile. 
void    generate3DModel(); Метод выполняет генерацию 
полигональной модели. 
void    init (int bufX, int bufY, int bufZ, 
double bzLength, int bufIsoLevel); 
Метод, в котором происходит 
инициализация и настройка вновь 
создаваемых объектов этого класса. 
void    generateFromLevel (DiComFile 
*DFile, int level); 
Метод выполняет генерацию 
воксельной модели из указанного 
файла. 
Защищенные методы класса Dicom3Dfile 
int getVoxel(int X, int Y, int Z , int i); Функция возвращает значение вокселя 
с координатами x,y,z. 
dot getColor(int X, int Y, int Z); Функция возвращает значение цвета 
вокселя с координатами x,y,z. 
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Продолжение таблицы 4 
Защищенные методы класса Dicom3Dfile 
GRIDCELL getGRIDCELL(int X, int Y, 
int Z , int i); 
Функция возвращает значение куба с 
координатами x,y,z. 
 
 
5.1.4 Класс окна трехмерной реконструкции 
 
Класс Render3DWidget – это класс, который отвечает визуализацию  
полигональной модели, с помощью графической библиотеки OpenGL. На 
базовом уровне, OpenGL — это просто спецификация, то есть документ, 
описывающий набор функций и их точное поведение. Производители 
оборудования на основе этой спецификации создают реализации — библиотеки 
функций, соответствующих набору функций спецификации. Реализация 
призвана эффективно использовать возможности оборудования. Класс 
Render3DWidget  наследуется от класса QOpenGLWidget. Класс 
QOpenGLWidget предоставляет функциональные возможности для 
отображения OpenGL графики, встроенные в приложение Qt. 
 
5.2 Описание вспомогательных модулей программы 
 
5.2.1 Модуль хранения данных DICOM 
 
Для хранения данных, в разрабатываемом программном обеспечении 
отвечает модуль Table и DicomFile. Модуль Table является классом, 
наследующим QTableWidget и содержит в себе таблицу с ссылками на данные 
класса DicomFile. 
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Добавление новых файлов и очистка таблицы происходит с помощью 
методов addFile и clear соответственно. Метод getNewDicomFile создает новый 
объект класса DicomFile. А методы getCurrentDicomFile и getCurrentImage 
служат для получения ссылки на объект класс DicomFile и изображение 
которые выбраны в графическом интерфейсе. Модуль DicomFile предназначен 
для хранения данных тегов и значений плотности, необходимых для 
отображения изображений. Также в нем содержатся, значение о количестве бит 
информации необходимых для построения изображения, а также его высота и 
ширина изображения. Прочие данные, не используемые для отображение 
изображения, но необходимые пользователю программы хранятся в контейнере 
infoFile класса QList. 
 
Таблица 5 – Перечень методов и параметров класса DicomFile 
Открытые методы класса DicomFile 
DiComFile(); Конструктор класса DiComFile. 
QString getInfo(int tag); Функция получает значение тега типа 
QString по итератору tag. 
int     getInfoTag(int tag); Функция получает значение тега типа 
int по итератору tag. 
void    addInfo(int tag,QString value); Метод выполняет запись тега с его 
значением. 
void    generateImage(); Метод выполняет генерацию 
изображения. 
QIcon   getIcon(); Функция возвращает изображение для 
предварительного просмотра типа 
QIcon. 
QPixmap getImage(); Функция возвращает изображение 
типа QPixmap. 
 37 
 
Продолжение таблицы 5 
Открытые методы класса DicomFile 
int     sizeOfInfo(); Функция возвращает размер 
контейнера с информацией о текущем 
снимке. 
 
 
5.2.2 Модуль переходной таблицы цветов. 
 
Модуль Lut необходим для получение цвета из значения плотности тела  
хранящегося в Dicom файле. В соответствии со стандартом DICOM эти данные 
хранятся в самом файле или могут быть получены с помощью следующего 
алгоритма. 
if (x <= c - 0.5 - (w-1)/2), then y = y min 
else if (x > c - 0.5 + (w-1)/2), then y = y max , 
else y = ((x - (c - 0.5)) / (w-1) + 0.5) * (y max - y min )+ y min 
где y min это минимальное значение цвета, а y max максимальное. Значения 
переменных W и С находятся в файле DICOM и зависят от настроек аппарата. 
Или может задаваться вручную в форме настроек приложения. 
 
5.2.3 Модуль настройки приложения 
 
Модуль LutWidget представляет собой класс, который наследуется от 
класса QWidget. Данный модуль необходим для изменения настроек 
приложения. Он позволяет менять значение переменных W и С, что в свою 
очередь вызывает перестройку значений класса  Lut. Также в данном модуль 
происходит отображение класса Lut, посредством библиотеки QCustomPlot, 
которая нужна для построения графиков. С помощью данного модуля 
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пользователь может изменять уровень отсечения в трехмерном построении 
IsoLevel. Он необходим для того чтобы убрать значения с ненужной 
пользователю плотностью при построении трехмерной реконструкции. В 
данном модуле также используется переменная AlphaTest которая отвечает, 
будет ли использоваться прозрачность в трехмерной реконструкции. 
 
5.3 Жизненный цикл процесса разработки 
Диаграмма работы пользователя с программой отражена на рисунке 3. 
После запуска программы перед пользователем открывается главное окно 
приложения (рисунок 4). 
Начало
Конец
Получение 
результатов 
иследования
Изучение 
результатов 
трехмерной 
реконструкции
Создание 
трехмерной 
реконструкции
Масштабирова-
ние изображений
Изучение 
результатов 
исследования
Открытие файла
Открытие 
директории с 
файлами
Изменение 
настроек
 
Рисунок 3 – Диаграмма работы пользователя с программой 
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Для начала работы пользователю необходимо открыть файл или открыть 
директорию c файлами (рисунок 5).  
 
 
Рисунок 4 – Главное окно приложения 
 
При открытии файла, перед пользователем появляется диалоговое окно 
выбора файла (рисунок 6), где пользователь указывает интересующий его файл. 
Данный файл добавляется в левую панель, а в центре экрана пользователь 
видит изображение (рисунок 7), которое храниться в этом файле.  
 
 
Рисунок 5 – Меню выбора файла 
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При открытии директории с файлами  перед пользователем появляется 
диалоговое окно выбора директории с файлами (рисунок 8), перед 
пользователем появляется диалоговое окно выбора директории, где 
пользователь указывает интересующую его директорию.  
 
 
Рисунок 6 – Диалоговое окно выбора файла 
 
Все файлы с расширением .dcm данной директории добавляется в левую 
панель (рисунок 9). После открытия файлов, пользователю необходимо выбрать 
интересующий его файл.  
 
 
Рисунок 7 – Изображение файла  
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Это можно сделать через  панель файлов. В результате чего пользователь 
увидит изображение выбранного файла и  информацию о нем в правой панели 
информации (рисунок 10).  
 
 
Рисунок 8 – Диалоговое окно выбора директории 
 
Для выбора другого файла пользователь, с помощью мыши, выберет его в 
левой панели файлов.  
 
 
Рисунок 9 – Панель выбора файла 
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Для масштабирования изображения в программе предусмотрены, 
следующие графические элементы управления (рисунок 11), такие как кнопка 
увеличения размера изображения, кнопка уменьшения размера и кнопка 
восстановления стандартного размера файла.  
 
 
Рисунок 10 – Панель информации о файле 
 
Они находятся вверху над элементом интерфейса, в котором находится 
само изображение.  
 
 
Рисунок 11 – Панель масштабирования 
 
Для просмотра информации о файле пользователь должен использовать панель 
информации, которая находиться справа от  элемента интерфейса, в котором 
находиться изображение. В данной панели находиться таблица со значение и 
описание тегов хранящихся в выбранном файле. 
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При выборе другого файла эта информация изменится на значения и 
описания тегов другого файла.  
 
 
Рисунок 12 – Окно настроек программы 
 
Для изменения настроек программы пользователю необходимо открыть 
окно настроек программы (рисунок 12). Для этого необходимо открыть меню 
настроек и выбрать пункт настройки (рисунок 13).   
 
 
Рисунок 13 – Меню настроек 
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В окне настроек программы пользователь видит график (рисунок 14), на 
котором показывается зависимость значений плотности, хранящиеся в файле от 
значений цвета.  
 
 
Рисунок 14 – График таблицы цветов 
 
Для изменения этих значений пользователь может изменять значения 
переменных window center и window width в полях ввода, которые находятся  
ниже графика (рисунок 15).  
 
 
Рисунок 15 – Поля ввода значений 
Для перестроения графика пользователю необходимо нажать на кнопку 
обновления графика (рисунок 16), которая находиться под полями ввод 
переменных.  
 
 
Рисунок 16 – Кнопка перестроения графика 
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В результате чего график перестроится и сгенерируется новая таблица 
переходных цветов.  
 
 
Рисунок 17 – Поле выбора прозрачности 
 
Для включения режима прозрачности пользователю нужно будет 
установить галочку в элемент управления интерфейса отвечающего за значение 
настройки прозрачности (рисунок 17), при выполнении построения трехмерной 
реконструкции, которая находиться справа от полей ввода переменных.  
 
 
Рисунок 18 – Элемент настройки уровня изоляции 
 
А для изменения уровня изоляции необходимо изменить положения 
ползунка (рисунок 18), в результате чего в текстовом поле отобразиться это 
значение. По завершении настроек пользовать должен согласиться с 
выбранными настройками, нажав кнопку подтверждения или отменить их, 
нажав кнопку отмены (рисунок 19).  
 
В результате чего настройки либо вступят в силу, либо вернуться к 
предыдущим значениям. 
 
 
Рисунок 19 – Кнопки подтверждения и отмены настроек приложения 
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Для построения трехмерной реконструкции пользователю необходимо 
открыть окно трехмерной визуализации. Для этого ему необходимо выбрать  
меню пункт создание трехмерной модели (рисунок 20). 
 
 
Рисунок 20 – Меню создания трехмерной модели 
 
В результате чего перед пользователем откроется окно трехмерной 
визуализации (рисунок 21). В котором находиться модель трехмерной 
реконструкции исследования, по которой пользователь может увидеть 
полноценную форму и облик исследуемых данных. Окно трехмерной 
реконструкции не имеет графических элементов управления, и все действия 
пользователя производиться с помощью компьютерной мыши. Режим 
масштабирования трехмерной модели осуществляется с помощью колёсика 
мыши. При прокрутке назад модель отдаляется, а при прокрутке вперед 
увеличивается. А вращение модели осуществляется при зажатии левой 
клавиши и движении мыши. Для поворота по оси x необходимо перемещать 
мышь влево или вправо в зависимости от необходимого угла поворота. А для 
поворота по оси y вверх или вниз в зависимости от необходимого угла 
поворота. 
 
Рисунок 21 – Окно трехмерной модели 
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ЗАКЛЮЧЕНИЕ 
 
В процессе выполнения бакалаврской работы были изучены основные 
характеристики различных программ для визуализации и просмотра данных 
медицинских радиологических снимков. По завершению анализа программных 
продуктов, были сформированы требования к разрабатываемому программному 
обеспечению. 
Для создания программного обеспечения был выбран наилучший и 
оптимальный для данного случая набор инструментов и решений, в который 
вошли: язык программирования C++ и кроссплатформенная библиотека 
графического интерфейса Qt, а также библиотека для построения графиков 
QCustomPlot. Это позволило в полной мере реализовать сформулированные 
требования к разрабатываемому программному обеспечению. 
Во время разработки данного программного обеспечения, был изучен 
стандарт DICOM, структурой организации тегов, а также были изучены 
алгоритмы преобразования воксельной графики в полигональную. Кроме того, 
были изучены ранее незнакомые возможности библиотек Qt. Основываясь на 
полученных знаниях, мной была спроектирована архитектура 
разрабатываемого программного продукта и выполнена его реализация в виде 
программы. 
Данный программный продукт имеет все плюсы других схожих 
программ, при этом являясь кроссплатформенной программой с открытым 
исходным кодом.  
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ПРИЛОЖЕНИЕ А 
Диаграмма классов 
+Lut()
+~Lut()
+init(в bufBitsAllocated : int) : void
+generateLut(в bufWC : double, в bufWW : double) : void
+getWindowCentre() : double
+getWindowWidth() : double
+getRed(в i : int) : int
+getGreen(в i : int) : int
+getBlue(в i : int) : int
+getIsoLevel(в i : int) : int
+isEmpty() : bool
+size() : int
+setRed(в i : int, в value : int) : void
+setGreen(в i : int, в value : int) : void
+setBlue(в i : int, в value : int) : void
+setIsoLevel(в value : int) : void
-windowCentre : double
-windowWidth : double
-isolevel : int
-bitsAllocated : int
-* reds16 : unsigned short
-* greens16 : unsigned short
-* blues16 : unsigned short
Lut
+LutWidget(в *parent : QWidget = 0)
+~LutWidget()
+selectionChanged() : void
+mousePress() : void
+mouseWheel() : void
+addGraph() : void
+removeAllGraphs() : void
+OKButton() : void
+cancelButton() : void
+isoLevelSliderMoved(в level : int) : void
+pushButton() : void
-graph() : void
-lutTable : Lut
-oldWindowWidth : int
-oldWindowCentre : int
LutWidget
+DiComFile()
+~DiComFile()
+getInfo(в tag : int) : QString
+getInfoTag(в tag : int) : int
+addInfo(в tag : int, в value : QString) : void
+generateImage() : void
+sizeOfInfo() : int
+size() : int
+getHeight() : int
+atRed(в i : int) : unsigned short
+atBlue(в i : int) : unsigned short
+atGreen(в i : int) : unsigned short
+getIcon() : QPixmap
+getImage() : QPixmap
-DLut : Lut
-pixels16 : QList
-imageEmpty : bool
-width : int
-height : int
-bitsAllocated : int
-zLength : double
DiComFile
+DiComReader(в *bufMainTable : Table = 0, в *bufLut : Lut = 0)
+~DiComReader()
+readDirectory(в pathIn : QString) : void
+readFile(в file : QString, в BDFile : Table) : void
#skip(в n : int) : void
#readString(в n : int, в in : QByteArray) : QString
#readInt(в in : QByteArray) : int
#readByte(в in : QByteArray) : char
#readShort(в in : QByteArray) : unsigned short
#readFloat(в in : QByteArray) : float
#readDouble(в in : QByteArray) : double
#readNextTag(в in : QByteArray) : int
#readLength(в in : QByteArray) : int
#readLut(в in : QByteArray) : char
#readPixels(в in : QByteArray) : void
-littleEndian : bool
-bigEndianTransferSyntax : bool
-inSequence : bool
-oddLocations : bool
-decodingTags : bool
-elementLength : int
-vr : int
-tag : int
-itr : int
-*DFile : DiComFile
-*DLut : Lut
-*mainTable : Table
-bitsAllocated : int
-width : int
-height : int
-nImages : int
-signedImage : bool
-windowCentre : double
-windowWidth : double
#files : QStringList
#path : QString
DicomReader
+Table(в *parent : QWidget = 0)
+~Table()
+setRowTable() : void
+addFile(в *BDFile : DiComFile, в number : int) : void
+getCurrentImage() : QPixmap
+*getNewDicomFile() : DiComFile
+*getDicomFile(в i : int) : DiComFile
+*getCurrentDicomFile() : DiComFile
+getSize() : int
-searchTable : QMap
Table
1
1
1
1
1
1
1
1
1
1
+MainWindow(в *parent : QWidget = 0)
+~MainWindow(в *parent : QWidget = 0)
+scaleImage() : void
#showAuthor() : void
#refreshImage() : void
#show3dModel() : void
#showLutWidget() : void
#refreshAllImage() : void
#zoomIn() : void
#zoomOut() : void
#defaultSize() : void
-mainLut : Lut
-glWidget : render3dwidget
-Voxel3D : dicom3Dfile
-dictonary : dicomDictionary
-reader : DicomReader
-lutWidget : LutWidget
MainWindow
+dicom3Dfile()
+~dicom3Dfile()
+generate3DModel() : void
+init(в bufX : int, в bufY : int, в bufZ : int, в bzLength : int, в bufIsoLevel : int) : void
+generateFromLevel(в DFile : DiComFile, в level : int) : void
+setlength(в buflengthX : double, в buflengthY : double, в buflengthZ : double) : void
+size() : void
+getTringle(в i : int) : tringle
+getVoxel(в X : int, в Y : int, в Z : int) : int
+getColor(в X : int, в Y : int, в Z : int) : int
+getGRIDCELL(в X : int, в Y : int, в Z : int) : GRIDCELL
-zLength : double
-isolevel : int
-numberX : int
-numberY : int
-numberZ : int
-***voxelData : unsigned short
-verticesTable : QList
dicom3Dfile
1
1
+render3dwidget()
+~render3dwidget()
+setRenderFile(в bufRenderFile : dicom3Dfile) : void
#resizeGL() : void
#paintGL() : void
#initializeGL() : void
#mousePressEvent(в * : QMouseEvent) : void
#mouseMoveEvent(в * : QMouseEvent) : void
#zoom(в zoomFactor : double) : void
#axes(в bufRenderFile : dicom3Dfile) : void
#wheelEvent(в *event : QMouseEvent) : void
-*renderFile : dicom3Dfile
-currentScaling : float
-rotX : float
-rotY : float
-rotZ : float
-alpha : bool
render3dwidget
1
0..*
+dicomDictionary()
+getWord(в tagName : int) : QString
-dict : QMap
dicomDictionary
1
1
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ПРИЛОЖЕНИЕ Б 
Исходный код некоторых основных функций программы 
 
Функция создания решения. 
void    DiComReader::readFile(QString fileName,DiComFile *BDFile) 
 { 
    DFile = BDFile; 
    itr = 0; 
    QFile file(fileName); 
    if(file.open(QIODevice::ReadOnly)) 
    { 
        QByteArray *in; 
        QString format = "DCIM"; 
        skip(128); 
        in = new QByteArray(file.readAll()); 
 
        if(format !=readString(4,in)); 
        // 
        decodingTags = true; 
 
        while(itr<in->size()){ 
            while (decodingTags){ 
            int tag = readNextTag(in); 
 
            if (inSequence) 
            { 
                DFile->addInfo(tag, NULL); 
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                continue; 
            } 
            //qDebug()<<itr; 
            QString s; 
            switch (tag) 
            { 
               case TRANSFER_SYNTAX_UID: 
                   s = readString(elementLength,in); 
                   DFile->addInfo(tag, s); 
                   if (s.indexOf("1.2.4") > -1 || s.indexOf("1.2.5") > -1) 
                   { 
                       file.close(); 
                       //return false; 
                   } 
                   if (s.indexOf("1.2.840.10008.1.2.2") >= 0) 
                       bigEndianTransferSyntax = true; 
                   break; 
               case MODALITY:{ 
                   QString modality = readString(elementLength,in); 
                   DFile->addInfo(tag, modality); 
                   break; 
                } 
               case NUMBER_OF_FRAMES:{ 
                    s = readString(elementLength,in); 
                    DFile->addInfo(tag, s); 
                    double frames = s.toDouble(); 
                    if (frames > 1.0) 
                       nImages = (int)frames; 
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                    else 
                       nImages = 1; 
                    break; 
                } 
               case SAMPLES_PER_PIXEL:{ 
                   samplesPerPixel = readShort(in); 
                   DFile->addInfo(tag, samplesPerPixel); 
                   break; 
                } 
               case PHOTOMETRIC_INTERPRETATION:{ 
                   photoInterpretation = readString(elementLength,in); 
                   photoInterpretation = photoInterpretation.trimmed(); 
                   DFile->addInfo(tag, photoInterpretation); 
                   break; 
                } 
               case PLANAR_CONFIGURATION:{ 
                   planarConfiguration = readShort(in); 
                   DFile->addInfo(tag, planarConfiguration); 
                   break; 
                } 
               case ROWS:{ 
                   height = readShort(in); 
                   DFile->height = height; 
                   DFile->addInfo(tag, height); 
                   heightTagFound = true; 
                   break; 
                } 
               case COLUMNS:{ 
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                   width = readShort(in); 
                   DFile->width = width; 
                   DFile->addInfo(tag, width); 
                   widthTagFound = true; 
                   break; 
                } 
               case PIXEL_SPACING:{ 
                   QString scale = readString(elementLength,in); 
                   double xscale = 0, yscale = 0; 
 
                   int i = scale.indexOf('\\'); 
                   if (i == 1) 
                   { 
                       yscale = scale.left(i).toDouble(); 
                       xscale = scale.right(scale.size()-i).toDouble(); 
                   } 
                   if (xscale != 0.0 && yscale != 0.0) 
                   { 
                       pixelWidth = xscale; 
                       pixelHeight = yscale; 
                       unit = "mm"; 
                   } 
 
                   DFile->addInfo(tag, scale); 
                   break; 
                } 
               case SLICE_THICKNESS:{ 
                    QString thinckness = readString(elementLength,in); 
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                    zLength = thinckness.toDouble(); 
                    DFile->addInfo(tag, thinckness); 
                    DFile->zLength   = zLength; 
                    break; 
                } 
               case SLICE_SPACING:{ 
                   QString spacing = readString(elementLength,in); 
                   pixelDepth = spacing.toDouble(); 
                   DFile->addInfo(tag, spacing); 
                   break; 
                } 
               case BITS_ALLOCATED:{ 
                   bitsAllocated = readShort(in); 
                   DFile->addInfo(tag, bitsAllocated); 
                   DFile->bitsAllocated = bitsAllocated; 
                   break; 
                } 
               case PIXEL_REPRESENTATION:{ 
                   pixelRepresentation = readShort(in); 
                   DFile->addInfo(tag, pixelRepresentation); 
                   break; 
                } 
               case WINDOW_CENTER:{ 
                   QString center = readString(elementLength,in); 
                   int index = center.indexOf('\\'); 
                   if (index != -1) center = center.left(index + 1); 
                   windowCentre = center.toDouble(); 
                   DFile->addInfo(tag, center); 
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                   break; 
                } 
               case WINDOW_WIDTH:{ 
                   QString widthS = readString(elementLength,in); 
                   int index = widthS.indexOf('\\'); 
                   if (index != -1) widthS = widthS.left(index + 1); 
                   windowWidth = widthS.toDouble(); 
                   DFile->addInfo(tag, widthS); 
                   break; 
                } 
               case RESCALE_INTERCEPT:{ 
                   QString intercept = readString(elementLength,in); 
                   rescaleIntercept = intercept.toDouble(); 
                   DFile->addInfo(tag, intercept); 
                   break; 
                } 
               case RESCALE_SLOPE:{ 
                   QString slop = readString(elementLength,in); 
                   rescaleSlope = slop.toDouble(); 
                   DFile->addInfo(tag, slop); 
                   break; 
                } 
               case RED_PALETTE:{ 
                   //reds = readLut(elementLength,in); 
                   DFile->addInfo(tag, elementLength / 2); 
                   break; 
                } 
               case GREEN_PALETTE:{ 
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                   //greens = readLut(elementLength,in); 
                   DFile->addInfo(tag, elementLength / 2); 
                   break; 
                } 
               case BLUE_PALETTE:{ 
                   //blues = readLut(elementLength,in); 
                   DFile->addInfo(tag, elementLength / 2); 
                   break; 
                } 
               case PIXEL_DATA1: 
               case PIXEL_DATA: 
                   // Start of image data... 
                   if (elementLength != 0) 
                   { 
                       offset = itr; 
                       DFile->addInfo(tag, itr); 
                       decodingTags = false; 
                   } 
                   else 
                        DFile->addInfo(tag, NULL); 
                        pixelDataTagFound = true; 
                   break; 
               default:{ 
                  QString tagString = readString(elementLength,in); 
                  DFile->addInfo(tag,tagString); 
                  break; 
                } 
            } 
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            } 
            if(widthTagFound && heightTagFound && pixelDataTagFound){ 
                readPixels(in); 
                //Переписать 
                //QList<ushort> *ppixels16 = &pixels16; 
                //DFile->addImage(ppixels16,height,width,bitsAllocated); 
 
            } 
        } 
 
    } 
} 
 
 
Функция получения изображения из файла. 
void DiComReader::readPixels(QByteArray *in) 
        { 
            if (samplesPerPixel == 1 &&  bitsAllocated == 8) 
            { 
                if(!DFile->pixels8.isEmpty()) 
                    DFile->pixels8.clear(); 
                //DFile->pixels8 = new QList<char>; 
                int numPixels = width * height; 
                char* buf = new char[numPixels]; 
                itr = offset; 
                for(int i=0;i<numPixels;i++) 
                    buf[i] = readByte(in); 
 
                for (int i = 0; i < numPixels; ++i) 
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                { 
                    int pixVal = (int)(buf[i] * rescaleSlope + rescaleIntercept); 
                    if (photoInterpretation == "MONOCHROME1") 
                        pixVal = max8 - pixVal; 
 
                    DFile->pixels8.append((char)(pixelRepresentation == 1 ? pixVal 
: (pixVal - min8))); 
                } 
            } 
 
            if (samplesPerPixel == 1 &&  bitsAllocated == 16) 
            { 
                if (!DFile->pixels16.isEmpty()) 
                    DFile->pixels16.clear(); 
                if (!pixels16Int.isEmpty()) 
                    pixels16Int.clear(); 
 
                //pixels16 = new QList<ushort>; 
                //pixels16Int = new QList<int>; 
                int numPixels = width * height; 
                char* bufByte = new char[numPixels * 2]; 
                char* signedData = new char[2]; 
                itr = offset; 
                for(int i=0;i<numPixels*2;i++) 
                    bufByte[i] = readByte(in); 
                ushort unsignedS; 
                int i, i1, pixVal; 
                char b0, b1; 
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                for (i = 0; i < numPixels; ++i) 
                { 
                    i1 = i * 2; 
                    b0 = bufByte[i1]; 
                    b1 = bufByte[i1 + 1]; 
                    unsignedS = ushort((b1 << 8) + b0); 
                    if (pixelRepresentation == 0) 
                    { 
                        pixVal = (int)(unsignedS * rescaleSlope + rescaleIntercept); 
                        if (photoInterpretation == "MONOCHROME1") 
                            pixVal = max16 - pixVal; 
                    } 
                    else 
                    { 
                        //signedData[0] = b0; 
                        //signedData[1] = b1; 
 
                        short sVal = (short)unsignedS-min16; 
 
                        pixVal = (int)(sVal * rescaleSlope + rescaleIntercept); 
                        if (photoInterpretation == "MONOCHROME1") 
                            pixVal = max16 - pixVal; 
                    } 
                    pixels16Int.append(pixVal); 
                } 
                int minPixVal = pixels16Int.first(); 
                for(int i = 0;i <pixels16Int.size();i++) 
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                    if(minPixVal < pixels16Int.at(i))minPixVal = pixels16Int.at(i); 
                signedImage = false; 
                if (minPixVal < 0) signedImage = true; 
 
                int sizePixels16Int = pixels16Int.size(); 
                for(int i = 0;i <sizePixels16Int;i++) 
                { 
                    if (signedImage) 
                        DFile->pixels16.append((ushort)(pixels16Int.at(i) - min16)); 
                    else 
                        DFile->pixels16.append((ushort)(pixels16Int.at(i))); 
                } 
 
                pixels16Int.clear(); 
            } 
 
            if (samplesPerPixel == 3 &&  bitsAllocated == 8) 
            { 
                signedImage = false; 
                if(!DFile->pixels24.isEmpty()) 
                    DFile->pixels24.clear(); 
                int numPixels = width * height; 
                int numBytes = numPixels * samplesPerPixel; 
                char* buf = new char[numBytes]; 
                itr = offset; 
                for(int i=0;i<numPixels;i++) 
                    buf[i] = readByte(in); 
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                for (int i = 0; i < numBytes; ++i) 
                { 
                    DFile->pixels24.append(buf[i]); 
                } 
            } 
 
        } 
 
 
Функция генерации трехмерной модели. 
void dicom3Dfile::generate3DModel(){ 
 
    int ntriang; 
    int cubeindex; 
    XYZ vertlist[12]; 
 
    cubeindex   = 0; 
    ntriang     = 0; 
 
   // for(int c = minRangeColor; c < rangeColor; c++){ 
        for(int x =0; x < numberX; x++) {   //x axis 
            for(int y=0; y < numberY; y++) {  //y axis 
                for(int z=0; z < numberZ; z++)      //z axis 
                { 
                   GRIDCELL grid = getGRIDCELL(x,y,z,100); 
 
                   cubeindex = 0; 
                   int npoints = 0; 
                   dot colorValue; 
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                   colorValue.a = 0; 
                   colorValue.r = 0; 
                   colorValue.g = 0; 
                   colorValue.b = 0; 
                   if (grid.val[0] < isolevel) cubeindex |= 1; 
                   else{ 
                       colorValue.a += grid.color[0].a/255; 
                       colorValue.r += grid.color[0].r/255; 
                       colorValue.g += grid.color[0].g/255; 
                       colorValue.b += grid.color[0].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[1] < isolevel) cubeindex |= 2; 
                   else{ 
                       colorValue.a += grid.color[1].a/255; 
                       colorValue.r += grid.color[1].r/255; 
                       colorValue.g += grid.color[1].g/255; 
                       colorValue.b += grid.color[1].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[2] < isolevel) cubeindex |= 4; 
                   else{ 
                       colorValue.a += grid.color[2].a/255; 
                       colorValue.r += grid.color[2].r/255; 
                       colorValue.g += grid.color[2].g/255; 
                       colorValue.b += grid.color[2].b/255; 
                       npoints++; 
                   } 
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                   if (grid.val[3] < isolevel) cubeindex |= 8; 
                   else{ 
                       colorValue.a += grid.color[3].a/255; 
                       colorValue.r += grid.color[3].r/255; 
                       colorValue.g += grid.color[3].g/255; 
                       colorValue.b += grid.color[3].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[4] < isolevel) cubeindex |= 16; 
                   else{ 
                       colorValue.a += grid.color[4].a/255; 
                       colorValue.r += grid.color[4].r/255; 
                       colorValue.g += grid.color[4].g/255; 
                       colorValue.b += grid.color[4].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[5] < isolevel) cubeindex |= 32; 
                   else{ 
                       colorValue.a += grid.color[5].a/255; 
                       colorValue.r += grid.color[5].r/255; 
                       colorValue.g += grid.color[5].g/255; 
                       colorValue.b += grid.color[5].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[6] < isolevel) cubeindex |= 64; 
                   else{ 
                       colorValue.a += grid.color[6].a/255; 
                       colorValue.r += grid.color[6].r/255; 
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                       colorValue.g += grid.color[6].g/255; 
                       colorValue.b += grid.color[6].b/255; 
                       npoints++; 
                   } 
                   if (grid.val[7] < isolevel) cubeindex |= 128; 
                   else{ 
                       colorValue.a += grid.color[7].a/255; 
                       colorValue.r += grid.color[7].r/255; 
                       colorValue.g += grid.color[7].g/255; 
                       colorValue.b += grid.color[7].b/255; 
                       npoints++; 
                   } 
 
                   colorValue.a = colorValue.a/npoints; 
                   colorValue.r = colorValue.r/npoints; 
                   colorValue.g = colorValue.g/npoints; 
                   colorValue.b = colorValue.b/npoints; 
 
                       /* Cube is entirely in/out of the surface */ 
                       if (edgeTable[cubeindex] == 0) 
                          continue; 
                       if (edgeTable[cubeindex] & 1) 
                          vertlist[0] = 
                             
VertexInterp(isolevel,grid.p[0],grid.p[1],grid.val[0],grid.val[1]); 
                       if (edgeTable[cubeindex] & 2) 
                          vertlist[1] = 
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VertexInterp(isolevel,grid.p[1],grid.p[2],grid.val[1],grid.val[2]); 
                       if (edgeTable[cubeindex] & 4) 
                          vertlist[2] = 
                             
VertexInterp(isolevel,grid.p[2],grid.p[3],grid.val[2],grid.val[3]); 
                       if (edgeTable[cubeindex] & 8) 
                          vertlist[3] = 
                             
VertexInterp(isolevel,grid.p[3],grid.p[0],grid.val[3],grid.val[0]); 
                       if (edgeTable[cubeindex] & 16) 
                          vertlist[4] = 
                             
VertexInterp(isolevel,grid.p[4],grid.p[5],grid.val[4],grid.val[5]); 
                       if (edgeTable[cubeindex] & 32) 
                          vertlist[5] = 
                             
VertexInterp(isolevel,grid.p[5],grid.p[6],grid.val[5],grid.val[6]); 
                       if (edgeTable[cubeindex] & 64) 
                          vertlist[6] = 
                             
VertexInterp(isolevel,grid.p[6],grid.p[7],grid.val[6],grid.val[7]); 
                       if (edgeTable[cubeindex] & 128) 
                          vertlist[7] = 
                             
VertexInterp(isolevel,grid.p[7],grid.p[4],grid.val[7],grid.val[4]); 
                       if (edgeTable[cubeindex] & 256) 
                          vertlist[8] = 
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VertexInterp(isolevel,grid.p[0],grid.p[4],grid.val[0],grid.val[4]); 
                       if (edgeTable[cubeindex] & 512) 
                          vertlist[9] = 
                             
VertexInterp(isolevel,grid.p[1],grid.p[5],grid.val[1],grid.val[5]); 
                       if (edgeTable[cubeindex] & 1024) 
                          vertlist[10] = 
                             
VertexInterp(isolevel,grid.p[2],grid.p[6],grid.val[2],grid.val[6]); 
                       if (edgeTable[cubeindex] & 2048) 
                          vertlist[11] = 
                             
VertexInterp(isolevel,grid.p[3],grid.p[7],grid.val[3],grid.val[7]); 
 
                       for (int i=0;triTable[cubeindex][i]!=-1;i+=3) { 
 
                          GLfloat *triangles= new GLfloat[9]; 
                          tringle bufTriangle; 
                          //QOpenGLShader triangles[9]; 
                          for(int j = 0;j< 8; j = j + 3){ 
                              triangles[j]      = vertlist[triTable[cubeindex][i+j/3]].x-
numberX/2; 
                              triangles[j+1]    = vertlist[triTable[cubeindex][i+j/3]].y-
numberY/2; 
                              triangles[j+2]    = 
vertlist[triTable[cubeindex][i+j/3]].z*zLength-numberZ*zLength/2; 
                          } 
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                          bufTriangle.color     = colorValue; 
                          bufTriangle.Vertices  = triangles; 
                          verticesTable.append(bufTriangle); 
                          ntriang++; 
                       } 
                } //END OF FOR LOOP ON Z AXIS 
            } //END OF FOR LOOP ON Y AXIS 
        } //END OF FOR LOOP ON X AXIS 
      //END OF FOR LOOP ON I COLOR 
} 
 
Функция генерации переходной таблицы цветов. 
void Lut::generateLut(double bufWC,double bufWW){ 
 
   windowCentre    = bufWC; 
   ///windowCentre    = 32808.0; 
   windowWidth     = bufWW; 
 
   int xMax,yMin; 
   double yMax; 
 
   int highest_visible_value = windowCentre + windowWidth / 2; 
   int lowest_visible_value = highest_visible_value - windowWidth; 
   //int highest_visible_value = windowCentre + windowWidth / 2; 
 
   yMin = 0; 
 
   if(bitsAllocated == 16){ 
       yMax = 255; 
       xMax = 65536; 
   } 
 
   if(bitsAllocated == 8){ 
       yMax = 255; 
       xMax = 255; 
   } 
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   int range = highest_visible_value - lowest_visible_value; 
   if (range < 1) range = 1; 
   double factor = yMax / range; 
   empty = false; 
   for(int i = 0;i< xMax;++i){ 
   if (i <= lowest_visible_value){ 
       if(bitsAllocated == 16){ 
            reds16[i]       = yMin; 
            blues16[i]      = yMin; 
            greens16[i]     = yMin; 
       } 
       if(bitsAllocated == 8){ 
            reds8[i]    = yMin; 
            blues8[i]   = yMin; 
            greens8[i]  = yMin; 
       } 
   }else if (i >= highest_visible_value){ 
       if(bitsAllocated == 16){ 
           reds16[i]       = yMax; 
           blues16[i]      = yMax; 
           greens16[i]     = yMax; 
       } 
       if(bitsAllocated == 8){ 
          reds8[i]       = yMax; 
          blues8[i]      = yMax; 
          greens8[i]     = yMax; 
       } 
       }else{ 
           if(bitsAllocated == 16){ 
              reds16[i]     = ((i - lowest_visible_value) * factor); 
              blues16[i]    = ((i - lowest_visible_value) * factor); 
              greens16[i]   = ((i - lowest_visible_value) * factor); 
           } 
           if(bitsAllocated == 8){ 
              reds8[i]     = ((i - lowest_visible_value) * factor); 
              blues8[i]    = ((i - lowest_visible_value) * factor); 
              greens8[i]   = ((i - lowest_visible_value) * factor); 
           } 
       } 
   } 
} 
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Функция формирования правил подсветки для наименований функций 
репозитория. 
void Code_Lighter::setRepFormat() 
{ 
 QRegExp *regExp = new QRegExp; 
 lightRule rule; 
 QDir dir; 
 QStringList strList; 
 QString bufStr; 
 QStringList bufList; 
 QFileInfoList list; 
 dir.setFilter(QDir::AllDirs | QDir::NoSymLinks); 
 dir.setSorting(QDir::Name); 
 dir.setPath(stdValue.pathRepository); 
 list = dir.entryInfoList(); 
 for(int i = 0; i < list.count(); i++) 
  if(list.at(i).fileName() != "." && list.at(i).fileName() != "..") 
   strList.push_back(list.at(i).fileName()); 
 repFuncFormat.setFontItalic(true); 
 repFuncFormat.setFontWeight(QFont::Bold); 
 repFuncFormat.setForeground(Qt::blue); 
 rule.format = repFuncFormat; 
 for(int i = 0; i < strList.size(); i++) 
 { 
  regExp->setPattern("\\b" + strList.at(i) + "\\b"); 
  rule.pattern = *regExp; 
  lightRules.push_back(rule); 
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  countRepFunc++; 
 } 
} 
 
Функция генерации изображения из данных DICOM. 
void    DiComFile::generateImage(){ 
    imageEmpty = false; 
    int x = 0,y = 0; 
    if(bitsAllocated == 8){ 
        picFile = new QImage(height, width, QImage::Format_RGB888); 
        for (int i = 0; i < pixels8.size(); ++i){ 
           QRgb value; 
           value = qRgb(DLut->getRed(pixels8.at(i)),DLut-
>getGreen(pixels8.at(i)),DLut->getBlue(pixels8.at(i))); 
           picFile->setPixel(x,y,value); 
           x++; 
           if(x>=width){ 
               x=0; 
               y++; 
           } 
        } 
    } 
    if(bitsAllocated == 16){ 
        picFile = new QImage(height, width, QImage::Format_RGB16); 
        for (int i = 0; i < pixels16.size(); ++i){ 
            QRgb value; 
            value = qRgb(DLut->getRed(pixels16.at(i)),DLut-
>getGreen(pixels16.at(i)),DLut->getBlue(pixels16.at(i))); 
            picFile->setPixel(x,y,value); 
            //qDebug()<<DLut->getRed(pixels16.at(i)); 
            x++; 
            if(x>=height){ 
                x=0; 
                y++; 
            } 
        } 
    } 
} 
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Функция подсветки блока текста. 
void render3dwidget::paintGL() 
{ 
 
    glClearColor(0,0,0,1); 
    glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT); 
    resizeGL(width(),height()); 
 
    glLoadIdentity(); 
 
    glRotatef(rotX,1.0,0.0,0.0); 
    glRotatef(rotY,0.0,1.0,0.0); 
    glRotatef(rotZ,0.0,0.0,1.0); 
 
    axes(512, 512, 512, 0.0, 1.0, 0.0); 
 
    glScalef(currentScaling,currentScaling,currentScaling); 
 
    //glPolygonMode(GL_FRONT_AND_BACK, GL_LINE); 
    glEnable(GL_DEPTH_TEST); 
 
    if(alpha){ 
        glBlendFunc(GL_SRC_ALPHA,GL_ONE_MINUS_SRC_ALPHA); 
        glEnable(GL_ALPHA_TEST); 
        glEnable(GL_BLEND); 
    } 
 
    tringle bufTriangle; 
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    for(int i = 0;i<renderFile->size();i++){ 
        bufTriangle = renderFile->getTringle(i); 
        glBegin(GL_TRIANGLES); 
            
glColor4f(bufTriangle.color.r,bufTriangle.color.g,bufTriangle.color.b,bufTriangle.col
or.a); 
            
glVertex3f(bufTriangle.Vertices[0],bufTriangle.Vertices[1],bufTriangle.Vertices[2]); 
            
glVertex3f(bufTriangle.Vertices[3],bufTriangle.Vertices[4],bufTriangle.Vertices[5]); 
            
glVertex3f(bufTriangle.Vertices[6],bufTriangle.Vertices[7],bufTriangle.Vertices[8]); 
        glEnd(); 
    } 
 
   glDisable(GL_DEPTH_TEST); 
} 
