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Seznam uporabljenih kratic 
AAC – napredno avdio kodiranje (angl. Advanced audio coding) 
ALF – prilagodljivo loop filtriranje (angl. Adaptive loop filtering) 
AMPS – asimetrične gibalne particije (angl. Asymetric motion partitions) 
AVC – napredno video kodiranje (angl. Advanced Video Coding)  
CABAC – (angl. Context-adaptive binary arithmetic coding) 
CAVCL – (angl. Context-adaptive variable-length coding ) 
CD – kompaktni disk(angl. compact disc)  
CMD – ukazni poziv (angl. Command prompt) 
CU- kodirna enota (angl. Coding unit) 
DCT – diskretna kosinusna transformacija (angl. Discrete cosinus transformation) 
DST – diskretna sinusna transformacija (angl. Discrete sinus transformation) 
DVD – digitalni pomnilniški medij (angl. digital video disc) 
FMO – fleksibilno makroblokovno razvrščanje (angl. flexible macroblock ordering) 
GOP – skupina slik (angl. Group of pictures) 
HD – visoka ločljivost (angl. high definition) 
HDTV – televizija z visoko ločljivostjo (angl. High definition Television) 
HEVC – visoko učinkovito video kodiranje (angl. high efficiency video coding) 
HM – HEVC testni model (angl. HEVC test model) 
HTML - jezik za označevanje nadbesedila (angl. HyperText Markup Language) 
IDR – takojšnje osveževanje dekodiranja(angl. instantaneous Decoding Refresh) 
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NAL – spletni abstrakcijski nivo (angl. Network Abstraction Layer) 
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RTP – realno časovni prenosni protokol (angl. Real-time Transport Protocol) 
SAO – vzorčni prilagoljiv offset (angl. Sample adaptive offset) 
TU – transformacijska enota (angl. Transform unit) 
UHD – ulta visoka ločljivost (angl. Ultra high definition) 
VCL – video kodirni nivo (angl. Video Coding Layer) 








Diplomsko delo opisuje nov video kodirni standard HEVC. Prav tako opisuje izdelavo HM 
odprtokodnega referenčnega vmesnika za kodiranje videa po standardu HEVC.  
V uvodnem delu je predstavljena tematika, ki jo zaključna naloga obravnava, ter pojasni 
razvoj, delovanje in zgodovino video kodekov. 
Drugo poglavje opisuje razvoj video kodirnih standardov, ter trenutno najbolj uporabljen 
video kodirni standard H.264/AVC.  
V tretjem poglavju je opisan nov video kodirni standard HEVC, prav tako so opisani vsi 
elementi same strukture HEVC video standarda.  
Četrto poglavje nas seznani z izdelavo odprtokodne referenčne programske opreme. Opisani 
so tudi posamezni parametri programa, ki jih lahko med kodiranjem spreminjamo, da bi 
dosegli maksimalno učinkovitost kodiranja. Prikazani so nam tudi rezultati vseh meritev in 
primerjanj. 
V petem poglavju so podane sklepne ugotovitve.  










Diploma thesis describes the new video coding standard HEVC. It also describes the making 
of HM open coded reference software for coding video with HEVC standard.  
The thesis introduces the reader to the subject by finishing the task of reading and explain the 
development, operation and history of video codecs. 
The second chapter describes the development of video coding standards, and the description 
of the currently most used video coding standard H.264 / AVC. 
The third chapter describes the new video coding standard HEVC. It also describes all the 
elements of the structure of HEVC video standard.  
The fourth chapter introduces an open source reference implementation software, and all 
necessary for the production thereof. It also describes the individual parameters of the 
program, which can be changed during the encoding, in order to achieve best efficiency. 
The fifth section provides conclusions. 








Razvoj tehnologije je povzročil veliko potrebo po načinu kodiranja, kateri bi nam 
omogočal čim boljše kodiranje, za le to pa bi potrebovali majhno pasovno širino Tako je 
od izida trenutno najbolj uporabljenega kodeka minilo že več kot deset let, zato je potreba 
po novem kodeku že nujna. V diplomski nalogi bom na začetku predstavil osnove 
kodiranje, kako le to poteka, ter kaj za to potrebujemo. Nato bom predstavil do sedaj 
najbolj uporabljen kodek H.264/AVC, ter na novo prihajajoči kodek H.265 oziroma 
HEVC. HEVC kodek je kodek, ki je že na voljo kot testna verzija. Trenutno je to ena 
najbolj obravnavanih tem pogovorov na področju avdio video vsebin.  
Cilj diplomske naloge je zgraditi sistem za testno kodiranje videa na osnovi HM 
referenčne kode standarda. Na koncu diplomske naloge bom tudi ovrednotil delovanje 
sistema na podlagi testiranja na izbranih video posnetkih.  
Opravil bom meritve s pomočjo referenčnega testnega modela HM. S pomočjo testnega 
modela bom lahko spreminjal posamezne parametre kodiranja video posnetka, ter tako 
spremljal do kakšnih sprememb prihaja med samim kodiranjem. Tako bomo lahko videli 
dejansko razliko v kakovosti slike, ter v sami velikosti video posnetkov. Glavni cilj 
diplomske naloge bo tako izvesti več testov, na podlagi katerih bom primerjal lastnosti 
kodiranja z različnimi parametri. Osnova bo več video posnetkov z visoko ločljivostjo, ki 
bodo potem služili za primerjavo več videov, kodiranih z različnimi parametri. Cilj 
diplomske naloge je torej opis trenutno najnovejšega kodeka za video kodiranje, ter 
predstavitev njegovega delovanja. Glavna naloga je izvesti več testov, na podlagi katerih 
bom lahko videl dejansko razliko ob spreminjanju parametrov kodeka. Diplomsko nalogo 




2. Video kodeki 
Kodek je programska oprema, ki nam omogoča stiskanje in raztegovanje različnih video 
in avdio formatov. Razni predvajalniki potrebujejo kodeke, da lahko predvajajo različne 
digitalne datoteke. Če kopiramo film iz DVD–ja na naš računalnik, bo predvajalnik s 
kodekom film stisnil v datoteko določenega formata, nato pa pri predvajanju te datoteke s 
kodekom raztegne datoteko, tako da lahko film gledamo na ustreznem predvajalniku.  
Velikokrat se nam ob predvajanju nekega filma lahko zgodi, da prejmemo sporočilo, da 
nam na računalniku manjka kodek. Možno je, da poskušamo predvajati neko datoteko, 
stisnjeno s kodekom, kateri v Windowsih, ali v različnih video predvajalnikih ni vključen. 
Za ogled filma tako potrebujemo nameščen ustrezen kodek, ki nam g v večini primerov 
ponudi kar predvajalnik sam. Predvajalnik nam namreč sam ponudi pomoč v spletu, kjer 
si lahko zagotovimo ustrezen kodek. Seveda pa moramo pri iskanju ustreznega kodeka 
biti previdni, kajti na spletu lahko najdemo razne brezplačne pakete kodekov, ki trdijo, da 
vključujejo veliko število kodekov priznanih izdelovalcev in podjetij. Lahko se namreč 
zgodi, da posamezni deli teh paketov niso združljivi, kar lahko povzroči resne težave pri 
predvajanju v različnih predvajalnikih, lahko vodi celo do poškodb sistema, ter 
Microsoftovi podpori otežujejo zaznavanje in odpravljanje težav s predvajanjem. Najbolje 
je seveda namestiti samo kodeke, kateri so ponujeni iz zaupanja vrednih strani, 
pooblaščenih virov, kot na primer spletno mesto uradnega dobavitelja. Preden se namesti 
kakršna koli nova komponenta, je vedno priporočljivo nastaviti obnovitveno točko, saj na 
ta način, lahko ob morebitni napaki pri namestitvi, sistem obnovimo nazaj na izvorno 
konfiguracijo. Pri namestitvi kodekov moramo biti pozorni tudi na različico verzije 
Windowsov. Kodeke je namreč možno zapisati za 32 in 64 bitni operacijski sistem. Če je 
na računalniku nameščena 64-bitna različica Windowsov , potem moramo namestiti tudi 
64-bitne kodeke. V večini primerov, ko ponudnik kodekov ne navede za katero različico 
kodekov gre, potem je kodek verjetno 32-biten.  
Z napredkom video tehnologije je napredovala tudi tehnologija video kodekov, ki so 
nujnega pomena za predvajanje raznih HD in BLURAY video resolucij. Za ogled le teh, 
potrebujemo nek kodek, s katerim se slika kodira oziroma pretvori v tok podatkov in 
potem spet dekodira v sliko, ki jo vidimo v našem predvajalniku. Od tu tudi ime kodek – 
kodirnik/dekodirnik. V idealnem svetu bi seveda bilo najenostavneje imeti samo en 
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univerzalni kodek. Žal pa se to nikoli ne bo zgodilo, kajti vsak proizvajalec digitalnih 
kamer, fotoaparatov, pametnih telefonov, ter drugih naprav, s katerimi je možno snemati 
filme, uporablja drugačen format zapisa. Če pa temu dodamo še filme, potem lahko 
nastane resnična zmeda. Najpogostejše težave, povezane z nezmožnostjo predvajanja 
videa, so povezane z različnimi formati zapisa. Pri zapisu moramo tako ločiti dva pojma, 
to sta kodek in vsebnik. Različni kodeki sliko kodirajo oziroma stiskajo na različne 
načine, ter z različno stopnjo učinkovitosti. Vendar je vsak film, ki ga imate tako ali 
drugače kodiran. Na drugi strani pa imamo vsebnike, katerih naloga je določanje 
podatkovnega toka, katerega ustvari video kodek, shranjen na disk. Vsakodnevno pri 
uporabi raznih datotek lahko opazimo, da so na primer filmi lahko shranjeni v različni 
formatih, kot so AVI, MOV, MKV in podobni. Navajeni smo, da pod besedo format sedi 
nekaj, kar je dokaj natančno določeno. Če govorimo na primer o formatu XLS, potem 
točno vemo, da gre za Excelovo datoteko, DOC za Wordovo, PDF za Adobovo in 
podobno. Pri videu pa žal ni tako preprosto. Format zapisa nam čisto nič ne pove o načinu 
stiskanja, oziroma uporabljenem kodeku, saj jih vsak podpira celo vrsto. Zato je pri videu 
bolj smiselno govoriti o vsebniku kot pa o formatu datoteke. Če rečemo da se gre za 
format AVI, potem je zadeva dokaj nedoločena, saj nam ne pove, s katerim kodekom je 
film stisnjen. Enako velja tudi za druge vsebnike, kajti če hočemo pogledati film, potem 
mora naprava, ki ga predvaja, poznati tako vsebnik, v katerem je video, kakor tudi način 
kodiranja. Na srečo računalnik, pa naj se gre za Linux, Windovse ali Mac, omogoča 
dodajanje podpore za različne kodeke. Tako lahko, če naletimo na film, katerega ne 
moremo predvajati, enostavno dobimo ustrezen kodek, ki omogoča predvajanje našega 
filma. Preprosto ga namestimo in zadeva je rešena, film lahko sedaj gledamo. Dobra stran 
kodekov je tudi da, da ko ga enkrat namestimo, ga znajo uporabljati več ali manj skoraj 
vsi programi, ki uporabljajo video. Žal pa pri raznih namenskih naprav, kot so razni DVD 
predvajalniki, prenosni predvajalniki tipa iPod in podobne naprave, zadeva ni več tako 
preprosta. Podpora različnim kodekom in video vsebnikom je namreč že tovarniško 
nastavljena v programsko opremo, kar nadgradnjo močno oteži, ali pa je sploh ne dopušča 
[1].  
Zasnova vsakega kodirnega standarda je seveda v prvi vrsti vedno namenjena čim višji 
učinkovitosti kodiranja. Učinkovitost kodiranja je sposobnost kodirnika, da video 
datoteko zakodira na čim manjšo možno bitno hitrost, pri kateri pa mora še vedno 
________________________________________________________________________
4 
ohranjati primerno raven kvalitete video posnetka. Na voljo imamo dva standardna načina 
za merjenje učinkovitosti kodiranja kodirnega standarda, in sicer objektivna ocena, pri 
kateri uporabimo merila, kot so na primer razmerje med signalom in šumom (PSNR), ali 
pa subjektivno ocenjevanje videa. Subjektivno ocenjevanje videa se šteje kot eno izmed 
najbolj pomembnih ocenjevanj, kajti ljudje lahko dosti natančno ocenimo kvaliteto video 
posnetkov z našimi očmi. Znanstveniki, ki razvijajo HEVC standard, so naredili 
primerjavo s predhodnimi video standardi, na podlagi subjektivnega ocenjevanja, ter 
podali rezultate v spodnjo tabelo [2].  
Tabela 1: Prikaz primerjav med video kodirnimi standardi [3] 
Videokodirni standard 
 Povprečna zmanjšana bitna hitrost v primerjavi z  
H.264/MPEG-4 AVC  MPEG-4  H.262/MPEG-2  H.262/MPEG-2  
HEVC  35.4% 63.7% 65.1% 70.8% 
H.264/MPEG-4 AVC  – 44.5% 46.6% 55.4% 
MPEG-4  – – 3.9% 19.7% 
H.263  – – – 16.2% 
 
2.1 Kronološki pregled standardov za kodiranje videa 
 
Pri iskanju vzrokov težav pri predvajanju filma je torej najbolj logično, da se posvetimo 
kodekom. Tu naletimo na MPEG. MPEG je organizacija, ki ustvarja oblike video zapisa 
za računalnike. MPEG ne pomeni ene same vrste datoteke ali ene same oblike video 
zapisa. Pravzaprav obstaja več različnih vrst videa MPEG, kot sta na primer MPEG-1 in 
MPEG-2. Najstarejši, še uporabljan kodek je MPEG-2. Najbolj priljubljen format ta 
trenutek pa je MPEG-4 part 10, katerega imenujemo tudi napredno video kodiranje (angl. 
Advanced video coding - AVC) .Pri tem pa je zanimivo to, da pravzaprav ne gre za 
format, temveč za skupek standardov. Problem, ki se pojavlja pri digitalnih videih je v 
tem, da kako bi lahko večjo vsebino podatkov lahko skrčili, da bi lahko s tem omogočili 
hitrejše prenašanje in hranjenje posnetkov. Strokovnjaki iz skupine MPEG so tako leta 
1988 podali prvo učinkovito rešitev. Z uvedbo standarda MPEG-1 in kasneje MPEG-2, 
ter še kasneje MPEG-4, je skupina MPEG tako postavila nove mejnike na področju 
digitalne televizije in videa. V nasprotju s prejšnjimi standardi je MPEG–4 zasnovan tako, 
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da nam sliko predstavi kot barvne točke, katere obravnavamo ločeno. MPEG-4 dosega 
trikrat boljše kodiranje kot na primer MPEG-2, ter je tako bolj primeren za HDTV: To 
pomeni, da za isto kvaliteto slike porabimo samo tretjino podatkovne hitrosti, kot bi je 
sicer. Seveda je zato sam postopek kodiranja trikrat bolj zapleten. MPEG-4 vsebuje VCL, 
s pomočjo katerega vidimo vsebino videa v sloju NAL. Prav tako vsebuje vse nujne 
informacije v glavi potrebne za prenos s transportnimi sloji. V bistvu HEVC vsebuje 
številne elemente, ki jih je podedoval iz sloja NAL iz kodeka MPEG-4. NAL ponuja 
možnost preslikave video vsebine na različne transportne poti (TCP/IP, ISO, MP4). NAL 
ponuja tudi okvir, ki preprečuje izgubo podatkov. NAL enote so razvrščene v VCL in v 
preostale enote, in sicer na podlagi tega ali vsebujejo kodirane slike ali podobne podatke. 
V HEVC se mora bitni tok vedo začeti z IDR dostopno enoto. Dostopna enota IDR 
vsebuje neodvisne kodirane slike. To pomeni slike, ki so lahko dekodirane brez 
dekodiranja vse prejšnjih slik v NAL bitnem toku. Kasnejša slika v bitnem pretoku nebo 
potrebovala sklicevanja na predhodno sliko. IDR slika se uporablja v strukturi poznani 
kot GOP (group of pictures). HEVC torej uporablja klasični hibridni pristop. Pravzaprav 
v sami zasnovi HEVC kodiranja ni niti ene nove novosti, temveč le manjše izboljšave, ki 
pa znatno spremenijo delovanje samega kodeka. Za zastopanje barv video signalov 
HEVC uporablja YCbCr barvni prostor z vzorčenjem 4:2:0. Ta ločuje vrednost barve v 
treh komponentah, in sicer v Y, CR  in v Cr. YCbCr je v bistvu barvni prostor, kateri 
izvira še iz začetkov barvne televizije, ki je morala takrat biti združljiva s črno belo barvo 
Y komponenta se imenuje tudi luma, ter predstavlja svetlost. Komponenti Cb in Cr pa 
predstavljajo obseg, v katerem siva barva odstopa proti rdeči in modri barvi. Ker je 
človeški vizualni sistem bolj občutljiv na luma kot pa na rdečo ali modro barvo, se 
uporablja 4:2:0 sistem vzorčenja, kar pomeni da za osvetljenost slike uporabimo dvakrat 
toliko bitov, kot za barvno informacijo [4]. 
Organizacija MPEG je bila ustanovljena z namenom razvijanja novih standardov za 
predstavitev gibljiv slik, avdia ter njunih kombinacij. Cilj je bil tudi ustvariti standard za 
kodiranje avdia in videa na prenosne medije, kajti konec 80. let je prinesel problem 
hitrega prenašanja večjih količin podatkov. Pojavila se je potreba po skrčitvi večjih 
količin podatkov, da bi le te lažje in hitreje prenašali. Ugotovili so, da potrebujejo kodek, 
kateri bi omogočal shranjevanje in prenašanje avdio in video zapisov. 
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Tako je bila osnova ideja organizacije MPEG, da se analogni ali digitalni signal pretvori v 
nek niz informacij, kateri je namenjen za zanesljiv prehod preko svetovnega spleta. 
Analogni video nam lahko prikaže 25 sličic na sekundo. Velikokrat se zgodi, da imamo 
podobno zaporedje sličic, katere so si zelo podobne ali pa celo iste. MPEG tako na 
podlagi primerjave zaporedja sličic ugotovi, kje je prišlo do razlike med sličicami. 
Tako je potrebno shraniti samo sličico pri kateri je prišlo do spremembe v primerjavi s 
predhodno sličico. MPEG poskrbi tudi za obdelavo sličice na način, da odstrani tisti del 
slike, katere naše oči ne morejo zaznati. 
Od prvega sestanka organizacije MPEG, ki je bil maja leta 1988, na katerem je 
sodelovalo 25 strokovnjakov iz različnih področij, se je organizacija močno povečala in 
razširila. Danes je organizacija sestavljena in dogovorjena tako, da se trikrat letno izvajajo 
sestanki za pregled dela, oziroma po potrebni večkrat letno. Na sestankih sodeluje 
približno 350 strokovnjakov iz 200 različnih podjetij tej iz 20 različnih držav po vsem 
svetu. Velik del članstva organizacije MPEG sestoji predvsem iz posameznikov, ki 
večinoma delujejo na področju raziskav in akademskega sveta. 
Po samo štirih letih je bil tako po sestanku organizacije MPEG v Londonu sprejet 
standard MPEG-1, ki nam je dal video CD in MP3. Leta 1994 na sestanku v Portu, je 
organizacija MPEG sprejela standard MPEG-2, ki nam je dal DVD, DVD predvajalnike, 
ter AAC standard.  Leta 1995 je MPEG organizacija sprejela osnutek standarda MPEG-4, 
kateri pa je bil v celoti dokončan leta 1998. Ta standard je bil prvotno določen za zelo 
nizko bitno hitrost, zdaj pa podpira bitne hitrosti vse do 4MB/s. Namenjen je bil za 
izboljšavo takrat trenutnih digitalnih formatov. Standard MPEG-4 je takrat omogočal, da 
je bilo kodiranje MP4 hitrejše, boljše, predvsem pa bolj učinkovito, kot je bilo prej 
kodiranje za  MP3. Vse to je potem omogočilo, da so se video datoteke lahko lažje in 
hitreje nalagale na splet, kar je omogočilo hitrejši in boljši streaming za končnega 
uporabnika. To je v končni fazi vsakemu uporabniku omogočilo, da za nalaganje video 
datotek na svetovni splet ni potreboval zasebnega strežnika. 
MPEG-4 je tako namenjen za broadcast (oddajanje več uporabnikom naenkrat), 
interaktivnost, ter za pogovorna okolja. Sama zgradba standarda MPEG-4 omogoča, da se 
uporablja tako v televizijskih in spletnih okoljih. Poleg tega omogoča tudi integracijo 
oziroma združitev obeh omenjenih okolij. Poleg standardnih postopkov kodiranja se pri 
video zapisu srečujemo tudi s pojmi, kot je format datoteke [5].  
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2.1.1 Format kodiranja  
Format kodiranja nam pove, na kakšen način so podatki v datoteki zapisani. Ti podatki so 
lahko črke, pike ali pa zvočni zapis. Vse tekstovne, slikovne, zvočne in video vsebine so 
tako shranjene v svojih datotečnih formatih. Te posamezne datotečne formate pa lahko 
odpiramo le s posebej določenimi programi, ki razumejo te formate. Za primer lahko 
vzamemo kar svetovni splet, ki zna procesirati in obdelovati format HTML, žal pa ne 
more predvajati datoteke formata MP3. Toda zvočno datoteko formata MP3 pa lahko 
odpremo s programom, ki vsebuje dekodirnik, ki nam omogoča branje zvočnega zapisa, 
shranjenega v tem datotečnem formatu.  
2.1.2 Format vsebnika 
V primeru avdio video vsebin se pogosto srečamo s posebno vrsto datotečnega formata 
imenovanega vsebnik (angl. container). Vsebnik je v bistvu datotečni format, ki služi kot 
shramba, v katero lahko spravimo več podatkovnih tokov. V primeru običajne video 
vsebine bi vsebnik vseboval en podatkovni tok videa (brez zvoka), ter podatkovni tok 
zvoka (brez videa). Potem pa imamo tu še meta podatke o podatkovnih tokih in o vsebini 
videa.  
 
Slika 1: Primer datotečnega formata vsebnika z enim zvočnim in enim video tokom 
 
2.1.3 Končnica datoteke 
Glede na format, ki ga vsebuje datoteka, se tej datoteki zapiše ustrezna končnica. 
Končnica se uporablja za lažjo zaznavo vrste formata v datoteki. Končnico datoteko 
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poznamo po tem da je zapisana za imenom datoteke, oziroma se nahaja za ločilno piko. 
Končnica datoteke je sestavljena s tremi znaki, kot na primer : jpg, .avi, .mpg, .doc, … 
 





2.2 Kodirni standard MPEG-4 AVC 
 
Trenutno je MPEG-4 part 10 eden izmed najpriljubljenejših in hkrati najbolj uporabljenih 
avdio in video kodekov, zasnovan zlasti za uporabnike, katerih internetna hitrost ne 
potrebuje visoke pasovne širine. MPEG-4 omogoča različnim razvijalcem programske in 
strojne opreme ustvarjanje večpredstavnostnih predmetov, kateri imajo boljše sposobnosti 
prilagajanja in prožnosti za QoS (Quality of Service), izboljšanje kakovosti teh storitev in 
tehnologij, na primer za digitalno televizijo, grafiko, animacijo svetovnega spleta in razne 
razširitve le teh.  
MPEG-4 tako omogoča končnim uporabnikom široko izbiro raznih interakcij. Pri MPEG-
4 je viden bistven napredek v primerjavi z njegovim predhodnikom MPEG-2, in sicer v 
zmanjšanem popačenju. MPEG-4 je standard za stiskanje videa, postopek za pretvarjanje 
digitalnega videa v format, ki zavzema manj prostora na disku, medtem ko se na tem 
hrani ali predvaja. AVC je dokument, objavljen s strani mednarodne organizacije za 
standarde v elektrotehniki (ITU-T). MPEG-4 je torej standard za kodiranje, ključen za 
televizijo, DVD video, video konference, ter za svetovni splet. Prvič je bil objavljen leta 
2003. Temelji na podlagi prejšnjih standardov (MPEG-2, MPEG-4), ter nudi boljšo 
kakovost stiskanja videa, ter večjo kompatibilnost za stiskanje, hranjenje in prenos videa. 





2.3 Delovanje H.264/AVC standarda 
 
 
Slika 3: Shema delovanja H. 26/AVC4 standarda [6] 
 
Na sliki 3 je prikazana shema delovanja H.264/AVC standarda. Kot že omenjeno je 
standard H.264/AVC zasnovan na podlagi prejšnjih standardov, kot je na primer MPEG-
2, kar omogoča boljšo kompresijo oziroma ''stiskanje'', večjo kodirno učinkovitost, ter 
potrebuje nižjo bitno hitrost, ter tako na disku zavzame manj prostora. H.264 kodirnik je 
sestavljen iz več blokov [7]. Ti so predvidevanje ali predikcija, transformacija, ter 
kodiranje. Video dekodirnik pa sestoji iz dekodirnika, obratne transformacije in 
rekonstrukcije oziroma obnovitve. Na eni strani imamo torej kodirnik, na drugi pa 
dekodirnik. Kodirnik je v bistvu program, ki po nekem svojem algoritmu, stisne vhoden 
tok podatkov in izdela stisnjen (manj redundanten) tok podatkov, kot rezultat. Dekodirnik 
pa je program, ki deluje isto kot kodirnik, vendar v obratni smeri – razširi vhoden tok 
podatkov v razširjen (redundanten) tok podatkov. Za povprečnega uporabnika, ki 
podatkov ne stiska, ampak jih samo uporablja, je dovolj samo uporaba dekodirnika. Tukaj 
se pogosto uporablja izraz kodek (angl. Codec, izpeljano iz coder/decoder), ki predstavlja 
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kodirnik in dekodirnik hkrati. Torej, če prek spleta želimo nekomu poslati stisnjene 
podatke, mora imeti prejemnik, če hoče te podatke uporabiti, na svojem sistemu naložen 
primeren kodek oziroma dekodirnik.  
 
Slika 3: Princip delovanja kodirnika in dekodirnika (kodeka) 
 
H. 264 dosega tudi trikrat boljše kodiranje v primerjavi z MPEG-2, ter je tako ustreznejši 
za HDTV. Za kodiranje neke slike tako potrebujemo le tretjino bitne hitrosti v primerjavi 





3. Kodiranje videa po standardu HEVC 
 
HEVC oziroma H.265, je nov standard za kodiranje, ki bo nasledil svoj predhodni 
standard MPEG-4. HEVC je v bistvu nov standard v razvoju, pod okriljem skupine ISO, 
MPEG in ITU-T, katere so združile moči v partnerstvu, imenovanem tudi JCT-VC. Tako 
naj bi HEVC uspešno in pričakovano nasledil svojega predhodnika v začetku leta 2015. 
Velikosti slike, ki jih s HEVC lahko kodiramo so od QVGA (320 × 240) pikslov, pa vse 
do tako imenovanega UltraHDTV, ki doseže (7680 × 4320) pikslov. Bitno hitrost naj bi 
zmanjšal do 50%, kvaliteta kodirane slike pa ostane ista, kar omogočijo novi mehanizmi 
v sami shemi HEVC kodeka. Seveda je namenjen temu, da v vseh pogledih in potrebah 
nasledi svojega že večkrat omenjenega predhodnika MPEG-4, ter da poskrbi in nudi 
možnost procesiranja večjih resolucij. Tako naj bi se izboljšala kakovost slike, barve 
barvna lestvica, ter spekter dinamike. V osnovi HEVC ne uporablja neke bistveno nove, 
ter drugačne tehnologije kodiranja, ampak le logično razširi obstoječe tehnike. Pogojeno 
je, da se mora biti bitna hitrost zmanjšati do 50%, v primerjavi z MPEG-4, ter da kvaliteta 
slike ostane primerljiva. Osnovni cilj tega standarda pa je zmanjšati bitno hitrost prenosa. 
HEVC kodek naj tako ne bi izvajal zahtevnejših operacij, in naj nebi prinašal večje 
obremenitve in porabe procesorja. Na spodnji sliki 4 lahko vidimo grafični prikaz razlike 





Slika 4: Prikaz razlike učinkovitosti video kodekov 
 
Pri HEVC so izboljšave najbolj vidne pri razširjenem napovedovanju bloka, prilagodljivi 
zanki filtra, razširjeni velikosti makro bloka, večji transformacijski velikosti, prilagojeni 
kvantizacijski matriki, ter v spremembah znotraj predikcije.  
Digitalni video je postal prisoten v našem vsakdanjiku; kamorkoli pogledamo imamo 
naprave, katere lahko predvajajo, snemajo ali prenašajo video posnetke. Napredek v 
tehnologiji že omogoča zajemanje in predvajanje video posnetkov z ultra HD resolucijo. 
Smo v času, ko preko svetovnega spleta žal ne moremo predvajati HD video vsebin, da 
UHD vsebin sploh ne omenjamo. Največja potreba po izboljšanem prenosu podatkov 
preko svetovnega spleta se pojavlja pri mobilnih aparatih. Trenutne omejitve sistemov 
vedno bolj pritiskajo na družbe ISO, MPEG in VCEG, da bi ustvarile nov video kodirni 
standard, ki bi zadovoljil trenutne potrebe. Januarja 2010 je združba JCT-VC podala 27 
možnih rešitev, s katerimi bi lahko dosegli isto kakovost slike, kot s kodekom 
H.264/AVC, ter hkrati potrebovali polovico manjšo bitno hitrost. Toda posledično je tak 
program tudi bolj kompleksen. Skupina JCT-VC je vložila veliko truda in znanja za 
nastanek novega video standarda imenovanega HEVC, katerega cilj je drastično 
izboljšanje kompresijske učinkovitosti v primerjavi z H.264/AVC. Prva naloga skupine 
JCT-VC je tako bila integracija vseh njihovih idej v samo en referenčni testni model, 
kateri je kasneje postal prvi HEVC kodirnik/dekodirnik imenovan tudi HM. Vse od tedaj 
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naprej se je skupina JCT-VC večkrat zbrala na sestankih, kjer so pridobili mnenja več 
podjetij iz raznih industrij in akademij. Ta mnenja so upoštevali in jih vključili v razvoj 
HEVC standarda.  
Ključni elementi razvoja trenutnega HEVC testnega modela so tako razširljiva blokovna 
struktura, izboljšan mehanizem za vzporedno kodiranje in dekodiranje, večje število 
intrapredikcijskih stopenj, podpora za več integracijskih stopenj, izboljšano gibalno 
kodiranje, ter obsežno procesiranje rekonstruirane slike v zanki.  
Kljub temu da HEVC še ni v celoti dokončan, so ključni elementi tega novega standarda 
že poznani. HEVC je še vedno v zaključni stopnji izdelave, ter bo tako vseboval še 
kakšne druge ključne spremembe, dokler ne bo razvit do konca. Slika 5 prikazuje 
blokovni diagram delovanja HEVC standarda [8]. 
 
Slika 5: Blokovni diagram delovanja HEVC standarda [8] 
 
Podobno kot predhodni standardi je HEVC blokovno hibridni kodirni standard. Ena 
največjih prednosti v primerjavi s predhodnimi standardi, je večja blokovna struktura z 
mehanizmom razdeljevanja na manjše blokovne skupine. Osnovna blokovna struktura v 
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HEVC standardu, imenovana tudi kot LCU (largest coding unit), je lahko razdeljena na 
več manjših predikcijskih enot PU (prediction units) in na transformacijske enote TU 
(transform units). 
3.1 Kodirne enote  
 
V H.264/AVC je vsaka slika razcepljena na makrobloke velikosti 16 × 16, vsak 
makroblok pa ima potem še možnost deljenja na manjše bloke velikosti 4 × 4 [slika 6]. 
 
Slika 6: Delitev 64 × 64 LCU bloka na več CU makroblokov 
 
Standardi kot so bili na primer MPEG-2 in H.263 so bili glede blokovnih velikosti, 
kompenzacije in transformacije bolj togi. Taka toga struktura se žal ne obnese dobro v 
več funkcijah ; večji bloki so boljši za gladkost slike v makroblokih, robovi slike pa so 
tako bolj ostri kot pri manjših blokovnih velikostih. Ker je izboljšana tudi resolucija slike 
vse do HD in UHD, obstaja večja možnost, da bo slika vsebovala več gladkih področjih, 
katera so lahko bolj učinkovito kodirana z uporabo večjih blokovnih enot. To je eden 
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izmed razlogov, zakaj HEVC podpira in uporablja večje blokovne enote v primerjavi z 
H.264/AVC. Drugi razlog pa je da ima HEVC večjo fleksibilno strukturo pri 
razdeljevanju slike v manjše makrobloke. 
Kot že omenjeno je v HEVC vsaka slika razdeljena na kvadratna slikovna polja, 
imenovana LCUs, velikosti 64 × 64. Pomen LCU v HEVC je isti kot v predhodnih 
standardih. LCU so lahko naprej razdeljeni na manjše enote, imenovane CU (coding 
units) , kateri se potem uporabljajo kot osnova za inter in intra-kodiranje. CU so lahko 
velikosti 64 × 64 kot pri LCU, lahko pa se tudi zmanjšajo na vse do 8 × 8, odvisno od 
posamezne vsebine slike. Zaradi rekurzivne strukture razdeljevanja, je v HEVC 
ustvarjena vsebinsko slikovno prilagodljiva kodirna struktura, prikazana na sliki 7. 
 
Slika 7: Slikovno prilagodljiva kodirna struktura , (a)simetrično, (b)nesimetrično 
 
3.2 Predikcijske enote 
 
Vsak CU je lahko nadaljnjo razdeljen na manjše enote, katere tvorijo osnovo za 
predikcijo. Te enote se imenujejo PU (predikcijske enote). Vsak CU lahko vsebuje en ali 
več PU. PU pa je lahko velikosti kot njihov CU pa vse do  velikosti bloka 4 × 4. Medtem 
ko je lahko LCU nadaljnje manjše velikosti vse do CU, pa je manjšanje velikosti CU v 
PU možno samo enkrat. PU je lahko simetrična ali asimetrična. Simetrični PU je lahko 
________________________________________________________________________
17 
kvadraten ali pravokoten in se lahko uporablja v intra in v interpredikciji. CU velikosti 
2N × 2N je lahko razdeljen na dva simetrična  PU bloka velikosti N × 2N ali 2N × N ali 
na štiri PU velikosti N × N. Asimetrični PU bloki se uporabljajo samo za interpredikcijo. 
To omogoča nadaljnje deljenje blokov, kot je to prikazano na sliki 6. 
3.3 Transformacijske enote 
 
Podobno kot predhodni standardi HEVC uporablja diskretno cosinusno transformacijo 
(DCT). Pri HEVC standardu je TU osnovna enota za proces kvantizacije in 
transformacije. Velikost in oblika TU enot je odvisna od velikosti PU. Velikost 
kvadratnih TU je lahko majhne velikosti 4 × 4 ali pa večje velikosti vse do 32 × 32. 
Nekvadratni TU pa so lahko velikosti 32 × 8, 8 × 32, 16 × 4, 4 × 16. Vsaka CU lahko 
vsebuje en ali več TU; vsak kvadrat je lahko razdeljen na manjše TU. Slika 8 prikazuje 
kako je več TU postavljenih v LCU, slika 9 pa prikazuje primer pozicioniranja 32 × 32 
CU enot v PU in TU.  
 





Slika 9: Razdelitev 32 × 32 CU v PU in TU 
 
3.4 Rezine in struktura bloka 
 
H.264/AVC video kodirni standard uporablja rezine za souporabo kodiranja in 
dekodiranja, prav tako pa s tem omogoča prožnost napake. Vsaka rezina je lahko 
kodirana samostojno, brez uporabe kakršnekoli informacije od druge slike. H.264/AVC je 
predstavil fleksibilno razvrščanje makroblokov FMO (flexible macroblock ordering), kot 
orodje za razvrstitev makroblokov v rezine. Čeprav FMO lahko izboljša prožnost napake 
v visoko izgubnih situacijah, se njegova uporaba v praksi ne uporablja, zaradi same 
kompleksnosti in nižje učinkovitosti kodiranja. HEVC je predstavil strukturo bloka kot 
pomoč paralelnemu procesiranju z več fleksibilnosti kot rezine v H.264/AVC, toda z 
veliko manjšo kompleksnostjo kot FMO. Struktura bloka je definirana kot vertikalna in 
horizontalna meja med področji, ki delijo sliko na pravokotna področja. Slika 10 




Slika 10: Prikaz delitve slike v 9 polj 
 
Razmak med vrsticami in stolpci ne rabi biti točno definiran, kar pripomore k večji 
fleksibilnosti in se bolje obnese pri aplikacijah za zmanjševanje prožnosti napake. V 
vsako strukturi bloka so LCU procesirani po rastrskem zaporedju. Podobno so tudi v sliki 
strukture bloka procesirane v rastrskem zaporedju. HEVC podpira tudi rezine, podobno 
kot tudi H.264/AVC, toda brez FMO. Rezine in struktura bloka se lahko uporabijo skupaj 
v isti sliki. Za možnost vzporednega procesiranja, je vsaka slika razdeljena v manjše 
rezine, imenovane entropijske rezine. Vsaka entropijska rezina je lahko neodvisno 
entropijsko dekodirana brez potrebe po navezi z drugimi entropijskimi rezinami. Na ta 
način lahko procesor obvladuje paralelno entropijsko dekodiranje (slika 8). 
 
3.5 Vzporedno procesiranje 
 
Rezine in struktura bloka omogočata mehanizem, kateri lahko vzporedno kodira in 
dekodira v standardu HEVC. Toda tudi rezine in strukture bloka imajo svoje omejitve, 
kajti statistika uporabljena v entropijskem kodiranju mora biti inicializirana za vsako 
rezino/strukturo bloka posebej. Da bi se izognili tem problemom, HEVC uporablja WPP 
(wavefront parallel processing)[slika 9]. Z WPP lahko dosežemo vzporedno kodiranje in 
dekodiranje ne da bi prekinili proces predikcije. Osnovna ideja je začetek procesiranja 
nove vrstice LCU z novim vzporednim procesiranjem , takoj ko sta bila dva nova LCU 
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procesirana v zgornji vrstici [slika11]. Dva LCU sta zahtevana, ker sta intrapredikcija in 
predikcija gibalnega vektorja odvisna od podatkov direktno nad trenutnim LCU in tistim 
na desni strani. Parametri entropijskega kodiranja so inicializirani na podlagi informacij 
pridobljenih iz dveh kodiranih LCU v vrsti zgoraj. 
 
Slika 11: WPP z 4 nitmi 
 
3.6 Kodiranje znotraj okvirja  
 
Kot H.264/AVC tudi HEVC uporablja blokovno intrapredikcijo za pridobitev prostorske 
korelacije v sliki. HEVC sledi intrapredikciji po principu H.264/AVC toda z večjo mero 
prilagodljivosti. HEVC ima 35 luma intrapredikcijskih enot, medtem ko jih ima 
H.264/AVC le 9. Intrapredikcija je tako lahko izvedena v več različnih velikostih blokov. 




Slika 12: Razlika med HEVC in H.264/AVC luma intrapredikcijo 
 
Število podprtih predikcijskih enot je odvisno od velikosti PUs. HEVC ima tudi planarno 
intrapredikcijsko stopnjo, katera je uporabna za predikcijo gladkih področij slike. V 
planarni stopnji je predikcija generirana iz povprečno dveh linearnih interpolacij 
(vertikalne in horizontalne). Za izboljšanje zmogljivosti intrapredikcije se uporablja 
MDIS. MDIS vključuje preprost nizko pasovni impulzno odzivni filter s koeficienti (1, 2, 
1)/4 za predikcijske vzorce. Glajenje referenčnega signala izboljša zmogljivost predikcije, 




Interkodirane slike so tiste, katere so kodirane s primerjavo glede na druge slike. 
Interpredikcija izkorišča podobnosti med sosednjimi slikami. Kot je že prej omenjeno se 
vsak LCU lahko razdeli na manjše kvadratne CU, kateri se lahko nadaljnje razdelijo na še 
manjše PUs. PUs so lahko kvadratni ali pravokotni. Vsak PU, kodiran z interpredikcijo 
ima set gibalnih parametrov, ki vsebujejo gibalni vektor, referenčni indeks slike, ter 
referenčne zastavice. Interkodirani CU lahko uporabljajo simetrične ali asimetrične 
gibalne particije (angl – Asymetric Motion Partitions - AMP). AMP omogoča asimetrično 
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delitev CU v manjše PU. Slika 13 prikazuje primer, kjer je 32 × 32 CU postavljenih 
asimetrično. 
 
Slika 13: Asimetrična postavitev 32 × 32 CU 
 
AMP se lahko uporabi za CU od velikosti 64 × 64 pa vse do 16 × 16. AMP izboljša 
kodirno učinkovitost, ker dovoljuje PU bolj natančno zajemanje oblike objektov v sliki 
brez nadaljnje potrebe po delitvi slike. 
3.8 Transformacija in kvantizacija  
 
Kot H.264/AVC tudi HEVC uporablja diskretno kosinusno transformacijo (angl. Discrete 
Cosinus Transformation - DCT). HEVC vključuje pretvorbe, katere uporablja za bloke 
velikosti od 4 × 4 do 32 × 32 pikslov. HEVC omogoča tudi transformacijo pravokotnih 
blokov, kjer je transformacijska velikost stolpcev in vrstic lahko različna. Vektorska 
transformacija v HEVC ima boljšo aproksimacijo DCT kot transformacija uporabljena v 
H.264/AVC. Osnovni vektor HEVC transformacije ima vedno isto energije , zato ni 
potrebe po kompenzaciji, kot pri H.264/AVC. HEVC uporablja tudi diskretno sinusno 
transformacijo (angl. Discrete Sinus Transformation - DST) 4 × 4, ki se uporablja za 
bloke kodirane z intrapredikcijsko funkcijo. Med uporabo intrapredikcije se medsebojni 
piksli bolj natančno predvidijo, kot pa tisti piksli, ki so bolj narazen. Posledično se 
možnost napake povečuje če se piksel oddaljuje od meje. DST je za take primere boljša 




3.9 Entropijsko kodiranje 
 
Po transformaciji je na vrsti entropijsko kodiranje, katero ima nalogo kodirati vse 
sintaksne elemente in kvantizacija transformiranih koeficientov. V H.264/AVC je 
CAVLC osnovni entropijski kodirnik. CABAC je opcijsko uporabljen v glavnih in 
visokih profilih. CABAC ima večjo učinkovitost kodiranja od CAVLC zaradi bolj 
sofisticirane zasnove kodirnika. Medtem ko CABAC izboljša kodirno učinkovitost pa na 
drugi strani prinaša večjo kompleksnost samega kodirnika. Slika 14 prikazuje blokovni 
diagram HEVC entropijskega kodirnika.  
 
Slika 14: Shema HEVC entropijskega kodiranja 
 
HEVC entropijsko kodiranje uporablja vse najboljše zmogljivosti CABAC in CAVL 




3.10 Filtriranje v zanki 
 
Filtriranje v zanki pride na vrsto po inverzni kvantizaciji in transformaciji, toda preden je 
rekonstruirana slika uporabljena za predikcijo ostalih slik. Filtriranje v zanki odraža 
dejstvo, da je filtriranje opravljeno pred končno obdelavo, kot del predikcije zanke. 
H.264/AVC vsebuje deblokirni filter v zanki. HEVC prav tako uporablja deblokirni filter 
v zanki znotraj. HEVC uporablja tudi razširitev filtra v zanki imenovanega SAO (sample 
adaptive offset) in ALF (adaptive loop filter). S tem se popravi popačenje, ki je prisotno v 
vmesnih korakih kodiranja (predikcija, transformacija in kvantizacija). Z vključitvijo 
filtriranja, kot del predikcije zanke, bodo slike boljša referenca za gibalno-
kompenzacijsko predikcijo zaradi manjše kodirne popačenosti. 
 
3.11 Deblokirni filter 
 
Blokiranje je znano kot eno izmed najbolj vidnih in objektivnih blokovno orientiranih 
kompresijskih metod. Zaradi tega je v H.264/AVC nizko pasovni filter prilagodljiv 
blokiranju mej na podlagi mejnih moči. To izboljša subjektivno in objektivno kvaliteto 
videa. HEVC podobno kot H.264/AVC uporablja notranjo zanko kot deblokirni filter. V 
HEVC je več vrst blokovnih mej, kot so CU, PU in TU. Celota mej, katere so filtrirane v 
HEVC je skupek vseh mej (razen 4 × 4 blokov, kateri niso filtrirani zaradi prevelike 
kompleksnosti). Za vsako mejo, je sprejeta odločitev, ali se bo deblokiranje izvedlo ali ne. 
Ta odločitev se izvede na podlagi pikslov okoli mej in na podlagi kvantizacijskih 
parametrov v blokih. 
 
3.12 Vzročno prilagodljivi odmik 
 
Vzorčno prilagodljivi odmik (angl. Sample Adaptive Offset - SAO) je novo kodirno 
orodje, predstavljeno v HEVC. SAO vključuje razvrščanje pikslov v več kategorij. Prav 
tako preprosto dodaja odmik vrednost vsakemu pikslu na podlagi njegove kategorije. 
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SAO specificira rekonstruirane piksle v različne kategorije na podlagi njihove gostosti ali 
mejnih lastnosti. Gostost je razdeljena na 32 enakovrednih intervalov od 0 pa do 
maksimalne gostosti. Na primer za 8 bitni podatek, je maksimalna vrednost 255, pasovno 
področje pa je 256/32=8 pikslov široko. 32 pasov je razdeljenih v 2 skupini. Ena skupina 
sestoji iz centralnih 16 pasov, medtem ko druga skupina sestoji iz preostalih 16 
pasov(slika 15). Kodirnik se odloči, katera skupina pasov pripada SAO. 
– 
Slika 15: Primer gostosti pasov skupine za 8 bitov 
 
3.13 Prilagodljivi filter v zanki 
 
HEVC v zanki uporablja prilagodljivi filter (angl. Adaptive Loop Filter - ALF) za 
rekonstrukcijo signala po dekodirnem filtru in po SAO. Filter je prilagodljiv, tako da so 
koeficienti signalizirani v bit streamu, ter so tako lahko zasnovani na podlagi vsebine 
slike in popačenja rekonstruirane slike. Filter se uporablja za obnovitev rekonstruirane 
slike, tako da je napaka med izvorno in rekonstruirano sliko minimalna, oziroma čim 
manjša. HEVC uporablja eno filtrirno obliko, in sicer križno na 3 × 3 kvadratu z devetimi 
koeficienti. Lahko sta uporabljeni dve metodi za vstavljanje različnih filtrov v vsako 
sliko. To sta regijska adaptacija (RA) in blokovna adaptacija (BA). V RA je slika 
razdeljena na 16 regij istih velikosti. Te regije se lahko tudi združijo, vsaka regija pa ima 
lahko svoj filter. V BA so bloki velikosti 4 × 4 razvrščeni v eno izmed 16 kategorij na 
podlagi mejnih aktivnosti in smeri. Kategorije se lahko združijo, na koncu pa bo izbran en 
filter za vsako kategorijo. Koeficienti filtra za vsako regijo se lahko izračunajo s pomočjo 
avtokorelacije in križne korelacije originalnih in rekonstruiranih pikslov v regiji. ALF je 





3.14 Razlika med H.264/AVC in HEVC 
 
Kot že omenjeno je HEVC naslednik standarda H.264/AVC, kateri je v začetku razvoja v 
industriji povzročil veliko mero optimizma gledano iz vidika zmanjšanja pasovne širine, 
spektra, skladiščenja, ter neposrednih potreb za vse več HD vsebin. HEVC je bil iz strani 
ITU-T odobren januarja 2013 in je bil ena izmed najbolj vročih tem pogovorov  na 
področju televizijskih trendov, kot ena izmed rešitev za končno uresničenje ločljivosti 
Ultra HD. HEVC je torej zasnovan z visokimi cilji. Ima namreč veliko večjo paleto orodij 
za doseganje višjega kompresijskega razmerja. Ključna prednost pred H.264/AVC je tako 
manjša pasovna širina, ki naj bi dosegala tudi do 50% boljšo učinkovitost, pri še vedno 
enaki kvaliteti videa. V aplikacijah, kjer zmanjšanje pasovne širine ni prioriteta, lahko 
HEVC bistveno izboljša kakovost videa pri enaki hitrosti kot H.264/AVC. HEVC lahko 
izvaja bolj kompleksen sistem kodiranja, ter je zasnovan tako, da lahko izvaja več 
paralelnih procesorskih operacij. Na ta način dosega večjo učinkovitost kot H.264/AVC, 
za osnovo uporablja namreč ravno H.264/AVC, toda z novimi posodobljenimi 
zmožnostmi. 
 
Tabela 2: Primerjava H.264/AVC in HEVC [9] 
 
Vsak video film je v osnovi zaporedje posameznih sličic (okvirjev). V procesu kodiranja 
nam algoritem vsako sličico razdeli na več blokov. Svetlosti in vrednosti barv v blokih se 
KATEGORIJA H.264 H.265 
Polno ime MPEG-4 PART 10 AVC 




40-50% izboljšana bitna hitrost v 
primerjavi z MPEG-2 
40-50% izboljšana bitna hitrost v 
primerjavi z MPEG-4, pri isti kvaliteti 
slike,  potencial za uresničitev UHD 
resolucije, 2K, 4K 
Specifikacije Podpora vse do 4K ( 4096 × 2304 ), 
Podpora do 59,94 fps 
Podpora vse do 8K UHD ( 8192 × 4320 ), 
Podpora do 300 fps 
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pretvorijo v frekvence, kar poenostavi kodiranje v postopku kvantizacije. Kvantizacija je 
pretvorba signala iz analogne v digitalno obliko. Tu pride do znižanja bitne hitrosti 
oziroma do zmanjšanja velikosti datoteke. Na koncu algoritem pridobljene podatke stisne 
v datoteko, podobno, kot to opravljajo orodja za stiskanje datotek (npr. winrar ter winzip). 
Algoritem stiskanja MPEG je prinesel medsebojno napovedovanje sličic v videu. Sličice 
se med seboj lahko le malo razlikujejo in spreminjajo, velikokrat je v zaporedju 
nespremenjeno ozadje, spreminjajo se le manjši delčki slike. MPEG zato išče zaporedja 
sličic z majhnimi medsebojnimi spremembami. Prvo sličico shrani v celoti, vse druge 
sličice pa shrani le kot razliko med posameznimi sličicami. Med dekodiranjem pa je 
postopek ravno obraten, vse sličice v zaporedju izračuna iz prve sličice ter nato doda njej 
lastne razlike. Tako je kodek MPEG4 temu dodal še notranje napovedovanje, v katerem 
išče podobnosti med pikami. Če je v sličici področje podobnih barv (na primer modrina 
neba) lahko ta del bolj stisne zaradi bolj podobnih vrednosti svetlosti in barv sosednjih 
pik. S tem je kodek MPEG4 lahko sličice videa stisnil do 50 odstotkov bolje kot JPEG. 
Cilj vseh kodirnih algoritmov je torej najti čim več podobnosti, pa naj bo to znotraj sličice 
ali pa med zaporednimi sličicami. Bolj kot je algoritem pri tem natančen, boljši so 
rezultati. Tu pride do razlike v kvaliteti kodiranja med samimi kodeki. Kodirnik HEVC 
išče razlike bolj natančno, ter posledično lahko dela z bloki različnih velikosti. Vse od 
začetkov stiskanja videa je bila velikost bloka  16 × 16 pik, HEVC pa lahko to vrednost 
prilagaja. Na primer 16 × 16 pik za video v nižji ločljivosti, 32 × 32 ali 64 × 64 za video 
ločljivosti HD. Tu se torej HEVC malenkostno razlikuje od MPEG4. Pri iskanju razlik 
med sosednjimi sličicami lahko uporabi večje bloke v postopku notranjega 
napovedovanja, ki učinkovitost kodiranja dvigne za 20 odstotkov, zaradi svoje 
natančnosti pa je bolj učinkovit tudi pri drugi obliki napovedi. Vse to pa seveda gre na 
račun večjih zahtev po procesorski moči. Pričakovanja za HEVC so velika, tako na 
področju tabličnih računalnikov, pametnih telefonov, saj je pri teh napravah še vedno 
pomemben pretok podatkov skozi podatkovne povezave. Največja pričakovanja se 




4. Testiranje HEVC video kodeka 
V tem poglavju bom zgradil sistem za testno kodiranje videa na osnovi referenčne 
programske opreme HM [10]. Za testiranje bom uporabil naključen video posnetek z 
visoko ločljivostjo in dobro kvaliteto slike. Pomembno je tudi, da je video posnetek čim 
bolj kompleksen. Tudi v praksi se redno srečujemo s ''težavami'', katere lahko vidimo v 
video posnetku. Te so na primer visoka ločljivost, gibanje objektov, večbarvnost, 
približevanje in oddaljevanje objekta. Na osnovi tega videa bom izvajal kodiranje z 
omenjenim kodekom, pri čemer bom spreminjal določene parametre. Ti parametri so 
različne bitne hitrosti, ločljivost slike, ter število sličic na sekundo. Prav tako bom na 
podlagi izračuna kompresijskega stiskanja izračunal za koliko procentov se video 
zmanjša, če uporabljamo kodiranje HEVC oziroma H.265. Čeprav je kodiranje HEVC 
trenutno že na voljo kot samostojni program za kodiranje, sem med samim razvojem tega 
kodirnika izdelal testni program, kateri omogoča pretvorbo oziroma kodiranje videa s 
HEVC kodekom.  
Na spletu sem našel navodila za izdelavo testnega odprtokodnega referenčnega programa, 
toda sama izdelava referenčnega programa se je v resnici izkazala za dokaj zahtevno 
nalogo. 
 
4.1 Odprtokodna referenčna programska oprema HM 
 
HM je odprtokodna izvorna koda, namenjena izdelavi kodirnika.  
Namen HM referenčne programske opreme je izvesti referenčno implementacijo 
kodirnika, namenjeno kot odprtokodni program za ocenjevanje in prosto kodiranje [11]. 
Napisan v programskem jeziku C++, HM ni zasnovan za množično svetovno uporabo kot 
fiksni kodirnik. HM kodirnik je v osnovi zelo počasen program, tako da je za uporabo le 
tega zaželjenn čim bolj zmogljiv osebni računalnik, kar pripomore k hitrejšemu 
procesiranju samega kodirnega postopka. Kodirna hitrost HM kodirnika je tako vse prej 
kot časovno idealna. Na začetku razvoja samega programa, na primer pri testni verziji 
0,7, je bil kodirni čas za kodiranje 10 sekundnega posnetka kar 100 ur. Tekom razvoja 
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programa se je seveda ta čas zmanjševal. Med dejavniki, ki pripomorejo k tako dolgemu 
kodirnemu času je v prvi vrsti optimizacija popačenja signala. Taka optimizacija se 
uporablja tudi med postopkom kvantizacije. Skupina JCT-VC je opredelila več izboljšav 
konfiguracijskih parametrov : 
 All intra (AL) 
- vse slike so kodirane z I-slices 
 Random access (RA) 
- zaporedje slik se uporablja naključno po piramidnem sistemu vsako sekundo 
 nizka zakasnitev B-slicov, kjer ni potrebna prerazporeditev slik 
- kodira se samo prva slika z I-slice 
4.2 Sistemske zahteve za izdelavo odprtokodne referenčne programske 
opreme 
 
Za izdelavo HM za začetek potrebujemo osebni računalnik. Same nastavitve za izdelavo 
HM programske opreme se razlikujejo v odvisnosti od operacijskega sistema osebnega 
računalnika. Jaz na svojem računalniku uporabljam windows 7, zato je celotna izdelava 
namenjena za windows 7. Nato potrebujemo razvojno okolje, katero omogoča razvoj 
spletnih aplikacij in servisov. Za naše potrebe zadostuje Visual Studio. Kot sem že omenil 
Visual Studio omogoča razvoj spletnih aplikacij, ter aplikacij z grafičnim vmesnikom ali 
brez, za namizna ali mobilna okolja windows, ter za vse platforme, ki poganjajo NET 
Framework. Visual Studio ima urejevalnik kode, ki nam omogoča izgradnjo kode, 
oblikovanje kode in zaključevanje kode. Nato potrebujemo še program, s katerim lahko 
upravljamo z datotekami in mapami. To nam omogoča Tortoise SVN. Tortoise SVN je ne 
plačljiv odprtokodni program. S Tortoise SVN lahko izvajamo nadzor nad datotekami in 
mapami. Datoteke se nahajajo na nekem skladišču, kar omogoča pridobitev starejših 
različic datotek in vpogled skozi vse spremembe. Potem potrebujemo še video vzorec 
formata .YUV, ter seveda še video predvajalnik, s katerim lahko pogledamo .YUV 
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datoteko. Ko imamo vse našteto lahko začnemo z izdelavo odprtokodne programske 
opreme.  
4.3 Postopek izdelave odprtokodne referenčne programske opreme HM 
 
HM je na spletu na voljo kot izvorna koda, kar omogoča, da lahko to vrsto kodiranja 
uporabljamo na vseh operacijskih sistemih. Jaz se bom v tej diplomski nalogi osredotočil 
na operacijski sistem Windows 7. Potrebno je imeti zadnjo verzijo testnega modela HM 
(tega dobimo na internetu, kjer se osvežujejo zadnje verzije testnih modelov). Lahko 
imamo tudi verzijo, ki ni najnovejša, toda najbolj pogosto se vedno izbere zadnjo verzijo, 
ker je le ta v večini primerov (ni pa nujno) najbolj izpopolnjena. Ko na spletu najdemo 
ustrezno verzijo HM, naredimo na računalniku prazno mapo, v katero nato s pomočjo 
programa Tortoise SVN skopiramo povezavo do zadnje verzije HM [slika 16]  
 
 
Slika 16: Kopiranje testnega modela HM v mapo 
 
S tem korakom smo prenesli projekt v mapo. Potem moramo nastaviti spremenljivko v 
sistem, in sicer za ukaz MSBUILD. To naredimo tako, da na nadzorni plošči odpremo 
mapo ''SYSTEM'', potem ''ADVANCED SYSTEM SETTINGS''. Ko opravimo ta korak 
kliknemo na zavihek ''ADVANCED'', ter zatem kliknemo na ''ENVIROMENT 
VARIABLES''. Ko se nam odpre ta zavihek nato v zavihku ''PATH'' čisto na koncu v 
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polje ''VARIABLE VALUE'' skopiramo 
'';C:\Windows\Microsoft.NET\Framework\v4.0.30319''. Pomembno je, da vse kopiramo 
natančno, kajti drugače se nam ukaz za MSBUILD ne bo odzival, oziroma ga v ukazni 
vrstici CMD ne bomo mogli priklicati. Pomembno je tudi, da imamo na računalniku 
nameščen microsft C++, seveda ustrezne verzije za 32 bitni operacijski sistem, ali pa za 
64 bitni operacijski sistem. Ko končamo s tem korakom gremo nato v ukazno vrstico, 
kamor nato vpišemo ''MSBUILD''. Če smo v zgornjem koraku vse naredili prav, potem se 
nam v ukazni vrstici izpiše sledeče : 
Microsoft (R) Build Engine version 4.0.30319.17929 
[Microsoft .NET Framework, version 4.0.30319.17929] 
Copyright (C) Microsoft Corporation. All rights reserved. 
MSBUILD : error MSB1011: Specify which project or solution file to use because this 
folder contains more than one project or solution file. 
Zdaj ko imamo odprto ukazno vrstico, najdemo pot do našega projekta. V mojem primeru 
je to CD:\Users\Urša\Desktop\test\build. Ko pridemo do želenega projekta izvedemo ukaz 
''msbuild /p:Configuration=Release HM_vc9.sln''. S tem ukazom zgradimo projekt 
v aplikacijo, in sicer v mapo ''Release''. To lahko traja nekaj minut. Po uspešno končanem 
postopku se nam izpiše build succeeded. V prvem poizkusu se mi je izpisala napaka 
MSB3411. Po kratkem iskanju kaj bi ta napaka pomenila, sem ugotovil, da nimam prave 
verzije Microsoft C++. Po kasnejši namestitvi, tokrat prave verzije Microsoft C++, sem to 
napako odpravil, ter uspešno dokončal ta korak. 
Nato odpremo beležnico, ter skopiramo vanjo parametre potrebne za delovanje kodeka, 
ter to shranimo kot datoteko z imenom ''test.cfg''. To datoteko pa shranimo v prej na novo 
ustvarjeno mapo ''Release''. Spisek kopiranih parametrov je dodan v prilogi. V tem koraku 
smo določili posamezne parametre, ki jih bomo potem lahko uporabljali za testiranje 
delovanja kodeka. V isto mapo, v katero smo shranili datoteko ''test.cfg'' dodamo še video 
datoteko YUV, katero lahko prav tako najdemo na spletu. YUV je v bistvu poseben 
format, s katerim se lahko zakodira video posnetek. Video posnetek naj bo čim bolj 
kompleksen in naj vsebuje čim več realnih situacij. Ko imamo v mapi obe datoteki lahko 
v ukazni vrstici izvedemo naslednji ukaz ''TappEncoder.exe –test.cfg –i mobile_cif.yuv''. 
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Ta ukaz začne obdelovati vsako sličico posebej. Ko je postopek končan lahko v ukazni 
vrstici preverimo, kaj se je med samim kodiranjem dogajalo. Natančno lahko vidimo, da 
je prvo sliko zakodiral tako, da ima neko velikost, vsaka naslednja slika pa se od prejšnje 
razlikuje le za drobne malenkosti, oziroma spremembe med samimi zaporednimi 
sličicami, zato je velikost zaporedno kodiranih slik lahko zelo različna. Za vsako sličico 
se nam torej izpiše postopek kodiranja. Prikazana je razlika med posameznimi sličicami 
kot razlika med velikostjo predhodne in naslednje sličice. Tako lahko vidimo kako 
kodirnik kodira zaporedje sličic. Izbrani posnetek za kodiranje je kompleksen, kajti 
vsebuje več različnih ''problemov'' s katerimi se srečujemo pri realnem snemanju videa. 
Ti so visoka ločljivost posnetka, raznobarvnost, oddaljevanje in približevanje objekta, ter 
gibanje objekta. Dejansko zajema vse parametre s katerimi se lahko srečamo v raznih 
filmih, oddajah ipd.. Opravil sem več testov za dva različna video posnetka, in sicer za 
enega z zelo kratko dolžino posnetka, ter za enega z daljšo dolžino posnetka. S tem sem 
hotel ugotoviti, kako je kodirna učinkovitost odvisna od velikosti video posnetka. 
Parameter, ki nas pri testiranju najbolj zanima, je seveda bitna hitrost. Za vsako kodiranje 
videa sem spreminjal vrednosti bitne hitrosti, in sicer od 50 000 bit/s do 10 000 000 bit/s. 
Po zaključku kodiranja lahko pogledamo kakšne kvalitete je sedaj video posnetek, 
kodiran z našim referenčnim vmesnikom. S tem korakom, je v bistvu kodiranje videa s 
HM HEVC zaključeno. V naslednjem poglavju bom podal rezultate kodiranja, ter svoje 
ugotovitve. 
 
4.4 Opis posameznih parametrov programa 
Bitna hitrost avdia / videa (Audio Video Bitrate) 
Bitna hitrost predstavlja hitrost, katera nam pove kako hitro se iz enega prostora na 
drugega prenese določeno število bitov. Bitna hitrost je izražena v bitih na sekundo (bps) 
ali kilo bitih na sekundo (kbps). 
Vzemimo za primer video posnetek, ki je stisnjen na 1000kbs, ima ta posnetek manjši 
obseg dinamike, kot recimo video posnetek, ki je stisnjen na 2000kbs. To v bistvu 
pomeni, da je za ta posnetek uporabljeno manjše število bitov namenjenih za prikaz 
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določene dolžine videa, kar nam prinaša to, da je slika manj razločna od tiste, ki je 
stisnjena na 2000kbs.  
Število vzorcev na sekundo (Sample rate) 
Število vzorcev določa, koliko vzorcev bomo zajemali v določenem časovnem intervalu. 
Ta časovni interval je običajno definiran na sekundo.  
Avdio / video kodek (Audio / video codec) 
Avdio / video kodek je naprava oziroma programska oprema, ki nam omogoča stiskanje 
avdio in video datotek. Najpogosteje se uporablja izgubno stiskanje. Naš namen je ta, da 
odstranjujemo podatke, s katerimi v bistvu deformiramo celoten zapis. Razširjeni podatki, 
tako po obdelavi niso enaki prvotnemu zapisu, toda tako smo dosegli dobro razmerje 
stiskanja, kar pomeni, da smo s stiskanjem močno zmanjšali izvorno datoteko.  
Ločljivost slike (Video frame size) 
Ločljivost slike je podatek, ki nam pove kako podrobna je slika. Večja slikovna ločljivost 
nam tako pomeni večje število podrobnosti, ki jih lahko razberemo iz slike. Ločljivost 
lahko merimo na več načinov. Najpogosteje se uporablja način, ko iz slike razberemo, 
kako blizu sta dve črti, da ju lahko še vedno ločimo. Ločljivost digitalne slike je merjena 
v pikslih. Pri nas imamo standardno velikost določeno 786 × 576. Tehnologija visoke 
definicije HDTV pa ima ločljivost 1920 × 1080 p60, kar prinaša 1080 vodoravnih vrstic, 
vsaka pa ima 1920 pikslov, ter frekvenco osveževanja 60 slik na sekundo. 
Število sličic na sekund (Video framerate) 
Ta nastavitev določa, koliko sličic bo v objavljeni filmski datoteki prikazanih v sekundi. 
Če imamo večje število slik na sekundo, potem je gibanje predmetov ali slik v videu 
videti bolj gladko Število slik na sekundo pri starih kamerah je bilo 6-8, današnje kamere 
pa omogočajo do 120 slik na sekundo. Evropa ima standardizirano število slik na sekundo 
postavljeno na 25 slik na sekundo. Filmi povprečno vsebujejo 24 slik na sekundo. Da bi 
prikazali gibljivost slike, potrebujemo vsaj 10 slik na sekundo. Kot zanimivost naj še 
omenim da je film Hobbit  prvi film, ki podpira novo tehnologijo snemanja filmov z 48 
sličicami na sekundo in je prirejen za sodobno opremljene kino komplekse. Film je tako 
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bolj tekoč, gibanje igralcev in kamere pa bistveno bolj življenjsko. Ob prvem pogledu 
film sicer deluje kot da je digitalno obdelan, vendar pa se oko hitro privadi, splošna 
mnenja gledalcev pa so načeloma zelo pozitivna [12]. 
4.5 Opis postopkov za določanje kvalitete video posnetka 
4.5.1 Subjektivno ocenjevanje 
Ko imamo opravka s subjektivnim ocenjevanjem, to pomeni, da ga izvajajo gledalci 
oziroma izbrani strokovnjaki, ki so seznanjeni s tem kar ocenjujejo. Žal pa so taka 
ocenjevanja precej draga, kajti na razpolago moramo imeti več strokovnjakov na danem 
področju. Najbolj pogost postopek ocenjevanja je MOS (Mean opinion score), kar 
pomeni srednja ocena vrednosti [13]. Sicer se ta test najpogosteje uporablja za avdio, toda 
primeren je tudi za video. Na podlagi testa na koncu dobimo rezultat, ki temelji na 
podlagi določenega testnega števila izvedenih meritev, kjer je kvaliteta zvoka določena s 
strani skupine ljudi oziroma poslušalcev. Test poteka tako, da se več raznih posnetkov 
predvaja več ljudem, kateri na podlagi kriterija, katerega določa tabela številka 3, z oceno 
od 1 do 5 ocenijo posamezne posnetke. Pri ovrednotenju 1 pomeni najslabša vrednost, 5 
pa najboljša. 
Tabela 3: MOS tabela 
MOS Kvaliteta Obrazložitev 
5 Odlično Neopazne razlike 
4 Dobro Zaznavno, vendar nemoteče 
3 Zadovoljivo Nekoliko neprijetno 
2 Slabo Neprijetno 
1 Neprimerno Zelo neprijetno 
 
Za subjektivno ocenjevanje kakovosti video signala moramo: 
 opredelit želena testna področja 
 povabiti določeno število ocenjevalcev 
 na podlagi podanih ocen nato izračunamo povprečno oceno  
Na rezultate ocenjevanje video posnetka lahko vpliva več faktorjev, in sicer :  
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 osvetlitev prostora 
 starost in izobraženost ocenjevalca 
 gledana razdalja 
 tip zaslona 
 kontrast zaslona 
4.5.2 Objektivno ocenjevanje 
 
Pri tem ocenjevanju celoten postopek opravi računalniški program z uporabo raznih 
algoritmov. Objektivna ocenjevalna metoda poteka tako, da kot referenco vzamemo nek 
posnetek, ki ima visoko kvaliteto oziroma ločljivost. Poznamo tri objektivne ocenjevalne 
metode :full reference method (FR) – polnopravna referenčna metoda, reduced  reference 
method (RF)- zmanjšana referenčna metoda, no-referenece methods (NR)- brezreferenčna 
metoda. FR metoda nam pokaže razliko v kvaliteti s primerjavo vsakega piksla kodirane 
slike v primerjavi z originalno sliko. RF metoda iz vsakega posnetka najde podobnosti 
med obema posnetkoma, potem pa ju ustrezno oceni. To je primerno, ko originalni video 
ni dostopen v celoti. NR metodo uporabljamo za ocenitev kakovosti neoriginalnega videa 
brez da bi se sklicevali na referenčni video posnetek.  
 
4.6 Izbira ustreznega ocenjevanja 
 
Subjektivno ocenjevanje bi bilo v mojem primeru najbolj primerno in najhitreje izvedeno. 
Toda glede na to, da subjektivno ocenjevanje določa minimalno 18 ocenjevalcev, ta 
možnost žal odpade. Na srečo pa je v HM odprtokodnem referenčnem programu že 
omogočena ustrezna ocenjevalna možnost. Ta se imenuje PSNR. PSNR pomeni razmerje 
med maksimalno vrednostjo in med vrednostjo signala, proti maksimalnem razmerju 
šuma, kateri pokvari vhodni signal. Zaradi širokega dinamičnega razpona signala, se 
PSNR običajno meri v decibelni logaritemski skali. PSNR se največkrat uporablja kot 
primerjava kvalitete rekonstruiranih signalov, kateri uporabljajo  stiskalne algoritme z 
izgubami. Signal nam predstavlja originalni podatek, šum pa je predstavljen kot napaka, 
katera je vnesena pri kompresiji. Predpostavimo ocenjevanje kvalitete s strani vida 
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človeka. Lahko bi si mislili, da je neka rekonstrukcija slabša od druge, čeprav ima druga 
višji PSNR. Jasno nam je seveda, da če imamo višji PSNR, da je kvaliteta slike boljša. Ob 
primerjavi rezultatov s pomočjo PSNR matrike moramo zato biti pozorni. Zato je njena 
uporaba najbolj smiselna ob enakih postopkih kompresije z istimi referenčnimi podatki. 
Zavedam se, da PSNR metoda ni ravno najboljša izbira, je znana kot slaba, toda rezultati 
so zadovoljivi. V tem primeru je torej izbira PSNR najbolj preprosta in učinkovita.  
 
4.7 Merjenje učinkovitosti 
 
Eden izmed načinov za merjenje učinkovitosti kodiranja kodeka je izračun 
kompresijskega razmerja, ki se izračuna po naslednji enačbi : 
 
                       
                         
                        
 
 
Rezultat izračuna nato pomnožimo s 100, ter tako dobimo količino stisnjenih podatkov v 
odstotkih, kateri predstavljajo velikost izvirne datoteke. Če izračun preseže vrednost 
večjo od 1, to pomeni, da gre za negativno kompresijo. Potem lahko izračunamo tudi 
koliko prostora je bilo s kodiranjem prihranjenega. To izračunamo po sledeči enačbi : 
                                   
 
                     
                         
                        
        
 
S primerjavo velikosti vhodne in izhodne datoteke lahko tudi računsko določimo ali je 
kodiranje s kodekom HEVC res bolj učinkovito od kodiranja s kodekom MPEG-4.  
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4.8 Rezultati testiranja s HM odprtokodnim referenčnim programom 
 
Podatki testiranja prvega videa s HM, imenovanega ''mobile'', so podani v spodnjih 
tabelah [tabela 4 in 5]. Izvedel sem dva testa, in sicer enkrat za testiranje samo tridesetih 
okvirjev sličic, enkrat pa za tristo okvirjev sličic. Pri vsakem testu sem uporabil več 
različnih bitnih hitrosti. S tem sem hotel preveriti, kako število okvirjev sličic vpliva na 
kodiranje video posnetka. Kot lahko opazimo je pri posnetku dolžine tristo okvirjev sličic 
razmerje PSNR večje, kot pa pri posnetku dolžine tridesetih okvirjev sličic. PSNR je kot 
že omenjeno razmerje med maksimalno vrednostjo signala in šuma, ki popači izvorni 
signal. Izraža se v decibelni logaritemski skali. Večja vrednost PSNR pomeni boljšo 
kvaliteto kodiranja. PSNR je največkrat uporabljen kot merilo za kakovost rekonstrukcije 
slik pri algoritmih stiskanja z izgubo. Iz tabele 4 in 5 tako lahko vidimo da je kodiranje 




Tabela 4: Kodiranje video posnetka pri 30 okvirjih 








Zapisani biti (kbit/s) Kodirni čas (s) 
50 69.43 20.84 70.29 160 
100 108.28 21.61 109.11 347 
250 250.19 29.30 251.03 200 
500 500.21 32.40 501.05 525 
1000 1.000,33 35.69 1001.17 503 
2500 2.499,39 41.22 2500.22 710 
5000  4.994,85 47.00 4995.69 595 





Tabela 5: Kodiranje video posnetka pri 300 okvirjih 
Razmerje Y-PSNR / Bitna hitrost pri 300 okvirjih slike 







Zapisani biti (kbit/s) Kodirni čas (s) 
50 50.01 23.05 50.79 1660 
100 100.13 26.10 100.90 3184 
250 250.05 30.13 250.83 3606 
500 500.02 33.02 500.79 3399 
1000 1.000,05 36.63 1000.82 5195 
2500  2.500,04 42.83 2500.82 6394 
5000  4.999,86 47.88 5000.63 8425 
10000  9.553,21 57.51 9553.99 10051 
 
 





















 Slika 18: Razmerje bitna hitrost / PSNR pri 300 okvirjih  
 
S HM odprtokodnim referenčnim programom sem torej pretvoril video ''mobile''. Na sliki 
19 in 20 lahko vidimo primer kodiranja videa z različnimi bitnimi hitrostmi. Video na 
sliki 19 je zakodiran z bitno hitrostjo 50 kbit/s. na levi strani imamo original video 
posnetek, na desni pa s HEVC HM kodiran video posnetek. Lahko vidimo razliko v 
kvaliteti kodiranja. Toda razlika se dejansko vidi samo pri zaustavitvi slike. Tako lahko 
na desni sliki, katera je kodirana s HM, vidimo, da pri zaustavitvi slike pride do rahle 
zameglitve pri posameznih objektih, ki so v gibanju. Toda če na ta način prihranimo do 
50% bitne hitrosti, ter če je slika pri tekočem delovanju posnetka nemotena, nas to 



















Slika 19: Primerjava kvalitete kodiranja pri 50 kbit/s 
 
 
Slika 20: Primerjava kvalitete kodiranja pri 10 000 kbit/s 
 
Da pa bi dokazali, da je HEVC res bolj učinkovit kot H264 pa potrebujemo neposredno 
primerjavo s H264 kodekom. To se najlažje naredi s programom ffmpeg. Ffmpeg je 
brezplačna programska oprema, ki vključuje knjižnice in programe za obdelavo 
multimedijskih datotek [14]. Ffmpeg vsebuje tudi avdio/video kodirno knjižnico. 
Vključuje tudi ffmpeg ukazno vrstico, ki omogoča pretvorbo multimedijskih datotek. S 
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ffmpeg lahko tako zelo hitro in enostavno pretvorimo video datoteke v druge formate. 
Ffmpeg si lahko prenesemo iz spleta. Namestitev ni potrebna, potrebno je le prenesti 
program, ter ga skopirati v poljubno mapo. Potem potrebujemo le še posnetek, katerega 
hočemo pretvoriti. Vse kar potrebujemo za pretvorbo našega originalnega yuv posnetka s 
kodekom H.264 je naslednji ukaz : ffmpeg -s 352x288 -pix_fmt yuv420p -i 
mobile_cif.yuv -c:v libx264 -preset medium -x264-params crf=20 -c:a aac -strict 
experimental -b:a 128k mobile_cif_h264_CRF20.mp4. Pri ukazu so pomembne naslednje 
stvari, in sicer pravilen zapis imena video datoteke, vrednost crf in velikost slike. Kot sem 
že omenil je pomembno, da pravilno zapišemo ime video datoteke, kajti drugače ga z 
ukazom ne bomo mogli priklicati. Pomembna je tudi vrednost crf, ki pomeni stopnjo 
kvantizacije. To lahko poljubno spreminjamo. Jaz sem spreminjal crf vrednost od 5 pa do 
45 z vmesnim korakom po 5. Potem pa je potrebno biti pozoren še na razmerje velikosti 
slike. To mora biti 352 x 288, saj pretvarjamo yuv format, ki ima točno določeno velikost 
slike. Ko izvedemo ta ukaz, dobimo s H.264 kodekom pretvorjen video posnetek. Iz tega 
lahko vidimo kakšno velikost na disku smo dejansko dobili. Velikost dobimo podano 
vedno v bajtih, zato moramo če hočemo dobiti velikost v kbit/s velikost posnetka množiti 
z 8, ter nato rezultat deliti s 1000 (pretvornik za kilo), ter še s samo dolžino video 
posnetka. Tako smo pretvorili yuv datoteko s H.264 kodekom. Naša izhodna datoteka je 
sedaj formata mp4. Če hočemo izračunati PSNR v primerjavi z originalno yuv datoteko, 
moramo zato to mp4 datoteko pretvoriti nazaj v yuv datoteko. To naredimo z ukazom : 
ffmpeg.exe -i mobile_cif_h264_CRF20.mp4 -vcodec rawvideo -f rawvideo 
mobile_cif_h264_CRF20.yuv. Za izračun PSNR sem izbral program MSU video quality 




Slika 21: MSU video quality measurement tool 
Program omogoča izračun PSNR med več različnimi video datotekami. Rezultate nam 
izpiše v excel datoteko. Obstaja pa tudi možnost pretvorbe originalnega yuv posnetka že 
neposredno s HEVC kodekom, toda le ta se ne izkaže za tako dobro, kot je tista s HM 
HEVC kodirnikom.  
Seveda je zanimiva tudi primerjava kodiranja med več različnimi video posnetki. 
Zanimivo je namreč videti, kako se video kodira v odvisnosti od kompleksnosti video 
posnetka. Kot sem že na začetku omenil je smiselno, da vzamemo čim bolj kompleksen 
video s sceno, ki naj je čim bolj dinamična. Vsebuje naj premikanje, približevanje kadra 
in čim več barv. Vse to vsebuje video imenovan mobile. Velikokrat na televiziji v 
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večernih urah na televiziji gledamo poročila. Tam lahko vidimo, da je slika večino časa 
zelo stacionarna, kar pomeni, da je večino časa viden samo en kader. Največje 
spremembe oziroma gibanja na posnetku so premikanje glave, rok in ust. Dober primer 
takega videa je video akiyo. Kot vmesno možnost pa sem našel še video posnetek 
waterfall. Na tem video posnetku lahko vidimo v daljavi deroči vodni slap s 
približevanjem in oddaljevanjem kamere. Prisoten je tudi gozd v pozni jeseni s široko 
paleto barv. Za kodiranje sem torej uporabil več video posnetkov, vsak pa ima drugačen 
kader. Na grafu bomo tako lahko lepo videli dejansko razliko pri vseh možnostih video 
kodiranja.  
Tabela 6: R1 ciljna bitna hitrost, R1' dejanska bitna hitrost 
FILM MOBILE AKIYO WATERFALL 
KODEK HEVC HEVC HEVC 
R1(kbit/s) 50 50 50 
R1'(kbit/s) 50,01 50,76 51,16 
R2(kbit/s) 100 100 100 
R2'(kbit/s) 100,13 100,74 101,1 
R3(kbit/s) 250 250 250 
R3'(kbit/s) 250,05 250,34 251,13 
R4(kbit/s) 500 500 500 
R4'(kbit/s) 500,02 500,37 501,06 
R5(kbit/s) 1000 1000 1000 
R5'(kbit/s) 1000,05 999,72 1001,07 
R6(kbit/s) 2500 2500 2500 
R6'(kbit/s) 2500,04 2458,46 2500,78 
R7'(kbit/s) 5000 5000 5000 
R7'(kbit/s) 4999,86 3264,64 5000,05 
R8(kbit/s) 10000 10000 10000 
R8'(kbit/s) 9553,21 3302,61 9056,44 
 
Tabela 7: Kvantizacijski parametri 
VIDEO KODEK R1 R2 R3 R4 R5 R6 R7 R8 
MOBILE H264 10 15 20 25 30 35 40 45 
AKIYO H264 10 15 20 25 30 35 40 45 





Slika 20: Primer kodiranja akiyo slike 
 
 





Slika 22: Primerjava učinkovitosti MOBILE 
 
Slika 23: Primerjava učinkovitosti AKIYO 
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Slika 25: Primerjava učinkovitosti kodiranja 
 
Na sliki 25 lahko vidimo končno primerjavo vseh treh posnetkov. Kot lahko opazimo, je 
najnižje na grafu krivulja videa mobile. Video mobile je iz vseh treh posnetkov v bistvu 
najbolj kompleksen. Vsebuje veliko spremenljivih faktorjev, kar povzroči potrebo po višji 
bitni hitrosti. Razgibanost v samem video posnetku povzroči tudi nižjo PSNR vrednost v 
primerjavi z ostalima dvema posnetkoma. Malo višje na grafu vidimo krivulje videa 
waterfall, ki je malo manj kompleksen od videa mobile. Čisto na vrhu grafa pa vidimo 
krivulje videa akiyo, katerega kodirnik kodira najlažje, saj se med samim videom kader 
večinoma ne spreminja in je večino časa isti. Posledično lahko tudi opazimo, da je zato 
višji tudi PSNR.  
Kateri kodek je torej bolj učinkovit, ter v kolikšni meri je boljši? Že po samem grafu 
lahko vidimo, da je krivulja HM HEVC kodirnika vedno nad krivuljo kodeka H.264. Že 
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potencial HEVC kodeka naj bi sicer bil pri še višjih bitnih hitrostih od teh s katerimi sem 
kodiral, kar se v grafu prav tako lepo vidi. Vidimo, da je učinkovitost kodiranja pri nizkih 
bitnih hitrostih pri obeh kodekih skoraj ista. Razlika pa se lepo vidi, ko začnemo za 
kodiranje uporabljati večje bitne hitrosti. Toda če bi s HEVC HM kodirnikom želeli 
kodirati še z višjimi bitnimi hitrostmi bil to prevelik časovni zalogaj. S kodiranjem sem 
tako dokazal, da je HEVC resnično bolj učinkovit kodek od kodeka H.264, in sicer v 
povprečju od 20 – 30%. Da bi odkrili polni potencial HEVC kodeka, pa bi bilo smiselno 





Na začetku diplomske naloge sem na kratko opisal trenutno najbolj uporabljen kodek 
MPEG4, ter najbolj obetaven kodek v prihodu HEVC. Nato sem v nadaljevanju opisal 
postopek izdelave HEVC odprtokodnega referenčnega vmesnika. Največ časa pri 
diplomskem delu sem imel ravno z izdelavo vmesnika. Za izdelavo streama uporabil 
idejo iz spleta, toda ker je ta ideja še vedno bila testna je bilo potrebno kar nekaj časa in 
truda za izdelavo. Po predstavljenih zahtevah za izdelavo vmesnika sem izdelal koncept 
in na podlagi tega izbral tudi ustrezne dodatne programe. Ko mi je nato uspelo nastaviti in 
prilagoditi vse programe, potrebne za izdelavo vmesnika, sem se lahko lotil kodiranja 
video posnetka. V beležnici se lahko spreminja posamezne parametre za kodiranje 
videoposnetka. Pri tem postopku ni bilo večjih težav. Eden izmed večjih problemov 
samega procesa kodiranja je čas kodiranja. Čas kodiranja je v veliki meri odvisen od 
zmogljivosti računalnika. Za hitrejše kodiranje bi bil priporočljiv zmogljivejši računalnik. 
Kodiranje dvanajst sekundnega posnetka je trajalo približno eno uro. Kodiranj sem 
izvedel 24, kar pomeni približno 24 ur kodiranja za posnetek dolg dvanajst sekund. 
Največji problem kodiranja je torej v času. Toda to je testna verzija. Pri testiranju s HM 
referenčnim kodekom moramo vedeti, da ni optimiziran glede na hitrost izvajanja 
kodiranja. V kodeku HEVC je torej velik potencial, ki bo močno dvignil nivo avdio video 
kodekov. Kaj pa sama zmogljivost in primerjava učinkovitosti z H.264/AVC?  
HEVC predstavlja številne inovacije in prednosti v primerjavi s predhodnimi video 
kodirnimi standardi. HEVC uporablja osnovni blokovno gibalni kompenzacijski hibridni 
koncept, kot prejšnji standardi, toda z nekaj novostmi. Z uporabo novih tehnologij 
kodiranja s HEVC, oziroma kar konkretno rečeno s HEVC HM kodirnikom, tako 
dosežemo vse do 30% boljšo učinkovitost kodiranja, kar se lepo vidi na izrisanem grafu.  
Sicer pa večjih problemov s samim procesom kodiranja, ni bilo. Večina programov danes 
opravlja stiskanje že skoraj popolnoma avtomatsko. Če ob uporabi kvalitetnega izvora 
podatkov, namenimo tej tehnologiji vsaj malo pozornosti, bomo z rezultatom stiskanja 
najverjetneje pozitivno presenečeni. Kadar se lotevamo kateregakoli tovrstnega stiskanja 
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podatkov, močno priporočam, da se pred tem opravi tudi kratek preizkus. Tako se lahko 
najbolje prepričamo ali je stiskanje uspešno in ali nam rezultat stiskanja ustreza.  
Svetovni splet in njegova vsebina iz dneva v dan brezmejno rasteta. Tukaj je tehnologija 
stiskanja podatkov samo ena izmed tovrstnih tehnologij, ki stojijo v ozadju svetovnega 
spleta in mu odpirajo nove poti. Kombinacije algoritmov in metod se še vedno razvijajo 
ter posledično prinašajo nove formate in nove programske zahteve. Te nam bodo 
najverjetneje povzročale preglavice, prav tako pa nam bodo dajala nove možnosti, za še 
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1. Parametri datoteke ''test.cfg'' 
#======== File I/O ===================== 
BitstreamFile                 : mobile.hevc 
ReconFile                     : mobile_out.yuv 
  
FrameRate                     : 24          # Frame Rate per second 
FrameSkip                     : 0           # Number of frames to be 
skipped in input 
SourceWidth                   : 352         # Input  frame width 
SourceHeight                  : 288         # Input  frame height 
FramesToBeEncoded             : 10          # Number of frames to be coded 
  
#======== Unit definition ================ 
Ma×CUWidth                    : 64          # Ma×imum coding unit width in 
pi×el 
Ma×CUHeight                   : 64          # Ma×imum coding unit height in 
pi×el 
Ma×PartitionDepth             : 4           # Ma×imum coding unit depth 
QuadtreeTULog2Ma×Size         : 5           # Log2 of ma×imum transform 
size for 
                                            # quadtree-based TU coding 
(2...6) 
QuadtreeTULog2MinSize         : 2           # Log2 of minimum transform 
size for 
                                            # quadtree-based TU coding 
(2...6) 
QuadtreeTUMa×DepthInter       : 3 
QuadtreeTUMa×DepthIntra       : 3 
  
#======== Coding Structure ============= 
IntraPeriod                   : -1          # Period of I-Frame ( -1 = only 
first) 
DecodingRefreshType           : 0           # Random Accesss 0:none, 1:CDR, 
2:IDR 
GOPSize                       : 4           # GOP Size (number of B slice = 
GOPSize-1) 
  
#        Type POC QPoffset QPfactor tcOffsetDiv2 betaOffsetDiv2  
temporal_id #ref_pics_active #ref_pics reference pictures predict deltaRPS 
#ref_idcs reference idcs  
Frame1:  B    1   3        0.4624   0            0               
0           4                4         -1 -5 -9 -13       0 
Frame2:  B    2   2        0.4624   0            0               
0           4                4         -1 -2 -6 -10       1      -1       
5         1 1 1 0 1 
Frame3:  B    3   3        0.4624   0            0               
0           4                4         -1 -3 -7 -11       1      -1       
5         0 1 1 1 1             
Frame4:  B    4   1        0.578    0            0               
0           4                4         -1 -4 -8 -12       1      -1       
5         0 1 1 1 1 
ListCombination               : 1           # Use combined list for uni-
prediction in B-slices 
  
#=========== Motion Search ============= 
FastSearch                    : 1           # 0:Full search  1:TZ search 
SearchRange                   : 64          # (0: Search range is a Full 
frame) 
BipredSearchRange             : 4           # Search range for bi-
prediction refinement 
HadamardME                    : 1           # Use of hadamard measure for 
fractional ME 
FEN                           : 1           # Fast encoder decision 
FDM                           : 1           # Fast Decision for Merge RD 
cost 
  
#======== Quantization ============= 
QP                            : 32          # Quantization parameter(0-51) 
Ma×DeltaQP                    : 0           # CU-based multi-QP 
optimization 
Ma×CuDQPDepth                 : 0           # Ma× depth of a minimum CuDQP 
for sub-LCU-level delta QP 
DeltaQpRD                     : 0           # Slice-based multi-QP 
optimization 
RDOQ                          : 1           # RDOQ 
RDOQTS                        : 1           # RDOQ for transform skip 
  
  
#=========== Deblock Filter ============ 
DeblockingFilterControlPresent: 0           # Dbl control params present 
(0=not present, 1=present) 
LoopFilterOffsetInPPS         : 0           # Dbl params: 0=varying params 
in SliceHeader, param = base_param + GOP_offset_param; 1=constant params in 
PPS, param = base_param) 
LoopFilterDisable             : 0           # Disable deblocking filter 
(0=Filter, 1=No Filter) 
LoopFilterBetaOffset_div2     : 0           # base_param: -13 ~ 13 
LoopFilterTcOffset_div2       : 0           # base_param: -13 ~ 13 
  
#=========== Misc. ============ 
InternalBitDepth              : 8           # codec operating bit-depth 
  
#=========== Coding Tools ================= 
SAO                           : 1           # Sample adaptive offset  (0: 
OFF, 1: ON) 
AMP                           : 1           # Asymmetric motion partitions 
(0: OFF, 1: ON) 
TransformSkip                 : 1           # Transform skipping (0: OFF, 
1: ON) 
TransformSkipFast             : 1           # Fast Transform skipping (0: 
OFF, 1: ON) 
SAOLcuBoundary                : 0           # SAOLcuBoundary using non-
deblocked pi×els (0: OFF, 1: ON) 
  
#============ Slices ================ 
SliceMode                : 0                # 0: Disable all slice options. 
                                            # 1: Enforce ma×imum number of 
LCU in an slice, 
                                            # 2: Enforce ma×imum number of 
bytes in an 'slice' 
                                            # 3: Enforce ma×imum number of 
tiles in a slice 
SliceArgument            : 1500             # Argument for 'SliceMode'. 
                                            # If SliceMode==1 it represents 
ma×. SliceGranularity-sized blocks per slice. 
                                            # If SliceMode==2 it represents 
ma×. bytes per slice. 
  
                                            # If SliceMode==3 it represents 
ma×. tiles per slice. 
  
LFCrossSliceBoundaryFlag : 1                # In-loop filtering, including 
ALF and DB, is across or not across slice boundary. 
                                            # 0:not across, 1: across 
  
#============ PCM ================ 
PCMEnabledFlag                      : 0                # 0: No PCM mode 
PCMLog2Ma×Size                      : 5                # Log2 of ma×imum 
PCM block size. 
PCMLog2MinSize                      : 3                # Log2 of minimum 
PCM block size. 
PCMInputBitDepthFlag                : 1                # 0: PCM bit-depth 
is internal bit-depth. 1: PCM bit-depth is input bit-depth. 
PCMFilterDisableFlag                : 0                # 0: Enable loop 
filtering on I_PCM samples. 1: Disable loop filtering on I_PCM samples. 
  
#============ Tiles ================ 
UniformSpacingIdc                   : 0                # 0: the column 
boundaries are indicated by ColumnWidth array, the row boundaries are 
indicated by RowHeight array 
                                                       # 1: the column and 
row boundaries are distributed uniformly 
NumTileColumnsMinus1                : 0                # Number of columns 
in a picture minus 1 
ColumnWidthArray                    : 2 3              # Array containing 
ColumnWidth values in units of LCU (from left to right in picture)    
NumTileRowsMinus1                   : 0                # Number of rows in 
a picture minus 1 
RowHeightArray                      : 2                # Array containing 
RowHeight values in units of LCU (from top to bottom in picture) 
  
LFCrossTileBoundaryFlag           : 1                  # In-loop filtering 
is across or not across tile boundary. 
                                                       # 0:not across, 1: 
across  
  
#============ WaveFront ================ 
  
WaveFrontSynchro                    : 0                # 0:  No WaveFront 
synchronisation (WaveFrontSubstreams must be 1 in this case). 
                                                       # >0: WaveFront 
synchronises with the LCU above and to the right by this many LCUs. 
  
#=========== Quantization Matri× ================= 
ScalingList                   : 0                      # ScalingList 0 : 
off, 1 : default, 2 : file read 
ScalingListFile               : scaling_list.t×t       # Scaling List file 
name. If file is not e×ist, use Default Matri×. 
  
#============ Lossless ================ 
TransquantBypassEnableFlag: 0  # Value of PPS flag. 
CUTransquantBypassFlagValue: 0 # Constant lossless-value signaling per CU, 
if TransquantBypassEnableFlag is 1. 
  
#============ Rate Control ====================== 
RateControl                         : 0                # Rate control: 
enable rate control 
TargetBitrate                       : 1000000          # Rate control: 
target bitrate, in bps 
KeepHierarchicalBit                 : 1                # Rate control: keep 
hierarchical bit allocation in rate control algorithm 
LCULevelRateControl                 : 1                # Rate control: 1: 
LCU level RC; 0: picture level RC 
RCLCUSeparateModel                  : 1                # Rate control: use 
LCU level separate R-lambda model 
InitialQP                           : 0                # Rate control: 
initial QP 
RCForceIntraQP                      : 0                # Rate control: 
force intra QP to be equal to initial QP 
  
### DO NOT ADD ANYTHING BELOW THIS LINE ### 
### DO NOT DELETE THE EMPTY LINE BELOW ##
  
 
