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RESUMEN
En la unidad académica Río Gallegos de la
Universidad Nacional de la Patagonia Austral,
se realiza la distribución y asignación de cada
cátedra a un aula, de forma manual, confor-
mando así la grilla de horarios de la unidad.
Son conocidas las frecuentes dificultades con
las que se encuentra el personal a cargo al mo-
mento de realizar la tarea de reasignación de
espacios ante eventos especiales, con resulta-
dos que, ante la premura, terminan desaprove-
chando el recurso edilicio que posee la citada
unidad académica.
Nos hemos propuesto diseñar un modelo efec-
tivo y flexible que realice esta tarea, minimi-
zando la diferencia entre capacidad del au-
la y alumnos anotados por asignatura. Dicho
modelo adopta las estrategias de un algoritmo
evolutivo.
Palabras Claves: Algoritmos Evolutivos -
Optimización.
1. Introducción
La asignación de la carga horaria de cada
cátedra, a un aula (o espacio físico) disponible,
es una tarea que se realiza manualmente en la
Unidad Académica Río Gallegos de la UNPA.
Las dificultades no se hacen esperar al mo-
mento de reasignar dichos espacios, por diver-
sos motivos. Ni en las asignaciones originales
ni en las reasignaciones, se tiene en cuenta la
capacidad máxima de un espacio físico, des-
perdiciando este recurso. Esto sin mencionar
los conflictos de asignaciones que sólo son de-
tectados cuando llega el reclamo de los docen-
tes al momento de descubrir la falla.
Nos hemos planteado el problema de obte-
ner una distribución óptima de los espacios fí-
sicos disponibles minimizando (en esta primer
etapa del proyecto) el número de bancos inu-
tilizados. En comparación con otros trabajos
realizados (ver [1] y [2]), en nuestro caso la
tarea se ve simplificada por el hecho de dispo-
ner de todos los espacios físicos en un mismo
campus universitario, evitando así el problema
de la movilidad de los alumnos. Así mismo to-
das las aulas disponen de las condiciones am-
bientales óptimas para su funcionamiento (ca-
lefacción, en nuestro caso).
Dentro de la amplia calificación de algorit-
mos evolutivos, nos hemos centrado en la mo-
delización del problema haciendo uso de los
Algoritmos Genéticos, sin descartar otros mo-
delos para futuros enfoques.
2. Breve caracterización de
un Algoritmo Genético
Un Algoritmo Genético (AG) consta de una
representación esquemática a la que aplica una
técnica de búsqueda (enfocada a problemas de
optimización) basada en las teorías evolutivas
Neodarwinianas. Es así que consta de proce-
sos de selección de individuos más aptos de
una población, que sobreviven al adaptarse,
más eficientemente, a las exigencias del en-
torno. Este proceso se controla actuando sobre
los genes de un individuo en los que está codi-
ficada cada una de sus características.
2.1. Bondades de un AG
Un AG difiere de los algoritmos tradiciona-
les en los siguientes aspectos:
Trabaja con la codificación de un conjun-
to de parámetros, no con los parámetros
entre sí.
Evalúa un grupo de soluciones en lugar
de un solución por vez.
Usa reglas de transiciones probabilísticas
en lugar de reglas determinísticas.
Evalúa las posibles soluciones sin apli-
car ningún proceso de inferencia, salvan-
do obstáculos vinculados a la definición
de la función de supervivencia.
2.2. Representación del individuo
Un AG codifica las características del pro-
blema, representando los genes de cada indi-
viduo (o cromosoma) de la población de al-
guna manera. La forma tradicional de un AG
(propuesta por John Holland) representa por
ceros y unos los genes de cada cromosoma,
aunque existen otros tipos de representacio-
nes. La elección adecuada de dicha represen-
tación juega un papel importante en la eficacia
del AG.
2.2.1. Nuestra elección de individuo
Hemos decidido modelar a nuestro cromo-
soma o individuo como una serie de matrices
que representan la semana laboral, donde cada
matriz conserva la información por dia, cada
una de estas matrices está compuestas por fi-
las que representan a las aulas y por columnas
de horas, por lo que cada celda representa la
asignación de un aula a una asignatura por una
unidad de tiempo (generalmente una hora) de-
bido a que las asignaturas pueden constar de
4,6,8,9 o 10 horas semanales en modulos de
2hs, 3hs o 4hs. Esta forma de ver al cromoso-
ma evita la superposición de asignaciones.
2.3. La función fitness o función de
aptitud
Representa el “ecosistema” donde el indi-
viduo vivirá; el que mejor se adapte, sobrevi-
ve. Matemáticamente hablando es la función-
Representación del indiviuo (cromosoma).
parámetro que evalúa una solución propuesta
por el algoritmo.
2.3.1. Nuestro modelo de fitness
Estableciendo como premisa la intención
de minimizar el espacio áulico desperdiciado,
surge claramente que un primer intento de es-
tablecer la “regla de la vida” para los indivi-
duos de la población, se obtiene al monitorear
la sumatoria de las diferencias entre el espa-
cio físico del aula (en número de bancos) y
el número de alumnos inscriptos a la cátedra
asignada para esa aula. En síntesis:
Difp = CapAulai − AlCatedrai
∆p = ΦDifp
Fp =
pob∑
i=1
(∆p),
El valor Φ representa una constante de penali-
zación da tal manera que:
a) Si Difp = 0 tenemos la situación ideal,
luego Φ = 1.
b) Si Difp < 0 tenemos el caso donde la ca-
pacidad del aula es inferior al número de
alumnos inscriptos en la cátedra (estado no
deseado), luego se le asigna a Φ un valor lo
suficientemente grande como para que el
algoritmo le aplique una probabilidad baja
en su proceso de supervivencia.
c) Si Difp > 0 tenemos el caso donde la ca-
pacidad del aula es superior al número de
alumnos inscriptos. Esta es una situación
deseada, sin embargo el algoritmo buscará
la configuración que minimice este valor.
2.4. Generación de la población
inicial o Birthpop
La primer etapa de un AG es la generación
de la población inicial.
2.4.1. Nuestra birthpop.
Estamos evaluando dos alternativas, una de
ellas es la generación clásica de una población
inicial, es decir, totalmente aleatoria; como se-
gunda opción se considera iniciar desde una
asignación existente creada con una técnica
tradicional (manual), buscando la optimiza-
ción de dicha asignación. Para respetar la es-
cencia de los algoritmos genéticos, la creacion
de la poblacion inicial se realiza de forma alea-
torea realizando un sorteo de las aulas entre las
asignaturas a cubrir, si la celda sorteada se en-
cuentra ocupada se sortea nuevamente.
2.5. Operadores de un AG
Un AG consta, escencialmente, de tres pro-
cesos conocidos como: selección, crossover o
cruzamiento y mutación; los que, al aplicarse
garantizan la dinámica evolutiva que lo carac-
teriza.
2.5.1. Nuestro operador de selección
En nuestro modelo hemos elegido utilizar
un proceso de selección basado en la rueda de
la ruleta, es decir de la generación de hijos,
se seleccionarán, probabilísticamente aquellos
que mejor se ajustan a nuestra función fitness.
2.5.2. Nuestro operador de crossover
Este proceso consiste en entrecruzar sub-
cadenas o partes del cromosoma (individuo)
siguiendo algún método no determinístico de
elección, tanto del número de subcadenas a
intercambiar como del lugar del cromosoma
donde se aplica la selección.
Se está evaluando la variante que mejor se
adapte a nuestro modelo.
2.5.3. Nuestro operador de mutación
El operador mutación consiste en la altera-
ción aleatoria de cada uno de los genes del in-
dividuo con cierta probabilidad. El objetivo de
la mutación es el de producir diversidad en la
población. Supongamos que al generar aleato-
riamente la población inicial, en la misma po-
sición de todos los cromosomas sólo aparece
un único elemento del alfabeto utilizado, ésto
supondrá que con los operadores reproducción
y cruce nunca cambiará dicho elemento, por lo
que puede ocurrir que jamás se alcance la solu-
ción óptima de nuestro problema. Es necesario
un operador que pueda cambiar aleatoriamen-
te cualquier elemento de cualquier individuo.
Esta es la misión del operador mutación.
En nuestro caso, seduce la idea de intercam-
biar aquellos genes caracterizados por aulas de
idéntica capacidad, aunque aún está en proce-
so de evaluación. Algunas ideas consisten en:
a) la posiblilidad de utilizar Automatas Celula-
res a nivel del gen, aprovechando la estructura
matricial pensada para el individuo. b) Reali-
zar una mutación a nivel del cromosoma, im-
plementado a traves del reordenamiento gene-
tico mediante un intercambio de días.
3. Implementación
Se esta realizando las primeras pruebas de
codificación en C++, debido a que posibilita
el total control de los procesos y datos, sien-
do necesaria una amplia conciencia de estos.
Se opto por tecnologías Orientadas a Objetos
ante la posibilidad del uso de patrones de di-
seño como el Strategy del Catálogo de Patro-
nes Gamma [5] que facilita la implementacion
eficiente de familias de algoritmos, de forma
encapsuladas e intercambiables, entre otros.
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