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Tato bakalářská práce se zabývá návrhem a implementací mobilní aplikace webu www.itiltrenazer.cz 
pro Android. Vytvořená aplikace umožňuje uživatelům řešit a spravovat tréninky a scénáře pro nácvik 
postupů dle Information Technology Infrastructure Library (ITIL) se zaměřením na návrh a provoz 
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scenarios for practicing of selected methods of Information Technology Infrastructure Library (ITIL) 
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Se stále rostoucím počtem mobilních zařízení a dostupnosti mobilního internetu se mění styl 
konzumace webového obsahu. Vlastníci webových stránek na toto odpovídají vytvářením mobilních 
verzí svých webů, nebo vydají vlastní mobilní aplikaci, která zprostředkuje všechen obsah a 
funkcionalitu webové verze do jejich mobilních zařízení optimalizované pro dotykové rozhraní. 
 Tato bakalářská práce se zabývá návrhem a implementací mobilní aplikace pro systém android, 
webového informačního systému1 pro procvičování vybraných postupů dle Information Technology 
Infrastructure Library (ITIL) se zaměřením na návrh a provoz služeb. Cílem aplikace je zprostředkovat 
funkcionalitu webové verze skrze rozhraní uzpůsobené mobilním, dotykovým zařízením. 
 Teoretický úvod do dané problematiky je popsán v kapitole 2. Představuje standard ITIL a jeho 
části správy událostí, incidentů a problémů. Je zde také představena webová aplikace ITIL trenažer a 
jeho architektura. V kapitole 3 je popsána platforma Android a její nástroje a stavební prvky, které 
poskytuje a které jsem využil ve své práci. 
Kapitola 4 se poté bude zabývat návrhem uživatelského rozhraní a také návrhem webového 
rozhraní, které využívá mobilní aplikace. 
V kapitole 5 je popsána implementace webového rozhraní, http klienta mobilní aplikace, 
uživatelského rozhraní a také rozepsány důležité návrhové vzory použité v této aplikaci. Dále jsou v této 
kapitole zmíněna témata ohledně kompatibility a jsou zde detailněji popsány implementace scénářů a 
řešení problémů s nimi spojených. 
Nakonec v kapitole 6 je závěr se zhodnocením celého projektu spolu s návrhy na možná 
budoucí zlepšení. 
Součástí této práce jsou také dvě přílohy. V příloze A jsou zobrazeny ukázky částí kódu, který 
provádí nějakou často prováděnou akci v aplikaci. Do přílohy B jsem zase dal obrázky webové aplikace 
s mobilní, aby bylo vidět srovnání uživatelského rozhraní a ovládání obou verzí. 
  
 




2 Information Technology 
Infrastructure Library – ITIL 
 
ITIL zastřešuje osvědčené metodiky a přístupy ke správě IT služeb. Jedná se o mezinárodní standard, 
mezi jehož hlavní výhody osvojení této metodiky spočívá v lepší dostupnosti těchto služeb, vyšší zisky 
z jejich provozu či menší náklady na správu. Také slouží jako kvalitní podklady pro rozhodování a 
optimalizaci. ITIL poskytuje návod na zajištění kvalitních služeb IT a potřebných podpůrných  
procesů, funkcí a dalších způsobilostí. [1]  
 
 
Životní cyklus rámce ITIL se skládá z pěti fází (Strategie služeb, Návrh služeb, Přechod služeb, Provoz 
služeb, Neustálé zlepšování služeb) viz Obrázek 2-1. [2] 
 
Strategie služeb (Service Strategy) 
  „Strategie služeb definuje perspektivu, pozici, plány a charakteristické znaky, které má 
poskytovatel služeb provést, aby uspokojil obchodní výstupy organizace.“ [2] 
 
 





Návrh služeb (Service Design) 
„Návrh služby zahrnuje návrh služeb, řídící praktiky v oblasti governance, procesy a politiky 
vyžadovaní pro realizaci strategie poskytovatele služeb a pro umožnění zavedení služeb do 
podporovaných prostředí.“ [2] 
 
Přechod služeb (Service Transition) 
„Přechod služby zajišťuje, aby nové, modifikované nebo vyřazené služby uspokojily očekávání 
businessu, jak jsou dokumentovány ve fázích životního cyklu strategie služeb a návrh služeb.“ [2] 
 
Provoz služeb (Service Operation) 
„Provoz služeb koordinuje a provádí činnosti a procesy vyžadované pro dodávku a správu 
služeb na dohodnutých úrovních podnikovým uživatelům a zákazníkům. Provoz služeb rovněž spravuje 
technologie, které se používají pro dodávku a podporu služeb.“ [2] 
 
Neustálé zlepšování služeb (Continual Service Improvement) 
„Neustálé zlepšování služeb zajišťuje, aby služby odpovídaly měnícím se potřebám businessu, 
a to tak, že se identifikují a implementují zlepšení služeb IT, která podporují podnikové procesy.“ [2] 
 Správa událostí - Event management 
Událost je změna stavu konfigurační položky či IT služby, která má význam z hlediska řízení služby. 
Událost lze také označit jako varování nebo ne upozornění od konfigurační položky, IT služby nebo 
monitorovacího nástroje. Obsluha události si často vede k zaregistrování incidentu. 
Správa události tyto události spravuje po celý jejich životní cyklus. Jedna z hlavních činností 
provozu IT je právě správa událostí. 
 Správa incidentů – Incident Management 
Za incident považujeme „neplánované přerušení služby IT nebo omezení kvality služby IT. Incidentem 
je rovněž porucha konfigurační položky, která dosud neovlivnila službu - např. porucha jednoho ze 
zrcadlených disků.“ [2] 
Správa incidentů má za úkol co nejrychleji incident odstranit tak, aby byl obnoven normální chod 
služby a tím minimalizován dopad ba business. 
O každém incidentu je vytvořen záznam obsahující jeho detaily. Pro každá incident je jeden 
záznam, který dokumentuje jeho celý životní cyklus. [2] 
 Správa problémů – Problem Management 
Problémem se myslí příčina jednoho nebo více incidentů. Při vytváření záznamu o problému většinou 
ještě není známa příčina. 
Správa problému je „proces, který odpovídá za správu všech problémů po dobu jejich celého 
životního cyklu. Správa problémů proaktivně zamezuje výskytu incidentů a minimalizuje dopad 
incidentů, kterým nemohlo být zabráněno.“ 
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Stejně jako u incidentu je i u správy problémů vytvořen záznam o problém obsahující detaily a 
dokumentující jeho životní cyklus. [2] 
 
 Service Desk 
Service Desk „představuje jediné kontraktní místo mezi poskytovatelem služeb a uživateli. Mezi jeho 
nejčastější funkce patří správa životního cyklu incidentů a požadavků na služby, zejména jejich 
zaznamenání, prvotní analýza, kategorizace a určení priority, řešení nebo eskalace na vyšší úroveň a 
uzavírání v případě úspěšného vyřešení. V neposlední řadě musí umožňovat průběžnou komunikaci 
s dotčenými uživateli o aktuálním průběhu a způsobu řešení daného incidentu nebo požadavku.“ 
Organizační struktura podpory může být rozdělena do několika úrovní podle zkušeností 
pracovníků, kde nejnižší úroveň je zodpovědná za řešení běžných jednoduchých úkolů, které 
nevyžadují vysokou odbornost řešitele, nebo mají zdokumentované řešení. Pokud úroveň není schopna 
vyřešit požadavek, tak se tento požadavek eskaluje na vyšší úroveň, která obsahuje pracovníky s vyšší 
kvalifikací. [3] 
 ITIL trenažér 
Webová aplikace ITIL trenažer1 je diplomovou prací2 Petra Dvořáka a zabývá se analýzou návrhem a 
implementací informačního systému pro podporu studia procvičování vybraných postupů dle 
Information Technology Infrastructure Library (ITIL) se zaměřením na návrh a provoz služeb. Tato 
aplikace umožňuje definovat tréninky a scénáře, které procvičí a ohodnotí uživatele, kteří jej absolvují. 
Zaměřeno je zde na Service Design, a Service Operation. [3] 
 Serverová část 
Serverová část této aplikace je implementována kombinací PHP 5.3 a Nette Framework3. Jako databáze 
slouží MySQL4 v kombinaci s knihovnou pro objektově-relační mapování (Object-relational mapping, 
ORM) Doctrine 25. [3] 
 Klientská část 
Hlavním jazykem použitým v klientské části je HTML6 (HyperText Markup Language) verze 5. Ke 
generování HTML kódu je využit šablonovací systém Latte7, který obsahuje Nette Framework. 
Definování vzhledu uživatelského rozhraní je realizováno pomocí CSS (Cascading Style Sheets). 
Interaktivitu uživatelského rozhraní zajišťuje JavaScript a knihovna jQuery, které jsou 
vykonávány v prostředí webového prohlížeče. Komunikace se serverem je realizována ve velké míře 
za pomoci asynchronních požadavků, zejména v JSON (JavaScript Object Notation) formátu. [3] 











Celá aplikace je rozdělená do několika modulů a vrstev. Vrstevnatá architektura vychází z třívrstvé 
architektury Nette Framework, jsou to vrstvy datové, prezentační a řídící. Je využito návrhového vzoru 
Model-View-Presenter (MVP). 
 Moduly jsou dva CreatorModule a TrainerModule. CreatorModule se zaměřuje na editaci a 
správu jednotlivých scénářů a tréninků. Také umožňuje správu a tvorbu uživatelů a jejich rolí. 
V neposlední řadě obsahuje informace o studentech daných tréninků a o jejich pokroku. 
TrainerModule implementuje prostředky pro hraní a plnění scénářů. Také obsahuje výběr 
tréninků a scénářů. Vytváření nových sezení a přihlašování uživatelů. 
Tato aplikace implementuje dva druhy scénářů. Jeden, který slouží pro nácvik návrhu služeb 
(Service Design), tento typ scénáře využívá designeru, který umožňuje propojovat jednotlivá zařízení 
a vytvořit tak výsledný návrh služby.  
Druhý slouží pro nácvik provozu služeb (Service Operation), tento typ scénáře zobrazuje stav 





K realizaci datové vrstvy bylo využito knihovny Doctrine, která transformuje relační data z databáze 
na objekty a naopak (Data Mapper). Mezi vlastní entitou a mapováním na databází existuje ještě vrstva 
uložišť, která reprezentuje kolekce entit daného typu. S takovouto kolekcí je možno manipulovat, 
například přidávat entity, mazat entity či výběr entit vyhovující podmínce. [3] 
Aplikační vrstva 
Všechny požadavky na aplikaci směřují na soubor bootstrap.php, který dané požadavky přesměruje 
na odpovídající presenter. Presenter pak vyhodnocuje požadavek, aktualizuje data a naplní odpovídající 
pohled daty, také kontroluje, zda je uživatel autentizován k požadované operaci. [3] 
Prezenční vrstva 
Prezenční vrstva je tvořena šablonami v šablonovacím systému Latte, který je součástí Nette 
Framework. Tato šablona generuje HTML kód na základě svého formátu a dat, které ji poskytnul 
presenter. Šablony mají svojí hierarchii, kde existuje hlavní šablona, která definuje celkový vzhled a 
dílčí šablony, které definují vzhled konkrétních částí, které jsou vloženy do hlavní šablony na 














3 Platforma Android 
Android je nejpopulárnější mobilní platforma, která běží na více jak miliardě mobilů, tabletů a dalších 
mobilních zařízeních. Platforma Android je založena jádru Linuxu a je dostupná open-source. O její 
vývoj se stará Google. Momentálně je nejnovější verze 4.4 s kódovým označením KitKat.  
 Vývojové prostředky pro Android 
V současné době se pro vývoj aplikací pro Android používá vývojové prostředí Eclipse1 s Android 
Developement Tools (ADT)2 pluginem, který rozšíří možnosti Eclipse o vytváření Android projektů, 
návrhu uživatelského rozhraní, debugování uživatelských aplikací pomocí Android SDK a export 
vašich souborů pro snadnou distribuci vytvořených aplikací. 
 Dále existuje Android Studio3, což je nové vývojové prostředí postaveno na IntelliJ IDEA4 
vytvářeno přímo pro vývoj aplikací pro Android. Momentálně je pořád ve vývoji a k dostání je pouze 
preview verze. Do budoucna se ale počítá, že toto vývojové prostředí bude standardním pro vývoj 
aplikací pro Android, proto jsem se rozhodl při tvorbě mé bakalářské práce využívat toto prostředí.  
 Aktivita 
Základním stavebním prvkem aplikace pro Android je aktivita. Aktivita je část aplikace, která 
zprostředkovává obrazovku, se kterou můžou uživatelé interagovat, tak aby něco dělali, jako například 
vytočit číslo, pořídit fotografii, poslat email nebo se podívat na mapu. Každá aktivita má své okno,  
ve kterém vykresluje své uživatelské rozhraní.  
Aplikace se obvykle skládá z několika aktivit, které jsou mezi sebou volně propojené. Typicky, 
jedna aktivita v aplikaci je specifikována jako hlavní aktivita, která je prezentována uživateli při první 
spuštění aplikace. Každá aktivita může začít další aktivitu, aby provedla různé akce. Pokaždé, kdy 
začne nová aktivita, předešlá je zastavena, ale systém si ji uchovává v zásobníku. Viz [4] část Activities. 
 Každá aktivita má svůj životní cyklus, který se skládá z vytvoření, spuštění, pokračování, 
pozastavení, zastavení a uvolnění, jak je vidět na Obrázek 3-1. Aktivita se může nacházet v podstatě 
v jednom ze tří stavů:  
Resumed 
Aktivita běží na popředí  
Paused 
Jiná aktivita je na popředí, ale tato je stále viditelná. Tzn. jiná aktivita je viditelná na 
vrchu této aktivity a ta aktivita je částečně průhledná nebo nezabírá celou obrazovku. Tato 
aktivita kompletně běží, ale může být zastavena systémem při nedostatku paměti. 
Stoped 







Aktivita je kompletně zakrytá jinou aktivitou. Tato aktivita také stále běží, ale není viditelná 









Fragment reprezentuje část uživatelského rozhraní či chování aktivity. Aktivita se může mít několik 
fragmentů, toto umožňuje modularizovat činnosti v aktivitě a využít jejich částí v dalších aktivitách, 
také se dá využít fragmentů pro tvorbu různých rozložení uživatelského rozhraní na základě velikosti 
displeje či rozlišení, jak demonstruje Obrázek 3-2. 
 Fragment nemůže existovat samostatně a je závislý na aktivitě, a přestože má vlastní životní 
cyklus, je ovlivňován životním cyklem aktivity. Ačkoliv je možné za běhu aktivity manipulovat 
jednotlivé fragmenty, nebo je i přidávat a odebírat. Viz [4] část Fragments. 
 
 
Obrázek 3-2: Ukázka jak lze využít fragmentů pro definování jiného rozložení podle zařízení. 
Převzato z [4] část Fragments 
 Pohledy a skupiny pohledů 
Uživatelské rozhraní aplikace pro android je postaveno pomocí hierarchie pohledů (Views) a skupin 
pohledů (ViewGroups). Tyto hierarchie je možné definovat pomocí XML.  
 
 Pohled (View) 
Pohled je základní jednotka uživatelského rozhraní, na které jsou postaveny všechny prvky 
uživatelského rozhraní. Všechny pohledy jsou v okně uspořádány do jednoho stromu. Existuje mnoho 
podtříd pohledů, které se slouží pro ovládání aplikace nebo jsou schopny zobrazovat text, obrázky nebo 





 Skupina pohledů (ViewGroup) 
Skupina pohledů je speciální pohled, který může obsahovat další pohledy (zvané děti.) Skupina pohledů 
je bázová třída pro rozložení (layouts) a kontejnery pohledů. [5] 
 
 
Obrázek 3-3: Ukázka jak skupiny stromů tvoří větve rozložení a obsahují další pohledy. Převzato z 
[5] 
 Layouty 
Layout definuje strukturu pro uživatelské rozhraní. Layout je možno definovat dvěma způsoby: 
 
 Definovat prvky uživatelského rozhraní v XML 
  Android poskytuje sadu XML tagů, které korespondují se třídami pohledů (Views). 
 Instanciovat prvky layoutu za běhu 
  Uživatelská aplikace může vytvářet pohledy a skupiny pohledů programově za běhu. 
 
Android umožňuje použít jeden či oba tyto způsoby pro návrh a řízení uživatelského rozhraní vaší 
aplikace. Můžete například nadefinovat vaše rozhraní v XML, včetně elementů a jejich vlastností. A 
pak můžete přidat kód do vaší aplikace, který bude modifikovat stav těchto elementů deklarovaných 
v XML za běhu. 
 Výhoda definování uživatelského rozhraní v XML je, že vám to umožňuje rozdělení zobrazení 
vaší aplikace od kódu, který ovládá jeho chování. Popis vašeho uživatelského rozhraní je externí 
k vašemu aplikačnímu kódu, což znamená, že ho můžete upravovat bez potřeby úpravy zdrojového 
kódu a rekompilace. Například můžete vytvořit XML layouty pro různé velikosti obrazovky, orientaci 






 Běžné layouty 
Každý layout poskytuje vlastní cestu zobrazení pohledů, které do něj zanoříte. Níže jsou popsány ty 
nejpoužívanější typy layoutů, které poskytuje platforma Android.  
Lineární layout 
Umisťuje své děti vedle sebe do jednoho horizontálního nebo vertikálního řádku. Pokud velikost 
obsahu přesáhne velikost obrazovky. 
Relativní layout 
Umožňuje vám určit pozici svých dětí relativně mezi sebou, nebo vzhledem k rodičovi. 
Web View 
Zobrazuje webové stránky. 
 Layouty s adaptérem 
Pokud se obsah potřebný k zobrazení dynamicky mění nebo není předem určený, můžete použít layout, 
který dědí z AdapterView1 k naplnění layoutu pohledy za běhu. Podtřída třídy AdapterView používá 
Adapter2, který váže data k jeho layoutu. Adaptér je prostředníkem mezi zdrojem dat a AdapterView 
layoutem. Adaptér získává data (např.: z pole nebo z databáze) a transformuje, každý záznam do 
pohledu, který může být přidán do AdapterView layoutu. 
List View 
Zobrazuje data v jednom sloupci na řádcích. 
Grid View 
Zobrazuje data v mřížce z řádků a sloupců. 
 Zdroje (Resources) 
Všechen statický obsah ať už se jedná o obrázky, řetězce, animace, styly, barvy, layouty či ikony se 
kterými pracuje vaše aplikace, by měl být oddělen od kódu a uložen v souborech zdrojů. Toto vám 
umožní spravovat zdroje a kód nezávisle. Také to umožňuje poskytnout alternativní zdroje podle typu 
zařízení, velikosti obrazovky atd. 
 Všechny zdroje jsou ve složce res/ kde jsou rozděleny do dalších složek podle svého typu. Pro 
každý druh zdrojů můžete specifikovat standartní a několik alternativních zdrojů pro vaši aplikaci. 
 Standartní zdroje jsou takové, které by se měly použít vždy nezávisle na typu, velikosti, jazyce 
zařízení pokud není žádný alternativní zdroj, který by vyhovoval danému zařízení. 
 Alternativní zdroje jsou takové, které jsou navrženy přímo pro specifickou konfiguraci. Pro 
určení dané konfigurace stačí přidat odpovídající příznak dané konfigurace k názvu složky zdrojů. 
 Například mějme res/values/strings.xml, ve kterém je uložen anglický text a  
res/values-fr/strings.xml, ve kterém je uložen francouzský text pro všechny řetězce, které aplikace 
používá. V tomto případě pokud zařízení bude mít nastaveno francouzštinu za svůj jazyk, použije se 
francouzský text. Na zařízeních s jiným nastaveným jazykem se použije anglický text.  






Je pasivní datová struktura, která v sobě drží abstraktní popis akce a data. Intent funguje jako jakési 
pojivo mezi aktivitami. Jeho hlavní využití je pro spouštění aktivit, komunikaci se službami, předávání 
dat a registrací akcí, které umožňuje provést daná aktivita. 
 Struktura intentu se skládá z dat a akcí. Akce určuje obecnou akci, která se má provést. Data 
obsahuje důležitá data, které potřebuje akce ke svému splnění. 
 Existuje velké množství standartních akcí a dat (např.: ACTION_DIAL1, ACTION_VIEW2), 
které umožňují vývojáři zaregistrovat svoji aktivitu pro přijímání některých akcí. Například pokud je 
jeho aplikace webový prohlížeč, zaregistruje si svoji aplikaci pro akce pro prohlížení webu. Pokud pak 
uživatel klikne na hypertextový odkaz, nabídne se mu seznam aplikací, které mohou tuto akci provézt, 
a mezi nimi bude daná aplikace. 
 Dále umožňují intenty volat externí aplikace pro provedení nějaké operace a případně vrátit 
nějakou hodnotu. Například můžete při kliknutí na adresu vyvolat aplikaci mapy, která uživateli 
vyhledá danou adresu. [7]  






Během navrhování rozhraní jsem se pečlivě seznámil s webovou aplikací ITIL trenažeru. Využil jsem 
ho jako referenční bod pro návrh uživatelského rozhraní mobilní aplikace. Cílil jsem o to, aby mobilní 
verze ITIL trenažéru měla podobný vzhled a ovládání, aby bylo použití mobilní aplikace pro stávající 
uživatele ITIL trenažéru velice povědomá a intuitivní záležitost.  
Také jsem se hlavně zaměřil na řešící část než na vytvářecí. Takže výsledná aplikace umožňuje 
absolvovat výcviky, ale místo vytváření komplexních výcviků, jsem tuto část zjednodušil na 
jednoduchou správu a editaci výcviků a jejich scénářů, která je vhodná pro dotyková zařízení. 
Administrátoři a tvůrci výcviků by pořád využívali webové verze, jelikož se s ní lépe pracuje díky 
velikosti obrazovky a přítomnosti klávesnice, zatímco běžní uživatelé by zase ocenily možnost mít 
mobilní aplikaci vždy u sebe a pohodlně trénovat například při cestování. 
 
 Druhy uživatelů 
Mobilní aplikace bude stejně jako webová verze umožnovat jak registrované tak neregistrované 
uživatele. Neregistrovaný uživatel se přihlásí jednorázově a může si cvičit jemu dostupné scénáře. 
Nebude se však moci vrátit po čase ke svému postupu. Registrovanému uživateli se ukládá všechen 
jeho postup a rozpracované výcviky.  
Registrovaný uživatel může mít i další role a to administrátora či tvůrce. Podle jejich role jim 
aplikace umožní správu uživatelů a jednoduchou editaci výcviků. 
 
 Hierarchie aktivit 
Vytvořil, jsme si návrh aktivit, kde každá měla mít na starost nějakou část či stránku webového ITIL 
trenažéru. Tyto aktivity jsem pospojoval hierarchicky tak, aby jejich návaznost a procházení bylo 
obdobné jako u webové verze. 
 
 Webová aplikace 
Pro vytvoření rozhraní jsem musel rozjet poskytnuté zdrojové kódy webové aplikace. Tuto aplikaci 
jsem zprovoznil na školním serveru na adrese http://www.stud.fit.vutbr.cz/~xnechv05/ITIL/www a 
vytvořil jsem jí databázi pomocí dodaného SQL skriptu. Toto byl jeden z prvních kroků práce na této 
bakalářce. Mobilní aplikace využívá pouze verzi na adrese výše a nijak nezasahuje do originální lokace 






Obrázek 4-1: Hierarchie aktivit 
 
 Způsoby propojení aplikací 
Při navrhování, jakým způsobem by měla spolupracovat mobilní aplikace s webovou, vyvstalo několik 
možných variant provedení. Po jejich zvážení, jsem se rozhodl, že nejlepší variantou bude přidání 
rozhraní do webové aplikace, které bude využívat moje aplikace. Původně jsem zvažoval posílání dat 
v XML formátu, ale po seznámení s Nette Framework a jeho výbornou podporou formátu JSON jsem 
se rozhodl používat ten. 
 Spolupráce aplikací probíhá tedy tak, že webová aplikace posílá mobilní aplikaci data v JSON 
formátu. Mobilní aplikace je zpracuje a zobrazí. Informace o provedených akcích uživatelem se posílá 






Obrázek 4-2: Vizualizace jakým způsobem probíhá komunikace mezi mobilní a webovou aplikací 
 
 Další možné alternativy 
Vytvořit mobilní verzi webu. Výhodou tohoto řešení by byla dostupnost ze všech platforem nejen 
z Androidu. Nevýhodou tohoto řešení by byla nemožnost využít prostředků, které platforma Android 
nabízí a ovládání aplikace by nebylo tak ergonomické, jako kdyby se tvořilo přímo jako nativní aplikace 
pro Android. 
  Další možností je procházet webovou verzi stejně jako pomocí prohlížeče a ze stažených 
HTML souborů si potom vyhledat a vytáhnout data podle potřeby a ty pak zobrazit v aplikaci. 
Nevýhodou tohoto řešení by bylo složité dolování informací z HTML stránek a také přenášení velkého 
množství nevyužitých dat. Toto řešení by bylo velice neefektivní. 
 
 Kompatibilita 
Vyvíjel jsem pro nejnovější verzi Androidu 4.4 s tím, že jsem se snažil, aby aplikace fungovala na 
Androidech od verze 4 výše. Jelikož jsem se chtěl naučit, co všechno Android nabízí, nesnažil jsem se 
moc o zpětnou kompatibilitu. 
Ve výsledku jsem nakonec použil, některé věci, které jsou relativně nové, kvůli kterým vyžaduje 











5 Implementace  
Tato kapitola se zaměřuje na popis použitých technologií, pro implementaci mobilní aplikace, dále 
popisuje její architekturu a vlastnosti. Také je zde popis některých problémů, kterým jsem čelil. 
 Použité nástroje 
Pro vývoj mobilní aplikace jsem používal AndroidStudio1. 
 
Pro vývoj webového rozraní, procházení a seznamovaní se s webovou aplikací jsem používal NetBeans 
IDE2. 
 
Pro analýzu provozu s webovou aplikací a získávání adres akcí a zkoumání posílaných dat jsem 
používal WireShark3. 
 
Pro zpřehlednění a zkoumání JSON dat mého rozhraní jsem využíval Google Chrome4 rozšíření 
JSONView5. 
 
Pro vytváření a analýzu pokusných http požadavků jsem využíval Google Chrome rozšíření Postman – 
REST Client6. 
 
Pro vývoj webového rozhraní na lokální stroji jsem využíval EasyPHP7. 
 
Pro přenášení dat mezi lokálním vývojovým projektem a projektem na serveru jsem využíval WinSCP8. 
 
 Použité technologie 
Klientská část 
V této oblasti jsem neměl moc na výběr, jelikož pro Android se programuje téměř výhradně v jazyce 
Java9. Existuje toolkit Android NDK10, který umožňuje psaní aplikací pro Android v jazyce C a C++. 
Obecně se ale nedoporučuje ho užívat, pokud pro to nemá vývojář rozumný důvod. Protože jsem se 
chtěl naučit standartní způsob vývoje, rozhodl jsem se využívat Javu. 
 














Zde jsem také neměl moc na výběr, použitá webová aplikace byla napsaná v PHP s využitím Nette 
Framework a nemělo by smysl dělat rozhraní v něčem jiném. 
 
 Tvorba rozhraní 
Presentery 
Serverové rozhraní pro svoji aplikaci jsem umístil do existujících presenterů webové aplikace. 
Presenter je jakýsi prostředník mezi daty a jejím zobrazením na webové stránce. Stará se o obsluhu 
uživatelských akcí a aktualizaci modelu, také plný šablony daty podle, kterých se poté generují 
výsledné stránky. Presenter má v životním cyklu čtyři fáze (výkonnou,  změny vnitřních stavů, 
vykreslovací, ukončení činnosti). [8] 
 
Akce 
Svoje rozhraní jsem umístil do výkonné fáze, jelikož jsem nepotřeboval změnu vnitřních stavů 
ani vykreslování. Do všech presenterů, ze kterých jsem potřeboval data, jsem přidal akce s názvem 
actionJSON. Akce definuje v Nette Framework operaci, která se vykonává během výkonné části 
životního cyklu presenteru. Při potřebě dostat z presenteru několik druhů informací jsem vytvořil 
v daném presenteru více akcí s názvy typu actionJSONGetJmenoDat. 
 
Payload 
Všechny akce provádí víceméně to stejné. Prvně si získám objekt nebo kolekci objektů, jejichž 
data potřebuji a všechny jejich vlastnosti, které bude moje aplikace využívat, ať už se jedná o jméno, 
datum, id, popis přiřadím do struktury payload  do pole s jehož názvem budu později přistupovat k jeho 
položkám. Struktura payload je struktura Nette Framework, která umožnuje jednoduché převádění dat 
na JSON formát. Každá akce má zjednodušeně řečeno tento průběh, získám si data, která potřebuji, 
tyto data uložím do struktury payload, která je převede do JSON formátu a zavolám funkci 
sendPayload, která tento výsledný JSON kód vrátí. Pokud potřebuji přenést kolekci objektů, jednoduše 
jimi iteruji a v struktuře payload mám místo jednoduchých položek pole na jejichž položky se odkazuji 
pomocí indexu. 
Takto vytvořené akce se poté používají způsobem, že se zavolá HTTP (Hypertext Transport 
Protocol) na adresu dané akce, která má adresu ve tvaru 
http://www.adresawebu/.../presenter/jménoakce, výsledkem takovéhoto požadavku budou požadovaná 






 Práce s HTTP dotazy v klientské aplikaci 
Všechno stahování potřebných data a posílání výsledných dat je realizování pomocí požadavků HTTP 
typu GET a POST s příslušnými parametry. Všechny funkce, které pracují s HTTP, jsou umístěny ve 
třídě pojmenované HttpAPI. Všechny funkce využívají http komponenty Apache1. Během vývoje 
aplikace jsem použil dva různé přístupy ke stahování dat. 
 U prvního přístupu se vytvoří asynchronní úkol AsyncTask2, který stahuje nebo odesílá 
potřebná data. Pro jednoduchou práci s nimi u nich volám get a nastavuji timeout. Což znamená, že se 
bude čekat určitý čas na výsledek operace. Pokud se nestihne, vyvolá se výjimka a vrací se prázdný 
řetězec. Tento přístup má výhodou, že se jednoduše používá v programu, zavolá se jako funkce a až po 
jejím skončení se pokračuje dalším řádkem kódu. Nevýhodou je, že se při stahování dat zastaví hlavní 
UI vlákno a aplikace během této doby nereaguje. Není proto možné například zobrazit nějaký 
ProgressBar3.  Další nevýhodou je, že kvůli zadanému timeoutu můžou nastávat situace, kdy při horším 
připojení k internetu, nebude připojení dostatečně rychlé na to, aby stáhlo potřebná data v potřebném 
čase, a aplikace pak nemůže zobrazit data a fungovat. 
 První přístup funguje u stahování tréninků, scénářů a dalších různých dat. Při scénářích na 
provoz služeb, je již ale tento přístup kvůli jeho nedostatkům nepoužitelný. Pro tento scénář, kde je 
potřeba opakovaně kontrolovat data a promítat všechna nová data nepřetržitě na obrazovku, se data 
stahují také pomocí AsyncTask, tentokrát ale nenahrazují běh hlavního vlákna, ale běží skutečně 
paralelně a stahují všechna potřebná data. Po stažení dat nevracejí daná data jako funkce, ale místo toho 
volají callback funkce, která se postará o to, aby se nová data promítla do uživatelského rozhraní.  
 Tento přístup je podstatně lepší, jeho výhodou je, že nemá žádný timeout a data dodá, jakmile 
je stáhne. Navíc neblokuje svým stahováním aplikaci a umožňuje její plynulý chod. Jeho nevýhodou je 




 Kontrola připojení k internetu 
Pro kontrolu zda mí zařízení přístup k internetu jsem si vytvořil funkci, která využívá systémovou 
službu spravující připojení a informace o síti. Pokud služba ukáže, že nemáme žádné aktivní připojení, 
znamená to, že zařízení není připojeno k internetu. Tuto funkci volám vždy před jakýmkoliv přístupem 
k internetu. Pokud funkce vrátí true, provede se operace, jinak se zobrazí uživateli aplikace, že musí 
být připojen pro splnění operace. 
 
 Správa cookies 
Při přihlašování se vygenerují cookies identifikující uživatele, tyto cookies se samy při provedení 
požadavku přidají do zabudovaného CookieStore4 sdíleného všemi http komponentami Apache. Během 
vývoje jsem narazil na problémy, způsobené používání různých implementací http klientů, které mezi 
sebou nesdíleli CookieStore a ani je neměli spolu kompatibilní. 







 To mělo za následek, že sessionid a další cookies, které se vygenerovaly při přihlášení, nebyly 
součástí některých dalších požadavků, které jsem posílal a server mi proto odmítl přístup k datům. 
Tento problém jsem vyřešil zvolením si jedné implementace http komponent a využít jí ve všech 
metodách.  
Pokud uživatel při přihlášení zaškrtne zapamatovat si. Tak se cookies ukládají do souborů, při 
opětovném zapnutí aplikace se sezení obnoví z uložených cookies, které se pomocí vytvořených metod 
pro práci s cookies v HttpApi opětovně přidají do CookieStore. Při odhlašování se zase všechna cookies 
mažou, aby mohlo být vytvořené nové spojení při dalším přihlašování. 
 
 Posílání dat 
Pro posílání dat jako například výsledků formulářů, si vytvořím seznam párů jmen a hodnot 
(BasicNameValuePair1).  Kde jména reprezentují jména prvků formuláře a hodnoty reprezentují 
hodnoty, které byly vyplněny. Tento seznam hodnot a párů se poté zakóduje pomocí 
UrlEncodedFormEntity2 do formátu který si rozumí s webovými technologiemi.  
Výsledná data se potom připojí k HttpPost požadavku na adresu akce odesílání formuláře webové 
aplikace. 
 
 Stahování dat 
Pro stahování dat z definovaného rozraní slouží funkce getData v HttpApi. Tato funkce využívá 
HttpGet a přijímá adresu stránky jako parametr. Stáhne data a vrátí je. Kromě toho si také pamatuje 
svůj kontext, což mi umožňuje například zjistit adresu, na kterou mě požadavek případně přesměroval. 
Tohoto využívám při vytváření nového sezení, které má nové unikátní ID, které si vyfiltruji ze 
současné URL adresy a použiji pro další požadavky.  
 
 Správa adres 
Všechny adresy na rozhraní, akce, formuláře jsou v aplikaci uloženy v string resourcech. Všem začíná 
jméno předponou http, některé adresy v sobě obsahují ID sezení čí nějaké jiné identifikátory. Tyto 
identifikátory jsou v resourech nahrazeny sadou tří velkých znaků (např.: XXX, YYY). Při požadavku 
na tuto adresu je poté nutné předem provést nahrazení a nahradit tato zástupná písmena odpovídajícími 















 Procházení aplikací 
Procházení je v aplikaci realizováno způsobem, že vždy před startem další aktivity se stáhnou všechna 
potřebná data a uloží se do intentu, který zpustí další aktivitu. Tato aktivita si potom při svém vytváření 
vytáhne tato data z intentu a vyparsuje si užitečná data, která poté zobrazí. Všechna data mají svůj 
unikátní název pomocí, kterého je potom hledá další aktivita. Všechny tyto názvy jsou uchovány ve 
string resourcech aplikace. 
Výhodou tohoto přístupu je, že aktivita bude mít data již při startu a může je okamžitě zobrazit, 
místo toho aby se promítla prázdná aktivita, která si ještě stahuje data. 
Nevýhodou je, že protože si aktivita nestahuje svoje data sama, musí mít vždy při svém vytvoření 
mít daná data v intentu. Kvůli této skutečnosti jsem byl nucen překrýt (override) v aktivitách akci 
zpětného tlačítka a postarat se, že prvně stáhne příslušná data, než se vrátí na předešlou aktivitu. 
U některých aktivit je aktivovaná navigace nahoru. Tato navigace se pozná malou šipečkou zpět 
v levém horním rohu obrazovky. Rozdíl mezi tlačítkem nahoru a zpět je, že tlačítko nahoru se vrací na 
svého logického rodiče, zatímco tlačítko zpět se vrací na jakoukoliv aktivitu, která byla zobrazena před 
současnou. 
 
 Zpracování dat 
Všechno data stažená ze serveru jsou v JSON formátu. Než s nimi začnu pracovat, převedu si je na 
objekty reprezentující stažená data. JSON formát zpracovávám pomocí JSONObject1 a JSONArray2, 
vytvořím si požadované JSONObjekty a pole a pomocí jejich metod získávám potřebná data. Těmito 
objekty iteruji a při každé iteraci vytáhnu sadu dat jako například výcvik, a daná data si okamžitě uložím 
do seznamu objektů reprezentující výcviky  
 
 Uživatelské rozhraní 
Při tvorbě uživatelského rozhraní jsem se snažil řídit doporučenými praktikami a návrhovými vzory 
pro Android. Používáním těchto praktik a vzorů se dosáhne konzistentního ovládání a vzhledu mezi 
aplikacemi pro platformu Android. 
 
 ActionBar 
ActionBar je vyčleněný proužek na vrchu obrazovky, který obsahuje důležité akce, identitu aplikace a 
obsahuje některé navigační prvky.  Při návrhu ActionBar je důležité, aby byl konzistentní pro celou 
aplikaci. Pro správně vypadající ActionBar se doporučuje používat standartní ikony Androidu, které 
jsou volně ke stažení3. Viz [9] část ActionBar. 
Při tvorbě ActionBaru, jsem se také snažil využívat navigace nahoru, o které jsem se již zmínil 
v kapitole 5.7. 
 












 Navigation Drawer 
Jedná se o panel, který vyjíždí z levé strany obrazovky a obsahuje nabídku navigace. Použití tohoto 
vzoru je obzvláště vhodné při potřebě složitější navigace, nebo při přepínání mezi více obrazovkami, 
kde slouží jako rozcestník. Viz [9] část Navigation Drawer. 
Tento vzor jsem se rozhodl použít u scénářů pro provoz služeb, kde jsem potřeboval pohodlně 








Tato navigace funguje tak, že má dva fragmenty jeden pro navigaci a jeden pro zobrazení obsahu. Při 
zvolení nějaké položky v navigačním fragmentu se nahradí ve fragmentu zobrazení obsah a zobrazení 
za nový fragment, na který odkazuje navigace. Toto vše v rámci jedné aktivity. 
 Záložky (Tabs) 
Záložky rozšíří ActionBar o několik záložek, které mají stejnou šířku a jsou neustále zobrazeny. Lze 
mezi nimi navigovat pomocí stisknutí záložky nebo pomocí přesunutí (swipe) doleva či doprava. Tento 
vzor je vhodné používat pro navigaci mezi dvěma či třeba obrazovkama. Viz [10] část Tabs. 




Obrázek 5-3: Ukázka použití záložek v mé aplikaci 
 ListView 
ListView je skupina pohledů, která realizuje zobrazování položek v seznamu. Položky seznamu jsou 
automaticky vkládány adaptérem1, který je získává z nějakého zdroje dat například: pole či databáze. 
Tato data poté transformuje na pohled, který ListView zobrazí. Viz [4] část ListView. 
Zobrazování seznamů používám ve své aplikaci velice často. Výběr tréninků, scénářů, zobrazení 
uživatelů a studentů až po všechny managementy ve scénářích provozu služeb. 
 
 
Obrázek 5-4: Ukázka použití ListView pro zobrazení event managementu v mojí aplikaci 




Implementace ListView se skládá v podstatě ze tří kroků. 
1. Vytvoření dat k zobrazení 
Pro většinu dat, které potřebuji zobrazit v aplikaci, mám třídu uchovávající jejich data. Většinou po 
stažení dat tyto data zpracuji a vytvořím seznam těchto objektů. 
2. Vytvoření adaptéru 
Adaptér obsahuje hlavní metodu getView, ve které je potřeba vytvořit pohled reprezentující má data. 
Toho dosáhnu tak, že si předdefinuju layout, který reprezentuje jeden řádek seznamu. V tomto layoutu 
si poté najdu jednotlivé TextView1 a další potřebné pohledy a přiřadím jím správný text, barvu, obrázek 
podle dat objektu. 
3. Vytvoření ListView 
Nakonec je potřeba mít nějaký layout obsahující v sobě ListView. Při zobrazování tohoto layoutu mu 
přiřadím vytvořený adaptér a seznam objektů s daty, které se mají zobrazit. 
 




Dialog je malé okénko, které zobrazuje nějaké informace a případně chce od uživatele nějaký vstup. 
Dialog nezabírá celou obrazovku a obvykle se používá na věci, které si vyžadují uživatelův vstup, než 
může aplikace pokračovat. Viz [4] část Dialogs. 
 
 
Obrázek 5-5: Ukázka dialogu 
 





Dialog se vytváří pomocí třídy Builder1, která umožňuje nastavit název, text, ikonu a tlačítka. Pokud 
potřebuju složitější dialog, tak mu přiřadím layout. Ať už nějaký předem definovaný nebo si ho 
vytvořím na místě podle potřeby. Obsluha tlačítek spočívá v tom, že se při tvorbě tlačítek dialogu zadá 
jako parametr callback funkce, která se zavolá při stisku daného tlačítka. 
 
 Designer 
Designer je aktivita, která se používá pro scénáře na návrh služeb. Tato aktivita má tři záložky jednu 
pro samotné řešení v druhé je zadaný úkol a v poslední jsou parametry konfiguračních položek. 
Při tvorbě této aktivity jsem se musel vypořádat s řadou úkolů, jako například vlastní 
vykreslování layoutu, definování vlastního tlačítka, zpracování událostí dotyků a pohybu, generování 
složitého výstupu pro přenos na server. 
 
Vlastní vykreslování 
Pro potřeby aktivity jsem si definoval novou třídu drawingLayout, která se stará to, že při vykreslování 
zobrazí všechna spojení mezi konfiguračními položkami. Toho dosáhne tak, že každá konfigurační 
položka má v sobě seznam obsahující všechna propojení mezi položkama. Kreslící funkce layoutu 
projde všechny položky a pro všechny jejich spojení vykreslí čáru. Také přidá na čáru šipečku, která 
indikuje směr propojení. 
 
Zpracování dotyků 
Ve třídě MultiTouchListener jsem definoval zpracování dotykových událostí. Každá taková událost má 
svůj typ a já podle toho můžu poznat, zda uživatel pohybuje prstem po obrazovce, zda položil prst na 
obrazovku, či zda zvedl prst z obrazovky. Podle typu události implementuju jiné chování. 
 Pokud uživatel táhne prstem po obrazovce a začal na konfigurační položce, přesouvá tuto 
položku. 
 Pokud uživatel klikne na konfigurační položku a poté na druhou vytvoří tak mezi nimi spojení. 
 
Generování vstupu 
Potřebný výstup je ve formátu JSON, vytvářím ho tak že vytvořím JSONObjekty a pole, která skládám 











Trainer je aktivita, která se používá pro scénáře na provoz služeb. Tato využívá navigation drawer jak 
je popsáno v kapitole 5.7.2. Tato aktivita vyžaduje opakované aktualizování hodnot a jejich zobrazení. 
 
Opakované aktualizování dat 
Stahování a aktualizace dat je v této aktivitě dosaženo pomocí Timeru1, který opakovaně každé tři 
sekundy vytvoří procesy na pozadí, které stahují potřebná data a pokud zjistí, že se data změnila tak je 
zaktualizuje a zobrazí. 
 
Aktualizace rozhraní 
Při zjištění nových data se předají k zobrazení a celý fragment se znovu vykreslí. Pokud se má 
aktualizovat event  managemnt, tak se prvně uloží pozice na, které uživatel byl a na ni se nastaví znova 
vykreslený fragment. Toto zabraňuje tomu, aby uživateli skákala obrazovka vždy nahoru při 
aktualizaci, když je na nějaké pozici scrollbaru. 
 
 





Představená mobilní aplikace představuje způsob, jakým lze propojit mobilní a webovou aplikaci. 
Samotná aplikace pak přináší funkcionalitu webové aplikace ve formě uzpůsobené pro mobilní 
dotyková zařízení. Majitelé telefonu Android můžou pohodlně absolvovat výcviky téměř kdykoliv a 
kdekoliv, kde májí přístup k internetu. Administrátoři a tvůrci mohou aplikaci využít pro kontrolu, kdo 
absolvuje jejich výcviky či správu uživatelů a jednoduchou správu výcviků. Vytvářet zcela nové 
výcviky aplikace neumožňuje, nicméně složité vytváření výcviků není na mobilních zařízeních vhodná. 
Jelikož jsou tato zařízení uzpůsobena především ke konzumaci obsahu než k jejich tvorbě. I tak by se 
ale možnost vytvářet výcviky mohla považovat jako případné budoucí zlepšení. 
 
 Návrhy na budoucí zlepšení 
Jedním z možných rozšíření je přidání podpory více jazyků. Tohoto by bylo možno dosáhnout relativně 
snadno, jelikož jsou všechny texty uživatelských prvků uložena odděleně od kódu v resource 
souborech. Takže by stačilo doplnit aplikaci o přeložené resource soubory. Proti tomuto rozšíření stojí 
skutečnost, že scénáře a výcviky jsou definovaný pouze v jednom jazyce, takže i když by uživatelské 
rozhraní bylo v angličtině popisky úkolů a scénářů a dalšího by byly pořád v češtině. 
 Jako další možné rozšíření se nabízí procházení výcviků a scénářů bez připojení na internet. 
Tohoto by bylo možné dosáhnout pouze u registrovaných uživatelů, kterým by se při každém stažení 
dat ať už informací o výcvicích nebo scénářích stažená data uchovávala do souborů. Kdyby poté 
uživatel používal aplikaci bez připojení na internet, aplikace by poznala, že není připojená k internetu 
a místo stažení dat by si je načetla ze souboru. V momentě kdy by chtěl uživatel řešit scénáře a výcviky 
bylo by už připojení k internetu nutností. Jelikož se akce uživatele vyhodnocují na serveru. 
 Pro uživatele by mohlo používání aplikace zatraktivnit a zpříjemnit použití animací. Přidáním 
jednoduchých animací při přechodu mezi aktivitami a při přidávání nových událostí do event 
managementu by používání aplikace mohlo být pro uživatele plynulejší a dynamičtější. 
 Vzhledem k tomu, že byla aplikace vyvíjena hlavně na mobil je její zobrazování přizpůsobeno 
menším obrazovkám. Na větších obrazovkách bude zobrazení stejné jen ve větším provedení. Jediným 
rozdílem momentálně budou větší ikony, jelikož jsem všechny ikony v aplikaci dodal ve čtyřech 
velikostí rozměrů pro různé displeje. Možným vylepšením by bylo mít připraveny speciální layouty 
pro větší obrazovky, aby se na velkých displejích využilo velkého prostoru pro zobrazení více 
informací, než se momentálně zobrazuje v aplikaci. Například by se mohly sloučit aktivity pro výběr 
výcviků a scénářů stylem, že by na levé straně byl seznam výcviků a na pravé by se vám zobrazovaly 
informace k výcviku a jeho scénáře. Při scénářích na návrh služeb by pak nemuselo být zobrazení 
rozděleno do tří obrazovek, ale mohly by se na velkém displeji zobrazit všechny údaje vhodně 
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Vybrané ukázky kódu 
 
V této příloze lze nalézt ukázky kódu, které demonstrují nejčastější úkony prováděné v aplikaci. 
Zároveň demonstrují, jak se informace ze serveru dostanou na obrazovku mobilního zařízení. 
 
 
Obrázek A-1: Ukázka funkce umístěné na serveru v DashboardPresenteru, která vrací potřebná data 





Obrázek A-2: Ukázka kódu, který vytáhne data z json textu, který nám vygenerovala funkce na 












Porovnání uživatelského rozhraní 
V této příloze je zobrazeno webové rozhraní a jemu korespondující mobilní rozhraní. 
 
 
Obrázek B-1: Výběr výcviku webová verze 
 
 
Obrázek B-2: Přehled výcviku a jeho scénářů 
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Obrázky B-3, B-4: Výběr výcviku a jeho přehled mobilní verze 




Obrázek B-5: Scénář zaměřený na návrh služby webová verze 
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Obrázky B-6, B-7, B-8: Scénář zaměřený na návrh služby mobilní verze 
Scénáře na návrh služeb jsem rozdělil do tří obrazovek (řešení, úkol, přehled CI). Mezi jednotlivými 
obrazovkami se naviguje pomocí panelu se záložkami. Místo odstraňování jednotlivých spojení mezi 
konfiguračními položkami je zde v menu tlačítko restart, které smaže všechna spojení. Tlačítko 




Obrázek B-9: Scénář zaměřený na provoz služby webová verze 
          
36 
 
     
Obrázek B-10, B-11, B-12, B13: Scénář zaměřený na provoz služby mobilní verze 
Scénáře na provoz služeb (Service Operation) jsem kvůli limitovanému prostoru displeje mobilního 
zařízení, rozdělil na pět různých obrazovek (Katalog služeb, event management, incident 
management, známé chyby) každý zobrazující relevantní data. Pro navigaci mezi jednotlivými 
obrazovkami je použit Navigation Drawer. Informace o stavu se přesunula do dialogového okna 
vyvolaným ikonkou v menu. Informace o tom co se má dělat a instrukce ke scénáři se zobrazují 
v dialogovém okně. 
