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2. Metodologías y Tecnologías Utilizadas. Estado del arte 
2.1 Open Data 
2.1.1. Concepto de Open Data 



























































































2.2. Portales de datos abiertos 
2.2.1. ¿Qué es un portal de datos abiertos? ¿Cómo es? 
 








































































2.2.2.4. Otras alternativas 
2.2.2.4.1. Esri ArcGIS Open Data 
2.2.2.4.2. Junar 
 
2.2.2.4.3. Desarrollos propios 
2.3. API REST 




















 "_id" : ObjectId("5f470080aa2f9558568357e5"), 
 "tipo" : "Turismo", 
 "marca" : "Ford", 
 "modelo" : "Fusion", 
 "matricula" : "1234 ABC", 
 "anio_alta" : 2018, 
 "uso" : "Coche patrulla", 
 "institucion" : "Policía Local", 
 "regimen" : "En propiedad", 
 "estado" : false, 
























2.3.3.1. Swagger (ahora OpenAPI) 
 
2.3.3.2. RAML 





3. Desarrollo de la Propuesta de Trabajo Fin de Grado 
3.1. Elección de las Herramientas a usar 





















3.2. Construcción del Portal de Datos Abiertos 







sudo apt-get install -y nginx apache2 libapache2-mod-wsgi libpq5 
redis-server git-core
wget http://packaging.ckan.org/python-ckan_2.9-xenial_amd64.deb
sudo dpkg -i python-ckan_2.9-xenial_amd64.deb
sudo apt-get install -y postgresql 
sudo -u postgres createuser -S -D -R -P ckan_default 
sudo -u postgres createdb -O ckan_default -E utf-8
 
sudo apt-get install -y solr-jetty
NO_START=0 JETTY_HOST=localhost JETTY_PORT=8983
sudo service jetty8 restart
sudo mv /etc/solr/conf/schema.xml /etc/solr/conf/schema.xml.bak
sudo ln -s /usr/lib/ckan/default/src/ckan/ckan/config/solr/schema.xml 
/etc/solr/conf/schema.xml 
sudo ckan db init
sudo service apache2 restart


























3.3. Desarrollo de la API REST 












3.3.2. Configuración del entorno y preparación del proyecto 
├── api_server 
│   ├── controllers 
│   ├── models 
│   └── routes 
├── app.js 
├── bin 
│   └── www 
├── node_modules 





│   ├── images 
│   ├── javascripts 
│   └── stylesheets 
├── routes 
 
│   ├── index.js 
│   └── users.js 
└── views  
    ├── error.jade 
    ├── index.jade 






Mongoose connected to mongodb://localhost/vehiculosmunicipales 


































































Anexo I. Comandos usados para la instalación de los 
paquetes de la pila MEAN 
# Instalación de MongoDB 
sudo apt-key adv --keyserver hkp://keyserver.ubuntu.com:80 --recv 
9DA31620334BD75D9DCB49F368818C72E52529D4 
sudo echo "deb [ arch=amd64,arm64 ] 
https://repo.mongodb.org/apt/ubuntu xenial/mongodb-org/4.0 
multiverse" | sudo tee /etc/apt/sources.list.d/mongodb-org-4.0.list 
sudo apt-get update 
sudo apt-get install -y mongodb-org 
sudo service mongod start 
 
# Instalación de Node.js 
sudo curl -sL https://deb.nodesource.com/setup_10.x | sudo -E bash - 
sudo apt-get install -y nodejs 
 
# Instalación de Express 
npm install -g express-generator 
 
# Instalación de Nodemon 
npm install -g nodemon 
 






# Instalación de Mongoose 
npm install mongoose –save 
 
# Creación de la carpeta api_server 
mkdir -p api_server/models 
mkdir -p api_server/controllers 
mkdir -p api_server/routes 
 
# Creación de la base de datos en MongoDB 
$ mongo 
> create database vehiculosmunicipales; 




 "tipo": "Turismo", 
 "marca": "Ford", 
 "modelo": "Fusion", 
 "matricula": "1234 ABC", 
 "anio_alta": 2018, 
 "uso": "Coche patrulla", 
 "institucion": "Policía Local", 
 "regimen": "En propiedad", 
 "estado": false, 
 "anio_baja": 2020 
}); 
 
# Instalación de JSON Web Token y Moment 
npm install jsonwebtoken --save 
npm install moment –save 
 
# Instalación de Swagger 
npm install swagger-ui-express –save 
  
 














Anexo III. Modelos de Mongoose 
Modelo de Vehículo (api_server/models/vehiculo.js) 
var mongoose = require('mongoose'); 
 
// Esquema del vehículo 
var vehicleSchema = mongoose.Schema({  
    tipo: { 
        type: String, 
        required: true 
    }, 
    marca: { 
        type: String, 
        required: true 
    }, 
    modelo: { 
        type: String 
    }, 
    matricula: { 
        type: String, 
        required: true, 
        unique: true 
    }, 
    anio_alta: { 
        type: Number, 
        required: true 
    }, 
    uso: { 
        type: String 
    }, 
    institucion: { 
        type: String 
    }, 
    regimen: { 
        type: String 
    }, 
    estado: { 
        type: Boolean, 
        required: true 
    }, 
    anio_baja: { 
        type: Number 
    } 
}); 
 
// Creación del modelo a partir del esquema 
mongoose.model('Vehiculo', vehicleSchema);  
  
 
Modelo de Usuario (api_server/models/user.js) 
var mongoose = require('mongoose'); 
 
// Esquema de usuario 
var userSchema = mongoose.Schema({  
    username: { 
        type: String, 
        required: true 
    }, 
    password: { 
        type: String, 
        required: true 
    } 
}); 
 




Anexo IV. Archivos de código de la API 
Archivos relacionados con la autenticación 
Clave secreta (/api_server/config.js) 
// Este archivo contiene el secreto con el que se encriptan los 
tokens. 
module.exports = { 
    TOKEN_SECRET: process.env.TOKEN_SECRET || "password" 
}; 
Función de creación del token (/api_server/controllers/service.js) 
var jwt = require('jsonwebtoken');  // Uso de JWT 
var moment = require('moment');   // Uso de Moment 
var config = require('../config');  // Carga del secreto 
 
// Función encargada de crear el token. Toma al usuario como 
parámetro. 
exports.createToken = function(user) { 
  var payload = {  // Construcción del payload. 
    sub: user,  // Inclusión del usuario. 
    iat: moment().unix(), // Inclusión de la fecha y hora actual. 
    exp: moment().add(15, "minutes").unix(),  // Caducidad del 
token. 
  }; 
  return jwt.sign(payload, config.TOKEN_SECRET);  // Creación del  
};                                  // token añadiendo el secreto. 
Funciones de autenticación (/api_server/controllers/auth.js) 
var mongoose = require('mongoose'); 
var User = mongoose.model('User'); 
var service = require('./service'); // Carga del archivo con la 
función createToken. 
 
// Función para el registro de usuarios. 
module.exports.signup = function(req, res) {  
  User 
  .create({username: req.body.username, password: 
req.body.password},  
    function(err, user) {  
    if (err) { 
      return res.status(400).send(err); // Devolver error si no  
    }                                   // se ha creado el usuario. 
    return res 
    .status(200) 
    .send({token: service.createToken(req.body.username)});  





// Función para iniciar sesión. 
module.exports.login = function(req, res) {  
  if (req.body.username && req.body.password) { 
    User 
    .count({username: req.body.username, password: 
req.body.password}) // Contar  
    .exec(function(err, user) { // el número de usuarios cón ese 
nombre y contraseña. 
      if (!user) {  // Si no existe usuario con esas credenciales, 
se envía un error. 
        return res.status(401).send({"message": "Invalid user and/or 
password"});  
      } else if (err) { // Devolver error si ha habido un error al 
        return res.status(404).send(err); // realizar la consulta. 
      } 
      return res 
      .status(200)  // Si existen las credenciales, se devuelve un 
token de acceso. 
      .send({token: service.createToken(req.body.username)});  
    }); 
  } else {  // Devolver error si falta algún parámetro. 
    return res.status(401).send({"message": "Invalid user and/or 
password"});  
  } 
}; 
Middleware (/api_server/controllers/middleware.js) 
var jwt = require('jsonwebtoken');  // Uso de JWT. 
var moment = require('moment'); 
var config = require('../config'); 
 
// Función para comprobar si un usuario tiene acceso a cierto 
endpoint. 
exports.ensureAuthenticated = function(req, res, next) { 
  if(!req.headers.authorization) {  // Comprobar la existencia de 
autorización 
    return res                      // en la cabecera. 
    .status(403) 
    .send({message: "Petición sin cabecera de autorización"}); 
  } 
 
  var token = req.headers.authorization.split(" ")[1];  // Obtener 
el token. 
  var payload = jwt.verify(token, config.TOKEN_SECRET, function(err, 
payload) { 
    if (err) { 
      switch (err.name) { // Comprobar errores. 
        case 'JsonWebTokenError': 
 
          return res.status(401).send({message: "Signatura 
incorrecta"}); 
        case 'TokenExpiredError': 
          return res.status(401).send({message: "Token caducado"}); 
        default: 
          return res.status(401).send(err); 
      } 
    } 
    req.user = payload.sub; // Cargar datos del payload para pasar a 
la sig. etapa. 
    next(); // Paso a la etapa siguiente. 
  }); 
} 
Gestión de conexiones/desconexiones (/api_server/models/db.js) 
var mongoose = require('mongoose'); // Uso de mongoose 
 
var dbURI = 'mongodb://localhost/vehiculosmunicipales'; // URI de 
nuestra BD 
mongoose.connect(dbURI); // Conexion a la BD 
 
// EVENTOS DE CONEXION 
mongoose.connection.on('connected', function() { 
    console.log('Mongoose connected to ' + dbURI); 
}); 
mongoose.connection.on('error', function(err) { 
    console.log('Mongoose connection error: ' + err); 
}); 
mongoose.connection.on('disconnected', function() { 
    console.log('Mongoose disconnected'); 
}); 
 
// EVENTOS DE TERMINACION/REINICIO DE LA APLICACION 
// Es llamado cuando la aplicación se termina/reinicia 
gracefulShutdown = function(msg, callback) { 
    mongoose.connection.close(function() { 
        console.log('Mongoose disconnected through ' + msg); 
        callback(); 
    }); 
}; 
// Para reinicios de nodemon 
process.once('SIGUSR2', function() { 
    gracefulShutdown('nodemon restart', function() { 
        process.kill(process.pid, 'SIGUSR2'); 
    }); 
}); 
// Para terminacion de la aplicacion 
process.on('SIGINT', function() { 
    gracefulShutdown('app termination', function() { 
 
        process.exit(0); 
    }); 
}); 
 
// ESQUEMAS Y MODELOS 
require('./vehiculo'); 
require('./user'); 
Archivo app.js (/app.js) 
var createError = require('http-errors'); 
var express = require('express'); 
var path = require('path'); 
var cookieParser = require('cookie-parser'); 
var logger = require('morgan'); 
var swaggerUi = require('swagger-ui-express');  // Uso de Swagger 
var swaggerDocument = require('./swagger.json');  
 
// Conectar a la BD y cargar los modelos 
require('./api_server/models/db');   
 
/* Archivo de rutas para direccionar las  
 * peticiones a sus correspondientes funciones. */ 
var apiRouter = require('./api_server/routes/index'); 
//var indexRouter = require('./routes/index'); 
//var usersRouter = require('./routes/users'); 
 
var app = express(); 
 
// view engine setup 
app.set('views', path.join(__dirname, 'views'));  // Establecer 
carpeta de vistas. 
app.set('view engine', 'jade'); // Jade como motor de plantillas 
 
app.use('/api-docs', swaggerUi.serve, 
swaggerUi.setup(swaggerDocument));  // Ruta 
app.use(logger('dev'));                                             
// de Swagger. 
app.use(express.json()); 




app.use('/api', apiRouter);     // Uso de las rutas de la API cuando   
//app.use('/', indexRouter);        // lleguen peticiones a /api. 
//app.use('/users', usersRouter); 
 
// catch 404 and forward to error handler 
app.use(function(req, res, next) { 




// error handler 
app.use(function(err, req, res, next) { 
  // set locals, only providing error in development 
  res.locals.message = err.message; 
  res.locals.error = req.app.get('env') === 'development' ? err : 
{}; 
 
  // render the error page 
  res.status(err.status || 500); 
  res.render('error'); 
}); 
 
module.exports = app; 
Archivo de rutas (/api_server/routes/index.js) 
var express = require('express'); 
var router = express.Router(); 
 
// Archivos con el código de los controladores 
var ctrlVeh = require('../controllers/vehiculo');   // Vehículos 
var ctrlAuth = require('../controllers/auth');   // Registro y login 
var middleware = require('../controllers/middleware');   
// Comprobación de acceso 
 

























// Rutas de registro y login (POST) 
router.post('/auth/signup', ctrlAuth.signup);  
router.post('/auth/login', ctrlAuth.login); 
 
module.exports = router; 
Controladores (/api_server/controllers/vehiculo.js) 
var mongoose = require('mongoose'); // Uso de Mongoose 
var Vehiculo = mongoose.model('Vehiculo');  // Modelo 
 
/*  
 * Función para enviar una respuesta JSON 
 * Entradas: res -> respuesta HTTP 
 *           status -> Código de estado HTTP 
 *           content -> Contenido JSON que se desea enviar en la 
respuesta 
*/ 
var sendJSONresponse = function(res, status, content) { 
  res.status(status); 
  res.json(content); 
}; 
 
// Controlador para encontrar un vehículo cualquiera (usado para 
probar la API). 
module.exports.vehiculoFindOne = function(req, res) { 
    console.log('Finding vehicle details', req.params); 
    Vehiculo    // Uso del modelo 
    .findOne()  // Búsqueda de un vehículo cualquiera 
    .exec(function(err, vehiculo) { 
        if (!vehiculo) {    // Si no hay vehículo, se manda 200 con 
mensaje. 
            sendJSONresponse(res, 200, { 
                "message": "vehicle not found" 
            }); 
            return; 
        } else if (err) {    // Para cualquier otro error, se manda 
404 con mensaje. 
            console.log(err); 
            sendJSONresponse(res, 404, err); 
            return; 
        } 
        console.log(vehiculo);                  // Si todo está 
bien, se manda 
        sendJSONresponse(res, 200, vehiculo);   // código 200 con el 
vehículo. 
    }); 
}; 
 
// Controlador para devolver el listado completo de vehículos. 
 
module.exports.vehiculoFindAll = function(req, res) { 
    console.log('Finding vehicles details', req.params); 
    Vehiculo 
    .find() 
    .exec(function(err, vehiculos) { 
        if (vehiculos.length == 0) {    // Si la lista no tiene 
vehículos,  
            sendJSONresponse(res, 200, {// se manda 200 con mensaje. 
                "message": "vehicles not found" 
            }); 
            return; 
        } else if (err) { 
            console.log(err); 
            sendJSONresponse(res, 404, err); 
            return; 
        } 
        sendJSONresponse(res, 200, vehiculos); 
    }); 
}; 
 
// Controlador para devolver un vehículo con tal matrícula 
module.exports.vehiculoFindByMatricula = function(req, res) { 
    if (req.params && req.params.matricula) {  
        Vehiculo 
        .findOne({matricula: req.params.matricula}) // Obtenemos el 
vehículo con 
        .exec(                                      // la matrícula 
del param. 
            function(err, vehiculo) { 
                if (!vehiculo) {  
                    return res 
                    .status(200) 
                    .send({"message": "vehicle not found"}); 
                } else if (err) { 
                    return res 
                    .status(404) 
                    .send(err); 
                } 
                return res  
                .status(200) 
                .send(vehiculo); 
            } 
        ); 
    } else { 
        return res 
        .status(404)                    // Mandamos un 404 con 
mensaje si no se 
        .send({"message": "No licence-plate in request"});  //  pasa 
parámetro. 




// Controlador para devolver el listado de vehículos de cierto tipo. 
module.exports.vehiculoFindByTipo = function(req, res) { 
    if (req.params && req.params.tipo) {  
        Vehiculo 
        .find({tipo: req.params.tipo})  
        .exec( 
            function(err, vehiculos) { 
                if (vehiculos.length == 0) {  
                    return res 
                    .status(200) 
                    .send({"message": "vehicles not found"}); 
                } else if (err) { 
                    return res 
                    .status(404) 
                    .send(err); 
                } 
                return res  
                .status(200) 
                .send(vehiculos); 
            } 
        ); 
    } else { 
        return res 
        .status(404) 
        .send({"message": "No type in request"}); 
    } 
}; 
 
// Controlador para devolver el listado de vehículos de cierta 
marca. 
module.exports.vehiculoFindByMarca = function(req, res) { 
    if (req.params && req.params.marca) {  
        Vehiculo 
        .find({marca: req.params.marca})  
        .exec( 
            function(err, vehiculos) { 
                if (vehiculos.length == 0) {  
                    return res 
                    .status(200) 
                    .send({"message": "vehicles not found"}); 
                } else if (err) { 
                    return res 
                    .status(404) 
                    .send(err); 
                } 
                return res  
                .status(200) 
                .send(vehiculos); 
            } 
        ); 
 
    } else { 
        return res 
        .status(404) 
        .send({"message": "No manufacturer in request"}); 
    } 
}; 
 
/* Controlador para devolver el listado de vehículos que entraron en 
servicio 
 * cierto año.                                                              
*/ 
module.exports.vehiculoFindByAnioAlta = function(req, res) { 
    if (req.params && req.params.anio_alta) {  
        Vehiculo 
        .find({anio_alta: req.params.anio_alta})  
        .exec( 
            function(err, vehiculos) { 
                if (vehiculos.length == 0) {  
                    return res 
                    .status(200) 
                    .send({"message": "vehicles not found"}); 
                } else if (err) { 
                    return res 
                    .status(404) 
                    .send(err); 
                } 
                return res  
                .status(200) 
                .send(vehiculos); 
            } 
        ); 
    } else { 
        return res 
        .status(404) 
        .send({"message": "No year in request"}); 
    } 
}; 
 
// Controlador para devolver el listado de vehículos operativos. 
module.exports.vehiculoFindOperativos = function(req, res) { 
    Vehiculo 
    .find({"estado": true}) 
    .exec(function(err, vehiculos) { 
        if (vehiculos.length == 0) { 
            sendJSONresponse(res, 200, { 
                "message": "vehicles not found" 
            }); 
            return; 
        } else if (err) { 
            console.log(err); 
            sendJSONresponse(res, 404, err); 
 
            return; 
        } 
        sendJSONresponse(res, 200, vehiculos); 
    }); 
}; 
 
// Controlador para devolver el listado de vehículos operativos en 
cierto año. 
module.exports.vehiculoFindByAnio = function(req, res) { 
    if (req.params && req.params.anio) {  
        Vehiculo 
        .find({   // Filtramos los vehículos que hayan estado en 
servicio entre 
            "anio_alta": {$lte: req.params.anio},   // los años de 
alta 
            $or: [{"anio_baja": {$gte: req.params.anio}}, 
{"anio_baja":  null}]    // y de baja. 
        }) 
        .exec( 
            function(err, vehiculos) { 
                if (vehiculos.length == 0) {  
                    return res 
                    .status(200) 
                    .send({"message": "vehicles not found"}); 
                } else if (err) { 
                    return res 
                    .status(404) 
                    .send(err); 
                } 
                return res  
                .status(200) 
                .send(vehiculos); 
            } 
        ); 
    } else { 
        return res 
        .status(404) 
        .send({"message": "No year in request"}); 
    } 
}; 
// Controlador para introducir un nuevo vehículo en la base de datos 
module.exports.vehiculoCreate = function(req, res) { 
    Vehiculo 
    .create({   // Creamos un vehículo asignando a cada campo 
        tipo: req.body.tipo,    // su correspondiente de la 
petición. 
        marca: req.body.marca, 
        modelo: req.body.modelo, 
        matricula: req.body.matricula, 
        anio_alta: req.body.anio_alta, 
        uso: req.body.uso, 
 
        institucion: req.body.institucion, 
        regimen: req.body.regimen, 
        estado: req.body.estado, 
        anio_baja: req.body.anio_baja 
    },function(err, book) { 
        if (err) {  // Si hay un error, se manda mensaje con código 
400. 
            return res 
            .status(400) 
            .send(err); 
        } 
        return res  // Si se guarda correctamente, se devuelve 
código 201. 
        .status(201) 
        .send(book); 
    }); 
}; 
 
// Controlador para borrar de la base de datos un vehículo con 
cierta matrícula. 
module.exports.vehiculoDelete = function(req, res) { 
    if (req.params && req.params.matricula) {  
        Vehiculo 
        .findOneAndDelete({matricula: req.params.matricula}) // 
Encontramos y  
        .exec(          // borramos el vehículo con la matrícula 
introducida. 
            function(err, vehiculo) { 
                if (err) {  // Si no se puede borrar, se devuelve 
error 400. 
                    return res 
                    .status(400) 
                    .send(err); 
                } 
                return res  // Si se borra correctamente,  
                .status(204)    // se devuelve código 204. 
                .send(null); 
            } 
        ); 
    } else { 
        return res  // Si no se pasa matrícula,  
        .status(404)    // se devuelve código 404 con mensaje. 
        .send({"message": "No matricula in the request"}); 
    } 
}; 
 
// Controlador para actualizar los datos un vehículo con cierta 
matrícula. 
module.exports.vehiculoUpdate = function(req, res) { 
    if (req.params && req.params.matricula) {  
        Vehiculo 
 
        .findOne({matricula: req.params.matricula}) // Usamos el 
vehículo con 
        .exec(                                      // la matrícula 
introducida. 
            function(err, vehiculo) { 
                if (!vehiculo) {  
                    return res  // Si no se encuentra el vehículo, 
                    .status(404)    // devolvemos 404 con mensaje. 
                    .send({"message": "no vehicle found"}); 
                } else {    // Actualizamos con el contenido de los 
campos  
                    if (req.body.tipo) {    // pasados por 
parámetro. 
                        vehiculo.tipo = req.body.tipo; 
                    } 
                    if (req.body.marca) {  
                        vehiculo.marca = req.body.marca; 
                    } 
                    if (req.body.modelo) {  
                        vehiculo.modelo = req.body.modelo; 
                    } 
                    if (req.body.anio_alta) {  
                        vehiculo.anio_alta = req.body.anio_alta; 
                    } 
                    if (req.body.uso) {  
                        vehiculo.uso = req.body.uso; 
                    } 
                    if (req.body.institucion) {  
                        vehiculo.institucion = req.body.institucion; 
                    } 
                    if (req.body.regimen) {  
                        vehiculo.regimen = req.body.regimen; 
                    } 
                    if (req.body.estado) {  
                        vehiculo.estado = req.body.estado; 
                    } 
                    if (req.body.anio_baja) {  
                        vehiculo.anio_baja = req.body.anio_baja; 
                    } 
                    vehiculo.save(function (err, vehiculo) {  
                        if (err) {  // Si hay algún error,  
                            return res  // devolvemos 404 con 
mensaje. 
                            .status(404) 
                            .send(err); 
                        } 
                        else {  // Si se ha realizado la operación  
                            return res  // correctamente, devolvemos 
200 con la 
                            .status(200)    // info. del vehículo. 
                            .send(vehiculo); 
 
                        } 
                    }); 
                } 
            } 
        ); 
    } else { 
        return res  // Si no se pasa parámetro, devolvemos 404 con 
mensaje. 
        .status(404) 
        .send({"message": "No matricula in the request"}); 





GRADO EN INGENIERÍA INFORMÁTICA, 2019/2020
Los datos abiertos que publican todo tipo de organizaciones pueden ser
beneficiosos para toda la sociedad, ya que pueden aportar un gran valor
de diferentes maneras. Estos datos abiertos se ponen a disposición de la
sociedad a través de sitios web denominados “portales de datos abiertos”,
desde los cuales se pueden descargar en forma de conjuntos de datos en
una amplia variedad de formatos. En este trabajo, hablaremos en
profundidad sobre todo lo que rodea a los datos abiertos, y se construirá
un portal de datos usando CKAN, un software de código abierto para tal
fin.
A través de este portal, se pueden servir conjuntos de datos ubicados en
otro servidor. Es por eso que también se construirá una API REST para
interactuar con una base de datos la cual contiene el conjunto de datos
que se desea publicar en el portal de datos abiertos. Esta API se
construirá utilizando la pila MEAN. Las comunicaciones entre los
diferentes componentes de la pila MEAN se realizan usando JSON como
formato, obteniendo las respuestas a las peticiones HTTP en este
formato. Será en este formato en el que publiquemos el conjunto de datos
y subconjuntos en el portal de datos abiertos.
Open Data published by organisations of every type can be benefitial for
all the society, since they can add value in different ways. Open Data is
placed at the disposal of the society via websites called “Open Data
portals”, from which can be downloaded in form of datasets in a wide
variety of formats. In this work, we will talk in depth about everything
that surrounds Open Data, and a Open Data portal will be built using
CKAN, an open source software for that purpose.
Through that portal, datasets located in another server can be served.
That is why a REST API for interacting with a database which contains
the dataset that is wanted to be published in the Open Data portal will be
built too. This API will be built using the MEAN stack. Communications
between different components of the MEAN stack are carried out using
JSON as its format, getting reponses to HTTP requests in that format. It
will be in this format in which we publish the dataset and subsets in the
Open Data portal.
