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1.1 Introducción y motivación 
El mundo de las base de datos relacionales dispone de unas herramientas conocidas 
como Sistemas Gestores de Base de Datos (SGBD). Un SGBD juega el papel 
fundamental, entre muchos otros, de maximizar la eficiencia en el procesado de 
consultas, es decir, reducir el tiempo en proporcionar la información o realizar las 
modificaciones demandadas por el usuario mediante las sentencias de lenguaje SQL 
introducidas. 
 
El SQL es el lenguaje estándar ANSI/ISO de definición, manipulación y control de 
bases de datos relacionales. Es un lenguaje declarativo: sólo hay que indicar qué se 
quiere hacer. En cambio, en los lenguajes procedimentales es necesario especificar 
cómo hay que hacer cualquier acción sobre la base de datos. 
 
Una de las fases del proceso de tratamiento de una consulta que lleva a cabo el 
tipo de lenguaje utilizado por los SGBD (lenguajes declarativos) y, más concretamente 
en la fase de optimización, es la que da sentido al software sobre el cual se trabajará a 
lo largo de este proyecto. Hay tres tipos de optimización (semántica, sintáctica, física); 
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El software del cual se parte en este proyecto fue creado para poder dotar a los 
alumnos de una herramienta con la que poder practicar la parte del temario 
correspondiente a la Optimización Física de consultas basada en Costes (apartado 6.2 
del proyecto). El propósito fue posible debido al resultado del Proyecto Final de 
Carrera de la alumna Susana del Moral Arjona, que realizó un proyecto de Ingeniería 
del Software muy completo. 
 
Actualmente consigue este tipo de optimización ya que dado un árbol generado en 
la optimización sintáctica, los datos físicos de las tablas, las estructuras físicas de 
almacenamiento de las tablas disponibles (índice B+, cluster, …) y los algoritmos de 
ejecución (selección, joins) disponibles, generará el mejor plan de ejecución posible 
proporcionando su coste. Además, dado un posible coste ofrecido por el usuario, 
evaluará si es correcto o no, indicando posibles errores mediante mensajes 
informativos. 
 
El tiempo es uno de los factores más determinantes para toda persona, ya que 
realmente es el que limita la cantidad de aprendizaje en este caso en un ámbito 
universitario, es decir, un alumno que esté cursando la asignatura de Diseño y 
Administración de Bases de Datos (DABD) dispone de un tiempo limitado ya que, en 
una situación normal, debe dedicar tiempo a más asignaturas y por lo tanto todo lo 
que sea ayudar a recortar o disminuir tiempo de dedicación en una parte del temario 
siempre es beneficioso e importante. 
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La necesidad y motivación de dicho proyecto viene dado por los diferentes 
problemas e incapacidades que actualmente tiene este programa. Las limitaciones 
respecto a la complejidad de la consulta son evidentes, cualquier consulta que tenga 
en cuenta todos los tipos de algoritmos existentes y además tres o más nodos en el 
árbol sintáctico resultante, comienza a ser un problema en cuanto a tiempo de 
ejecución, cosa lógica debido al elevadísimo número de combinaciones que ha de 
realizar ciertos algoritmos de la implementación del software. Este hecho dificulta 
pues el trabajo con ciertas consultas que aún no siendo excesivamente complejas 
suponen un coste temporal excesivo. Ayudar de alguna manera a mejorar el 
funcionamiento o el aprendizaje del temario para una asignatura de la carrera es 
motivación extra para abordar este proyecto. 
 
Además de este problema de tiempo, también existen limitaciones en el tipo de 
operaciones que se pueden utilizar en las consultas, es decir, actualmente los 
predicados que se analizan son de una complejidad baja, cosa que se quiere ampliar 
hasta predicados de complejidad media. Estos dos cambios permitirán una mayor 
potencia en el tipo de consultas a realizar y en la potencia general del programa. 
 
El control de los datos de entrada actual, detalles de la parte gráfica, así como 
diferentes detalles de eficiencia y de información del sistema en tiempo de ejecución 
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La conclusión final es la necesidad y el beneficio que reportará dichas 
modificaciones para poder impartir y transmitir los conocimientos teóricos de la parte 
teórica de la asignatura de DABD dando a alumnado la posibilidad de probar más casos 
en un tiempo lo más razonable posible. 
 
1.2 Objetivos del proyecto 
 
Durante el transcurso de este proyecto se abarcarán diferentes mejoras y 
ampliaciones para dar más cuerpo y permitir llegar más allá en el tipo de consultas que 
se pueden analizar con el programa.  
 
Inicialmente se buscará las posibles soluciones en el diseño actual del algoritmo 
recursivo principal que es llamado en cada iteración del Backtracking para intentar 
reducir lo máximo posible el tiempo de calcular o chequear el coste de una consulta 
más compleja de lo normal. Teniendo en cuenta, que hay casos extremos que es 
prácticamente imposible reducirlos a un tiempo aceptable, debido a las acciones a 
realizar. 
 
También se añadirán diferentes estructuras y operaciones a la implementación 
actual, para que permita el análisis de predicados más complejos. Por otra parte, como 
estructura a añadir, están el índice Bitmap, que añadirá otra posibilidad más a la hora 
de determinar el coste de una consulta, ya que según qué casos es un índice muy 
eficiente.  
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Por lo que respecta a los datos de entrada, se realizarán cambios que ayudarán 
al usuario a detectar posibles errores en el fichero de entrada de manera más fácil, ya 
que según qué casos actualmente cuesta determinar de dónde proviene dicho error. 
Además, se realizarán posibles cálculos a priori que determinarán si parte de la 
información que contiene el fichero, además de estar bien formada, es coherente. 
 
En todo código se pueden realizar pequeñas modificaciones que ayudan al 
usuario a recibir más información de aquello que se está ejecutando, además de dar la 
posibilidad de impedir diversos cálculos, que con los recursos disponibles pueden ser 
demasiado costosos de llevar a cabo. Ésta también será una de las tareas de este 
proyecto, que amenizará en algunas situaciones está relación usuario-programa.  
  
A continuación se introduce la primera parte del proyecto en la cual se hablará 
de los aspectos básicos de las base de datos, el lenguaje SQL, los Sistemas Gestores de 
Base de Datos, para llegar finalmente a unas de sus funciones: la optimización física 
que es el tema directamente relacionado con el software del cual se parte del proyecto 
inicial para optimizarlo y ampliarlo según lo descrito en este apartado. 
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2. FUNDAMENTOS BÁSICOS BASES DE DATOS 
RELACIONALES 
 
2.1 Modelo de datos relacional 
 
El modelo relacional es un modelo de datos cuyo principal objetivo es facilitar que ésta 
sea vista como un conjunto de tablas, consiguiendo así un alto grado de independencia 
de los datos. 
Un modelo de datos no sólo proporciona una manera de estructurar los datos, sino 
que también garantiza la manipulación de éstos definiendo una serie de operaciones 
de actualización y consulta, al igual que establece un conjunto de reglas de integridad 
que indican las condiciones que los datos deben cumplir. 
 
2.2 Estructura de los datos 
 
Concepto de relación 
Una relación consta del esquema de relación y de la extensión. Vista de una manera 
informal, una relación podría visualizarse como una tabla, dónde cada fila contiene los 
datos de una cierta instancia, y cada columna contiene valores de un cierto dominio 
para cada una de las instancias. Considerando esta representación, el esquema de la 
relación correspondería con la cabecera de la tabla y la extensión con el cuerpo. 
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Figura 1. Componentes de una relación 
 
El  esquema de la relación consta del nombre de la relación y un conjunto de atributos. 
En el ejemplo, el conjunto de atributos es {atributo 1, atributo 2, atributo 3… atributo 
m}. 
Para representar el esquema de la relación se utilizará una expresión del siguiente 
tipo: 
R (A1,, A2, …, An), siendo R e nombre de la relación y A1,, A2, …, An, una permutación de 
los atributos que pertenecen al conjunto { A1,, A2, …, An}. 
 
En el ejemplo, el esquema de la relación podría ser: 
 Tabla (atributo1, atributo2, atributo3, atributo4) 
 Tabla (atributo2, atributo3, atributo4, atributo1) 
 
Cada atributo es el nombre del rol que ejerce un dominio en un esquema de relación. 
Un dominio es el conjunto de valores atómicos. Pueden ser predefinidos (Enteros, 
Reales,…) o definidos por el usuario (Números de DNI: “conjunto de números de DNI 
de 8 dígitos”, notas: “valores entre 1.0 y 10.0”, …). 
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El grado de una relación es el número de atributos que pertenecen en su esquema. En 
el ejemplo, el grado de la relación de la tabla es m. 
La extensión de la relación es un conjunto de tuplas ti=<vi1, vi2, …, vij, …, vin> 
donde vij es un valor del dominio de Aj o bien un valor nulo (NULL), en caso de ser 
desconocido o inaplicable. Una tupla es un elemento de la extensión de la relación. 
La cardinalidad de una relación es el número de tuplas que pertenecen a su 




Cuando  se almacena información en una base de datos, ésta debe poder 
identificarse de alguna forma.  Para identificar unívocamente cada una de las tuplas o 
registros de la relación se utilizan las claves primarias. 
 Una clave primaria es un atributo o conjunto de atributos que identifica de forma 
única cada tupla de la relación, es decir, de manera que no pueden existir dos tuplas 
en la extensión que tengan la misma combinación de valores para la clave. 
 Como convención, los atributos del esquema de la relación que forman la clave 
primaria son subrayados. Así, R(A1, A2, …, Ai, …, An) indica que los atributos A1, A2, …, Ai 




Una clave externa debe cumplir los siguientes requisitos: 
2. FUNDAMENTOS BÁSICOS BASE DE DATOS RELACIONALES 
 
 
Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
17 
 
 Tener el mismo número de atributos que la calve primaria referenciada. 
 Los atributos que la forman deben tener dominios compatibles con los de la 
clave primaria referenciada. 
 
Gracias a estos dos requisitos que se comentan cumplen con unas de las características 
del modelo relacional que se comentará en el siguiente apartado, la integridad de la 
información. 
 
2.3 Operaciones del modelo relacional 
 
Las operaciones del modelo relacional permiten actualizar y consultar los datos 
almacenados en una base de datos relacional. La actualización de datos consiste en 
reflejar en las relaciones de la base de datos todos aquellos cambios que se producen 
en la realidad. 
Existen tres operaciones básicas de actualización: 
 
 Inserción: Añade una o más tuplas a la relación. 
 Eliminación: Elimina una o más tuplas a la relación. 
 Modificación: Altera los valores que tienen una o más tuplas de una 
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La consulta de datos consiste en obtener datos que son deducibles a partir de 
relaciones que contienen las bases de datos. La obtención de los datos resultado de 
una consulta puede requerir el análisis y la extracción de datos de una o más 
relaciones que posee la base de datos. 
 
2.4 Reglas de integridad 
 
En una base de datos se deben cumplir una serie de restricciones llamadas reglas de 
integridad para asegurar que los datos son correctos y que reflejan la realidad en todo 
momento. 
 
Las reglas de integridad pueden ser de dos tipos: 
 Reglas de integridad de usuario:  Condiciones específicas de una base de datos 
concreta y no necesariamente relevantes en otra base de datos. Por ejemplo, 
un valor negativo en un atributo positivo como puede ser ‘Edad Persona’ no 
tiene sentido, por lo que habría que definir una restricción indicando que deber 
ser un entero positivo. Ésta restricción podría no ser necesaria en otra base de 
datos que no trate con la edad de una persona.  
 
 Regla de integridad del modelo: Condiciones más generales, propias de un 
modelo de datos y que deben cumplirse en toda base de datos que siga ese 
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o La clave primaria de una relación no puede tener valores repetidos. 
o La clave primaria no puede tener valores nulos. 
o Todos los valores de la clave externa deben ser valores nulos o valores 
que existen en la clave primaria a la cual hacen referencia. 
o Un valor no nulo de un atributo debe pertenecer al dominio del atributo 
y las operaciones que se pueden aplicar sobre los valores dependen del 
dominio de éstos. 
 
3. EL LENGUAJE SQL 
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3. EL LENGUAJE SQL 
 
El SQL es el lenguaje estándar ANSI/ISO de definición, manipulación y control 
de bases de datos relacionales. Es un lenguaje declarativo: sólo hay que indicar qué se 
quiere hacer. En cambio, en los lenguajes procedimentales es necesario especificar 
cómo hay que hacer cualquier acción sobre la base de datos. El SQL es un lenguaje 
muy parecido al lenguaje natural; concretamente, se parece al inglés, y es muy 
expresivo. Por estas razones, y como lenguaje estándar, el SQL es un lenguaje con el 
que se puede acceder a todos los sistemas relacionales comerciales. 
 
El modelo relacional tiene como estructura de almacenamiento de los datos las 
relaciones. La intensión o esquema de una relación consiste en el nombre que hemos 
dado a la relación y un conjunto de atributos. La extensión de una relación es un 
conjunto de tuplas. Al trabajar con SQL, esta nomenclatura cambia, como podemos 
apreciar en la siguiente figura: 
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Figura 2. Nomenclatura SQL 
 
Hablaremos de tablas en lugar de relaciones. 
• Hablaremos de columnas en lugar de atributos. 
• Hablaremos de filas en lugar de tuplas.  
 
Sin embargo, a pesar de que la nomenclatura utilizada sea diferente, los 
conceptos son los mismos. 
Con el SQL se puede definir, manipular y controlar una base de datos relacional. 
A continuación veremos, aunque sólo en un nivel introductorio, cómo se pueden 
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3.1 SENTENCIAS DE DEFINICIÓN 
 
Para poder trabajar con bases de datos relacionales, lo primero que tenemos que 
hacer es definirlas. Veremos las órdenes del estándar para crear y borrar una base de 
datos relacional y para insertar, borrar y modificar las diferentes tablas que la 
componen. 
 
1) Para crear bases de datos, tablas, dominios, aserciones y vistas se utilice la 
sentencia CREATE. 
2) Para modificar tablas y dominios se utilice la sentencia ALTER. 
3) Para borrar bases de datos, tablas, dominios, aserciones y vistas se utilice la 
sentencia DROP. 
 
A continuación, vemos el formato y algún ejemplo de las sentencias sobre creación, 
modificación y eliminación de tablas en la base de datos. La nomenclatura utilizada en 
el formato de las sentencias es la siguiente: 
 
• Las palabras en negrita son palabras reservadas del lenguaje. 
• La notación [...] quiere decir que lo que hay entre los corchetes se podría 
poner o no. 
• La notación {A| ... |B} quiere decir que tenemos que elegir entre todas las 
opciones que hay entre las llaves, pero debemos poner una obligatoriamente. 
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El proceso que hay que seguir para crear una tabla es el siguiente: 
 





Tipos de datos 
INTEGER:  Números enteros. 
CHARACTER (longitud):  Cadenas de caracteres de longitud fija. 
FLOAT (precisión): Números con coma flotante con la precisión especificada. 









nombre_columna {tipo_datos|dominio} [def_defecto] 
[restricciones_columna] 
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DATE: Fechas. Están compuestas de: YEAR año, MONTH mes, DAY día. 
 
Restricciones de columna 
NOT NULL:  La columna no puede tener valores nulos. 
UNIQUE:  La columna no puede tener valores repetidos. Es una clave alternativa. 
PRIMARY KEY:  La columna no puede tener valores repetidos ni nulos. Es la clave 
primaria. 
REFERENCES: tabla [(columna)] La columna es la clave foránea de la columna de la 
tabla 
especificada.  
CHECK (condiciones): La columna debe cumplir las condiciones especificadas. 
 
Restricciones de tabla 
UNIQUE (columna [, columna. . .]):  El conjunto de las columnas especificadas no puede 
tener valores repetidos. Es una clave alternativa. 
PRIMARY KEY (columna [, columna. . .]): El conjunto de las columnas especificadas no 
puede tener valores nulos ni repetidos. Es una clave primaria. 
FOREIGN KEY (columna [, columna. . .]) |REFERENCES tabla [(columna2 [, columna2. . 
.])]: El conjunto de las columnas especificadas es una clave foránea que referencia la 
clave primaria formada por el conjunto de las columnas2 de la tabla dada. Si las 
columnas y las columnas2 se denominan exactamente igual, entonces no sería 
necesario poner columnas2. 
CHECK (condiciones): La tabla debe cumplir las condiciones especificadas. 
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El proceso que hay que seguir para crear una tabla es el siguiente: 
 
1) Lo primero que tenemos que hacer es decidir qué nombre queremos poner a 
la tabla (nombre_tabla). 
2) Después, iremos dando el nombre de cada uno de los atributos que 
formarán las columnas de la tabla (nombre_columna). 
3) A cada una de las columnas le asignaremos un tipo de datos predefinido o 
bien un dominio definido por el usuario. También podremos dar definiciones 
por defecto y restricciones de columna. 
4) Una vez definidas las columnas, sólo nos quedará dar las restricciones de 
tabla. 
 
CREATE TABLE   productos Nombre tabla 
(codigo_producto INTEGER, 
nombre_producto CHAR(20), Nombre de columnas 
tipo CHAR(20), y tipo 
descripcion CHAR(50), 
precio REAL, 
PRIMARY KEY (codigo_producto)); Clave primaria 
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Drop  table 





En este caso tenemos que: 
• Si utilizamos la opción RESTRICT, la tabla no se borrará si está 
referenciada, por ejemplo, por alguna vista. 
 
• Si usamos la opción CASCADE, todo lo que referencie a la tabla se borrará 
con ésta. 
 
Si se deseara borrar la tabla ‘productos’ creada anteriormente se tendría que ejecutar 
la siguiente  sentencia: 
 





DROP  TABLE  nombre_tabla  { RESTRICT  | CASCASDE}; 
DROP  TABLE     productos    RESTRICT; 
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En este caso, tenemos que: 











ALTER TABLE  nombre_tabla   {acción_modificar_columna| 
acción_modif_restricción_tabla}; 
{ADD [COLUMN]  columna  def_columna | 
ALTER [COLUMN]  columna  {SET def_defecto|DROP 
DEFAULT}| 
DROP [COLUMN ]  columna  {RESTRICT|CASCADE}} 
{ADD restricción| 
DROP CONSTRAINT  restricción  {RESTRICT|CASCADE}} 
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Si queremos modificar una tabla es que queremos realizar una de las siguientes 
operaciones:  
1) Añadirle una columna (ADD columna). 
2) Modificar las definiciones por defecto de la columna (ALTER columna). 
3) Borrar la columna (DROP columna). 
4) Añadir alguna nueva restricción de tabla (ADD restricción). 
5) Borrar alguna restricción de tabla (DROPCONSTRAINT restricción). 
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3.2 SENTENCIAS DE MANIPULACIÓN 
 
Una vez se ha creado la base de datos con las tablas correspondientes, se puede 
insertar, modificar y borrar los valores de las filas de las tablas. Para realizar dichas 
operaciones se disponen de las siguientes sentencias: 
 
• INSERT para insertar una nueva fila en la tabla 
• UPDATE para modificar una fila de la tabla. 
• DELETE para borrar una fila de la tabla. 
 
Inserción de filas en una tabla 






Los valores v1, …, vn se deben corresponder exactamente con las columna que se han 
especificado en el CREATE TABLE a la hora de crear la tabla  y deben estar en el mismo 
orden. Los valores a insertar también pueden ser los resultantes de la consulta 
<consulta>. 
 
INSERT INTO nombre_tabla [(columnas)] 
{VALUES ({v1|DEFAULT|NULL}, ..., {vn/DEFAULT/NULL})|<consulta>}; 
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Borrado de filas de una tabla 





En caso que no se ponga la opción WHERE, se borrarán todas las filas de la tabla 
especificada. 
En el siguiente ejemplo se ve como se borran todos los proyectos del cliente con 






INSERT INTO clientes 
VALUES (10, ‘ECIGSA’,‘37.248.573-’,‘ARAGON242’,‘Barcelona’,DEFAULT); 
 
DELETE FROM nombre_tabla 
[WHERE condiciones]; 
DELETE FROM proyectos 
WHERE código_cliente = 2; 
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Modificación de filas de una tabla 
Si se quiere modificar los valores de algunas filas de una tabla, se tiene que utilizar una 













En esta sentencia podemos ver como se quiere incrementar el sueldo en 1000 euros a 





SET columna = {expresión|DEFAULT|NULL} 
[, columna = {expr|DEFAULT|NULL} ...] 
WHERE condiciones; 
UPDATE empleados 
SET sueldo = sueldo + 1000 
WHERE num_proyec = 2 
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3.3 SENTENCIAS DE CONSULTA 
 











<= MENOR O IGUAL 
>= MAYOR O IGUAL 
<> DIFERENTE 
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AND CONJUNCIÓN DE CONDICIONES (INTERSECCIÓN) 
OR DISYUNCIÓN DE CONDICIONES (UNIÓN) 
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4. NIVEL FÍSICO DE UNA BASE DE DATOS 
 
En el mundo de la informática se conocen dos niveles posibles: el nivel lógico y el nivel 
físico. Muchos usuarios no tienen conocimiento del nivel físico en el cuál se almacenan 
los datos con los cuales trabajan ni tampoco del funcionamiento y lenguaje de bajo 
nivel que se ejecuta en  el sistema operativo para comunicarse con el hardware. En 
cambio, un programador o un usuario que realiza consultas u operaciones sobre la 
base de datos, trabajan con lenguajes de alto nivel, a un nivel lógico, que se trata de un 
nivel de abstracción para facilitar la interacción con el sistema.  
 
4.1 REGISTRO FÍSICO: LA MEMORIA EXTERNA 
 
La memoria interna (RAM) de los ordenadores es volátil, es decir, los datos que un 
programa almacena durante su ejecución desaparecen cuando este programa deja de 
ejecutarse. Además la memoria interna (RAM) no tiene gran capacidad y es costosa. 
Por estas razones se necesita memoria externa para almacenar los datos de forma 
persistente, en grandes cantidades si se desea y a un bajo coste. El dispositivo físico 
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Esquema de la entrada/salida 
La unidad de transferencia entre la memoria interna y la memoria externa es el 
bloque. El bloque es aquello que se lee o se escribe de una sola vez en una sola 
operación física de entrada/salida. 
 
 Dado que un registro ( tupla o fila de una tabla) suele ser más pequeño que un 
bloque, se agrupan los registros en bloques. En el mundo de las bases de datos se 
utiliza frecuentemente el término página como sinónimo de bloque. 
 
 La entrada y salida de los bloques se hacen hacia y desde los buffers en la memoria 
interna. De la misma manera que la unidad de transferencia entre la memoria externa 
y los buffers es el bloque, la unidad de transferencia entre estos y el programa de 
usuario es el registro. 
  
 Si en un bloque caben 50 registros, y se trabaja secuencialmente, cada 50 lecturas 
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Figura 3. Esquema entrada/salida 
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Tiempo de acceso 
Entre las desventajas de las memorias externas respecto las internas es el mayor 
tiempo de acceso a la información requerida, en el caso de la memoria externa 
estaríamos refiriéndonos al disco. 
 
El tiempo que se tarda para realizar una operación física de lectura o escritura de un 
bloque en un disco es igual a la suma de dos tiempos: 
 
 El tiempo de acceso: tiempo que tarda el cabezal en situarse en la pista(tiempo 
de búsqueda) y el sector(tiempo de espera o latencia) deseados. Depende en 
gran parte de la velocidad de rotación del disco. 
 
 El tiempo de transferencia:  tiempo que se tarda en leer o escribir el conjunto 
de sectores que intervienen en la operación, es decir, el tiempo que tarda el 
bloque en pasar por delante del cabezal. Depende en gran parte de la medida 
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4.2 ACCESO A LOS DATOS 
 
En este apartado se hablará de cómo se puede acceder a los datos, es decir, de su 
obtención.  
 
Dos formas básicas de acceder a los datos:  
 Acceso secuencial: al acceder secuencialmente a un registro supone acceder 
previamente a todos los registros anteriores. 
 
 Acceso directo:  al acceder directamente únicamente se accede al registro 
deseado. 
 
Otras dos formas de acceder son: 
 Acceso por valor:  se llega al registro en función del valor de uno de sus 
campos. 
 
 Acceso por posición:  se accede al registro sin tener en cuenta el contenido. 
 
 
Si se combinan las clasificaciones anteriores, tenemos las formas de acceso más 
frecuentes: 
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 Acceso secuencial por posición: una vez se accede a un registro que ocupa una 
posición, se solicita acceder al registro que ocupa la posición siguiente. 
 
 Acceso directo por posición: se solicita acceder al registro que ocupa una 
posición de registro específica. 
 
 Acceso secuencial por valor:  una vez se accede a un registro se solicita acceder 
al registro siguiente, respecto al orden de un campo determinado. 
 
 Acceso director por valor:  se solicita acceder al registro que tiene para un 
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4.3 ORGANIZACIÓN DE LOS DATOS 
 
Cada tabla de la base de datos se divide en páginas de datos. Además puede disponer 
de un índice para acceder rápidamente a los datos que nos interesa dentro de la  
página. 
El fichero es la unidad global a partir de la cual el sistema operativo gestiona los datos 
en los discos. Una página es la unidad de organización de los datos almacenados en 
cada fichero, que a su vez almacena registro, es decir, las filas o tuplas de una tabla de 
la base de datos). 
 









Estructura de una página 
 
        
Cabecera Campos de longitud fija o 
variable 
CABECERA     REGISTRO 1  REGISTRO 2 
2 1 
Espacio libre 
 4. NIVEL FÍSICO DE UNA BASE DE DATOS  
 
 
Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
41 
 
Un índice es una estructura de datos que permite acceder a una o varias filas 
(registros) de una misma tabla a través de un campo o campos de manera más rápida. 
Guarda siempre parejas de valor-información, dónde la información puede ser: todo el 
registro, la dirección física del registro  o una lista de direcciones físicas a registros (si 
hay valores repetidos). 
 
Índice árbol de direcciones (B+) 
Un índice B+ es una estructura de datos en árbol, dispuestos de tal forma que permite 
mejorar la eficiencia de ciertas operaciones. Consta de nodos internos que contienen 
punteros a otros nodos para dirigir la búsqueda  y de nodos hoja que contienen la 
información del índice (valor-información). Los nodos hoja están conectados entre sí 
por apuntadores dobles. 
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Todo árbol tiene un orden d que indica la capacidad de los nodos, con un máximo de 
2d  valores. Estadísticamente se fija que suelen estar cargados un 66% (2/3) de su 
capacidad máxima. Si se realiza la búsqueda de un registro con un valor v, se debería 
localizar el nodo hoja que contiene dicho valor y acceder al registro mediante el 
puntero. 
 
Índice ordenado con un árbol de direcciones (CLUSTER) 
Índice de características similares al B+, con la diferencia que los registros están 
almacenados de forma ordenada crecientemente. Permite acceder a rangos de 
registros de manera mucho más rápida que no el B+. Una tabla únicamente puede 




Figura 5. Estructura índice ordenado B+ (Cluster) 
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Estructura que almacena pares <clave-valor> en bloques conocidos como buckets. 
Para seleccionar en que bucket se guarda cada clave se utiliza una función de hash. 
Según qué función de hash se producirán más o menos colisiones(claves en un mismo 
bucket) en un mismo bucket, por lo tanto será más o menos eficiente la estructura. Si 
se producen excesivas colisiones, llega un momento en que se tienen que utilizar y 
crear más bloques sucesivos dentro de un mismo bucket. Veamos un ejemplo: 
 
Figura 6. Estructura de un índice Hash 
 
En este caso la función de hash posiciona los pares<clave,valor> en buckets pares o 
impares. Obviamente al no distribuir de forma uniforme las claves, se producirán 
continuas colisiones. En este caso como se puede observar en el bucket inicial de Pares 
se producen 4 colisiones por lo que en la quinta colisión es necesario la creación de un 
segundo bloque para los Pares. 
En el caso de los índices Hash, los buckets suelen estar ocupados 4/5 de su 
capacidad máxima. 
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5. FUNCIONES DE UN SISTEMA GESTOR DE 
BASE DE DATOS 
 
Los Sistemas Gestores de Bases de Datos (SGBD) surgieron debido a la necesidad de 
interrelacionar ficheros dentro de una misma aplicación o entre aplicaciones, además 
de eliminar la redundancia producida por la interacción de diversos usuarios en dicha 
aplicación. También citar la necesidad de concurrencia de usuarios, que se debía 
gestionar de alguna forma para preservar la integridad de los datos. 
 
Un SGBD es un conjunto de programas que permiten definir datos a distintos 




La posible pérdida de consistencia debido a  errores de programas, averías de disco, 
transacciones incompletas por un corte de subministro de energía, entre otros es 
necesario que el SGBD asegure el mantenimiento de la calidad de los datos ante 
cualquier situación, además de disponer de procesos de restauración para reconstruir 
o restaurar los datos afectados al estado anterior al incidente. 
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Cuando se habla de seguridad en un SGBD se hace referencia a la confidencialidad, 
derechos de acceso o autorizaciones. Años atrás únicamente SGBD, como los de tipo 
militar o de agencias de información era necesaria la seguridad, pero actualmente es 
un requisito imprescindible para cualquier SGBD. 
Los SGBD permiten definir autorizaciones o derechos de acceso tanto a nivel 
global de la base de datos, como a nivel de tabla o de un atributo. Un usuario puede 
tener autorización a consultar pero no para modificar una tabla, o puede tener 
autorización a modificar todos los atributos de todas las tablas excepto uno en 
concreto o no poder insertar o eliminar tuplas, entre infinitos casos posibles. Para 
conseguir estos mecanismos se necesita de una identificación de acceso por parte de 
los usuarios, que puede ser mediante contraseñas que se encriptan debidamente, 
tarjetas magnéticas, reconocimiento de voz, entre otras técnicas de identificación. 
 
 
5.3 CONTROL DE CONCURRENCIA 
El acceso concurrente por parte de miles de usuarios sobre una base de datos es un 
requisito fundamental actualmente para un SGBD.  
 Cuando todos los accesos son de consulta, el mayor problema será de 
rendimiento, sin embargo, si un usuario o más están actualizando datos, pueden 
producirse problemas de interferencia que produzcan que la obtención de datos sea 
errónea dando lugar a pérdida de integridad de la base de datos. Para solucionar dicho 
problema, los SGBD utilizan el concepto de transacción, que se trata  de un conjunto  
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de operaciones simples que se ejecutan como unidad, evitando así que este conjunto 
de operaciones nunca se ejecute parcialmente, es decir, se tendrán que ejecutar todas 
las operaciones o no se ejecutará ninguna. Luego existen todo una serie de algoritmos 
de control de transacciones para mantener y asegurar la integridad de los datos ante 
un acceso concurrente de usuarios. 
 
5.4 OPTIMIZACIÓN DE CONSULTAS 
Los usuarios deben poder realizar consultas de cualquier tipo y complejidad 
directamente al SGBD, sin necesidad de escribir, compilar y ejecutar un programa 
específico para cada consulta. 
 El usuario debe formular la consulta con un lenguaje sencillo y el sistema debe 
interpretarlo directamente. El lenguaje estándar es el lenguaje declarativo SQL (ver 
apartado 3), por lo que debe transformarse en un conjunto de acciones expresadas en 
un lenguaje procedimental. 
 Una primera transformación es traducir la sentencia SQL a operaciones de álgebra 
relacional y una segunda transformación consiste en descomponer cada una de éstas 
operaciones en operaciones más elementales sobre los elementos físicos de la tabla. 
Determinar la mejor combinación posible de conjunto y orden de estas operaciones se 
encarga el proceso de optimización del SGBD que se explica a continuación en el 
apartado 6 del proyecto. 
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6. PROCESADO DE CONSULTAS: LA 
OPTIMIZACIÓN FÍSICA 
 
Procesado de consultas 
El procesado de consultas se refiere al conjunto de actividades (análisis, traducción y 
optimización) realizadas secuencialmente por el sistema para poder extraer la 
información de la base de datos. 
 
 
Figura 7. Procesado de consultas 
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Esta fase consiste en la transformación de una sentencia SQL en otra equivalente de 
menor coste, mediante restricciones de integridad y leyes de lógica. La mejora en este 
caso se consigue eliminando condiciones innecesarias o que no tienen ningún efecto 
en la sentencia WHERE. 







En esta consulta se puede simplificar la condición compleja WHERE, ya que la primera 






SELECT  nombre_empleado, edad_empleado 
FROM  empleados; 
WHERE  sueldo_empleado > 207 AND  sueldo_empleado > 375; 
acción_modif_restricción_tabla}; 
SELECT  nombre_empleado, edad_empleado 
FROM  empleados; 
WHERE  sueldo_empleado > 375; 
acción_modif_restricción_tabla}; 
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La optimización sintáctica consiste en traducir la sentencia SQL en una serie de 
operaciones de álgebra relacional en forma de árbol sintáctico, que tenga el menor 
coste posible, mediante reglas heurísticas. No existe una única solución válida para 
traducir la sentencia SQL. 
 
La representación del árbol sintáctico consta de diferentes tipos de nodos: 
 Nodos internos,  que representan las operaciones. 
 Nodos hoja,  que representan las tablas. 
 Nodos raíz,  que representan el resultado de la consulta. 
 
Los nodos internos disponibles para representar las diferentes operaciones de una 
consulta son los siguientes: 
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La optimización física consiste en generar el mejor plan de ejecución de una consulta a 
partir del mejor plan de consulta lógico, es decir, que el coste de ejecución sea el 
menor posible. Para ello se utilizan algoritmos de optimización física, que podemo 
clasificar en dos tipos: 
 Optimización heurística: también llamada optimización basada en reglas y se 
rige por aquellos algoritmos que siempre suelen ser los más eficientes. 
 
 Optimización basada en costes: se calculan los planes de coste de todas las 
implementaciones posibles de la consulta y se escoge la implementación con 
menor coste posible. 
 
6.1 OPTIMIZACIÓN FÍSICA BASADA EN COSTES 
 
Como se ha comentado en el subapartado anterior consiste en generar y escoger el 
mejor plan de ejecución de una consulta, a partir del mejor árbol sintáctico resultante 
de la fase de optimización semántica. Se tienen en cuenta en esta fase las estructuras 
físicas y algoritmos disponibles para realizar las operaciones. 
El árbol que procesa la estrategia de ejecución se llama árbol de proceso  y contiene los 
siguientes tipos de nodos: 
 Nodos internos:  Tablas intermedias generadas por una operación física. 
 Nodos hoja: Tablas o índices. 
 Nodo raíz: Resultado. 
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Las operaciones físicas son: 
 Selección física: selección + proyección 
 Join física: join + proyección 
 Operaciones conjuntistas: 
o Unión + proyección 
o Diferencia + proyección 
 Otras operaciones: 
o Ordenación 
o Agrupación y cálculos de agregados 
o Eliminación de duplicados 
 
Como se ha visto todas las operaciones incluyen proyección implícita de los campos o 
atributos que solicita la consulta además de los necesarios para operaciones 
posteriores. A continuación vemos un ejemplo de árbol de proceso. 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 




Figura 8. Árbol de proceso de una consulta 
 
 
El coste de árbol de proceso es la suma de los costes de cada operación física. El coste 
de cada operación física es la suma del coste de escritura del resultado de la operación 
más el coste de la operación. 
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Estimación de resultados intermedios 
 
La información necesaria para poder calcular el coste de escritura del resultado de 
cada operación es saber cuánto ocupará escribir el resultado en un fichero intermedio. 
El coste de escritura será igual a la cantidad de bloques que resulten de la operación 
realizada. 
 
Cálculos a realizar para cada operación: 
Longitud de tupla 
∑ Longitud de los atributos de la proyección 
 
Número de registros por página 
R = ⌊ tamaño de página / longitud de tupla ⌋  
 
Longitud de tupla 
B = ⌈ Tuplas / R ⌉  
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Para calcular las tuplas resultantes de la operación (selección,join…) se basa en el  
factor de selectividad, un valor entre 0 y 1 que indica el porcentaje de tuplas que 
serán seleccionadas o combinadas. 
 
 
Si el factor es próximo a 0, es muy selectivo, por le contrario si es muy próximo a 1, 
es poco selectivo. 
 
Para calcular por ejemplo las tuplas resultantes de una selección, se multiplicará el 
número de tuplas de la tabla intermedia, que es el resultado de la operación 
anterior, por el factor de selectividad que indica qué porcentaje de tuplas 
superarán la selección cumpliendo la condición de ésta. 
 
TuplasSelección = Factor de selectividad * TuplasTablaIntermedia 
 
Coste algoritmos 
Durante esta fase se calculan los costes de los diferentes algoritmos, ya sean de 
selección o de Join. Para realizar dichos cálculos se necesitan las siguientes variables: 
 
B Número de bloques de la tabla 
R Número de registros por bloque 
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D Tiempo de leer o escribir un bloque de disco 
C Tiempo de CPU para procesar un registro 
H Tiempo de evaluación de la función de Hash 
d Orden del árbol 
 
 
Algoritmos de selección. Se clasifican según las tuplas resultante de la selección, es 
decir, si se va a buscar una única tupla, varias tuplas, etc 
 Scan o lectura total 
 Búsqueda por igualdad 
 Búsqueda por rango o intervalo 
El coste de cada una de las clasificaciones anteriores varía según el índice o índices que 
tiene el atributo sobre el que se realiza la búsqueda. Estos índices, ya explicados 
brevemente (apartado 4.3. Organización de los datos) pueden ser: 
 Sin índice 




Algoritmos de Join. Durante esta fase de optimización se trabaja con cuatro tipos de 
algoritmos diferentes: 
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 Nested Loops: Siempre es aplicable. 
 Index Join:  Sólo puede aplicarse si existe un índice en el atributo de join. 
 Sort Match: El resultado de este algoritmo sale ordenado, es muy eficiente 
cuando una de las entradas está ordenada, ya que se evita el coste de 
ordenarla. 
 Hash Join: el coste se incrementa si la dispersión de hash no es uniforme. El 
algoritmo es igual a Nested Loops, si Bpequeña ≤ páginas – 2. 
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7. INVESTIGACIÓN Y APRENDIZAJE DEL 
PROYECTO INICIAL 
 
Esta segunda fase que se inicia, que incluye los apartados número 7 y 8 del proyecto, 
es el objetivo principal de todo el proyecto. Para poder realizar el análisis y posterior 
solución del proyecto se ha tenido que analizar  y aprender, a parte de la estructura 
compleja de todo el proyecto, todas las tecnologías y herramientas desconocidas que 
se han utilizan en él para poder modificarlas en caso necesario o poder interpretarlas 
de manera correcta: 
 Tecnologías:  
o XML (Extensible Markup Language) 
o XSLT (Extensible Stylesheet Language Transformations) 
o XPath 
 
 Herrramientas o liberías: 
o XML COPY EDITOR 
o GRAPHVIZ 
o JFORMULA 
o JAXP (Java Api for XML Processing 
 
Ahora bien, vamos a analizar en profundidad las cuatro funcionalidades principales 
en las que se basa este software para poder conocer cómo está implementado además 
de ver con qué información trabaja y finalmente deducir o concluir con cuáles son los 
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problemas existentes o limitaciones que se pueden mejorar de este software, para 
encontrar soluciones que dirán cómo optimizar dicha estructura. 
 
7.1 ESTRUCTURA DE LAS FUNCIONALIDADES PRINCIPALES 
 
Las principales funcionalidades que encontramos en el simulador son las siguientes: 
 
 cardinalityEstimation(): función que calcula las cardinalidades para cada uno 
de los nodos internos (operación) del árbol de proceso (apartado 6.1) 
 
 costEstimation(): función que calcula el coste para cada uno de los nodos 
internos que forman el árbol de proceso. Además proporciona el coste total de 
la mejor combinación válida y el coste total de la peor combinación válida del 
árbol de proceso de la consulta. 
 
 testCardinality(): función que, dado un número de tuplas resultantes de una 
consulta por parte del usuario, comprueba si es correcto y, en caso que no sea 
correcto, informa de posibles errores que se han podido cometer a la hora de 
calcular dicho número de tuplas. 
 
 testCost(): función que, dado un coste total de ejecución de una consulta por 
parte del usuario, comprueba si es correcto y, en caso que no sea correcto, 
informa de posibles errores que se han podido cometer a la hora de calcular 
dicho coste total. 
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A continuación se muestra una estructura genérica muy simplificada para entender la 
composición de estas funcionalidades. 
 
Aclaraciones sobre el pseudocódigo del apartado siguiente 
 
 Debido a que es un esquema genérico para las cuatro funcionalidades, todo el  
contenido que aparece entre llaves [ ] significa que puede aparecer o no en una 
u otra función dependiendo si es necesario.  
 
 El tipo de las variables que se pasan como parámetro se resaltan en color rojo. 
 
 Las estructuras condicionales o de bucles se subrayan y escriben en negrita. 
 
 La condición ‘si  ( combinacion_valida and no_hay_excepciones )’ que se 
ejecuta al volver de la función recursiva ‘costEstimation_rec(query, cont, [ 
“SOLVE” | “CHECK” ], [ 1 | 2 ] )’, comprueba si una combinación ‘cont’ es válida 
o si ha provocado una excepción durante la ejecución de la función recursiva.  
La combinación ‘cont’ es válida o no ha producido excepción si los índices de 
factor de selección y algoritmos que resultan de la combinación son aplicables 
al nodo sobre el que se aplican dichos índices. Se explicará con más detalle 
durante los apartados siguientes qué significa que un índice sea válido y que no 
se produzcan excepciones. 
Decir que este parámetro ‘cont’ es el que provoca que se produzca un 
Backtracking en las funcionalidades principales comentadas, ya que se probará 
 7. INVESTIGACIÓN Y APRENDIZAJE DEL PROYECTO FINAL  
 
 
Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
60 
 
y llamará a la función recursiva tantas veces como permutaciones posibles 
existan entre los factores y algoritmos de todos los nodos que forman el árbol 
de proceso (ver apartado 6.1). El parámetro ‘cont’ se corresponde al parámetro 
‘param’ que se explica en la función recursiva del apartado 7.2. 
 
public String nombreFuncion( [entero tuplas | posible coste] ) throws Exception 
 
INICIALIZACIÓN VARIABLES NECESARIAS PARA FUNCIÓN (*1) 
mientras  res == 0  hacer 
INICIALIZACIÓN VARIABLES NECESARIAS PARA BUCLE 
/* Función recursiva principal común a las cuatro funcionalidades */ 
res := costEstimation_rec(query, cont, [ “SOLVE” | “CHECK” ], [ 1 | 2 ] ); 
si  ( combinacion_valida and no_hay_excepciones ) 
SE ACTUALIZAN LAS VARIABLES CORRESPONDIENTES SI EL COSTE DE LA 
COMBINACION cont TIENE EL MEJOR COSTE POSIBLE HASTA ESTE 
PUNTO Y, SI ES ASÍ, SE ACTUALIZA TAMBIÉN EL MENSAJE A RETORNAR 
POR LA FUNCIÓN nombreFuncion. (*2) 
fsi 
cont =  cont + 1; 
fmientras  
PREPARAR MENSAJE DE RETORNO DEPENDIENDO SI SE HA ENCONTRADO UNA 
SOLUCIÓN VÁLIDA O NO, O SI NO SE HA ENCONTRADO NINGUNA. 
 7. INVESTIGACIÓN Y APRENDIZAJE DEL PROYECTO FINAL  
 
 
Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
61 
 
(*1) En este punto de la estructura general la variable que se inicializa y que tiene más 
relevancia en el resto de la función genérica es la variable cont. Se inicializa a 1 y 
llegará al número de permutaciones de factores de selección y algoritmos posibles de 
los nodos que se traten del árbol de proceso, cuando se hayan tratado todos la función 
devolverá entonces res igual a 0, en ese momento terminará el Backtracking ya que se 
habrán tratado todos los casos posibles. Más adelante se explicará cómo se trabaja en 
el interior de la función recursiva con el parámetro cont. 
(*2) En este punto de la estructura general las variables que se actualizan son bestCost, 
que representa el mejor coste hasta el momento de una combinación válida y 
worstCost,  que representa el peor coste hasta el momento de una combinación válida. 
Otras variables que se actualizan son find que representa que se ha encontrado una 
combinación que coincide con el valor introducido por el usuario, sea válido o no. 
Además de estas variables se actualiza el mensaje a retornar resultMessage. 
 
Como se puede ver en el esquema presentado vemos que en cada las cuatro 
funcionalidades principales se produce un Backtracking ya que con el parámetro ‘cont’ 
se invoca la función recursiva denominada costEstimation_rec(query, cont, [ “SOLVE” 
| “CHECK” ], [ 1 | 2 ] ) tantas veces como permutaciones haya de factores de selección 
y algoritmos de los nodos que forman el árbol de proceso, se verá más en detalle en el 
apartado 7.2. Se puede ver entonces que la mayor responsabilidad de la 
implementación de todas estas funcionalidades recae directamente sobre este 
algoritmo recursivo, el cuál se encarga de tratar cada uno de los posibles casos y 
combinaciones para así poder asegurar el resultado más óptimo en todo momento. 
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7.2 ESTRUCTURA ACTUAL DEL ALGORITMO RECURSIVO 
 
Siguiendo el orden de optimizaciones realizadas por un SGBD, llegamos a la 
optimización física, la cual trabaja con un árbol de proceso que se genera a partir del 
árbol resultante de la optimización sintáctica. Cuando un usuario decide llevar a cabo 
cualquiera de las cuatro funcionalidades comentadas anteriormente, se comienza a 
ejecutar el código necesario, que contendrá principalmente el algoritmo recursivo que 
queremos analizar. Comencemos ahora a analizar detenidamente las principales 
características de dicho algoritmo. Veamos a continuación una estructura comprimida 
de las principales partes que forman este algoritmo. Se detallará la estructura para los 
casos en que el nodo que se trata es una Tabla y, para los casos NodoUnario y 
NodoBinario se utilizará una única, ya que son comunes las acciones que se realizan en 
cada uno de ellos: 
prívate int costEstimation_rec ( NodeQuery node, int param, String mode, int part)  
 
/* PARTE 1 */ 
si  node es de tipo Tabla entonces 
 res := param; 
 si mode == “SOLVE” entonces mostrar_info_nodo fsi 
sino si node es de tipo [ NodoUnario | NodoBinario ] entonces 
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/* PARTE 2 */ 
indiceFactor = param % sizeFators(); 
nou_param = param / sizeFactor(); 
indiceAlgoritmo = nou_param % sizeAlgorithms(); 
nou_paramA = nou_param / sizeAlgorithms(); 
/* PARTE 3 */ 
si part == 1 entonces 
 costEstimation_rec (  NodoHijo | NodosHijos , nou_param, mode, part); 
 res = nou_param; 
sino si part == 2 entonces 
 costEstimation_rec ( NodoHijo, nou_paramA, mode, part); 
fsi 
longitud := calcular_longitud_de_tupla(); 
/* PARTE 4 */ 
formulaMensaje := setValuesMessageFactor(indiceFactor) 
mensajeFactor := evaluar(formulaMensaje); 
/* PARTE 5 */ 
si ( (mode == “CHECK”) or (mensajeFactor == ”ok” and valida) ) entonces 
 si  ( mode == “CHECK” and mensajeFactor != “ok” ) entonces valida = falso; fsi 
  formulaMensajeFactor := setValuesExpressionFactor(indiceFactor) 
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factor := evaluar(formulaMensajeFactor); 
ACTUALIZAR TUPLAS, REGISTROS Y BLOQUES CON factor 
ACTUALIZAR ESTADÍSTICAS DE LOS ATRIBUTOS DE PROYECCIÓN CON 
factor 
  si mode == “SOLVE” entonces mostrar_información_nodo(); 
  sino si ( mode == “CHECK” and mensajeFactor != “ok” ) entonces 
    mostrar_error(); 
  fsi 
sino valida = falso; 
fsi 
/* PARTE 6 */ 
si (( valida or mode == “CHECK” )  and ( part == 2 )) entonces  
 formulaMensajeAlgoritmo := ( setValuesMessageAlgorithm(indiceAlgoritmo)); 
 mensajeAlgoritmo := evaluate (formulaMensajeAlgoritmo); 
/* PARTE 7 */ 
 si mode == “CHECK” or mensajeAlgoritmo != “ok” entonces 
  si mode==“CHECK” and mensajeAlgoritmo!=“ok” entonces valida:=falso fsi 
formulaExpresion := setValuesExpressionAlgorithm(indiceAlgoritmo, 
tiempoAcceso, tiempoHash, ordenArbol, cargaTablas); 
 costA := evaluate (formulaExpression); 
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 /* PARTE 8 */ 
 ACTUALIZAR SI LAS TUPLAS DE LA SELECCIÓN O LA JOIN SALEN ORDENADAS 
 ACTUALIZAR COSTE HASTA EL MOMENTO 
 si mode == “SOLVE” entonces mostrar_información_nodo(); 
 sino si ( mode == “CHECK” and mensajeFactor != “ok” ) entonces 





Comentar que la única diferencia entre el caso NodoUnario y NodoBinario es que 
para el caso binario se hace el recorrido por los dos hijos. Además comentar también 
que todas las condiciones de entrada donde se comprueba si es válida la combinación 
actual o que comprueba el modo de ejecución actual del algoritmo recursivo, hay que 
añadir a cada una de ellas implícitamente que no se haya producido alguna excepción  
( si no ha habido ninguna excepción ), debido a la incompatibilidad de un índice de 
factor o de algoritmo con alguno de los nodos del árbol de proceso que se han tratado 
en esa combinación ‘cont’. 
 
Se comienza describiendo la cabecera y sus parámetros. Actualmente, la cabecera 
contiene los siguientes parámetros: 
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 node:  inicialmente es el nodo raíz del árbol de la consulta que se va analizar. 
Posteriormente, en el modo recursivo serán los correspondientes nodos hijos 
que pueden ser tanto nodos unarios como nodos binarios del árbol hasta llegar 
a las hojas que son las tablas. 
 
 param: es el mismo parámetro explicado en el subapartado anterior 7.2, 
donde se mostraba la estructura genérica para las cuatro funcionalidades 
principales del software, en este caso este parámetro se denominaba ‘cont’ y 
era el contador utilizado para realizar todas las posibles permutaciones entre 
factores de selección y algoritmos aplicables a cada uno de los nodos (unarios y 
binarios) que forman el árbol de proceso (apartado 6.2). A continuación se 
mostrará qué cálculos de índices se realiza con este parámetro de entrada y así 
se acabará de comprender porque es el que provoca un Backtracking en el 
bucle de las funcionalidades principales. 
 
 mode: indica el modo de ejecución del algoritmo, se ejecuta en modo SOLVE 
en las funciones en las que el usuario pide la solución de la consulta de entrada 
y se ejecuta en modo CHECK en las funciones en las que el usuario quiere 
comprobar si una solución que propone es correcta o no. 
 
 part: indica si se ejecuta la primera parte de la función (cardinalidad) o si se 
ejecutan ambas (cardinalidad y coste algoritmos) 
 
Ahora se explica cada una de las partes que se han señalada y numerado dentro del 
esquema para entender mejor así el funcionamiento y comportamiento del algoritmo 
recursivo de Backtracking. 
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Caso en que el nodo a tratar es una Tabla, si está en modo SOLVE, se añade la 
información del nodo al mensaje final que retorna la función. 
 
PARTE 2: 
En esta parte se entra si el parámetro ‘node’  es de tipo UnaryNode o BinaryNode. Se 
hacen los cálculos necesarios para saber qué índice de factor de selección y qué índice 
de algoritmo se va a utilizar para el nodo con la combinación que se pasa por 
parámetro número ‘param’. 
Veamos una explicación más detallada del cálculo de índices para comprender por 
qué desde el bucle de la funcionalidad principal se tratarán y llamará a todas las 
posibles permutaciones de factores y algoritmos de todos los nodos del árbol de 
proceso: 
indiceFactor = param % sizeFators(); 
nou_param = param / sizeFactor(); 
indiceAlgoritmo = nou_param % sizeAlgorithms(); 
nou_paramA = nou_param / sizeAlgorithms(); 
 
sizeFactor(): esta función retornará el tamaño del vector que contiene todos los 
factores de selección que se pueden aplicar al nodo ‘node’ del árbol de proceso. 
sizeAlgorithms(): esta función devuelve el tamaño del vector que contiene todos 
los algoritmos que se pueden aplicar al nodo ‘node’ del árbol de proceso. 
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Al iniciarse la funcionalidad principal ( ver apartado 7.1 ), hemos visto en la 
estructura genérica que la variable ‘cont’,  que en la función recursiva se refiere al 
parámetro ‘param’ como se ha comentado, se inicializa con el valor 1.  
Imaginemos que tenemos un árbol de proceso con dos nodos, un nodo unario y un 
nodo binario como el siguiente: 
 
 Cuando se llame por ejemplo a la funcionalidad principal costEstimation() desde un 
evento de la interfaz gráfica, en primer lugar se llamará a la función recursiva con el 
parámetro ‘param’ igual a 1 por lo que los índices se repartirán de la siguiente forma: 
El primero nodo del árbol será el nodo binario y los índices serán: 
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 BINARY NODE:  indiceFactor = param % sizeFators() = 1 % 5 = 1; 
nou_param = param / sizeFactor() = 1 / 5 = 0; 
indiceAlgoritmo = nou_param % sizeAlgorithms() = 0 % 52 = 0; 
nou_paramA = nou_param / sizeAlgorithms() = 0 / 52 = 0;  
Se llamará recursivamente al nodo unario y los índices serán todos 0: 
 UNARY NODE:  indiceFactor = param % sizeFators() = 0 % 11 = 0; 
nou_param = param / sizeFactor() = 0 / 11 = 0; 
indiceAlgoritmo = nou_param % sizeAlgorithms() = 0 % 11 = 0; 
nou_paramA = nou_param / sizeAlgorithms() = 0 / 11 = 0;  
 
El valor máximo que alcanzará ‘param’ para este árbol de proceso será 5 * 52 * 11 
* 11 = 31460, es decir cuando se llegue a este valor del parámetro se habrán probado 
todas las combinaciones o casos posibles de esta consulta ya que es el producto de 
todas los posibles factores de selección y algoritmos de cada uno de los nodos que la 
forman. En este caso 5 factores de selección binarios, 52 algoritmos binarios, 11 
factores de selección unarios y 11 algoritmos unarios. 
 
Veamos ahora el cálculo de índices de la PARTE 2 con el parámetro ‘param’ igual a 
12340. El primer nodo del árbol será el nodo binario y los índices serán: 
 
 BINARY NODE:  indiceFactor = param % sizeFators() = 12340 % 5 = 0; 
nou_param = param / sizeFactor() = 12340 / 5 = 2468; 
 7. INVESTIGACIÓN Y APRENDIZAJE DEL PROYECTO FINAL  
 
 
Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
70 
 
indiceAlgoritmo = nou_param % sizeAlgorithms() =                     
= 2468 % 52 = 24; 
nou_paramA = nou_param / sizeAlgorithms() = 2468 / 52 = 47;
 
Se llamará recursivamente al nodo unario: 
UNARY NODE:  indiceFactor = param % sizeFators() = 47 % 11 = 3; 
nou_param = param / sizeFactor() = 47 / 11 = 4; 
indiceAlgoritmo = nou_param % sizeAlgorithms() = 4 % 11 = 4; 
nou_paramA = nou_param / sizeAlgorithms() = 4 / 11 = 0;  
 
En este caso vemos que se han comprobado diferentes índices de factores y algoritmos 
de cada nodo, y así sería hasta comprobar todos los índices posibles que sería el 
momento en el que se llega al valor ‘param’ igual a 31460. De esta manera vemos que 
la funcionalidad principal comprueba todos los posibles casos que debe tratar para 




Se comprueba si se desea calcular o comprobar únicamente las cardinalidades, o 
también el coste (parámetro part) y se recorren los nodos hijos del nodo actual. 
Además se calcula la longitud de tupla del nodo. 
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Se sustituyen las variables del mensaje del factor selección con índice ‘indiceFactor’ y 
se evalúa si el mensaje es correcto, es decir si devuelve “ok”. 
 
PARTE 5: 
Si el ‘mensajeFactor’ de la PARTE 4 es correcto y es válida la combinación, se 
sustituyen las variables de la expresión del factor de selección con índice ‘indiceFactor’ 
y se evalúa dicha expresión para conocer el factor de selectividad. Si el modo de 
ejecución es CHECK, es decir, en comprobación, siempre se evalúa para poder 
comunicar los posibles errores, siempre y cuando no haya habido excepciones. 
Además se calcula el número de tuplas, de resgistros y de bloques y se actualiza la 
información de los atributos de proyección del nodo. 
 
PARTE 6: 
Si el parámetro part  de la función es igual a 2 se continúa por esta PARTE 6. 
Si la combinación sigue siendo válida o si estamos en modo CHECK, se sustituyen las 
variables del mensaje del algoritmo con índice ‘indiceAlgoritmo’ y se evalúa. 
 
PARTE 7:  
Si el ‘mensajeAlgoritmo’ de la PARTE 6 es correcto o el modo de ejecución es ‘CHECK’, 
se sustituyen las variables de la expresión del algoritmo con índice ‘indiceAlgoritmo’ y 
se evalúa su coste y se pasa a la PARTE 8. 
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Se actualiza los atributos del nodo que determinan si las tuplas de la proyección 
resultantes de la selección o la join continúan o no ordenadas dependiendo de los 
índices y las operaciones que hayan tenido lugar y se actualiza el coste total de la 
combinación hasta este punto del árbol de proceso. 
 
En las partes número 4, 5, 6, y 7 se nombra todo el rato a mensajes y evaluaciones 
de expresiones de dichos mensajes. Estos mensajes y expresiones hacen referencia a 
los factores de selección y algoritmos asociados a un nodo. 
Para cargar una consulta en el programa, se lee un fichero XML de entrada que 
contiene toda la información de la consulta. Unas de las acciones que se realiza en esta 
carga es la asignación a cada nodo, según su tipo y los algoritmos que acepta, de sus 
factores y algoritmos correspondientes con los que trabajará durante la ejecución de 
las diferentes funcionalidades. Dichas fórmulas se pueden ver en el anexo I donde se 
muestra un ejemplo de una parte del contenido del fichero XML (formulas.xml) que 
contiene todas las fórmulas posibles. 
A continuación, se muestra en tablas, para cada una de las funciones que se 
realizan en cada parte del algoritmo, todas las variables que aparecen en cualquier de 
las fórmulas posibles que contiene el fichero formulas.xml. Se introduce todas estas 
variables porque serán necesarias para entender una de las soluciones que se 
plantearán en el siguiente apartado número 8. 
 
VARIABLES PARA PODER EVALUAR EL FACTOR DE SELECCIÓN (NODOS UNARIOS) 
ndist Número de valores distintos del atributo de selección 
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operador Operador de la condición 
max Valor máximo del atributo de selección 
min  Valor mínimo del atributo de selección 
 variable Indica si el valor del atributo es una variable 
valor Valor del atributo [ operadores “=” e “IN” ] 
c1 Valor mínimo del rango [ operador “BETWEEN” ] 
c2 Valor máximo del rango [ operador “BETWEEN” ] 
v1 Booleano que indica si hay valor mínimo del rango  
v2 Booleano que indica si hay valor máximo del rango 
nulls Número de valores nulos del atributo 
tuples Número de tuplas del nodo hijo 
n Número de valores en el rango del operador IN 
VARIABLES PARA PODER EVALUAR EL ALGORITMO DE SELECCIÓN (NODOS UNARIOS) 
v Nº de valores distintos del atributo después de la selección 
k Nº de repetidos del atributo de selección 
B Nº de bloques del nodo hijo 
R Nº de registros del nodo hijo 
operador Operador de la condición 
arbol Booleano que indica si el atributo de selección tiene un índice 
árbol 
cluster Booleano que indica si el atributo de selección tiene un índice 
cluster 
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hash Booleano que indica si el atributo de selección tiene un índice 
hash 
clusterInTable Booleano que indica si el nodo hijo tiene un índice cluster en 
algún atributo de la proyección de la tabla. 
d Orden de los arboles 
D Tiempo de acceso al disco 
H Tiempo de cálculo de función de hash 
cargaTrees Porcentaje de carga de los arboles 
cargaClusters Porcentaje de carga de los clusters 
cargaBuckets Porcentaje de carga de los buckets  
VARIABLES PARA PODER EVALUAR EL FACTOR DE SELECCIÓN DE LA JOIN (NODOS BINARIOS) 
tuplesR Número de tuplas del nodo hijo izquierdo 
tuplesS Número de tuplas del nodo hijo derecho 
atributR Nombre de atributo de selección de hijo izquierdo (R)  
atributS Nombre de atributo de selección de hijo derecho (S)  
operador Operador del factor de selección de la Join 
FKR Nombre del atributo de la clave externa de R, si tiene 
FKS Nombre del atributo de la clave externa de S, si tiene 
isFKR indica si el atributo R es clave externa 
isFKS indica si el atributo S es clave externa 
nullsR Número de nulos del atributo de R 
nullsS Número de nulos del atributo de S 
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ndistR Número de valores distintos del atributo de R 
ndistS Número de valores distintos del atributo de S 
ndistOR Número de valores distintos original del atributo de R 
ndistOS Número de valores distintos original del atributo de S 
VARIABLES PARA PODER EVALUAR EL ALGORITMO DE JOIN (NODOS BINARIOS) 
arbolR Indica si el atributo R tiene un índice árbol 
clusterR Indica si el atributo R tiene un índice cluster 
hashR Indica si el atributo R tiene un índice hash 
arbolS Indica si el atributo S tiene un índice árbol 
clusterS Indica si el atributo S tiene un índice cluster 
hashS Indica si el atributo S tiene un índice hash 
clusterEnR Indica si el nodo hijo izquierdo R tiene un índice cluster en 
algún atributo de la proyección de la tabla. 
clusterEnS Indica si el nodo hijo derecho S tiene un índice cluster en algún 
atributo de la proyección de la tabla. 
atributosR Indica si se buscan valores del nodo hijo izquierdo R 
atributosS Indica si se buscan valores del nodo hijo derecho S 
Rordered Indica si el nodo hijo izquierdo R está ordenado 
Sordered Indica si el nodo hijo derecho S está ordenado 
Bpequeña Número de bloques del nodo hijo con menos bloques 
pages Número de páginas del algoritmo utilizado 
Br Número de bloques de R 
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Bs Número de bloques de S 
Kr Número de repetidos del atributo de R 
Ks Número de repetidos del atributo de S 
Rr Número de registros por bloque de R 
Rs Número de registros por bloque de S 
D Orden de los arboles 
H Tiempo de acceso al disco 
d Tiempo de cálculo de función de hash 
cargaTrees Porcentaje de carga de los arboles 
cargaClusters Porcentaje de carga de los clusters 
cargaBuckets Porcentaje de carga de los buckets  
 
Ya se han presentado todas las variables que intervienen en la evaluación de 
mensajes y expresiones de todos los factores de selección y algoritmos.  
Para finalizar este apartado de análisis y aprendizaje de las principales 
funcionalidades del programa, se analizará qué información de las variables anteriores 
se está moviendo durante la ejecución del programa y del algoritmo recursivo, y qué 
características podemos deducir de dicha información que se va utilizando en la 
sustitución y evaluación de los mensajes y las expresiones de las fórmulas. Se podría 
resumir en el siguiente planteamiento: 
¿ QUÉ INFORMACIÓN SE EXTRAE DE CADA NODO DE LA CONSULTA Y  
QUÉ CARACTERÍSTICAS PODEMOS DEDUCIR DE ESTA INFORMACIÓN ? 
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Ndist   VARIABLE  
Operador  VARIABLE  
Max  VARIABLE   
Min  VARIABLE  
Variable  VARIABLE  
Valor   VARIABLE  
c1   VARIABLE  
c2   VARIABLE   
v1   VARIABLE  
v2   VARIABLE  
nulls   VARIABLE  
tuples  VARIABLE  











Ndist   VARIABLE  
Max  VARIABLE  
Min  VARIABLE  
Valor   VARIABLE  
c1   VARIABLE  
c2   VARIABLE  
n   VARIABLE  
nulls   VARIABLE  
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v   VARIABLE 
k   VARIABLE 
B   VARIABLE 
R   VARIABLE 
tuples  VARIABLE 
operador  VARIABLE 
árbol   VARIABLE 
cluster  VARIABLE 
hash   VARIABLE 














v   VARIABLE 
k   VARIABLE 
B   VARIABLE 
R   VARIABLE 
tuples  VARIABLE 
d   VARIABLE 
D   VARIABLE 
H   VARIABLE 
cargaClusters  VARIABLE 
cargaTrees  VARIABLE 
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atributS  VARIABLE 
tuplesR  VARIABLE 
tuplesS  VARIABLE 
atributR   VARIABLE  
operador   VARIABLE 
FKR    VARIABLE 
FKS    VARIABLE 
isFKR   VARIABLE 
isFKS   VARIABLE 
nullsR   VARIABLE 













ndistR  VARIABLE 
ndistS  VARIABLE 
ndistOR  VARIABLE 
ndistOS  VARIABLE 
tuplesR  VARIABLE 
tuplesS  VARIABLE 
nullsR  VARIABLE 
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arbolR  VARIABLE 
clusterR   VARIABLE 
hashR   VARIABLE 
arbolS   VARIABLE 
clusterS   VARIABLE 
hashS   VARIABLE 
clusterEnR   VARIABLE 
clusterEnS   VARIABLE 
atributosR   VARIABLE 
atributosS   VARIABLE 
Rordered   VARIABLE 
Sordered   VARIABLE 
Bpequeña   VARIABLE 
pages   VARIABLE 
Br   VARIABLE 
Bs   VARIABLE 
tuplesR   VARIABLE 
tuplesS   VARIABLE 





Br   VARIABLE 
Bs   VARIABLE 
tuplesR  VARIABLE 
tuplesS  VARIABLE 
Rr   VARIABLE 
Rs   VARIABLE 
pages   VARIABLE 
D   VARIABLE 
H    VARIABLE  
d   VARIABLE 
cargaClusters  VARIABLE 
cargaTrees  VARIABLE 
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Se ha realizado una clasificación de la información por tipo de nodos: unarios y 
binarios. Esta información son las variables descritas en las tablas, pero en este caso se 
ha señalado para cada una de las variables su comportamiento a lo largo de la 
ejecución de cualquier funcionalidad. Se ha señalado con VARIABLE, aquella 
información que se tiene que calcular continuamente a lo largo de todo el algoritmo 
recursivo de Backtracking en todas las llamadas recursivas y para cada índice de factor 
o algoritmo que se necesite y con FIJA, aquella información que no se tiene que 
calcular continuamente a cada llamada recursiva del algoritmo. 
 
Podemos observar que TODAS las variables actualmente en la situación inicial del 
proyecto se calculan constantemente, por lo que todas tienen asignado la calificación 
de VARIABLE. Si el algoritmo se llama  para un nodo unario 10000 veces, se sustituirán 
y calcularán 10000 veces cada una de las variables que participan en el factor de 
selección o algoritmo que toque en esa llamada recursiva y así para todos los nodos 
que formen parte del árbol de proceso. 
 
Una vez analizado cómo es la estructura principal de las funcionalidades del 
programa y con qué información trabaja. Se pasa al siguiente punto de este apartado 
número 7, donde se intentará deducir cuáles son los problemas existentes o 
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7.3 PROBLEMÁTICA DEL PROYECTO INICIAL 
 
La estructura presentada en el subapartado anterior realiza exactamente aquello que 
se requiere, ya que las cuatro funcionalidades que se necesitan se comportan de 
manera correcta y dan los resultados adecuados. A pesar de eso, existe un problema 
muy importante de eficiencia ya que según el tipo de consulta que se está procesando 
el número de combinaciones es elevadísimo y el programa tarda demasiado tiempo en 
poder ejecutarlo actualmente. 
 
Este problema es debido principalmente al comportamiento exponencial que 
existe en el número total de combinaciones que se deben tratar ya que tenemos los 
siguientes factores de selección y algoritmos disponibles: 
 
 11 posibles fórmulas de factores de selección por cada UnaryNode (Selects) 
 5 posibles fórmulas de factores de selección por cada BinaryNode (Joins) 
 11 posibles fórmulas de algoritmos de selección por cada UnaryNode (Selects) 
 52 posibles fórmulas de algoritmos de Join por cada BinaryNode (Joins) 
 
Estos últimos podemos tener la posibilidad de desactivarlos en la propia consulta 
para reducir factores en el producto y en el resultado final del total de combinaciones 
a procesar en la consulta en cuestión, que según en qué casos extremos sería 
necesario ya que si no se elevaría a un número insostenible de ejecuciones. 
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Si hacemos una previsión aproximada del número máximo de combinaciones que 
se pueden llegar a procesar con una estructura compleja de la asignatura con dos 
nodos binarios y dos nodos unarios con todos los factores y algoritmos activados, 
estaríamos hablando de un problema  del orden de 109  combinaciones a comprobar 
en el Backtracking. Solucionar este tipo de casos extremos en un tiempo razonable es 
casi ilógico, además de poder procesarlo en dicho tiempo, ya que actualmente 
estamos hablando de que el programa con la estructura actual tardaría un total de más 
de 24 h en poder procesarlo, es decir, un tiempo inviable de esperar, con la 
arquitectura y recursos en los cuales se va a ejecutar este programa y este tipo de 
consultas, incluso con las modificaciones que se puedan proponer en este proyecto, ya 
que estaríamos hablando de un tiempo por combinación menor que el orden 10-7s 
para dar resultados en un tiempo máximo razonable de 5 minutos de respuesta, es 
decir, imposible a priori inicialmente con los recursos disponibles. 
 
Pero el problema no se centra en este tipo de casos extremos, ya que con un 
número menor de combinaciones del orden de 106, que actualmente pueden tardar 
más de 4 minutos en ejecutarse,  se obtiene también un tiempo poco razonable para 
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7.4 ANALISIS DE LOS FACTORES DE LA PROBLEMÁTICA 
  
Inicialmente, teniendo en cuenta el problema a resolver, se han analizado las causas o 
factores que intervienen directamente en el tiempo resultante final de procesado. Sólo 
actuando en alguno de estos factores se conseguirá reducir la duración de una 
funcionalidad principal. 
 
Los diferentes factores que se han deducido y analizado son los siguientes: 
 Recursos de sistema disponibles para procesar el software. 
 Aplicar la poda dentro del algoritmo de Backtracking en más casos si es posible. 
 Tiempo de procesado para cada combinación. 
 Número de combinaciones a procesar. 
 
  Todas estas posibles mejoras o cambios son los que se han investigado y pensado 
para poder hacer frente a la solución. A continuación se hace comentario de cada uno 
de estos factores que se han valorado, aunque a priori sólo algunos podrán ser 
aplicados en las soluciones finales. 
 
Recursos del sistema 
Esta posibilidad también existe, ya que se demostrará mediante una simple prueba 
entre un equipo portátil y un equipo de sobremesa más potente. Pero partiendo del 
hecho que los usuarios tendrán los equipos que proporciona la facultad y no podrán 
disponer de ningún tipo de equipo más potente y con más memoria y procesador,  se 
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ha descartado optimizar el tiempo debido a este factor ya que dispondrán del mismo 
hardware que disponen actualmente. 
 
Aplicar mayor cantidad de podas en el algoritmo de Backtracking 
Actualmente se realiza poda en el modo de ejecución ‘SOLVE’ de la función recursiva 
en aquellos casos en que alguno de los nodos que forman el árbol de proceso ha 
provocado alguna excepción o ha dejado de ser válida. En el modo de ejecución 
‘CHECK’ no se realizan tantas podas podas ya que únicamente se puede realizar en el 
caso que se haya producido alguna excepción.  
Aunque esto es así, gracias a la primera solución que se explicará en el apartado 8 
y se aplicará al proyecto, se consigue que en el caso ‘SOLVE’ se realicen mayor número 
de podas que consiguen minimizar de forma notable el tiempo en este modo de 
ejecución. La poda también estará presente en la segunda solución. 
 
Tiempo de procesado de cada combinación 
Este factor que se presentaba inicialmente como uno de los determinantes, finalmente 
nos juega una mala pasada, ya que aunque se consigue reducir el tiempo de cada 
llamada recursiva y esto mejora el tiempo de ejecución de cada combinación del 
Backtracking, no es realmente el punto clave de optimización del tiempo total de 
ejecución del programa. De todas formas, aunque sea una mejora menor, se plantea 
en la primera solución junto a la aplicación de poda ya que ha sido también uno de los 
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Número de combinaciones 
Este número se deduce por diferentes partes: 
 Según el parámetro mode de la función costEstimation_rec() que indica si se 
ejecuta en modo ‘SOLVE’ o en modo ‘CHECK’. En caso que se ejecute en 
modo ‘SOLVE’ se hará poda en muchos casos ya que la evaluación del 
mensaje factor o la evaluación del mensaje algoritmo no será correcto y no 
seguirá el resto del código con esa llamada recursiva con el valor de param. 
En cambio, si es en modo ‘CHECK’ se harán todas las combinaciones 
posibles, ya que se deberá comprobar, que el resultado indicado por el 
usuario, no proviene de otra posible combinación, aunque esta no sea la 
correcta o la más óptima.  
 
 El número de factores de selección y algoritmos que se tienen en cuenta, así 
como el número de nodos que forman el árbol de proceso de la consulta de 
entrada también condiciona directamente el número de combinaciones que 
se deben realizar. 
 
 
Según el modo de ejecución se realizarán todas las combinaciones posibles con los 
factores que se comentan en el segundo punto o parte de ellas, como se ha 
comentado. 
 
Como se explicará en el transcurso de la fase de pruebas y conclusiones 
intermedias del trabajo sobre el algoritmo, se aplicará finalmente una opción de 
reducción de número de combinaciones basada principalmente en el poder de la 
información que se ha explicado en el subapartado 7.2. Nombramos con este término 
ya que se podrá hacer uso de él en el momento en que podemos tener la seguridad de 
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tener la información definitiva de cada una de las estructuras que conforman el árbol 
de proceso de la consulta del enunciado de entrada. La forma en la que se ha llega a 
dicha conclusión y solución se explicará con más detalle en el siguiente apartado. 
 
Una forma poco ortodoxa de reducir también el número de combinaciones de una 
consulta en cuestión se consigue si en el XML de entrada se limitan los diferentes 
algoritmos de Join que se tengan en cuenta, ya que el usuario o alumno puede ver de 
forma clara que no son en ningún caso adecuados para el tipo de consulta, en este 
caso, no indicarlos en el XML ahorraría un gran número de combinaciones. Pero como 
se ha comentado es una forma poco elegante e incómoda para llevar a cabo por parte 
del alumno, únicamente se utilizaría para los casos más extremos de orden 109 
combinaciones. 
 
 Por lo tanto, se conseguirá y deberá reducir las combinaciones del software, que 
finalmente será el factor determinante para conseguir el objetivo. 
 
Para concluir este apartado de investigación y aprendizaje del proyecto inicial, se 
comenta que las soluciones que se han pensado y aplicado finalmente, que se 
explicarán a lo largo del punto número 8, afectan al diseño actual de la función 
recursiva que se llama en cada posible caso del Backtracking de cada funcionalidad 
principal. Con estas soluciones se pretende mejorar de forma extraordinaria la 
eficiencia del procesado de consultas. Por lo tanto, es el factor que nos permite una 
mayor reducción y alcanzar el propósito que se quiere conseguir. 
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8. OPTIMIZACIÓN Y MEJORA DEL ALGORITMO 
DE BACKTRACKING 
 
Durante esta fase se explicarán las soluciones que se han aplicado para mejorar el 
tiempo de ejecución del programa. Para buscar y encontrar las soluciones se han 
tenido en cuenta los factores analizados en el apartado anterior. 
 
Se muestra una explicación breve de la estructura para que no se creen confusiones ya 
que es bastante extenso este punto número 8. La estructura que se seguirá será la 
siguiente: 
 
 1ª SOLUCIÓN APLICADA 
 FASE DE PRUEBAS DE LA 1ª SOLUCIÓN  
 CONCLUSIONES DE LA 1ª SOLUCIÓN  
 2ª SOLUCIÓN APLICADA 
 FASE DE PRUEBAS DE LA 2ª SOLUCIÓN  
 CONCLUSIONES DE LA 2ª SOLUCIÓN 
 3ª SOLUCIÓN APLICADA 
 PRUEBAS Y CONCLUSIONES FINALES 
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8.1 EXPLICACIÓN 1ª SOLUCIÓN APLICADA 
 
La primera solución que se aplica presenta dos cambios que afectan a dos de los 
factores de la problemática del proyecto inicial: tiempo de procesado y cantidad de 
poda al Backtracking. 
 
Reducir el tiempo de procesado 
El primer cambio implica un nuevo diseño que presenta una modificación en 
cuanto a la carga de acciones que se producen en el interior de cada iteración del  
Backtracking. En el proyecto inicial, por cada una de las iteraciones, se obtiene y evalúa 
la información relacionada con el nodo, es decir, cada uno de sus factores de selección 
y algoritmos asociados. El término ‘información’ se refiere a las variables que 
componen un posible mensaje de evaluación o expresión matemática, explicadas en el 
apartado anterior. Puede parecer inofensivo a la hora de procesarse y no suponer 
mucho tiempo, pero si hablamos de las magnitudes analizadas anteriormente, es decir, 
del orden de 106 o 107 combinaciones en casos medios, entonces sí que suponen una 
mejora considerable y ahorran una gran cantidad de tiempo por combinación a tratar. 
 
La principal estrategia de cambio que se introduce es el preasignación inicial de 
diversas de estas variables que se mantienen constantes a lo largo de todo la ejecución 
de la consulta desde el inicio. Estas variables se calcularán inicialmente antes de 
comenzar alguna de las cuatro funcionalidades principales del programa y el 
almacenamiento en memoria será el cambio que se realizará para reducir el tiempo de 
procesado.  
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Se han tenido que añadir diferentes estructuras para los distintos nodos para que 
puedan almacenar inicialmente toda esta información que en el proyecto inicial se 
calcula vuelta a vuelta de forma repetida. Estas estructuras contienen toda la 
información necesaria para trabajar con los mensajes y expresiones de cada factor o 
algoritmo. En muchos casos esta información es constante y se ha determinado qué 
valores o atributos son constantes y cuáles no, y se han inicializado 
consecuentemente.  
 
Después de realizar un estudio del significado de estas variables y un análisis 
profundo del comportamiento estado de todas estas variables a lo largo de la 
ejecución, se muestra la misma lista que se ha enseñado en el apartado 7.2, pero con 
la asignación modificada. Recordar que la asignación puede ser FIJA o VARIABLE. 
 
 Aquellas variables que se consideran de tipología FIJA serán las que se puedan 
preasignar en la carga del fichero XML de entrada que contiene toda la información 
referente a la consulta con la que se quiere trabajar posteriormente. Estas variables no 
se tendrán que volver a asignar en ninguna de las cuatro funcionalidades que se 
ejecuten.  A continuación se muestra la lista con las asignaciones de cada variable que 
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Ndist   VARIABLE  
Operador  FIJA  
Max  FIJA   
Min  FIJA  
Variable  FIJA  
Valor   FIJA  
c1   FIJA  
c2   FIJA   
v1   FIJA  
v2   FIJA  
nulls   VARIABLE  
tuples  VARIABLE  











Ndist   VARIABLE  
Max  FIJA  
Min  FIJA  
Valor   FIJA  
c1   FIJA  
c2   FIJA  
n   FIJA  
nulls   VARIABLE  
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v   FIJA 
k   FIJA 
B   FIJA 
R   FIJA 
tuples  FIJA 
operador  FIJA 
árbol   FIJA 
cluster  FIJA 
hash   FIJA 














v   FIJA 
k   FIJA 
B   FIJA 
R   FIJA 
tuples  FIJA 
d   FIJA 
D   FIJA 
H   FIJA 
cargaClusters  FIJA 
cargaTrees  FIJA 
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atributS  FIJA 
tuplesR  VARIABLE 
tuplesS  VARIABLE 
atributR   FIJA  
operador   FIJA 
FKR    FIJA 
FKS    FIJA 
isFKR   FIJA 
isFKS   FIJA 
nullsR   VARIABLE 












ndistR  VARIABLE 
ndistS  VARIABLE 
ndistOR  FIJA 
ndistOS  FIJA 
tuplesR  VARIABLE 
tuplesS  VARIABLE 
nullsR  VARIABLE 
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arbolR  FIJA 
clusterR   FIJA 
hashR   FIJA 
arbolS   FIJA 
clusterS   FIJA 
hashS   FIJA 
clusterEnR   FIJA 
clusterEnS   FIJA 
atributosR   FIJA 
atributosS   FIJA 
Rordered   FIJA 
Sordered   FIJA 
Bpequeña   FIJA 
pages   FIJA 
Br   FIJA 
Bs   FIJA 
tuplesR   FIJA 
tuplesS   FIJA 




Br   FIJA 
Bs   FIJA 
tuplesR  FIJA 
tuplesS  FIJA 
Rr   FIJA 
Rs   FIJA 
pages   FIJA 
D   FIJA 
H    FIJA  
d   FIJA 
cargaClusters  FIJA 
cargaTrees  FIJA 
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Se puede observar que tanto en los nodos unarios como nodos binarios el 
resultado del análisis es similar en cuanto a variables de cardinalidad y coste. Vemos 
que en la parte de cardinalidad o factores de selección, hay variables de tipo VARIABLE 
y de tipo FIJO. En cambio, en las variables de la parte de costes o algoritmos, cambian 
su comportamiento y se trata de información estática.  
Este comportamiento es posible ya que una vez se ha calculado la información 
para la parte de cardinalidad de un nodo, esta información se mantiene fija para la 
parte de coste o algoritmos. De todas formas se puede comprobar que no se puede 
contar con todas las variables de forma FIJA que sería una situación más eficiente aún, 
ya que no se tendría que recalcular dichas variables de forma repetida a lo largo de la 
ejecución de alguna de las cuatro funcionalidades del programa. 
Se prosigue con la siguiente modificación que conforma esta primera solución del 
apartado. 
 
Aumentar podas en el algoritmo de Backtracking 
Para conseguir esta mejora en esta primera solución se añaden unos vectores a cada 
uno de los nodos del árbol de proceso, para que contengan en todo momento los 
índices de factores o algoritmos que provocan excepciones al tratarlos o que no son 
válidos para ese nodo en cuestión. El término válido significa que ese factor de 
selección o algoritmo no se puede aplicar para ese tipo de nodo, es decir, la evaluación 
de su ‘message’ es diferente de ‘ok’. 
 
Gracias a esta medida, cada vez que se produce una iteración con un índice que 
anteriormente ha producido una excepción o no es válido, no se entrará a evaluar 
dicho índice, por lo tanto se consigue podar muchos casos que no son necesarios tratar 
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de forma repetida durante la ejecución de cualquiera de las funcionalidades. Aunque 
hay que comentar que este cambio no afecta en absoluto a las funcionalidades de tipo 
Check ya que en dichos casos se tienen que valorar todas las posibilidades (siempre 
que no sean excepciones) tanto con índices válidos como con índices no validos para 
poder dar posibles fallos en caso que el resultado introducido por el usuario sea 
incorrecto. 
 
Estas excepciones no detienen en ningún momento el algoritmo ya que son 
excepciones que se provocan debido a la falta de información, es decir, variables, que 
aparecen en ciertos mensajes o expresiones de algún factor de selección o algoritmo, 
que debido a las características del nodo, no se pueden asignar a un nodo 
determinado. 
  
Imaginemos por ejemplo que tenemos un nodo unario que tiene 11 factores de 
selección posibles. Si de estos 11 factores se han invalidado 5 por excepciones y otros 
5 por no ser válidos para ese nodo, únicamente quedará un índice que será el que se 
evaluará a cada iteración, por ejemplo ese índice es el factor número 2. Por lo tanto, 
cuándo la iteración del Backtracking genere el índice número 2, se comprobará para 
ese nodo. 
 
Pasemos ahora entonces a la fase de pruebas para valorar los efectos de la 
primera solución aplicada sobre los tiempos resultantes de ejecución. 
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8.2 FASE DE PRUEBAS 1ª SOLUCIÓN APLICADA 
 
La elaboración de esta primera fase de pruebas estará compuesta por dos partes: 
 CAMBIOS NODO UNARIO: se verán los efectos de la primera solución 
modificándolo únicamente en el tratamiento de nodos unarios. 
 CAMBIOS TODOS LOS NODOS: se verán los efectos de la primera solución 
modificándolo en el tratamiento de todos los nodos afectados. 
 
Las opciones escogidas han ido dando resultados diversos, algunas consiguiendo el 
resultado deseado rebajando en mayor o menor medida el tiempo del punto del cual 
se partía en la solución anterior y otras no ofreciendo el resultado esperado como se 
irá analizando en cada una de las consultas. 
Se irán probando con diferentes tipos de consulta, dentro de las posibilidades, en 
cuanto a tiempo, que nos permita ejecutar el simulador, debido a la cantidad 
exponencial que se puede disparar debido al número de combinaciones a probar en 
este punto del proyecto. 
Las consultas que se han preparado serán de estos tres tipos: 
 CONSULTA DE PRUEBA 1: esta consulta contendrá un nodo binario y un nodo 
unario. 
 CONSULTA DE PRUEBA 2 : esta consulta contendrá un par de nodos binarios y 
un nodo unario. 
 CONSULTA DE PRUEBA 3: esta consulta contendrá un nodo binario y un par de 
nodos unarios. 
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Estos tres tipos de estructura de consultas se han creado para poder ver cómo ha 
afectado a la eficiencia del programa este primer cambio realizado en el algoritmo 
recursivo. 
El orden que seguirá cada una de estas pruebas a partir de todo este primer 
apartado de pruebas del proyecto se explica a continuación. 
 
 
Estructura de las pruebas a realizar en el apartado de Backtracking 
 
1 Breve análisis de la consulta que se ejecuta y posibles aclaraciones u 
observaciones que se tengan que valorar. 
 
2 Resultados en tiempo de cada una de las funcionalidades, siempre que éstas se 
puedan ejecutar en un tiempo razonable, mostrando para cada una de ellas: 
 
 Solución de la funcionalidad (EvalCost), además de ver que dicha 
solución coincide con la versión inicial del proyecto, ya que los cambios 
realizados no deben variar la solución del simulador.  Se mostrará para 
cada versión mejorada el resultado y se confirmará que realmente 
coinciden las soluciones. 
 
 
 Tiempo (en ms) de cada uno de las funcionalidades por separado. Se 
realizará un análisis de las mejoras producidas respecto al estado 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
99 
 
anterior al de la solución que se está comprobando, para ir viendo la 
evolución de la mejora. Se mostrarán dichos resultados de forma gráfica 
mediantes barras cuantificadas. En los casos en que el tiempo de 
ejecución supere los 15 minutos, se representará gráficamente con 
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MODIFICACIONES UNARYNODE (TRATAMIENTOS NODOS UNARIOS) 
 
En esta primera fase del proyecto de modificación de toda la estructura del 
algoritmo existente para optimizar la ejecución optimización física de consultas, 
comenzamos con la primera parte que sería la que trata en concreto todos los 
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PRUEBA CONSULTA DE PRUEBA 1 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por un nodo unario, el cual representa una operación de Selección que se 
realiza sobre la tabla denominada ‘B’. La otra parte la constituye un nodo binario que 
representa una operación de Join entre la tabla denominada ‘A’ y lo que llega de la 
selección de la tabla denominada ‘B’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa, siguiendo la fórmula presentada en el apartado 8.1, vemos que 
este asciende a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Una vez visto que el número de combinaciones que se tienen que realizar no es 
demasiado elevado, podemos prever que en este tipo de consultas de entrada no es 
necesario realizar una mejora considerable en la eficiencia del código, de todas formas 
vamos a ver qué efectos se provocan con los primeros cambios realizados en un tipo 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
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Tiempos de ejecución 
Las implementaciones que se comparan en esta prueba es la situación inicial de todo el 
proyecto, es decir, tal y como estaba el software antes de iniciar cualquier tipo de 
investigación y posible mejora en el código o estructura, con la versión de cambio 




Figura 9. Comparación tiempos con cambios UnaryNode 
 
Se pueden observar los resultados obtenidos en las diferentes ejecuciones de las 
funcionalidades donde se puede ver el efecto de los cambios realizados en este caso 












Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
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En este caso las variaciones en las operaciones de tipo Check, donde el usuario o 
alumno introduce una posible solución válida, son bastante inferiores que las 
operaciones de tipo Eval, donde el resultado es una solución sobre la consulta, ya sea 
referente a la cardinalidad como al coste de ésta. 
La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
 
   Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  5 veces superior 
 
        Tiempo Proyecto UnaryNode 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
funcionalidades de tipo Check ( CardinalityCheck, CostCheck). 
 También se ha analizado que los cambios han afectado de forma muy diferente a 
las funcionalidades de tipo Eval. El primer cambio realizado, ‘reducir tiempo de 
procesado’, ha hecho tan poco efecto que es casi inapreciable. Podemos deducir esta 
conclusión ya que como se puede comprobar en las funcionalidades de tipo Check, el 
tiempo que se ha reducido es debido a este cambio, ya que el segundo cambio que es 
‘aplicar mayor número de podas’ no afecta a las funcionalidades de tipo Check, como 
se ha comentado en la explicación de la solución. Por lo tanto, se puede concluir que 
reducir el tiempo de procesado de cada iteración no ha provocado la mejora esperada.  
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PRUEBA CONSULTA DE PRUEBA 2 
 










Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
108 
 
Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por un nodo unario, el cual representa una operación de Selección que se 
realiza sobre la tabla denominada ‘C’. La otra parte la constituyen dos nodos binarios 
que representan cada uno de ellos una operación de Join entre dos tablas. En el caso 
del nodo binario inferior la Join es entre la tabla denominada ‘V’ y lo que llega de la 
selección de la tabla denominada ‘C’; mientras que el caso del nodo superior realiza 
una Join entre las tuplas que llegan de la Join inferior comentada y la tabla 
denominada ‘P’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario inferior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 Nodo binario superior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
[   (11 * 11) 1  ]  * [   (24 * 5) 2 ] 
 
1.742.400 COMBINACIONES 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que se 
tendrán que tener en cuenta son más elevadas que en la consulta anterior, estamos 
hablando en este caso de una proporción algo superior a 55 veces mayor. En este caso 
ya comienza a ser palpable la necesidad de efectuar cambios que amenicen toda esta 
carga en cada una de las combinaciones existentes, ya que por pequeño que sea el 
tiempo de ejecución por combinación, comienza a plantearse un enunciado que para 
el alumno significa perder demasiado tiempo a valorar si una solución puede estar bien 
o incluso para conocer la solución correcta del problema. Veamos a ver qué sucede en 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
software. Podemos proseguir con el análisis de dicho enunciado en concreto. 
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Tiempos de ejecución 
 
Las implementaciones que se comparan en esta prueba es vuelven a ser idénticas a las 
anteriores, es decir, versión inicial del proyecto y  versión con modificaciones 
realizadas en el tratamiento de nodos unarios. 
 
 
Figura 10. Comparación tiempos con cambios UnaryNode 
 
 
Se pueden observar los resultados obtenidos en las diferentes ejecuciones de las 
funcionalidades donde se puede ver el efecto de los cambios realizados en este caso 




















Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
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En este caso las variaciones en las operaciones de tipo Check, donde el usuario o 
alumno introduce una posible solución válida, son bastante inferiores que las 
operaciones de tipo Eval, donde el resultado es una solución sobre la consulta, ya sea 
referente a la cardinalidad como al coste de ésta. 
 
La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
 
   Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  5 veces superior 
 
        Tiempo Proyecto UnaryNode 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
funcionalidades de tipo Check ( CardinalityCheck, CostCheck). 
 También se ha analizado que los cambios han afectado de forma muy diferente a 
las funcionalidades de tipo Eval. El primer cambio realizado, ‘reducir tiempo de 
procesado’, ha hecho tan poco efecto que es casi inapreciable. Podemos deducir esta 
conclusión ya que como se puede comprobar en las funcionalidades de tipo Check, el 
tiempo que se ha reducido es debido a este cambio, ya que el segundo cambio que es 
‘aplicar mayor número de podas’ no afecta a las funcionalidades de tipo Check, como 
se ha comentado en la explicación de la solución. Por lo tanto, se puede concluir que 
reducir el tiempo de procesado de cada iteración no ha provocado la mejora esperada. 
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PRUEBA CONSULTA DE PRUEBA 3 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por dos nodos unarios, el primero representa una operación de Selección 
que se realiza sobre la tabla denominada ‘A’, el segundo representa una operación de 
Selección que se realiza sobre la tabla denominada ‘B’. La otra parte la constituye es un 
nodo binario que representa una operación de Join entre el resultado de la selección 
de la tabla denominada ‘A’ y el resultado de la selección de la tabla denominada ‘B’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario esquerra: 11 algoritmos de Selección, 11 factores de selección 
unario. 
 Nodo unario dret: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que 
se tendrán que tener en cuenta es similar al caso que se ha analizado anteriormente. A 
diferencia del caso anterior el trabajo se concentra más en el tratamiento de nodos 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
software. Podemos proseguir con el análisis de dicho enunciado en concreto. 
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Tiempos de ejecución 
 
Las implementaciones que se comparan en esta prueba es vuelven a ser idénticas a las 
anteriores, es decir, versión inicial del proyecto y  versión con modificaciones 
realizadas en el tratamiento de nodos unarios. Vamos a ver en este caso en el que se 
trabaja más con nodos unarios se pueden apreciar diferencias más notables en el 




Figura 11. Comparación tiempos con cambios UnaryNode 
 
En este caso las variaciones en las operaciones de tipo Check, donde el usuario o 

















Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
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operaciones de tipo Eval, donde el resultado es una solución sobre la consulta, ya sea 
referente a la cardinalidad como al coste de ésta. 
 
La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
 
   Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  7 veces superior 
 
        Tiempo Proyecto UnaryNode 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
funcionalidades de tipo Check ( CardinalityCheck, CostCheck). 
 También se ha analizado que los cambios han afectado de forma muy diferente a 
las funcionalidades de tipo Eval. El primer cambio realizado, ‘reducir tiempo de 
procesado’, ha hecho tan poco efecto que es casi inapreciable. Podemos deducir esta 
conclusión ya que como se puede comprobar en las funcionalidades de tipo Check, el 
tiempo que se ha reducido es debido a este cambio, ya que el segundo cambio que es 
‘aplicar mayor número de podas’ no afecta a las funcionalidades de tipo Check, como 
se ha comentado en la explicación de la solución. Por lo tanto, se puede concluir que 
reducir el tiempo de procesado de cada iteración no ha provocado la mejora esperada. 
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Finalizado este bloque de pruebas respecto los cambios realizados en el 
tratamiento de nodos unarios se realizará una breve reflexión sobre los resultados 
esperados y obtenidos según los factores que se cambian en esta 1ª solución. 
 
El factor de reducción de tiempo de procesado no ha tenido el efecto esperado ya 
que es insuficiente para las funcionalidades de tipo Check.  
 
También, en consultas de la complejidad de las pruebas 2 y 3, es insuficiente para 
las funcionalidades de tipo Eval. En estos casos, se ha reducido en un 80% y 85% el 
tiempo de espera por parte del usuario pero continúa siendo un poco elevado para 
casos de complejidad media-alta. 
 
Vamos a proseguir con la siguiente fase como se tenía previsto para ver si 
realmente surge más efecto al realizar los cambios sobre el tratamiento de los nodos 
binarios, tal y como se esperaba al aplicar esta primera solución. 
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MODIFICACIONES BINARYNODE (TRATAMIENTOS NODOS BINARIOS) 
 
Se continúa ahora con la segunda parte que sería la que trata en concreto 
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PRUEBA CONSULTA DE PRUEBA 1 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por un nodo unario, el cual representa una operación de Selección que se 
realiza sobre la tabla denominada ‘B’. La otra parte la constituye es un nodo binario 
que representa una operación de Join entre la tabla denominada ‘A’ y lo que llega de la 
selección de la tabla denominada ‘B’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Una vez visto que el número de combinaciones que se tienen que realizar no es 
demasiado elevado, podemos prever que en este tipo de consultas de entrada no es 
necesario realizar una mejora considerable en la eficiencia del código, de todas formas 
vamos a ver qué efectos se provocan con los cambios realizados en un tipo de consulto 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 








Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
125 
 
Tiempos de ejecución 
 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos unarios. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos binarios. 
 
 
















Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
Proyecto BinaryNode (ms) 
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Los resultados que se han obtenido en este punto de modificación sobre los nodos 
binarios sobre esta consulta no han sido como se esperaban, a diferencia de la primera 
parte donde con los cambios en los UnaryNode provocan una notable disminución en 
los tiempos de las funcionalidades de Eval, en este caso  la mejora ha sido 
prácticamente mínima, que aunque se ha conseguido reducir en un 10 % el tiempo, 
continúa siendo insuficiente para poder dar por superada esta fase de optimización del 
tiempo de respuesta del programa en general para cada una de sus funcionalidades. 
Además como ya ha sucedido en la primera parte de las pruebas, la parte que 
corresponde a las acciones del programa Check, no se ha conseguido mejorar. 
 
 La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  5-6 veces superior 
 
        Tiempo Proyecto UnaryNode 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
funcionalidades de tipo Check ( CardinalityCheck, CostCheck). 
  




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
127 
 
PRUEBA CONSULTA DE PRUEBA 2 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por un nodo unario, el cual representa una operación de Selección que se 
realiza sobre la tabla denominada ‘C’. La otra parte la constituyen dos nodos binarios 
que representan cada uno de ellos una operación de Join entre dos tablas. En el caso 
del nodo binario inferior la Join es entre la tabla denominada ‘V’ y lo que llega de la 
selección de la tabla denominada ‘C’; mientras que el caso del nodo superior realiza 
una Join entre las tuplas que llegan de la Join inferior comentada y la tabla 
denominada ‘P’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario inferior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 Nodo binario superior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
[   (11 * 11) 1  ]  * [   (24 * 5) 2 ]  
 
1.742.400 COMBINACIONES 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que se 
tendrán que tener en cuenta son mucho más elevadas que en la consulta anterior, 
estamos hablando en este caso de una proporción algo superior a 55 veces mayor. En 
este caso ya comienza a ser palpable la necesidad de efectuar cambios que amenicen 
toda esta carga en cada una de las combinaciones existentes, ya que por pequeño que 
sea el tiempo de ejecución por iteración comienza a plantearse un enunciado que para 
el alumno significa perder demasiado tiempo a valorar si una solución puede estar bien 
o incluso para conocer la solución correcta del problema. Veamos a ver qué sucede en 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
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Tiempos de ejecución 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos unarios. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos binarios. 
 
Vamos a ver si en este caso debido que se trata de una consulta que produce más  
combinaciones en el programa y que se trabaja con nodos binarios mayoritariamente 
se nota más el cambio realizado. 
 























Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
Proyecto BinaryNode (ms) 
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Los resultados que se han obtenido en este punto de modificación sobre los nodos 
binarios sobre esta consulta no han sido como se esperaban, a diferencia de la primera 
parte donde con los cambios en los UnaryNode provocan una notable disminución en 
los tiempos de las funcionalidades de Eval, en este caso  la mejora ha sido 
prácticamente mínima, que aunque se ha conseguido reducir en un 10 % el tiempo, 
continúa siendo insuficiente para poder dar por superada esta fase de optimización del 
tiempo de respuesta del programa en general para cada una de sus funcionalidades. 
Además como ya ha sucedido en la primera parte de las pruebas, la parte que 
corresponde a las acciones del programa Check, no se ha conseguido mejorar en este 
sentido.  
 
  La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  5-6 veces superior 
 
        Tiempo Proyecto BinaryNode 
 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
funcionalidades de tipo Check ( CardinalityCheck, CostCheck). 
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PRUEBA CONSULTA DE PRUEBA 3 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por dos nodos unarios, el primero representa una operación de Selección 
que se realiza sobre la tabla denominada ‘A’, el segundo representa una operación de 
Selección que se realiza sobre la tabla denominada ‘B’. La otra parte la constituye es un 
nodo binario que representa una operación de Join entre el resultado de la selección 
de la tabla denominada ‘A’ y el resultado de la selección de la tabla denominada ‘B’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario esquerra: 11 algoritmos de Selección, 11 factores de selección 
unario. 
 Nodo unario dret: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
[   (11 * 11) 2]  * [   (52 * 5) 1 ]  
 
1.522.664 COMBINACIONES 
Los significados de las variables de la fórmula son: 
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FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que se 
tendrán que tener en cuenta es similar al caso que se ha analizado anteriormente. A 
diferencia del caso anterior el trabajo se concentra más en el tratamiento de nodos 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
software. Podemos proseguir con el análisis de dicho enunciado en concreto. 
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Tiempos de ejecución 
 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos unarios. 
 La versión con los cambios realizados sobre la estructura de tratamiento de 
los nodos binarios. 
 
Vamos a ver si en este caso debido que se trata de una consulta que produce más  
combinaciones en el programa y que se trabaja con nodos binarios mayoritariamente 
se nota más el cambio realizado. 
 




















Proyecto Inicial (ms) 
Proyecto UnaryNode (ms) 
Proyecto BinaryNode (ms) 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
138 
 
Los resultados que se han obtenido en este punto de modificación sobre los nodos 
binarios sobre esta consulta no han sido como se esperaban, a diferencia de la primera 
parte donde con los cambios en los UnaryNode provocan una notable disminución en 
los tiempos de las funcionalidades de Eval, en este caso  la mejora ha sido 
prácticamente mínima, que aunque se ha conseguido reducir en un 10 % el tiempo, 
continúa siendo insuficiente para poder dar por superada esta fase de optimización del 
tiempo de respuesta del programa en general para cada una de sus funcionalidades. 
Además como ya ha sucedido en la primera parte de las pruebas, la parte que 
corresponde a las acciones del programa Check, no se ha conseguido mejorar en este 
sentido.  
 
  La relación aproximada entre los tiempos del proyecto con la estructura inicial y el 
tiempo del proyecto con la modificación aplicada en la parte de nodos unarios es la 
siguiente: 
Tiempo Proyecto Inicial 
               ________________________________________________________________________________________     =  8 veces superior 
 
        Tiempo Proyecto BinaryNode 
 
Esta proporción, como se ha dicho, es referente a los tiempos de las 
funcionalidades de tipo Eval (CardinalityEval, CostEval) y no a los tiempos de las 
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8.3 CONCLUSIONES FASE DE PRUEBAS 1ª SOLUCION 
 
Una vez finalizada la realización de las pruebas correspondientes a esta primera 
parte de la fase de optimización y mejora del complejo algoritmo Backtracking del 
programa, comenzamos a hacer un balance para concluir dicha fase. 
 
Se ha conseguido el  objetivo de reducir el tiempo de ejecución de consultas que 
generan del orden de 106 combinaciones en aquellas funcionalidades de tipo Eval 
(modo SOLVE), donde no se supera el minuto de respuesta en comparación a los más 
de 5 minutos que se tardaba en el proyecto inicial.  
 
En cambio no se ha podido conseguir para las funcionalidades de tipo Check 
(modo CHECK). La razón por la cual no se ha conseguido es porque, en este tipo de 
funcionalidades, de los dos factores que se modifican en esta primera solución, los 
cambios únicamente tienen efecto sobre el factor ‘reducir tiempo de procesado’ de 
cada iteración del  algoritmo de Backtracking. Como se ha visto este factor no ha 
ofrecido el resultado esperado en la reducción de tiempo de ejecución en ningún 
momento ni para las funcionalidades de tipo Eval ni para las de tipo Check. 
  
El segundo factor, ‘aplicar mayor número de podas’,  ha sido realmente el que ha 
hecho un efecto mayor de lo planteado inicialmente, pero como se ha visto no es 
suficiente, por lo tanto a partir de ahora se tiene que trabajar sobre el factor con 
denominado ‘Número de combinaciones’ y que se prevé determinante a la hora de 
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conseguir el objetivo final de toda esta gran apartado, conseguir reducir a un tiempo 
razonable todas las ejecuciones de aquellas consultas de entradas que generen un 
número de combinaciones del orden de 106 , tanto las de tipo Eval como las de tipo 
Check. 
 
Precisamente por esta vía va la consecución de la segunda solución que es 
aplicará en el siguiente subapartado. Se quiere conseguir y buscar alguna manera y 
ésta debe buscarse ahora en la relación entre los  conceptos teóricos que sostienen en 
todo momento el funcionamiento del programa y la información que fluye en todas las 
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8.4 EXPLICACIÓN 2ª SOLUCIÓN APLICADA 
 
Después de analizar a fondo otra vez el comportamiento del software mediante 
numerosas pruebas e impresiones de información intermedia del programa, se llega a 
la conclusión de que se tiene que conseguir detener el Backtracking en algún momento 
a raíz del cual se pueda trabajar con total seguridad con información estática que se 
tiene en memoria. Al hablar de la palabra seguridad en este caso, significa que la 
información (variables) de cada una de las expresiones de las que se disponga sea 
válida, es decir, comprobada, evaluada o validada de alguna forma fiable. 
 
El primer paso que hay que llevar a cabo es la detección del momento en el que 
ya tenemos toda la información no variable correspondiente a cada uno de los 
elementos nodo que conforman la consulta de entrada. 
 
A diferencia de las estructuras creadas para calcular a priori aquellas variables 
que son estáticas (apartado 8.1), en este caso la información con la que se trabaja son 
fundamentalmente los diferentes índices de las fórmulas que se tienen en cuenta en 
la ejecución. En el momento que se han evaluado y validado todos los índices posibles 
de factores de selección y algoritmos sobre todos los nodos del árbol de proceso, en 
ese momento todas las variables de las fórmulas de los nodos serán estáticas. 
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Lo que determina si un índice es válido o no, es precisamente su evaluación 
dentro de la ejecución del programa. Para la evaluación del índice entra en juego uno 
de los componentes que desempeña su papel dentro del funcionamiento del 
programa, las fórmulas. Por esta razón se ha hecho tanto hincapié en la explicación de 
todas las variables que aparecen en una fórmula en el apartado anterior 7. 
 
El archivo que contiene todos los datos referentes a las fórmulas con las cuales 
trabaja el programa se encuentra en un fichero denominado “formulas.xml” (ver 
ANEXO I). Como se ha dicho la extensión dicho fichero es “.xml” por lo que su 
estructura es característica y constituida por nodos y nodos o elementos internos a 
estos. Veamos ejemplos de la composición de diversas fórmulas para poder entender 
este primer paso de la construcción de la solución: 
 
<Abinari tipus="join" nom="NestedLoops" expressio="Br*D+Bs*ceil(Br/(pages-
2))*D" 
 missatge=" if (!clusterR and !clusterS) then 
          if (Br&lt;Bs) then &quot;ok&quot; 
else &quot;Looks like you didn&apos;t properly choose the 
external table of Nested Loops&quot; 
else &quot;Looks like you are using block nested loops but 
didn&apos;t take into account the clusters you have&quot; 
 "/> 
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En este primer ejemplo podemos ver los dos elementos principales que se 
procesan durante el Backtracking para cualquier fórmula, uno es el elemento 
‘missatge’ el cuál determina si el nodo que se está analizando cumple con las 
características que rige lo que se expresa en ‘missatge’ para evaluar posteriormente el 
otro elemento de la fórmula denominado ‘expressio’, que representa la fórmula que 
se sustituirá y evaluará, siempre y cuando el ‘missatge’ del nodo para la fórmula en 
cuestión sea igual a “ok”. 
En este caso estamos hablando de un algoritmo binario. Para que se evalúe la 
‘expressió’ y el programa la tenga en cuenta, el nodo binario que se está analizando 
debe cumplir el requisito que dice ‘missatge’, es decir, no tener ningún índice tipo 
Cluster en ninguno de los dos nodos con los que se realiza la Join (!clusterR and 
!clusterS) y además el número de bloques del nodo hijo izquierdo de la Join debe ser 
menor que el número de bloques del nodo hijo derecho de la Join (Br&lt;Bs). Si dicho 
nodo binario cumple estos dos requisitos, se tendrá en cuenta dicho algoritmo a la 
hora de evaluar su coste. 
Es decir, en este ejemplo, si para un nodo binario la evaluación de missatge es 
“ok”, significa que para ese nodo binario esa fórmula número ‘indexAlgoritmo’ es 
válida. Si es válida, se pasará a evaluar su fórmula expressió que en este caso 
retornará un coste. 
 
Ahora se enseñan dos fórmulas diferentes, una correspondiente a un algoritmo 
de selección y otra correspondiente a un factor de selección, las dos sobre nodos 
unarios. El funcionamiento es el mismo explicado para el anterior caso, únicamente se 
evaluarán los elementos ‘expressio’ en caso que la evaluación del elemento ‘missatge’ 
sea igual a “ok”. 
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<Aunari tipus="seleccio" desordena="false" ordena="false" expressio="B*D" 
missatge="if (!cluster) then  
          if (v*k&gt;1) then &quot;ok&quot;  
else &quot;Looks like you didn&apos;t take into account account 
whether you perform a search or not on scanning a table&quot;  
else &quot;Looks like you didn&apos;t take into account the existence 
of a cluster on performing a table scan&quot; 
    "/> 
 
<FSunari tipus="seleccio" comparacio="IN" expressio="n/ndist" missatge=" 
if (operador == &quot;IN&quot;) then  
if (n&lt;=ndist) then &quot;ok&quot; 
else &quot;Looks like you obtained a selectivity factor not in the 
range [0,1]&quot; 




Una vez presentado qué determina que una fórmula se tenga en cuenta a la 
hora de calcular el factor de selección o el coste de un algoritmo de un nodo, pasamos 
a ver en qué momento podemos asegurar que para todos los nodos que forman una 
consulta de entrada de un problema, podamos afirmar con total seguridad que la 
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información que se tiene en memoria en ese momento es suficiente para poder validar 
cualquier índice. 
 
El número de combinaciones que la situación inicial del proyecto realiza, 
procede del número de factores de selección por el número de algoritmos de un nodo 
en cuestión elevado al número de nodos que tiene dichas propiedades. Este cálculo lo 
hemos podido ver en la fase de pruebas iniciales de Backtracking y tenía el siguiente 
formato: 
[   (FSU * AU)Nº NODOS UNARIOS  ]  * [   (FSB * AB) Nº NODOS BINARIOS ] 
 FSU: NÚMERO DE FACTORES DE SELECCIÓN UNARIOS ASOCIADOS AL NODO 
 AU:  NÚMERO DE ALGORITMOS UNARIOS ASOCIADOS AL NODO 
 FSB: NÚMERO DE FACTORES DE SELECCIÓN BINARIOS ASOCIADOS AL NODO 
 AB:  NÚMERO DE ALGORITMOS BINARIOS ASOCIADOS AL NODO 
 
El cálculo de los diferentes índices que tienen lugar en cada ejecución o 
combinación del programa, se elabora mediante los cocientes y restos de dividir el 
número de combinación actual del programa entre el número de factores de selección 
y número de algoritmos de la consulta (ver apartado 7.2).  
A continuación se explicará el sistema numérico que conceptualmente surge en 
la composición de estos cálculos de los índices. Todo esto es necesario para poder 
entender la segunda solución que se ha aplicado. 
 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 




Sistema de numeración generado por una consulta  
 
La razón fundamental por la cual se ha llegado a esta solución es el sistema de 
numeración que se genera conceptualmente en el cálculo de índices de cada consulta. 
Gracias a la conclusión con fundamento matemático a  la que se llega se puede 
asegurar que la información será estática con total seguridad a partir de un momento 
determinado. 
Un sistema de numeración característico y que todos conocemos es por 
ejemplo el sistema decimal que se caracteriza porque las cantidades se representan 
utilizando como base aritmética las potencias de número diez. En el caso de nuestro 
programa en concreto tenemos que el sistema de numeración es característico de 
cada enunciado de entrada. 
 
El sistema de numeración generado sería de la siguiente forma y estaría 
constituido por el siguiente conjunto símbolos y reglas: 
 
  ( ,  ) 
N = Sistema de numeración Consulta de entrada 
S = { 0…(n-1) }  n = max(Nº FACT,Nº ALG) 
R = numeración posicional 
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El funcionamiento de dicho sistema sería el siguiente. El conjunto de símbolos 
está formado por todos los dígitos de 0 a n-1, donde n es el máximo entre el número 
de factores y número de algoritmos del sistema que se está ejecutando, es decir, 
depende directamente de las características de la consulta que se está analizando. En 
la fase de pruebas de esta segunda solución, se comentará para cada caso en concreto, 
cada uno de los valores. El conjunto de reglas se determina posicionalmente, es decir, 
el índice que se encuentra más a la izquierda serían las unidades, es decir, al contrario 
que la concepción que tenemos del decimal. Se ha elaborado así para entender más 
fácilmente el funcionamiento y para trabajar, calcular y el proceso de obtención ha 
sido más cómodo. 
 
El número de dígitos que tendrá el número de combinación a realizar se 
determina por el número de nodos (UnaryNode y BinaryNode) multiplicado por 2, ya 
que una posición corresponderá al índice del factor de selección del nodo y otra 
posición al algoritmo. Veamos un ejemplo a continuación del sistema generado por 
una consulta y también del cálculo del número generado por una combinación de la 
ejecución. 
 
Imaginemos que tenemos una consulta formada por dos nodos, uno binario y 
otro unario, pues los dígitos de dichas combinaciones serán de 4 dígitos.  
 
1ºDIGITO 2ºDIGITO 3ºDIGITO 4ºDIGITO 
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El 1º y 2º, corresponden en esta consulta al nodo binario. El 1º es el dígito que 
representa el índice del factor que se está analizando y el 2º es el dígito que 
representa el índice del algoritmo. El 3º y 4º, corresponden al nodo unario. El 3º es el 
dígito que representa el índice del factor que se está analizando y el 4º es el dígito que 
representa el índice del algoritmo. 
 
Ahora supongamos que los nodos binarios tienen 5 factores de selección y 52 
algoritmos posibles, y los nodos unarios 11 factores de selección y 11 algoritmos 
posibles. El conjunto de símbolos en este caso sería:  
 
S  {0 … 51} 
Ya que el max (Nº FACT,Nº ALG) = (5,52,11,11) = 52 
MAX SIMBOLO 1º = 5 (Nº de factores binarios) 
     MAX SIMBOLO 2º = 52 (Nº de algoritmos binarios) 
MAX SIMBOLO 3º = 11 (Nº de factores unarios) 
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R = numeración posicional 
 
 
El conjunto de reglas siempre es posicional, siguiendo las siguientes reglas para este 
caso: 
 
 1º DIGITO   DIGITO * 1 
 2º DIGITO   DIGITO * 52 (MAX SIMBOLO 1º) 
 3º DIGITO   DIGITO * 260 (MAX SIMBOLO 1º * MAX SIMBOLO 2º → 5 * 52) 
 4º DIGITO   DIGITO * 2860 (MAX SIMBOLO 1º * MAX SIMBOLO 2º * 
MAXSIMBOLO3º → 5 * 52 * 11) 
 
Veamos ahora el ejemplo del cálculo de un número en este sistema de numeración. Se 
quiere calcular la combinación en el momento en que el programa tiene los índices 
siguientes ejecutándose:  
1º DIGITO → INDICE FACTOR SELECCIÓN NODO UNARIO 3 
  2º DIGITO → INDICE ALGORITMO NODO UNARIO 23 
3º DIGITO → INDICE FACTOR SELECCIÓN NODO BINARIO 4 
4º DIGITO → INDICE ALGORITMO NODO BINARIO 8 
Combinación = (3*1) + (23*52) + (4*260) + (8*2860) = 25119  
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Determinación del momento de la obtención de toda información válida 
 
 Una vez explicado conceptualmente como se genera este sistema de numeración 
vamos a seguir explicando en qué momento podemos determinar que podemos 
disponer de la información estática con total seguridad de toda la consulta que se está 
analizando. 
  
El conjunto de todas las combinaciones que se tienen que ejecutar en el 
proyecto inicial es elevado y recorre todas las posibles permutaciones de los diferentes 
índices que participan en el análisis de la consulta. Ahora bien, se puede observar que 
el momento en el cuál se ha conseguido analizar y evaluar todos los factores y 
algoritmos para tener toda la información necesaria, es precisamente cuando se está 
procesando el mensaje del último factor de selección del último elemento del árbol 
de proceso de la consulta, es decir, en el caso del ejemplo del apartado anterior del 
sistema de numeración, sería en el último índice válido del 3º DIGITO. 
  
La duda que puede surgir es por qué no existe la necesidad de llegar hasta el 
último índice (4º DIGITO del ejemplo) y llegar hasta el penúltimo de ellos (3º DIGITO 
del ejemplo), ahorrando así una cantidad de combinaciones que dependiendo del 
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 La razón por la que se puede obviar la última posición es debida a que la posición 
final del número que compone este sistema de numeración, representa un índice del 
algoritmo del último nodo del árbol, y como se ha podido ver en la primera solución 
(ver apartado 8.1), la información referente a los algoritmos es estática desde el inicio 
de la ejecución, por lo tanto podemos asegurar que dicha información ya la tendremos 
validada y de forma estática o fija. 
 
 La lista de variables (información) que forman las fórmulas que se evalúan durante 
las llamadas quedaría entonces de manera fija a partir de este momento de ejecución 
del programa. A continuación se muestra dicha lista de variables de nuevo con la 
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Ndist   FIJA  
Operador  FIJA  
Max  FIJA   
Min  FIJA  
Variable  FIJA  
Valor   FIJA  
c1   FIJA  
c2   FIJA   
v1   FIJA  
v2   FIJA  
nulls   FIJA  
tuples  FIJA  











Ndist   FIJA  
Max  FIJA  
Min  FIJA  
Valor   FIJA  
c1   FIJA  
c2   FIJA  
n   FIJA  
nulls   FIJA  
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v   FIJA 
k   FIJA 
B   FIJA 
R   FIJA 
tuples  FIJA 
operador  FIJA 
árbol   FIJA 
cluster  FIJA 
hash   FIJA 














v   FIJA 
k   FIJA 
B   FIJA 
R   FIJA 
tuples  FIJA 
d   FIJA 
D   FIJA 
H   FIJA 
cargaClusters  FIJA 
cargaTrees  FIJA 
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atributS  FIJA 
tuplesR  FIJA 
tuplesS  FIJA 
atributR   FIJA  
operador   FIJA 
FKR    FIJA 
FKS    FIJA 
isFKR   FIJA 
isFKS   FIJA 
nullsR   FIJA 












ndistR  FIJA 
ndistS  FIJA 
ndistOR  FIJA 
ndistOS  FIJA 
tuplesR  FIJA 
tuplesS  FIJA 
nullsR  FIJA 


















Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 




arbolR  FIJA 
clusterR   FIJA 
hashR   FIJA 
arbolS   FIJA 
clusterS   FIJA 
hashS   FIJA 
clusterEnR   FIJA 
clusterEnS   FIJA 
atributosR   FIJA 
atributosS   FIJA 
Rordered   FIJA 
Sordered   FIJA 
Bpequeña   FIJA 
pages   FIJA 
Br   FIJA 
Bs   FIJA 
tuplesR   FIJA 
tuplesS   FIJA 




Br   FIJA 
Bs   FIJA 
tuplesR  FIJA 
tuplesS  FIJA 
Rr   FIJA 
Rs   FIJA 
pages   FIJA 
D   FIJA 
H    FIJA  
d   FIJA 
cargaClusters  FIJA 
cargaTrees  FIJA 
cargaBuckets  FIJA 
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Cálculo de combinaciones válidas posibles y ejecución 
 
 Una vez ya hemos podido descifrar finalmente en qué momento se puede saber 
que tendremos la información correspondiente a cada elemento nodo binario o unario 
de la consulta, podemos proceder a trabajar con toda esa información de forma que 
reduzcamos de manera radical el número de combinaciones de la ejecución del 
programa, objetivo que se había marcado al inicio de este extenso apartado de 
optimización y mejora de Backtracking. 
 
 El siguiente paso es programar todo el cálculo necesario para conseguir simular 
este sistema de numeración y así conseguir aquellas combinaciones necesarias o 
válidas que se volverán a ejecutar para poder dar respuesta a cualquiera de las 
funcionalidades. Ha sido un trabajo muy complejo de algoritmia, debido a la necesidad 
de gran cantidad de información intermedia para poder hacer un cálculo de 
combinaciones que pueden ser de forma muy dinámica debido a la gran variedad de 
árboles de proceso que se pueden generar. 
 
Distingamos ahora entre dos casos dentro del programa. Podemos saber en qué 
momento podemos tener la información de todos los nodos del árbol de manera 
estática y también sabemos calcular las combinaciones a partir de esa información. 
Vamos a dividir el trato entre las funcionalidades de tipo Eval (modo SOLVE) y tipo 
Check (modo CHECK): 
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 Funciones tipo Eval: en este caso las combinaciones que se calcularán 
serán únicamente aquellas válidas tanto para factores de selección como 
algoritmos de todos los nodos, ya que se tiene que dar la solución a la 
consulta de la cardinalidad resultante y el coste del mejor plan de 
ejecución. 
 
 Funciones tipo Check: en este caso se explica a continuación la solución. 
 
Combinaciones calculadas en funciones tipo Check 
Estas funcionalidades modificarán su comportamiento respecto el proyecto inicial. 
Ahora se unificarán la comprobación de tuplas y costes en una sola operación. El 
usuario introducirá valor para cardinalidad y para costes, entonces el programa lo que 
hará es lo siguiente: 
1. Comprobará que el número de tuplas introducido por el usuario es correcto. 
 
2.1 Si es correcto, se continuará con la comprobación del coste para algoritmos 
introducido por el usuario, informándole de posibles errores en los algoritmos 
escogidos.  
2.2 Si no es correcto, se detendrá la ejecución, informando al usuario que el 
número de tuplas es incorrecto. 
 
De esta manera conseguimos reducir el número de llamadas que se realizarán, ya 
que únicamente se ejecutarán las combinaciones con índice de factores de selección 
válidos. 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
158 
 
No se ha hecho poda directamente en el código por una razón, si fuera así, se 
tendría que ejecutar de todas maneras todas las combinaciones necesarias del orden 
de 106, de esta manera únicamente se tendrán que ejecutar del orden de 104 
combinaciones válidas que se han calculado a partir del sistema de numeración.  
 
Finalmente para concluir la explicación de la segunda solución aplicada, 
comentamos la última mejora que se ha añadido. El cálculo de combinaciones válidas, 
que se ha comentado  para los dos tipos de funcionalidades, se precalculan al cargar el 
fichero XML de entrada que contiene la información sobre la consulta y la consulta en 
sí. Es decir, se inicializan los vectores de valores posibles teniendo en cuenta los 
factores de selección válidos y todos los algoritmos posibles para cada nodo del árbol 
de proceso. 
 
Con esta última mejora conseguimos que la ejecución de las funcionalidades sea 
extraordinariamente rápidas, llegando incluso a poder abordar algunos casos muy 
complejos del orden de 2*108 combinaciones como se mostrará al final de la fase de 
pruebas, algo impensable al iniciar este proyecto. 
 
Veamos una vez explicada toda la solución que se ha llevado a cabo, la fase de 
pruebas para comprobar los efectos de dichos cambios en el tiempo de ejecución de 
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8.5 FASE DE PRUEBAS 2ª SOLUCIÓN APLICADA 
 
La estructura de las pruebas será igual que en la fase de pruebas de la primera solución 
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PRUEBA CONSULTA DE PRUEBA 1 
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Como se puede observar en la imagen anterior, esta consulta que se prueba 
está constituida por un nodo unario, el cual representa una operación de Selección 
que se realiza sobre la tabla denominada ‘B’. La otra parte la constituye es un nodo 
binario que representa una operación de Join entre la tabla denominada ‘A’ y lo que 
llega de la selección de la tabla denominada ‘B’. 
 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
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Tiempos de ejecución 
 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con la primera solución aplicada. 
 La versión con la primera y la segunda solución aplicada. 
 
 














0 0 78 
Proyecto Inicial (ms) 
Proyecto 1ª SOLUCIÓN 
Proyecto 2ª SOLUCIÓN 
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Se llega finalmente al análisis de tiempo de ejecución para este tipo de consulta 
con un nodo unario y un nodo binario. Vemos que la rebaja de tiempo que se ha 
conseguido con la 2ª solución ha sido extraordinaria. 
El tiempo de precálculo de combinaciones para las funcionalidades y la carga de 
los vectores correspondientes no supone ningún coste excesivo en cuanto a tiempo. 
Para tres de las cuatro funcionalidades, el tiempo de ejecución es prácticamente 0 
ms. La funcionalidad que no se ha conseguido este resultado es costCheck, debido a 
que las combinaciones que se tienen que comprobar para este caso son: 
 
52 algoritmos binarios * 11 algoritmos unarios = 572 COMBINACIONES 
 
Como se ha explicado en la 2ª solución (apartado 8.4), únicamente se ejecutarán 
las llamadas con los factores de selección correctos de cada nodo, únicamente 
teniendo en cuenta los algoritmos en juego. 
 
La relación y la mejora en esta consulta de prueba número 1 es prácticamente del 
100% para las cuatro funcionalidades. 
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PRUEBA CONSULTA DE PRUEBA 2 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por un nodo unario, el cual representa una operación de Selección que se 
realiza sobre la tabla denominada ‘C’. La otra parte la constituyen dos nodos binarios 
que representan cada uno de ellos una operación de Join entre dos tablas. En el caso 
del nodo binario inferior la Join es entre la tabla denominada ‘V’ y lo que llega de la 
selección de la tabla denominada ‘C’; mientras que el caso del nodo superior realiza 
una Join entre las tuplas que llegan de la Join inferior comentada y la tabla 
denominada ‘P’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario inferior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 Nodo binario superior: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
[   (11 * 11) 1  ]  * [   (24 * 5) 2]  
 
1.742.400 COMBINACIONES 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que se 
tendrán que tener en cuenta son mucho más elevadas que en la consulta anterior, 
estamos hablando en este caso de una proporción algo superior a 55 veces mayor. En 
este caso ya comienza a ser palpable la necesidad de efectuar cambios que amenicen 
toda esta carga en cada una de las combinaciones existentes, ya que por pequeño que 
sea el tiempo de ejecución por iteración comienza a plantearse un enunciado que para 
el alumno significa perder demasiado tiempo a valorar si una solución puede estar bien 
o incluso para conocer la solución correcta del problema. Veamos a ver qué sucede en 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
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Tiempos de ejecución 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con la primera solución aplicada. 
 La versión con la primera y la segunda solución aplicada. 
 
 
Figura 16. Comparación tiempos con cambios 2ª Solución 
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El tiempo de precálculo de combinaciones para las funcionalidades y la carga de 
los vectores correspondientes no supone ningún coste excesivo en cuanto a tiempo. 
Para dos de las cuatro funcionalidades, el tiempo de ejecución es prácticamente 0 
ms. En este caso las dos funcionalidades que no se ha conseguido este resultado son 
las de tipo Check (modo ejecución CHECK), debido a que las combinaciones que se 
tienen que comprobar para este caso son: 
 
24 algoritmos binarios * 24 algoritmos binarios * 11 algoritmos unarios =                       
6336 COMBINACIONES 
 
Como se ha explicado en la 2ª solución (apartado 8.4), únicamente se ejecutarán 
las llamadas con los factores de selección de cada nodo correctos, únicamente 
teniendo en cuenta los algoritmos en juego. La diferencia de tiempo entre una 
funcionalidad y la otra, se debe a que en el caso de la función CardinalityCheck() no se 
trata la segunda parte del algoritmo (part 1) y en el caso de la función costCheck () se 
trata la primera y la segunda parte del algoritmo, es decir, la parte de cardinalidades y 
la parte de costes de algoritmos. 
 
También se puede observar que se ha empeorado el tiempo de ejecución de la 
funcionalidad CardinalityCheck() respecto a implementaciones anteriores. Esto es 
porque actualmente con la solución aplicada se ejecutan las 6336 combinaciones con 
los factores correctos. En las implementaciones anteriores se ejecutan únicamente el 
producto de todos los factores de selección posibles, en este caso serían: 
5 factores binarios * 5 factores binarios * 11 factores unarios = 275 COMBINACIONES 
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De ahí la causa de que se haya empeorado el tiempo de dicha funcionalidad. De 
todas formas no es ningún problema ya que estamos hablando siempre de tiempos 
que oscilarán entre 1 y 5 segundos, aceptables totalmente para el usuario. 
 
La relación y la mejora en esta consulta de prueba número 2 es prácticamente del 
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PRUEBA CONSULTA DE PRUEBA 3 
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Como se puede observar en la imagen anterior, esta consulta que se prueba 
está constituida por dos nodos unarios, el primero representa una operación de 
Selección que se realiza sobre la tabla denominada ‘A’, el segundo representa una 
operación de Selección que se realiza sobre la tabla denominada ‘B’. La otra parte la 
constituye es un nodo binario que representa una operación de Join entre el resultado 
de la selección de la tabla denominada ‘A’ y el resultado de la selección de la tabla 
denominada ‘B’. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario esquerra: 11 algoritmos de Selección, 11 factores de selección 
unario. 
 Nodo unario dret: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario: 52 algoritmos de Join (8 NestedLoops, 8 HashJoin, 16 SortMatch, 
20 IndexJoin), 5 factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
[   (11 * 11) 2]  * [   (52 * 5) 1 ]  
 
1.522.664 COMBINACIONES 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 
Podemos observar en este caso que el número de posibles combinaciones que 
se tendrán que tener en cuenta es similar al caso que se ha analizado anteriormente. A 
diferencia del caso anterior el trabajo se concentra más en el tratamiento de nodos 
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Solución de la versión mejorada 
Comparamos la solución que nos proporciona esta versión y vemos que los resultados 
ofrecidos son los correctos por lo tanto conserva la integridad del funcionamiento del 
software. Podemos proseguir con el análisis de dicho enunciado en concreto. 
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Tiempos de ejecución 
Las implementaciones que se comparan en esta prueba son: 
 La situación inicial de todo el proyecto, es decir, tal y como estaba el 
software antes de iniciar cualquier tipo de investigación y posible mejora 
en el código o estructura. 
 La versión con la primera solución aplicada. 
 La versión con la primera y la segunda solución aplicada. 
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El tiempo de precálculo de combinaciones para las funcionalidades y la carga de 
los vectores correspondientes no supone ningún coste excesivo en cuanto a tiempo. 
Para dos de las cuatro funcionalidades, el tiempo de ejecución es prácticamente 0 
ms. En este caso las dos funcionalidades que no se ha conseguido este resultado son 
las de tipo Check (modo ejecución CHECK), debido a que las combinaciones que se 
tienen que comprobar para este caso son: 
 
52 algoritmos binarios * 11 algoritmos binarios * 11 algoritmos unarios =                       
6292 COMBINACIONES 
 
Como se ha explicado en la 2ª solución (apartado 8.4), únicamente se ejecutarán 
las llamadas con los factores de selección de cada nodo correctos, únicamente 
teniendo en cuenta los algoritmos en juego. La diferencia de tiempo entre una 
funcionalidad y la otra, se debe a que en el caso de la función CardinalityCheck() no se 
trata la segunda parte del algoritmo (part 1) y en el caso de la función costCheck () se 
trata la primera y la segunda parte del algoritmo, es decir, la parte de cardinalidades y 
la parte de costes de algoritmos. 
 
También se puede observar que se ha empeorado el tiempo de ejecución de la 
funcionalidad CardinalityCheck() respecto a implementaciones anteriores. Esto es 
porque actualmente con la solución aplicada se ejecutan las 6336 combinaciones con 
los factores correctos. En las implementaciones anteriores se ejecutan únicamente el 
producto de todos los factores de selección posibles, en este caso serían: 
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5 factores binarios * 11 factores unarios * 11 factores unarios = 605 
COMBINACIONES 
De ahí la causa de que se haya empeorado el tiempo de dicha funcionalidad. De 
todas formas no es ningún problema ya que estamos hablando siempre de tiempos 
que oscilarán entre 1 y 5 segundos, aceptables totalmente para el usuario. 
 
La relación y la mejora en esta consulta de prueba número 2 es prácticamente del 
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8.6 CONCLUSIONES FASE DE PRUEBAS 2ª SOLUCION 
 
Se llega al sexto punto de este extenso apartado 8 ‘Optimización y mejora del 
algoritmo de Backtracking’. Después de aplicar dos soluciones se ha conseguido 
rebajar el tiempo de ejecución de todas las funcionalidades a menos de 1 segundo 
 
Se partía de un proyecto inicial el cual para las consultas probadas número 2 y 3, 
necesitaba más de 3 minutos para realizar una operación de tipo CostEval y de más de 
25 minutos para una operación de tipo CostCheck, por lo tanto podemos dar por 
alcanzado el objetivo inicial de la fase de optimización y mejora en cuanto a tiempo de 
ejecución de las funcionalidades. 
 
Ahora bien, surge un nuevo problema con la segunda solución que se ha aplicado, 
el que se genera debido al precálculo y precarga inicial en aquellos casos en que las 
consultas son de una complejidad superior a media-alta, ya que este tiempo puede ser 
superior a 3-4 minutos. Esto no supondría un problema si el software se ejecutara en 
el ordenador de cada usuario de forma local ya que sólo sería una vez y luego se podría 
trabajar con la consulta con las distintas funcionalidades, pero los módulos de código 
del programa están alojados en un Servidor Web y para poder realizar cualquiera de 
las cuatro funcionalidades principales del programa, se ejecuta cada vez la opción de 
cargar el fichero con el que se quiere trabajar, por lo que cada vez que un alumno 
quisiera ver una solución o comprobar algún resultado, debería esperar este tiempo en 
consultas de complejidad superior a medio-alta.  
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Debido a este problema se plantea ahora la tercera solución de este apartado de 
‘Optimización y mejora del algoritmo de Backtracking’. Esta solución vuelve a cambiar 
la estructura y el planteamiento del algoritmo recursivo que se llama en cada iteración 
del Backtracking.  
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8.7 EXPLICACIÓN 3ª SOLUCIÓN APLICADA 
El problema principal es el précalculo y precarga del vector de combinaciones posibles 
para la funcionalidad ‘costCheck()’, ya que cuando se produce para una consulta 
compleja formada por dos nodos binarios y dos nodos unarios estamos hablando de 
un número de combinaciones posibles a comprobar en el ‘costCheck’ del orden de casi 
108 ya que se tiene que llegar hasta el último factor de selección del último nodo del 
árbol de proceso. Veamos el cálculo de la iteración del Backtracking a la que se tiene 
que llegar hasta poder detenerlo y poder realizar el precálculo y precarga de 
combinaciones posibles posteriormente (ver apartado 8.4): 
 
FSB1 * AB1 * FSB2 * AB2 * FSU1 * AU1 * FSU2 = 5 * 52 * 5 * 52 * 11 * 11 * 11 = 
89.975.600 iteraciones del Backtracking hasta poder tener la información estática de 
forma segura como se ha explicado en la 2ª solución explicada en el apartado 8.4. 
FSBX = FACTOR DE SELECCIÓN BINARIO DEL NODO BINARIO X 
ABX = ALGORITMO BINARIO DEL NODO BINARIO X 
FSUX = FACTOR DE SELECCIÓN UNARIO DEL NODO UNARIO X 
AUX = ALGORITMO UNARIO DEL NODO UNARIO X 
 
Este número de iteraciones tan elevado es el que provoca que se tenga que 
esperar para cada ejecución de alguna de las funcionalidades principales del programa, 
un tiempo superior a 3-4 minutos para cargar desde el servidor el fichero que contiene 
la consulta y su información. 
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Para evitar dicha carga repetida se ha tenido que reestructurar el planteamiento 
del algoritmo de Backtracking así como el algoritmo recursivo. El cambio debe evitar el 
precálculo y precarga ya que como hemos visto es el causante del último problema 
que ha surgido al aplicar la segunda solución. La solución por la que se ha optado en 
este caso es la división en tres algoritmos de Backtracking el actual, así el número de 
iteraciones se consigue disminuir en gran cantidad. 
Se realiza un primer Backtracking donde se soluciona o se comprueba un resultado 
del usuario en cuanto a cardinalidad. Se realiza un segundo Backtracking donde se 
soluciona o se comprueba un resultado del usuario en cuanto a coste.  Se realiza un 
tercer Backtracking nuevo donde se comprueba que el usuario no se ha equivocado a 
la hora de sumar cardinalidades y costes para así poder informarle en caso de error. La 
estructura genérica de las cuatro funcionalidades se podría resumir entonces en esta 
sencilla estructura: 
 
nombre_Funcionalidad_Principal () { 
PRIMER_BACKTRACKING_CARDINALIDAD (); 
si ( SE HA ENCONTRADO UNA SOLUCIÓN VÁLIDA PARA CARDINALIDAD) { 
 SEGUNDO_BACKTRACKING_COSTE(); 
 si ( SE HA ENCONTRADO UNA SOLUCIÓN VÁLIDA PARA COSTE ) { 
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De esta manera se consigue reducir las iteraciones de cada uno de los 
Backtrackings por separado respecto al diseño anterior: 
 
 Primer Backtracking: el número de iteraciones es igual al producto 
resultante de los factores de selección de cada uno de los nodos. 
 Segundo Backtracking: el número de iteraciones es igual al producto 
resultante de los algoritmos de cada uno de los nodos. 
 Tercer Backtracking: el número de iteraciones será muy bajo, casi 
insignificante en tiempo de ejecución sin superar ni 10 ms de tiempo. 
 
Para acabar de probar y demostrar finalmente se ha conseguido el propósito inicial 
de todo el punto con esta definitiva modificación, se realiza una última prueba final 
con un caso extremo que no se tenía en cuenta cien por cien como objetivo para este 
proyecto, que era tratar consultas que generasen del orden de 2* 108 combinaciones. 
El tiempo de precarga del programa en este caso, que es una de las modificaciones 
finales que se ha realizado en esta tercera solución ya no existe ya que se evita con el 
nuevo diseño del algoritmo. A partir de ahí se puede trabajar con el programa a una 
velocidad de menos de 10 segundos para cualquiera de las funcionalidades requeridas 
por el usuario. Para concluir este apartado vemos una breve explicación de la consulta 
de prueba final y una gráfica con los tiempos de ejecución obtenidos.  
 
 Comentar que este tipo de consultas era inviable de ejecutar con el proyecto inicial 
del cual se partía ya que su tiempo de ejecución para la funcionalidades costCheck() 
tardaba más de 24 h a poder ejecutarse, algo del todo ilógico para cualquier usuario 
que utilice un programa. 
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8.8 PRUEBA CONSULTA DE PRUEBA FINAL 
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Como se puede observar en la imagen anterior, esta consulta que se prueba está 
constituida por dos nodos unarios que representan dos selecciones sobre dos tablas y 
dos nodos binarios que representan dos joins. 
Los algoritmos que se tienen en cuenta en la ejecución en este caso son los siguientes: 
 Nodo unario C: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo unario P: 11 algoritmos de Selección, 11 factores de selección unario. 
 Nodo binario VC: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 Nodo binario VCP: 24 algoritmos de Join (8 NestedLoops, 16 SortMatch), 5 
factores de selección binario. 
 
Por lo tanto si se hace un análisis en este caso de la cantidad de combinaciones que 
realiza el programa vemos que este asciendo a la cantidad de: 
[   (Nº FSU * Nº ASU) Nº NODOS UNARIOS  ]  * [   (Nº FSB * Nº ASB) Nº NODOS BINARIOS ] 
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Los significados de las variables de la fórmula son: 
FSU: FACTORES SELECCIÓN UNARIO 
ASU: ALGORITMOS SELECCIÓN UNARIO 
FSB: FACTORES SELECCIÓN BINARIO 
ASB: ALGORITMOS SELECCIÓN BINARIO 
 


















Proyecto Inicial (segundos (s)) 
Proyecto Final (segundos (s)) 
Prueba final  
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Podemos observar el cambio brutal de tiempo en la funcionalidad ‘costCheck ()’, 
que ahora se ejecuta en 13,75 segundos, comparado con el tiempo que tardaba antes 
que era más de 24 horas. Por tanto damos por finalizado este punto habiendo 
conseguido un tiempo de ejecución excepcional, incluso en los casos más complejos 
que se pueden dar en tipo de consultas de la asignatura. Los tiempos respecto a las 
otras consultas de las pruebas anteriores se mantiene como antes, con tiempos de 
ejecución inferiores a 1 segundo, por lo tanto un tiempo más que aceptable para 
poder trabajar con el programa. 
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9. CONTROL DE ERRORES DEL FICHERO DE 
ENTRADA 
 
Para almacenar los datos de entrada de la consulta que se quiere introducir al 
programa se utilizan ficheros XML (ver ANEXO II). La posible complejidad de la consulta 
de entrada puede provocar que se cometan pequeños errores en la elaboración de 
dicho fichero. 
 
 La simplicidad teórica de muchas comprobaciones no es equiparable a la detección 
del fallo, es decir, se puede estar comprobando una simple variable o relación entre 
variables de entrada, pero durante la ejecución del programa puede ser muy costoso 
encontrar de dónde proviene dicho fallo. Muchas veces estos fallos se podrían corregir 
o indicarlos de forma más clara al usuario (alumno o profesor) con el fin de facilitar en 
todo momento el trabajo de elaboración y detección de errores en este fichero. 
 
 El proceso de control que se quiere introducir consiste o tiene los siguientes casos: 
1 Se carga un fichero XML que contiene la información de la consulta que se 
quiere analizar. 
2 Si el fichero no tienen ningún error se continúa con la ejecución. Si el fichero 
contiene algún error se anula la carga del fichero y se avisa al usuario. 
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Todos estos nuevos controles se han llevado a cabo, se han realizado en el fichero 
ReadXMLOptimizer.java, que es la clase encargada de leer todo el fichero XML de 
entrada para inicializar y preparar todas las estructuras necesarias, además de 
controlar en este caso que no se cometan ningún tipo de errores por falta de 
información o porque la información sea incorrecta. 
A continuación se muestran las diferentes comprobaciones que se realizan en el 
fichero de entrada, todas ellas relacionadas con variables simples de propiedades de 
las tablas o atributos de las tablas 
 
9.1 COMPROBACIÓN VARIABLES DE SISTEMA 
En este primer apartado trata las variables denominadas ‘Variables de sistema’. Son 
todas aquellas que hacen referencia a los recursos físicos hipotéticos que se dispone 
en el sistema que se ejecutarán las consultas a optimizar. Hagamos mención de cada 
una de ellas. 
 
VARIABLES DE SISTEMA QUE SE COMPRUEBAN 
MargenError Margen de error resultado usuario 
TaccesoDisco Tiempo de acceso a disco 
TCPU Tiempo de CPU 
THash Tiempo de cálculo de la función de Hash 
Orden Mitad del número de entradas por nodo de un árbol 
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BytesPag Número de bytes por página 
OcupacioArbres Porcentaje de carga de los arboles 
OcupacioCluster Porcentaje de carga de los clusters 
OcupacioBuckets Porcentaje de carga de los buckets  
 
El control que se hace sobre estas variables es principalmente que no se olvide el 
usuario la introducción de estos, además de que sean valores positivos, nunca 
negativos ya que no tendrían ningún sentido. En los casos de valores que representan 
porcentajes (MargenError, OcupacioArbres, OcupacioCluster, OcupacioBuckets), se 
comprueba que sus valores estén comprendidos entre 0 y 1. 
 
9.2  CÁCULO BLOQUES, REGISTROS Y CARDINALIDADES TABLA 
Este punto es tanto una comprobación como un precálculo simple que ayuda a ahorrar 
posibles correcciones sobre datos que se pueden deducir si al menos se obtienen 
algunos de ellos.  
 
La fórmula simple que lo relación es la siguiente: 
B * R = T 
B = Bloques utilizados 
R = Registros por bloque 
T = Tuplas totales de la tabla 
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Pues bien los casos que se han controlado aquí son los siguientes: 
 Si en el enunciado faltan los tres atributos se lanza una excepción. 
 Si en el enunciado faltan dos de los tres atributos se lanza una excepción. 
 Si en el enunciado falta un atributo de los tres, se calcula y no se lanza ninguna 
excepción, facilitando así la utilización del fichero XML para el usuario. 
 Si en el enunciado no falta ninguno de los tres atributos, se comprueba que se 
cumple la relación entre ellos (B * R = T). 
 
9.3 VARIABLES DE LAS CONDICIONES: v, k 
Estas dos variables están presentes en los nodos de tipo selección, más concretamente 
en el nodo hijo condición de la selección. En este caso se ha controlado que estas 
variables cumplan algunas propiedades imprescindibles para el resultado lógico de la 
optimización de la consulta. A continuación se muestra los controles que se han 
realizado: 
 
  v ≤ NDIST(atributo de selección) 
Esto es así ya que v, como se ha visto en el apartado 7.2, representa el número  
de valores distintos del atributo después de la selección, por lo tanto este valor 
nunca puede ser superior al número inicial de valores distinto de dicho 
atributo. 
 
 k = (TUPLES – NULLS) / NDIST 
Esto es así ya que k, como se ha visto en el apartado 7.2, representa el número 
de valores repetidos del atributo del atributo de la selección. Entonces se 
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puede realizar este cálculo en caso de que el usuario no introduzca el valor k 
del atributo en la selección. Si dividimos el número de tuplas de la tabla de 
selección restándole el número de nulos, entre el número de valores distintos 
que contiene la tabla, tenemos como resultado el valor k del cual no 
disponíamos. 
 
 si operador(selección) = “=” entonces v=1 
Se realiza también esta comprobación ya que en caso que el operador de la 
selección sea una igualdad, el valor de v debe ser forzosamente igual a 1. En 
caso que no sea así se lanza una excepción. 
 
 
9.4 CONTROL DE LAS VARIABLES NDIST 
Finalmente se realiza una comprobación sobre la relación de la variable NDIST de una 
atributo relacionándolo con otros atributos. Veamos los dos casos que se controlan: 
 
 NDIST (atribut) ≤ (TUPLES – NULLS) 
El valor NDIST de un atributo no puede ser nunca superior al número de tuplas 
no nulas que tiene una tabla. Por lo tanto se controla este caso, que si se 
produce se lanza una excepción avisando de este error. 
 
 NDIST(FK) ≤ NDIST(CAMPO QUE APUNTA LA FK) 
Continuamos con la comprobación siguiente en la que se comprueba que el 
valor NDIST de una clave forana no puede ser superior nunca al valor NDIST de 
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la clave que apunta esta clave forana. En caso que se produzca este error, se 
lanza una excepción informando al usuario del error. 
 
 NULLS < T 
Finalizamos este apartado número 9 con la comprobación de que el número de 
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10. Índice Bitmap 
 
 En este punto se trata y explica la introducción de un nuevo índice dentro del 
software. Gracias a este nuevo índice existirán más posibilidades para que se puedan 
encontrar costes más óptimos para una consulta determinada ya que se aumentan las 
estructuras disponibles para ello. 
 
10.1 BREVE HISTORIA ÍNDICES BITMAP 
El concepto de índice Bitmap fue introducido por el Profesor Israel Spiegler and Rafi 
Maayan en su trabajo de investigación “Storage and Retrieval Considerations of Binary 
Data Bases”, publicado en 1985. El primer producto comercial de base de datos para 
implementar un índice Bitmap fue Computer Corporation of America’s Model 204. 
Patrick O’Neil publicó un documento acerca de su implementación en 1987. Dicha 
implementación es un híbrido entre el índice Bitmap básico (sin compresión) y la lista 




Un índice Bitmap es un tipo especial de índice de base de datos que utiliza bit 
arrays(GLOSARIO: Un bit array, también conocido como bitmap, bitset o bitstring, es 
una structura de datos array que compactamente almacena bits individuales( valores 
booleanos)).  
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Los índices Bitmap a diferencia de los índices ya explicados en el punto númeo 4 de 
este proyecto, presentan diversas ventajas: 
 Cuando una tabla tiene millones de registros y las columnas clave tienen baja 
cardinaliadad, esto es, hay muy pocos valores distintos para la columna. Por 
ejemplo, los índices Bitmap son preferibles a los índices B-Tree para las 
columnas género y estado civil de una tabla que contiene registros de 
pasaporte. 
 
 Cuando las consultas suelen utilizar una combinación de múltiples condiciones 
WHERE con las relación al operador OR. 
 




10.3 ESTRUCTURA DE UN ÍNDICE BITMAP 
 
Un índice Bitmap se organiza como un B-Tree, pero el nodo hoja almacena un bitmap 
por cada valor clave en lugar de una lista ROWIDS. Cada bit del bitmap corresponde 
con un posible ROWID, y si está definidio el bit, significa que la fila ROWID 
correspondiente contiene el valor clave. 
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Como muestra la tabla anterior, el nodo hoja de un índice bitmap contiene lo 
siguiente: 
  Una cabecera de registro que contiene el número de columnas y la 
información de bloqueo. 
 
  Los valores clave que consta de partes longitud-valor por cada columna clave. 
En el ejemplo de la tabla, la clave consta de una columna y el primer registro 
tiene un valor clave Azul. 
 
 ROWID inicial, que en el ejemplo contiene 3 como número de fichero, 10 como 
número de bloque y 0 como número de fila. 
 
 ROWID final, que en el ejemplo anterior contiene 3 como númeo de fichero, 12 
como número de bloque y 8 como número de fila. 
 
 Un segmento de bitmap, que consta de una cadena de bits. El bit se define 
cuando la fila correspondiente contiene el valor clave y deja de definirse 
cuando la fila no contiene el valor clave. El servidor Oracle usa una técnica de 
compresión patentada para almacenar segmentos de bitmap. 
 
 
El ROWID inicial es el ROWID de la primera fila que apunta al segmento de bitmap del 
bitmap, es decir, el primer bit del bitmap corresponde a ese ROWID, el segundo bit del 
bitmap corresponde a la fila siguiente del bloque, y el ROWID final es un puntero hacia 
la última fila de la tabla cubierta por el segmento de bitmap. 
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A continuación se muestra una consulta muy eficiente donde se usa un índice bitmap. 
 
SELECT COUNT (*)  FROM CUSTOMER 
  WHERE MARITAL_STATUS = ‘married’ AND REGION IN (‘central’, ‘west’); 
 
Un índice Bitmap puede procesar esta consulta con gran eficiencia, simplemente 
contando el ´número de unos en el índice Bitmap. 
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10.4 USO DE ÍNDICE BITMAP 
El B-Tree se utiliza para encontrar los nodos hoja que contienen segmentos de bitmap 
para un valor dado de la clave. El ROWID inicial y los segmentos de bitmap se usan 
para encontrar las filas que contienen el valor clave. 
 
Cuando se realizan cambios en la columna clave de la tabla, se deben modificar los 
bitmaps. Esto provoca un bloqueo de los segmentos de bitmap. Como los bloqueos se 
adquieren en todo el segmento de bitmap, una fila que no esté cubierta por el bitmap 
no se puede actualizar por otras transacciones hasta que termina la transacción 
anterior. 
 
Los índices bitmaps incluyen filas que tienen valores nulos en su clave, muy 
distinto al otro tipo de índices que no los incluyen. Los índices de nulos pueden ser 
muy útiles para algunos tipos de sentencias SQL, como aquellas que incluyen la función 
agregada COUNT. 
Por ejemplo si tenemos la sentencia SELECT COUNT(*) FROM <tabla> WHERE <campo> 
IS NULL; 
 
Si se define un índice Bitmap sobre la columna <campo>, el optimizador usará el 
índice bitmap sobre la columna indexada. 
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10.5 COMPARATIVA ENTRE ÍNDICES B-TREE Y BITMAP 
Los índices Bitmap son más compactos que los índices B-Tree cuando se utilizan con 
columnas de baja cardinalidad. 
 
Las actualizaciones en columnas clave en un índice Bitmap son más costosas ya que los 
bitmaps utilizan bloqueo a nivel de segmento de bitmap, mientras que un índice B-
Tree, los bloqueos son en registros correspondientes a filas individuales de la tabla. 
 
Los índices Bitmap se pueden utilizar para realizar operaciones tales como OR, esto es, 
el servidor Oracle puede utilizar dos segmentos de bitmap para realizar un OR de bits y 
obtener un bitmap como resultado. Esto permite el uso eficaz de los bitmaps en las 
consultas que usan el predicado OR. 
 
Los índices B-Tree pueden ser mejores para un entorno OLTP para el indexado de 
tablas con muchos movimientos, mientras que los índices Bitmap pueden ser útiles en 
entornos de almacenamiento de datos en los que se realizan consultas complejas en 
tablas grandes y estáticas. 
 
10.6 MODIFICACIONES REALIZADAS 
Para la introducción de dicho índice se indicará a modo de documentación qué 
árchivos han sido modificados para poder utilizar índices Bitmaps en las consultas de 
los archivos de entrada del programa. 
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Se han tenido que modificar los siguientes ficheros: 
 Index.java:  se tiene que definir el nuevo índice además de identificar en la 
función constructora de ‘Index’ el nuevo tipo de índice posible, en este caso el 
Bitmap. 
/**  
    * Tipo de indice 
 */ 
 public static final String BITMAP = "BITMAP"; 
 
/**  
     * Constructor por defecto 
     *  
     */ 
     public Index(String name) throws OptimizerException{ 
 
if (name.equalsIgnoreCase(NUEVO_INDICE)||…) this.name=name; 
 




 UnaryNode.java: modificar con las nuevas variables necesarias que tratan 
cálculos del índice Bitmap. Son las siguientes: 
 
 Variable  “bits” : función setValuesExpressionAlgorithm de UnaryNode. 
 Variable  “bitmap” : función setValuesMessageAlgorithm de UnaryNode. 
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11. INTRODUCCIÓN DE NUEVAS OPERACIONES 
En este punto se explicará brevemente las tres nuevas operaciones que se han 
introducido al proyecto, así como los diferentes cambios que se han realizado a cabo 
para poder hacer posible dicha incorporación. 
 
11.1 OPERACIÓN SORT 
Existen muchos casos en los que una consulta puede optimizar en gran medida su 
coste final si, en ciertos puntos de esta, se produce una ordenación de las tuplas de 
entrada que provienen de una operación anterior o de una tabla inferior de la 
consulta. 
La operación que se trata en este subapartado, operación sort, es una operación 
unaria la cual consiste únicamente en ordenar por alguno de los atributos de la tabla. 
Es decir, la entrada de dicha operación es una tabla desordenada original o una serie 
de tuplas con atributos proyectados desde una operación anterior y la salida se 
corresponderá con una tabla con las mismas tuplas ordenadas por uno de los atributos 
de la tabla original o por uno de los atributos proyectados. 
 
Dicha operación nos permitirá poder realizar búsquedas de forma ordenada sobre la 
salida que se consigue después de la ordenación. Veamos a continuación un pequeño 
ejemplo de ordenación de una tabla de 4 tuplas sobre alumnos. 
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ID ALUMNO NOMBRE DNI EDAT 
1 VICTOR 52846735Q 32 
2 FERNANDO 65841235E 28 
3 JOSE 46454847F 29 
4 CARLOS 25146354A 35 
 
 
Esta tabla está ordenada actualmente por el atributo ‘ID ALUMNO’ de los alumnos, 
pero ahora se procederá a realizar una operación de ordenación (SORT) En el caso que 
se quiera trabajar posteriormente con esta tabla haciendo una selección o una 
búsqueda por algún otro atributo como por ejemplo el ‘DNI’, será de gran utilidad 
ordenarlo por dicho atributo en dicho caso. La tabla resultante después de realizar la 
ordenación sería la siguiente: 
 
ID ALUMNO NOMBRE DNI EDAT 
4 CARLOS 25146354A 35 
3 JOSE 46454847F 29 
1 VICTOR 52846735Q 32 
2 FERNANDO 65841235E 28 
 
 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 




11.2 OPERACIÓN UNION Y INTERSECTION 
Las operaciones que se tratan en este subapartado, operación UNION y INTERSECTION, 
son operaciones binarias que trabajan sobre las tablas bajo la teoría matemática de las 
operaciones sobre conjuntos unión e intersección. 
 
A diferencia del concepto matemático, en estos casos estamos trabajando sobre tablas 
relacionales de una base de datos.  
 
11.2.1 Ejemplo operación UNION 
Esta operación en concreto actúa sobre las relaciones uniéndolas, dando como 
resultado una nueva relación con el mismo esquema que las relaciones implicadas y 
con un número de tuplas que es la unión de las tuplas de r1 y r2. Las relaciones r1 y r2 
deben tener el mismo esquema, es decir, los dominios de los atributos i-ésimos de 
cada uno de los esquemas deben coincidir. 
 
Consideremos que tenemos las siguientes relaciones (tablas) : 
CLIENTE = (nombre_cliente, ciudad, calle) 
SUCURSAL = (nombre_sucursal, activo, ciudad) 
PRESTAMO = (num_prestamo, nombre_sucursal, nombre_cliente, importe) 
DEPOSITO = (num_cuenta, nombre_sucursal, nombre_cliente, saldo) 
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En el ejemplo estamos considerando, no podríamos hacer la unión del cliente con 
préstamos, pero sí sería posible hacer esto otro por ejemplo: 
 
( nombre_cliente (CLIENTE))  U  (nombre_cliente (PRESTAMO)) 
 
Con la anterior operación obtendríamos los nombres de los clientes que tienen 
préstamo o no. En la práctica esta sería una operación inútil, puesto que se supone 
que todos los que tienen un préstamo en un banco son automáticamente clientes del 
banco. Veamos otra unión que sería de mayor utilidad: si queremos conocer los 
clientes que tienen en la sucursal 2 una cuenta, un préstamo, o ambas cosas, la 
operación a realizar sería: 
 
(nombre_cliente ( nombre_sucursal = “2” (PRESTAMO)))                         
(nombre_cliente (nombre_sucursal = “2” (DEPOSITO))) 
 
 
11.2.2 Ejemplo operación INTERSECTION 
Esta operación en concreto actúa sobre las relaciones intersectándolas, dando como 
resultado una nueva relación contiene los elementos comunes a r1 y r2. Las relaciones 
r1 y r2 deben tener el mismo esquema, es decir, los dominios de los atributos i-ésimos 
de cada uno de los esquemas deben coincidir. 
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Por ejemplo, podríamos obtener los nombres de los clientes que tienen depósito y 
préstamo al mismo tiempo en la sucursal número 10: 
 
(nombre_cliente ( nombre_sucursal = “10” (PRESTAMO)))                        
(nombre_cliente (nombre_sucursal = “10” (DEPOSITO))) 
 
11.3 MODIFICACIONES INTRODUCCIÓN NUEVAS OPERACIONES 
 
En este subapartado se hace mención de forma breve a los diferentes archivos que se 
han tenido que modificar para la inclusión de las diferentes tres operaciones que se 
han explicado. 
 
11.3.1 Modificación lectura archivo XML de entrada 
 
Se ha tenido que añadir todas las nuevas operaciones en la lectura inicial del fichero 
XML de entrada. Cada caso en particular comporta la creación de los atributos 
necesarios para poder posteriormente tratar y  procesar el cálculo del coste de realizar 
dichas operaciones. 
 
Se distinguen dos partes dentro del proceso de tratamiento en cuanto a una nueva 
operación que se introduce: 
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 Una primera parte donde se analiza que el nodo del fichero XML de entrada 
contiene una operación del nuevo tipo (SORT, UNION, INTERSECTION). A partir 
de este análisis se crean las estructuras oportunas que representarán dentro de 
la ejecución del programa a dichas operaciones, ya sean binarias o unarias. 
 
else if(tipo.equalsIgnoreCase("SORT")){ 
    Element elemento = (Element)nodo; 
    …. 
} 
 
Se muestra el inicio del punto dónde se analiza la operación SORT. Así para el 
resto de nuevas operaciones introducidas. 
 
Se ha añadido también la diferenciación de algoritmosUnario ya que luego es 
necesario dentro del código para poder separar los algoritmos activados por 
separado entre unarios y binarios. El archivo DTD, que comprueba que el 
archivo que contiene la consulta está bien formado también se ha modificado, 
se puede observar el nuevo archivo Consulta.DTD en el anexo. 
 
if (nombreNodo.equals("algoritmeUnari")){ 
    
String nom,pagines; 
    
Element elemento = (Element)nodo; 
    
   nom = elemento.getAttribute("nom"); 
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 Una segunda parte donde se analiza el nodo del fichero XML de entrada 
correspondiente a la condición o características particulares de dicha 
operación, como puede ser atributos repetidos o atributos por el cual se realiza 
la ordenación. 
 
else if (tipoCond.equalsIgnoreCase("SORT")) { 
              
            String atributSort, elementsRepetits; 
             boolean elementsRepetits_b; 
              Element elemento = (Element)nodo; 
             … 
  } 
Se muestra el inicio del punto dónde se analiza la  condición o características 
de la operación SORT. Así para el resto de nuevas operaciones introducidas. 
 
11.3.2 Modificación plantilla .xsl 
Se han realizado los cambios pertinentes para que se puedan visualizar las nuevas 
operaciones en la ventana del programa donde se muestra el árbol con los nodos que 
conforman la consulta de entrada. Se ha hecho tanto en el gráfico en modo normal 
que sería para el profesor, como en el gráfico limitado en modo usuario. Si se quiere 
saber la diferencia entre ambas se puede ver el manual en el anexo. 
En esta primera imagen se muestra la parte donde se trata las nuevas operaciones, y 
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11.3.3 Modificaciones variables o funciones 
Se han modificado los siguientes puntos de la clase UnaryNode: 
 En la función ‘updateFieldStatistics’, se actualiza el atributo ndist para cada uno 
de los atributos proyectados por la operación SORT, aplicando la formula 
“ndist(A_sortida)=min(ndist(A_entrada),|T|)” donde |T| es la cardinalidad 
de la tabla sobre la cual se hace la ordenación. Se muestra el inicio la zona de la 
función modificada 
 
else if (this.condition.getOperator().equalsIgnoreCase("SORT")){ 
       
      TableNode tn = findTable(this.condition.getTaulaOrdenada()); 
       
      int cardinalitatTaula = tn.getTuples(); 
       
      for (int i = 0; i < this.projection.size(); i++) { 
   … 
} 
 
 En la función ‘setFixValuesMessageFactor’, se ha añadido una nueva variable 
que es ‘eliminarRepetits’ que aparece en mensajes de las fórmulas añadidas de 
las nuevas operaciones. Esta variable hace referencia a si la salida de la 
ordenación sale o no con repetidos. 
 
 En la función ‘setFixValuesExpressionAlgorithm’, se ha añadido dos nuevas 
variables que son ‘SF’ y ‘pages’, necesarias para fórmulas de la nueva 
operación SORT. SF es el factor de selección del nodo unario y pages es el 
número de páginas utilizadas por el algoritmo. 
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Se han modificado los siguientes puntos de la clase BinaryNode: 
 En la función ‘updateFieldStatistics’, se actualiza el atributo ndist para cada uno 




          
         String[] numbers1 = ReadXMLOptimizer.projeccio1.split(","); 
         String[] numbers2 = ReadXMLOptimizer.projeccio2.split(","); 
          
         for (int i = 0; (i < this.projection.size()); i++){ 
            
           FieldTable field = this.projection.elementAt(i);. 
   … 
} 
 
 En la función ‘setFixValuesMessageFactor’, se ha añadido una nueva variable 
que es ‘eliminarRepetits’ que aparece en mensajes de las fórmulas añadidas de 
las nuevas operaciones. Esta variable hace referencia a si la salida de la 
ordenación sale o no con repetidos. 
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12. PLANIFICACIÓN Y PRESUPUESTO 
12.1 PLANIFICACIÓN INICIAL DEL PROYECTO 
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12.2 PLANIFICACIÓN FINAL DEL PROYECTO 
Como se puede comprobar la planificación inicial y final ha cambiado tanto en plazos de entrega como en tareas a realizar todo ello motivado 
por diferentes problemas ocurridos durante el año del proyecto, tanto a nivel de proyecto como a nivel personal. 
Inicialmente se tenía una idea de avanzar el proyecto durante el primer medio año y posteriormente matricularlo para presentarlo con 
tranquilidad. Pues el primer medio año todo se desvió ya que a nivel personal (trabajo familiar y relación) tuve que dedicar y centrar mi 
atención a otros temas de primera necesidad vital. Después del verano decidí realizar la matrícula, error que no debería haber cometido dada 
la experiencia del medio año anterior, ya que la fase principal del proyecto se complicó en exceso y no pude dedicar el tiempo que pude. 
Además de tener más problemas a nivel personal. 
Llegamos al 2012 donde he vuelto a tener un desvío bastante delicado por una lesión de hombro que me ha tenido casi dos meses enteros de 
mediados de Febrero a casi mediados de abril. De todos modos se ha podido finalizar la parte de Backtracking, que es precisamente donde he 
situado en el planning final esta fase (Backtracking) para poder hacer una estimación del tiempo entre el todas las semanas de final de 2011 
dedicadas. La extensión de dicha fase que ha sido de más del doble de lo previsto, ha provocado decisiones consensuadas con el director del 
proyecto Albert Abelló, para poder finalizar el proyecto dentro del tiempo disponible. 
Se puede ver a continuación la planificación final resultante: 
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12.2 ESTIMACIÓN DEL PRESUPUESTO DEL PROYECTO 
Para el cálculo estimado del coste de un presupuesto de este tipo se ha determinado 
cuáles son los recursos necesarios así como el precio de cada uno de estos recursos. 
 
 Jefe de proyecto: componente dentro del proyecto que se desempeñaría las 
funciones de planificación y presupuesto del proyecto, revisiones y 
seguimientosde tareas, así como la parte de documentación del mismo. 
 Analista: componente del equipo de proyecto que desempeñaría toda la parte 
analítica de las soluciones a aportar a un alto nivel, así como a nivel de 
especificación del proyecto. 
 Programador: este último componente desarrollaría toda la parte de 
implementación y pruebas de las modificaciones a aportar. 
 
RECURSO DÍAS  DEDICACIÓN HORAS 
Planificación y presupuesto 6 días 25% 12 h 
Aprendizaje  15 días 50% 60 h 
Estudio funcionalidades 5 días 50% 20 h 
Implementaciones y pruebas 65 días 75% 260 h 
Seguimiento y reuniones 8 días 25% 16 h 
Tareas administrativas 5 días 25% 10 h 
Documentación 91 días 25% 182 h 
Presentación proyecto 6 días 50% 24 h 
  TOTAL HORAS 584 h 
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Comentar que la dedicación se ha prefijado sobre una jornada laboral de 8 horas, por 
lo que por ejemplo una dedicación del 50% corresponderá a una jornada de 4 horas de 
trabajo. Se ha tenido en cuenta los diferentes roles y tareas a la hora de fijar dichas 
dedicaciones. 
 
En la sección de aprendizaje se encuentra toda el aprendizaje de herramientas a 
utilizar o aplicadas en el proyecto además de todo el funcionamiento del programa, 
toda la especificación y estructura del programa, tecnologías aplicadas, lectura de la 
documentación, entre otras tareas. 
 
A continuación se presenta el coste del proyecto en el presupuesto final, teniendo en 
cuenta el coste de cada uno de los recursos, también se añade coste de licencias y 
hardware. 
 
El jefe de proyecto tiene un coste la hora de 80 €/HORA y se encarga de las siguientes 
tareas: 
 Planificación y presupuesto 
 Seguimiento y reuniones 
 Tareas administrativas 
 Documentación (40%  72,8h) 
 Presentación proyecto 
Suma un total de 134,8 horas de trabajo. 
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El analista tiene un coste de 60€/HORA y se encarga de las siguientes tareas: 
 Aprendizaje. 
 Estudio de funcionalidades. 
Suma un total de 80 horas de trabajo. 
 
El programador tiene un coste de 40€/HORA y se encarga de las siguientes tareas: 
 Implementación y pruebas. 
 Documentación. (60 %  109,2 h) 
Suma un total de 369,2 horas de trabajo. 
 
RECURSO HORAS COSTE HORA TOTAL 
Jefe de proyecto 134,8 80€/h 10784 € 
Analista 80 60€/h 4800 € 
Programador 369,2 40€/h 14768 € 
Software y licencias    99 € 
Hardware   1100 € 
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12.3 ORGANIZACIÓN Y SEGUIMIENTO 
 
Inicialmente se elaboró una planificación la cual se ha tenido que ir ajustando 
progresivamente al avance del proyecto y sus diferentes etapas. 
 
Se realizó un informe previo para señalar el estado del proyecto en aquel punto el cuál 
se habían realizado y finalizado algunas tareas y quedaban aún otras tareas por 
completar. Además de puntualizar posibles observaciones en aquel momento sobre el 
proyecto. 
 
Se han ido realizando reuniones de seguimiento con el director del PFC básicamente 
en el inicio y finalización de  etapas generales divididas en las diferentes tareas del 
proyecto. Únicamente en la tarea más importante, del algoritmo de Backtracking, se 
han hecho reuniones intermedias de seguimiento y/o posibles mejoras. 
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13. CONCLUSIONES FINALES 
 
MEJORAS DEL SIMULADOR DE UN OPTIMIZADOR FÍSICO  
 
 Llegamos a la conclusión del proyecto, donde se realizará el análisis para 
comprobar si los objetivos iniciales que se habían planteado al inicio del 
proyecto se han logrado alcanzar. Principalmente se marcó un objetivo 
prioritario por encima de todos, dicho objetivo se refiere a la posibilidad por 
parte del alumno y el profesor de poder trabajar con consultas de una 
complejidad superior a la que se permitía inicialmente, en un tiempo razonable 
de espera por parte del usuario. 
 
 Este objetivo se ha podido lograr ya que hemos pasado de tener una diferencia 
de tiempo abismal entre el proyecto inicial y este proyecto final. Si tomamos 
como ejemplo una consulta de complejidad media vemos que se ha reducido la 
espera de unas pocas horas a pocos segundos. Vemos que el cambio ha sido 
muy significativo. Si tomamos como ejemplo una consulta de complejidad alta, 
la diferencia es aún más notable, ya que se ha pasado de una espera de más de 
24 horas a una espera de no más de 10 segundos. 
 
 Se concluye entonces que el profesor y el alumno, como usuarios del 
simulador, podrán trabajar y reducir en gran cantidad su tiempo de espera por 
consulta tratada. Dicho motivo aumentará en gran cantidad la eficiencia del 
tiempo dedicado en la posible corrección o demostración por parte del 
profesor y el tiempo invertido por parte del alumno en una carrera en la cuál el 
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tiempo dedicado a cada asignatura es un punto vital para el éxito en los 
resultados. Además el alumno podrá mejorar sus conocimientos respecto a la 
materia, gracias a la posibilidad de probar con consultas más complejas, y así 
poder asegurar de forma más notable la adquisición de dichos conocimientos. 
 
 Otros de los objetivos marcados importantes era la ampliación de operaciones 
e índices posibles a utilizar en el simulador. En el proyecto inicial se permitía 
indicar al simulador únicamente dos operaciones (SELECCIO, JOIN). Se deseaba 
poder dar la posibilidad al usuario de aplicar nuevas operaciones para  
comprobar y evaluar diversos nuevos conceptos teóricos y fórmulas 
relacionadas con estas nuevas introducciones. 
  
 Se concluye que el simulador se ha ampliado con tres operaciones más nuevas 
como son (SORT, UNIO, INTERSECCIO) y se ha añadido la posibilidad de trabajar 
con un índice conocido como es el ‘Bitmap’. Dichas novedades, permiten 
construir mayor diversidad de posibles consultas de entrada con las que 
realizar pruebas y cálculos. 
 
 Último objetivo que se había marcado es el mayor control de posibles errores 
de entrada que se puede dar en el archivo XML de entrada, ya que una vez 
ejecutándose el simulador existían situaciones complejas para el usuario ya que 
suponía un gran esfuerzo para él encontrar en qué puntos era erróneo su 
fichero XML de entrada. 
 
 Se concluye que se ha ampliado y mejorado el control de errores que facilitarán 
al usuario su interacción con el simulador actual. 
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VALIDACIÓN DE PRUEBAS PARA CORRECTO FUNCIONAMIENTO Y 
PROPUESTAS DE AMPLIACIÓN 
 
 Se han llevado a cabo diversidad de pruebas, combinando tanto el nivel de 
concreción como el nivel de complejidad de la prueba, para poder comprobar 
el correcto funcionamiento del simulador. 
 
 Los resultados que se han obtenido de las diferentes pruebas indican que el 
funcionamiento del simulador es correcto. La coherencia de dichos resultados 
es la correcta, ya que escoge en cada momento los factores de selectividad y 
algoritmos adecuados que minimizan el coste del plan de ejecución de la 
consulta teniendo en cuenta la definición de la consulta y sus características. 
 
 En este caso ya se ha solucionado el problema grave de tiempo que afectaba a 
las consultas de media o alta complejidad, además de ampliar con nuevas 
operaciones e índices. Pero actualmente el simulador se podría ampliar en otro 
proyecto con la introducción de nuevos operadores lógicos dentro de las 
condiciones y así poder construir condiciones más complejas para las 
operaciones existentes.  
 
TECNOLOGIAS Y HERRAMIENTAS UTILIZADAS 
 
 XML proporciona una sintaxis simple para marcar los datos de forma sencilla 
mediante etiquetas. Gracias a sus características permite adaptarse a todas las 
áreas de interés y necesidades en cuanto a datos, ya que no tiene un conjunto 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
222 
 
fijo de etiquetas y elementos. Además gracias a su ventaja de portabilidad de 
los datos entre sistemas, es independiente de lenguajes y plataformas. 
 
 XSLT permite transformar un documento XML en otro documento XML o en 
otro formato mediante hojas de estilo XSL (ver anexo) que definen como será el 
formato de salida. XPATH que permite navegar por los diferentes nodos que 
forman el documento XML, aprovechando relación de parentesco entre nodos. 
 
 XML Copy Editor editor de documentos XML que ofrece muchas herramientas 
que facilitan el tratamiento de los documentos, además de ofrecer una 
visualización muy útil para poder trabajar cómodamente y detectar posibles 
errores de forma más fácil. Además es multiplataforma. 
 
 JFormula es una libería Java para evaluar expresiones y fórmulas a partir de una 
cadena de caracteres. Es muy potente y fácil de usar. 
 
 Para poder generar los gráficos se ha utilizado Graphviz, software que permite 




EXPERIENCIA Y CONCLUSIONES PERSONALES 
 
 Para cerrar este apartado de conclusiones finales del proyecto, se comentan a 
modo personal las conclusiones, experiencias, dificultades, entre otros 
aspectos que se han ido viviendo durante la realización de este proyecto. 
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 En primer lugar comentar que la realización de este proyecto final me ha 
permitido volver a recordar y refrescar una parte teórica de la asignatura 
Disseny i Administració de Base de Dades como es la optimización física de 
consultas, además de diferentes conceptos sobre las Base de Datos.  Es 
gratificante ver como una parte tan trabajosa que en su momento yo realizaba 
a mano y escrito en papel exclusivamente y no era fácil comprobar resultados, 
pasó a ser también mediante software y ahora he aportado mi granito de arena 
para ayudar a los que ahora se encuentren en el lugar que yo estuve a hacerlo 
más cómodo, eficaz y con muchas más posibilidades. 
 
 Comentar también la dificultad y aventura para mi de haberme enfrentado a 
conocer o profundizar en tecnologías o lenguajes novedosos para mi, como lo 
son el XML o el XSLT. Además de aprender nuevas librerías de trabajo con 
fórmulas o gráficos. 
 
 Otro punto que quería destacar y que ha marcado mucho el desarrollo de mi 
Proyecto Final de Carrera es los múltiples riesgos que yo no contaba con ellos al 
inicio del proyecto y que van apareciendo durante el transcurso del mismo. Me 
ha aportado mucho tanto a nivel personal como profesional, ya que en el 
momento que inicie o participe en otro proyecto, una de las primeras cosas que 
tendré en cuenta es el análisis  de riesgos, que realmente en este proyecto han 
aparecido, como lesiones o problemas personales y yo no los había tenido en 
cuenta. A pesar de todo el hecho de haberlo conseguido finalmente me aporta 
muchísimo como estudiante y persona. 
 
 Finalmente comentar que se ha tenido que aplicar muchos conocimientos 
adquiridos durante la carrera tanto a nivel de programación como a nivel de 
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ingeniería. Además de todas las tecnologías y herramientas nuevas que he 
aprendido. Será un punto muy importante para mi futuro como profesional. 
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 ANEXO I. MANUAL DE USUARIO 
 
SOBRE NewOptimitzadorFisic 
NewOptimitzadorFisic es una aplicación que permite evaluar y comprobar el plan de 
ejecución para una consulta a una base de datos. La aplicación permite realizar las 
siguientes funciones: 
 Visualizar el gráfico de la consulta que se generará a partir de un documento 
XML de entrada. 
 Evaluar la cardinalidad total y de cada uno de los nodos de la consulta. 
 Evaluar el coste total y de cada uno de los nodos de la consulta. 
 Comprobar que una cardinalidad ofrecida por el usuario sea correcta. Si no lo 
es, indica los fallos que se han podido cometer. 
 Comprobar que un posible coste de la consulta ofrecido por el usuario sea 
correcto. Si no lo es, indica los fallos que se han podido cometer. 
 
INSTALACIÓN NewOptimitzadorFisic 
Para instalar la aplicación previamente debe instalarse un programa llamado Graphviz, 
necesario para generar los gráficos de la consulta. Es una aplicación de código abierto 
para visualizar gráficos, que cuenta con muchas características para personalizar los 
diagramas. 
Puede descargarse de su página web: http://www.graphviz.org 
Para ejecutar NewOptimitzadorFisic sólo se necesita copiar la carpeta que lo contiene 
donde se desee y ejecutar el fichero NewOptimitzadorFisic.jar 
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La carpeta contiene dos directorios: 
./Resouces_XML 
Contiene: 
 ficheros .xml de entrada 
 ficheros .dtd para validación  
 ficheros .xsl para transformar los .xml en .dot 
 ficheros .dot para la generación del gráfico 
 gráficos .gif que genera la aplicación 
./Images Contiene los iconos e imágenes que utiliza la aplicación. 
 
 
ESPECIFICACIÓN DOCUMENTO XML DE ENTRADA 
El elemento raíz es PlaExecucio y contendrá toda la información necesaria para evaluar 
correctamente cada una de las funcionalidades del optimizador. Los elementos que 
contiene son sistema, taules, algoritmes y consulta en este orden. De lo contrario, el 
XML no será válido y su lectura será errónea. 





Descripción Margen de error que se aplicará al resultado ofrecido por el usuario.             
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Si no se define, por defecto es 0. 
Necesario Opcional 
Valor  Real 
TaccessDisc  
Descripción Tiempo de acceso a disco. 
Necesario Obligatorio 
Valor  Entero 
TCPU  
Descripción Tiempo de CPU. 
Necesario Obligatorio 
Valor  Entero 
THash  
Descripción Tiempo de cálculo de la función de Hash. 
Necesario Obligatorio 
Valor  Entero 
Ordre  
Descripción Mitad del número de entradas por nodo de las estructuras árbol o cluster. 
Necesario Obligatorio 
Valor  Entero 
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Descripción Número de bytes. 
Necesario Obligatorio 
Valor  Entero 
OcupacioArbres  
Descripción Porcentaje de los árboles que se ocupará. 
Necesario Obligatorio 
Valor  Real 
OcupacioCluster  
Descripción Porcentaje del cluster que se ocupará. 
Necesario Obligatorio 
Valor  Real 
OcupacioBuckets  
Descripción Porcentaje del bucket que se ocupará. 
Necesario Obligatorio 
Valor  Real 
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Un ejemplo de definición de sistema podría ser: 
 
 
El elemento taules está compuesto por uno o más elementos taula. Siempre deberá 
contener al menos un elemento taula. 
El elemento taula tiene un único atributo obligatorio, el atributo que indica su nombre, 
nom. Los atributos blocs, registres, y cardinalitat, en principio no son necesarios, pero 
para un buen funcionamiento del optimizador necesitará que se proporcionen ó 






Descripción Nombre de la tabla. 
Necesario Obligatorio 
Valor  Cadena de caracteres 
cardinalitat  
Descripción Número de tuplas de la tabla. 
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El elemento taula está compuesto por uno o más elementos atribut. El elemento 





Valor  Entero 
blocs  
Descripción Número de bloques de la tabla. 
Necesario Opcional 
Valor  Entero 
registres  
Descripción Número de registros de la tabla. 
Necesario Opcional 
Valor  Entero 
nom  
Descripción Nombre del atributo. Debe ser diferente para todos los atributos de las 
tablas. 
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Valor  Cadena de caracteres 
mida    
Descripción Número de bytes que ocupa el atributo. 
Necesario Obligatorio 
Valor  Entero 
clauP   
Descripción Indica si el atributo es clave primaria. Una tabla puede tener más de un 
atributo con clauP, ya que serian posibles claves primarias. 
Necesario Obligatorio 
Valor  true si es clave primaria 
 false en caso contrario 
clauF  
Descripción Indica si el atributo es clave externa. 
Necesario Obligatorio 
Valor  true si es clave primaria 
 false en caso contrario 
referencia  
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Descripción Nombre de atributo al que referencia, en caso de ser clave externa. 
Necesario Opcional 
Valor  Cadena de caracteres  
nuls  
Descripción Número de valores nulos del atributo. 
Necesario Opcional. Si no se define se asume que nuls es 0. 
Valor  Entero 
tipus  
Descripción Tipo de datos del atributo. Éste valor no es necesario, sólo sirve como 
información. 
Necesario Opcional 
Valor  Cadena de caracteres 
min  
Descripción Valor mínimo del atributo. 
Necesario Opcional 
Valor  Entero 
 Real 
max  
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Los atributos nom, mida, clauP y clauF son obligatorios para todo elemento atribut. 
Si clauF tiene valor ‘’true’’, entonces el atributo referencia debe contener el nombre 
del atributo al que hace referencia, de lo contrario se dará un error al leer el XML. 
Igualmente, si el atributo al que hace referencia no existe en ninguna tabla también se 
informará con un error. 
El elemento atribut puede contener ó no, uno ó más elementos estructura, que 
corresponden a los tipos de índice que tiene el atributo. El elemento estructura tiene 
un único atributo, su nombre. 
 
ELEMENTO 
estructura   
 
Descripción Valor máximo del atributo. 
Necesario Opcional 
Valor  Entero 
 Real 
ndist  
Descripción Número de valores distintos del atributo. 
Necesario Opcional 
Valor  Entero 
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Una tabla no puede contener dos clusters, por lo tanto si esto pasase el sistema 
informará mediante un mensaje de error. Sin embargo, una tabla si puede contener 
dos atributos con índices Btree o Hash. 
Si se definen dos índices del mismo tipo para un atributo, es decir, si por ejemplo un 
atributo tiene dos veces definido un Btree, también será motivo de error. 
Definición de dos tablas con sus correspondientes atributos y estructuras: 
 
Después de definir las tablas, se pasa a definir los algoritmos que estarán habilitados 




Descripción Nombre de la estructura (índice) del atributo. 
Necesario Obligatorio 
Valor  Btree 
 Cluster 
 Hash 
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El atributo pagines de los elementos algoritme no es obligatorio debido a que no todos 
los algoritmos lo necesitan, concretamente IndexJoin. Si se utilizan el resto de 
algoritmos se deben definir todos sus atributos, de no ser así se producirá un error al 
leer el XML. 
Un ejemplo de definición de los algoritmos: 
 
nom  
Descripción Nombre del algoritmo. 
Necesario Obligatorio 





Descripción Número de páginas de memoria que utiliza. 
Necesario Opcional 
Valor  Entero 
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Por último, se define la consulta. El elemento consulta está formada por un único 
node, que será la raíz que contiene el conjunto de nodos que forman la consulta. 
Un elemento node puede contener uno o más elementos node y un elemento ó no 
condicio. Los elementos node tienen un atributo que indica qué tipo de operación son 
(join, seleccio…). En el caso de un elemento node de tipus ‘’join’’, el número de 
elementos hijo de tipo node que deberá contener son dos, y un elemento condicio. Un 
elemento de tipus ‘’seleccio’’ contendrá un elemento node y uno condicio, y por último 








Descripción Tipo de operación del nodo. 
Necesario Obligatorio 
Valor  Join 
 Seleccio 
nom   
Descripción Nombre del nodo identificador dentro de la consulta. 
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El atributo projeccio es opcional porque al elemento taula no es necesario 
proporcionarle los atributos proyección, puesto que en un principio serán todos los 
atributos que contenga la tabla. En el resto de nodos, si no se define la proyección se 






Valor  Cadena de caracteres 
projeccio  
Descripción Atributos que se proyectan al nodo superior, que ascienden por la 
consulta. 
Necesario Opcional 
Valor  Secuencia de cadena de caracteres 
atribut  
Descripción Nombre del atributo sobre el que se realiza la selección. 
Necesario Opcional 
Valor  Cadena de caracteres 
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Descripción Atributo de rama izquierda (Left) de la join. 
Necesario Opcional 
Valor  Cadena de caracteres 
atributR  
Descripción Atributo de rama derecha (Right) de la join. 
Necesario Opcional 
Valor  Cadena de caracteres 
valor  
Descripción Valor para el atributo de selección. 
Necesario Opcional 
Valor  Entero 
 Real 
 ‘’Variable’’, si es igual a una variable. 
 Secuencia de valores para el operador IN. 
El formato es: valores separados por comas ‘’,’’. 
Ej: 1,2,5 
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Descripción Valor mínimo del rango para el operador BETWEEN. 
Necesario Opcional 




Descripción Valor máximo del rango para el operador BETWEEN. 
Necesario Opcional 




Descripción Operador de la join o la selección. 
Necesario Opcional 
Valor  Secuencia de cadena de caracteres 
 Posibles operadores: ‘’=’’, ‘’<’’, ‘’>’’, ‘’BETWEEN’’, ‘’IN’’ 
v  
Descripción Valores diferentes en el rango de selección. 
Necesario Opcional 
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El elemento condicio será diferente según pertenezca a un nodo padre de tipus ‘’join’’ 
o ‘’seleccio’’. En el caso de la join, el elemento condicio debe tener los atributos 
atributL, operador y atributR. El elemento condicio de node seleccio puede ser atribut 
operador y valor, ó atribut operador valorMin valorMax Además, se debe añadir los 
atributos v ó k, excepto para el operador IN que siempre se deberá pasar v, de no ser 
así, el XML no se leerá correctamente. El valor k es necesario si no se conoce el ndist 
del atributo de la condición. 
Un ejemplo de consulta correcta: 
 
Valor  Entero 
k  
Descripción Número de repetidos para el atributo de selección. 
Necesario Opcional 
Valor  Entero 
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ESPECIFICACIÓN DOCUMENTO XML DE FORMULAS 
El documento debe llamarse formulas.xml y su elemento raíz es  Formules. Formules 
está compuesto por los elementos Algoritmes y FactorsSeleccio en este orden. el 
elemento Algoritmes está compuesto por uno o más elementos Abinari y Aunari, 
también en este orden. 
 El elemento Abinari corresponde a los algoritmos de los nodos binarios. Sus 





Descripción Indica el tipo de nodo que se le aplica el algoritmo 
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Valor  Join 
nom  
Descripción Indica el nombre del algoritmo de Join que pertenece la expression 
Necesario Obligatorio 





Descripción Indica si la salida después de la ejecución del algoritmo está ordenada para 
el atributo de join 
Necesario Opcional 
Valor  true 
 false 
expressio  
Descripción Expresión correcta o incorrecta del algoritmo 
Necesario Obligatorio 
Valor  Cadena de caracteres 
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Ejemplo de definición de Algoritmo binario: 
 
Una vez definidos los elementos de algoritmos, se describen los que hacen 
referencia a los factores de selección de las operaciones de la consulta. Se definen 
dentro de FactorsSeleccio, que se componen de uno o más elementos FSBinari y 
uno o más de  FSUnari. Los únicos atributos que tienen estos elementos son tipus, 
expressio y missatge y sus características son las mismas que las definidas para 
Abinari.  
 
A continuación se muestra unas tablas donde se indica todas las variables que se 





Descripción Mensaje indicando cuando y porqué es un error 
Necesario Obligatorio 
Valor  Sentenci if-else como cadena de caracteres 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
244 
 
VARIABLES PARA PODER EVALUAR EL FACTOR DE SELECCIÓN (NODOS UNARIOS) 
ndist Número de valores distintos del atributo de selección 
operador Operador de la condición 
max Valor máximo del atributo de selección 
min  Valor mínimo del atributo de selección 
 variable Indica si el valor del atributo es una variable 
valor Valor del atributo [ operadores “=” e “IN” ] 
c1 Valor mínimo del rango [ operador “BETWEEN” ] 
c2 Valor máximo del rango [ operador “BETWEEN” ] 
v1 Booleano que indica si hay valor mínimo del rango  
v2 Booleano que indica si hay valor máximo del rango 
nulls Número de valores nulos del atributo 
tuples Número de tuplas del nodo hijo 
n Número de valores en el rango del operador IN 
eliminarRepetits 
Boolean que indica si la operación SORT elimina o no repetidos de la  
salida. 
prodNdist Producto de los ndist de los atributos a proyectar en la ordenación. 
VARIABLES PARA PODER EVALUAR ALGORITMOS (NODOS UNARIOS) 
v Nº de valores distintos del atributo después de la selección 
k Nº de repetidos del atributo de selección 
B Nº de bloques del nodo hijo 
R Nº de registros del nodo hijo 
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operador Operador de la condición 
arbol Booleano que indica si el atributo de selección tiene un índice 
árbol 
cluster Booleano que indica si el atributo de selección tiene un índice 
cluster 
hash Booleano que indica si el atributo de selección tiene un índice 
hash 
clusterInTable Booleano que indica si el nodo hijo tiene un índice cluster en 
algún atributo de la proyección de la tabla. 
d Orden de los arboles 
D Tiempo de acceso al disco 
H Tiempo de cálculo de función de hash 
cargaTrees Porcentaje de carga de los arboles 
cargaClusters Porcentaje de carga de los clusters 
cargaBuckets Porcentaje de carga de los buckets  
bitmap Booleano que indica si el atributo de selección tiene un índice 
bitmap 
bits Número  de bits por bloque del índice bitmap 
SF Factor de selección del nodo unario 
pages Número de páginas del algoritmo utilizado (SORT) 
VARIABLES PARA PODER EVALUAR EL FACTOR DE SELECCIÓN (NODOS BINARIOS) 
tuplesR Número de tuplas del nodo hijo izquierdo 
tuplesS Número de tuplas del nodo hijo derecho 
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atributR Nombre de atributo de selección de hijo izquierdo (R)  
atributS Nombre de atributo de selección de hijo derecho (S)  
operador Operador del factor de selección de la Join 
FKR Nombre del atributo de la clave externa de R, si tiene 
FKS Nombre del atributo de la clave externa de S, si tiene 
isFKR indica si el atributo R es clave externa 
isFKS indica si el atributo S es clave externa 
nullsR Número de nulos del atributo de R 
nullsS Número de nulos del atributo de S 
ndistR Número de valores distintos del atributo de R 
ndistS Número de valores distintos del atributo de S 
ndistOR Número de valores distintos original del atributo de R 
ndistOS Número de valores distintos original del atributo de S 
eliminarRepetits 
Boolean que indica si la operación elimina o no repetidos de la  
salida. 
ndistA 
Indica el producto de los ndist de los atributos proyectados en la 
operación. 
ndistB 
Indica el producto de los ndist de los atributos proyectados en la 
operación. 
VARIABLES PARA PODER EVALUAR EL ALGORITMO  (NODOS BINARIOS) 
arbolR Indica si el atributo R tiene un índice árbol 
clusterR Indica si el atributo R tiene un índice cluster 
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hashR Indica si el atributo R tiene un índice hash 
arbolS Indica si el atributo S tiene un índice árbol 
clusterS Indica si el atributo S tiene un índice cluster 
hashS Indica si el atributo S tiene un índice hash 
clusterEnR Indica si el nodo hijo izquierdo R tiene un índice cluster en 
algún atributo de la proyección de la tabla. 
clusterEnS Indica si el nodo hijo derecho S tiene un índice cluster en algún 
atributo de la proyección de la tabla. 
atributosR Indica si se buscan valores del nodo hijo izquierdo R 
atributosS Indica si se buscan valores del nodo hijo derecho S 
Rordered Indica si el nodo hijo izquierdo R está ordenado 
Sordered Indica si el nodo hijo derecho S está ordenado 
Bpequeña Número de bloques del nodo hijo con menos bloques 
pages Número de páginas del algoritmo utilizado 
Br Número de bloques de R 
Bs Número de bloques de S 
Kr Número de repetidos del atributo de R 
Ks Número de repetidos del atributo de S 
Rr Número de registros por bloque de R 
Rs Número de registros por bloque de S 
D Orden de los arboles 
H Tiempo de acceso al disco 
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d Tiempo de cálculo de función de hash 
cargaTrees Porcentaje de carga de los arboles 
cargaClusters Porcentaje de carga de los clusters 
cargaBuckets Porcentaje de carga de los buckets  
eliminarRepetits 
Boolean que indica si la operación elimina o no repetidos de la  
salida. 
SF Factor de selección del nodo binario 
 
 
ABRIR DOCUMENTO XML ENTRADA 
Una vez se han definido los archivos XML deseados se puede comenzar a utilizar la 
aplicación. Para cargar el XML con la información de la consulta, seleccionar en el 
menú Archivo  Abrir. 
 
También podrá abrirse desde la barra de herramientas, clickando al botón con el icono 
de carpeta. 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 








Se selecciona el archivo y se clica el botón Abrir situado en la parte inferior a la 
derecha. Una vez se ha hecho esto, el optimizador carga la información proporcionada 
en el XML y genera el gráfico correspondiente. A partir de aquí ya está todo preparado 
para evaluar o comprobar el coste o la cardinalidad de la consulta. 
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El slider Zoom In/Out permite alejar o acercar el gráfico de la consulta. Si se desplaza 
hacia el lado izquierdo el gráfico se reduce. Si se desplaza hacia el lado derecho, el 
gráfico aumenta. Las barras deslizadoras permiten visualizar la parte del gráfico 
deseada. 
 
VER GRÁFICO EN NUEVA PANTALLA 
Es posible ver el gráfico en una nueva pantalla. En un momento puntual que quiera 
visualizarse diferente información del gráfico simultáneamente, esto facilita ver la 
imagen sin necesidad de ir desplazando el panel constantemente. 
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Para ello seleccionamos Ver  Gráfico en nueva ventana. 
 
 
El gráfico que aparecerá es el mismo que se visualizaba por defecto. Este gráfico 
contiene cierta información que solo la debería de ver el usuario profesor, cómo la 
proyección de los nodos de la consulta, o los valores v ó k específicos del nodo 
selección que indican el número de valores distintos que se seleccionan y los repetidos 
respectivamente. 
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VER GRÁFICO MODO ALUMNO  
También es posible ver el gráfico que vería un alumno en una pantalla nueva. Éste 
gráfico es exactamente igual que el anterior, pero sin la información extra que se 
explicó en el apartado anterior. Éste gráfico aparecerá en una nueva ventana y para 
visualizarlo se selecciona Ver  Gráfico limitado en nueva ventana. 
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Aparece un cuadro de diálogo para guardar el gráfico: 
 
 
Una vez guardado el gráfico aparece en pantalla. Si se cierra la ventana del gráfico y 
más tarde se desea volver a visualizarlo, el sistema muestra el gráfico guardado 
anteriormente. 
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Para evaluar la cardinalidad de la consulta, se debe clicar el botón Tuplas que se 
encuentra en la pestaña Evaluar. 
En pocos segundos se muestra la cardinalidad para cada uno de los nodos de la 
consulta. Concretamente se muestra: 
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Si se quiere evaluar el coste para la ejecución de la consulta, se clica en el botón Coste, 
y en pocos segundos mostrará información para cada nodo y el coste total de la 
consulta. 
La información que se muestra para cada nodo es: 
 Factor de selección (Fórmula y valor) 
 #Tuplas 
 #Bloques 
 #Registros por bloque 
 Algoritmo de selección o de join utilizado (según el tipo de nodo) 
 Coste de algoritmo 
 Coste del total del nodo (Escribir bloques en disco + coste algoritmo) 
Finalmente, se muestra el coste total de la consulta, el peor coste y la distancia mínima 
entre el coste mejor y coste de entre todas las combinaciones posibles. 
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COMPROBAR TUPLAS Y COSTE 
Esta funcionalidad ha cambiado respecto la primera versión del optimizador ya que 
ahora se comprueban las tuplas y el coste de forma conjunta. Se debe introducir 
ambos valores en su cuadro de texto correspondiente, luego presionamos el botón 
‘Test’. 
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Si los valores introducidos son correctos, tanto tuplas como coste, el mensaje de la 
aplicación será ‘’OK’’. 
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 Y si el resultado no coincide con ninguna combinación, ya sea válida ó no, informará 
que el resultado ofrecido no corresponde con ninguna combinación. 
 




Simulador de un optimizador físico de consultas relacionales con predicados 
complejos. 
UNIVERSITAT POLITÈCNICA DE CATALUNYA 
259 
 
ANEXO II. EJEMPLO ARCHIVO DTD DEL XML 
DE ENTRADA 
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ANEXO III. EJEMPLO ARCHIVO DTD DEL XML 
DE ENTRADA 
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ANEXO IV. EJEMPLO XML DE FORMULAS 
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ANEXO V. EJEMPLO PLANTILLA XSL 
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