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ABSTRACT 
 
Manufacturing monitoring increases in importance at a level and rate that 
corresponds to the amount that diversity and uncertainty in the manufacturing method 
increases. This paper presents the design of a wireless manufacturing monitor ing 
system for tool status. The sensor collects information on the position of the tool and 
sends it to the processor. The information is saved on a SD card and packaged as a 
file which will be sent through a wireless connection to the end device. The system 
can successfully complete the task of manufacturing monitoring and the data 
transmission time changes with the package size. The transmission is more stable 
when the package size is large, and the system is able to send every package of 5000 
lines of data in 0.05 seconds. 
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CHAPTER 1 
INTRODUCTION 
 
Nowadays, with the advancements of manufacturing technologies, the manufactur ing 
environments have been highly uncertain and continuously changing. (Beach, 2000) 
There is an increasingly large amount of researches now done on the manufactur ing 
process control and management. As an important part of manufacturing process 
control and management, manufacturing monitoring play a crucial role in ensuring 
agility in a manufacturing system, process robustness, and responsiveness to client 
demands. (Oborski, 2014) 
 
Process monitoring is the manipulation of sensor measurements to determine the state 
of the process. The manufacturing monitoring and supervision system are basically 
containing the following elements (Oborski, 2014) 
1. Signal Acquisition 
2. Detection 
3. Diagnosis 
4. Decision tanking 
5. Execution 
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1.1 Previous researches in manufacturing monitoring 
 
With the integration of information systems and computer technology, many more types 
of monitoring applications are enabled. Sensors are utilized to detect parameters such 
as forces, load drives, current, etc. which are used for the spectrum of processing and 
data analysis. Moreover, with the implementation of micro-size sensors embedded in 
the machining parts and tooling, the sensorless applications are also enabled 
 
Based on a literature review, most recent researches focus on the following areas: 
 
Tools and tool holders: operating conditions—tool wear and tool breakage, geometry, 
temperature, vibrations (Caralon T, 1997), and also for micro milling (Jemielniak K, 
2008)  
Chipset: chips formation, chip breaking, and chip removal (Venuvinod PK, 1996)  
Machining process: disturbances, errors, variables, process status, and parameters 
(Kuljanic E, 2009) Manufacturing part: surface of the part, surface roughness, surface 
condition, and parameters (Abouelatta O, 2001)  
Machine: the machine status, drives wear, spindle bearings damage, total preventive 
maintenance (TPM), work condition (vibrations, temperature, and machine distortions) . 
(Van Houten F, 2000)  
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With many advantages such as flexible design, access to the internet and so on, the 
remote or wireless control is now demanded for better data acquisition and analysis. In 
fact, the technology advancements in semiconductor design, material sciences and 
networking enable us to do so.  
 
The concept of remote monitoring was first introduced by Lee. (J, 1997) To achieve the 
remote monitoring, the concept of Wireless Sensor Networks (WSNs) (Zanjireh, 2015) 
should be mentioned. WSNs refers that multifunctional miniatures gathered to form a 
networks that communicate through wireless channel. With the integration of a well-
established mix of software and hardware, WSNs have been a good solution for many 
cases of manufacturing supervision and monitoring system. 
 
 
1.2 Survey of markets for manufacturing monitoring 
 
Monitoring is necessary for the detection of a manufacturing process in order to prevent 
the machine or the tool damage by stopping the process, or removing or adjusting the 
process parameters. (Wang, 2006) 
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Tool Failure 
Toll failure occurs when a significant portion of the tool breaks off, the tool shaft or 
cutting teeth severely fracture, or a significant portion of one or more teeth chip. Tool 
failures will drastically decrease the efficiency and productivity of a product line or a 
machining shop. The process may even stop due to the failure. Furthermore, more 
failures may happen if the tool failure is not detected, which can cause large 
maintenance cost and danger for workers. 
 
Tool wear 
After a long cycle of manufacturing, tool wear happens. For some high-precis ion 
systems, input parameters must be changed when wear happens, or the product may not 
be able to meet the precision standard. Also, tools need to be refreshed when the wear 
exceeds acceptable levels. 
 
 
1.3 The scope of this work 
 
The project is focusing on the position monitoring of manufacturing. A position 
monitoring system is built with wireless connection. This paper provides the detailed 
connections of the basic elements, the programming codes and the experimental results. 
The system contains a microprocessor with a datalogger, a sensor and the wireless 
5 
 
communication device. The sensor which is supposed to receive the data regarding 
position status sends the data to the processor. The processor collects and saves a large 
package of data on the SD card. Then the data on the SD card is sent out wirelessly to 
the end device. Due to the wireless connection and the SD card storage, the monitor ing 
can be more flexible, no longer limited by flash memory capacity and the environment 
limits for wired communication. The monitoring results are analyzed, and the 
theoretical send/receive time is calculated according to the parameters of the elements.  
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CHAPTER 2 
HARDWARE DESIGN 
 
2.1 Introduction of devices 
 
2.1.1 Adafruit Feather Datalogger 
An ATmega32u4 chip (the same chip as Arduino Zero) is integrated on the product. 
This chip has 32K of flash and 2K of RAM, with built-in USB. Unlike other Arduino 
boards, this one has a mini SD card holder which can be used to read and write. (Adafuit, 
2016) 
 
 
Figure 2.1 Adafruit Feather Datalogger 
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Figure 2.2 Pinouts of Adalogger 
 
Pin Used: 
A1, A2, and A3: Connected to the sensor to receive analog signal 
#8: Write and read data on SD card 
#13: Upload the Arduino Sketch 
3V, GND: Power Output 
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2.1.2 Accelerometer  
ASXL3335 is used here as the sensor to collect the position information of the tool. 
 
 
Figure 2.3 Functional Block Diagram of ASXL335 
 
The sensor utilizes polysilicon springs to suspend a polysilicon structure. Deflection of 
the structure is converted to capacitance, the amplitude of which is proportional to 
acceleration. (Sparkfun, ASXL, 2015) 
 
The ASXL335 has a measurement range of +- 3g minimum, and the sensor 
satisfactorily performs well over the prescribed -25℃ to +70℃ temperature range. 
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2.1.3 Xbee S2 
Xbee S2 is used to achieve the wireless communication for the transmission of 
monitoring data. 
 
Figure 2.4 Xbee S2 
 
Xbee S2 embedded RF modules are able to provide wireless connectivity between 
devices. Several relevant parameters are listed in the table below: (Sparkfun, Xbee S2, 
2015) 
 
Table 2.1 Performance of XBee S2 
Performance  
RF Data Rate 250 Kbps 
Indoor Range 40m 
Outdoor Range 120m 
Receiver Sensitivity -96 dBm 
Transmit Power 1.25mW (+1 dBm) / 2mW (+3 dBm) boost mode 
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2.2 Building the system 
 
2.2.1 Network Configuration 
The Xbee S2 modules are firstly tuned with XCTU TM. (Digi, 2016)  They can only 
work accurately after the parameters are tuned to the appropriate values. There are two 
modes of connection: AT mode and API mode (Faludi, 2010), and they will be 
discussed in Chapter 3. 
 
For the AT mode or transparent mode, the messages are transferred without any 
packaging. The format of the data is not restricted. AT mode is very useful for simple 
point-to-point radio links or for transmission to existing serial devices.  
 
The parameters of the devices are shown in the table below: 
 
Table 2.2 Parameters of Coordinator and Router 
 Coordinator Router 
PAN ID 0 0 
SC   FFFF FFFF 
DH 0 0 
DL FFFF 0 
BR 57600 57600 
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The PAN ID of the coordinators and the routers should be the same. The DH and DL 
refer to the destination address: destination high (DH) and destination low (DL). They 
are used to pair the Xbee devices. DH is set here to 0, and DL is set to FFFF when the 
SC is also set to FFFF to pair the Xbee mates. 
 
BR (Baud Rate) of the devices should also be the same, and they also correspond the 
Baud Rate used in the code. 
 
However, the mode is also limited. Data can only be sent to a single preconfigured 
address, and there is no indication regarding the source of the incoming data for the 
receiver. This mode is not as stable as API mode. (Faludi, 2010) 
 
With API mode, it is easy to send data to different nodes without changing any 
configurations. As a result, it will be easier to build a more complex network. The rules 
are shown as a diagram in Figure 2.5 
 
To transfer to API mode, the firmware of the coordinators and routers should be updated 
to the API firmware. The parameters should be tuned in the same way as those in AT 
mode.  
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Figure 2.5 Diagram for the API Mode 
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2.2.2 Device Connection 
 
Figure2.6 Photo of the System 
 
Figure 2.7 Detailed Connections 
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Figure 2.8 Structure of the System 
 
Connection of Sensor and Datalogger 
The Datalogger is also linked with the processor which contains an ATMEL328 chip, 
the same chip used in Arduino Zero. PC1 (Computer 1) is linked to the processor so 
that codes can be uploaded to the processor, and the sensor is also linked to the 
Datalogger to sense the data for calibration. 
 
Processor and SD card 
There is an SD card integrated into the process. The SD card is used as the temporary 
memory saver (RAM) here to save the sensing data. When the signal is transferred from 
the sensor, the data are stored on the SD card, and the data are transferred out and the 
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card is wiped for the following set of data. With the SD card, the memory room to store 
the sensing data is much larger. When using the Datalogger, the processor will store a 
large set of data and send it out through the Xbee Coordinator. 
 
Wireless Connection between Coordinator and Router 
There is a wireless connection between the Xbee coordinator and the router. The 
coordinator serves as a signal sender, and the router serves as the receiver. The data 
saved on the SD card are sent through the wireless connection from the coordinator to 
the router. The PC2 (Computer 2) connected with the router receives the data and 
achieves the wireless monitoring.  
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CHAPTER 3 
PROGRAM DESIGN1 
 
3.1 Time stamping 
Timer interrupts allow the program to perform a task at very specifically timed interva ls 
regardless of what else is going on in your code. Interrupts are useful for measuring an 
incoming signal at equally spaced intervals, calculating the time between two events, 
sending out a signal of a specific frequency, etc. (Timer Interrupter, 2016) 
 
In this project, the timer interrupter is also utilized to collect and package a large set of 
data before sending it through the wireless connection. 
  
The codes that enable the reading from the sensor and the writing to the SD card are 
given a higher priority. When the code ends after a set of data has been read from the 
sensor and saved to the SD card, the main loop codes are triggered to enable the 
coordinator to send the data in the SD card. The codes in the timer interrupt are 
suspended when the main loop is running, and they will be enabled again after the main 
loop has finished sending out the data through the coordinator. 
 
The frequency of the Arduino clock is set at 16MHZ, and this is the fastest speed that 
                                                                 
1 Codes  are attached in Appendix 
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the timers can increment their counters. At 16MHZ, each tick of the counters takes 
1/16000000 seconds to reach a value of 9 (counters are 0 indexed). 
 
There are three timers: timer1 (16 bit) and timer 0 3 (8 bits). For timer 1, interrupts will 
occur every 65536/16000000 seconds (~4ms) and the interrupts will occur every 
256/16000000 seconds (~16us). The frequency, however, is not very useful for this 
project. As a result, a prescaler is used here to dictate the speed of the timer. The speed 
of the timer can be calculated from the equation below: (Timer Interrupter, 2016) 
 
Timer speed (Hz)) = (Arduino clock speed (16MHz)) / prescaler    Eq. 3.1 
 
For this case, the interrupt frequency is calculated according to the following equation: 
(ATMEL, 2016) 
 
Interrupt frequency (Hz) = (Arduino clock speed 16,000,000Hz) / (N * (TOP + 1)) 
                  Eq. 3.2 
 
Where N represents the prescaler divider used (1, 2, 4, 8, 16, 64, 256, 1024). Top is the 
TOP value. 
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The prescaler value is shown in the table below: (ATMEL, 2016) 
Table 3.1 Value, Name and Description of Prescaler 
Value Name Description 
0x0 DIV1 Prescaler: GCLK_TC 
0x1 DIV2 Prescaler: GCLK_TC/2 
0x2 DIV4 Prescaler: GCLK_TC/4 
0x3 DIV8 Prescaler: GCLK_TC/8 
0x4 DIV16 Prescaler: GCLK_TC/16 
0x5 DIV64 Prescaler: GCLK_TC/64 
0x6 DIV256 Prescaler: GCLK_TC/256 
0x7 DIV1024 Prescaler: GCLK_TC/1024 
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3.2 SD card reading and writing 
 
The processor firstly reads from the sensor and saves the data to the SD card, then the 
data in SD card is output to the coordinator from the SD card. 
 
Within the timer interrupt codes, the processor outputs the sensing data and writes them 
into the SD code. To achieve that, we build a new file, i.e. datalog.txt. and write in the 
data string in the file. 
 
File dataFile = SD.open("datalog.txt", FILE_WRITE); 
   dataFile.println(dataString); 
   dataFile.close(); 
 
Now there has been a file named datalog.txt which saves the sensing data in the SD 
card, and we jump back to the main loop. 
 
In the main loop, the data saved in the SD card will be read line by line and sent out 
through the coordinator. 
 
File dataFile = SD.open("datalog.txt", FILE_READ); 
The data inside the file will be scanned and transferred to the buffer 
20 
 
 
sscanf(netBuffer,"%u","%u","%u","%u","%u","%u",&myTest[0],&myTest[1],&myTe
st[2],&myTest[3],&myTest[4],&myTest[5]); 
 
After the data transfer has been completed, the file is closed. The file will be deleted to 
wait for the rewrite that will be executed with the timer interrupt.   
 
dataFile.close(); 
SD.remove(“datalog.txt”); 
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3.3 Wireless connection 
 
As illustrated in last chapter, the data transmission ports are port 0 and 1. Serial1 (Baud 
Rate) represents the two ports.  
 
3.3.1 AT mode 
For AT mode, ArduinoTM can directly send out the data by  
Serial1.print (datastring) 
 
3.3.2 API mode 
Sending Data 
For API mode, the data should be packaged first, as the routers can only receive data in 
specific format. A packet is assembled her to send the data. It is achieved by: 
 
AllockBuffer<13> packet; 
Packet.append<type><data> 
 
 
Figure 3.1 Structure of Packet 
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The library of binary.h (Faludi, 2010) is used here for creating a buffer. After the buffer 
has been created, the data is assembled into the packet. 
 
Receiving Data 
To receive the data, the packets should be parsed. The library of binary.h is also used 
here for parsing.  
 
The packet is achieved by: 
 
Void processRxPacket (ZNRxResponse& rx, unitptr_t) 
 
The data and its properties are parsed by the line below: 
 
Buffer b(rx.getData(). Rx. getDataLenght()); 
 
When the data has been confirmed, the packet is parsed by: 
 
b.remove<data type> 
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CHAPTER 4 
RESULTS AND DISCUSSION 
 
4.1 Results and graph 
4.1.1 Samples of Results 
100 data lines in the packet: 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
… … (94 lines) 
542 654 589 
Operation Times: 4120us 
 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
… … (94 lines) 
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542 654 589 
Operation Times: 5865us 
… … 
 
1000 data lines in the packet: 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
… … (994 lines) 
542 654 589 
Operation Times: 10251 us 
 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
562 674 566 
… … (994 lines) 
542 654 589 
Operation Times: 10942 us 
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4.1.2 Analysis of results 
10 samples of read time are plotted below when the size of data package is 100: 
 
Figure 4.1 Send time when package is 100 
 
As shown in the diagram, the time ranges from 3000 us to 7000 us, and the average is 
4307 us. According to the calculation, the differences in trials are very large, with a 
standard deviation of 1486 us. 
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10 samples of read time are also plotted below when the size of data package is 1000: 
 
Figure 4.2 Send time when package is 1000 
 
As shown above, the time hovers around 10 ms, and the difference among samples is 
much smaller compared to that of 100-size-package. The average time is 10.5 ms, and 
the standard deviation is 0.5736 ms. 
 
The read time for package size 2000, 3000, 4000 and 5000 are also collected. Together 
with the packages of 100 and 1000 samples, their average values and standard 
deviations are plotted below: 
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Figure 4.3 Send time vs. package size 
 
Figure 4.4 Standard deviation of different package sizes 
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As shown in Figure 4.3, the average time is increases almost proportionally with the 
package size when the size is larger than 1000, and the slope is about 1. In Figure 4.4, 
the standard deviation decreases dramatically when the package size increases. 
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4.2 Validation of the result 
 
4.2.1 Theoretical Sending Time 
For a single line of sensing data or a packet in our case, the size of it is: 
 
AT mode: 
Size = 3 * 4 bytes = 12 bytes (three analog inputs) 
 
API mode: 
Size = 12 + 1 (data type) = 13 bytes (three analog inputs and the data type indicator) 
 
The sending time should be composed of several parts: 
 
Writing time = ADC converting time + Port transmission time + SD card writing time 
                  Eq. 4.1 
 
According to the device description in Chapter 2 
 
ADC converting speed   =    350000 samples /s 
Port Transmission time   =   2Mb/s 
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The SD card writing time changes based on the versions and the brands of the SD card. 
Below is the diagram of the SD card writing speed for different brands of SD cards: 
(Pretzellogix, 2016) 
 
 
Figure 4.5 Sequential Write Speed of SD card related to Block Size 
 
As shown in the diagram, the writing speed of the SD card increases with the size of 
data blocks. When the block size is large enough, around 64K, the increase of write 
speed stops. The write speeds stay around constant values, although there are very small 
variations which may be caused by unclear random factors. 
 
However, for small sized files (0-0.5k), the speed of transmission is unstable and the 
influence of other random factors is dominant. The speed is much slower than the large-
block data transmission (<100Kb/s).  
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Testing: SD Card Sequential, Medium & Small Block Performance Round-Up 
 
Based on the speeds of the elements, the transmission time can be calculated. If x as the 
number of samples in a data set, the transmission time is: 
 
When the data block is small (x*12<0.5k),  
Minimum transmission time (Set SD write speed as 100Kb/s) =  
x/350000 + x*12b/2MB + x*12b/100Kb          Eq. 4.2 
 
When the data block is large enough. 
Send time = 
x/350000 + x*12b/2MB + x*12b/SD write speed       Eq. 4.3 
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According to Eq. 4.1, 4.2and 4.3, the send time is plotted in Figure 4.5: 
 
Figure 4.6 Theoretical send time vs. Package Size 
 
As shown in Figure 4.5, the time efficiency will be much higher when the data size 
becomes large. When the random factors of SD writing do not dominate, the SD write 
speed is so large that the ADC conversion speed becomes the factor that limits the 
transmission speed. 
 
The experimental results almost fit the theoretical results. When the package is large 
enough, they are both proportional to the size of the package. The differences between 
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them are caused by random factors, such as the status of the processor and the sensor, 
the transmission time of the processor, etc. However, the random factors of SD write 
affect less compared to the factors from processor and sensors. 
 
4.2.2 Theoretical Writing Time 
When writing the data onto an SD card, the data is written line by line. However, when 
the data on the SD card is read out, the whole txt file is sent out from the SD card, which 
means that the transmission data size is much larger. As a result, the data transmiss ion 
speed will be slower. (Pretzellogix, 2016) 
 
The read speed of some brands of SD cards is shown as below: 
 
Figure 4.7 Sequential Read Speed of SD card related to Block Size 
 
Read time = Xbee communication time + Port transmission time + SD card read time 
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                  Eq. 4.4 
The transmission speed of Xbee communication should also be considered. As stated 
in chapter 2, the speed of Xbee communication is 250 Kbps 
 
Similar to the write speed, the read speed also increases with the blocksize and stayed 
around a limited speed when the data size was large enough. Different from the writing 
process, the program will read the whole file rather than reading line by line. As a result, 
the random factors do not dominantly influence the reading speed.  
 
Port transmission time is 2MBs 
Transmission time = 
X*2b/250000 + x*12b/2MB + x*12b/SD write speed      Eq. 4.5 
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Based on Eq. 4.4 and 4.5, the receiving time is plotted in Figure 4.7: 
 
Figure 4.8 Theoretical receive time vs. Package Size 
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CHAPTER 5 
CONCLUSION 
 
This project was set to design a manufacturing monitoring system to detect and send  
out position information. The system consists of the Adafruit Feather Processor with 
Datalogger, the Xbee S2 and the Accelerometer. The analog position data are collected 
with the accelerometer, and sent to the processor. After the ADC, the digital data is 
output through another port and saved on the SD card. Data in the SD card are updated 
every time the data was sent to the SD card. The data in the SD card are read and sent 
to the XBee Coordinator. Through the wireless network, the XBee router receives the 
data and saves the data to the end device.  
 
When the data size is small, the reading time is unstable as the read and write of the SD 
card is affected by many other random factors, which caused a large standard deviation 
in experimental results. When the data size is large enough, the read/write speed 
increases with the size of data block, and the write speed of the SD card becomes stable, 
affected less by random factor. For a large sized package, the send time is limited by 
the ADC speed and processer’s transmission speed which are much slower. Simila r ly, 
the SD read time is also unstable when the blocksize is small. The read speed increases 
drastically with the blocksize, and the speed becomes more stable. When the speed is 
been large enough (or blocksize large enough), the speed is now limited by the wireless 
connection speed and the processor’s transmission speed. In the future, more 
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experiments can be done to examine the speed with other devices, for example, faster 
wireless devices, faster microprocessor, etc. The performance may be better when these 
dominant limits are broken through.  
 
This project has successfully achieved the basic goal of manufacturing monitor ing. 
However, in order to construct a more complete and functional system, the supervis ion 
or control function should be added to the system. The feedback or the auto-controlling 
system can be designed for different circumstances. As monitoring can collect large 
amounts of data at a short time, it will be much easier to produce more precise feedbacks 
from the system. Moreover, further research can be done on the sensorless monitor ing 
system. As the system is very simple, it can be even more simplified to fit into the 
manufacturing system which has been integrated with the sensors. With the sensorless 
system, the monitoring cost will be lower and the monitoring effect will be better.  
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APPENDIX 
 
The codes are uploaded to the processor with Arduino to achieve the functions. The 
final code is shown as below: 
 
A1. Data Sending Code 
Code #1:  
#include <SPI.h> 
#include <SD.h> 
 
const int chipSelect = 4; 
 
volatile int  count  = 0;                     // how many commands we have in 
the queue 
unsigned int irq_ovf_count = 0;               // state flag 
char netBuffer[60]; 
byte myTest[5]; 
 
// ISR variables 
volatile long micros1; 
volatile long micros2; 
 
void setup() 
{ 
  // Open serial communications and wait for port to open: 
  Serial.begin(115200); 
  Serial1.begin(57600); 
  while (!Serial) { 
    ; // wait for serial port to connect. Needed for Leonardo only 
  } 
 
 
  Serial.print("Initializing SD card..."); 
 
  // see if the card is present and can be initialized: 
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  if (!SD.begin(chipSelect)) { 
    Serial.println("Card failed, or not present"); 
    // don't do anything more: 
    return; 
  } 
  Serial.println("card initialized."); 
 
    // Enable clock for TC  
  REG_GCLK_CLKCTRL = (uint16_t) (GCLK_CLKCTRL_CLKEN | 
GCLK_CLKCTRL_GEN_GCLK0 | GCLK_CLKCTRL_ID_TCC2_TC3) ; 
  while ( GCLK->STATUS.bit.SYNCBUSY == 1 ); // wait for sync  
 
  // The type cast must fit with the selected timer mode  
  TcCount16* TC = (TcCount16*) TC3; // get timer struct 
 
  TC->CTRLA.reg &= ~TC_CTRLA_ENABLE;   // Disable TCCx 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
 
  TC->CTRLA.reg |= TC_CTRLA_MODE_COUNT16;  // Set Timer counter Mode 
to 16 bits 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
  TC->CTRLA.reg |= TC_CTRLA_WAVEGEN_NFRQ; // Set TC as normal Normal 
Frq 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
 
  TC->CTRLA.reg |= TC_CTRLA_PRESCALER_DIV2;   // Set perscaler 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
   
  // TC->PER.reg = 0xFF;   // Set counter Top using the PER register but the 16/32 
bit timer counts allway to max   
  // while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
 
  TC->CC[0].reg = 0x1F; 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
   
  // Interrupts  
  TC->INTENSET.reg = 0;              // disable all interrupts 
  TC->INTENSET.bit.OVF = 1;          // enable overfollow 
  TC->INTENSET.bit.MC0 = 1;          // enable compare match to CC0 
 
  // Enable InterruptVector 
  NVIC_EnableIRQ(TC3_IRQn); 
 
  // Enable TC 
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  TC->CTRLA.reg |= TC_CTRLA_ENABLE; 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
} 
 
void loop() 
{ 
  delay(100); 
  TcCount16* TC = (TcCount16*) TC3; // get timer struct 
  uint16_t counter = TC->COUNT.reg; 
  delay(100); 
  while (TC->STATUS.bit.SYNCBUSY == 1); // wait for sync  
  File dataFile = SD.open("datalog.txt", FILE_READ); 
  int chPos = 0; 
  int lineNo = 0; 
  while(dataFile.available()) 
 { 
   char ch = dataFile.read(); 
   if(ch == '\n') { 
     chPos = 0; 
     
sscanf(netBuffer,"%u","%u","%u","%u","%u","%u",&myTest[0],&myTest[1],&myTe
st[2],&myTest[3],&myTest[4],&myTest[5]);   
     Serial.println(netBuffer); 
     Serial1.println(netBuffer);      
     lineNo++; 
   } 
   else if(ch == '\r') { 
     // do nothing 
   } 
   else if(chPos < 59) { 
     netBuffer[chPos] = ch; 
      chPos++; 
     netBuffer[chPos] = 0; 
   } 
 } 
 dataFile.close(); 
   
  Serial.print("Reading Time:"); 
  Serial1.print("Reading Time:"); 
  Serial.println(micros2-micros1); 
  Serial1.println(micros2-micros1); 
  Serial.println(" "); 
  Serial1.println(" "); 
  SD.remove("datalog.txt"); 
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  count=0; 
 
} 
 
 
void TC3_Handler() 
{ TcCount16* TC = (TcCount16*) TC3; // get timer struct 
   
  if (TC->INTFLAG.bit.OVF == 1) {  // A overflow caused the interrupt 
  // make a string for assembling the data to log: 
  micros1 = micros(); 
  if(count<100) 
  {String dataString = ""; 
  // read three sensors and append to the string: 
  for (int analogPin = 0; analogPin < 3; analogPin++) { 
    int sensor = analogRead(analogPin); 
    dataString += String(sensor); 
    if (analogPin < 2) { 
      dataString += ","; 
    } 
  } 
  // open the file. note that only one file can be open at a time, 
  // so you have to close this one before opening another. 
   File dataFile = SD.open("datalog.txt", FILE_WRITE); 
   
   dataFile.println(dataString); 
   dataFile.close(); 
 
  count++; 
  } 
   else { 
   TC->INTFLAG.bit.OVF = 1;    // writing a one clears the flag ovf flag 
   } 
   micros2 = micros(); 
   irq_ovf_count++;                 // for debug leds } 
  
 } 
   
} 
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A2 Data Receiving Code 
Code #2: 
void processRxPacket(ZBRxResponse& rx, uintptr_t) { 
Buffer b(rx.getData(), uint8_t type = b.remove<ruxi.ngte8tDta>t(a)L;ength()); 
if (type == 1 && b.len() == 8) { 
DebugSerial.print(F("DHT packet received from ")); 
DDperebibunugtgSHSeerxri(iaDalel.b.puprgriSinentrt(ilFan(l(",)T;rexm.pgeertaRteu
mroet:e"A)dd)r;ess64()); 
DebugSerial.println(b.remove<float>()); 
DebugSerial.print(F("Humidity: ")); 
DebugSerial.println(b.remove<float>()); 
return; 
} 
DebugSerial.println(F("Unknown or invalid packet")); 
printResponse(rx, DebugSerial); 
} 
 
