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Fakulteta za računalnǐstvo in informatiko
Lucijan Kvar
Prototip aplikacije za pregled
poslovnih dokumentov
DIPLOMSKO DELO
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REST Representational State Trans-
fer
Predstavitveni prenos stanja




IDE Integrated development envi-
ronment
Integrirano razvojno okolje
URI Uniform Resource Identifier Enolični identifikator vira
HTML Hypertext markup language Jezik za označevanje nadbese-
dila
CSS Cascading style sheets Predloge, ki določajo izgled
spletnih strani
JSON JavaScript Object Notation Objektna notacija JavaScript
SQL Structured query language Strukturiran povpraševalni je-
zik
CRUD Create, read, update, delete Ustvarjanje, branje, posoda-
bljanje in brisanje
IDE Integrated development envi-
ronment
Integrirano razvojno okolje
LDAP Lightweight Directory Access
Protocol




Naslov: Prototip aplikacije za pregled poslovnih dokumentov
Avtor: Lucijan Kvar
Živimo v času, ko računalniki, splet in vsa noveǰsa tehnologija niso več
samo dodatna pomoč pri delu, ampak so več ali manj nuja v vsakodnev-
nem življenju. Tega se zavedajo tudi podjetja, ki svoje poslovne procese
poskušajo kar se da hitro digitalizirati. Do podobnega problema je prǐslo
tudi pri podjetju, kjer sem opravljal obvezno delovno prakso. Podjetje je
razdeljeno na več področij in vsako od njih vsakodnevno uporablja specifične
dokumente, ki so nujni za pravilno in odgovorno poslovanje. Ker so do sedaj
bili le-ti tiskani in urejeni po mapah, je bila digitalizacija nujno potrebna.
Razvili smo aplikacijo, s pomočjo katere je iskanje, prikazovanje ter deljenje
teh dokumentov hitro in enostavno. Zgrajena je iz dveh delov, prvi del je
namenjen vsem zaposlenim in omogoča iskanje ter prikaz poslovnih dokumen-
tov, drugi del aplikacije pa je namenjen upravljavcu. Ta lahko dodaja nove
in ureja obstoječe dokumente ter ureja pravice za prikazovanje dokumentov,
glede na uporabnǐsko LDAP vlogo.
Ključne besede: Prototip, aplikacija, poslovanje, dokument.

Abstract
Title: Protoype of application for business documents
Author: Lucijan Kvar
We live in a time where computers, the Internet and technology aren’t just
an assistance anymore, but have become a necessity in everyday life. The
companies and businesses are aware of that fact, which is why they are
digitizing their business processes as fast as possible. This has also been the
case with the company where I’ve been doing my traineeship. The company
is divided into departments which are using specific documents, essential for
a good and responsible business performance, daily. Because of the fact that
these documents were, up until now, printed out and stored in folders, the
digitization was urgently needed. We have developed an application which
makes finding, viewing and sharing these documents quick and easy. It’s
composed of two parts. The first is meant for all employees and enables them
to search for and view business documents. The second part is meant for the
admin who is able to add and edit the documents and grands permissions
according to LDAP user roles.





Poslovna domena diplomske naloge je iskanje, prikazovanje ter deljenje po-
slovnih dokumentov. Podjetje, za katerega smo razvijali aplikacijo, je sesta-
vljeno iz več področij. Vsako od teh področij za uspešno poslovanje potrebuje
različne tipe dokumentov, ki so se do sedaj hranili v tiskani obliki. S tem
je bilo iskanje ter deljenje dokumentov časovno potratno, predvsem pa velik
finančni strošek. Tako se je pokazala potreba po preglednem in centralizira-
nem sistemu za upravljanje z dokumenti.
1.2 Cilj diplomske naloge
Cilj diplomske naloge je načrtovati ter implementirati prototip aplikacije, ki
jo bo podjetje uporabljalo pri poslovanju za prikazovanje pomembnih poslov-
nih dokumentov. Prav tako pa omogočiti uporabnikom enostavno iskanje,




V sklopu zbiranja idej in načrtovanja prototipa aplikacije, smo se želeli pre-
pričati, ali morda na trgu že obstaja podobna rešitev, ki bi zadostila našim
potrebam. Najbližje sta se našim željam približali aplikaciji Microsoft
SharePoint in Box.
1.3.1 Microsoft SharePoint
Eden izmed Microsoftovih produktov, ki se uporablja kot portal za gradnjo
intranet mest in kreiranje strani, knjižnic dokumentov in seznamov, se ime-
nuje Microsoft SharePoint. Omogoča prikaz pomembnih vizualnih elementov
in novic ter upravljanje vsakodnevnih opravil z delovnim tokom. Poleg tega
pa ima možnost iskanja ter deljenja v oblaku hranjenih datotek. [10]
1.3.2 Box
Spletna platforma Box se uporablja za hranjenje dokumentov v oblaku. Ključne
funkcionalnosti so zaščita dokumentov, skupna raba dokumentov, povezova-
nje z drugimi aplikacijami ter upravljanje z vsebinami za sodelovanje znotraj
in zunaj podjetja. [2]
Čeprav Microsoft Sharepoint in Box omogočata hranjenje, deljenje in iskanje
datotek v oblaku, razpolagata še z veliko drugimi funkcionalnostmi, ki jih
mi ne potrebujemo, prav tako pa sta obe aplikaciji za uporabo v podjetju
plačljivi. Glede na specifičnost našega poslovnega dokumenta, občutljivih
podatkov, ki jih vsebuje ter zahtev naših uporabnikov, smo se odločili, da je
najbolǰsa rešitev, če aplikacijo razvijemo znotraj podjetja.
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1.4 Struktura diplomske naloge
Diplomska naloga na začetku predstavi problem, s katerim se ukvarjamo,
ter nato rešitev, ki bo ta problem rešila. Zatem sledi pregled tehnologije
in programske opreme, ki smo jo uporabili za razvoj naše rešitve. Nato z
analizo predstavimo primer uporabe naše aplikacije ter njeno arhitekturo.
Sledi predstavitev aplikacije. Tako del, ki je namenjen zaposlenemu, kot tudi




Pregled problema in rešitve
2.1 Problem
Za uspešno poslovanje se mora podjetje ves čas truditi biti v koraku s časom,
predvsem kar se tiče tehnologije. Zato je danes, ko večina podjetij svoje po-
datke migrira v oblačne storitve, hranjenje poslovnih dokumentov v fizični
obliki časovno potratno in predstavlja ogromen finančni strošek. S tem pro-
blemom se je soočilo tudi podjetje, kjer smo razvili aplikacijo. Želeli smo
pohitriti poslovni proces in digitalizacija poslovnih dokumentov to zagotovo
stori.
2.2 Rešitev
Glede na opisan problem je najprimerneǰsa rešitev spletna aplikacija. Po-
trebno je zagotoviti primeren zapis dokumenta v podatkovni zbirki,
uporabnǐski vmesnik in aplikacijo na aplikacijskem strežniku, ki bo služila kot
most za izmenjavo podatkov med uporabnǐskim vmesnikom in podatkovno
zbirko. Uporabnǐski vmesnik mora biti enostaven in intuitiven. Zajemati
mora možnost iskanja, prikazovanja in deljenja poslovnih dokumentov ter






3.1 Slog programske arhitekture REST
Representational State Transfer (REST) oz. predstavitveni prenos stanja
je slog programske arhitekture za kreiranje spletnih storitev, ki je bila prvič
predstavljena leta 2000 v doktorski disertaciji Roya Thomasa Fieldinga. Teh-
nologije, ki temeljijo na slogu programske arhitekture REST, morajo izpolniti
6 omejitev. In sicer:
• Odjemalec-Strežnik - ločitev odjemalčevega in strežnikovega vme-
snika. S tem lahko poenostavimo komponente strežnika in pridobimo
na prenosljivosti uporabnǐskega vmesnika na več sistemov.
• Brez stanj - vsak zahtevek, ki prihaja od odjemalca na strežnik, mora
vsebovati vse potrebne informacije za izvedbo, torej se celotna seja
izvaja na strani odjemalca.
• Možnost predpomnjenja - podatki v odgovoru na zahtevo morajo
biti implicitno oziroma eksplicitno označeni, ali so lahko predpomnjeni
ali ne. Torej, če ima odgovor možnost predpomnjenja, s tem predpo-
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mnilniku omogoči, da uporabi prejete podatke tudi kasneje v enakovre-
dnih zahtevkih.
• Enoten vmesnik - za ohranitev enotnega vmesnika, se mora držati
štirih pravil: identifikacija virov, manipulacija virov preko predstavitev,
samo-opisna sporočila in nadpredstavnost kot gonilo aplikacije.
• Večplastni sistem - arhitektura mora biti sestavljena iz hierarhičnih
plasti, pri čemer je vedenje komponent omejeno, tako da vsaka kompo-
nenta lahko ”vidi”le znotraj plasti, s katero komunicira.
• Koda na zahtevo (neobvezno) - omogoča razširitev funkcionalnosti
odjemalcu brez večjega števila predhodno implementiranih funkcij.
Slog programske arhitekture REST podatke in funkcionalnosti definira kot
vire, ki so dostopni preko enoličnega identifikatorja virov (URI). Ti so ločeni
od njihovih predstavitev, tako da je dostop do njihove vsebine lahko v različnih
oblikah, kot so označevalni jezik HTML, dokument PDF, podatkovna struk-
tura JSON, navadno besedilo in drugi. Za izmenjavo teh virov odjemalec in
strežnik uporabljata standardiziran vmesnik in protokol - največkrat upora-
bljen je protokol za izmenjavo podatkov HTTP. [12]
Vsak zahtevek odjemalec opremi s tipom zahteve HTTP, ki strežniku pove,
kaj od njega zahteva. Primeri osnovnih tipov HTTP zahtev so:
• GET, ki od strežnika zahteva predstavitev določenega vira,
• POST, ki zahteva, da strežnik sprejme določen vir,
• DELETE, ki zahteva, da strežnik določen vir izbrǐse.
3.2 Javansko ogrodje Spring Boot
Aplikacijo smo razdelili na mikrostoritve (module). Za ta arhitekturni pri-
stop smo se odločili, saj tako aplikacija postane modularna in pridobi na
prožnosti, ker se moduli izvajajo in delujejo kot neodvisen sistem [8]. Za
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kreiranje mikrostoritev smo uporabili javansko ogrodje Spring Boot. Gre za
podmnožico modulov večjega aplikacijskega ogrodja Spring. Večina aplikacij,
ki temelji na ogrodju Spring Boot, za svoje delovanje potrebuje dokaj malo
nastavitev (ogrodja) Spring, zato lahko relativno enostavno ustvarimo samo-
stojne in za produkcijo pripravljene aplikacije v povezavi s slogom programske
arhitekture REST in aplikacijskim programskim vmesnikom (API). Ogrodje
ima zelo dobro podporo tako za relacijske, kot tudi za nerelacijske podat-
kovne zbirke, prav tako pa ponuja vrsto različnih ne-funkcijskih izbolǰsav,
kot so: vgrajeni strežniki, varnostni mehanizmi, mehanizmi za spremljanje
odzivnosti in pripravljenosti aplikacij itd. [6]
3.3 Ogrodje Angular
Je odprtokodno ogrodje za kreiranje spletnih aplikacij v označevalnem jeziku
HTML in skriptnem jeziku TypeScript. Implementira jedro in dodatne funk-
cije kot množico TypeScript modulov/knjižnic. Aplikacija, ki je zgrajena na
odprtokodnem ogrodju Angular, je sestavljena iz štirih gradnikov: moduli,
komponente, predloge in storitve. Glavni gradniki so moduli, imenovani
NgModules, ki komponentam zagotavljajo vsebino. Komponente nato defi-
nirajo predloge. To so sklopi prikazovalnih elementov, med katerimi ogrodje
Angular lahko izbira in spreminja glede na podatke in programsko logiko.
Za zagotavljanje določenih funkcionalnosti, ki niso neposredno povezane s
predlogi, komponente uporabljajo storitve. Te v komponente vstavimo kot
odvisnosti, kar naredi izvorno kodo modularno in učinkovito. [1]
3.4 Podatkovna zbirka MongoDB
Je dokumentno orientirana podatkovna zbirka, ki spada med nerelacijske
podatkovne zbirke in omogoča dinamično prilagajanje velikosti podatkovne
strukture glede na potrebe aplikacije. Zapis v podatkovni zbirki je v obliki po-
datkovne strukture JSON, kjer so podatki predstavljeni kot pari ključ:vrednost.
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Vrednosti lahko vključujejo tudi druge dokumente, podatkovne strukture v
obliki seznamov in seznamov dokumentov. Je zelo zmogljiva ter ima bogat
poizvedbeni jezik. [7]
3.5 Eclipse
Integrirano razvojno okolje (IDE), imenovano Eclipse, se v osnovi uporablja
za razvoj javanskih aplikacij. Sestavljen je iz osnovnega delovnega prostora
in sistema vtičnikov, ki poskrbijo za bolǰso prilagodljivost okolja in možnost
razvoja tudi v drugih programskih jezikih. Omogoča razhroščevanje izvorne
kode ter s tem skrbi za lažje odkrivanje napak, ki se pojavijo v izvorni kodi.
Prav tako pa ima možnost integracije s sistemom za nadzor različic Git. [3]
3.6 Visual Studio Code
Microsoftov urejevalnik izvorne kode Visual Studio Code nudi podporo številnim
programskim in skriptnim jezikom (JavaScript, TypeScript, Node.js,...). Ta
seznam pa lahko podalǰsamo z namestitvijo vtičnikov za druge programske
jezike. Omogoča nam integracijo s sistemom za nadzor različic Git, eno-
stavno navigacijo skozi izvorno kodo, razhroščevanje ter terminal, ki omogoča
izvedbo izvorne kode in zagon aplikacije. [11]
Poglavje 4
Analiza in načrtovanje
4.1 Diagram primerov uporabe
Na osnovi delovnega toka smo pri načrtovanju aplikacije izdelali diagram pri-
merov uporabe (Slika 4.1). Diagram primerov uporabe (Use case diagram
- UCD) je splošno uporabljen način opisovanja zahtev ter željenih funkcio-
nalnosti programskih produktov, ki nima veliko skupnega z izvorno kodo, a
vendar je v veliko pomoč programerjem pri razumevanju izvorne kode, ki jo
razvijajo ali vzdržujejo. [4]
V naši aplikaciji sodelujejo trije akterji v različnih vlogah:
• Zaledni sistem, ki ureja vse zahteve podane s strani uporabnikov.
• Zaposleni je vsak uporabnik, ki se uspešno prijavi v spletno aplikacijo.
Ima možnost iskanja ter prikazovanja dokumentov, če pa ima dodatne
pravice, lahko te dokumente tudi tiska ter pošilja po elektronski pošti.
• Upravljavec, ki ima enake funkcionalnosti kot zaposleni, a ima na




Slika 4.1: Diagram primerov uporabe za našo spletno aplikacijo.
4.2 Arhitektura aplikacije
Iz slike 4.2 je razvidna arhitektura naše aplikacije. Zgrajena je iz petih delov:
podatkovna zbirka, zaledni sistem, spletna aplikacija, zunanja storitev, ki te-
melji na osnovi ogrodja OAuth2.0 in uporabnǐski vmesnik. Za hranjenje po-
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datkov uporabljamo nerelacijsko podatkovno zbirko MongoDB, ki dokumente
hrani ter streže v obliki objektno definirane podatkovne strukture JSON. Za
izvajanje javanske kode smo uporabili spletni strežnik Apache Tomcat, na
katerem sta nameščeni dve komponenti: zaledni sistem in spletna aplika-
cija. Zaledni sistem je implementiran s pomočjo javanskega ogrodja Spring
Boot. Za izgradnjo projekta ter upravljanje z odvisnostmi pa uporabljamo
ogrodje Apache Maven. Druga komponenta je spletna aplikacija, ki temelji
na ogrodju Angular. Za preverjanje pristnosti in preverjanje dostopa upo-
rabljamo centralizirano storitev Keycloak, ki temelji na ogrodju OAuth2.0.
Sledi komunikacijski del aplikacije, kjer uporabnik z dostopom do spletne
aplikacije sproži zahteve za poizvedovanje na zaledni sistem. Preko
protokola za izmenjavo podatkov HTTP ter njegovih tipov zahtev GET,
POST in DELETE, poteka izmenjava podatkov med zalednim sistemom in
uporabnǐskim vmesnikom, ki je implementiran s pomočjo označevalnega je-
zika HTML5 in predlogami CSS v kombinaciji z ogrodjem Bootstrap.




V tem poglavju bomo podrobneje opisali delovanje naše aplikacije. Na začetku
bomo predstavili poslovni dokument, katerega smo uporabili za prikazovanje,
sledi predstavitev ogrodja OAuth2.0. Nato predstavimo zaledni sistem apli-
kacije, ter na koncu še uporabo spletne aplikacije v dveh vlogah, kot zaposleni
in kot upravljavec.
5.1 Predstavitev poslovnega dokumenta
Poslovni dokument, ki ga uporablja podjetje, za katerega smo razvili aplika-
cijo, predstavlja domeno, kjer so shranjeni podatki o klasifikaciji dokumenta,
osnovnih podatkih in podatkih o datoteki PDF. Pri klasifikaciji hranimo
podatke v katero skupino, področje, razred ter podrazred spada dokument.
Prav tako pa je vsak dokument še dodatno opremljen s podatkom, ki pove
na kateri prodajni produkt se navezuje. Osnovni podatki nam povedo: tip
dokumenta, ime, različico, oznako, veljavnost, ime priložene datoteke PDF,
itd. Zadnji, tretji del pa so podatki o datoteki PDF: ime, jezik ter nato
podatkovni tok v obliki podatkovne strukture tabele bajtov. Na sliki 5.1 je
prikazan izpis testnega dokumenta iz podatkovne zbirke.
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Slika 5.1: Primer poslovnega dokumenta, kot izpis iz podatkovne zbirke.
5.2 Ogrodje OAuth2.0
Spletna aplikacija za preverjanje pristnosti uporablja zunanjo storitev Keycloak,
ki temelji na osnovi ogrodja OAuth2.0. To je ogrodje za preverjanje dostopa
in omogoča tujim aplikacijam omejen dostop do storitev HTTP. Namesto, da
odjemalec za dostop do zaščitenih virov uporablja poverilnice lastnika vira,
pridobi s strani sistema za preverjanje dostopa (Keycloak) žeton. To je niz,
ki označuje določen doseg, življenjsko dobo in druge atribute dostopa.
Z odobritvijo lastnika virov, dostopni žeton dodeli strežnik za preverjanje do-
stopa in s tem omogoči odjemalcu dostop do zaščitenih virov na lastnikovem
strežniku. [5]
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5.3 Predstavitev zalednega sistema aplikacije
Zaledni sistem je razdeljen na tri nivoje (entiteta - entities, domenski objekt
- domain object in objekt za prenos podatkov - DTO). Prvi nivo (entiteta) je
najbližje podatkovni zbirki. Preko abstraktnega vmesnika definiramo razrede
oz. objekte z metodami, ki nato preko vmesnika (Create, Read, Update, De-
lete - CRUD repozitorija) preslikujejo podatke iz podatkovne zbirke
MongoDB v javanske objekte. Uporablja se standardiziran način preslikave
podatkov iz podatkovne strukture JSON v dinamične objekte programskega
jezika Java. [9] Za tem sledi vmesni abstraktni vmesnik z implementiranimi
domenskimi objekti. Na zadnjem nivoju pa imamo objekte za prenos po-
datkov (Data Transfer Object - DTO). Da se podatki pravilno preslikajo iz
enega nivoja v drugega, skrbi programski modul, tako imenovani Mapper.
S takšno strukturo je aplikacija šibko sklopljena in zasnovana s pogledom v
prihodnost, saj je ob morebitni menjavi podatkovne zbirke potrebno poso-
dobiti samo najnižji nivo (entiteto) ter njemu pripadajoči programski modul
Mapper. Slika 5.2 prikazuje zgradbo našega zalednega sistema kot projekt
odprt v razvojnem okolju Eclipse.
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Slika 5.2: Pregled projekta zalednega sistema odprtega v razvojnem okolju
Eclipse.
5.4 Predstavitev spletne aplikacije
5.4.1 Del namenjen zaposlenim
Prvi del naše aplikacije je namenjen zaposlenim v podjetju, ki za svoje delo
potrebujejo dokumente. Ker operiramo s poslovnimi dokumenti, so le-ti
zaupne narave, tako se mora vsak zaposleni najprej v aplikacijo prijaviti.
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To stori z vpisom svojega uporabnǐskega imena in gesla. Slika 5.3 prikazuje
prijavno okno. Aplikacija te podatke pošlje na zunanjo storitev Keycloak, ki
preveri pristnost in dostop na osnovi ogrodja OAuth2.0 v LDAP imeniku ter
vrne dostopni žeton, na podlagi katerega je uporabniku omogočena uporaba
aplikacije.
Slika 5.3: Prijava v spletno aplikacijo.
Na osnovni strani je zaposlenemu omogočena uporaba funkcionalnosti
iskalnika. V kolikor se odloči za iskanje preko iskalnega okna, mu je na voljo
uporaba dodatnih filtrov (to sta iskanje po arhivu - vključeni dokumenti, ki
niso več v veljavi, in/ali po prodajnem produktu). V nasprotnem primeru
pa ǐsče po drevesni strukturi, kjer preko definirane klasifikacije dokumenta
(skupina, področje, razred, podrazred) pride do željene datoteke PDF. Slika
5.4 prikazuje osnovno stran, kjer se na vrhu nahaja iskalno okno s filtri in v
osrednjem delu možnost izbire skupine ter področja.
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Slika 5.4: Osnovna stran aplikacije.
Če ǐsčemo preko iskalnega okna, se nam na levi strani pojavijo dodatni fil-
tri, s katerimi lahko izberemo skupino, področje in tip dokumenta ter tako
zožimo nabor iskanih dokumentov (Slika 5.5).
Če pa ǐsčemo preko drevesne strukture, smo v prvem koraku že izbrali sku-
pino in področje. Nato izberemo še razred, podrazred in tip dokumenta (Slika
5.6).
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Slika 5.5: Iskanje dokumenta preko iskalnega okna.
Slika 5.6: Iskanje dokumenta preko drevesne strukture.
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Zatem, ko smo našli željen poslovni dokument, se nam odpre prikazovalnik
(Slika 5.7). Na levi strani imamo ime trenutne datoteke in, v kolikor jih ima,
arhivske različice dokumenta. V sredini je prikazan dokument PDF, na desni
strani pa so napisani osnovni podatki o datoteki in dodatne možnosti, kot
so: pošiljanje dokumenta po elektronski pošti in tiskanje. Vsak zaposleni ima
omejene uporabnǐske pravice (definirane na osnovi aplikacije, ki jih upravlja
upravljavec). Zato je nekaterim onemogočen pregled arhivskih različic ter
tiskanje in pošiljanje dokumenta.
Slika 5.7: Prikazovalnik dokumentov.
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5.4.2 Upravljalni del aplikacije
Kot smo že omenili, naša aplikacija prikazuje poslovne dokumente, ki
vsebujejo zaupne podatke. Zato moramo poskrbeti, da te dokumente vidi le
omejena množica uporabnikov. To lahko storimo preko upravljalnega dela
naše aplikacije.
Uporabnikom z naborom pravic za upravljanje s pravicami prikazovanja je
v navigacijskem polju omogočen dostop do kontrolne plošče. Slika 5.8 pri-
kazuje osnovno stran, ki jo vidi upravljavec, ko vstopi na upravljalni del
aplikacije. Tukaj lahko uporablja iskalnik za funkcionalnost dodajanja (Slika
5.9), urejanja (Slika 5.10) oziroma odstranjevanje dokumenta.
Slika 5.8: Osnovna stran upravljavčevega dela aplikacije.
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Slika 5.9: Dodajanje novega dokumenta.
Slika 5.10: Urejanje dokumenta.
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Če uporabnik pritisne na gumb ’Administracija dostopa’ v zgornjem levem
kotu osnovne strani, ga preusmerimo na stran za urejanje pravic prikaza
(Slika 5.11). Tukaj lahko preko iskalnega okna ǐsče vsakega uporabnika pose-
bej ali celotno LDAP uporabnǐsko vlogo. Nato se mu na desni strani pojavi
okno, kjer lahko omogoči prikaz arhivskih dokumentov in ureja pravice pri-
kazovanja (jih dodaja ali odvzema).




Opisani prototip dobro prikaže idejo delovanja aplikacije za prikaz poslovnih
dokumentov. Možnosti za razvoj dodatnih funkcionalnosti je še veliko. Ker
smo prototip razvijali znotraj podjetja, je zato uporabnost prilagojena za
potrebe le-tega in za določen nabor dokumentov. Ideja je, da bi aplikacijo
kot storitev preselili v oblak in omogočili sprejemanje več vrst dokumentov.
S tem bi lahko aplikacija postala neodvisna od podjetja, prav tako pa bi lahko
razvili mobilno aplikacijo, ki bi oblačno storitev izkorǐsčala za pridobivanje





Današnje potrebe se v poslovnem svetu zelo razlikujejo od preteklih, saj nam
je s tehnologijo omogočeno pridobivanje in prikazovanje vseh vrst podatkov
praktično na vsakem koraku. Tako je klasičen način hranjenja dokumentov
v tiskani obliki finančno in časovno zelo potratno. Zato smo se pri podjetju
odločili za prehod s klasičnega načina poslovanja na elektronsko, s pomočjo
aplikacije, ki iskanje, prikazovanje ter deljenje poslovnih dokumentov močno
poenostavi in pohitri.
V diplomski nalogi smo opisali problem s katerim smo se soočili, tehnologije,
ki smo jih pri implementaciji uporabljali, opisali načrtovanje aplikacije in kot
cilj diplomske naloge predstavili prototip aplikacije za prikaz poslovnih do-
kumentov, ki smo jo razvili znotraj podjetja.
Aplikacija trenutno zadostuje potrebi podjetja, vendar si jo želimo v
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