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V této práci čtenáře seznámím se základními modely, jenž se používají pro ukládání dat v
databázových systémech. Dále čtenáři popíši způsoby ukládání objektů jazyka Java, kde mu
nadále vysvětlím pojmy jako objektově relační mapování, reflexe a introspekce. Následně
zde představím existující implementace, které se v jazyce Java používají pro ukládání ob-
jektových dat. Poté popíši metodiku pro testování výkonu jednotlivých řešení. Podle této
metodiky provedu testování a nakonec zhodnotím získané výsledky.
Abstract
In this thesis, the reader learns basic models, which are use for storing data in database sys-
tems. Next I describe a way, how to store objects in Java Language and explain expressions
like object-relational mapping, reflection and introspection. After that, I will introdice some
of existing implementation, which are use for storing objects in Java. Next I will explain
testing methodology and make benchmarks of various implementation. In the end I will
analyze a results of these benchmarks
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Objektové paradigma a rozšíření objektově orientovaných programovacích jazyků, změnilo
zcela pohled na návrh a psaní programů. Na rozdíl od procedurálního paradigma, do té doby
nejrozšířenější paradigma, se zde místo s pojmy data, procedury a funkce, pracuje s pojmy
jako je třída, objekt (a jeho stav), metoda, zpráva, dědičnost a podobně.
Tato změna pohledu programátora na návrh aplikace, přinesla i nové požadavky co se
persistence aplikace týče. Do té doby zde existovala potřeba někde ukládat data, což bylo
většinou zajištěno pomocí relační databáze, která se pro tyto účely perfektně hodila a po-
skytovala i další výhody. Například logické dělení dat do tabulek nebo efektivní vyhledávání
nad daty pomocí indexů atd. Tato data byla většinou primitivní (čísla, řetězce) a dala se
tedy snadno mapovat na typy podporované v dané databázi.
U objektově orientovaného programování máme místo jednoduchých dat objekty. Což
jsou složité datové struktury, které mohou obsahovat další objekty ale i primitivní data.
Proto zde vyvstala potřeba nástrojů umožňujících persistenci celých objektů.
Podrobnější informace o tomto problému, jak se dá řešit, jaká existují již hotová řešení
a jaký je jejich výkon se Vám pokusím popsat v následujících kapitolách.
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Kapitola 2
Databáze a datové modely
Databázových systému (systémů řízení báze dat, zkráceně SŘBD) existuje nepřeberné množ-
ství. 1 2 Jednotlivé SŘBD můžeme dělit dle různých kritérií. Nejčastějším kritériem, dle
kterého jsou SŘBD děleny, je jejich datový model. Ten popisuje základní strukturu dat, to
jak jsou data uložena, uspořádána, jejich sémantiku, vztahy mezi daty a jejich integritní
omezení. Datový model umožňuje popsat návrh databáze na její fyzické i logické úrovni.[15,
s. 945–964]
Typů databází dle jejich datového modelu existuje celá řada. Já se zde omezím jen na
základní čtyři, které jsou uplatněny v této práci.
2.1 Entity-relationship model
Entity-relationship (E-R) datový model využívá kolekce jednoduchých objektů, nazývaných
entity, a vztahů mezi těmito entitami. Entita je abstrakcí nějaké věci nebo objektu z reálného
světa, která je jednoznačně odlišitelná od ostatních objektů.
Entity-relationship datový model je široce využíván při databázovém návrhu. Výsledkem
návrhu jsou diagramy, které se nazývají entity-relationship diagramy (ERD).





Relační databáze jsou založeny na relačním modelu a jsou v současnosti nejvíce používa-
nými 3 SŘBD. Díky svému snadnému použití a pochopení, nahradily relační databáze své
předchůdce. Předchůdci relačních databází byly databáze síťové a hierarchické.
2.2.1 Datový model
Relační databáze využívají relační datový model. Ten je nejrozšířenějším používaným dato-
vým modelem dnešní doby a velká část současných databázových systému je založena právě
na tomto datovém modelu.
Relační model je založen na kolekcích tabulek, kterých se využívá jak pro reprezentaci
dat (tabulky RIDER a CAR na obrázku 2.2), tak i pro vztahy mezi těmito daty (tabulka
CAR_RIDER na obrázku 2.2). Každá tabulka má několik sloupců, kde každý sloupec (též
označován jako atribut) má svůj unikátní název (identifikátor), typ a rozsah neboli doménu.
Obrázek 2.2: Relační datový model
2.2.2 Dotazovací jazyk
Standardem pro práci s relačními databázemi se stal jazyk Structured Query Language
(SQL). Ačkoliv všechny hlavní relační databáze používají standardizovaný jazyk SQL, tak
mezi nimi není zcela zaručena přenositelnost jednotlivých dotazů. Důvodem jsou hlavně
různá rozšíření a vylepšení, kterými se od sebe různé produkty odlišují a také to, že ne
všechny produkty implementují kompletní normu jazyka SQL.
Poslední normou jazyka SQL, která se týká čistě relačních dat a operací, je norma SQL-





Systémů řízení báze dat, stavějících na relačním datovém modelu, je celá řada1. Následující
seznam zástupců je rozdělen na dvě kategorie. Na zástupce ze světa OSS (Open Source Soft-













S rozmachem programovacích jazyků podporujících objektově orientované programování
(OOP, bylo třeba řešit problém persistence objektů a netriviálních datových struktur.
Objektově-relační databáze byly jednou z odpovědí na tento problém (další řešení je použití
objektové databáze nebo objektově relační mapování). Objektově-relační databáze jsou jen
rozšířenou variantou oproti relačním databázím, tudíž většina zmíněných relačních databází
podporuje do jisté míry i objektově-relační přístup.
2.3.1 Datový model
Jedná se o relační model, který je rozšířený o vlastní (abstraktní) datové typy s podporu
dědičnosti a metod. Dotazovací jazyk je zde upraven (rozšířen) tak, že podporuje dotazy
nad těmito typy.[15, s. 945–964]
2.4 Objektové databáze
Objektové databáze, jak již bylo naznačeno, jsou další odpovědí na řešení problému, uklá-
dání, vyhledávání a manipulování s daty v OOP jazycích. Oproti objektově-relačním databá-
zím se jedná o zcela jiný přístup se zcela jiným datovým modelem, bez jakékoliv návaznosti
na relační model.
2.4.1 Datový model
Na objektově orientovaný datový model můžeme nahlížet, jako na E-R datový model, roz-
šířený o některé prvky OOP. Těmito prvky jsou: zapouzdření, metody (funkce), dědičnost,
polymorfismus a identita objektu.
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2.4.2 Dotazovací jazyk
Na rozdíl od relačních a objektově-relačních databází zde neexistuje jednotný normalizovaný
jazyk, pro práci s uloženými daty. Což hodnotím jako jedno z největších úskalí u tohoto typu
databází. A zřejmě je to i jeden z hlavních důvodů proč se objektové databáze teší menší
popularitě než relační databázové systémy podporující SQL.
2.4.3 Zástupci
Oproti relačním databázím existuje podstatně méně produktů využívajících objektový da-









• Versant Object Database
• JADE
2.5 NoSQL databáze
NoSQL databáze není jeden určitý druh databáze, ale označuje se tak celá skupina databází,
která nestaví na relačním modelu dat, a kde jednotlivé databáze negarantují všechny ACID
vlastnosti. Mezi NoSQL databáze by se daly zařadit i objektově orientované databáze.
Zkratka NoSQL se někdy pojí s pojmem „Not Only SQL“, čímž se dává najevo, že
některé z NoSQL databází podporují i SQL dotazy.
2.5.1 Datový model
Jelikož je NoSQL pojmem zastřešujícím celou řadou různých databází s určitými společnými
vlastnostmi, neexistuje zde pouze jen jeden datový model, ale existuje jich hned několik. Ale
pro zjednodušení se dají všechny tyto datové modely označit jako semi-structured datový
model.
Semi-structured
Jedná se o speciální datový model, odlišující se od ostatních datových modelů tím, že umož-
nuje ukládat záznamy stejného typu s odlišnou množinou atributů.
Nejznámějšími formáty reprezentující tento model jsou eXtensible Markup Language
(XML) a JavaScript Object Notation (JSON ).
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2.5.2 Dotazovací jazyk
Platí zde to samé co u objektových databází, tedy že zde neexistuje jednotný normalizovaný
jazyk - způsob jak k datům přistupovat, či je modifikovat. Výjimkou jsou některé NoSQL
databáze, které podporují i SQL jazyk. A je tedy možno s danou databází a jejími daty
pracovat pomocí SQL dotazů.
2.5.3 Zástupci
NoSQL databází existuje velké množství. Mezi nejznámější patří tyto:
• MongoDB – dokumentová databáze (BSON)
• Cassandra – wide column store
• Redis – asociativní pole
• HBase – wide column store
• CouchDB – dokumentová databáze (JSON)
• Neo4j – grafová databáze
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Kapitola 3
Možnosti ukládání objektů do
databáze
V předchozí kapitole jsem vás seznámil s některými typy SŘDB a s jejich datovými modely,
jenž používají pro uchovávání dat. V této kapitole vám popíši některé základní techniky,
používané těmito SŘBD pro ukládání celých objektů programu.
3.1 Serializace
Serializace (někdy se můžeme setkat i s pojmem marshalling1) je nejprimitivnějším způso-
bem, jak v aplikaci umožnit persistenci (uložení do souboru, databáze či jakéhokoliv jiného
umístění) nebo přenos (např. po síti) určitého objektu.
Jedná se o proces, při němž jsou data instance objektu (datové struktury), uložené
nejčastěji v operační paměti počítače, transformovány na odlišný formát dat. Tento, odlišný
formát dat, musí splňovat některé podmínky:
• nezávislost na architektuře – Reprezentace dat nesmí být závislá například na endianitě
systému.
• deserializace – Transformovaná data musí jít zase zpětně převést na původní objekt
(jeho identickou kopii).
Dále je také vhodné, aby byl formát pokud možno co nejkompaktnější (menší přenos
dat po síti a menší obsazený prostor v paměti).
Často používanými formáty pro serializaci jsou XML a JSON. Pro kompaktnost se někdy
můžeme setkat i s jejich binárními variantami s binárním XML (EXI [14], EBML [10])
a s binárním JSON-em (BSON [1]). Dalším populárním formátem primárně určeném pro
serializaci jeYAML [3] (YAML Ain’tMarkup Language, dříve používán název Yet Another
Markup Language).
Při serializaci/deserializaci je třeba řešit také problém referencí na jiné objekty. To se
řeší pomocí tzv. swizzlingu (přeskládávání [2]).
1Slova serializace a marshalling jsou často brána jako synonyma, ale například v případě jazyka Java se
jedná o dvě odlišné operace.[13]
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3.2 Objektově relační mapovaní
Další technikou, používanou pro ukládání objektů do databáze, je objektově relační ma-
povaní (object-relational mapping – ORM). Tato technika se v dnešní době stává čím dál
rozšířenější a populárnější.
Jak je z názvu patrné, jedná se o techniku, která objektový model aplikace napsané
v OOP jazyce, například Java, mapuje na relační model databáze. Většinou se mapování
provádí tak, že jedné třídě odpovídá jedna tabulka v relační databázi a pro jednotlivé skalární
atributy objektu jsou v dané tabulce vytvořeny sloupce. Jeden řádek této tabulky pak
obvykle odpovídá instanci třídy (objektu) v programu. Jednotlivé vztahy mezi objekty se
modelují buď pomocí cizích klíčů 3.2, nebo pomocí vazebních tabulek 3.3.
(a) Třída reprezentující entitu uživatele






(b) Třída reprezentující adresu uživatele






Obrázek 3.1: Třídy popisující entitu uživatele a jeho adresy
















Obrázek 3.2: Mapování pomocí cizích klíčů
























Obrázek 3.3: Mapování pomocí vazební tabulky
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Další věcí, o kterou se ORM stará, je mapování operací prováděných nad objektem, na
SQL dotazy. To znamená, že když například změním na objektu typu User atribut name, tak
se mi na pozadí vygeneruje SQL dotaz pro aktualizaci sloupce name pro daného uživatele.
Krom mapování operací změn zajišťuje ORM i způsob jak data z relační databáze získávat,
například pomocí hodnot některých sloupců.
3.2.1 Výhody a nevýhody
Hlavní výhodou ORM a důvodem proč se těší oblibě, je možnost objektového přístupu k
datům uložených v relačních databázích, které jsou stále nejrozšířenějším typem SŘBD. K
datům uloženým v relačních databázích je možné přistupovat z různých programovacích
jazyků, tudíž je možné použít techniku ORM v libovolném OOP jazyce.
Krom výhod má ORM i dvě nevýhody. První nevýhoda je výkonnost určitých operací,
jako je změna hodnoty atributu na stejnou hodnotu u skupiny objektů. Takováto operace, v
případě využití ORM, by se provedla tak, že by se nejdříve načetly všechny objekty splňu-
jící určitou podmínku. Následně by se všem těmto objektům nastavila hodnota zvoleného
atributu na danou hodnotu. A poté by se pro každý objekt provedl aktualizační SQL dotaz.
Tento přístup by v případě miliónů objektů mohl znamenat jeden dotaz na načtení a milión
dotazů na aktualizaci záznamů v databázi, nehledě na paměťové nároky takovéto operace.
Naproti tomu v případě použití nativního SQL dotazu, by se provedl jen jeden dotaz, který
by nevytvářel žádné objekty, a vše by se provedlo přímo na databázi. Proto se ORM často
kombinuje právě přímo s voláním nativních dotazů nad databází.
Druhou nevýhodou je režie vznikající při mapování operací na jednotlivé SQL dotazy. Ta
není sice úplně malá, ale díky výhodám, které ORM přináší se dá ve velkém množství případů
akceptovat. Nehledě na to, že s rostoucím výpočetním výkonem počítačů a programovacích
jazyků, bude tato režie čím dál méně patrná.
3.3 Nativní podpora persistence v OOP jazyku
Poslední technikou ukládání objektů, kterou zde budu popisovat, je podpora persistence
přímo v programovacím jazyce neboli podpora pro objektově orientované databáze. Tu za-
jišťuje určité rozšíření (často ve formě knihovny), které poskytuje rozhraní pro práci s daným
OOSŘBD.
Tato technika, na rozdíl od předchozích, využívá stejný datový model jak pro program,
tak i pro data v databázi. To eliminuje potřebu konverze z jednoho datového modelu na
druhý, což má za následek vyšší efektivnost a nižší režii, než například použití techniky
ORM. Použití této techniky je tedy ideální pro složité datové struktury a vazby.
3.3.1 Persistence objektu
OOP jazyky standardně podporují konstrukce pro definici typu objektu a pro jeho vytvoření.
Ale takovéto objekty jsou pouze transientní (dočasné) a zmizí jakmile se program ukončí.
Aby objekty zůstaly persistentní (nezmizely po ukončení programu), musí být jazyk roz-
šířen o konstrukce, které toto zajistí. Způsobů, jak označit určité objekty jako persistentní,
existuje několik.
• Persistence dle třídy (Persistence by class). Je nejjednodušší způsob, jak odlišit
persistentní a transientní objekty. A to tak, že jakýkoliv objekt persistentní třídy je
persistentní a naopak, jakýkoliv objekt nepersistentní třídy je transientní.
11
Tento přístup není ideální, protože neumožňuje mít persistentní i transientní objekty
stejného typy, což je velmi omezující.
• Persistence vytvořením (Persistence by creation). Častějším přístupem, jak vytvo-
řit persistentní objekt, je rozšíření konstrukce pro vytváření transientního objektu.
Takže, v závislosti na způsobu vytvoření objektu, může být objekt persistentní nebo
transientní.
• Persistence označením (Persistence by marking). Jedná se o podobný přístup jako
v předchozím případě. S tím rozdílem, že rozhodnutí, zda-li bude objekt persistentní,
je určeno explicitně po jeho vytvoření kdykoliv během běhu programu.
• Persistence dostupností (Persistence by reachability). Zde se persistence dosahuje
také explicitním určením. A to označením jednoho či více objektů jako (kořenový)
persistentní objekt. Kde veškeré objekty, jenž jsou dostupné s takhle označeného ob-
jektu, jsou taktéž persistentní. Neboli pokud máme persistentní kořenový objekt A,
který obsahuje referenci na objekt B a součásti objektu B jsou reference na objekty C
a D. Tak potom objekty B, C a D jsou také persistentní.
3.3.2 Identita objektu a ukazatele
V objektově orientovaných jazycích má každý transientní objekt svoji identitu – má svůj
jedinečný identifikátor. Tento jedinečný identifikátor objektu může být například adresa
paměti, kde se daný objekt nachází, a je unikátní jen v rámci běhu programu. To je pro
transientní objekty dostatečné, ale pro případ persistentních objektů je to nedostačující.
U persistentních objektů je nutné, aby jejich identita zůstala stejná i po ukončení pro-
gramu. K tomu účelu existují tzv. „persistentní ukazatele“ nebo-li oid (object identificator).
Tyto ukazatele nejsou závislé na pozici objektu v paměti či na místě uložení na disku. Dá
se na ně nahlížet, jako na ukazatele do databáze a pracovat s nimi stejně, jak s normálními
ukazateli do paměti.
3.3.3 Uložení a získáni persistentních objektů
Při ukládání objektu do objektové databáze je možné uložit buď celý objekt i s jeho me-
todami a definicí třídy, nebo do databáze uložit pouze data objektu a kód uložit zvlášť do
souboru. Druhý přístup je, díky jednoduchosti (není například třeba integrovat kompilátor),
častější.
Možností, jak získávat uložené objekty s databáze, je několik. Pojmenovat si objekty, jako
by to byly například názvy souborů, je jedna z cest. To se dá využít při práci s relativně
malým množství objektů. Pro větší množství objektů je výhodnější použít jejich oid, ty
mohou být uloženy externě. Třetím způsobem je uložení objektů do kolekcí a v programu
procházením této kolekce vyhledat požadovaný objekt.
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Kapitola 4
Ukládání objektů do databáze v
jazyce Java
V této kapitole Vám popíši základní informace o jazyce Java, ta je jedním z nejpopulárnějších
OOP jazyků (podle Tiobe indexu) a taky má největší podporu ze stran různých objektových
databází.
Dále Vás seznámím s některými vlastnostmi tohoto jazyka a technikami, které jednotlivé
frameworky používají (například pro implementaci ORM).
Poté popíši některé hlavní specifikace a API, které se ve světě Javy používají pro řešení
problému persistence objektů a persistence dat obecně.
A nakonec představím některá existující řešení, která na těchto specifikacích staví a
implementují jednotlivá API.
4.1 Java
Je třídně založený, objektově orientovaný a víceúlohový obecný programovací jazyk, který
byl vyvinut firmou Sun Microsystems. Ta jej v roce 2007 uvolnila pod svobodnou licencí
GNU GPL. V dnešní době je jazyk vyvíjen zejména firmou Oracle Corporation Inc., která
firmu Sun Microsystems odkoupila.
Syntaxe Javy je odvozena z jazyků C a C++, kterým je díky tomu v mnoha ohle-
dech podobná. Ale na rozdíl od těchto jazyků se zbavila konstrukcí, které často vedli k
(bezpečnostním) chybám. Jedná se hlavně o konstrukce umožňující přímou práci s pamětí
(ukazatele), o příkaz goto a také o bez znaménkové datové typy. Díky tomu, a silné typové
kontrole, jsou programy méně náchylné na bezpečnostní chyby.
Ruční správu paměti zde nahrazuje automatická správa. Tu zajišťuje garbage collector,
což je proces vyhledávající (sbírající) již nedostupnou alokovanou paměť (odpad), kterou
následně uvolní, aby mohla být znovu použita.
Další, včem se Java od jazyka C a C++ odlišuje, je to, že se výsledný program ne-
kompiluje přímo na instrukční sadu dané architektury, ale do mezijazyka tzv. „bajt kódu“
(soubory s příponou .class). Ty jsou teprve následně „interpretovány“ pomocí JVM (Java
Virtual Machine).
Automatická správa paměti a interpretovaný běh vedl, zejména v historii, k pomalejšímu
běhu výsledné aplikace. Pomalost způsobená garbage collectorem, se postupně ,s vynalézá-
ním lepších a rychlejších algoritmů, podařila minimalizovat.
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Výkonnostní problém, související s interpretací, vylepšila technika zvaná JIT (Just-in-
Time) kompilace (kompilace v době běhu). Jedná se o techniku, která dle statistiky kom-
piluje vhodné části kódu přímo do instrukční sady daného stroje. Tyto části kódu se při
opakovaném použití znovu neinterpretují, ale jsou provedeny přímo.
Výhoda JIT kompilace se projeví nejvíce u déle běžících aplikací, kde se vykonává stejný
kód dokola. Proto, a kvůli nutnosti načíst celý JVM při startu aplikace, je použití jazyka
Java na malé a krátce běžící aplikace nevhodné a neefektivní.
4.1.1 Reflexe a introspekce
Jednou ze zajímavých vlastností jazyka Java je reflexe. Ta umožňuje prozkoumávat a mo-
difikovat strukturu a chování (například proměnné, atributy, metadata a funkce) objektu
přímo za běhu 4.1. To je velmi užitečné zejména pro různé frameworky a reflexe se také
hojně využívá při metaprogramování.
public class User {
/*
... Some fields declaration ...
*/
public String getName() {
return this.name;
}
public void printName() {
// Get name with reflection




Obrázek 4.1: Volání metody pomocí reflexe.
Jedná se o pokročilou vlastnost jazyka, jenž umožňuje provádět operace, které by jinak
nebylo možné provádět. Umožňuje obejití zapouzdření (zpřístupňuje privátní členy) a nese
tedy riziko narušení správného běhu programu. Díky tomu, a kvůli nemalé režii navíc, by
měla být reflexe používána co nejméně a jen lidmi s dostatečnými znalostmi.
Introspekce využívá reflexe a umožňuje získání informací o objektu, jako je například
seznam všech funkcí, atributů, implementovaných rozhraní nebo název třídy 4.2.
String someObject = "Some text";
// This print "String"
System.out.println(someObject.getClass().getName());
Obrázek 4.2: Výpis názvu třídy pomocí introspekce.
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4.1.2 Bytecode enhancement
Podobné možnosti jako reflexe nám nabízí i bytecode enhancement. Jedná se o proces, při
kterém se přímo modifikuje výsledný „bajt kód“ (obsah souboru s příponou .class), a
který se na rozdíl od reflexe neprovádí stále dokola v každém běhu, ale pouze jen jednou, a
to buď po kompilaci nebo při prvním načtení třídy.
Z toho vyplývá hlavní výhoda oproti reflexi, kterou je rychlost a celkově malá režie navíc.
Na druhou stranu je implementace složitější a náročnější, než je v případě reflexe.
Existuje několik knihoven (frameworků), které umožňují a usnadňují bytecode enhance-





Jednou z velmi zajímavých a užitečných vlastností jazyka Javy je podpora anotací. Jedná
se o speciální druh metadat, které by se dali přirovnat k dokumentačním komentářům. S
tím rozdílem, že na anotace je možno se dotazovat pomocí reflexního API.
Samotné anotace nijak přímo neovlivňují činnost kódu, který je nimi anotován a mohou
jím být předávány parametry. Mají široké využití a zejména se využívají pro:
• Dodatečné informace pro kompilátor – Kompilátor může využít informací z anotací k
detekci či potlačení chyb.
• Zpracování v době kompilace či nasazení – Nástroje mohou zpracovávat anotace a
využít je ke generování například XML souborů a podobně.
• Zpracování v době běhu (runtime) – Některé anotace mohou být zpřístupněny a vyu-
žity přímo v době běhu samotné aplikace.
Jazyk Java poskytuje několik vestavěných anotací, které se dají rozdělit do dvou skupin.
Na anotace aplikované na kód a na anotace aplikované na jiné anotace.
Anotace aplikované na kód
• @Override – Kontroluje zda daná metoda opravdu přepisuje metodu některé ze
svých nadřazených tříd. Varování při kompilaci, pokud tomu tak není.
• @Deprecated – Označuje anotovanou metodu jako „zastaralou“ . Použití takovéto
metody způsobuje varování při kompilaci.
• @SuppressWarnings – Potlačuje některá varování během kompilace. To která
varovaní se mají potlačit je určeno parametrem této anotace.
• @SafeVarargs – Využívá se u metod či konstruktorů, u kterých zakazuje po-
užívaní potencionálně nebezpečných operací nad daným varargs parametrem.
Jakákoliv varování typu "unchecked", související s operacemi nad varargs jsou
zde automaticky potlačena.
• @FunctionalInterface – Tato anotace byla přidána do Javy SE 8, indikuje že
deklarace typu by měla být rozhraním funkce.
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Anotace aplikované na jiné anotace (meta anotace)
• @Retention – Určuje způsob uložení anotace. Zda bude pouze součástí kódu,
nebo se skompiluje do výsledného .class souboru a nebo bude dostupná za
běhu skrze reflexi.
• @Documented – Využívá se pro zahrnutí anotace do dokumentace.
• @Target – Omezuje rozsah platnosti, na co může být anotace aplikována (třída,
metoda . . . ).
• @Inherited – Anotace se dědí do odvozených tříd.
• @Repeatable – Anotaci je možno na jeden element aplikovat vícekrát (např. s
různými parametry). Tato anotace je součástí Javy 8 SE.
Použití anotací je snadné, stačí jen požadovanou anotací uvést–napsat před prvek, který
chceme anotovat. Anotovat můžeme například třídy, metody, proměnné, parametry nebo
balíčky. Na ukázce kódu 4.3 vidíme základní použití vestavěné anotace.
public class Shape {
public long getArea() {
return 0;
}




public class Square extends Shape {
int edge = 5;
@Overrride
public long getArea() {
return 4 * edge;
}
@Overrride
public long getPerimeter() {
return edge * edge;
}
}
Obrázek 4.3: Ukázka použití vestavěné anotace @Override.
Krom vestavěných anotací Java podporuje i obecné uživatelsky definované anotace. Ty
se deklarují podobně jako rozhraní za pomocí klíčového slova @interface (oproti deklaraci
rozhraní je zde navíc zavináč). Na výpise 4.4 můžeme vidět jednoduchý příklad deklarace
uživatelské anotace (4.4a) a její použití (4.4b). Tato jednoduchá anotace je dostupná za
běhu (RetentionPolicy.RUNTIME), nese název Element a má jeden parametr value typu
String.
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(a) Deklarace runtime anotace s jedním parametrem.
@Retention(value=RetentionPolicy.RUNTIME)
@Target(value=ElementType.TYPE)
public @interface Element {
String value();
}
(b) Použití vlastní anotace s parametrem.




* If annotation has only one parameter






Obrázek 4.4: Ukázka kódu uživatelsky definované anotace
4.2 Specifikace a API
V předchozí části jsem stručně představil jazyk Java a některé jeho vlastnosti, které nějak
souvisí s možností ukládání objektů jazyka Java do databáze. V této části se zaměřím na
specifikace, jenž popisují způsob, jak ukládat data do databáze a definují API, které se pro
tyto účely má používat.
4.2.1 JDBCTM
JDBC někdy též označováno jako Java Database Connectivity je základní aplikační rozhraní
(API) jazyka Java pro přístup k relačním databázím. Přesněji pro přístup k jakýmkoliv
tabulkovým datům, jelikož JDBC podporuje například i soubory obsahující tabulková data
[7, 11].
JDBC se skládá z množství tříd a rozhraní umožňující jednotný přístup k relačním datům
a provádění (SQL) dotazů nad nimi. Základní tři funkce, které JDBC nabízí jsou:
• Připojení k databázi nebo libovolném zdroji tabulkových dat.
• Poslání SQL dotazu na zdroj dat.
• Zpracování výsledku dotazu.
Jednoduchý příklad těchto tří funkcí za použití JDBC API jsem znázornil na ukázce
kódu 4.5.
Výhodou aplikace používající JDBC API je možnost přistupovat jednotně k libovolnému
zdroji dat na libovolné platformě, kde běží JVM. Jinak řečeno, s JDBC API není třeba
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Statement stmt = connection.createStatement();
// Run query over data source.
ResultSet rs =
stmt.executeQuery("SELECT intVal, stringVal FROM TableName");
// Iterate over results.
while (rs.next()) {
int intVal = rs.getInt("intVal");
String stringVal = rs.getString("stringVal");
}
Obrázek 4.5: Základního použití JDBC API.
pro každou odlišnou relační databázi (MySQL, PostgreSQL, Oracle atd.) psát vlastní verzi
aplikace, ale postačí pouze jedna aplikace využívající JDBC API. A díky JVM bude možné
použít stejnou verzi aplikace i na odlišných platformách.
4.2.2 Object Data Management Group
Object Data Management Group (ODMG) byla skupina založena za účelem vytvoření speci-
fikace a standardizace pro persistenci objektů. Tato persistence měla být přenositelná a tudíž
nezávislá na platformě a zvoleném OOP jazyku. Specifikace pokrývala jak přímo objektové
databáze, tak i ORM řešení.
Za dobu svojí existence vydala tato skupina několik specifikací. Tou poslední byla speci-
fikace The Object Data Standard: ODMG 3.0 [4]. Po této specifikaci byla skupina rozpuštěna.
Základními body této specifikace byly:
• Object Model
• Object Specification Languages
• Object Query Language (OQL)
• C++ Language Binding
• Smalltalk Language Binding
• Java Language Binding
Tato specifikace se ve světě objektových databází a ORM řešení příliš neujala. Několik
komerčních objektových databází sice prohlašovalo kompatibilitu s touto specifikací, ale
často se jednalo jen o podporu některých bodů této specifikace. Ve světě jazyka Javy byla
ODMG specifikace nahrazena specifikací Java Data Objects (JDO). JDO částečně vycházela




Enterprise JavaBeans (EJB) je část API, které je součástí Java Platform, Enterprise Edition
(Java EE, dříve označovaná jako Java 2 Enterprise Edition nebo J2EE).
Kromě věcí jako je transakční zpracování nebo bezpečnost, poskytuje EJB API podporu
pro persistenci objektů (nazývaných entity beans).
Tato podpora persistence byla v první verzi EJB příliš složitá a komplikovaná. Dalo by
se říci, že při tvorbě této specifikace, přemýšleli její tvůrci až příliš moc abstraktně. Což
ironicky vedlo k tomu, že tato komplikovaná a složitá specifikace neřešila některé základní
problémy persistence. Občas se říká, že persistence v první verzi EJB specifikace se stala
lékem na neexistující nemoc.
Velkou část problému persistence vyřešila druhá verze specifikace EJB (EJB 2.0). Pro-
blémem však nadále zůstávala složitost, která byla i nadále hodně velká. Tu měly částečně
řešit pomocné nástroje, ale jejich vývoj byl velmi pomalý. Takže vývojáři řešili komplexitu
EJB stále dokola, bez výhledu na lepší zítřky.
To bylo částečně i důvodem pro vznik dalších proprietárních řešení a specifikací pro
persistenci (TopLink, Hibernate, JDO atd.).
4.2.4 Java Data Objects
Java Data Object (JDO) poskytuje rozhraní pro transparentní persistenci objektového mo-
delu jazyka Java u transakčních datových úložišť. To umožňuje definovat objektový model,
využívající všech dovedností poskytovaných jazykem Java, a zajistit namapování dat mo-
delu na různorodá datová úložiště. Díky čemuž není třeba znát a učit se odlišný jazyk pro
datové modelování, jako je například jazyk SQL.[8].
Jinými slovy, JDO je definice rozhraní pro persistenci objektů v jazyce Java, která popi-
suje způsob ukládání, dotazování a získávání objektů z datového úložiště. To vše se provádí
transparentně, takže není třeba nijak modifikovat třídy a je možné požívat stejný kód nad
různými typy datových úložišť (relační databáze, objektové databáze, souborové systémy a
XML soubory)[12].
Podrobnější informace o JDO, jak funguje[6] a jak se používá[16] si můžou zájemci přečíst
z některých knih co o JDO byly napsány.
Stejně jako ODMG se tato specifikace ve světě Javy příliš neuchytila, ačkoliv se objevilo
několik řešení od různých poskytovatelů a dokonce vznikly i některé otevřené implementace.
Tak do dnešní doby jich přežilo jen velmi málo. Seznam aktivně vyvíjených JDO implemen-
tací v dnešní době:
• DataNucleus – Otevřená referenční implementace JDO (JDO 3.1).
• ObjectDB – Komerční řešení , možnost omezeného využití zdarma (JDO 2.01).
• Versant – Komerční objektová databáze s podporou různých API (JDO 2.0).




1Na podpoře JDO 3 se pracuje.
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Důvodů proč se JDO specifikace neuchytila je více. Někteří zastávají názor, že hlavním
důvodem byla nutnost upravovat bajt kód (bytecode enhancement) doménových objektů,
což v době kdy JDO specifikace vznikla, nebyl zrovna osvědčený, spolehlivý a tudíž populární
způsob. Dalším důvodem byla specifikace dotazovacího jazyku, který se až příliš zaměřoval
na objektové databáze. Což příliš nevyhovovalo poskytovatelům relačních databází, pro které
byl tento jazyk nevhodný. A jelikož tehdejší i dnešní trh se stále mnohem více točil okolo
relačních databází než objektových, k velkému rozšíření JDO implementací nedošlo.
4.2.5 Java Persistence API
Java Persistence API (JPA) je odlehčený framework pro persistenci v jazyce Java, založený
na POJO (Plain Old Java Objects)[9].
JPA specifikace (aktuální verze je 2.1[5]) patří do rodiny specifikací EJB 3, ale je defi-
nována samostatně a lze jí tudíž využít jak v Java EE tak i v Java SE. To je samozřejmě
velkou výhodou oproti persistenci používané v EJB 2.
Další výhodou oproti EJB 2 je celkové zjednodušení, což souvisí s možností definovat
potřebná metadata nejen pomocí XML, ale lze k tomuto účelu využít i anotace. Ty jsou
na rozdíl od XML souboru přímo součástí zdrojového kódu, tudíž jsou přehlednější, a lze je
snadněji udržovat.
Na rozdíl od JDO, která je starší, se JPA zaměřuje primárně na relační databáze, tedy
na objektově relační mapování. Existují sice některé implementace JPA nad nerelačními
databázemi, ale to je mimo rozsah specifikace JPA. Dá se tedy říct, že JDO je oproti JPA o
něco rozsáhlejší specifikací, která toho umí víc. Ale i přesto se větší popularitě těší specifikace
JPA.
Důvodem je nejspíše fakt, že v dnešní době jsou relační databáze stále nejpoužívanějším
řešením. A jak už jsem řekl, JDO sice podporuje i relační databáze, ale její API, hlavně
dotazovací jazyk, je až příliš svázán s objektovými databázemi. Což oproti dotazovacímu
jazyku používanému v JPA, který je naopak zaměřen na relační databáze, je velká nevýhoda.
Díky své popularitě má JPA hned několik implementací, a to jak komerčních tak i
otevřených. Následuje seznam některých z nich.
• Hibernate – Jeden z nejpopulárnějších ORM frameworků v dnešní době, používá
vlastní API, nad kterým ale existuje i JPA implementace.
• DataNucleus – Velmi zajímavé svobodné řešení, které podporuje velké množství da-
tových úložišť, ke kterým je možno přistupovat jak přes JDO tak i přej JPA.
• Batoo JPA – Poměrně nová svobodná JPA implementace, která na svých stránkách
tvrdí, že je nejrychlejší implementací JPA na světě.
• OpenJPA – Další svobodná implementace JPA, tentokrát s dílny The Apache Software
Foundation.
• TopLink – Je jedno z nejstarších ORM řešení od firmy Oracle. TopLink je součástí
Glassfish aplikačního serveru.
• EclipseLink – Je další velmi populární ORM framework, který je součástí Java EE
serveru tomcat. Jedná se o referenční implementaci JPA. Původní kód vychází s To-
pLinku.
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• ObjectDB – Komerční řešení, jedná se o objektovou databázi, ke které je možno při-
stupovat skrze JPA nebo JDO. Je to právě jeden ze zástupců, který podporuje JPA
nad databází, která není relační.
4.2.6 Proprietární řešení
Krom výše zmíněných specifikací, mají Java vývojáři ještě další možnost jak řešit persistenci.
Tou možností jsou produkty třetích stran, které nabízí vlastní proprietární API. Toto řešení
bylo (a stále je) velmi populární. Výhodou těchto řešení je nezávislost na konkrétním procesu
schvalování změn. Tím je myšleno to, že například JPA specifikace se mění jen velmi málo a
jakákoliv změna znamená schvalovací proces. A ten se může někdy velmi protáhnout. Díky
tomu JPA specifikace nemůže dynamicky reagovat na potřeby vývojářů.
Na rozdíl od toho, různé produkty třetích stran, nejsou takto omezovány. Tudíž mohou
mnohem jednodušeji a rychleji přidávat potřebnou funkcionalitu. A tím se stávají mnohem
atraktivnějším řešením. Ale i toto má svoji cenu. Pokud se vývojář rozhodne použít pro
persistenci produkt třetí strany a tento produkt se časem přestane vyvíjet, nebo se změní
například licenční podmínky. Tak má vývojář problém, který musí řešit, což nemusí být
vždy snadné. A může to vést k potřebě přepsat část aplikace.
U JPA toto nehrozí, jelikož se nejedná o konkrétní produkt, ale o specifikaci API, pro
které existuje hned několik implementací. Takže v případě ukončení vývoje jedné implemen-
tace, je teoreticky (i prakticky, ale nemusí to být vždy zcela bezbolestné) možné přejít na
jinou implementaci.
Asi nejznámějším a nejpopulárnějším proprietárním řešením je Hibernate, který jak jsme





Pro účely testování výkonu jednotlivých objektových databází a ORM frameworků jsem
vytvořil jednoduchou Java aplikaci. Ta implementuje řadu testů, při kterých se ověří vý-
konnost CRUD operací jednotlivých řešení, při práci se stromovými strukturami. Seznam
jednotlivých testů s popisem:
• Generování stromové struktury – V tomto testu se na vytváří potřebná stromová struk-
tura, která je pak nadále využívána dalšími testy. Zde se ověřuje rychlost zápisových
operací.
• Nalezení kořene – Tento test má za úkol najít kořen (root) daného strumu v databázi.
Testování rychlosti jednoduchého vyhledávání z databáze.
• Aktualizování kořene – Zde se testuje rychlost jednoduché aktualizace záznamu v
databázi.
• Nalezení listů – Zde se ověřuje rychlost nalezení a načtení množiny dat s databáze.
Daný test nalezne všechny koncové uzle (listy) stromu.
• Přidání listů – Kombinace operací vytváření a aktualizování záznamů. Ke každému
listu přidá zadaný počet dalších uzlů.
• Nalezení uzlů dle hodnoty (procházením) – Pomocí procházení celé stromové struktury,
hledá uzly s určitou hodnotou. Zde se testuje jak efektivně je spravován strom (Pozdní
načítání atd.).
• Nalezení uzlů dle hodnoty (dotazem) – Zde se opět hledají uzly s danou hodnotou, ale
tentokrát se místo procházení stromu využívá dotazu na databázi. testování operací
vyhledávání a čtení.
• Průchod stromem – Algoritmus prochází strom podle zadané sekvence (indexy uzlů).
Zde se opět testuje efektivita načítaní pod uzlů.
• Binární strom – Zde je vygenerovaný strom přetransformován na binární strom, jed-
notlivé uzly jsou seřazeny dle jejich hodnoty vzestupně. Testování komplikovanějších
aktualizačních dotazů.
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• Prohození potomků kořene – Prohození levého a pravého podstromu. Ověření kvality
implementace jednoduchých swap operací.
• Průchod binárním stromem – Stejné jako průchod stromem, akorát skrze binární
strom.
• Výpočet výšky stromu – Zjistí výslednou výšku stromu, ověření rychlosti průchodu
stromu a také částečné ověření zda všechny předchozí operace se provedli správně.
• Promazání stromu – Provede se smazání hlavního uzlu, které vyvolá kaskádovité pro-
mazání zbytku stromu. Ověření výkonu operací kaskádového mazání.
Použití
Program se spouští bez parametrů, veškerá konfigurace se provádí pomocí konfiguračního











Obrázek 5.1: Ukázka vzorového nastavení aplikace Bench4JOD
bench4jod.generator.persistenceUnitName Tato volba určuje název konfigurace, kte-
rou chceme testovat. Jinými slovy touto volbou vybíráme poskytovatele persistence a
datové úložiště použité při testu. Na výběr máme z těchto konfigurací:
• hb-mysql – Kombinace Hibernate a MySQL databáze.
• hb-pgsql – Kombinace Hibernate a PostgreSQL databáze.
• hb-hsql-f – Kombinace Hibernate a HBase databáze (soubor).
• hb-h2-f – Kombinace Hibernate a H2 databáze (soubor).
• elink-mysql – Kombinace EclipseLink a MySQL databáze.
• elink-pgsql – Kombinace EclipseLink a PostgreSQL databáze.
• elink-hsql-f – Kombinace EclipseLink a HBase databáze (soubor).
• elink-h2-f – Kombinace EclipseLink a H2 databáze (soubor).
• batoo-mysql – Kombinace BatooJPA a MySQL databáze.
• batoo-pgsql – Kombinace BatooJPA a PostgreSQL databáze.
• batoo-hsql-f – Kombinace BatooJPA a HBase databáze (soubor).
• batoo-h2-f – Kombinace BatooJPA a H2 databáze (soubor).
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• ojpa-mysql – Kombinace OpenJPA a MySQL databáze.
• ojpa-pgsql – Kombinace OpenJPA a PostgreSQL databáze.
• ojpa-hsql-f – Kombinace OpenJPA a HBase databáze (soubor).
• ojpa-h2-f – Kombinace OpenJPA a H2 databáze (soubor).
• dn-mysql – Kombinace DataNucleus a MySQL databáze.
• dn-pgsql – Kombinace DataNucleus a PostgreSQL databáze.
• dn-hsql-f – Kombinace DataNucleus a HBase databáze (soubor).
• dn-h2-f – Kombinace DataNucleus a H2 databáze (soubor).
• orientdb – Orient objektová databáze (vlastní API).
• objectdb – ObjectDB databáze (JPA).
• db4o – DB4O databáze (vlastní API).
bench4jod.generator.variant Touto volbou určujeme způsob generování stromu. Možné
varianty jsou:
• FIX_HEIGHT – Varianta při které bude vygenerován strom, jenž bude mít výšku
dle nastavené hodnoty.
• FIX_NODE_COUNT – Při této variantě se neurčuje výška stromu, ale její celkový
počet uzlů.
bench4jod.generator.treeHeight Určuje výšku stromu. Aplikuje se jen v případě vari-
anty FIX_HEIGHT.
bench4jod.generator.numberOfChildren Počet jednotlivých větví (potomků) v případě
varianty FIX_HEIGHT.
bench4jod.generator.numberOfNodes Udává celkový počet vygenerovaných uzlů v pří-
padě varianty FIX_NODE_COUNT.
bench4jod.generator.minChildren U varianty FIX_NODE_COUNT udává minimální počet
potomků jednotlivých uzlů.
bench4jod.generator.maxChildren U varianty FIX_NODE_COUNT udává maximální počet
potomků jednotlivých uzlů.
bench4jod.benchmark.cleanCache Zajišťuje zda-li se má během jednotlivých pod testů
promazávat dočastnou paměť. Nastavit lze buď true nebo false.
bench4jod.benchmark.findNodeValue Hodnota této konfigurační volby, je použita při
testu hledání uzlů s danou hodnotou. Jedná se o variantu testu, která uzly hledá
postupným procházením. Hodnotou může být libovolné celé číslo.
bench4jod.benchmark.findNodeDbValue Tato hodnota je použita pro test hledání uzlů s
danou hodnotou, ale ne pomocí procházení (jako v předchozím bodě), nýbrž pomocí
dotazu.
bench4jod.benchmark.explorePath Zde se uvádí sekvence čísel oddělených čárkou, urču-
jící způsob procházení stromu. A to tak, že číslo 0 znamená prvního potomka zleva,
číslo 1 znamená druhého potomka zleva a tak dále. Takže sekvence 0,1 by znamenala
projít strom od keřene k jeho prvnímu potomku zleva, a od tohoto potomku přejít na
jeho druhý potomek zleva.
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5.2 Testovací sestava
5.2.1 HW a SW konfigurace
Veškeré testy byly prováděny na stejném HW se stejným nastavením a to samé platí i pro
celou SW výbavu. Základní konfigurace počítače je popsána v tabulce 5.1.
Procesor AMD FX(tm)-4100 Quad-Core Processor
Operační paměť 8GB DDR3 (1333MHz)
Pevný disk ATA SAMSUNG HD103SJ (1GB, 7200 rpm, 32MB cache)
Grafická karta AMD Radeon HD 7770
Základní deska ASRock 970 Pro3
Operační systém ArchLinux 2013.05.01 (Linux 3.9.1 x86_64)
Souborový systém BTRFS













Tabulka 5.1: Testovací sestava
5.3 Metodika testování
Testování bude probíhat pokaždé na stejné hardwarové i softwarové konfiguraci (viz. pod-
kapitola testovací sestava). Aby se zabránilo zkreslení výsledků, budou během testování
spuštěny jen nejnutnější aplikace potřebné pro běh testu. Pokud nebude uvedeno jinak, tak
jsou veškeré nástroje, databázové systémy a podobně ve výchozí konfiguraci. Tím je myš-
leno, že v případě jakéhokoliv optimalizací určitého programu, budou tyto změny u daného
testu uvedeny.
Samotné měření bude probíhat následovně:
1. Zvolení konfigurace (testu), kterou chceme testovat.
2. Příprava konfigurace aplikace pro daný test.
3. Příprava potřebných nástrojů (nastartování databáze atd.).
4. Promazání systémových dočasných pamětí (echo 3 > /proc/sys/vm/drop_caches).
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5. Spuštění vybraného testu.
6. Zapsání výsledků testu.
7. Pokud máme tři výsledky a jejich standardní odchylka je menší jak 10% nebo máme
výsledků pět, tak test ukončíme a jako výsledek určíme aritmetický průměr všech
naměřených hodnot. V opačném případě se vracíme na bod 4.
5.4 Testování výkonu objektových databází
V této podkapitole se pustím do samotného testování objektových databází. Mezi testované
databáze, které jsem pro účel své práce zvolil. Patří databáze DB4O, OrientDB a ObjectDB.
Důvodem výběru těchto tří, byla dostupnost zdarma a aktivní vývoj (na obrázku 5.2 je
přehled jejich vlastností). ObjectDB je sice komerční databáze, ale pro omezené potřeby
(max 10 entitních tříd a 1 milión instancí entit) je možně ji využívat zcela bez poplatků.
Výsledky jednotlivých testů vidíme na obrázcích 5.4a až 5.4n.
Obrázek 5.2: Přehled vlastností
5.5 Testování výkonu objektově relačního mapování
V této podkapitole se pustím do samotného testování JPA (ORM) frameworků. Mezi testo-
vané JPA implementace jsem zařadil Hibernate, EclipseLink,OpenJPA, DataNucleus a Ba-
tooJPA (přehled základních vlastností a informací je na obrázku 5.3). Jednotlivé výsledky
testů vidíme na obrázcích 5.5a až 5.5n.
Obrázek 5.3: Přehled vlastností
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(a) Generování stromové struktury [ms] (b) Nalezení kořene [ms]
(c) Aktualizování kořene [ms] (d) Nalezení listů [ms]
(e) Přidání listů [ms] (f) Nalezení uzlů (procházením) [ms]
(g) Nalezení uzlů (dotazem) [ms] (h) Průchod stromem [ms]
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(i) Binární strom [ms] (j) Prohození potomků kořene [ms]
(k) Průchod binárním stromem [ms] (l) Výpočet výšky stromu [ms]
(m) Promazání stromu [ms] (n) Celkový čas [ms]
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(a) Generování stromové struktury [ms]
(b) Nalezení kořene [ms]
29
(c) Aktualizování kořene [ms]
(d) Nalezení listů [ms]
30
(e) Přidání listů [ms]
(f) Nalezení uzlů (procházením) [ms]
31
(g) Nalezení uzlů (dotazem) [ms]
(h) Průchod stromem [ms]
32
(i) Binární strom [ms]
(j) Prohození potomků kořene [ms]
33
(k) Průchod binárním stromem [ms]
(l) Výpočet výšky stromu [ms]
34
(m) Promazání stromu [ms]
(n) Celkový čas [ms]
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Kapitola 6
Analýza a porovnání výsledků
6.1 Objektové databáze
Když se podíváme na výsledky jednotlivých testů objektových databází (grafy na obrázcích
5.4a až 5.4m). Zjistíme že v sedmi testech ze třinácti, tedy ve více než v polovině případů,
zvítězila databáze ObjectDB. Což odpovídá i celkovému výsledku, kde celkový čas všech
testů využívajících tuto databázi, je přibližně dva a půl krát až čtyři a půl krát menší než
u konkurenčních produktů.
Jediným testem ze zbylých šesti, kde si ObjectDB vedlo výrazněji hůře než jeho kon-
kurence, byl test nalezení listů stromu. Důvodem je chybějící podpora některých operací v
jazyce JPQL pro kolekce (v tomto případě podpora funkcí EMPTY a NOT EMPTY)1. Z tohoto
důvodu bylo třeba kód pro nalezení listů v případě ObjectDB rozdělit na dva samostatné
dotazy. Což je hlavním důvodem ztráty rychlosti.
Druhou nejrychlejší objektovou databází je dle celkového grafu (obrázek 5.4n) databáze
DB40. Ta byla pomalejší oproti ObjectDB hlavně v testech, kde se vytvářely nebo aktua-
lizovaly data. Co se prohledávacích (čtecích) operací týče, zde byla DB4O většinou i mírně
rychlejší než ObjectDB.
Nejpomalejším řešením se ukázala sada testů využívající NoSQL databázi OrientDB.
Která nejvíce propadla v testu generování binárního stromu (graf 5.4i) a v testu promazávání
stromu (graf 5.4m).
6.2 Objektově relační mapování
Z výsledků na grafech 5.5a až 5.5n můžeme vyčíst hned několik informací. Jednou z informací
je, který relační databázový backend byl nejrychlejší. A to je HyperSQL a H2 SQL engine.
Tyto dva databázový backendy podaly ve výsledku skoro shodné výsledky v závislosti na
poskytovateli ORM. Velkou roli zde hraje to, že se používali v režimu „embedded“ , tedy
jako úložiště sloužil lokální soubor, ke kterému bylo přistupováno přímo přes knihovnu a ne
přes síťový protokol (klient–server režim), jako tomu bylo v případě MySQL a PostgreSQL.
Další informací, kterou můžeme zjistit je, že v případě Hibernate a EclipseLink je MySQL
backend až 2x rychlejší než PostgreSQL backend. A naopak v případě DataNucleus a Ope-
nJPA je zase o něco málo rychlejší PostgreSQL backend než MySQL. To bych přisuzoval
tomu, že EclipseLink i Hibernate jsou více vyspělé a rozšířenější implementace, které se
1Na podpoře těchto funkcí se již pracuje, a v budoucnu by se v ObjectDB měly objevit.
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logicky zaměřují více na optimalizace pro databázi MySQL, která je populárnější, než pro
PostgreSQL.
Krom informací o výkonu jednotlivých backendech, jsou z grafů patrné i informace o
jednotlivých ORM řešeních. Pokud nebudu brát v potaz PostgreSQL backend, u kterého
jsou největší výkyvy, a který se nepodařilo zprovoznit v kombinaci s BatooJPA. Tak nej-
rychlejší JPA implementací by bylo BatooJPA. Na druhém místě by následoval Hibernate.
Třetí příčku by obsadil EclipseLink. A čtvrtou pozici by obdržela implementace OpenJPA.
Nejhorší výkon předvedla platforma DataNucleus.
6.3 Srovnání OODBMS a ORM
V předchozích odstavcích jsem porovnal zvlášť objektové databáze a zvlášť řešení na bázi
ORM. Samozřejmě je zajímavé i porovnání mezi výkonem ORM řešení a objektovými data-
bázemi. Ale aby toto porovnání mělo význam, je třeba vzít v úvahu, že všechny tři testované
objektové databáze komunikovali s databází přímo na úrovni souborového systému. Tudíž
nemá velký smysl, porovnávat jejich výkon například s ORM řešením bežícím nad MySQL
databází v režimu klient server, kde je třeba brát v potaz režii spojenou s komunikačním
protokolem a komunikací po síti celkově.
Proto se v následujícím textu omezím jen na porovnání objektových databází s ORM
řešeními, které přistupují k datům, také přímo přes souborový systém, tedy na databáze
HyperSQL a H2 SQL.
Výsledné porovnání těchto databází můžete vidět na obrázku 6.1 (zelená – ORM, červená
– OODBMS). Z tohoto grafu vidíme, že celkově nejrychlejším řešením je použití objektové
databáze ObjectDB, která je stále minimálně 2x rychlejší, než kterékoliv jiné řešení.
Co se týče ostatních objektových databází, tak zde je výkon podobný jako u objektově
relačního mapování.




Mým cílem v této práci bylo seznámit čtenáře s problematikou persistence objektů a jejich
stavů v OOP jazycích, zejména v programovacím jazyce Java. Ale i přes zaměření na tento
programovací jazyk, jsou informace uvedené v této práci platné z velké části i pro ostatní
OOP jazyky. Toto platí zejména pro první dvě teoretické kapitoly.
Ve zbylých kapitolách jsem se více zaměřil na popis jazyka Javy a jednotlivých nástrojů
a specifikací, jenž jsou v tomto jazyce využívány pro persistenci dat.
Během psaní této práce, jsem si rozšířil svoje znalosti o hodně zajímavých informací.
A během implementace podpůrného programu, jenž jsem využil pro testování výkonu jed-
notlivých nástrojů, jsem narazil na několik zajímavých problémů. A to zejména na fakt, že
specifikace je jedna věc, ale implementace je věc druhá.
Ačkoliv všechny mnou testované ORM nástroje by měli splňovat JPA specifikaci, jen
málo kdy se podařilo napsat kód využívající JPA API tak, aby běžel ve všech mnou testo-
vaných implementacích.
Asi nejméně problematickými nástroji byly v tomto směru Hibernate a EclipseLink.
Největší potíže jsem měl s DataNucleus, u kterého se mi jeden test nepodařilo implementovat
vůbec.
Docela zábavná byla i situace, kdy jedna implementace (BatooJPA) měla prohozený
význam funkcí EMPTY a NOT EMPTY. Což na můj popud bylo vývojáři rychle opraveno, ale
bohužel jen částečně. Sice opravili toto chování v kódu, ale při snaze zkompilovat opravenou
verzi, to zhavarovalo na jednotkových testech, kde se stále počítalo se špatným chováním
těchto funkcí.
Naštěstí se jedná o otevřený software, jenž má svůj kód dostupný na githubu, takže
nebyl problém si vytvořit kopii repositáře a opravit rozbité testy. Na můj požadavek začlenit
tuto opravu bylo zareagováno opravdu rychle. To hodnotím velmi pozitivně. Dokonce jsem
během testování narazil i na pár dalších chyb, které jsem touto cestou odstranil. Takže
bylo nakonec možné tuto implementaci zařadit do mého testování, tedy až na výjimku
PostgreSQL databáze, s touto databází se mi testy nepodařilo provést a na nalezení a
opravení chyby mi již nezbyl čas.
Další zajímavý problém jsem měl s OpenJPA implementací. Zde se sice nejednalo o
problém nesouladu specifikace a implementace, ale o výkonnostní potíže při určitém typu
operací. To některé mé testy degradovalo natolik, že jejich provedení trvalo místo obvyklých
pár vteřin i několik desítek minut. Naštěstí pár dní před odevzdáním této práce vyšla ak-
tualizovaná verze této implementace. Kde se již naštěstí tento problém nevyskytoval, takže
výsledky uvedené v páté kapitole nejsou tímto nijak poznamenány.
Porovnání jednotlivých nástrojů bylo zaměřeno na jejich výkon, tedy na rychlost jednot-
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livých operací. Což je jeden z nejzákladnějších a nejzajímavějších faktorů při volbě daného
nástroje. Na druhou stranu zde existuje prostor pro rozšíření práce o měření dalších faktorů.
A to zejména měření nároků na systémové prostředky jako je procesor, operační paměť nebo
velikost zabraného místa na disku.
Jelikož veškeré testy jsem prováděl s výchozím nastavením jednotlivých nástrojů. Je zde
i možnost zaměřit se na optimalizaci nastavení jednotlivých nástrojů a databází. Ale rozsah
tohoto téma by vydal na samostatnou práci.
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• BP – Adresář se zdrojovými kódy bakalářské práce.
• xkozak11.pdf – Samotná bakalářská práce.
• Bench4JOD – Adresář se zdrojovými kódy aplikace.
• navod.txt – Textový soubor s popisem spuštění a používání aplikace.
• vysledky.ods – Sešit s naměřenými daty a grafy.
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