Today's JavaScript applications are composed of scripts from different origins that are loaded at run time. As not all of these origins are equally trusted, the execution of these scripts should be isolated from one another. However, some scripts must access the application state and some may be allowed to change it, while preserving the confidentiality and integrity constraints of the application.
Introduction
JavaScript is used by 93.1% 1 of all the websites. Most of them rely on third-party libraries for connecting to social networks, feature extensions, or advertisement. Some of these libraries are packaged with the application, but others are loaded at run time from origins of different trustworthiness, sometimes depending on user input. To compensate for different levels of trust, the execution of dynamically loaded code should be isolated from the application state.
Today's state of the art in securing JavaScript applications that include code from different origins is an all-or-nothing choice. Browsers apply protection mechanisms, such as the same-origin policy [33] or the signed script policy [36] , so that scripts either run in isolation or gain full access.
While script isolation guarantees noninterference with the working of the application as well as preservation of data integrity and confidentiality, there are scripts that must have access to part of the application state to function meaningfully. As all included scripts run with the same authority, the application script cannot exert fine-grained control over the use of data by an included script.
Thus, managing untrusted JavaScript code has become one of the key challenges of present research on JavaScript [2, 15, 5, 6, 32, 25, 30, 24, 23, 12] . Existing approaches are either based on restricting JavaScript code to a statically verifiable language subset (e.g., Facebook's FBJS [8] or Yahoo's ADsafe [1] ), on enforcing an execution model that only forwards selected resources into an otherwise isolated compartment by filtering and rewriting like Google's Caja project [11] , or on implementing monitoring facilities inside the JavaScript engine [32] .
However, these approaches have known deficiencies: the first two need to restrict usage of JavaScript's dynamic features, they do not apply to code generated at run time, and they require extra maintenance efforts because their analysis and transformation needs to be kept in sync with the evolution of the language. Implementing monitoring in the JavaScript engine is fragile and incomplete: while efficient, such a solution only works for one engine and it is hard to maintain due to the high activity in engine development and optimization.
Contributions
We present the design and implementation of DecentJS, a sandbox for JavaScript which enforces noninterference (integrity and confidentiality) by run-time monitoring. Its design is inspired by revocable references [39, 26] and SpiderMonkey's compartment concept [41] .
Compartments create a separate memory heap for each website, a technique initially introduced to optimize garbage collection. All objects created by a website are only allowed to touch objects in the same compartment. Proxies are the only objects that can cross the compartment boundaries. They are used as cross compartment wrappers to make objects accessible in other compartments.
DecentJS adapts SpiderMonkey's compartment concept. Each sandbox implements a fresh scope to run code in isolation to the application state. Proxies implement a membrane [39, 26] to guarantee full interposition and to make objects accessible inside of a sandbox.
Outline of this Paper
The paper is organized as follows: Section 2 introduces DecentJS's facilities from a programmer's point of view. Section 3 recalls proxies and membranes from related work and explains the principles underlying the implementation. Section 4 discusses DecentJS's limitations and Section 5 reports our experiences from applying sandboxing to a set of benchmark programs. Finally, Section 6 concludes.
Appendix A presents an example demonstrating the sandbox hosting a third-party library. Appendix B shows some example scenarios that already use the implemented system. Appendix C shows the operational semantics of a core calculus with sandboxing. Appendix D states some technical results. Appendix E discusses related work and Appendix ?? reports our experiences from applying sandboxing to a set of benchmark programs. Figure 1 Implementation of Node. Each node object consists of a value field, a left node, and a right node. Its prototype provides a toString method that returns a string representation. Function heightOf computes the height of a node and function setValue replaces the value field of a node by its height, recursively.
is only visible inside of the sandbox and different sandbox environments may manipulate the same object.
Sandboxing provides transactions, a unit of effects that represent the set of modifications (write effects) on its membrane. Effects enable to check for conflicts and differences, to rollback particular modifications, or to commit a modification to its origin.
The implementation of the system is available on the web 2 .
Cross-Sandbox Access
We consider operations on binary trees as defined by Node in Figure 1 along with some auxiliary functions. As an example, we perform operations on a tree consisting of one node and two leaves. All value fields are initially 0.
var root = new Node(0, new Node(0), new Node(0));
Next, we create a new empty sandbox by calling the constructor Sandbox. Its first parameter acts as the global object of the sandbox environment. It is wrapped in a proxy to mediate all accesses and it is placed on top of the scope chain for code executing inside the sandbox. The second parameter is a configuration object. A sandbox is a first class value that can be used for several executions. 
Inspecting a Sandbox
The state inside and outside of a sandbox may diverge for different reasons. We distinguish changes, differences, and conflicts.
A change indicates if the sandbox-internal value has been changed with respect to the outside value. A difference indicates if the outside value has been modified after the sandbox has concluded. For example, a difference to the previous execution of setValue arises if we replace the left leaf element by a new subtree of height 1 outside of the sandbox.
root.left = new Node(new Node(0), new Node(0));
Changes and differences can be examined using an API that is very similar to the effect API. There are flags to check whether a sandbox has changes or differences as well as iterators over them.
A conflict arises in the comparison between different sandboxes. Two sandbox environments are in conflict if at least one sandbox modifies a value that is accessed by the other sandbox later on. We consider only Read-After-Write and Write-After-Write conflicts. To demonstrate conflicts, we define a function appendRight, which adds a new subtree on the right. 
Transaction Processing
The commit operation applies select effects from a sandbox to its target. Effects may be committed one at a time by calling commit on each effect object or all at once by calling commit on the sandbox object. 
Sandbox encapsulation
The implementation of DecentJS builds on two foundations: memory safety and reachability. In a memory safe programming language, a program cannot access uninitialized memory or memory outside the range allocated to a datastructure. An object reference serves as the right to access the resources managed by the object along with the memory allocated to it. In JavaScript, all resources are accessible via property read and write operations on objects. Thus, controlling reads and writes is sufficient to control the resources. DecentJS ensures isolation of the actual program code by intercepting each operation that attempts to modify data visible outside the sandbox. To achieve this behavior, all functions and objects crossing the sandbox boundary are wrapped in a membrane to ensure that the sandboxed code cannot modify them in any way. This membrane is implemented using JavaScript proxies [39] .
More precisely, our implementation of sandboxing is inspired by Revocable Membranes [39, 37] and access control based on object capabilities [28] . Identity preserving membranes keep the sandbox apart from the normal program execution: We encapsulate objects passed through the membrane and redirect write operations to shadow objects (Section 3.2), we encapsulate code (Section 3.3), and we withhold external bindings from a function (Section 3.4). No unprotected value is passed inside the sandbox.
Proxies and membranes
A proxy is an object intended to be used in place of a target object. The proxy's behavior is controlled by a handler object that typically mediates access to the target object. Both, target and handler, may be proxy objects themselves.
The application are forwarded to their corresponding trap. The trap function may implement the operation arbitrarily, for example, by forwarding the operation to the target object. The latter is the default behavior if the trap is not specified. Figure 2 illustrates this situation with a handler that forwards all operations to the target. A membrane is a regulated communication channel between an object and the rest of the program. A membrane is implemented by a proxy that guards all operations on its target. If the result of an operation is another object, then it is recursively wrapped in a membrane before it is returned. This way, all objects accessed through an object behind the membrane are also behind the membrane. Common use cases of membranes are revoking all references to an object network at once or enforcing write protection on the objects behind the membrane [39, 26] . Figure 3 shows a membrane for TargetA implemented by wrapper ProxyA. Each property access through a wrapper (e.g., ProxyA.x) returns a wrapped object. After installing the membrane, no new direct references to target objects behind the membrane become available.
An identity preserving membrane guarantees that no target object has more than one proxy. Thus, proxy identity outside the membrane reflects target object identity inside. Figure 4 Operations on a sandbox. The property get operation Proxy.x invokes the trap Handler. get (Target,'x',Proxy) , which forwards the operation to the proxy's target. The property set operation Proxy.y=1 invokes the trap Handler.set(Target,'y',1,Proxy), which forwards the operation to a local shadow object. The final property get operation Proxy.y is than also forwarded to the shadow object.
then ProxyA.x.z and ProxyA.y refer to the same wrapper object (ProxyA.x.z===ProxyA.y).
Shadow objects
Our sandbox redefines the semantics of proxies to implement expanders [42] , an idea that allows a client side extension of properties without modifying the proxy's target.
A sandbox handler manages two objects: a target object and a local shadow object. The target object acts as a parent object for its proxy whereas the shadow object gathers local modifications. Write operations always take place on the shadow object. A read operation first attempts to obtain the property from the shadow object. If that fails, the read gets forwarded to the target object. Figure 4 illustrates this behavior, which is very similar to JavaScript's prototype chain: the sandboxed version of an object inherits everything from its outside cousin, whereas modifications only appear inside the sandbox 3 .
As sandbox encapsulation extends the functionality of a membrane, each object visible inside the sandbox is either an object that was created inside or it is a wrapper for some outside object.
A special proxy wraps sandbox internal values whenever committing a value to the outside, as shown in the last example. This step mediates uses of a sandbox internal value in the outside. This is form example required to wrap arguments values passed to committed sandbox function. The wrapping guarantees that the sandbox never gets access to unprotected references to the outside.
Sandbox scope
Apart from access restrictions, protecting the global state from modification through the membrane is fundamental to guarantee noninterference. To execute program code, DecentJS relies on an eval, which is nested in a statement with (sbxglobal) {/ * body * /}. statement places the sandbox global on top of the current environment's scope chain while executing body. This setup exploits that eval dynamically rebinds the free variables of its argument to whatever is in scope at its call site. In this construction, which is related to dynamic binding [14] , any property defined in sbxglobal shadows a variable deeper down in the scope chain.
We employ a proxy object in place of sbxglobal to control all non-local variable accesses in the sandboxed code by trapping the sandbox global object's hasOwnProperty method. When JavaScript traverses the scope chain to resolve a variable access, it calls the method hasOwnProperty on the objects of the scope chain starting from the top. Inside the with statement, the first object that is checked on this traversal is the proxied sandbox global. If its hasOwnProperty method always returns true, then the traversal stops here and the JavaScript engine sends all read and write operations for free variables to the sandbox global. This way, we obtain full interposition and the handler of the proxied sandbox global has complete control over the free variables in body. Figure 5 visualizes the nested scopes created during the execution of setValue as in the example from Section 2. The sandbox global sbxglobal is a wrapper for the actual global object, which is used to access heightOf and Math.abs. The library code is nested in an empty closure which provides a fresh scope for local functions and variables. This step is required because JavaScript did not have standalone block scopes such as blocks in C or
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Global Scope JSCode JSCode JSCode Figure 6 Nested sandboxes in an application. The outer box represents the global application state containing JavaScript's global scope. Each sandbox has its own global object and the nested JavaScript code is defined w.r.t. to the sandbox global.
Java. Variables and named functions
4 created by the sandboxed code end up in this fresh scope. This extra scope guarantees noninterference for dynamically loaded scripts that define global variables and functions.
The "use strict" 5 declaration in front of the closure puts JavaScript in strict mode, which ensures that the code cannot obtain unprotected references to the global object. Figure 6 shows the situation when instantiating different sandboxes during program execution. Every sandbox installs its own scope with a sandbox global on top of the scope chain. Scripts nested inside are defined with respect to the sandbox global. The sandbox global mediates the access to JavaScript's global object. Its default implementation is empty to guarantee isolation. However, DecentJS can grant fine-grained access by making resources available in the sandbox global.
Function recompilation
In JavaScript, functions have access to the variables and functions in the lexical scope in which the function was defined. The Mozilla documentation 6 says: "It remembers the environment in which it was created.". Calls to wrapped functions may still cause side effects through their free variables (e.g., by modifying a variable or by calling another side-effecting function). Thus, sandboxing either has to erase external bindings of functions or it has to verify that a function is free of side effects. The former alternative is the default in DecentJS.
To remove bindings from functions passed through the membrane our protection mechanism decompiles the function and recompiles it inside the sandbox environment. Decompilation relies on the standard implementation of the toString method of a JavaScript function that returns a string containing the source code of the function. Each use of an external function in a sandbox first decompiles it by calling its toString method. To bypass potential tampering, we use a private copy of Function.prototype.toString for this call.
Next, we apply eval to the resulting string to create a fresh variant of the function. As explained in Section 3.3, this application of eval is nested in a with statement that supplies the desired environment. Decompilation also places a "use strict" statement in front.
To avoid a frequent decompilation and call of eval with respect to the same code, our implementation caches the compiled function where applicable.
Instead of recompiling a function, we may use the string representation of a function to verify that a function is free of side effects, for example, by checking if the function's body is SES-compliant 7 [34]. However, it turns out that recompiling a function has a lower impact on the execution time than analyzing the function body.
Functions without a string representation (e.g., native functions like Object or Array) cannot be verified or sanitized before passing them through the membrane. We can either trust these functions or rule them out. To this end, DecentJS may be provided with a white list of trusted function objects. In any case, functions remain wrapped in a sandbox proxy to mediate property access.
In addition to normal function and method calls, the access to a property that is bound to a getter or setter function needs to decompile or verify the getter or setter before its execution.
DOM updates
The Document Object Model (DOM) is an API for manipulating HTML and XML documents that underlie the rendering of a web page. DOM provides a representation of the document's content and it offers methods for changing its structure, style, content, etc. In JavaScript, this API is implemented using special objects, reachable from the document object. Unfortunately, the document tree itself is not an object in the programming language. Thus, it cannot be wrapped for use inside of a sandbox. The only possibility is to wrap the interfaces, in particular, the document object.
We grant access to the DOM by binding the DOM interfaces to the sandbox global when instantiating a new sandbox. As all interfaces are wrapped in a sandbox proxy to mediate access, there are a number of limitations:
By default, DOM nodes are accessed by calling query methods like getElementById on the document object. Effect logging recognizes these accesses as method calls, rather than as operations on the DOM. All query functions are special native functions that do not have a string representation. Decompilation is not possible so that using a query function must be permitted explicitly through the white list. A query function must be called as a method of an actual DOM object implementing the corresponding interface. Thus, DOM objects cannot be wrapped like other objects, but they require a special wrapping that calls the method on the correct receiver object. While read operations can be managed in this way, write operations must either be forbidden or they affect the original DOM. Thus, guest code can modify the original DOM unless the DOM interface is restricted to read-only operations. With unrestricted operations it would be possible to insert new <script> elements in the document, which loads scripts from the internet and executes them in the normal application state without further sandboxing. However, prohibiting write operation means that the majority of guest codes cannot be executed in the sandbox.
To overcome this limitation, DecentJS provides guest code access to an emulated DOM instead of the real one. We rely on dom.js 8 , a JavaScript library emulating a full browser DOM, to implement a DOM interface for scripts running in the sandbox. This emulated DOM is merged into the global sandbox object when executing scripts.
As this pseudo DOM is constructed inside the sandbox, it can be accessed and modified at will. No special treatment is required. However, the pseudo DOM is wrapped in a special membrane mediating all operations and performing effect logging on all DOM elements.
As each sandbox owns a direct reference to the sandbox internal DOM it provides the following features to the user:
The sandbox provides an interface to the sandbox internal DOM and enables the host program to access all aspects of the DOM. This interface can control the data visible to the guest program.
A host can load a page template before evaluating guest code. This template can be an arbitrary HTML document, like the host's page or a blank web page. As most libraries operate on non-blank page documents (e.g., by reading or writing to a particular element) this template can be used to create an environment.
Guest code runs without restrictions. For example, guest code can introduce new < script> elements to load library code from the internet. These libraries are loaded and executed inside the sandbox as well.
All operations on the interface objects are recorded, for example, the access to window .location when loading a document. Effects can examined using a suitable API (cf. Section 2.2).
The host program can perform a fine-grained inspection of the document tree (e.g., it can search for changes and differences). The host recognizes newly created DOM elements and it can transfer content from the sandbox DOM to the DOM of the host program.
Policies
A policy is a guideline that prescribes whether an operation is allowed. Most existing sandbox systems come with a facility to define policies. For example, a policy may grant access to a certain resource, it may grant the right to perform an operation or to cause a side effect.
Our system does not provide access control policies in the manner known from other systems. DecentJS only provides the mechanism to implement an empty scope and to pass selected resources to this scope. When a reference to a certain resource is made available inside the sandbox, then it should be wrapped in another proxy membrane that enforces a suitable policy.
For example, one may use this work's transactional membranes to shadow write operations, Access Permission Contracts [18] to restrict the access on objects, or Revocable References [39, 40] to revoke access to the outside world.
Discussion

Strict Mode
DecentJS runs guest code in JavaScript's strict mode to rule out uncontrolled accesses to the global object. This restriction may lead to dysfunctional guest code because strict-mode semantics is subtly different from non-strict mode JavaScript. However, assuming strict mode is less restrictive than the restrictions imposed by other techniques that restrict JavaScript's dynamic features. Alternatively, one could also provide a program transformation that guards uses of this that may access the global object.
Scopes
DecentJS places every load in its own scope. Hence, variables and functions declared in one script are not visible to the execution of another script in the same sandbox. Indeed, we deliberately keep scopes apart to avoid interference. To enable communication DecentJS offers a facility to load mutually dependant scripts into the same scope. Otherwise, scripts may exchange data by writing to fields in the sandbox global object.
Function Decompilation
If a top level closure is wrapped in a sandbox, then its free valriables have to be declared to the sandbox or their bindings are removed. Decompilation may change the meaning of a function, because it rebinds its free variables. Only "pure functions"
9 can be decompiled without changing their meaning.
However, decompiling preserves the semantics of a function if its free variables are imported in the sandbox. The new closure formed within the sandbox may be closed over variables defined in that sandbox. This task is rightfully manual as the availability of global bindings is part of a policy.
In conclusion, decompilation is unavoidable to guarantee noninterference of a function defined in another scope as every property read operation may be the call of a side-effecting getter function.
Native Functions
Decompilation requires a string that contains the source code of that function, but calling the standard toString method from Function.prototype does not work for all functions.
A native function does not have a string representation. Trust in a native function is regulated with a white list of trusted functions. The Function.prototype.bind() method creates a new function with the same body, but the first couple of arguments bound to the arguments of bind(). JavaScript does not provide a string representation for the newly created function.
Object, Array, and Function Initializer
In JavaScript, some objects can be initialized using a literal notation (initializer notation). Examples are object literals (using {}), array objects (using []), and function objects (using the named or unnamed function expression, e.g. function (){}). Using the literal notation circumvents all restrictions and wrappings that we may have imposed on the Object, Array, and Function constructors.
As we are not able to intercept the construction using the literal notation enables unprotected read access to the prototype objects Object.prototype, Array.prototype, and Function.prototype. The newly created object always inherits from the corresponding prototype.
However, we will never get access to the prototype object itself and we are not able to modify the prototype. Writes to the created objects always effect the object itself and are never forwarded to the prototype object.
Even though all the elements contained in the native prototype objects are uncritical by default, a global (not sandboxed) script could add sensitive data or a side effecting function to one of the prototype objects and thus bypass access to unprotected data.
Function Constructor
The function constructor Function creates a new function object based on the definition given as arguments. In contrast to function statements and function expressions, the function constructor ignores the surrounding scope. The new function is always created in the global scope and calling it enables access to all global variables.
To prevent this leakage, the sandbox never grants unwrapped access to JavaScipt's global Function constructor even if the constructor is white-listed as a safe native function. A special wrapping intercepts the operations and uses a safe way to construct a new function with respect to the sandbox.
Noninterference
The execution of sandboxed code should not interfere with the execution of application code. That is, the application should run as if no sandboxes were present. This property is called noninterference (NI) [10] by the security community. The intuition is that sandboxed code runs at a lower level of security than application code and that the low-security sandbox code must not be able to observe the results of the high-security computation in the global scope.
DecentJS guarantees integrity and confidentiality. The default "empty" sandbox guarantees to run code in full isolation from the rest of the application, whereas the sandbox global can provide protected references to the sandbox.
In summary, the sandboxed code may try to write to an object that is visible to the application, it may throw an exception, or it may not terminate. Our membrane redirects all write operations in sandboxed code to local replicas and it captures all exceptions. A timeout could be used to transform non-terminating executions into an exception, alas such a timeout cannot be implemented in JavaScript. 10 
Evaluation
To evaluate our implementation, we applied it to JavaScript benchmark programs from the Google Octane 2.0 Benchmark Suite 11 . These benchmarks measure a JavaScript engine's performance by running a selection of complex and demanding programs (benchmark programs run between 5 and 8200 times). Google claims that Octane "measure[s] the performance of JavaScript code found in large, real-world web applications, running on modern mobile and desktop browsers. Each benchmark is complex and demanding .
As expected, the run time increases when executing a benchmark in a sandbox. While some programs like EarleyBoyer, NavierStrokes, pdf.js, Mandreel, and Box2DWeb are heavily affected, others are only slightly affected: Richards, Crypto, RegExp, and Code loading, for instance. The observed run time impact entirely depends on the number of values that cross the membrane.
From the running times we find that the sandbox itself causes an average slowdown of 8.01 (over all benchmarks). This is more than acceptable compared to other language-embedded systems. The numbers also show that sandboxing with fine-grained effect logging enabled causes an average slowdown of 32.60, an additional factor of 4.07 on top of pure sandboxing.
Because the execution of program code inside of a sandbox is nothing else than a normal program execution inside of a with statement and with one additional call to eval (when instantiating the execution) the run-time impact is influenced by (i) the number of wrap operations of values that cross the membrane, (ii) the number of decompile operations on functions, and (iii) the number of effects on wrapped objects. Readouts from internal counters indicate that the heavily affected benchmarks (RayTrace, pdf.js, Mandreel, and Box2DWeb) perform a very large number of effects. The RayTrace benchmark, for example, performs 51 million effects.
Overall, an average slowdown of 8.01 is more than acceptable compared to other languageembedded systems. As Octane is intended to measure the engine's performance (benchmark programs run between 5 and 8200 times) we claim that it is the heaviest kind of benchmark. Every real-world library (e.g. jQuery) is less demanding and runs without an measurable runtime impact.
Appendix F also contains the score values obtained from running the benchmark suite and lists the readouts of some internal counters.
Conclusion
DecentJS runs JavaScript code in a configurable degree of isolation with fine-grained access control rather than disallowing all access to the application state. It provides full browser compatibility (i.e. all browsers work without modifications as long as the proxy API is supported) and it has a better performance than other language-embedded systems. Additionally, DecentJS comes with the following features:
DecentJS is a JavaScript library and all aspects are accessible through a sandbox API. The library can be deployed as a language extension and requires no changes in the JavaScript run-time system. 2. Full interposition. DecentJS is implemented using JavaScript proxies [39] . The proxybased implementation guarantees full interposition for the full JavaScript language including all dynamic features (e.g., with, eval). DecentJS works for all code regardless of its origin, including dynamically loaded code and code injected via eval. No source code transformation or avoidance of JavaScript's dynamic features is required.
Transaction-based sandboxing.
A DecentJS sandbox provides a transactional scope that logs all effects. Wrapper proxies make external objects accessible inside of the sandbox and enable sandbox internal modifications of the object. Hence, sandboxed code runs as usual without noticing the sandbox. Effects reveal conflicts, differences, and changes with respect to another sandbox or the global state. After inspection of the log, effects can be committed to the application state or rolled back. 
A Motivation
JavaScript is the most important client side language for web pages. JavaScript developers rely heavily on third-party libraries for calenders, maps, social networking, feature extensions, and so on. Thus, the client-side code of a web page is usually composed of dynamically loaded fragments from different origins.
However, the JavaScript language has no provision for namespaces or encapsulation management: there is a global scope for variables and functions, and every loaded script has the same authority. On the one hand, JavaScript developers benefit from JavaScript's flexibility as it enables to extend the application state easily. On the other hand, once included, a script has the ability to access and manipulate every value reachable from the global object. That makes it difficult to enforce any security policy in JavaScript.
As a consequence, program understanding and maintenance becomes very difficult because side effects may cause unexpected behavior. There is also a number of security concerns as the library code may access sensitive data, for example, it may read user input from the browser's DOM.
Browsers normally provide build-in isolation mechanisms. However, as isolation is not always possible for all scrips, the key challenges of a JavaScript developer is to manage untrusted third-party code, to control the use of data by included scrips, and to reason about effects of included code. 
A.1 JavaScript issues
As an example, we consider a web application that relies on third-party scripts from various sources. Figure 7 shows an extract of such a page. It first includes Datejs 12 , a library extending JavaScript's native Date object with additional methods for parsing, formatting, and processing of dates. Next, it loads jQuery 13 and a jQuery plugin jquery.formatDateTime.js 14 that also simplifies formatting of JavaScript date objects. At this point, we want to ensure that loading the third-party code (Datejs and jQuery) does not influence the application state in an unintended way. Encapsulating the library code in a sandbox enables us to scrutinize modifications that the foreign code may attempt and only commit acceptable modifications.
A.2 Isolating third-party JavaScript
Transactional sandboxing is inspired by the idea of transaction processing in database systems [43] and software transactional memory [35] . Each sandbox implements a transactional scope the content of which can be examined, committed, or rolled back.
Isolation of code.
A DecentJS sandbox can run JavaScript code in isolation to the 12 https://github.com/datejs/Datejs 13 https://jquery.com/ 14 https://github.com/agschwender/jquery.formatDateTime application state. Proxies make external values visible inside of the sandbox and handle sandbox internal write operations. An internal DOM simulates the browser DOM as needed. This setup guarantees that the isolated code runs without noticing the sandbox.
Providing transactional features.
A DecentJS sandbox provides a transactional scope in which effects are logged for inspection. Policy rules can be specified so that only effects that adhere to the rules are committed to the application state and others are rolled back. Appendix 2 gives a detailed introduction to DecentJS's API and provides a series of examples explaining its facilities. Figure 8 shows how to modify the index.html from Figure 7 to load the third-party code into a sandbox. We first focus on Datejs and consider jQuery later in Section A.4. The <!−− ... −−> comment is a placeholder for unmodified code not considered in this example 15 .
Initially, we create a fresh sandbox (line 24). The first parameter is the sandboxinternal global object for scripts running in the sandbox whereas the second parameter is a configuration object 16 .
The sandbox global object acts as a mediator between the sandbox contents and the external world (cf. Section 3.3). It is placed on top of the scope chain for code executing inside the sandbox and it can be used to make outside values available inside the sandbox. It is wrapped in a proxy membrane to mediate all accesses to the host program.
Next, we instruct the sandbox to load and execute the Datejs library (line 25) inside the sandbox. Afterwards, the sandbox-internal proxy for JavaScript's native Date object is modified in several ways. Among others, the library adds new methods to the Date object and extends Date.prototype with additional properties. Write operations on a proxy wrapper produce a shadow value (cf. Section 3.2) that represents the sandbox-internal modification of an object. Initially, this modification is only visible to reads inside the sandbox. Reads are forwarded to the target unless there are local modifications, in which case the shadow value is returned. The return values are wrapped in proxies, again.
A.3 Committing intended modifications
During execution, each sandbox records the effects on all objects that cross the sandbox membrane 17 . The sandbox API offers access to the resulting lists for inspection and provides query methods to select the effects of a particular object. After loading Datejs, the effect log reports 16 reads and 142 writes on three different objects 18 . However, as the manual inspection of effects is impractical and requires a lot of effort, DecentJS allows us to register rules with a sandbox and apply them automatically. A rule combines a sandbox operation with a predicate specifying the state under which the operation is allowed to be performed.
For example, as we consider an extension to the Date object as intended, non-critical modification, we install a rule that automatically commits new properties to the Date object in Line 26. In general, a rule CommitOn takes a target object (Date) and a predicate. The predicate function gets invoked with the sandbox object (sbx) and an effect object describing an effect on the target object. In our example, the predicate checks if the effect is a property 15 Appendix A.6 shows the full HTML code. 16 Sandbox.DEFAULT is a predefined configuration object for the standard use of the sandbox. It consists of simple key-value pairs, e.g. verbose:false. 17 The lists do not contain effects on values that were created inside of the sandbox.
18 Appendix A.7 shows a readout of the effect lists.
write operation extending JavaScript's native Date object and that the property name is not already present.
If we construct a function inside of a sandbox and this function is written and committed to an outside object, then the free variables of the function contain objects inside the sandbox and arguments of a call to this function are also wrapped. That is, calling this function on the outside only causes effects inside the sandbox. Furthermore, committing an object in this way wraps the object in a proxy before writing it to its (outside) target. Both measures are required to guarantee that the sandbox never gets access to unwrapped references from the outside world.
At this point we have to mention that the data structure of the committed functions is constructed inside of sbx. All bound references of those functions still point to objects inside of the sandbox and thus using them only causes effect inside of the sandbox. Furthermore, committing an object wraps the object in a proxy before writing it to its target. This intercepts the use of the committed object, e.g. to wrap the arguments of a committed function before invoking the function. This is
As an illustration, Figure 9 shows an extract of the membrane arising from JavaScript's native Date object in Appendix ??. Executing Datejs in sbx (shown on the left in the first box) creates a proxy for each element accessed on Date: Date and Date.prototype. Only Date and Date.prototype are wrapped because proxies are created on demand. As proxies forward each read to the target the structure visible inside of the sandbox is identical to the structure visible outside.
Extending the native Date object in sbx yields the state shown in the second box. All modifications are only visible inside of the sandbox. The new elements are not wrapped because they only exist inside of the sandbox.
However, a special proxy wraps sandbox internal values whenever committing a value to the outside, as shown in the last box. This step mediates further uses of the sandbox internal value, for example, wrapping the this value and all arguments when calling a function defined in the sandbox. The wrapping guarantees that the sandbox never gets access to unprotected references to the outside.
A.4 Shadowing DOM operations
The example in Figure 8 omits the inclusion of jQuery for simplification purposes. However, our initial objective is to sandbox all third-party code to i reason about the modifications done by loading the third-party code ii prevent the application state from unintended modifications .
Isolating a library like jQuery is more challenging as it needs access to the browser's DOM. Calls to the native DOM interface expose a mixture of public and confidential information, so the access can neither be fully trusted nor completely forbidden. To address this issue, DecentJS provides an internal DOM 19 that serves as a shadow for the actual DOM when running a web library in the sandbox. Figure 10 demonstrates loading the jQuery library in a web sandbox. As we extend the first example, we create a new empty sandbox (line 46) and initialize the sandbox internal DOM by loading an HTML template (line 47). Using the Sandbox.WEB configuration activates the shadow DOM by instructing the sandbox to create a DOM interface and to merge this interface with the sandbox-internal global object. The shadow DOM initially contains an empty document. It can be instantiated with the actual HTML body or with an HTML template, as shown in Line 47. Figure 11 shows the template, which is an extract of the original index.html containing only the <script> tags for the jQuery library and selected parts of the HTML body. Loading the template also loads and executes the third-party code inside the sandbox. Afterwards, the internal effect log reports two write operations to the fields $ and jQuery of the global window object, and one write operation to the HTMLBodyElement interface, a child of Node, both of which are part of the DOM interface.
To automatically commit intended modifications to the global window object, we install a suitable rule in Lines 48 and 49. As jQuery has been instantiated w.r.t. the sandbox internal DOM, using it modifies the sandbox internal DOM instead of the browser's DOM. These modifications must be committed to the browser's DOM to become visible (line 57).
Alternatively, DecentJS allows us to grant access to the browser's DOM by white listing the window and document objects. However, white listing can only expose entire objects and cannot restrict access to certain parts of the document model.
A.5 Using transactions
For wrapped objects, DecentJS supports a commit/rollback mechanism. In the first examples (Figure 8 ), we prevent the application state from unintended modification when loading untrusted code and commit only intended ones.
However, Datejs and jquery.formatDateTime.js might both modify JavaScript's native Date object. To avoid undesired overwrites, DecentJS allows us to inspect the effects of both libraries and to check for conflicts before committing to Date. The predicate in Line 81 checks for conflicts, which arise in the comparison between different sandboxes. A conflict is flagged if at least one sandbox modifies a value that is accessed by the other sandbox later on 20 .
Furthermore, we prescribe that in case of conflicts the methods from Datejs should be used. To this end, a second rule discards the modifications on Date from the second sandbox when detecting conflicts. The rollback operation undoes an existing manipulation and returns to its previous configuration. Such a partial rollback does not result in an inconsistent state as we do not delete objects and the references inside the sandbox remain unchanged. Figure 13 shows the full html code from the example in Section A.
A.6 Full HTML Example
A.7 Effects Lists
This sections shows the resulting effect logs recorded by the sandboxes in Section A. See Appendix ?? for a detailed explanation of the output. 20 We consider only Read-After-Write and Write-After-Write conflicts. Write-after-Read conflicts are not handled because the hazard represents a problem that only occurs in concurrent executions.
A.8 Effects of sbx
A.8.1 All Read Effects on this
Date
· · · now() prototype toString() · · ·
Date now() prototype toString() isWeekday() Date
· · · now() prototype toString() · · ·
Date now() prototype toString() isWeekday() Date
· · · now() prototype toString() · · ·
Date now() prototype toString() isWeekday()
Figure 9
Shadow objects in the sandbox when loading Datejs (cf. Section ??). The structure of JavaScrip's native Date object is shown in solid lines on the left. The shadow values are enclosed by a dashed line. Solid lines are direct references to non-proxy objects, whereas dashed lines are indirect references and proxy objects. Dotted lines connect to the target object. The first box shows the sandbox after reading Date.prototype whereas the second box shows the sandbox after modifying the structure of Date. The third box shows the situation after committing the modifications on Date. 
window.$("#headline").text("Changed Headline");
57
document.getElementById("headline").innerHTML=sbx2.dom.document. getElementById("headline").innerHTML;
58
</script>
59
</body>
60 </html> Figure 10 Execution of a web library in a sandbox. The first <script> tag loads the sandbox implementation. The body of the second <script> tag instantiates a new sandbox and initializes the sandbox with a predefined HTML template (see Figure 11 ). Later it commits intended effects to the application state and copies data from the sandbox internal DOM. Figure 13 Execution of library code in a sandbox (cf. Section A in the paper). The first <script> tag loads the sandbox implementation. The second <script> tag instantiates a new sandbox sbx and loads and executes Datejs inside the sandbox. Later it commits intended effects to the native Date object. The third <script> tag instantiates sandbox sbx2 and initializes the sandbox with a predefined HTML template (see Figure 11 in the paper). Later it commits intended modifications to the application state. The last <script> tag checks for conflicts between Datejs and jQuery before it commits further modification on Date or rolls back. The <script> tag included in the body performs a modification of the sandbox internal DOM and copies the changes to the global DOM,
B Application Scenarios
This section considers some example scenarios that use the implemented system. All examples are drawn from other projects and use this work's sandboxing mechanism to guarantee noninterference.
B.1 TreatJS
TreatJS [20] is a higher-order contract system for JavaScript which enforces contracts by run-time monitoring. TreatJS is implemented as a library so that all aspects of a contract can be specified using the full JavaScript language. For example, the base contract typeNumber checks its argument to be a number.
Asserting a base contracts to a value causes the predicate to be checked by applying the predicate to the value. In JavaScript, any function can be used as any return value can be converted to boolean 21 . 4 
Contract.assert(1, typeNumber); // accepted
TreatJS relies on the sandbox presented in this work to guarantee that the execution of contract code does not interfere with the contract abiding execution of the host program.
As read-only access to objects and functions is safe and useful in many contracts, TreatJS facilitates making external references visible inside of the sandbox.
For example, the isArray contract below references the global object Array. Figure 14 Implementation of an observer proxy (excerpt). The get trap evaluates the user specific trap in a sandbox to guarantee noninterference. Afterwards it performs the usual operation and compares the outcomes of both executions. Other traps can be implemented in the same way. To avoid these issues, the website creates a fresh sandbox environment, builds a function closure with the user's input, and executes the user code in the sandbox. The sandbox grants read-only access to the TreatJS API and to JavaScript's built-in objects like Object, Function, Array, and so on, but it does not provide access to browser objects like document and window. Further, each new invocation reverts the sandbox to its initial state.
B.3 Observer Proxies
An observer proxy 23 is a restricted version of a JavaScript proxy that cannot change the behavior of the proxy's target arbitrarily. It implements a projection in that it either implements the same behavior as the target object or it raises an exception. A similar feature is provided by Racket's chaperones [37] .
Such an observer can cause a program to fail more often, but in case it does not fail it would behave in the same way as if not observer were present. Figure 14 contains the getter part of the JavaScript implementation of Observer, the constructor of an observer proxy. It accepts the same arguments as the constructor of a normal proxy object. It returns a proxy, but interposes a different handler, controller, that wraps the execution of all user provided traps in a sandbox.
The controller's get trap evaluates the user's get trap (if one exists) in a sandbox. Next, it performs a normal property access on the target value to produce the same side effects and to obtain a baseline value to compare the results. observerOf checks whether the sandboxed result is suitably related to the baseline value. Value u, v, w ::= c | l 
C Semantics of Sandboxing
This section first introduces λ J , an untyped call-by-value lambda calculus with objects and object proxies that serves as a core calculus for JavaScript, inspired by previous work [13, 21] . It defines its syntax and describes its semantics informally. Later on we extends λ J to a new calculus λ SBX J , which adds a sandbox to the core calculus. Figure 15 defines the syntax of λ J . A λ J expression is either a constant, a variable, an operation on primitive values, a lambds abstraction, an application, a creation of an empty object, a property read, or a property assignment. Variables x, y are drawn from denumerable sets of symbols and constants c include JavaScript's primitive values like numbers, strings, booleans, as well as undefined and null.
C.1 Core Syntax of λ J
The syntax do not make proxies available to the user, but offers an internal method to wrap objects. Figure 18 Intermediate terms of λJ . Figure 16 defines the semantic domains of λ J . Its main component is a store that maps a location l to an object o, which is a native object (non-proxy object) represented by a triple consisting of a dictionary d, a potential function closure f , and a value v acting as prototype. A dictionary d models the properties of an object. It maps a constant c to a value v. An object may be a function in which case its closure consists of a lambda expression λx.e and an environment ρ that binds the free variables. It maps a variable x to a value v. A non-function object is indicated by − in this place.
Term
t ::= e | op(v, f ) | op(v, w) | l(f ) | l(v) | new v | l[f ] | l[c] | l[f ] = g | l[c] = g | l[c] = w
C.2 Semantic Domains
A value v is either a constant c or a location l.
C.3 Evaluation of λ J
A pretty-big-step semantics [4] introduces intermediate terms to model partially evaluated expressions (Figure 18 ). An intermediate term is thus an expression where zero or more top-level subexpressions are replaced by their outcomes. The evaluation judgment is similar to a standard big-step evaluation judgment except that its input ranges over intermediate terms: It states that evaluation of term t with initial store σ, and environment ρ results in a final store σ and value v. ρ σ, t ⇓ σ , v Figure 19 defines the standard evaluation rules for expressions e in λ J . The inference rules for expressions e are mostly standard. Each rule for a composite expression evaluates exactly one subexpression and then recursively invokes the evaluation judgment to continue. Once all subexpressions are evaluated, the respective rule performs the desired operation.
C.4 Sandboxing of λ J
This section extends the base calculus λ J to a calculus λ SBX J which adds sandboxing of function expressions. The calculus describes only the core features that illustrates the principles of our sandbox. Further features of the application level can be implemented in top of the calculus. as an extension of λ J . Expressions now contain a sandbox abstraction S and a sandbox construction fresh e that instantiates a fresh sandbox.
Terms are extended with a fresh S term. A new internal wrap(v) term, which did not occour in source programs, wraps a value in a sandbox environment.
Objects now contain object proxies. A proxy object is a single location controlled by a proxy handler that mediates the access to the target location. For simplification, we represent handler objects by there meta-data. So, each handler is an sandbox handler that enforces write-protection (viz. by an secure location l that acts as an shadow object for the proxies target object l and a single secure environment ρ). For clarity, we write v, u, w for wrapped values that are imported into a sandbox, ρ for a sandbox environment that only contains wrapped values, and l for locations of proxies and shadow objects.
Consequently, values are extended with sandboxes which represents an sandbox expression wrapped in a sandbox environment that is to be executed when the value is used in an application. . The formalization employs pretty-big-step semantics [4] to model side effects while keeping the number of evaluation rules manageable.
C.4.1 Evaluation of λ
The rule for expression fresh e (Rule Sandbox-Fresh-E) evaluates the subexpression and invokes the evaluation judgment to continue. The other rules show the last step in a pretty big step evaluation. Once all subexpressions are evaluated, the respective rule performs the desired operation.
Sandbox execution happens in the context of a secure sandbox environment to preserve noninterference. So a sandbox definition (abstraction) will evaluate to a sandbox closure containing the sandbox expression (the abstraction) together with an empty environment (Rule Sandbox-Fresh). Each sandbox executions starts from a fresh environment. This guarantees that not unwrapped values are reachable by the sandbox.
Sandbox abstraction (Rule Sandbox-Abstraction) proceeds only on secure environments, which is either an empty set or an environment that contains only secure (wrapped) values.
Sandbox execution (Rule Sandbox-Application) applies after the first expression evaluates to a sandbox closure and the second expression evaluates to a value. It wraps the given value and triggers the evaluation of expressions e in the sandbox environment ρ after binding the wrapped value v. Value v acts as the global object of the sandbox. It can be used to make values visible inside ob the sandbox.
C.4.2 Sandbox Encapsulation
The sandbox encapsulation (Figure 21 ) distinguishes several cases. A primitive value and a sandbox closure is not wrapped.
To wrap a location that points to a non-proxy object, the location is packed in a fresh proxy along with a fresh shadow object and the current sandbox environment. This packaging ensures that each further access to the wrapped location has to use the current environment. Recompile-NonFunctionObject In case the location is already wrapped by a sandbox proxy or the location of a sandbox proxy gets wrapped then the location to the existing proxy is returned. This rule ensures that an object is wrapped at most once and thus preserves object identity inside the sandbox.
The shadow object is build from recompiling ( Figure 22 ) the target object. A shadow objects is a new empty object that may carry a sandboxed replication of its closure part.
For a non-function object, recompiling returns an empty object that later on acts as a sink for property assignments on the wrapped objects.
For a function object, recompiling extracts the function body from the closure and redefines the body with respect to the current sandbox environment. The new closure is put into a new empty object. This step erases all external bindings of function closure and ensures that the application of a wrapped function happens in the context of the secure sandbox environment.
In case the function is already recompiled, function recompilation returns the existing replication.
C.4.3 Application, Read, and Assignment
Function application, property read, and property assignment distinguish two cases: either the operation applies directly to a non-proxy object or it applies to a proxy. If the target of the operation is not a proxy object, then the usual rules apply. Figure 23 contains the inference rules for function application and property access for the non-standard cases.
The application of a wrapped function proceeds by unwrapping the function and evaluating it in the sandbox environment contained in the proxy. The function argument and its result are known to be wrapped in this case.
A property read on a wrapped object has two cases depending on if the accessed property has been written in the sandbox before, or not. The notation c ∈ dom(l) is defined as an shortcut of a dictionary lookup c
A property read of an affected field reads the property from the shadow location. Otherwise, it continues the operation on the target and wraps the resulting value. An assignment to a wrapped object is continues with the operation on the shadow location l.
In JavaScript, write operations do only change properties of the object's dictionary. They do not affect the object's prototype. Therefor, the shadow object did not contain any prototype informations. It acts only a shadow that absorbs write operations.
D Technical Results
As JavaScript is a memory safe programming language, a reference can be seen as the right ti modify the underlying object. If an expressions body can be shown not to contain unprotected references to objects, then it cannot modify this data.
To prove soundness of our sandbox we show termination insensitive noninterference. It requires to show that the initial store σ of a sandbox application is observational equivalent to the final store σ , that remains after the application. In detail, the sandbox application may introduce new objects or even write to shadow objects (only reachable inside of the sandbox) but every value reachable from the outside remains unmodified.
As the calculus in Appendix C did not support variable updates on environments ρ the only way to make changes persistent is to modify objects. Thus, proving noninterference relates different stores and looks for differences in the store with respect to all reachable values.
D.1 Observational Equivalence on Stores
First, we introduce an equivalence relation on stores with respect to other semantic elements. 
Definition 7. Two stores σ, σ are equivalent w.r.t proxy objects (l, l, ρ), (l , l , ρ ) if they are equivalent on the objects's constituents.
Definition 8. Two stores σ, σ are equivalent w.r.t sandbox closures ( ρ, Λx.e), ( ρ , Λx.f ) if the are equivalent on the sandbox's environment and both abstractions are equal.
Now, the observational equivalence for stores can be states as follows. 
Proof. Proof by induction on the derivation of e.
D.2 Noninterference
Theorem 11. For each ρ and σ with ρ σ, (fresh Λx.e)(f ) ⇓ σ , v it holds that σ ρ σ .
Proof. Proof by induction on the derivation of e. Related work
There is a plethora of literature on securing JavaScript, so we focus on the distinguishing features of our sandbox and on related work not already discussed in the body of the paper.
Sandboxing JavaScript
The most closely related work to our sandbox mechanism is the design of access control wrappers for revocable references and membranes [39, 26] . In a memory-safe language, a function can only cause effects to objects reachable from references in parameters and global variables. A revocable reference can be instructed to detach from the objects, so that they are no longer reachable and safe from effects. However, as membranes by themselves do not handle side effects (every property access can be the call of a side-effecting getter) they do not implement a sandbox in the way we did.
Agten et al. [2] implement a JavaScript sandbox using proxies and membranes. As in our work, they place wrappers around sensitive data (e.g., DOM elements) to enforce policies and to prevent the application state from unprotected script inclusion. However, instead of encapsulating untrusted code they require that scripts are compliant with SES [34], a subset of JavaScript's "strict mode" that prohibits features that are either unsafe or that grant uncontrolled access, and use an SES-library to execute those scripts. A language-embedded JavaScript parser transforms non-compliant scripts at run time, but doing so restricts the handling of dynamic code compared to our approach.
TreatJS, a JavaScript contract system [20], uses a sandboxing mechanism similar to the sandbox presented in this work to guarantee that the execution of a predicate does not interfere with the execution of a contract abiding host program. As in our work, they use JavaScript's dynamic facilities to traverse the scope chain when evaluating predicates and they use JavaScript proxies to make external references visible when evaluating predicates.
Arnaud et al. [3] provide features similar to the sandboxing mechanism of TreatJS [20]. Both approaches focus on access restriction to guarantee side-effect free contract assertion. However, neither of them implements a full-blown sandbox, because writing is completely forbidden and always leads to an exception.
Our sandbox works in a similar way and guarantees read-only access to target objects, but redirects write operations to shadow objects such that local modifications are only visible inside the sandbox. However, access restrictions in all tree approaches affect only values that cross the border between two execution environments. Values that are defined and used inside, e.g. local values, were not restricted. Write access to those values is fine.
Patil et al.
[29] present JCShadow, a reference monitor implemented as a Firefox extension. Their tool provides fine-grained access control to JavaScript resources. Similar to DecentJS, they implement shadow scopes that isolate scripts from each other and which regulate the granularity of object access. Unlike DecentJS, JCShadow achieves a better runtime performance. While more efficient, their approach is platform-dependent as it is tied to a specific engine and requires active maintenance to keep up with the development of the enigine. DecentJS, in contrast, is a JavaScript library based on the reflection API, which is part of the standard.
Most other approaches (e.g., [11, 27, 8, 1] ) implement restrictions by filtering and rewriting untrusted code or by removing features that are either unsafe of that grant uncontrolled access. For exampe, Caja [11, 27] compiles JavaScript code in a sanitized JavaScript subset that can safely be executed on normal engines. Because static guarantees do not apply to code created at run time using eval or other mechanisms, Caja restricts dynamic features and rewrites the code to a "cajoled" version with additional run-time checks that prevent access to unsafe function and objects.
Static approaches come with a number of drawbacks, as shown by a number of papers [23, 9, 31]. First, they either restrict the dynamic features of JavaScript or their guarantees simply do not apply to code generated at run time. Second, maintenance requires a lot of effort because the implementation becomes obsolete as the language evolves.
Thus, dynamic effect monitoring and dynamic access restriction plays an important role in the context of JavaScript security, as shown by a number of authors [3, 39, 26, 19] .
Effect Monitoring
Richards et al.
[32] provide a WebKit implementation to monitor JavaScript programs at run time. Rather than performing syntactic checks, they look at effects for history-based access control and revoke effects that violate policies implemented in C++.
Transcript, a Firefox extension by Dhawan et al. [7] , extends JavaScript with support for transactions and speculative DOM updates. Similar to DecentJS, it builds a transactional scope and permits the execution of unrestricted guest code. Effects within a transaction are logged for inspection by the host program. They also provide features to commit updates and to recover from effects of malicious guest code.
JSConTest [16] is a framework that helps to investigate the effects of unfamiliar JavaScript code by monitoring the execution and by summarizing the observed access traces to access permission contracts. It comes with an algorithm [17] that infers a concise effect description from a set of access paths and it enables the programmer to specify the effects of a function using access permission contracts.
JSConTest is implemented by an offline source code transformation. Because of JavaScrip's flexibility it requires a lot of effort to construct an offline transformation that guarantees full interposition and that covers the full JavaScript language. This, the implementation of JSConTest has known omissions: no support for with and prototypes, and it does not apply to code created at run time using eval or other mechanisms.
JSConTest2 is a redesign and a reimplementation of JSConTest using JavaScript proxies. The new implementation addresses shortcomings of the previous version: it guarantees full interposition for the full language and for all code regardless of its origin, including dynamically loaded code and code injected via eval.
JSConTest2 [18] monitors read and write operations on objects through access permission contracts that specify allowed effects. A contract restricts effects by defining a set of permitted access paths starting from some anchor object. However, the approach works differently. JSConTest2 has to encapsulate sensitive data instead of encapsulating dubious functions.
Language-embedded Systems
JSFlow [15] is a full language-embedded JavaScript interpreter that enforces information flow policies at run time. Like DecentJS, JSFlow itself is implemented in JavaScript. Compared to DecentJS, the JSFlow interpreter causes a significantly higher run-time impact than the our sandbox, which only reimplements the JavaScript semantics on the membrane.
A similar slowdown is reported for js.js [38] , another language-embedded JavaScript interpreter conceived to execute untrusted JavaScript code. Its implementation provides a wealth of powerful features similar to DecentJS: fine-grained access control, support for the full JavaScript language, and full browser compatibility. However, its average slowdown in the range of 100 to 200 is significantly higher than DecentJS's.
F Evaluation Results
This section reports on our experience with applying the sandbox to select programs. We focus on the influence of sandboxing on the execution time.
We use the Google Octane Benchmark Suite 24 to measure the performance of the sandbox implementation. Octane measures a JavaScript engine's performance by running a selection of complex and demanding programs (benchmark programs run between 5 and 8200 times).
Google claims that Octane "measure[s] the performance of JavaScript code found in large, real-world web applications, running on modern mobile and desktop browsers. Each benchmark is complex and demanding .
We use Octane as it is intended to measure the engine's performance (benchmark programs run between 5 and 8200 times). we claim that it is the heaviest kind of benchmark. Every real-world library (e.g. jQuery) is less demanding and runs without an measurable runtime impact.
Octane 2.0 consists of 17 programs 25 that range from performance tests to real-world web applications (Figure ??) , from an OS kernel simulation to a portable PDF viewer. Each program focuses on a special purpose, for example, function and method calls, arithmetic and bit operations, array manipulation, JavaScript parsing and compilation, etc.
F.1 Testing Procedure
All benchmarks were run on a machine with two AMD Opteron processors with 2.20 GHz and 64 GB memory. All example runs and measurements reported in this paper were obtained with the SpiderMonkey JavaScript engine.
For benchmarking, we wrote a new start script that loads and executes each benchmark program in a fresh sandbox. By setting the sandbox global to the standard global object, we ensure that each benchmark program can refer to properties of the global object as needed.
As sandboxing wraps the global object in a membrane it mediates the interaction of the benchmark program with the global application state.
All run time measurements were taken from a deterministic run, which requires a predefined number of iterations 26 , and by using a warm-up run. Figure 24 and Figure 25 contains the run-time statistics for all benchmark programs in two different configurations, which are explained in the figure's caption, and lists the readouts of some internal counters. Multiple read effects to the same field of an object are counted as one effect. As expected, the run time increases when executing a benchmark in a sandbox. While some programs like EarleyBoyer, NavierStrokes, pdf.js, Mandreel, and Box2DWeb are heavily affected, others are only slightly affected: Richards, Crypto, RegExp, and Code loading, for instance. Unfortunately, DeltaBlue and zlib do not run in our sandbox. DeltaBlue attempts to add a new property to the global Object.prototype object. As our sandbox prevents unintended modifications to Object.prototype the new property is only visible inside of the 24 https://developers.google.com/octane 25 https://developers.google.com/octane/benchmark 26 Programs run either for one second or for a predefined number of iterations. If there are too few iterations in one second, it runs for another second. current sandbox and only to objects created with new Object() and Object.create(), but not to those created using object literals.
F.2 Results
The zlib benchmark uses an indirect call 27 to eval to write objects to the global scope, which is not allowed by the ECMAScript 6 (ECMA-262) specification. Another benchmark, Code loading, also uses an indirect call to eval. A small modification makes the program compatible with the normal eval, which can safely be used in our sandbox.
In the first experiment we turn off effect logging, whereas in the second one it remains enabled. Doing so separates the performance impact of the sandbox system (proxies and shadow objects) from the impact caused by the effect system. From the running times we find that the sandbox itself causes an average slowdown of 8.01 (over all benchmarks).
Our experimental setup wraps the global object in a membrane and mediates the interaction between the benchmark program and the global application state. As each benchmark program contains every source required to run the benchmark in separation, except global objects and global functions, the only thing that influences the execution time is read/write access to global elements.
In absolute times, raw sandboxing causes a run time deterioration of 0.003ms per sandbox operation (effects) (0.011ms with effect logging enabled). For example, the Box2DWeb benchmark requires 145 seconds to complete and performs 132,722,198 effects on its membrane. Its baseline requires 4 seconds. Thus, sandboxing takes an additional 141 seconds. Hence, there is an overhead of 0.001ms per operation (0.010ms with effect logging enabled). Figure 26 contains the scores of all benchmark programs in different configurations, which are explained in the figure's caption. All scores were taken from a deterministic run, which requires a predefined number of iterations 29 , and by using a warm-up run. As expected, all scores drop when executing the benchmark in a sandbox. In the first experiment, we turn off effect logging, whereas the second run is with effect logging. This splits the performance impact into the impact caused by the sandbox system (proxies and shadow objects) and the impact caused by effect system.
F.4 Memory Consumption
Figure 27, Figure 28 , and Figure 29 shows the memory consumption recorded when running the Google Octane 2.0 Benchmark Suite. The numbers indicate that there is no significant increase in the memory consumed. For example, the difference of the virtual memory size ranges from -126 to 40 for a raw sandbox run and from -311 to +158 for a full run with fine grained effect logging.
