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Resumen 
El objetivo de este proyecto es diseñar y crear un autómata ethernet. 
Un autómata ethernet es un dispositivo que convierte los datos que llegan por 
la interfaz ethernet a RS232, pudiendo controlar de esta manera cualquier 
dispositivo electrónico con bus de datos serie con un ordenador.  
Para que el autómata pueda comunicarse con un ordenador en una red 
ethernet, hemos implementado los protocolos ARP, ICMP y TCP/IP. Gracias a 
este último es posible que un ordenador acceda al autómata mediante la 
aplicación Telnet o HTTP. 
La aplicación Telnet permite que un ordenador se conecte al autómata, envíe 
caracteres por la interfaz ethernet y éste los retransmita por su interfaz serie. 
Mientras que la aplicación HTTP permite que un ordenador acceda a una 
página web que se encuentre alojada en el autómata. 
El proyecto recoje de una manera secuencial el proceso de diseño, 
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Overview 
The objective of this project is to design and to create an Ethernet robot. 
An ethernet robot is a device that turns signals from an ethernet interface to a 
RS232 interface, being able to control any electronic device with serial bus 
using a computer. 
In order that the ethernet robot can communicate with a computer in an 
ethernet net, we have programmed ARP, ICMP and TCP/IP protocols. Thanks 
to TCP/IP protocol, it’s possible that a computer accedes to the ethernet robot 
by means of Telnet or HTTP application. 
Telnet application allows a computer establishing connection to the ethernet 
robot, sending characters by the ethernet interface, and that this one retransmit 
this characters by its serial interface. HTTP application allows a computer to 
acced to a web page lodged in the ethernet robot. 
This project contains sequentially the process of design, construction and 
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INTRODUCCIÓN 
Un autómata es un dispositivo programable diseñado para controlar, en tiempo 
real, procesos secuenciales. Se utilizan en diferentes campos de aplicación 
como en fábricas, controles de acceso, tráfico o domótica.  
La función de un autómata ethernet es la de interconectar máquinas que no 
disponen de interfaz ethernet con máquinas que si disponen de ella. En el caso 
de este proyecto se ha conectado un ordenador vía ethernet al autómata, y 
éste conectado a otro ordenador via RS232. 
La motivación de este proyecto radica en construir un sistema capaz de 
convertir señales que llegan por interfaz ethernet a interfaz RS232. Este 
sistema debe implementar el protocolo TCP/IP para comunicarse vía ethernet y 
debe ser capaz de capturar los datos y enviarlos por el bus serie 
La distribución general de este proyecto se divide en cinco capítulos: 
En el primer capítulo hemos dibujado un diagrama de bloques que da una idea 
general de los elementos necesarios para construir un autómata ethernet. 
En el segundo capítulo entramos en profundidad en el mundo de los 
microcontroladores, explicando cuál utilizo y por qué, además de explicar con 
qué dispositivos hay que rodear al microcontrolador para que funcione 
correctamente. En este capítulo también añadimos dos ejemplos de códigos 
con dos esquemas electrónicos demostrando de esta manera el control total 
sobre el PIC16F877. 
En el tercer capítulo explicamos que el controlador de red utilizado es el 
RTL8019AS, sus características y su funcionamiento interno. Además 
comentamos dos formas de hacerse con un RTL8019AS y de qué manera 
empezar a hacer pruebas con él. 
En el cuarto capítulo exponemos qué elementos hemos necesitado y cómo los 
hemos conectado para crear el prototipo final y una vez obtenido, qué prueba 
se ha realizado para verificar que el prototipo funcionaba correctamente. 
Finalmente, en el quinto capítulo mostramos algunos protocolos que hemos 
implementado sobre el prototipo como ARP, ICMP, IP o TCP. Además 
explicamos como se implementa la aplicación telnet sobre el protocolo TCP. 
En los anexos del proyecto se pueden encontrar todos los códigos a los que 
durante este documento hago referencia en los diferentes experimentos, 
además de los esquemas de conexiones que hemos diseñado para los mismos. 
El autómata ethernet consume muy poca energía de manera que sería posible 
alimentarlo con una pequeña placa solar, siendo beneficioso para el medio 
ambiente. Si se alimentara con pilas o baterías, debido al reducido consumo 
energético de los componentes el autómata ethernet, la sustitución de éstas 
sería de año en año, produciendo un impacto muy leve. 
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1 ESTRUCTURA GENERAL DEL SISTEMA 
El autómata ethernet se puede entender como un sistema formado por 
dispositivos que internamente se comunican entre sí, y que a la vez interactúa 
con dispositivos que se encuentran a su alrededor. 
Los elementos que forman este sistema se pueden clasificar en dos grandes 
grupos: el de hardware y el de software. 
En el grupo de hardware encontramos los componentes electrónicos pasivos 
(resistencias, condensadores y adaptadores de impedancia), un 
microcontrolador (PIC16F877), un adaptador de niveles de tensión (MAX232, 
aunque en el autómata ethernet utilizamos un integrado basado en éste 
llamado ST232) y un controlador de red (RTL8019AS). 
 
Fig. 1.1 Diagrama de bloques del autómata de ethernet 
En el grupo de software encontramos el código que hace funcionar el 
PIC16F877 y que a la vez controla el RTL8019AS. Este software no controla 
directamente el RTL8019AS pero sí hace que a través del microcontrolador 
configure algunos parámetros necesarios como la dirección física (MAC) o la 
dirección multicast. El funcionamiento del controlador de red no depende de 
ningún código sino que está implementado por hardware de fábrica. 
EL MICROCONTROLADOR. PIC16F877  3 
2 El MICROCONTROLADOR. PIC16F877 
El microcontrolador es el corazón del autómata ya que contiene el programa 
que hará funcionar los demás dispositivos. En este capítulo explicamos qué es 
un microcontrolador (véase 2.1), por qué lo utilizamos (véase 2.2), cuál 
utilizamos y sus características (véase 2.3), además de cómo lo hemos 
programado (véase 2.4)  y algunas pruebas (véase 2.5). Todos los circuitos 
electrónicos de pruebas los hemos montado sobre una placa de ensayos o 
protoboard, que permite manipular dispositivos sin tener que soldarlos. 
En el siguiente párrafo hacemos una pequeña introducción a los 
microcontroladores, si el lector considera que ya sabe qué es un 
microcontrolador puede pasar al apartado 2.2 ya que no verá afectada la 
comprensión del capítulo. 
2.1 Introducción a los controladores y microcontroladores 
Un controlador es un dispositivo utilizado para controlar uno o varios procesos. 
Al principio, los controladores estaban formados exclusivamente por 
componentes discretos. Más tarde, se emplearon procesadores rodeados de 
memorias y circuitos de entrada/salida sobre una placa de circuito impreso. 
Actualmente, los controladores integran todos los dispositivos antes 
mencionados en un pequeño chip formando lo que hoy se conoce como 
microcontrolador. 
Las partes principales de un microcontrolador son: CPU  ó Procesador 
encargado de ejecutar las órdenes, líneas de E/S para comunicarse con 
dispositivos periféricos, memoria RAM para contener los datos que se 
intercambian con los buses de entrada/salida, memoria tipo 
ROM/PROM/EPROM para el código programado, diversos módulos para el 
control de periféricos (temporizadores, puertas serie y paralelo, CAD: 
Conversores Analógico/Digital, CDA: Conversores Digital/Analógico, etc…) y 
generador de impulsos de reloj que sincronizan el funcionamiento de todo el 
sistema definiendo de esta manera la velocidad de proceso. 
Cada fabricante de microcontroladores dispone en su catálogo de un gran 
número de modelos, desde los más sencillos hasta los más complejos. Es 
posible elegir la capacidad de las memorias, número de líneas de 
entrada/salida, velocidad de funcionamiento, etc… La clasificación más 
importante es entre microcontroladores de 4, 8, 16 o 32 bits. Aunque las 
prestaciones de los microcontroladores de 16 y 32 bits son superiores a las de 
4 y 8 bits, son los de 8 bits los que dominan el mercado debido a que son los 
más adecuados para la mayoría de aplicaciones, siendo inapropiado utilizar 
microcontroladores más potentes y caros. 
Un aspecto que diferencia a los micorcontroladores es la tecnología utilizada, 
que influye directamente en el tipo de alimentación o la forma en la que éstos 
se programan.  
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2.2 
2.3 
Elección del microcontrolador 
En la elección del microcontrolador tuvimos en cuenta tres características: que 
tuviera capacidad para comunicación con el puerto serie del PC, que fuera 
programable por software y que contara como mínimo con 3 puertos. 
Otras características como la velocidad de proceso o la capacidad de 
almacenamiento de datos e instrucciones no decantaron nuestra decisión ya 
que no sabíamos la velocidad de proceso requerida por el sistema, ni las 
necesidades mínimas en cuanto a capacidad de almacenamiento de datos, ya 
que no podíamos preveer lo que podrían llegar a ocupar los códigos. 
Los puertos necesarios que debía tener el microcontrolador debían ser como 
mínimo uno de 8 bits dedicado al intercambio de datos con el controlador de 
ethernet, otro puerto de 5 bits para direccionamiento del dispositivo controlador, 
un tercer puerto de 3 bits para controlar la selección, escritura y lectura del 
controlador de ethernet. 
La tecnología de fabricación y la forma en que se programaban no fue 
influyente en la elección del microcontrolador. 
A la vez que tuvimos en cuenta las características mínimas que debía tener el 
microcontrolador, hicimos una búsqueda en la red de proyectos similares para 
observar qué microcontroladores eran los más utilizados. La experiencia nos 
indicó que los dispositivos más utilizados eran de la familia de Microchip  
(véase [1]), aunque existen microcontroladores de otras familias.  
En concreto observamos que había uno que cumplía con las necesidades 
mínimas llamado PIC16F877, hecho que hizo decidirnos. Este dipositivo está 
ampliamente documentado tanto por su fabricante Microchip (véase [1]) como 
por multitud de proyectos basados en él. A continuación se exponen sus 
caracteristicas más significativas. 
Características del PIC16F877 
El PIC16F877 (véase [1]) es un microcontrolador de la familia Microchip de 40 
pines, con una velocidad de proceso de hasta 20 Mhz dependiendo del reloj, 2 
kbytes de memoria EEPROM, tecnología CMOS, alimentación a 5V, cinco 
puertos (puerto A de 6 bits, puerto B, C y D de 8 bits y puerto E de 3 bits) y 
posibilidad de comunicación serie. 
En la figura 2.1 se muestra el diagrama de conexiones del PIC16F877, 
mientras que las conexiones más significativas se explican en el apartado 2.3.1.  
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Fig. 2.1 Diagrama de conexiones del P
Las conexiones del PIC16F877 las podemos clasificar en 4 grupos: 
alimentación, reset, oscilador y puertos. En la siguiente tabla vemos qué 
conexiones corresponden a cada grupo y sus funciones. 
Tabla 1.1. Conexiones del PIC16F877 
V. 
IC16F877 
2.3.1 Conexiones del PIC16F877 
 
Vdd Alimentación positiva, debe ser 5 Alimentación 
Vss Masa o alimentación negativa, 
debe ser 0 V. 
Reset ( !MCLR / Vpp ) Reset asíncrono activado por 
estado bajo (0 V). 
OSC1 Entrada de señal de reloj. Oscilador 
OSC2 Salida de señal de reloj. 
Puertos A0:A5, B0:B7, C0:C7, D0:D7, 
E0:E2 
Puertos de entrada y salida 
genéricos. 
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Las demás conexiones del PIC16F877 pertenecen a los cinco puertos del 
microcontrolador, estos puertos son explicados con más detalle en el apartado 
siguiente. 
registros, de 
8 bits, que el mismo microcontrolador posee en su interior. Cada puerto físico 
erogeneidad de signifiados en su interior, como por ejemplo 
el OPTIONREG, donde un bit puede tener una función y otro bit del mismo 
sus conexiones traten 
señales digitales, se utiliza también para hacer la programación del código 
máquina a ejecutar en la EEPROM del microcontrolador. Los registros que 
es son TRISB, PORTB y OPTION_REG. 
 una 
conexión del PIC16F877 basta con escribir el dato en el registro. 
rmiso para escribir, permiso 
para leer y selección de chip. Los registros que intervienen en la configuración 
del puerto D y E son TRISD, TRISE, PORTD y PORTE. 
2.3.2 Puertos del PIC16F877 
Los puertos del PIC16F877 tienen diferentes formas de configurarse, una que 
es común a todos ellos y otras particulares de cada puerto.  
La configuración del PIC16F877 se realiza escribiendo diferentes 
tiene asociados diferentes registros internos. Algunos registros tienen los 8 bits 
asociados a la misma función, como por ejemplo los registros TRIS, donde 
cada bit del registro corresponde a un bit del puerto físico, mientras que otros 
registros tienen het
registro otra totalmente distinta. 
Estos registros se escriben mediante el código con el que se haya programado 
el PIC16F877, y pueden tomar diferentes configuraciones durante el recorrido 
del programa o pueden tener la misma configuración durante el transcurso del 
mismo. 
El puerto A tiene la peculiaridad de poder configurarse para que trate señales 
digitales, analógicas o ambas a la vez utilizando diferentes conexiones. Los 
registros que determinan estas funciones son TRISA, PORTA y ADCON1. 
El puerto B además de poder configurarse para que 
determinan estas funcion
El puerto C es el puerto destinado a ofrecernos comunicación serie con 
algunos dispositivos además de tener posibilidad de tratar señales digitales. 
Los registros que configuran estas opciones son TRISC, PORTC, SPBRG, 
TXSTA y RCSTA. 
El puerto D tiene la posibilidad de configurarse para tratar señales digitales en 
modo paralelo o bien como los demás puertos individualmente. En modo 
paralelo es indispensable la intervención del puerto E ya que para leer o 
escribir en el puerto D es necesario activar el bit 0 o bit 1 del puerto E  
respectivamente, mientras que en modo normal para cambiar el estado de
El puerto E además de poder configurarse para tratar señales digitales puede 
configurarse como puerto de control sobre el puerto paralelo configurado en el 
puerto D. Sus tres conexiones actúan dando pe
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2.3.3 Oscilador TTL 
Cuando pensamos qué tipo de oscilador teníamos que incluir en el montaje del 
prototipo barajamos la posibilidad de incluir alguno formado por elementos 
pasivos (resistencias ,condensadores y cristal de cuarzo) pero no son del todo 
fiables, ya que montado en una placa de ensayo corríamos el riesgo de que 
cualquier golpe alterara su funcionamiento. Finalmente utilizamos un oscilador 
TTL, ya que es un solo dispositivo que integra un cristal de cuarzo y elementos 
activos (transistores). El hecho de que sea un solo dispositivo ofrece más 
seguridad que te a posibles 
golpes. De cualquier manera, en una placa de circuito impreso cualquiera de 
las dos soluciones es óptima ya que los elementos quedan fijos a la placa. 
Como muestra la Tabla 2.1 la conexión OSC1/CLKIN se utiliza para introducir 
ara poder generar este tren de impulsos  
 un oscilador construido con elementos pasivos fren
la señal de reloj. En el caso de que se quisiera utilizar un oscilador formado por 
elementos pasivos (resistencias y condensadores) se utiliza la conexión 
OSC2/CLKOUT para realimentar este oscilador.  
El oscilador TTL es un componente que proporciona una señal cuadrada de 
precisión con niveles entre 0 V y 5 V. P
requiere alimentación positiva (5 V) y conexión a masa (0 V). 
 
Fig. 2.2 Diagrama de conexiones del oscilador TTL 
2.4 Herramientas de programación 
En los siguientes apartados justificamos qué lenguaje de programación, 
compilador y hardware para grabar datos en el microcontrolador utilizamos, 
desde que creamos un código hasta que el PIC16F877 está programado. 
Una de las razones por las que hemos escogido un microcontrolador de la 
e los 
compiladores que, partiendo del lenguaje de programación C, creaban un 
2.4.1 Lenguaje de programación 
familia Microchip es que es programable por software. Tuvimos que decidir que 
lenguaje de programación usar así como la herramienta para compilar. 
Sabiendo que los microcontroladores se programan con código máquina 
(hexadecimal) hicimos una búsqueda para recopilar información acerca d
archivo con extensión ‘.hex’.  
La búsqueda nos condujo a diferentes páginas web de empresas que tienen 
productos muy interesantes, pero de pago, aunque finalmente dimos con la 
página de B. Knudsen (véase [10]) que ofrece un compilador gratuito con 
8  AUTÓMATA ETHERNET 
licencia para estudiantes llamado CC5X, con la limitación de que no deja 
compilar más de 1024 palabras.  
Hubo un momento en el transcurso del proyecto en el que llegamos al límite de 
palabras compiladas, hecho que nos obligó a pensar en alternativas a este 
compialdor.  
Una de ellas fue la de buscar otro compilador gratuito que tuviera 
ite que serían suficientes para llevar a buen puerto la 
programación del microcontrolador. 
De esta forma poseíamos un compilado n un 
límite de 4096 palabras. Este compilador funciona en modo MS-DOS y trabaja 
tomando un archivo  archivo ‘.hex’ listo 
para programarlo en el PIC16F877. 
Para hacer la grabación del archivo con extensión ‘.hex’ en el PIC16F877 
habían dos alternativas: construir un hardware para poder grabar los datos en 
el microcontrolador y crear un software que trasportara el código desde el PC 
hasta el hardware, o bien utilizar un paquete ya creado por los mismos 
fabricantes que el microcontrolador que incluye el hardware y el software. Sin 
duda optamos por la segunda opción ya que mi director de proyecto lo tenía al 
alcance y no iba a representar ningún retraso más que el aprender a utilizar el 
paquete de Microchip, mientras que la primera opción suponía perder 
demasiado tiempo en construir y comprobar que se había realizado 
correctamente. 
características parecidas al que estaba utilizando y una vez encontrado, 
comprobé que la sintaxis que utilizaba el compilador no era la misma que la del 
CC5X. Este inconveniente iba a retrasar demasiado el proceso de 
programación del PIC16F877 así que optamos por adoptar otra solución. 
Esta segunda alternativa consistió en ponernos en contacto con la empresa B. 
Knudsen (véase [10]) para pedir si era posible que nos ofrecieran un 
compilador con el límite de palabras compiladas más elevado. Finalmente 
tuvimos éxito en la petición y nos hicieron llegar un compilador con 4096 
palabras de lím
r de lenguaje C llamado CC5X co
con extensión ‘.c’ y compilándolo en otro
2.4.2 Grabación de datos en el microcontrolador 
 
Fig. 2.3 Programador PICSTART Plus 
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El paquete de Microchip consiste en el hardware de grabación de datos 
PICSTART plus (véase Fig. 2.3) y en el software MPLAB (véase Fig. 2.4). 
 
Fig 2.4 MPLAB 
 grabado de un código 
uerto serie del PC, ejecutamos el software MPLAB y 
cargamos el código con extensión ‘.hex’. Finalmente colocamos el PIC16F877 
en el PICSTAR Plus y grabamos el código máquina en el microcontrolador. 
En ese momento el PIC16F877 está listo  
y com
do describimos dos pruebas que hemos realizado para 
demostrar que controlamos totalmente el PIC16F877. Previamente a la 
creación de los dos códigos construímos un pequeño módulo en una placa de 
pruebas para interactuar desde el microcontrolador con el puerto serie del PC 
(véase 2.5.1). 
2.4.3 Proceso creación, compilación y
Los pasos que seguimos en la elaboración de todos los códigos son los 
siguientes: creamos un archivo de texto con extensión ‘.c’ que contenia el 
programa escrito con lenguage C, compilamos los códigos con el software 
CC5X creando el archivo con extensión ‘.hex’, de forma que fuera adecuado 
para que pudiera ser grabado en el  microcontrolador. Hecho esto, conectamos 
el PICSTART Plus al p
para colocar en el circuito de pruebas
probar si el proceso de programación ha finalizado con éxito. 
2.5 Pruebas 
En este aparta
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2.5.1 Módulo adaptador PIC – RS232 
Con objetivo de recibir y mandar datos con el PIC16F877 construímos un 
pequeño circuito electrónico con la función de adaptar los niveles de tensión 
con los que trabaja el microcontrolador (0 V a 5 V) y el puerto RS232 del PC    
(-10 V a 10 V). El corazón de este módulo está formado por el chip ST232 
(véase [2]) pero existen otros modelos que pueden realizar la misma función 
(por ejemplo MAX232). 
 
Fig. 2.5 Módulo de adaptación entre el PIC16F877 y el puerto RS232 
Para construir este circuito electrónico tuvimos en cuenta el data sheet del 
integrado ST232 (véase [2]) y el esquema de conexiones del puerto RS232 
(véase Fig 2.6). 
 
Fig. 2.6 Conexiones del puerto RS232 
En la Fig. 2.7 se puede ver el esquema de conexiones completo del oscilador 
TTL, el PIC16F877 y el ST232 con el puerto RS232. Este esquema se 
convierte en un punto de partida sobre el que vamos a desarrollar diferentes 
escenarios de prueba.  
Una aplicación de gran utilidad ha sido HyperTerminal del sistema operativo 
 por el puerto serie del PC, de forma que además de enviarlos y 
Windows, ya que permite visualizar los datos que circulan a través del puerto 
serie del PC. Los dos códigos de prueba que hemos realizado para este 
capítulo tienen como base la transmisión y recepción de caracteres 
alfanuméricos
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recibirlos también somos capaces de visualizarlos en la pantalla del 
HyperTerminal. 
Todos los códigos de este proyecto están creados para que la comunicación 
serie con HyperTerminal se realice en modo asíncrono, a una velocidad de 
transferencia de 9600 bps, 8 bits de datos, sin paridad y con un bit de stop. 
 
Fig. 2.7 Esquema de conexiones base 
2.5.2 Escenario nº 1 
]), es tener la posibilidad 
de poner en estado alto cualquier pin del microcontrolador (y de esta forma 
rcando una secuencia de tres teclas:  
La primera tecla indica que se desea poner en estado alto una conexión 
La tercera tecla indicará qué conexión del puerto seleccionado se quiere activar 
para encender el led (desde el número 1 al 8 si se trata del puerto B o D, desde 
el número 1 al 6  si se trata del 
puerto E). 
El objetivo que conseguimos montando el circuito de la Fig. 2.8 y programando 
el PIC16F877 con el código “final0.c” (véase [Anexo 1
encender leds) desde el teclado del PC, ma
pulsando un ‘1’.  
La segunda tecla indica en qué puerto se encuentra el pin que queremos 
encender (puerto A, B, D o E), teniendo en cuenta que el puerto C se utiliza 
para la comunicación serie y en este caso no está operativo para encender o 
apagar leds.  
 si se trata del puerto A o desde el número 1 al 3
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Fig. 2.8 Esquema electrónico del escenario nº 1 
Si en el teclado del PC introducimos la secuencia de datos ‘1d4’ además de ver 
estos datos en la pantalla del HyperTerminal, veremos como el led que está 
conectado a la conexión 4 del puerto D se enciende.  
2.5.3 Escenario nº 2 
Con el circuito de la Fig. 2.9 y programando el PIC16F877 con el código 
“final1.c” (véase [Anexo 1]), podemos leer el valor de los puertos A, B, D y E y 
mostrar los resultados por la pantalla del HyperTerminal. La lectura se realiza 
cada vez que se presiona la letra ‘d’ del teclado del PC, de forma que entre 
lectura y lectura se pueden modificar las conexiones del PIC16F877 a Vdd o 
masa y apreciar los cambios de valor. 
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Fig. 2.9 Esquema electrónico del escenario nº 2 
Si se hiciera una lectura con el circuito de la Fig. 2.9 montado, lo que 
podrí al sería: 
tados 
Durante el proceso de estudio del PIC16F877 y del compilador CC5X surgieron 
difere talladamente. 
do de un diodo a la conexión en drenador abierto del 
microcontrolador y el extremo del cátodo a la salida de otro dispositivo o a la 
indistintamente, como una salida o como una entrada digital, de manera que 






ntes dificultades que explicamos de
La conexión número cuatro del puerto A (RA4) es una conexión en drenador o 
colector abierto (véase [1], página 29). Este tipo de conexiones no se pueden 
conectar directamente a una salida TTL o CMOS ya que provocaría la 
destrucción de la conexión. Al no poner atención en este dato, tratamos esta 
conexión como las demás, de forma que no se comportaba como inicialmente 
se esperaba. La solución se encuentra en la Fig. 2.8, se trata de conectar el 
extremo del áno
alimentación positiva a través de una resistencia. 
Otro aspecto que entrañó dificultad fue la forma en la que se configuraban los 
puertos del PIC16F877. Cada conexión de cada puerto se puede configurar, 
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podríamos tener las conexiones 0 a 3 del puerto D funcionando como entradas 
digitales y las conexiones 4 a 7 funcionando como salidas digitales. Para 
configurar el puerto D de esta forma tendríamos que configurar el registro 
TRISD con el valor 00001111. 
Un registro diferente es PORTx, entendiendo x como uno de los cinco puertos 
que existen en el microcontrolador (PORTA, PORTB, PORTC, PORTD y 
PORTE). Este registro se utiliza para darle un valor al puerto correspondiente 
cuando está configurado como puerto de salida, o bien para leer un dato si 
estuviera configurado como puerto de entrada. 
Un error importante fue pensar que si sólo se deseaba utilizar un puerto para 
encender y apagar leds, bastaba con configurar únicamente este puerto. La 
experiencia indica que es imprescindible configurar todos los puertos del 
microcontrolador porque de otro modo los resultados no son los esperados. 
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3 RTL8019AS 
En este capítulo explicamos qué dispositivo hemos utilizado para que actúe de 
interfaz con la red ethernet o de controlador de ethernet. Un dispositivo que 
hace de interfaz es aquel que interpreta las señales del medio por el que se 
comunica (en este caso una red ethernet) y prepara los datos de alguna 
manera para que un microcontrolador acceda a ellos. 
3.1 Elección del controlador de ethernet 
Existen en el mercado diferentes propuestas sobre controladores de ethernet 
de marcas tan populares como Intel o AMD, pero la experiencia en la búsqueda 
de proyectos similares nos indicó que se utilizaba un controlador de la familia 
de Realtek llamado RTL8019AS. Pensamos que lo mejor sería utilizar este 
controlador, ya que en momentos de dificultad en los que probablemente nos 
encontraríamos, tendríamos mas facilidad para encontrar puntos de apoyo. 
Una vez decidido que el controlador de red que utilizaríamos sería el 
racterísticas más significativas 
son: conectividad full-duplex, velocidad de 10 Mbps, detección de errores 
conexiones entre las que se pueden destacar ocho grupos: el grupo de 
RTL8019AS acudimos a la página web de Realtek (véase [3])  para buscar su 
data sheet y empezar con su estudio. 
3.2 Características del RTL8019AS 
El RTL8019AS es un controlador de ethernet ampliamente conocido utilizado 
en tarjetas de comunicaciones de red. Sus ca
gracias a las características del protocolo de ethernet CSMA/CD y 16 kbyte de 
memoria RAM para almacenar datos. Estas son las posibilidades  más 
interesantes del RTL8019AS que hemos tenido en cuenta para el atómata 
ethernet, pero tiene otras características como la posibilidad de conectar una 
memoria externa de hasta 64 kbytes o bien configurarlo para que adopte 
funciones Plug and Play. 
3.3 Conexiones del RTL8019AS 
Como se puede apreciar en la Fig. 3.1, el RTL8019AS dispone de 100 
comunicación de datos con el microcontrolador, el grupo de direccionamiento 
de datos, el grupo de control de datos, el grupo de comunicación de datos con 
la red ethernet, el grupo de conexión de memorias externas, el grupo de 
configuración del controlador de ethernet, el grupo de interrupciones y el grupo 
de alimentación. 
En la realización del autómata de ethernet no hemos utilizado el grupo de 
interrupciones ni el de conexionado de memoria externa. De igual manera 
hemos utilizado parte de las conexiones del grupo de comunicación con el 
microcontrolador y del grupo de direccionamiento de datos. En este capítulo 
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explicamos con detalle qué conexiones hemos tenido en cuenta para que el 
RTL8019AS funcione correctamente en el autómata ethernet. 
 
Fig. 3.1 Diagrama de conexiones del RTL8019AS 
EL RTL8019AS dispone de 100 conexiones pero no todas son útiles en el 
autómata ethernet. A continuación explicamos por grupos qué conexiones 
utilizamos y el porqué. 
El grupo de comunicación de datos con el microcontrolador es el encargado de 
transportar datos del PIC16F877 al controlador de ethernet y viceversa. Está 
formado por las conexiones que van de la SD0 a la SD15. Se trata de un puerto 
con 16 conexiones porque el RTL8019AS puede trabajar en modo 16 bits. El  
autómata ethernet trabaja en modo 8 bits de forma que solo utilizo las 
conexiones de la SD0 a la SD7, dejando las demás conexiones al aire. 
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El grupo de direccionamiento de datos es el encargado de indicar en qué 
posición de memoria se va a escribir o leer. Tambien tiene como función 
informar el espacio de direccionamiento en el que se va alojar si formase parte 
de un grupo de dipositivos. En el caso e este proyecto no hay que distribuir 
0 a SA19) de las cuales se utilizan desde la SA0 a la 
l del RTL8019AS y en caso positivo si se va a escribir o leer del 
mismo. Está formado por las conexiones RSTDRV, AEN, IORB e IOWB.  
El gr hernet identifica aquellas 
rna con bus de datos serie o bien 
21-
on IOCS16B, PnP 
d
dispositivos en un espacio de direcciones porque no existe otro dispositivo que 
comparta el bus de direccionamiento pero hay que indicar uno para que 
funcione correctamente. Por ejemplo, un PC maneja diferentes dispositivos que 
comparten bus de direccionamiento, pero para que cada dispositivo sepa de 
forma inequívoca que una dirección de memoria va dirigida a él y no para otro, 
hay unos bits en el bus de direccionamiento que seleccionan de forma segura a 
qué dispositivo va dirijida una orden. El RTL8019AS dispone de 20 conexiones 
para direccionamiento (SA
SA9. Como podemos ver en la tabla de registros del controlador de ethernet 
(véase Tabla 3.1) debemos controlar desde la posición 00h hasta la 1Fh de 
forma que sólo necesitamos cambiar el valor de las conexiones SA0 a SA4 
para acceder a estos registros, así pues las conexiones SA5, SA6 y SA7 
estarán dirigidas a masa. Para identificar al RTL8019AS dirigiremos las 
conexiones SA8 y SA9 hacia Vdd. 
El grupo de control de datos es el encargado de seleccionar si se va a habilitar 
o no el contro
upo de comunicación de datos con la red et
conexiones que a través de un transformador 10 Base-T (véase [4]) emiten y 
reciben señales hacia la red ethernet. Este grupo está formado por las 
conexiones TPIN+, TPIN-, TPOUT+ y TPOUT-. 
El grupo de conexión con memorias externas está dividido en dos subgrupos 
ya que se puede conectar una memoria exte
una memoria con bus de datos en paralelo. Si se deseara conectar una 
memoria con bus de datos serie utilizaríamos las conexiones EECS, EESK, 
EEDI y EEDO. Estas conexiones no se utilizan en el autómata ethernet pero si 
que son utilizadas en las tarjetas de red que implementan el RTL8019AS para 
alojar la dirección física. Si por el contrario se deseara incluir una memoria con 
bus de datos en paralelo se utilizarían las conexiones BCSB, BBCS, BA
BA14, BD7-BD0 y BS4-BS0. Estas conexiones tampoco se utilizan en el 
autómata de ethernet. SMEMRB y SMEMWB indican que se desea leer o 
escribir de una memoria externa, respectivamente. 
El grupo de configuración del controlador de ethernet se utiliza para realizar 
una primera configuración del RTL8019AS e indicará si funcionará en modo 
PnP, Jumper o Jumperless. Las conexiones que utilizamos s
y JP. Dependiendo de qué valores tomen estas conexiones el controlador de 
ethernet actuará de una forma o de otra, en el caso del autómata ethernet está 
configurado en modo jumperless y en modo de 8bits. Para configurar el 
RTL8019AS en modo 8 bits basta con dejar la conexión IOCS16B al aire de 
manera que cuando el controlador se reinicie detecte estado bajo. Si esta 
conexión estuviera dirigida a alimentación positiva a través de una resistencia, 
el controlador se configuraría en modo 16 bits. Para configurar el RTL8019AS 
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en modo jumperless hay que conectar las conexiones PnP y JP a masa o 
dejarlos al aire. 
Las conexiones del grupo de interrupciones se utilizan para notificar cualquier 
evento que deba ser anunciado o bien para muestrear si se ha producido 
de ethernet no utilizaremos estas conexiones. 
epresenta la masa a 0 V. 
El RTL8019AS está estructurado en registros de 8 bits, agrupados a su vez en 
 escribir en algún 
registro se debe tener en cuenta en qué pagina se encuentra (véase Tabla 2.1) 
De la misma forma que el registro CR se encuentra en cada una de las cuatro 
t Port en 
s del controlador 
scribiendo FFh en el 
registro 18h, pero puediendo utilizar cualquiera de los otros. En los códigos 
creados siempre hemos reseteado los registros antes de configurar el 
RTL8019AS. 
alguna interrupción en un hipotético bus compartido. En el caso del autómata 
El grupo de alimentación sirve para alimentar el dispositivo. Las conexiones 
que intervienen son Vdd que representa la alimentación de tensión continua a 5 
V y GND que r
3.4 Estructura interna del RTL8019AS 
4 páginas diferentes. Según la página que se desee seleccionar se debe tener 
en cuenta los bits PS0 y PS1 del registro CR. Este registro CR se encuentra en 
la posición 00h de las cuatro páginas. A la hora de leer o
ya que según si se quiere leer o escribir una misma posición puede contener 
diferentes registros. 
páginas en la posición 00h, se pueden encontrar el registro Remote DMA Port 
en las cuatro páginas en los registros del 10h al 17h, y el registro Rese
las cuatro páginas en los registros del 18h al 1Fh. En el registro Remote DMA 
Port se escribirán datos cuando se desee transmitir un paquete o bien se 
leerán datos cuando se reciba uno.  
Durante la creación de los códigos siempre utilizamos la posición número 10h 
del Remote DMA Port cuando queremos escribir o leer dato
pero hubiéramos podido utilizar cualquier posición entre la 10h y la 17h. De la 
misma forma, el registro Reset Port lo utilizamos para poner a 0 cualquier 
registro que anteriormente haya podido quedar escrito e
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Tabla. 3.1 Registros del RTL8019AS 
 
Otra característica interesante es que el controlador de ethernet no contiene 
por sí solo ninguna dirección física de red (dirección MAC), que es la dirección 
con la que se comunican las máquinas que puedan estar conectadas a una red 
ethernet, sino que tiene que ser informada por algún dispositivo periférico. En el 
caso del autómata ethernet la dirección física la informará el PIC16F877 pero 
en el caso de una tarjeta de comunicaciones, ésta dirección es informada por 
una memoria EEPROM. 
La dirección física está compuesta por seis bytes y es única para cada máquina 
en el mundo. Los tres primeros bytes indican el fabricante del controlador de 
ethernet mientras que los tres ultimos bytes indican la numeración del 
d. 
rte el bus de datos, el bus de direccionamiento y el bus de control 
entre un microcontrolador (PIC16F877), otro dispositivo (RTL8019AS) y una 
y ningun rango de registros que haga referencia 
directamente a un espacio de memoria dedicado a almacenar paquetes de 
datos. Esto es debido a que a este espacio en memoria se accede a través de 
algunos registros del RTL8019AS que son explicados en el apartado 3.5.1.  
controlador en cuestión. En el RTL8019AS esta dirección se aloja en los 
registros PAR0, PAR1, PAR2, PAR3, PAR4 y PAR5. Como casi todos los 
registros del controlador, se pueden borrar y volver a escribir, considerando 
que en el caso de la dirección física puede suponer un riesgo en el terreno de 
la segurida
3.5 Transmisión y recepción de paquetes 
El RTL8019AS tiene un sistema de tratamiento de la transmisión y recepción 
de paquetes basado en un canal de DMA.  Un canal DMA es aquel en el que 
se compa
memoria (memoria interna del RTL8019AS). 
Si observamos la tabla de registros del RTL8019AS (véase Tabla 3.1) se puede 
apreciar que no ha
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La m da a almacenar datos está mapeada desde el registro 
4000h al 5FFFh. Los registros del dispositivo dan la opción al usuario de que 
 ethernet hemos definido el espacio dedicado a la recepción de 
datos entre las posiciones 4000h y 53FFh. El motivo es que da cabida a tres 
 de inicio indica la dirección de la página de inicio del buffer del anillo 
de recepción. 
PSTOP: (tipo = escritura en página 0, tipo = lectura en página 2) El registro de 
final de página indica la dirección de la página del buffer del anillo de recepción. 
En modo 8 bits no debe exceder de 60h como hemos explicado anteriormente. 
BNRY: (tipo = lectura/escritura en página 0) El registro Boundary se usa para 
prevenir que se sobreescriban datos en el buffer de recepción que no han sido 
leídos. Este registro indica la última página que se ha leído. 
TPSR: (tipo = escritura en página 0) El registro de inicio de página de 
transmisión indica la dirección de la página donde comienza el buffer de 
transmisión. 
TBCR0,1: (tipo = escritura en página 0) Los registros contadores de bytes a 
transmitir indican el número de bytes del próximo paquete a transmitir. 
RSAR0,1: (tipo = escritura en página 0) Los registros de direccionamiento de 
inicio remoto indican la dirección donde empieza la DMA remota. 
RBCR0,1: (tipo = escritura en página 0) Los registros de contador de bytes 
remotos indican el número máximo de bytes a leer o escribir. 
CURR: (tipo = lectura/escritura en página 1) El registro de página actual indica 
la página donde se si
emoria dedica
elija qué espacio le quiere dedicar a los datos que entran al RTL8019AS y a los 
datos de salida. El espacio en memoria dedicado a los datos que entran está 
estructurado en forma de anillo FIFO, mientras que el espacio en memoria para 
los datos de salida está estructurado en forma de pila FIFO. 
En el autómata
paquetes pendientes de leer (53FFh – 4000h = 1400h son 5120 posiciones de 
memoria en las que cabe un byte, por lo tanto tenemos espacio para 5120 
bytes), espacio suficiente para que no se pierda ningún paquete. El espacio 
dedicado a la transmisión de datos está definido entre las posiciones 5400h y 
59FFh ( 59FFh – 5400h = 600h que representa 1530 bytes), dando cabida a un 
paquete. Es suficiente dar espacio para un único paquete ya que el proceso de 
transmisión es suficiente rápido como para que se de la situación de que la pila 
de transmisión esté ocupada.  
3.5.1 Registros que intervienen en la recepción y transmisión de 
paquetes 
PSTART:  (tipo = escritura en página 0, tipo = lectura en página 2) El registro 
de página
tuará el siguiente paquete recibido. 
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Fig. 3.3 Representación del buffer de transmisión y recepción 
3.6 Formato de paquete ethernet 
Según el standard de ethernet (véase [5]) el formato de trama (véase Fig 3.2)  
que viaja por una red ethernet tiene los siguientes campos: preámbulo, SFD, 
dirección física de destino, dirección física de origen, tipo de dato, datos y  FCS. 
 
Fig. 3.2 Formato de trama ethernet 
 a continuación.  
po de protocolo pertenece el paquete que 
 RFC1700 (véase [6]) podemos encontrar 
El preámbulo es una secuencia de bits que indican el comienzo de un paquete 
ethernet.  
El campo SFD es otra secuencia de bits diferente a la del preámbulo e indica 
que la información útil sigue
La dirección física de destino identifica hacia qué máquina va dirigido el 
paquete. 
La dirección física de origen identifica qué máquina es la que envía ese 
paquete. 
El campo tipo de dato indica a qué ti
va dentro del campo de datos. En el
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el valor que representa a cada protocolo (por ejemplo, el protocolo ARP se 
identifica con el valor 0806h, el protocolo IP se identifica con el valor 0800h) 
El campo FCS corresponede a un sistema de detección de errores CRC, 
semejante a los campos de checksum de los paquetes IP o TCP. 
Cuando el RTL8019AS recibe un paquete detecta el preámbulo, detecta el 
campo SFD y almacena el resto del paquete. En este momento calcula el 
campo FCS sobre los datos del paquete y los compara con el campo FCS que 
ha recibido, guardando el paquete si coincide o descartándolo en caso 
contrario.  
En el momento que el RTL8019AS guarda un paquete, añade 4 bytes 
precediendo los campos de dirección destino, dirección origen, tipo y datos. El 
primer byte indica el status del paquete, el segundo byte indica donde debe 
apuntar el registro BNRY (véase 3.5.1) para posteriores lecturas mientras que 
ya que el RTL8019AS emite por si solo el preámbulo, el campo 
A 
n enviar dos 
 una alternativa, 
arjeta de red es que se encuentra rodeado de otros 
stencias y condensadores de desacople, 
J45. El aspecto negativo es que al 
tratarse de una tarjeta ISA tuvimos que manipular las conexiones para poder 
conectarlas a la placa de ensayos. 
el tercer y cuarto byte indican de qué posicion de memoria se está leyendo el 
paquete. 
Cuando se desea transmitir un paquete, el usuario solo debe preocuparse de 
construir el paquete añadiendo los campos dirección destino, dirección origen, 
tipo y datos, 
SFD y el campo FCS. 
3.7 Tarjeta IS
Cuando decidimos adquirir un RTL8019AS descubrimos que la empresa 
distribuidora para Europa de Realtek (véase [7]) era Cornelius Consult (véase 
[8]) así que hicimos una petición vía e-mail de algunas muestras del controlador 
de ethernet. A los pocos días respondieron diciendo que podía
muestras y efectivamente a las dos semanas ya disponíamos de los 
componentes. 
Mientras que no recibíamos las muestras buscamos
encontrándola en las tarjetas de red ISA. Observamos que la mayoría de 
tarjetas de red disponían del RTL8019AS así que adquirímos una para 
empezar ha hacer pruebas. El aspecto positivo de encontrar el controlador 
montado en una t
componentes necesarios, como resi
filtro adaptador de impedancias y clavija R
En la Fig. 3.3 se pueden apreciar las conexiones de la tarjeta ISA vista desde 
arriba primero y vista desde abajo después. No todas las conexiones del 
RTL8019AS son manipulables desde la tarjeta ISA, pero las que se pueden 
utilizar son suficientes para conectarlas al PIC16F877 y empezar a hacer 
pruebas. 
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Fig. 3.3 Conexiones de la tarjeta ISA 
 
Fig. 3.4 Imagen de la tarjeta ISA 
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3.7.1 Escenario nº 3 
Con el circuito de la Fig. 3.6 y programando el PIC16F877 con el código 
“final2.c” (véase [Anexo 1]) podemos hacer una lectura de la tabla de registros 
(véase Tabla 3.1)  del RTL8019AS pulsando la tecla ‘d’. El objetivo es hacer 
una lectura antes y después de conectar un cable de red a la clavija de la 
tarjeta y observar cómo cambian los registros que indican la presencia de señal. 
En el esquema de la Fig. 3.5 aparece el esquema de conexiones de un 
integrado pero realmente representa las conexiones de la tarjeta ISA. 
 
Fig. 3.5 Representación de las conexiones de la tarjeta ISA 
 
Fig. 3.6 Esquema electrónico del escenario nº 3 
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Haciendo una lectura d 9AS sin cable de red 
conectado en la clavija  los de la Tabla 3.2. 
Para tener la certeza de que los datos obtenidos eran correctos hay que 
s que realizamos fueron erróneas debido a una mala 
programación del código, en el que introducía demasiado tiempo entre línea y 
igo “final2.c” (véase [Anexo 1]) son correctas 
aunque en posteriores códigos reducimos aun más los tiempos de espera entre 
e la tabla de registros del RTL801
RJ45 obtuvimos unos datos como
observar que las posiciones 0Ah y 0Bh de la página 0 contienen los datos 50h 
y 70h respectívamente. Estas mismas posiciones en diferentes páginas deben 
contener datos diferentes. 
Las primeras medicione
línea de código con una función de retraso en la función de lectura. Las 
funciones que aparecen en el cód
líneas de código. 
Tabla 3.2 Registros del RTL8019AS 
 
Según el data sheet del dispositivo (véase [3]), en las posiciones donde 
aparece una X no existe un registro de lectura útil. El proceso de lectura de 
registros programado en el código pasa por todos los registros, así que aunque 
obtuvimos un valor numérico, lo he substituido por una X ya que no es de 
importancia. 
Se puede compro e la página 0 se 
encuentran los val stá haciendo una 
lectura correcta. 
datos serie que se encuentra en la 
tarjeta ISA. Esta dirección física se puede observar en las posiciones 01h a 06h 
de la página 1 y corresponde con los valores 00-00-02-00-00-20. 
El registro 0Ch de la página 0 indica
que no ha recibido ningún paquete. Este registro indica otras características 
pero éstas son las más interesantes en la siguiente prueba. 
bar como en las posiciones 0Ah y 0Bh d
ores 50h y 70h, hecho que demuestra que e
Otro aspecto interesante es comprobar como el RTL8019AS ha cargado la 
dirección física de la memoria con bus de 
 que no detecta cable de red conectado y 
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El sig tar un cable de red procedente de 
un hub y hacer una nueva lec
uiente experimento consistió en conec
tura en la tabla de registros del RTL8019AS 
(véase Tabla 3.3).  
Tabla 3.3 Registros del RTL8019AS 
 
Se puede comprobar como siguen apareciendo los valores 50h y 70 en los 
registros 0Ah y 0Bh de la página 0 respectivamente. De igual manera se puede 
ver como la dirección física (00-00-02-00-00-20) es la misma que leímos en la 
Otro experimento interesante fue programar el PIC16F877 con el código 
“final3.c”. Este código realiza lecturas en la tabla de registros del RTL8019AS 
cuando se presionan las teclas del PC: ‘d’ para la página 0, ‘f’ para la página 1, 
‘g’ para la página 2 y ‘h’ para la página 3, tiene la peculiaridad de que 
presionando la tecla ‘a’ del teclado del PC se configura la dirección física (00-
01-02-03-04-05) en los registros PAR0 a PAR5. Después hicimos una nueva 
lectura en la tabla de registros y comprobamos que la nueva dirección física 
estaba grabada en los registros del RTL8019AS. 
Despúes de hacer estos experimentos empezamos a trabajar con las muestras 
de RTL8019AS que recibimos de forma gratuita por parte de Cornelius Consult 
(véase [8]). 
3.8 Placa RTL8019AS 
Para poder manipular las muestras de RTL8019AS tuvimos que buscar algún 
tipo de placa de circuito impreso para poder soldar el controlador de ethernet. 
Existían dos posibilidades claras: fabricar una placa de circuito impreso o 
buscar algún fabricante que hiciera placas de circuito impreso adaptables al 
anterior prueba. El cambio lo encuentro en el registro 0Ch de la página 0 en el 
que puedo ver como ha variado el valor de 96h a 36h. Este cambio de valor se 
produce debido a que el RTL8019AS ha detectado que hay un cable conectado 
y que ha recibido un paquete. 
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modelo del RTL8019AS. La primera posibilidad, sin duda, iba a ser más 
económica a corto plazo ya que los materiales necesarios para construir una 
placa de circuito impreso no son excesivamente caros, pero corríamos el riesgo 
de fallar en el diseño e ir incrementando el coste. La segunda posibilidad 
parecía más apropiada ya que, aunque a corto plazo tuvimos que hacer un 
desembolso considerable, aseguraba el hecho de poseer una placa de circuito 
impreso ajustada a la medida del RTL8019AS en un corto periodo de tiempo.  
Navegando por internet encontramos una tienda de material electrónico 
llamada Farnell (véase [9]) donde encontramos un modelo de placa (véase Fig. 
3.7) en la que se pueden soldar diferentes tipos de encapsulados, entre los que 
estaba el del RTL8019AS. 
 
Fig. 3.7 Placa de circuito impreso para múltiples encapsulados 
Soldar el controlador de ethernet en la placa de circuito impreso no fue difícil en 
contra de lo que pensábamos. El proceso correcto fue estañar las conexiones 
de la placa de circuito impreso, posteriormente colocamos las conexiones del 
integrado coincidiendo con las conexiones del circuito impreso y, finalmente 
aplicamos calor con el soldador para que el estaño se fundiera y uniera de esta 
manera las conexiones del circuito impreso con las del controlador de ethernet. 
El siguiente paso fue soldar pequeños cables para poder interconectar la placa 
de circuito impreso con la placa de ensayo. Hay dos formas de soldar los 
cables en la placa de circuito impreso, soldados para que salgan por la parte 
superior (véase Fig. 3.8) o soldados para que salgan por la parte inferior (véase 
Fig. 3.9).  
La experiencia indica que soldarlos para que salgan por la parte superior 
provoca que se rompan las pistas de la placa de circuito impreso, hecho que 
hizo que tuviéramos que adquirir una nueva placa, así que opté por soldarlas 
para que salieran por la parte inferior y llevarlas a una zona en la que su 
manipulación era más segura en cuanto a la integridad de las pistas. 
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Fig. 3.8 Cables soldados saliendo por la parte superior 
 




Fig. 3.10 Cables soldados saliendo por la parte inferior 
Finalmente teníamos la placa de circuito impreso con el RTL8019AS y los 
cables soldados de forma óptima para poder conectarlos en la placa de ensayo, 
así que procedimos a hacer las conexiones para empezar a construir el 
prototipo final. 
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4 PROTOTIPO FINAL 
Para construir el prototipo final partíamos de la base del esquema electrónico 
de la figura 2.7 así que el siguiente paso fue conectar las conexiones 
necesarias del RTL8019AS. Además de electrónica pasiva, el oscilador TTL, el 
PIC16F877 y el RTL8019AS necesitaba un adaptador de impedancias (véase 
[4]) y una clavija RJ45. 
Para una mejor comprensión por parte del lector de las conexiones del sistema, 
hemos dibujado dos esquemas:  
En el primero se pueden ver las conexiones del PIC16F877 con el bus RS232 a 
través del ST232, las conexiones de alimentación, las conexiones con el 
oscilador TTL y las conexiones que hay entre el PIC16F877 y el RTL8019AS.  
En el segundo esquema se pueden ver las conexiones del RTL8019AS de 
alimentación y conexión con la clavija ethernet RJ45 a través del adaptador de 
impedancias 16PT8515. 
 
Fig. 4.1 Esquema A del autómata ethernet 
cen en ninguno de los dos esquemas no se 
utilizan y por lo tanto están al aire. 
Las conexiones que no apare
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Fig. 4.2 Esquema B del autómata ethernet 
4.1 Prueba nº 1 en el sistema final 
Para comprobar que el sistema funciona correctamente, programamos e
PIC16F877 con el código ‘final4.c’ (véase [Anexo 1]). Este código hace que el 
P
igual forma que en la prueba  (véase 3.7.1) los datos se 
muestran en la pantalla del PC mediante la aplicación HyperTerminal. 
Durante el montaje del sistema basándonos en los esquemas expuestos 
surgieron problemas. Dado que hay muchas conexiones tuvimos que tener la 
certeza de que todo estaba bien conectado, esta tarea la hicimos con un 
medidor de continuidad. s para hacer funcionar 
el sistema fueron a caus
Con la seguridad de que el sistema hardware estaba construido correctamente, 
ya que las dos pruebas que hicimos en este capítulo finalizaron con éxito, 
l 
IC16F877 haga una lectura sobre la tabla de registros del RTL8019AS. De 
 en el escenario nº 3
4.2 Prueba nº2 en el sistema final 
La segunda prueba consistió en programar el PIC16F877 con el código 
‘final5.c’ (véase [Anexo 1]). Este código graba una direccíon fisica en los 
registros del RTL8019AS y lo configura dejándolo listo para recibir paquetes. 
Cuando se alimenta el autómata se puede realizar una lectura en la tabla de 
registros interna puediendo leer que la dirección física grabada es 00-01-02-03-
04-05. 
4.3 Conclusiones del capítulo 
 Todos los problemas que tuvimo
a de las conexiones. 
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conti royecto, en la que hicimos un estudio de 
los diferentes protocolos
nuamos con la siguiente fase del p
 que íbamos a implementar. 
 
F t ig 4.1 Prototipo de autómata etherne
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5 IMPLEMENTACIÓN DE PROTOCOLOS 
En este capítulo explicamos cuál es el proceso que hemos seguido para poder 
implementar los protocolos ARP, ICMP, IP y TCP sobre el autómata ethernet. 
La fuente principal en la que nos hemos basado para estudiar estos protocolos 
han sido los textos que documentan los standards de los protocolos de 
comunicación llamados RFCs (véase [12]). Otra fuente de inspiración ha sido 
código abierto encontrado en internet y código privado de la web de Félix 
Sasián (véase [11]), de la cual obtuvimos permiso para modificarlo y adaptarlo. 
El primer protocolo que implementamos sobre el automata ethernet fue ARP ya 
que era el que entrañaba menos dificultad. Posteriormente programamos el 
código del protocolo ICMP y nos dimos cuenta que necesitabamos optimizar el 
programa. Las rutinas que utilizábamos tardaban mucho en realizar su función
y afectaba directamente en el correcto funcionamiento del autómata ethernet.
Finalmen  con los 
que más problemas tuvimos debido a los cálculos de checksum y números de 
secuencia. 
Una vez implementados los protocolos se hicieron capturas de transmisión de 
paquetes con el software Ethereal (véase [19]), demostrando de esta manera 
que las com




te programamos el protocolo IP y TCP, siendo estos últimos
unicaciones tuvieron éxito. 
funcionamiento de cada uno de los protocolos, porque entendemos que para 
eso están sus standards, sino que ofrecemos una visión general para que se 
pueda entender su aplicación sobre el autómata ethernet. 
Protocolo ARP (RFC 826) 
El protocolo ARP (véase [13]) lo utilizan las máquinas que están conectadas 
entre sí en una red ethernet para conocer la relación entre sus direcciones 
físicas y sus direcciones IP. 
 
Fig. 5.1 Formato de paquete ARP 
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El funcionamiento de este protocolo consiste básicamente en que una máquina 
pregunta cuáles son las direcciones físicas e IP de otras máquinas que 
pudieran estar conectadas a la misma red mediante un paquete broadcast y 
éstas contestan con otro paquete en modo unicast en el que informan su 
dirección fisica e IP. 
Programando el PIC16F877 con el código ‘final6.c’ (véase [Anexo 1]) y 
utilizando el esquema final (véase Fig. 4.1 y 4.2) hicimos pruebas para 
comprobar que el protocolo ARP estaba bien implementado (véase Fig. 5.3). 
 
Fig. 5.2 Ejemplo de comunicación con protocolo ARP 
En el ejemplo de la figura 5.2 se puede ver como un PC y el autómata ethernet 
están conectados a una red ethernet. Primero es el PC quien envía un paquete 
de petición a la red esperando que las máquinas que están conectadas a ésta 
respondan. 
 
Fig. 5.3 Captura de paquetes de petición y respuesta ARP con Ethereal 
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El primer campo Hardware Type indica el medio por el que se difunde el 
paquete, en el caso de ethernet se codifica con 0001h. 
El segundo campo Protocol Type indica el tipo de protocolo, en este caso ARP 
codificado con el valor 0800h. 
Los dos siguientes campos indican la longitud de las direcciones físicas e IP 
codificado con los valores 06h y 04h respectivamente. 
El campo Opcode indica qué función tiene cada paquete, una petición se 
codifica con el valor 0001h mientras que una respuesta se codifica con el valor 
0002h.  
Los campos dirección origen, tanto física como IP, siempre identifican al emisor 
pero los campos de dirección destino, tanto física como IP, varían dependiendo 
de si es un paquete de petición o respuesta. En un paquete de petición la 
dirección física destino es broadcast y por lo tanto está rellenada con ceros, 
mientras que la dirección IP destino es la dirección broadcast de la subred que 
tenga configurada su tarjeta de red. En un paquete de respuesta la dirección 
destino tanto física como IP sí que corresponde con la máquina que hizo la 
petición. 
 
Fig. 5.4 Ejemplo de petición ARP antes y despúes de conectar el cable de red 
al autómata ethernet 
5.2 Protocolo IP (RFC 791) 
El protocolo IP (véase [15]) es un pr
encaminar datos en forma de paquetes desde una máquina origen a otra 
n que ser truncados. En el caso del autómata ethernet se implementan 
los protocolos ICMP y TCP que son de nivel de transporte y requieren del 
protocolo IP. 
otocolo de nivel de red que sirve para 
destino, identificadas éstas por direcciones IP de 4 bytes. El protocolo IP se 
encarga si es necesario de fragmentar y reensamblar paquetes en caso de que 
tenga
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En la figura 5.5 se puede ver cual es el formato de paquete IP necesario para 
construir los paquetes ICMP y TCP, estos paquetes van dentro del campo 
datos del paquete IP. 
 
Fig 5.5 Formato de paquete IP 
5.3 Protocolo ICMP (RFC 792) 
ICMP (véase [14]) es un protocolo de control que utilizan los dispositivos para 
notificar posibles incidencias que pueden haber en una red IP. En el caso del 
autómata ethernet hemos implementado el tipo de mensaje que sirve para 
saber si un host está al alcance mediante eco o respuesta de eco. En la figura 
5.6 se puede ver el tipo de paquete que hemos implementado en el autómata 
ethernet. Existen otro tipo de paquetes dentro de este protocolo pero no están 
implementados debido a que no aportaban utilidad. Los paquetes de eco y 
respuesta de eco, además de servir para saber si una máquina se encuentra al 
alcance en una red IP, sirven para conocer el tiempo que tarda un paquete en 
llegar a la máqu  de eco. 
El funcionamiento de este protocolo es similar al de ARP ya que una máquina 
origen transmite un paquete de petición al destino conociendo su dirección IP y 
cuando el destino lo recibe, contesta con otro paquete respuesta al origen. Los 
paquetes ICMP están encapsulados dentro de paquetes IP. 
ina buscada y regresar a la que emitió el paquete
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Fig. 5.6 Formato de paquete ICMP 
En la figura 5.9 exponemos un ejemplo de transmisión y recepción de paquetes 
que ilustrará el funcionamiento del autómata ethernet y un PC en una red IP. 
Se puede ve  con código 
08h en el campo Type, mientras que el paquete de respuesta de eco tiene el 
código 00h. El campo Code siempre es ero en el caso de paquetes de eco y 
respuesta de eco. El campo Checksum es la suma complemento a uno de los 
datos de 1  el campo 
Sequence so aquetes de 
respuesta deben contener el mismo identificador y secuencia de los paquetes 
r como el PC de origen emite un paquete de petición
c
6 bits del paquete ICMP. El campo Identification y
n números que sirven para identificar un paquete, los p
origen. 
 
Fig. 5.7 Captura de paquetes de petición y respuesta ICMP con Ethereal 
 
Fig. 5.8 Ejemplo de respuesta de eco del autómata ethernet 
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Fig. 5.9 Ejemplo de comunicación con protocolo ICMP 
Programando el PIC16F877 con el código ‘final7.c’ (véase [Anexo 1]) y 
utilizando el esquema final (véase Fig. 4.1 y 4.2) hicimos pruebas para 
comprobar que el protocolo ICMP estaba bien implementado (véase Fig. 5.8). 
 una aplicación que funcione sobre él. 
a aplicaciones 
TCP proporciona fiabilidad en la entrega de datos debido a que cada segmento 
que envía requiere un reconocimiento por parte del receptor de que ha llegado 
5.4 Protocolo TCP (RFC 793) 
El protocolo TCP (véase [16]) es un protocolo de transporte que funciona sobre 
redes de datos (por ejemplo ethernet) proporcionando fiabilidad en su entrega. 
Este protocolo trata los paquetes de datos como segmentos. En este apartado 
no pretendemos explicar cuál es el funcionamiento exacto del protocolo sino 
que pretendemos dar una idea general que permita la comprensión del texto. 
No se entiende la comunicación TCP sin
En el caso del autómata de ethernet hemos implementado las aplicaciones de 
telnet y servidor de paginas web (http). Cada aplicación está relacionada con 
un número de puerto, estos puertos están estandarizados par
ampliamente conocidas y utilizadas como telnet (puerto 23) o http (puerto 80). 
Para establecer una comunicación TCP es necesario conocer qué dirección IP 
tiene la máquina sobre la que se quiere establecer la comunicación y qué 
puerto tiene asignado la aplicación a la que se va a acceder. 
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correctamente. Si un segm  la máquina origen no 
recibirá este reconocimiento y volverá a enviar este paquete. 
sión de datos, TCP realiza un establecimiento de 
a origen avisa 
enviando un paquete con flag SYN al destino que va a establecer una conexión, 
 conteste con un mensaje de confirmación (ACK) y SYN. 
ocimiento al destino confirmando que 
pezar a transmitir datos. 
En la figura 5.10 se puede observar un diagrama de estados según los 
 o se envien por parte del PC como del autómata 
ento no llega a su destino
Previamente a la transmi
conexión llamado three-way-handshake, en el que la máquin
esperando que ésta le
El origen envia un mensaje de recon
establece la conexión, a partir de la cual se van a em
segmentos que se reciban
ethernet. 
 
Fig. 5.10 Diagrama de estados del establecieminto de conexión TCP 
smitir datos, TCP tiene un mecanismo de cierre de 
quina le indica a la otra que finaliza la transmisión y 
ésta le contesta con un paquete de ACK y FIN. En la figura 5.11 se puede ver 
 cierre de conexión TCP. 
Cuando se acaban de tran
conexión en el que una má
un diagrama de estados del
 
Fig. 5.11 Diagrama de estados del cierre de conexión TCP 
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Fig. 5.12 Formato de paquete IP 
5.4.1 Aplicación Telnet (RFC 854) 
La función de la aplicación Telnet (véase [17]) es enviar caracteres desde la 
máquina que establece la conexión a la máquina destino (autómata ethernet). 
Para poder recibir el siguiente carácter la máquina destino transmite un 
paquete de reconocimiento indicando que recibió correctamente el paquete 
anterior. 
 
Fig. 5.13 Escenario de pruebas Telnet y Servidor de páginas web 
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El objetivo del autómata e cter que llega vía Telnet 
por el puerto serie y visu  HyperTerminal de otro 
PC. 
thernet es transmitir este cará
alizarlo de esta manera en el
 
Fig. 5.14 Imagen de transmisión de datos vía Telnet 
 
Fig. 5.15 Imagen de recepción de datos, enviados vía Telnet, mostrados en 
HyperTerminal 
 
Fig. 5.16 Captura de paquetes Telnet con Ethereal 
rogra con el código ‘final10.c’ (véase [Anexo 1]) y 
ase Fig. 4.1 y 4.2) hicimos pruebas para 
ón Telnet estaba bien implementada (véase Fig. 5.16). 
P mando el PIC16F877 
utilizando el esquema final (vé
comprobar que la aplicaci
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5.4.2 Aplicación Servidor de página Web (HTTP RFC 2616) 
http (véase [18]) hemos cargado una página web en el 
e puede visualizar si en cualquier navegador (por ejemplo 
xplorer o Firefox) escribimos la IP del autómata ethernet (configurada 
navegador establece una conexión TCP al autómata 
 http y éste le envía la página web que contiene. 
Mediante la aplicación 
autómata ethernet. S
Internet E
como 192.168.20.22). El 
ethernet haciendo una petición
 
Fig. 5.17 Captura de paquetes http con Ethereal 
igo ‘final8.c’ (véase [Anexo 1]) y 
hice las pruebas para 
plementado. 
Programando el PIC16F877 con el cód
utilizando el esquema final (véase Fig. 4.1 y 4.2) 
comprobar que el protocolo TCP/IP + http estaba bien im
 
Fig. 5.18 Petición de temperatura con Hyperterminal 
 
Fig. 5.19 Página web de respuesta con la temperatura 
Programando el PIC16F877 con el código ‘final9.c’ (véase [Anexo 1]) y 
utilizando el esquema final (véase Fig. 4.1 y 4.2) se puede comprobar el 
ethernet hace una 
o por otro ordenador 
siguiente experimento: un ordenador conectado al autómata 
petición de página web a un termómetro, simulad
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conectado vía serie al autómata, para solicitar la temperatura que detecta. El 
eb que contiene esta autómata recoje la temperatura y envía una página w
medición  (véase Fig. 5.19). 
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6 CONCLUSIONES Y LÍNEAS FUTURAS 
ón del PIC16F877 entrañó dificultad debido a que 
ar el compilador CC5X, pero una vez estudiado, los 
rograman el microcontrolador funcionaron correctamente. Para 
der programar el PIC16F877 fue necesario leer detenidamente su data sheet 
ya que, es preciso conocer detenidamente que registros intervienen en la 
configuración de cada puerto.  
Una vez dominada la programación del microcontrolador, pasamos a utilizarlo 
para controlar el RTL8019AS. El primer protocolo que implementamos fue ARP 
ya que no era dificil de programar, y una vez comprobado que éramos capaces 
de enviar y recibir paquetes continuamos con el protocolo ICMP y TCP/IP. Para 
implementar estos protocolos tuvimos que consultar sus RFCs porque 
necesitábamos conocer con detalle cuál era el formato de sus paquetes y el 
modo en el que se enviaban. 
Para crear el sistema hardware tuvimos que acceder a los data sheets del 
PIC16F877 y RTL8019AS ya que, es allí donde se indica qué electrónica 
pasiva hace falta colocar alrededor para que funcionen correctamente. 
El objetivo final de interconectar dos ordenadores, uno con interfaz ethernet y 
otro con interfaz serie, ha concluido con éxito. Gracias al protocolo TCP/IP el 
ordenador con interfaz ethernet se comunica con el autómata vía Telnet. 
6.2 Líneas futuras 
Este prototipo es un sistema abierto a la implementación de cualquier protocolo 
que funcione sobre ethernet.  
El sistema se podría mejorar programando completamente el protocolo ICMP 
ya que, ahora solo están operativos los mensajes de eco y respuesta de eco. El 
protocolo TCP/IP está programado para hacer el establecimiento de conexión, 
intercambio de segmentos y cierre de conexión, pero no responde frente a 
posibles retransmisiones recibidas, ni controla la interrupción de la conexión 
con el ordenador que se conecta a éste. 
La función básica de este sistema es controlar dispositivos electrónicos desde 
un ordenador mediante la red ethernet, pudiéndose aplicar en campos como 
por ejemplo domótica, cadenas de montaje o emisoras de radio. 
Sin duda la mejora más considerable de este prototipo sería la substitución del 
controlador de red RTL8019AS por otro que puediera trabajar en el medio radio 
(Wifi), eliminando de esta forma la necesidad de utilizar cable para la 
comunicación. 
6 onclusio es.1 C n  
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ANEXO 1. CÓDIGOS 
Código final0.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
void delay102( char n); 
void menu(bit act); 
 
bit a0  @ PORTA.0; 
bit a1  @ PORTA.1; 
bit a2  @ PORTA.2; 
bit a3  @ PORTA.3; 
bi  @ PORTA.4; //este pin ft a4 unciona en drenador abierto 
bit a5  @ PORTA.5; 
 
bit b0  @ PORTB.0; 
bit b1  @ PORTB.1; 
bit b2  @ PORTB.2; 
bit b3  @ PORTB.3; 
bit b4  @ PORTB.4; 
bit b5  @ PORTB.5; 
bit b6  @ PORTB.6; 
bit b7  @ PORTB.7; 
 
bit d0  @ PORTD.0; 
bit d1  @ PORTD.1; 
bit d2  @ PORTD.2; 
bit d3  @ PORTD.3; 
bit d4  @ PORTD.4; 
bit d5  @ PORTD.5; 
bit d6  @ PORTD.6; 
bit d7  @ PORTD.7; 
 
bit e0  @ PORTE.0; 
bit e1  @ PORTE.1; 




void main (void) 
{ 
 
TRISA      = 0b.0000.0000; 
PORTA      = 0b.0000.0000; 
 
TRISB      = 0b.0000.0000; 
PORTB      = 0b.0000.0000; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré 
     // para comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600  
     // bps, 8 bits de datos, no paridad,  
     // 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx 
 RCSTA      = 0X90;  // indico las caracteristicas de rx 
 
 TRISD      = 0b.0000.0000; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0000; 
 
 char uno = 0b.0000.0001; 
 char dos = 0b.0000.0010; 
 char tre = 0b.0000.0100; 
 char cua = 0b.0000.1000; 
 char cin = 0b.0001.0000; 
 char sei = 0b.0010.0000; 
 char sie = 0b.0100.0000; 
 char och = 0b.1000.0000; 
 
 char word=0; 
















  word=RCREG; 
  if(word!=resul) 
  { 
  serie[cont]=word; 
  TXREG=word; 
  cont=cont+1; 
  resul=word;  




 delay102(10);  
 TXREG='\r'; 





   if(serie[1]=='a') 
   { 
     if(serie[2]=='0') 
     { 
      PORTA=uno; 
     } 
     if(serie[2]=='1') 
     { 
      PORTA=dos; 
     } 
     if(serie[2]=='2') 
     { 
      PORTA=tre; 
     } 
     if(serie[2]=='3') 
     { 
      PORTA=cua; 
     } 
     if(serie[2]=='4') 
     { 
      PORTA=cin; 
     } 
     if(serie[2]=='5') 
     { 
      PORTA=sei; 
     } 
   } 
 
   if e[ ') (seri 1]=='b
   { 
     if(serie[2]=='0') 
     { 
      PORTB=uno; 
     } 
     if(serie[2]=='1') 
     { 
      PORTB=dos; 
     } 
     if(serie[2]=='2') 
     { 
      PORTB=tre; 
     } 
     if(serie[2]=='3') 
     { 
      PORTB=cua; 
     } 
     if(serie[2]=='4') 
     { 
      PORTB=cin; 
     } 
     if(serie[2]=='5') 
     { 
      PORTB=sei; 
     } 
     if(serie[2]=='6') 
     { 
      PORTB=sie; 
     } 
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     if(serie[2]=='7') 
     { 
      PORTB=och; 
     } 
   } 
 
   if(serie[1]=='d') 
   { 
     if(serie[2]=='0') 
     { 
      PORTD=uno; 
     } 
     if(serie[2]=='1') 
     { 
      PORTD=dos; 
     } 
     if(serie[2]=='2') 
     { 
      PORTD=tre; 
     } 
     if(serie[2]=='3') 
     { 
      PORTD=cua; 
     } 
     if(serie[2]=='4') 
     { 
      PORTD=cin; 
     } 
     if(serie[2]=='5') 
     { 
      PORTD=sei; 
     } 
     if(serie[2]=='6') 
     { 
      PORTD=sie; 
     } 
     if(serie[2]=='7') 
     { 
      PORTD=och; 
     } 
   } 
 
   if(serie[1]=='e') 
   { 
     if(serie[2]=='0') 
     { 
      PORTE=uno; 
     } 
     if(serie[2]=='1') 
     { 
      PORTE=dos; 
     } 
     if(serie[2]=='2') 
     { 
      PORTE=tre; 
     } 







void delay102( char n) 
{ 
    char i; 
 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
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 TXREG='A'; 
 delay102(10);  
 TXREG=32;  //valor decimal del espacio en blanco 
 delay102(10); 
 TXREG=0x4A;  //valor hexadecimal de la letra J 
 delay102(10); 
 TXREG=0x4D;  //valor hexadecimal de la letra M 
 delay102(10); 
 TXREG='\n'; 
 delay102(10);  
 TXREG='\r'; 
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Código final1.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
void delay102( char n); 
void menu(bit act); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura, char letra1); 
void menu2(char cero, char uno, char dos); 
 
bit a0  @ PORTA.0; 
bit a1  @ PORTA.1; 
bit a2  @ PORTA.2; 
bit a3  @ PORTA.3; 
bi  @ PORTA.4; //este pin ft a4 unciona en drenador abierto 
bit a5  @ PORTA.5; 
 
bit b0  @ PORTB.0; 
bit b1  @ PORTB.1; 
bit b2  @ PORTB.2; 
bit b3  @ PORTB.3; 
bit b4  @ PORTB.4; 
bit b5  @ PORTB.5; 
bit b6  @ PORTB.6; 
bit b7  @ PORTB.7; 
 
bit d0  @ PORTD.0; 
bit d1  @ PORTD.1; 
bit d2  @ PORTD.2; 
bit d3  @ PORTD.3; 
bit d4  @ PORTD.4; 
bit d5  @ PORTD.5; 
bit d6  @ PORTD.6; 
bit d7  @ PORTD.7; 
 
bit e0  @ PORTE.0; 
bit e1  @ PORTE.1; 
bit e2  @ PORTE.2; 
 
vo in (void) id ma
{ 
 
 TRISA      = 0b.0011.1111; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.1111.1111; 
 PORTB      = 0b.0000.0000; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré 
     // para comunicación serie. 
 SPBRG      = 129;  // indico que la velocidad será 9600 
     // bps, 8 bits de datos, no paridad, 
     // 1 bit stop. 
 TXSTA      = 0X26;  // indico las caracteristicas de tx 
 RCSTA      = 0X90;  // indico las caracteristicas de rx 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.1010.1010; 
 
 TRISE      = 0b.0000.0111; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0000; 
 
 char uno = 0b.0000.0001; 
 char dos = 0b.0000.0010; 
 char tre = 0b.0000.0100; 
 char cua = 0b.0000.1000; 
 char cin = 0b.0001.0000; 
 char sei = 0b.0010.0000; 
 char sie = 0b.0100.0000; 
 char och = 0b.1000.0000; 
 
 char word=0; 
 char resul=0; 
 char letra1=0; 
 char letra2=0; 
 char be='B'; 
 char de='D'; 
 char lectura=0; 
 





  word=RCREG; 
  if(word!=resul) 
  {    
   if((word=='b')||(word=='d')) 
   { 
    lectura=PORTB; 
    letra1=obtenletra1(lectura); 
    letra2=obtenletra2(lectura); 
    menu2(be,letra1,letra2); 
 
    lectura=PORTD; 
    letra1=obtenletra1(lectura); 
    letra2=obtenletra2(lectura); 
    menu2(de,letra1,letra2); 
 
    lectura=PORTC; 
    letra1=obtenletra1(lectura); 
    letra2=obtenletra2(lectura); 
    menu2('C',letra1,letra2); 
 
    lectura=PORTA; 
    letra1=obtenletra1(lectura); 
    letra2=obtenletra2(lectura); 
    menu2('A',letra1,letra2); 
   } 
   resul=word; 





void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 











 delay102(10);  
 TXREG=32;  //valor decimal del espacio en blanco 
 delay102(10); 
 TXREG=0x4A;  //valor hexadecimal de la letra J 
 delay102(10); 
 TXREG=0x4D;  //valor hexadecimal de la letra M 
 delay102(10); 
 TXREG='\n'; 
 delay102(10);  
 TXREG='\r'; 




ch tenletra1(char lectura) ar ob
{ 
 char resul1=0; 




 if(resul1==0)  resul2=48; 
 if(resul1==1)  resul2=49; 
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resul2=53; 
 if(resul1==6)  resul2=54; 
52  AUTÓMATA ETHERNET 
 if(resul1==7)  resul2=55; 
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resul1=67; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
} 
 









 delay102(10);  
 TXREG=cero; 
 delay102(10);  
 TXREG=' '; 
 delay102(10);  
 TXREG=uno; 
 delay102(10);  
 TXREG=dos; 
 delay102(10);  
 TXREG='\n'; 
 delay102(10);  
 TXREG='\r'; 
 delay102(10);  
} 
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Código final2.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
 
void delay102( char n); 
void menu(bit act); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura); 
char obtendato(char direc); 
void dataout(char direc, char dato); 
 
bit a0  @ PORTA.0; 
bit a1  @ PORTA.1; 
bit a2  @ PORTA.2; 
bit a3  @ PORTA.3; 
bit a4  @ PORTA.4; //este pin funciona en drenador abierto 
bit a5  @ PORTA.5; 
 
bit b0  @ PORTB.0; 
bit b1  @ PORTB.1; 
bit b2  @ PORTB.2; 
bit b3  @ PORTB.3; 
bit b4  @ PORTB.4; 
bit b5  @ PORTB.5; 
bit b6  @ PORTB.6; 
bit b7  @ PORTB.7; 
 
bit d0  @ PORTD.0; 
bit d1  @ PORTD.1; 
bit d2  @ PORTD.2; 
bit d3  @ PORTD.3; 
bit d4  @ PORTD.4; 
bit d5  @ PORTD.5; 
bit d6  @ PORTD.6; 
bit d7  @ PORTD.7; 
 
void main (void) 
{ 
 
 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré  
     // para comunicación serie. 
 SPBRG      = 129;  // indico que la velocidad será 9600   
     // bps, 8 bits de datos, no paridad, 
     // 1 bit stop. 
 TXSTA      = 0X26;  // indico las caracteristicas de tx. 
 RCSTA      = 0X90;  // indico las caracteristicas de rx. 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 
 char uno   = 0b.0000.0001; 
 char dos   = 0b.0000.0010; 
 char tre   = 0b.0000.0100; 
 char cua   = 0b.0000.1000; 
 char cin   = 0b.0001.0000; 
 char sei   = 0b.0010.0000; 
 char sie   = 0b.0100.0000; 
 char och   = 0b.1000.0000; 
 
 char word=0; 
 char resul=0; 
 char letra1=0; 
 char letra2=0; 
 char lectura=0x00; 
 char direc=0X00; 
 char page=0; 
 





  word=RCREG; 
  if(word!=resul) 
  {    
   if(word=='d') 
   { 
    while(direc<16) 
    { 
     letra1=obtenletra1(direc); 
     TXREG=letra1; 
     delay102(10); 
     letra2=obtenletra2(direc); 
     TXREG=letra2; 
     TXREG='h'; 
     delay102(10); 
     TXREG=' '; 
     delay102(10); 
 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(10); 
 
     dataout(direc, 0X61); 
 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(10); 
 
     dataout(direc, 0XA1); 
 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(10); 
 
     dataout(direc, 0XE1); 
 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
     resul=word; 
 
     dataout(direc, 0X21); 
 
     direc=direc+1; 
    } 
   } 
   else 
   { 
    TXREG=word; 
    delay102(10);  
    TXREG='\n'; 
    delay102(10);  
    TXREG='\r'; 
    delay102(10); 
    resul=word; 
   } 
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void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 











 delay102(10);  
 TXREG='S';   
 delay102(10); 








 TXREG=' '; 
 delay102(10); 
 TXREG='R'; 
 delay102(10);  
 TXREG='T';   
 delay102(10); 







 delay102(10);  
 TXREG='9';   
 delay102(10); 





 delay102(10);  
 TXREG='\r'; 
 delay102(10);  
 TXREG=' '; 
 delay102(10); 
 TXREG=' '; 
 delay102(10); 
 TXREG=' '; 
 delay102(10); 
 TXREG=' '; 
 delay102(10);  
 TXREG='P';   
 delay102(10); 
 TXREG='0';   
 delay102(10); 






 TXREG=' '; 
 delay102(10); 
 TXREG='P'; 
 delay102(10);  
 TXREG='2';   
 delay102(10); 








 delay102(10);  
 TXREG='\r'; 




char obtenletra1(char lectura) 
{ 
 char resul1=0; 




 if(resul1==0)  resul2=48; 
 if(resul1==1)  resul2=49; 
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resul2=53; 
 if(resul1==6)  resul2=54; 
 if(resul1==7 resul2=55; )  
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resu 67l1= ; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
} 
 
char obtendato(char direc) 
{ 





 return lectura2; 
} 
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Código final3.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
 
void delay102( char n); 
void menu(bit act); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura); 
char obtendato(char direc); 
void dataout(char direc, char dato); 
 
bit a0  @ PORTA.0; 
bit a1  @ PORTA.1; 
bit a2  @ PORTA.2; 
bit a3  @ PORTA.3; 
bit a4  @ PORTA.4; //este pin funciona en drenador abierto 
bit a5  @ PORTA.5; 
 
bit b0  @ PORTB.0; 
bit b1  @ PORTB.1; 
bit b2  @ PORTB.2; 
bit b3  @ PORTB.3; 
bit b4  @ PORTB.4; 
bit b5  @ PORTB.5; 
bit b6  @ PORTB.6; 
bit b7  @ PORTB.7; 
 
bit d0  @ PORTD.0; 
bit d1  @ PORTD.1; 
bit d2  @ PORTD.2; 
bit d3  @ PORTD.3; 
bit d4  @ PORTD.4; 
bit d5  @ PORTD.5; 
bit d6  @ PORTD.6; 
bit d7  @ PORTD.7; 
 
void main (void) 
{ 
 
 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 
 char uno   = 0b.0000.0001; 
 char dos   = 0b.0000.0010; 
 char tre   = 0b.0000.0100; 
 char cua   = 0b.0000.1000; 
 char cin   = 0b.0001.0000; 
 char sei   = 0b.0010.0000; 
 char sie   = 0b.0100.0000; 
 char och   = 0b.1000.0000; 
 
 char word=0; 
 char resul=0; 
 char letra1=0; 
 char letra2=0; 
 char lectura=0x00; 
 char direc=0X00; 
 char page=0; 
 char conta=0; 
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 menu(1); 
  




  word=RCREG; 
  if(word!=resul) 
  {    
   if(word=='a') 
   { 
                                dataout(0, 0X61); 
    delay102(10); 
                                dataout(1, 0X01); 
    delay102(10); 
                                dataout(2, 0X02); 
    delay102(10); 
                                dataout(3, 0X03); 
    delay102(10); 
                                dataout(4, 0X04); 
    delay102(10); 
                                dataout(5, 0X05); 
    delay102(10); 
                                dataout(6, 0X06);     
    delay102(10); 
 
    TXREG='\n'; 
    delay102(10); 
    TXREG='\r'; 
    delay102(10); 
   } 
 
   if(word=='d') 
   { 
    TXREG='P'; 
    delay102(10); 
    TXREG='0'; 
    delay102(10); 
    TXREG='0'; 
    delay102(10); 
    TXREG=' '; 
    delay102(10); 
   
    direc=0; 
                           da     taout(direc, 0X21); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(1000); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
   } 
 
   if(word=='f') 
   { 
    TXREG='P'; 
    delay102(10); 
    TXREG='0'; 
    delay102(10); 
    TXREG='1'; 
    delay102(10); 
    TXREG=' '; 
    delay102(10); 
   
    direc=0; 
    dataout(direc, 0X61); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
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     delay102(1000); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
   } 
   if(word=='g') 
   { 
    TXREG='P'; 
    delay102(10); 
    TXREG='0'; 
    delay102(10); 
    TXREG='2'; 
    delay102(10); 
    TXREG=' '; 
    delay102(10); 
   
    direc=0; 
    dataout(direc, 0XA1); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(1000); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
   } 
   if(word=='h') 
   { 
    TXREG='P'; 
    delay102(10); 
    TXREG='0'; 
    delay102(10); 
    TXREG='3'; 
    delay102(10); 
    TXREG=' '; 
    delay102(10); 
   
    direc=0; 
    dataout(direc, 0XE1); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     TXREG=' '; 
     delay102(1000); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
   } 
   resul=word; 





void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
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} 
 

















char obtenletra1(char lectura) 
{ 
 char resul1=0; 




 if(resul1==0) resu 48;   l2=
 if(resul1==1) resu 49;   l2=
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resul2=53; 
 if(resul1==6)  resul2=54; 
 if(resul1==7)  resul2=55; 
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resul1=67; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
} 
 
char obtendato(char direc) 
{ 





 return lectura2; 
} 
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Código final4.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura); 
char obtendato(char direc); 
void dataout(char direc, char dato); 
 
bit a0  @ PORTA.0; 
bit a1  @ PORTA.1; 
bit a2  @ PORTA.2; 
bit a3  @ PORTA.3; 
bi  @ PORTA.4; //este pin funciona en drenador abierto t a4 
bit a5  @ PORTA.5; 
 
bit b0  @ PORTB.0; 
bit b1  @ PORTB.1; 
bit b2  @ PORTB.2; 
bit b3  @ PORTB.3; 
bit b4  @ PORTB.4; 
bit b5  @ PORTB.5; 
bit b6  @ PORTB.6; 
bit b7  @ PORTB.7; 
 
bit d0  @ PORTD.0; 
bit d1  @ PORTD.1; 
bit d2  @ PORTD.2; 
bit d3  @ PORTD.3; 
bit d4  @ PORTD.4; 
bit d5  @ PORTD.5; 
bit d6  @ PORTD.6; 
bit d7  @ PORTD.7; 
 
void main (void) 
{ 
 
 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 




 char word=0; 
 char resul=0; 
 char letra1=0; 
 char letra2=0; 
 char lectura=0; 
 char direc=15; 
 char page=0; 




  word=RCREG; 
  if(word!=resul) 
  {    
 
   if(word=='d') 
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   { 
    direc=0; 
    dataout(0x00, 0X21); 
    delay102(100); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     delay102(100); 
 
     TXREG=' '; 
     delay102(100); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
     resul=word; 
 
    direc=0; 
    dataout(0x00, 0X61); 
    delay102(100); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     delay102(100); 
 
     TXREG=' '; 
     delay102(100); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
     resul=word; 
 
    direc=0; 
    dataout(0x00, 0XA1); 
    delay102(100); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
 
     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     delay102(100); 
 
     TXREG=' '; 
     delay102(100); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
     resul=word; 
 
    direc=0; 
    dataout(0x00, 0XE1); 
    delay102(100); 
 
    while(direc<16) 
    { 
     lectura=obtendato(direc); 
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     letra1=obtenletra1(lectura); 
     TXREG=letra1; 
     delay102(100); 
 
     letra2=obtenletra2(lectura); 
     TXREG=letra2; 
     delay102(100); 
 
     TXREG=' '; 
     delay102(100); 
     direc=direc+1; 
    } 
     TXREG='\n'; 
     delay102(10); 
     TXREG='\r'; 
     delay102(10); 
     resul=word; 
   } 




void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only  wif atchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtenletra1(char lectura) 
{ 
 char resul1=0; 




 if(resul1==0)  resul2=48; 
 if(resul1==1)  resul2=49; 
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resu 53l2= ; 
 if(resul1==6)  resul2=54; 
 if(resul1==7)  resul2=55; 
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resul1=67; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
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} 
 
char obtendato(char direc) 
{ 




 le 2=PORTD; ctura
 read=1; 
 return lectura2; 
} 
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Código final5.c 
#p  chip PIC16F877 ragma
 
#p  config |=0b.11.1111.0011.0001 ragma
 
#d  read  PORTE.0 efine
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura); 
char obtendato(char direc); 





void remote_dma_setup(short w_r, long int address); 
 
void main (void) 
{ 
 init_pic();  // inicializamos el PIC16F877 









void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtenletra1(char lectura) 
{ 
 char resul1=0; 




 if(resul1==0)  resul2=48; 
 if(resul1==1)  resul2=49; 
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resul2=53; 
 if(resul1==6)  resul2=54; 
 if(resul1==7)  resul2=55; 
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
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 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resul1=67; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
} 
 
char obtendato(char direc) 
{ 






 return lectura2; 
} 
 













  dataout(0x00, 0X21); //page0, abort DMA, stop NIC 
        dataout(0x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
        dataout(0x0A, 0X00); //RBCR0 
        dataout(0x0B, 0X00); //RBCR1 
        dataout(0x0C, 0X0C); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        dataout(0X01, 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
        dataout(0X07, 0XFF); //ISR 
   dataout(0X0F, 0X01); //IMR      
 
        dataout(0, 0X61); //page1 
        dataout(1, 0X01); 
        dataout(2, 0X02); 
        dataout(3, 0X03); 
        dataout(4, 0X04); 
        dataout(5, 0X05); 
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        da 22); //taout(0x00, 0X page0, abort DMA, start nic 







 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la ve idad será 9600 bps, 8 bits de loc
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
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 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 











void remote_dma_setup(short w_r, long int address) 
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); //de bytes a leer/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 





 int in,out,i,res; 
 char lectura,letra1,letra2; 
  
 dataout(0x00, 0x62); //page 1 
 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 




  TXREG='N'; 




  res=in-out; 
  remote_dma_setup(0, (long int)out<<8); 
  for(i=0; i<in; i++) 
  { 
   lectura=obten to(0x10); //obtenemos dato de nic_data da
   letra1=obtenletra1(lectura); 
   TXRE etG=l ra1;  
   delay102(10); 
   letra ob ra2(lectura); 2= tenlet
   TXREG et=l ra2; 
   delay102(10); 
   TXREG='\n'; 
   delay102(10); 
   TXREG='\r'; 
   delay102(10); 
  } 
 } 
} 
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Código final6.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
#d  r PORTE.2 efine eset 
 
#define my_ip0 192 
#define my_ip1 168 
#define my_ip2 20 
#define my_ip3 22 
 
void delay102( char n); 
char obtendato(char direc); 




void remote_dma_setup(short w_r, long int address); 










void main (void) 
{ 
 my ]= ; // introducimos la dirección ip _ip[0 my_ip0






 ph l_ s[2]=2; ysica addres




 init_pic();  // inicializamos el PIC16F877 
 init_nic();  // inicializamos los valores del RTL8019AS 
 
 
 wh ) ile(1
 { 




void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 39; /* 256 microsec * 39 = 10 ms */ 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtendato(char direc) 
{ 






 return lectura2; 
} 
 














 dataout(0x00, 0X21); //page0, abort DMA, stop NIC 
        dataout(0x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
        dataout(0x0A, 0X00); //RBCR0 
        dataout(0x0B, 0X00); //RBCR1 
        dataout(0x0C, 0X0C); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        dataout(0X01, 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
        dataout(0X07, 0XFF); //ISR 
        dataout(0X0F, 0X01); //IMR 
 
        dataout(0, 0X61); //page1 
        dataout(1, 0X01); 
        dataout(2, 0X02); 
        dataout(3, 0X03); 
        dataout(4, 0X04); 
        dataout(5, 0X05); 
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        dataout(0x00, 0X22); //page0, abort DMA, start nic 






 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000. 000; 0
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
da no paridad, 1 bit stotos, p 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 




vo mote_dma_setup short w_r, long int address) id re (
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); //de bytes a leer/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 





 int in,out,i,res; 
 char lectura,letra1,letra2; 
 int status, next_ptr; 
 long int type; 
 int kind; 
  
 dataout(0x00, 0x62); //page 1 
 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 
 out=obtendato(0x03); //obtenemos el valor de BNRY 




  remote_dma_setup(0, (long int)out<<8); 
 
  status = obtendato(0x10); 
  next_ptr = obtendato(0x10); 
 
  for (i=0 ; i<8 ; i++) obtendato(0x10); 
 
  source_address[0] = obtendato(0x10); 
  source_address[1] = obtendato(0x10); 
  source_address[2] = obtendato(0x10); 
  source_address[3] te (0x10); = ob ndato
  source_address[4] = obtendato(0x10); 
  source_address[5] = obtendato(0x10); 
 
  type = (long int)obtendato(0x10)<<8; 
  type = type + obtendato(0x10); 
 
  switch(type) 
  { 
   case 0x0806: 
 
    for (i=0; i<8 ; i++) obtendato(0x10); 
    for (i=0; i<6 ; i++) obtendato(0x10); 
 
    source_ip[0] = obtendato(0x10); 
    source_ip[1] = obtendato(0x10); 
    source_ip[2] = obtendato(0x10); 
    source_ip[3] = obtendato(0x10); 
 
    for (i=0; i<6 ; i++) obtendato(0x10); 
 
    dest_ip[0] = obtendato(0x10); 
    dest_ip[1] = obtendato(0x10); 
    dest_ip[2] = obtendato(0x10); 
    dest_ip[3] = obtendato(0x10); 
 
    arp_response(); 
 
   break; 




void send_packet(long int len) 
{ 
 dataout(0x00, 0x22); // page 0 
 dataout(0x05, len); // TBCR0 = len (byte menor peso) 
 dataout(0x06, len>>8); // TBCR1 = len (byte mayor peso) 
 dataout(0x04, 0x54); // TPSR = indicamos dnd comienza buffer de salida 





 int i; 
 int xmt_buf = 0x54; 
 
 remote_dma_setup(1,(long int)xmt_buf<<8); 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); 
} 
 
vo p_response(void) id ar
{ 




 dataout(0x10, 0x08); // paquete ARP=0x0806 
 dataout(0x10, 0x06); 
 
 dataout(0x10, 0x00); // hardware type (ethernet=0x0001) 
 dataout(0x10, 0x01); 
 
 dataout(0x10, 0x08); // protocol type (ip=0x0800) 
 dataout(0x10, 0x00);  
 
 dataout(0x10, 0x06); // hardware address length 
 
 dataout(0x10, 0x04); // protocol address length 
 
 dataout(0x10, 0x00); // opcode (ARP reply) 
 dataout(0x10, 0x02);   
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 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); // my hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, my_ip[i]);  // my ip address 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); // source hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, source_ip[i]);  // source ip address 
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Código final7.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtendato(char direc); 




void remote_dma_setup(short w_r, long int address); 
void send_packet(long int len); 
void load_ethernet_header(void); 
void outportw(int address, long int data); 
void ping_response(void); 









long int chksum; 




long int  icmp_identifier; 
long int  icmp_sequence; 
long int  icmp_checksum; 
long int  IP_length; 







void main (void) 
{ 












 init_pic();  // inicializamos el PIC16F877 









void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 10; /* 256 microsec * 39 = 10 ms */ //aqui habia 39 en vez de 10 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtendato(char direc) 
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{ 











  dataout(0x00, 0X21); //page0, abort DMA, stop NIC 
        dataout(0x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
   dataout(0x0A 0X //RBCR0      , 00); 
   dataout(0x0B 0X //RBCR1      , 00); 
        dataout(0x0C, 0XDC); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        dataout(0X01, 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
        dataout(0X07, 0XFF); //ISR 
        dataout(0X0F, 0X01); //IMR 
 
        dataout(0, 0X61); //page1 
        dataout(1, 0X01); 
        dataout(2, 0X02); 
        dataout(3, 0X03); 
        dataout(4, 0X04); 
        dataout(5, 0X05); 
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        dataout(0x00, 0X22); //page0, abort DMA, start nic 






 TRISA      = 0b.0000.0000; 
 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 




void remote_dma_setup(short w_r, long int address) 
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); //de bytes a leer/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 





 int in,out,i,res; 
 char lectura,letra1,letra2; 
 int status, next_ptr; 
 long int type; 
 int kind; 
  
 dataout(0x00, 0x62); //page 1 
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 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 




  remote_dma_setup(0, (long int)out<<8); 
 
  status = obtendato(0x10); 
  next_ptr = o en x10); bt dato(0
 




  source_address[0] = obtendato(0x10); 
  source_address[1] = obtendato(0x10); 
  source_address[2] = obtendato(0x10); 
  source_address[3] = obtendato(0x10); 
  source_address[4] = obtendato(0x10); 
  source_address[5] = obtendato(0x10); 
 
  type = (long int)obtendato(0x10)<<8; 
  type = type + obtendato(0x10); 
 
  switch(type) 
  { 
   case 0x0806: 
 
    for (i=0; i<8 ; i++) obtendato(0x10); 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    source_ip[0] = obtendato(0x10); 
    source_ip[1] = obtendato(0x10); 
    source_ip[2] = obtendato(0x10); 
    source_ip[3] = obtendato(0x10); 
 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    dest_ip[0] = obtendato(0x10); 
    dest_ip[1] = obtendato(0x10); 
    dest_ip[2] = obtendato(0x10); 
    dest_ip[3] = obtendato(0x10); 
 
           arp_response(); 
 
   break; 
 
   case 0x0800: // IP 
    
   version=obtendato(0x10); 
   hdr_len=(version & 0x0F) << 2; 
   opt_len=hdr_len -20; 
   version=version >> 2; // version=version >> 4 no es posible 
   version=version >> 2;  
 
   obtendato(0x10); // descartamos el tipo de servicio 
 
   IP_length = (long int)obtendato(0x10)<<8; 
   IP_length += obtendato(0x10); 
 
   identification = (long int)obtendato(0x10)<<8; 
   identification += obtendato(0x10); 
 
   fragment = (long int)obtendato(0x10)<<8; 
   fragment += obtendato(0x10); 
 
   obtendato(0x10); // descartamos TTL 
 
   IP_protocol=obtendato(0x10); 
 
   chksum = (long int)obtendato(0x10)<<8; 
   chksum += obtendato(0x10); 
 
   source_ip[0] = obtendato(0x10); 
   source_ip[1] = obtendato(0x10); 
   source_ip[2] = obtendato(0x10); 
   source_ip[3] = obtendato(0x10); 
 
   dest_ip[0] = obtendato(0x10); 
   dest_ip[1] = obtendato(0x10); 
   dest_ip[2] = obtendato(0x10); 
   dest_ip[3] = obtendato(0x10); 
 
   for(i=0;i<opt_len;i++) obtendato(0x10); 
 
   switch(IP_protocol) 
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   { 
    case 0x01: // ICMP 
 
    icmp_type = obtendato(0x10); 
 
    if(icmp_type == 0x08) // echo 
    { 
     icmp_code=obtendato(0x10); 
 
     icmp_checksum = (long int)obtendato(0x10)<<8; 
     icmp_checksum += obtendato(0x10); 
 
     icmp_identifier = (long int)obtendato(0x10)<<8; 
     icmp_identifier += obtendato(0x10); 
 
     icmp_sequence = (long int)obtendato(0x10)<<8; 
     icmp_sequence += obtendato(0x10); 
 
     ping_response(); 
    } 
 
    break; 
 
    default: 
    break; 
   } 
   break; 
  default: 
   break; 
  } 
  dataout(0x00, 0x22);  // CR=0x00 





void send_packet(long int len) 
{ 
 dataout(0x00, 0x22); // page 0 
 dataout(0x05, len); // TBCR0 = len (byte menor peso) 
 dataout(0x06, len>>8); // TBCR1 = len (byte mayor peso) 
 dataout(0x04, 0x54); // TPSR = indicamos dnd comienza buffer de salida 





 int i; 
 int xmt_buf = 0x54; 
 
 remote_dma_setup(1,(long int)xmt_buf<<8); 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); 
} 
 








 delay102(1); // si no ponemos delay no funciona 
} 
 
void outportw(int address, long int data) 
{ 
 long int prev_chksum; 
 














 chksum += data; 
 if (chksum < prev_chksum) chksum++; 





 long int prev_chksum; 








 outportw(0x10, 0x0000);  //0x0000 eco reply 
 
 prev_chksum=chksum; 
 chksum += icmp_identifier; 
 if (chksum<prev_chksum) chksum++; 
 
 prev_chksum=chksum; 
 chksum += icmp_sequence; 
 if (chksum<prev_chksum) chksum++; 
 
 outportw(0x10, ~chksum); 
 outportw(0x10, icmp_identifier); 
 ou w( icmp quence); tport 0x10, _se
 





void load_IP_header(long int IP_packet_length, long int IP_send_protocol) 
{ 
 int i; 
 long int prev_chksum; 
 long int chksum2=0; 
 
 dataout(0x10, 0x08); 




 outportw(0x10, 0x4500); 
 outportw(0x10, IP_packet_length); //si pasa bien 28=0x1C 
 outportw(0x10, identification);  
 ou w( 0x00 ; tport 0x10, 00)
 ou w( IP_s _protocol); //si pasa bien 0xtport 0x10, end 2001 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int) ource_ip[2]<<8); s
 chksum2 += source_ip[3]; 
 chksum += chksum2;  
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 chksum = chksum + 512; 
 
 outportw(0x10, ~chksum); 
 for(i=0; i<4;i++) dataout(0x10, my_ip[i]); 
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 dataout(0x10, 0x08); // paquete ARP=0x0806 
 dataout(0x10, 0x06); 
 
 dataout(0x10, 0x00); // hardware type (ethernet=0x0001) 
 dataout(0x10, 0x01); 
 
 dataout(0x10, 0x08); // protocol type (ip=0x0800) 
 dataout(0x10, 0x00);  
 
 dataout(0x10, 0x06); // hardware address length 
 
 dataout(0x10, 0x04); // protocol address length 
 
 dataout(0x10, 0x00); // opcode (ARP reply) 
 dataout(0x10, 0x02);   
 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); // my hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, my_ip[i]);  // my ip address 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); // source hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, source_ip[i]);  // source ip address 
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Código final8.c 
#pragma chip PIC16F877 
 
#p  config |=0b.11.1111.00ragma 11.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtendato(char direc); 
void dataout(char direc, char dato); 
vo it_nic(void); id in
void init_pic(void); 
void listo(void); 
vo mote_dma_setup(short w_r, long int dress); id re ad
void send_packet(long int len); 
void load_ethernet_header(void); 
vo tportw(int address, long int data); id ou
vo ng_response(void); id pi
vo ad_IP_header(long inid lo t IP_packet_length, long int IP_send_protocol); 




#p  location 1 ragma
 
vo p_estab(void); id tc
vo p_response(void); id tc
void load_TCP_header(long int data_flags, long int tcp_chksum, long int tcp_length, long 
int x); 
void paginaweb (void); 
vo g (char lletra); id lo
vo tportw2(int address, long id ou int data); 
vo nfirmacion_web(void)id co ; 
vo p_fin(void); id tc
 
#pragma location - 
 
in ip[4]; t my_
in sical_address[6]; t phy
in rce_address[6]; t sou
in rce_ip[4]; t sou
int dest_ip[4]; 
 
lo t chksum; ng in
long int identification; 
 
in p_code; t icm
in p_type; t icm
long int  icmp_identifier; 
long int  icmp_sequence; 
long int  icmp_checksum; 
long int  IP_length; 




in _len; t hdr
int opt_len; 
int offset; 
lo t  tcp_data_len; ng in
 
#pragma rambank 1 
 
long int  tcp_source_port; 
long int  tcp_dest_port; 
lo t  seq[2]; ng in
long int  ack[2]; 
 
int   tcp_options; 
in lags; t   f
long int  window; 
long int  max_seg; 
 
long int    xm_ack[2]; 
lo t    xm_seq[2]; ng in
long int    port; 
in  ip[4]; t    
 
ch p_states; ar tc
char html_socket; 
 
#pragma rambank 0 
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void main (void) 
{ 












 init_pic();  // inicializamos el PIC16F877 










vo lay102( char n) id de
/* 
  Delays a multiple of 10 milliseconds using the TMR0 timer 
  Clock : 4 MHz   => period T = 0.25 microseconds 
  = 1 Instruction Cyc = 1 microsecond 1 IS le 
  error: 0.16 percent 
*/ 
{ 
    char i; 
 
    OPTION = 7; 
   {  do  
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 10; /* 256 microsec * 39 = 10 ms */ //aqui habia 39 en vez de 10 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtendato(char direc) 
{ 






 re leturn ctura2; 
} 
 
void init_ void) nic(
{ 
 da (0 X21); //taout x00, 0 page0, abort DMA, stop NIC 
        da t(0taou x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
   d t(0x0A, 0X00); //RB     ataou CR0 
        dataout(0x0B, 0X00); //RBCR1 
        dataout(0x0C, 0XDC); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        dataout(0X01, 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
   d t(0X07, 0XFF); //ISR      ataou
   d t(0X0F, 0X01); //IMR      ataou
 
        dataout(0, 0X61); //page1 
        dataout(1, 0X01); 
        data t(2, 0X0ou 2); 
        dataout(3, 0X03); 
   d t(4, 0X04);      ataou
   d t(5, 0X05);      ataou
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        dataout(0x00, 0X22); //page0, abort DMA, start nic 






 TRISA      = 0b.0000.0000; 
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 PORTA      = 0b.0000.0000; 
 
 TRISB      = 0b.0000.0000; 
 PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
 TRISD      = 0b.1111.1111; 
 PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 




vo mote_dma_setup(short w_id re r, long int address) 
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); //de bytes a leer/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 
 else    dataout(0x00, 0x0A); // si w_r=0 leemos de la dma 
} 
 
vo sto(void) id li
{ 
 int in,out,i,res; 
 char lectura,letra1,letra2; 
 int status, next_ptr; 
 long int type; 
 int kind; 
  
 dataout(0x00, 0x62); //page 1 
 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 




  remote_dma_setup(0, (long int)out<<8); 
 
  status = obtendato(0x10); 
  next_ptr = obtendato(0x10); 
 
  for (i=0 ; i<8 ; i++) obtendato(0x10); 
 
  source_address[0] = obtendato(0x10); 
  source_address[1] = obtendato(0x10); 
  source_address[2] = obtendato(0x10); 
  source_address[3] = obtendato(0x10); 
  source_address[4] = obtendato(0x10); 
  source_address[5] = obtendato(0x10); 
 
  type = (long int)obtendato(0x10)<<8; 
  type = type + obtendato(0x10); 
 
  switch(type) 
  { 
   case 0x0806: 
 
    for (i=0; i<8 ; i++) obtendato(0x10); 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    source_ip[0] = obtendato(0x10); 
    source_ip[1] = obtendato(0x10); 
    source_ip[2] = obtendato(0x10); 
    source_ip[3] = obtendato(0x10); 
 
 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    dest_ip[0] = obtendato(0x10); 
    dest_ip[1] = obtendato(0x10); 
    dest_ip[2] = obtendato(0x10); 
    dest_ip[3] = obtendato(0x10); 
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           arp_response(); 
 
   break; 
 
   case 0x0800: // IP 
    
   version=obtendato(0x10); 
   hdr_len=(version & 0x0F) << 2; 
   opt_len=hdr_len -20; 
   version=version >> 2; // version=version >> 4 no es posible 
   version=version >> 2;  
 
   obtendato(0x10); // descartamos el tipo de servicio 
 
   IP_length = (long i obnt) tendato(0x10)<<8; 
   IP_length += obtendato(0x10); 
 
   identification = (long int)obtendato(0x10)<<8; 
   identification += obtendato(0x10); 
 
   fragment = (long int)obtendato(0x10)<<8; 
   fragment += obtendato(0x10); 
 
   obtendato(0x10); // descartamos TTL 
 
   IP_protocol=obtendato(0x10); 
 
   chksum = (long int)obtendato(0x10)<<8; 
   chksum += obtendato(0x10); 
 
   source_ip[0] = obtendato(0x10); 
   source_ip[1] = obtendato(0x10); 
   source_ip[2] = obtendato(0x10); 
   source_ip[3] = obtendato(0x10); 
 
   dest_ip[0] = obtendato(0x10); 
   dest_ip[1] = obtendato(0x10); 
   dest_ip[2] = obtendato(0x10); 
   dest_ip[3] = obtendato(0x10); 
 
   for(i=0;i<opt_len;i++) obtendato(0x10); 
 
   switch(IP_protocol) 
   { 
    case 0x01: // ICMP 
 
    icmp_type = obtendato(0x10); 
 
    if(icmp_type == 0x08) // echo 
    { 
     icmp_code=obtendato(0x10); 
 
     icmp_checksum = (long int)obtendato(0x10)<<8; 
     icmp_checksum += obtendato(0x10); 
 
     icmp en_id tifier = (long int)obtendato(0x10)<<8; 
     icmp_identifier += obtendato(0x10); 
 
     icmp_sequence = (long int)obtendato(0x10)<<8; 
     icmp_sequence += obtendato(0x10); 
 
     ping_response(); 
    } 
 
    break; 
 
    case 0x06: // TCP 
 
    // obtenemos 'source port' 
    tcp_source_port = (long int)obtendato(0x10)<<8; 
    tcp_source_port += obtendato(0x10); 
 
    // obtenemos 'destination port' 
    tcp_dest_port = (long int)obtendato(0x10)<<8; 
    tcp_dest_port += obtendato(0x10); 
 
    // obtenemos sequence number 
    seq[0]=(long nt)ob da i ten to(0x10)<<8; 
    seq[0]+=obtendato(0x10); 
    seq[1]=(long int)obtendato(0x10)<<8; 
    seq[1]+=obtendato(0x10); 
 
    // obtenemos acknowlegment number 
    ack[0]=(long int)obtendato(0x10)<<8; 
    ack[0]+=obtendato(0x10); 
    ack[1]=(long int)obtendato(0x10)<<8; 
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    ack[1]+=obtendato(0x10); 
 
    // obtenemos ffset  o
    offset=(obtendato(0x10) & 0xF0) >> 2; 
    tcp_options = (offset - 20); 
 
    // obtenemos flags 
    flags=obtendato(0x10) & 0x3F; 
 
    if ((flags & 0x02) == 0x02) max_seg=0; // TCP_SYN = 0x02 
 
    // obtenemos indow w s 
    window=(long int)obtendato(0x10) << 8; 
    window+=obtendato(0x10); 
 
    // descartamos checksum 
    obtendato(0x10); 
    obtendato(0x10); 
 
    // descartamos urgent pointer 
    obtendato(0x10); 
    obtendato(0x10); 
 
    // options 
    for (i=0 ; i < tcp_options ; i++) 
    { 
     kind = obtendato(0x10); 
     switch(kind) 
     { 
      case 2: 
 
      obtendato(0x10); 
      if ((flags & 0x02) == 0x02) // 
TCP_SYN=0x02 
      {  
      max_seg = (long int)obtendato(0x10) << 8; 
      max_seg += obtendato(0x10); 
      }  
      else 
      { 
       obtendato(0x10); 
       obtendato(0x10); 
      } 
      i=i+3; 
      break; 
                    case 0: break; 
                    case 1: break; 
                  } 
    } 
 
    tcp_response(); 
    break; 
 
    case 0x17: // UDP 
    break; 
 
    default: 
    break; 
   } 
   break; 
  default: break; 
  } 
  dataout(0x00, 0x22);  // CR=0x00 




void send_packet(long int len) 
{ 
 dataout(0x00, 0x22); // page 0 
 dataout(0x05, len); // TBCR0 = len (byte menor peso) 
 dataout(0x06, len>>8); // TBCR1 = len (byte mayor peso) 
 dataout(0x04, 0x54); // TPSR = indicamos dnd comienza buffer de salida 





 int i; 
 int xmt_buf = 0x54; 
 
 remote_dma_setup(1,(long int)xmt_buf<<8); 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); 
} 
 
84  AUTÓMATA ETHERNET 








 delay102(1); // si no ponemos delay no funciona 
} 
 
void outportw(int address, long int data) 
{ 
 long int prev_chksum; 
 














 chksum += data; 
} 
 
void outportw2(int address, long int data) 
{ 
 long int prev_chksum; 
 char lletra1,lletra2; 
























 long int prev_chksum; 








 outportw(0x10, 0x0000);  //0x0000 eco reply 
 
 prev_chksum=chksum; 
 chksum += icmp_identifier; 
 if (chksum<prev_chksum) chksum++; 
 
 prev_chksum=chksum; 
 chksum += icmp_sequence; 
 if (chksum<prev_chksum) chksum++; 
 
 outportw(0x10, ~chksum); 
 outportw(0x10, icmp_identifier); 
 outportw(0x10, icmp_sequence); 
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void load_IP_header(long int IP_packet_length, long int IP_send_protocol) 
{ 
 int i; 
 long int prev_chksum; 
 long int chksum2=0; 
 
 dataout(0x10, 0x08); 




 outportw(0x10, 0x4500); 
 outportw(0x10, IP_packet_length); //si pasa bien 28=0x1C 
 outportw(0x10, identification);  
 outportw(0x10, 0x0000); 
 outportw(0x10, IP_send_protocol); //si pasa bien 0x2001 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 
 chksum += chksum2;  
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 chksum = chksum + 512; 
 
 outportw(0x10, ~chksum); 
 for(i=0; i<4;i++) dataout(0x10, my_ip[i]); 









 dataout(0x10, 0x08); // paquete ARP=0x0806 
 dataout(0x10, 0x06); 
 
 dataout(0x10, 0x00); // hardware type (ethernet=0x0001) 
 dataout(0x10, 0x01); 
 
 dataout(0x10, 0x08); // protocol type (ip=0x0800) 
 dataout(0x10, 0x00);  
 
 dataout(0x10, 0x06); // hardware address length 
 
 dataout(0x10, 0x04); // protocol address length 
 
 dataout(0x10, 0x00); // opcode (ARP reply) 
 dataout(0x10, 0x02);   
 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); // my hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, my_ip[i]);  // my ip address 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); // source hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, source_ip[i]);  // source ip address 
 












 case 0x01: //listen=0x01 
 
  if (flags & 0x02) //tcp_syn=0x02 
         { 
 
   if (flags & 0x10) break; //tcp_ack=0x10 
 
   if (flags & 0x04 || flags & 0x01) break; //tcp_rst=0x04 y 
tcp_fin=0x01 
 
   tcp_listen();  
  } 
 
  break; 
 
 case 0x03: //SYN_RCVD=0x03 
 
 if (port!=tcp ourc ort || ip[0]!=source_ip[0] || ip[1]!=source__s e_p ip[1] || 
        ip[2]!=source_ip[2] || ip[3]!= source_ip[3]) 
        break; 
 
 if (flags & 0x10) //tcp_ack=0x10 
 { 
  if (flags & 0x02) //tcp_syn=0x02 
  { 
   break; 
  } 
 
  if (flags & 0x04 || flags & 0x01)  //tcp_rst=0x04 y tcp_fin=0x01 
  { 
   break; 
  } 
 




 case 0x04: //estab=0x04 
 
 if (flags & 0x10) //tcp_ack=0x10 
 { 
 
         if (flags & 0x02) //tcp_syn=0x02 
  { 
          break; 
           } 
 
         if (flags & 0x04 )  //tcp_rst=0x04 
  { 
          break; 
         } 
 
  if (flags & 0x01) // 0x01 = FIN 
  { 
   tcp_fin(); 
  } 
   
  else 
  { 
  if (seq[0] != xm_ack[0] || seq[1] != xm_ack[1] || 
  ack[0] != xm_seq[0] || ack[1] != xm_seq[1]) 
  break; 
 
  if (port != tcp_source_port) 
           break; 
 
  if (ip[0] != source_ip[0] || ip[1] != source_ip[1] || 
  ip[2] != source_ip[2] || ip[3] != source_ip[3]) 
             break; 
 
         tcp_estab(); 
  } 







 int temp=0; 
ANEXO 2. ESQUEMAS ELECTRÓNICOS  87 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp; 
 
 xm_ack[1] += tcp_data_len; 
 if (xm_ack[1] < seq[1] ) xm_ack[0]++; 
 







 int i,temp; 
 long int tempo; 
 
 xm_ack[0] = seq[0]; 
 xm_ack[1] = seq[1]; 
 
 port = tcp_source_port; 
 
 ip[0] = source_ip[0]; 
 ip[1] = source_ip[1]; 
 ip[2] = source_ip[2]; 
 ip[3] = source_ip[3]; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp; 
 
 tempo = tcp_data_len + 1; 
 xm_ack[1] += tempo; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 xm_seq[1]++; 
 if (xm_seq[1] == 0) xm_seq[0]++; 
 
 load_ethernet_header();    
 
 load_IP_header(48,0x2006);   // ttl=20, tcp=0x06 
 















 if (xm_seq[1] == 0) xm_seq[0]++; 
 





 long int filesize; 
 long int tempo; 
 int temp; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp;  
 
 xm_ack[1] += tcp_data_len; 




 filesize = 26; 
 
 lo _h filesize + 40, 0x2006); // ttl=20, tcp=20 ad_IP eader(
 
 load_TCP_header( 0x5000 | 0x10 | 0x01, 0x13ED, filesize+20, 512);
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 xm_seq[1] += 1; 
 xm_seq[1] += filesize; 
 





 long int filesize; 
 long int tempo; 
 int temp; 
 
 temp = hdr_len + offset; 
 tc a_ IP_length - temp;  p_dat len = 
 
 xm_ack[1] += 1; 




 load_IP_header(40, 0x2006); // ttl=20, tcp=20 
 
 load_TCP_header( 0x5000 | 0x10, 0x0000, 20, 512); //tcp_ack=0x10 
 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 




 html_socket = 0x01; 
} 
 
void load_TCP_header(long int data_flags, long int tcp_chksum, long int tcp_length, long 
int x) 
{ 
 long int prev_chksum; 
 
 char lletra1,lletra2; 
 
 chksum = tcp_chksum; 
 
 long int chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 
 chksum += chksum2;  
 
 lletra1=chksum>>8; 
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 lletra2=prev_chksum>>8; 




 prev_chksum = chksum; 
 chksum += 0x06; // TCP=0x06 
 
 ll =c >8etra1 hksum> ; 
 lletra2=prev_chksum>>8; 
 if (lletra1 < lletra2) chksum++;   
 
 prev_chksum = chksum; 




 if (lletra1 < lletra2) chksum++;   
 
 ou w2  tcp st_port); tport (0x10, _de
 
 outportw2(0x10, tcp_source_port); 
 
 outportw2(0x10, xm_seq[0]); 
 outportw2(0x10, xm_seq[1]); 
 
 outportw2(0x10, xm_ack[0]); 
 outportw2(0x10, xm_ack[1]); 
 
 outportw2(0x10, data_flags); 
 
 outportw2(0x10, 1460); 
 
 prev_chksum = chksum; 
 chksum = chksum + x; 
 
 if (chksum < prev_chksum) chksum++; 
 
 outportw2(0x10, ~chksum); 
 
 outportw2(0x10, 0); 
} 
 
void paginaweb (void) 
{ 
 dataout(0x10, 'A'); 
 dataout(0x10, 'U'); 
 dataout(0x10, 'T'); 
 dataout(0x10, 'O'); 
 dataout(0x10, 'M'); 
 dataout(0x10, 'A'); 
 dataout(0x10, 'T'); 
 dataout(0x10, 'A'); 
 dataout(0x10, ' '); 
 dataout(0x10, 'E'); 
 dataout(0x10, 'T'); 
 dataout(0x10, 'H'); 
 dataout(0x10, 'E'); 
 dataout(0x10, 'R'); 
 dataout(0x10, 'N'); 
 dataout(0x10, 'E'); 
 dataout(0x10, 'T'); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
} 
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Código final9.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#d  read  PORTE.0 efine
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtendato(char direc); 
vo taout(char direc, char dato); id da
vo it_nic(void); id in
vo it_pic(void); id in
vo sto(void); id li
void remote_dma_setup(short w_r, long int address); 
void send_packet(long int len); 
void load_ethernet_header(void); 
vo tportw(int address, long int data); id ou
vo ng_response(void); id pi
vo ad_IP_header(long inid lo _packet_length, long int IP_send_protocol); t IP




#p  location 1 ragma
 
vo p_estab(void); id tc
vo p_response(void); id tc
void load_TCP_header(long int data_flags, long int tcp_chksum, long int tcp_length, long 
int x); 
void paginaweb (void); 
vo g (char lletra); id lo
vo tportw2(int address, long id ou int data); 
vo ticion_temp(void); id pe




#pragma location - 
 
in ip[4]; t my_





long int chksum; 
long int identification; 
 
int icmp_code; 
in p_type; t icm
long int  icmp_identifier; 
long int  icmp_sequence; 
lo t  icmp_checksum; ng in
long int  IP_length; 
long int  fragment; 
in protocol; t IP_
 
int version; 
in _len; t hdr
int opt_len; 
in set; t off
long int  tcp_data_len; 
 
#pragma rambank 1 
 
lo t  tcp_source_port; ng in
long int  tcp_dest_port; 
lo t  seq[2]; ng in
long int  ack[2]; 
 
int   tcp_options; 
in lags; t   f
long int  window; 
lo t  max_seg; ng in
 
long int    xm_ack[2]; 
long int    xm_ack_fin[2]; 
long int    xm_seq[2]; 
long int    port; 
int     ip[4]; 
 





long int grados; 
int cont2; 
 
#pragma rambank 0 
 
void main (void) 
{ 












 init_pic();  // inicializamos el PIC16F877 











void delay102( char n) 
{ 
    char i; 
 
    OPTION = 7; 
    do  { 
        clrwdt();  // only if watchdog enabled 
   i = TMR0 + 10; /*  microsec * 39 =     256  10 ms */ //aqui habia 39 en vez de 10 
        while ( i != TMR0) 
            ; 
  hile ( --n > 0);   } w
} 
 
char obtendato(char direc) 
{ 











 dataout(0x00, 0X21); //page0, abort DMA, stop NIC 
        dataout(0x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
   d t(0x0A, 0X00); //RBCR0      ataou
   d t(0x0B, 0X00); //RBCR1      ataou
        dataout(0x0C, 0XDC); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        data t(0X01, ou 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
   d t(0X07, 0XFF); //ISR      ataou
   d t(0X0F, 0X01); //IMR      ataou
 
        dataout(0, 0X61); //page1 
   dataout(1, 0X01);      
        dataout(2, 0X02); 
        dataout(3, 0X03); 
        dataout(4, 0X04); 
        dataout(5, 0X05); 
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        dataout(0x00, 0X22); //page0, abort DMA, start nic 
        dataout(0x0D, 0X00); //TCR 
 
} 




   TRISA      = 0b.0000.0000;      
        PORTA      = 0b.0000.0000; 
 
        TRISB      = 0b.0000.0000; 
        PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
da no paridad, 1 bittos,  stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
        TRISD      = 0b.1111.1111; 
        PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 




void remote_dma_setup(short w_r, long int address) 
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); /de bytes a le/ er/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 





 int in,out,i,res; 
 char lectura,letra1,letra2; 
 int status, next_ptr; 
 long int type; 
 int kind; 
  
 dataout(0x00, 0x62); //page 1 
 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 




  remote_dma_setup(0, (long int)out<<8); 
 
  status = obtendato(0x10); 
  next_ptr = obtendato(0x10); 
 
  for (i=0 ; i<8 ; i++) obtendato(0x10); 
 
  source_address[0] = obtendato(0x10); 
  source_address[1] = obtendato(0x10); 
  source_address[2] = obtendato(0x10); 
  source_address[3] = obtendato(0x10); 
  source_address[4] = obtendato(0x10); 
  source_address[5] = obtendato(0x10); 
 
  type = (long int)obtendato(0x10)<<8; 
  type = type + obtendato(0x10); 
 
  switch(type) 
  { 
   case 0x0806: 
 
    for (i=0; i<8 ; i++) obtendato(0x10); 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    source_ip[0] = obtendato(0x10); 
    source_ip[1] = obtendato(0x10); 
    source_ip[2] = obtendato(0x10); 
    source_ip[3] = obtendato(0x10); 
 
 
           for (i=0; i<6 ; i++) obtendato(0x10); 
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    dest_ip[0] = obtendato(0x10); 
    dest_ip[1] = obtendato(0x10); 
    dest_ip[2] = obtendato(0x10); 
    dest_ip[3] = obtendato(0x10); 
 
           arp_response(); 
 
   break; 
 
   case 0x0800: // IP 
    
   version=obtendato(0x10); 
   hdr_len=(version & 0x0F) << 2; 
   opt_len=hdr_len -20; 
   version=version >> 2; // version=version >> 4 no es posible 
   version=version >> 2;  
 
   obtendato(0x10); // descartamos el tipo de servicio 
 
   IP_length = (long int)obtendato(0x10)<<8; 
   IP_length += obtend (0ato x10); 
 
   identification = (long int)obtendato(0x10)<<8; 
   identification += obtendato(0x10); 
 
   fragment = (long int)obtendato(0x10)<<8; 
   fragment += obtendato(0x10); 
 
   obtendato(0x10); // descartamos TTL 
 
   IP_protocol=obtendato(0x10); 
 
   chksum = (long int)obtendato(0x10)<<8; 
   chksum += obtendato(0x10); 
 
   source_ip[0] = obtendato(0x10); 
   source_ip[1] = obtendato(0x10); 
   source_ip[2] = obtendato(0x10); 
   source_ip[3] = obtendato(0x10); 
 
   dest_ip[0] = obtendato(0x10); 
   dest_ip[1] = obtendato(0x10); 
   dest_ip[2] = obtendato(0x10); 
   dest_ip[3] = obtendato(0x10); 
 
   for(i=0;i<opt_len;i++) obtendato(0x10); 
 
   switch(IP_protocol) 
   { 
    case 0x01: // ICMP 
 
    icmp_type = obtendato(0x10); 
 
    if(icmp_type == 0x08) // echo 
    { 
     icmp_code=obtendato(0x10); 
 
     icmp_checksum = (long int)obtendato(0x10)<<8; 
     icmp_checksum += obtendato(0x10); 
 
     icmp_identifier = (long int)obtendato(0x10)<<8; 
     icmp_identifier += obtendato(0x10); 
 
     icmp_sequence = (long int)obtendato(0x10)<<8; 
     icmp_sequence += obtendato(0x10); 
 
     ping_response(); 
    } 
 
    break; 
 
    case 0x06: // TCP 
 
 
    tcp_source_port = (long int)obtendato(0x10)<<8; 
    tcp_source_port += obtendato(0x10); 
 
    tcp_dest_port = (long int)obtendato(0x10)<<8; 
    tcp_dest_port += obtendato(0x10); 
 
    seq[0]=(long int)obtendato(0x10)<<8; 
    seq[0]+=obtendato(0x10); 
    seq[1]=(long int)obtendato(0x10)<<8; 
    seq[1]+=obtendato(0x10); 
 
    ack[0]=(long int)obtendato(0x10)<<8; 
    ack[0]+=obtendato(0x10); 
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    ack[1]=(long nt)ob da i ten to(0x10)<<8; 
    ack[1]+=obtendato(0x10); 
 
    offset=(obtendato(0x10) & 0xF0) >> 2; 
    tcp_options = (offset - 20); 
 
    flags=obtendato(0x10) & 0x3F; 
 
    if ((flags & 0x02) == 0x02) max_seg=0; // TCP_SYN = 0x02 
 
    window=(long int)obtendato(0x10) << 8; 
    window+=obte ato(0 );nd x10  
 
    obtendato(0x10); 
    obtendato(0x10); 
 
    obtendato(0x10); 
    obtendato(0x10); 
 
    for (i=0 ; i < tcp_options ; i++) 
    { 
     kind = obtendato(0x10); 
     switch(kind) 
     { 
      case 2: 
 
      obtendato(0x10); 
      if ag ((fl s & 0x02) == 0x02) // 
TCP_SYN=0x02 
      {  
       max_seg = (long int)obtendato(0x10) 
<< 8; 
       max_seg += obtendato(0x10); 
      }  
      else 
      { 
       obtendato(0x10); 
       obtendato(0x10); 
      } 
      i=i+3; 
      break; 
                    case 0: break; 
                    case 1: break; 
                  } 
    } 
 
    tcp_response(); 
    break; 
 
    case 0x17: // UDP 
    break; 
 
    default: 
    break; 
   } 
   break; 
  default: break; 
  } 
  dataout(0x00, 0x22);  // CR=0x00 




void send_packet(long int len) 
{ 
 dataout(0x00, 0x22); // page 0 
 dataout(0x05, len); // TBCR0 = len (byte menor peso) 
 dataout(0x06, len>>8); // TBCR1 = len (byte mayor peso) 
 dataout(0x04, 0x54); // TPSR = indicamos dnd comienza buffer de salida 





 int i; 
 int xmt_buf = 0x54; 
 
 remote_dma_setup(1,(long int)xmt_buf<<8); 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); 
} 
 









 delay102(1); // si no ponemos delay no funciona 
} 
 
void outportw(int address, long int data) 
{ 
 long int prev_chksum; 
 














 chksum += data; 
} 
 
void outportw2(int address, long int data) 
{ 
 long int prev_chksum; 
 char lletra1,lletra2; 
























 long int prev_chksum; 








 outportw(0x10, 0x0000);  //0x0000 eco reply 
 
 prev_chksum=chksum; 
 chksum += icmp_identifier; 
 if (chksum<prev_chksum) chksum++; 
 
 prev_chksum=chksum; 
 chksum += icmp_sequence; 
 if (chksum<prev_chksum) chksum++; 
 
 outportw(0x10, ~chksum); 
 outportw(0x10, icmp_identifier); 
 outportw(0x10, icmp_sequence); 
 





void load_IP_header(long int IP_packet_length, long int IP_send_protocol) 
{ 
 int i; 
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 long int prev_chksum; 
 long int chksum2=0; 
 
 dataout(0x10, 0x08); 




 outportw(0x10, 0x4500); 
 outportw(0x10, IP_packet_length); //si pasa bien 28=0x1C 
 outportw(0x10, identification);  
 outportw(0x10, 0x0000); 
 outportw(0x10, IP_send_protocol); //si pasa bien 0x2001 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 
 chksum += chksum2;  
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 chksum = chksum + 512; 
 
 outportw(0x10, ~chksum); 
 for(i=0; i<4;i++) dataout(0x10, my_ip[i]); 









 dataout(0x10, 0x08); // paquete ARP=0x0806 
 dataout(0x10, 0x06); 
 
 dataout(0x10, 0x00); // hardware type (ethernet=0x0001) 
 dataout(0x10, 0x01); 
 
 dataout(0x10, 0x08); // protocol type (ip=0x0800) 
 dataout(0x10, 0x00);  
 
 dataout(0x10, 0x06); // hardware address length 
 
 dataout(0x10, 0x04); // protocol address length 
 
 dataout(0x10, 0x00); // opcode (ARP reply) 
 dataout(0x10, 0x02);   
 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); // my hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, my_ip[i]);  // my ip address 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); // source hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, source_ip[i]);  // source ip address 
 







 int i; 




 case 0x01: //listen=0x01 
 
  if (flags & 0x02) //tcp_syn=0x02 
         { 
 
   if (flags & 0x10) break; //tcp_ack=0x10 
 
   if (flags & 0x04 || flags & 0x01) break; //tcp_rst=0x04 y 
tcp_fin=0x01 
 
   tcp_listen();  
  } 
 
  break; 
 
 case 0x03: //SYN_RCVD=0x03 
 
 if (port!=tcp_source_port || ip[0]!=source_ip[0] || ip[1]!=source_ip[1] || 
   ip[2]!=sourc ip | ip[3]!= source_ip[3])      e_ [2] |
   break;      
 
 if (flags & 0x10) //tcp_ack=0x10 
 { 
  if (flags & 0x02) //tcp_syn=0x02 
  { 
   break;  // Ignore it for now. We'll add code to handle later 
  } 
 
  if (flags & 0x04 || flags & 0x01)  //tcp_rst=0x04 y tcp_fin=0x01 
  { 
   break; 
  } 
 




 case 0x04: //estab=0x04 
 
 if (flags & 0x10) //tcp_ack=0x10 
 { 
 
         if (flags & 0x02) //tcp_syn=0x02 
  { 
          break;          // Ignore it for now. We'll add code to handle 
later 
           } 
 
         if (flags & 0x04 )  //tcp_rst=0x04 
  { 
          break;          // Ignore it for now. We'll add code to hanlde 
later 
         } 
 
  if (flags & 0x01) // 0x01 = FIN 
  { 
   tcp_fin(); 
  } 
   
  else 
  { 
  if (seq[0] != xm_ack[0] || seq[1] != xm_ack[1] || 
  ack[0] != xm_seq[0] || ack[1] != xm_seq[1]) 
  break; 
 
  if (port != tcp_source_port) 
           break; 
 
  if (ip[0] != source_ip[0] || ip[1] != source_ip[1] || 
  ip[2] != source_ip[2] || ip[3] != source_ip[3]) 
             break; 
 
         tcp_estab(); 
  } 







 int temp=0; 
 
 temp = hdr_len + offset; 
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 tcp_data_len = IP_length - temp; 
 
 xm_ack[1] += tcp_data_len; 
 if (xm_ack[1] < seq[1] ) xm_ack[0]++; 
 




vo p_listen(void) id tc
{ 
 
 int i,temp; 
 long int tempo; 
 
 xm_ack[0] = seq[0]; 
 xm_ack[1] = seq[1]; 
 
 port = tcp_source_port; 
 
 ip[0] = source_ip[0]; 
 ip[1] = source_ip[1]; 
 ip[2] = source_ip[2]; 
 ip[3] = source_ip[3]; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp; 
 
 tempo = tcp_data_len + 1; 
 xm_ack[1] += tempo; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 xm_seq[1]++; 
 if (xm_seq[1] == 0) xm_seq[0]++; 
 
 load_ethernet_header();   // 12 bytes (2 bytes for protocol included in 
load_IP..) 
 
 load_IP_header(48,0x2006);   // Number of bytes included in call (add 2 for 
protocol) ttl=20, tcp=0x06 
 















 if (xm_seq[1] == 0) xm_seq[0]++; 
 





 long int filesize; 
 long int tempo; 
 int temp; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp;  
 
 xm_ack[1] += tcp_data_len; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 xm_ack_fin[1]=xm_ack[1]; 
 xm fi m_ack[0]; _ack_ n[0]=x
 
 load_ethernet_header();   // 12 bytes (2 bytes for protocol included in 
load_IP..) 
 
 filesize = 26; 
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 load_TCP_header( 0x5000 | 0x10 | 0x01, grados - 0x201E, filesize+20, 512);






 xm_seq[1] += 1; 
 xm_seq[1] += filesize; 
 





 long int filesize; 
 long int tempo; 
 int temp; 
 
 temp = hdr_len + offset; 





 xm_ack[1] += 1; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 load_ethernet_header();   // 12 bytes (2 bytes for protocol included in 
load_IP..) 
 
 load_IP_header(40, 0x2006); // ttl=20, tcp=20 
 
 load_TCP_header( 0x5000 | 0x10, 0x0000, 20, 512); //tcp_ack=0x10 
 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 
 dataout(0x10, 0x00); 




 html_socket = 0x01; 
} 
 
void load_TCP_header(long int data_flags, long int tcp_chksum, long int tcp_length, long 
int x) 
{ 
 long int prev_chksum; 
 
 char lletra1,lletra2; 
 
 chksum = tcp_chksum; 
 
 long int chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 
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 pr ks hksuev_ch um = c m; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 








 pr ks hksuev_ch um = c m; 




 if (lletra1 < lletra2) chksum++;   
 
 prev_chksum = chksum; 




 if (lletra1 < lletra2) chksum++;   
 
 outportw2(0x10, tcp_dest_port); 
 
 outportw2(0x10, tcp_source_port); 
 
 outportw2(0x10, xm_seq[0]); 
 outportw2(0x10, xm_seq[1]); 
 
 outportw2(0x10, xm_ack[0]); 
 ou w2  xm_ [1]); tport (0x10, ack
 
 outportw2  dat la(0x10, a_f gs); 
 
 outportw2(0x10, 1460); 
 
 prev_chksum = chksum; 
 chksum = chksum + x; 
 
 if (chksum < prev_chksum) chksum++; 
 
 outportw2(0x10, ~chksum); 
 
 outportw2(0x10, 0); 
} 
 
void paginaweb (void) 
{ 
 dataout(0x10, 'T'); 
 dataout(0x10, 'E'); 
 dataout(0x10, 'M'); 
 dataout(0x10, 'P'); 
 dataout(0x10, 'E'); 
 dataout(0x10, 'R'); 
 dataout(0x10, 'A'); 
 dataout(0x10, 'T'); 
 dataout(0x10, 'U'); 
 dataout(0x10, 'R'); 
 dataout(0x10, 'A'); 
 dataout(0x10, ':'); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, serie[1]); 
 dataout(0x10, serie[2]); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, 'G'); 
 dataout(0x10, 'R'); 
 dataout(0x10, 'A'); 
 dataout(0x10, 'D'); 
 dataout(0x10, 'O'); 
 dataout(0x10, 'S'); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
} 
 
void log (char lletra) 
{ 


































 int cont; 
 char word; 













  TXREG=' '; 





  word=RCREG; 
  if(word!=resul) 
  { 
   if(word=='.') resul=word; 
   else 
   {  
    serie[cont]=word; 
    TXREG=word; 
    cont=cont+1;  
    resul=word;  
   } 






 grados= (long int)serie[1]<<8; 
 grados += serie[2]; 
 grados += 0x1731; 
 cont2=1; 
} 
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Código final10.c 
#pragma chip PIC16F877 
 
#pragma config |=0b.11.1111.0011.0001 
 
#define read  PORTE.0 
#define write PORTE.1 
#define reset PORTE.2 
 
void delay102( char n); 
char obtendato(char direc); 
vo taout(char direc, char dato); id da
void init_nic(void); 
void init_pic(void); 
vo sto(void); id li
vo mote_dma_setup(short w_rid re ddress); , long int a
vo nd_packet(long int lid se en); 
vo ad_ethernet_header(void); id lo
void outportw(int address, long int data); 
void ping_response(void); 
void load_IP_header(long int IP_packet_length, long int IP_send_protocol); 
vo p_response(void); id ar
vo p_syn_rcvd(void); id tc
vo p_listen(void); id tc
 
#pragma location 1 
 
void tcp_estab(void); 
vo p_response(void); id tc
vo ad_TCP_header(long int datid lo nt tcp_chksum, long int tcp_length, long a_flags, long i
int x); 
vo ginaweb (void); id pa
void outportw2(int address, long int data); 
char obtenletra1(char lectura); 
char obtenletra2(char lectura); 
vo g (char lletra); id lo
 








lo t chksum; ng in




long int  icmp_identifier; 
long int  icmp_sequence; 
long int  icmp_checksum; 
long int  IP_length; 
lo t  fragment; ng in
int IP_protocol; 
 
in sion; t ver
int hdr_len; 
int opt_len; 
in set; t off
long int  tcp_data_len; 
 
#p  rambank 1 ragma
 
lo t  tcp_source_port; ng in
long int  tcp_dest_port; 
lo t  seq[2]; ng in
long int  ack[2]; 
 
in cp_options; t   t
int   flags; 
lo t  window; ng in
long int  max_seg; 
 
long int ajuste; 
 
long int    xm_ack[2]; 
lo t    xm_seq[2]; ng in
long int    port; 
int     ip[4]; 
 
char tcp_states; 




long int datofinal; 
 
#pragma rambank 0 
 
void main (void) 
{ 












 init_pic();  // inicializamos el PIC16F877 










vo lay102( char n) id de
{ 
    char i; 
 
  ION = 7;   OPT
    do  { 
        clrwdt();  // only if watchdog enabled 
        i = TMR0 + 10; /* 256 microsec * 39 = 10 ms */ //aqui habia 39 en vez de 10 
        while ( i != TMR0) 
            ; 
    } while ( --n > 0); 
} 
 
char obtendato(char direc) 
{ 











 dataout(0x00, 0X21); //page0, abort DMA, stop NIC 
        dataout(0x18, 0XFF); //reset nic 
        dataout(0x0E, 0X48); //DCR 
        dataout(0x0A, 0X00); //RBCR0 
        dataout(0x0B, 0X00); //RBCR1 
        dataout(0x0C, 0XDE); //RCR 
        dataout(0x0D, 0X02); //TCR 
        dataout(0X03, 0X40); //BNRY 
        dataout(0X01, 0X40); //PSTART 
        dataout(0X02, 0X54); //PSTOT 
        dataout(0X07, 0XFF); //ISR 
        dataout(0X0F, 0X01); //IMR 
 
        dataout(0, 0X61); //page1 
        dataout(1, 0X01); 
        dataout(2, 0X02); 
        dataout(3, 0X03); 
        dataout(4, 0X04); 
        dataout(5, 0X05); 
        dataout(6, 0X06);     
        dataout(0x07, 0X40); //CURR   
 
        dataout(0x00, 0X22); //page0, abort DMA, start nic 
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        TRISA      = 0b.0000.0000; 
        PORTA      = 0b.0000.0000; 
 
        TRISB      = 0b.0000.0000; 
        PORTB      = 0b.1111.1111; 
 OPTION_REG = 0b.1101.1000; 
 
 TRISC      = 0b.1000.0000; // indico que el puerto C lo utilizaré para 
comunicación serie 
 SPBRG      = 129;  // indico que la velocidad será 9600 bps, 8 bits de 
datos, no paridad, 1 bit stop 
 TXSTA      = 0X26;  // indico las caracteristicas de tx del bus 
 RCSTA      = 0X90;  // indico las caracteristicas de rx del bus 
 
        TRISD      = 0b.1111.1111; 
        PORTD      = 0b.0000.0000; 
 
 TRISE      = 0b.0000.0000; 
 ADCON1     = 0b.0000.0111; 
 ADCON0     = 0b.0000.0000; 
 PORTE      = 0b.0000.0111; 
 




void remote_dma_setup(short w_r, long int address) 
{ 
 dataout(0x00, 0x22); //CR, page0, abort remote dma 
 dataout(0x0A, 0xFF); //indicamos el numero máximo 
 dataout(0x0B, 0xFF); //de bytes a leer/escribir 
 dataout(0x08, address);    //indicamos la direccion donde 
 dataout(0x09, address>>8); //empieza la dma remota 
 if(w_r) dataout(0x00, 0x12); // si w_r=1 escribimos en la dma 





 int in,out,i,res; 
 char lectura,letra1,letra2; 
 int status, next_ptr; 
 long int type; 
 int kind; 
  
 dataout(0x00, 0x62); //page 1 
 in=obtendato(0x07);  //obtenemos el valor de CURR 
 dataout(0x00, 0x22); //page 0 




  remote_dma_setup(0, (long int)out<<8); 
 
  status = obtendato(0x10); 
  next_ptr = obtendato(0x10); 
 
  for (i=0 ; i<8 ; i++) obtendato(0x10); 
 
  source_address[0] = obtendato(0x10); 
  source_address[1] = obtendato(0x10); 
  source_address[2] = obtendato(0x10); 
  source_address[3] = obtendato(0x10); 
  source_address[4] = obtendato(0x10); 
  source_address[5] = obtendato(0x10); 
 
  type = (long int)obtendato(0x10)<<8; 
  type = type + obtendato(0x10); 
 
  switch(type) 
  { 
   case 0x0806: 
 
    for (i=0; i<8 ; i++) obtendato(0x10); 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    source_ip[0] = obtendato(0x10); 
    source_ip[1] = obtendato(0x10); 
    source_ip[2] = obtendato(0x10); 
    source_ip[3] = obtendato(0x10); 
 
 
           for (i=0; i<6 ; i++) obtendato(0x10); 
 
    dest_ip[0] = obtendato(0x10); 
    dest_ip[1] = obtendato(0x10); 
    dest_ip[2] = obtendato(0x10); 
106  AUTÓMATA ETHERNET 
    dest_ip[3] = obtendato(0x10); 
 
           arp_response(); 
 
   break; 
 
   case 0x0800: // IP 
    
   version=obtendato(0x10); 
   hdr_len=(version & 0x0F) << 2; 
   opt_len=hdr_len -20; 
   version=version >> 2; // version=version >> 4 no es posible 
   version=version >> 2;  
 
   obtendato(0x10); // descartamos el tipo de servicio 
 
   IP_length = (long int)obtendato(0x10)<<8; 
   IP_length += obtendato(0x10); 
 
   identification = (long int)obtendato(0x10)<<8; 
   identification += obtendato(0x10); 
 
   fragment = (long int)obtendato(0x10)<<8; 
   fragment += obtendato(0x10); 
 
   obtendato(0x10); // descartamos TTL 
 
   IP_protocol=obtendato(0x10); 
 
   chksum = (long int)obtendato(0x10)<<8; 
   chksum += obtendato(0x10); 
 
   source_ip[0] = obtendato(0x10); 
   source_ip[1] = obtendato(0x10); 
   source_ip[2] = obtendato(0x10); 
   source_ip[3] = obtendato(0x10); 
 
   dest_ip[0] = obtendato(0x10); 
   dest_ip[1] = obtendato(0x10); 
   dest_ip[2] = obtendato(0x10); 
   dest_ip[3] = obtendato(0x10); 
 
   for(i=0;i<opt_len;i++) obtendato(0x10); 
 
   switch(IP_protocol) 
   { 
    case 0x01: // ICMP 
 
    icmp_type = obtendato(0x10); 
 
    if(icmp_type == 0x08) // echo 
    { 
     icmp_code=obtendato(0x10); 
 
     icmp_checksum = (long int)obtendato(0x10)<<8; 
     icmp_checksum += obtendato(0x10); 
 
     icmp_identifier = (long int)obtendato(0x10)<<8; 
     icmp_identifier += obtendato(0x10); 
 
     icmp_sequence = (long int)obtendato(0x10)<<8; 
     icmp_sequence += obtendato(0x10); 
 
     ping_response(); 
    } 
 
    break; 
 
    case 0x06: // TCP 
 
    tcp_source_port = (long int)obtendato(0x10)<<8; 
    tcp_source_port += obtendato(0x10); 
 
    tcp_dest_port = (long int)obtendato(0x10)<<8; 
    tcp_dest_port += obtendato(0x10); 
 
    seq[0]=(long int)obtendato(0x10)<<8; 
    seq[0]+=obtendato(0x10); 
    seq[1]=(long int)obtendato(0x10)<<8; 
    seq[1]+=obtendato(0x10); 
 
    ack[0]=(long int)obtendato(0x10)<<8; 
    ack[0]+=obtendato(0x10); 
    ack[1]=(long int)obtendato(0x10)<<8; 
    ack[1]+=obtendato(0x10); 
 
    offset=(obtendato(0x10) & 0xF0) >> 2; 
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    tcp_options = (offset - 20); 
 
    flags=obtendato(0x10) & 0x3F; 
 
    if ((flags & 0x02) == 0x02) max_seg=0; // TCP_SYN = 0x02 
 
    window=(long int)obtendato(0x10) << 8; 
    window+=obtendato(0x10); 
 
    obtendato(0x10); 
    obtendato(0x10); 
 
    obtendato(0x10); 
    obtendato(0x10); 
 
    for (i=0 ; i < tcp_options ; i++) 
    { 
     kind = obtendato(0x10); 
     switch(kind) 
     { 
      case 2: 
 
      obtendato(0x10); 
      if ((flags & 0x02) == 0x02) // 
TCP_SYN=0x02 
      {  
       max_seg = (long int)obtendato(0x10) 
<< 8; 
       max_seg += obtendato(0x10); 
      }  
      else 
      { 
       obtendato(0x10); 
       obtendato(0x10); 
      } 
      i=i+3; 
      break; 
                    case 0: break; 
                    case 1: break; 
                  } 
    } 
 
    if (flags == 0x18) 
    {   
     dato1=obtendato(0x10); 
    } 
 
    tcp_response(); 
    break; 
 
    case 0x17: // UDP 
    break; 
 
    default: 
    break; 
   } 
   break; 
  default: break; 
  } 
  dataout(0x00, 0x22);  // CR=0x00 




void send_packet(long int len) 
{ 
 dataout(0x00, 0x22); // page 0 
 dataout(0x05, len); // TBCR0 = len (byte menor peso) 
 dataout(0x06, len>>8); // TBCR1 = len (byte mayor peso) 
 dataout(0x04, 0x54); // TPSR = indicamos dnd comienza buffer de salida 





 int i; 
 int xmt_buf = 0x54; 
 
 remote_dma_setup(1,(long int)xmt_buf<<8); 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); 
} 
 
void dataout(char direc, char dato) 
{ 
 PORTB=direc; 






 delay102(1); // si no ponemos delay no funciona 
} 
 
void outportw(int address, long int data) 
{ 
 long int prev_chksum; 
 
















 chksum += data; 
} 
 
void outportw2(int address, long int data) 
{ 
 long int prev_chksum; 
 char lletra1,lletra2; 
























 long int prev_chksum; 








 outportw(0x10, 0x0000);  //0x0000 eco reply 
 
 prev_chksum=chksum; 
 chksum += icmp_identifier; 
 if (chksum<prev_chksum) chksum++; 
 
 prev_chksum=chksum; 
 chksum += icmp_sequence; 
 if (chksum<prev_chksum) chksum++; 
 
 outportw(0x10, ~chksum); 
 outportw(0x10, icmp_identifier); 
 outportw(0x10, icmp_sequence); 
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void load_IP_header(long int IP_packet_length, long int IP_send_protocol) 
{ 
 int i; 
 long int prev_chksum; 
 long int chksum2=0; 
 
 dataout(0x10, 0x08); 




 outportw(0x10, 0x4500); 
 outportw(0x10, IP_packet_length); //si pasa bien 28=0x1C 
 outportw(0x10, identification);  
 outportw(0x10, 0x0000); 
 outportw(0x10, IP_send_protocol); //si pasa bien 0x2001 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 
 chksum += chksum2; 
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 
 chksum += chksum2;  
 if (chksum < prev_chksum) chksum++; 
 chksum2=0; 
 
 chksum = chksum + 512; 
 
 outportw(0x10, ~chksum); 
 for(i=0; i<4;i++) dataout(0x10, my_ip[i]); 









 dataout(0x10, 0x08); // paquete ARP=0x0806 
 dataout(0x10, 0x06); 
 
 dataout(0x10, 0x00); // hardware type (ethernet=0x0001) 
 dataout(0x10, 0x01); 
 
 dataout(0x10, 0x08); // protocol type (ip=0x0800) 
 dataout(0x10, 0x00);  
 
 dataout(0x10, 0x06); // hardware address length 
 
 dataout(0x10, 0x04); // protocol address length 
 
 dataout(0x10, 0x00); // opcode (ARP reply) 
 dataout(0x10, 0x02);   
 
 for(i=0;i<6;i++) dataout(0x10, physical_address[i]); // my hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, my_ip[i]);  // my ip address 
 
 for(i=0;i<6;i++) dataout(0x10, source_address[i]); // source hardware address 
 
 for(i=0;i<4;i++) dataout(0x10, source_ip[i]);  // source ip address 
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void tcp_response(void) 
{ 




 case 0x01: //listen=0x01 
 
  if (flags & 0x02) //tcp_syn=0x02 
         { 
 
   if (flags & 0x10) break; //tcp_ack=0x10 
 
   if (flags & 0x04 || flags & 0x01) break; //tcp_rst=0x04 y 
tcp_fin=0x01 
 
   tcp_listen();  
  } 
 
  break; 
 









 log(' '); 
 
 if (port!=tcp_source_port || ip[0]!=source_ip[0] || ip[1]!=source_ip[1] || 
        ip[2]!=source_ip[2] || ip[3]!= source_ip[3]) 
        break; 
 
 if (flags & 0x10) //tcp_ack=0x10 
 { 
  if (flags & 0x02) //tcp_syn=0x02 
  { 
   log('1'); 
   break;   
  } 
 
  if (flags & 0x04 || flags & 0x01)  //tcp_rst=0x04 y tcp_fin=0x01 
  { 
   log('2'); 
   break; 
  } 
 




 case 0x04: //estab=0x04 
 







 int temp=0; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp; 
 
 xm_ack[1] += tcp_data_len; 
 if (xm_ack[1] < seq[1] ) xm_ack[0]++; 
 






 int i,temp; 
 long int tempo; 
 
 xm_ack[0] = seq[0]; 
 xm_ack[1] = seq[1]; 
 
 port = tcp_source_port; 
 
 // Save the source IP address 
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 ip[0] = source_ip[0]; 
 ip[1] = source_ip[1]; 
 ip[2] = source_ip[2]; 
 ip[3] = source_ip[3]; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp; 
 
 tempo = tcp_data_len + 1; 
 xm_ack[1] += tempo; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 xm_seq[1]++; 




 load_IP_header(48,0x2006);   //ttl=20, tcp=0x06 
 















 if (xm_seq[1] == 0) xm_seq[0]++; 
 





 long int filesize; 
 long int tempo; 
 int temp; 
 dato2=0x00; 
 
 temp = hdr_len + offset; 
 tcp_data_len = IP_length - temp;  
 
 xm_ack[1] += tcp_data_len; 
 if (xm_ack[1] < seq[1] )  xm_ack[0]++; 
 
 load_ethernet_header();   // 12 bytes (2 bytes for protocol included in 
load_IP..) 
 
 filesize = 1; 
 
 load_IP_header(filesize + 40, 0x2006); // ttl=20, tcp=20 
 
 datofinal = (long int)dato1<<8; 
 datofinal += dato2; 
 datofinal = datofinal-1; 
 
 load_TCP_header( 0x5000 | 0x10 | 0x08, datofinal, 20 + filesize, 513);














 xm_seq[1] += filesize; 
 
 html_socket = 0x03; //syn_rcv=0x03 
} 
 
void load_TCP_header(long int data_flags, long int tcp_chksum, long int tcp_length, long 
int x) 
{ 
 long int prev_chksum; 
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 char lletra1,lletra2; 
 
 chksum = tcp_chksum; 
 
 long int chksum2=0; 
 
 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[0]<<8); 
 chksum2 += my_ip[1]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)my_ip[2]<<8); 
 chksum2 += my_ip[3]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[0]<<8); 
 chksum2 += source_ip[1]; 








 prev_chksum = chksum; 
 chksum2 = ((long int)source_ip[2]<<8); 
 chksum2 += source_ip[3]; 








 prev_chksum = chksum; 




 if (lletra1 < lletra2) chksum++;   
 
 prev_chksum = chksum; 




 if (lletra1 < lletra2) chksum++;   
 
 outportw2(0x10, tcp_dest_port); 
 
 outportw2(0x10, tcp_source_port); 
 
 outportw2(0x10, xm_seq[0]); 
 outportw2(0x10, xm_seq[1]); 
 
 outportw2(0x10, xm_ack[0]); 
 outportw2(0x10, xm_ack[1]); 
 
 outportw2(0x10, data_flags); 
 
 outportw2(0x10, 1460); 
 
 prev_chksum = chksum; 
 chksum = chksum + x; 
 
 if (chksum < prev_chksum) chksum++; 
 
 outportw2(0x10, ~chksum); 
 
 outportw2(0x10, 0); 
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} 
 
void paginaweb (void) 
{ 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
 dataout(0x10, '*'); 
 dataout(0x10, '*'); 
 dataout(0x10, ' '); 
 dataout(0x10, ' '); 
} 
 






char obtenletra1(char lectura) 
{ 
 char resul1=0; 




 if(resul1==0)  resul2=48; 
 if(resul1==1)  resul2=49; 
 if(resul1==2)  resul2=50; 
 if(resul1==3)  resul2=51; 
 if(resul1==4)  resul2=52; 
 if(resul1==5)  resul2=53; 
 if(resul1==6)  resul2=54; 
 if(resul1==7)  resul2=55; 
 if(resul1==8)  resul2=56; 
 if(resul1==9)  resul2=57; 
 if(resul1==10) resul2=65; 
 if(resul1==11) resul2=66; 
 if(resul1==12) resul2=67; 
 if(resul1==13) resul2=68; 
 if(resul1==14) resul2=69; 
 if(resul1==15) resul2=70; 
 
 return resul2; 
} 
 
char obtenletra2(char lectura) 
{ 
 char resul1=0; 




 if(resul2==0)  resul1=48; 
 if(resul2==1)  resul1=49; 
 if(resul2==2)  resul1=50; 
 if(resul2==3)  resul1=51; 
 if(resul2==4)  resul1=52; 
 if(resul2==5)  resul1=53; 
 if(resul2==6)  resul1=54; 
 if(resul2==7)  resul1=55; 
 if(resul2==8)  resul1=56; 
 if(resul2==9)  resul1=57; 
 if(resul2==10) resul1=65; 
 if(resul2==11) resul1=66; 
 if(resul2==12) resul1=67; 
 if(resul2==13) resul1=68; 
 if(resul2==14) resul1=69; 
 if(resul2==15) resul1=70; 
 
 return resul1; 
} 
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TFig. 2.7T Esquema de conexiones base 
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TFig. 2.8T Esquema electrónico del escenario nº 1 
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TFig. 2.9T Esquema electrónico del escenario nº 2 
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TFig. 3.5T Esquema electrónico del escenario nº 3 
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TFig. 4.1T Esquema A del autómata ethernet 
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TFig. 4.2T Esquema B del autómata ethernet 
 
