In this paper we present a 3-D floorplan representation based on the methodologies of Corner Block List (CBL). Our model is an extension and generalization of the original 2-D CBL and inherits its most crucial advantages including: linear time operations and evaluations, relatively small solution space (<n!3 4n-4 ) with complex non-slicing structures, etc. Although like other sequence based representations, the solution space of 3-D CBL is not complete, floorplanning algorithms using this 3-D representation can be highly efficient. Our conclusions are confirmed by experimental results.
Introduction
In our persistent advances towards faster and smaller VLSI circuits, CMOS technology has scaled into deep submicron regime. Interconnection delay became a dominant factor of the circuits' performances and the size of wires is consuming an increasingly large portion of design budgets. While the techniques in planer wafers are approaching the limits, threedimensional integrated circuits is a new way to achieve our goals. So design automation tools for 3-D ICs are becoming a prominent demand. Besides, some newgeneration reconfigurable FPGAs allow several tasks to share a same physical location at different times and the temporal floorplanning of these tasks is close to a 3-D placement problem. All these demands call for 3-D floorplan representations, which are much more complicated than 2-D ones.
Sequence-Triple and Sequence-Quintuple introduced in [1] are the earliest 3-D floorplan representations. They are based on the successful 2-D representation Sequence-Pair. Recently, T-tree [6] and 3-D subTCG [7] were proposed for temporal floorplanning of FPGAs. Another representation of slicing structure was proposed in [8] .
In this paper, we introduce a revised 3-D representation based on the Corner Block List (CBL) proposed in [2] . This new representation has inherited most of the advantages of CBL such as the evaluation of any instance is TIME(n), the size of the solution space has an upper bound n!3 4n-4 , which is relatively low and enables efficient heuristic search algorithms, etc.
Based on these properties of 3-D CBL representation, the simulated annealing algorithm can give high quality solutions with multiple objectives such as volume, wire length, thermal distribution, etc. For instance, our experiments show that the 3-D CBL based SA scheme can obtain a low ratio of dead space.
The rest of this paper is organized as follows. Section 2 introduces some concepts about 3-D mosaic floorplan, which is extended from [2] . Section 3 describes the 3-D Corner Block List representation. Section 4 discusses the properties of the solution space and the transformation algorithms. Section 5 reports the experimental results. Finally, section 6 concludes the paper.
Preliminaries

3-D Mosaic Floorplan
A floorplan divides a 3-D chip into cuboidal rooms with rectangular slices. Each room is assigned to no more than one module. The floorplan is defined to be "mosaic" if and only if it observes the following properties:
• Floorplan of no empty space. Each room is assigned to one module. The internal slices intersect and form 3-D T-junctions. A T-junction is composed of a non-crossing slice and a crossing slice where the non-crossing slice has one edge touching the crossing slice.
• Topological equivalence on slice sliding. The topology is defined to be equivalent before and after the non-crossing slice of a T-junction slides. The slice positions are to be determined by the lengths, widths and heights of the modules. 
Corner Block Insertion
For a room whose three edges each pointing to the higher boundary of its direction, we define it to be a "corner block". A mosaic floorplan has one and unique corner block. The corner block can be deleted while the revised floorplan remains to be mosaic. And inversely, we can insert corner blocks in to a mosaic floorplan and form larger floorplans.
In a 3-D mosaic floorplan, we have a front, a right and a top surface, perpendicular to the x-axis, y-axis and z-axis respectively. Each surface is a 2-D mosaic floorplan. When inserting a new room, we push a rectangular slice at the up-right corner of the surface into the cuboid and form a new 3-D corner block, as Figure 1 (b) shows. The figure means that the new added module covers and only covers the rooms under the grey slice at z+ direction.
3-D Corner Block List
The key of the 3-D floorplan representation is to represent the rectangular slice at the up-right corner of a 2-D mosaic floorplan.
In [3] , a Twin Binary Tree representation for 2-D mosaic floorplans was introduced. In this representation, a binary tree is constructed by connecting each room to its C + -neighbor (the adjacent room by the non-crossing segment of the up-right Tjunction) except for the corner block. The root of the tree (called C + -tree) is at the up-right corner block of the floorplan. So a sub-tree rooted at the corner block is likely to be able to represent the covered area for the 3-D corner block insertion. But not all the sub-trees can be used as rectangular covering. Figure 3(a) shows a sub-tree where it is impossible to cover the four grey rooms by a rectangle while not covering any other rooms. Another case in Figure 3 (b) allows the sub-tree to be covered by a rectangle. We can slide a segment downwards and form a new corner block by pushing the grey part into the 3-D floorplan. In order to ensure feasible corner block insertions, we propose a revised sub-C + -tree, represented by a sequence of "0", "1" and "2" called sequence T.
Definition 1: Sub-C
+ -tree by sequence T. The sequence of covered rooms starts from the corner block, which is always to be covered. The following rooms are added according to the digits in sequence T: At "0" of T, we move to the left branch, i.e. the adjacent room by the up-left 0˚ T-junction (see Figure 4) . If the upleft T-junction is 90˚, then continue moving up until a 0˚ one is met (there is at least one 0˚ T-junction at the top boundary), and if all the rooms passed by have been covered, we can move to the room at the left side of the 0˚ T-junction. And at "1" of sequence T, we move to the right branch, symmetric to the process of moving to the left branch. Lastly, "2" means end of the sequence. Proposition 1: For any sub-C + -tree defined above, there exists a rectangular slice which covers the rooms in the sequence of the sub-C + -tree and does not cover any room not in the sequence.
Proof: omit here. 
The Solution Space
Size of the Solution Space
Assume there are n modules in a 3-D mosaic floorplan. The tuple (S, L, T) decides the configuration of the floorplan. Sequence S has length n-1. And for sequence T, the total length of T is at most (3n-3). Since the digits in sequence L and T have three values, the upper bound of the solution space of 3-D corner block list is n!3 4n-4 .
From Placement to 3-D CBL
Given a packing placement of modules, we try to find a 3-D corner block list which represents it as a mosaic floorplan.
The first problem is whether such a corner block list exists. Though the strength of the representation of corner block insertion is shown in Proposition 2, the solution space of 3-D CBL is still not complete. The placement in Figure 5 cannot be represented by corner block list even when false modules can be added. We have a counter example of Figure 6 which is common for other sequence based representations except [1] . Being conscious of the incompleteness of the solution space, we still can transform a packing placement with NO constraint loops into a 3-D corner block list. From the conclusions in Section 3 and Proposition 2, we can construct a 3-D mosaic floorplan by inserting corner blocks which contain modules, adding empty rooms (false modules [5] ) when necessary. Proposition 3: Given a 3-D packing placement without constraint loops, it can be represented by a corner block list tuple by adding no more than 2n empty rooms.
So we have a linear upper bound of the number of empty rooms needed by a placement without "constraint loops". In this sense, our 3-D CBL is stronger than Seq-Triple in [1] which cannot represent placement containing double-constraint.
Though proposition 3 does not provide the exact method to insert empty rooms, we have such an algorithm which performs in time O(n 2 ). The trivial algorithm details are omitted here.
From 3-D CBL to Placement
The algorithm of transforming a corner block list to a 3-D placement is critical for floorplan optimization. We maintain three surfaces of the 3-D floorplan, each facing +x, +y, or +z and each is a 2-D corner block list. Each room of these 2-D CBLs has its position.
Assume the corner block is inserted from the surface facing +z. Obviously, the z-value of the new module is no less than all the covered rooms. And among the covered rooms, we pick out a row of "left side rooms" and a row of "bottom side rooms". A left side room is covered by the sub-C + -tree, and if we move to its left branch as in definition 1, the next room is NOT covered or there is no next room. So the left side rooms are adjacent to the new corner block at the left edge of the pushed slice. And the x-value of the new module is no less than all the left side rooms. Symmetrically, the "bottom side rooms" are defined as the adjacent rooms of the new room at the bottom edge and the y-value of the module is no less than all the bottom side rooms. As Figure 6 shows, there are four cases of Tjunctions between the two adjacent left side rooms. The up-left T-junction of the lower room and the bottom-left T-junction of the upper room are respectively (a) 0˚ and 180˚, (b) 0˚ and 90˚, (c) 90˚ and 90˚, (d) 90˚ and 180˚. In all these four cases, the left boundary can be aligned so that the new corner block can be inserted as a cuboidal room. In case (a), the positions of the two left side rooms should be checked by their y-values. Because like 10 and 18 in Figure 5 , the up-down relation may be not satisfied by the modules which are already placed in the floorplan, and adjustment of y-values is necessary for avoiding module overlapping. And in case (b), we extend the inside room to maintain the 2-D mosaic floorplan of the surface. The room is already covered under +y surface, but it may appear at the top boundary of +z surface again so the new inserted corner block must have y, z-values no less than the inside room in order to replace it on the mosaic floorplan of +y surface. Besides, in case (b) and (d), the x-value of the extended room should also be checked.
For the bottom side rooms, we can align the lower boundary symmetrically. Thus a corner block insertion is completed, and so is the placement of a module. Proposition 4: The algorithm of transforming a 3-D corner block list to its placement is in TIME(n).
Experimental Results
Based on simulated annealing, we implement the 3-D Corner Block List representation in our 3-D floorplanning algorithm. We perturb a corner block list tuple into another one by following operations.
• Exchange two modules in sequence S.
• Choose a digit in L and modify it (0/1/2).
• Choose a digit in T and modify it (0/1/2). We have redundancy in our solution space because there may be too much "0"/"1"s for the sub-C + -tree on a surface.
• Rotate a module to one of the 24 directions.
• For floorplan problems with soft modules, there is another operation which chooses a module and give it an alternative size.
The algorithm is implemented in C++ language on a Pentium4 CPU (2.82GHz) with 1GB memory. . The results shown in Table 1 prove that our approach is very effective for cost optimizations. Besides, Figure 7 shows some results of packing placement produced by the program. 
Conclusions
We introduce a class of 3-D mosaic floorplans and one of its representations as 3-D Corner Block List. The four propositions in our paper reveal the strong expressivity and high efficiency of 3-D CBL. And together with the supportive experimental results, we conclude that this 3-D representation is suitable for 3-D IC design and other potential applications.
