. We present a novel space-time hierarchy for large particle sets, which allows for the analysis of formation processes in astrophysical particle simulations, such as the merging of particles into clusters (middle image). Our approach can show the motion of mass at multiple levels of detail, and it allows classifying the motion dynamics based on directional information.
INTRODUCTION
For the visual analysis of unsteady flow fields, particle-based approaches, such as interactively seeding and tracking massless particles and constructing pathlines showing their motion, are a well-established class of techniques. In contrast to pure particle visualization, where particles are rendered as individual graphical primitives, these characteristic lines allow for an improved understanding of complicated motion patterns. This is because pathlines can depict the time history of the position of a particle in one image, at the same time providing additional exploration possibilities. For instance, geometric properties of the graphical objects used to render these lines can be modified according to the intrinsic flow properties. In this way local structures in the domain can be revealed quite effectively.
Characteristic flow lines are usually computed by seeding massless particles into the flow domain and using numerical techniques to integrate these particles through space based on the underlying flow field. For the visualization of grid-based Eulerian simulations, where the fluid velocities are observed at locations that are fixed in space, numerical integration requires the interpolation of velocities from these locations to progress a particle in space and time. In Lagrangian particle simulations, for instance Smoothed Particle Hydrodynamics (SPH), where individual fluid material volumes are carried with the flow, the quantities given at the discrete set of particles are smoothed using some kind of point spread function to obtain a continuum. Mathematically this is written as
where A(r) is the smoothed quantity at position r, and m j , ρ j , r j , and A j are the mass, density, position, and the carried quantity, respectively, of the particles having an influence on r. W is the point spread or kernel function with a support h j that can vary from particle to particle.
In Lagrangian particle simulations of fluids, the features of the entire physical system can also be obtained by tracing the motion of the simulated material volumes itself. This motion is defined by the underlying physical model, and it describes the dynamics of particles that carry a mass, which is smoothed over a certain volume around the particle. Accordingly, the mass transport within the simulated domain is completely described by the motion of the entire particle set, which is not guaranteed for the tracing of massless particles. It is worth noting, however, that the simulated particles behave slightly different than massless particles, since they interact with neighboring particles through a repelling force that represents the material pressure and gravitational effects. Mathematically this means that the smooth function A(r) is usually not equal to the particle quantities at the particle positions, yet this function will generally not be too far from these values. Consequently, the trajectories of SPH particle will be close to the trajectories of massless particles seeded into the continuous vector field given by the discrete particle set, but they will not exactly coincide with these trajectories.
In this work we address the problem of interactively exploring the motion paths of particles in astrophysical simulations via visualization. The time-dependent data sequences we explore are comprised of sets of particles that were simulated using cosmological N-body/SPH simulations. In these simulation, the motion of a large number of particles under their own self-gravity is followed using Newton's equations of motion. Each sequence shows the evolution of a set of particles over time, with the particles being represented by their position as well as the physical quantities they carry, such as mass, temperature, and volume.
At first glance, the given problem seems to be easy. By simply connecting corresponding particles in adjacent time steps via line segments or higher order curves, and by rendering the so constructed pathlines via computer graphics techniques, the motion paths of each particle over time can be visualized. However, in practice this approach is of limited use due to the following reasons: Firstly, the visualization of pathlines does not allow for a (relative) analysis of the particles' velocities. Secondly, by solely following individual particles on the simulation level, it is very difficult to analyze cluster formations and splits in the particle distributions. Thirdly, since the simulations we address are comprised of many millions of particles, occlusion effects and visual clutter thereof prohibit an effective visualization in terms of revealing the relevant motion structures. Furthermore, the massive amount of geometry that has to be rendered for visualizing the pathlines of all particles can easily exceed the capacities of even the most powerful graphics accelerators.
To overcome these limitations we propose a novel space-time hierarchy for representing time-dependent particle distributions at different scales. Based on this hierarchy, we present interactive visualization techniques for depicting the motion paths of single particles as well as coherent clusters of particles. In addition to direction, we can show the motion velocity along these paths via animated color maps or geometry structures that move according to the velocity. In particular, our paper makes the following specific contributions:
• A space-time hierarchy for particle sets.
• A level-of-detail approach for the visualization of particle simulations via pathlines.
• Enhancement of regions of interest via user-defined mapping functions to modulate the appearance of trajectories according to cluster properties or via interactive selection and tracking of particle subsets.
Once the space-time hierarchy has been built on the CPU in a pre-process, the visualization runs entirely on the GPU and provides interactive rates even for high resolution particle sequences. In combination with in-core and out-of-core strategies to stream particle sets that are too large to fit into GPU memory, rates of more than 40 frames per second can be achieved for time-varying data sets consisting of millions of particles.
The space-time hierarchy can be used for representing the mass flow on different levels of detail, giving rise to an effective analysis of physical processes such as colliding and merging mass structures. Furthermore, it enables level-of-detail visualizations of particle trajectories to reduce the amount of graphical primitives to be rendered. Notably the performed clustering can more generally be used to create a time-dependent multiresolution hierarchy of the particle field, by merging particles according to the resampling operators presented for adaptive SPH simulations.
1, 2 This hierarchy can then be used to combine visualizations of particle trajectories with multi-resolution visualizations of the particle density field, or any other quantity carried by the particles.
The remainder of this paper is organized as follows. In the next section we review previous work that is related to ours. The proposed space-time hierarchy for particle sets is introduced in Section 3. Section 4 presents the scale-dependent mapping techniques we propose to effectively visualize motion clusters in these sets. In Section 5 we evaluate the effectiveness of our approach for the visual analysis of particle simulations, and we analyze the performance of our approach. We conclude the paper with an outline of future research in the field.
RELATED WORK
Particle-based visualization techniques have been studied extensively over the last years, mainly in the context of flow visualization. There is a vast body of literature related to this field and a comprehensive review is beyond the scope of this paper. However, Post et al., 3 Laramee and Hauser, 4 and McLoughlin et al. 5 discuss the basic principles underlying such techniques and provide many useful algorithmic and implementation specific details.
Only very little work has been reported on the application of flow visualization techniques for visualizing time-varying particle data. Most commonly, such sequences are rendered by visualizing the continuous scalar fields represented by the particle quantities in succession and revealing the motion dynamics via the evolution of the so constructed fields. Techniques to efficiently resample these fields to grid structures that can be rendered efficiently have been proposed in Ref. 6-10. Splatting of transparent particle sprites was presented by Ref. [11] [12] [13] . Dedicated visualization systems for SPH data, including rendering options like particle splatting or slicing, and providing specific mechanisms for handling and analyzing large particle data were discussed in Ref. 14-18. To the best of our knowledge, only very few approaches have explicitly addressed the efficient visualization of particle pathways in particle based simulations. In the work of Schindler et al. 19 the focus was on the visualization of vortex core lines in flow fields given by SPH simulations. One major contribution was that all computations were performed directly on the SPH representation to achieve high quality and consistency with this representation.
Our work is inspired by multi-scale techniques for time-varying scalar fields, as proposed, for instance, in Ref. [20] [21] [22] [23] . Underlying these approaches is some form of multi-resolution representation to classify distribution characteristics in space as well as temporal motion characteristics. Even though we do not explicitly encode the particles' motion trajectories at different time scales, by performing motion-based clustering in combination with trajectory visualization a very similar analysis of temporal activities in particle data is achieved.
SPACE-TIME HIERARCHY
Our construction of a space-time hierarchy for time-dependent particle data is related to clustering methods for vector fields ?, [24] [25] [26] [27] in that it considers similar merging criteria for clustering particles. In contrast to these techniques, however, our objective is not to approximate a given flow field by a sparse set of vector samples, but to hierarchically describe the distribution and flow of mass over time that is represented by the motion of individual particles. For this purpose, we introduce an estimate for the error in this transport when approximating a particle by a cluster. This error estimate is used as a metric to guide the hierarchical clustering of the particles in the initial time step, and to track splits and mergers of clusters over time (see Figure 2 ). The constructed space-time structure encodes the particle sets of all time steps hierarchically. This hierarchy is stored in a spatially-adaptive octree data structure, attributed by additional information to keep track of the clusters' evolutions over time. 
Error Estimation
Since at the core of our method is the merging of particles into clusters and the splitting of clusters once their particles start to diverge, a criterion is required to steer these operations. The criterion we propose is based on the error between the trajectory of a particle and the trajectory of the cluster into which this particle should be merged, or which contains this particle and should be split.
To generate a smooth trajectory from one particle's position at time step i to its position at time step i + 1 we interpolate smoothly between these two positions using a cubic Hermite spline:
Here, r are the corresponding tangents, t ∈ [0, 1] is the interpolation factor, and r is the interpolated position. The tangents are given by the particle velocities. When we merge a particle into a cluster, we essentially replace the particle trajectory by the trajectory of that cluster. The trajectory of a cluster is also computed as a Hermite spline from adjacent cluster positions. Let us assume that a cluster has control points r . Then, the error function expressing the spatial deviation between the particle trajectory and the cluster trajectory is given by
The maximum of this function is used to decide whether merging a particle yields an acceptable approximation of its trajectory or not. To avoid calculating the maximum, we derive an upper bound˜ for the maximum and use this bound as a reasonable estimate. Based on the observations that the sum of the weights of the control point positions always evaluates to 1 and the maximum weight of each tangent is 4/27, the following bound is obtained:˜ = max ||r
Particle Merging
Based on the error estimate that has been derived for quantifying the "distance" between trajectories, we now describe how this estimate is used to guide our clustering process, and how the properties of a cluster based on the particles contained in this cluster are obtained. For the latter, we apply the resampling operators for adaptive SPH simulations, 1, 2 which require the volume of the cluster to be the sum of the volumes of the merged particles, while any other vector or scalar quantity is averaged according to the particles' mass contributions.
Due to this definition, a cluster's position r C are not constant over time, but they have to be updated whenever a new particle is integrated. Accordingly, in a merging operation it is not sufficient to test whether a particle can be merged into a cluster, but it also has to be verified that after merging the particle and updating the cluster all particles contained in it are still well represented with respect to the error estimate. Instead of computing the error estimate separately for every particle of a cluster, we use a conservative estimation of the maximum error of the cluster members. The basic idea is to memorize a former position and velocity of the cluster along with the maximum error of the particles with respect to these values. As long as the difference between the former representation and the new cluster properties, plus the memorized maximum error does not exceed the permitted error threshold, the merging of the particle is valid.
More formally, letr
C be some former position and velocity of a cluster C. In correspondence to the error estimateˆ , we memorize the maximal errors of all particles in the cluster that result from considering either the positional error of the previous time step (i − 1) or that of current time step (i):
Here C denotes the cluster that contains particle p at time (i − 1). Given a new cluster center r (i)
C and velocity v (i)
C that would result from merging an additional particle, the new maximum error within the cluster is estimated by adding the differences of the positions and velocities to the memorized error terms:
If this estimate is below the maximum permitted error, the particle can be merged with the cluster. Otherwise, we resetr
C , and determine the new maximum error terms θ C to recalculate . If the error still exceeds the threshold, no merging is performed. Otherwise the particle is integrated into the cluster. For performance reasons, the update of θ 
Hierarchy Generation
Based on the proposed particle merging strategy, the particle space-time hierarchy can now be constructed. The hierarchy is comprised of one adaptive octree per time step, each of which is created in a bottom-up fashion. In the hierarchy of each time step, the particles are clustered consecutively up to a maximum error for the given level. The maximum permitted error for the root level is defined by the user, and according to the octree data structure it is halved for each additional level of detail. Additionally, we store the particle trajectories between successive time steps as the mapping from the clusters of one time step to the clusters of the next time step.
Initial Time Step
At the first time step, we start by storing the original particles at the leaves of the octree. Afterwards, we successively pass all particles to the next coarser level. For each particle that is inserted we look for potential merging candidates and add each pair of particles that can be merged into a priority queue that is ordered according to our error estimate. To accelerate the neighbor search, we organize the particles within each octree node in a uniform grid with a spacing that corresponds to the error threshold of the specific level. Thus, at most 27 of such bins have to be searched to find the candidate pairs. When all particles are inserted into the current level, we successively merge the particle pair with the smallest distance according to our error estimate. For each merger, the octree as well as the priority queue are updated accordingly. This process is repeated using the next candidate pair until the priority queue is empty. Note that in the special case of the initial time step there are no trajectory to be represented, but just the starting points of trajectory in space and time. Accordingly, the error terms regarding the position and velocity of the previous time step are set to zero.
Subsequent Time Steps
For all successive time steps, we again begin by storing the particles into the leaf nodes of the octree. Then, however, we do not proceed by passing particles from one level to the next coarser one, but we try to merge particles into the clusters of the previous time step for all levels of detail. If due to a merging operation the error estimate is violated for a cluster, it is iteratively split into sub-clusters until the merging criterion is met. These sub-clusters are then inserted into the respective level of the octree. As before, we search for merging candidates within the neighborhood and add each mergeable pair into the priority queue. After insertion of all clusters, we successively merge the clusters as before until the priority queue is empty. Note that by propagating the cluster information to the next time step, we preserve continuity over time and accelerate the merging process by reducing the number of neighboring particles that have to be tested.
The splitting of clusters needs some further explanations. As mentioned before, we start by calculating the error estimate for all particles a cluster is comprised of, in order to verify whether the cluster will remain unchanged. If a cluster has to be split, it is separated into sub-clusters by iteratively applying a PCA-based split algorithm. 28, 29 That is, we determine the optimal splitting plane by computing the centroid of the particles' positions and the largest eigenvector of the auto-covariance matrix as surface normal (see Figure 3 ). Since we aim at minimizing the error estimate at the current time step, the PCA split is performed in the 6-dimensional error space that is given by the particle positions and velocities, where the latter vector is scaled by 4/27 according to Equation 1 . If the merging criterion is still violated within a sub-cluster, it is split as well.
In addition to the clusters that are build for the distinct time steps, we store the trajectories that result from the propagation of the clusters over time including cluster splits and mergers. Each trajectory consists of the cluster indices that define its start and end points within the successive time steps as well as the mass and radius of the represented cluster. 
Data Structures
The described preprocess results in one adaptive octree per time step, including particle and cluster data, as well as the cluster trajectories representing the particle motion between successive time steps. The octrees serve as data structures to hierarchically represent the spatial distribution of particles at the discrete set of time steps. We now augment the octrees with additional information to efficiently determine for a node the spatial region that is traversed by the particles stored at this node between the current and the next time step, yielding a continuous space-time partitioning data structure. Accordingly, successive nodes must contain the data that is needed for the interpolation of particle trajectories within the enclosed space and time. This is usually true for most clusters, but not for those that have left the domain of a node within the represented time. To allow for the interpolation between successive nodes, we insert a cluster copy of the end point of such particles into the successor of the starting point's node and adapt the bounding box of the node accordingly. Such an update is also required if a particle or cluster leaves the domain temporarily.
For each node of the space-time hierarchy, we finally store three data structures. The cluster list contains the clusters built at the distinct time steps and stores any quantity that is interpolated between two time steps, including the control points for the spline interpolation. The trajectory list, on the other hand, represents the information of the actual flow of mass between successive time steps, including the amount of mass itself, the radius of the cluster and, most importantly, the control points of the trajectory. These are given by the indices in the cluster lists of the octree node and its successor (see Figure 4) . The trajectory list is sorted by the cluster index of the first control point to allow for an efficient tracking of particles (see Section 4.1.2). To further support the tracking of particles, for each cluster copy we store the node ID and cluster list index of the original cluster in a copy list.
On the finest level of detail, which contains the individual particles of the simulation, merging and splitting of particles does not occur and the trajectory list has the same entries as the cluster list of the same time step. Thus, the index within the trajectory list into this cluster list is redundant and does not need to be stored. 
RENDERING
The interpolation of clusters between successive time steps and the rendering of cluster trajectories is entirely performed on the GPU. Therefore, the data of all visible octree nodes are transferred to the GPUs local memory. The trajectory list of each octree node is bound as a vertex buffer and the cluster lists of this and the successive time step are bound as buffer resources. Based on the indices given per vertex, the position and tangents of the trajectories' end points can be accessed, and they are then used to interpolate the cluster's position and velocity by cubic Hermite splines. The mass and (if needed) the radius of the cluster are given per vertex. Particle trajectories are approximated by piecewise linear segments that are adaptively refined in the geometry shader by interpolating intermediate spline positions. To give a better impression of the shape and direction of the trajectory, the line can additionally be extruded to a tube or arrow.
User Interaction
Especially in large SPH simulations with many millions of particles, a scientist needs to be able to efficiently guide the exploration process and focus on the structures of interest. For this purpose, the visualization of the time-space hierarchy can be enriched with additional features to graphically emphasize certain regions or properties.
LOD Selection
Rendering is performed for all visible octree nodes and for all successive time steps that are covered by the current trajectory, i.e., all time step that are required for rendering the trajectory. Since this data contains clusters and trajectories at different resolution levels, a mechanism is provided that allows the user to manually select a specific level of detail for the entire data set. By interactively switching between different levels of detail while navigating through space and time, a quite effective exploration of particle trajectories is already possible. A drawback of this approach is that choosing a fine level of detail for a close-up view into a certain region can lead to very unpleasant visual clutter further away from the viewer (see left image of Figure 5 ). As an alternative, the octree nodes can be rendered automatically at the coarsest level of detail that maintains a given screen space error. This error is given by the error that is caused by replacing particles by the cluster in the current node (see Section 3.1), and the distance of this node to the viewer. Thus, the particle trajectories near the camera are automatically visualized in more detail, whereas the particle motions far away from the camera are represented via few, but larger clusters. This leads to good perception of the particle flow in the entire view frustum (see right image of Figure 5 ).
One drawback of an adaptive LOD is that discontinuities might be visible for particle trajectories that run through neighboring octree nodes with different levels of detail, and which correspondingly do not share control points between these levels. In practice, however, we measured that less than 0.2 % visible trajectories showed such discontinuities, and since they appear at the borders between different levels of detail, usually they show up only in the background.
Tracking of Particles
An important feature requested by astrophysicists is the possibility to define a specific set of particles and to track the position of only these particles over time. The selection itself can be performed via picking of one or more trajectories on the screen, based on a user-defined region of interest (e.g. a bounding box), or the cluster of interest can be retrieved from a pre-computed cluster catalogue. For the picking of clusters, we write the time step, the ID of the octree node as well as the index of the trajectory to an off-screen render target in order to identify the corresponding cluster of each trajectory on the screen. In case of an interactive spatial selection, we render the particles of all octree nodes that intersect the region of interest. For all particles within this region, the octree's node ID as well as the trajectory list index is written to a stream output buffer and read back to main memory.
The indices of the selected trajectories are stored in tracking lists of the corresponding octree nodes. To propagate the cluster selection over time, we determine the cluster list indices of the trajectory end points in the successive time step. Based on these cluster indices, we determine the corresponding trajectory list indices by a binary search and add the selected indices to the node's tracking list. Duplicates that result from the merging of particles can be discarded by using a set data structure for the tracking list. The tracking of clusters which leave the domain of an octree node is propagated to the corresponding octree node within the same time step by using the copy list (see Section 3.4).
The trajectories of the selected particles can be exclusively visualized by using the tracking list as index list for rendering (see Figure 6 ). As an alternative, the particles and their trajectories can be rendered together with the unselected data, but highlighted, e.g. by color. We realize this feature by tagging the selected entries of the trajectory lists using the sign bit of the mass property. 
Trajectory Appearance
Another possibility to highlight a certain set of sub-clusters is to modulate the appearance of the trajectories according to certain cluster properties. In our standard setting, the size of the trajectory is set such that the area of the cross-section represents the mass of the according cluster. To avoid extreme differences in size for coarser LODs, the user can set a maximum mass threshold to clamp the radius of the trajectories. On the other hand, the trajectories of small clusters can disappear when their diameter falls below the pixel size. To preserve these trajectories the user can define a minimum mass threshold for which cluster trajectories are automatically enlarged to pixel size. The color of the trajectories can be determined by using arbitrary cluster properties, such as direction, velocity, mass, or data-specific attributes like temperature as input for a color map. Thus, the visualization can be enhanced by emphasizing the differences of cluster trajectories (see Figure 6 ).
Implementation Details
We have implemented the presented technique using C++ and DirectX. To optimize the data management on the CPU, we have used asynchronous I/O in combination with prefetching of octree nodes in space and time. When nodes are streamed into main memory, they are doubly linked along the time domain. By this, the octrees of the required time steps can be traversed collectively in order to gather the octree nodes needed for rendering. View frustum culling is used to omit invisible parts of the data set. On the GPU, we have implemented buddy memory allocation 30 to avoid time-consuming creation and deletion of resources per node. For the rendering of trajectories as spheres with tails, we have adapted the approach of Merhof et al. 31 to approximate tubes by a hybrid rendering of triangle stripes and point sprites. Furthermore, we added black halos with a size of 1 pixel around the trajectories to enable a better differentiation of the particles. Volume rendering of the SPH data for the hybrid visualization was implemented using perspective grid ray casting as proposed by Fraedrich et al. 
EXPERIMENTAL RESULTS
Our experiments have been carried out on a standard PC equipped with an Intel Core 2 Quad Q9450 2.66 GHz processor, 8 GB of RAM, and a NVIDIA GeForce GTX 480 with 1.5 GB video memory and PCI Express 2.0 x16. We demonstrate the efficiency of our approach for three different astrophysical particle simulations. WDMerger simulates the merger of a white dwarf binary system. SNIaEjecta simulates the impact of a supernova ejecta on a companion star. The Aquarius data set simulates the evolution of a MilkyWay-sized dark matter halo from shortly after the big bang to the present. In all of these simulations, each particle has a size of 40 Byte containing a unique ID, position and velocity, as well as additional floating point attributes, such as smoothing length, mass, and temperature. Table 1 gives detailed information about the data sets.
For each of the three data sets, we created the proposed space-time hierarchy with 6 levels of detail. This preprocess took 34 minutes for WDMerger, 101 minutes for SNIaEjecta and 115 minutes for the Aquarius data set. Table 2 gives information about the number of particles and cluster copies per level, averaged over all time steps, and shows the amount of data required to store each level of detail and the entire hierarchical data representation. Compared to the original data, the data size increases by about 39% in average and the memory overhead of all low-resolution levels did not exceed 3 GB. Accordingly, without the finest level it is possible to load the entire hierarchy including all time steps into main memory. Thus, no expensive disk I/O is needed when navigating through space and time, or between different levels of detail. Figure 7 shows the trajectories of the WDMerger data set at three levels of detail. As can be seen, the motion within the data is well preserved while the number of trajectories is significantly reduced. Moreover, the original particle trajectories result in a high degree of occlusion that obscures the flow of mass further inside the data set. Our scale-space approach permits the user to analyze the dynamics within the data by selecting an appropriate abstraction levels. Thus, flows that are marginal within the data set are attenuated and the primary motion structure is revealed. The movement of longer time intervals is usually visualized for smaller groups of clusters since the problem of occlusion and visual cluttering naturally increases with the length of the rendered trajectories (compare Figure  6 (middle) ). Note, however, that this reduction is only motivated by a better visual impression. Regarding rendering performance and video memory requirements, the worst case of our experiments (except the counterexample for occlusion and visual cluttering in Figure 7 (left)) was 46 fps and 9 MB (Figure 5 (left) ), respectively, which is far away from the theoretical throughput of modern GPUs. It is self-evident, that for large data sets occlusions and visual cluttering will impose more severe limitations than rendering throughput. Accordingly, our visualization approach should scale very well with the size of the data set given that a reasonable number and length of trajectories is chosen.
Especially when focusing on the major particle directions at a coarse resolution levels of the proposed spacetime hierarchy, detailed information about the underlying mass distribution gets lost (see Figure 8 (middle) ). Ray casting the density field, on the other hand, can effectively reveal this distribution in one single time step, but has problems in showing the dynamics with respect to the directional transport (see Figure 8 (left) ). By combining volume rendering of scalar particle quantities with the rendering of space-time trajectories, both drawbacks can be addressed (see Figure 8 (right) ). 5 fps) , motion visualization (middle / 900 fps), and a hybrid rendering using both techniques (right / 1.5 fps). All images were rendered on a 1440×900 viewport.
CONCLUSION AND FUTURE WORK
We have introduced a hierarchical space-time data structure for time-dependent particle sets that allows to analyze the flow of mass by rendering cluster trajectories at different scales. By choosing an appropriate level of detail, occlusion and visual clutter can be effectively avoided and the primary motion within the simulated data field can be revealed. To focus on regions of interest, arbitrary mapping function can be specified to modulate the appearance of the trajectories based on any particle quantity. Furthermore, sets of clusters can be interactively selected for exclusive rendering or visual highlighting. Combining the rendering of dynamic trajectories with other rendering techniques such as volume ray casting enables to analyze both, the shape of the density field and the underlying flow dynamics at a glance.
To the best of our knowledge, for the first time a scale-space analysis can be applied to the flow of mass within astrophysical data sets containing millions of particles. We offer a new opportunity to visually explore the result of numerical particle simulations and to effectively visualize the dynamics of particle sets in static images. In the future we are interested in applying our space-time hierarchy to particle sets from other fields of fluid dynamics and in adapting our approach for the hierarchical motion analysis of time-dependent vector fields. Furthermore, we plan to integrate focus-and-context techniques to locally adapt the visualization of the trajectories.
