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Tato práce se zabývá popisem struktury mezikódu jazyka Java a disassemblováním instrukcí
mezikódu jazyka Java. Součástí této práce je knihovna pro disassemblování souborů tříd
jazyka Java. Knihovna umožňuje zobrazit veškeré disassemblované informace uložené v sou-
boru tříd. Pro ukázku práce s knihovnou byla napsána i jednoduchá aplikace s grafickým
uživatelským rozhraním.
Abstract
This thesis focus on the structure of Java class file and disassembling bytecode instructions
of Java language. Part of this thesis is a library, for disassembling Java class files. With
this library one can explore the structure of a disassembled class file. Another part is a
graphical application, which shows how to work with library.
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Disassembler je nástroj, který se používá převážně v reverzním inženýrství a pro ladění
kódu. Disassembler převádí strojové instrukce do instrukcí assembleru. Lze ho použít na
spoustu prospěšných věcí. Jednou z nich je, že můžeme prozkoumat, a tak i pochopit,
fungovaní aplikací, které nemájí otevřené zdrojové kódy. Jeho uplatnění nalezneme třeba
při analýze virů nebo při snaze obejít určité slabiny u aplikací, které jsou zpoplatněny
a k jejich plné funkcionalitě je potřebné zadat určitý klíč. Disassembler nám může pomoci
najít slabiny v kódu, který se stará o zadávání těchto klíčů.
Disassembler mezikódu jazyka Java se od ostatních disassemblerů v zásadě neliší. Vždy
je jejich úkolem načíst strojová data a tato data převést na instrukce čitelné pro člověka,
v tomto případě instrukce mezikódu, který byl speciálně navržen pro jazyk Java.
Následující text se bude věnovat struktuře souborů tříd. Naleznete zde popis struktur,
které lze v těchto souborech nalézt. V další kapitole se pak podíváme na způsob jakým se
překládájí zdrojové soubory jazyka Java do mezikódu jazyka Java. V této kapitole si také
popíšeme nejzákladnější instrukce mezikódu a práci s nimi. Nakonec se budeme věnovat




Tato kapitola popisuje formát souborů s příponou .class. Soubor tříd se skládá z jednobaj-
tových hodnot. Pokud potřebujeme načíst data, která jsou vetší než jeden bajt, načteme
více jednobajtových hodnot, které pak dle potřeby upravíme na výslednou hodnotu. Ví-
cebajtová data jsou uložena ve formátu big endian, což disassembler řešit nemusí, jelikož
je implementován v Javě, která má knihovní třídu java.io.DataInputStream, která načítání
takovýchto dat řeší.
V každé sekci této kapitoly nalezneme nejdůležitější součásti souboru tříd[3]. V jednot-
livých sekcích se postupně seznámíme se strukturou souboru tříd, následně pak strukturou
položek, metod a s nejdůležitějšími atributy, které mohou mít položky, metody a atributy
jazyka Java.
2.1 Struktura souboru tříd
Strukturu souboru tříd zobrazuje tabulka 2.1.
Datový typ Název
neznaménkové 4 bajty magická konstanta
neznaménkové 2 bajty minoritní verze
neznaménkové 2 bajty majoritní verze
neznaménkové 2 bajty počet položek v segmentu konstant
informace o konstantě segment konstant
neznaménkové 2 bajty práva a vlastnosti
neznaménkové 2 bajty tato třída
neznaménkové 2 bajty nadřazená třída
neznaménkové 2 bajty počet rozhraní
neznaménkové 2 bajty rozhraní[počet rozhraní]
neznaménkové 2 bajty počet položek
informace o položce položky[počet položek]
neznaménkové 2 bajty počet metod
informace o metodě metody[počet metod]
neznaménkové 2 bajty počet atributů
informace o atributu atribut[počet atributů]
Tabulka 2.1: Struktura souboru tříd
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První 4 bajty souboru tříd začínají tzv. magickou konstantou, která má vždy hodnotu
0×CAFEBABE. Následují informace o verzi vyjádřené hodnotami majoritní a minoritní
verze. Pokud například je majortní verze X a minortní verze x, potom se verze soubor tříd
udává jako X.x.
Segment konstant uchovává různé řetězcové konstanty, jména tříd a rozhraní, názvy
položek a další různé konstanty, na které je možné se odkázat v souboru tříd. Počet položek
v segmentu konstant udává další dvoubajtová hodnota, která se udává o jedničku větší,
protože se záznamy v segmentu konstant indexují od 1 do počet položek v segmentu kon-
stant −1. Více informací o segmentu konstant si povíme v kapitole 2.2.
Po segmentu konstant nalezneme v souboru tříd dvoubytovou hodnotu, která nese infor-
mace o přístupových právech a vlastnostech třídy nebo rozhraní. Popis jednotlivých značek,
které třída může mít je popsán v tabulce 2.2.
Jméno značky Hodnota Interpretace
ACC PUBLIC 0x0001 Třída deklarovaná jako public, přístup je povo-
len i z vně balíčku.
ACC FINAL 0x0010 Třída deklarovaná jako final, nemůže mít po-
tomky.
ACC SUPER 0x0020 Zachází speciálně s nadřazenými metodami, po-
kud jsou volány pomocí instrukce invokespecial.
ACC INTERFACE 0x0200 Označuje rozhraní.
ACC ABSTRACT 0x0400 Třída deklarovaná jako abstract, nemůže být vy-
tvořena instance této třídy.
ACC SYNTHETIC 0x1000 Nenachází se ve zdrojovém kódu.
ACC ANNOTATION 0x2000 Anotační typ.
ACC ENUM 0x4000 Enumerační typ.
Tabulka 2.2: Přístupová práva a vlastnosti třídy
Další čtyři bajty nesou informace o této třídě a třídě nadřazené. První dva bajty jsou
index do segmentu konstant na strukturu typ CONSTANT Class, která udává informace
o této třídě. V dalších dvou bajtech nalezneme totéž ovšem pro třídu nadřazenou.
V další části souboru tříd nalezneme informace o rozhraních, které daná třída imple-
mentuje. Nalezneme zde dvoubytovou hodnotu, která udává počet rozhraní a pole, jehož
záznamy jsou dvoubytové hodnoty. Tyto hodnoty jsou indexy do segmentu konstant na
strukturu typu CONSTANT Class, která reprezentuje dané rozhraní.
Položky reprezentují třídní proměnné, instační proměnné, deklarované touto třídou nebo
rozhraním. Neobsahuje položky zděděné z rodičovských tříd. Jejich počet je dán dvoubaj-
tovou hodnotou.
V poli s metodami nalezneme popis jednotlivých metod třídy nebo rozhraní. Pole obsa-
huje pouze metody, které jsou deklarované touto třídou nebo rohraním. Nenalezneme zde
metody zděděné z nadřazené třídy.




Konstanty jsou uchovávány ve speciální sekci označované jako segment konstant (constant
pool). Pokud nějaká instrukce potřebuje využít některou z konstant, odkáže se na hodnotu
v segmentu konstant.
Všechny záznamy v segmentu konstant mají strukturu zobrazenou na obrázku 2.2.
Obrázek 2.1: Struktura záznamu v segmentu konstant
in fo rmace o kons tant ě {
neznamenkový b a j t š t í tek ;
neznamenkový b a j t i n f o [ ] ;
}
Každý záznam v segmentu konstant musí začínat jednobajtovým štítkem, který indi-
kuje druh záznamu. Tabulka 2.3 obsahuje všechny platné štítky a jejich hodnoty. Každý
štítek musí doprovázet dva a více bytů, které nesou specifické informace o konstantě. Tyto
informace jsou uloženy v poli info.
















Tabulka 2.3: Štítky segmentu konstant
• CONSTANT Utf8 info. Obsahuje dvě hodnoty. První je dvoubytová a určuje délku
druhé hodnoty, kde je uložen řetězec. Žádný znak v řetězci nesmí mít hodnotu 0 nebo
hodnoty v rozmezí 0xF0 až 0xFF.
• CONSTANT Float info. Obsahuje čtyřbajtovou konstantu v plovoucí čárce. Hod-
nota je uložena ve formátu IEEE 754 a jednotlivé bajty jsou uloženy v pořadí bigen-
dian.
• CONSTANT Long info a CONSTANT Double info.Osmibajtová hodnota uložena
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jako dvě čtyřbajtové hodnoty. První čtyři bajty obsahují vyšší bajty výsledné hodnoty,
zbylé čtyři bajty obsahují nižší bajty výsledné hodnoty. Bajty jsou uloženy v pořadí
bigendian. V případě double je hodnota uložena v plouvoucí řadové čárce ve formátu
IEEE 754.
• CONSTANT Integer info. Obsahuje čtyřbajtovou celočíselnou konstantu. Bajty
jsou uloženy v pořadí bigendian.
• CONSTANT String info. Obsahuje jeden dvoubajtový index do segmentu kon-
stant na strukturu typu CONSTANT Utf8 info.
• CONSTANT Class info. Obsahuje dvoubajtový index do segmentu konstant, kde
se musí nacházet struktura typu CONSTANT Utf8 info, reprezentující platný název
třídy nebo rozhraní.
• CONSTANT NameAndType info. Obsahuje dvě dvoubajtové hodnoty. Jedna
hodnota obsajuje index do segmentu konstant na strukturu typu CONSTANT Utf8 info,
která obsahuje jméno položky nebo metody. Druhá hodnota obsahuje také index do
segmentu konstant na strukturu typu CONSTANT Utf8 info, která obsahuje dekrip-
tor metody nebo položky. V jakém formátu je deskriptor uložen si ukážeme v kapitole
2.2.1.
• CONSTANT MethodType info. Obsahuje jednu dvoubajtovou hodnotu, která je
index do segmentu konstant na strukturu typu CONSTANT Utf8 info, která repre-
zentuje deskriptor metody.
• CONSTANT Fieldref info, CONSTANT Methodref info,
CONSTANT InterfaceMethodref info. Tyto konstanty jsou velmi podobné. Ob-
sahují dvě dvoubytové hodnoty. První hodnota obsahuje index do segmentu konstant
na strukturu CONSTANT Class. Druhá hodnota obsahuje odkaz do segmentu kon-
stant na strukturu CONSTANT NameAndType.
• CONSTANT MethodHandle info. Obsahuje dvě hodnoty. První je jednobajtová
a hodnota musí ležet v rozsahu 1 až 9. Hodnota označuje způsob jakým se s metodou
bude zacházet. Druhá hodnota je dvoubajtová a je to index do segmentu konstant.
Na jakou hodnotu se odkazuje závisí na první hodnotě, můžeme se odkazovat na CON-
STANT Fieldref info, CONSTANT Methodref info nebo CONSTANT InterfaceMethodref info.
• CONSTANT InvokeDynamic info. Používá se instrukcí invokedynamic ke spe-
cifikování samozaváděcí metody, argumentu a návratovým typům volání a nepo-
vinně sekvencí dodatečných statických argumentů k samozaváděcí metodě. Obsahuje
dvě dvoubajtové hodnoty. První je index do pole, které uchovává samozavádějící
metody. Druhá hodnota je index do segmentu konstant na strukturu typu CON-
STANT NameAndType info, reprezentující jméno a deskriptor metody.
2.2.1 Deskriptory položek a metod
V segmentu konstant lze nalézt deskriptory metod a položek. Deskriptor u položek určuje
datový typ. U metod deskriptor popisuje datové typy parametrů metody a datavový typ
návratové hodnoty metody.










L jméno třídy; instance třídy jméno třídy
S short
Z boolean
[ jedna dimenze pole
Tabulka 2.4: Interpretace znaků deskriptoru na datové typy jazyka Java
Pokud například položka má deskriptor [I, pak daná položka byla v jazyce Java dekla-
rována jako jednorozměrné pole typu int.
V případě metody může deskriptor vypadat takto: (I)Z, což nám říká, že návratový typ
metody je boolean a jako parametr přebírá datový typ integer.
2.3 Položky
V této kapitole se podíváme blíže na položky. Každá položka uchovává informace o ná-
zvu, dekriptoru, pravéch, vlastnostech a atributech. Položky jsou popsány strukturou in-
formace o položce. V jednom souboru tříd se nesmějí nacházet dvě položky, které mají
stejné jméno a deskriptor, což například znamená, že ve zdrojovém souboru nesmíme mít
proměnné stejného datového typu a stejného jména.
Struktura položky má formát, který je zobrazen na obrázku 2.3.
Obrázek 2.2: Struktura položky
in f o rmace o po l o ž ce {
neznamenkové 2 b a j t y práva a˜ v l a s t n o s t i ;
neznamenkové 2 b a j t y index názvu ;
neznamenkové 2 b a j t y index de sk r ip to ru ;
neznamenkové 2 b a j t y poč et a t r i b u t ů ;
a t r i b u t a t r i b u t ů [ poč et a t r i b u t ů ] ;
}
Význam jednotlivých proměných je následující:
• Práva a vlastnosti. Tato hodnota udává přístupová práva a vlastnosti položky. Po-
pis jednotlivých značek, které položka může mít je popsán v tabulce 2.5.
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Jméno značky Hodnota Interpretace
ACC PUBLIC 0x0001 Položka deklarovaná jako public, přístup je po-
volen i z vně balíčku.
ACC PRIVATE 0x0002 Položka deklarovaná jako private, přístup pouze
uvnitř třídy.
ACC PROTECTED 0x0004 Položka deklarovaná jako protected, přístup po-
volen uvnitř třídy i v podtřídách.
ACC STATIC 0x0008 Položka deklarovaná jako static, tzn že existuje
pouze jedna pro celou třídu.
ACC FINAL 0x0010 Položka deklarovaná jako final, nemůže být
přímo přiřazena po vytvoření objektu.
ACC VOLATILE 0x0040 Neuchovává se v mezipaměti.
ACC TRANSIENT 0x0080 Položka neuchovává svůj stav v objektu trvale.
ACC SYNTHETIC 0x1000 Nenachází se ve zdrojovém kódu.
ACC ENUM 0x4000 Element enumeračního typu.
Tabulka 2.5: Přístupová práva a vlastnosti položky
• Index názvu.Obsahuje index do segmentu konstant na strukturu typu CONSTANT Utf8 info
reprezentující název položky.
• Index deskriptoru. Obsahuje index do segmentu konstant na strukturu typu CON-
STANT Utf8 info reprezentující deskriptor položky.
• Počet atributů. Obsahuje číslo udávající počet atributů položky.
• Pole atributů. Každý záznam v poli musí být jeden z následujících atributů: Kon-
stantní hodnota, Synthetic, Signature, Deprecated, RuntimeVisibleAnnotations a Run-
timeInvisibleAnnotations. Virtuální stroj jazyka Java, který je schopen číst soubor tříd
verze 49.0 a vyšší musí umět číst tak0 atributy: Signature, RuntimeVisibleAnnotations
a RuntimeInvisibleAnnotations. Neznámé atributy se ignorují.
2.4 Metody
V této kapitole se podíváme blíže na metody. Každá metoda uchovává informace o ná-
zvu, dekriptoru, pravéch, vlastnostech a atributech. Metody jsou popsány strukturou infor-
mace o metodě. V jednom souboru tříd se nesmějí nacházet dvě metody, které mají stejné
jméno a deskriptor, což například znamená, že ve zdrojovém souboru nesmíme mít metody,
které přebírají parametry stejného datového typu a mají shodný název.
Struktura metody má formát, který je zobrazen na obrázku 2.4.
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Obrázek 2.3: Struktura metody
informace o metod ě {
neznamenkové 2 b a j t y práva a˜ v l a s t n o s t i ;
neznamenkové 2 b a j t y index názvu ;
neznamenkové 2 b a j t y index de sk r ip to ru ;
neznamenkové 2 b a j t y poč et a t r i b u t ů ;
a t r i b u t a t r i b u t ů [ poč et a t r i b u t ů ] ;
}
Význam jednotlivých položek je následující:
• Práva a vlastnosti. Tato hodnota udává přístupová práva a vlastnosti položky.
Popis jednotlivých značek, které položka může mít je popsán v tabulce 2.6.
Jméno značky Hodnota Interpretace
ACC PUBLIC 0x0001 Metoda deklarovaná jako public, přístup je po-
volen i z vně balíčku.
ACC PRIVATE 0x0002 Metoda deklarovaná jako private, přístup pouze
uvnitř třídy.
ACC PROTECTED 0x0004 Metoda deklarovaná jako protected, přístup po-
volen uvnitř třídy a v podtřídách.
ACC STATIC 0x0008 Metoda deklarovaná jako static. Může použí-
vat pouze statické položky. Může být zavolána,
ikdyž neexistuje instance třídy.
ACC FINAL 0x0010 Metoda deklarovaná jako final, nemůže být pře-
psána.
ACC SYNCHRONIZED 0x0020 Po vyvolání obalena monitorem, který zajišťuje,
že k metodě přistupuje pouze jedno vlákno
v jednu dobu.
ACC BRIDGE 0x0040 Generována kompilátorem.
ACC VARARGS 0x0080 Proměnný počet argumentů.
ACC NATIVE 0x0100 Metoda deklarovaná jako native, implemento-
vána v jiném jazyce než Java.
ACC ABSTRACT 0x0400 Metoda deklarovaná jako abstract, metoda není
implementována.
ACC STRICT 0x0800 Metoda deklarovaná jako strictfp, mód v plo-
voucí řadové čárce.
ACC SYNTHETIC 0x1000 Nenachází se ve zdrojovém kódu.
Tabulka 2.6: Přístupová práva a vlastnosti metody
• Index názvu.Obsahuje index do segmentu konstant na strukturu CONSTANT Utf8,
reprezentující název položky.
• Index deskriptoru. Obsahuje index do segmentu konstant na strukturu CON-
STANT Utf8, reprezentující deskriptor položky.
• Počet atributů. Obsahuje číslo udávající počet atributů položky.
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• Pole atributů. Každý záznam v poli musí být jeden z následujících atributů: Kód,
Vyjímky, Synthetic, Signature, Deprecated, RuntimeVisibleAnnotations, RuntimeInvi-
sibleAnnotations, RuntimeVisibleParameterAnnotations, RuntimeInvisibleParamete-
rAnnotations a AnnotationDefault. Neznámé atributy se ignorují.
2.5 Atributy
V této kapitole se podíváme blíže na atributy. Atributy můžou mít soubor class, struktury
informace o metodě, informace o položce a atribut kód (viz. 2.5.2). Každá atribut ucho-
vává informace o názvu a velikosti atributu. Ostatní informace, které atribut nese se liší
v závislosti na tom o jaký atribut se jedná.
Struktura atributu má formát, který je zobrazen na obrázku 2.5.
Obrázek 2.4: Struktura atributu
i n f o r ma c e o a t r i b u t u {
neznamenkové 2 b a j t y index názvu ;
neznamenkové 4 b a j t y v e l i k o s t a t r ibutu ;
neznamenkový b a j t i n f o [ v e l i k o s t a t r ibutu ] ;
}
Pro všechny atributy platí, že index názvu musí být platný index do segmentu konstant
na strukturu typu CONSTANT Utf8 info reprezentující jméno atributu. Velikost atributu
reprezentuje velikost dat atributu v bytech. Tabulka 2.7 obsahuje všechny atributy. Je
zde uvedeno v jaké verzi souboru tříd je tento atribut podporován. Atributy Konstantní
hodnota, Kód, Vyjímky a Vnitřní třídy jsou detailně popsány v následujících kapitolách.
O zbylých je jen částečná zmínka v kapitole 2.5.5.
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Tabulka 2.7: Předdefinované atributy souboru tříd
2.5.1 Konstantní hodnota
Konstantní hodnota je atribut, který může mít pouze položka a může obsahovat pouze
jeden tento atribut. Pokud je položka statická, pak je jeho hodnota přirazena v průběhu
inicializace třídy nebo rozhraní. Pokud položka statická není, pak by měl tento atribut být
ignorován.
V případě atributu Konstantní hodnota platí, že index názvu se musí odkazovat do seg-
mentu konstant na strukturu typu CONSTANT Utf8 info, jejíž hodnota je řetězec ”Con-
stantValue”. Velikost atributu musí být rovna 2. Hodnota pole info obsahuje pouze dvou-
bajtový odkaz do segmentu konstant na jednu z následujících struktur - CONSTANT Long,
CONSTANT Float, CONSTANT Double, CONSTANT Integer nebo CONSTANT String,
kde je uložena konstantní hodnota položky.
2.5.2 Kód
Atribut kód má proměnnou délku a obsahuje instrukce Virtuálního stroje jazyka Java a po-
mocné informace pro metody. Všechny implementace Virtuálního stroje musí rozpoznat
tento atribut. Pokud je metoda nativní nebo abstraktní, pak metoda nesmí obsahovat tento
atribut. Jinak platí, že metoda musí obsahovat právě jeden tento atribut.
Struktura atributu kód má formát, který je zobrazen na obrázku 2.5.2.
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Obrázek 2.5: Struktura atributu kód
Atr ibut k ód {
neznamenkové 2 b a j t y index názvu ;
neznamenkové 4 b a j t y v e l i k o s t a t r ibutu ;
neznamenkové 2 b a j t y maximá ln í v e l i k o s t zá sobn í ku ;
neznamenkové 2 b a j t y poč et lok á ln í ch proměných ;
neznamenkové 4 b a j t y dé lka kódu ;
neznamenkový b a j t kód [ dé lka kódu ] ;
neznamenkové 2 b a j t y v e l i k o s t tabulky vyj í mek ;
{
neznamenkové 2 b a j t y za čá tek vyj í mky ;
neznamenkové 2 b a j t y konec vyj í mky ;
neznamenkové 2 b a j t y za čá tek obsluhy vyj í mky ;
neznamenkové 2 b a j t y typ vý jimky ;
} tabulka vý jimek [ v e l i k o s t tabulky vý jimek ] ;
neznamenkové 2 b a j t y poč et a t r i b u t ů ;
a t r i b u t a t r ibu ty [ poč et a t r i b u t ů ] ;
}
Význam jednotlivých položek je následující:
• Index názvu. Index do segmentu konstant na strukturu typu CONSTANT Utf8 info,
jejíž hodnota je řetězec ”Code”.
• Velikost atributu. Obsahuje délku atributu v bytech, krom prvních šesti bytů.
• Maximální velikost zásobníku. Udává maximální velikost zásobníku metody, kdy-
koliv během provádění metody.
• Počet lokálních proměných. Udává počet alokovaných proměných, přídělených
během volání metody. Počet zahrnuje i parametry metody.
• Délka kódu. Délka kódu v bytech.
• Kód. Byty reprezentující kód metody.
• Velikost tabulky vyjímek. Udává počet záznamů v tablulce vyjímek.
• Tabulka výjimek. Pole jehož každý záznam popisuje jednu výjimku.
– Začátek výjimy. Odkaz do kódu, kde začíná blok výjimky.
– Konec výjimy. Odkaz do pole kód na index uržité instrukce, kde končí blok
výjimky.
– Začátek obsluhy výjimy. Odkaz do pole kód na index určité instrukce, kde
začíná obsluha výjimky.
– Typ výjimky. Je index do segmentu konastant na strukturu CONSTANT Class,
která reprezentuje třídu výjimy.
• Počet atributů. Udává počet atributů, atributu kód.
• Atributy. Pole dalších atributů, které atribut kód může mít. Které atributy to jsou
lze nalézt v tabulce 2.5.5.
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2.5.3 Výjimky
Výjimka je atribut, který může mít pouze metoda a může obsahovat pouze jeden tento
atribut. Atribut nese informace o tom, které všechny výjimky může daná metoda vyhodit.
Struktura atributu výjimky má formát, který je zobrazen na obrázku 2.5.3.
Obrázek 2.6: Struktura atributu vyjímky
Atr ibut vy j í mka {
neznamenkové 2 b a j t y index názvu ;
neznamenkové 4 b a j t y v e l i k o s t a t r ibutu ;
neznamenkové 2 b a j t y poč et vyj í mek ;
neznamenkové 2 b a j t y tabulka vyj í mek [ poč et vyj í mek ] ;
}
Význam jednotlivých položek je následující:
• Index názvu. Index do segmentu konstant na strukturu typu CONSTANT Utf8 info,
jejíž hodnota je řetězec ”Exceptions”.
• Velikost atributu. Obsahuje délku atributu v bytech, krom prvních šesti bytů.
• Počet výjimek. Udává počet výjimek, které metoda může vyhodit.
• Tabulka výjimek. Obsahuje indexy do segmentu konstant na strukturu typu CON-
STANT Class info, která udává třídu výjimky.
2.5.4 Vnitřní třídy
Tento atribut reprezentuje vnitřní třídy dané třídy. Soubor tříd může obsahovat maximálně
jeden tento atribut.
Struktura atributu vnitřní třídy má formát, který je zobrazen na obrázku 2.5.4.
Obrázek 2.7: Struktura atributu vnitřní třídy
At r ibu t vn i t řn í t ř í da {
neznamenkové 2 b a j t y index názvu ;
neznamenkové 4 b a j t y v e l i k o s t a t r ibutu ;
neznamenkové 2 b a j t y poč et t ř í d ;
{
neznamenkové 2 b a j t y index vn i t řn í t ř í dy ;
neznamenkové 2 b a j t y index vně j š í t ř í dy ;
neznamenkové 2 b a j t y index na jméno vn i t řn í t ř í dy ;
neznamenkové 2 b a j t y práva a˜ v l a s t n o s t i ;
} t ř í dy [ poč et t ř í d ] ;
}
Význam jednotlivých položek je následující:
14
• Index názvu. Index do segmentu konstant na strukturu typu CONSTANT Utf8 info,
jejíž hodnota je řetězec ”InnerClasses”.
• Velikost atributu. Obsahuje délku atributu v bytech, krom prvních šesti bytů.
• Počet tříd. Udává počet vnitřních tříd.
• Třídy. Pole jehož každý záznam popisuje jednu vnitřní třídu.
– Index vnitřní třídy. Index do segmentu konstant na strukturu typu CON-
STANT Class info, která reprezntuje vnitřní třídu.
– Index vnější třídy. Index do segmentu konstant na strukturu typu CON-
STANT Class info, která reprezentuje třídu v které se daná vnitřní třída na-
chází.
– Index na jméno vnitřní třídy. Index do segmentu konstant na strukturu typu
CONSTANT Utf8 info, jenž obsahuje orginální jméno vnitřní třídy.
– Práva a vlastnosti. Tato hodnota udává přístupová práva a vlastnosti vnořené
třídy. Popis jednotlivých značek, které třída může mít, je popsán v tabulce 2.8.
Jméno značky Hodnota Interpretace
ACC PUBLIC 0x0001 Označena jako veřejná nebo je veřejná impli-
citně.
ACC PRIVATE 0x0002 Ve zdrojovém souboru označena jako privátní.
ACC PROTECTED 0x0004 Ve zdrojovém souboru označena jako chráněná.
ACC STATIC 0x0008 Označena jako statická nebo je statická impli-
citně.
ACC FINAL 0x0010 Ve zdrojovém souboru označena jako final.
ACC INTERFACE 0x0200 Ve zdrojovém souboru označena jako rozhraní.
ACC ABSTRACT 0x0400 Označena jako abstraktní nebo je abstraktní im-
plicitně.
ACC SYNTHETIC 0x1000 Nenachází se ve zdrojovém kódu.
ACC ANNOTATION 0x2000 Deklarováno jako anotační typ.
ACC ENUM 0x4000 Deklarováno jako enumerační typ.
Tabulka 2.8: Přístupová práva a vlastnosti vnitřní třídy
2.5.5 Ostatní
V této podsekci se podíváme na ostatní atributy, kterým není věnována celá podsekce, tudíž
nebudeme zabíhat do detailu jakou přesně mají strukturu, ale pouze si řekneme k čemu se
používají.
V tabulce 2.9 jsou uvedeny zbývající atributy, u každého atributu je vždy uveden název,
které struktury ho s sebou můžou nést a popis k čemu se používá. V jaké verzi souboru tříd
jsou tyto atributy podporovány lze nalézt v tabulce 2.7.
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Atribut Struk. Popis










Záznam, který se nenachází ve zdro-














Uchovává informace pro ladění.
LineNumberTable Kód Používáno debugery, aby zjistily,
které řádky mezikódu odpovídají
původním zdrojovým souborům.
LocalVariableTable Kód Používáno debugery, aby zjistily
hodnotu proměnné během prová-
dění metody.






Struktura je označena jako depreca-





Nese informace o anotacích viditel-







notations, jen anotace nesmí být
přístupné API pro reflekci.
RuntimeVisibleParameterAnnotations Metoda Nese informace o anotacích viditel-
ných za běhu pro parametry me-
tody. Anotace musí být zpřístup-
něny API pro reflekci.
RuntimeInvisibleParameterAnnotations Metoda Podobné jako RuntimeVisiblePara-
meterAnnotations, jen anotace ne-
smí být přístupné API pro reflekci.




Eviduje samozaváděcí metody, na
které se odkazuje instrukce invoke-
dynamic.
Tabulka 2.9: Popis zbývajících atributů
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2.6 Limity
Vzhledem k použitým datovým typům u struktur lze vyvodit, že soubor tříd má následující
implicitní limity:
• segment konstant může obsahovat maximálně 65535 záznamů
• počet položek v souboru class může být maximálně 65535
• počet metod v souboru class může být maximálně 65535
• počet rozhraní v souboru class může být maximálně 65535
• maximální počet dimenzí pole je limitován na 255
• maximální délka jména metody nebo položky a dalších řetězcových konstant je 65535
• maximální počet parametrů metody je 255
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Kapitola 3
Překlad zdrojového kódu jazyka
Java do mezikódu
V této kapitole si ukážeme jakým způsobem kompilátor překládá zdrojové soubory jazyka
Java na instrukce virtuálního stroje. Kompilátor je součástí vývojového kitu, který je možné
stáhnout přímo na stránkách Oracle1 nebo je možné využít volně dostupných implementací.
Veškeré ukázkové zdrojové soubory byly přeloženy překladačem z openjdk verze 1.6.0 45.
Nejdříve si popíšeme práci s konstantami a proměnnými, jelikož to je pro nás nejdůleži-
tější. Pak si popíše jak se pracuje s aritmetickými operacemi, segmentem konstant, pod-
mínkami, cykly, poli, výjimky a přepínačem. Na závěr si pak ukážeme práci s metodami
a objekty.
3.1 Konstanty a proměnné
Nejprve si ukážeme nejzákladnější instrukce pro práci se zásobníkem a proměnnými. Abychom
pochopili ukázky v dalších podkapitolách, je nezbytné tyto instrukce znát.
3.1.1 Konstanty
Pro vkládání konstant na zásobník obsahuje instrukční soubor virtuálního stroje hned ně-
kolik instrukcí. Jejich názvy jsou odvozené od toho s jakými datovýmí typy pracují. Veškeré
instrukce, které vkládají konstantu na zásobník jsou uvedeny v tabulkce 3.1. Existují dva
druhy instukcí. Instrukce, které mají argument, a instrukce bez argumentu. Instrukce bez
argumentu vkládají na zásobník konstantu, kterou mají předdefinovanou v názvu. Ostatní




iconst m1,0,1,2,3,4,5 Vloží konstantu typu int s hodnotou -1,0,1,2,3,4,5
dconst 0,1 Vloží konstantu typu double s hodnotou 0.0, 1.0
fconst 0,1,2 Vloží konstantu typu float s hodnotou 0.0, 1.0, 2.0
lconst 0,1 Vloží konstantu typu float s hodnotou 0, 1
aconst null Vloží null typu reference
bipush Vloží hodnotu typu int, která je předaná jako jednobytový argument
sipush Vloží hodnotu typu int, která je předaná jako dvoubytový argument
Tabulka 3.1: Instrukce pro vkládání konstant na zásobník
3.1.2 Proměnné
Práce s proměnnými probíhá velmi podobně jako práce s konstantami. Pokud chceme uložit
novou proměnnou, zavoláme instukci store a předáme ji index na proměnou, do které chceme
uložit aktuální obsah zásobníku. Pokud naopak chceme aktuální obsah proměnné vložit na
zásobník, zavoláme instrukci load. Názvy instrukcí pro práci s proměnnými jsou stejně jako
instrukce pro práci s konstantami odvozené od toho s jakými datovými typy pracují. Stejně
tak obsahují již předdefinované instrukce pro práci s indexy v určitém rozsahu.
3.2 Aritmetika
Aritmetické operace se provádí na zásobníku. Jedinou výjimkou je instrukce iinc, která
výužívá přímo lokální proměnnou. Pokud tedy chceme provést aritmetickou operaci, musíme
parametry operace dát na zásobník, kde po dokončení nalezneme i výsledek operace.
V ukázkovém kódu 3.1 v jazyce Java je implementována jednoduchá arimetická operace,
tato operace se přeloží do mezikódu zobrazeném v kódu 3.4.
int ar i thmet i cOperat ion ( int var1 , int var2 , int var3 ) {
return ( ( var1 << 3) ∗ ( var2 + 1) ) / var3 ;
}
Kód 3.1: Ukázka aritmetických operací v jazyce Java
0 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : i c o n s t 3 // v lo ž na zásobn í k konstantu 3
2 : i s h l // provede posuv s hodnotami na zásobn í ku , vý s l edek ulo ž í na zásobn í k
3 : i l o a d 2 // v lo ž na zásobn í k proměnnou s indexem 2
4 : i c o n s t 1 // v lo ž na zásobn í k konstantu 1
5 : iadd // se č t i 2 hodnoty na zásobn í ku , vý s l edek v lo ž na zásobn í k
6 : imul // vyná sob 2 hodnoty na zásobn í ku , vý s l edek v lo ž na zásobn í k
7 : i l o a d 3 // v lo ž na zásobn í k proměnnou s indexem 3
8 : i d i v // vydě l 2 hodnoty na zásobn í ku , vý s l edek v lo ž na zásobn í k
9 : i r e t u r n // ná vrat z metody
Kód 3.2: Odpovídající mezikód
Nejdříve ze všeho musíme vložit na zásobník proměnou var1. To dělá instrukce iload 1.
Nutno tudíž podotknout, že argumenty metod jsou proměnné metody číslovány od 0. Pokud
metoda není statická, tak jejím prvním argumentem je vždy odkaz na třídu, kde se metoda
nachází. Více informací najdete v podkapitole 3.9. Dálší instrukcí si na zásobník vložíme
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celočíselnou konstantu 3. Nyní máme na zásobníku vše potřebné pro výkonání instrukce ishl,
po vykonání této instrukce se argumenty této instrukce smažou ze zásobníku a na zásobník
se vloží výsledek operace. To samé se děje i na řádku 3 - 5. Po vykonání instrukce iadd,
máme na zásobníku výsledné hodnoty instrukcí ishl a iadd, tudíž můžeme tyto hodnoty
rouvnou vynásobit, aniž jsme ukládali mezi výsledky do pomocných proměných, všechny
mezivýsledky zůstávají na zásobníku.
3.3 Práce se segmentem konstant
V kapitole 2.2 bylo řečeno, že konstanty souboru tříd se uchovávají v segmentu konstant.
Pokud k těmto konstantám potřebujeme přistupovat v mezikódu, slouží nám k tomu in-
strukce ldc, ldc w a ldc2 w.
Instrukce ldc a ldc w slouží k načítání všech konstant, kromě konstant typu double
a long. K tomu slouží instrukce ldc2 w. Instrukce ldc w se používá pouze v případě, že
segment konstant je větší než tolik, co je schopná naadresovat instrukce ldc. Jediným argu-
mentem těchto instrukcí je index do segmentu konstant.
Pokud program používá datové typy byte, char nebo short, pak mu stačí využit in-
strukce bipush, sipush nebo iconst i, nebo pro specifické konstanty s plovoucí čárkou in-
strukce fconst i a dconst i.
3.4 Podmínky
Pro překlad řídících struktur obsahuje Virtuální stroj Javy spoustu instrukcí. V zásadě
platí to samé, co bylo popsáno v předchozí kapitole. Tedy, že každý datový typ má vlastní
instrukce. Existují dva typy řídících intrukcí. Instrukce, které se porovnávají hodnotu na
zásobníku proti nule a instrukce, které porovnávají první dvě hodnoty na zásobníku proti
sobě. Jak se tyto hodnoty porovnávají vypovídá již název samotné instrukce.
V ukázkovém kódu 3.3 v jazyce Java je implementována jednoduchá větvená podmínka,
tato podmínka se přeloží do mezikódu zobrazeném v kódu 3.4.
public void i f e l s e ( int var1 , int var2 ) {
i f ( var1 == 0) {
var2 = var1 ;
} else i f ( var1 > var2 ) {





Kód 3.3: Ukázka větvení if-else v jazyce Java
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0 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : i f n e 9 // sko č na ř ádek 9 pokud se hodnota na zásobn í ku nerovná 0
4 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
5 : i s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
6 : goto 21 // sko č na ř ádek 21
9 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
10 : i l o a d 2 // v lo ž na zásobn í k proměnnou s indexem 2
11 : i f i cmp l e 19 // sko č na ř ádek 19 pokud var1 <= var2
14 : i c o n s t 1 // v lo ž na zásobn í k kosntantu 1
15 : i s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
16 : goto 21 // sko č na ř ádek 21
19 : iconst m1 // v lo ž na zásobn í k kosntantu −1
20 : i s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
21 : return // ná vrat z metody
Kód 3.4: Odpovídající mezikód
Mezikód je velmi přímočarý. Vždy před řídící instrukcí si vložíme všechna potřebná data
na zásobník, abychom je mohli porovnat. V našem případě si tedy vložíme na zásobník pro-
měnou číslo jedna, což je první parametr metody a pomocí instrukce ifne, porovnáme jestli
se nerovná nule. Pokud se proměnná rovná nule, pokračuje se dále na řádku 4. V druhém
případě skáčeme na řádek 9. Na řádcích 4-5 přiřadíme do proměnné dvě hodnotu proměnné
jedna, což odpovídá prvnímu bloku if. Další instrukce je goto Jejím jediným argumentem
je číslo řádku v kódu, kam se má skočit. V naší ukázce goto skáče na řádek 21, kde metoda
končí, což nám naznačuje, že zde bude určitě podmínka pokračovat blokem else. Další dvě
instrukce (řádky 9-10) vloží na zásobník proměnnou jedna a dva a následně proběhne jejich
porovnání, což nám naznačuje další blok if. Instrukce na řádcích 14-15 uloží do proměnné
dva jedničku. Další instrukce goto nás odkazuje na konec kódu.
3.5 Cykly
Cykly jsou překládány do mezikódu, který je velmi podobný kódu if-else. V zásadě se jedná
o ten samý kód (jsou využívány stejné instrukce) jen skoky jsou odkazovány zpětně, nikoliv
vpřed.
V ukázkovém kódu 3.5 v jazyce Java je implementován jednoduchý cyklus while, tento
cyklus se přeloží do mezikódu zobrazeném v kódu 3.6.
public int wh i l e c y c l e ( int var1 ) {
int i = 1 ;
while ( var1−− > 0) {




Kód 3.5: Ukázka cyklu while v jazyce Java
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0 : i c o n s t 1 // v lo ž na zásobn í k konstantu 2
1 : i s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
2 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
3 : i i n c 1 , −1 // inkrementuje o 1 proměnou s indexem 1
6 : i f l e 16 // sko č na ř ádek 16 pokud j e hodnota na zásobn í ku <= 0
9 : i l o a d 2 // v lo ž na zásobn í k proměnnou s indexem 2
10 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
11 : imul // vyná sob 2 hodnoty na zásobn í ku , vý s l edek v lo ž na zásobn í k
12 : i s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
13 : goto 2 // sko č na ř ádek 2
16 : i l o a d 2 // v lo ž na zásobn í k proměnnou s indexem 2
17 : i r e t u r n // ná vrat z metody
Kód 3.6: Odpovídající mezikód
Velmi jednoduše se dá říci, že jediným rozdílem je, že se instrukce goto odkazuje zpět
na kód, který již byl jednou vykonán. V případě podmínek to bylo tak, že se odkazoval na
kód, který ještě vykonán nebyl. Toto je asi nejzákladnější věc, která nám umožní poznat
cyklus. Jinak se zde odehrává víceméně to samé, co v předchozí ukázce.
Můžeme si zde také povšimnout instrukce iinc. Jak bylo zmíněno v kapitole 3.2, tak
tato instrukce jako jediná matematická instrukce využívá ke své práci lokální proměnné,
nikoliv zásobník. První její argument je index do pole s proměnnými a druhý argument je
konstanta, o kterou se má proměnná zvýšit.
3.6 Výjimky
Jak již bylo zmíněno v kapitole 2.5.2, výjimky jsou uchovávány ve speciální struktuře.
V každé této struktuře najdeme kde výjimka začína, končí a kde začína kód pro obsluhu
výjimky a její typ.
V ukázkovém kódu 3.7 v jazyce Java je implementována jednoduchá konstrukce try-
catch, tato konstrukce se přeloží do mezikódu zobrazeném v kódu 3.8.
public St r ing t rycatch ( S t r ing var ) throws Exception {
try {
return var . i n t e rn ( ) ;
} catch ( Nul lPo interExcept ion e ) {
throw new Exception ( ) ;
}
}
Kód 3.7: Ukázka práce s výjimkami v jazyce Java
0 : a load 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : i nvok ev i r t u a l #2 // z avo l e j metodu MojeTrida . t rycatch : ( LStr ing ; ) LStr ing ;
4 : areturn // ná vrat z metody
5 : a s t o r e 2 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 2
6 : new #4 // nahraj na zásobn í k t ř í du Except ions
9 : dup // zdup l i ku j vrchn í hodnotu zásobn í ku
10 : i n vok e sp e c i a l #5 // z avo l e j metodu Except ions .”< i n i t >”:()V
13 : athrow // vyvo l e j vý jimku
Tabulka vyjimek :
od do c i l typ
0 4 5 java . lang . Nul lPo interExcept ion
Kód 3.8: Odpovídající mezikód
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Jedinou novinkou je zde pro nás instrukce athrow, jenž vyhodí výjimku, která je aktuálně
na vrcholu zásobníku. Dále už zde můžeme jen vidět tabulku výjimek, která ukazuje, že
blok try začíná na řádku 0 a končí na řádku 4. Obsluha výjimky (pokud výjimka nastane)
začíná na řádku 5. Typ výjimky je v tabulce viděn taktéž.
3.7 Pole
Pro práci s poli Virtualní stroj jazyka Java používá instrukce velmi podobné instrukcím
pro práci s proměnnými. V jazyce Java platí, že pole jsou objekty.
V ukázkovém kódu 3.9 v jazyce Java je implementována práce s poli, tato ukázka se
přeloží do mezikódu zobrazeném v kódu 3.10.
public void ar rays ( int s i z e1 , int s i z e2 , int va l ) {
double [ ] d1 = new double [ s i z e 1 ] ;
double [ ] [ ] d2 = new double [ s i z e 1 ] [ s i z e 2 ] ;
d1 [ 2 ] = va l ;
d2 [ 2 ] [ 2 ] = d1 [ 2 ] ;
}
Kód 3.9: Ukázka práce s polem v jazyce Java
0 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : newarray double // vytvo ř po l e typu double
3 : a s t o r e 4 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 4
5 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
6 : i l o a d 2 // v lo ž na zásobn í k proměnnou s indexem 2
7 : multianewarray #2, 2 // vytvo ř 2rozmě rn é po le typu double
11 : a s t o r e 5 // ulo ž hodnotu na zásobn í ku od proměnné s indexem 5
13 : a load 4 // v lo ž na zásobn í k proměnnou s indexem 1
15 : i c o n s t 2 // v lo ž na zásobn í k konstantu 2
16 : i l o a d 3 // v lo ž na zásobn í k proměnnou s indexem 3
17 : i2d // př eved hodnotu na zásobn í ku na double
18 : das to re // ulo ž s p e c i f i c k o u hodnotu do po le
19 : a load 5 // v lo ž na zásobn í k proměnnou s indexem 5
21 : i c o n s t 2 // v lo ž na zásobn í k konstantu 2
22 : aaload // nahre j ur č i t ou hodnotu z po le
23 : i c o n s t 2 // v lo ž na zásobn í k konstantu 2
24 : a load 4 // v lo ž na zásobn í k konstantu 4
26 : i c o n s t 2 // v lo ž na zásobn í k konstantu 2
27 : daload // nahre j ur č i t ou hodnotu z po le
28 : das to re // ulo ž s p e c i f i c k o u hodnotu do po le
Kód 3.10: Odpovídající mezikód
Instrukce newarray vytváří jednorozměrné pole. Přebírá jako argument primitivní da-
tový typ a jako další argument přebírá hodnotu na zásobníku, která vyjadřuje velikost pole.
Instrukce multianewarray vytváří vícerozměrné pole. Jako první argument přebírá index do
segmentu konstant na třídu, pole nebo rozhraní. Jako druhý argument přebírá počet roz-
měrů. Velikosti jednotlivých rozměrů lze pak nalézt na vrcholu zásobníku. Velmi podobné
jsou pak instrukce pro načítání určitých hodnot z pole, nebo ukládání určitých hodnot do
pole. Názvy instrukcí pro práci s polem jsou odvozené od datového typu, se kterým pracují.
Intrukce dastore přebírá tři argumenty pro svou práci skrze zásobník. Prvním argumentem
jen odkaz na pole, druhým je index prvku v poli a třetím je pak hodnota, která se má vložit
na index do pole. Instrukce daload načte hodnotu z pole na určitém indexu na zásobník.
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Pokud nyní víme, jak tyto instrukce pracují, kód je velmi přímočarý. Jedná se zde pouze
o práci se zásobníkem a ukládání nebo načítaní hodnot z polí.
3.8 Přepínač
Příkaz switch lze přeložit na dvě instrukce mezikódu tableswitch a lookupswitch. Instrukce
tableswitch je vygenerována v případě, že původní příkaz switch obsahoval větve jejichž
indexy lze na indexovat postupně zvyšováním o jedničku. Instrukce tableswitch funguje
tak, že dostane na zásobníku index a hned na základě tohoto indexu načte větev, která je
mu přiřazena.
Instrukce lookupswitch se generuje v případě, že indexy větví nejsou nijak uspořádané.
Instrukce pak dostane na zásobníku index a porovnává indexy všech větví postupně až
k nejvyššímu indexu. Indexy musí být srovnané od nejnižšího k nejvyššímu. Pokud nalezne
shodu indexů, skáče na danou větev, která je přiřazena k indexu.
V ukázkovém kódu 3.11 v jazyce Java je implementován práce s příkazem switch, tento
příkaz se přeloží do mezikódu zobrazeném v kódu 3.12.
public class Switch {
St r ing Switch ( int var1 ) {














Kód 3.11: Ukázka práce se switchem v jazyce Java
0 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : t ab l e sw i t ch { // pokud j e hodnota na zásobn í ku :
1 : 32 // 1 sko č na ř ádek 32
2 : 35 // 2 sko č na ř ádek 35
3 : 38 // 3 sko č na ř ádek 38
4 : 41 // 4 sko č na ř ádek 41
default : 44 // ani jedna sko č na ř ádek 44
32 : ldc #2 // nahraj ze segmentu konstant ř et ě zec ”1”
34 : areturn // a vrat ho
35 : ldc #3 // nahraj ze segmentu konstant ř et ě zec ”2”
37 : areturn // a vrat ho
38 : ldc #4 // nahraj ze segmentu konstant ř et ě zec ”3”
40 : areturn // a vrat ho
41 : ldc #5 // nahraj ze segmentu konstant ř et ě zec ”4”
43 : areturn // a vrat ho
44 : a c on s t nu l l // v lo ž na zásobn í k nu l l
45 : areturn // a vrat tuto hodnotu
Kód 3.12: Odpovídající mezikód
Zde si můžete povšimnout, že původní příkaz switch obsahoval souvislé indexy a proto
24
byl přeložen na instrukci tableswitch. Nejdříve načteme hodnotu ze zásobníku a ta je hned
v zápětí naindexována instrukci tableswitch, kde nalezneme index na řádek kódu, kde bude
program pokračovat.
V syntaxi instrukcí tableswitch a lookupswitch není žádný rozdíl. Rozdíl je pouze v in-
terpretaci jednotlivých instrukcí.
3.9 Práce s metodami
Pro práci s metodami obsahuje instrukční soubor několik instrukcí. Pro běžné volání insta-
nční metody za běhu se používá instrukce invokevirtual. Pro volání třídních metod máme
instrukci invokestatic, která je se používá pro volání statických metod. Na volání iniciali-
zažních metod se používá instrukce invokespecial, která se taktéž používá na volání metod
z nadřazené třídy nebo metod privátních.
V ukázkovém kódu 3.13 v jazyce Java jsou napsány 4 metody, tyto metody se přeloží
do mezikódu zobrazeném v kódu 3.14.
public int metoda ( ) {
metoda2 (0 , ”” , this ) ;
metoda3 (0 ) ;
return metoda4 (0 ) ;
}
private void metoda2 ( int v1 , S t r ing v2 , metody v3 ) {
}
public stat ic int metoda3 ( int i ) {
return i ;
}
public int metoda4 ( int i ) {
return i ;
}
Kód 3.13: Ukázka práce s metodami v jazyce Java
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public int metoda ( ) :
0 : a load 0 // v lo ž na zásobn í k proměnnou s indexem 0
1 : i c o n s t 0 // v lo ž na zásobn í k konstantu 0
2 : ldc #2 // narahj ze segmentu konstant ř et ě zec ””
4 : a load 0 // v lo ž na zásobn í k proměnnou s indexem 0
5 : i n v ok e sp e c i a l #3 // z avo l e j metody MojeTrida . metoda2 ( ILSt r ing ; LMojeTrida ; )
:V
8 : i c o n s t 0 // v lo ž na zásobn í k konstantu 0
9 : i n v ok e s t a t i c #4 // z avo l e j metody MojeTrida . metoda3 ( I ) : I
12 : pop // odstran hodnotu ze zásobn í ku
13 : a load 0 // v lo ž na zásobn í k proměnnou s indexem 1
14 : i c o n s t 0 // v lo ž na zásobn í k konstantu 0
15 : i n vok ev i r t u a l #5 // z avo l e j metodu MojeTrida . metoda4 ( ) : I
18 : i r e t u r n // vrat hodnotu ze zásobn í ku
private void metoda2 ( int , Str ing , metody ) :
0 : return
public stat ic int metoda3 ( int ) :
0 : i l o a d 0 // v lo ž na zásobn í k proměnnou s indexem 0
1 : i r e t u r n // a vrat j i
public int metoda4 ( int ) :
0 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
1 : i r e t u r n // a vrat j i
Kód 3.14: Odpovídající mezikód
Parametry metod jsou lokální proměnné metod. Jak si v ukázce můžete všimnout, tak
v případě statických metod jsou parametry metod indexovány od 0, kdežto v metodách,
které statické nejsou jsou parametry číslovány od 1. To je způsobeno tím, že nestatické me-
tody přebírají jako argument ještě referenci na aktuální třídu. A proto proměnná s indexem
0 je vždy tato reference.
Jak můžeme vidět nap59klad na řádku 5, jediným parametrem pro vyvolání metod je in-
dex do segmentu konstant, který odkazuju na strukturu typu CONSTANT Methodref info.
Před každým voláním musíme nejdříve předat na zásobník veškeré parametry metody
(řádky 1 až 4). Pokud metoda není statická, tak první hodnota, kterou na zásobník musíme
dát, je reference na aktuální třídu. Pokud metoda statická je, pak se žádná taková refere-
rence na zásobník nedává, což lze vidět na řádku 8. Dále pak postupně na zásobník vložíme
veškeré parametry metody.
Nyní je metoda připravená k volání. Pokud metoda obsahuje nějakou návratovou hod-
notu, pak je tato hodnota vložena na zásobník. O navracení z metod se stará instrukce
return, která má více modifikací. Tyto modifikace jsou odvozeny od datového typu, který
daná metoda vrací.
3.10 Práce s objekty
Třídní instance jsou vytvářeny instrukcí new. Instance třídy v javě je vytvářena speciální
metodou, která se nazývá kontruktor. Ve virtuálním stroji Javy se tato metoda značí jako
<init>.
V ukázkovém kódu 3.15 v jazyce Java je implementován práce s objekty, tento kód se
přeloží do mezikódu zobrazeném v kódu 3.16.
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private int i ;
public objekty c r e a t e ( ) {
return new objekty ( ) ;
}
public int ge t I ( ) {
return this . i ;
}
public void s e t I ( int i ) {
this . i = i ;
}
Kód 3.15: Ukázka práce s objekty v jazyce Java
private int i ;
public objekty c r e a t e ( ) :
0 : new #2 // nahraj na zásobn í k t ř í du objekty
3 : dup // zdup l i ku j vrchn í hodnotu zásobn í ku
4 : i n v ok e sp e c i a l #3 // z avo l e j metodu objekty .”< i n i t >”:()V
7 : areturn // ná vrat z metody
public int ge t I ( ) :
0 : a load 0 // v lo ž na zásobn í k proměnnou s indexem 1
1 : g e t f i e l d #4 // v lo ž na zásobn í k proměnnou objekty . i
4 : i r e t u r n // ná vrat z metody
public void s e t I ( int ) :
0 : a load 0 // v lo ž na zásobn í k proměnnou s indexem 0
1 : i l o a d 1 // v lo ž na zásobn í k proměnnou s indexem 1
2 : p u t f i e l d #4 // ulo ž do proměnné objekty . i hodnotu na zásobn í ku
5 : return // ná vrat z metody
Kód 3.16: Odpovídající mezikód
Instrukce new přebírá jako jediný parametr odkaz do segmentu konstant na strukturu
typu CONSTANT Class info. Tato instrukce vkládá na zásobník referenci na třídu jejíž in-
stanci chceme vytvořit. Instrukce invokespecial se pak stará o zavolání inicializační metody.
Dále je v ukázce uvedeno jak se přistupuje k instančním proměným. K tomu slouží in-
strukce getfield a putfield. Které jako argument přebírají odkaz do segmentu konstant na




Implementace disassembleru mezikódu jazyka Java je velmi přímočará. V zásadě se jedná
pouze o načítání bajtů ze souboru .class. V následujících kapitolách si řekneme jak bylo
načítaní jednotlivých bajtů implementováno. Dále si řekneme, jak bylo implementováno
načítání jednotlivých atributů, protože jak bylo zmíněno v kapitole 2.5, tak všechny atributy
mají stejnou hlavičku. Liší se pouze hodnoty v těchto hlavičkách. Pak si řekneme, jak se
načítají jednotlivé instrukce a jejich parametry v atributu kód. Na závěr si ukážeme, jak byla
implementována možnost tisknutí disassemblovaných informací do výstupního souboru.
4.1 Čtení souboru tříd
Pro čtení dat ze souboru tříd je použita knihovní třída DataInputStream, která je zapouz-
dřena mou třídou ClassReader. Tato třída implementuje základní metody pro čtení nezna-
ménkových a znaménkových bajtů. Aplikace nejdříve postupně načte celý vstupní soubor
a veškeré hodnoty uloží do tříd, které jsou k tomu určeny. Pro všechny atributy a struk-
tury, které byly popsány v kapitole 2, byly napsány odpovídající třídy, které uchovávají
informace ve stejných datových typech jak bylo popsáno.
4.2 Atributy
Prvních 6 bajtů má stejný význam u všech atributů. První 2 bajty jsou indexem do seg-
mentu konstant na řetězec, kde je uchován název atributu a další 4 bajty nesou informaci
o délce daného atributu. Jelikož soubor tříd má aktuálně 20 atributů, bylo by nevhodné
mít v programu dlouhou větev if-else pro zjišťování o jaký atribut se jedná. V budoucích
verzích jazyka Java se určitě objeví nové atributy a proto je vhodné zvolit implementaci
takovou, aby budoucí implementace nových atributů byla co nejsnažší.
Moje implementace proto obsahuje hash tabulku, kde je uchováno mapování jména atri-
butu na třídu, kde je daný atribut implementován. V případě, že se v budoucí verzi jazyka
Java objeví nový atribut, pak jediné, co bude potřeba udělat, aby daný atribut byl podpo-
rován disassemblerem, je přidat tento záznam do této tabulky a namapovat ho na třídu,
kde bude atribut implementován.
Všechny atributy musí být zděděny od třídy Attribute, která obsahuje proměnné pro
práci se vstupním souborem a segmentem konstant. Dále obsahuje metodu read(), která
se stará o načítání hlavičky, která je pro všechny atributy stejná a proto ji musí všechny
zděděné třídy volat jako první.
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4.2.1 Kód
V poli bajtů, které nesou kód dané metody, se můžou vyskytovat pouze jednobajtové hod-
noty, jak již bylo zmíněno v kapitole 2.5.2. Každá instrukce je kódována jedním bajtem,
ovšem parametry těchto instrukcí mohou být i vícebajtové. Proto jsem musel implementovat
speciální třídu, která se stará o převod dílčích jednobajtových hodnot na hodnoty vícebaj-
tové, což funguje na principu bitového posunu. Načítání parametrů instrukcí je řešeno tak,
že mám v hash tabulce namapovány jednotlivé operační znaky instrukcí na instanci třídy
Instrukce, která v sobě nese informace mimo jiné o druhu parametrů, které daná instrukce
přebírá. Jak si můžeme všimnout, tak na podobném principu funguje i načítání atributů.
Proto v případě, že nová verze jazyka Java přinese nové instrukce, nebude problém disas-
sembler o tyto instrukce snadno rozšířit.
4.3 Tisk
Výstup disassembleru byl inspirován výstupem, který generuje nástroj javap [4]. Všechny
atributy, metody a položky implementují metodu toString(), která se stará u každého ob-
jektu o spravný výstup. Uživatel si může pomocí parametrů vybrat do jakého výstupního
proudu se výstup generovaný disassemblerem bude generovat.
4.4 GUI aplikace
Grafické rozhraní je implementováno za pomoci webových technologií. Důvod, proč jsem se
tak rozhodl, je, aby aplikace byla snáze aktualizovatelná. V případě, že uživatel bude chtít
aplikaci používat, nebude muset stahovat vždy novou verzi aplikace, ale aplikace se aktua-
lizuje pouze na serveru a uživatel o tom nemusí vědět. Další výhody pro napsání grafického
rozhraní pomocí webových technologíí je ten, že bych v budoucnu rád uživatelům umožnil
přihlašování pomocí jejich internetových účtů, které jim umožňují skladovat projekty. Při-
náší to ovšem i své nevýhody, například napsat webovou aplikaci je složitější, než napsat
tu samou aplikaci desktopovou. Další problém je ten, že musíme mít kde aplikaci hostovat
a řešit správu serveru, kde máme aplikaci nasazenou.
Frontend byl napsán ve frameworku Google Web Toolkit (dále jen GWT). Tento fra-
mework jsem si vybral z několika důvodů. Veškerý kód se píše v jazyce Java a následně je
překládán do javaskriptu, tudíž pro jednodušší aplikace si vystačíme pouze s kódem v jazyce
Java. Vývoj grafického rozhraní v GWT je velmi přímočarý a podobný vývoji grafického
rozhraní ve Swingu1. Abych si práci v GWT ještě více usnadnil, použil jsem Smart GWT,
které standartní GWT rozšiřuje o nějaké komponenty navíc.
4.4.1 Služby
Aplikace v GWT používají tzv. services, což jsou služby, které posílají požadavky od kli-
enta k serveru. Na klientské straně nelze používat nestandartní knihovny, pokud nevlastníme
zdrojové kódy k těmto knihovnám. Můj klientský kód proto nevyužívá žádné nestandartní
knihovny. Veškeré operace jsou prováděny na straně serveru a klient předává tyto poža-
davky pomocí dvou služeb - DisassembleService a FileService. Služba DisassembleService
zajišťuje disassemblování souboru tříd. Služba FileService zajišťuje dvě věci - načítá sou-
bory tříd a umožnuje hledat soubory v adresářích, což se využívá pro ukázkové příklady




Snažil jsem se, aby uživatelské rozhraní bylo co možná nejjednodušší pro uživatele. Jak
pracovat s jednotlivými komponentami jsem zjišťoval na webu [1]. Na obrázku 4.4.2 je uká-
záno grafické rozhraní aplikace. Vlevo aplikace můžeme vidět komponentu Smart GWT
SectionStack, kde se nacházejí soubory, které si uživatel nahrál pro disassemblování. Dále
zde máme několik jednoduchých ukázek pro ilustraci práce aplikace. Nalezname zde ukázky
práce s podmínkami, cykly, poli, výjimkami, atd. Ty si uživatel může kdykoliv spustit.
V případě, že si uživatel chce nahrát vlastní soubor, pak aktuálně musí použít nějaký
soubor dostupný na internetu. Pomocí dialogového okna zadá všechny potřebné údaje a sou-
bor nahraje, pak už může se souborem dělat vše co aplikace umožňuje. Aplikace používá
pro zvýraznění syntaxe jazyka Java knihovnu jhighlight[2].




Otestovat správnost implementace disassembleru mezikódu jazyka Java je velmi náročná,
jelikož neexistuje žádný referenční výstup pro daný soubor tříd. Aplikaci jsem proto testoval
tak, že jsem jako referenční výstup bral výstup nástroje javap, jenž je součástí openjdk verze
1.6.0 45. Otestoval jsem tyto soubory: ArrayList, HashMap, Hashtable, WeakHashMap, Lin-
kedList, String, TreeMap, Vector, Properties a Arrays, které jsou taktéž součástí openjdk
verze 6, a následně přeložil nástrojem javac z openjdk verze 1.6.0 45.
Instrukce mezikódu mají v případě nástroje javap i mém disassembleru stejné názvy.
Stejně tak výstup segmentu konstant se od výstupu segmentu konstant v nástroji javap
přiliš neliší. To mi umožnilo otestovat některé části mého disassembleru automatizovaně
pomocí nástrojů grep a diff. Během tohoto testování výše zmíněných souborů jsem nena-
razil na chybu. Segment konstant se disassembloval správně pro všech 10 souborů a stejně
tak se disassemblovaly správně veškeré instrukce všech metod.
Mezi mým disassemblerem a nástrojem javap se určité výstupní informace liší. Tyto
věci bylo nutné otestovat manuálně. Postupně jsem si z výstupu obou aplikací vyfiltro-
val testované informace, které jsem porovnal manuálně. Mezi nejdůležitější věci, která jsem
kontroloval, patřily: přístupová práva a vlastnosti, deskriptory, výjimky, vnitřní třídy a roz-
hraní. Všechno tyto věci byly u všech 10 souborů v pořádku.
Vzhledem k tomu, že si disassembler uchovává veškeré informace v objektové repre-
zentaci souboru tříd, tak je paměťová náročnost mé implementace vyšší než implementace
nástroje javap, který si neuchovává veškeré informace, ale pouze část. Nástroj javap tiskne
veškeré informace během zpracování vstupního souboru. Můj disassembler při zpracování
vstupního souboru vytvoří objektovou reprezentaci souboru tříd, s kterou lze pak v další
části programu pracovat, aniž by se musel zdrojový soubor znovu zpracovávat. Z tohoto
důvodu vyplývá, že můj disassembler je oproti nástroji javap pomalejší, pokud uživatel
potřebuje disassemblovat soubor pouze jednou a pak už se souborem nepotřebuje praco-
vat. V případě, že uživatel potřebuje podrobněji zkoumat strukturu souboru tříd a vyžaduje
opakovaný přístup k informacím obsaženým v tomto souboru, pak je vhodnější použít právě
znovupoužitelnost objektové reprezentace souboru tříd, kterou implementuje můj disassem-
bler. V tabulce 5.1 lze vidět porovnání nástroje javap s mým disasssemblerem z hlediska
doby jejich běhu a nároků na paměť. Pro měření byl použit nástroj time. Jelikož by bylo
nevhodné porovnávat nárok běhu nástroje javap s aplikací GUI, napsal jsem jednoduchou
ukázkovou aplikaci, která byla testována. Zdrojový kód naleznete v příloze B.1.
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Soubor javap disassembler
čas(s) paměť(kB) čas(s) paměť(kB)
ArrayList 0.10 20748 0.19 32424
HashMap 0.12 20892 0.22 30808
Hashtable 0.12 21136 0.20 32488
WeakHashMap 0.10 20660 0.20 32444
LinkedList 0.12 21488 0.21 32424
String 0.17 22624 0.27 35244
TreeMap 0.17 22368 0.28 34916
Vector 0.11 20996 0.23 32412
Properties 0.11 21116 0.22 31016
Arrays 0.20 24752 0.31 48300
Tabulka 5.1: Porovnání nároků nástroje javap a diassembleru.
Z výsledků je patrné, že časová i paměťová náročnost mého disassembleru je vyšší než





V práci byla popsána struktura souboru tříd jazyka Java a přesná struktura segmentu kon-
stant, metod, položek a některých atributů souboru tříd. Další část byla věnována překladu
zdrojových kódu napsaných v jazyce Java do mezikódu jazyka Java. Byla zde popsána pro-
blematika překladu proměnných, polí, podmínek, cyklů, výjimek, metod a objektů.
Aplikace byla psána se snahou o to, aby případné rozšiřování o nové vlastnosti v jazyce
Java byly v disassembleru co možná nejsnadněji implementovatelné i pro člověka, který kód
nepsal.
Výsledná aplikace je použitelná pro disassemblování malých a středně velkých aplikací.
Aby aplikace mohla být nasazena pro větší aplikace, bylo by nutné, aby prošla náročnějším
testováním.
Disassembler bych chtěl dále rošiřovat o nové vlastnosti, které se objeví v nových verzích
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URL http://www.ohloh.net/p/jhighlight
[3] Lindholm, T.; Yellin, F.: Java Virtual Machine Specification. Addison-Wesley
Publishing Company, 1999, iSBN 0-201-63452-X.







Instrukční soubor Virtuálního stroje jazyka Java obsahuje přes 200 instrukcí, takže zde
bohužel není prostor se každé instrukci věnovat jednotlivě. Spousta instrukcí pracuje na
velmi podobném principu. Buď používají pro svou práci zásobník, pole proměnných nebo
segment konstant. Většinu instrukcí jsme si již předvedli v kapitole 3. V pod sekci A.1




Konstanty Nahrávání Ukládání Zásobník Matematika Konverze
01 aconst null 22 lload 55 lstore 87 pop 96 iadd 133 i2l
02 iconst m1 23 fload 56 fstore 88 pop2 97 ladd 134 i2f
03 iconst 0 24 dload 57 dstore 89 dup 98 fadd 135 i2d
04 iconst 1 25 aload 58 astore 90 dup x1 99 dadd 136 l2i
05 iconst 2 26 iload 0 59 istore 0 91 dup x2 100 isub 137 l2f
06 iconst 3 27 iload 1 60 istore 1 92 dup2 101 lsub 138 l2d
07 iconst 4 28 iload 2 61 istore 2 93 dup2 x1 102 fsub 139 f2i
08 iconst 5 29 iload 3 62 istore 3 94 dup2 x2 103 dsub 140 f2l
09 lconst 0 30 lload 0 63 lstore 0 95 swap 104 imul 141 f2d
10 lconst 1 31 lload 1 64 lstore 1 105 lmul 142 d2i
11 fconst 0 32 lload 2 65 lstore 2 106 fmul 143 d2l
12 fconst 1 33 lload 3 66 lstore 3 107 dmul 144 d2f
13 fconst 2 34 fload 0 67 fstore 0 108 idiv 145 i2b
14 dconst 0 35 fload 1 68 fstore 1 109 ldiv 146 i2c
15 dconst 1 36 fload 2 69 fstore 2 110 fdiv 147 i2s
16 bipush 37 fload 3 70 fstore 3 111 ddiv
17 sipush 38 dload 0 71 dstore 0 112 irem
18 ldc 39 dload 1 72 dstore 1 113 lrem
19 ldc w 40 dload 2 73 dstore 2 114 frem
20 ldc2 w 41 dload 3 74 dstore 3 115 drem
42 aload 0 75 astore 0 116 ineg
43 aload 1 76 astore 1 117 lneg
44 aload 2 77 astore 2 118 fneg
45 aload 3 78 astore 3 119 dneg
46 iaload 79 iastore 120 ishl
47 laload 80 lastore 121 lshl
48 faload 81 fastore 122 ishr
49 daload 82 dastore 123 lshr
50 aaload 83 aastore 124 iushr
51 baload 84 bastore 125 lushr
52 caload 85 castore 126 iand








148 lcmp 178 getstatic
149 fcmpl 179 putstatic
150 fcmpg 180 getfield
151 dcmpl 181 putfield
152 dcmpg 182 invokevirtual
153 ifeq 183 invokespecial
154 ifne 184 invokestatic
155 iflt 185 invokeinterface
156 ifge 186 invokedynamic
157 ifgt 187 new
158 ifle 188 newarray
159 if icmpeq 189 anewarray
160 if icmpne 190 arraylength
161 if icmplt 191 athrow
162 if icmpge 192 checkcast
163 if icmpgt 193 instanceof
164 if icmple 194 monitorenter
165 if acmpeq 195 monitorexit
166 if acmpne Rozšířené
Řídicí 196 wide
167 goto 197 multianewarray
168 jsr 198 ifnull
169 ret 199 ifnonnull
170 tableswitch 200 goto w
171 lookupswitch 201 jsr w
172 ireturn Rozšířené
173 lreturn 202 breakpoint
174 freturn 254 impdep1






V této příloze bych rád předvedl jak snadno a rychle začít pracovat s knihovnou pro disas-
semblování.
Ze všeho nejdříve musíme stáhnout zdrojové soubory aplikace. Nejjednodušší způsob
jak je získat je přímo ze stránek projektu, které jsou uvedeny v souboru README na při-
loženém CD. Nutno poznamenat, že GUI aplikace a knihovna jsou dva rozdílné projekty.
Knihovna není nijak závislá na GUI aplikaci a může být použita i v jakékoliv jiné aplikaci.
Třeba i jen v jednoduché aplikaci jako je tato B.1.
B.1 Ukázka práce s knihovnou
Jak postupovat a dostat se k výsledku lze vyčíst s dokumentace jednotlivých tříd a funkcí.
Zde je ukázka s komentáři, jak přeložit soubor tříd na lokálním disku a veškeré informace
o souboru tříd na standartní výstup. Knihovna umí kód i dekompilovat, což ale nebylo
součástí této práce, proto je to předvedeno jen jako ukázka.
Kód B.1: Práce s knihovnou
import cz . o s jd . c l a s s f i l e . C l a s sF i l e ;
import cz . o s jd . c l a s s f i l e . p r i n t e r . C l a s sF i l eP r i n t e r ;
public class Ukazka {
public stat ic void main ( St r ing [ ] a rgs ) {
Cla s sF i l e c f = new Cla s sF i l e ( ”/path/ to / c l a s s f i l e /MyClass . c l a s s ” ) ;
c f . read ( ) ; // Nač t i ve š ker é in formace ze souboru c l a s s
// Vytvo ř i n s t a n c i t ř í dy kte r á t i s kn e informace o souboru c l a s s na výstup
C l a s sF i l eP r i n t e r cp = new Cla s sF i l eP r i n t e r ( c f ) ;
cp . p r i n tC l a s sF i l e ( ) ; // Vyt i skn i in formace o souboru c l a s s













• gui - Obsahuje zdrojové soubory grafického rozhraní aplikace.
• library - Obsahuje zdrojové soubory knihovny pro disassemblování.
• text - Obsahuje zdrojový text a soubor pdf.
• README - Osabhuje návod jak aplikaci zprovoznit.
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