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Insinöörityön aiheena oli PowerShell Core ja sitä edeltävät komentorivipohjaiset hallinta-
työkalut. Tavoite oli ymmärtää näiden asennusympäristö, alla käytetyt teknologiat ja niihin 
liittyvä terminologia. Tutkimustyö syntyi harjoittelutyön muistiinpanojen lopputuloksena 
sekä tutkimalla alan kirjallisuutta ja verkkomateriaalia. 
 
Insinöörityössä selvitettiin PowerShell Coren ja sitä edeltävien komentorivipohjaisten hal-
lintatyökalujen alla käytetyt teknologiat, terminologia, käyttökohteet ja motivaatio niiden 
syntyyn. Koska komentorivipohjaiset hallintatyökalut on rakennettu asennusympäristön tar-
joamien palveluiden päälle, palveluiden toiminnan hahmottaminen edesauttaa komentori-
vin käyttöä ja soveltamista. Tutkimustyötä on hyödynnetty tietokoneen ylläpidossa, ohjel-
moinnissa ja peruskäytössä. Tutkimustyö osoitti asennusympäristön kokonaiskuvan hallit-
semisen tärkeyden komentorivipohjaisten työkalujen käytössä. 
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This study was about PowerShell Core and the preceding command line interface man-
agement tools. The goal of this study was to understand the installation environment, the 
underlying technology, and the associated terminology. This study was accomplished with 
the help of notes taken during an internship, as well as by studying literature and internet 
sources on the subject. 
 
In this study, PowerShell Core, the preceding command line interface management tools, 
the technologies, the terminology, their use cases, and the motivation behind their creation 
were analyzed. Because these command line interface based management tools are built 
on services provided by an installation environment, understanding the operation of these 
services helps to use and utilize these command lines. This study has been used in com-
puter maintenance and programming. This study showed that a big part of using the com-
mand line based tools is understanding and managing how the installation environment 
works. 
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BCL               Base Class Library. Perusluokkakirjasto, kaikille .NET-kielille yhteinen.  
CLR              Common Language Runtime. .NET-ajoympäristö, joka hallitsee suoritetta-
via .NET-ohjelmia. 
COM             Component Object Model. Binäärirajapintastandardi. 
COR             Common Object Runtime. Yksi nimistä, jotka annettiin .NET:lle ennen sen 
lopullista nimeä. 
DDE              Dynamic Data Exchange. IPC-metodi Microsoftin käyttöjärjestelmässä. 
DSC              Desired State Configuration. Hallinta-alusta PowerShellissa. 
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MS-DOS Microsoft Disc Operating System. Tekstipohjainen komentorivi-käyttöjär-
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NGWS          Next Generation Windows Services. Yksi nimistä, jotka annettiin .NET:lle 
ennen sen lopullista nimeä. 
OLE              Object Linking and Embedding. Microsoftin tekniikka, joka mahdollistaa oli-
oiden sulauttamisen ja linkittämisen dokumenttiin tai toiseen olioon. 
OMS             Operations Management Suite. Microsoftin IT-hallintaratkaisu. 
PCL               Portable Class Library. Kannettava luokkakirjasto. Kokoonpano, joka toimii 
monella eri .NET Framework -alustalla. 
RPC              Remote Procedure Call. Etäproseduurikutsu. 
UDT              Uniform Data Transfer. Antaa COM:lle standarditavan siirtää dataa kahden 
ohjelman välillä. 
VBA              Visual Basic for Applications. Microsoftin kehittämä komentosarja-ohjel-
mointikieli. 
VDM             Virtual DOS machine. Virtuaalinen DOS-tietokone. 
VTBL             Virtual Table. Virtuaalitaulu, joka on taulu funktio-osoittimia virtuaalimeto-
deihin C++:ssa. 
WMF             Windows Management Framework. Microsoftin ajuri, joka sisältää päivityk-
siä ja ohjelmia Windowsille ja Windows Serverille hallintarajapintoihin. 
WSF              Windows Scripting File. Tiedosto, jossa voi käyttää useampaa eri kieltä sa-





Päätavoite tässä insinöörityössä on saada ote hallintatyökalujen taustalla käytetyistä tek-
nologioista ja niiden ominaisuuksista. Tämä tieto mahdollistaa asiaan sopivien teknolo-
gioiden ja työkalujen valinnan.   
Selvitän insinöörityössä PowerShell Core -komentorivin ja sitä edeltävien komentorivi-
pohjaisten hallintatyökalujen terminologiaa, ympäristöä ja taustalla käytettyä teknolo-
giaa, motivaation niiden kehitykseen sekä niiden hyötykohteet. PowerShell Core -ko-
mentoriviä edeltävien komentorivipohjaisten hallintatyökalujen taustalla käytettyjä tekno-
logioita on hyödynnetty tekstinkäsittelyohjelmista tietokantaohjelmiin niissä ympäris-
töissä, joihin PowerShell Corea edeltävät komentorivipohjaiset hallintatyökalut on asen-
nettu. Tämän vuoksi tieto on hyödyllistä sekä ohjelmoijille että näiden ohjelmien käyttä-
jille. 
Insinöörityön liitteenä ovat laatimani käsitekartat, jotka sisältävät insinöörityössä käsitte-
lemäni asiat. Käsitekartta toimii runkona insinöörityötä lukiessa. Sen avulla hahmottaa 






2 Ei-.NET-pohjaiset komentorivit 
2.1 COMMAND.COM ja CMD.EXE 
Microsoft Disk Operating System (MS-DOS) on tekstipohjainen komentorivikäyttöjärjes-
telmä. Se on periytynyt IBM:n tietokoneisiin kehitetystä 86-DOS:sta. Microsoft esitteli 
MS-DOS:n vuonna 1981. Sen viimeinen päivitys oli vuonna 1994 MS-DOS -julkaisulla 
6.22. MS-DOS antoi käyttäjän navigoida, avata ja muokata tiedostoja komentoriviltä 
graafisen käyttöliittymän sijaan. [1.] 
MS-DOS command prompt on 16-bittinen DOS-ohjelma, joka sijaitsee COM-
MAND.COM:ssa suoritettavissa tiedostossa. Command tai COMMAND.COM on komen-
torivitulkki, jota tarvitaan Microsoftin käyttöjärjestelmän käynnistämiseen. Ajettaessa 
Windows NT:tä uudempaa Windows-sarjan käyttöjärjestelmää komentotulkista näkyy 
kaksi versiota: COMMAND.COM ja CMD.EXE.  COMMAND.COM on kehitetty MS-
DOS:n kanssa yhteensopivaksi. Windows NT ajaa COMMAND.COM:a Windows NT:n 
virtuaalisessa DOS-koneessa (VDM).  Windows NT command shell on 32-bittinen Win-
dows NT –konsoliohjelma, joka sijaitsee CMD.EXE-suoritettavassa tiedostossa. 
CMD.EXE tarjoaa enemmän ympäristömuuttujia kuin COMMAND.COM. CMD.EXE ja 
COMMAND.COM käyttävät samaa kuvaketta. [1; 2; 3; 4.] 
COMMAND.COM ja CMD.EXE voidaan korvata kolmannen osapuolen työkaluilla. Nor-
ton Utility -työkalu sisältää versiossa 8.0 NDOS:n. Se on paranneltu COMMAND.COM, 
joka sisältää muun muassa .BAT-tiedoston sisääntulon ja vaihtaa levyn ja kansion yh-
dellä komennolla. [5.] 
CMD.EXE:n voi korvata Take Commandilla. Se sisältää parannuksina interaktiivisen 
käyttöliittymän ja Windows-komentorivityökalun. Take Command tuo NDOS:n tavoin li-




2.2 Active Scripting ja sen isännät  
Microsoft esitteli 1990-luvulla Active Scripting -spesifikaation ja määritteli kokoelman 
COM-rajapintoja, jotka mahdollistivat näiden COM-rajapintojen implementoimien ko-
mentosarjakielien olevan isännöityjä missä tahansa hyväksytyssä isännässä. [7.] 
 
Active Scripting -spesifikaatio määrittää kieltä prosessoivan koneen.  Active Scripting -
isäntä käyttää konetta komentosarjakielen tulkitsemiseen. Esimerkiksi vbscript.dll ja 
jscript.dll ovat Active Scripting -koneita, jotka tuodaan Windowsissa system32-kansi-
oon. [7.] 
 
Active scripting -isäntiä ovat muun muassa IIS-verkkopalvelin ja WSH, jotka tulevat Win-
dowsin mukana. WSH käsittää kaksi isäntäohjelmaa: Wscriptin, joka on interaktiivinen 
tila, ja Cscriptin, joka on BAT-tiedostojen isäntä Active Scriptingille.  Active Scripting -
koneita saa myös kolmansilta osapuolilta esimerkiksi Perliin ja Pythoniin. [8; 9; 10.] 
2.3 WSH-oliot   
Kuten kuvassa 1 näkyy, WSH koostuu hierarkkiseen järjestykseen asetetuista 14 oliosta, 
jossa Wscript-olio on juurena. Olioiden COM-rajapinnat voidaan jakaa kahteen katego-
riaan: komentosarjojen ajon- ja ongelmanhallintaan tarkoitettuihin olioihin sekä apufunk-
tioina toimiviin olioihin. Komentosarjojen ajon- ja ongelmanhallintaan tarkoitetut oliot si-
sältävät kokoelman rajapintoja, jotka mahdollistavat WSH-muokkauksia, kuten COM-
funktioiden, CreateObject- ja GetObject-funktioiden suorittamisen sekä viestien ulostu-
lon näyttöön. Apufunktiot ovat ominaisuuksia ja metodeja, jotka suorittavat tapahtumia, 
kuten verkkolevykartoitus ja rekisteriavainten muokkaus. Apufunktioita voidaan käyttää 






Kuva 1. WSH-oliomallin hierarkia [11]. 
Microsoft Operation Management (MOM) tarjoaa tapahtumaohjatun operaation monito-
roinnin, suorituksen seurannan sekä turvallisuus-, auditointi- ja komentosarjamahdolli-
suuden. MOM-komentosarjat voidaan kirjoittaa millä tahansa ActiveX-kielellä. [12.] 
Myös MOM on Active Scripting -isäntä kuten WSH, mutta se määrittää WSH:sta poik-
keavat ympäristömuuttujat. MOM sisältää Wscriptin sijaan ScriptContextin. Molemmat 










Kuten esimerkkikoodissa 1 näkyy, käyttäjät voivat asentaa eri komentosarjakoneita ja 
käyttää niitä samassa tiedostossa, jota kutsutaan nimellä Windows Scripting File (WSF). 
WSF-tiedoston pääte on .wsf. WSF on xml-tiedosto, johon komentosarjoja kirjoitetaan 
tietyllä kielellä script-elementtien sisälle, jossa kieli määritetään language-attribuutin si-
sälle. WSF-tiedoston sisällä ulkoiseen komentosarjatiedostoon voi viitata src-attri-
buutilla. WSF on hyödyllinen esimerkiksi silloin, kun tarvitaan jokin ominaisuus, jota toi-
nen ohjelmointikieli ei tue. [14.] 
<script language="JScript" src="myNewUtility.JS"/>  
<script language=”VBScript” src="myUtility.vbs">  
<script language=”VBScript”>  
  WScript.Echo "hei"  
</script>  
Esimerkkikoodi 1. Ote WSF-koodista.  
WSH on sisäänrakennettu Microsoft Windows -käyttöjärjestelmiin Windows 98 -versiosta 
lähtien. WSH-version näkee kirjoittamalla Cscriptin komentoriville. [15.] 
3 Compound Document -dokumenttityyppi ennen COM-teknologiaa 
3.1 Windows-käyttöjärjestelmän prosessien välinen kommunikaatio  
Windows-käyttöjärjestelmän mekanismit helpottavat ohjelmien välistä kommunikaatiota 
ja datan vaihtoa.  Prosessien välinen kommunikaatio (Inter Process Communication, 
IPC) voi tapahtua ohjelmien välillä yhden koneen sisällä tai samassa verkossa olevien 
tietokoneiden ohjelmien välillä. IPC:ksi luokiteltavat ohjelmat voivat toimia asiakkaana, 
palvelimena tai kumpanakin. [16.] 
Windows tarjoaa nykyisin seuraavia IPC-metodeja: DDE, COM, RPC, Windows Sockets, 
Clipboard, Data Copy, File Mapping, Mailslots ja Pipes. [16.] 






Dynamic Data Exchange (DDE) suorittaa metodeja ja jakaa tietoa ohjelmien välillä. Kom-
munikaatio DDE:ssä tapahtuu kolmen argumentin mallilla: ohjelma, aihe ja tavaran nimi. 
DDE kirjaa ohjelmat niiden nimen perusteella. Jokainen ohjelma omaa aihepiirin ja siinä 
kappaleen. Jos esimerkiksi tarvittaisiin Excel-tiedoston tietyn alkion tieto, nähtäisiin 
DDE:ssä ohjelman nimi "Excel", aihepiirinä Excel-tiedosto "ExcelWorkbook.xls" ja kap-
paleena alkio "r1c2". [17.] 
DDE-ohjelma tallentaa topic- ja item-merkkijonot Atom-tauluun jakaakseen ne muiden 
ohjelmien kanssa. DDE-datan tallennuksen rajat on näin määritelty Atom-taulun rajojen 
mukaan. DDEML on kirjasto, joka helpottaa DDE-ohjelmien merkkijonojen hallintaa ja 
jakamista. DDE:tä käytetään vielä nykyisin yksinkertaisissa prosessien välisissä kom-
munikaatioissa, kuten leikepöytä- sekä leikkaa ja liitä -ohjelmissa ja Access-tietokan-
nassa. [18; 19; 20.] 
3.3 OLE-kehystyökalu ja Compound Document -tiedostotyyppi 
Object Linking and Embedding (OLE) on Microsoftin ensimmäinen oliopohjainen kehys-
työkalu. Microsoft esitteli OLE 1.0 -spesifikaation vuonna 1991. [21, s. 706.] 
Compound document on dokumentti, joka sisältää tekstin lisäksi myös kuvia, taulukoita, 
videoita, ääniä tai muita multimediaominaisuuksia. Compound document -teknologioita 
ovat esimerkiksi XML, XSL, ActiveX documents ja OLE. Compound-dokumentteja luo-
daan Object linking and embedding (OLE) -teknologialla, jotka sisältävät tietoja monesta 








OLE:n avulla olioita voidaan sulauttaa compound-dokumenttiin, joka avautuu sille mää-
ritetyllä ohjelmalla.  Esimerkiksi OLE:n mahdollistavassa tekstinkäsittelyohjelmassa do-
kumenttiin voidaan sulauttaa laskentataulukko-olio. Perinteisissä leikkaa ja liitä -meto-
deissa vastaanottava ohjelma muuttaa liitetyn datan tietoa. Sulautettu dokumentti sen 
sijaan säilyttää kaikki alkuperäiset ominaisuudet. Jos käyttäjä päättää muokata sulautet-
tua dataa, Windows aktivoi alkuperäisen ohjelman ja lataa sulautetun dokumentin. Esi-
merkiksi Excel-laskentataulu-oliota klikattaessa Windows aktivoisi laskentataulukko-oh-
jelman.  OLE voi pitää aktiivisen linkin kahden dokumentin välillä tai sulauttaa dokumen-
tin toisen sisään, kun taas DDE voi vain siirtää dataa kahden ohjelman välillä. [21, s. 
706; 22; 23; 24.] 
Teen seuraavaksi yleiskatsauksen OLE-kirjastoihin ja kerron VTBL:n ja Windows-leike-
pöydän käytöstä OLE 1.0 -ohjelmassa.  
Olecli.dll  
Olecli.dll on Microsoft Windowsin OLE-asiakaskirjasto. Kaksisuuntainen kommunikaatio 
tapahtuu asiakasohjelmiston ja OLE-kirjaston välillä. Asiakas kutsuu asiakaskirjastosta 
funktioita suorittaakseen OLE-tehtäviä, kuten olion luonti, renderöinti, lataus ja tallennus. 
Asiakaskirjasto lähettää tilatietoja ohjelmistolle kutsumalla ohjelmiston määrittelemät ta-
kaisinkutsufunktiot. Asiakaskirjasto asettaa asiakkaan takaisinkutsufunktioon tilatiedon, 
joka sisältää huomautuksen siitä, että olio on muuttunut, uudelleennimetty tai tallennettu 
tai OLE-palvelinohjelma on sulkenut sen. [25.] 
Olesvr.dll  
OLESVR.DLL on OLE-palvelinohjelman palvelinkirjasto. Kaksisuuntainen kommunikaa-
tio tapahtuu palvelinohjelmiston ja OLE-palvelinkirjaston välillä. Palvelinkirjasto vie tietoa 
palvelinohjelman 27 ohjelman määrittelemän takaisinkutsufunktion kautta, joilla se voi 
esimerkiksi rekisteröidä tai poistaa saatavuutensa tai ilmoittaa tallentaneensa tai uudel-







Object handler -palvelinohjelma on tyypillisesti pieni ja latautuu tehokkaammin kuin täy-
sin funktionaalinen palvelinohjelma. Object handler luodaan käyttämällä olesvr.dll-palve-
linkirjastoa, samoin kuin täysin funktionaalinen palvelinohjelma. Object handler on dy-
naamisesti linkattu kirjasto, joka sisältää vain palvelinohjelman olioiden luokkien tukemi-
seen tarvittavat funktiot. Esimerkiksi kun asiakasohjelma kutsuu olion verbiä, kutsu voi-
daan prosessoida object handlerilla, joka latautuu muistiin, prosessoi kutsun ja poistuu 
ilman pääpalvelinohjelman apua. [25.] 
Virtual table  
Ohjelma kutsuu alustuksen aikana asiakas- tai palvelinohjelman sopivat kirjastot point-
terilla VTBL data -struktuuriin. Kirjasto käyttää VTBL:ssä osoitinta ohjelman takaisinkut-
sufunktioiden kutsumiseen. VTBL antaa OLE-kirjastojen kutsua ohjelman määrittelemät 
funktiot, jotka toteuttavat metodin riippumatta funktion nimestä. OLE-kirjasto määrittelee 
VTBL:n avulla, mitkä metodit asiakkaan tai palvelimen on toteutettava, määrittelemättä 
miten ne on toteutettava. [25.] 
Kirjastojen välinen kommunikaatio  
Microsoft Windows -ohjelman kehitystyökalun versiossa 3.1 OLE-kirjastojen alkuperäi-
sessä implementaatiossa kirjastot kommunikoivat keskenään DDE-viestitysprotokollalla. 
Kirjastot ovat piilottaneet kirjastojen välillä käytetyn protokollan, eivätkä ne vaikuta OLE-
asiakkaan tai palvelimen suunnitteluun. [25.] 
Shell.dll  
Shell.dll tarjoaa OLE-ohjelmille API-funktioita, joilla ohjelma voi lukea ja muuttaa Win-
dows-rekisteritietokantaa. Rekisteritietokanta sisältää tiedot järjestelmään asennetuista 
OLE-palvelimista sekä niiden tukemista olioluokista ja verbeistä. Shell.dll tarjoaa myös 
raahaa ja pudota -toiminnon, jolla tiedosto raahataan ja pudotetaan tiedostoselaimella 





Olion asettaminen leikepöytään  
Kun palvelinohjelma asettaa olion leikepöydälle, se täydentää sen yhdellä tai useam-
malla graafisella olioesityksellä. Nämä esitykset sisällytetään metatiedostoformaattiin 
(CF_METAFILEPICT), laiteriippuvaiseen bitmap-formaattiin (CF_BITMAP) tai laiteriip-
pumattomaan bitmap-formaattiin (CF_DIB). Kun käyttäjä liittää olion asiakasohjelman 
säiliödokumenttiin, OLE-kirjastot käyttävät yhtä näistä esitysformaateista olion esittämi-
seen. Esitysformaatti esittää olion esiintymisen oliokohtaisesti. Olion esityksessä käytet-
tävästä esitysformaatista riippuen sen ulkonäkö muuttuu, kun bitmapin tai metatiedoston 
kokoa muutetaan. [25.] 
Sulautettu olio tallennetaan leikepöydälle OwnerLink-formaatilla, Native-formaatilla ja 
yhdellä kolmesta esitysformaatista (CF_METAFILEPICT, CF_BITMAP tai CF_DIB). Oh-
jelmien kehityspaketin mukana tulevassa Windows.h-otsikkotiedostossa jokainen esitys 
ja esimääritelty Windows-formaatti on määritelty nimettynä vakiona. Kuitenkaan kaikkia 
OLE-ohjelmien käytössä olevia OwnerLink- ja Native-formaatteja ei ole määritelty Win-
dows.h-tiedostossa. Jokaisen OLE-ohjelman on kutsuttava RegisterClipboardFormat-
funktio rekisteröidäkseen OwnerLink- ja Native-formaatit Windowsissa. [25.] 
3.4 Ei-OLE-komponentit  
Microsoft sisällytti ei-OLE-komponentteja varten käyttöjärjestelmiinsä Windows-käyttö-
järjestelmän versiosta 3.1 alkaen XP-versioon asti The Object Packager-ohjelman, jolla 
voidaan pakata ja sisällyttää OLE-asiakkaaseen ei-OLE-komponentteja. [26.] 
4 OLE 2.0- ja ActiveX-teknologiat  
Kerron nyt OLE 2.0:sta, joka on OLE 1.0:n jälkeläinen, sekä ActiveX-teknologiasta, joka 
on nimi latausta helpottaville verkkotekniikoille. Tämän jälkeen syvennyn komponentti-





OLE 2.0 on rakennettu COM:n päälle. Kuten kuvassa 2 näkyy, OLE 2.0:n tarjoamia 
palveluita ovat OLE clipboard extensions, Drag and Drop, Linking, Monikers, In-Place 
Activation, Automation, ActiveX Controls, OLE and Active Documents, Embedding, Uni-
form Data Transfer (UDT) ja Structured Storage. [21, s. 706-708.] 
 
  






4.1 OLE:n nimi  
OLE (Object Linking and Embedding) ei ole enää linkkauksen ja sulauttamisen ak-
ronyymi. Microsoft kuvaa OLE-termillä nykyisin OLE 2.0 -teknologiaa. OLE on laajennet-
tava arkkitehtuuri, jota voidaan parantaa ja laajentaa muuttamatta sen perusteita. OLE 
2.0 -julkaisuun lisättiin OLE-kontrollit. OLE 1.0:lla luodut oliot toimivat edelleen ja ovat 
vuorovaikutuksessa OLE-ohjelmien kanssa. Niiden toiminnallisuudet on kuitenkin rajoi-
tettu alkuperäiseen OLE 1.0 -spesifikaatioon, joten niissä ei ole versiointitarpeita.  [21, s. 
708.] 
4.2 MFC-kirjasto ja komponenttiteknologia  
Microsoft Foundation Class (MFC) on Microsoftin luoma C++-kirjasto, jolla on helpotettu 
COM-teknologiaan perustuvien ohjelmien luomista. MFC-ohjelmoinnissa hyödynnetään 
paljon Visual Studioon integroidun ohjelmointiympäristön ohjattuja toimintoja eli wizar-
deja.   [21, s. 714.] 
4.3 Käyttäjän vuorovaikutus COM-tekniikan kanssa  
Ensimmäinen näkyvyys: Käyttäjän malli  
Ensimmäinen OLE-dokumentin ominaisuus on yleinen käyttäjämalli, jossa OLE-doku-
menttien käsittelyyn vaadittavat käyttöliittymäominaisuudet (User Interface) pysyvät sa-
moina ohjelmistoista toiseen.  [21, s. 710.] 
Seuraava näkyvyys: Automation  
Seuraavan tason näkyvyys on Automation, jolla käyttäjä voi muokata ohjelmia olioina 
niiden ominaisuuksien ja metodien kautta käyttämällä korkean tason ohjelmointikieltä, 
kuten VBA, VBScript tai Javascript. Näitä oliota voidaan muokata, ja ne voidaan asettaa 
toimimaan vuorovaikutuksessa keskenään toimenpiteiden suorittamiseksi. Käyttäjä voi 
esimerkiksi luoda Microsoft Word -tiedoston, joka päivittää Excel-laskentataulukkoa tai 




Kolmas näkyvyys: ActiveX-kontrollit  
ActiveX-kontrollit ovat itsenäisiä, uudelleenkäytettäviä komponentteja, jotka voidaan su-
lauttaa ohjelmiin. ActiveX-kontrollit paljastavat muokattavat ominaisuudet ja metodit. 
Ominaisuus voi olla päivämäärä, arvo tai taustan väri. Metodi voi olla funktio, joka muut-
taa päivämääräarvoa tai taustaväriä. Käyttäjä näkee vain kontrollin, joka ottaa sisääntu-
lon ja vie sen sen sisältämälle ohjelmalle. ActiveX-kontrollin metodeilla voidaan suorittaa 
tietynlaisia operaatioita. ActiveX-kontrolli voi Automation-ominaisuuksien lisäksi alustaa 
tapahtumia, jotka on lähetetty kontrollerin säiliöön.  [21, s. 712.] 
5 Component Object Model -järjestelmä 
5.1 Tarkastelun kohteet  
Tietokoneen historia vaikutti Component Object Model -järjestelmän (COM) syntyyn. 
Jotta COM-järjestelmän toimintaa olisi helpompi ymmärtää, käyn lyhyesti läpi hajautet-
tujen tietokoneiden kehityksen alusta alkaen selvittääkseni COM:n motiivin. [27. luku 1.] 
5.2 Tyhmät terminaalit  
Yritykset vuokrasivat 1950- ja 1960-luvulla keskustietokoneita. Keskustietokoneita oli vä-
hän, ja niitä käytti yksi henkilö kerrallaan. Käyttäjien määrän lisäämistä varten otettiin 
käyttöön niin sanotut tyhmät terminaalit. Ne toimivat suoran linkin kautta ikkunana kes-
kustietokoneessa suoritettavaan prosessiin, eikä niillä voinut vaikuttaa prosessiin. PC:n 
tulon myötä tyhmät terminaalit emuloitiin PC:hen, jolloin keskustietokoneeseen voitiin 
kirjautua etäisesti ja tarkastella prosessia aivan kuten ei-emuloidulla tyhmällä terminaa-
lilla. Emuloidun terminaalin kommunikaatioprotokollat olivat monimutkaisempia kuin ei-
emuloidun tyhmän terminaalin, koska emuloidussa tyhmässä terminaalissa käyttäjällä 




5.3 Tyhmät terminaalit: Two-Tier tai asiakas-palvelin  
PC:n kehittyessä siirryttiin asiakas-palvelinteknologiaan, jota kutsuttiin myös Two-Tier-
ympäristöksi. Tier on suomeksi taso. Palvelimet hallitsivat pysyvää palvelinpuolen dataa, 
ja asiakkailla oli graafinen käyttöliittymä palvelimille eri kommunikaatioprotokollien 
kautta. [27. luku 1.] 
Kommunikaatio monimutkaistui asiakaspuolen tietokoneiden älykkyyden kehityksen 
myötä. Kommunikaation protokollaspesifikaation ohjelmointi vei kehittäjiltä liikaa aikaa, 
minkä vuoksi asiakas-palvelinkommunikaatiotaso rakennettiin käyttämään vain yhtä tiet-
tyä protokollaa. [27. luku 1.] 
Asiakastietokoneet eivät olleet riittävän tehokkaita liiketoimintalogiikkaan ja monimutkai-
siin laskuihin, ja niissä olleiden tietoturvapuutteiden vuoksi niihin jouduttiin rakentamaan 
kotitekoisia turvaohjelmia. Kommunikaation helpottamiseksi tarvittiin uusi taso tai mar-
shalling-ohjelma, joka hallitsisi asiakas-palvelinvuorovaikutusta. Tällaista asiakas-palve-
linvuorovaikutusta hoitavaa osaa kutsuttiin middlewareksi. [27. luku 1.] 
5.4 Three-Tier-ympäristö  
Three-Tier korjasi Two-Tierin puutteet. Three-Tieria kutsuttiin myös hajautetuksi järjes-
telmäksi, ja se koostui kolmesta tasosta. Tämä arkkitehtuuri mahdollisti sen, että jokai-
nen osa suoritti sille kuuluvat tehtävät. Ensimmäinen taso oli Front-End, joka oli kuin 
Two-Tier Front-End, mutta siinä vähennettiin asiakkaan ”älykkyyttä”. Front-Endin, jota 
kutsuttiin myös thin-clientiksi, vastuualueena oli esittää, vastaanottaa ja validoida käyt-
täjän data. [27. luku 1.] 
Front-Endin tehokkuusongelmat siirrettiin seuraavalle tasolle, jota kutsuttiin Middle-Tie-
riksi. Middle-Tier oli tehokas ja älykäs palvelin, joka tuki monimutkaista liiketoimintapro-
sessointia. [27. luku 1.] 
Viimeinen taso Three-Tierissä oli kolmas taso, jossa oli Middle-Tierin tavoin tehokkaita 




Vastuun jakaminen toteutettiin RPC-protokollalla, jota tasot käyttivät keskusteluun. En-
simmäinen taso keskusteli keskimmäisen tason kanssa ja keskimmäinen taso kolman-
nen tason kanssa RPC-protokollalla. [27. luku 1.] 
RPC-protokolla oli funktion etäkutsustandardi, jonka avulla funktio voitiin kutsua sijain-
nista riippumatta. Funktion sijainti oli niin sanotusti läpinäkyvä; se oli paikallinen tai etäi-
nen. RPC:n ansiosta ohjelmoijat pystyivät laajentamaan Three-Tierin Multi-Tieriksi. 
RPC:n muita hyötyjä olivat palvelimen sijainnin hallinnointi välittäjällä, nimen ja kuorman 
hallinta, tietoturva, monisäikeisyys sekä verkkoprotokollan riippumattomuus.  [27. luku 
1.] 
5.5 Hajautetut oliot  
Hajautetut oliot -teknologia (Distributed objects) tuli RPC:n jatkumona. Hajautetut oliot -
teknologia sisälsi RPC:n ominaisuudet, ja se hyödynsi olio-ohjelmointia. Funktion kutsun 
sijaan se loi olion ilmentymän ja lähetti sille viestejä. Oliot voivat sijaita missä tahansa, 
kuten funktiot RPC:ssä. Middleware-väliohjelmisto sisälsi yhteisen kokoelman toiminnol-
lisuuksia olioille. Oliot löysivät toisensa suorituksen aikana ja keskustelivat keskenään 
The Object Request Broker -kanavan kautta. [27. luku 1.] 
5.6 Hajautetut komponentit  
Keskustietokoneet suorittivat monoliittista ohjelmaa. Asiakas-palvelin- ja hajautetussa 
järjestelmässä työ voitiin jakaa. Komponenttiteknologian tavoite oli olla ohjelmointikieli, 
työkalu, käyttöjärjestelmä ja verkkoriippumaton. Component Object Model (COM) perus-
tuu hajautettuihin komponentteihin. [27. luku 1.] 
Komponenttiteknologiassa tehtävänjako oli jaettu ja määritelty komponenttikohtaisesti. 
Komponenttien ylläpito ja uudelleenkäyttö binääritasolla oli vaivatonta.  Komponenttitek-
nologialla rakennettua komponenttikirjastoa voi verrata staattiseen kirjastoon. Kompo-
nenttikirjastossa ei tarvittu header-tiedostoja eikä siihen tarvinnut sisällyttää kirjastoa 




5.7 Component Object Model -standardi 
COM-standardi ja Microsoftin COM-implementaatio 
Component Object Model (COM) on binäärirajapintastandardi. Microsoftin COM toteut-
taa tämän standardin ja tukee näin binääriyhteensopivuutta. [27. luku 3.] 
COM-komponentti koostuu COM-luokista ja kirjoitetaan PE-tiedostoformaattiin .dll:ään 
tai .exe:een. Sen ajonaikailmentymää kutsutaan COM-olioksi tai yleisemmin hajautetuksi 
olioksi.  COM-olio perustuu COM-standardissa määriteltyihin sääntöihin. COM hyödyn-
tää olio-ohjelmointiominaisuuksia, kuten periytymistä, kapsulointia ja polymorfismia. [27. 
luku 3.] 
COM-järjestelmä toteuttaa asiakas-palvelinmallin. COM-komponentit voivat olla laajasti 
hajautettuja ja toimia sekä asiakkaina että palvelimena. Tästä syystä asiakas-palvelin-
notaatio heikkenee ja asiakas-palvelin jätetään yleensä pois, jolloin COM-olioita kutsu-
taan ohjelmistokomponenttien yhteydessä hajautetuiksi olioiksi. [27. luku 3.] 
COM ja binäärirajapinta 
Binääriyhteentoimivuus taataan rajapinnoilla. COM hyödyntää C++-kääntäjässä yleisesti 
käytettyä vptr/vtbl-tekniikkaa tarjotakseen tuen binääriyhteentoimivuuteen, dynaamiseen 
sitomiseen ja polymorfismiin. Mikä tahansa kieli tai työkalu, jolla on tuki rajapintojen viit-
tauksiin, voi työskennellä ylimääräisellä epäsuoralla viittauksella COM-olioiden 









COM-rajapinta tukee ominaisuuksia ja metodeja. COM-rajapinta koostuu ominaisuuk-
sien sijaan suurimmaksi osaksi metodeista. Rajapintaominaisuudet ovat käsittelyä var-
ten, eli ne ovat metodeja, jotka palauttavat tai asettavat arvoja. COM- standardi määrit-
tää, että kaikilla COM:a tukevilla rajapinnoilla tulee olla perittynä IUnknown-rajapinta. 
IUnknow-rajapinta mahdollistaa referenssin laskun ja tyyppimuunnoksen. Referenssien 
laskun avulla hallitaan olion elämänkaarta. IUnknown sisältää kolme metodia, jotka ovat 
AddRef, QueryInterface ja Release. QueryInterface metodilla asiakas voi löytää dynaa-
misesti COM-olion tarjoamat rajapinnat. AddRef inkrementoi olion sisäistä laskuria. Re-
lease dekrementoi olion sisäistä laskuria. Olion sisäisen laskurin avulla nähdään, onko 
olio käytössä. Kun olion sisäinen laskuri on nolla, Release-metodi deallokoi olion. [27. 
luku 3.] 
COM-komponenttien asennus ja kutsu 
COM-komponentin sijainti merkitään rekisteriin, jotta COM Service Control Manager 
(SCM) -palvelunhallitsija löytää sen. Rekisteri toimii paikallisesti asennetun COM-kom-
ponentin säilytyspaikkana. [27. luku 2.] 
COM-komponentit paljastavat toimintansa yhden tai useamman rajapinnan kautta. 
COM-luokkien metodeihin pääsee käsiksi vain rajapinnan kautta.  Asiakas käyttää COM-
olioita sopimuksen mukaisilla julkaistuilla rajapinnoilla. COM-komponenteilla on metatie-
dostot, joissa COM-tyyppejä kuvataan kieliriippumattomalla tavalla. COM-komponent-
tien metatiedostot kirjoitetaan Interface Definition Language -kielellä (IDL). Microsoft 
käyttää tähän tarkoitukseen MIDL:ää. MIDL on perustettu DCE IDL:n päälle. MIDL mää-
rittelee luokat, kirjastot, rajapinnat ja metodit, mikä käännetään MIDL-kääntäjällä rajapin-
tasäilytyspaikkaan. COM:ssa rajapintasäilytyspaikkaa kutsutaan tyyppikirjastoiksi. Sen 
tiedoston pääte on yleensä .tbl (type libraries). COM-olio paljastaa tyyppitiedot tyyppikir-








Tyyppikirjastossa käytetään library-avainsanaa kerrottaessa MIDL-kääntäjälle, että tyyp-
pikirjasto luodaan tietylle komponentille. coclass-avainsanan sisällä määriteltyjen raja-
pintojen sanotaan olevan COM-olion implementoimia. Sekä library- että coclass-avain-
sanoille määritetään UUID, joka on 128-bit globally unique identifier (GUID). Koska GUID 
on ajasta ja paikasta riippumaton tunnus, saadaan tällä automaattinen versionhal-
linta. Coclassin UUID:ta kutsutaan myös CLSID:ksi. CLSID:n sijaan voidaan asettaa pro-
gid-merkkijononimi, joka on luettavampi ja helpompi muistaa, mutta tällöin poistuu 
CLSID:n ominaisuudet versionhallinta ja yksilöllisyys. COM-rajapintojen metodeihin voi-
daan luoda useita eri implementaatioita ja kutsua niitä omilla IID:eillä, joka on lyhenne 
Interface ID:stä, jotka toimivat myös GUID:na. [27. luku 3.] 
COM-luokat voidaan luoda joko niiden omilla luokka-ID:eillä (CLSID) tai niiden progid:llä 
(programmatic identifier string).  Asiakasohjelmointikielissä COM-ohjelmointia on helpo-
tettu. Addref ja Release kutsutaan automaattisesti VB:stä. VBA:ssa COM-olio luodaan 











6 .NET  
6.1 .NET:n arkkitehtuuri ja sisältö  
.NET koostuu ajoympäristöstä (Common Language Runtime) ja luokkakirjastosta.  Com-
mon Language Runtime on ajoympäristö, joka hallitsee suoritettavia ohjelmia. Ajoympä-
ristö voi toimia joko erikseen itsenäisenä tai isännöitynä ei-hallitussa ohjelmassa, kuten 
Internet Information Services -palvelimen (IIS) yllä. Luokkakirjasto tarjoaa testattuja, uu-
delleenkäytettäviä koodeja sisältävät kirjastot, joita ohjelmoija voi kutsua ohjelmistaan. 
Kuvassa 3 näkyvät järjestelmän, CLR:n ja luokkakirjastojen suhteet ohjelmiin sekä se, 
miten hallittu koodi operoi suuressa arkkitehtuurissa. [28.] 
  
Kuva 3. Järjestelmän, CLR:n ja luokkakirjaston suhteet ohjelmiin ja hallitun koodin toiminta suu-




Luokkakirjastot on jaettu kahteen osaan: FCL ja BCL. Base Class Library koostuu tyy-
peistä, jotka esittävät sisäänrakennetut yhteisen kielen rajapinnan datatyypit, yksinker-
taisen tiedostoon pääsyn, muokatut ominaisuudet, turvallisuusominaisuudet, merkkijo-
non muokkauksen, formatoinnin, virrat ja kokoelmat. Framework Class Libraryyn kuulu-
vat BCL ja sen ulkopuoliset luokat, jotka sisältävät muun muassa luokat työpöytäohjel-
mien ja verkkopalveluiden kehitykseen. [29.] 
Ohjelmoijat voivat luoda .NET Frameworkin Portable Class Library -kokoonpanoja 
(PCL), jotka toimivat monella .NET Framework -alustalla. Tällaisia ovat muun muassa 
Windows-käyttöjärjestelmät, Xbox 360 ja Windows Phone. [30.] 
Esiasennettu .NET-versio riippuu Microsoft Windowsin versiosta. Asennukseen tarvitaan 
pääkäyttäjän lupa.  
6.2 .NET:n nimi  
.NET:llä oli monta eri nimeä ennen sen lopullista nimeä. .NET-kirjasto sisältää edelleen 
jäänteitä vanhemmista nimistä eri tiedostoissa ja dokumenteissa, kuten MSCorLib.dll, 
joka on pääkokoonpano FCL:ssä. Ennen kuin .NET nimi oli valittu, uuden alustan jatkaja 
oli COM, joten se koodinimettiin COM 3.0:ksi. Sittemmin nimeksi valittiin Common Object 
Runtime, josta tuli nimi mscorlib, joka on lyhenne Microsoft Common Object Runtime 
Librarystä.  Myöhemmin nimenä oli COM+ 2.0, NGWS ja lopulta .NET.  [31; 32; 33; 34; 
35.] 
6.3 .NET:n ja COM:n erot 
.NET tarjoaa aiempaa enemmän valmiita ratkaisuja ja poistaa entisen Windows-ympä-
ristön puutteita.  [36, s. xxii-xxv.] 
Ennen .NET:a Windows-ohjelmoinnissa funktiot raportoivat eri tavoin virhetilanteista: 
funktiot palauttivat Win32-tilakoodeja, HRESULT-arvoja tai loivat poikkeustapahtumia. 
.NET yksinkertaistaa virhetilanteiden käsittelyn käyttämällä CLR-poikkeusolioita, jotka 
ovat käytettävissä moduuli- ja ohjelmointikieliriippumattomasti. CLR tekee virheiden pai-




CLR yksinkertaisti ohjelmointimallin. Se ei sisällä ennen .NET:ä olleita käsitteitä kuten 
rekisteri, GUID, IUnknown, AddRef, Release ja HRESULT. Nämä on kuitenkin hallittava, 
jos on laadittava .NET-sovellus, joka toimii yhteen olemassa olevan ja vanhalla toteute-
tun koodin kanssa. [36, s. xxii-xxv.] 
.NET-sovellus toimii kaikissa koneissa, joissa on ECMA-yhteensopiva versio CLR- ja 
FCL-ympäristöistä, ja se on täten alustariippumaton. [36, s. xxii-xxv.] 
.NET Framework antaa mahdollisuuden käyttää olemassa olevia COM-komponentteja. 
CLR-yhteensopivien kielten on käytettävä CTS-tekniikkaa (Common Type System), 
mikä parantaa ohjelmointikielten liittämistä. Tätä ennen COM mahdollisti eri ohjelmointi-
kielten yhteistoiminnan, mutta ei toisen kielen tyyppejä tai DLL-tiedostojen Win32-funk-
tioita. [36, s. xxii-xxv.] 
Ohjelmointi oliopohjaisen ohjelmointimallin avulla onnistuu tarjoamalla yhteinen ohjel-
mointimalli. Näin kaikki voi tapahtua .NET Frameworkin olioiden kautta, toisin kuin tätä 
edeltävässä ratkaisussa, jossa käyttöjärjestelmän toiminnot piti hakea erikseen DLL-kir-
jastojen funktioiden ja COM-olioiden kautta. [36, s. xxii-xxv.] 
.NET Framework -sovellus asennetaan kopioimalla tiedostot hakemistoon ja lisäämällä 
pikakuvake käynnistysvalikkoon, työpöydälle tai pikakäynnistyspalkkiin (Quick Launch 
bar). Sovellus poistetaan tuhoamalla sen tiedostot. Aiemmin asentamisen yhteydessä 
jouduttiin asentamaan useita tiedostoja, tekemään muutoksia rekisteriin ja luomaan pi-
kakuvakkeita ja ohjelmiston poistaminen jälkiä jättämättä oli lähes mahdotonta. Koska 
yksinkertaisiksi tyypeiksi kutsuttaviin .NET Framework - komponentteihin ei viitata rekis-
terin kautta, ei tässä olla rekisterin kanssa tekemisissä kuten COM-komponenttien 
kanssa. [36, s. xxii-xxv.] 
.NET Framework pitää sovelluksen komponentit erillään toisista sovelluksista. Sovellus 
lataa käynnistyessään juuri ne komponentit, joista se on alun perin rakennettu ja jotka 
on testattu. Näin ollen sovelluksen pitäisi toimia jatkossakin, jos se toimii asennuksen 
jälkeen. Tätä ennen Windows-ohjelmoijat kohtasivat ”DLL-helvetin”, jossa uuden sovel-
luksen komponentit korvasivat käytössä olevan sovelluksen komponentteja, jonka seu-
rauksena vanha sovellus alkoi käyttäytyä kummallisesti tai lakkasi kokonaan toimi-




CLR osaa varmistaa, että koodi on käyttöön oikeantyyppinen, jolloin olioita kutsutaan 
aina oikealla tavalla. Tällaiset tarkistukset estävät monia yleisiä ohjelmointivirheitä ja 
klassisia tietoturvahyökkäyksiä. CLR antaa myös hyvät keinot virheiden löytämiseen 
mahdollistamalla ohjelmien virheenjäljityksen ohjelmointikielestä riippumattomasti. [36, 
s. xxii-xxv.]  
Ennen .NET:a ohjelmien turvallisuus hallinnoitiin käyttäjätunnuksille annetuilla oikeuk-
silla. .NET asettaa käyttöoikeudet koodeihin. [36, s. xxii-xxv.] 
Ohjelmointikielten liittäminen tyypityksellä helpottaa palveluluokkien koodin kierrätystä 
muualla tapahtuvassa sovelluskehityksessä. [36, s. xxii-xxv.] 
CLR suorittaa automaattisen muistinhallinnan (roskienkeruu) kirjaamalla resurssin käy-
tön ja huolehtimalla, ettei sovellus kaadu resurssien ylittämiseen. Tätä ennen ohjelmointi 
vaati resurssien, kuten tiedostojen, muistin, näytön tilan, verkkoyhteyksien ja tietokannan 
hallintaa. Yleisin virhe oli resurssin vapauttamisen unohtaminen, joka johti lopulta sovel-
luksen toiminnan häiriintymiseen. [36, s. xxii-xxv.] 
6.4 .NET Core  
.NET Core on .NET Foundationin projekti.  .NET Foundation on itsenäinen organisaatio, 
joka edistää avointa kehitystä ja yhteistyötä .NET-ekosysteemin ympärillä. Se toimii foo-
rumina yhteisölle ja kaupallisille ohjelmoijille sekä laajentaa ja vahvistaa .NET- ekosys-
teemin tulevaisuutta kannattamalla avoimuutta ja yhteisön osallistumista innovaation ke-
hittämiseen. [37.] 
ASP.NET Core 1.0 on .NET Core päälle rakennettu ohjelmamalli, jolla kehitetään verk-
kopalveluja ja verkkosivuja. .NET Core tunnettiin koodinimellä ”Project K”. .NET Core ja 
ASP.NET Core syntyivät Microsoftin saaman asiakaspalautteen, joka oli saada ”.NET 
Linuxin käyttöjärjestelmän päällä”, sekä Microsoft Server Teamin pienen palvelintuotteen 
Windows Nanon pohjalta. [38.] 
.NET Core on nimetty ”Coreksi”, koska se sisältää .NET Frameworkin ydinominaisuuksia 





Kuva 4. NET Core- ja .NET Framework -alijoukko-ylijoukkosuhde.  
ASP.NET MVC oli avointa lähdekoodia, mutta sen pohjana ollut alusta .NET Framework 
ei ollut. ASP.NET Core on nyt kokonaisuudessaan avoin lähdekoodiverkkoalusta, doku-
mentaatio mukaan lukien. [38.] 
6.5 .NET:n ja .NET Coren erot  
.NET Core ei tue kaikkia .NET Framework -ohjelmamalleja, koska moni niistä on raken-
nettu Windows-teknologioiden päälle, kuten WPF (.NET:n työpöytäohjelmamalli), joka 
on rakennettu DirectX:n päälle (rakennettu COM:n päälle). Konsoli ja ASP.NET Core -
ohjelmamallit on rakennettu .NET Coren ja .NET Frameworkin päälle. [38.] 
.NET Core sisältää monia samoja API:ja, mutta vähemmän kuin .NET Framework. .NET 
Core implementoi .NET Standard Library API:a, joka tulee edelleen kasvamaan ja sisäl-
tämään entistä enemmän .NET Framework BCL API:ja. Kerron Standard Librarystä lu-






.NET Core on avoin lähdekoodi, kun taas .NET Frameworkissa avointa lähdekoodia on 
vain lukuluvalla alaosa. .NET Coren ajoympäristö, kirjastot, kääntäjä, kielet ja työkalut 
ovat kaikki avoimena lähdekoodina GitHubissa, jossa osallistuneiden koodit on hyväk-
sytty, testattu ja täysin tuettu. .NET Corea voi käyttää ilman rajoitteita, millä tahansa 
käyttöjärjestelmällä, työkalulla ja sovelluksella. .NET Framework tukee Windowsia ja 
Windows Serveriä, kun taas .NET Core tukee näiden lisäksi myös macOSia ja Li-
nuxia.  .NET Core -alusta käyttää MIT- ja Apache 2 -lisenssiä. .NET Coren dokumentaa-
tio on lisensoitu CC-BY:n alaisena.  .NET Core on kehitetty yhteisön kanssa ja Microsof-
tin tuella. [38.] 
6.6 .NET Standard Library 
.NET -ajoympäristön käyttäytyminen on standardisoitu ECMA 335 -spesifikaatioksi. 
.NET Standard Library -spesifikaatio standardisoi .NET Base Class Libraryn. Näin ohjel-
moijat voivat tuottaa kannettavia kirjastoja, jotka toimivat kaikissa .NET ajoajoissa, mikä 
yhdenmukaistaa .NET ekosysteemiä. [40.] 
.NET Core 1.0 implementoi standardikirjaston, kuten myös .NET Framework ja Xamarin. 
.NET Standard ratkaisee .NET-ohjelmoijien ongelman koodin jakamisesta alustojen läpi. 
.NET Standard on kokoelma ohjelmointirajapintoja, jonka kaikki .NET-alustat täytyy im-
plementoida. Tämä yhtenäistää .NET-alustat ja estää niiden pirstoutumista tulevaisuu-
dessa. .NET Standard 2.0 tulee olemaan implementointu .NET Frameworkilla, .NET Co-
rella ja Xamarinilla. .NET Corelle tämä lisää monia muita pyydettyjä API:ja. [41.] 
.NET Standard 2.0 sisältää yhteensopivuusvälilevyn .NET Framework -binääreille. Se 
suurentaa kirjastokokoelmaa, jota voi viitata .NET Standard -kirjastoista. .NET Standard 







7 PowerShell-komentorivi  
PowerShell-komentorivi on rakennettu .NET Framework CLR:n ja .NET Frameworkin 
päälle. Se hyväksyy ja palauttaa .NET Frameworkin olioita. PowerShell on alustariippu-
maton GitHubista saatavilla oleva avoimen lähdekoodin projekti. Se on järjestelmänval-
vojalle ja hallinnon automaatioon suunniteltu automaatioalusta ja komentosarjakieli. [42; 
43.] 
PowerShell on suunniteltu parantamaan komentoriviä ja komentosarjaympäristöä pois-
tamalla pitkäaikaiset ongelmat ja lisäämällä ominaisuuksia. PowerShell yhtenäistää ko-
mentorivityökalut ja skriptauksen poistamalla valinnat, jotka on tyypillisesti jätetty ohjel-
moijille. [44.] 
PowerShell helpottaa sen ominaisuuksien löytämistä omilla cmdleteillä, kuten “Get-Com-
mand”-cmdlet, jolla etsitään komento ja “Get-Help”-cmdlet, jolla etsitään cmdletin doku-
mentaatio. PowerShell tekee näin helpoksi siirtyä komentojen kirjoittamisesta komento-
sarjojen luomiseen ja ajamiseen vuorovaikutteisesti. [44.] 
PowerShell päästää käsiksi komentorivityökaluihin, COM-olioihin ja mahdollistaa .NET 
Framework Class Libraryn (FCL) käyttämisen. Tämä on parannus CMD.EXE:een, joka 
tarjoaa vuorovaikutteisen ympäristön monella komentorivityökalulla ja WSH-komento-
sarjaohjelmointiin, joka tarjoaa monta eri komentorivityökalua sekä COM-automaatio-
oliot, mutta ei interaktiivista ympäristöä. [44.] 
PowerShell sisältää interaktiivisen syötteen ja komentosarjaympäristön, jota voi käyttää 
yksittäin tai yhdessä. PowerShellin avulla järjestelmänvalvoja voi automatisoida järjes-
telmähallitsijan resursseja ajamalla komentoja joko suoraan tai komentosarjojen kautta. 
PowerShell antaa tiedostojärjestelmäpääsyn lisäksi pääsyn myös rekisteriin ja digitaali-
sen allekirjoituksen sertifikaatiotallennukseen.  Sillä voi hyödyntää olemassa olevia työ-
kaluja ulkoisena komentona. Se on optimoitu toimimaan strukturoidun datan kanssa ku-
ten XML, JSON sekä REST API:n ja oliomallien kanssa. Windows PowerShell sisältää 
cmdlet-konseptin, joka on yhden funktion komentorivityökalu. Windows PowerShell si-





PowerShell Gallery on PowerShellin sisällön keskussäilytyspaikka. PowerShell Gal-
lerystä löytää uusia PowerShell-komentoja ja Desired State Configurationin (DSC), josta 
kerron DSC-kappaleessa. PowerShellGet-moduuli sisältää cmdlettejä, joilla voi etsiä, 
asentaa, päivittää ja julkaista PowerShell-tuotteita, kuten moduuleita, DSC-lähteitä ja ko-
mentosarjoja https://www.PowerShellGallery.com-säilytyspaikasta ja muista yksityisistä 
säilytyspaikoista. [45; 46.] 
PowerShell Core  
Versiosta 5.1 lähtien PowerShellin saa kahtena eri versiona: työpöytäversiona, joka si-
sältää .NET Frameworkin päälle rakennetun PowerShellin, ja Core-versiona, joka sisäl-
tää .NET Coren päälle rakennetun PowerShellin. [47.] 
PowerShellin työpöytäversio sisältää kaikki toiminnallisuudet, kun taas vähemmän toi-
minnallisuuksia sisältävä PowerShellin Core-versio on tarkoitettu tiukkaresurssisiin ym-
päristöihin, kuten Nano Server ja Windows IoT. [47.] 
DSC  
Desired State Configuration (DSC) on hallinta-alusta Windows PowerShellissa. Se tar-
joaa kokoelman kielilaajennuksia, kuten uusia cmdlettejä sekä resursseja, joilla voidaan 
määritellä deklaratiivisesti, miten ohjelmaympäristö asetetaan. [48.] 
DSC tarjoaa työkalut testaukseen, olemassa olevien ohjelmapalveluiden ylläpitoon ja 
muokkaukseen sekä ohjelmapalveluympäristöön. [49.] 
PowerShell ISE  
PowerShell Integrated Scripting Environment (ISE) on Windows-ohjelma, joka sisältää 
sisäänrakennetun editorin komentosarjojen kirjoittamiseen, testaukseen ja virhejäljityk-
seen. ISE-ominaisuuksiin kuuluu muun muassa IntelliSense-sarkainmerkkitäydennys, 






Windows Management Framework   
Windows PowerShell on osa Windows Management Frameworkia (WMF). WMF on ajuri, 
joka sisältää päivityksiä ja ohjelmia Windowsille ja Windows Serverille hallintarajapintoi-
hin. Viimeisin WMF-ajuriversio 5.0 tuo OneGetin, joka on PowerShellin moduulinhallin-
tajärjestelmä ja vastaa Ubuntun ”apt-get”-paketinhallintaa. [48.] 
Microsoft Operation Management Suite 
Operations Management Suite (OMS) -automaatiotyökalusarja mahdollistaa työskente-
lyn Azuren tai muiden pilvien kautta PowerShellilla ja DSC:llä Linuxissa tai Windows Ser-






Insinöörityössä selvitettiin PowerShell Core ja sitä edeltävät komentorivipohjaiset hallin-
tatyökalut ja niiden taustalla olevat teknologiat. Insinöörityössä selvitettiin myös motivaa-
tio eri teknologioihin, komentorivipohjaisten hallintatyökalujen kehitys ja niiden käyttö-
kohteet. 
Microsoftin lähestymistapa poikkeaa muista. Se käyttää jopa uusimmassa Microsoft 
Windows 10 -käyttöjärjestelmässä vuosien takaista teknologiaa.  Työssäni selvitet-
tyä tietoa tarvitaan etenkin työskenneltäessä Microsoftin ohjelmien parissa.  Hyödynsin 
tietoja työskennellessäni insinööriharjoittelijana ABB:lla.  Tietotaitoa voin soveltaa ohjel-
moinnista MS Office -ohjelmiin asti. 
Tutkimusta voisi jatkaa syventymällä vielä tarkemmin kunkin käytössä olevan teknolo-
gian toteuttamiin tekniikkoihin, jotta uusien projektien alkaessa niiden valitseminen ja 
käyttäminen olisi vaivatonta. Esimerkkinä .NET-kirjaston hyödyntäminen PowerShellilla 
ja raportointi graafisella käyttöliittymällä Excel COM -komponentin avulla. 
Tässä insinöörityössä hankalinta oli terminologia. Microsoft käyttää termejä, joita ei ole 
vielä suomennettu. Eri osa-alueet vaativat uuden terminologian hallinnan, jotta asiaan 
voi syventyä. Eri osa-alueille siirryttäessä asiat selitetään eri termein, kuten esimerkiksi 
COM-komponentti ja .NET-tyyppi. Jokaiseen aihealueeseen tuli perehtyä erikseen, jotta 
pystyi luomaan paremman kokonaiskuvan. 
Liitteenä 1 olevaa käsitekarttaa voisi vielä laajentaa sisällyttäen siihen tiedon siitä, mitkä 
osat ovat poistumassa, mitkä osat korvataan millä ja mitkä teknologiat ovat pysyvimpiä. 
COM-tekniikkaa ei enää käytetä ajureiden valmistuksessa, ja Windows 10 -päivityksessä 
poistettiin ActiveX uudesta Edge-selaimesta kokonaan. MS Office käyttää kuitenkin edel-
leen COM:a. Käsitekarttaan voisi lisätä myös, ketkä Microsoftin lisäksi hyödyntävät sen 
teknologioita. Esimerkiksi Applen käyttöjärjestelmässä Automation-automaatiotyöka-
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