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1 Povzetek
Tocˇkovni oblaki so nam omogocˇili predstavitev in obdelavo vidnega polja v treh
dimenzijah, ta relativno nova tehnologija je dobila hiter razcvet v racˇunalniˇskem
oziroma robotskem vidu, saj imajo razvijalci za prihodnost v mislih omogocˇiti
robotom pogled na svet ravno s to tehnologijo.
Diplomska naloga temelji na uporabi knjizˇnice tocˇkovnih oblakov (ang. Point
Cloud Library oziroma PCL), in Robotskega Operacijskega Sistema (ang. Ro-
bot Operating System oziroma ROS). Skupaj nam pripravljata skupek funkcij
oziroma metod, ki jih uporabljamo s pomocˇjo programskega jezika C++. Te
metode nam omogocˇajo ucˇinkovito resˇevanje problematike pri robotskem vidu.
Kljucˇne besede: ROS, PCL, C++, oblak tocˇk, lociranje, segmentacija, trans-
formacija
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2 Povzetek
2 Abstract
The point clouds allowed us to get a representation and further processing of
pictures in three dimensions. This relatively new technology gained a lot of
momentum in the field of computer or rather robot vision since the developers
share a vision where robots will utilize this technology to connect with the world.
The thesis is based on the use of the Point Cloud Library and the Robot
Operating System. Both of these two collections of libraries give us the needed
function for use in the C++ programming language. This enables us to solve
various problems in the field of robot vision.
Keywords: ROS, PCL, C++, point cloud, locating, segmentation, transfor-
mation
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4 Abstract
3 Uvod
Predstavljeno diplomsko delo obdela problematiko pridobivanja tocˇke na segmen-
tiranem objektu predstavljenim z oblakom tocˇk in pridobivanje tocˇke v delovnem
prostoru robotskega mehanizma. To bo omogocˇilo robotskemu mehanizmu loci-
rati dolocˇene predmete ter posledicˇno omogocˇilo interakcijo s tovrstnimi predmeti.
Zaradi locˇenih lokacij kamere, ki nam pridobi tocˇkovne oblake, in samega robot-
skega mehanizma, moramo dobljeni rezultat s staliˇscˇa kamere transformirati v
koordinatni sistem robota. To omogocˇi raziskovalcem ucˇiti robota sklepanja s
katerim objektom ima opravka. Sklepanje poteka glede na odziv objekta pri
dotiku z mehanizmom. Celotno delo poteka preko Robotskega Operacijskega Sis-
tema, ki nam omogocˇa vozliˇscˇni pristop pri resˇevanju problematike in tako olajˇsa
programsko delo ter omogocˇa sodelovanje delovnih postaj preko skupne mrezˇe.
Delo je potekalo na Institutu Jozˇef Stefan, v laboratoriju za Avtomatiko,
Robotiko in Biokibernetiko (E1).
5
6 Uvod
4 Pregled podrocˇja
Racˇunalniˇski vid (ang. Computer vsion , skrajˇsano CV) ima dvojni cil. S staliˇscˇa
biolosˇkih znanosti, si podrocˇje racˇunalniˇskega vida zˇeli ustvariti racˇunske modele
cˇlovesˇkega vidnega sistema. S staliˇscˇa tehnike, pa si podrocˇjo zˇeli zgraditi av-
tonomen sistem, ki bo opravljal le dolocˇene funkcije nasˇega vizualnega sistema
oziroma pridobil boljˇse rezultate na izbranih podrocˇjih.
Veliko nalog podrocˇja temelji na pridobivanju 3D informacij iz cˇasovno spre-
menljivih 2D podatkov, kot jih prdstavijo navadne kamere. Z novimi cenovno
dostopnimi tehnologijami, ki znajo izmeriti globino slike in tako izvorno predsta-
viti podatke v 3D obliki, se podrocˇje pocˇasi prilagaja novi usmeritvi.
Seveda pa se cilja dopolnjujeta. Lastnosti in karakteristike cˇlovesˇkega vi-
dnega sistema podajajo navdih inzˇinirjem, ki nacˇrtujejo sisteme za racˇunalniˇski
vid. Obratno pa lahko algoritmi racˇunalniˇskega vida podajo vpogled o delovanju
cˇlovesˇkega vidnega sistema.
4.1 Robotski oziroma strojni vid
Nacˇeloma locˇimo med terminologijo robotskega oziroma strojnega vida in
racˇunalniˇskega vida. Obe podrocˇji se prepletata, vendar imata drugacˇne ci-
lje. Strojni vid uporablja metode proizvedene s strani racˇunalniˇskega vida za
resˇevanje problematik v inzˇenirskih panogah, na primer, vodenje robotskega me-
hanizma z uporabo tehnologij vida. Racˇunalniˇski vid se osredotocˇi na znanstveno
podrocˇje dejanskega obdelovanja pridobljenih informacij.
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4.2 Pregled aplikacij za racˇunalniˇski vid
Trenutno se odvija veliko razvojnih podrocˇji v kontekstu robotike, avtono-
mnih vozil, avtonomnih letal in podobno. Nekaj podrocˇji, kjer lahko aplikacija
racˇunalniˇskega vida oziroma strojnega vida pripomore pri resˇevanju problematike
v robotiki:
• lokalizacija,
• umikanje oviram,
• dolocˇanje primernega terena za lokalizacijo,
• prepoznavanje objektov,
• ucˇenje s pomocˇjo interakcije z objektom.
5 Programska in strojna oprema
5.1 C++
Slika 5.1: Logotip C++
C++ je eden najpopularnejˇsih programskih jezikov in se predvsem uporablja
na podrocˇjih, kjer potrebujemo hiter odziv na vnos oziroma kjer se stvari odzivajo
v realnem cˇasu.
Najpomembnejˇse lastnosti jezika so zbirke vnaprej definiranih razredov, ki so
podatkovni tipi, katere lahko instanciramo vecˇkrat.
Jezik tudi omogocˇa deklaracijo uporabniˇsko definiranih razredov. Razred
lahko naknadno vsebuje pripadniˇske funkcije oziroma metode za implementacijo
specificˇne funkcionalnosti. Vecˇ objektov dolocˇenega razreda lahko definiramo za
implementacijo funkcij znotraj tega razreda. Objekte lahko definiramo kot in-
stance ustvarjene v cˇasu izvajanja procesa (ang. runtime). To nam pride sˇe
posebaj prav pri delu z raznimi knjizˇnicami, katerih objekti vsebujejo mnogo
razlicˇnih funkcij in nam tako nudijo eleganten pregled dela.
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Jezik podpira vse kljucˇne koncepte racˇunalniˇskih jezikov kot so polimorfizmi,
predloge, virtualne in prijatelske funkcije, kazalci itd.
5.2 Robotski Operacijski Sistem in pripadajocˇa informa-
cijska struktura
Slika 5.2: Logotip ROS
ROS ozrioma Robotski Operacijski Sistem je odprtokodni, meta-operacijski
sistem za robote. Nudi storitve, katere pricˇakujemo od operacijskih sistemov
(abstrakcija strojne opreme, nadzor nad nizkim nivojem naprave, upravljanje
paketkov, posˇiljanje sporocˇil med procesi). Nudi tudi razna orodja in knjizˇnice
za pridobivanje, grajenje, pisanje in poganjanje kode preko vecˇ delovnih postaj.
Slika 5.2 prikazuje princip delovanja oglasˇevanja. Vozliˇscˇe, ki poganja gonil-
nik oziroma programsko opremo kamere s potrditvijo gospodarja ustvari rubriko,
kamor posˇilja podatke zapakirane v ROS sporocˇila.
Slika 5.3 prikazuje pirncip delovanja narocˇanja. Vozliˇscˇe, ki poganja pro-
gramsko opremo ogledovalnika slik s pomocˇjo gospodarja locira rubriko, kjer se
nahajajo sporocˇila z vsebovanimi podatki slik.
Slika 5.4 prikazuje vzpostavljeno povezavo med posˇiljateljskim in narocˇniˇskim
programom.
ROS informacijska struktura predstavlja graf izvajalnega cˇasa (ang. runtime
graph), ki je enak-z-enakim (ang. peer-to-peer) omrezˇje raznih procesov, ki so
med seboj povezani z uporabo ROS komunikacijske infrastrukture.
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5.2.1 ROS Paketi (ang. packages)
Programska oprema je v sistemu ROS organizirana v pakete. Paket lahko vsebuje
ROS vozliˇscˇa, nabor podatkov, postavitvene datoteke, del programske opreme
proizvedene s strani tretjega proizvajalca (ang. third party), ki je namenjena za
distribuirano uporabo, skratka vse kar je lahko uporabno znotraj ROS projekta.
Pakete lahko ustvarimo sami z uporabo orodja catkin create package.
5.2.2 ROS Gospodar (ang. master)
ROS gospodar nudi poimenovanje in registracijo storitev vozliˇscˇ v sistemu ROS.
Sledi posˇiljateljem (ang. publisher) in narocˇnikom (ang. subscriber) ter tako
omogocˇi povezavo razlicˇnim rubrikam. Glavna naloga gospodarja je, da omogocˇi
medsebojno lociranje ROS vozliˇscˇ. Ko se vozliˇscˇa najdejo, lahko nato med seboj
komunicirajo.
Slika 5.3: Prikazuje princip oglasˇevanja
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Slika 5.4: Prikazuje princip narocˇanja
5.2.3 ROS Rubrike (ang. topics)
Rubrike so poimenovana vodila, preko katerih si vozliˇscˇa izmenjujejo sporocˇila.
Abstraktno si lahko rubrike predstavljamo tudi kot nek nabor podatkov v sistemu
ROS, iz katerih lahko zahtevamo zˇeljene vrednosti.
Za prikaz aktivnih rubrik lahko uporabimo ukaz rostopic list
5.2.4 ROS Vozliˇscˇa (ang. nodes)
Vozliˇscˇe je v sistemu ROS definirano kot proces, ki opravlja izvajanje programske
kode. Vozliˇscˇa se zdruzˇijo v graf in nato komunikacirajo eno z drugim z uporabo
rubrik. To nam omogozˇi vozliˇscˇni (ang. nodal) pristop pri resˇevanju problema-
tike, saj si tako lahko problem razdelimo na veliko manjˇsih delov, katere nato
lahko delimo z ostalimi uporabniki sistema ROS.
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Slika 5.5: Prikazuje princip vzpostavljene povezave
5.2.5 ROS Parametri in Parametricˇni strezˇnik (ang. parameter server
and parameters)
Parametricˇni strezˇnik je deljen podatkovni katalog (ang. dictionary), ki je do-
stopen znotraj ROS omrezˇja. Vozliˇscˇa uporabljajo ta strezˇnik, da shranjujejo in
pobirajo parametre v cˇasu izvajanja (ang. runtime). Parametre poimenujemo z
uporabo ROS poimenovalnih konvencij. Torej uporabljajo enako strukturiranje
imenskih polj, kot jo uporabljajo vozliˇscˇa in rubrike.
Parametre lahko prikazˇemo z ukazom rosparam list.
5.2.6 ROS Sporocˇila (ang. messages)
Sporocˇilo je enostavna podatkovna struktura, ki obsega vecˇ polj. Sporocˇila lahko
vsebujejo poljubne vgnezdene strukture ter vektorje (ang. arrays), podobno kot
strukture (ang. structs) v programskemu jeziku C oziroma C++.
Sestavo sporocˇila si lahko ogledamo z uporabo ukaza rosmsg show, za ka-
terim sledi tip samega sporocˇila. V programsko kodo vkljucˇujemo sporocˇila
14 Programska in strojna oprema
enako kot ostale zaglavne datoteke (ang. header files). V nadaljevanju bomo
pri resˇevanju problematike uporabljali sporocˇila PointCloud2 in Point Message.
5.2.6.1 ROS sporocˇilo PointCloud2
To sporocˇilo vsebuje zbirko N-dimenzionalnih tocˇk, katere lahko vsebujejo do-
datne informacije, kot so normalni vektorji na posameznih tocˇkah, intenzivnosti
tocˇk, itd. Tocˇkovni podatki (ang. point data) so shranjeni kot binarni kup (ang.
binary blob). Sporocˇilo spada v nabor sporocˇil tipa sensor messages. Nabor po-
datkov tocˇkovnega oblaka je lahko organiziran v 2D ali 1D obliki, torej matriki
ali vektorju. Kinect v2 s pomocˇjo tehnologije cˇasa preleta ustvari 2D podatkovne
strukture tocˇkovnega oblaka.
5.2.6.2 ROS sporocˇilo Point Message
To je sporocˇilo, katerega uporabljamo za prenos koordinat posamezne tocˇke v 3D
prostoru. Sporocˇilo spada v nabor sporocˇil tipa geometry messages. Sporocˇilo
lahko hrani tri podatke tipa float,ki predstavljajo x,y in z koordinate tocˇke v
prostoru. Sporocˇilo torej vsebuje sledecˇe predalcˇke za hranjenje vrednosti:
float64 x
float64 y
float64 z
5.2.7 Posˇiljateljski (ang. publishing) program
Posˇiljateljski (ang. publishing) program je program, katerega naloga je oddajati
obdelane podatke. Nacˇeloma so posˇiljateljski programi vecˇinoma tudi narocˇniˇski
programi, saj pogosto dobivajo informacije za obdelovo iz drugih ROS rubrik
5.2.3.
Za oddajo sporocˇila potrebujemo oddajalni objekt. Objekt se v programskem
jeziku C++ ustvari na sledecˇ nacˇin:
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ros::Publisher pub = node_handle.advertise<message_type>(topic_name, queue_size);
Kjer je node handle, objekt razreda NodeHandle, ki ga ustvarimo na zacˇetku
samega programa. message type predstavlja tip sporocˇila, topic name pa ime
rubrike (poglavje 5.2.3), preko katere oziroma kamor zˇelimo sporocˇilo poslati.
Sintaksa za objavo sporocˇila na rubriko je sledecˇa:
pub.publish(msg)
Torej klicˇemo metodo publish iz ustvarjenega objekta pub.
5.2.8 Narocˇniˇski (ang. subscriber) program
To so programi oziroma vozliˇscˇa (ang. nodes), ki se narocˇijo (ang. subscribe) na
sporocˇila poslana iz drugih vozliˇscˇ.
Za pridobitev sporocˇila potrebujemo pridobitveni objekt. Objekt se v pro-
gramskem jeziku C++ ustvari na sledecˇ nacˇin:
ros::Subscriber sub = node_handle.subscribe(topic_name, queue_size,
pointer_to_callback_function);
kjer je node handle isti objekt kot pri posˇiljateljskemu programu (poglavje 5.2.7),
iz katerega klicˇemo metodo subscribe topic name in queue size pomenita enako
kot pri posˇiljateljskem programu (poglavje 5.2.7), pointer to callback function pa
predstavlja kazalec na ROS funkcijo povratnega klica (poglavje 5.2.9).
5.2.9 Funkcija povratnega klica (ang. callback function)
Glavna razlika med posˇiljateljskimi in narocˇniˇskimi programi je, da narocˇniˇski
program ne ve kdaj bo sporocˇilo prispelo. Za delovanjem s tem dejstvom moramo
uporabiti kodo, ki odgovori na prispela sporocˇila znotraj tako imenovane funkcije
povratnega klica, katero ROS poklicˇe vsakicˇ, ko prispe novo sporocˇilo.
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void ime_funkcije(const package_name::type_name &msg){
...
}
package name je paket oziroma skupek vrst nekega sporocˇila iz katerega
dobimo sporocˇilo, type name je ime samega sporocˇila. Sklicujejo se na razred
sporocˇila, na katerega se nameravamo narocˇiti. Telo funkcije povratnega klica
nato dostopa do vseh polj v prispetem sporocˇilu. V njej lahko shranjujemo,
uporabimo ali zavrzˇemo podatke dobljene podatke.
5.3 Microsoft Kinect v2
Pri projektu smo uporabljali kamero Kinect v2 proizvajalca Microsoft. Njeno
delovanje temelji na tehnologiji cˇasa preleta (ang. Time of Flight).
Slika 5.6: Prikazuje kamero Microsoft Kinect v2
Glavne komponente kamere prikazane na sliki 4.6 so RGB, IR, globinska (ang.
depth) kamera in mikrofonski trak.
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5.3.1 Principi delovanja tehnologije cˇasa preleta (ang. Time of Flight)
Kinect v2 uporablja tako imenovano tehnologijo cˇasa preleta, ki s svojimi principi
vpeljuje novost v svet strojnega oziroma robotskega vida, saj uporablja nizkoce-
novni CMOS piksel vektor (ang. array) skupaj z aktivnim moduliranim izvorom
svetlobe. Avtor [2] v svojem delu povzame principe delovanje ToF tehnologij in
s tem poda bolj intuitivno predstavo o delovanju same kamere.
Tehnologija deluja tako, da osvetli prizor z moduliranim svetlobnim izvorom in
opazovanjem odbite svetlobe. Izmeri se fazni zamik med osvetlitvijo in odbojem
ter se nato transformira v razdaljo.
Slika 5.7: Prikazuje vir in odboj svetlobe
5.3.1.1 Delovanje pulzne metode in metode zveznih valov
Svetloba vira osvetli prizor za kratko cˇasovno periodo (∆t), odbita svetloba pa se
vzporedno vzorcˇi pri vsakemu pikslu posebej z uporabo dveh izvenfaznih okenj,
C1 in C2, z enakim ∆t. Elektricˇni naboji nabrani skozi vzorcˇenje elektrin, Q1
in Q2, sta izmerjena in uporabljena za izracˇun razdalje d s pomocˇjo svetlobne
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Slika 5.8: Prikazuje cˇasovno odvisnost izvora in odboja svetlobe
hitrosti c z uporabo enacˇbe:
d =
1
2
c∆t(
Q2
Q1 +Q2
) (5.1)
Metoda zveznih valov vzame vecˇ vzorcev za posamezno meritev, pri cˇemer je
vsak vzorec fazno zamaknjen za 90 stopinj za skupek sˇtirih vzorcev. Z uporabo
te metode lahko izracˇunamo fazni kot med osvetlitvijo in odbojem ϕ in razdaljo
d z uporabo formul:
ϕ = arctan(
Q3 −Q4
Q1 −Q2 ) (5.2)
d =
c
4pif
ϕ (5.3)
Sledi, da lahko izracˇunamo intenzivnost pikslov A in razmak B z uporabo
sledecˇih formul:
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A =
√
(Q1 −Q2)2 + (Q3 −Q4)2
2
(5.4)
B =
(Q1 +Q2 +Q3 +Q4)
4
(5.5)
Amplituda (A) in odmik (B) imata vpliv na meritev globine. Varianca glo-
binske sˇirine se lahko aproksimira z naslednjo formulo:
σ =
c
4
√
2pif
·
√
A+B
cdA
(5.6)
Modulacijski kontrast cd nam pove kako dobro senzor cˇasa preleta zbira in
locˇuje fotoelektrone (fotoelektron je elektron katerega odda sistem s pomocˇjo
fotoelektricˇnega efekta). Odbita amplituda A je funkcija opticˇne mocˇi. Odmik
B je funkcija ambientne lucˇi ter preostalega (ang. residual) sistemskega odmika.
Iz zgornje enacˇbe je tudi razvidno da lahko dosezˇemo boljˇso natancˇnost z visoko
amplitudo, visoko modulacijsko frekvenco in visokim modulacijskim kontrastom,
medtem ko visoka vrednost odmika povzrocˇi nasicˇenje in zmanjˇsanje tocˇnosti.
Pri visokih frekvencah se zaradi fizicˇnih lastnosti silicija pricˇenjajo modu-
lacijski kontrasti ublazˇiti. To postavi zgornjo mejo na modulacijsko frekvenco.
Senzorji, ki delujejo na principu cˇasa preleta pa z visoko frekvenco opadanja (ang.
roloff frequency) lahko nacˇeloma pridobijo boljˇso natancˇnost.
Meritev zveznih valov temelji na fazi, ki zaokrozˇi na vsakih 2pi. To pomeni,
da bo razdalja imela tudi razdaljo glajenja. Razdalja pri kateri se pojavi glajenje
imenujemo tudi razdalja dvoumnosti (ang. ambiguity distance). Definiramo jo
kot:
damb =
c
2f
(5.7)
Razdalja dvoumnosti je tudi maksimalna izmerljiva razdalja. Cˇe zˇelimo
razsˇiriti izmerljivo razdaljo, lahko zmanjˇsa modulacijsko frekvenco, ampak za
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ceno nizˇje tocˇnosti.
Namesto, da bi se zadovoljili s takim kompromisom, uporabljajo naprednejˇsi
sistemi cˇasa preleta vecˇfrekvencˇno tehniko za podaljˇsanje razdalje brez reducira-
nja modulacijske frekvence.
Vecˇfrekvencˇne metode delujejo tako, da vpeljejo vecˇ modulacijskih frekvenc.
Vsaka modulacijska frekvenca bo imela drugacˇno razdaljo dvoumnosti. Resnicˇna
lokacija je dolocˇena z ujemanjem razlicˇnih frekvenc. Frekvenco, kjer se dve mo-
dulacijski frekvenci ujemata imenujemo frekvenco utripa (ang. beat frequency),
ki je ponavadi nizˇja in korespondira z veliko daljˇso dvoumno razdaljo.
Koncept dvojnih frekvenc je prikazan na sliki 4.8.
Slika 5.9: Prikazuje povecˇanje razdalje z uporabo vecˇfrekvencˇne thenologije
6 Uporaba 3D vida za prostorsko
orientacijo in dolocˇanje lege objekta
6.1 Oblak tocˇk
Pri ToF senzorjih je razdalja izmerjena za vsak piksel v oznacˇeni dvodimenzio-
nalni matriki, ki rezultira v globinski mapi (ang. depth map). Globinska mapa je
zbirka 3D tocˇk oziroma vokslov (ang. voxel). Slika 6.1.1 prikazuje primer objekta
predstavljenega z globinsko mapo.
Slika 6.1: Prikazuje primer globinske mape
Globinsko mapo lahko prikazˇemo tudi v tridimenzionalnem prostoru kot
21
22 Uporaba 3D vida za prostorsko orientacijo in dolocˇanje lege objekta
zbirko tocˇk oziroma tocˇkovni oblak. Te 3D tocˇke lahko matematicˇno povezˇemo v
mrezˇo (ang.mesh), na katero lahko nanesemo teksturno RGB povrsˇino iste slike
in tako dobimo upodobljene objekte, katere lahko opazujemo z vseh smeri.
Oblak tocˇk P je tako oblak oziroma zbirka nD tocˇk pi:
pi = {xi, yi, zi, ri, gi, disti, ...}, (6.1)
za katere velja
pi : P = {p1,p2, ...,pn}. (6.2)
Poleg koordinat, torej XYZ, lahko vsaka tocˇka p vsebuje dodatne informacije,
kot so RGB vrednosti, razdalje, rezultati segmentacije itd.
Tocˇkovne oblake lahko uporabimo v raznih aplikacijah, kot so aplikacije za
navigacijo, prepoznavanje objektov, manipulacijo z objekti. Slika 6.1.2 prikazuje
razne objekte ponazorjene z oblaki tocˇk.
Slika 6.2: Prikazuje nekaj tocˇkovnih oblakov
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6.1.1 C++ knjizˇnice
Pri resˇevanju problematike smo si pomagali s C++ knjizˇnicami, ki vsebujejo velik
nabor metod in datotecˇnih tipov ter nam tako omogocˇijo ucˇinkovito uporabo zˇe
vnaprej napisanih funkcij.
6.1.1.1 Knjizˇnica Tocˇkovnih Oblakov (ang. Point Cloud Library)
Slika 6.3: Logotip PCL
Knjizˇnica tocˇkovnih oblakov (ang. Point Cloud Library oziroma PCL) je velik
odprtokodni projekt namenjen za procesiranje 2D in 3D oblakov. PCL ogrodje
(ang. framework) vsebuje sˇtevilne algoritme za obdelovanje podatkov, kot so
algoritmi za filtriranje, iskanje znacˇilk, segmentacijo, itd.
6.1.1.2 Knjizˇnica za linearno algebro Eigen
Slika 6.4: Logotip Eigen
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Knjizˇnica Eigen je predlozˇna C++ knjizˇnica za linearno algebro, vsebuje ma-
trike, vektorje, numericˇne metode in pripadajocˇe algoritme.
V Eigen so vse matrike in vektorji objekti predlozˇnega razreda Matrix. Vek-
torji so samo poseben primer matrike, vsebujejo samo en stolpec oziroma samo
eno vrstico. V nadaljevanju bomo uporabljali dve spremenljivki, V ector4f in
Matrix4f , ki sta definirani na sledecˇ nacˇin:
• Tip V ector4f je v knjizˇnici definiran kot typedefMatrix < float, 4, 1 >
• Tip Matrix4f je v knjizˇnici definiran kot typedefMatrix < float, 4, 4 >
6.2 Pridobivanje okvirjev tocˇkovnih oblakov
Obdelavo okvirjev oblakov tocˇk prostora zajetega s Kinect v2 katero omogocˇa
uporaba ROS funkcije povratnega klica (poglavje 5.2.9). Znotraj te funkcije ob-
delujemo podatke posameznih okvirjev in tako omogocˇimo obdelavo tocˇkovnih
oblakov v realnem cˇasu.
Uporabljena funkcija povratnega klica:
void cloud_cb (const sensor_msgs::PointCloud2ConstPtr& input){
...
}
Da lahko dobimo sporocˇila, pa se moramo v programu najprej narocˇiti na rubriko,
preko katere bomo dobili okvirje oblakov tocˇk zapakirane v sporocˇilo PointCloud2
(poglavje 5.2.6.1). Gonilnik, ki nam v sistemu ROS objavi rubrike, ki vsebu-
jejo oblake tocˇk zajete slike, je dostopen na naslovu https://github.com/code-
iai/iai kinect2.git oziroma, ga dobimo s pomocˇjo linux ukaza git clone
https://github.com/code-iai/iai kinect2.git
Na zacˇetku programa ustvarimo objekt nh, katerega uporabljamo za klice
metod za upravljanje z vozliˇscˇi v omrezˇju ROS:
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ros::NodeHandle nh;
Potrebujemo tudi narocˇniˇski objekt, s katerim se povezˇemo na zˇeljeno rubriko. V
nasˇem primeru je to:
ros::Subscriber point_cloud_sub;
Nato se lahko povezˇemo na zˇeljeno rubriko z uporabo narocˇniˇske funkcije (po-
glavje 5.2.8):
point_cloud_sub = nh.subscribe("/kinect2/sd/points", 1 ,
&KinectGrabber::cloudCallback, this);
Z uporabo ROS linux ukaza rqt graph lahko pozˇenemo graficˇni vmesnik, ki
prikazuje ustvarjene ROS povezave informacijskih struktur (poglavje 5.2). Slika
5.5 prikazuje povezavo programa za segmentacijo na rubriko okvirjev oblaka tocˇk
nizke locˇljivosti, katerega dobimo z zagonom zgoraj omenjenega gonilnika.
6.2.1 Pridobivanje podatkov tocˇkovnega oblaka iz sporocˇila
Za manipulacijo s prejetim sporocˇilom, ki vsebuje zajete oblake tocˇk, moramo
njegovo vsebino shraniti na kopico racˇunalniˇskega pomnilnika v PCL razred tipa
PointCloud.
Najprej na kopici ustvarimo vse potrebne razrede:
pcl::PointCloud<pcl::PointXYZRGBA>::Ptr
cloud (new pcl::PointCloud<pcl::PointXYZRGBA>);
...
Nato z uporabo funkcij za pretvorbo vnesemo sporocˇilo v objekt (v cˇasu nastanka
diplomske naloge, je bila tezˇava pri direktni pretvorbi iz sprejetega sporocˇila tipa
PCL2 v objekt, zato smo poiskali resˇitev z vmesnim korakom):
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Slika 6.5: Prikazuje informacijsko strukturo
//spremenljivka tipa PointCloud2 v katero lahko shranimo dobljeno sporocˇilo
pcl::PCLPointCloud2 pcl_pc2;
//pretvorba v PCL
pcl_conversions::toPCL(*input,pcl_pc2);
//povratna pretvorba iz PCL v PointCloud2
pcl::fromPCLPointCloud2(pcl_pc2,*cloud);
6.3 Segmentacija objekta
Objekt prikazan na sliki 5.6 segmentiramo z uporabo metode ravninske segmen-
tacije (ang. plane segmentation). Metoda se nahaja v knjizˇnici tocˇkovnih oblakov
(PCL).
Najprej ustvarimo objekt za segmentacijo, ki vsebuje funkcije za vnos in ob-
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Slika 6.6: Prikazuje objekt katerega segmentiramo
delavo tocˇkovnega oblaka:
pcl::apps::DominantPlaneSegmentation <PointXYZRGBA> dps;
Nato klicˇemo funkcijo setInputCloud, v katero vnesemo oblak tocˇk:
dps.setInputCloud (inCloud);
S pomocˇjo ROS parametrov in parametricˇnega strezˇnika (pogolavje 5.2.5)
nalozˇimo parametre za segmentacijo, ki podajajo omejitev na viˇsino objekta in
omejitev vidnega podrocˇja na osi z.
Parametre nalozˇimo z naslednjimi ukazi:
//Pogledamo cˇe obstaja parametricˇna datoteka
ROS_ASSERT(ros::param::has("/segmenter/par"));
//Nalozˇimo
parametre za omjitev podrocˇja osi z
ros::param::get("/segmenter/par", segoptions.max_z_bounds);
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//Nalozˇimo parametre za omejitev minimalne visˇinske vezave
ROS_ASSERT(ros::param::has("/segmenter/par"));
ros::param::get("/segmenter/par", segoptions.object_min_height);
//Nalozˇimo parametre za omejitev maksimalne visˇinske vezave
ROS_ASSERT(ros::param::has("/segmenter/par"));
ros::param::get("/segmenter/par", segoptions.object_max_height);
To nam omogocˇi spreminjanje parametrov brez potrebe ponovnega prevajanja
programa ter tako olajˇsa exsperimentiranje z nastavitvami.
Nato klicˇemo funkcije za nastavitve parametrov:
dps.setMaxZBounds(max_z_bounds);
dps.setObjectMinHeight(object_min_height);
dps.setObjectMaxHeight(object_max_height);
Slika 6.7: Prikazuje segmentiran objekt z odstranjenimi elementi
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6.3.1 Odstranitev izstopajocˇih elementov
Po opravljeni segmentaciji izvedemo sˇe tako imenovano odstranitev izstopajocˇih
elementov (ang. outlier removal). Za verzijo te metode izberemo statisticˇno
odstranitev, ki deluje tako, da se za vsako tocˇko izracˇuna razdaljo od tocˇke do
vseh njenih sosedov. S predpostavko Gaussove porazdelitve s srednjo vredno-
stjo in standardno deviacijo, se vse tocˇke katerih srednje vrednosti lezˇijo izven
definiranega intervala srednje vrednosti globalne razdalje smatrajo kot izstopajcˇi
elementi (ang. outliers) in se izbriˇsejo iz podatkovnega nabora. Metoda se nahaja
v knjizˇnici tocˇkovnih oblakov (PCL).
Segment kode s katerim opravimo odstranitev je sledecˇ:
//Objekt s pomocˇjo katerega klicˇemo funkcije v povezavi z odstranitvijo
izstopajocˇih elementov
pcl::StatisticalOutlierRemoval<pcl::PointXYZRGBA> sor;
//Vnesemo oblak, ki smo ga dobili po segmentaciji
sor.setInputCloud (outCloud);
//Nastavimo parametre
sor.setMeanK (50);
sor.setStddevMulThresh (1.0);
//Filtriramo vnesˇeni oblak in dobimo filtriran oblak tocˇk
sor.filter (*filteredOutCloud);
6.3.2 Zmanjˇsanje velikosti oblaka tocˇk
Zaradi napora GPE pri obdelavi in ogledovanju oblaka tocˇk v realnem cˇasu se
splacˇa tocˇkovnemu oblaku objekta izbrisati posamezne tocˇke in tako razredcˇiti
tocˇkovni oblak. To storimo s pomocˇjo filtra mrezˇnih vokslov (ang. voxel grid
filter). Filter deluje tako, da ustvari tridimenzionalno mrezˇo vokslov (predstavljaj
si set 3D kock v prostoru) skozi vnesˇeneni oblak tocˇk. Nato bodo vse tocˇke v
vsakem vokslu oziroma 3D kocki predstavljene izkljucˇno z njihovim srediˇscˇem.
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Segment kode s katerim to dosezˇemo je sledecˇ:
//Objekt s pomocˇjo katerega klicˇemo funkcije v povezavi z odstranitvijo
zmanjsˇanjem velikosti oblaka tocˇk
pcl::VoxelGrid<pcl::PointXYZRGBA> vg;
//Nov objekt za hranjenje filtriranega oblaka
pcl::PointCloud<pcl::PointXYZRGBA>::Ptr
cloud_filtered (new pcl::PointCloud<pcl::PointXYZRGBA>);
//Vnesemo oblak in nastavimo parametre
vg.setInputCloud (cloud);
vg.setLeafSize (0.01f, 0.01f, 0.01f);
//Filtriramo oblak in rezultat shranimo v novo ustvarjen objekt na konici
vg.filter (*cloud_filtered);
Metoda se nahaja v knjizˇnici tocˇkovnih oblakov (PCL).
Po opravljenih postopkih dobimo objekt, ki je prikazan na sliki 5.7
6.4 Dolocˇanje geometrijskega srediˇscˇa
Koordinate geometrijskega srediˇscˇa 3D objekta C sestavljenega iz n-tih masnih
tocˇk mi lociranih na pozicijah xi,yi in zi, izracˇunamo z uporabo formul:
Cx =
∑n
i=1mixi
mi
(6.3)
Cy =
∑n
i=1miyi
mi
(6.4)
Cz =
∑n
i=1mizi
mi
(6.5)
Pri oblaku tocˇk predpostavimo, da imajo vse tocˇke enako maso. Enacˇbe za
koordinate geometrijskega srediˇscˇa se tako pretvorijo na:
Cx =
∑n
i=1 xi
n
(6.6)
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Cy =
∑n
i=1 yi
n
(6.7)
Cz =
∑n
i=1 zi
n
(6.8)
Metoda se nahaja v knjizˇnici tocˇkovnih oblakov (PCL) in je napisana na sledecˇ
nacˇin:
pcl::compute3DCentroid (const pcl::PointCloud<PointT> &cloud,
Eigen::Matrix<Scalar, 4, 1> &centroid)
{
//Preveri, cˇe je oblak tocˇk prazen
if (cloud.empty ())
return (0);
//Nastavi vrednost sredisˇcˇa na 0
centroid.setZero ();
//Za vsako tocˇko v oblaku tocˇk
//Cˇe je podatkovna struktura gosta (ang. dense),
nam ni potrebna preverjati za NaN
if (cloud.is_dense)
{
for (size_t i = 0; i < cloud.size (); ++i)
93 {
centroid[0] += cloud[i].x;
centroid[1] += cloud[i].y;
centroid[2] += cloud[i].z;
}
centroid[3] = 0;
centroid /= static_cast<Scalar> (cloud.size ());
return (static_cast<unsigned int> (cloud.size ()));
}
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//Cˇe imamo NaN ali Inf vrednosti
else
{
unsigned cp = 0;
for (size_t i = 0; i < cloud.size (); ++i)
{
// Check if the point is invalid
if (!isFinite (cloud [i]))
continue;
centroid[0] += cloud[i].x;
centroid[1] += cloud[i].y;
centroid[2] += cloud[i].z;
++cp;
}
centroid[3] = 0;
centroid /= static_cast<Scalar> (cp);
return (cp);
}
}
Za uporabo metode v samem programu najprej ustvarimo vektor tipa Vector4f iz
knjizˇnice Eigen (poglavje 6.1.1.2), ki bo hranil vrednosti x,y in z koordinat s staliˇscˇa
kamere:
Eigen::Vector4f centroid;
Nato s pomocˇjo funkcije compute3DCentroid izracˇunamo koordinate geometrijskega
srediˇscˇa in jih vnesemo v vektor centroid:
pcl::compute3DCentroid(*cloud_filtered, centroid);
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6.5 Dolocˇanje tocˇke v prostoru
Zacˇetno tocˇko v prostoru, iz katere bo sˇtartal robotski manipulator, dolocˇimo s
povratno funkcijo dogodka, ki deluje v sklopu z ogledovalnikom tocˇkovnih oblakov
pcl visualizer. Ogledovalnik se nahaja v knjizˇnici tocˇkovnih oblakov (PCL).
Najprej definiramo funkcijo povratnega klica dogodka, ki deluje v povezavi z
ogledovalnikom tocˇkovnih oblakov:
void pointpicking_callback (const pcl::visualization::PointPickingEvent&
event, void* cookie){
...
}
Pogledamo, cˇe je izbrana tocˇka veljavna:
// Preskocˇi cˇe tocˇka ni veljavna
int idx = event.getPointIndex ();
if (idx == -1)
return;
Ustvarimo spremenljivko za tocˇko tipa PointXYZRGBA:
pcl::PointXYZRGBA pickedPoint;
Generiramo koordinate vektorja pickedPoint :
event.getPoint (pickedPoint.x, pickedPoint.y, pickedPoint.z);
Nazadnje napolnimo vektor tipa Vector4f iz knjizˇnice Eigen z dobljenimi koor-
dinatami v prostoru:
Eigen::Vector4f PointsInPlane;
pointCloudControlPoints_->push_back(pickedPoint);
PointsInPlane[0]=pickedPoint.x;
PointsInPlane[1]=pickedPoint.y;
PointsInPlane[2]=pickedPoint.z;
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Tako po pritisku levega miˇskinega gumba v oknu ogledovalnika tocˇkovnih
oblakov dobimo vektor koordinat prostora, katere je znotraj te funkcije potrebno
transformirati in poslati na rubriko.
6.6 Kalibracija in transformacija
S pomocˇjo C++ aplikacije dobimo kalibracijske parametre, s katerimi opravimo
transformacijo dobljenih tocˇk iz koordinatnega sistema kamere v koordinatni sis-
tem robotskega mehanizma. Aplikacija deluje na principu razreda Transforma-
tionEstimation in njemu pripadajocˇih metod. Metode se nahajajo v knjizˇnici
tocˇkovnih oblakov (PCL). Slika 5.8 prikazuje ogledovalnik aplikacije za pridobiva-
nje transformacijskih parametrov. V njem dolocˇimo tocˇke v prostoru, s pomocˇjo
katerih nam program vrne parametre za transformacijo.
Slika 6.8: Tocˇke v ravnini v aplikaciji za kalibracijo
Kalibracija nam vrne sˇtevilcˇne vrednosti n0 do n15, zlozˇene v 4x4 matriko,
ki jo z uporabo ROS parametrov (poglavje 5.2.5) vnesemo v program. Dobljeno
matriko pomnozˇimo s transponiranim vektorjem, ki vsebuje geometrijsko srediˇscˇe
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oziroma tocˇko v prostoru:
N =

n0 n1 n2 n3
n4 n5 n6 n7
n8 n9 n10 n11
n12 n13 n14 n15
 ·

x1
y2
z3
1
 (6.9)
Matrika v enacˇbi (6.9) je 4x4 matrika numericˇnih vrednosti pridobljenih s
pomocˇjo kalibracijskega programa. Vrednosti pomnozˇimo s 4x1 vektorjem, ki
vsebuje koordinate srediˇscˇa objekta oziroma izbrane koordinate v prostoru. Tako
dobimo nov vektor N, ki vsebuje koordinate v koordinatnem sistemu robotskega
mehanizma.
Program shrani parametre v ROS datoteko parametrov. Parametre nalozˇimo
v program med izvajanjem same funkcije povratnega klica dogodka v ogledoval-
niku pcl visualizer oziroma ROS funkcijo povratnega klica. To storimo s pomocˇjo
uporabe C++ knjizˇnice boost.
Najprej pogledamo, cˇe obstaja datoteka z vsebovanimi ROS parametri:
ROS_ASSERT(ros::param::has("/points/external_calibration"));
Nato nalozˇimo parametre v znakovni niz parext:
std::string parext;
ros::param::get("/points/external_calibration", parext);
Nize znakov razdelimo kot posamezne elemente v znakovni vektor strvec:
std::vector<std::string> strvec;
boost::algorithm::split(strvec, parext, boost::algorithm::is_any_of(" ,;"),
boost::algorithm::token_compress_on);
Preverimo, cˇe je dolzˇina znakovnega vektorja ustrezna:
ROS_ASSERT(strvec.size()==16);
36 Uporaba 3D vida za prostorsko orientacijo in dolocˇanje lege objekta
Elemente pretvorimo v tip float in napolnimo vektor, ki hrani pretvorjene ele-
mente.
float vec[16];
for(unsigned int i=0; i<16; i++)
vec[i] = boost::lexical_cast<float>(strvec[i]);
Dobljene vrednosti shranimo v 4x4 kalibracijsko matriko (oblika matrike 6.9) tipa
Matrix4f :
Eigen::Matrix4f ExtCalMat=Eigen::Map<Eigen::Matrix<float,4,4,Eigen::RowMajor> >(vec);
Sedaj lahko v programu opravimo transformacijo koordinat iz koordinatnega
sistema kamere v koordinatni sistem robotskega mehanizma.
Transformacija koordinat v ROS funkciji povratnega klica:
//Opravimo operacijo mnozˇenja med kalibracijsko matriko in vektorjem
ter rezultat vpisˇemo v nov vektor
Eigen::Vector4f NewCentroid;
NewCentroid = ExtCalMat * centroid;
//Prikaz transformiranih koordinat na terminalskem oknu
std::cout << NewCentroid << std::endl;
Transformacija koordinat v funkciji povratnega klica dogodka v sklopu ogle-
dovalnika pcl visualizer :
//Opravimo operacijo mnozˇenja med kalibracijsko matriko in vektorjem
in rezultat vpisˇemo v nov vektor
Eigen::Vector4f NewAreaPoint;
NewAreaPoint = ExtCalMat * PointsInPlane;
//Prikaz transformiranih koordinat na terminalskem oknu
std::cout << NewAreaPoint << std::endl;
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6.7 Objava tocˇk na rubriki
Dobljene tocˇke zapakiramo v ROS sporocˇilo tipa Point Message poglavje (5.2.6.2)
in ga objavimo na rubriki poimenovani point.
Slika 6.9: Transformirane tocˇke prostora x,y in z
Najprej ustvarimo spremenljivko oziroma ROS sporocˇilo tipa Point v katerega
bomo vnesli koordinate:
geometry_msgs::Point
Tocka;
Tocˇko napolnimo s koordinatami geometrijskega srediˇscˇa oziroma tocˇke v pro-
storu:
Tocka.x = NewCentroid[0];
Tocka.y = NewCentroid[1];
Tocka.z = NewCentroid[2];
Objavimo rubriko (poglavje 5.2.3) z imenom point in sporocˇilo oddamo na ru-
briko:
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//Objavimo rubriko z imenom "point"
pub2msg = nh.advertise<geometry_msgs::Point>("point", 1);
//Sporocˇilo oddamo na rubriko
pub2msg.publish(SentPoint);
Do rubrike lahko dostopamo na kateri koli delovni postaji, ki se nahaja v istem
omrezˇju in je povezana v sistem ROS. Slika 5.9 prikazuje tocˇke geometrijskega
srediˇscˇa v koordinatnem sistemu robota na delovni postaji, ki skrbi za upravlja-
nje z robotskim mehanizmom. To lahko dosezˇemo z uporabo ROS linux ukaza
rostopic echo point, kjer je point ime nasˇe rubrike.
7 Rezultati in uporaba podatkov
Uspesˇno dobimo tocˇke v 3D kartezicˇnem koordinatnem sistemu robota, ki
omogocˇajo postavitev zacˇetne pozicije robotskega manipulatorja in lociranje
objekta. Zˇeljene podatke smo zapakirali v ROS sporocˇilo ter objavili na rubriki
in tako omogocˇili njihov dostop na kateri koli delovni postaji v nasˇem omrezˇju.
To nam je omogocˇilo interakcijo robota z raznimi predmeti. Interakcija sluzˇi pri
podrocˇju robotskega ucˇenja. Po zaporednih interakcijah z vecˇimi predmeti lahko
robot, s pomocˇjo algoritmov strojnega ucˇenja, sklepa in dolocˇi tip predmeta pri
nadaljnih interakcijah po koncˇani fazi ucˇenja.
Slika 7.1 prikazuje robotski manipulator skupaj s kamero in delovnim prosto-
rom.
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Slika 7.1: Prikazuje robotski manipulator in kamero Kinekt v2
8 Sklep
Veliko sem se naucˇil na podrocˇju operacijskega sistema Linux, s pomocˇjo kate-
rega sem izdeloval delovne prostore, uporabljal gcc prevajalnik za izvajanje C++
kode, delovanju ToF tehnologije, delovanju in uporabljanju knjizˇnice tocˇkovnih
oblakov (PCL) z uporabo programskega jezika C++ in seveda razvijanj aplika-
cij za robotski vid z uporabo tovrstne knjizˇnice. Vse to je potekalo pod okriljem
Robotskega Operacijskega Sistema, katerega delovanje sem spoznal v podrobnost.
Veliko sem se naucˇil tudi na podrocˇju timskega dela, saj je pri resnejˇsem pro-
blemu oziroma projektu ponavadi vpleteno vecˇ sodelavcec. V tem sklopu sem se
tudi naucˇil veliko o koordinaciji dela ter ustvarjalnem pridobivanju idej. Koncˇani
projekti se nato objavijo v obliki cˇlankov v raznih revijah oziroma konferencah.
Osebno si zˇelim opravljati tovrstna dela v prihodnosti, saj me izredno veselijo in
tudi mentalno stimulirajo.
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