This article describes the development of review rating and reporting features for Open Journal System (OJS), an opensource journal publishing platform used by more than 10,200 journals all over the world. Journal editors are able to receive rating recommendation automatically as a decision support in grading the review quality of peer reviewers. In addition, reporting features are also implemented to facilitate publishers in documenting their journals. Testing and evaluation show that both features are effective to be used in OJS-based journals.
INTRODUCTION
In the world of academia, peer review is a widely accepted means to evaluate a scientific work by experts in the same field (peer reviewers), in order to determine and ensure that the submitted work is qualified to be published. A publication that has been peer reviewed is considered a relevant contribution to the field [1] . Hence, it is crucial to ensure that reviews are effective in assessing the quality of an article and helping authors improve their work. Open Journal System (OJS) is an open-source journal publishing platform created in 2002 by the Public Knowledge Project, headed by John Willinsky. OJS is capable of running the entire journal publishing workflow, from the article submissions, peer reviewing, editing, and publications [2] . In reviewing a submission, OJS provides a way to assess the quality of peer reviewers by means of rating. Each review by peer reviewers will be scored by editors and be given a score discrete rating between one and five. Journal publishers will then be able to use this information to selectively keeps competent peer reviewers, thus improving the journal's quality [1] . However, while some journals provide guidelines, no unified standard exists and peer reviewing practices still vary from journal to journal [3] . Therefore, it is difficult to assess a review objectively.
This study proposes a recommendation system for OJS, which automatically estimate the quality of reviews. Specifically, the system will show a summarization of the review and a score estimation of the review, complete with a breakdown analysis. A summarization of review will be generated using the TextRank algorithm [4] to show editors a quick information regarding the quality of the article. The score estimation itself is generated by using structural features of the review text [5] , adjusted using previous rated peer reviews as the standard. This estimation will be used as a decision support for editors to determine the review's final score. Finally, as more articles and reviews are submitted, journal publishers need a way to efficiently document those information for various purposes, such as the aforementioned peer reviewer selection, journal accreditation, et cetera. While OJS provides several default reporting tools, they aren't comprehensive and several crucial information aren't included, such as reviewers' average rating performance. Therefore, new reporting features are also developed to provide an efficient way for OJS users to collect their journals' data.
II. METHODOLOGY
OJS provides support for plugins, allowing new features to be easily integrated into the software. Additionally, the plugins can be quickly installed to any OJS journals. In this research, the development uses a collection of 50 article reviews, taken from Binus Business Review (BBR), an international journal hosted by the Research and Technology Transfer Office (RTTO) of Bina Nusantara University.
A. Related Works
While various research attempts have been done to improve the peer reviewing process such as [3] , [6] , and [7] , no definitive model exists to assess the quality of a peer review. Ramachandran attempted to solve the problem of automatically assessing review quality, using text mining and Natural Language Processing (NLP) to obtain metrics that determine the quality of review. It shows that review relevancy is the most important aspect in assessing the quality of review [8] . Xiong [9] developed a helpfulness-guided review summarization, where useful reviews are summarized to help users obtain useful information effectively, based on an automated review helpfulness assessment that takes various text features into account [10] , such as: structural, lexical, syntactic, semantic, meta-data, etc. It shows that the structural feature achieve the highest performance in assessing peer review quality.
This study uses TextRank to automatically summarize each review. It is an extractive summarization technique where several sentences will be extracted from the original document to create the summary, contrary to the abstractive summarization technique that produces a summary containing rephrased words or phrases, based on the concept or idea in the document. Currently, the extractive technique is the standard in auto summarization field because it is easier to implement. While some successful methods of summarization employs supervised approach such as [11] and [12] , they require large training data and unable to adapt new domains and/or language. TextRank uses unsupervised approach where no training data is required for the algorithm to function, independent of the language used. It is a graph-based ranking model, where text is represented as a graph where text units are represented as nodes and the relationship between text units are represented as edges. While graph-based algorithm provides good results, it's running time is proportional to the complexity of the graph, therefore it's not a very efficient approach for summarizing large text [13] .
B. Review Rating Recommendation
The review rating recommendation consists of two main algorithms. The first being an automatic summarization of review text using TextRank, an unsupervised, graph-based ranking method for extractive text summarization. It is a variant of Google's PageRank algorithm [14] , which uses the concept of recommendation to calculate the score of a web page using graphs. This study uses a weighted graph and utilizes TextRank to calculate the score of each sentence in a text, and extracting sentences with highest score as the summary. The formula used to calculate the score of node V i is as follows:
where In(Vi) denotes the set of nodes that point to Vi , Out(Vj) denotes the set of nodes that Vj point to, wij denotes the weight of edge between Vi and Vj, and d signifies a randomizing factor, set between zero to one. The weight of edges is measured as the similarity value between two text units. Depending on the implementation, the text units and the form of similarity between sentences can vary. In this study, sentences are used to represent the text units, while the similarity is determined as the overlap of two sentences, Si and Sj, formally defined as follows:
where sentences are represented as a set of words, normalized by the length of both sentences. The TextRank algorithm will be used to compute the value of each nodes iteratively until convergence below a given threshold value is achieved [4] . The nodes will then be sorted, and best scoring sentences will be extracted to create the review summary, which will be shown to editors as a quick overview of the review's quality.
The second part of the review rating recommendation is the automatic review score estimation, which employs the structural features of review text as the factor to evaluate review text: the length of text as number of words, number of sentences, percentages of sentences ended with a question mark, and number of sentences ended with an exclamation mark [10] . The review text will be divided into several parts, such as the abstract, introduction, methodology, etc. with different weights to better show the review scores of each part. In this study, previously rated reviews are used to determine the standard to be used in the recommendation algorithm. Followings are the main steps used to implement the review rating recommendation:
• Retrieve the text from the uploaded review file submitted by peer reviewers.
• Preprocess the text as clean sentences, and create a graph using sentences as nodes and relation between each sentence as edges. Run the TextRank algorithm until convergence is achieved and build the summary.
• Calculate the score of each review part and the total score, using the structural features of the text.
• Show the summary of article review alongside the breakdown scores of each review part (including the value of each structural feature) and the final rating estimation between one and five.
C. Reporting
The additional reporting features will contain data regarding authors who have submitted article and reviewers who have reviewed. The reports are generated as a table in Comma-separated values (CSV) format. Since OJS is capable to host multiple journals in one OJS website instance, the reports created will only account for data in the journal where the reporting features are called. For the author report, the table contains information regarding: author ID, author name, author's country, author affiliation, article ID, article title, journal issue volume, and journal issue number. Note that the records will be accounted per article, hence multiple authors with the similar identities but different ID might exist. For the reviewer report, the table contains: reviewer ID, reviewer name, reviewer status (local, national, international), average rating, reviewer affiliation, and reviewer's country. Unlike the author report, each unique reviewer will only be listed once, since each reviewer must be registered on OJS as a user, while authors didn't. The followings are main steps taken to generate the reports:
• Retrieve the journal ID.
• Retrieve each author or reviewer ID, and its corresponding details in the journal.
• Generate a table report in CSV format for users to download from OJS.
III. RESULT & DISCUSSION
The development of review rating recommendation's main algorithm is done using Python script with help from Natural Language Toolkit (NLTK) [15] library for text manipulation, while the rest are implemented using PHP, as OJS' base programming language. The result will be presented in form of plugins, ready to be installed to any OJS-based journals. Bina Nusantara University's OJS website is used as a study case. Fig. 1 shows the article submission page, where reviewing process is done. Reviewers can upload review files to be checked by editors, before editors rate them and decide whether the article submission be revised, rejected, or approved. A new button "Check" is added at the end of each uploaded review file (denoted by the red square mark), ready to be used by editors to call the review rating recommendation feature, which will be shown in Fig. 2 . The review rating recommendation page will show: article title, reviewer's name, summary of the review, breakdown analysis of the review, total uploaded files, and the rating recommendation. As seen in Fig. 2 , each part of the review will be scored and given different weights. For example, methodology is given the highest weight (30%) while title is given the lowest weight (5%). A total rating will then be calculated by taking each part into account to yield a discrete rating estimation between 1 and 5. In addition, the value of each structural feature is also shown. Finally, the summary and rating estimation will then be used by editors to score the review more accurately.
A. Review Rating Recommendation

B. Reporting
The reporting features are shown in Fig. 3 and Fig. 4 . Each reporting plugins will be shown in the "Stats & Reports" page of the OJS journal. Users can call the features simply by clicking the report label, and a download prompt will appear. The CSV report will then be able to be downloaded, showing various data regarding authors or reviewers of the chosen journal. 
IV. CONCLUSION
This article discusses the development of an effective peer review rating recommendation and reporting system for the Open Journal System. As it currently stands, no definitive method has been defined to accurately assess the quality of a peer review. This study attempts to improve the objectivity of review assessment done by journal editors, by employing the structural features of the review text as the deciding factor for estimating the review rating. A summarization of the review text is also implemented using TextRank algorithm to give editors a quick insight as to the content of the review, which will reduce the time and resources used to assess the review. Finally, reporting tools to retrieve author and reviewer data are also developed to lessen the amount of work that journal publishers have to do in documenting their journal data. Testing and evaluations indicated that both features are running and functioning effectively as expected.
In addition, this study also suggests that OJS as a journal publishing platform still has rooms for improvements, and future works could implement more support for the system, whether it be the reviewing process, reporting, and other parts of the publishing procedure. Further research should also be done to better improve the peer reviewing process.
