Tool for Fireworks Design and Simulation by Rejent, Tomáš
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVE´ GRAFIKY A MULTIME´DII´
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
APLIKACE PRO NA´VRH A SIMULACI OHNˇOSTROJU˚
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE TOMA´Sˇ REJENT
AUTHOR
BRNO 2012
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVE´ GRAFIKY A MULTIME´DII´
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
APLIKACE PRO NA´VRH A SIMULACI OHNˇOSTROJU˚
TOOL FOR FIREWORKS DESIGN AND SIMULATION
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE TOMA´Sˇ REJENT
AUTHOR
VEDOUCI´ PRA´CE Ing. RADEK BARTONˇ
SUPERVISOR
BRNO 2012
Abstrakt
Tato práce se zabývá návrhem a realizací aplikace pro návrh a simulaci ohňostrojů. Návrh
aplikace vychází z návrhových vzorů pro objektově orientované programování. Aplikace je
tvořena v programovacím jazyku Java. Pro vizualizaci využívá částicové systémy implemen-
tované v prostředí knihovny Java3D. Aplikace umožňuje měnit parametry efektů, vkládat
je na časovou osu a provádět simulaci. Součástí simulace je možnost přehrávat zvukový
podkres. Do aplikace lze přidávat další efekty pomocí pluginů.
Abstract
Topic of this thesis is design of Tool for Fireworks Design and Simulation. Design patterns
for object oriented programming are used for application design. The application is deve-
loped in Java programming language. Firework effects are visualized by particle systems,
which are implemented using Java3D library. The application allows modification of effect
parameters, inserting them on timeline and then simulate. The application is able to play
background sound while simulation is running. The application can be extended by new
effects using plugins.
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Kapitola 1
Úvod
Tato práce se zabývá vývojem aplikace pro simulaci ohňostrojů. Aplikace je vyvíjena v pro-
gramovacím jazyku Java s využitím knihovny Java3D. Pro vizualizaci efektů používá čás-
ticové systémy. V následujících kapitolách jsou popsány používané typy pyrotechnických
efektů, historie ohňostrojů a způsoby jejich modelování pomocí částicových systémů. Dále
jsou představeny již existující aplikace pro simulace ohňostrojů. Počítačová vizualizace
ohňostrojů může být použita pro zábavu (například ve hrách), při vytváření efektů v ani-
macích a filmech, nebo pro návrh skutečného pyrotechnického představení, kde je kladen
důraz na fyzikální kvalitu simulace.
1.1 Struktura dokumentu
Ve zbytku úvodu je stručně popsána historie ohňostrojů od jejich počátků po vznik moder-
ních ohňostrojů v Itálii. Tato část vychází z článku Historie ohňostrojů od Colina Bradleye
[12].
Druhá kapitola se zaměřuje na teorii související s touto prací. Obsahuje popis typů
skutečných ohňostrojů. Shrnuje poznatky z oblasti částicových systémů a jejich uplat-
nění při zobrazování ohňostrojů. Popisuje techniky pro zvýšení věrohodnosti zobrazova-
ných ohňostrojů. Dále se zabývá základními pojmy z oblasti simulací, návrhu uživatelských
rozhraní a použitím návrhových vzorů při tvorbě objektově orientovaných programů.
Třetí kapitola stanovuje cíle projektu. Jednotlivé cíle jsou popsány a možné akce uživa-
tele jsou vyznačeny use case diagramem. Mezi hlavní cíle patří možnost editace pyrotech-
nických efektů, jejich umísťování na časovou osu a simulace s vizuálním výstupem.
Čtvrtá kapitola popisuje výběr prostředků pro realizaci projektu. Jedná se o programo-
vací jazyk, potřebné grafické knihovny a knihovny pro přehrávání zvuku. Jsou porovnány
dostupné prostředky a vybrány takové, které nejlépe odpovídají požadavkům projektu.
V páté kapitole je vytvářen návrh aplikace. Před začátkem návrhu jsou stručně po-
psány existující aplikace pro návrh a simulaci ohňostrojů, jedná se o FWsim [3], FINALE
Fireworks [1] a ShowSim [8]. Dále popisuje návrh efektů, uspořádání objektů ve scéně,
průběhu simulace a rozšířitelonost aplikace pomocí vkládání nových efektů. Následuje ná-
vrh prostředků pro práci se zvukem a struktury uživatelského rozhraní. Konec kapitoly
pojednává o reprezentaci a ukládání nastavení programu a projektu.
Šestá kapitola popisuje implementaci návrhu aplikace. Obsahuje diagramy tříd pro ná-
zornější vysvětlení funkce jednotlivých částí aplikace. Popisuje realizaci uživatelského roz-
hraní, přehrávání zvuku, částicových systémů, simulace a reprezentace dat.
Poslední kapitola shrnuje výsledky práce a další možné pokračování projektu.
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1.2 Historie ohňostrojů
Počátky ohňostrojů sahají až do období okolo 200 let před naším letopočtem, ještě než
byl objeven střelný prach. Jako první petardy byly v Číně používány zelené bambusy. Při
vhození do ohně začaly syčet a poté vybouchly. Tento jev byl způsoben rychlým růstem
bambusu, jehož následkem uvnitř vznikaly kapsy vzduchu a mízy. Výbuch vyluzoval hlasitý
zvuk. Číňané začali věřit, že takovýto zvuk zahání zlé duchy. Následkem toho se bambusové
petardy začaly používat při rituálech a zvláštních příležitostech po dalších tisíc let.
Důležitým zlomem byl objev střelného prachu. První předchůdce střelného prachu byl
objeven někdy mezi lety 600 až 900 našeho letopočtu v Číně. Objev byl učiněn náhodou při
hledání elixíru života. Vzniklou sloučeninou byly naplněny bambusy, které pak vybuchovaly
mnohem hlasitěji. Postupem času byla sloučenina vylepšována. Při použití v uzavřených
schránkách vznikající horké plyny a vysoký tlak způsobil roztrhnutí schránky a hlasitý
zvukový efekt. Při použití schránky s otevřeným koncem byly při výbuchu chrleny jiskry a
hustý kouř. Střelný prach se také začal využívat v armádě k zastrašování nepřátel. Vývoj
pokračoval a v 11. století se složení ustálilo na 75% ledku, 15% dřevěného uhlí a 10% síry
a používá se až dodnes.
Se změnou střelného prachu se upravily i metody výroby. Bambus byl nahrazen trubkami
z tvrdého papíru. Začaly se používat roznětky z hedvábného papíru v němž bylo zabaleno
malé množství střelného prachu. Takto vznikly poháněné petardy, které se rychle ujaly
v armádě. Stávalo se, že některé petardy místo pohybu po zemi vyletěly do vzduchu. Z toho
vznikl nápad přidat křidélka, která by řídila pohyb ve vzduchu. To vedlo ke vzniku prvních
raket.
Další zásadní vývoj nastal v Itálii v letech 1400 až 1500. Začaly vznikat nové ohňostroje,
které byly brány jako umění. Byly vytvořeny nálože, které explodovaly v nejvyšší fázi letu a
zaplnily oblohu zlatými nebo stříbrnými jiskrami. Nejvíce okázalé efekty však byly pozemní.
Použití pomaleji hořící směsi umožnilo realizaci fontán a ohnivých kol. V období let 1500
až 1700 se stali velice oblíbení draci. Drak byl typ malovaného ohňostroje, který obsahoval
fontány, petardy a rakety. Výsledek připomínal draka chrlícího oheň. V roce 1830 v Itálii
dovolily pokroky v chemii tvorbu nových barev ohňostrojů, které do té doby nebyly možné.
Přibyly tak barvy červené, zelené, modré a žluté. Poté vznikl takzvaný bleskový prach, který
hoří rychleji a při vyšších teplotách, než střelný prach. Tento prach se používá při výrobě
pyrotechniky dodnes [12].
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Kapitola 2
Teoretické podklady
Tato kapitola poskytuje stručný úvod do problematiky zahrnující tento projekt. Jedná se
o používané typy ohňostrojů, teorii částicových systémů, simulací, tvorby uživatelských roz-
hraní a tvorbu aplikací. Podkapitola Typy ohňostrojů čerpá z internetových zdrojů [2][10].
Podkapitola popisující částicové systémy vychází z prací [23], [13], [21], [25], [16] a mate-
riálů k předmětu Základy počítačové grafiky [20]. Podkapitola Simulace čerpá z materiálů
k předmětu Modelování a simulace [22]. Podkapitola Uživatelská rozhraní vychází ze zna-
lostí z předmětu Tvorba uživatelských rozhraní [9]. Podkapitola o návrhu aplikací čerpá
z knihy [17].
2.1 Typy ohňostrojů
Ohňostroje jsou rozlišovány podle typu jejich efektu. Názvy efektů jsou často odvozeny
od názvů květin. Pojem hvězda je používán jako označení části ohňostroje, který vytváří
vizuální efekt svým hořením. V závorce za jménem je uveden anglický originál. Ukázky
vybraných typů efektů je možné vidět na obrázku 2.1 na straně 6. Zde následuje přehled
běžných typů:
• Pivoňka (Peony) – Výbuch barevných hvězd do tvaru koule. Při letu vzhůru za sebou
nezanechává ohon. Nejběžnější typ ohňostroje.
• Chryzantéma (Chrysanthemum) – Podobný efekt jako pivoňka, hvězdy však za
sebou zanechávají ohon jisker.
• Jiřina (Dahlia) – Podobný efekt jako pivoňka, hvězdy jsou však větší, je jich méně a
mají delší dolet než dohoří.
• Vrba (Willow) – Podobný efekt jako chryzantéma, hvězdy však padají dolů a vytvářejí
tím ohony podobné větvím vrby.
• Palma (Palm) – Při vzestupu za sebou nálož zanechává ohon tvořící kmen palmy.
Hvězdy jsou připevněny vně nálože a po vzestupu vytvoří dlouhá ramena připomína-
jící listy palmy.
• Kruh (Ring) – Výbuch je uspořádán do kruhu, nebo srdce.
• Diadém (Diadem) – Efekt podobný pivoňce nebo chryzantémě, který má ve středu
shluk nepohybujících se hvězd.
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• Kamuro (Kamuro) – Výbuch zanechává hustě rozprostřené třpytivé hvězdy, které
jsou zlaté, nebo stříbrné. Ty za sebou zanechávají třpytivý ohon a celý efekt je tak
velice zářivý.
• Křižovatky (Crossette) – Při výbuchu vystřelí hvězdy do čtyř různých směrů. Pou-
žitím více náloží najednou se dosáhne efektu křižování ohonů.
• Pavouk (Spider) – Nálož obsahuje rychle hořící hvězdy, které jsou prudce vystřeleny.
Většina trajektorie je rovná, až ke konci letu začnou hvězdy padat a vytvoří tak efekt
podobný pavoučím nohám.
• Koňský ohon (Horsetail) – Po výbuchu hvězdy urazí jen krátkou vzdálenost a začnou
padat. Hvězdy mají dlouhou dobu hoření.
• Časovaný déšť (Time rain) – Efekt je tvořen velkými, pomalu hořícími hvězdami,
které za sebou zanechávají velký třpytivý a prskající ohon.
• Složené nálože (Multi–break shells) – Velké nálože, které obsahují menší nálože
různých typů. První výbuch rozhodí menší nálože do prostoru, ty pak následně tvoří
svůj efekt.
• Rybky (Fish) – Velké vložky s vlastním pohonem se rozletí od centra výbuchu. Při
tom víří podobně, jako když plave ryba.
• Ohnivá koule (Lampare) – Nálož obsahující tekuté palivo, při výbuchu vytvoří oh-
nivou kouli.
• Pozdrav (Salute) – Nálož, která vytváří hlasitý zvukový efekt. Vizuálně vytvoří pouze
krátký záblesk.
• Mina (Mine) – Pozemní ohňostroj, vystřeluje hvězdy do vzduchu.
• Římská svíce (Roman candle) – Trubka vystřelující hvězdy v pravidelných interva-
lech.
• Koláč (Cake) – Shluk trubek propojených zápalnicí. V rychlém sledu vypouští malé
světlice.
2.2 Částicové systémy
V počítačové grafice existuje několik možností, jak reprezentovat 3D objekty. Konstruktivní
geometrie (CSG) popisuje objekt jako strom složený z 3D primitiv, transformací a booleov-
ských operací. Šablonování využívá pohyb křivky, plochy, nebo tělesa po zvolené trajektorii.
Dekompoziční modely popisují objekt pomocí elementárních objemových jednotek. Hra-
niční reprezentace popisuje povrch objektu. Implicitní plochy jsou založeny na modelování
pomocí kostry.
Částicové systémy spadají pod dekompoziční modely. Používají se k popisu objektů,
které nelze uspokojivě popsat pomocí povrchu a které se dynamicky mění v čase. Tyto
objekty jsou označovány jako fuzzy objekty. Částicové systémy se od běžných objektů liší
třemi vlastnostmi. Za prvé, reprezentuje objekt shlukem primitivních částic, které definují
objem objektu. Za druhé, částice mění svojí polohu, vlastnosti, vznikají a zanikají v čase.
5
(a) Pivoňka (b) Chryzantéma (c) Jiřina (d) Vrba
(e) Palma (f) Diadém (g) Kamuro (h) Křižovatky
(i) Pavouk (j) Koňský ohon (k) Časovaný déšť (l) Mina
Obrázek 2.1: Typy reálných ohňostrojů.
Za třetí, částicové systémy nejsou deterministické. Využívají stochastické procesy pro určení
tvaru a vzhledu objektu.
Částice byly poprvé využity již v prvních video hrách, kde sloužily k vizualizaci exploze
hvězdných lodí nebo jako hvězdy na pozadí. V současnosti se částicové systémy využívají
k modelování vizuálních efektů. Mezi tyto efekty lze zařadit například exploze, elektrické
výboje, ohňostroje a kouř. Dalším využitím je modelování rostlin, jako jsou stromy a tráva.
Tyto objekty se nehodí pro popis pomocí povrchu. Využitím částic lze dosáhnout realis-
tického obrazu. Částicové systémy je také možné použít při fyzikálních simulacích pohybu
tekutin. Dalším využitím je modelování přírodních dějů. Mezi tyto děje patří mraky, déšť,
sněžení, případně hejna ptáků nebo ryb. Systémy vázaných částic se používají pro simulaci
tkanin nebo papíru.
Částicový systém je množinou částic, které v daném okamžiku reprezentují fuzzy objekt.
V průběhu času částice mění své vlastnosti, nové částice v systému vznikají, jiné zanikají.
Částicový systém jako celek určuje počet částic, rychlost jejich generování, oblast, ve které se
částice generují a dynamiku změn atributů částic. Simulace probíhá v následujících krocích:
1. generování nových částic, 2. nastavení počátečních hodnot pro atributy nově vzniklých
částic, 3. odstranění částic, kterým vypršela doba života, 4. u zbývajících částic se vypočítají
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nové hodnoty atributů, 5. vykreslení. V každém kroku může částicový systém vykonávat
libovolné operace. Lze tak využít různé modely pro určení dynamiky a vzhledu objektu.
Příkladem je výpočet pohybu částic pomocí soustavy parciálních diferenciálních rovnic.
Díky této vlastnosti je možné v částicových systémech využívat i modely z jiných vědních
disciplín.
Při určování počtu nově generovaných částic v daném časovém intervalu a jejich počá-
tečních hodnot atributů se často využívají stochastické procesy. Výsledné hodnoty jsou
omezeny pomocí parametrů. Běžně se používá střední hodnota a rozptyl. Pro určení počtu
nových částic pak lze použít vzorec:
GenerovanéČástice = středníHodnota + Rand(−1, 1) ∗ rozptyl (2.1)
Kde Rand(−1, 1) je funkce produkující hodnotu s rovnoměrným rozložením od −1 do 1.
Změnou parametru středníHodnota lze ovlivňovat aktuální hustotu částicového systému.
Každá částice má sadu základních atributů:
• Pozice,
• rychlost (hodnota a směr),
• barva,
• průhlednost,
• doba života,
• velikost,
• tvar.
Pozice vzniklé částice je ovlivněna několika parametry. Prvním je pozice částicového sys-
tému v prostoru, druhým jeho orientace v prostoru, posledním je tvar. Tvar určuje oblast
okolo pozice částicového systému, ve které mohou vznikat nové částice. Tato oblast může
být trojrozměrná i dvojrozměrná. Běžně se používá oblast koule s poloměrem r, kruh s po-
loměrem r nebo obdélník s šířkou w a délkou l. U dvojrozměrných oblastí je nutné určit
rovinu, ve které se nacházejí, například rovinu x-y. Ostatní parametry lze určovat podobně
jako množství generovaných částic pomocí střední hodnoty a rozptylu, jak bylo zmíněno
v rovnici (2.1). Možností jak určit parametry částice je nekonečně mnoho, proto záleží na
konkrétní aplikaci. Částice může disponovat dalšími vlastnostmi. Pomocí zrychlení je možné
simulovat napřiklad gravitaci. Dalšími vlastnostmi mohou být hmotnost, pro výpočet da-
lších veličin, výslednice síly působící na částici, odrazivost, odpor vůči prostředí, například
aerodynamický, seznam částic ovlivňujících tuto částici, staré hodnoty vlastností z před-
chozího stavu. Z grafických vlastností může být využita například textura. Příklady textur
lze vidět na obrázku 2.2.
Každá částice se v systému pohybuje a mění se její vlastnosti. Pohyb je realizován změ-
nou pozice částice mezi vykreslením dvou snímků. Určení nové pozice vychází z předchozí
pozice, rychlosti a zrychlení. Hodnotu nové pozice lze získat pomocí Eulerovy metody, jak
je ukázáno v rovnici (2.5). Tato rovnice je použita pro jednotlivé složky polohy: x, y a z.
Časový krok musí být dostatečně malý, aby chyba metody nebyla příliš velká. Doba života
částice je snížena při každé aktualizaci částice. Zánik částice může nastat v několika přípa-
dech. Za prvé, doba života klesne na nulu. Za druhé, barva a průhlednost dosáhly hodnot,
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(a) (b) (c)
Obrázek 2.2: Ukázka textur částic. Převzato z [16].
při kterých nemá význam částici vykreslovat. Za třetí, částice opustí stanovenou oblast.
Za čtvrté, dojde ke kolizi částice s jiným objektem. Záleží na konkrétní aplikaci, v jakých
případech částice zaniká. Ostatní hodnoty mohou používat k určení nové hodnoty například
koeficient změny.
a(t) =
dv(t)
dt
(2.2)
v(t) =
dx(t)
dt
(2.3)
v(t0 + dt) = v(t0) + adt (2.4)
x(t0 + dt) = x(t0) + v(t)dt +
1
2
adt2 (2.5)
Výpočet pozice částice v dalším kroku [14].
2.2.1 Částicové systémy a ohňostroje
U ohňostrojů je barva jedním z nejdůležitějších parametrů. Ve skutečných ohňostrojích
jsou barvy omezeny použitými chemikáliemi. Běžné barvy jsou modrá (měď), zelená (ba-
ryum), žlutá (sodík) a červeno–oranžová (stroncium). V částicových systémech ohňostrojů
je důležitá průhlednost částic. Ty totiž nezanikají v jednom okamžiku, ale postupně dohoří-
vají. Tuto vlastnost lze efektivně modelovat změnou průhlednosti částice a ztmavováním
její barvy směrem k černé, za předpokladu tmavého pozadí.
Další vlastností je jas částice. Stanovme rozsah jasu v intervalu nula až jedna. Nulová
hodnota jasu představuje základní barvu částice. Hodnata jedné odpovídá vysokému jasu
částice. Barva částice je upravena na základě hodnoty jasu podle rovnic (2.6), kde Cr
je zobrazovaná složka červené barvy, R0 je základní složka červené barvy, Brightness je
hodnota jasu v intervalu od nuly do jedné, stejně pak pro zelenou a modrou složku barvy.
Každá barevná složka je v tomto případě reprezentována reálným číslem v intervalu od
nuly do jedné. Hodnota výsledné barvy je upravena tak, aby odpovídala rozsahu. Využití
jasu je možné například při explozi, kdy je jas nastaven na maximální hodnotu a postupně
se snižuje v čase. Změnu jasu je možné nastavit jako koeficient, který je atributem částice.
Ohňostroje mohou mít různé tvary explozí. Typickým tvarem je koule. Další možné
tvary jsou například kruh, vějíř, elipsa, kokosový strom a chryzantéma. Ukázky je možné
vidět na obrázcích 2.3 a 2.4. Požadovaného tvaru se dosáhne nastavením rychlosti částice
v jednotlivých směrech. Výpočet rychlosti se liší pro každý tvar. Příklad lze vidět v algo-
ritmu 2.1, kde Xspeed je rychlost ve směru x, Yspeed je rychlost ve směru y, rand je funkce
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Cr = (1−R0) ∗Brightness + R0 (2.6)
Cg = (1−G0) ∗Brightness + G0
Cb = (1−B0) ∗Brightness + B0
Úprava barvy podle jasu částice [21].
generující náhodný rádius v rozsahu od 3 do 6, Θ je proměnná řídící směr pohybu v rozsahu
0 až 360 stupňů, loop udává počet explodovaných částic v rozsahu 0 až 30. Výsledek je
možné vidět na obrázku 2.3c.
Xspeed = rand * cos(Θ/2*3.1415);
Yspeed = rand * sin(Θ/2*3.1415);
if (loop % 3){
Xspeed = (rand + 3) * cos(Θ/2*3.1415);
Yspeed = (rand + 3) * sin(Θ/2*3.1415);
}
Algoritmus 2.1: Výpočet rychlosti podle požadovaného tvaru chryzantémy [16].
(a) Kruhový tvar (b) Tvar kokosového stromu (c) Tvar chryzantémy
Obrázek 2.3: Tvary ohňostrojů 1. Převzato z [16].
Pro zvýšení reálnosti zobrazení je možné využít další prostředky. Jedním z nich je ohon
částic. Tento jev lze modelovat pomocí dalších částic vytvářených za původní částicí. Vy-
tvořené částice leží na trajektorii původní částice. Mají původní odstín barvy, který je však
se vzrůstající vzdáleností od původní částice ztmavován a zvyšuje se průhlednost.
Dalším prostředkem je změna velikosti částice. S postupným hořením částice se její
velikost snižuje. Rychlost změny velikosti je nutné stanovit na základě pokusů. Začátek
zmenšování částice je vhodné započít, pokud zbývající doba života částice klesne pod urči-
tou hodnotu.
Další možností je blikání částic, které je typické pro některé druhy ohňostrojů. Výsledku
lze dosáhnout vykreslováním částice pouze v určitých snímcích. Vykreslování lze regulovat
například podle algoritmu 2.2, kde blink max je náhodné celé číslo v rozsahu od 2 do
počtu snímků za sekundu, blink on je celé číslo udávající počet snímků, po které je částice
vykreslována. Nachází se v rozmezí blink max a je vhodné přiřadit jí hodnotu blink max/2,
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(a) Tvar kruhu a vějíře (b) Tvar trojlisté růže
Obrázek 2.4: Tvary ohňostrojů 2. Převzato z [25].
blink cur je čítač snímků, ve kterých již byla částice zobrazena, mod je operace zbytku po
dělení.
if (blink cur <= blink on) then render particle();
blink cur = blink cur + 1; //go to next frame
blink cur = blink cur mod blink max; //warp back
Algoritmus 2.2: Algoritmus pro ovládání blikání částice [21].
Dalším efektem je míhání. Nastává před zánikem částice a projevuje se náhlým otáčením
a změnami směru částice. Tento jev je možné modelovat pomocí drobných změn v rychlosti.
Experimenty prokázaly, že pro efekt postačuje úprava rychlostí ve směru x a y. Rychlost
ve směru z se upravovat nemusí. Hodnoty ∆vx a ∆vy upravující rychlost nesmí být příliš
velké, v opačném případě bude částice měnit dráhu pohybu příliš prudce a efekt přestane
vypadat realisticky.
U velmi jasných částic se vyskytuje efekt hvězdy. Částice vypadá jako hvězda, nejčastěji
se čtyřmi rameny znázorňujícími svit. Pro vytvoření tohoto efektu jsou použity čtyři na-
vzájem kolmé jednotkové vektory. Těmito vektory jsou určeny koncové body ramen hvězdy.
Koncové body mají základní barvu částice. Původní částice se nachází ve středu hvězdy
a odpovídající hodnotu jasu. Barvy mezi středem a koncovými body hvězdy jsou interpo-
lovány. Významnou roli hraje velikost částice, čím větší bude, tím delší musí být ramena
hvězdy.
Některé ohňostroje se během pohybu točí. Tento jev lze modelovat pomocí algoritmu
2.3 na straně 11, kde pos[x] je pozice částice na ose x, pos[y] je pozice částice na ose y,
rot rad je poloměr rotace, theta je aktuální úhel rotace a delta theta je přírůstek úhlu
rotace. Algoritmus realizuje otáčení okolo osy z. Algoritmus je možné upravit pro rotaci
okolo os x, nebo y. Rotace může probíhat v kladném, nebo záporném směru. Rychlost
rotace je přímo úměrná poloměru rotace a přírůstku úhlu. Pokud je příliš velká, vypadá
pohyb částice trhaně a nerealisticky
2.3 Simulace
Simulace slouží k získávání nových informací o systému pomocí experimentování s jeho mo-
delem. Systém dělíme podle chování v čase na diskrétní, spojité a kombinované. Modelový
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pos[x] = pos[x] + rot rad * cos(theta); //míra rotace v rovině x
pos[y] = pos[y] + rot rad * sin(theta); //míra rotace v rovině y
theta = theta + delta theta //následující úhel
if (theta > 360.0) then theta = theta -360.0 //oříznutí úhlu (kladné)
else if (theta < -360.0) then theta = theta + 360.0 //oříznutí úhlu (záporné)
Algoritmus 2.3: Rotace částice okolo osy z [21].
čas může být shodný s reálným časem, zpomalený, nebo zrychlený. Dále můžeme systémy
rozdělit na deterministické a nedeterministické.
Změny v diskrétních systémech jsou popsány pomocí událostí. Událost je atomická ope-
race, která má z hlediska modelového času nulovou dobu trvání. Každý diskrétní systém je
možné popsat pomocí událostí, toto řešení však nemusí být příliš srozumitelné. Větší míru
srozumitelnosti poskytuje popis pomocí procesů. Proces je posloupnost událostí následu-
jících po sobě. V popisu procesu mohou být přikazy vyjadřující čekání mezi událostmi.
V reálných systémech probíhají procesy paralelně, při simulaci však lze použít kvazipa-
ralelní zpracování, které usnadňuje implementaci. Kvaziparalelní zpracování znamená, že
procesy, které jsou podle modelového času zpracovány v jeden okamžik, jsou ve skutečnosti
prováděny jeden po druhém. Pokud v systému záleží na pořadí těchto procesů, je nutné
vhodně nastavit jejich prioritu.
Diskrétní simulačni systém je možné implementovat pomocí kalendáře událostí. Kalen-
dář je uspořádaná datová struktura obsahující aktivační záznamy událostí. Každá naplá-
novaná budoucí událost má v kalendáři záznam. Záznam je složen z času aktivace, priority
pro případ záznamů se stejným aktivačnim časem a odkazu na danou událost nebo pro-
ces. Simulace probíhá postupným vybíráním a prováděním události z kalendáře, dokud
není prázdný nebo dokud není překročen maximální čas simulace. Kalendář poskytuje sadu
operací:
• Test prázdnosti kalendáře.
• Vkládání nových záznamů na správné místo.
• Výběr prvního záznamu s nejmenším aktivačním časem.
• Výběr požadovaného záznamu (umožňuje rušit již naplánované události).
• Inicializace a destrukce kalendáře.
Spojité systémy mohou být popsány pomocí soustav obyčejných diferenciálních rovnic,
soustav algebraických rovnic, blokovými schématy a parciálními diferenciálními rovnicemi.
Existují i další formy popisu. Při spojité simulaci potřebujeme metody pro řešení obyčej-
ných diferenciálních rovnic prvního řádu, řešení algebraických rovnic a řešení parciálních
diferenciálních rovnic různých typů. Často je nutné využít více metod současně. Pro řešení
obyčejných diferenciálních rovnic prvního řádu se využívají metody numerické integrace.
Nejjednodušší z nich je Eulerova metoda, přesnější a často používaná je pak metoda Runge–
Kutta a její různé varianty. Spojitá simulace pak probíhá podle následujících kroků:
1. Inicializace počátečních hodnot stavových proměnných a simulátoru.
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2. Cyklus dokud není konec simulace:
• Pokud je vhodný čas, výstup sledovaných hodnot.
• Krok numerické integrace: vyhodnocení derivací, výpočet nového stavu integra-
ční metodou, posun modelového času.
3. Výstup sledovaných hodnot po skončení simulace.
Při simulaci nedeterministických systémů je velmi důležité generování náhodných čísel.
Náhodná proměnná je veličina, která jako výsledek pokusu může nabýt předem náhod-
nou hodnotu. Náhodné proměnné mohou být diskrétní, pokud nabývají konečné množství
hodnot, nebo spojité, pokud nabývají hodnoty spojitě vyplňující určitý interval. Náhodné
veličiny je možné zadat pomocí rozdělení pravděpodobnosti, nebo distribuční funkcí. Sku-
tečně náhodná čísla jsou generována pomocí fyzikálních zdrojů náhodnosti, to však vyžaduje
speciální vybavení a generování čísel je pomalé. Čísla generovaná pomocí algoritmických ge-
nerátorů jsou deterministická, splňují však požadované statistické vlastnosti. Označujeme je
jako pseudonáhodná čísla. Základním typem algoritmických generátorů jsou lineární kon-
gruentní generátory. Rovnice (2.7) popisuje získání následujícího pseudonáhodného čísla.
Tento generátor generuje celá čísla z konečné posloupnosti s rovnoměrným rozložením. Pro
správnou funkci generátoru musí být vhodně zvoleny konstanty a (multiplikační), b (adi-
tivní) a m (modulo). Ověřené hodnoty jsou například a = 69069, b = 1 a m = 232. Při
spuštění generátoru se musí stanovit počáteční hodnota x0, která je libovolná.
xn+1 = (a ∗ xn + b)mod m (2.7)
Rovnice lineárního kongruentního generátoru pseudonáhodných čísel [22].
2.4 Uživatelská rozhraní
Efektivita programu je do značné míry určována uživatelským rozhraním. Koumunikace
probíhá v takzvaných módech. Mód znamená, že počítač reaguje na podobné podněty
podobným způsobem. Obecná zásada je udržovat počet módů co nejnižší. Pro vstup dat od
uživatele se často využívají dialogové boxy. Dialogové boxy mohou být, modální, systémově
modální a nemodální. Modální dialogové boxy zabraňují toku událostí do zbytku aplikace
(pokud se jedná o systémovou modalitu, tak i do ostatních aplikací), dokud nejsou uzavřeny.
Usměrňují tak řízení aplikace. Dialogové boxy jsou sestaveny z prvků jako jsou tlačítka,
nápisy, textové vstupy, seznamy atp.
Při tvorbě uživatelského rozhraní je vhodné řídit se obecnými doporučeními. Účelem roz-
hraní je především funkčnost, ne ozdobnost. Důležité je používání jednotné terminologie.
Podobné věci se dělají podobným způsobem. Existují různé skupiny uživatelů, například
začátečníci a pokročilí. Každá skupina má tendenci obsluhovat aplikaci odlišným způsobem
(například pokročilí pomocí klávesových zkratek), proto je vhodné když aplikace nabízí více
možností ovládání. Aplikace by měla informovat uživatele o výsledcích interakce. Měla by
respektovat postup práce a vhodně ho rozdělit na jednotlivé kroky. Aplikace by měla před-
cházet možným chybám, například zakázáním položek menu. Pokud již k chybě dojde, měla
by uživatele informovat proč k ní došlo a jaké je řešení. Uživatel by měl mít možnost vracet
akce zpět, přerušit je, nebo znovu provést. Rozhraní musí být předvídatelné. Jednotlivé
prvky by měly být rozmístěny pravidelně a podle jejich logického významu.
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2.5 Návrh aplikací
Navrhování objektově orientovaného programového vybavení je obtížné. Návrh by měl být
specifický pro daný problém a zároveň dostatečně obecný, aby mohl být použit při řešení
budoucích problémů. Řada problémů již často má hotové řešení, není proto nutné vymýšlet
ho znovu. Specifické problémy návrhu jsou řešeny pomocí vzorů, které umožňují vytvářet
tvárnější, elegantnější a znovupoužitelné návrhy. Návrhový vzor se obecně skládá ze čtyř
prvků:
• Název vzoru identifikuje vzor a stručně nastíní účel a důsledky.
• Problém popisuje, kdy se má vzor použít. Vysvětluje problém a jeho kontext. Může
obsahovat podmínky, jejichž splnění je nutné pro použití vzoru.
• Řešení popisuje prvky, z nichž se návrh skládá – jejich vztahy, povinnosti a spo-
lupráci. Nepopisuje konkrétní implementaci, místo toho obsahuje abstraktní popis
návrhového problému.
• Důsledky jsou výsledky a kompromisy použití vzoru. Jsou důležité pro pochopení
nákladů a výhod použití vzoru.
Návrhových vzorů existuje poměrně velké množství, proto je vhodné je rozdělit podle
určitých kritérií. Prvním kritériem může být účel, který rozdělí vzory podle toho, co dělají
na tvořivé, strukturální a týkající se chování. Tvořivé vzory se zabývají vytvářením objektů.
Strukturální vzory se zabývají skladbou tříd nebo objektů. Vzory chování se zabývají způ-
soby vzájemného jednání mezi třídami nebo objekty. Druhým kritériem může být oblast,
rozdělující vzory podle toho, zda se zabývají hlavně třídami, nebo objekty.
Při návrhu je nutné učinit mnoho rozhodnutí. Zde jsou vyjmenovány něktré z nich.
Objektově orientované programy jsou složeny z objektů. Objekt je složen z dat a procedur,
které s nimi pracují. Jednotlivé objekty spolu komunikují zasíláním zpráv. Nejednoduchým
úkolem při návrhu je rozklad systému na objekty. Rozklad je ovlivňován řadou parame-
trů, které jsou často protichůdné. Jmenujme například znovupoužitelnost, tvárnost, vývoj,
výkon a zapouzdření. Při určování objektů lze použít různé přístupy. Objekty můžeme vy-
tvářet podle jejich protějšků v reálném světě, nebo na základě popisu problému, ze kterého
se podle použitých podstatných jmen a sloves stanoví třídy. Žádný z přístupů není doko-
nalý. V návrhu se později často objevují objekty, které jsou určeny pro zvýšení tvárnosti
a znovupoužitelnosti. V počátcích návrhu však jejich existence nemusela být zřejmá. Ob-
jekty se mohou značně lišit velikostí i počtem, je proto nutné stanovit vhodnou objektovou
granularitu. Příliš mnoho malých objektů nebo příliš komplexní objekty mohou způsobovat
nepřehlednost. Takové programy jsou pak špatně udržovatelné.
Operace objektu mají svůj název, objekty v roli parametrů a návratovou hodnotu. Tyto
tři vlastnosti tvoří signaturu operace. Množina všech signatur operací objektu definuje
rozhraní objektu. Určité rozhraní označuje pojem typ. Objekt může mít mnoho typů a typ
může být sdílen velice různými objekty. Rozhraní jsou pro objektově orientované systémy
velmi důležité. Za pomoci rozhraní lze zaměňovat objekty stejného typu, to se nazývá
polymorfie. Pokud při deklaraci proměnných použijeme rozhraní namísto konkrétní třídy,
zvýšíme tím tvárnost aplikace. Objekty pak lze snadno nahradit objekty stejného typu,
které však poskytují odlišnou implementaci.
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Kapitola 3
Cíle projektu
Cílem projektu je vytvoření aplikace pro simulaci ohňostrojů. Aplikace umožní uživateli
vytvářet popis ohňostroje pomocí vkládání pyrotechnických efektů na časovou osu. Pyro-
technické efekty lze upravit nastavením jejich vlastností. Vlastnosti budou rozděleny na
obecné a specifické. Všechny efekty budou obsahovat obecné vlastnosti, jako jsou pozice
a barva. Pozice bude reprezentována odpalovacími body. Specifické vlastnosti budou závi-
set na typu efektu. Uživatel bude mít možnost zobrazit si jednotlivé efekty, aby mohl rychle
vyhodnotit vliv změny vlastností na grafickou podobu efektu. Součástí popisu ohňostroje
je také zvukový doprovod, který se do popisu vloží ve formě zvukového souboru. Popis
ohňostroje slouží k simulaci, při které je přehráván zvukový doprovod a zobrazovány efekty
v závislosti na čase. Simulaci lze pozastavit, nastavovat hlasitost hudebního doprovodu, mě-
nit pozici pohledu a exportovat ve formě videa. Uživatel může vytvářet, ukládat a načítat
projekty. Na obrázku 3.1 na straně 15 je znázorněn diagram případů užití popisující možné
akce uživatele.
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automaticky
uložit projekt čas
uživatel
načíst / uložit projektpřidělit soundtrack
přehrávat soundtrack
vložit / odebrat /editovat
odpalovací bod
nastavit viditelnost časových os
odpalovacích bodů
umístit pyrotechniku
na časovou osu
spustit a ovládat
simulaci změnit nastavení
programu
přidat / upravit
pyrotechniku
uložit / načíst paletu
pyrotechniky
nastavit úhel a směr
letu pyrotechniky
nastavit barvu výbuchu
pyrotechniky
zobrazit simulaci jedné
vybrané pyrotechniky
zobrazit přehled
odpalovacích bodů
zobrazit přehled pyrotechniky
v závislosti na odpalovacích bodech
umístit pyrotechniku do přehledu
se zadáním přesného času
pozastavit / obnovit
simulaci
exportovat simulaci
ve formě videa
změna pohledu
na simulaci
Obrázek 3.1: Diagram případů užití.
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Kapitola 4
Volba prostředků
Důležitou částí návrhu je volba prostředků pro realizaci projektu. Je nutné stanovit zá-
kladní cíle, které chceme dosáhnout, a na jejich základě vybrat vhodné prostředky. Pokud
je k dispozici více prostředků, musíme porovnat jejich vlastnosti a vybrat ten vhodnější.
4.1 Programovací jazyk
Existující aplikace pro simulaci ohňostrojů, jako jsou FINALE Fireworks[1], FWsim[3]
a ShowSim[8], jsou dostupné pouze pro operační systém Microsoft Windows. Proto byl
pro implementaci zvolen programovací jazyk Java, který je nezávislý na platformě. Vý-
sledná aplikace tak bude použitelná v různých operačních systémech. Objektová orientova-
nost poskytuje možnost pro budoucí rozšiřování aplikace pomocí přidání nových objektů se
stanoveným rozhraním. Pro vykreslování simulace je žádoucí využití grafického hardwaru,
Java je však vysokoúrovňový multiplatformní jazyk, a proto má programátor velmi omezené
možnosti pracovat s hardwarem. Pro řešení tohoto problému bylo nutné využít některou
z knihoven, jako jsou například JOGL a Java3D.
4.2 Java3D
Java3D je knihovna vyvinutá společností Sun Microsystems. Slouží pro vytváření, zobra-
zování a manipulaci s trojrozměrnými grafickými objekty. Knihovna poskytuje vysokoúro-
vňové nástroje pro vytváření virtuálního prostředí, jako je například graf scény. Po sestavení
je graf optimalizován na základě své struktury a nastavení objektů tvořicích uzly. Vykres-
lovací systém zobrazuje graf scény, automaticky řidí úroveň detailů a snaží se optimalizovat
proces vykreslování. Aplikační logika, interakce objektů a 3D scéna je zpracována kódem
v Javě, zatímco zpracování vertexů a pixelů je předáváno k nativnímu vykreslení pomocí
OpenGL nebo DirectX. Tento přístup poskytuje přenositelnost a zároveň rychlost [15][11].
Knihovna Java3D umožňuje vytvoření částicových systémů, které jsou klíčové pro zob-
razení ohňostrojů, obsahuje řadu předpřipravených objektů a nástrojů, které urychlí vývoj.
Knihovna JOGL [6] poskytuje rozhraní k prostředkům OpenGL. JOGL pracuje na nižší
úrovni než Java3D, využití podpory hardwaru je tak více v režii programátora. Pro tento
projekt byla vybrána knihovna Java3D, která poskytuje potřebné prostředky a umožní
rychlejší vývoj, než při použití knihovny JOGL.
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4.3 MP3SPI
Projekt vyžaduje přehrávání zvukového doprovodu. Java obsahuje nástroje pro práci se zvu-
kem na nízké úrovni, Java Sound.[4] Dále je k dispozici knihovna JMF (Java media fra-
mework), která poskytuje větší množství nástrojů pro práci se zvukem a pracuje na vyšší
úrovni. Jedním z nejpoužívanějších formátů pro zvukové soubory je MP3, proto je vhodné,
aby byl podporován i v tomto projektu. Původním záměrem bylo využít JMF, protože
nabízí více nástrojů. Bylo však zjištěno, že JMF podporuje formát MP3 pouze pro opera-
ční systém Microsoft Windows, což odporuje požadavku na multiplatformnost projektu.[5]
Knihovna Java Sound podporuje pouze několik formátů zvukových souborů (WAV, AU,
AIFF), je však snadno rozšiřitelná pomocí SPI (Service provider Interfaces). V projektu je
použit plugin MP3SPI [7] rozšiřující Java Sound o možnost přehrávat soubory MP3. V bu-
doucnu je možné bez dalších úprav v projektu rozšiřovat podporované formáty pomocí
dalších SPI pluginů.
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Kapitola 5
Návrh aplikace
První podkapitola obsahuje souhrn některých existujících aplikací pro návrh a simulaci
ohňostrojů, z nichž je možné čerpat inspiraci při návrhu a porovnat různé druhy přístupu
k problematice. Následující podkapitoly prezentují návrh jednotlivých částí aplikace. Tyto
části jsou:
• Simulace a zobrazování efektů,
• přehrávání zvuku,
• uživatelské rozhraní,
• datové struktury pro uložení palety efektů a popisu ohňostroje.
5.1 Existující software
V této podkapitole jsou shrnuty některé vlastnosti existujících aplikací pro simulaci ohňostrojů.
Jedná se o aplikace FWsim, FINALE Fireworks a ShowSim. Popis těchto aplikací byl vy-
tvořen na základě informací z oficiálních webových stránek a zkušebních verzí aplikací, kde
nejsou dostupné všechny nástroje.
5.1.1 FWsim
Aplikace s názvem FWsim disponuje posouvací časovou osou s možností přibližování a
zobrazením časových značek v horní části. Na časové ose jsou zobrazeny efekty ve formě
obdélníků obsahujících název. V obdélníku jsou také pomocí značek zvýrazněny okamžiky
důležité v životě efektu (například výbuch). Přestože je možné posouvat časovou osu ve
vertikálním směru, v ukázkové show zkušební verze se některé značky efektů překrývaly,
což působí nepřehledně. Uživatel může značky na časové ose přesunovat pomocí drag and
drop a přeskládat si značky tak, aby se nepřekrývaly.
Zobrazení probíhá v trojrozměrném prostoru. Posun standardní kamery je však omezen
na přibližování, oddalování a změnu výšky. V plné verzi jsou k dispozici další typy kamer.
Na časovou osu je možné kromě efektů přidávat také příkazy pro pohyb kamery. Scénu
je možné upravit pomocí obrázku na pozadí a vkládáním trojrozměrných objektů. Zvuk
je přidáván na časovou osu stejně jako efekty, lze tak určit od kdy přehrávání začne. Lze
přidat více zvuků, které můžou být přehrávány i současně. Podporované formáty jsou MP3,
OGG, WAV, AIFF, MP2 a MP1. Výsledek je možné exportovat ve formě videa.
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K dispozici je 237 různých efektů, které je možné dodatečně upravovat pomocí edi-
toru. Editor zobrazuje jednotlivé součásti efektu pomocí stromu, jehož položky se editují,
přidávají, nebo odebírají. Sestavený efekt lze ihned vyzkoušet.
Aplikaci vytvořil Lukas Trötzmüller z Rakouska. Aplikace vyžaduje operační systém
Microsoft Windows 98 nebo novější a grafickou kartu s minimálně 64 MB RAM. Aplikace je
dostupná ve dvou verzích. Běžná verze v ceně $25.95 a Pro verze za $269. Hlavní odlišností
Pro verze je databáze ohňostrojů a možnost exportu projektu do formátu odpalovacího
systému Explo Firing System [3].
Obrázek 5.1: Aplikace FWsim.
5.1.2 FINALE Fireworks
Aplikace s názvem FINALE Fireworks poskytuje časovou osu s možností horizontálního po-
suvu a přibližováním. Na pozadí časové osy je vykreslen průběh zvukového souboru. Časové
značky jsou umístěny na začátku spodní třetiny osy, často pak do nich zasahuje vykreslo-
vaný průběh zvuku a značky se stávají špatně čitelné. Efekty jsou na ose reprezentovány
malými obdélníky se zvýrazněným okamžikem exploze. Jelikož časová osa neposkytuje mož-
nost vertikálního posunu, je prostor pro zobrazení omezený. Do jednoho časového úseku lze
vložit 20 efektů, pokud jich je více, nejsou již všechny na ose znázorněny. Efekty lze na ose
posunovat pomocí drag and drop, při posunutí však nejsou efekty vyskládány vedle sebe,
ale překrývají se.
Zobrazení probíhá v dvojrozměrném prostoru. Pokud neprobíhá simulace, lze ve scéně
nastavovat rychlost větru, přiblížení a směr odplálení jednotlivých efektů. Pomocí menu je
pak možné měnit obrázek na pozadí a nastavit zvuk podkresu. Podporované formáty zvuku
jsou MP3 a WAV. Výsledek je možné exportovat ve formě videa, nebo ve formátech pro
celou řadu odpalovacích systémů.
Aplikace obsahuje rozsáhlou knihovnu efektů s 5000 efekty. Poskytuje nástroje pro edi-
taci efektů, které však nejsou ve zkušební verzi k dispozici. Umožňuje vkládání zvukových
pokynů pro manuální odpalování skutečných ohňostrojů. V plné verzi je možné vytvářet
rozmístění stojanů a vybavení pro skutečné představení.
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Autory aplikace jsou Will Harvey a Chris Hondl. Aplikace vyžaduje operační systém
Microsoft Windows XP nebo novější, 1.2 GHz procesor a 512 MB operační paměti. K dis-
pozici jsou tři verze v rozmezí cen od $249 do $799 [1].
Obrázek 5.2: Aplikace FINALE Fireworks.
5.1.3 ShowSim
Časová osa aplikace ShowSim je rozdělena na dvě části. První část obsahuje náhled na
celou délku projektu a umožňuje tak rychlý přesun přes větší časové úseky bez nutnosti
posouvání. Druhá část obsahuje detailní náhled časové osy s přesným rozmístěním efektu.
Přiblížení druhé části časové osy lze upravit pomocí tlačítek. Efekty jsou na ose zobra-
zeny jako vertikální čáry. Osa může zobrazovat buď starty efektů, nebo jejich exploze. Pod
časovou osou se nachází tabulka obsahující detailní informace o efektech. Tyto informace
je možné editovat. Pod časovou osou je možné zobrazit graf obsahující obdélníky, které
znázorňují dobu trvání efektů.
Zobrazení probíhá v trojrozměrném prostoru. Ve scéně lze nastavit pozadí, povrch země,
rychlost a směr větru. Do scény lze vkládat modely a různé druhy osvětlení. Poskytuje
možnost vyhledávání a filtrování pro rychlé nalezení efektů. Výsledek je možné exportovat
ve formě videa, nebo ve formátech pro celou řadu odpalovacích systémů.
Základní knihovna efektů obsahuje přes 1800 položek. Umožňuje vkládání zvukových
pokynů pro manuální odpalování skutečných ohňostrojů. Manuální odpalování si je možné
vyzkoušet pomocí nástroje zobrazujícího odpalovací pult.
Aplikaci vytvořila firma Passfire Labs. Aplikace vyžaduje Microsoft Windows XP nebo
novější, 2.5 GHz procesor, grafickou kartu s podporou direct3D 9.0 nebo vyšší. Aplikace je
dostupná ve třech verzích v cenách od $950 do $4950 [8].
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Obrázek 5.3: Aplikace ShowSim 3D.
5.2 Simulace a zobrazování efektů
Základem pro zobrazení ohňostrojů jsou částicové systémy. Každý efekt je reprezentován
částicovým systémem nebo jejich skupinou. Částice je zobrazována jako grafické primiti-
vum (například bod). Knihovna Java3D umožňuje vykreslovat částice jako body, úsečky,
trojúhelníky nebo čtyřúhelník. Každá částice má sadu atributů:
• Pozice,
• rychlost (hodnota a směr),
• barva,
• průhlednost,
• doba života,
• velikost,
• tvar.
Určování atributů je závislé na typu efektu. Barva může být konstantní, lineárně se měnit
z počáteční barvy na koncovou s nastavitelnou rychlostí změny, náhodná, nebo se měnit
na základě ostatních atributů částice (například podle aktuální rychlosti). Částice jsou
odstraněny, pokud uplyne jejich doba života, nebo pokud vlivem gravitace dopadnou na
podlahu (souřadnice y ≤ 0). Částice, které se mají odstranit, mohou být využity jako
nové částice tak, že se nastaví atributy na počáteční hodnoty. Na částice typu trojúhelník
a čtyřúhelník je možné aplikovat texturu a také dynamicky měnit jejich velikost pomocí
pozic vrcholů. Pokud jsou částice vyjádřeny jako body nebo úsečky, musí být velikost všech
částic v rámci systému stejná, protože z pohledu knihovny Java3D se jedná o jeden objekt.
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Všechny objekty představující částicové systémy budou odvozeny z abstraktní třídy
Firework, která bude poskytovat jednotné rozhraní pro práci s efekty. Tato třída bude
také základem návrhového vzoru skladba, který umožní spojování efektů do větších celků.
Třída ParSysGroup (zkrácený zápis Particle system group) bude sloužit k samotnému sklá-
dání efektů. Pro tento účel bude definovat metody pro přidávání, odebírání potomků a další
činnosti s nimi. Podtřídy třídy Firework implementující konkrétní efekty budou předsta-
vovat listy skladby. Třída Firework bude poskytovat možnost přidání posluchačů k efektu,
které umožní reagovat na události jako jsou start efektu, exploze, konec efektu a případně
další. Každý efekt bude obsahovat objekt obsahující jeho nastavení. Tyto objekty budou
podtřídy třídy se základním nastavením efektu.
Knihovna Java3D provádí vykreslování na základě grafu scény. Tento graf bude kromě
nezbytných součástí pro zobrazování obsahovat kořenový uzel Root Node, ke kterému budou
připojeny veškeré zobrazované objekty. Uspořádání grafu scény lze vidět na obrázku 5.4 na
straně 23. Uzly BG (Branch Group) slouží pro připojování dalších uzlů a zobrazovaných
objektů, uzly TG (Transform Group) reprezentují prostorové transformace (například ro-
taci) pro všechny synovské uzly. Plné čáry představují vztah rodiče a potomka, přerušované
představují odkaz na objekt. Obsah bude logicky členěn do čtyř kategorií. Uzel Environment
Node bude obsahovat potomky reprezentující objekty prostředí. Mezi tyto objekty se řadí
pozadí, podlaha a případné modely budov nebo jiných objektů ve scéně. K uzlu Effects Node
budou připojeny všechny efekty, které jsou nutné pro vizualizaci simulace, jedná se tedy
o částicové systémy a jejich chování. Uzel Preview Node je určen pro zobrazování náhledu
jednoho efektu. Posledním uzlem je Tools Node. Tento uzel slouží pro připojení objektů
zobrazujících podpůrné nástroje. Může se jednat například o zobrazení odpalovacích bodů
ve scéně. Logické členění obsahu grafu scény umožňuje rychle odebrat objekty, které se již
nemají zobrazovat.
Simulace bude probíhat podle obsahu simulovaného projektu. Řízena bude pomocí ka-
lendáře událostí v hlavním simulátoru. Kalendář nebude poskytovat metody pro vkládání
událostí na určené místo a jejich odebírání, protože kalendář již není v průběhu simulace
nutné upravovat. Obsah kalendáře bude před spuštěním simulace vždy znovu sestaven podle
projektu. Přidávání nových událostí při simulaci není nutné, protože sestavování komplex-
nějších efektů nebude probíhat pomocí přidávání událostí do kalendáře, ale pomocí skladby
při vytváření projektu. Po spuštění simulace bude probíhat pravidelná kontrola obsahu
kalendáře pomocí časovače s nastaveným intervalem. Modelový čas není při zobrazování si-
mulace možné posouvat na hodnotu další události, protože v tomto případě musí odpovídat
reálnému času. Simulátor tak bude fungovat jako spojitý se zadaným krokem. V každém
kroku bude provedena jednoduchá kontrola, zda nastala další událost. Maximální časová
odchylka spuštění efektu se rovná velikosti kroku. Druhou možností by bylo nastavit časovač
na spuštění přesně v čase další události. Tento přístup by fungoval jako procesy obsahu-
jící čekání mezi událostmi. Hlavní simulátor by se stal diskrétním. V průběhu simulace
však musí být aktualizovány komponenty uživatelského rozhraní zobrazující aktuální čas
simulace, proto bude použita spojitá verze simulátoru.
Událost bude reprezentována objektem obsahujícím čas odpálení efektu v milisekun-
dách a odkazem na daný efekt. Před spuštěním simulace při sestavování kalendáře budou
všechny potřebné efekty inicializovány a přiřazeny k uzlu Effects Node. Dosáhne–li mode-
lový čas hodnoty události, je efekt odkazovaný událostí spuštěn pomocí spouštěcí metody
deklarované třídou Firework. Simulaci daného efektu nadále řídí třída implementující efekt
nezávisle na hlavním simulátoru. Hlavní simulátor bude uchovávat odkazy na aktivní efekty,
aby bylo možné s nimi komunikovat pokud uživatel posune čas simulace nebo ji pozastaví.
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Obrázek 5.4: Základ grafu scény.
5.2.1 Efekty
Fontána je efekt, při kterém vylétávájí jiskry z jednoho bodu směrem vzhůru. Tento efekt
je reprezentován jedním částicovým systémem, který vytváří nové částice v jednom bodu.
Počáteční rychlost částic je určena na základě tří parametrů. Směr vylétávání jisker nemusí
být pouze přímo vzhůru, ale lze jej nastavit pomocí směrového vektoru. Dalšími parametry
jsou maximální rychlost ve směru vylétávání a rychlost rozptylová, která určuje míru kru-
hového rozevření fontány. Částice budou postupně měnit barvu z počáteční na koncovou
podle zadané rychlosti změny. Nejběžnější typ efektu je raketa. Skládá se ze dvou částí, letu
rakety a její exploze. Směr letu rakety se nastaví pomocí směrového vektoru. Ohon rakety
funguje podobně jako fontána, lze nastavit rozptyl do stran a zrychlení rakety. Délku ohonu
lze regulovat pomocí doby života částic. Ve chvíli, kdy dosáhne raketa přednastavené výšky,
přestanou se generovat nové částice ohonu a spustí se exploze rakety. U exploze lze nastavit
intenzitu, která určuje maximální počáteční rychlost částic.
5.2.2 Systém pluginů pro přidávání efektů
Efekty bude možné přidávat pomocí pluginů. Plugin bude ve formě archivu typu JAR
umístěn do předem stanovené složky pro pluginy. Bude obsahovat třídu s vhodným ná-
zvem, která implementuje abstraktní třídu Firework. Název této třídy musí končit přípo-
nou PS.class, která značí, že se jedná o třídu implementující částicový systém. Název musí
23
být v rámci aplikace jedinečný. Archiv musí obsahovat všechny třídy, které vyžaduje třída
implementující částicový systém a které nejsou standardní součástí aplikace. Archiv může
obsahovat kromě tříd další potřebné zdroje, například obrázek pro ikonu do palety efektů.
V archivu se může nacházet libovolné množství efektů a můžou být umístěny v balíčcích
(package).
Přidávání ekektů z pluginů bude zajišťovat třída FireworkFactory poskytující tovární
metodu podle návrhového vzoru tovární metoda. Metoda createFirework bude vytvářet
objekt typu Firework, který bude obsahovat konkrétní implementaci efektu na základě za-
daného parametru metody. Parametrem metody bude jméno efektu, který se má vytvořit.
Jména dostupných efektů, včetně efektů zabudovaných v aplikaci, bude poskytovat zvláštní
metoda. Výběr jména efektu z této dostupné množiny minimalizuje riziko neplatného para-
metru pro tovární metodu. Třída FireworkFactory bude obsahovat metodu pro inicializaci,
při které prohledá složku s pluginy a nalezne dostupné efekty. Všechny zmíněné metody
budou statické (třídní), což zajistí dostupnost ze všech míst aplikace.
5.3 Přehrávání zvuku
Pro ovládání zvukového podkresu postačí několik základních funkcí. První funkcí je zvo-
lení souboru obsahující zvukový podkres. Předpokládá se, že zvuk je již připraven a není
potřeba ho již upravovat. Dále je nutné poskytnout možnost spustit, pozastavit a obnovit
přehrávání, ovládat hlasitost. Důležitou operací je přesouvání se v čase přehrávání. Toto
přesouvání musí být dostatečně přesné, aby se uživatel mohl snadno pohybovat na časové
ose a upravovat popis ohňostroje podle zvukového podkresu. Přehrávání je nutné realizovat
pomocí samostatného vlákna, aby mělo minimální dopad na rychlost odezvy uživatelského
rozhraní. Zvukový podkres bude možné přehrávat ve dvou režimech. Prvním režimem je
samostatný, kdy se pouze přehrává podkres a neprobíhá simulace efektů. V tomto režimu
může uživatel přidávat efekty z palety na časovou osu, což mu umožní vytvářet projekt
podle charakteru zvukového podkresu. Druhý režim nastává při simulaci projektu, kdy
je přehrávač řízen pomocí hlavního simulátoru. Při simulaci již není možné manipulovat
s efekty v projektu.
Třída pro ovládání zvuku bude poskytovat metody pro načtení a přehrávání krátkých
zvuků. Tyto metody budou sloužit k přehrávání zvůku efektů, jako jsou výbuchy a prskání.
Metody budou statické (třídní), aby k nim měly třídy implementující efekty snadný a jed-
notný přístup. Pokud bude daný zvuk jednou načtený, všechny efekty dané třídy ho budou
sdílet.
5.4 Uživatelské rozhraní
Uživatelské rozhraní bude sestaveno z několika částí. Samozřejmostí jsou roletková menu
v horní části okna aplikace. Poskytují přístup k většině dostupných funkcí aplikace. Přístup
k nejdůležitějším položkám v nabídce bude urychlen pomocí klávesových zkratek. Dalším
přístupovým bodem k často používaným funkcím bude panel nástrojů umístěný pod rolet-
kovými menu. Standardní ikonky poskytnou uživateli rychlou orientaci při hledání operací
jako uložení projektu nebo spuštění simulace.
Důležitou složkou uživatelského rozhraní bude paleta efektů. Paleta poskytne možnost
rozdělit efekty do kategorií. Tyto kategorie bude moci uživatel přidávat, odebírat a přejme-
novávat. Každá kategorie bude poskytovat možnost rozbalení a sbalení. Sbalené kategorie
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nebudou zobrazovat ikonky efektů, které obsahují. Pomocí sbalování a rozbalování efektů
bude šetřeno místo v paletě. Jednotlivé ikony efektů budou zobrazeny jako čtverce. Tyto
čtverce budou složeny ze tří částí. První částí je obrázek, který uživateli poskytne základní
představu o efektu. Druhou částí je identifikátor. Poslední součástí je přechodově obarvený
proužek znázorňující počáteční a koncovou barvu efektu. Ikona efektu bude zvýrazněna
rámečkem, pokud ji uživatel označí.
Dvojice seznamů obsahující odpalovací body a efekty k nim přiřazené budou další částí
uživatelského rozhraní. U seznamů budou k dispozici tlačítka pro přidávání, editaci a ode-
brání položek. Výběr odpalovacích bodů v prvním seznamu bude ovlivňovat zobrazení
efektů ve druhém. Pokud nebude vybrán žadný odpalovací bod, v seznamu efektů budou
zobrazeny všechny efekty projektu. Pokud budou vybrány odpalovací body, bude druhý
seznam zobrazovat pouze efekty náležící vybraným odpalovacím bodům. Seznam efektů
bude své položky řadit podle primárního klíče času odpálení a sekundárního klíče jména
odpalovacího bodu, ke kterému efekt náleží.
Další oblastí uživatelského rozhraní bude plátno zobrazující trojrozměrný prostor, ve
kterém se vizualizuje simulace. Pod tímto plátnem se budou nacházet tlačítka pro něk-
teré operace související s 3D prostředím. Mezi tyto operace bude patřit například spuštění
a zastavení simulace nebo navrácení kamery do výchozí pozice.
Průběh simulace a rozmístění efektů bude zobrazovat časová osa. Časová osa bude
rozdělena na řádky podle odpalovacích bodů. Efekty budou zobrazeny ve formě obdélníků.
Časová osa umožní uživateli přidávání efektů pomocí kliknutí na požadovanou pozici. Lze
tak při přidání efektu rychle určit odpalovací bod a čas odpálení pomocí pozice. Časová osa
bude propojena se seznamy odpalovacích bodů a efektů. Při označení efektů na časové ose
se změní označení v seznamu a naopak. Časová osa zobrazuje odpalovací body podle výběru
v seznamu. Časovou osu bude možné přibližovat v předem stanoveném rozsahu. Časová osa
bude obsahovat posuvník pro změnu času při simulaci nebo přehrávání podkresu, dále bude
obsahovat časové popisky.
Poslední součástí okna aplikace budou nástroje pro ovládání zvukového podkresu a ná-
stroje pro rychlou editaci projektů. Mezi tyto nástroje budou patřit standardní tlačítka
k ovládání přehrávání podkresu a změny hlasitosti. Zbývající nástroje slouží k rychlé edi-
taci efektů, tak aby uživatel nemusel měnit nastavení efektu v paletě. Mezi tyto vlastnosti
patří směr odpálení, počáteční a koncová barva efektu. Směr bude možné upravit pomocí
grafických komponent pro určení směru a sklonu odpálení. Pro změnu barvy bude sloužit
panel barev, ve kterém bude moci uživatel přidávat a odebírat nejčastěji používané barvy.
Výše jmenované součásti rozhraní budou od sebe odděleny posuvníky, které umožní
uživateli zvětšit prostor pro zobrazení tam, kde je zrovna potřeba. Například při editaci
projektu je vhodné zvětšit prostor pro časovou osu. Další komunikace s uživatelem bude
probíhat pomocí sady dialogů. Důležitým dialogem bude dialog pro změnu vlastností efektů.
Tento dialog bude přístupný přes ikonu efektu v paletě a bude obsahovat několik záložek.
První záložka bude umožňovat editaci ikony jako takové, druhá záložka poskytne možnost
změny základních vlastností efektu. Další záložky budou přidávány dynamicky v závislosti
na efektu a budou sloužit k nastavení specifických vlastností efektu. Třída pro tento účel
Firework deklaruje metodu pro získání objektu zapouzdřujícího panely s komponenty uži-
vatelského rozhraní.
Komponenty uživatelského rozhraní budou podle stavu aplikace povoleny nebo zaká-
zány, aby se minimalizovala možnost vzniku nepovoleného stavu aplikace, případně vy-
světlování uživateli nemožnost provedení operace. Uživatel bude mít k dispozici funkci zpět
a vpřed. Tato funkce je navrhnuta na základě návrhového vzoru příkaz. Rozhraní Command
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deklaruje metody pro provedení a vrácení následků operace. Pro zvolené operace aplikace
se definuje třída implementující toto rozhraní. Při provedení se příkaz vloží do historie pří-
kazů. Pomocí tlačítek zpět a vpřed je možné pohybovat se historií příkazů a vracet, nebo
znovu provádět příslušné operace.
5.5 Datová reprezentace objektů
Data projektu a nastavení aplikace musí být vhodně reprezentovány. Reprezentace je roz-
dělena na část používanou při běhu aplikace a na část pro ukládání ve formě souboru. Pro
ukládání ve formě souboru byl zvolen formát XML. Tento formát je rozšířený a existuje
řada nástrojů pro jeho zpracování. Uložená data je možné v případě nutnosti modifikovat
i mimo aplikaci, při tom však hrozí zadání neplatných hodnot. Toto riziko je nutné brát
v úvahu při načítání souboru. Pomocí Javy je možné ukládat celé objekty. Tato možnost
je efektivní z hlediska implementace, nastává však problém pokud se změní třída objektu.
Data jiných verzí tříd již takto nelze načíst. Při použití XML tento problém nenastává. Při
rozšíření množiny ukládaných dat se přidá nový tag, který starší verze přeskočí a načtou
pouze informace, kterým rozumí.
Nastavení programu bude obsaženo ve třídě Settings. Třída bude obsahovat nastavení
v podobě proměnných vhodných typů a bude poskytovat metody pro přístup k těmto
hodnotám. Bude poskytovat metody pro uložení a načtení hodnot. Hodnoty budou uloženy
ve formě XML a vhodně rozděleny do skupin pro větší přehlednost.
Projekt jako celek bude reprezentován třídou uchovávající základní informace o pro-
jektu. Tyto informace budou zahrnovat jméno projektu, dobu trvání, soubor se zvukovým
podkresem a soubor s texturou pozadí. Dále bude obsahovat seznam odpalovacích bodů. Od-
palovací bod bude reprezentován další třídou obsahující údaje o jeho pozici, názvu a efektech
v něm obsažených. Seznam obsažených efektů bude obsahovat instance třídy reprezentující
odpálení efektu. Tato třída bude obsahovat čas odpálení efektu v milisekundách, odkaz na
efekt, odkaz na ikonu palety, podle které byl záznam vytvořen a odkaz na odpalovací bod,
ke kterému je efekt přiřazen.
Při ukládání palety efektů v nastavení programu a při ukládání projektu je nutné zapsat
potřebné informace o efektu. Každý efekt je reprezentován pomocí svého typu, který určuje
jeho implementující třídu. Tento typ bude při načítání použit jako parametr pro tovární
metodu vytvářející efekty. Nastavení vlastností efektu představuje druhou část reprezen-
tace. Třída obsahující základní nastavení efektu bude poskytovat metodu, která zapíše
toto nastavení ve formě XML. Třídy rozšiřující základní nastavení předefinují metodu pro
zápis specifického nastavení, pomocí které zapíší ve formě XML své specifické vlastnosti.
Rozšiřující třídy zároveň musí poskytnout prostředky pro načtení údajů pomocí předefino-
vání určené metody.
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Kapitola 6
Implementace
Následující podkapitoly popisují realizaci jednotlivých částí aplikace. Pro vysvětlení vztahů
tříd jsou použity diagramy tříd. Z prostorových důvodů tyto diagramy obsahují pouze
důležité třídy a jejich atributy a metody. Ostatní třídy jsou zmíněny v textu.
6.1 Uživatelské rozhraní
Po spuštění aplikace přebírá řízení třída MainWindow. Tato třída zajišťuje zobrazení uži-
vatelského rozhraní a interakci s uživatelem. Uživatelské rozhraní je vytvořeno pomocí
komponent z knihovny Swing, která je součástí Javy. Na obrázku 6.2 na straně 29 je zná-
zorněn diagram tříd popisující uživatelské rozhraní a hlavní komunikaci v aplikaci. Balíček
graphics3d sdružuje třídy pro zobrazování simulace. Třída Scene3D zpracovává požadavky
pro manipulaci s grafikou. Sestavuje graf scény podle požadavků ostatních tříd. Při vy-
tvoření přidává do grafu instanci třídy OrbitBehavior poskytované Javou3D, tato třída
umožňuje uživateli měnit pohled na virtuální scénu pomocí myši, to zahrnuje přibližování,
oddalování, otáčení a posouvání. Dále přidává pozadí a podloží. Třída Scene3d posky-
tuje metodu getCanvas3D, která vrací objekt Canvas3D. Canvas3D slouží jako plátno pro
vykreslování simulace a lze ho vložit do uživatelského rozhraní stejným způsobem jako
komponenty z knihovny Swing.
Třída MainWindow komunikuje se třídou Simulator, která řídí simulaci a třídou Player,
která poskytuje služby pro přehrávání zvuku. Třída MainWindow obsahuje odkaz na ak-
tuálně otevřený projekt. V jednu chvíli může být otevřený pouze jeden projekt. Třída
MainWindow vytváří většinu příkazů pro funkci zpět a vpřed. Třída ConcreteCommand re-
prezentuje všechny třídy příkazů a implementuje rozhraní Command. Vytvořené příkazy jsou
vloženy do příslušných objektů. Ve chvíli provedení příkazu je vytvořena jeho kopie a vložena
do třídy CommandManager. Tato třída uchovává historii příkazů pro realizaci funkce zpět
a vpřed, její metody jsou statické, aby byly přístupné v celé aplikaci.
Důležitým prvkem uživatelského rozhraní je paleta efektů, která je implementována po-
mocí třídy PalettePanel. Tato třída zajišťuje zobrazování kategorií, obsahujících ikonky
efektů. Kategorie jsou objekty typu JPanel (komponenta knihovny Swing). Každá kate-
gorie má jméno, které je dostupné pomocí metod getName a setName definovaných třídou
JPanel. Každý panel kategorie pak může obsahovat libovolné množství ikon efektů, které
jsou implementované třídou FireworkIcon. Třídy PalettePanel zajišťuje nastavení pozice
a velikosti kategorií při změně své velikosti.
Pomocné uživatelské komponenty pro rychlejší nastavení směru a barvy ohňostroje jsou
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Obrázek 6.1: Ukázka uživatelského rozhraní.
implementovány pomocí tříd AnglePanel, DirectionPanel a ColorPanel. Komponenty
pro nastavení směru využívají tooltip informující uživatele o aktuální hodnotě při tažení
kontrolní ručky. Obsahují odrážky rozdělující interval možných hodnot. Tyto odrážky jsou
při najetí kurzoru myši zvýrazněny a při kliknutí nastaví odpovídající hodnotu. Panel barev
zobrazuje jednotlivé barvy jako čtverečky, které jsou v případě vybrání barvy zvýrazněny.
Výběr barvy lze provést pomocí tlačítek myši nebo kontextového menu.
Časová osa je implementována pomocí třídy TimelinePanel. Tato třída zobrazuje efekty
ve formě obdélníků. Tyto obdélníky jsou přepočítávány při změně v projektu, nebo při
změně přiblížení časové osy. Vertikální rozložení je určeno za pomocí fronty předcházejících
efektů. V této frontě jsou umístěny všechny předchozí efekty, jejichž trvání ještě zasahuje do
doby počátku aktuálního efektu. Pokud je některý efekt z fronty na stejné vertikální pozici
jako aktuální efekt, je aktuální efekt posunut směrem dolů a kontrola proběhne znovu.
6.2 Zvuk
Veškerá implementace zvuku se nachází ve třídě Player. Přehrávání zvuku lze realizovat
pomocí dvou způsobů, rozdíl spočívá v získání přehrávaných dat. První možností je po-
stupné čtení dat ze souboru, druhou možností je uložit předem všechna data do paměti. Při
sestavování popisu ohňostroje je výhodnější použít druhou možnost, která umožňuje rychlé
a přesné posouvání pozice ve zvukové stopě. K tomuto účelu slouží třída Clip. Poskytuje
metody pro posouvání pozice, start a zastavení přehrávání. Jelikož si pro přehrávání vy-
tvoří vlastní vlákno, není již potřeba tvořit vlákno explicitně. Získání a dekódování dat
zprostředkuje třída AudioSystem. Pro ovládání hlasitosti lze využít třídu FloatControl,
jelikož lidské ucho vnímá logaritmicky [24], je nutné provést před nastavením hodnoty pře-
počet.
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V průběhu implementace se ukázalo, že třída Clip umožňuje načíst pouze dekódovaná
data. Pro zvukový podkres by se již tento způsob nedal z paměťových důvodů použít.
Zvukový podkres je tak postupně načítán ze souboru. Načítání zvuku do paměti je však
možné efektivně využít pro zvuky ohňostrojů, které jsou krátké a často se opakují.
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+clearHistory()
+addActionListener(l:ActionListener)
+canUndo(): boolean
+canRedo(): boolean
+undo()
+redo()
PalettePanel
-selectedIcon: FireworkIcon
+PalettePanel(mainFrame:JFrame,s:Settings)
+getAllIcons(): FireworkIcon[]
+getCategories(): ArrayList<JPanel>
+resizeChilds()
+setSelectedIcon(fwIcon:FireworkIcon)
JPanel
DirectionPanel
+getDegrees(): double
+getRadians(): double
+isAdjusting(): boolean
+addChangeListener(l:PropertyChangeListener)
ColorPanel
-colors: ArrayList<Colors>
+getStartColor(): Color
+getEndColor(): Color
+addChangeListener(l:PropertyChangeListener)
FireworkIcon
-id: String
-fullName: String
-selected: boolean
-icon: ImageIcon
-type: Class
+setSelected(selected:boolean)
+setParentPalette(palette:PalettePanel)
AnglePanel
+getDegrees(): double
+getRadians(): double
+isAdjusting(): boolean
+addChangeListener(l:PropertyChangeListener)
graphics3d data
Project
SimulatorScene3d
TimelinePanel
-isEditable: boolean
+setPixelsPerSecond(value:double)
+getSelectedEffects(): LaunchEntry[]
-prepareForPaint()
Settings
+resetToDefault()
+load()
+save()
0..*
0..*
Obrázek 6.2: Diagram tříd – uživatelské rozhraní a struktura aplikace.
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6.3 Částicové systémy
Částicový systém je v Javě3D vyjádřen jako jeden objekt. Tento objekt reprezentuje třída
Shape3D, která funguje jako list v grafu scény. Popis objektu je uchováván třídami Appearance
a Geometry. Jak již napovídají názvy tříd, Appearance uchovává údaje o vzhledu, Geometry
uchovává tvar objektu. Instance třídy Shape3D uchovává odkazy na instance tříd Appearance
a Geometry, tento celek tvoří viditelný objekt ve virtuální scéně.
Geometry je abstraktní třída. Její implementaci zajišťuje sada podtříd. Pro vyjádření
geometrie částicového systému lze použít třídy PointArray (částice jako body), LineArray
(částice jako úsečky), QuadArray (částice jako čtyřúhelníky). Body a úsečky se rychleji vy-
kreslují, ale nelze na ně aplikovat například texturu, jako u čtyřúhelníku. Uživatel bude
mít k dispozici všechny tři typy reprezentace částic. Zmíněné třídy popisují geometrii po-
mocí vrcholů, při vytváření je nutné specifikovat počet vrcholů. Toto číslo již není možné
měnit, proto nelze při simulaci překročit předem stanovený počet částic. Z tohoto důvodu
je nutné znovu využít částice, jejichž doba života vypršela. Dále je nutné nastavit, jaká
data budou uchována pro každý vertex. K dispozici je pozice, barva, normála povrchu a po-
zice pro mapování textury. Tyto data jsou uchovány v polích s délkou počtu vertexů. Při
aktualizaci údajů by se muselo provádět kopírování, což by vedlo k poklesu rychlosti. Řeše-
ním tohoto problému je využití odkazování do polí v uživatelské části paměti, jak popisuje
ukázka kódu 6.1. V ukázce si můžeme všimnout metody setCapability, která nastavuje
flexibilitu objektu. Ta ovlivňuje míru optimalizace grafu scény. Množství povolených ope-
rací s objektem omezuje možnosti optimalizace při jeho vykreslování. Pokud není nastaven
příznak povolující operaci s objektem a přesto ji zavoláme, vyvolá se výjimka.
PointArray pointParts = new PointArray(numPoints,
PointArray.COORDINATES | PointArray.BY REFERENCE);
pointParts.setCapability(GeometryArray.ALLOW REF DATA READ);
pointParts.setCapability(GeometryArray.ALLOW REF DATA WRITE);
private float[] cs;
cs = new float[numPoints*3]; //pro uchování (x,y,z) souřadnic
pointParts.setCoordRefFloat(cs);
Algoritmus 6.1: Vytvoření geometrie s využitím odkazování na programátorem definované
pole [14].
Nyní již může program měnit data v polích a tím provádět simulaci. Jelikož Java3D
provádí vykreslování, přistupuje k polím s daty. Program tak nemůže kvůli synchronizačním
problémům měnit data v polích kdykoliv. Tento problém řeší rozhraní GeometryUpdater
deklarující metodu updateData(Geometry g). Programátor vytvoří třídu implementující
toto rozhraní a požadované operace s daty v polích provede v metodě updateData(Geometry
g). Parametrem metody je třída geometrie obsahující odkazy na pole s daty. Pokud chce
program manipulovat s daty v polích, zavolá metodu updateData(GeometryUpdater gu)
z instance reprezentující konkrétní geometrii (např. pointParts z algoritmu 6.1). Java3D
tak dostane požadavek na změnu v polích a zavolá metodu updateData(Geometry g) ve
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vhodnou chvíli.
Animace a interakce s objekty v grafu scény v Javě3D zajišťuje třída Behavior, která
musí být také součástí grafu scény. Obsahuje odkazy na objekty, se kterými má manipulovat.
Změny se provádí na základě podnětu. Tím může být například stisk klávesy, kolize objektů
nebo uplynutí času. K reprezentaci částicového systému je nutné použít kromě již zmíně-
ných tříd Shape3D, Appearance a Geometry také třídu Behavior, která spouští provádění
změn, a třídu implementující rozhraní GeometryUpdater, která změny provede. Výhodná
je možnost využití vnitřních tříd. Pokud budou třídy Behavior a GeometryUpdater im-
plementované jako podtřídy ve třídě Shape3D, budou mít přimý přístup k datům, čímž se
usnadní častá komunikace mezi těmito třídami.
V diagramu tříd 6.4 na straně 33 je znázorněna abstraktní třída Firework. Tato třída
tvoří základ pro definování částicového systému, stanovuje jeho základní rozhraní. Protože
všechny částicové systémy musí být potomky této třídy a v Jave existuje pouze jednoduchá
dědičnost, nemůže již být částicový systém potomkem třídy Shape3D. Z tohoto důvodu de-
klaruje třída Firework metodu getGraphNode, která vrací uzel grafu scény s připojeným
Shape3D listem. Tento uzel se připojí do grafu scény. Další metodou je getBehavior, která
vrací instanci třídy Behavior. Tuto instanci je nutné připojit do grafu scény, aby se mohl
částicový systém měnit, nemusí však být připojena ke stejnému uzlu jako list Shape3D,
proto je pro její získání k dispozici samostatná metoda, namísto aby byla automaticky
připojena v rámci metody getGraphNode. Rozhraní dále tvoří metody pro ovládání části-
cového systému, start (spuštění simulace), pause (pozastavení simulace) a reset (návrat
do počátečního stavu). Třída Firework implementuje metody pro přidávání a odebírání
posluchačů (implementace rozhraní ParSysListener), což umožňuje aplikaci reagovat na
začátek nebo konec simulace u libovolného částicového systému. Jako parametr při takovéto
události je předáván částicový systém, který událost vyvolal.
Nastavení částicového systému, které lze měnit, je zapouzdřeno ve třídě ParSysConfig.
Tato třída obsahuje nastavení, které se vyskytuje napříč různými druhy částicových sys-
témů. Obsahuje přístupové metody a konstruktor, který nastaví výchozí hodnoty. Po-
kud je potřeba doplnit vlastnosti specifické pro konkrétní typ částicového systému, od-
vodí se z této třídy třída odvozená, ve které jsou doplněny specifické vlastnosti. Třída
ParSysConfig poskytuje metody pro zápis svých atributů ve formě XML a vnitřní třídu
rozšiřující DefaultHandler pro načítání atributů.
Pro jeden částicový systém musí programátor vytvořit pět tříd. První třída implemen-
tuje abstraktní třídu Firework a obsahuje reference na Shape3D, Geometry a Appearance,
dále obsahuje vnitřní třídy rozšiřující Behavior a GeometryUpdater. V diagramu 6.4 na
straně 33 je tato třída znázorněna jako ConcreteFirework. Další třída obsahující nasta-
vení efektu rozšiřuje ParSysConfig a v diagramu 6.4 je vyznačena jako ConcreteConfig.
Poslední třídou je implementace rozhraní ConfigurationPanels, poskytující uživatelské
rozhraní pro změnu specifických vlastností v nastavení efektu [11][14].
Třída parSysGroup umožňuje tvořit skupiny z částicových systémů a vytvářet tak složi-
tější efekty. Tvoří tak návrhový vzor skladba [17] společně s třídou Firework a s třídami
implementujícími konkrétní částicové systémy. Spouštění simulace konkrétního částicového
systému lze nastavit na události z jiného. Lze vložit čekání mezi událostí a spuštěním,
takže je možné vytvořit skupinu reprezentující složitějši efekt s postupným spouštěním dí-
lčích částí. Třída parSysGroup využívá třídu CompositeBehavior, která sdružuje a řídí
chování všech objektů ve skupině a umožňuje tak manipulaci se skupinou jako s celkem.
Seskupování efektů zatím v aplikaci nelze provádět. Tyto třídy jsou vytvořeny pro budoucí
rozšíření ve formě komplexního editoru efektů.
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Možnost přidávání efektů pomocí pluginů vyžaduje použití tovární metody pro vytváření
efektů. Tuto činnost zajišťuje třída FireworkFactory. Vytváření instancí tříd efektů je rea-
lizováno pomocí třídy URLClassLoader poskytované Javou. Při vytváření této třídy se jako
její parametr zadá pole s cestami ke třídám nebo JAR archivům. Druhým parametrem je
rodičovský ClassLoader. Jako rodiče vložíme systémový ClassLoader, což umožní tovární
metodě vytvářet nejen efekty z pluginů, ale i ty zabudované v aplikaci.
Při implementaci částicového systému rakety se vyskytl problém při generování rychlostí
částic tvořících explozi. Při stanovení rychlostí pomocí kvadratického výpočtu s náhodností
nevypadal výsledný efekt kruhově, ale spíše hranatě. Tento jev je způsoben zhuštěním vr-
cholů v oblasti pólů. Výpočet byl proto nahrazen náhodným výběrem z tabulky obsahu-
jící souřadnice vrcholů mnohoúhelníku. Tabulka byla vytvořena pomocí souřadnic z textu
o mnohoúhelnících [18]. Výsledný efekt však nepřipomíná tvar koule, spíše se podobá efektu
na obrázku 6.3 na straně 32. Dalším problémem při implementaci efektů byla nefunkčnost
průhlednosti pro jednotlivé vertexy. Tato nefunkčnost je způsobena knihovnou Java3D.
Pro implementaci průhlednosti lze ještě využít průhlednost textur, tuto metodu však není
možné použít u efektů, jejichž částice jsou body nebo čáry.
Obrázek 6.3: Tvar exploze rakety. Převzato z [25].
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particlesys
Firework
+TYPE_POINTS: static int = 1
+TYPE_LINES: static int = 2
+TYPE_QUADS: static int = 3
+getBehavior(): Behavior
+getGraphNode(): BranchGroup
+getParticleCount(): int
+start()
+pause()
+reset()
+getConfiguration(): ParSysConfig
+setConfiguration(config:ParSysConfig)
+addListener(listener:ParSysListener)
+removeListener(listener:ParSysListener)
+getListeners(): ParSysListener[]
+getLeafCount(): int
+getFireworkIcon(): FireworkIcon
+getConfigurationPanels(): ConfigurationPanels
ParSysConfig
-particleSize: float
-direction: Vector3f
-antialiasing: boolean
-gravity: float
-particleTTL: int
-parTTLInterval: int
-systemTTL: int
+writeToXML(tranHandler:TransformerHandler,
            attrib:AttributesImpl)
#writeSpecificToXML(tranHandler:TransformerHandler,
                    attrib:AttributesImpl)
+getXMLHandler(): DefaultHandler
+getSpecificXMLHandler(): DefaultHandler
ParSysGroup
#childs: ArrayList<Firework>
+addChild(child:Firework,offset:Vector3f,
          activation:int,delay:int,
          listenTo:int)
+getChilds(): Firework[]
+removeChild(index:int)
CompositeBehavior
+add(geom:GeometryArray,
     updat:GeometryUpdater,
     active:boolean)
+remove(index:int)
+initialize()
+processStimulus(criteria:Enumeration)
+activate(index:int)
+isActive(index:int): boolean
Behavior
ParSysListener
+parSysStoped(parSys:Firework)
+parSysStarted(parSys:Firework)
FireworkFactory
+fireworkList: String[]
+isReady: boolean
+initFactory()
+createFirework(name:String): Firework
+isReady(): boolean
ConfigurationPanels
+getConfiguration(): ParSysConfig
+getPanels(): JPanel[]
+presetValues(c:ParSysConfig)
ConcreteFirework package
ConcretePanels
ConcreteFirework
ConcreteConfig
JPanel
0..*
0..*
Obrázek 6.4: Diagram tříd – částicové systémy.
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6.4 Simulace a projekt
Dále popisované třídy jsou zobrazeny v diagramu 6.5 na straně 35. Simulaci zajišťuje třída
Simulator. V Javě jsou k dispozici dva druhy časovačů. Prvním je časovač z balíčku swing,
všechny instance tohoto časovače sdílí stejné vlákno. Tento časovač je určen hlavně pro vyu-
žití v animacích uživatelského rozhraní. Druhým časovačem je z balíčku util a jedná se o ča-
sovač pro obecné využití, který si vytváří samostatné vlákno pro každou instanci. Pro účely
simulátoru se více hodí druhá verze časovače. Poskytuje metodu scheduleAtFixedRate,
která provádí zadanou úlohu v pravidelných intervalech. Tato metoda poskytuje záruku
spuštění události v daném čase od počátku aktivace časovače. Pokud bude některá událost
trvat příliš dlouho (například kvůli činnosti garbage collectoru), nebude se časová chyba
akumulovat. Simulátor poskytuje možnost vkládání posluchačů, kterým jsou zasílány udá-
losti startu simulace, ukončení simulace a událost další sekundy. Tyto události je možné
využít k aktualizaci uživatelského rozhraní.
Před startem simulace je nutné nastavit projekt, který se má simulovat pomocí me-
tody setProject a pomocí volání metody prepareSimulation připravit simulátor k čin-
nosti. V rámci přípravy proběhne procházení projektu. Záznamy efektů obsažené v pro-
jektu jsou seřazeny podle času odpálení a umístěny do kalendáře. Podle odpalovacích bodů
jsou vytvořeny uzly transformačních skupin s odpovídajícím posunem. K těmto uzlům jsou
připojeny odpovídající efekty a jejich chování. Poté je volána jejich inicializační metoda
initSystem. Vzniklý strom efektů je připojen k uzlu scény Effects Node pomocí třídy
Scene3d. Posledním úkonem přípravné metody je nastavení příznaku připravenosti.
V každém časovém kroku simulátor provádí kontrolu kalendáře. Kontrola probíhá v cyklu,
dokud platí podmínka, že modelový čas je větší nebo roven času následující události v kalen-
dáři. Tímto cyklem se spustí všechny události, které leží ve stejném intervalu mezi časovými
kroky. Ke každému spuštěnému efektu simulátor vloží posluchač, který zajistí odebrání
efektu ze seznamu aktivních efektů po jeho zkončení. Seznam aktivních efektů je nutné
udržovat pro změnu modelového času, který nastává pokud uživatel posune časový posuv-
ník. Ze stejného důvodu nemůže být kalendář implementován pomocí fronty. Uživatel se
může posunou v čase i nazpět, proto je nutné v kalendáři udržovat všechny události, místo
jejich odebírání se inkrementuje pozice v kalendáři.
Projekt je reprezentován třídou Project. Projekt umožňuje přidávání posluchačů změn
vlastností. Druhy změny lze rozlišit pomocí řetězcových konstant, které třída poskytuje.
Pomocí těchto posluchačů lze jednoduše reagovat na změny projektu kdekoliv v aplikaci.
Události se využívají převážně pro aktualizaci uživatelského rozhraní. Při přidávání odpa-
lovacích bodů do projektu jsou vloženy posluchače událostí do přidávaných odpalovacích
bodů. Projekt pak události z těchto posluchačů předává svým vlastním posluchačům. Pro-
jekt obsahuje vnitřní třídu XMLHandler, která zajišťuje načítání projektu ze souboru typu
XML.
Pro zápis a čtení XML se ve všech třídách, které se tímto způsobem ukládají a načí-
tají, používají třídy z balíku sax. Tento balík poskytuje všechny potřebné nástroje. Čtení
probíhá formou zpracování událostí, jako jsou začátek a konec elementu. Pro zpracování
těchto událostí je nutné rozšířit třídu DefaultHandler a předefinovat metody pro zpraco-
vání těchto událostí.
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graphics3d
particlesys
Scene3d
-universe: SimpleUniverse
-screen3d: Canvas3D
+getCanvas3D(): Canvas3D
+initScene()
+addEffectsNode(bg:BranchGroup)
+resetView()
+showVector(position:Point3f,le:LaunchEntry)
+showLaunchPoint(lp:LaunchPoint)
+showPreviewFromIcon(fwIcon:FireworkIcon)
FireworkFactory
LaunchPointVisualizer
+LaunchPointVisualizer()
VectorVisualizer
-orientation: double
-angle: double
-startColor: Color3f
-endColor: Color3f
+setDirection(orientation:double,
              angle:double)
+setColors(startColor:Color3f,
           endColor:Color3f)
SimulatorListener
+startAction()
+stopAction()
+secondTick(time:long)
Simulator
-time: long
-timeStep: long
-position: int
-calendar: LinkedList<LaunchEntry>
-activeFireworks: LinkedList<Firework>
+isReady(): boolean
+isActive(): boolean
+setProject(p:Project)
+prepareSimulation()
+startSimulation()
+stopSimulation()
+setTime(miliseconds:long)
+addSimulatorListener(sl:SimulatorListener)
data
Project
-name: String
-duration: long
-audioFile: File
-background: File
+Project(duration:long,name:String)
+addLaunchPoint(lp:LaunchPoint)
+getLaunchPoints(): LaunchPoint[]
+removeLaunchPoint(lp:LaunchPoint)
+addPropertyChangeListener(l:PropertyChangeListener)
+save(dest:File)
+load(projectFile:File,availableIcons:FireworkIcons[]): Project
LaunchPoint
-position: Point3f
-name: String
+LaunchPoint(name:String,x:float,y:float,
             z:float)
+insertEntry(le:LaunchEntry)
+getLaunchEntries(): LinkedList<LaunchEntry>
+removeEntry(le:LaunchEntry)
+addPropertyChangeListener(l:PropertyChangeListener)
LaunchEntry
-time: long
-icon: FireworkIcon
+LaunchEntry(time:long,effect:FireworkIcon)
+LaunchEntry(time:long,effect:Firework)
0..*
0..*
Firework
0..* 0..*
0..*
Obrázek 6.5: Diagram tříd – Simulace, zobrazení ve 3D scéně a projektu.
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Kapitola 7
Závěr
Cílem práce bylo vytvořit aplikaci pro návrh a simulaci ohňostrojů. Pro vytvoření aplikace
byly získány poznatky z oblasti pyrotechniky, částicových systémů, simulací, tvorby uživa-
telských rozhraní a tvorby objektově orientovaných aplikací. Vytvořená aplikace umožňuje
navrhovat pyrotechnické představení se zvukovým podkresem, výsledek ukládat a načítat.
Efekty lze upravovat pomocí parametrů a zobrazovat jejich náhledy. Do aplikace lze při-
dávat další efekty pomocí pluginů ve formě JAR archivů. Uživatelské rozhraní poskytuje
nástroje pro ovládání funkcí aplikace. K tomu přidává funkci zpět a vpřed pro větší komfort
uživatele. Výhodou aplikace je její multiplatformnost.
Z časových důvodů se však nepovedlo implementovat některé funkce aplikace. Mezi ně
patří export představení ve formě videa a export palety efektů. Aplikace obsahuje pouze
malé množství pyrotechnických efektů.
Výsledná aplikace splňuje většinu původních cílu, stále je však velký prostor pro zlepšo-
vání. Budoucí rozšíření aplikace může zahrnovat doplnění nesplněných funkcí, větší počet
pyrotechnických efektů a jejich lepší vizuální kvalita. Dalším vhodným rozšířením by byl
editor pro skládání komplexních efektů, jaký poskytuje například aplikace FWsim. Zle-
pšení uživatelského rozhraní je možné dosáhnout pomocí časové osy, která by zobrazovala
více informací o efektech, podporou více jazyků a atraktivnějším vzhledem. V porovnání
s existujícími aplikacemi se jedná spíše o prototyp, než plnohodnotnou aplikaci.
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