In this paper we suggest a multi-start greedy heuristic for a real-life truck and trailer routing problem. The considered problem is a site dependent heterogeneous fleet truck and trailer routing problem with soft and hard time windows and split deliveries. This problem arises in delivering goods from a warehouse to stores of a big retail company. There are about 400 stores and 100 vehicles for one warehouse. Our heuristic is based on sequential greedy insertion of a customer to a route with further improvement of the solution. The computational experiments are performed for real-life data. We also provide a mixed integer linear programming formulation for precise and clear description of the problem.
Introduction
Real-life transportation logistics problems differ greatly from classical vehicle routing problems. In this paper we consider one of such real-life problems arising in delivering goods from a warehouse to stores of a big retail company. This problem is a site dependent heterogeneous fleet truck and trailer routing problem with soft and hard time windows and split deliveries. The problem consists in minimizing the total cost of delivery of orders made by stores.
A possible vehicle and a service time depend on a store to be served. Some stores can be served only by small-size vehicles, some -only by a truck without a trailer, some -by a vehicle with a refrigerator, etc. Moreover, a store can have two parts in its order: one which needs a refrigerator and another which does not. Correspondingly, a heterogeneous fleet of vehicles contains different types of vehicles and travelling costs depend on a vehicle and its state (whether it travels with a trailer or without it). Each vehicle has also a fixed cost spent if this vehicle is used for delivery. Every used vehicle makes only one route.
The stores which can be visited only by a truck without a trailer are called truck-stores. To serve such a store a road-train can leave its trailer either at a transshipment location or at a trailer-store (a store which can be served from a trailer). A truck without a trailer can visit several stores including trailer-stores also, but then it should return to take its trailer. When a trailer is left at a trailer-store, this store is served from it and at the same time the truck visits several truck-stores. In this case a load transfer can be necessary, either if there are not enough goods in the truck to serve these truck-stores (load transfer to a truck), or if there are not enough goods in the trailer to serve this trailer-store (load transfer to a trailer).
A hard time window is defined by open and close times of a store. Hard time windows cannot be violated. Each store also has a soft time window defining a preferred hours of delivery. Soft time windows can be violated, but the total number of violations is limited. Transshipment locations have only hard time windows. If an order of a store is larger than the largest suitable vehicle capacity then it is split between the minimal required number of vehicles. A smaller order can be split between two vehicles, but the number of such splits is limited. Only one of the split deliveries is required to satisfy the soft window of a store, all the other should only satisfy the hard window.
One of the first papers devoted to the truck and trailer routing problem belongs to Semet & Taillard (1993) . These authors suggest a tabu-search algorithm for a real-life site dependent heterogeneous fleet truck and trailer routing problem with hard time windows. Split deliveries are not allowed and a trailer can be left only at a trailer-store in their problem. A cluster-first route-second heuristic is developed by Semet (1995) for a similar problem, but without time windows. The author also provides an integer programming formulation for this problem. In the papers of Semet & Taillard (1993) and Drexl (2011) the truck and trailer routing problem is considered in the formulations very close to our one. Particularly, in these formulations trucks and trailers can have different capacities, travel costs, travel times, and trailers are strictly bound to its trucks, so that one truck cannot travel with the trailer of another truck. In this paper we propose a multi-start greedy heuristic for a site dependent HFTTRP with soft and hard time windows and split deliveries. To our knowledge such a general formulation has never been considered in the literature. Our heuristic is based on a greedy insertion procedure similar to the insertion procedures suggested by Solomon (1987) . We also apply a simple improvement procedure which tries to move deliveries in the current route earlier to avoid delays.
The paper is organized as follows. In the next section we provide a mixed integer linear programming formulation for the considered problem. In Section 3 we present a detailed description of our algorithm together with its pseudo-code. Computational experiments for real-life instances containing up to 400 orders and 100 vehicles are given in Section 4.
Mathematical formulation
An oriented graph for the considered problem is denoted as
, where V is the set of vertices, and V V A is the set of arcs. The set of vertices is divided into 4 sets including the depot (vertex 0), trailerstores, truck-stores, and transshipment locations. The depot vertex also has a copy in the transshipment locations, so that any vehicle can leave its trailer directly at the depot and then make a pure truck-route. Below we will use term "location" for any vertex representing a store or a transshipment location (any vertex
). The input of the problem is given by the following parameters: k to store i is ended before the split delivery by vehicle 1 k to this store is started.
The complete mixed integer linear programming formulation is presented below. Objective function:
Demand and capacity constraints:
Travelling and flow conservation constraints: 0 , ,
Hard time window constraints:
Soft time window constraints:
Split deliveries number constraints:
Split deliveries time constraints:
Truck subtour capacity constraints:
Refrigerator constraints:
The objective function (1) of the problem minimizes the total cost including travelling costs and fixed costs of vehicles used in routes. Demand and capacity constraints (2) -(4) guarantee that the total demand is delivered to every store and every vehicle is loaded not more than its capacity. Constraints (3) require that variables (8) guarantee that every trailer tour and every truck subtour is a cycle, and every trailer tour includes the depot. Constraint (5) requires that any truck-store cannot be visited by a vehicle with trailer. Constraint (6) requires that every route including pure truck-routes contains the depot (vertex 0). Constraint (7) requires that if a vehicle visits a location then it have to travel from this location to another location. Constraint (8) requires that if a vehicle arrives to a store it then leaves it in every route and every truck subtour.
Constraints (2) - (8) x ' variables are also equal to 1 (every store served by the corresponding vehicle should be visited and then left by this vehicle). As a result due to these constraints all the stores will be served in the solution and every used vehicle will make a cyclic route passing through the depot, but together with such routes it will make also a number of disjoint cyclic routes covering all the stores which it should serve. In order to avoid such solutions and require, that every used vehicle makes one cyclic trailer tour and several cyclic truck subtours starting and ending in one of the main tour points, we use time window constraints (9) -(15).
Hard time window constraints (9) - (15) guarantee that every route is started from the depot (vertex 0), every customer is served not earlier than its open time and the service is ended not later than its close time. Constraints (9) require that every vehicle leaves the depot at time 0. First two constraints (10) require that any vehicle arrives to any location and begins unloading at a store or leaves trailer at a transshipment location not earlier than the open time of this location. Next two constraints (10) require that the service at the location is performed during its service time This constraint on arrive time is necessary only for trailer-stores where the trailer is left for unloading and at the same time the truck makes a subtour. For such stores unloading from the trailer can begin much later than the arrive time in order to satisfy the soft time window, but the truck does not wait here and immediately travels to next store, for which the begin service time is controlled by constraint (15).
Constraint (14) requires that any truck travelling from store i to a trailer-store or a transshipment location j where it has left the trailer ( Split deliveries number constraints (19) -(22) limit the number of stores for which the delivery is split between two vehicles excluding those which demand is greater than the capacity of the largest vehicle. For such stores split deliveries are unavoidable, but its number should be as less as possible. This is provided by constraint (19) which requires that the number of vehicles visiting such a store is equal to the minimal possible number of largest vehicles that is enough to serve its total demand. Constraint (20) requires that the number of deliveries for other stores cannot be greater than two. Constraint (21) sets the variable i to be equal to the number of deliveries made to store i in the solution. Constraint (22) limits the total number of stores with split deliveries excluding unavoidable splits by parameter .
Split deliveries time constraints (23) -(25) guarantee that for every location at most one vehicle is present at this location at every time moment. Constraints (23) and (24) 2 k is started. Thus any two split deliveries to any store cannot intersect. In case of a transshipment location this means that two trailers cannot stay at this location simultaneously.
Truck subtour capacity constraints (26) and (27) guarantee that the total demand served in a truck subtour including all stores from the first one up to any chosen store i increases and cannot be greater than the truck capacity. Refrigerator constraints (28) require that all the orders requiring a refrigerator can be served only by a vehicle equipped with a refrigerator. Note that a vehicle with a refrigerator can also serve common orders. Except refrigerator constraints this model can be easily extended with many other restrictions on the orders which can be served by vehicle k for store i . The model also allows adding other constraints connected with site dependencies simply by setting k i z to zero for every vehicle k which cannot deliver orders to store i .
Note that the presented mathematical model does not allow vehicles to make multiple truck subtours starting in one trailer-store or transshipment location. This is because for the considered real-life problem the triangle inequality is true, and thus joining of two truck subtours starting in one location reduces the total travel cost. However, potentially there can be cases when the total demand of stores in such two truck subtours is greater than the truck capacity and the optimal solution contains such two subtours. Looking at the real-life data we can assume that such cases are very rare and thus our model is precise enough for the considered problem.
Algorithm description
In this section we provide a description of our algorithm. We use multi-start greedy randomized insertion heuristic. The main algorithm is quite simple. We generate many solutions in a greedy way and choose the best one in term of the objective function i.e. the one with the lowest cost. We build a new solution by constructing routes sequentially. Every route is also constructed by adding customers sequentially. The first customer in a route is chosen randomly from the top μ most expensive customers who still have unserved demand. The cost of customer j is measured as the direct travel cost 1 0 k j c from the depot to it. The type of the first customer determines the type of the selected vehicle. We choose an available vehicle with the biggest capacity that can serve the selected customer. So if the customer has an unserved order requiring refrigerator, we choose the biggest available vehicle with a refrigerator.
In the next steps function InsertBestCustomer inserts customer with the biggest value of totalCustomerGoodness to the route R, until it is possible. The total customer goodness is a value that reflects how it is good to add this customer to the current route.
Building of a new route stops when the function InsertBestCustomer returns false. It happens when there is no customer that can be added to the current route or adding new customer becomes unprofitable i.e. any remaining customer is cheaper to be served directly by a separate vehicle than to be added to the current route R. As described above the function InsertBestCustomer chooses which customer is better to be added to route R. We have the list of customers L having unserved demand which can be visited by vehicle k that is chosen for the current route R. After that for every customer i from the list L we decide what part of its demand i q should be delivered. That is what setDemandToDeliver function does. We use a greedy approach again. It is reasonable for a vehicle to serve the total demand when possible. In case when a vehicle can serve only a part of demand, we make a random choice to perform this delivery with probability or not to perform it. Since we have a limit on the number of splits, the probability depends on the remaining number of splits and on the expected number of splits. When the random choice is not to make split, the function setDemandToDeliver returns false.
The value of totalCustomerGoodness is calculated for every customer who still has an unserved demand that can be completely or partly satisfied by the current vehicle. The totalCustomerGoodness is calculated as the difference between the constant value of goodness and the value of minInsertionBadness which is dynamically calculated for the current customer and route. The value of goodness for a customer is directly proportional to the travel cost from the depot. Algorithm 5 describes how minInsertionBadness is calculated. The purpose of minInsertionBadness is to show how expensive it is to add the customer to the current route. We allow a customer to be inserted to any position in the route. Therefore we choose the minimal value from all possible values of badness which correspond to different positions in the route and different possible cases of insertion. Note that Algorithm 5 describes only the simplest case of insertion.
In case of a delivery started after the soft time window we measure the delay ) 0 , max( min
-the difference between the delivery begin time and the latest preferred time (the end of the soft time window). Since for split deliveries only one vehicle should satisfy the soft time window we take the minimal delay for all vehicles K k . For all possible positions in route R we try to insert customer i and minimize the sum of delays by shifting earlier begin delivery times for all customers. We make this shift so that the delays become minimal, but the shift is as small as possible in order not to increase time window violations too much because of too earlier begin delivery times. The violation of the begin time of the soft time window is measured as ) 0 , max( min
. After that we calculate a value of insertionBadness as the sum of costDelta and
penaltyDelta.
The costDelta function calculates the difference between the cost of the route without customer i and the cost of the route with customer i which is inserted to position p. Variable penaltyDelta reflects the value of soft time window violations. We use the input parameter penalty to specify how crucial the violations of soft time windows are. When it is set to infinity no violations are possible, when to zero -soft time windows are not taken into account. The value of penalty is chosen empirically so that the number of violations in the obtained greedy solutions does not exceed the limit too frequently.
Since we consider truck and trailer version of VRP it is not easy to calculate the value of costDelta. Insertion of a customer into the route with truck subtours can be done in several ways. Let us look at these cases. There are two different ways how a new store (u) can be inserted into a trailer route between two trailerstores. The first case is trivial (Fig. 1a-1 ), a truck with a trailer travels from store (i) to store (u) and after that goes to store (j). In this case costDelta is calculated as Fig. 1 (a 
Computational experiments
To perform an empirical analysis of our algorithm we have used two instances with different number of customers. The first instance is a small one and has 11 customers. The list of customers with their parameters is presented in Table 2 . The matrices of travel times and costs for vehicles without refrigerators are presented in Table 3 and Table 4 correspondingly. The second instance is a real one with 292 customers. In this instance the total demand that can be served only by a vehicle with refrigerator is 490.5 pallets and the total demand that does not require refrigerator is 2293.5 pallets. Both instances have two types of vehicles. One -with refrigerator and capacity of 19.5 pallets in a truck and 19 pallets in a trailer. Another -without refrigerator and with capacity of 19 pallets in a truck and 20 pallets in a trailer. A fixed cost for a vehicle without refrigerator is 2000, and a fixed cost for a vehicle with refrigerator is 2600. Vehicles with refrigerator have travel costs 1.5 times greater than vehicles without refrigerator. In both examples we allow 20% of delays and 15% of splits. The list of the performed computational experiments is presented in Table 1 .
In the second row characteristics of the exact solution of the small instance are presented. A simple greedy insertion approach fails to find this exact solution as shown in the third row. Our approach finds the exact solution in less than 100 iterations (see row 4). Rows 5-9 show the results obtained for the real-life instance.
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