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GrWin を用いたグラフィクス・プログラミング
電気工学科　　米田　知晃
1. はじめに
　近年、フリーウェアの開発環境が多く公開されている。本校の情報処理教育でよく用いられてい
る C 言語に関しても、Borlamd 社の Borland C++ Compiler （以下 BCC とする）がフリーウェアとし
て公開され、総合情報処理センターの端末にもインストールされている。しかし、この開発環境で
は、Windows 上のグラフィックス・プログラミングは容易ではない。BCC 等のフリーの開発環境を用
いて Windows 上でのグラフィクス・プログラミングを行うためには、通常 Win32API、DirectX、
OpenGL 等の高度な知識を必要とする。しかし、"GrWin グラフィクス・ライブラリ"を利用することで、
フリーでの開発環境で比較的簡単に Windows 上でのグラフィクス・プログラミングを行うことが出
来る。
　"GrWin グラフィクス・ライブラリ"は、静岡大学理学部物理学科の溜渕継博氏によって開発され
ている Windows Xp/2000/NT/Me/9x 上で利用できる Fortran と C のためのフリーなグラフィクス・
ライブラリである。本稿では、このグラフィクス・ライブラリのインストール、設定、プログラミングにつ
いて述べる。
2. GrWin のインストールと設定
　GrWin の利用環境としては、MinGW、Cygwin、Open Watcom C/C++ and Fortran 1.0、Borland
C++ Compiler 5.5、Digital Mars C/C++ Compilers、Intel(R) C++/Fortran Compiler 7.1、Microsoft
Visual C++ Version 6.0、Compaq Visual Fortran Version 6 がある。これらの開発環境に応じたイ
ンストーラがそれぞれ用意されているので、必要なファイルを"GrWin グラフィクス・ライブラリ"のホ
ームページ（http://spdg1.sci.shizuoka.ac.jp/grwinlib/）上からダウンロード・実行するだけで、イン
ストールが基本的に完了する。
　インストールが完了したら、サンプルファイルを実行して下さい。サンプルプログラムは、インスト
ール・フォルダ（デフォルタでは"C:\GrWin"）内の demo フォルダ内にある。また、インストールフォ
ルダ内の"README.html"には、サンプルフォルダ内にあるファイルとそのファイルの説明がある。
　Cpad for BCC を使用する場合は、コンパイル時のパラメータ設定を"-w-8060 -WC GrWin.lib"
に変更する必要がある。また、コマンドラインからのコンパイルを行う場合は、BCC のフォルダ内に
コンパイル用のバッチファイルがインストールされているので、そのファイルを参照して下さい。
3. 簡単なグラフィクス・プログラミング
　次に実際にプログラムを作成する手順について説明しながら、GrWin を用いたグラフィクス・プロ
グラミングについて述べる。まず最初にグラフィクス・プログラミングの基本となる直線を描画するプ
ログラムについて説明し、そのプログラムを拡張しながら簡易グラフ機能を備えたグラフィクス・プロ
グラムを作成する。
　まず最初に、以下に示す直線を描画するプログラムを作成し、コンパイル・実行を行ってください。
1: #include <GrWin.h>
2: int main(){
3: GWinit();
4: GWopen(0);
5: GWindow(-1,-1,1,1);
6: GWline(-1,-1,1,1);
7: }
プログラム 1：line.c
　このプログラムを実行すると、左下から右上への直線が描画される。右上の直線の位置が少しず
れて表示されるが、これは GrWin のバグのようである。以下に、上記プログラムのそれぞれの行を
説明する。
1 行目：GrWin のヘッダファイルのインクルード
3 行目：ライブラリの初期化
4 行目：表示ウインドウのオープン
5 行目：ウインドウの左下の座標と右上の座標の決定（ワールド座標）
6 行目：直線の描画
　この 3 - 5 行目に関しては、最初は必ず実行するものだと理解して構わない。以下にプログラム
１で使用している関数について説明をするので、必要に応じて内容を修正して下さい。
ライブラリの初期化： int GWinit(void); 
ライブラリの初期化を行う。この際、メイン(フレーム)・ウィンドウが開かれていなければ、
grwnd.exe をオプションなしで実行し、ウインドウを開く。アプリケーション内で 2 度以上の
呼び出しを行っても無視される。
表示ウインドウのオープン： int GWopen(int NW); 
ウインドウ番号 NX のウインドウをオープンする。
ワールド座標系の設定： int GWindow(float X1, float Y1, float X2, float Y2); 
　ビューポート左下の点と右上の点の座標をワールド座標で与えることにより、ワールド座
標系を設定する。デフォルトでは用紙のサイズは左下を原点に、
(X1, Y1, X2, Y2) = (0.0, 0.0, 640.0, 640.0/U2*V2)
に設定されている。
　(U2,V2) は、規格化論理座標系によるビューポートの右上の点の座標。ビューポートの
設定に関しては後述。
直線の描画： int GWline(float X1, float Y1, float X2, float Y2); 
ワールド座標系の２点 (X1, Y1) と (X2, Y2) を結ぶ直線の描画。
　このサンプル・プログラムを基にして、細かい直線を連続的に描画することによって曲線を描くこ
とができる。以下に、-1<X<1、-1<Y<1 の範囲における Y=X
3
 のグラフを描画するプログラムを示
す。
#include <GrWin.h>
#define IMAX 40
int main(){
int i;
float x1, x2, y1, y2;
GWinit();
GWopen(0);
GWindow(-1.2,-1.2,1.2,1.2);
GWline(  0, -1, 0, 1 );
GWline( -1,  0, 1, 0 );
for ( i=0; i<IMAX; i++ ) {
x1 = -1.0+2.0*(float)i/IMAX;
x2 = -1.0+2.0*(float)(i+1)/IMAX;
y1 = x1*x1*x1;
y2 = x2*x2*x2;
GWline( x1, y1, x2, y2 );
}
}
プログラム 2：graph-1.c
　このプログラムをコンパイル・実行した場合の実行結果は以下のように示される。
 
図 1、graph-1.c のコンパイル・実行結果
　この状態では、グラフの機能としては不十分なので、以下の機能を追加する。
 グラフ領域を正方形にする
 グラフの枠の追加
 グラフの線色と線幅の変更
 マークの描画
　グラフ領域を正方形にするためには、ビューポートの設定を行う。グラフ枠の描画、グラフに描画
する線の色や幅の設定、ペンの設定、マークの描画には、それぞれ、四角形の描画、ペンの設定、
マークの設定と描画により行う。
ビューポートの設定： int GWvport( float U1, float V1, float U2, float V2 ); 
ビューポートの左下の座標（U1,V1）と右上の座標（U2,V2）により、グラフ領域を設定する。
四角形の描画：int GWrect( float X1, float Y1, float X2, float Y2 ); 
ワールド座標系において、２点（X1, Y1）と（X2, Y2）を対角線とする四角形を描画する。 
ペンの設定： int GWsetpen( int IPC, int IPS, int IPW, int MX ); 
　カレント・ウィンドウで使用するペンの色，線種，線幅，混合モードを指定する。すべての
入力変数が -1 の場合にはペン位置が初期化される。
IPC：論理色番号
-1: 変更なし 10 : 薄い灰色
 0 : 黒 11 : 青灰色
 1 : 栗色 12 : 濃い灰色
 2 : 暗い緑 13 : 赤
 3 : オリーブ 14 : 緑
 4 : 濃紺 15 : 黄
 5 : 紫 16 : 青
 6 : 緑青 17 : 赤紫
 7 : 灰色 18 : 水色
 8 : 明るい緑 19 : 白
 9 : 薄い水色
IPS：線種
0: 透明(NULL)
1: 実線(SOLID)
2: 破線(DASH)
3: 点線(DOT)
4: １点鎖線(DASHDOT)
5: ２点鎖線(DASHDOTDOT)
IPW = 線幅
論理デバイス座標系で指定する。0 を指定するとデバイスによらず 1 ピクセル幅になる。
MX = 混合モード
0: NOP  8: NOTCOPYPEN
1: BLACK  9: NOTMASKPEN
2: WHITE 10: NOTMERGEPEN
3: NOT 11: NOTXORPEN
4: COPYPEN 12: MASKNOTPEN
5: MASKPEN 13: MASKPENNOT
6: MERGEPEN 14: MERGENOTPEN
7: XORPEN 15: MERGEPENNOT
マークの設定： int GWsetmrk(int MT, float S, int K, int KB, int MX);   
マーク番号 MT(0-6)，大きさ S(ワールド座標系)，マークの論理色番号 K，マークの背景
色の論理色番号 KB，混合モード MX を指定する。
MT = マークの種類
0: 点
1: ■
2: ＋
3: ×
4: ＋と×を重ねあわせたもの
5: □
6: ○
その他: 変更しない
S = ドットの大きさ
マークの高さ(ワールド座標系) は正の実数とする。
MT が 0 の場合は，大きさが S（ピクセル）の点が指定され，この場合，描画されるマー
クの大きさはビュー（表示）モードに影響されない。
K = マークの論理色番号
ペンの設定と同様。
KB = マークの背景色の論理色番号
ペンの設定と同様。-100: 透明(default)
MX = マークの混合モード
ペンの設定と同様。
マークの描画： int GWputmrk(float X, float Y); 
GWSETMRK で設定されたマークを位置 (X,Y) に描画する。マークを構成する線の描画
には現在のペンが使われる。
　以上の関数を用いて、プログラム 2 を拡張したプログラムを以下に示す。下線で書かれている部
分が追加部分である。
#include <GrWin.h>
#define IMAX 40
int main(){
int i;
float x1, x2, y1, y2;
// 表示ウインドウの初期化
GWinit();
GWopen(0)
GWvport( 0, 0, 1, 1 );    // ビューポートの設定
GWindow(-1.2,-1.2,1.2,1.2);
// グラフの枠と軸の描画
GWline(  0, -1, 0, 1 );
GWline( -1,  0, 1, 0 );
GWrect( -1, -1, 1, 1);       // 四角形の描画
// Y=X^3 の曲線の描画
GWsetmrk( 6, 0.05, 13, -1, -1 ); // マークの指定
GWsetpen( 16, 1, 5, -1 );    // ペンの指定
for ( i=0; i<IMAX; i++ ) {
x1 = -1.0+2.0*(float)i/IMAX;
x2 = -1.0+2.0*(float)(i+1)/IMAX;
y1 = x1*x1*x1;
y2 = x2*x2*x2;
GWline( x1, y1, x2, y2 );
GWputmrk( x1, y1 );    // マークの描画
}
GWputmrk( x2, y2 );          // マークの描画
}
プログラム 3：graph-2.c
　追加したプログラムをコンパイル・実行した場合の実行結果を図 2 に示す。
  
図 2、graph-2.c のコンパイル・実行結果 図 3、graph-3.c のコンパイル・実行結果
　以上で計算結果を簡易的にグラフ表示ができるようになる。しかし、これだけではグラフの機能し
ては不十分であるので、X軸と Y軸のラベルと数値を示す機能をさらに追加する。ラベルや数値
を表示するためには、テキストの描画を行う必要がある。以下にテキスト描画のための関数を示す。
以下の関数を用いて、プログラム 3：graph-2.c を改良すると、図 3 に示される実行結果となるプロ
グラムを作成することができる。
テキスト用フォントの設定： int GWsettxt( float H, float A, int IO, int K, int KB, char *FACE ); 
テキスト用フォントの属性を設定する。使用可能なフォントは TrueType フォントのみ。フォ
ント名が空白の場合はデフォールト名または前回使用されたフォントが使われる。フォント
名が '*' の場合や、設定した属性でフォントの生成に失敗した場合には，フォント・ダイア
ログが呼び出される。
H = フォントの高さ(ワールド座標系)
0 の場合はデフォールト値を使う。
負の場合は現在の値を使う。
A = フォントの傾き角
反時計回りに、傾き角／360 の値を入力する。入力範囲は、-1.0 < A < 1.0 とする。
IO = 基準点の位置を指定する
0: 中央
1: 左下 (デフォルト)
2: 右下
3: 右上
4: 左上
5: 左
6: 下
7: 右
8: 上
K = 文字の論理色番号(GWCOLOR の項参照)
ペンの設定と同様。
KB = マークの背景色の論理色番号
ペンの設定と同様。-100 の場合は透明(default)になる。
FACE = TrueType フォント名
文字列サイズの取得： int GWgettxt( float *W, float *H, float *X, float *Y, char *TXT ); 
文字列のワールド座標系での幅と高さをを取得する。
文字列  (  テキスト )  の描画：  int GWputtxt(float X, float Y, char *TXT); 
グラフィクス・ウィンドウ上に文字列を出力する。
　GrWin グラフィックス・ライブラリには、以上の関数の他にも多くの関数が用意されている。その他
の関数の詳しい機能について知りたい方は、付属のヘルプまたはホームページ上の関数の説明
を参照して下さい。
　
4. プログラム実行例
　以上の関数を用いて、簡単なグラフィクス機能を持つプログラムを作成した。今回作成したプロ
グラムは、以下の３つである。
a) ランダム・ウォーク
b) ライフゲーム
c) ボールの斜め投げ上げ運動
　以上の 3 つのプログラムの基本アルゴリズムは非常に簡単なものである。基本アルゴリズムの部
分にグラフィクス部分のプログラムを追加することによって、以下に示すような結果を持つプログラ
ムとすることが出来る。
  
図 4、ランダム・ウォークの実行結果 図 5、ライフゲームの実行結果
 
図 6、ボールの斜め投げ上げ運動の実行結果
　それぞれのプログラムは数十～二百行程度のプログラムであり、それほど大きなプログラムでは
ない。基本的な C 言語の文法を理解している学生ならば、GrWin ライブラリの関数について少し
学習すれば十分に作成可能なプログラムである。
5. まとめ
　本稿では、GrWin グラフィク・ライブラリを用いた C 言語によるプログラミングについて述べた。基
本的な関数のみの紹介ではあるが、その有用性は十分に示せていると思う。より汎用的なグラフィ
クス・プログラミングを行うには機能が十分ではないが、決まった計算結果をグラフとして示す場合
や計算結果の動きを表示する場合には特に有用なライブラリである。
