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Introducción. 
Para la construcción del estado del arte de la tesis doctoral, se realiza un mapeo sistemático de la 
literatura (en Inglés Systematic Mapping Studies o SMS),  con el objetivo de cotejar y sistematizar la 
evidencia empírica para identificar (determinar) cuáles de las metodologías de desarrollo de software, son 
las más estudiadas por la comunidad científica y las más utilizadas en la industria del software (Sección 
1). Una vez identificadas las metodologías de desarrollo, se decide cuales se consideran para el análisis 
comparativo con el propósito de identificar si estas custodian el proceso de implantación de sistemas 
informáticos (Sección 2). Por último, se presentan las conclusiones sobre el estado de arte (Sección 3).   
En el contexto de esta línea de investigación, se considera al proceso de implantación, como el 
conjunto de actividades y tareas necesarias que permiten la transferencia del producto software finalizado 
a su ambiente de utilización por parte de la comunidad usuaria (Panizzi et al. 2017). 
 
 
1. Desarrollo del Mapeo Sistemático de la literatura (SMS). 
El SMS permite clasificar y analizar la literatura sobre un tema específico de la Ingeniería de Software 
(Genero et al., 2014).  Para su desarrollo, se utiliza el proceso propuesto por Kitchenham et al.                   
(Kitchenham et al., 2007) y  Genero et al. (Genero et al., 2014). En este, se proponen tres actividades: la 
planificación de la revisión (Sección 1.1.), ejecución de la revisión (Sección 1.2), y reporte de la revisión 
(Sección 1.3). Las actividades del proceso, se presentan en la Fig. 1. 
 
Fig. 1. Actividades de la revisión sistemática de la literatura. 
1.1.Planificación. 
En esta actividad, se definen las tareas a realizar durante la revisión sistemática de literatura. Estas 
tareas comienzan por identificar la necesidad del estudio (Sección 1.1.1.), continua por definir las 
preguntas de investigación que se buscan contestar (Sección 1.1.2), definir el protocolo de la revisión 
(Sección 1.1.3) y por último, validar el protocolo de la revisión (Sección 1.1.4). En la Fig. 2., se presentan 
las tareas de la Actividad ¨Planificación¨. 
 
Fig. 2. Tareas de la Actividad ¨ Planificación¨.  
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 1.1.1. Identificar la necesidad del estudio. 
Esta tarea, tiene por objetivo identificar (determinar) cuáles de las metodologías de desarrollo de 
software son las más estudiadas por la comunidad científica, ya sea porque se las compara, se analizan sus 
aportes, se evalúa su aplicación en la industria del software, se experimenta con ellas, etc.  
En este estadío de la investigación, se presenta la necesidad de desarrollar la definición de algunos 
conceptos, que en adelante se utilizarán en la tesis doctoral.  El propósito de este glosario, consiste en 
presentar una terminología unificada a fin de evitar ambigüedades en la acepción que se le dará en este 
trabajo. En la Tabla 1., se presenta el glosario de términos con sus definiciones. 
 
Tabla 1. Glosario de términos 
Término Definición 
Proceso de software Guía la ejecución del proyecto software; por tanto, la clara definición de un 
proceso software representada mediante un modelo del proceso y su 
adecuado seguimiento redunda en la generación de productos de mayor 
calidad (Osterweil, 1987). 
 
Un conjunto de actividades para gestionar, desarrollar y mantener sistemas de 
software. En otras palabras, el proceso de software se centra en las tareas de 
construcción y no en los productos de salida. La definición de un proceso 
software debe especificar no sólo las actividades, sino también las técnicas 
para realizar las tareas, los actores que ejecutan las actividades, sus roles y los 
artefactos producidos (Acuña et al., 2005). 
Metodología de desarrollo  
de software 
En Piattini et al. (Piattini, 2004), se define como un conjunto de 
procedimientos, técnicas, herramientas y un soporte documental que ayuda a 
los desarrolladores a realizar un nuevo software. Esta descomposición del 
proceso de desarrollo guía a los desarrolladores en la elección de las técnicas 
que debe elegir para cada estado del proyecto, así como facilita la 
planificación, gestión, control y evaluación de los proyectos. Representa el 
camino para desarrollar software de una manera sistemática.  
Método  Método Standard. Describe las características del proceso o procedimiento 
ordenado utilizado en la ingeniería de un producto o en la prestación de un 
servicio. (IEEE Standard 610.12-1990). 
Marco de trabajo (Framework) En el marco de CCMI, se define como la estructura base que organiza los 
componentes CMMI, que incluye los elementos de los modelos actuales de 
CMMI, así como las reglas y los métodos para generar los modelos, los 
métodos de evaluación (incluyendo los artefactos asociados) y los materiales 
de formación.  
(CMMI – Dev., 2010). 
En este trabajo y en base a la definición anterior, se considera marco de 
trabajo para la construcción de un producto-software, a las actividades/tareas, 
artefactos, técnicas y prácticas, roles, métodos y herramientas. 
Standard La Real Academia de la Lengua Española, lo define como aquello que sirve 
como modelo, norma, patrón o referencia (RAE, 2005). 
Una segunda aproximación proviene del concepto utilizado por instituciones 
o agencias que promueven el uso de estándares en el sistema productivo. Una 
propuesta de definición es la entregada por la Internacional Organization for 
Standardization (ISO), definiendo un estándar como un documento 
establecido por consenso y aprobado por un cuerpo reconocido, que prevé el 
uso común y reiterado de reglas, pautas o características para las actividades 
o sus resultados esperados en el estándar (ISO/IEC-GUIDE, 2004). 
 
1.1.2. Formular las preguntas de investigación. 
En esta tarea, se plantea la Pregunta de Investigación (PI), y su descomposición en cuatro preguntas 
(PI1-4). La pregunta de investigación (PI): ¿Qué se ha publicado sobre metodologías de desarrollo de 
software a partir del año 2008?, y su descomposición se presenta en la Tabla 2., junto a la motivación de 
las mismas. 
 
 
Tabla 2. Preguntas de investigación 
Ref. Preguntas Motivación 
PI1  
  
¿Qué metodologías permiten llevar adelante 
la construcción de un producto software?  
Descubrir que tipos de metodologías de desarrollo de 
software se investigaron. 
PI2 ¿En qué actividades de la construcción del 
producto software, gestión o procesos de 
soporte se centra la investigación?   
 
 
Determinar en qué actividad de la construcción de la 
construcción del producto software se investiga 
(Requisitos, desarrollo, análisis y diseño, despliegue, 
pruebas, mantenimiento),  gestión del proyecto o procesos 
de soporte (verificación y validación, gestión de la 
configuración, etc.) 
PI3 ¿Qué aportes realizan los trabajos? 
 
 
Encontrar el tipo de resultados obtenidos en el contexto de 
las metodologías de desarrollo (proceso, modelo, 
herramienta, métrica, método, buena práctica, etc.)   
PI4 ¿Cuáles son los tipos de  investigación sobre 
las metodologías de desarrollo? 
Determinar donde se encuentra interés de investigación de 
las metodologías de desarrollo (se las evalúa, se las valida, 
proponen una solución, comunican experiencias, se les 
hace un juicio de expertos, etc.).   
   
 
1.1.3. Definir el protocolo de revisión. 
En esta tarea, se describen los elementos del protocolo para llevar a cabo el SMS, la definición de las 
estrategias de búsqueda (Sección 1.1.3.1.), y la definición de los criterios de selección de estudios 
(Sección 1.1.3.2.). 
 
1.1.3.1. Estrategias de búsqueda. 
Los términos candidatos (T) que se consideran más adecuados para definir la cadena de búsqueda, se 
presentan en la Tabla 3. Los términos han sido definidos en los idiomas español e inglés. 
 
Tabla 3. Términos de investigación (T). 
Referencia Términos Referencia Términos 
T1 desarrollo de software 
 
T2 software development 
 
T3 metodologías  
 
T4 methodologies 
 
T5 método  T6 methods 
 
T7 software  
 
T8                   framework 
T9 proceso T10 development 
 
T11                
 
process  
 
 
 
 
Las cadenas de búsqueda definidas, se presentan en la Tabla 4. 
 
Tabla 4. Cadenas de búsqueda 
Cadenas de búsqueda   
((¨desarrollo de software)  ¨AND (¨proceso¨ OR ¨metodologías  ¨OR ¨métodos¨)) OR ((¨software 
development¨) AND (¨process  ¨OR ¨methodologies  ¨OR ¨methods¨)) OR ((¨software)  ¨AND (¨proceso¨ 
OR ¨process¨ OR ¨framework¨ OR  ¨development framework¨)) OR ((framework  ¨AND  ¨methodologies 
¨AND  ¨¨software¨)) OR ((¨development¨) AND (¨methodologies¨)  AND (¨software¨)) OR 
(¨development¨ AND ¨methodology¨) 
 
1.1.3.2. Criterios de selección de estudios. 
En esta sub-tarea, se definen los criterios de inclusión y exclusión de los estudios primarios. El 
objetivo que se persigue es identificar cuales de ellos muestran evidencia con respecto a las preguntas de 
investigación propuestas en la Tabla 2.  Se definen los criterios de inclusión y exclusión, que se presentan 
en la Tabla 5.  
 
Tabla 5. Criterios de inclusión y exclusión 
Criterios de inclusión: 
o Artículos que respondan a las preguntas de investigación: 
a.1.Metodologías que se utilizan para la construcción de producto de software 
a.2.En qué actividades de la construcción de software se centra la investigación 
a.3.Tipos de aporte propuestos 
a.4.Interés de la investigación. 
o Estudios duplicados: si hay varios artículos de un mismo autor que contemple la misma investigación, se 
considerara el más completo. 
o Artículos publicados a partir del año 2008 
o Artículos en Español e Inglés  
Criterios de exclusión: 
a. Estudios a los que no se tiene acceso 
b. Artículos que no coincidan con los criterios de inclusión 
 
Se decide la búsqueda en las bibliotecas digitales que se presentan en la Tabla 6.  Dado que la tesis 
doctoral se desarrolla en la República Argentina, los directores de la tesis recomendaron la revisión de las 
publicaciones del Congreso Argentino de Ciencias de la Computación (CACIC), de las Jornadas 
Argentinas de Informática e Investigación Operativa (JAIIO) y de la Revista Latinoamericana de 
Ingeniería de Software, dado que cuentan con estudios del ámbito nacional. También se consideró la 
revisión de eventos científicos de España por la vinculación del grupo de investigación con ese país. 
  
Tabla 6. Base de datos y criterios de búsqueda para la selección de resultados. 
 
Bibliotecas digitales Opciones 
IEEE Explore Publicaciones de congresos, revistas  
ACM Digital Library Publicaciones de congresos, revistas 
Springer Publicaciones de congresos, revistas  
Elsevier Science (Science Direct) Publicaciones de congresos, revistas 
SEDICI 1 
Publicaciones del Congreso Argentino de Ciencias de la 
Computación (CACIC) 
Actas de las Jornadas Argentinas de Informática e 
Investigación Operativa (JAIIO)  
RELAIS 2 Revista Latinoamericana de Ingeniería de Software 
(RELAIS) 
SISTEDES Biblioteca Digital 3 Publicaciones de las Jornadas de Ingeniería de Software 
y Base de Datos (JISBD)   
1.1.4. Validación del protocolo de revisión. 
El protocolo de revisión para la construcción del SMS, ha sido validado con el grupo de investigación 
y los Directores de la tesis doctoral. 
                                                          
1
 SEDICI: Repositorio digital de la Universidad Nacional de La Plata, en el cual se publica las Actas del Congreso Argentino de Ciencias de la 
Computación y los artículos de las Jornadas Argentinas de Informática e Investigación Operativa organizadas por SADIO  (Sociedad Argentina de 
Informática),  sitio: http://sedici.unlp.edu.ar/  
2 RELAIS: Revista Latinoamericana de Ingeniería de Software, Publicación Técnica de acceso abierto de la Red de Ingeniería de Software de 
Latinoamérica coordinada por la Universidad Nacional de Lanús, Argentina. ISSN: 2314-2642; sitio: http://revistas.unla.edu.ar/software/index 
3 Biblioteca Digital Sistedes. La Fundación Sistedes organiza las Jornadas Sistedes, que alberga las Jornadas de Ingeniería de Software y Base de Datos 
(JISBD) , sus actas se pueden encontrar en el sitio: https://biblioteca.sistedes.es/biblioteca/conferencias/ 
 
 
1.2.  Realización de la revisión. 
En esta actividad, se definen las tareas para la ejecución de la revisión de la literatura. Se comienza por 
la selección de los estudios primarios (Sección 1.2.1.), continúa por la evaluación de la calidad de los 
artículos (Sección 1.2.2), la extracción de datos relevantes (Sección 1.2.3) y por último, la síntesis de los 
datos extraídos (Sección 1.2.4). En la Fig. 3., se presentan las tareas de la Actividad ¨Realización de la 
revisión¨. 
 
 
Fig. 3. Tareas de la Actividad ¨Realización de la revisión¨. 
1.2.1. Selección de estudios primarios. 
En esta tarea, se realiza la selección de los estudios considerando algunos criterios utilizados en el 
estudio realizado por Sierra et al. (Sierra et al., 2017), estos consisten en:  
 aplicar los procedimientos definidos para la selección(estrategias de búsqueda, 
criterios de inclusión/exclusión),  
 los resultados obtenidos en las fuentes de búsqueda, 
 extracción de datos, 
 clasificación de los diferentes documentos. 
 
La cantidad de artículos seleccionados en cada una de las bases de datos se presentan en la Tabla 7. 
Los artículos son clasificados en: artículos relevantes, artículos no considerados y artículos primarios. El 
significado de esta clasificación, se explica a continuación: 
 Artículos relevantes: son los encontrados y seleccionados de los resultados de búsqueda iniciales que 
contienen los términos de búsqueda en el resumen, la introducción, las palabras clave o título. 
 Artículos no considerados: son los artículos resultantes de la búsqueda que respetan los criterios de 
inclusión/exclusión y luego de su lectura no se consideran adecuados para la investigación.  
 Artículos primarios: son los artículos que han sido leídos de manera completa y se consideran 
adecuados para la investigación porque cumplen con los criterios de inclusión.  
 
Tabla 7. Base de datos y trabajos seleccionados para cada etapa. 
 
Fuentes de 
búsqueda 
Artículos  
relevantes 
Artículos no 
considerados  
Artículos  
primarios 
IEEE Explore 57 13 44 
ACM Digital 
Library 
15 6 9 
Springer  4 3 1 
Elsevier Science 
(Science Direct) 
16 4 12 
SEDICI  11 1 10 
SISTEDES 
Biblioteca Digital 
3 1 2 
RELAIS 2 2 0 
 
 
En el Apéndice A, se presenta la lista de estudios primarios utilizados para el SMS.  
1.2.2. Evaluación de la calidad de los artículos. 
Para determinar  la calidad de los artículos se adhiere al criterio que los estudios primarios se 
encuentran publicados en revistas indexadas y en eventos científicos con revisión por pares según la 
propuesta de Genero et al. (Genero et al., 2014).  
 
Seleccionar los 
estudios 
primarios 
Evaluar la calidad 
de los artículos 
Extraer datos 
relevantes 
Síntesis de 
los datos 
extraídos  
1.2.3. Extracción de los datos relevantes. 
Los datos extraídos de los estudios primarios se registraron en una plantilla. El esquema de extracción 
se compone de dos partes: 
 La primera con los metadatos de cada estudio primario, denominada Dimensión General.   
 La segunda parte, compuesta por dimensiones y categorías específicas del esquema definido 
para clasificar los estudios primarios seleccionados. Las dimensiones consideradas son: 
Contexto,  Contribución, Tipo de investigación y Resultados preliminares. La definición de 
estas dimensiones y sus categorías se define en función de las preguntas de investigación 
planteadas en la sección 1.1.2., se muestran en la Tabla 8.  
 
 Tabla 8. Extracción de datos de los estudios primarios. 
Datos extraídos 
Dimensión Categorías 
General:  ID (Identificador de registración del 
artículo), cadena de búsqueda, Año, 
título, autores, fuente de búsqueda, tipo 
de publicación, país, palabras clave, 
citas, problema y  resultados. 
Contexto*:   Procesos principales: Requisitos, 
Desarrollo, Despliegue o Implantación, 
Arquitectura y Diseño, Mantenimiento, 
Pruebas. 
Procesos de soporte y de la 
organización: Verificación y validación, 
gestión de la configuración, gestión del 
proyecto, gestión del riesgo, gestión de 
la calidad. 
Contribución**:  Métrica, modelo, proceso, herramienta, 
artefacto, método/metodología,  
práctica/s, no contribuye. 
Tipo de investigación***: Validación, evaluación,  propuesta de 
solución, filosóficos, comunicar una 
experiencia, opinión. 
Resultados preliminares****  
 
*Para definir las categorías de la dimensión-contexto, se toma como base a los procesos propuestos en el 
estándar  ISO/IEC 12207 (ISO, 1995),  que agrupa los procesos en principales y procesos de soporte y 
procesos de la organización. 
**Para clasificar los aportes que realizan los estudios, se considera si el estudio realizó la construcción de 
una métrica, modelo, herramienta, práctica, artefactos, método/metodología, proceso. Además se 
considera una categoría ¨No contribuye¨, cuyo significado se debe a que en el estudio no se logró la 
construcción de ninguno de los elementos contemplados en esta Dimensión.  
***Para clasificar el tipo de investigación de los artículos primarios del SMS se considera el sistema de 
clasificación propuesto por Wieringa et al. (Wieringa, 2006), el cual emplea seis categorías. 
****En esta dimensión se consideran los modelos de procesos de desarrollo (RUP, XP, Scrum, DSDM, 
etc.),  los modelos de calidad (CMMI, Competisoft,  ISO y sus variantes, etc.), los modelos de ciclos de 
vida (cascada, espiral, prototipo, etc.). Es importante aclarar que la inclusión de una categoría nueva en la 
dimensión, se ha realizado en función de su aparición en los estudios relevantes.  
 
 
1.2.4. Síntesis de los datos extraídos. 
Para resumir los datos extraídos de los artículos primarios del SMS, se realiza una síntesis cuantitativa, 
mediante el uso de gráficos (sección 1.2.4.1.) y luego se realiza un análisis de los artículos primarios 
obtenidos para dar respuesta a cada una de las preguntas de investigación (sección 1.2.4.2.). 
 
1.2.4.1. Síntesis cuantitativa del SMS. 
En el gráfico 1, se presenta la cantidad de artículos primarios por el año de publicación. 
 
 
Gráfico 1. Cantidad de artículos primarios por año de publicación. 
 
 
En el gráfico 2, se presenta que la mayoría de artículos encontrados han sido publicados en congresos, 
que representa un 71 %  del total y los artículos publicados en revistas representan un 29 %.  
 
 
Gráfico 2. Artículos por tipo de publicación. 
En el gráfico 3, se presenta una distribución de los congresos respecto a los continentes en los que han 
sido realizados.  El mayor porcentaje corresponde a Europa con un 26 %, seguido del continente Asiático 
con un porcentaje del 23 %, América del Norte como América Latina y Del Caribe presentan un 
porcentaje del 21 % y por último el continente Africano con un 7 % y Oceanía con un 2 %.   
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 Gráfico 3. Distribución porcentual de los congresos respecto al continente de realización. 
 
A continuación se presenta el Gráfico 4,  con la cantidad de artículos primarios clasificados por las 
revistas en las que han sido publicados. 
 
 
Gráfico 4. Revistas con los estudios primarios considerados. 
En el gráfico 5, se presenta la cantidad de artículos primarios según la cadena de búsqueda definida en 
la sección 1.1.3.1. Se visualiza que la cadena más representativa para este estudio es ¨software 
development¨ dado que se han encontrado 28 estudios primarios. 
21% 
21% 
7% 
23% 
2% 
26% 
AMÉRICA DEL NORTE
AMÉRICA LATINA y DEL
CARIBE
AFRICA
ASIA
OCEANÍA
0
1
2
3
4
5
6
2 
1 
5 
6 
2 
1 1 1 1 1 1 1 
  Gráfico 5. Cantidad de artículos según la cadena de búsqueda empleada. 
 
1.2.4.2. Respuestas a las preguntas de investigación. 
En esta sub-tarea, se da respuesta a cada una de las preguntas de investigación que motivaron la 
realización del SMS, definidas en la sección 1.1.2. 
 
PI1: ¿Qué metodologías permiten llevar adelante la construcción de un producto software? 
La respuesta a esta pregunta, se resume en el Gráfico 6, en el cual se visualizan las metodologías de 
desarrollo de software más estudiadas. Es importante aclarar que no todas son metodologías, que algunas 
de ellas son frameworks o métodos; pero en esta investigación se les dará el mismo tratamiento y se las 
consideran como guías para la construcción de un producto software. 
 
 
 
Gráfico 6. Cantidad de artículos por metodologías de desarrollo. 
Con el desarrollo de este SMS, además de evidenciar las metodologías de desarrollo más estudiadas, se 
logró conocer los modelos de ciclo de vida tratados en los estudios primarios (ver Gráfico 7). También,  
se logró conocer los modelos y estándares de calidad tratados en los estudios, siendo estos para los 
procesos, los productos y las personas que conforman el equipo (ver Gráfico 8). 
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 Gráfico 7. Cantidad de artículos por modelos de ciclo de vida. 
 
 
 
Gráfico 8. Cantidad de artículos por modelos y estándares de calidad. 
 
PI2: ¿En qué actividades de la construcción del producto software, procesos de gestión o procesos de 
soporte se centra la investigación?. 
En la sección 1.2.3, se definieron las categorías de la dimensión-contexto, la cual toma como base los 
procesos propuestos en el estándar  ISO/IEC 12207 (ISO/IEC 12207, 1995). Los procesos, se agrupan en 
procesos principales, procesos de soporte y procesos de la organización. La respuesta a esta pregunta se 
resume en un primer gráfico, en el cual se visualiza la cantidad de los artículos según los tres grupos de 
procesos (Gráfico 9). Se ha considerado una categoría denominada ¨Abarcativo¨ para agrupar a los 
estudios que han considerado más de un tipo de proceso principal en su análisis. 
 
 
 
Gráfico 9. Estudios por grupos de procesos (principales, de soporte y de la organización). 
Para el grupo de procesos principales, se presenta el Gráfico 10 con la cantidad de estudios primarios  
según los procesos principales (requisitos, arquitecturas y diseño, desarrollo, pruebas, despliegue o 
implantación,  mantenimiento). 
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 Gráfico 10. Estudios por grupos de procesos principales. 
PI3:¿Qué aportes realizan los trabajos? 
En base a la clasificación planteada para la dimensión-contribución (en la sección 1.2.3.), se presentan 
en el gráfico11, los tipos de aportes propuestos en los estudios primarios del SMS. La mayor cantidad de 
artículos primarios corresponden a la categoría ¨No contribuye¨ con un total de 45 artículos.  Las 
propuestas de construcción más significativas que surgen en los estudios analizados, se presentan en los 
modelos con un total de 14 artículos y métodos /metodologías con un total de 11 artículos. 
 
  
 Gráfico 11. Cantidad de artículos por Tipos de aportes. 
PI4: ¿Cuáles son los objetivos perseguidos en la investigación sobre las metodologías de desarrollo? 
En el gráfico 12, se presenta una distribución de los tipos de investigación de los estudios primarios según 
la propuesta de Wieringa et al.  (Wieringa et al., 2006).  Se visualiza que los tipos de investigación de 
propuestas de solución (28 artículos)  y comunicar una experiencia (27 artículos) son los más 
representativos  respecto al total de estudios.  
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Gráfico 12. Artículos por tipos de investigación.  
1.3. Reporte de los resultados del SMS. 
El  desarrollo del  mapeo sistemático de la literatura permitió identificar cuáles de las metodologías de 
desarrollo de software son las más estudiadas por la comunidad científica y las más utilizadas en la 
industria del software. Al analizar los datos extraídos de los artículos primarios, se concluye: 
 Las metodologías más consideradas en la comunidad científica como así también en la industria 
del software, son Scrum con un 63% y XP con un 51%  respecto al total de estudios primarios 
considerados. 
 En un segundo lugar, se presentan FDD (19%), Cristal (17%), DSDM (16%) y RUP (15%), estas 
metodologías cubren un porcentaje de representatividad entre el 15% y 20% respecto al total de 
estudios. 
 En un tercer lugar con una representatividad inferior al 15%, se encuentran OpenUP (1%), 
Moprosoft (1%)  y MSF (1%).  
 El desarrollo de software presenta una tendencia hacia las metodologías ágiles en el período 
considerado para este estudio. No obstante, se visualiza que la única metodología robusta que 
logra un porcentaje de representatividad equivalente al de algunas metodologías ágiles, es RUP. 
 
2. Comparativa de metodologías de desarrollo. 
En esta sección, se definen las metodologías a considerar en el análisis comparativo y se plantea la 
justificación de su elección (sección 2.1.), se usan los lineamientos del método DESMET (Kitchenham 
B., 1996) adaptados a esta investigación, para la evaluación de las metodologías consideradas (sección 
2.2.) y por último se presentan los resultados obtenidos y su interpretación (sección 2.3.). 
 
2.1. Metodologías de desarrollo consideradas. 
Con base en el reporte del SMS realizado en la sección 1,  se consideran para el análisis comparativo, 
las metodologías de desarrollo cuya cota de representatividad en los estudios primarios es igual o superior 
al 15 %. Estas son Scrum, XP, FDD, Cristal, DSDM y RUP. No obstante, se decide considerar Métrica 
V3 y MoProsoft, dado que el Grupo de Investigación de Ingeniería de Software del III-LIDI realiza 
investigación conjunta con Universidades de España y de México.  
 
2.2. Análisis comparativo.  
El análisis comparativo de las metodologías de desarrollo de software, se descompone en tres partes, 
en la primera se definen las características a evaluar en cada una de las metodologías consideradas como 
así también su justificación (sección 2.2.1.).  En una segunda parte, se describen las particularidades de 
las metodologías (sección 2.2.2.) En la tercera y última parte, se presenta la evaluación de las 
metodologías y la interpretación de los resultados obtenidos (sección 2.2.3.) 
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2.2.1. Definición y justificación de las características a evaluar. 
Para realizar la comparativa de las metodologías se utiliza el método DESMET, del cual se selecciona 
el método la evaluación cualitativa basada en el análisis de características (Kitchenham B., 1995). Este 
análisis comparativo, tiene el propósito de dar respuesta a la siguiente pregunta de investigación: ¿Todos 
los elementos del proceso de implantación de un sistema informático se encuentran cubiertos en las 
metodologías de desarrollo?.   
En la introducción de este reporte, se definió a que se considera proceso de implantación en esta línea 
de investigación. La implantación de sistemas informáticos es uno de los procesos genéricos de cualquier 
modelo de proceso de software.  En base a la definición de proceso de software propuesta por Acuña et. 
al.,  …¨como un conjunto de actividades para gestionar, desarrollar y mantener sistemas de software¨. En 
otras palabras, el proceso de software se centra en las tareas de construcción y no en los productos de 
salida. La definición de un proceso software debe especificar no sólo las actividades, sino también las 
técnicas para realizar las tareas, los actores que ejecutan las actividades, sus roles y los artefactos 
producidos (Acuña et al., 2005)…¨. Al proceso de implantación, se lo estudiará de manera integral 
considerando los elementos que componen un proceso de software.  Las características a utilizar en el 
análisis comparativo son los elementos de un  proceso de software, los cuales se listan a continuación:  
 
 Fases/Actividades/Tareas 
 Herramientas 
 Técnicas/Prácticas 
 Artefactos (Insumos/Productos) 
 Rol 
 Competencias 
 
La elección de este elemento para el proceso en estudio, se debe a que a este proceso se le resta 
importancia por tratarse del último eslabón de la cadena de procesos de software. Esta desvalorización del 
proceso se refleja en que el profesional al que se le asigna el rol de implantador o responsable de la 
entrega del producto software al cliente, no posee las competencias socio-técnicas necesarias para 
desempeñarse en dicho proceso. 
A continuación se presenta un glosario de términos de las características (elementos del proceso de 
software) a considerar en la evaluación (ver Tabla 9): 
 
Tabla 9. Glosario de términos de las características del análisis comparativo. 
Término Definición 
Actividad ¨Conjunto de tareas específicas asignadas para su realización a un rol o más roles¨. 
(MoProSoft, 2005). 
Sommerville (Sommerville I., 2011) define proceso de software como una serie de 
actividades relacionadas que conduce a la elaboración de un producto de software. En el 
análisis comparativo, para unificar la terminología a la característica se la denominará: 
¨Fases/Actividades/Tareas¨. 
Herramienta El Diccionario de la Lengua Española define el término “herramienta” como 
¨…Instrumento, por lo común de hierro o acero, con que trabajan los artesanos…”.   
Si bien esta definición no refleja totalmente a que denominamos herramienta en el contexto 
de la Ingeniería de Software, podemos considerar de ella dos componentes, instrumento y 
que se utiliza para trabajar. En la construcción del producto software se requiere de 
herramientas, se pueden mencionar las herramientas de modelado, las cuales permiten la 
creación de los modelos necesarios del sistema que se está estudiando. Con la evolución de 
la Ingeniería de Software, se ha introducido un amplio abanico de diferentes tipos de 
programas que se utilizan para ayudar a las actividades del proceso de software, como el 
análisis de requerimientos, el modelado de sistemas, la depuración y las pruebas, a este 
grupo de herramientas se las denomina herramientas CASE (Ingeniería de Software Asistida 
por Computadora) (Panizzi et al., 2016).  
Técnica/Prácticas Técnica: conjunto de heurísticas y procedimientos que se apoyan en estándares, es decir, que 
utilizan una o varias notaciones específicas en términos de sintaxis y semántica y cumplen 
unos criterios de calidad en cuanto a la forma de obtención del producto asociado. (Pae , 
2001). 
Práctica: representa un medio para la consecución de unos objetivos específicos de manera 
rápida, segura y precisa, sin necesidad de cumplir unos criterios o reglas preestablecidas. 
(Pae, 2001). 
Artefactos 
(Insumos7Productos) 
En Moprosoft (Secretaría de Economía México, 2005) se define producto como cualquier 
elemento que se genera en un proceso. 
Esta dimensión de análisis considera los artefactos productos y los artefactos insumos ya que 
son necesarios como inputs para la realización de las actividades del proceso (Panizzi et al., 
2016).  
Rol MoProSoft (Secretaría de Economía México, 2005) define el concepto de rol como 
responsable por un conjunto de actividades de uno o más procesos. Un rol puede ser 
asumido por una o más personas de tiempo parcial o completo. Panizzi et al, consideran de 
importancia la definición de roles para la realización de actividades dentro del proceso 
estudiado así se conoce de antemano las responsabilidades, derechos, aptitudes y habilidades 
necesarias para el rol requerido (Panizzi et al., 2017). 
Competencias En Acuña (Acuña S., et al., 2005) plantean una clasificación de competencias en función de 
cómo se movilizan los recursos. Las competencias duras se centran en los aspectos técnicos 
que se requieren para llevar a cabo una actividad, generalmente se expresan en términos de 
conocimientos, destrezas y habilidades. Las competencias blandas se centran en los 
comportamientos, en los rasgos personales entre los cuales se pueden mencionar el 
liderazgo, la colaboración con los demás, la integridad y la persuasión.  
Esta característica considera las competencias duras y las competencias blandas. 
 
2.2.2. Descripción de las metodologías. 
En esta sección, se presenta una descripción de las particularidades de las metodologías consideradas, 
se focaliza en el proceso de implantación como proceso dentro del proceso de desarrollo de software.  Se 
consideraran los aspectos de gestión del proyecto software por las interacciones que se presentan con el 
proceso de implantación. 
 
2.2.2.1. SCRUM. 
Schwaber Ken y Sutherland Jeff definen a SCRUM como un marco de trabajo para el desarrollo y el 
mantenimiento de productos complejos dentro del cual las personas pueden afrontar complejos problemas 
adaptativos, a la vez que entregan productos del máximo valor posible de forma productiva y creativa. 
Scrum es un modelo de desarrollo ágil caracterizado por: (i) adoptar una estrategia de desarrollo 
incremental, en lugar de la planificación y ejecución completa del producto, (ii) basar la calidad del 
resultado más en el conocimiento tácito de las personas en equipos auto-organizados, que en la calidad de 
los procesos empleados, (iii) solapamiento de las diferentes fases del desarrollo, en lugar de realizarlas 
una tras otra en un ciclo secuencial o de cascada (Schwaber K. y Sutherland J, 2016). 
Este marco de trabajo consiste en los Equipos Scrum y en sus roles (Dueño del Producto, Equipo de 
Desarrollo, Scrum Master y los Interesados), eventos (el Sprint, la reunión de Planificación, Scrum 
Diario, la Revisión de Sprint y la Retrospectiva de Sprint), artefactos (Pila de producto, la Pila de Sprint y 
el Incremento) y reglas asociadas (Palacio J., 2015). 
 Esta metodología presenta aspectos vinculados a la gestión del proyecto, los cuales se los visualiza en 
la planificación, en las técnicas de estimación, en las revisiones de los sprints. Los aspectos vinculados al 
proceso de implantación no se explicitan en esta metodología. 
 
2.2.2.2. Programación Extrema (XP).  
XP es uno de los métodos ágiles más conocido y ampliamente utilizado, (en Inglés Extreme 
Programming). El nombre lo acuño Beck (2000) debido a que el enfoque se desarrolló llevando a niveles 
¨extremos¨ las prácticas reconocidas, como el desarrollo ágil (Sommerville I., 2011). 
Beck (Beck K., 2011).define un conjunto de cinco valores que establecen el fundamento para todo 
trabajo realizado como parte de XP: comunicación, simplicidad, retroalimentación, valentía y respeto. 
Todos estos valores se usan como un motor de actividades para actividades, acciones y tareas específicas 
de XP. 
La metodología XP engloba una serie de reglas y prácticas que ocurren en el contexto de cuatro 
actividades estructurales: planeación, diseño, codificación y pruebas (Pressman R., 2010). XP  implica 
varias prácticas que se ajustan a los principios de los métodos ágiles, entre ellas: la planificación 
incremental, entregas pequeñas, refactorización, programación en parejas, diseño simple, integración 
continua, etc. (Beck K., 2011). 
El proceso de implantación estudiado no se visualiza en este método, solamente se visualizan algunos 
aspectos de gestión del proyecto entre ellos la planificación y la estimación del esfuerzo a partir de las 
historias de usuario. 
Se enfatiza el proceso como un conjunto de ciclos anidados. En la mayoría de los proyectos se 
perciben siete ciclos: 1) el proyecto,  2) el ciclo de entrega de una unidad,  3) la iteración,  4) la semana 
laboral, 5) el período de integración, de 30 minutos a tres días, 6) el día de trabajo, 7) el episodio de 
desarrollo de una sección de código, de pocos minutos a pocas horas.  
 
2.2.2.3. Desarrollo basado en funcionalidades (FDD). 
El desarrollo basado en funcionalidades (en inglés, feature-driven development, FDD) es un enfoque 
de desarrollo ágil de software desarrollado por Jeff De Luca y Peter Coad.  
FDD consiste en cinco procesos secuenciales durante los cuales se diseña y construye el sistema 
 (Palmer et al., 2002). La parte iterativa soporta desarrollo ágil con rápidas adaptaciones a cambios en 
requerimientos y necesidades del negocio. Cada fase del proceso tiene un criterio de entrada, tareas, 
pruebas y un criterio de salida. Generalmente, la iteración de un rasgo insume de una a tres semanas. Las 
fases son: desarrollo de un modelo general, construcción de la lista de rasgos, planeamiento por rasgo y 
diseño por rasgo y construcción por rasgo.  
FDD consiste en un conjunto de “mejores prácticas”, el modelado de objetos del dominio, el 
desarrollo por rasgo, la propiedad individual de clases (código), los equipos de rasgos, pequeños y 
dinámicamente formados, la inspección, los builds regulares, administración de configuración y el reporte 
de progreso.  
Esta metodología presenta un conjunto de roles agrupados en tres categorías: roles claves, roles de 
soporte y roles adicionales. Los seis roles claves de un proyecto son: 1) administrador del proyecto; 2) 
arquitecto jefe (puede dividirse en arquitecto de dominio y arquitecto técnico); 3) manager de desarrollo, 
que puede combinarse con arquitecto jefe o manager de proyecto; 4) programador jefe;  5) propietarios de 
clases y 6) experto de dominio. Los cinco roles de soporte comprenden: 1) administrador de entrega; 2) 
abogado/guru de lenguaje, que conoce a la perfección el lenguaje y la tecnología; 3) ingeniero de 
construcción; 4) herramientista (toolsmith)  y 5) administrador del sistema, que controla el ambiente de 
trabajo o productiza el sistema cuando se lo entrega. Los tres roles adicionales son los de verificadores, 
encargados del despliegue y escritores técnicos. Un miembro de un equipo puede tener otros roles a 
cargo, y un solo rol puede ser compartido por varias personas. (Ambler S., 2018). 
FDD suministra un conjunto de artefactos para la planificación y control de los proyectos; se pueden 
mencionar; las vistas de desarrollo, vistas de planificación, reportes de progreso, reportes de tendencia, 
vista de plan entre otros.  
Esta metodología propone fases, técnicas, artefactos y roles para la gestión del proyecto. Respecto al 
proceso de implantación, presenta roles que cubren de manera parcial alguna de las actividades del 
mismo. 
 
2.2.2.4.Metodologias Crystal.  
Las metodologías Crystal fueron creadas por Alistair Cockburn (Cockburn A., 1997). La familia de 
metodologías Crystal se centra en la eficiencia y habitabilidad (las personas pueden vivir con él e incluso 
usarlo) como componentes de la seguridad del proyecto.  
La familia Crystal dispone un código de color para señalar la complejidad de una metodología: cuanto 
más oscuro un color, más “pesado” es el método. Cuanto más crítico es un sistema, más rigor se requiere. 
El código cromático se aplica a una forma tabular elaborada por Cockburn que se usa en muchos Métodos 
Ágiles para situar el rango de complejidad al cual se aplica una metodología.  
Los métodos se llaman Crystal evocando las facetas de una gema: cada faceta es otra versión del 
proceso, y todas se sitúan en torno a un núcleo idéntico. Hay cuatro variantes de metodologías: Crystal 
Clear (“Claro como el cristal”) para equipos de 8 o menos integrantes; Amarillo, para 8 a 20; Naranja, 
para 20 a 50; Rojo, para 50 a 100. (Cockburn A., 2001). 
Los siete valores o propiedades de Crystal Clear son: entrega frecuente,  comunicación osmótica, 
mejora reflexiva, seguridad personal., foco,  fácil acceso a usuarios expertos y ambiente técnico con 
prueba automatizada, management de configuración e integración frecuente.  
En cuanto a las técnicas, utilizan las denominadas ¨entrevistas de proyectos¨, ¨talleres de reflexión¨., 
¨Planeamiento Blitz¨, ¨Estimación Delphi con estimaciones de pericia¨, ¨encuentros diarios de pie¨. . 
¨miniatura de procesos¨, “hora extrema”, ¨gráficos de quemado¨., programación lado a lado¨.  
Existen ocho roles en CC: Patrocinador, Usuario Experto, Diseñador Principal, Diseñador-
Programador, Experto en Negocios, Coordinador, Verificador, Escritor. En la versión Crystal Naranja, se 
agregan aún más roles: Diseñador de IU, Diseñador de Base de Datos, Experto en Uso, Facilitador 
Técnico, Analista/Diseñador de Negocios, Arquitecto, Mentor de Diseño, Punto de Reutilización. 
Este conjunto de metodologías presentan actividades, roles, artefactos, técnicas para el proceso de 
gestión del proyecto. Respecto al proceso implantación presenta algunos roles y artefactos. 
 
2.2.2.5. Método de Desarrollo de Sistemas Dinámico (DSDM).   
DSDM es una metodología de desarrollo de software, (en Inglés, Dynamic Systems Development 
Method)  originalmente basada en las técnicas de Desarrollo Rápido de Aplicaciones (en Inglés Rapid 
Application Development, RAD). DSDM es un enfoque iterativo e incremental que enfatiza la 
participación continua del usuario (Pressman R., 2010).  DSDM comprende un marco que muestra las 
fases y cómo se relacionan entre sí. Este modelo de proceso es utilizado por cada proyecto para derivar su 
ciclo de vida.   
El modelo del proceso ágil, llamado ciclo de vida DSDM tiene tres ciclos iterativos distintos 
precedidos de dos actividades adicionales al ciclo de vida: Estudio de Viabilidad, Estudio del negocio, 
Iteración del modelo funcional, Diseño e iteración de la construcción e Implementación (Pressman R., 
2010).    
Esta metodología presenta aspectos vinculados a la gestión del proyecto, los cuales se visualiza en el 
estudio de viabilidad, la estimación, las fases de pre-proyecto y post-proyecto, la gestión de 
configuración. Los aspectos vinculados al proceso de implantación se visualizan en la fase de despliegue 
de la metodología. 
 
2.2.2.6. Proceso Unificado de Rational (RUP).  
El RUP (en Inglés, Rational Unified Process) es un proceso de desarrollo de software iterativo e 
incremental (Péraire C et al., 2007). RUP comprende no solamente las disciplinas de Ingeniería sino que 
adiciona las disciplinas de soporte.  
El proceso de ciclo de vida de RUP se divide en cuatro fases: Incepción, Elaboración, Construcción y 
Transición; a su vez estas fases se dividen en iteraciones. A través de las fases se desarrollan en paralelo 
nueve workflows o disciplinas: Modelado de Negocios, Requerimientos, Análisis & Diseño, 
Implementación, Prueba, Despliegue, Gestión de Configuración & Cambio, Gestión del Proyecto y 
Entorno. 
Los aspectos relacionados al proceso de implantación son tratados en el Flujo de despliegue propuesto 
por el RUP cuyo objetivo es producir con éxito distribuciones del producto y distribuirlo a los usuarios. 
La Fase de Transición es la cuarta fase del ciclo de vida del software, se ocupa de que el software sea 
puesto en manos de la comunidad de usuarios (Péraire C et al., 2007). 
El flujo de Despliegue se relaciona con las disciplinas de soporte propuestas por este marco de trabajo 
ya que requiere de ellas insumos para su ejecución como así también le retribuye productos a las mismas.  
 
2.2.2.7. Métrica V3. 
MÉTRICA Versión 3 (PAe, 2001) ofrece a las organizaciones un instrumento útil para la 
sistematización de las actividades que dan soporte al ciclo de vida del software. Cubre distintos tipos de 
desarrollo: estructurado y orientado a objetos. A través de interfaces, facilita la realización de los procesos 
de apoyo u organizativos: Gestión de Proyectos, Gestión de Configuración, Aseguramiento de Calidad y 
Seguridad. 
En METRICA versión 3, se ha considerado la Fase de Implantación y Aceptación del Sistema (cuya 
abreviatura es IAS) como fase equivalente al proceso estudiado en este trabajo. La Fase de Implantación y 
Aceptación del Sistema propuesta en esta metodología tiene como objetivo principal la entrega y 
aceptación del sistema en su totalidad, y la realización de todas las actividades necesarias para el paso a 
producción del mismo (PAe, 2001). 
La Interfaz de Gestión de Proyectos propone tres tipos de actividades: Actividades de Inicio del 
Proyecto, Actividades de Seguimiento y Control y Actividades de Finalización del Proyecto, Cierre y 
registro de la documentación de gestión.  
La Interfaz de Seguridad tiene el objetivo de incorporar en los sistemas de información, mecanismos 
de seguridad adicionales a los que se proponen en la propia metodología.  
La Interfaz de Gestión de la Configuración consiste en la aplicación de procedimientos 
administrativos y técnicos durante el desarrollo del sistema de información y su posterior mantenimiento. 
Las actividades propias de la Interfaz de Calidad están orientadas a verificar la calidad de los 
productos.  
 
2.2.2.8. MoProsoft. 
MoProSoft (Secretaría de Economía México, 2005) presenta tres categorías de procesos: Alta 
Dirección, Gerencia y Operación que reflejan la estructura de una organización. Este modelo presenta 
aspectos vinculados a la gestión de proyectos, las cuales se las visualiza en el proceso de Administración 
de Proyectos Específicos. Las actividades vinculadas al proceso de implantación no se explicitan en este 
modelo de proceso. 
 
2.2.3. Evaluación de las metodologías. 
En la Tabla 10, se presenta el grado de cumplimiento de las características consideradas en el análisis 
del proceso de implantación dentro del proceso de desarrollo de software (ver en la Tabla, Implantación) 
y para los procesos de gestión de proyectos de software (ver en la Tabla, Gestión del Proyecto). El grado 
de cumplimiento se considera en tres niveles: total (“T”), parcial (“P”) o nulo (“N”).  
 
 
 
 
 
Tabla 10. Resultados del grado de cumplimiento de las características. 
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Fases / Actividades/ Tareas N T N P  N T N T P T T T T T N T 
Herramientas  N P N N N N N N N P T T N N N N 
Técnicas/Prácticas N T N P N T N T N P N N T  T  N N 
Artefactos (Insumos/Productos)) N T N P  N T P T P T T T  T T N T 
Roles  N T N P P T P T N T T T T T N T 
Competencias N N N N N N N N N T N N N N N T 
Los resultados de la evaluación de características a los cuales se ha arribado en la Tabla 10,  permiten 
formular las siguientes conclusiones parciales:  
 
 En relación a la característica ¨Fases/Actividades/Tareas¨, en Scrum, XP, FDD, la familia de 
metodologias Crystal y Moprosoft se evidencia la ausencia de actividades para el proceso de 
implantación. En XP se denota un grado de cumplimiento parcial para el proceso de gestión del 
proyecto. DSDM presenta un grado de cumplimiento parcial para el proceso de implantación. 
Scrum, FDD, la familia de las metodologías Crystal, DSDM, RUP, Métrica versión 3 y 
Morposoft presentan un grado de cumplimiento total respecto al proceso de gestión del proyecto. 
RUP y Métrica versión 3, cubren el proceso de implantación con un grado de cumplimiento total.  
 En la relación a la característica ¨Herramientas¨, en Scrum, XP, FDD, la familia de metodologías 
Crystal,  DSDM, Metrica versión 3 y Moprosoft se evidencia la ausencia de la propuesta de 
herramientas para el proceso de implantación. XP, FDD, la familia de las metodologías Crystal, 
Métrica versión 3 y Moprosoft no presentan herramientas para el proceso de gestión. Scrum y 
DSDM presentan un grado de cumplimiento parcial para el proceso de gestión del proyecto. En 
RUP se denota un grado de cumplimiento total para el proceso de implantación y para el proceso 
de gestión del proyecto. 
 En relación a la característica ¨Técnicas/Prácticas¨, el conjunto de metodologías evaluadas 
presentan un grado de cumplimiento nulo respecto a las técnicas y prácticas para el proceso de 
implantación. Scrum y DSDM presentan un grado de cumplimiento parcial para el proceso de 
gestión. En RUP se denota un grado  de cumplimiento total para el proceso de implantación y 
proceso de gestión. 
 Respecto a la característica ¨Artefactos (Insumos/Productos)¨, en Scrum, XP,  FDD y Moprosoft 
se denota un grado de cumplimiento nulo para el proceso de implantación. En la familia de 
Crystal y DSDM se presenta un grado de cumplimiento parcial para el proceso de implantación. 
XP presenta un grado de cumplimiento parcial para el proceso de gestión del proyecto. RUP y 
Métrica versión 3 cubren de manera total el proceso de implantación. Scrum, FDD, la familia de 
las metodologías Crystal, DSDM, RUP, Metrica versión 3 y Moprosoft presentan un grado de 
cumplimiento total para el proceso de gestión del proyecto. 
 En relación a la característica ¨Roles¨, Scrum, XP, DSDM y Moprosoft no presentan roles para el 
proceso de implantación. FDD y la familia de metodologías Crystal denotan un grado de 
cumplimiento parcial para el proceso de implantación. XP presenta un grado de cumplimiento 
parcial para el proceso de gestión del proyecto. En RUP y Métrica versión 3, se evidencia un 
grado de cumplimiento total respecto al proceso de implantación. Scrum, FDD, la familia de las 
metodologías Crystal, DSDM, RUP, Métrica versión 3 y Moprosoft  presentan un grado de 
cumplimiento total pata el proceso de gestión del proyecto. 
 Respecto a la característica ¨Competencias¨, ninguna de las metodologías consideradas enuncian 
competencias para el proceso de implantación. En DSDM y Moprosoft se evidencia un grado de 
cumplimiento total para el proceso de gestión de proyectos. 
 
3. Conclusiones. 
Se ha presentado un proceso de revisión sistemática de la literatura mediante un método de 
investigación de Ingeniería de software, mapeo sistemático de la literatura (SMS). Este permitió 
sistematizar la evidencia empírica de las metodologías de desarrollo de software más estudiadas por la 
comunidad científica y las más utilizadas en la industria del software. Una vez identificadas las 
metodologías de desarrollo, se realizó una evaluación basada en características en base a los lineamientos 
del método DESMET. Se consideraron como características de análisis a los elementos de un proceso de 
software: ¨fases/actividades/tareas¨, ¨herramientas¨, ¨técnicas/prácticas¨, ¨artefactos (insumos/productos)¨, 
¨roles¨ y ¨competencias¨. Esto permitió identificar de qué manera las metodologías de desarrollo soportan 
el proceso de implantación de sistemas informáticos como así también el proceso de gestión del proyecto 
con el que interactúa. Se logró evidenciar un conjunto de vacancias que presenta el proceso de 
implantación  como proceso dentro del proceso de desarrollo de software. 
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