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Abstract:  
This deliverable reports on the activity of Work Package 4 of the DSOS project, in 
particular on the first stages of the Travel Agent (SoS TA) case study. This particular 
case study is being used to explore the problem of constructing a system-of-systems 
(SoS) out of a set of autonomous systems used as components, i.e. systems that have a 
continuing existence and utility independent of any SoS that might be built from them. A 
good example of this are travel booking services. Travel agents use the booking facilities 
provided by various reservation systems and provide trip to users. They are in a sense the 
front end between the booking systems and the users. Reviewing web-based services 
such as travel booking systems helped us to identify a number of interesting problems 
relating to the development of a SoS. The report gives an account of our findings and 
applies these to the development of the SoS travel agent case study. The report is divided 
into requirements for the case study (based on the review findings), management of 
exception handling, and future work. An appendix presents the details of a review we 
carried out on a particular web-based travel booking system.  
1 Introduction 
The purpose of an SoS is to provide a set of enhanced or improved “emergent” services, 
based on some or all of the services provided by the components. The provision of these 
emergent services requires co-operation between the systems. Since the component 
systems are autonomous, putting them together can involve dealing with the challenge of 
crossing organizational boundaries, a situation that poses a number of interesting 
technical as well as non-technical problems.  
Dependable Systems of Systems 6
In fact we are taking an extreme version of the problem of dealing with autonomy 
because a Travel Agent SoS could in principle be constructed without even the 
knowledge of the owners of the various component systems. (In fact, an expert human 
travel agent can be viewed as a component system, which is helping to create a SoS, of 
such a form. They provide a service that aims to cope with the vagaries and failures of the 
various computer-based booking systems that they make use of in order to provide 
dependable overall travel services to their customers.) 
The four key objectives of this case study are: 
• To identify and prioritise the dependability-related problems and opportunities posed 
by a Travel Agent SoS 
•
 To find a way of characterising the attributes of a Travel Agent SoS’s environment, 
in order to show how these attributes influence the choice of dependability 
parameters.  
• To determine whether, and to what extent, it might be appropriate to provide separate 
interfaces for management purposes, and to specify what might be the distinguishing 
characteristics of such interfaces.  
•
 To examine and assess the structure of a Travel Agent SoS, and to investigate how 
the ideas being developed by the project on conceptual models and architecture 
might provide booking structuring such a SoS so as to enhance its dependability. 
The problems of creating a coherent travel agent system out of a set of separate pre-
existing booking systems were initially considered in what was intended as just a 
exploratory paper exercise. However, the idea of such travel agent SoS turned out to 
provide a very rich environment in which to study the problems of building SoSs, and in 
particular dependable SoSs, and it became evident that what we hoped to learn could be 
of direct relevance in various other application areas. Moreover, we realised that it would 
be practical to take the study through to the building of a demonstration system, which 
we term the SoS TA, consisting of a travel agent front end (TAFE), linked to a number of 
real or emulated travel booking services (TBSs) and that there were good possibilities of 
interesting one or more experts from the travel industry in our study. Thus we should be 
able to have increased confidence regarding the practical significance of the problems we 
were addressing, and of the potential utility of a real SoS along the lines we were 
considering. 
Our planned SoS TA aims to bring together a number of flight, hotel and car rental 
booking services, to provide a service that will allow users to request and book entire 
trips. We have chosen to concentrate on the problems of two types of trip; the holiday trip 
and a business trip. For the holiday trip we envisage that the user of the SoS TA has to 
enter the destination and the period of his days off and for the business trip he would 
have to enter the date and place of the meeting or conference for example. The TAFE 
would then determine all the necessary parameters, send the relevant transactions to the 
component systems involved, and consolidate the results before returning them to the 
customer.  
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Many of the challenges we face in the design of such systems arise not from 
implementation mismatches at the level on the linking interfaces (Lif’s), but from 
mismatches between the policies and business practices of the owners of the individual 
component systems. Such mismatches, needless to say, cannot be accommodated simply 
by crude quasi-syntactic attribute mismatch detection and correction operating at the data 
level at defined interfaces. A more powerful approach is needed. We believe that a model 
of system integration based of concepts of brokerage might be better placed to perform 
this accommodation, and we present some models of brokerage in the next section. 
We studied some of these brokerage models in order to gain a better understanding of the 
nature of transactions involved. Section 2 introduces some of the basic concepts of 
brokerage and shows how these can be used to determine the nature of transaction 
between the user the SoS and its component systems. Later on we explored the facilities 
provided by a number of online brokers and particularly travel booking services. We 
came up with a number of interesting results that are presented later in the document. 
These gave us insights into a number of problems that we addressed during the 
specification of a set of SoS TA and hence TAFE requirements. The requirements section 
explores some of the basic issues regarding the user interface, the composition of the 
transactions, the assembling of the results and feedback to the user. At this stage in our 
work we have developed just a high level view of the design of the TA and in due course 
we will proceed by looking at more detail into the communications infrastructure as a 
whole. The future work section describes our short term plans regarding the 
implementation of a demonstration travel agent SoS, initially concentrating on just the 
provision of a demonstration travel advisory service, but subsequently perhaps extending 
this to provide simulated bookings. 
2. Introduction to the brokerage process 
The most obvious context for broking is a market where customers and suppliers come 
together in order to transact business. We consider three phases of interaction in broking 
which are distinguished by the roles of the participants and nature of the intentions. These 
are: The rendezvous phase, where market information regarding suitable offers is sought 
and delivered. The rendezvous phase has two possible outcomes, a transition to 
transaction or a termination; the transaction phase, which involves the establishment of a 
set of pre-conditions and the exchange of commitments; and finally, there is the post-
transaction phase, in which the commitments are discharged to achieve a defined set of 
post-conditions; recourse may be available if these are not achieved. There is a wide 
range of possibilities for defining the scope of broking. In some cases, it is taken to be 
concerned with rendezvous alone, whereas in others it encompasses transaction and post-
transaction responsibilities. 
2.1 Definition of Brokerage concepts 
The basic concept represented in the enterprise models presented in this section is the 
division and allocation of responsibilities to create a network of roles interacting through 
conversations. When we compose these responsibilities into roles for the individuals or 
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organisations that are the market actors we are, in fact, partitioning or proposing the 
boundaries of enterprises. Some definitions:  
• Agencies  (which compose into roles) are the abstract locus of responsibility, 
value-adding and, at the most atomic level, the units of success or failure of the 
policies.  
• Conversations between agencies represent the contexts for transactions and for 
the generation and interpretation of information. 
• Resources, here considered as domains of ownership or instruments of 
communication and exchange. 
A conversation, in the sense in which we are using the term here, is an exchange, or 
series of exchanges, between two parties. It may take place over an extended period of 
time and be transmitted over a number of different media. The nature of a conversation 
between the two parties depends on the nature of the relationship between them. The 
importance of conversations is that they establish the responsibilities and obligations that 
serve to define the relationship between the parties. Because a conversation is potentially 
very long lived, there is a need to keep the partial results (i.e. the current state) of a 
conversation. Such partial results are information. There are two kinds of information that 
are relevant to broking: knowledge that has (or alternatively has not yet) been exchanged; 
and commitments made. Logically, these must be kept separately in an information store 
and a commitment store, since they have quite different requirements for security, 
privacy and visibility. What this means is that the architecture must provide direct 
support for conversations. It must be possible to link separate exchanges together as part 
of a larger conversation. Furthermore, conversations may refer to other conversations, 
and responsibilities (commitments) may be delegated. This means that the requirements 
are basically those of a workflow management system [Wheater et al 2000], but the need 
to keep a record of the communications exchanged and commitments made is explicit. 
Conversations are characterised in terms of the following attributes: 
• Significance: the importance to each of the parties of what it has to lose or to gain. 
In general, significance may be symmetrical or asymmetrical but, in a market 
conversation, there is an expectation of some sort of parity with both sides 
benefitting if a deal is struck.  
• Mutuality: in the normative definition of the relationship, this is the level of 
responsibility that each participant takes for the benefit and protection of the 
interests of the other. Again, in the general case, mutuality can be high or low and 
it may or may not be symmetrical. Zero mutuality is associated with the ’caveat 
emptor’ principle of the consumer-supplier relationship. Market regulation usually 
legislates for non-zero mutuality between the seller and the purchaser — for 
example, physical goods must be of merchantable quality. Similarly, a market 
implies negative mutuality, i.e. competition, between suppliers. 
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• Provision:  this represents the set of resources and capabilities that are necessary 
in order to maintain a conversation. 
• Control: this represents the allocation of access to and control of the medium and 
channels of communications required to execute the conversation. 
In the following diagrams, boxes represent agencies, i.e. responsibilities, and lines 
represent conversations. Shading represents sets of agencies which can be taken as 
belonging to the same enterprise. 
2.2 The basic broking model  
In these models, we concentrate on brokerage in a market context. A broker acts as a 
market maker between customers and suppliers.  
%URNHU&XVWRPHUV 6XSSOLHUV
0DUNHWFRQWH[W
 
Figure 1. The basic broking model 
The structure of brokerage relationships depends on the nature of the value chain and of 
the deliverable.  The generic case elaborates Figure 1 by introducing the concepts of 
clearance, administration relations and post-transaction responsibilities. 
%URNHU&XVWRPHUV 6XSSO\LQJ(QWHUSULVH
(QWHUSULVH
6XSSRUW
’HOLYHULQJ
&OHDUDQFH
 
Figure 2. Generic supplier side relationships 
As a market maker, a broker is acting as a value-adding enterprise, consuming services 
and deploying systems in order to provide a service to market actors. The value that the 
broker adds is the organisation and presentation of market offers in response to the 
particular needs of a customer and the facilitation of selection, transaction and post-
transaction activities. An alternative to broking as a service is the delivery of broker 
functionality, particularly in the area of collecting and organising market offers, as a 
function that is carried out in an appliance.  
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Figure 3. The software agent concept of brokerage 
2.3 Broker and customer responsibilities and relationships 
In this sub-section we examine the responsibilities held by the customer and the broker 
enterprises and the relationships between them. By analysing the conversations that 
sustain these relationships we shall derive an information view of these relationships. 
 The responsibilities which are exercised in the customer enterprise are concerned with 
locating, evaluating and selecting offers, participating in the exchange and evaluating the 
resulting deliverable on the basis of the requirements and the description in the original 
offer. 
%URNHU 6XSSOLHUV
(YDOXDWLQJ
5HTXLUHPHQW2ZQHU
,QIRUPDWLRQ
*DWKHULQJ	
6HOHFWLRQ
3XUFKDVLQJ
&XVWRPHU(QWHUSULVH
 
Figure 4.Responsibilities in the customer enterprise 
Some of the responsibilities of the customer involve: 
• Setting up a requirement and expressing this requirements to the broker. 
• Gathering information (this may include additional classification according to the 
customer’s needs. It may differ from the broker’s classifications) 
• Evaluating an offer after purchase against the set requirement. 
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Figure 5.Value-adding opportunities in the broking enterprise 
The broker has the opportunity to add value in each of the three brokerage phases:  
• assisting in the search and selection processes through the publicity and 
advertising relationship in the rendezvous phase, 
• mediating the transaction throughout the transaction phase,  
• handling the consequences of failure or complaint from either side during the 
post-transaction phase. 
In the next sub section we outline the exception that may occur in the brokerage models 
presented so far.  
2.4 Exceptions in Brokerage 
There are a number of possible failure modes of the brokerage model itself, but these 
cannot be handled within the automated system. Examples are failure of the broker to 
collect information from all relevant suppliers, failure of the broker to publicise and 
inform, failure of the broker to make clear whose interest (client or supplier) is of primary 
interest, and so on. Such failures cannot be signalled as exceptions and demand a 
different kind of handling from those failures that can be accommodated in an exception 
handling model.  
There are two different kinds of failure that can occur with a co-ordination of 
transactions, corresponding to the structure and to the meaning of the transaction, in 
addition to the standard set of message failures (message loss, corruption, duplication, 
invention) in the messages that constitute the transaction. 
1) There can be problems with the protocol structure. Parties to the transaction can 
be ignored, or contacted in the wrong order, or sent inappropriate messages (e.g. a 
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air ticket reservation sent to the hotel). Forms of deadlock may occur. Essentially 
these errors can be detected by analysis of the message headers and/or message 
metadata  
2) There can be problems with the consistency of the information sent to different        
parties (e.g. date inconsistency). These errors require analysis of the message 
content for their detection. 
It is reasonable to expect the automated broker to provide some management of the first 
kind of error and to expect the second to be sorted out through some kind of negotiation 
process with the client. 
There is also the issue of recourse, as for example when the services delivered do not 
match up to what was promised. Although it may not entirely be the responsibility of the 
broker to manage this process, the broker has a role to play in maintaining the historical 
information that could provide evidence for the claim of recourse and any possible 
counterclaim. This is an example of a transaction forward error recovery that takes place 
outside the system of systems that constitute the transaction.  
2.5 Brokerage and the SoS TA 
When one tries to map the above functions on a web-based environment then it is 
necessary to consider (i) composing transactions to initiate a ‘dialogue’ with each 
component system, (ii) implementing an algorithm that will compose items into 
consistent full trips and (iii) implementing the right concurrency protocol for booking all 
the items of the trip. Services such as diversity and exception handling in a real “High 
Street” travel agent are often rather simple processes when operated by the agent in 
person. In an automated environment they pose big challenges. These challenges are not 
addressed at all in any current systems, and this is why the functionality of existing web-
based booking agents is so limited. 
The brokerage models help us in dividing the tasks of each of the parties involved in our 
case study namely: the user, the TAFE, and the component travel booking systems 
(TBSs).  Similarly to the broker the SoS TA has to perform functions such as publicity of 
information (in our case trips), transaction management and post-transaction 
management.  The first task involves retrieving information from the various component 
systems, assembling it into tasks and presenting it to the user in the form of full trips. In 
order to carry out such a task the SoS TA has to manage a number of transactions 
between itself, component systems and the user. It will compose transactions according to 
the interface specifications of the components systems and it will communicate with the 
user with textual feedback. Post-transaction management involves further communication 
with the user and the component systems for additional requests such as complaints etc. 
The exceptions in the brokerage model also help us to determine the type of exceptions 
the SoS TA may have to deal with as well as derive the level at which exceptions will be 
handled.  
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3 Review 
During the course of our investigations a number of web-based automated so-called 
‘travel agents’ were reviewed. These all made use of the services of several separate 
booking systems, so attracted our attention as being primitive SoS TA’s. Since these 
web-sites offer basically the same service we knew they would have a number of things 
in common regarding their business model and the way they implement it. However, a 
number of functions were missing from all services we reviewed, compared to what a 
customer of a real High Street travel agency might expect.  
The various existing ‘travel agent’ web-sites all aim to assist with the task of arranging a 
trip that could involve flight, hotel, car rental and perhaps additional transportation. The 
way this is implemented is common to all the sites. The user is asked to enter the details 
of the flight, select a flight and finally book and pay for it. The same process has to be 
repeated for the hotel, the car, and any extra items required for the trip. Some systems 
advise the users to be ‘careful’ and consider time zones, flight times and possible delays 
when booking several items that compose a full trip.  
A service that is noticeably missing is the ability to ‘book’ a trip for a period of time 
without actually committing to pay until the full details of the trip are regarded as 
satisfactory. Although this type of service is on offer by High Street travel agents, it is a 
lot more demanding to automate by means of a web-based travel agent. One would have 
to consider developing a database for customer details, issuing passwords and login 
names, keeping track of user’s requirements, etc. Such a service would not only put 
additional development effort on the developers but it would also put additional effort on 
the user, since he would have to register with the system prior to making any use of it. 
Another function, missing from the web travel agent sites, is that the user cannot express 
freely a destination unless the destination is or is associated with an airport. Most sites 
prompt the user to enter the airport code. High Street travel agents could inform you of 
the nearest airport. The web-sites however do not offer such a facility. 
In the following paragraphs we comment first on the British Airways reservation system 
and then present a detailed review of the travelnow.com website. BA was selected at 
random since most airlines we reviewed provided web-based services of similar (limited) 
functionality and therefore similar problems. The reason for selecting travelnow.com is 
that it is much more ambitious and combines a number of travel services such as flight 
reservation, hotel booking, car rental insurance etc. It thus provides a richer set of SoS-
related, and in particular dependability-related problems and opportunities.  
3.1 An Airline Flight and Hotel Booking Systems 
Some of the major airlines are also offering hotel booking along with their flight 
reservation facilities. However, a number of the problems discussed above become 
apparent when one tries to make a combined flight and hotel reservation (based on the 
flight date and time). The following observations were made on the BA web-site [BA 
2001] when a combination of flight and hotel bookings were attempted.  
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The first thing one notices is that although the offers are open for all the classes (tourist, 
business) the flexibility offered by higher class tickets (business, first) is hindered by the 
fact that the hotels are operating under a different set of policies that do not recognize this 
distinction. For example although BA distinguishes between tourist (restricted) and 
business (flexible) classes, the hotels on offer pose cancellation fee if the customer 
wishes to change the dates of travel. BA’s terms and condition makes clear that if the 
customer wishes to change the dates of the flight, the hotel booking again becomes 
subject to availability. 
From a technical point of view navigation between flight and hotel booking is divided 
into two stages. Flight booking is followed by hotel reservation. You can, for example, 
book the flight and request a list of available hotels and make a booking directly to the 
hotel from the BA’s web page without needing to phone the hotel or go to its web pages. 
The problem arises because the requirement is broken down into two separate 
requirements, which are stored in separate booking systems for further processing. What 
the web-site was asked for was:   
” a flight to X destination, stay at Y hotel” 
However, the two booking systems merely know that: 
BA reservation : User wants a flight to X
Hotel reservation : User wants a room  at Y
The system does not hold the responsibility of maintaining the dependencies between 
requirements. This is not only a technical issue but also an issue of policy. This is why 
the BA web-site stresses that changes to the dates of the flight may result to a 
cancellation fee from the hotel or even losing the room altogether as it will again be 
subject to availability. So a business traveller who pays the extra fee for flexibility cannot 
be flexible without risk in this scenario. 
3.2 A General Web-Based Travel Booking System: TravelNow.Com  
Travelnow.com [Travelnow.com 2001] is a web-site dealing with several aspects of 
travelling including flights, hotels, cars and trains. The site is divided in four major 
components; the flight reservation, hotel reservation, car reservation and train reservation 
systems. The four component systems in fact turn out to work independently of each 
other, though a certain amount of information is passed from component system to 
component system to ease data entry. (For example, if a user books a flight and later tries 
to book a hotel or reserve a car, flight details such as arrival and departure dates are 
passed over to the hotel booking form or the car reservation form.)  
The problems that we found with the functionality of travelnow.com largely arose from 
the fact that the various booking systems that it supports (e.g. hotel reservation system, 
flight reservation system etc.) operate a variety of often somewhat incompatible policies.  
However, although travelnow.com is not an integrated flight, hotel, car and train booking 
service, it can help us to determine some of the issues that the design of a SoS TA 
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demonstration could usefully take into consideration. The review that was carried out 
revealed a number of SoS related issues. The full review is attached as an appendix while 
the major conclusions we derived from the review are included below. 
The differences between the services provided by a High Street travel agent and a web-
based travel booking service such as travelnow.com are, as noted earlier, best viewed in 
brokerage terms. The High Street agent will act as an advisor and as an advertiser at the 
same time while being able to keep track of users details, place items in a buffer (book 
without paying), make cancellations and offer post-transaction services. The role of 
existing web travel booking agents is different and rather more limited. The web agent 
does not advise (although it can advertise), it does not place items on hold, it does not 
keep track of customers and once the credit cards details have been entered in the 
relevant text box and the ‘Book’ button has been pressed there is no turning back.  These 
differences are due to nature of the business itself and specifically the complexity of 
simulating the High Street service. The High Street agent will book all the items of the 
trip, check the dates and times for consistency, examine the policies of each item on offer 
and advise the user accordingly. It is thus acting as a ‘pull’ broker, bringing all the 
relevant material into the traveller’s environment, whereas a service such as 
travelnow.com operates more as a neutral broker, expecting both the supplier and the 
client to place their information in the broker’s domain.  
This difference in interpretation of the concept of brokerage gives rise to a number of 
problems (problems, that is, as seen by a client who wishes to construct a holiday). 
• The requirements of the travelnow.com user cannot change dynamically. This 
may often be a need due to special offers made by the reservation systems or 
policies. A conventional travel agent will allow the user to change the priorities or 
details of his requirements at the later stages of the search. 
• If a conventional travel agent is allowing the user to express priorities then it will 
also present the user with the conditions related to these priorities. Although 
travelnow.com, by contrast, allows the user to express class priority, it does not 
take it into account when the transaction is sent to certain reservation systems 
because the reservation systems themselves do not deal with such priorities. If for 
example one sets a class priority to first class and also selects Easy Jet as the 
preferable airline then this request is discarded. The user however is not informed. 
• Travelnow.com does not check the items offered against time inconsistencies. 
This is however necessary if the user is offered full trips and not single items.  
• Travelnow.com does not allow items that are being offered by the reservation 
systems to be put on hold. Users often need to hold items before performing a 
new search. This process would serve as a way of comparing items prior to 
selection and payment. 
• Travelnow.com often diverts from the initial requirements without informing the 
user. The user cannot determine why this diversity has been caused. Depending 
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on the reasons the user could decide accordingly; that is to alter his requirement or 
abandon the search. 
• Travelnow.com does not support the notion of forward recovery. The 
communications and all transactions with the reservation systems are kept 
transparent. However their responsibilities regarding the actual items is held by 
the reservation systems. For example, compensation for a cancelled or delayed 
flight cannot be claimed from the web site but instead has to be claimed from the 
company who is operating the flight. The user is not informed about forward 
recovery in most cases. 
• Reservations cannot be made. The intermediate state of making a reservation prior 
to booking is not at all supported. An implication of this is that abort is not 
possible after the user has initiated a booking transaction. 
• The user is not informed with regards to the results presented. Typically some of 
the results match the initial requirement while others satisfy it only partially. In 
some cases the results do not match the requirement at all. The user in most cases 
is not informed about the quality of results. There is also no reasoning about the 
partially satisfied requirements which would prompt the user to change certain 
fields or alter the request altogether. 
Many of these points related to specific issues such as the lack of the notion of time, the 
limited amount of information that is being processed with regards to each item, the 
feedback given to the user etc. Of more relevance to DSoS, none of the existing web-
based travel booking systems that we investigated such as travelnow.com pay any 
significant attention to the problems of shielding users from the failures of the component 
booking services.  
They also take a little account of real time – i.e. the time that is passing as the SoS 
operates. Thus they do not cope with problems caused by the fact that some results 
provided by component booking systems are, as a matter of policy of their owners, of 
time-limited validity. The time for which these offers are valid is beyond the control of 
the web-based travel agent. Some of the offers are valid for five minutes, which means 
that the user has five minutes to confirm booking. It is the responsibility of the travel 
agent to inform the user of this. In most cases the travel agents gives a general message 
indicating that the offers may expire and become unavailable. This however is not always 
the case.  
We also observed in car rental systems that the offers were consistent every time a 
request was made. The details or quantities of the offered items did not change. This may 
of course have to do with the actual number of items on offer. Flight and hotel 
reservation systems offer a limited amount of items and their databases need constant 
updating. This does not seem to be the case with car rental system. Since there is a vast 
amount of items on offer they do not implement a real time concurrency control for 
updating their booking service, assuming that there are enough items for all users. There 
is of course some statistical analysis which determines this but it is beyond the scope of 
this report. 
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The following list presents a number of problems we derived from the review and are 
specifically related to the development of what we believe to be a rather general class of 
SoS, distinguished by the degree of autonomy of the component systems and of the 
incoherence among policies that the owners of these systems are following. They are 
presented as a list of general SoS requirements. 
• A common notion of time amongst all participating component systems is 
essential. This global notion of time, which should encompass both trip time and 
real (transaction) time, could be used for validation of procedures, evaluation of 
results, exceptions etc. 
• The time validity of each service offered by the component systems should be 
determined and where appropriate reported to the user 
• Potentially incoherent policies associated with the services offered by the 
components systems should be formally expressed. This will allow the SoS to 
process requirements against such policies. This aspect will also enable more 
effective selection of component systems during run time. Expressing policies in a 
formal way will allow further distinction of the component systems according to 
the attributes of the types of services they provide and not just the types (For 
example we could distinguish between flight systems with special offers, flight 
systems with no frills service) This will give more flexibility to both the user (as 
he will be given more freedom in expressing the requirement) and the SoS that 
will be able to make a more effective selection of components at run time. 
• All exceptions associated with a component system need to be modeled. This 
model should be stored at the SoS level. In other words the SoS should be aware 
of all exceptions likely to be thrown by each component system. 
• Exceptions should be interpreted by the SoS. This implies that if the services put 
together by each component system are kept transparent to the user, then the 
exceptions thrown should also be kept transparent. Furthermore the SoS should 
interpret exceptions within the context of the ‘emerging service’ that is being 
offered to the user. That is to say that exceptions should be treated as part of the 
whole process of using the emerging service and not just each service 
individually.  
• Within the context of the ‘emerging service’ there should be some rules regarding 
its operation. Policies and attributes related to the individual services from each 
component system should be checked against and validated against those of the 
emerging service. The case study taught us that some services do not match the 
conditions of the ‘emerging service’ and need either to be disregarded or altered.  
If we attempt to analyse a SoS in brokerage terms, in that it collects information from 
various suppliers, classifies them, offers them to the user and carries out post-transaction 
procedures, then a number of interesting points can be raised regarding the ‘emerging 
service’. A general distinction that could be made about brokers is that they can serve as 
either push brokers (advertisers), pull brokers (user agents) or neutral brokers. Depending 
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on the view of brokerage that is taken, different responses to the following points are 
possible. 
• We mentioned earlier that the selection of component systems can be done 
dynamically according to the specificities of the user requirement. In a case where 
the user’s requirements are generic enough so that all component systems can 
offer the requested service, what criteria do we use to make a selection of the 
components we are going to use. 
• The emerging service is a collection of services offered by the various component 
systems. Each component systems is responsible for the operation of the services 
it provides (as it would if it operated autonomously). In order to support the 
notion of forward recovery that is related to post transaction management, the 
user should be presented with a model of those responsibilities. 
• Forward recovery attempts to address these exceptions (the term is used loosely) 
that may occur after the user has decided to make use of the emerging service. 
From our survey we learned that there be a number of cases where action may be 
necessary after the transaction has been completed (e.g. partially booked trip, 
cancellation policies, cancelled flights etc.)  
Based on these observation we derived a list of requirements for a SoS TA demonstration 
system. These are presented in the next section. 
4 Requirements for an SoS TA demonstration system 
This section presents a suggested set of general requirements for our SoS TA 
demonstration system and its front end (TAFE). They are selected on the basis that they 
provide a worthwhile set of challenges to our research ideas concerning how dependable 
SoSs could best be constructed. The resulting demonstration should provide interesting 
and easily comprehended evidence of the extent to which we have succeeded in meeting 
these challenges. There are two levels of requirements; those dealing with the client side 
and those with the server side. Both levels are part of the TAFE and some form of co-
operation between these two levels will be essential. We use the term TAFE-CS to refer 
to the part of the system that is executed at the client and TAFE-SS to refer part executed 
at the server. The presentation of TAFE requirements for both the client and the server 
side, at the end of the section illustrates the instances of co-operation during run time 
between the two levels.  
There is no opportunity to modify the existing TBSs that provide airline, hotel and car 
reservation services and, for convenience, we intend to implelement the new code 
involved in the SoS TA in a single machine. The linking interfaces (LIFs) that will be 
defined in order to assist the overall structuring of the SoS will therefore actually be 
internal to the TAFE, which will contain software modules playing the roles of  linking 
connectors (LCs) and wrappers. 
Our plan is that the TAFE-CS be required to accept a trip request from the user (via the 
client) in the form of either a business trip or a holiday. It will send a number of 
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transactions to the various component systems involved, retrieve details of the items on 
offer, compose them into full trips and present them to the user. Whenever a user selects 
a trip, the TAFE-SS will use the appropriate LIFs to send booking requests to the various 
component systems involved, confirm the booking to the user, and finally monitor the 
component systems for further correspondence.  
The results from every transaction will be placed in a pool so that they can be assembled 
into full trips. The TAFE will sort them out according to how closely they match the 
requirements of the user prior to presenting them. 
Some of the problems at the TAFE that became apparent in the initial stages of the 
analysis process arise from the fact that abort is not possible and therefore we need 
compensation for cancellation of tickets. There is also a need for a special application-
specific concurrency control. This concurrency control would need to ensure that 
problems such as booking two of the three items of the trip while the third is now 
unavailable will not occur. Although the component systems are part of the process of 
advising, booking and paying for a full trip they are not aware of the fact that they serve 
as components for the TAFE. Additionally we need to be able to explicitly work with 
interfaces and descriptions of services at run-time, deal with component replacements, 
upgrades and service diversity. The following list attempts to summarise a number of SoS 
related problems as they have been derived from the review. The list summarises the 
general requirements of the TAFE-CS (client side) and TAFE-SS (server side). This is a 
list of problems specific to the demonstration that we propose to tackle.  
• The TAFE-CS will allow the user to express the business or holiday trip 
requirements and also state priorities regarding prices, classes, bonuses etc. This 
data will be passed to the TAFE-SS. (See Section 4.1) 
• The user would only be required to express a minimum amount of information. 
Some of the information could be derived by the information expressed by the 
user. For example if the user expresses a date for a business meeting it we could 
derive that the date for the flight should be the day before. Of course there can be 
a mechanism for verifying this. (See Section 4.2) 
• The TAFE-SS will compose messages and transact with the component systems. 
This is a wider issue that can be divided into several requirements namely: 
extracting interface specifications from component systems in order to define 
appropriate LIFs, composing messages according to these specifications, 
maintaining an exceptions model for each component system as well as a 
handling mechanism for each of them. The TAFE-SS will distinguish between 
types of exceptions and advise the user (via the TAFE-CS) accordingly. In some 
cases this may require additional input from the user. In addition, updating of the 
interface specifications and error handling model will be required. (See Section 
4.3) 
• The TAFE-SS will place all results from the transactions in a ‘pool’ and attempt 
to compose them into full trips. The trips will be consistent regarding time, dates 
etc. (See Section 4.4) 
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• The TAFE-CS will inform the user about fully, partially or not satisfied 
requirements. (See Section 4.5). 
• The TAFE-SS will also make use of a geographical database. The user will be 
informed of the results of this action via the TAFE-CS. The more general purpose 
of the geographical database is as an example of a mechanism to deal with 
semantic information of the kind that a human travel agent does automatically and 
an automatic (web-based) booking agent does poorly or not at all. (See Section 
4.6) 
4.1 User Interface  
Our demonstration system will involve the development of a simple user interface. The 
user interface needs to be designed so that it can accept queries for all the aspects of the 
trip. There are two possible trip types; the holiday and the business trip. 
With regards to the business trip the user interface will accept information regarding the 
location of the event (conference, business meeting) and dates. From this data the TAFE 
should be able to form appropriate departure and arrival dates regarding flights hotels 
accommodation and car rental.  
Likewise the holiday trip user will be requested to provide information regarding the 
dates his holiday starts and the day it ends, as well as the place one wishes to visit. The 
user interface should provide feedback to the user, show composed trips and also provide 
a list of policies that may be linked with each item of the trip. The additional facility of 
the geographical database should also be offered as an individual service where the user 
can request the nearest airport to a city. This proposed function is described in more 
detail in Section 4.6 . 
4.2 Expressing Trip Requests 
Command-driven, menu-driven or natural language interfaces are some of the possible 
ways of interacting with a system. There are various ways a user can express his 
requirement depending on the system itself and generally speaking in the sensitivity of 
information as well as desired efficiency of the system. 
Regarding the general requirements of this phase the TA will enable the expression of the 
full requirement (whole trip) as well as allow the user to set priorities (event, class, price 
etc). In addition the user may be offered options to indicate policies of interest e.g. 
discount prices for additional customers, cheaper fares, special offers etc. 
As the requirements list suggests the user will only express a minimum amount of data. 
The rest will be derived from the data he has already entered into the system. When for 
example a holiday trip is required for a period of 2 weeks we could assume that in the 
first instance the TA will look for flight on the day or the day after of the date entered.  
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4.3 Transactions 
This section relates to the requirements for composing messages according to the Lif’s  
specifications that mediate between existing systems in order to realize a SoS with new 
emerging services. When the user enters a request for a holiday or a business trip the 
TAFE will have to initiate a number of transactions to the systems involved. Generally 
speaking the TAFE will be required to carry out two tasks.  
First it will need to complement the data given by the user with additional dates, airport 
details etc. The user is only required to enter a minimum amount of information. In the 
case of a business trip such as a conference he would be asked to enter the date of the 
event, the city it takes place and the city of departure. In this scenario the TAFE would be 
required to complement this set of data with flight dates to and from the nearest airport, 
dates of accommodation and dates of the car rental. All these can of course be derived 
from the data already given and adjusted according to the details sent by the reservation 
systems. If for example there are no flights for the day before the start of the conference, 
the system should look for the day before and so on. Additionally the accommodation 
dates should be adjusted according to the flight. The same is true for the car rental.  
The second phase of the transactions is the communication with the systems themselves. 
This would require the TAFE to have a model of both the actual interfaces of the 
component systems, and of the interposed linking interfaces (LIFs), so that it can 
construct the transactions. It would also need to be able to interpret the transactions sent 
by the component systems. By interpreting we imply that the TAFE should be able to 
distinguish between responses, in particular between results and exceptions. In the first 
instance it should identify if the systems are online and then compose and send the 
various requests. There are also additional requirements regarding transaction, 
interpretation and feedback that are discussed in the next paragraph. 
4.4 Assembling the trips. 
Since we send separate requests for each of the items of the trip to individual component 
systems the results we get back will be divided into flight details, accommodation details 
and car rental details. The TAFE is required to assemble these into full trips. It will 
therefore process the dates and try to match items whose dates do not overlap. For 
example a traveller who takes the 18:00 flight from Paris to Hong Kong will not be 
expected to arrive there on the same day. We also made this point about building into the 
system the notion of time. This is something that is generally not considered in this 
domain although it is very important. The TAFE needs to check the dates of each item 
prior to assembling each trip.  
It will also be required for the TAFE to process policies as well as dates. Some of the 
trips we presented in the review section come with various policies regarding restrictions, 
additional offers and sometimes discounts on certain routes. Policies associated with 
items are in most cases in the form of text. They are not formal data that could be 
processed such as the details of the item itself. In order to be able to take these policies 
into consideration the TAFE is required to transfer static text into formal data or rule 
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structures (visible at the LIFs) so they can be processed. The prototype will demonstrate 
an example of this with one or two policies. 
4.5 Feedback to the User 
The process of sending several transactions to the various reservation systems should 
ideally be transparent to the user. This however does not imply that the user remains 
unaware of the process until a trip is booked. There are two levels of feedback that the 
user could be given. 
First of all the user should know if his requirement has been fully or only partially 
satisfied. If for example the user requests a holiday trip for a certain amount of days but, 
due to incompatibility between flight and hotel dates, this amount of days has be reduced 
this should be reported. The reason should also be made clear in case there can be some 
adjustments from the user regarding dates etc. 
The user should also know if his requirements cannot be satisfied because the dates 
provided cannot be matched with any existing items on offer. As was mentioned in the 
review sections, feedback is generally poor with current web-based booking systems. For 
example, no explanation is provided for messages such as ‘no flight found’ which can be 
the result of various reasons such as dates entered by the user, airport selected, etc. This 
lack of feedback leaves the user with no alternative ways to search. The SoS TA needs to 
consider this aspect and provide a feedback mechanism that will tackle this problem. 
4.6 Geographical Database 
The purpose of incorporating a geographical database system is to allow the user to 
identify a place of interest without being required to name a specific airport. The 
geographical database will be designed to accept a parameter that would be the name of a 
city and output the nearest airport. Of course this may result in more than one airport in 
which case the user will be prompted to make a selection. More importantly, this 
provides extra flexibility to the SoS TA, and could contribute to providing a more 
dependable service. 
By providing such a geographical database the user will be able to enter the name of the 
city where the event or the holiday will take place regardless of the location of the 
airport. It can also serve another purpose. If the airport is too far from the city of interest 
alternative transportation could be arranged or advised by the SoS TA.  
5 Dependability Issues 
In this section we discuss some general dependability issues related to the SoS TA. The 
application (SoS TA) does much more than the separate services it uses. Advising on and 
booking trips requires a number of transactions to be exchanged between the TA and the 
component systems. We call these groups of transactions that deal with specific services 
(i.e. request flight details) conversations. One could conclude that the operation of the 
new emerging service is based on the quality of the conversations between the TAFE and 
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its component systems. The TAFE must be able to compose transactions according to the 
interface specification (more exactly both the actual and the interposed linking interface 
specification), and interpret transactions from component system. In order to ensure the 
quality of these transactions we need to employ an appropriate exception handling 
mechanisms.  
While building complex systems of systems, designers have to analyze many complex 
scenarios and take into account many exceptional situations. We need a disciplined way 
of dealing with these. In designing systems of systems it is extremely important to follow 
systematic approaches to exception identification and handling. To do this properly we 
have to differentiate between exceptions of different types. Several general approaches 
are possible here. One would be to separate the definition of the correct functionality 
from the definition of the correct results; for example, invalid credit card is part of the 
functionality (pre-condition of book); a hotel being full is part of the definition of correct 
results. The Travel Agency system has to be developed using solid structuring 
mechanisms that incorporate exception handling techniques to allow the developers to 
deal with exceptions of different types at the level of SoS. The focus here is on applying 
novel techniques for structuring and designing systems of systems developing these 
structuring techniques, investigating new advanced transaction models, introducing new 
LIF-based exception handling techniques suitable for the level of SoS. These are 
approaches, which are crucial in developing such complex applications, will be 
developed in the course of the project. The next subsection indicates the overall exception 
handling architecture. 
5.1 Exception Handling Architecture and Strategy 
Faults of different kinds should be tolerated. Failures of individual services should not 
prevent the system of systems from delivering the service. The designers should employ 
redundancy of different kinds to deal with them. Handing exceptions (abnormal 
situations) is an important part of our general model. Each system level handles all 
exceptions that can be raised at this level (including exceptions propagated from the 
levels below). If this handling is possible the level should provide the required service, 
otherwise the level passes responsibility for the handling to the next higher system level 
by signalling an appropriate exception. A complete list of exceptions that each level or 
component system can signal to its user is an important part of its specification. In this 
approach the higher level component has to deal with all exceptions that can be signaled 
by the components it is using. The model is recursive. There is much evidence that 
supports the idea that the user should be always aware of the state in which the low level 
component has been left after signalling an exception: this makes the following handling 
simpler and facilitates reasoning about the system behaviour.  
There are a number of possible ways to handle exceptions, including re-try, choosing an 
alternative action, involving users, moving components into a known consistent state, 
compensation actions, etc. Usually a number of the component systems involved in the 
execution of an action have to be involved in handling exceptions signalled by any of 
them. There are two main reasons for this: (i) all of them have to be recovered as the 
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erroneous component could have affected all of them and (ii) all of them should be 
involved in handling to provide the required service.   
5.2 Exception Handling in the Travel Agent: overview 
We have already talked about the need to capture and interpret the responses of the 
component systems. The component systems however may also throw exceptions and the 
way we handle these may impact the way we develop the SoS TA architecture and 
business model.  
Throughout this case study we will emphasise the need of dealing with the structuring of 
large complex systems in a disciplined fashion. Structuring a SoS relies on developing a 
system as a multilevel collaboration between autonomous entities in which levels have 
clearly defined interfaces. 
The TA case study has revealed since the early stages of requirements development 
process that we need to introduce exceptions. Exception handling is used as the most 
general fault tolerance feature that provides system developers with a systematic 
structured approach to dealing with errors. Exception handling plays a very important 
part in system design as it addresses the ways of dealing with abnormal situations. In the 
general sense it allows us to separate normal code from exception handlers during system 
design and structuring, introduces a dynamic separation of the execution of normal code 
and handlers, and provides two ways of returning the control flow after the execution of a 
component. Exception handling mechanisms should rely on the way the system is 
structured and be an integral part of system design, and in particular the LIF 
specifications. 
A general exception handling approach relies on the ability of each level either to deal 
with the exceptions it is experiencing or to propagate them to the higher system level 
with passing all responsibility for the handling to this level. This assumes that all 
interfaces include a rigorous specification of all exceptions the level can propagate. 
Exception handling is application specific and the general approach requires an 
identification of the errors in all stages of the implementation. Our general model of 
handling exceptions is to identify at which level the exception has been thrown and either 
try to deal with it at the level which it has occurred before it leads to an fault or 
furthermore a failure. Alternatively if the exception cannot be treated at the level that it 
occurred, it could be passed to the level above. It may be possible that the SoS TA can 
handle some exceptions by involving the user.  
There are different implications this will have on the implementation of the travel agent. 
Dealing with exceptions at the level they occur requires the development of an exception 
model for each component system involved. In order to deal with an exception thrown by 
a reservation system the travel agent needs to know the type of exception the reservation 
system is likely to throw. Without this information the travel agent’s options are limited 
to either ignore or pass them at the higher level. The plan for this case study  is to identify 
all exceptions possible (some of which were presented in the earlier section) for each 
level of the execution and deal with them at the reservation level or the travel agent level. 
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Knowing the exception model of a component system will enable the travel agent to 
interpret exceptions as they occur and provide the user with valuable feedback in the 
form of advice. This will also enable the SoS TA to have more control of the various 
phases of the execution.  
The following figures summarise the general exception handling model. The figure 
demonstrates the architectural implications when we consider a SoS TA with no models 
of exception from each component system as opposed to a SoS TA with exception 
handling models for each component systems. The TAFE is in the middle. The box on 
the right represents the component systems and the box on the left the user. 
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Figure 6. SoS TA with no model of exceptions 
This diagram features the ability to interpret exceptions since exception handling models 
for each component system is included in the SoS TA. The TAFE does not interpret 
exceptions regarding the trip or the items each reservation has to offer. Exceptions are 
being passed, as they are generated, to the user. In this scenario we believe user should be 
aware of the model of responsibilities. The user should have a clear view of the 
responsibilities of each component system of the SoS TA . 
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Figure 7. SoS TA that maintains exception models 
The TAFE has a LIF-based model of the exceptions of the component systems that it can 
interpret before sending them to the user. The exceptions take the form of advice when 
they are passed to the user. Since the SoS TA maintains an exception model from each 
component system it can advise the user regarding exception being thrown or mask these 
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exception by taking action (diverse; use other component systems) depending on whether 
a component system is busy or offline.  
5.3 Exception Handling in the Travel Agent: some details 
Here we apply the discussion above. For each system (an individual component system 
and for the whole TA) we will describe the list of exceptions it can signal to the higher 
level and the state in which it is left in this case. For each service and function we will 
show how the TA deals with each exception that component systems involved in it can 
signal to the TA. It is part of our requirements to establish a list of possible types of 
transactions (i.e. request trip, check availability, make payment etc). Along with this list 
there will be a list of possible replies that we will be expecting. Some of these replies will 
be exceptions that the SoS TA will be able to handle. Since the systems we are dealing 
with are largely autonomous we cannot be sure that we have established an exhaustive 
list of exceptions. Exceptions outside the scope of this list will not be handled. It is 
possible to treat them as failures.  
Providing fault tolerance for such a complex system of systems is complicated by the fact 
that several component systems have to be involved in the recovery and that several 
faults and exceptional events can be detected and signalled concurrently. We anticipate 
that Coordinated Atomic Actions [Xu, Randell et al 1995] will provide an appropriate 
structuring scheme for this situation.  
Here is a non-exhaustive but representative list of abnormal situations that TA system 
might have to detect and handle, and which have to be taken into account, for example, in 
specifying LIFs for the TBSs: 
• Timeouts: a component system does not reply within a period of time. Can be 
caused by communication problems (delays, lost connections) or by component 
system failures (crashes, overloading, etc.). Response: Re-try; Cancel the whole 
trip; Use another (redundant) service.  
• Mismatches: e.g. unit errors (we need additional information to detect these). If 
we are sure that this is the case, convert all replies coming from the component 
system. 
• Protocol errors: the component system does not follow the protocol. Response: 
Re-initialize; Re-sent the request; Use additional interface (if the component 
system has it) to ask about new protocol set on the component side. 
• No such city (in GDB); No tickets, rooms, or cars available. Response: Ask the 
user; Offer  “similar” trips (e.g. the same but more expensive) 
• Confirmation failed after the user has chosen the desired trip. Response: Cancel 
the whole trip; 
• Credit card is invalid. Response; Check with the user; Ask for another card; 
Cancel the trip;  
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• Not enough money on the account; Check with the user; Ask for another card; 
Cancel the trip; 
• The user has not replied within a timeout. Response; Cancel the trip. 
• Not valid driving license. Response: Ask the user; offer him a taxi; cancel the trip. 
In order to implement this we would need a recursive approach to system structuring and 
to activity/behaviour nesting that allows the transfer of responsibility for system recovery 
to the higher system level if the current level is not able to deal with faults. We will need 
an ability to return multiple outcomes, some form of action atomicity, flexible 
concurrency control, isolation of activity, adaptivity, flexibility. A wider view on system 
integration will be adopted. To address complex issues of developing systems of systems 
we have to develop a hierarchical recursive approach to system integration. The 
application code providing emerging services is complex and should be developed as a 
multilevel structure with information hiding, encapsulation, etc. This is where the 
advanced structuring techniques will be used. 
In practice the development of a Travel Agency System by integrating legacy subsystems 
will be complicated by the following factors: introducing new or extended functional and 
non-functional requirements (e.g., adding functionality, improving dependability), using 
subsystems in a different (wider or narrower) context or environment, heterogeneity of 
subsystems. There are many reasons why subsystems may not fit well into the integration 
process or match each other. For example, subsystems are designed with a set of 
assumptions in mind that may not match the assumptions in the environment where they 
are deployed. Subsystem wrapping will be used to overcome such problems as it 
addresses them without having to modify the subsystems themselves. This case study 
clearly shows that systems of systems are usually built using existing services provided 
by legacy subsystems and that there is always a need for additional error detection 
(including application specific ones) at the level of the SoS. 
6 Future Work 
The development process will be broken down into two phases. The first phase will 
involve the development of a demonstration advisory system which will handle user 
requests and advise them on possible trip offers. The system will be based on the 
requirements and specification presented in this deliverable. It is planned that the 
advisory system will also demonstrate exception handling techniques. The second phase 
of the development process will involve a demonstration SoS TA booking system. The 
system will be able to accept requests for full trips and make a booking. The system will 
be an extension to the advisory system. The advisory system will offer a list of full trips 
that will be ranked according to the priorities he may have set or according to how well 
they satisfy his overall requirement. The booking system will accept a booking request 
from the user and will be responsible for booking all the items offered by the trip. This 
will involve composing the appropriate transactions for each of the reservation systems 
involved and confirming the booking back to the user. Particular emphasis here will be 
given to the concurrency control that will make sure that all items are being booked. 
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Through the both the advisory and booking systems we will address issues such as 
diversity and dynamic selection of components. The user interface, the information 
retrieval process, the feedback etc will adhere to the requirements and designs mentioned 
earlier in the deliverable. We plan next to develop a more detailed specification of the 
SoS TA with the view of developing a demonstration. 
In the following subsections we briefly indicate the approaches we propose to take to 
issues of specification and validation. 
6.1 Specification 
The purpose of this section is to illustrate part of the specification of the TAFE.  The 
following paragraphs specify partly how the TAFE will behave during the interaction 
with the user, and how it will interact with the component systems. As was previously 
mentioned part of the TAFE will be executed on the client side (TAFE-CS) and part on 
the server (TAFE-SS). 
TAFE-CS specification: 
The TAFE-CS will hide from the user the TAFE-SS functionality. The user should see 
two main screens; one with the services provided and one with results. Additional screens 
should be used to provide feedback, report exceptions and request further user input. The 
user will be offered to select either a business trip or holiday trip. Depending on the 
selection the appropriate will be invoked and the user will be prompted to fill it. 
Appropriate mechanisms associated with each service will ensure that the data entered is 
adequate as well as complement the data entered to assist the composition of the separate 
transactions.   
If the user requests a holiday trip a data entry form will appear requesting information 
about that trip. When the user completes this task the TAFE-CS will check if the data is 
correct and it will pass the data to the TAFE-SS for further processing. If the data is not 
correct the user will be informed of the error and asked to fill the form again. Additional 
buttons will allow the user to exit the form and return to the main menu. 
TAFE-SS specification : 
The TAFE-SS will compose requests according to the Lif specifications of each 
component system. This would require interface models of each of the component 
systems. There may also be a need to re-compose the request in real time if a component 
times out. So every transaction should be timed. If the component systems time out then 
the TAFE-SS prior to reporting via the TAFE-CS to the user should attempt to contact 
another component by going through the same process. All results from all transaction 
will be presented to the user via the TAFE-CS. The TAFE-SS should be able to 
determine the amount of time the items on offer are valid. This should be reported to the 
user. The need for informing the user about the expiry details of real time objects was 
derived by the review and mentioned in earlier sections. When for example the TAFE-SS 
receives a series of data from the TAFE-CS business trip form, it will use this data to 
derive compose separate transactions for each of the component involved. At this stage 
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data should be correct and adequate. The TAFE-SS will contact the component systems 
to check their status. If they are online it will compose and send the transactions 
regarding each item of the trip. If every component systems responds with items on offer 
the TAFE-SS will compose these into trips and send them to TAFE-CS. 
If a component system issues an exception the TAFE-SS will determine whether it can 
deal with it and re-try. If it cannot deal with it, it will check the status of another 
component system and perform the same process again. Note that the TAFE-SS at this 
stage will not send transaction requests for all items of the trips. This is done only for the 
missing items. When offers for all items have arrived the composed full trip offers will be 
send to the TAFE-CS. In any other case the user will be informed and asked for 
additional information. The TAFE-SS will not offer partially fulfilled trips. If flight for 
example cannot be found the TAFE-CS will inform the user and depending on the 
situation will request additional input and alteration of the request altogether.  
Now consider the actions involved when the user decides to book a trip and make a 
payment. There are several objects involved such as the bank accounts of the user and 
those belonging to the reservation systems. If a transaction of making a payment is 
initiated then the post conditions should state that this transaction is successful if the 
payment between the bank accounts has taken place. Otherwise the system should return 
to the state prior to the user making the booking. The user should also be informed.    
This is a partial specification of the TAFE. This specification will be completed with the 
aim of being formalized in due course. 
6.2 Validation 
To specify and validate the behaviour and the properties of the SoS TA we expect to use 
CSP process algebra [Hoare 1985; Roscoe 1998; Schneider 2000]. Model checking 
methods using CSP algebra and associated FDR tool [FDR2 2000] are especially useful 
for the validation of communication characteristics (e.g. liveness of an SoS in terms of 
communication events) [Allen et al. 1997; Rivera et  al. 1996]. In addition to automatic 
analysis offered by FDR, CSP is equipped with several denotational semantics; the 
system behaviour and properties (like deadlock freeness) can be described in terms of 
traces, failures and divergences. The most important advantage of using CSP in context 
of analyzing systems of systems such as the SoS TA is the compositionality of CSP 
calculus. Complicated systems of systems can be expressed as a parallel composition of 
component systems which can be analysed and implemented separately. The problem of 
implementing communicating processes in the event of interface differences was 
investigated in [Burton et al. 2001]. There is a possibility of following this line of 
research in the context of dependable systems of systems, where the difference of the 
interfaces of specifications and implementations is introduced by applying the necessary 
fault tolerance measures in the implementations. 
 
In the CSP approach, the SoS TA and the flight, hotel and car booking agencies (the 
legacy component systems) as well as users, reservation systems and data bases are 
represented as processes communicating by message passing. The validation exercise is 
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planned in stages. The first stage consists of specifying in CSP the behaviour of the SoS 
TA, both desirable and abnormal. The second stage is to specify dependability properties 
for the SoS TA. Properties will be coded again as CSP processes. The next stage is 
concerned with describing legacy component systems in CSP and defining 
communication infrastructure (connectors) used to build an integrated system. The last 
task is to verify whether the system created out of legacy systems satisfies the 
specification developed in the first stage. The work on the first stage is done in 
conjunction with the work on the second stage as we develop the CSP specification of 
SoS TA testing the deadlock freeness of the system as its specification expands. 
 
The travel agent example is data intensive. To avoid the state explosion problem while 
using FDR, we will abstract at this point from expressing some of the details. For 
example, the flights, hotels and cars offered by reservation systems are represented as 
symbols so that we cannot check the compatibility between the user request and the trip 
offered. For the same reason we test the CSP specification of SoS TA using only one set 
of input data provided by the user. It does not limit the generality of the approach as data 
are represented symbolically. In the cases when it matters, e.g. when the user orders a 
business trip rather than holiday one, it might be better to have two specifications to 
analyse these two possibilities separately. At the moment, the specification does not 
differentiate between the business trip and the holiday trip as the difference is only visible 
in the details of the returned trips which are not modelled in the CSP specification. For 
the validation of emergent functionality (e.g. checking system behaviour for given data) 
we might use different methods than model checking using FDR. 
6.3 Final Comments 
We strongly believe that the travel agent case study will help us address a number of 
issues regarding SoSs both from a purely technical as well as organisational perspective. 
We have shown in this deliverable the implications that certain design decisions can have 
on the implementation of the system. The aim is to use this case study in conjunction 
with the first case study to deliver a methodology for the development of a DSoS. Some 
interesting and curious analogies have already arisen such as the dependency between the 
implementation of certain aspects of the system and its organisational implications.  
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Appendix 
This is the description of one of the experiments we carried out on a major web based 
travel agent namely Travelnow.com. The results and observation helped us to derive a set 
of problems related to the travel agent web service as a SoS. The analysis also revealed a 
number of SoS related problems that we expressed in section 2. The specification of the 
travel agent case study was based on these observations. 
1 The hypothesis 
We attempted to book a trip for 11 days in New York flying from London, staying 
somewhere centrally and renting a car while there. The purpose of this exercise was to 
examine the different policies of the various vendors, possible clashes that may exist, 
contradictions as well as the cognitive processes that the user goes through prior to 
booking a flight, car and hotel. We also assessed the feasibility of developing a 
mechanical way of requesting a full trip, specifying user preferences and making a 
booking.  
The initial requirement as it was passed on Travelnow.com was a request for a First Class 
Flight to New York for 11 days departing on the 14th of March, returning the same 
month on the 25th. Hotel and car were also required during the stay. As was previously 
mentioned Travelnow.com is divided into 4 major component systems each of them 
dealing with one aspect of travelling. We started with flight booking and then later 
moved to hotel and then car rental. The results of the flight and the other searches are 
displayed in the next paragraph. For each item we examine the policies that accompanied 
the offer. The policies themselves are text streams that were retrieved and displayed but 
not processed in any way. We indicate these policies and point out the need to place these 
in formal data structures and process them further. Some items that were offered were 
identical in terms of policies and other details. For this reason some of the flight, hotel 
and car rental details have been omitted.  
1.1 Flight Availability   
Upon completion of the relevant form a list of flights was presented. The first flight 
available did not satisfy the initial requirement since it was coach class and not a first 
class as it had been requested. This could be for a number of reasons. But travelnow.com 
clients are not informed. The flights have been sorted according to price so this means 
that the query about first class travel was overridden completely and the system retrieved 
available flights without considering this class.  Since it would not offer a round first 
class trip it retrieved first class seats where possible. The flights were sorted by price, 
although the requirements should have been sorted by class, as was initially requested. 
Since the requirement was for first class travel then we would select itinerary 5 as it was 
more convenient. We will however go through the different policies before selecting the 
flight since some points are worth raising when examining the flights one by one. 
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Itinerary 1 
Price: 4087.60 USD total for all passengers  
Flight # City Date Time 
Virgin Atlantic 3 London, , GB (LHR) Mar 14 2:00 PM 
Coach (D) New York, NY, US (JFK) Mar 14 4:40 PM 
Return Trip 
Virgin Atlantic 26 New York, NY, US (JFK) Mar 25 7:20 AM 
Coach (D) London, , GB (LHR) Mar 25 8:00 PM 
 
This is a non-refundable, restricted, coach (i.e. economy) class, upgradeable ticket. 
According to the regulations it can be upgraded by paying an additional fee. This type of 
information however is not considered by the system and is therefore not highlighted. 
One would have to look through the rules and regulations of the operator to identify this 
option.  
Itinerary 5 
Price: 7450.60 USD total for all passengers  
Flight # City Date Time 
Continental 4403 London, , GB (LHR) Mar 14 2:00 PM 
Coach (J) New York, NY, US (JFK) Mar 14 4:40 PM 
Return Trip 
American Airlines 
142 New York, NY, US (JFK) Mar 25 8:30 AM 
First Class (F) London, , GB (LHR) Mar 25 9:35 PM 
 
The policy of this next flight (itinerary 5) is interesting since according to the regulations 
the outbound flight can occur any time between Tuesday and Thursday of the week. 
Similarly the inbound flight can take place between Monday and Thursday. This gives us 
an amount of flexibility that was not expressed in the initial enquiry. Furthermore no 
restrictions apply to the flight and the ticket remains valid for 12 months. This type of 
information gives us a new option that was not considered before which we now might 
consider before booking.  
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Itinerary 8 
Price: 7679.60 USD total for all passengers  
Flight # City Date Time 
Virgin Atlantic 3 London, , GB (LHR) Mar 14 2:00 PM 
Coach (J) New York, NY, US (JFK) Mar 14 4:40 PM 
Return Trip 
United Airlines 976 New York, NY, US (JFK) Mar 25 9:15 AM 
First Class (F) London, , GB (LHR) Mar 25 10:15 PM 
 
Same policies as Itinerary 5 plus 67% discounts for children passengers. 
1.2 Selection of Flight 
The agent has offered a number of flights, some of which over-satisfy the requirements 
and some of which do not match them at all. Since new options have been offered it is 
possible that we may consider re-stating the requirement to include more options. The 
exercise has so far revealed the need to treat requirements as dynamic structures that may 
change over time depending on the domain. Travelnow.com, in common with every other 
web-based “travel agent” we have examined, does not provide any reasoning regarding 
the result it produces.  
Based on the initial query no flights offer a first class round trip. So we have decided to 
take into consideration the flights of itinerary 5 as they partially satisfy the requirement 
and additionally allow flexibility regarding inbound and outbound flights. Since we 
enquired for a direct flight we won’t consider stopovers offered by itinerary 8. Note that 
we’re not using the verb book yet implying that at this stage we would like to keep the 
two selected flights on hold.  
Let us look at the hotel reservation service offered by Travelnow.com 
1.3 Hotel Availability 
The first thing one can observe is that when a type of service is selected, user details 
regarding departure and destination are maintained and passed onto other services. For 
example when you start by looking at hotels, the arrival and departure dates are 
transferred to the flights service. However prior to booking a hotel there is no option 
regarding the quality of the hotel, price range etc. The site offered the following rooms all 
of which match the requirement set initially. All rooms have come with a number of 
policies. The policies for each hotel refer to different aspects of the booking but there is 
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no consistency in the policies and the issues they address. In other words each item is not 
associated with the same type of policies. Some items explain the cancellation policies 
for example but others do not. 
 
425.00(USD) 
BOOK  
One Bedroom Suite, Queen Bed, 2 Tv S. – Standard Rate  
Credit Card Guarantee Required. Cancel at least 26 hours 
before day of arrival  
The policies state that early departures are Charged 50.00 USD plus tax unless notified 
24 hours in advance. The cancellation policy states that cancellations are accepted 
without charge until 4pm hotel local time 1 day prior to arrival.  
695.00(USD) 
BOOK 
Deluxe Room - Standard Rate  
Credit Card Guarantee Required. Cancel at least 72 hours 
before day of arrival  
 
Here the policies state that reservations must be cancelled 24hours prior to the scheduled 
arrival. There are no check in and check out times specified. 
535.00(USD) 
BOOK  
Mandarin Room Small One-Bedroom With King Has 
Kitchenette And Working Desk Sleek Black And White 
Tile Bathroom - Corporate Rate  
Credit Card Guarantee Required. Cancel at least 72 hours 
before day of arrival  
The policies state that check in time is 2:00PM and check out time is 12:00PM.The 
cancellation policy requires cancellation to be stated fourteen days prior to arrival 
739.00(USD) 
BOOK 
Luxury 1 Bedroom Suite/kitchenette 900 Sq Ft Of True 
Living Space - Rack Rate  
Credit Card Guarantee Required. Cancel at least 24 hours 
before day of arrival  
 
The policy states that check in time is 3:00pm and check out time is 1:00pm. 
1.4 Selection of Hotel 
One of the problems one can notice in Travelnow.com is that although it offers four 
different services (flights, hotels, cars, trains) and it can pass parameters from one service 
to the next it has not got a notion of time. For example, one can book a flight for one set 
of dates and then, possibly by accident, book a hotel for different dates. An integrated 
system should automatically make a hotel booking for the appropriate dates - though one 
might want the option of changing these dates. 
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Another obvious difference concerns the policies regarding the reservations. Although 
the flights carried forward allowed some amount of flexibility (3 days inbound-outbound) 
the hotels pose restrictions regarding their arrival and departure policies. The hotels in the 
above example require 1 to 3 days notice of cancellation or change of date prior to 
arrival. Outside that range there is a cancellation fee or any change would be subject to 
availability that again may result in different room types, rates, etc. The hotels that we 
will carry over to the third stage are numbers 1 and 4 since they require only 1 days 
notice regarding changes, cancellation etc. 
Let us now move to the last stage; that is the car renting process. 
1.5 Car Reservation  
Based on the dates of the flight that were passed over to the hotel and car reservation 
system the user is presented with a set of options regarding the car type. The following 
results were presented by a number of different companies. The results are sorted by 
price. 
1) ET-enterprise   JFK o001    
pickup wed 14mar 
rate            249.95 usd      unl         --  
extra day        52.45 usd      unl         --  
extra hour         --           --          --  
minimum rental:   5 days  
maximum rental:   28 days  
pickup time:      earliest-700a    latest-1000p  
latest rtn time:  900p  sun 
2) National     JFK t001    
pickup wed 14mar         rate code: altw  
rate            289.99 usd      unl         --  
extra day        57.99 usd      unl         --  
extra hour       29.00 usd      unl         --  
 minimum rental:   5 days  
maximum rental:   7 days  
pickup time:      earliest-n/a     latest-n/a  
latest rtn time:  n/a 
Since the requirement is for 11 days this company should not have appeared here.  
3)Hertz        JFK t002    
pickup wed 14mar         rate code: wk21  
rate            409.99 usd      unl 
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extra day        82.00 usd      unl 
extra hour       41.00 usd      unl 
advance booking:  21 days  
minimum rental:   5 days  
maximum rental:   31 days  
pickup time:      earliest-n/a     latest-n/a  
latest rtn time:  n/a  
 
It requires 21 days advance booking which restricts the flight flexibility. It shouldn’t have 
appeared here either.  
1.6 Selection of the Car 
Again in this selection the notion of time is important, since you have to specify pick-up 
and drop-off time. The agent should be aware and advise you on this matter according to 
the time of the flight. The cars are sorted by the price rate of the initial week. However as 
the total costs show the list is incorrect. Another point is that the user selects the type of 
car in terms of standard, intermediate, premium etc. In the list of available cars the brand 
of the car does not appear. The information that appears has the form of: 
- Intermediate 4 Door Car, Automatic, Air Conditioning  
- Unlimited Mileage  
Car located on airport terminal.  
Although you can book the car by selecting the appropriate option there is a warning 
from the web-site indicating that: ‘the cars listed below may not necessarily be available 
for rental.’  The list of cars was in fact very large containing a number of companies 
offering cars of the same type. The hotel and reservation systems however offered ‘real 
data’ or in other words rooms and flights that were available for booking. In the car rental 
service however the service offered is a list of car rental companies and this is apparently 
the reason why the description of the car is omitted. Since there is no information 
regarding cancellation policies, car descriptions, special offers etc, we can only take off 
the list numbers 2 and 3. Number 2 has a maximum renting time of 8 days and number 3 
required 21 days advance booking. 
 
