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Abstract 
Not Dead Enough brings an entertaining zombie game experience to players and showcases 
procedural content generation and a variety of artificial intelligence behaviors.  Built entirely in 
the Unity engine and programmed in C#, the game puts the player in the shoes of the first 
zombie in the zombie apocalypse.  By using outsourced art, three programmers, one of whom 
took the role of lead producer, created a visually interesting game with polished technical and 
artistic elements. 
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Introduction 
Not Dead Enough is a third person, single player, hack and slash zombie game.  The 
player takes the role of the world’s first zombie and brings about the zombie apocalypse.  The 
player fights their way through the city and turns citizens into zombies one by one.  Enemies 
fight the player at every corner, and he must use his zombie skills to fight back.  The player 
must create a zombie army to help him navigate to the city’s hospital, which contains the world’s 
largest brain bank. 
The project team formed in D-Term of 2011, and began working over the summer to 
outline the game, and construct the world in which it takes place.  While our initial scope was 
quite great, we continued to refine it over the course development.  The project was spread out 
over three terms, with three programmers and outsourced art.  Ethan Wolfe took the role of lead 
producer and oversaw the development of the game.  It was his job to ensure that each member 
of the team knew what they were doing at all times and that everyone met deadlines.  Frank 
Bruzzese took the role of lead designer.  He was responsible for forming design ideas for the 
game and had the final say on all design decisions.  Ethan, as well as Frank and Ian Hawkes, 
served as the programmers and developed the game’s code.  Nick Konstantino served as lead 
artist and, together with Ethan Lawrence and Calvin Yoon, developed the art assets for the 
game.  During the first term, all three worked as dedicated artists for independent study credit, 
but by the final term, Konstantino was the only artist remaining. 
Over the course of each term, we met as a group multiple times a week to develop the 
game.  In addition, we spent significant time spent working on our own.  We met with our 
advisor, Dean O’Donnell once a week to present our progress and outline our work for the 
following week.  We used multiple Google Docs and a Wordpress blog1 to track group progress. 
                                               
1 http://notdeadenoughmqp.wordpress.com/ 
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Developing the Concept 
Original Idea 
 In the first iteration of our story, the main character found himself feeling sick while on a 
jog through the park.  After passing out, the player awoke to find himself as a zombie--the 
world’s first zombie.  With no sense of awareness, the player would wander through the city, 
allowing his zombie instincts to take over.  As he consumed terrified humans, he slowly 
regained his sentience, the player ventured to the nearby military base at the opposite end of 
the city from the park.  At the military hospital, the human scientists would be able to hear the 
player speak and would help find a cure for the zombie outbreak he created. 
 The original idea for the game was to tell the story of a zombie who slowly gained 
sentience by consuming the brains of his victims.  As he gained sentience, he would be able to 
gain access to additional skills, such as the knowledge of using melee weapons and firearms.  
He would also be able to use his intelligence to exert control over other zombies and give them 
specific directions, giving the game additional strategic elements.  The interactions with friendly 
zombies would not be complex--simple actions such as attack a specific target or go to a 
specific location would have likely been the limit--but it would have allowed the player the fun of 
being able to control a zombie hoard. 
 We had planned to implement a passive skill system in which, depending on which skills 
the player most frequently used, those skills would increase and the player could specialize their 
character.  Each time the player’s level increase, so would the player’s four main attributes--
strength, constitution, dexterity and intelligence.  Strength affected attack power and amount of 
damage dealt, constitution governed total health and incoming damage resistance, and dexterity 
determined attack speed and ranged weapon accuracy.  Intelligence represented the amount of 
cognisant abilities that the player had regained and would increase with each level.  The higher 
the player’s intelligence became, the more abilities would be unlocked.  There were five planned 
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abilities, each with multiple levels of upgrades.  The upgrades would increase the player’s ability 
to effectively perform a skill, either by increasing speed, damage, or other appropriate factors.  
There were three offensive abilities--a simple melee attack by swinging his hand, a bite attack 
which turns weakened enemies into zombies, and an ability to use human weapons such as 
bats and firearms.  The consume ability allowed the player to regain health by feasting on the 
bodies of fallen humans, and the hoard control ability allowed the player to exert his or her will 
over other zombies and give them direct orders. 
 The player started in a park level in which they could explore the controls and learn their 
abilities. A short tutorial of on-screen text would help the player learn all they needed to make it 
through the game. Any skills they gained would transition with them to the city when they 
entered the transition building. 
 The city was made up of four separate districts each with distinct architecture.  The 
procedural content generation system allowed for specific customization, such as city size and 
options for cities of a single district.  At the beginning of the game, the player would have the 
option of changing these settings.  By doing so, the city would scale in size, thus altering the 
length and difficulty of the game. 
 When the player reached the end of the maze, they were to enter a military base which 
house a hospital.  The base acted as the stage for the boss battle of the game.  With the zombie 
army they amassed, the player would have to fight their way through an army of soldiers in 
order to reach the hospital.  In the hospital the doctors would hear the player speak, and the 
player would help the humans find a cure for the outbreak. 
Conceptualizing 
At the time of the inception of our game concept, zombie-themed games had become 
very mainstream.  However, with some exceptions, most of these games had zombies as the 
adversaries, not the protagonist.  Using this knowledge, we decided to execute a role reversal in 
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our game.  We sought out games, such as Stubbs The Zombie2, for examples on how a player 
can play as a zombie.  We looked to Zombie Tycoon3 for inspiration for the art style of our 
game.  In Not Dead Enough, the player is the world’s first zombie. 
We decided that our zombie would need to move faster than the enemies that inhabited 
the world.  A zombie’s actions can be narrowed down to movement, slashing, and biting.  The 
slash attack is a swing of his arm that bludgeons the enemy to death.  The bite attack creates a 
zombie ally, as well as heals the zombie so that he can carry on and spread the infection.  A 
zombie, normally, does not display strategic thought processes.  However, as the world’s first 
zombie, we decided that the player would be able to control his or her zombie allies.  The player 
would be able to issue commands such as attack, move, and stop to his or her zombie allies.  
Attack would tell the chosen zombie to attack a selected target.  The move command would 
order the zombie to move to target location, and stop would command the zombie to cease its 
current action.  However, down the road, this idea was cut because we were behind schedule 
with the ally AI. 
We kept the ability for the player to create zombies.  Upon its creation, the player’s new 
zombie friend begins to navigate to the hospital.  Up until this point, the player has no way of 
knowing where the hospital is located without simply searching through the maze.  Late in the 
development we decided that the zombie allies would help the player navigate the maze.  
Having your zombie friends navigate to the end of the maze not only provides player with 
cannon fodder that damages enemies in the world, but it acts as a navigation tool for the player.  
Due to issues with A*, we were forced to change how this worked.  Zombies now attack the 
nearest enemy, which can lead them to the end of the maze.  However, navigating to the 
closest enemy can also lead the zombie to a dead end.  Additionally, enemies do not respawn, 
so the player can easily keep track of where they have already been. 
                                               
2 "Aspyr - Stubbs the Zombie." Aspyr. NP. Web. 25 Aug. 2011. <http://www.aspyr.com/games/stubbs-the-zombie>. 
3 "Zombie Tycoon." Zombie Tycoon. NP. Web. 25 Aug. 2011. <http://www.zombietycoon.com/EN/index.htm>. 
8 
Gameplay Description 
Not Dead Enough is a 3D third person hack and slash action game in whose gameplay 
centers around combat and exploration.  The player must navigate a procedurally generated 
maze-like city and locate the hospital at the opposite end of the city.  The player has the option 
to kill his enemies or turn them into zombies who will fight for him or her. 
A bulk of the gameplay focuses on combat.  The player has two attacks, a quick slash, 
and a slower bite attack.  The slash simply deals damage, while the bite attack infects the target 
and turns them into a zombie.  The bite attack also allows the player to regain health.  Once 
infected, allied zombies will begin moving towards the end of the maze and fighting any humans 
they encounter.  The player cannot rely on their allies however, as the other zombies have very 
little health and do not deal a significant amount of damage. 
There are four types of enemies that the player encounters: civilians, looters, police 
officers, and soldiers, each with their own unique behaviors. 
 
Left to Right: Civilian, Looter, Police, Soldier 
 
Civilians simply flee from the player as soon as they are approached and do not offer 
any resistance.  If the player catches up to the civilian, they may chose to consume them for an 
easy source of health.  For this reason, civilians appear frequently throughout the world so the 
player has many chances to regenerate health, should the enemies overwhelm them.  The next 
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strongest enemy is the looter.  The looter will run straight for the player as soon as he or she 
gets close and attempt to beat him or her with his bat.  Both the player and the looter have 
melee attacks, so as long as the player is in the looter’s range, the looter will be in the player’s 
range.  The police officer and the soldier are the two most difficult enemies, since they both 
have ranged attacks, meaning there will be situations where they can hurt the player but the 
player cannot hurt them.  The soldier was planned to be a more difficult police offer, with 
increased range and damage, but due to technical bugs, we decided to make them identical.  
They both fire from a distance, when the player approaches. 
 Health Damage Range Speed 
Civilian 100 - - 2 
Looter 100 5 0 3 
Police Officer 100 10 15 3 
Soldier 100 10 15 3 
Production 
Techniques 
 Our producer, Ethan, was in charge of keeping the group organized.  He was 
responsible for scheduling all of the meetings and took detailed notes during each of them.  
When the artists were working with us, Ethan was in charge of checking in with them and 
making sure they were on task.  He emailed meeting reminders and urged everyone to post 
their progress on the blog.  We used the blog to archive the work that we have done with 
screenshots and videos of each week’s progress. 
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Example of a blog post 
 
 (See Appendix F: Blog) 
Schedule 
Ethan kept a schedule throughout the duration of the project.  The timeline contained 
major milestones for the project such as the alpha release, beta release, and final deadline.  
The timeline was first fleshed out by establishing major dates for the project, such as the 
beginning and end of each term.  Ethan then set dates for the alpha, beta, and final releases of 
the game.  All other goals and milestones were set weekly based on the progress of our work.  
When milestones were consistently missed, the scope of the game was reexamined, and 
aspects of the game were considered for removal to bring the project back on schedule. 
7-15: 
 -One building from each of 4 eras, fully textured and shaded 
 -Concept art that is ready to be modeled 
 -Character controller 
 -PCG algorithm ready to be coded 
 
7-22: 
 -10 Buildings from Future Era 
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 -Zombie modeled, animation started 
 -4 human classes modeled, at least 50% done with each 
 -PCG Path put in place with directional Tiles 
 -A* implemented 
             -State Machine with Dummy Classes 
Example of weekly milestones 
(See Appendix D: Timeline) 
Documentation 
 We kept several documents to organize different systems and assets associated with 
our project. 
 
List of documents 
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A selection from the AI documentation 
These documents helped us keep track of the progress we made with the different 
aspects of the game.  We have documents for two of our biggest systems--Procedurally 
Generated Content and Artificial Intelligence.  The design document helped keep us on track 
with our original design.  Ethan updated the timeline with the weekly tasks to keep the work 
flowing smoothly.  An art asset list was kept and maintained throughout the project.  Every asset 
seen in the game has an entry in the art asset document.  For each technical aspect of the 
game, there exists a corresponding document. 
 (See Appendix E: Art Assets) 
Meetings 
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 During the early stages of the project, the team, and the artists who volunteered to help, 
met officially twice a week and unofficially on their own time as needed.  Due to the fact that the 
artists had other projects to work on, we needed to make sure we had them produce all the 
assets we needed in a timely fashion.  The first meeting held during the week was a group 
working meeting.  The entire group, both the art and tech members, met in the lab for at least an 
hour, and worked side by side to maximize productivity.  By being in the same room, we were 
able to look at code, assets, and the state of the game in its entirety to help each other solve 
problems or add to the game.  The tech team was able to give the artists guidance toward the 
artistic vision of the game, while the artists were able to help the tech team with the importing 
and configuring of assets in the game world. 
 The second meeting of the week was a meeting with our project advisor, Dean 
O’Donnell.  During this meeting, we discussed our past week’s progress, goals for the next 
week, and Ethan assigned each group member a task for the week.  The valuable input from 
Dean helped steer our production and kept the scope of the game in check. 
 We knew that our artists would not be with us for the entire duration of the project.  With 
the change in the team composition came a change in the meeting structure and schedule. 
During the second term of our project, as we transitioned into a period of intense development, 
it became ever more important to meet as a team.  We needed to implement the majority of our 
game mechanics.  At this point, we had steering and worlds to move around in. We needed to 
implement player attacking, enemy attacking, the procedural content generation, and the NPC 
artificial intelligence.  To accomplish all of this, we added a third meeting to our weeks in which 
we spend several hours in the lab working on our respective tasks. 
Artistic Methodology 
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During the first term of the Not Dead Enough project, our group consisted of three tech 
students and three art students, all of whom were working for independent study credit, instead 
of MQP credit.  The art team was responsible for designing, modeling, and animating game art 
assets.  These tasks were divided between the three artists.  We worked with the artists and 
communicated our vision for the art style of the game during the first term of our project.  During 
the weekly meetings, the artists presented their concepts and we critiqued each iteration until 
we gave the go-ahead to start modeling.  Production went smoothly with the constant 
communication between artists and programmers. 
 
Enemy Concept Art 
The overall art style of Not Dead Enough is quite lighthearted.  A zombie is normally 
thought of as scary and disgusting.  As we didn’t want the player to be repulsed by the character 
they were controlling, we decided to present our zombie in a new light by making the character 
seem cute.  In order to keep such a cartoony art style, we practiced a bit of exaggeration with 
the design of each NPC.  The civilian model is that of a business man who always appears to 
be in a hurry.  The looter model is that of a hoodlum with a mask, carrying a baseball bat.  The 
policeman model is that of a portly, angry man with a mustache.  The last NPC, the soldier, 
appears as a stereotypical angry jar head, with the steel pot helmet. 
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Zombie (Player) 
 
  
Civilian Looter 
  
Police Soldier 
 
 
16 
The city in which our game takes place is set in the future.  This futuristic city follows a 
green initiative, and as such, there are no cars or streets; the entire city is like a pedestrian mall.  
We chose this setting to both reduce the amount of art assets needed, and to create an 
environment in which a zombie apocalypse would be fun.  If the gameplay consisted of 
wandering around large open fields would, the player would not have felt as though they had 
made as large of an impact on the world as venturing through a dense city.  The initial idea was 
to have a city with four distinct districts.  Each district would be characterized by the four 
different styles of buildings: Greek, Gothic, modern, and futuristic.  This was chosen to give the 
city a more natural feel, as if it was built over multiple decades, not all at once.  Due to time 
constraints, and artists leaving the group, we ultimately chose to use only the futuristic buildings 
in the city. The buildings were designed with most of the surface area covered with windows, so 
as to follow the design of contemporary green buildings.  While we had planned for more 
variety, we found that one architectural period of buildings gave enough variety. 
  
Future Gothic 
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Greek Modern 
 
 
 
Generated city from player perspective. 
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An example city as shown from above. 
Technical Methodology 
Steering 
Movement of all game objects is controlled by a process called steering.  Instead of 
moving a game object directly from one space to another, or even moving it a certain distance 
every second, steering is a method by which a series of forces are added to the moving entity.  
Using this technique, it is very easy to add multiple forces for very complex movement, as each 
force is simply a vector.  Therefore, a game object can be running several steering behaviors at 
once, such as fleeing from an enemy while avoiding walls. 
 In our game, steering is controlled by two separate classes: Steering and 
SteeringController.  Steering is a static class that contains all of the individual steering methods 
and SteeringController is what actually makes a game object move.  Steering is a class that is 
made up of static methods.  Unlike other methods, static methods do not need to be associated 
to a specific instance of a class.  In other words, any class can call the steering functions at any 
time.  The methods (GradualStop, HardStop, Move, Seek, Arrive, Flee, Pursue, and Evade) 
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each take in a game object and return a 3-dimensional vector.  Whenever one wants to call one 
of the methods, he or she must pass in the game object that they wish to move.  Below is a 
description of each of the steering methods: 
● GradualStop - uses the deceleration defined in SteeringController, slow the object to a 
gradual stop. 
● HardStop - immediately freeze the object for instances where a gradual stop does not 
make sense. 
● Move - move the object in the direction that it’s facing. 
● Seek - move the object towards a specific point in space.  If the object overshoots, it will 
double back and try to correct itself. 
● Arrive - move the object towards a specific point in space.  Instead of overshooting, it will 
gradually slow to a stop. 
● Flee - move the object in the opposite direction from a point in space.  This method uses 
the negative of the vector returned by Seek. 
● Pursue - move the object towards another moving object.  Using the target object’s 
current position and velocity, the object will attempt to move where the target object is 
going to be. 
● Evade - once the chaser gets within a set range, move the object away from the other 
moving object.  Using the chaser object’s current position and velocity, the object will 
attempt to move as far away from the chaser as possible.4 
The Steering class does not move entities directly; this is handled within 
SteeringController, the methods simply calculate and return the forces that are affecting the 
given game object.  An instance of SteeringController and the built-in Unity class, 
CharacterController must be attached to any object which is to be moved using steering 
                                               
4 Rich, “Autonomous Movement” 
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behaviors.  Every fixed amount of time, SteeringController will add all of the forces acting on an 
object, including gravity, and apply them to the CharacterController. 
 
An example of how multiple steering forces may be combined and the resulting movement vector it produces. 
Steering Behaviors 
 There are a total of eight steering behaviors that cover all game object movement.  The 
specifics of each steering behavior are governed by several parameters, set for each moving 
entity--acceleration, deceleration, and maximum speed. 
 The simplest steering behaviors are the stopping behaviors--GradualStop and 
HardStop.  Both functions reduce the steering forces (not the force of gravity) acting on a 
character to zero.  The difference is that GradualStop uses the character’s deceleration to 
gradually slow it to a stop, while HardStop instantly stops the character.  The choice to add two 
variations of stop was made fairly late in the development process.  At first, we assumed that 
having a gradual stop would be more realistic, but for gameplay reasons, we found this not to be 
true.  For instance, at one point in the development, when hostile enemies would approached 
the player, they would sometimes slide right past the player, so while the implementation of 
HardStop may not create as realistic deceleration, it aided gameplay, and ultimately created 
more realistic motion. 
 Seek and Flee are similar behaviors.  Seek requires that it be given a location, and it will 
return the vector from the game object’s current position to the target position.  However, the 
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magnitude of said vector must be scaled to no more than the object’s maximum speed, 
otherwise the character would arrive at the destination almost instantly.  Flee is the opposite 
behavior.  Instead of moving towards a given location, the game object will move away from a 
location.  In fact, the behavior simply calls Seek, and returns the negative vector. 
 One problem that Seek encounters is that it may overshoot the target.  There is nothing 
indicating that the game object should stop on arrival, so depending on its speed, it may 
overshoot the goal, head in the opposite direction and overshoot again.  As this can continue 
indefinitely, the Arrive behavior is necessary. Arrive tells the entity that once it has reached the 
destination, to use GradualStop to slow to a halt. 
  
Left: one of the problems with using Seek is that it may overshoot its target.  Right: A solution is to use the Arrive 
behavior, which reduces the resulting vector depending on how close the object is to the target. 
 
 Like Seek and Flee, Pursue and Evade are both different sides of the same coin, and 
are in fact evolutions of the first two behaviors.  Seek and Flee are both efficient ways to move 
to or away from a stationary location, but if the target is moving, these methods do not provide 
realistic movement.  Pursue and Evade take into account the given game object’s current 
position and velocity to determine where it is going to be, not where it currently is, and act 
accordingly.  It calculates the object’s expected location by taking its current location and 
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multiplying its velocity by a fixed amount of time.  Pursue and Evade use the expected location 
as the Seek or Flee target.  The advantage of using these methods is that they provide more 
realistic movement, and that the method only needs to be called every fixed amount of time. 
 There is actually one other steering behavior, Follow Path.  This method is used to 
allow game objects to move along a predetermined path, calculated by the game’s pathfinding 
system. 
Pathfinding 
 Pathfinding is the method of determining how a game object moves through complex 
environments.  While steering behaviors may be affecting at navigating entities through an 
environment, these simple behaviors cannot take into account complex, maze-like spaces, only 
simple, open areas.  Pathfinding determines the shortest path between two points, given 
specific constraints, in our case, the environment.  In short, pathfinding is simply searching 
through information to find the best possible solution. 
 We chose to implement the A* algorithm, as it is one of the most commonly used search 
algorithms.  Unlike other algorithms, such as breadth-first and depth-first search, which do not 
take into account any information about the tree, A* is an informed search and factors both the 
cost to reach a node and the estimated cost to reach the goal node.  This heuristic can change 
based on the specifics of the implementation, but we chose to simply use the  “as a crow flies” 
distance to the goal.  This heuristic is easy to calculate, as you simply subtract the current 
position from that of the goal, and it is guaranteed to be admissible. 
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An example of A* evaluating the cost function, the heuristic and the total cost for each square.  In this example, 
horizontal and vertical moves count as 10 points and diagonal moves count as 14 points.  The heuristic is the 
Manhattan distance (the sum of the horizontal distance plus the vertical distance).  Gray squares cannot be crossed. 
 
The evaluation function of A* is f(n) = g(n) + h(n), where g(n) is the cost function (that is, 
the distance from the start to node n), h(n) is the heuristic.  The algorithm will repeatedly take 
the next connected node (stored in a priority queue) with the smallest cost, and reevaluate the 
cost of the rest of the nodes as necessary.5 
                                               
5 Lester, “A* Pathfinding for Beginners” 
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The path resulting from the previous example.  Yellow squares denote the path. 
Procedural Content Generation 
This section outlines the algorithms for the procedural generation of content, or PCG, 
used in the creation and population of the city, which forms the main bulk of gameplay in Not 
Dead Enough.  The system is implemented in multiple stages which run in order and are 
controlled by a LevelGenerator class.  This algorithm is executed when the player hits the Play 
button, and takes between two and five seconds, depending on the size of the world and how 
many enemies are in the world.  We feel that this is an acceptable “loading time” for our game, 
as many commercial titles have much longer loading times. 
Level Generator 
This class acts as a controller for the PCG algorithms.  It extends MonoBehaviour, a built 
in Unity class, and can therefore be added to an in-game object to run automatically when the 
Scene is entered.  It is responsible for overseeing the process of level creation and is the class 
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which actually instantiates all of the tiles in the world.  It has some adjustable properties, which 
can be used to modify how the world is created.   
LevelGenerator Properties: 
● Total Exp: This property represents the total amount of experience in the world.  The 
higher this number, the more numerous and more difficult the encounters will become.   
● Seed: This is the seed for the random generator, which allows the same world to be 
generated multiple times.  This is for debugging purposes only, and the player does not 
have access to it. 
● Level Size: This represents the size of the world; if Level Size is X, then the world will 
consist of X by X tiles. 
Stage 1: Maze Generation 
Using the seed and level size from the Level Generator, this algorithm creates the maze 
that represents the city.  This stage uses a few data structures to aid its creation, which is 
outlined here: 
VirtualTile 
A virtual tile is exactly as its name suggests, a digital representation of a tile.  Each 
virtual tile has 4 walls: North, South, East, and West, which can be destroyed or erected as 
needed.  Virtual Tiles have no visual representation of themselves and are only used by the 
Maze Generator to freely and easily adjust the shape of the maze. 
TileArchetype 
A Tile Archetype represents one of the fifteen different layouts for a given tile.  Each 
Virtual Tile is aware of what archetype it represents at any given time. 
The Maze Generation algorithm creates a two-dimensional array of Virtual Tiles, all of 
which have all four walls up to begin with.  Starting at the origin point, the algorithm randomly 
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moves in a direction, knocking down the appropriate wall, moving to the next tile and marking 
the tile it moved from as visited.  It then repeats this process with the next tile, moving to one of 
its unvisited neighbors at random.  Eventually, the algorithm will reach a tile where all of its 
neighbors have been visited.  At this point, it will back up to the first previously visited tile which 
has an unvisited neighbor, and continue from there.  It continues this process until it backs up all 
the way to the origin tile. 
This system ensures that every tile in the array gets visited at least once, and therefore, 
every space in the maze is accessible.  There also exists at least one path between any point in 
the maze and any other point.  The algorithm is capable of producing cycles within the maze, 
but they are not guaranteed. 
   
A 3x3 array of Virtual Tiles, before the algorithm begins.  The algorithm will always start from the top left. 
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Next, it will knock down a wall in a random direction. In this case, it moved to the right. 
 
   
These three images repeat the same step above, moving in a random direction each time. 
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At the end of the last iteration, we had run out of unvisited tiles.  This shows the algorithm backing up to the last 
visited tile, trying to find a place to continue.  It will repeat this entire process until the entire maze is completed, which 
will “fill in” the other three tiles. 
Stage 2: World Instantiation 
Once the virtual world has been created, the Level Generator translates this into the 
physical world that the player can interact with.  This works by determining the type of each 
Virtual Tile in the array and placing the equivalent physical tile in the world space. 
   
Start Tile A typical inner-city Tile End Tile 
Stage 3: World Population 
Now that the physical world exists, we can populate it with the enemies the player will 
have to face.  Every physical tile contains at least one spawn point.  This part of the algorithm 
retrieves those spawn points and iterates over them, adding a random amount of enemies to 
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that point and then moving on towards the next point in the list.  Once it has iterated over all of 
the spawn points, this algorithm returns and the game is ready to be played. 
This algorithm weights the likelihood of a particular enemy spawning based on its 
difficulty.  In other words, the harder an enemy is to beat, the rarer it is within the world.  This 
does mean it is possible for the first fights the player faces to be harder or easier from 
playthrough to playthrough, testing has shown this not to be a problem. 
Why Use PCG at All? 
We decided to include procedural content generation into Not Dead Enough for several 
reasons.  The first, and most important for us, is that it allows us to make extensive reuse of the 
limited artistic assets available to our team.  It enabled us to turn just a few assets into a fully 
playable world.  Second, PCG eliminates the need for large world files, which can take up a lot 
of disk space.  This has enabled our game’s executable to take up roughly 150 MB, compared 
to the almost 2 GB the source code requires.  Third, it offers a slightly different game each time 
a player plays it, which prevents a player from “solving” the maze and trivializing all other 
playthroughs.  Lastly, the enemy spawning algorithm automatically creates a huge variety of 
encounters, which prevents the player from always experiencing the exact same fight 
sequences. 
Artificial Intelligence 
The artificial intelligence in Not Dead Enough is governed by two entities: the NPC 
Controller and a State Machine. 
NPC Controller 
The NPC Controller is an interface which is realized for each specific NPC, or Non-
Player Character, in the game.  It serves as the primary way the game communicates with an 
NPC and is responsible for managing all of the components associated with a game entity 
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(State Machine, Vitals Manager, animations, audio source, etc.).  The NPC Controller is also 
responsible for delegating messages sent to the NPC (such as one letting the entity know it’s 
been attacked) to the sub-components to make certain the message is handled correctly, and 
by the correct component. 
The State Machine 
The state machine governs all of the behavior and decision making that an NPC is 
capable of.  Each different enemy has a unique implementation of the states themselves, but all 
NPCs (friendly and enemy) use the same organization of states, which is detailed below: 
The Sleep State 
This is the state that all enemies default to when created (spawned by the PCG 
algorithm, outlined above).  This state does nothing on each update, not even play an idle 
animation.  As a sleeping enemy is either out of sight of the player or too far away to have any 
meaningful gameplay impact, it should be occupying as few system resources as possible.  This 
state will transition into the Awake state when the player gets close enough to the NPC that he 
would be able to see it.  Note that this “wake up” distance is large enough that it would be 
impossible for a player to actually sneak by an encounter. The primary goal of this state is to 
minimize the system resources an NPC that is, say halfway across the map uses.  Since this 
NPC is far enough away to both be imperceptible (as he is being blocked by buildings and the 
like) and no action it can take will ever impact the game world for the player, we do not even 
animate them, as even that takes up unnecessary CPU time. 
The Awake State 
The Awake state is represents an NPC which is near enough to the player that he can be seen.  
By default the Awake state tells the NPC to play its idle animation.  If the NPC gets close 
enough to the player or an allied zombie (for enemies) or to an enemy (for allied zombies), it will 
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shift into the Attack State.  If the NPC gets sufficiently far enough away from the player, it will 
transition back into the Sleep State.  Where enemy NPCs just stand around waiting while in this 
state, allied zombies will move towards the Hospital at the end of the level, until they either shift 
into the attack or sleep states. 
The Attack State 
The Attack State is where most of the interesting things happen.  The majority of the 
time, an NPC will exist in the Chase sub-state, as they try to get close enough to the player (or 
zombie) to attack them.  Civilians are the exception to this as they, being helpless and unable to 
defend themselves, instead flee from the player (or zombie). 
The Chase Sub-State 
This sub-state is the default sub-state of the Attack State (in other words, it is the state 
that is automatically entered when the NPC enters the Attack State).  It moves the NPC closer 
to its target (player or zombie for enemies, or enemies for allied zombies) until it is within the 
attack range for that specific NPC (different for melee and ranged NPCs), at which time it will 
shift into the Shoot or Melee sub-state (depending on if it is a ranged or melee NPC 
respectively). 
The Shoot or Melee Sub-State 
This sub-state is actually a blip-state, meaning an NPC is only in this state for exactly 
one update at a time, before shifting back into whatever state it was in previously.  This simple 
state is responsible for the actual attacking that an NPC does.  For example, an enemy will play 
its attack animation, roll to see if it hits its target, send a message to its target letting it know if it 
has been hit (if it scored a hit on its to-hit roll) and play any sounds associated with the attack.  
Lastly, this state tells the state machine to transition back into whatever state it was in before 
entering this state (typically the chase state). 
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The Flee Sub-State 
This state replaces the chase state for the Civilian enemies, and does basically the 
opposite of what the chase state does.  Instead of trying to close the gap between the NPC and 
its target, the Flee Sub-State instead tries to run away from the closest target (player or 
zombie).  This sub-state does not take pathing into account, and as such an enemy can run 
straight into a building, trapping themselves in their blind panic. 
The Dead State 
The dead state is transitioned into from any other state when an NPC’s health is reduced 
to 0 or below.  It plays the NPCs death animation and logs the time of death of the NPC.  After a 
certain amount of time has passed, the Dead State destroys the NPC’s game object, freeing up 
the memory for use.  This delay between death and freeing the allocated resources is 
intentional as it allows the corpse of the NPC to exist within the world for a short duration before 
being removed, which not only is aesthetically pleasing (things do not just disappear when they 
die) but also allows the corpse to continue to impede movement for a short while, making 
battles more dynamic. 
The Zombify State 
The Zombify State is the last state an NPC can be put into.  It is the state which an NPC 
enters if it receives a message from the player saying it has been bitten.  This state is 
responsible for immediately destroying the NPC’s game object (unlike the Dead State, which 
lets the corpse exist for a little while before destroying it) and creating an allied zombie in place 
of the now-dead NPC.   
Playtesting 
During the final term of our project, we began playtesting.  Our playtesting meetings 
were conducted once a week in the lab.  Each week, 1 to 4 volunteers were brought into the lab 
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to test our game.  These testers were allowed to test only once, so as to not bias our future test 
results.  Before the testers began playing, we informed them that we were not allowed to talk to 
them during play, but they were allowed to play aloud.  Each player’s visible reactions and 
speech were recorded for review. Whichever one of us was overseeing the playtester was 
responsible for noting their observations, what comments the player made while playing, if they 
got stuck and where (and how they got “unstuck”), were there points where they looked visually 
frustrated, did they pay special attention to particular aspects of the game, as well as anything 
else we might have noticed during the playtest (for example, a bug the player missed or if a 
particular enemy wasn’t behaving as intended).  At the end of their playthrough, each player 
was given a review form and a bug report form.  The review form consisted of various questions 
concerning gameplay, such as time to play and enemy difficulty.  The bug report form allowed 
the user to report any freezes or crashes that occurred in the game.  If any crash or freeze was 
reported, we asked the player if they could consistently reproduce the error for future diagnosis. 
Post Mortem   
What Went Well 
 One of the things that went well was the playtesting.  We wanted to ensure that we had 
enough time with playtesters that we would receive useful feedback.  If we had started too late, 
we would not have had time to make any changes based on our playtesters.  Luckily, the 
playtesters provided us with some very helpful feedback, such as how the park confused them 
and that the art style was excellent.  We also received many comments about the movement 
and attack speeds of the player.  This feedback ultimately lead to some big design decisions, 
such as removing the park level from the game and changing the player’s movement and attack 
speeds.  
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 Ultimately, for a group with no dedicated artists, we did a very good job producing art 
assets for our game.  The limited time we had with our artists pushed us to form ideas quickly 
and encouraged effective communication with our art team.  Although we were limited, we were 
able to prioritize what the artists needed to do.  As a result, our game is visually impressive for 
having no dedicated artists. 
 One of the comments we frequently received from playtesters was that our game 
actually made the player feel like a zombie.  Everything from the speed of the character to the 
character’s animations made the playtesters feel immersed in the game.  Additionally, players 
enjoyed the hoard control aspects of gameplay.  Even though players did not have direct control 
over their zombie allies, they still enjoyed fighting alongside them and interacting with them. 
 We find that one of the greatest things to go right with our project was that we enjoyed 
making it.  Although we struggled, we had fun seeing our hard word pay off in the end.  We 
never fought over any aspect of the game during development.  We all came out of this with a 
positive team experience.  As a group, we are proud of the work we accomplished. 
What Went Wrong 
 One problem that we constantly encountered from the beginning of the project was the 
scope of our game.  The original design for the game included significantly more technical and 
artistic elements.  For instance, we had originally wanted to include much more complex 
artificial intelligence with squad based behavior and the ability to control allied zombies, but this 
proved to be too much for us, not because of the difficulty or because of poor time 
management, but because it was simply not feasible to accomplish within three terms.  
Additionally, we were reluctant to scale back the scope of our game, so we spent time working 
on content that ultimately never made it into the final game.  In retrospect, we should have spent 
more time at the beginning of the project determining if our scope was, in fact, reasonable.  Our 
advisor, Dean O’Donnell pushed us to narrow our scope, and focus on only the essentials, but 
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we had rather unrealistic expectations of our own abilities.  We should have scaled back what 
we wanted to do and put many of the features we eventually had to cut into a list of desired--but 
optional--features, as opposed to the required core gameplay. 
Another element of our project that consistently gave up problems was our lack of any 
real artists.  While we were joined temporarily by art students, we had no dedicated artists, so 
not only where they putting less time and effort into our project as a full time artist would, we 
only had the luxury of working with them temporarily.  One of the biggest issues we had was 
that during the final term of our project, we did not have any artists working for us officially, only 
one who would help us when he had free time.  Unfortunately the last term of our project is 
when most of the polish needed to occur, so we had a very difficult time getting all of our art 
assets in the game and looking good.  Additionally, we had a problem with art assets never 
getting finished at all, due to artists who left the project part way through.  Instead of looking for 
more artists, we should have made more of an effort to reduce the amount of art assets needed.  
For instance, if we had made all characters use the same model, that would have reduced the 
dependency on artists. 
A major issue that we eventually overcame was the lack of a strong work flow.  We 
worked sporadically during the week except for during our set meeting times.  However, the 
original set meeting times proved to not be enough for us.  While we accomplished our goals, 
we could have accomplished them more efficiently.  By adding a six hour work session every 
week, we were able to come together as a group to work on and polish our game more 
effectively.  We would spend this time working on bug fixes or changes based on the previous 
playtesting session.  Having a large portion of our time occupied by difficult coursework caused 
difficulty in scheduling.  Working as a group in the lab had the most positive impact on our 
productivity and the quality of our work. 
Take Aways 
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 Ultimately, many of our problems stemmed from not having enough structure towards 
the beginning of our project.  Had we put more effort into planning instead of jumping into 
coding during the initial few weeks, we would have made better use of our time, and ended up 
with less unused code.  We basically jumped in feet first with the development and did not think 
of how the different pieces would fit together. 
 One of the biggest take-aways of this project is the value of working side-by-side in a 
session.  We accomplished the most each week during our weekend meetings in the lab.  By 
working on one machine, we were able to collaborate more effectively to fix the bugs we 
discovered during our previous sessions and playtesting. 
Conclusion 
 The Not Dead Enough team successfully accomplished the design goals for the project 
and created a unique zombie game experience.  Although our design and implementation 
choices changed many a time during the game iteration process, our goals remained in sight.  
We successfully achieved our artistic vision of a light-hearted zombie game in which the players 
can giggle as they bring the living world to its knees with an endless infestation. 
 Through our iteration process, we achieved our goal of a procedurally generated city.  
With this goal achieved, the player experiences a different level with each playthrough.  With 
fully functioning artificial intelligence, enemies navigate to the player and attack appropriately, 
and the player’s zombie allies navigate the level and attack your enemies. 
 Not Dead Enough is a playable game and can be found on our team website, 
www.notdeadenough.org.  Although we as a team will always see more to implement, it stands 
on its own as an entertaining gaming experience that showcases our abilities as developers. 
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2. Recent Changes 
 9/6/11 - Created design document. 
 9/8/11 - More Gameplay Description added 
 
3. Pitch 
 You are the world’s first zombie. Explore your surroundings while feasting upon the 
innocent. As you feast upon brains, you gain intelligence and begin to question your being. 
More than a mindless husk, you must take charge of your future. 
  
4. Key Features 
○ See the world through the eyes of the undead; as a zombie you see your food, 
not what gets in the way of your food. 
○ Slash and bite your way through your world and turn the innocent into your 
puppets 
○ Become smarter and self-aware! No need for classes, just eat people. 
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○ Level up your abilities by simply performing them. Dynamic leveling system puts 
points into what the player actually does. 
 
 
5. Gameplay Description 
 The core gameplay going through the environment and turning others into zombies. The 
player can slay the humans, consume them for health, or turn them into their minions. With 
minions you can survive larger encounters and take on tougher enemies. Use the fodder to 
weaken tougher enemies, and then enslave them. Find tougher humans to make tougher allies. 
 Use gained intelligence and leveled abilities to tackle enemies as well. Leveling your 
slash and bite give you power over enemies. Your abilities become more powerful as you use 
them. With each use of an ability, you gain experience in that ability. 
 
 
 -5 Minutes of Gameplay 
 You find yourself in an unknown area surrounded with unknown objects. You feel the 
hunger take over. You creep up on a human and take a satisfying bite. The screams of the park 
goers fill the air as they flee. You chase them, slashing and biting. You notice a similar figure 
appear, but you do not wish to eat it. You look at your next target, and your fellow zombie 
understands. This new zombie attacks your new target and it is slain. Out of nowhere, you 
heard a loud noise. You look around for its origins and suddenly you are struck by something. 
You instruct your minion to attack the source of the noise. You do not feel pain, but something is 
wrong. Continue to feed and recover from the blow. 
 
6. Characters 
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 You are the infected. You are alive, but also dead, and unable to identify who or what 
you are. You look around, and your vision is clouded. You feel only one thing, hunger. The 
hunger overwhelms you, and you are compelled to feast on the flesh of the living. You stumble 
around the world feeding upon the living without knowing why. You are a husk of your former 
self, but as you consume brains, you begin to recall small amounts of information. 
 
7. Revisions 
 0.1.0: Created design document.  (Ethan, Ian) 
 0.1.1: Additional Gameplay Information added. 
 
Back Story: 
You take the role of the world’s first zombie. You go unnoticed in the world and are dismissed 
as a stumbling fool until your first feast. The people scatter as their science fiction movies 
become reality. Infection has spread, and as you consume more brains, you gain intelligence. 
With your heightened knowledge, you gain the ability to recognize weapons in the environment 
to aid you in your fight for zombie conquest.The humans are now aware of the outbreak you 
have caused and are trying to eradicate you, so you decide to fight back. Transform the humans 
and as you consume their brains and learn to combat them. Use weapons and gather other 
zombies with your monstrous howl for the uprising. However, as you consume human brains 
you gain sentience and realize the monster you have become. You no longer feel the 
compulsion to eat brains, and no longer wish to conquer. However, now both the zombies and 
the humans are against you. Fight to find your cure and undo the your damage.   
 
Characters: 
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You are the infected. You are alive, but also dead, and unable to identify who or what 
you are. You look around, and your vision is clouded. You feel only one thing, hunger. The 
hunger overwhelms you, and you are compelled to feast on the flesh of the living. You stumble 
around the world feeding upon the living without knowing why. You are a husk of your former 
self, but as you consume brains, you begin to recall small amounts of information. 
 
Level Design / Environment: 
 The environment in which this game will be played will be in that of a city, such as New 
York, but at a much smaller scale. The will be divided into 3 segments. The first part of the city, 
the players spawn, is a park. The park contains a fountain, several benches, and trees. Along 
the paths of the park will be food vendors. Aside from the decorations, the park is mostly an 
open area filled with civilians. (PCG?) 
 The second portion of the city is the city itself. As a cityscape, this portion will be filled 
with buildings and the paths they create. Civilians and Police will inhabit this area. This portion 
will (possibly) be procedurally generated. The generated content will be the city buildings and 
the streets and alleys between them. 
 The third section of the city is the military base. The base is heavily armored with guards 
at all entrances. The guards belong to the military, who are armed and armored. There will be a 
medical wing in the base where military doctors are studying the zombies. On this base there 
will be barracks, hangers, motor pools, and the infirmary.  (when the player finds the medical 
wing of the military base, we should do some sort of display showing the player getting 
captured). 
Gameplay   
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The player will move about the city, leveling up abilities and gaining intelligence. As the 
player consumes humans, they become more human. By this, we mean that the player will 
become more environmentally aware. In the environment, there are objects that the player can 
recognize as weaponry. As the player gains levels, they gain the ability to recognize objects in 
the environment as weaponry. 
 The player will have a pool of experience to draw from. Their abilities will level up based 
on which abilities they use. For example, when the player uses their slashing attack to defeat an 
enemy, experience will be put into their slash attack. When an ability accrues enough 
experience, it will gain a level. 
 
Art 
The vision for the artistic feel for this game is somewhat satirical. The city in which the player 
will roam will have very simple textures, while the people in the city will be higher quality.  Artists 
should still aim to keep character models to as low of a poly-count as possible.  For one, there 
will likely be a fair number of models to be processed at a time and for two, zombie eyesight is 
still poor. 
 
● Character Models: 
○ Need: 
■Player Zombie 
■Zombie 
■Human 
○ Want: 
■Nightwatch Guard (Armed Civilian) 
■Police “Peacekeepers” 
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■Soldiers 
■Reanimated versions of the above 
■Male and Female versions for all models 
● Animations 
○ Need: 
■Running 
■Claw Attack 
■Use Ranged (throwing or shooting, likely both but let’s focus on shooting for 
now) 
■Bite 
■Consume Corpse 
■Death 
■Reanimation 
○ Want: 
■Exert Mind Control 
■Take Damage / Get Hit 
■Strafing 
■Walking 
■Swing Weapon 
■Pick-up Weapon/Item 
■Alternate Melee Attack (e.g. different claw swipe) 
■Jump 
● Level Assets 
○ Need: 
■4-way street intersection tile 
■Straight street tile 
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■Left/Right street turns tiles (for edges of map for example) 
■Debris (e.g. Wrecked Car) 
■A few different building models (different sized cubes are likely fine) 
■Fountain for the park 
■Benches 
○ Want: 
■Food Vendor Stands 
■Traffic Control Systems (stop signs and street lights) 
■Lamp Posts 
■Additional level “tiles” 
■Various City doodads 
■Layout for military base (optional, may be handled by E.Wolfe) 
 
● Textures 
○ Need 
■Brick Wall 
■Grey stone (cross between granite and concrete) 
 
 
Note: This list is not necessarily exhaustive, nor is what lays here finalized.  Further discussion 
will likely see things changed and rearranged or added and removed. 
Character Stats and Skills: 
Strength: Attack Power 
Constitution: Health, Damage Resistance 
Intelligence: Player Level, access to abilities 
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Dexterity: Accuracy with ranged weapons, Melee swing timer? 
 
Melee Attack:  Basic swing with a zombified limb 
Bite Attack:  Usable on weakened or incapacitated enemies, if successful, will kill the enemy  
  and zombify him/her. 
Consume:  Eats a corpse, this action will regenerate the health of the player, while also  
  yielding experience from consuming the brain.  An enemy which has been bitten  
  is not eligible to be consumed. 
Hoard Control: This ability lets the player exert his control over nearby zombies.  He can direct   
who they attack and perhaps some other actions as well. 
 
Different classes of NPCs 
 There will be a variety of different enemies in the game, ranging from a weak and 
unarmed civilian, to the armored and skilled soldier of the united states military. A brief 
description of these enemies appears in the following table: 
 
Enemy Class Description Difficulty and Rarity 
Civilian An unarmored and unarmed human.  Will 
flee from the undead unless forced to fight. 
 
This behavior can be as simple as running 
towards stronger allies (like the nightwatch 
guard or soldiers) and alerting them.  If an 
Easy to kill, most 
common 
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undead gets too close (simple distance 
check) then a civilian will turn and fight. 
Nightwatch 
Guard 
Civilians which have volunteered to 
protect their friends and family.  Are armed 
in some way and will engage undead on 
sight.   
Easy to kill, but more 
deadly then civilians, 
fairly common and 
usually in numbers 
Police 
“Peacekeepers” 
Armed and armored, the Police 
“Peacekeepers” will function as leaders 
amongst groups of enemies.  You might 
often see a single policeman leading a 
group of nightwatch guardsmen as an 
encounter. 
Moderate difficulty, but 
can be disposed of 
easily if fought on their 
own.  Still common to 
see but rarely in 
numbers at a time 
Military Soldiers The most difficult of foes.  The player will 
likely require multiple allies in order to 
handle squads of soldiers.  These enemies 
are the most skilled and have the best 
offense and defense capacities of all the 
humans. 
Hard.  Almost never 
alone, these highly 
trained soldiers travel in 
squads. 
 
 
 
It should be noted that each of these different enemy classes will have stat lines and skill sets 
like the player does.  These stats/skills are how we will be able to adjust the difficulty and 
balance of the enemies and their encounters. 
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Objectives 
 Character experience is earned by consuming the corpses of the dead, netting the 
player valuable brain matter.  This is explained as the zombie metabolizing the brain matter and 
using it to repair its own brain, allowing him to reconstruct the synapse networks he used to 
have.  Improved synapse networks (translating in game terms to character level and skill 
allocation) allow the player to do more things, or the same things better then he could before.  
This is the only way to earn experience and level up, which is required in order to beat the 
game. 
 
 Consuming corpses is also the only way the player can recover lost hit points. Just as he 
metabolizes the brain to repair his higher brain functions, so too does he metabolize the rest of 
the human body to repair (or simply maintain) his ailing and damaged body.  This poses an 
interesting decision to the player as defeating an opponent with a Bite Attack will infect that 
corpse, preventing the player from consuming it, but granting him a valuable ally for the 
remainder of the game (or until that zombie is defeated, but infected meat can not be 
consumed, so zombie-cannibalism is not allowed).  The player must decide whether he wants 
more experience and health or additional allies during each encounter.   
Procedural Content Generation 
 This will be an integral part of our game.  Almost everything the player sees during the 
core part of our game will be generated content.  The layout of the level, the location and 
difficulty of the encounters, and the arrangement of doodads and obstacles will be created 
procedurally.  This, along with the AI, will be the hardest thing we have to do, but getting it done, 
and done right, will make for an amazing game with tons of replay value.   
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 Our PCG system will exist in three parts, which are performed in sequence at the start of 
the game. This section will go into more detail about how the three systems work, and will likely 
be added to and modified as time progresses.  The three stages of our content generation will 
be: Level Creation, Environment Details (adding things like crashed cars or debris to the world) 
and Encounter Generation. 
Level Creation 
 The city world will be divided into X by X “tiles” (these are the tiles referred to in the art 
section).  Starting with a blank slate, the LC algorithm will create a cityscape from these tiles 
while also ensuring that at least one path exists from the player spawn to the end of the level 
(currently, the entrance to the military base).  This algorithm will be literally piecing the world 
together, so it is important that the tile models can be placed within the world in unity, likely they 
will have to be made as prefabs and generated on the fly in code to be placed in their proper 
locations. 
Environment Details 
 This will populate the world with various apocalyptic doodads to make it feel more 
complete.  Since the player is the, or one of the, first to be infected, it should also take care to 
not place many, if any at all, near the starting location of the player.  Further investigation into 
this may reveal it to be best to place unwrecked versions of these doodads (i.e. a parked car 
instead of an exploded one) to help simulate that the player is amongst the first in the 
Apocalypse and to also create a better feel of a populated city. 
 
 It should be noted that this, while it will be run as the second stage in the PCG algorithm, 
should be implemented last as it has little to do with actual gameplay and is simply mostly 
aesthetic. 
49 
 
Implementing this will require “doodad zones” to be created and stored with each tile so that the 
algorithm knows where “safe” locations are to place objects in the world without them 
overlapping with other, already existing, objects. 
Encounter Generation 
 This algorithm will be run after the other two, as it handles the literal placing of enemies 
within the world.  This algorithm will determine the strength of an encounter (i.e. the number and 
composition of enemies) as well as their location within the world.  We will likely have to 
implement some kind of spawn point system for each of the tiles so that these enemies are not 
placed in erroneous locations. After the primary encounters are placed, this algorithm should 
also scatter a number of civilians throughout the city for good measure (and to give the player 
easy prey and allies). 
 
Here is a brief description of how the algorithm will play out, assume that the example uses 
these values: 
 
TEXP = 5000; 
EEXP = 300; 
GEXP = 50; 
PEXP = 75; 
1. Start with a total experience value.  This will be the total amount of experience points all of 
the enemies are worth in the level, let's say this value is TEXP. Let us also state that each 
individual enemy (in our case, each enemy "class") is worth a given amount of experience 
based on how difficult he is.  For this example, a Nightwatch Guardsmen will be worth GEXP 
and a Police "Peacekeeper" will be worth PEXP. 
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2. Pick a location (spawn point) where this encounter will take place. 
 
3. Pick a (random) experience point value for this encounter (we will call it EEXP, encounter 
experience).  EEXP serves as a good heuristic for how difficult a given encounter is.  Now that 
you have an EEXP, randomly select enemies to add to the encounter until the sum of their 
experience values totals EEXP.  In our example, an encounter could be 4 Police Peacekeepers 
(75 x 4 = 300) or 2 Police Peacekeepers and 3 Nightwatch Guardsman (75 x 2 + 50 x 3 = 300) 
or it could be 6 Nightwatch Guardsmen (50 x 6 = 300). Now place this encounter within the 
world (spawn the enemies). 
 
4. Subtract EEXP from TEXP. 
 
5. Repeat 2-4 until TEXP = 0. 
 
6. Since we can have more spawn points than encounters (most likely) you now populate the 
remaining spawn points with a number of civilians.  This creates the feel of a populated city 
while assuring that there are enough trivial enemies for the player to grind on to obtain allies, 
recover health, and get the first few levels of his abilities. 
 
This gives us a powerful system which can be used to create very different encounters of 
varying difficulty which gives even the same exact level a different feel and challenge every time 
it is played.  When combined with the skill system we will be using, we also have an extremely 
flexible and fluid system for balancing enemies and encounters making adjustments to the 
difficulty of play much deeper then simply adding or removing enemies. 
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Technical documents 
(Feel free to move this into a separate doc) 
 
Steering 
Movement of all game object is controlled by steering.  Steering is the process of applying 
forces to a body instead of moving it directly to give it realistic movement.  In our game, steering 
is controlled by two separate classes: Steering and SteeringController.  Steering is a static class 
that contains all of the individual steering methods and SteeringController is what actually 
makes a game object move. 
Steering is a class that is made up of static methods.  Unlike other methods, static methods do 
not be attached to a specific instance of a class.  In other words, any class can call the steering 
functions at any time.  The methods (Stop, Move, Seek, Arrive, Flee, Pursue, and Evade) each 
take in a game object and return a 3-dimensional vector.  Whenever one wants to call one of the 
methods, he or she must pass in the game object that they wish to move.  Below is a 
description of each of the steering methods: 
● Stop - using the deceleration defined in SteeringController, slow the object to a stop. 
● Move - move the object in the direction that it’s facing. 
● Seek - move the object towards a specific point in space.  If the object overshoots, it will 
double back and try to correct itself. 
● Arrive - move the object towards a specific point in space.  Instead of overshooting, it will 
gradually slow to a stop. 
● Flee - move the object in the opposite direction from a point in space.  This method uses 
the negative of the vector returned by Seek. 
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● Pursue - move the object towards another moving object.  Using the target object’s 
current position and velocity, the object will attempt to move where the target object is 
going to be. 
● Evade - once the chaser gets within a set range, move the object away from the other 
moving object.  Using the chaser object’s current position and velocity, the object will 
attempt to move as far away from the chaser as possible. 
 
The Steering class does not actually handle to movement; this is handled within 
SteeringController.  An instance of SteeringController and the built-in Unity class, 
CharacterController must be attached to any object which is to be moved using steering 
behaviors.  Every fixed amount of time, SteeringController will add all of the forces acting on an 
object, including gravity, and apply them to the CharacterController. 
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Appendix B: Testing Forms 
Playtest Form 
  
1.       How long did it take you to play? 
  
  
2.       Did the gameplay feel intuitive/natural? Why? 
  
  
3.       Does the player move/attack at an appropriate speed? 
  
  
4.       How difficult is each enemy to deal with? (1 = Extremely Easy, 5 = Extremely Hard) 
 Civilian (Business man): 1 2 3 4 5 
Looter (hoodie with a bat): 1  2  3  4 5 
Police:    1 2  3 4  5 
Soldier:   1 2  3 4 5 
  
5.       Were you able to navigate the level without too much difficulty? 
  
  
6.       Do you feel that the damage you deal is balanced with the damage that enemies deal? 
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7.       Do you feel that you heal an appropriate amount when you bite/consume an enemy? 
 
Bug Report Form 
1.       Did you experience any crashes or freezes? 
  
a.       What were you doing when the game crashed or froze? 
  
b.      Can you reproduce the crash/freeze? 
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Appendix C: Meeting Notes 
 
2/15/12: 
Playtester 1: 
-likes the art style 
-civilians are frustrating to catch 
-crashed when player created 4 zombies 
-healing is balanced 
-police wouldn't be a problem if the zombie allies were to attack 
-NEW FEATURE IDEA: stun the enemy with a slash, thus making it easier to bite 
 
Playtester 2: 
-camera is wonky/jerky 
-building is floating on one of the tiles 
-player is hovering a bit off of the ground 
-should make the hitbox bigger 
 
Playtester 3: 
-camera is way too responsive 
-healing should be based on the difficulty of the enemy 
 
2/9/12: 
-enemies do not stop moving when being bitten 
-*replace loop for making zombies with a timer* 
-first zombie navigates through the maze perfectly, others created after the first do not (Ian) 
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-*player does not die -> game over screen does not work* 
-*fix animations and zombie speed* 
-fix start tile 
-don't spawn zombies until the animation finishes 
-make tutorial comics 
-picture of slashing an enemy with instructions 
-picture of biting with instructions 
 
CRASH: 
-crashed when attempting to bite the same zombie multiple times (with two or more zombies 
already created) 
 
WEBSITE: 
-screenshots 
-description 
-working build 
-credits 
 
2/8/12: 
Notes from tonights playtesting (these are from my notebook): 
-Playtester 1 
-liked the art style 
-frustrated by inability to catch enemies 
-tried to attack too early 
-thought they had to kill everything before leaving the park 
-tried to attack people on the ground 
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-tried eating dead people 
-comments: 
-good gameplay, intuitive and natural 
-navigated maze easily 
 
Errors I noticed: 
-one of the corner tiles has a double sidewalk 
-hospital transition didnt work 
-game over screen did not work 
 
Things that need to be done: 
-Zombies need to navigate through the maze 
-make police men and soldiers work 
-fix zombie animations (in progress) 
-fix zombie animation blending 
-fix zombie movement speed 
-fill more gaps in tiles 
-remove the park, have player start in the city 
-put edge detection shading in 
 
2/2/12: 
-make videos of things working for next meeting and put them on the blog 
-NICK, fix the credits screen 
-give credit to Dean and Beth 
-spell Franks name correctly 
-fix zombie being able to turn while attacking 
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-work on animation blending 
-fix 'if' statements in the player controller 
-fix back image of health bar 
-NICK, make a backpedal animation for the zombie 
-NICK, fix the civilians eyeballs popping out of his head during the idle animation, and get the 
zombie animations fixed 
-make mouse look less twitchy 
-decrease looter damage 
-spawn less enemies 
-IF THERE IS TIME, add in an invulnerability cheat code and a speed cheat code 
-find a fix for people thinking they can use the doors 
-accelerate animations 
 
1/26/12: 
-fix spawn points on the tiles 
 -crashes when loading 
-we need videos of things we need to demo each week 
-*civilians eyes to not animate with the moving head* NEED TO FIX 
-*NEED ZOMBIE ALLY ANIMATIONS ASAP* 
-plan polish and paper writing sessions 
-need to pad the panic distance and make the civilian run away properly 
-*get rid of pause label and options button from the pause menu* 
-sidewalk corner and sidewalk inside corner need mesh colliders 
-*zombie needs backpedal ASAP* 
-list of specific sounds 
 -melee hit and swing 
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 -biting and being bitten (wilhelm scream) 
 -footsteps and zombie limp 
 -gunshots 
-fences need to be put in the tiles, fix some of the buildings being off the ground 
-share the paper doc with dean, pick a section and start writing 
 
1/25/12: 
-enemies did not spawn in the world 
-tiles not rotated properly (FIXED) 
 
Playtester 1: 
-did not know what to do initially 
-civilian doesnt play death animation when hit with melee 
-was easy to pick up 
-intuitive, felt like a zombie 
-"kinda slow moving" 
-looter was difficult to deal with 
-speed up the bite animation 
 
-get rid of options in the pause menu 
 
1/23/12: 
-Going to work on getting the meeting notes in one doc 
-Playtesting tonight at 5:30, CODE LOCKDOWN AT 3 PM 
 
1/19/12: 
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-We need to consider showing out game at Made in MA 
-Ian have volunteered to make a trailer 
-For playtesting, I propose doing it at 6 or 7 in the labs, and have all code be submitted at 3, and 
no changes made after 
 
1/16/12: 
-Group Workings Meetings will be held from 6-7 PM on Tuesdays, in the Lab. 
-Zombified humans, when spawned, will slowly make their way toward the end of the city, and 
will attack things on the way. 
-Our end game will be a fight with soldiers on top of the hospital, on a helipad. 
-Static beginning and end tiles are under construction 
-We will be changing the camera to use mouse look 
-We now have a sound deadline. All sounds will be done by Feb 7. 
 
12/8/11: 
Bugs: 
-SouthEastTile A* nodes are not elevated 
-SouthEndTile needs to be rotated 180 degrees 
-FutApart3 above the ground on every tile 
-Buildings above the ground on most tiles 
 
 
Need to be done: 
-Unique starting and ending city tiles 
-enemy spawn points 
-Build the Military Base 
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-End Game (Helipad) 
-REALLY REALLY REALLY NEED HURTING THINGS 
 
 
Things to Fix: 
-make it so you only have to click once for an animation 
-do not allow the player to fall off the world 
-Camera control 
-animations 
-Damage and Death 
-Fix Empty Health Bar 
-Building scales DO EEET 
 
Music: 
-More upbeat and happy 
-ambient sound 
-scary, but happy 
-Plants vs. Zombies 
 
 
12/1/11: 
-Modularize work 
 -we can see progress as it goes on 
-about 6 hours away from Alpha, MUST BE DONE, NO EXCUSES 
 -4 tiles 
 -Looter AI done 
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-Cuts 
 -Enemy Squad Behavior 
 -Transition Tiles 
 -Mixing Districts 
  
-Backburner (on the cutting block) 
 -Ally Squad Behavior and Commands 
 
 
-With ally cuts 
 -put in health regen 
 
-website has been purchased, notdeadenough.org 
 -work out the content for the site 
 
 
11/17/11 
-We need to give our sound people ideas/reference to work with 
 -Plants vs. Zombies 
 -Any game made by Rare on N64 
-For Unity help, check out the Boston Unity Group 
-Alpha stuff 
 -Have enemies working 
 -Have the city path with buildings, doodads not needed 
 -ALL PLAYER MECHANICS WORKING 
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    -attacking, biting 
-Clarify Squad Commands 
 -Flesh this out 
    -attack nearest 
    -convert nearest 
    -defend 
 
-Define a tile size and start making the game tiles 
-CUT ranged allies (police and military zombies) 
-If AI is not done soon, squad behavior will be cut 
-A website is needed for beta release 
 
Tasks: 
Ethan- HUD, and I WILL need help with the player because attacking only one target is going to 
be difficult 
Ian- AI 
Frank- AI 
Calvin- Buildings, Buildings, Buildings 
Nick- Get all the NPCs animated, start zombifying the NPCs 
 
11/10/11 
-Change 'Controls' menu to an 'Options' menu 
-We need to consider putting a slider for the volume in the options menu 
-Possibly implement saving (for the future) 
-Dean has a couple questions/requests for Frank: 
 1. Can you demonstrate how the difficulty ramps? 
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        -do so by showing fewer enemy spawns in the beginning, and much more later in the 
level 
 2. Can you use 4 placeholder models to represent the 4 classes of enemies to show that 
the more difficult  enemies spawn at the end? 
 
Tasks for this week: 
Nick- Get the rigs done and ready to be put in game and work with me (Ethan) to get all the GUI 
menus complete 
Calvin- Crank out finished buildings 
Ian- Start placing the menu screens in game and get the key binding system started 
Frank- See the above requests, and pick an NPC to work on and start the AI for it. Also, get that 
job! 
Ethan- Work on AI 
 
 
11/3/11 
Presentation stuff: 
 -we need to specify wherever we did not create art 
 -state the engine we are using 
 -say why our game is cool 
        -fun looking vs. dark and gritty 
 -be very careful about all the tech problems, make sure they work several times before 
we present 
 -use gameplay videos for all aspects we describe, and use a gameplay video instead of 
live play 
 -Put the commands we can give the minions on a slide 
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 -add a production slide 
 
Other: 
-Get a real website up and running 
 
 
10/27/11 
Presentation stuff: 
 -we need to specify wherever we did not create art 
 -state the engine we are using 
 -say why our game is cool 
        -fun looking vs. dark and gritty 
 -be very careful about all the tech problems, make sure they work several times before 
we present 
 -use gameplay videos for all aspects we describe, and use a gameplay video instead of 
live play 
 -Put the commands we can give the minions on a slide 
 -add a production slide 
 
Other: 
-Get a real website up and running 
 
 
10/10/11 
Notes: 
 -over break 
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    -make a concrete story 
    -get concrete skills defined 
    -fix all documentation 
 -refactor pathfinding 
 -continue with PCG (needs to be scaled) 
 -Buildings need to be finished 
 -Doodad generation 
 -AI states fleshed out further to a concrete state 
 
 
9/29/11 
-Next week we will be presenting to Dean as if we were presenting at project presentation day 
 -we will be presenting the current state of the project 
 -I will put together the slides, but I need everyone to give me the content 
    -videos, screenshots 
 -most of the content will be pictures and videos, very few words 
 -we need to pick a color scheme 
 -we will being rehearsal on Monday 
 
-I will be fixing the art asset sheet 
-I will be fixing the state diagrams 
-We need to discuss the number of allies and how we will handle allies dying, and zombies 
roaming 
-Nick, fix the model or give Ethan L the model to fix. Continue tweaking the animations 
-Ethan L, give nick the models to animate as you finish painting/texturing them 
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The art asset sheet will be updated and the schedule will be updated by the end of the night. 
Everyone knows what they have to do, so let's get to it. 
 
 
7/15/11 
-A more in-depth schedule is in the works (updates will come after weekly meetings, but the big 
milestones are in  there)\ 
 
-Oraginization/Documents 
 -We need a document for every system we have 
    -Leveling/Skill System (Frank) 
    -Pathfinding (Ian) 
    -PCG (Frank) 
    -State Machine/ NPCs (Ethan / All) 
 -Art Spreadsheet 
    -We need to list all the assets we need, and who will be working on them 
    -We will have ateam discussion for this 
 
-Work to Do: 
 -Ethan L: Models of the 4 Classes of Human NPCs, all at least 50% done 
 -Nick: Zombie Model done, proof of animation started 
 -Calvin: 10 Buildings from the Future Era 
 -Frank: Maze Generation working 
 -Ian: A* implementation 
 -Ethan W: State Machine work with dummy classes 
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-START POSTING EVERYTHING YOU DO ON OUR BLOG! 
 -our web page: http://notdeadenoughmqp.wordpress.com/ 
 -username: notdeadenoughmqp 
 password: ndemqp 
 -If you have a screenshot to post, post it 
 -If you know wordpress, and would like to make it pretty (in your spare time), go to town. 
 
Frank, make sure to share out work log document with Dean. 
Everyone make the docs that are assigned to them. I will continue work on the vision doc. 
 
 
7/12/12 
Art: 
 -cartoony, deathspank psychonauts-esque, toon shading, edge-detection shading 
 -1 building from each era 
 -Have concepts that you will feel comfortable modeling by Thurs. 
 
Tech: 
 -have PCG algorithm partly implemented by Thurs. 
 -10 street variation tiles, 4 dead end tiles 
 
 -Ian: character and camera controller work 
 -Frank: PCG 
 -Ethan W.- enemy state machine 
 
Now everyone can contact one another. I'll be texting people so they have my number. 
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7/8/11 
Met with Dean 
-Give Dean 'Edit' privileges on all Docs 
 
-think about putting in a visual filter for the zombies vision 
 
 *   look into shaders 
 
-describe leveling system in great detail 
 
 *   Systems doc 
 *   Attributes doc 
 *   Attributes for NPC's - spreadsheet for each character 
 *   use XML or something for attributes, something not hard coded 
 
-Timeline with milestones will be in google doc form and will be sent around. 
-start our PCG with a 10x10 grid 
-we need to solidify the look and feel of the game (get pictures into our vision doc) 
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Appendix D: Timeline 
7-15: 
 -One building from each of 4 eras, fully textured and shaded 
 -Concept art that is ready to be modeled 
 -Character controller 
 -PCG algorithm ready to be coded 
 
7-22: 
 -10 Buildings from Future Era 
 -Zombie modeled, animation started 
 -4 human classes modeled, at least 50% done with each 
 -PCG Path put in place with directional Tiles 
 -A* implemented 
 -State Machine with Dummy Classes 
 
7-29: 
 -8 Completed Future Buildings 
 -6 Complete Buildings from next era 
 -PCG algorithm finished 
 -A* algorithm completed 
 -2 Humans 100% done, ready for animation 
 -Zombie animations 100% done 
 
8-6: 
 -6 Buildings from next era completed (100% and will not be altered) 
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 -PCG path algorithm finished and functioning 
 -A* complete 
 -All human males models fully painted and textured (ready to be animated) 
 -Zombie animations tweaked (ready to be handed off to finish the modelling) 
 -Be prepared for a 15 minute presentation 
 
8-13: 
 -6 Buildings from next era completed (100% and will not be altered) 
 -Zombie painted and has animations tweaked (ready to be put in game) 
 -Humans animated and ready to be put in game 
 -AI states programmed 
 -A few city doodads ready 
 
 
End Of A Term: 
 -PCG Done, Steering Implemented 
 -30 Buildings, fully textured, completed 
 -Zombie fully modeled, textured, and animated 
 -Zombie enemies done 
 -All Enemies done 
 -Assorted City Doodads Completed(streetlights, trash cans, etc.) 
 
Beginning Of B-Term: 
Week 1 (10/27): 
 -Presentation 
 -Big Discussion 
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11/3: 
 -Sample UI Elements made 
-Enemy Attack State working 
-Animated Models in Unity packages and put in game 
-Additional Buildings and Doodads ready to go 
 
11/10: 
 -Fix framerate issues 
 -UI Elements picked and ready 
 -Enemy states in place 
 
11/17: 
 -Begin to put UI in place 
 -Enemy State machine running and implemented 
 -Buildings ready to be put in. 
  
   
11/24: Week 5: 
 -Alpha Release 
  -Enemies working properly 
  -Menus working 
  -City Generated 
  -End game partially put in 
11/31: 
 -Tiles done 
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 -Looter Enemy AI done 
 -Player Attacking Done 
 -Close to full Playability 
 
12/8: 
 -City Generated 
 -Park Done 
 -Player can attack 
 -Looter can attack player 
End Of B-Term: 
 -Beta Release 
  -Full PCG 
 
Beginning Of C-Term: 
1/19: 
 -Enemies spawning in world 
 -Ally AI started 
 -Beginning and Ending tiles ready 
 -Mouse look enabled 
 -Zombies painted 
 
1/26: 
 -Playtesting Round 1 
 -Enemies Spawning in world 
 -Allys moving in city 
 -Zombie Ally models in game 
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 -Player biting 
 
2/2: 
 -Playtesting Round 2 
 -Beginning and End tiles in (Player spawns at beginning) 
 -Zombies Ally models in 
 -Zombies move towards end of the maze 
 -Options menu removed from pause menu 
 -Fix camera issues 
 
2/9: 
 -Playtesting Round 3 
 -Zombies move through the maze 
 -City tiles complete 
 -Police and soldiers done 
 -fix animation issues 
 
2/16: 
 -Fix animation issues 
 -police and soldiers done and in 
 
2/23: 
 -Fix the major crash with A* 
 -make menus work properly 
 -paper 
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3/1: 
 -finish paper 
 -Fix mouse glitch 
 -put in new sounds 
 
3/2: 
 
End Of C-Term: 
 -Completed game and paper 
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Appendix E: Art Asset List 
Artist Assets 
Ethan Lawrence Zombie Model 
Civilian Model 
Looter Model 
Police Model 
Soldier Model 
Nick Konstantino Zombie Animation 
Civilian Animation 
Looter Animation 
Police Animation 
Soldier Animation 
GUI 
Calvin Yoon 8-10 Future Building Models 
6 Classical Building Models 
6 Victorian Building Models 
8-10 Modern Building Models 
Hospital Model 
Skybox 
Beth Hankel Start Building Model 
Fence Model 
Appendix F: Blog 
The blog is available at http://notdeadenoughmqp.wordpress.com/ 
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