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ABSTRAKT
Tato diplomova´ pra´ce se zaby´va´ ra´mci pro modula´rn´ı informacˇn´ı syste´my. Na za´kladeˇ
zkouma´n´ı teˇchto ra´nc˚u je v pra´ci provedena experimenta´ln´ı implemntace modulu pro
dynamicke´ nacˇ´ıta´n´ı osatn´ıch modul˚u za beˇhu. V prvn´ıch kapitola´ch je uveden popis rˇesˇene´
problematiky modula´rn´ıch syste´mu˚ a da´le popis pouzˇite´ho programovac´ıho jazyka Java.
Dalˇs´ı kapitola popisuje specifikaci pro modula´rn´ı syste´m OSGi. Dalˇs´ı kapitola popisuje
framework Eclipse RCP. Eclipse RCP slouzˇ´ı k vytva´ˇren´ı grafiky bohaty´ch aplikac´ı. V
za´veˇru pra´ce je vytvoˇren experimenta´ln´ı modul LoadBundle. Posledn´ı kapitola popisuje
vtorbu programu ModulLoader. Tento program pouzˇ´ıva´ Eclipse RCP pro poskytnut´ı GUI
k ovla´da´n´ı nacˇ´ıta´n´ı modul˚u
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ABSTRACT
This thesis deals with frameworks for modular information systems. The experimental
implementation module for dynamic loading of others running modules is realized in
thesis on the basis of research. In first chapters there are the description of solved
problems of modular systems and the description of used programming language Java.
Other chapter describes the specifications for modular system OSHi. Other chapter
describes framework Esclipse RCP. Eclipse RCP is used for the formation of graphics
of riched aplication. The experimental module is creative at the end of the thesis. The
program uses Eclipse RCP for grant of GUI for control of loading of modules.
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U´VOD
Pra´ce se zameˇrˇuje na ra´mce pro modula´rn´ı na´vrh informacˇn´ıch syste´mu˚ v ja-
zyce Java, a to za u´cˇelem vytvorˇen´ı takove´ho informacˇn´ıho syste´mu, u ktere´ho
bude mozˇnost za beˇhu syste´mu a bez jeho restartu prˇida´vat a odeb´ırat moduly.
Cozˇ by meˇlo umozˇnit rozsˇiˇrova´n´ı informacˇn´ıho syste´mu za beˇhu podle aktua´ln´ıch
pozˇadavk˚u. Informacˇn´ı syste´m by meˇl za beˇhu kontrolovat, zda se nevyskytla nova´
komponenta a prˇ´ıpadneˇ ji nacˇ´ıst a spustit. Prˇi rˇesˇen´ı te´to problematiky je kladen
d˚uraz na mozˇnost vkla´da´n´ı komponent, obsahuj´ıc´ı i prˇelozˇeny´ JAVA ko´d, jezˇ by
meˇlo by´t mozˇno spousˇteˇt za beˇhu.
V pra´ci je problematika popsa´na z hlediska realizace jednoduche´ uka´zky onoho
informacˇn´ıho syste´mu s mozˇnost´ı automaticke´ho nacˇ´ıta´n´ı komponent. Pro nacˇ´ıta´n´ı
komponent byla zkouma´na mozˇnost vyhodnocova´n´ı prˇes kontrolu urcˇene´ho adresa´rˇe,
do ktere´ho by meˇly by´t nove´ komponenty umist’ova´ny.
Druha´ cˇa´st diplomove´ pra´ce se zaby´va´ platformou Eclipse RCP k vytvorˇen´ı gra-
ficke´ho uzˇivatelske´ho rozhrann´ı. Posledn´ı kapitola popisuje tvorbu aplikace Modul
Loader, ktera´ poskytuje GUI pro dohled a ovla´da´n´ı dynamicke´ho nacˇ´ıta´n´ı modul˚u.
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1 MODULA´RNI´ SYSTE´MY
V te´to pra´ci se veˇnuji problematice prova´deˇn´ı zmeˇn v aplikac´ıch za beˇhu. Proble´m,
ktery´ je v pra´ci rˇesˇen, je ten, zˇe ma´me aplikaci, ktera´ beˇzˇ´ı neˇkde na serveru a jej´ı
beˇh je dlouhodobe´ho charakteru, naprˇ´ıklad 14 dn´ı. Tato aplikace prˇi sve´m beˇhu tvorˇ´ı
jako vy´sledky sve´ pra´ce neˇjake´ datove´ struktury, naprˇ´ıklad za pouzˇit´ı algoritmu˚ ge-
neticke´ho programova´n´ı. Tyto datove´ struktury a v nich ulozˇena´ data se snazˇ´ı ite-
rativneˇ opakovany´m procha´zen´ım zprˇesnit. Takto vznikle´ datove´ struktury mu˚zˇeme
za beˇhu programu procha´zet a sledovat jejich vy´voj v cˇase. V prˇ´ıpadeˇ, zˇe v takto
z´ıskany´ch vy´sledc´ıch dojdeme k za´veˇru zˇe algoritmus zpracova´vaj´ıc´ı datove´ struk-
tury nekonverguje ke ky´zˇene´mu vy´sledku v˚ubec a nebo dost rychle, prˇ´ıkladem takove´
situace mu˚zˇe by´t, zˇe algoritmus objev´ı loka´ln´ı extre´m funkce a bude ho povazˇovat za
globa´ln´ı extre´m. V teˇchto situac´ıch by se hodilo mı´t k dispozici prostrˇedky pro zmeˇnu
algoritmu zpracova´va´n´ı datovy´ch struktur bez toho, abychom prˇiˇsly o stavove´ infor-
mace nashroma´zˇdeˇne´ za dobu beˇhu aplikace, protozˇe ne vsˇechny data mus´ı by´t u´plneˇ
bezcenna´. V te´to situaci ma´me dveˇ mozˇnosti rˇesˇen´ı dane´ho proble´mu. Prvn´ı z nich
je, zˇe provedeme ulozˇen´ı vsˇech stavovy´ch informac´ı do souboru na pevny´ disk ,cˇi do
databa´ze pro opeˇtovne´ nacˇten´ı teˇchto dat po restartu aplikace spojenou se zmeˇnou
algoritmu zpracova´n´ı dat. Tento zp˚usob zmeˇny algoritmu zpracova´n´ı dat vyzˇaduje
implementaci metod pro serializaci vsˇech objekt˚u, ktere´ bude nutne´ ulozˇit na HDD
cˇi metody pro za´pis teˇchto objekt˚u do databa´ze. Druhou mozˇnost´ı je rozdeˇlit celou
aplikaci na mensˇ´ı logicke´ cˇa´sti ko´du neboli na tzv. moduly a pouzˇ´ıt prostrˇed´ı, ktere´
umozˇn´ı prˇida´va´n´ı, odeb´ıra´n´ı a vy´meˇnu modul˚u za beˇhu. U takto postavene´ aplikace
mu˚zˇeme naprˇ´ıklad prˇida´vat alternativn´ı algoritmy s dosahuj´ıc´ı lepsˇ´ıch vy´sledk˚u pro
situaci, ktera´ prˇi rˇesˇen´ı proble´mu nastala a za´rovenˇ mu˚zˇeme za beˇhu odeb´ırat nevy-
hovuj´ıc´ı cˇi zastarale´ kusy aplikacˇn´ıho ko´du a to bez nutnosti zdlouhave´ho restartu
aplikace. Pra´ce se zameˇrˇuje na zkouma´n´ı mozˇnost´ı pra´veˇ onoho druhe´ho prˇ´ıpadu a
tedy vlastnostmi prostrˇed´ı pro beˇh aplikac´ı rozcˇleneˇny´ch na moduly, kdy je mozˇno
za beˇhu tyto moduly prˇida´vat a odeb´ırat.
Mezi ra´mce pro na´vrh modula´rn´ıch syste´mu˚ patrˇ´ı naprˇ´ıklad OSGi framework
nebo trˇeba Java Plugin Framework. Jednou z vy´hod OSGi frameworku je jeho pod-
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pora ve vy´vojove´m prostrˇed´ı Eclipse IDE. Je to d´ıky tomu, zˇe samy´ Eclipse je od
roku 2004 a od verze 3.0 na tomto frameworku postaven. Dı´ky tomu obsahuje i jeden
open source OSGi kontejner, ktery´ lze pouzˇ´ıt se spousˇteˇn´ı vyv´ıjeny´ch modulu.
Obra´zek 1.1: Modula´rn´ı syste´m
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2 JAVA
Podle [3] je Java objektoveˇ orientovany´ programovac´ı jazyk, ktery´ vyvinula
spolecˇnost Sun Microsystems. Jeto vy´voj zapocˇal jizˇ v roce 1991. Pu˚vodn´ı na´vrh
jazyka pocˇ´ıtal s jeho vyuzˇit´ım ve vestavny´ch syste´mech jako jsou naprˇ´ıklad beˇzˇna´
elektronika ,naprˇ´ıklad audio a video soupravy, televize a nebo trˇeba pracˇky a nebo
mikrovlnna´ trouba. U´cˇelem tohoto jazyka bylo p˚uvodneˇ doc´ılen´ı vzniku platformy,
ktera´ by byla snadno prˇenositelna´ a prˇitom relativneˇ jednoducha´ a to i mezi r˚uzny´mi
operacˇn´ımi syste´my a to tak, zˇe by kazˇdy´ program v tomto jazyce napsany´ byl spus-
titelny´ na jake´mkoli stroji, ktery´ obsahuje Java Virtual Machine ( da´le jen JVM).
JVM je interpret pseudojazyka zvane´ho byte-code, do ktere´ho se aplikace psane´ v
Javeˇ prˇekla´daj´ı a ktery´ je neza´visly´ na c´ılove´m zarˇ´ızen´ı. Takzˇe ko´d psany´ v Javeˇ
nejprve prˇelozˇ´ıme do byte-codu a takto ho mu˚zˇeme distribuovat a azˇ prˇi spousˇteˇn´ı
na konkre´tn´ıch zarˇ´ızen´ıch se provede prˇeklad do strojove´ho ko´du pro konkre´tn´ı HW.
K tomuto u´cˇelu mus´ı dane´ zarˇ´ızen´ı mı´t JVM, cozˇ je interpret napsany´ v jazyce C,
ktery´ je zkompilova´n specia´lneˇ pro kazˇde´ zarˇ´ızen´ı a ktery´ sjednocuje nab´ızene´ funkce
operacˇn´ıch syste´mu˚ pro platformu Java. Z toho plyne urcˇite´ omezen´ı v mozˇnostech
aplikace a to podle funkcionality, kterou konkre´tn´ı JVM nab´ız´ı, avsˇak t´ım z´ıska´va´me
onu prˇenositelnost. V pr˚ubeˇhu vy´voje zacˇala Java smeˇrˇovat k uzˇit´ı na desktopovy´ch
a serverovy´m aplikac´ım. Tyto aplikace pouzˇ´ıvaj´ı ke sve´mu beˇhu velke´ mnozˇstv´ı
podp˚urny´ch knihoven funkc´ı, jejichzˇ pocˇet se neusta´le rozsˇiˇruje. To zp˚usobilo, zˇe
Java zacˇ´ınala by´t velmi na´rocˇna´ na pouzˇit´ı v zarˇ´ızen´ıch, ktere´ disponuj´ı omezeny´mi
zdroji jako trˇeba vestavne´ syste´my a nebo mobiln´ı aplikace, proto se prˇistoupilo k
rozdeˇlen´ı vy´voje.
2.1 Platformy Java
Spolecˇnost Sun Microsystems ve spolupra´ci s nejveˇtsˇ´ımi vy´robci zarˇ´ızen´ı stanovila
standardy na minima´ln´ı pozˇadavky, ktere´ mus´ı zarˇ´ızen´ı zvla´dat pro pouzˇit´ı jed-
notlivy´ch stupnˇ˚u JVM. Pro vy´voj v jazyce Java tak mu˚zˇeme pouzˇ´ıt neˇkterou z
na´sleduj´ıc´ıch platforem zasˇtit’uj´ıc´ıch r˚uzne´ typy aplikac´ı
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2.1.1 Java ME
Jenda´ se o nejnizˇsˇ´ı kategorii z hlediska na´rok˚u na hardwre a na obsazˇene´ knihovny.
Tyto zarˇ´ızen´ı disponuj´ı znacˇneˇ omezeny´mi syste´movy´mi prostrˇedky. Jedna´ se
prˇeva´zˇneˇ o modiln´ı zarˇ´ızen´ı jako naprˇ´ıklad mobiln´ı telefony, SmartPhony a PDA.
2.1.2 Java SE
Slouzˇ´ı pro vy´voj aplikac´ı urcˇeny´ch pro stoln´ı pocˇ´ıtacˇe a tud´ızˇ pro zarˇ´ızen´ı s rela-
tivneˇ dosti syste´movy´mi prostrˇedky. Na te´to platformeˇ se pocˇ´ıta´ s prˇ´ımou prezentac´ı
informac´ı uzˇivateli ve vizua´lneˇ prˇ´ıveˇtive´ podobeˇ.
2.1.3 Java EE
Tato platforma je urcˇena pro vy´voj podnikovy´ch aplikac´ı. Pocˇ´ıta´ se s znacˇnou
rozsa´hlost´ı takove´ aplikace. Jedna´ se veˇtsˇinou o informacˇn´ı syste´my, ktere´ beˇzˇ´ı na
serverech a uzˇivateli prˇeda´vaj´ı informace prˇes tluste´ho klienta nebo prˇes webove´
rozhrann´ı.
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3 OSGI
3.1 OSGi Service Platform
Jak uva´d´ı zdroj [4], tak se o jedna´ o dynamicky´ syste´m modul˚u pro aplikace Java.
OSGi platforma specifikuje funkce, ktere´ vytva´rˇ´ı prostrˇed´ı umozˇnˇuj´ıc´ı integraci soft-
waru, cozˇ umozˇnˇuje tvorbu softwaru na principu, kdy aplikaci slozˇ´ıme z maly´ch
funkcˇn´ıch komponent. V tomto prostrˇed´ı mu˚zˇe beˇzˇet v´ıce aplikac´ı za´rovenˇ a je
umozˇneˇno komponenty, ze ktery´ch se tyto aplikace skla´daj´ı sd´ılet. Cozˇ podporuje
opakovane´ pouzˇit´ı komponent, d´ıky cˇemuzˇ se zlevnˇuje vy´voj softwaru. Dı´ky Javeˇ je
tento syste´m platformeˇ neza´visly´, cozˇ umozˇnˇuje jeho prˇenositelnost na r˚uzne´ plat-
formy, cˇ´ımzˇ se opeˇt snizˇuj´ı na´klady spojene´ s u´pravami aplikace pro prˇenos na jinou
platformu, nezˇ pro kterou byl napsa´n.
3.2 Du˚vody vzniku
Mezi hlavn´ı d˚uvody vzniku a za´rovenˇ i hnac´ı motory te´to technologie patrˇ´ı
prˇedevsˇ´ım stoupaj´ıc´ı slozˇitost dnes vytva´rˇene´ho softwaru. Za´rovenˇ rostou pozˇadavky
na zkra´cen´ı vy´robn´ıho cyklu a na vysˇsˇ´ı funkcˇnost softwaru. V posledn´ı dobeˇ se prˇi
vy´voji softwaru mus´ı znacˇna´ cˇa´st cˇasu vy´voja´rˇ˚u veˇnovat u´prava´m jizˇ existuj´ıc´ıch
funkc´ı, tak aby je bylo mozˇno pouzˇ´ıt v nove´m prostrˇed´ı. To je zaprˇ´ıcˇineˇno t´ım, zˇe
velke´ mnozˇstv´ı funkcionality je v posledn´ı dobeˇ dostupne´ jako knihovny funkc´ı, cˇehozˇ
se hojneˇ vyuzˇ´ıva´, avsˇak toto zjednodusˇen´ı tvorby softwaru nen´ı bez proble´mu˚. Prˇi
integraci mnoha funkc´ı do knihoven stoupa´ jejich slozˇitost. Tyto knihovny se tak
sta´vaj´ı v´ıce komplexneˇjˇs´ı, a cˇasto se sta´va´, zˇe takto komplexn´ı knihovna funkc´ı
pozˇaduje ke sve´mu beˇhu dalˇs´ı knihovny funkc´ı, i prˇesto, zˇe naprˇ´ıklad tyto knihovny
nejsou pro danou aplikaci v˚ubec zapotrˇeb´ı. Z tohoto nada´le vypl´ıvaj´ı dalˇs´ı obt´ızˇe,
jako je naprˇ´ıklad nesynchronizovany´ vy´voj aplikac´ı s vy´vojem jednotlivy´ch kniho-
ven funkc´ı. Toto na´m zvysˇuje na´roky na prova´deˇne´ testy funkcˇnosti softwaru. Z
vy´sˇe uvedeny´ch d˚uvod˚u je patrne´, zˇe dnesˇn´ı vy´voj softwaru je znacˇneˇ orientova´n
na integraci jizˇ existuj´ıc´ıho softwaru do novy´ch syste´mu˚ namı´sto psan´ı nove´ho soft-
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waru. Dı´ky tomu vznika´ popta´vka po na´stroj´ıch, ktere´ by standardizoval integraci
softwaru, tak aby opakovane´ pouzˇit´ı ko´du bylo spolehlive´ a robustn´ı.
3.3 Historie
OSGi neboli Open Services Gateway iniciativy dnes nazy´vana´ OSGi Alliance je
mezina´rodn´ı konsorcium stoj´ıc´ı za vznikem specifikace OSGi. Jak uva´d´ı zdroj [5] tak
pra´ce na specifikaci OSGi byly zaha´jeny v brˇeznu roku 1999. Hlavn´ım c´ılem tehdy
bylo vytvorˇen´ı otevrˇene´ specifikace, jezˇ by umozˇnˇovala rˇ´ızene´ poskytova´n´ı sluzˇeb, at’
jizˇ uvnitrˇ zarˇ´ızen´ı nebo na mı´stn´ı s´ıti. Za´kladn´ı vyz´ı bylo, zˇe pokud prˇida´me OSGi
(OSGi Service Platform) na s´ıt’ove´ zarˇ´ızen´ı, jako naprˇ´ıklad server, tak by jsme meˇli
by´t schopni spravovat zˇivotn´ı cyklus softwarovy´ch komponent, ktere´ se nacha´zen´ı
na tomto serveru. To vsˇechno by meˇlo by´t mozˇno i odkudkoliv ze s´ıteˇ.
Obra´zek 3.1: OSGi architektura
3.4 Architektura
Komponenty, ktere´ prˇina´sˇ´ı OSGi specifikace jako je OSGi kontejner a OSGI API
rozhrann´ı pro psan´ı modul˚u, jsou ve vy´sledny´ch syste´mech na dosti vysoke´ ve vrst-
vove´m modelu, pokud se na syste´m d´ıva´me z pohledu jeho beˇhu na dane´m s´ıt’ove´m
zarˇ´ızen´ı. Vezmeme-li hardware na, ktere´m syste´m beˇzˇ´ı jako nejnizˇsˇ´ı u´rovenˇ, potom
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nad n´ım jsou umı´steˇny ovladacˇe pro dane´ HW. Tyto ovladacˇe zprostrˇedkova´vaj´ı
komunikaci s operacˇn´ım syste´mem, nad ktery´m je teprve umı´steˇn Java Virtual Ma-
chine, ktery´ teprve slouzˇ´ı jako prˇ´ımy´ za´klad pro beˇh komponent OSGi. Komponen-
tou, ktera´ je prˇ´ımo vykona´va´na v JVM je OSGi kontejner, jezˇ poskytuje syste´move´
sluzˇby pro beˇh jednotlivy´ch OSGi modul˚u, cozˇ jsou teprve aplikace, jejichzˇ beˇh v
syste´mu pozˇadujeme.
3.5 Kontejner OSGI
OSGi specifikace definuje komponentu OSGi kontejneru, coby beˇhove´ prostrˇed´ı
zprostrˇedkova´vaj´ıc´ı beˇh aplikac´ı jako modul˚u nad OSGi kontejnerem. OSGi kon-
tejner obsahuje funkcionalitu zabezpecˇuj´ıc´ı spra´vu zˇivotn´ıho cyklu modul˚u a jejich
navazova´n´ı relac´ı mezi sebou. K tomu u´cˇelu OSGi kontejner obsahuje mechanizmy
pro vy´meˇnu informac´ı o dostupny´ch sluzˇba´ch, jezˇ jednotlive´ moduly nab´ızej´ı a nebo
vyzˇaduj´ı. Jedna´ se vlastneˇ o objevova´n´ı sluzˇeb, jezˇ zabezpecˇuj´ı syste´move´ sluzˇby
OSGi kontejneru, jezˇ da´va´ k dispozici vsˇem modul˚um. Pokud budeme cht´ıt pozˇ´ıt
OSGi kontejner mus´ıme se poohle´dnout po jeho implementaci. Je mozˇne´ pouzˇ´ıt
trˇeba neˇkterou s open source implementac´ı jezˇ se rˇ´ıd´ı OSGi specifikac´ı. Prˇi nasazen´ı
si vsˇak mus´ıme da´t pozor nato s jakou verzi OSGi specifikace je dana´ implementace
kompatibiln´ı.
3.6 Open source OSGi kontejnery
V soucˇasne´ dobeˇ ma´me k dispozici tyto trˇi popula´rn´ı open source OSGi kontejnery:
3.6.1 Equinox
Jedna´ se o referencˇn´ı implementace syste´move´ cˇa´sti OSGi kontejneru podle OSGi
Service Platform Release 4. Toto modula´rn´ı beˇhove´ prostrˇed´ı pro Javu je soucˇa´st´ı
Eclipse IDE. Implementuje vsˇechny povinne´ a veˇtsˇinu nepovinny´ch prvk˚u specifikace
OSGI R4.
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3.6.2 Knopflerfish
Tento OSGi kontejner je open source implementace, ktera´ byla vytvorˇena podle
specifikace OSGi R3 a OSGi R4. Dnes je k dispozici Knopflerfish 2 a obsahuje vsˇemi
povinne´ funkce a neˇktery´mi z volitelny´ch funkc´ı definovany´ch ve specifikaci OSGi
R4.
3.6.3 Apache Felix
Tuto implementaci open source OSGi kontejneru vyv´ıj´ı Apache Software Foun-
dation. Tento kontejner je plneˇ kompatibiln´ı s OSGi R4.
3.7 Konzole OSGi kontejneru
Po spusˇteˇn´ı OSGi kontejneru jako naprˇ´ıklad kontejneru Equinox se na´m spust´ı
prˇ´ıkazovy´ interpret ve formeˇ rozhrann´ı prˇ´ıkazove´ rˇa´dky, do ktere´ mu˚zˇeme zada´vat
prˇ´ıkazy, ktere´ jsou obsazˇeny v OSGi specifikaci. To na´m umozˇnˇuje jednotny´ prˇ´ıstup
trˇes tuto konzoli naprˇ´ıcˇ jednotlivy´mi implementacemi OSGI kontejneru. Tyto
prˇ´ıkazy slouzˇ´ı ke spra´veˇ OSGi kontejneru. Mezi cˇaste´ u´kony, ktere´ prˇes tuto konzoli
budeme zada´vat, patrˇ´ı trˇeba instalace a odinstalace modul˚u, da´le jejich spousˇteˇn´ı a
zastavova´n´ı a nebo trˇeba jejich aktualizace. Do te´to konzoly na´m mohou jednotlive´
moduly vypisovat trˇeba sve´ stavove´ informace, avsˇak meˇlo by se tohoto prˇeda´va´n´ı
informac´ı uzˇ´ıvat s rozvahou a to z d˚uvodu toho, aby nedosˇlo k zahlcen´ı konzole azˇ
tak, zˇe by se stal jej´ı vy´stup neprˇehledny´m pro uzˇivatele.
3.7.1 Prˇ´ıkazy OSGi kontejneru:
ss
Te´to prˇ´ıkaz provede vypsa´n´ı seznamu modul˚u, ktere´ se v OSGi kontejneru nacha´z´ı
do prˇ´ıkazove´ konzole. O kazˇde´m modulu se na´m zobraz´ı jeho ID v tomto kontejneru,
da´le informace ve ktere´m stavu se modul pra´veˇ nale´za´ a potom, jesˇteˇ jeho plne´ jme´no.
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start
Prˇ´ıkaz start lze pouzˇ´ıt na moduly, ktere´ jsou, jizˇ v OSGi kontejneru nainstalova´ny
ale nejsou spusˇteˇny. Ke zjiˇsteˇn´ı pra´veˇ takovy´chto modul˚u lze vyuzˇ´ıt prˇ´ıkaz ss, z jehozˇ
vy´pisu lze vycˇ´ıst stav modulu a jeho prˇ´ıslusˇne´ ID. Prˇi pouzˇiti prˇ´ıkazu je nutne´ uve´st,
jako prvn´ı parametr ID dane´ho modulu a nebo jeho plne´ jme´no.
stop
Prˇ´ıkaz stop ma´ obdobnou funkci jako prˇ´ıkaz start, jen prova´d´ı opacˇnou operaci
a tud´ızˇ zastavuje beˇzˇ´ıc´ı moduly. Takte´zˇ prˇi pouzˇit´ı prˇ´ıkazu je nutne´ zadat ID
prˇ´ıslusˇne´ho modulu, jehozˇ beˇh se ma´ zastavit.
install
Prˇ´ıkaz Install zahajuje zˇivotn´ı cyklus dane´ho modulu v OSGi kontejneru. Slouzˇ´ı k
nacˇten´ı zadane´ho JAR souboru do OSGi kontejneru. Prˇi instalaci se provede nacˇten´ı
MANIFEST.MF souboru, ktery´ je zabalen v JAR souboru a zneˇj si OSGi kontejner
nacˇte vsˇechny potrˇebne´ informace jako je pojmenova´n´ı dane´ho modulu a take´ kde
se v JAR souboru nacha´z´ı trˇ´ıda implementuj´ıc´ı rozhrann´ı Activator. Metody te´to
trˇ´ıdy budou pouzˇity prˇi startu modulu. Prˇi instalaci mu˚zˇe doj´ıt ke vzniku vy´jimek,
pokud nen´ı dany´ JAR soubor validn´ı. Prˇi vola´n´ı prˇ´ıkazu se zada´va´ URL k souboru
JAR, ktery´ se ma´ nacˇ´ıst. Prˇ´ıkladem forma´tu te´to cesty mu˚rˇe by´t file:///bundle.jar,
kde file znamena´ ,zˇe se bude jednat o soubor na loka´ln´ım disku. Prˇesna´ cesta je
C:/bunde.jar. Prˇi instalaci je modulu prˇiˇrazen jednoznacˇny´ identifika´tor ID, ktery´
je platny´ jen v ra´mci dane´ho OSGI kontejneru.
uninstall
Prˇ´ıkaz uninstall slouzˇ´ı k odinstalova´n´ı modulu, ktery´ jizˇ byl nainstalova´n do OSGi
kontejneru. Prˇi pouzˇit´ı prˇ´ıkazu se jako parametr zada´va´ ID modulu, ktery´ chceme
odinstalovat. Ke zjiˇsteˇn´ı tohoto modulu je mozˇne´ vyuzˇ´ıt prˇ´ıkazu ss. Prˇi odeb´ıra´n´ı
modulu by meˇlo by´t postupova´no zvla´sˇteˇ opatrneˇ,aby nedosˇlo k ohrozˇen´ı funkcˇnosti
syste´mu prˇes navazuj´ıc´ı moduly, ktere´ vyuzˇ´ıvaly sluzˇeb odstranˇovane´ho modulu.
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Specifikace obsahuje mnohem v´ıce prˇ´ıkaz˚u pro konzoly OSGi kontejneru, avsˇak tohle
jsou ty nejza´kladneˇjˇs´ı z nich.
3.8 Modul OSGi
OSGi modul je aplikace prˇizp˚usobena´ pro beˇh v OSGI kontejneru. Tato aplikace je
psany´ za pomoci OSGi API, d´ıky ktere´mu mu˚zˇe vyuzˇ´ıvat sluzˇeb ktere´ mu OSGi kon-
tejner nab´ız´ı. Jednou z funkcionalit je naprˇ´ıklad nab´ızen´ı sluzˇeb ostatn´ım modul˚um
a nebo objevova´n´ı sluzˇeb ktere´ ostatn´ı moduly nab´ız´ı. Kazˇdy´ OSGi modul mus´ı
by´t popsa´n validn´ım popisny´m souborem, ktery´ obsahuje metainformace o modulu.
Tento soubor se nazy´va´ MANIFEST.MF
3.8.1 MANIFEST.MF
Tento soubor slouzˇ´ı jako popisovacˇ nasazen´ı modulu. Tento soubor se skla´da´ z na´zvu
kl´ıcˇ˚u a jejich hodnot. Specifikace OSGi definuje sadu hlavicˇek, ktere´ mu˚zˇete pouzˇ´ıt
k popisu modulu pro kontejner OSGi. Podrobneˇjˇs´ı vysveˇtlen´ı mozˇny´ch parametr˚u
da´le:
Bundle-ManifestVersion
Tato hodnota urcˇuje podle jake´ specifikace OSGi kontejneru byl tento dokument
vytvorˇen. Naprˇ´ıklad hodnota 2 zmena´ zˇe soubor by meˇl odpov´ıdat specifikaci OSGi
Release 4.
Bundle-Name
Specifikuje pro cˇloveˇka cˇitelny´ na´zev modulu. Tento na´zev by meˇl by´t kra´tky´.
Bundle-SymbolicName
Slouzˇ´ı k zada´n´ı unika´tn´ıho nelokalizovane´ho na´zvu modulu. Jedna´ se vlastneˇ o jeho
strojoveˇ cˇitelne´ jme´no, na ktere´ se mu˚zˇeme odvola´vat prˇi manipulaci s modulem.
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Bundle-Version
Slouzˇ´ı k urcˇen´ı verze modulu.
Bundle-Activator
Specifikuje trˇ´ıdu, ktera´ bude naslouchat a ktere´ ma´ by´t oznamova´no spusˇteˇn´ı a za-
staven´ı. Tato prˇ´ıda je nepovinna´ a ale pokud ma´ by´t pouzˇita tak mus´ı implementovat
rozhrann´ı org.osgi.framework.BundleActivator.
Bundle-Vendor
Slouzˇ´ı k zada´n´ı popisu modulu ve formeˇ dobrˇe cˇiteˇlne´ cˇloveˇkem. Veˇtsˇinou se jedna´
o identifikaci vy´robce dane´ho modulu nebo jme´no autora a prˇ´ıpadneˇ jesˇteˇ kontaktn´ı
informace.
Import-Package
Urcˇuje, ktere´ bal´ıcˇky bany´ modul importuje z jiny´ch modul˚u.
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4 ECLIPSE RCP
Eclipse RCP jak uva´d´ı [8],[9],[13] je framework pro psan´ı aplikac´ı v jazyce Java.
Hlavn´ı c´ılovou skupinou te´to platformy jsou tzv. graficky bohate´ aplikace. Pod t´ımto
pojmem si mu˚zˇeme prˇedstavit aplikaci, ktera´ prˇi sve´m beˇhu potrˇebuje bud’ prˇehledneˇ
grafiky zprˇ´ıstupnit vy´sledky sve´ pra´ce, ale take´ aplikace ktere´ chteˇj´ı uzˇivateli usnad-
nit sve´ pouzˇ´ıva´n´ı pomoc´ı graficke´ho uzˇivatelske´ho rozhrann´ı.
4.1 Pu˚vod platformy
Eclipse RCP je open-source projekt, jehozˇ vznik se datuje do roku 2004, kdy ve
spolecˇnosti IBM se rozhodli prˇepsat tehdejˇs´ı vy´vojove´ prostrˇed´ı pro Javu. Proto
zacˇali tehdy psa´t framework pro psan´ı IDE. Tento framework se uka´zal by´t natolik
schopny´, zˇe v neˇm sˇlo pra´t nejen vy´vojove´ na´stroje pro psan´ı aplikac´ı ale i obecneˇ
jake´koli aplikacˇn´ı na´stroje. Posle´ze se uka´zalo zˇe je tato platforma dostacˇuj´ıc´ı i pro
psan´ı skoro vsˇech aplikac´ı.
V soucˇasnosti za t´ımto projektem stoj´ı Eclipse Community. Hlavn´ım sponzorem
tohoto projektu je spolecˇnost IBM.
4.2 Pohled na vy´voj aplikac´ı
Prˇi psan´ı komplexneˇjˇs´ıch aplikac´ı dnes vyzˇadujeme mozˇnost aplikaci da´le rozv´ıjet a
obalovat je dalˇs´ı funkcionalitou. Toto na´m prˇina´sˇ´ı jednu neblahou vlastnost, kterou
je vysˇsˇ´ı slozˇitost aplikace. Mnohdy se prˇi vy´voji pouzˇ´ıva´ i velke´ mnozˇstv´ı podp˚urny´ch
knihoven, kdy se soucˇa´st´ı aplikace sta´va´ i ko´d ktery´ nema´me prˇ´ımo pod kontrolou.
Jedn´ım z mozˇny´ch rˇesˇen´ı je pra´veˇ architektura, kterou na´m Eclipse RCP nab´ız´ı.
Umozˇnˇuje na´m modula´rn´ı tvorbu aplikac´ı. To si lze prˇedstavit tak, zˇe aplikaci
p´ıˇseme po cˇa´stech a potom vy´sledny´ syste´m s teˇchto cˇa´st´ı slozˇ´ıme, tak aby splnˇoval
pozˇadavky zada´n´ı. Proble´m je v kontrole nad aplikac´ı kdy tuto aplikaci vlastneˇ fy-
zicky p´ıˇse mnoho lid´ı kterˇ´ı jsou roztrousˇen´ı po sveˇte. Proto je d˚ulezˇite´ mı´t mozˇnost
spravovat jake´ cˇa´sti (moduly) si do sve´ aplikace vyb´ıra´te a da´va´te dohromady. Pro
rˇesˇen´ı teˇchto proble´mu˚ a situac´ı nab´ız´ı Eclipse RCP na´stroje.
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Eclipse RCP vyuzˇ´ıva´ technologii za´suvny´ch modul˚u. Cozˇ znamena´, zˇe mu˚zˇeme
aplikaci rozdeˇlit do neˇkolika modul˚u ale i potrˇebnou aplikaci opacˇneˇ slozˇit z jizˇ
vytvorˇeny´ch plugin˚u pro jine´ ucˇely. Mu˚zˇeme pouzˇ´ıt jakoukoli cˇa´st z jine´ Eclipse
RCP aplikace do masˇ´ı aplikace, a nebo naopak plugin z jine´ Eclipse RCP aplikace
pouzˇ´ıt v nasˇ´ı aplikaci. Z tohoto d˚uvodu je nutne´ kla´st velky´ d˚uraz na architekturu
samotne´ aplikace a syste´mu zneˇj sestavovany´ch.
4.3 Charakteristika
Aplikace napsane´ v Eclipse RCP potrˇebuj´ı pro sv˚uj beˇh Java Runtime. To umozˇnˇuje
pouzˇ´ıvat tyto aplikace na r˚uzny´ch platforma´ch. Nejd˚ulezˇiteˇjˇs´ı vlastnost´ı Eclipse RCP
je modula´rn´ı architektura. Vytva´rˇene´ aplikace jsou takto skla´da´ny z plugin˚u, ktere´
jsou na sobeˇ navza´jem za´visle´. Plugin je nejmensˇ´ı instalovatelnou softwarovou kom-
ponentou v Eclise RCP.
Kazˇda´ plugin mu˚zˇe poskytovat tzv. extension-point. Extension-point je
prostrˇedek jak definovat, zˇe dany´ plugin neˇco poskytuje ostatn´ım plu-
gin˚um,naprˇ´ıklad mu˚zˇe definovat neˇjake´ rozsˇ´ıˇren´ı funkcˇnosti jako trˇeba neˇjakou
trˇ´ıdou a nebo i co do zdroj˚u jako naprˇ´ıklad ikony nebo animace. Ostatn´ı pluginy mo-
hou tuto funkcionalitu vyuzˇ´ıvat. Obecneˇ mu˚zˇe by´t jeden extension-point vyuzˇ´ıva´n
v´ıce pluginy.
4.4 Architektura
Za´kladem architektury, jak jizˇ bylo zmizeno je modula´rnost, ktera´ je mozˇna´ d´ıky
beˇhove´mu prostrˇed´ı Equinox, cozˇ je jedna z implementac´ı standardu pro modula´rn´ı
syste´my OSGi. Pokud se pod´ıva´me bl´ızˇe na terminologii tak lze rˇ´ıci zˇe pojem plugin
v Eclipse RCP je stejny´ jako pojem bundle v OSGi.
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4.5 Aplikace z pohledu uzˇivatele
Pokud se pod´ıva´me na desktopove´ aplikace vystaveˇne´ na platformeˇ Eclipse RCP z
pohledu uzˇivatele tak uvid´ıme pra´veˇ Eclipse Workbench a tedy graficke´ uzˇivatelske´
rozhrann´ı slozˇene´ prˇeva´zˇneˇ z View, Editor˚u, kontextovy´ch nab´ıdek a menu.
Eclipse Workbench se mu˚zˇe skla´dat z neˇkolika oken i kdyzˇ obvykle je jen jedno
hlavn´ı okno. Tomuto oknu se rˇ´ıka´ Workbench Window. Beˇzˇne´ hlavn´ı okno se skla´da´
z neˇkolika d˚ulezˇity´ch cˇa´st´ı. Nejveˇtsˇ´ı plocha okna je obsazena tzv. Page. Jedna´ se
o cˇa´st okna, kde se obvykle nacha´z´ı agenda, kterou aplikace rˇesˇ´ı. Zde se zobrazuj´ı
navigacˇn´ı komponenty, vy´stupy komponenty a vstupn´ı komponenty.
Hlavn´ı okno mimo Page da´le obsahuje jesˇteˇ neˇkolik informacˇn´ıch a akcˇn´ıch kom-
ponent v podobeˇ Menu Baru, cozˇ je hlavn´ı menu okna a defakto i cele´ aplikace. V
jiny´ch programovac´ıch jazyc´ıch se tomuto prvku obvykle rˇ´ıka´ MainMenu. Pod Menu
Barem se nacha´z´ı jesˇteˇ liˇsta ikon pro okamzˇite´ prova´deˇn´ı akc´ı s na´zvem Tool Bar.
Pokud se nyn´ı prˇesuneme na samotny´ spodn´ı okraj aplikace pod Page zde se mohou
zobrazovat aktua´ln´ı textove´ informace v Status Baru.
4.5.1 Page
Jedna´ se o nejveˇtsˇ´ı cˇa´st okna, ktera´ se da´le deˇl´ı na dveˇ oblasti, ktery´mi jsou Edi-
tor Area a View Area. Celkoveˇ mu˚zˇe by´t Page rozdeˇlena do v´ıce cˇa´st´ı, ale oblast
oznacˇovana´ jako Editor Area je jen jedna a vsˇude kolem n´ı se nacha´z´ı cˇa´sti zvane´
View, ktera´ dohromady tvorˇ´ı View Area.
Editor Area
Jedna´ se o oblast, kde se zobrazuj´ı vsˇechny editory a to pro rozmanite´ datove´ struk-
tury. Tato oblast ma´ vy´sadn´ı postaven´ı, protozˇe kdyzˇ chceme cokoli editovat, tak
aplikace mus´ı obsahovat trˇ´ıdu editoru pra´veˇ pro editaci dane´ datove´ struktury kterou
chceme editovat a tato trˇ´ıda mus´ı implementaci patrˇicˇne´ho rozhrann´ı pro mozˇnost
spolupra´ce s Editor Area.
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View Area
Jde o oblast nacha´zej´ıc´ı se kdekoli kolem Editor Area a vyplnˇuj´ıc´ı zbylou oblast
Page. Do te´to oblasti se umist’uj´ı View, ktere´ pln´ı u´koly jako je navigace, zobrazova´n´ı
dat, poskytova´n´ı podrˇ´ızeny´ch funkc´ı. Pra´veˇ v jednom z View by´vaj´ı nejcˇasteˇji akce,
ktere´ otv´ıraj´ı Editory a na´sledneˇ zase jina´ View zobrazuj´ı dostupne´ akce a podrobne´
informace o pra´veˇ otevrˇene´m edioru.
4.5.2 ViewParts
To je souhrnny´ na´zev pro View a Editory. Obeˇ tyt komponenty jsou si hodneˇ po-
dobne´, ale liˇs´ı se hlavneˇ v u´cˇely, ke ktery´m jsou pouzˇ´ıva´ny, kde jsou umist’ova´ny a
kolik instanc´ı jich mu˚zˇe existovat.
View
Typicky existuje jedna instance jednoho View. Tyto instance konkre´tn´ıch View
mohou by´t zobrazeny okolo Editor Area. View mohou poskytovat loka´ln´ı Menu a
Tool bary. View jsou vybavena prvky umozˇnˇuj´ıc´ı uzˇivateli manipulaci co do zmeˇny
umı´steˇn´ı VIew a nebo jeho prˇ´ıpadne´ zavrˇen´ı. A obvykle se pro View vytvorˇ´ı dialo-
gova´ nab´ıdka, prˇes kterou je uzˇivateli zprˇ´ıstupneˇna mozˇnost jednotliva´ View skry´t
nebo zobrazit.
Editory
Obvykle je v´ıce instanc´ı te´zˇe Editoru naprˇ´ıklad pro editaci v´ıce soubor˚u, kdy se pro
kazˇdy´ otevrˇeny´ editovany´ soubor vytvorˇ´ı samostatna´ instance neˇktere´ho z vhodny´ch
editor˚u. O pouzˇit´ı vhodne´ho editoru se stara´ platforma. Ru˚zne´ editoru se otev´ıraj´ı
pouze v Editor Area. Pokud chceme neˇco editovat tak proto mus´ı existovat objekt
Editor Imput.
Perspektiva
Jedna´ se o prvek, ktery´ slucˇuje dohromady view, editory, polozˇky v menu a
ikonky v tool barech. U´kolem perspektivy je slucˇovat usporˇa´da´n´ı prvk˚u graficke´ho
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uzˇivatelske´ho rozhrann´ı a to prˇeva´zˇneˇ jejich viditelnosti a umı´steˇn´ı a to za u´cˇelem vy-
tvorˇen´ı jake´si abstrakce existence v´ıce pracovn´ıch ploch, kdy existuje v´ıce perspektiv
mezi ktery´mi se lze prˇep´ınat. Dana´ perspektiva zdruzˇuje pra´veˇ ty prvky, ktere´ slouzˇ´ı
k urcˇite´ cˇinnosti, kterou mu˚zˇe uzˇivatel vykona´vat. Toto umozˇnˇuje nab´ıdnou uzˇivateli
prˇehledneˇjˇs´ı pracovn´ı prostrˇed´ı, kdy uzˇivatel v okneˇ aplikace vid´ı jen ty prvky GUI,
ktere´ pra´veˇ potrˇebuje k cˇinnosti, kterou se rozhodl pra´veˇ deˇlat. Perspektivy mohou
by´t prˇep´ına´ny jak ze strany aplikace v ra´mci optimalizace uzˇivatelske´ho rozhrann´ı a
nebo by´va´ te´zˇ zvykem nab´ıdnout uzˇivateli mozˇnost zmeˇny perspektivy skrze hlavn´ı
Menu nebo ToolBar.
4.5.3 Aplikace
Pokud chcete spustit Eclipse RCP program mus´ıte definovat aplikaci (application).
Aplikaci si mu˚zˇeme prˇedstavit jako metodu main() ve standardn´ıch Java progra-
mech. Plugin ,ve ktere´m je aplikace ulozˇena, je nacˇten hned mezi prvn´ımi a na´sledneˇ
je aplikace spusˇteˇna. Jej´ı beˇh je z hlediska beˇhu programu kl´ıcˇovy´, protozˇe pokud
je tato aplikace vypnuta, tak je cely´ program ukoncˇen nehledeˇ nato zˇe by ostatn´ım
cˇa´stem mohl OSGi framework zajisti beˇh.
4.5.4 Produkt
Kdyzˇ uzˇ se hovorˇ´ı o aplikaci, je nutne´ zmı´nit i pojem produkt, ktery´ zasˇtit’uje
jak samotnou aplikace tak i prˇidruzˇene´ pluginy. Kdyzˇ naprˇ´ıklad kompletujeme pro-
gram pro koncove´ho za´kazn´ıka veˇtsˇinou je funkcionalita, kterou za´kazn´ık vyzˇaduje
rozlozˇena mezi v´ıce plugin˚u. S t´ım zˇe plugin se veˇtsˇinou specializuje na rˇesˇen´ı urcˇite´
cˇa´sti celkove´ho proble´mu. Proto vy´sledny´ Produkt obsahuje pra´veˇ aplikaci a pluginy,
ktere´ dohromady tvorˇ´ı celek vyhovuj´ıc´ı za´kazn´ıkovy pozˇadavk˚um. K tomuto ucˇelu
nab´ız´ı Eclipse RCP tzv. Produktovou konfiguraci, kdy takto mu˚zˇeme udeˇlat export
jen pozˇadovany´ch cˇa´st´ı projekt. V produktove´ konfiguraci je mozˇno prove´st Bran-
ding, cozˇ je mozˇnost jak produkt opatrˇit u´vodn´ı obrazovkou s uv´ıtac´ım obra´zkem,
kdyzˇ aplikace zrovna prova´d´ı nacˇ´ıta´n´ı modul˚u. Na´sledneˇ pak je mozˇno produktu
zmeˇnit titulem a dodat mu AboutWindow pro zobrazen´ı za´kladn´ıch informac´ı o
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programu a jeho autorovy.
4.6 Za´kladn´ı cˇa´sti aplikace
Na´sleduj´ıc´ı kapitola se bude zaby´vat trˇ´ıdami, ktere´ jsou d˚ulezˇite´ pro za´kladn´ı beˇh
aplikace. Tyto trˇ´ıdy obvykle mus´ı implementovat urcˇena´ rozhrann´ı nebo mus´ı deˇnit
z trˇ´ıd z bal´ıku z bal´ıku org.eclipse.ui.application.
4.6.1 Application
Za´kladem cele´ aplikace je trˇ´ıda Application, ktera´ se stara´ o spusˇteˇn´ı aplikace
na platformeˇ Eclipse RCP a proto tato trˇ´ıda mus´ı implementovat rozhrann´ı
org.eclipse.core.runtime.IPlatformRunnable. Toto rozhrann´ı prˇedepisuje trˇ´ıdeˇ nut-
nost definovat dveˇ metody a to metodu start() a stop(). Tyto metody se staraj´ı
o spousˇteˇn´ı a zastavova´n´ı cele´ aplikace. Veˇtsˇinou jsou vola´ny z hlavn´ı trˇ´ıdy OSGi
bundlu a to okamzˇiteˇ po jeho nacˇten´ı do OSGi Frameworku.
4.6.2 Perspective
Jedna´ se o trˇ´ıdu, ktera´ implementuje rozhrann´ı org.eclipse.ui.IPerspectiveFactory.
Nejd˚ulezˇiteˇjˇs´ı metodou, kterou je nutne´ definovat je createInitialLayout(). Tato me-
toda slouzˇ´ı k definici obsahu perspektivy.
Metoda createInitialLayout
Tato metoda je vola´na hned po vytvorˇen´ı objektu perspektivy a je urcˇena k nacˇten´ı
a rozmı´steˇn´ı View, Editor˚u a Wizard˚u do perspektivy. Pro tento u´cˇel se definuj´ı
vztahy mezi jednotlivy´mi komponentami, co do jejich vza´jemne´ polohy a da´le jejich
na´rok˚u na prostor.
Objekt perspektivy da´le obsahuje jedinecˇny´ identifika´tor perspektivy. , nastaven´ı
velikosti okna a jeho titulku.
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4.6.3 Workbench
Jde o nevizua´ln´ı technicky´ prvek, jehozˇ u´kolem je kontrolovat vzhled aplikace, cozˇ
jsou naprˇ´ıklad nejr˚uzneˇjˇs´ı menu, panely na´stroj˚u, perspektivy atd. Tato trˇ´ıda, jezˇ
se obvykle nazy´va´ Application WorkbenchAdvisor a mus´ı implementovat rozhrann´ı
org.eclipse.ui.application.WorkbenchAdvisor, ktere´ te´to trˇ´ıdeˇ prˇedepisuje dveˇ me-
tody :
Metoda createWorkbenchWindowAdvisor
Metoda je vola´na platformou prˇi spusˇteˇn´ı. Jej´ı vola´n´ı obstara´va´ ko´d Wor-
kbenchAdvisor Tato metoda prˇij´ıma´ jeden parametr nazy´vany´ configurer, ktery´
je datove´ho typu org.eclipse.ui.application.IWorkbenchWindowConfigurer. Tato
promeˇnna´ je obvykle prˇeda´va´na da´l trˇ´ıdeˇ WorkbenchWindowAdvisor, kterou tato
metoda ma´ za u´kol vytvorˇit a vra´tit jako vy´sledek sve´ cˇinnosti.
Metoda getInitialWindowPerspectiveId
Dalˇs´ı funkc´ı trˇ´ıdy WorkbenchAdvisor je poskytova´n´ı reference na Perspektivu. K
tomuto u´cˇelu trˇ´ıda obsahuje PERSPECTIVE ID, ktery´ odkazuje a trˇ´ıdu, jezˇ ma´ za
u´kol perspektivu vytvorˇit. Referenci na tuto trˇ´ıdu vrac´ı pra´veˇ tato metoda.
4.6.4 WorkbenchWindow
Trˇ´ıda slouzˇ´ı pro konfiguraci hlavn´ıho okna aplikace. Trˇ´ıda je odvozena z trˇ´ıdy
org.eclipse.ui.application.WorkbenchWindowAdvisor. Pro u´cˇely konfigurace okna
poskytuje na´sleduj´ıc´ı metody:
initialize
Tato metoda je vola´na jako prvn´ı a prova´d´ı vesˇkera´ nastaven´ı, krere´ by na´sledneˇ
mohly ostatn´ı metody potrˇebovat, naprˇ´ıklad zpracova´va´ prˇ´ıkazova´ rˇa´dek, registruje
adapte´ry a deklaruje obra´zky atd.
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preStartup
Tato metoda je vola´na po inicializaci ale jesˇteˇ prˇedt´ım nezˇ je otevrˇeno prvn´ı okno.
Metoda mu˚zˇe vy´t pouzˇita k nastaven´ı vlastnost´ı Editor˚u a View jesˇteˇ nezˇ jsou poprve´
otevrˇeny.
postStartup
Tato metoda je vola´na potom co jsou vsˇechny okna otevrˇena nebo obnovena, ale
jesˇteˇ prˇedt´ım nezˇ se spust´ı skycˇka pro obsluhu uda´lost´ı. Dı´ky tomu tato metoda
mu˚zˇe dobrˇe poslouzˇit naprˇ´ıklad pro nastartova´n´ı automaticky prova´deˇny´c proces˚u
a nebo k otevrˇen´ı dalˇs´ıch oken.
preShutdown
Metoda je vola´na po ukoncˇen´ı smycˇky pro obsluhu uda´lost´ı, ale jesˇteˇ prˇedt´ım nezˇ
se zapocˇne zav´ıra´n´ı oken.
postShutdown
Tato metoda je vola´na po zavrˇen´ı vsˇech oken a beˇhem ukoncˇova´n´ı Workbench.
Metoda ne nejcˇasteji vyuzˇ´ıva´ k ulozˇen´ı soucˇasne´ho stavu aplikace a k uvolneˇn´ı
prostrˇedk˚u ktere´ byly obsazeny v metodeˇ initialize().
4.6.5 Akce
Pokud chce uzˇivatel v programu neˇco deˇlat tak tomuto pouzˇije neˇjake´ ty ikony z
ToolBar˚u nebo polozˇky v menu at’ uzˇ kontextovy´ch menu nebo trˇeba z Menu Baru
at’ uzˇ cele´ aplikace nebo jednotlivy´ch View. Tyto komponenty vyuzˇ´ıvaj´ı pra´veˇ akce.
Akce se v terminologii Eclipse RCP nazy´vaj´ı Commad. Tyto akce mus´ı by´t de-
klarova´ny v souboru plugin.xml, kde se v tomto souboru uva´d´ı identifika´tor dana´
akce, a take´ a to hlavneˇ urcˇita´ trˇ´ıda, jezˇ danou akci odsluhuje. Tato trˇ´ıda mus´ı
implementovat rozhrann´ı org.eclipse.core.commands.IHandler, jezˇ prˇedepisuje im-
plementaci na´sleduj´ıc´ıch metod: addHandlerListener(), dispose,() exekute(), isE-
nabled(), isHandled(), removeHandlerListener(). Vzhledem k tomu zˇe nen´ı vzˇdy
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nutne´ definovat vsˇechny tyto metody, tak lze trˇ´ıdu pro connamd odvodit z trˇ´ıdy
org.eclipse.core.commands.AbstractHandler a definovat jen teˇlo metody exekute().
4.6.6 Soubor plugin.xml
Pro pouzˇit´ı komponenty v aplikaci je nutne´ pro danou komponentu vytvorˇit za´znam
v souboru plugin.xml, aby aplikace veˇdeˇla jak o komponenteˇ, tak i o trˇ´ıdeˇ ktera´ ji
prˇedstavuje. V tomto za´znamu se uchova´va´ naprˇ´ıklad jedinecˇny´ identifika´tor kompo-
nenty a to proto, aby jine´ cˇa´sti aplikace mohly s touto komponentou spolupracovat.
Da´le zde je nezbytna´ reference na trˇ´ıdu, ktera´ prˇedstavuje danou komponentu, a
ktera´ mus´ı implementovat patrˇicˇne´ rozhrann´ı podle typu komponenty.
U neˇktery´ch komponent jak jsou naprˇ´ıklad Menu a nebo ToolBary nab´ız´ı plat-
forma dvoj´ı prˇ´ıstup k definici komponent. Prvn´ım zp˚usobem obvykla´ deklarace za
pomoc´ı ko´du. Druhou mozˇnost´ı je pouzˇit´ı konfiguracˇn´ıho souboru plugim.xml.
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5 IMPLEMENTACE MODULU LOAD-
BUNDLE
Pro realizaci nastolene´ho proble´mu, kdy aplikace ma´ zvla´dat prˇida´va´n´ı a odeb´ıra´n´ı
modul˚u z a do ja´dra informacˇn´ıho syste´mu jsem navrhl rˇesˇen´ı pro platformu OSGi,
ktere´ je zalozˇeno na tom, zˇe jako jeden z modul˚u, ktere´ budou v syste´mu perma-
nentneˇ uzˇ od startu spusˇteˇny je implementace monitorovac´ıho algoritmu, ktery´ hl´ıda´
dane´ umı´steˇn´ı, do ktere´ho budou moduly prˇida´va´ny a odeb´ıra´ny. Princip pra´ce to-
hoto modulu je takovy´, zˇe v pravidelny´ch intervalech prova´d´ı kontrolu urcˇene´ho
adresa´rˇe. Prˇi te´to kontrolu bere v potaz jen soubory, jejichzˇ na´zev koncˇ´ı rˇeteˇzcem
”
.JAR“. Takto z´ıska´ modul informace o dostupny´ch modulech, ktere´ mu˚zˇe nacˇ´ıst,
avsˇak nejprve mus´ı prove´st kontrolu zdali neˇktery´ z dany´ch modul˚u nebyl jizˇ nacˇten
v minule´ iteraci. K tomuto u´cˇelu vyuzˇ´ıva´ seznamu, ktery´ si postupneˇ buduje a ktery´
se prˇena´sˇ´ı mezi jednotlivy´mi iteracemi. Do tohoto seznamu si ukla´da´ jme´na soubor˚u
modul˚u, ktere´ jizˇ nacˇetl. Takto je zajiˇsteˇno, zˇe nebudou nacˇ´ıta´ny moduly jizˇ nacˇtene´.
T´ımto vsˇak vyuzˇit´ı seznamu nekoncˇ´ı. Modul v kazˇde´ iteraci po proveden´ı nacˇten´ı
noveˇ prˇidany´ch modul˚u, take´ vyhodnocuje zda-li nebyl zdrojovy´ soubor neˇktere´ho
z drˇ´ıve nacˇteny´ch modul˚u odebra´n. Pro tento u´cˇel se vyuzˇ´ıva´ dalˇs´ıho seznamu do,
ktere´ho vzˇdy na zacˇa´tku kazˇde´ iterace prˇeklop´ı obsah seznamu nacˇteny´ch modul˚u
a prˇi procha´zen´ı adresa´rˇe z tohoto seznamu odebere nalezene´ soubory, pokud se v
seznamu vyskytuj´ı. Takto po projit´ı dane´ho adresa´rˇe z´ıska´me seznam na´zv˚u sobor˚u
modul˚u, jejichzˇ zdrojove´ soubory byly z dane´ho adresa´rˇe odstraneˇny. Na´sledneˇ podle
tohoto seznamu se provede nalezen´ı dany´ch modul˚u v beˇzˇ´ıc´ım syste´mu a provede se
jejich odstaven´ı.
5.1 Trˇ´ıda LoadBundleActivator
Prˇi prakticke´ implementaci modulu LoadBundle byla vytvorˇena trˇ´ıda LoadBundle-
Activator, ktera´ implementuje rozhrann´ı org.osgi.framework.BundleActivator. Toto
rozhrann´ı ma´ pro na´s dveˇ d˚ulezˇite´ metody a to metodu start() a metodu stop().
Implementace metody start() v trˇ´ıdeˇ LoadBundleActivator je vyuzˇita k vytvorˇen´ı
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objektu typu WatchThread. Te´to trˇ´ıdeˇ prˇeda´ jako parametry konstruktoru cestu ad-
resa´rˇe, ktery´ budeme cht´ıt sledovat na prˇida´va´n´ı a odeb´ıra´n´ı modul˚u a jako druhy´
parametr se prˇeda´va´ interval v jake´m bude adresa´rˇ sledova´n. Posledn´ım prˇeda´vany´m
parametrem je kontext OSGi kontejneru. Na´sledneˇ je zavola´na metody start(), takto
vytvorˇene´ instance trˇ´ıdy WatchThread. Implementace metody stop() v trˇ´ıdeˇ Load-
BundleActivator prova´d´ı nastaven´ı atributu Run trˇ´ıdy WatchThread na hodnotu
false pomoc´ı vola´n´ı metody setRun();
Obra´zek 5.1: Vy´pis OSGi kontejneru ukazuj´ıc´ı beˇh modulu LoadBundle
5.1.1 Trˇ´ıda WatchThread
Vytvorˇena´ trˇ´ıda WatchThread je potomkem trˇ´ıdy Thread a tud´ızˇ od n´ı deˇn´ı vsˇechny
jej´ı vlastnosti d´ıky cˇemuzˇ se jedna´ o trˇ´ıdu vla´kna, u ktere´ byl prˇedefinova´n konstruk-
tor a metoda run(). Trˇ´ıda ma´ priva´tn´ı atributy context typu . . . ., da´le path typu
String a interval typu Integer. Tyto atributy jsou naplneˇny patrˇicˇny´mi hodnotami
v konstruktoru, ktery´ je prˇij´ıma´ jako sve´ parametry. Atribut context uchova´va´ re-
laci na OSGi kontejner. Te´to relace se vyuzˇ´ıva´ k instalaci, odeb´ıra´n´ı a vylistova´vn´ı
modul˚u viz. metoda Run(). Atribut path uda´va´ cestu k adresa´rˇi, ktery´ bude trˇ´ıda v
pravidelny´ch intervalech sledovat. Atribut interval uda´va´ cˇas po, ktery´ bude vla´kno,
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ktere´ tato trˇ´ıda reprezentuje uspa´no. Uda´va´ na´m cˇas vzorkova´n´ı. Atribut running
uda´va´ zdali ma´ vla´kno beˇzˇet. Tento atribut slouzˇ´ı ke korektn´ımu zastaven´ı beˇhu
vla´kna. Prˇi nastaven´ı atributu running na hodnotu false se prˇerusˇ´ı nekonecˇny´ cyk-
lus v teˇleˇ metody run, jakmile se vla´kno probud´ı. To zp˚usob´ı dobeˇhnut´ı vsˇech ne-
zbytny´ch cˇinnost´ı v te´to metodeˇ a korektn´ı ukoncˇen´ı vla´kna. Pro vsˇechny vy´sˇe jme-
novane´ atributy trˇ´ıda obsahuje verˇejne´ getry a setry.
V nekonecˇne´m cyklu uvnitrˇ metody Run() se prova´d´ı nacˇten´ı obsahu konkre´tn´ıho
sledovane´ho adresa´rˇe, cozˇ je realizova´no vola´n´ım metody listFiles() trˇ´ıdy java.io.File.
Tato metoda prˇi vola´n´ı bez parametr˚u vrac´ı plny´ obsah zadane´ho adresa´rˇe a to jak
soubory tak i adresa´rˇe. Adresa´rˇ ktery´ je takto navra´cen je specifikova´no prˇi vytva´rˇen´ı
instance trˇ´ıdy File. Prˇi vola´n´ı konstruktoru te´to trˇ´ıdy je trˇeba prˇedat cestu k ad-
resa´rˇi. Vzhledem k tomu zˇe mi ma´me z dane´ho adresa´rˇe za´jem jen o soubory JAR,
tak provedeme filtrova´n´ı soubor˚u podle prˇ´ıpony a omez´ıme vy´pis jen na soubory
koncˇ´ıc´ı koncovkou
”
.JAR“ Proto abychom prˇi nacˇ´ıta´n´ı obsahu adresa´rˇe nacˇ´ıtaly jen
soubory se specifikovanou prˇ´ıponou lze vyuzˇ´ıt trˇ´ıdy java.io.FilenameFilter. Trˇ´ıda se
pouzˇ´ıva´ t´ım zp˚usobem zˇe vytvorˇ´ıme potomka te´to trˇ´ıdy u neˇjzˇ prˇedefinujeme me-
todu accept(). Tato metody je vola´na pro kazˇda´ soubor v zadane´m adresa´rˇi. Do me-
tody je prˇeda´no jako parametr file typu File cozˇ je trˇ´ıda konkre´tn´ıho souboru a jako
druhy´ parametr je name typu String jezˇ obsahuje jme´no zkoumane´ho souboru. Takto
dosta´va´me k dispozici dostatecˇny´ pocˇet informac´ı k tomu, abychom rozhodly zdali
dany´ soubor splnˇuje cˇi nesplnˇuje nasˇe podmı´nky. Jako podmı´nka v tomto prˇ´ıpadeˇ je
oveˇrˇen´ı zdali dany´ soubor ma´ konkre´tn´ı prˇ´ıponu. Vy´sledek podmı´nky vlozˇ´ıme, jako
na´vratovou hodnotu funkce. Pokud vytvorˇ´ıme instanci takto upravene´ trˇ´ıdy File-
nameFilter a prˇeda´me ji jako parametr prˇi vola´n´ı metody listFiles(FilenameFilter
filter) trˇ´ıdy File obdrzˇ´ıme jak na´vratovou hodnotu vy´pis dane´ho adresa´rˇe jezˇ je vy-
filtrova´n je na soubory koncˇ´ıc´ı na prˇ´ıponu ”.jar”. Na´vratova´ hodnota je typu File[].
Pro prova´deˇn´ı instalace s na´sledny´m spusˇteˇn´ım modul˚u a zastavova´n´ı modul˚u a
odinstalaci mus´ı modul LoadBundle uchova´vat informace o modulech, ktere´ jizˇ na-
instaloval po prˇedchoz´ıch kontrola´ch adresa´rˇe. Pro tyto u´cˇely ma´ trˇ´ıda dva priva´tn´ı
atributy typu Set¡String¿. Do teˇchto dvou atribut˚u jsou prˇi vytvorˇen´ı trˇ´ıdy ulozˇeny
reference na instance trˇ´ıdy typu HashSet¡String¿. Jedna´ se o trˇ´ıdu realizuj´ıc´ı mnozˇinu
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skla´daj´ıc´ı se z hodnot typu String. T´ım zˇe je informace o na´zvech zdrojovy´ch sou-
bor˚u modul˚u uchova´vaj´ı ve trˇ´ıda´ch typu mnozˇina realizova´na trˇ´ıdou HashSet, tak je
vyhleda´va´n´ı v n´ı rychlejˇs´ı nezˇ v obycˇejne´m seznamu a za´rovenˇ je osˇetrˇeno, zˇe se tak
jedna polozˇka nevyskytne v´ıcekra´t. Prvn´ı z mnozˇin s na´zvem fl uchova´va´ vsˇechny,
jizˇ nainstalovane´ moduly. Takzˇe prˇi procha´zen´ı na´zv˚u soubor˚u nacha´zej´ıc´ıch se v
kontrolovane´m adresa´rˇi se kontroluje zdali tato mnozˇina jizˇ tento na´zev souboru ne-
obsahuje. K tomuto u´cˇelu se pouzˇ´ıva´ metoda contains(), ktera´ je soucˇa´st´ı rozhrann´ı
Set. Druha´ z mnozˇin s na´zvem fll slouzˇ´ı ke sledova´n´ı, ktere´ moduly byly odehra´ny.
Vzˇdy prˇed vylistova´n´ım adresa´rˇe se napln´ı obsahem mnozˇiny nacˇteny´ch modul˚u z
mnozˇiny fl. Pokud dany´ na´zev souboru je jizˇ v mnozˇineˇ fl (filelist) obsazˇen znamena´
to, zˇe byl jizˇ drˇ´ıve nacˇten. V tomto prˇ´ıpadeˇ se odebere z mnozˇiny fll. Pokud vsˇak
dany´ na´zev souboru modulu v mnozˇineˇ fl nen´ı, tak ho do mnozˇiny prˇida´me a pro-
vedeme jeho instalaci. K tomu pouzˇijeme atribut kontext, ktery´ zprostrˇedkova´va´
spojen´ı na OSGi kontejner. Po skoncˇen´ı procha´zen´ı aktua´ln´ıho adresa´rˇe se provede
projit´ı mnozˇiny fll a vsˇechny v n´ı nacha´zej´ıc´ı se na´zvy zdrojovy´ch soubor˚u modul˚u
reprezentuj´ı moduly, jejich beˇh se mus´ı zastavit a na´sledneˇ se mus´ı odistalovat z
OSGi kontejneru.
Prˇi prˇida´va´n´ı modulu do kontejneru OSGi mus´ı nejprve by´t provedena
jeho instalace. Pro komunikaci s OSGi kontejnerem se pouzˇ´ıvaj´ı metody trˇ´ıdy
org.osgi.framework.BundleContext. Prvn´ı metoda, kterou zacˇ´ına´ zˇivotn´ı cyklus mo-
dulu je metoda installBundle(). Tato metoda prˇij´ıma´ jako prvn´ı parametr cestu
s JAR souboru dane´ho modulu. Tato cesta mus´ı my´t zapsa´na ve tvaru URI
a tedy naprˇ´ıklad jako ”file:///modulename.jar ”. Takto jsme naprˇ´ıklad nead-
resovali soubor ”C: /modulename.jar”. Metoda vrac´ı referenci na objekt typu
org.osgi.framework.Bundle, ktery´ lze pouzˇ´ıt pro komunikaci s nainstalovany´m modu-
lem. Takto instalovany´ modul vsˇak jesˇteˇ nebeˇzˇ´ı. Proto aby mohl by´t plneˇ pouzˇ´ıt mus´ı
jesˇteˇ doj´ıt k jeho spusˇteˇn´ı, proto provedeme vola´n´ı metody start() z navra´cene´ho
objektu typu Bundle.
Odebra´n´ı modulu z kontejneru OSGi je o neˇco slozˇiteˇjˇs´ı ne prˇida´va´n´ı. Po detekci
odebra´n´ı zdrojove´ho souboru modulu ma´me k dispozici jen jeho na´zev. Proto nej-
prve prˇes objekt typu BundleContext zjist´ıme vsˇechny instalovane´ moduly v OSGi
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kontejneru. To provedeme vola´n´ım metody getBundles(). Tato metoda vra´t´ı pole
typu Bundle[], cozˇ jsou reference na instance trˇ´ıdy Bundle zastupuj´ıc´ı jednotlive´
moduly. Tento objekt ma´ metodu getLocation(), ktera´ vrac´ı cestu k souboru ze
ktere´ho byl mudul nainstalova´n. Tento na´zev pomoc´ı metody compareTo() z trˇ´ıdy
String porovna´me s na´zvem odinstalova´vane´ho modulu. Pokud se shoduj´ı tak jsme
nasˇli potrˇebnou referenci na modul, ktery´ chceme odinstalovat. Prˇed odinstalova´n´ım
je vsˇak vhodne´ nejprve modul korektneˇ zastavi vola´n´ım metody stop() z nalezene´
instance trˇ´ıdy Bundle. A na´sledneˇ uzˇ potom mu˚zˇeme prove´st odinstalova´n´ı vola´n´ım
metody uninstall(). Tyto kroky provedeme pro vsˇechny polozˇky z mnozˇiny fll.
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6 APLIKACE MODUL LOADER
Kapitola se zaby´va´ tvorbou programu s graficky´m uzˇivatelsky´m rozhrann´ım, ktery´
by umozˇnˇoval stejnou funkcionalitu jako drˇ´ıve implementovany´ modul LoadBundle.
Nevy´hodou modulu LoadBundle byla jeho nesnadna´ interakce s uzˇivatelem. Pro
vystaveˇn´ı graficke´ho uzˇivatelske´ho rozhrann´ı byla vybra´na platforma Eclipse RCP.
Du˚vodem pro jej´ı volbu bylo to, zˇe ona sama je postavena na standardu pro mo-
dula´rn´ı na´vrh aplikac´ı OSGi. To je velkou vy´hovou, protozˇe jizˇ nen´ı nutne´ do apli-
kace standard OSGi slozˇiteˇ implementovat a ladit spolupra´ci obou platforem. Dalˇs´ı
vy´hovou je zˇe platforma Eclipse RCP, je plneˇ podporova´na v Eclipse IDE, ktere´ bylo
pouzˇito jako vy´vojove´ prostrˇed´ı pro tvorbu tohoto programu.
6.1 Aplikace
Aplikace na platformeˇ Eclipse RCP byla vytvorˇena za pouzˇit´ı znalost´ı z teore-
ticke´ho u´vodu. Takto vznikly za´kladn´ı trˇ´ıdy jako Activator, Application, Appli-
cationWorkbenchAdvisor, ApplicationWorkbenchWindowAdvisor, ApplicationActi-
onBarAdvisor a Perspective. Tyto trˇ´ıdy nadefinuj´ı hlavn´ı aplikaci a za´kladn´ı polozˇky
do Menu hlavn´ıho okna. Ve trˇ´ıdeˇ Perspective je definova´no rozmı´steˇn´ı View a Edi-
torArea.
6.2 Vsˇechny trˇ´ıdy jsou umı´steˇny v bal´ıku
Popis implementace vybrany´ch trˇ´ıd cz.vutbr.feec.utko.ruml.mcis.modloader a jemu
podrˇ´ızeny´ch bal´ık˚u jako jsou commands, editors, filter, model, providers, sorter.
6.2.1 Trˇ´ıdu View
Jedna´ se o trˇ´ıdu v ktere´ se nacha´z´ı TableViewer, ktery´ je pouzˇit zobrazen´ı seznamu
modul˚u. Trˇ´ıda je odvozena z trˇ´ıdy org.eclipse.ui.part.ViewPart. Metoda createPart-
Control() je vola´na prˇi vytva´rˇen´ı instance trˇ´ıdy a slouzˇ´ı s inicializaci komponent,
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ktere´ budu zobrazeny ve view. Takovou komponentou je naprˇ´ıklad trˇ´ıda Table-
Viewer. V te´to metodeˇ jsou nastaveny vsˇechny potrˇebne´ atributy pro zobrazovane´
komponenty ve View. Na konci te´to metody se vytvorˇ´ı instance trˇ´ıdy WatchThread a
provede se jej´ı spusˇteˇn´ı metodou go(). Metoda updateViewerList() slouzˇ´ı pro aktua-
lizaci vy´pisku modul˚u. Metoda obsahuje osˇetrˇen´ı pro mozˇnost vola´n´ı z jine´ho vla´kna
programu, tak aby nedosˇlo ke konfliktu prˇi prˇ´ıstupu ke graficky´m komponenta´m.
6.2.2 Trˇ´ıda WatchThread
Nejd˚ulezˇiteˇjˇs´ı trˇ´ıdou z cele´ aplikace je trˇ´ıda WatchThread, ktera´ byla prˇevzata z
modulu LoadBundle, jehozˇ popisu se veˇnovala prˇedchoz´ı kapitola. Tuto trˇ´ıdu bylo
nutne´ upravit pro pouzˇit´ı s graficky´m uzˇivatelsky´m rozhrann´ı. Velmi d˚ulezˇitou
zmeˇnou je, zˇe uzˇ trˇ´ıda nen´ı potomkem trˇ´ıdy Thread, ale implementuje rozhrann´ı
java.lang.Runnable. Z toho d˚uvodu bylo nutne´ do trˇ´ıdy prˇidat metodu go(), ktera´
zajiˇst’uje, zˇe se trˇ´ıda chova´ porˇa´d jako samostatne´ vla´kno avsˇak nastala zmeˇna. Po
vytvorˇen´ı instance trˇ´ıdy se beˇh vla´kna jizˇ nespousˇt´ı vola´n´ım metody start(), ale
vola´n´ım metody go().
Vzhledem k tomu, zˇe tato trˇ´ıda te´zˇ vyzˇaduje mozˇnost spolupracovat s View z
graficke´ho uzˇivatelske´ho rozhrann´ı bylo do trˇ´ıdy nutno prˇidat priva´tn´ı promeˇnnou
s referenc´ı na View. Tato priva´tn´ı promeˇnna´ je prˇiˇrazena jizˇ v konstruktoru trˇ´ıdy,
proto je nutne´ prˇeda´vat referenci na View, jako posledn´ı parametr v konstruktoru.
Te´to reference je potom vyuzˇito v metodeˇ run(), kdy pokud je detekova´na zmeˇna v
modulech ve sledovane´m adresa´rˇi je po proveden´ı nacˇ´ıta´n´ı nebo odstraneˇn´ı modul˚u
vola´na pra´veˇ metoda updateViewerList() dane´ trˇ´ıdy View. Tato metoda prˇij´ıma´
pako vstupn´ı parametr seznam identifika´tor˚u OSGi modul˚u, ktere´ jsou aktua´lneˇ in-
stalova´ny. Tento seznam je prˇeda´va´n za u´cˇelem aktualizace graficke´ho uzˇivatelske´ho
vy´pisu.
Seznam prˇeda´vany´ch identifika´tor˚u modul˚u pro metodu updateViewerList() je
vytvorˇen pra´veˇ jen prˇi detekci zmeˇny v modulech. Je vytvorˇen zkop´ırova´n´ım priva´tn´ı
mnozˇiny identifika´tor˚u obhospodarˇovany´ch modul˚u. Tato priva´tn´ı promeˇnna´ je typu
HashSet pro za´znamy datove´ho typu Long.
39
6.2.3 Trˇ´ıda CallEditor
Jedna´ se o command a tud´ızˇ tato trˇ´ıda je odvozena z trˇ´ıdy
org.eclipse.core.commands.AbstractHandler. Tato trˇ´ıda ma´ metodu exekute(),
ktera´ je vyvola´na prˇi vola´n´ı tohoto prˇ´ıkazu. Tento prˇ´ıkaz slouzˇ´ı k otevrˇen´ı Editoru
s podrobnostmi o dane´m modulu. Pro tento u´cˇel metoda nejprve zkontroluje, ktery´
modul byl oznacˇen ve vieweru. Na´sledneˇ nacˇte za´znam dane´ho modulu, ktery´
pouzˇije jako parametr k vytvorˇen´ı instance trˇ´ıdy ModulEditorInput. Referenci na
instanci trˇ´ıdy ModulEditorInput na´sledneˇ prˇeda´ prˇi vola´n´ı metody openEditor() z
trˇ´ıdy Page. Jako druhy´ parametr metoda vyzˇaduje, jesˇteˇ prˇeda´n´ı identifika´toru na
trˇ´ıdu editoru, cozˇ zde je trˇ´ıda ModulEditor. Vola´n´ı te´to metody zp˚usob´ı otevrˇen´ı
editoru v EditorArea.
6.2.4 Trˇ´ıda ModulEditorImput
Tuto trˇ´ıdu je nutno vytvorˇit pro mozˇnost otevrˇen´ı Editoru v EditorArea. Tato trˇ´ıda
ma´ za u´kol poskytnout nezbytne´ data do otev´ırane´ho Editoru. Mezi tyto u´daje
patrˇ´ı trˇeba na´zev dane´ za´lozˇky editoru nebo trˇeba jako v nasˇem prˇ´ıpadeˇ reference
za za´znam modulu. Velmi d˚ulezˇitou funkc´ı te´to trˇ´ıdy jsou metody equals() a ha-
shCode(), ktere´ jsou pouzˇity prˇi zjiˇst’ova´n´ı zdali uzˇ zadany´ editor nen´ı jizˇ otevrˇen. Z
teˇchto d˚uvod˚u tato trˇ´ıda mus´ı implementovat rozhrann´ı org.eclipse.ui.IEditorInput.
6.2.5 Trˇ´ıda ModulEditor
Trˇ´ıda ModulEditor je odvozena od trˇ´ıdy org.eclipse.ui.part.EditorPart. Trˇ´ıda
prˇedstavuje Editor v EditorArea. Velmi d˚ulezˇitou metodou je createPartControl().
Tato metoda je vola´na prˇi prvn´ım zobrazova´n´ı Editoru a ma´ za u´kol vytvorˇit
komponenty, ktere´ budou zobrazeny v Editoru. Takovy´mi komponentami mohou
by´t naprˇ´ıklad trˇ´ıdy Text a nebo Labe. Trˇ´ıda Labe slouzˇ´ı k zobrazen´ı necitova-
telne´ho textu. Trˇ´ıda Text reprezentuje komponentu editovatelne´ho pole s textovy´m
rˇeteˇzcem. Metoda isDirty() slouzˇ´ı ke zjiˇsteˇn´ı zda byly v editoru provedeny neˇjake´
zmeˇny. To proto, aby se prˇi jeho prˇ´ıpadne´m uzavrˇen´ı mohlo vyvolat ulozˇen´ı zmeˇn.
Proveden´ı ulozˇen´ı prˇ´ıpadny´ch zmeˇn je vola´na metoda doSave ().
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6.2.6 Trˇ´ıda ModulFilter
Trˇ´ıda je odzoveza z trˇ´ıdy org.eclipse.jface.viewers.ViewerFilter a slouzˇ´ı jako
podp˚urna´ trˇ´ıda pro TableViewer. Jej´ım u´cˇelem je rozhodovat, ktere´ za´znamy mo-
dul˚u ze seznamu modul˚u budou zobrazeny ve vy´pisu modul˚u. Toho je vyuzˇ´ıva´no ve
funkci vyhleda´va´n´ı. Pro tentoucˇel trˇ´ıda disponuje metodou setSearchText(), ktery´
je vola´na prˇi zmeˇneˇ vyhleda´vac´ıho vy´razu, ktery´ metoda prˇij´ıma´ jako jediny´ vstupn´ı
parametr. Metoda select() prova´d´ı rozhodova´n´ı zda dany´ za´znam modulu vyhovuje
vyhleda´vane´mu vy´razu. Tato metoda je vola´na trˇ´ıdou TableViewer.
6.2.7 Trˇ´ıda BundleContentProvider
Jedna´ se o pomocnou trˇ´ıdu, ktera´ je vyuzˇ´ıva´na staticky k ulozˇen´ı reference na
BundleContext. Pro tento u´cˇel ma´ jedu priva´tn´ı statickou promeˇnnou. Jej´ı hod-
notu lze nastavit vola´n´ım metody setBundleContext(). Tento u´kon je proveden v
trˇ´ıdeˇ Activator v metodeˇ start(), kde je tato reference prˇiˇrazena. Pro z´ıska´n´ı dane´
reference na BundleContext slouzˇ´ı metoda getBundleContext(), ktera´ je vyuzˇ´ıva´na
v trˇ´ıdeˇ View.
6.2.8 Trˇ´ıda Modul
Jedna´ se o trˇ´ıdu prˇedstavuj´ıc´ı za´znam pro jeden rˇa´dek ve vy´pisu modul˚u. Prˇestavuje
pameˇt’ovou trˇ´ıdu ktera´ shromazˇd’uje atributy modulu, pro ucˇely zobrazen´ı v gra-
ficke´m uzˇivatelske´m rozhrann´ı. S tomu to ucˇelu ma´ na´sleduj´ıc´ı atributy id, name,
vision, location, state. Pro tyto atributy je trˇ´ıda vybavena Getry a Setry.
6.2.9 Trˇ´ıda ModulProvider
Jedna´ se o trˇ´ıdu navrzˇenou podle na´vrhove´ho vzoru singleton. Proto ma´ statickou
metodu getInstance(), ktera´ vrac´ı referenci na instanci sebe sama. Tato instance
trˇ´ıdy pokud nen´ı vytvorˇena tak se vytvorˇ´ı a ulozˇ´ı do staticke´ priva´tn´ı promeˇnne´,
pro prˇ´ıpadne´ dalˇs´ı vola´n´ı te´to metody. Prˇi opeˇtovne´m vola´n´ı uzˇ se vrac´ı jen reference
ze staticke´ho priva´tn´ıho atribut. Trˇ´ıda slouzˇ´ı jako u´lozˇiˇsteˇ seznamu (List) skla´daj´ıc´ı
se z referenc´ı na instanci trˇ´ıdy Module. To znamena´ zˇe prˇedstavuje seznam za´znamu˚
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modul˚u, ktery´ ze zobrazova´n ve View. Pro z´ıska´n´ı tohoto seznamu slouzˇ´ı metoda
getModuls().
6.2.10 Trˇ´ıda ModulContentProvider
Trˇ´ıda implementuje rozhrann´ı org.eclipse.jface.viewers.IStructuredContentProvider
a slouzˇ´ı jako poskytovatel pole za´znamu˚ pro TableViewer. K tomuto ucˇelu slouzˇ´ı me-
toda getElements() ve ktere´ se prova´d´ı transformace seznamu objekt˚u typu Module
a pole objekt˚u typu Module.
6.2.11 Trˇ´ıda ModulLabelProvider
Tato trˇ´ıda je odvozena z trˇ´ıdy org.eclipse.jface.viewers.LabelProvider a za´rovenˇ im-
plementuje rozhrann´ı org.eclipse.jface.viewers.ITableLabelProvider. Jej´ım u´kolem je
prova´deˇt vycˇ´ıta´n´ı a transformaci atribut˚u instance trˇ´ıda Modul na datovy´ typ String.
Toto se prova´d´ı v metodeˇ getColumnText(), kdy je prˇeda´na instance trˇ´ıdy Module
a index sloupce v TableVieweru a metoda vrac´ı jako vy´sledek textovy´ rˇeteˇzec, ktery´
reprezentuje hodnotu atributu z trˇ´ıdy Module, ktera´ ma´ by´t zobrazena v dane´m
sloupci TableVieweru.
6.2.12 Trˇ´ıda ModulTableSorter
Trˇ´ıda je odvozena z trˇ´ıdy org.eclipse.jface.viewers.ViewerSorter a poskytuje nutne´
pro prova´deˇn´ı rˇazen´ı vy´pisu modul˚u podle zadane´ho sloupce. Metoda setColumn()
slouzˇ´ı k nastaven´ı sloupce podle ktere´ho se prova´d´ı rˇazen´ı vy´sledk˚u. Metody Com-
paq() prova´d´ı porovna´va´n´ı dvou za´znamu˚ a je pouzˇ´ıva´na prˇi rˇazen´ı. Tato metody
je implementova´na pro porovna´va´n´ı podle atribut˚u trˇ´ıdy Modul.
6.2.13 Trˇ´ıda ModulPopupMenuListener
Slouzˇ´ı jako podruzˇna´ trˇ´ıda pro vytva´rˇen´ı kontextove´ho menu pro vy´pis modul˚u. Z to-
hodo d˚uvodu mus´ı implementovat rozhrann´ı org.eclipse.jface.action.IMenuManager.
Jej´ım u´kolem je rozhodnou, ktera´ akce je pro dany´ modul dostupna´ a na´sledneˇ ji
vlozˇit do vytva´rˇene´ho kontextove´ho menu.
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7 NA´VOD K POUZˇITI´
Program Modul Loader (cz.vutbr.feec.utko.ruml.mcis.modloader) je experimenta´ln´ı
uka´zkou pouzˇit´ı ra´mc˚u pro modula´rn´ı informacˇn´ı syste´m. V programu je pouzˇit
pro modula´rn´ı beˇh aplikace standard OSGi, ktery´ umozˇnˇuje nacˇ´ıta´n´ı modul˚u s
prˇelozˇeny´mi ko´dy za beˇhu. Pro snazsˇ´ı prezentaci vy´sled˚u z beˇhu programu a pro
usnadneˇn´ı ovla´da´n´ı programu uzˇivatelem, program obsahuje graficke´ uzˇivatelske´ roz-
hrann´ı postavene´ na platformeˇ Eclipse RCP. Hlavn´ım u´cˇelem programu je sledovat
urcˇeny´ adresa´rˇ a v prˇ´ıpadeˇ, zˇe je do tohoto adresa´rˇe vlozˇen soubor modulu, tak
program provede jeho instalaci a na´sledne´ spusˇteˇn´ı a zobraz´ı informace o modulu v
okneˇ programu.
7.1 Program Modul Loader
Obra´zek 7.1: Okno aplikace Modul Loader po spusˇteˇn´ı
7.1.1 Prˇ´ıprava
Prˇed prvn´ım spusˇteˇn´ım programu je nutne´ prove´st prˇ´ıpravu adresa´rˇe, ktery´ bude
program sledovat. Z tohoto sledovane´ho adresa´rˇe budou nalezene´ moduly, jezˇ bu-
dou mı´t formu zkompilovany´ch soubor˚u .JAR, nacˇteny a spousˇteˇny. Umı´steˇn´ı sle-
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dovane´ho adresa´rˇe je na disku C, kde je nutne´ vytvorˇit podadresa´rˇ modules. Do
tohoto adresa´rˇe je mozˇne´ posle´ze umist’ovat moduly(bundle), ktere´ jsou kompati-
biln´ı se specifikac´ı OSGi.
7.1.2 Spusˇteˇn´ı
Prˇi spousˇteˇn´ı aplikace otevrˇeme adresa´rˇ ModLoader, ktery´ prˇedstavuje celou apli-
kaci. V tomto adresa´rˇi se nacha´z´ı vsˇechny potrˇebne´ pluginy pro spusˇteˇn´ı programu.
Spustitelny´ soubor modloader.exe se nacha´z´ı v podadresa´rˇi eclipse. Po spusˇteˇn´ı to-
hoto souboru se zobraz´ı Splash Screen s Progress Barem, ktery´ informuje o pr˚ubeˇhu
zava´deˇn´ı plugin˚u do platformy Eclipse RCP.
7.1.3 Sezna´men´ı s oknem aplikace
Po dokoncˇen´ı spousˇteˇn´ı se zobraz´ı hlavn´ı okno aplikace. Hlavn´ı okno aplikace obsa-
huje za´kladn´ı menu z volbami File - Exit pro ukoncˇen´ı aplikace a Help - About Modul
Loader pro zobrazen´ı dialogu se za´kladn´ımi informacemi o aplikaci. V tomto dialogu
je tlacˇ´ıtko Installation Detail, ktere´ zobraz´ı dialog z vy´pisem instalovany´ch plugin˚u.
Tento dialog je standardn´ım dialogem platformy Eclipse RCP. Da´le okno obsahuje
jednu komponentu view, ktera´ slouzˇ´ı k zobrazova´n´ı seznamu modul˚u, ktere´ byly
dynamicky nacˇteny za beˇhu. Ve vy´pisu je kazˇdy´ modul charakterizova´n za´znamem,
ktery´ obsahuje ID z OSGi frameworku. Tento identifika´tor je unika´tn´ı pouze pro
dane´ spusˇteˇn´ı programu a prˇi prˇ´ıˇst´ım spusˇteˇn´ı mu˚zˇe by´t jiny´. Dalˇs´ım parametrem
je stav (state), ve ktere´m se dany´ modul nacha´z´ı a posledn´ım sloupcem je na´zev
dane´ho modulu. Pokud se v adresa´rˇi modules nenacha´zej´ı zˇa´dne´ moduly, ktere´ by
mohly by´t nacˇteny, tak vy´pis bude pra´zdny´. Nad vy´pisem modul˚u se nacha´z´ı pole
pro zada´n´ı vyhleda´vane´ho vy´razu, ktere´ interaktivneˇ reaguje na zadany´ text. Pokud
do pole zada´me neˇjaky´ vy´raz tak zp˚usob´ıme, zˇe se vy´pis modul˚u omez´ı jen na ty
za´znamy, ktere´ odpov´ıdaj´ı zadane´mu vy´razu. Zby´vaj´ıc´ı cˇa´st okna je vyplneˇna ob-
last´ı zvanou EditorArea, ktera´ slouzˇ´ı k zobrazen´ı detailneˇjˇs´ıch informac´ı o vybrane´m
modulu.
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7.1.4 Vkla´da´n´ı modul˚u
Hlavn´ı funkc´ı cele´ho programu je dynamicke´ nacˇ´ıta´n´ı modul˚u za beˇhu aplikace. K to-
muto u´cˇelu je urcˇen adresa´rˇ modules na disku C. K nacˇten´ı modulu stacˇ´ı nakop´ırovat
nebo prˇesunout zkompilovany´ soubor modulu s prˇ´ıponou .JAR dane´ho adresa´rˇe.
Tento soubor modulu mus´ı by´t validn´ım tzv. bundlem dle standardu OSGi. Program
na´sledneˇ prˇi kontrole adresa´rˇe moduls, ktera´ je prova´deˇna ve sta´vaj´ıc´ı konfiguraci
jedenkra´t za sekundu, rozezna´ prˇida´n´ı nove´ho souboru a tento soubor na´sledneˇ nacˇte
a spust´ı. Modul se na´sledneˇ zobraz´ı ve vy´pisu modul˚u v hlavn´ım okneˇ aplikace.
7.1.5 Podrobnosti o modulu
Pro zobrazen´ı podrobneˇjˇs´ıch informac´ı o modulu stacˇ´ı prove´st dvojklik
nadza´znamem dane´m modulu ve vy´pisu modul˚u. Po te´to akci se v prave´ cˇa´sti okna
zobraz´ı za´lozˇka s detailneˇjˇs´ımi informacemi o modulu. Teˇchto za´lozˇek se zde mu˚zˇe
za´rovenˇ nacha´zet neˇkolik a jde mezi nimi prˇep´ınat. Kazˇda´ za´lozˇka je nadepsa´na
na´zvem modulu, jehozˇ detail zprˇ´ıstupnˇuje. Mezi zobrazeny´mi informacemi se opeˇt
opakuje ID a na´zev modulu. Novy´mi parametry jsou Verze modulu, ktere´ jsou
nacˇ´ıta´ny z metasouboru dane´ho modulu a posledn´ım parametrem je umı´steˇn´ı sou-
boru, z ktere´ho byl dany´ modul nacˇten.
7.1.6 Spusˇteˇn´ı a pozastaven´ı modulu
Moduly jsou, v soucˇasne´ konfiguraci programu po nacˇten´ı(instalaci) do OSGi, ihned
spusˇteˇny, ale aplikace da´le umozˇnˇuje prova´deˇt zmeˇnu tohoto stavu. Pro prˇ´ıpadne´
zastaven´ı a spusˇteˇn´ı modulu je mozˇne´ kliknut´ı pravy´m tlacˇ´ıtkem mysˇi ve vy´pisu
modul˚u na jeho za´znam. Takto se otevrˇe kontextove´ menu, ktere´ nab´ız´ı odpov´ıdaj´ıc´ı
prˇ´ıkazy pro dany´ modul. Pokud je modul ve stavu INSTALLED nebo RESOLVED,
je v kontextove´m menu prˇ´ıstupny´ prˇ´ıkaz Start pro spusˇteˇn´ı modulu. V prˇ´ıpadeˇ zˇe je
modul ve stavu ACTIVE, je v kontextove´m menu prˇ´ıkaz Stop pro pozastaven´ı beˇhu
modulu.
Pro otestova´n´ı funkcˇnosti programu jsou v adresa´rˇi BundleExample dostupne´
testovac´ı moduly. Tyto moduly prova´deˇj´ı prˇi sve´m spusˇteˇn´ı a zastaven´ı vy´pis do
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konzoly. Tento vy´pis je realizova´n v metodeˇ start a stop dane´ho modulu. Pokud
vsˇak chceme tyto hla´sˇky videˇt, je nutne´ spustit aplikaci tak, aby spolu s graficky´m
rozhrann´ı aplikace byla spusˇteˇna i textova´ konzole. Postup, jak toho dosa´hnout, je
popsa´n n´ızˇe v sekci Spousˇteˇn´ı aplikace s konzol´ı.
7.1.7 Rˇazen´ı a vyhleda´va´n´ı ve vy´pisu modul˚u
Vy´pis dynamicky instalovany´ch modul˚u se mu˚zˇe prˇ´ı veˇtsˇ´ım mnozˇstv´ı modul˚u sta´t
neprˇehledny´m. Pro tuto situaci je v programu implementova´na funkce rˇazen´ı vy´pisu
modul˚u. Rˇadit je mozˇno podle neˇktere´ho ze sloupc˚u. Pro aktivaci funkce rˇazen´ı
stacˇ´ı kliknout pravy´m tlacˇ´ıtkem mysˇi na popisek dane´ho sloupce v hlavicˇce tabulky.
Na´sledneˇ se vy´pis serˇad´ı podle zadane´ho sloupce. Rˇadit je mozˇno jak sestupneˇ, tak
i vzestupneˇ. Pro zmeˇnu smeˇru rˇazen´ı stacˇ´ı opeˇtovneˇ kliknout na dany´ sloupec.
Vy´pis modul˚u da´le umozˇnˇuje prove´st vyhleda´va´n´ı podle kl´ıcˇovy´ch rˇeteˇzc˚u, ktere´
je mozˇno zada´vat do vyhleda´vac´ıho pole s popiskem Search. Pokud je zde zada´n
neˇjaky´ rˇeteˇzec, program se pokus´ı nale´zt dany´ vy´raz ve vsˇech sloupc´ıch vy´pisu mo-
dul˚u a ve vy´pisu z˚ustanou zobrazeny jen ty za´znamy modul˚u, ktere´ dane´mu vy´razu
vyhovuj´ı. Ostatn´ı za´znamy modul˚u jsou skryty. Pro obnoven´ı plne´ho vy´pisu modul˚u
stacˇ´ı smazat vyhleda´vany´ vy´raz v poli Search.
7.1.8 Spousˇteˇn´ı aplikace s konzol´ı
Pro ladeˇn´ı aplikace nebo pro proveden´ı testu mu˚zˇe by´t uzˇitecˇne´ spustit program
spolu s konzol´ı OSGi. Do te´to konzole se vypisuj´ı neˇktere´ lad´ıc´ı hla´sˇky aplikace. Ale
protozˇe se jedna´ o plnou konzoli OSGi, je mozˇno do n´ı zada´vat i prˇ´ıkazy pro rˇ´ızen´ı
beˇhu cele´ho OSGi frameworku. Spusˇteˇn´ı programu s konzol´ı se provede na´sledovneˇ.
Stacˇ´ı spustit Prˇ´ıkazovy´ rˇa´dek ve MS Windows a prˇepnout se do adresa´rˇe se soubo-
rem modloader.exe a spustit tento soubor s parametrem konsole naprˇ´ıklad takto:
modloader.exe -console. Nyn´ı se otevrˇou dveˇ okna programu. Jedno z graficky´m
rozhrann´ım a jedno s prˇ´ıkazovou konzol´ı OSGi.
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8 ZA´VEˇR
C´ılem pra´ce je vytvorˇen´ı uka´zkove´ aplikace, jezˇ by demonstrovala mozˇnost prˇida´va´n´ı
a odeb´ıra´n´ı modul˚u z a do syste´mu za beˇhu. Pro u´cˇely proveden´ı te´to funkciona-
lity byly zkouma´ny mozˇnosti platformy OSGi, ktera´ reprezentuje jednu z mozˇny´ch
platforem umozˇnˇuj´ıc´ıch na´vrh modula´rn´ıch syste´mu˚ pro Javu. Pra´ce proto obsa-
huje jako druhou kapitolu kra´tky´ u´vod do platformy Java. Da´le pra´ce prova´d´ı zasa-
zen´ı rˇesˇene´ho u´kolu do kontextu syste´mu˚ s douhodoby´m beˇhem, u nichzˇ je trˇeba v
pr˚ubeˇhu jejich cˇinnosti bez restartu prˇida´vat dalˇs´ı komponenty pro zrychlen´ı nebo
opravu jejich zpracova´va´n´ı dat. Dalˇs´ı kapitolou je uzˇ popis syste´mu˚ OSGi, jeho
architektury a funkcionality, kterou nab´ız´ı.
Druhou a velmi podstatnou cˇa´st´ı pra´ce bylo doplneˇn´ı, jizˇ existuj´ıc´ıho modulu
o grafiske´ uzˇivatelske´ rozhrann´ı. Pro tyto ucˇely byla vybra´na platforma Eclipse
RCP. Jedn´ım z hlavn´ıch d˚uvod˚u pro jej´ı vy´beˇr bylo, zˇe ona sama je postavena
na platformeˇ OSGi. Druhy´m podstatny´ch d˚uvodem byla jej´ı podpora ze strany
vy´vojove´ho prostrˇed´ı Eclipse IDE. Teoreticke´mu uvodu do problematiky Eclipse
RCP byla veˇnova´na posledn´ı teoreticka´ kapitola.
Posledn´ı trˇi kapitoly te´to pra´ce uzˇ popisuj´ı praktickou implementaci modula´rn´ıho
syste´mu a za pouzˇit´ı platformi OSGi a platforma Eclipse RCP. Za´veˇrecˇna´ kapitola
je veˇnova´na Uzˇivatelske´mu na´vodu.
Prvn´ım z vy´sledk˚u pra´ce je realizace modulu LoadBundle pro OSGi, ktery´
prova´d´ı pravidelneˇ opakuj´ıc´ı se vyhodnocen´ı obsahu adresa´rˇe, ktery´ je sledova´n
na vy´skyt novy´ch zdrojovy´ch soubor˚u modul˚u. Modul LoadBundle pokud najde
zdrojovy´ soubor modulu, provede jeho instalaci do OSGi kontejneru a na´sledneˇ ho
pusˇteˇn´ı. Implementace tohoto nacˇ´ıtac´ıho modulu prova´n´ı i odeb´ıra´n´ı modul˚u z OSGi
kontejneru prˇi smaza´n´ı jeho zdrojove´ho souboru.
Druhy´m vy´sledkem diplomove´ pra´ce je aplikace Modul Loader. Tato aplikace
poskytuje stejnou funkcionalitu jako modul LoadBundle, ale nav´ıc umozˇnˇuje ovla´dat
spousˇteˇn´ı a zastavova´n´ı modul˚u z graficke´ho uzˇivatelske´ho rozhrann´ı, ktere´ tato
aplikace poskytuje. Pro tyto ucˇely bylo vyuzˇito platformy Eclipse RCP, jej´ımuzˇ
popisu byla veˇnova´na jedna z kapitol teoreticke´ho uvodu.
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B OBSAH PRˇILOZˇENE´HO CD
B.1 Aplikace
Adresa´rˇ Aplikace obsahuje spustitelny´ program ModLoader ve stejnojmenne´ poda-
dresa´rˇi. Da´le uka´zkove´ moduly v adresa´rˇi ExampleModules.
B.2 Pra´ce
Adresarˇ obsahuje elektronickou verzi tiˇsteˇne´ diplomove´ pra´ce ve forma´tu PDF.
B.3 Projekt
V adresa´rˇi se nacha´z´ı zdrojove´ ko´dy a adresa´rˇe projekt˚u realizovany´ch programu˚.
Obsahuje trˇi podadresa´rˇe pro modul LoadBudle, pro uka´zkove´ moduly ExampleMo-
dules a pro ukazkovoy´ program s GUI adresarˇ ModLoader.
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