Abstract-Sharing a calendar of tasks and events is a cornerstone in collaborative group work. Indeed, the individual work of the members of the group as well as the group work as a whole need the calendar to guide their activity and to meet the deadlines, milestones, deliverables of a project, etc. Additionally the members of the group should be able to work both offline and online, which arises when members of the group use smartphones and can eventually run out of Internet connection from time to time, or simply want to develop some activities locally. In the former case, they should have access to the calendar locally, while in the later case they should access the calendar online, shared by all members of the group. In both cases they should be able to see eventually the same information, namely the local calendars of the members should be synchronized with the group calendar. For the case of smartphones under Android system, one solution could be using the Google calendar, however, that is not easily tailorable to collaborative group work. In this paper we present an analysis, design and implementation of group work calendar that meets several requirements such as 1) sharing among all of members of the group; 2) synchronization among local calendars of members and global group calendar; 3) conflict resolution through a voting system; 4) awareness of changes in the entries (tasks, members, events, etc.) of the calendar and 5) all these requirements under proper privacy, confidentiality and security mechanisms. Moreover, we extend the sharing of calendars among different groups, a situation which often arises in enterprises when different groups need to be aware of other projects' development, or, when some members participate in more than one project at the same time.
I. INTRODUCTION
With the fast development in Internet and mobile technologies, the collaborative group work is seeing a shift. Indeed, while in the recent past, collaborative group work was based on the web and peer-to-peer applications [17] , [25] , now most of the group work goes mobile. The use of mobile devices gives a new dimension to collaborative group work, which is not possible with Web-based group work, namely, the members of a group cannot only be geographically distributed, they can also do collaborative work on the move, anytime, anywhere [14] in both online * SmartLearn Group, Universitat Oberta de Catalunya, Spain and offline modes of work [26] . Therefore, collaborative group work using smartphones has become commonplace in most collaborative activities, including business collaboration in enterprises, online collaborative learning, collaborative group work at remote areas, disaster management scenarios, crowd-sensing collaboration, etc.
The design of a group calendar requires overcoming several challenges that hinder collaborative group work. Several research works have addressed the development of Android applications that support group work and can be integrated with enterprise information systems [10] , [20] . For disaster management, Android applications can provide with timely support as shown in [11] , [15] , [16] . Several proposal for supporting collaborative work have been proposed for online collaborative learning to effectively scaffold learners, and particularly online groups of learners by smartphones and tablets applications [18] , [21] , [24] , [27] . Data visualisation in a group calendar is also an important feature [7] for handling multiple schedules and highlighting common free times, especially relevant when the number of users is rather large and scalability is to be achieved.
However, currently there are several issues not satisfactorily addressed for a group calendar to fully support the collaborative work. More precisely, in this work we are interested to develop a calendar that meets several requirements such as:
1) sharing among all of members of the group; 2) synchronization among local calendars of members and global group calendar; 3) conflict resolution through a voting system; 4) awareness of changes in the entries (tasks, members, events, etc.) of the calendar, and 5) all these requirements under proper privacy, confidentiality and security mechanisms. Moreover, we are interested to extend the sharing of calendars among different groups, a situation which often arises in enterprises when different groups need to be aware of other projects' development, or, when some members participate in more than one project at the same time.
In this paper, we first analyse these requirements and then achieve a design for the group calendar, which can be implemented at a server side and at a client side (mobile device), being it Android or any other platform. We exemplify the approach for mobile devices under Android system and SugarCRM as a server.
The rest of the paper is organized as follows. In Section II we formalise the requirements for a group calendar supporting collaborative group work, the synchronisation mechanisms and its various types. The design of the calendar, its implementation and deployment are presented in Section III. We end the paper in Section IV with some conclusions and remarks for future work.
II. REQUIREMENTS
There are several requirements that a group calendar should satisfy to efficiently support collaborative group work. Among these, we could distinguish some functional and non-functional requirements. In the former group, some main requirements are: a) sharing the group calendar among all of members of the group; b) synchronization among local calendars of members and the global group calendar; c) conflict resolution mechanisms through a voting system; d) awareness services to members about the changes in the entries (tasks, members, events, etc.) of the calendar. In the later, we could list, e) privacy, confidentiality and security mechanisms for group calendar in order to avoid group activity tracking by non-group members; f) sharing of calendars among different groups, when different groups need to be aware of other projects' development activities and g) efficiency and scalability with regard to number of tasks and events in a calendar according to number of members of the group(s) and number of different group calendars being shared. It should be noted that some of these requirements can be achieved via a Google calendar, however, they cannot be addressed altogether, especially, conflict resolution mechanisms, privacy, confidentiality and multi-calendar multi-group management.
We briefly describe them next.
A. Sharing the group calendar among all of members of the group
Sharing is a fundamental requirement for a group calendar to support collaborative group work. Members of the group should be aware at anytime and anywhere about the previous, current and future states of the group project as well as of the associated documentation [22] . By sharing the calendars, the members of the group are able to follow up:
• project activities (tasks, deliverables, the project workflow, broadly speaking) • collaborative group processes (meetings, voting, requests for help and scaffolding, etc.) • availability and personal state changes. Sharing should be able to be extended to members of the group for one or more calendars within the group and eventually among members of different groups.
B. Synchronization among local calendars of members and global calendar
Another key requirement is the synchronization among changes produced by a member in the local calendar and the general group or group calendars the member has rights to, that is, when a member of the group changes some entry in the local calendar, this should be reflected on the global calendar and all other mobile devices of members whose local calendar can be seen affected by the change. For members whose local calendar is not affected, it is desirable to warn them about the changes.
There are many aspects that influence the synchronization, such as decentralisation among members of the group (this issue has been much investigated for other models such as P2P Networks-see for instance [1] ). By choosing to have the data spread across different devices, when a user makes a change to the data in its device, the change must be communicated directly to the other affected devices; or, the data can be stored centrally on a server and all the synchronization is made through it. In the former case, synchronization is more challenging due to the fact that the mobile devices can go on and off and data consistency is a real issue as it takes more time for the system to reach a consistent state when changes occur (usually eventual consistency is sought in this case). In the later case, using a server, it is easier and more reliable to manage the synchronization and achieve desired degree of consistency but to the price of keeping the system centralized.
Among the various strategies for synchronizing data, the most used ones are full and incremental synchronization.
C. Full synchronization
The full synchronization requires always all data to be synchronized. That is, if a device is to be synchronized with current server information, the server will always send all the data to the device (either in pull or push mode, according to setting parameters), and it is the device that should contrast that data received from the server against its data and update it accordingly, for example replace all old data by the newly received ones. This synchronization can be seen as safe mode synchronization in terms of synchronization errors, because by receiving all the information of the server side we can be sure that the device will contain exactly the information of the server. Obviously, this synchronization method implies a high cost of temporary data traffic, and it should be noted that part of this data traffic is redundant as the device has already part of it (usually small changes are done on the data locally). However, this kind of synchronization is necessary when a user connects for the very first time to the system or when it connects after a long period of time. In other cases, an incremental synchronization can be used, which is more efficient than full synchronization.
D. Incremental synchronization
The incremental synchronization requires knowing only the data that has changed since the last synchronization and the corresponding changes. Thus, a device receives only the changes occurred, not all information of the calendar. In this case, it is more likely to have a synchronization error or a higher degree of inconsistency. For example, if for some reason the synchronization fails, but through the process there was updated just the time/date of the last synchronization, the synchronization would be considered completed correctly. Clearly, this synchronization is more error-prone in case of mobile devices but on the other hand it is much more efficient both in space and in data traffic since it only sends the necessary changes of the information, not redundant data.
There is also possible to use both synchronization modes, that is, the member of the group uses incremental synchronization and from time to time, upon request, runs a full synchronization with the server.
E. Conflict resolution
In every system that uses data synchronization, conflicts may occur. In the case of the calendar, the most important type of the conflict arises when 1) two users may be modifying the same data and 2) a change done by a member cannot be done persistent in the group calendar until the change is approved by the members of the group (in this later case, this requirement is important for some critical data such as deadline delivery, adding a new member to the calendar who is not member of the group, etc.)
There are many strategies to resolve conflicts [2] , [12] , one simple strategy is voting. In our case, and due to the importance of correct conflict resolution to the collaborative group work, the conflict resolution is left to the members choice, namely, the affected users take a decision by a simple majority vote. In case of a tie, the voting will be repeated.
F. Notification awareness services
This requirement is necessary to keep the members of a group informed on the group activity and to timely collaborate with other members. Awareness can take various forms such as availability awareness (availability of resources, availability of members, ...), context awareness (where the actions/changes took place), group process awareness (changes with regard to project workflow), etc. [17] , [25] . Implementation of these awareness forms enables a timely and effective collaboration and coordination of online groups.
Awareness is implemented via event notification services. Events are defined and linked to Calendar, tasks, groups and users. Then, based on events, two types of notification services are implementing: a) event notification that requires user action and b) warnings (which are simply informative). For example, a user is notified that there is a pending task approval and is informed (warning) when a task is approved, completed and archived. A state diagram is defined for entities and events are linked to different states.
G. Privacy and confidentiality-preserved calendar activities
As with other human activities that generate data, ensuring the privacy and confidentiality is important [3] . On the one hand, an enterprise would like to keep confidential the ongoing projects and people working on them, and, on the other, members of the group may wish to not be tracked by non-group members (for their meeting times, places, etc.). While there are reported various models for Android devices [5] , they are no tailored solutions to group calendars.
III. DESIGN, ARCHITECTURE, TECHNOLOGIES AND DEPLOYMENT A. Design
We present next the design of the group calendar based on the main requirements, namely the design for the client side, i.e. a member of the group (see Fig. 1 ) and the one for the server side (see Fig. 2 ).
Further. we show the design of several methods (exemplified using the SugarCRM API), namely, newCalendar (see Fig. 3 ), addMemberToCalendar (Fig. 4) , addMemberToTask (Fig. 5) and confirmPendingApproval (Fig. 6) . 
B. Architecture
Regarding the architecture, it should be flexible, adaptive and inter-operable. Previous works have pointed out architectural concerns in distributed and mobile collaborative systems [6] , [19] . Among them, achieving integration of process and workspace management with Peer-to-Peer (P2P) Middleware, Publish-Subscribe, and Community and User Management are identified as key requirements.
Therefore, the architecture of the software system supporting collaborative work should account for web servers, services, super-peer implementation and mobile peers. Some issues in developing such architectures have been addressed in [8] , [9] , [13] , [23] . The architecture pattern used is that of Model View ViewModel (see fig. 7 ). 
C. Implementation and technologies
The following technologies have been used to implement the system. Java: The system is designed to run on Android, whose programming language is Java.
SQLite: We use SQLite as a local database because the resources are quite limited. Storing data in files can also be considered, but it was decided to use the database as a more effective solution.
Android: Because we want our application to use the maximum number of available devices, it was decided that the application will be implemented under Android, nevertheless, the system can be fully implemented using other operating systems.
Android-Binding: We use this external open source library to achieve a greater independence between the view and our system using the MVVM pattern.
SugarCRM: SugarCRM is commonplace in applications for SMEs businesses. By choosing this application server, we simulate the case of a real project development in enterprises and make our application potentially useful for real setting.
PHP: The server functionality must be extended in order to adapt it to our system. Because SugarCRM is implemented in PHP, it is then the programming language used to expand it.
Memcached: Memcached is a distributed system that is used for storing cached data or objects, thus reducing the need to access an external data source.
JXTA: JXTA (Juxtapose) is a P2P open source platform created by Sun Microsystems and defined as a set of XMLbased protocols. These protocols allow devices connected to a network to exchange messages with each other regardless of the network topology. The definition of JXTA is abstract and based on a set of open protocols so that it can be brought to any modern programming languages. There are several implementations, the most advanced of which is JXSE the Java version. The version is called Java Micro Edition JXME. One important feature of JXTA is that it allows P2P communication even when peers are behind NATs or firewalls.
PeerDroid: PeerDroid is an open source library that implements protocols JXME for the Android platform. It allows to create applications for the Android platform using JXTA properties, creating a network of mobile and other traditional peers (computers, for example).
D. Deployment and evaluation
The system has been deployed at the RDLab infrastructure (http://rdlab.cs.upc.edu/, using SugarCRM server and has been evaluated according to different usability and performance criteria. The system is under full evaluation with real collaborative groups conducting software project development at online courses of a Virtual Campus.
IV. CONCLUSIONS AND FUTURE WORK
In this paper we have presented an application for a calendar for collaborative group work to guide the individual and group activity in order to meet the deadlines, milestones, deliverables of a project, etc. We have first analysed the main functional requirements of the calendar such as sharing, synchronization, conflict resolution through a voting system and ability to support working both offline and online but also non-functional requirements such as privacy, confidentiality and security. Among these requirements, the synchronization is a challenging issue. We have formalized the requirements through the design of several algorithms, classes, modules and systems (client and server ones) and have implemented the proposed design using Android as a platform for smartphones and SugarCRM for the server. Preliminary evaluation of the prototype showed its efficiency and usability. We are currently evaluating the proposed systems using real collaborative groups at online courses of a Virtual Campus.
In our future work we would like to improve the group calendar in some aspects, for instance, with (fuzzy) meeting agent for decision support system, which would give better conflict resolution than current implemented method of majority voting.
