Object-Oriented modeling and design methodologies have been receiving a significant attention since they allow a quick and easy-to-gasp overview about a complex model. However, in the literature there are no formal frameworks that allow designers to verify the consistency (absence of contradictions) of both the static and dynamic components of the specified models, that are often assumed to be consistent. In this paper, a unifying formal framework is proposed that allows the consistency checking of both the static and dynamic components of a simplified Object-Oriented model.
Introduction
"Object-Oriented modeling and design is a new way of thinking about problems using models organized around real-world concepts" [28] . Nowadays, various Object-Oriented (OO) modeling and design methodologies have been consolidating, such as, for instance OMT [28] , OOD [5] , OOSE [25] and, in particular, UML [31] , that is very popular at the moment.
These methodologies have been receiving most of the attention since they offer significant modeling facilities by using diagrammatic notations. The use of diagrams, that can be rooted in the early beginning of conceptual modeling (the ER model [12] ), is becoming a consolidated methodology since it allows a quick and easy-to-gasp overview about a complex model. UML, for instance, offers a set of nine different diagram types which allow one to view a system from different perspectives.
However, visual modeling languages lack the capability of expressing finer details about the system, therefore they have been enriched with textual languages [32] . In UML, for instance, the Object Constraint Language (OCL) has been defined, that is a textual language for describing constraints within OO models. It has been specifically designed to complete diagrams with formal statements concerning restrictions on the values allowed for the object instances of the specified model.
When using an OO modeling methodology two main dimensions have to be considered: the model). In the past, research was mainly concentrated on understanding the static model of the objects, that is, the attributes, relationships, and integrity constraints the objects have to satisfy, whereas the object behavior was either ignored or supposed to be defined by the signature of methods only (see for instance [2, 9, 10, 16, 26] ). Languages similar to OCL were used to express conditions (integrity constraints) on the static model (as for instance, "nobody must earn more than his/her boss"). Successively, such languages were used to express conditions on the behavioral model too (as for instance, "in order to transfer more than a certain amount of money a further signature is required"). Currently,
, introduced by David Harel [23] , or variants of statecharts [1] , are often used to express the object behavior by using constraint languages similar to OCL (see for instance [18] ). However, nowadays that behavioral models are spreading, there is no significant work in the literature about formal frameworks that allow, for instance, the consistency (i.e., absence of contradictions) of the specified models to be checked. In fact, very often such models are simply assumed to be consistent (see for instance [18, 22] ).
In this work, both dimensions of OO conceptual modeling are considered. In particular, in the paper a unifying formal framework has been defined that allows the consistency checking of both the static and dynamic components of a simplified OO model. The contribution of the paper consists in: (i) the definition of the semantics of the dynamic component of an Object-Oriented specification in terms of the semantics of the associated static component, (ii) the notion of consistent behavior of an OO specification, and (iii) the formal characterization of it. Notice that, in OO modeling, object behavior is distinguished in intra-object and interobject behaviors, i.e., the behavior of objects that are instances of the same type, and the behavior of objects instances of different types, respectively. In this paper we focus on intra-object behavior.
The paper is organized as follows. In Section 2, the static and dynamic models adopted in this paper are formally introduced. In Section 3, the formal characterization (i.e., the necessary and sufficient conditions) of the consistency of the static and dynamic components of an OO specification is presented. Finally, the conclusion and future work follow. Below the related work is given.
Related work
In the literature, static and behavioral models are generally assumed to be consistent. However, it is interesting to briefly recall some of the existing proposals concerning the integrity constraint satisfiability (consistency) checking, as investigated within the fields of databases and logic programming.
In [2, 7, 13, 16] we find various methodologies for the verification of the consistency of static data models, including ISA hierarchies, or disjointness constraints, or cardinality constraints. However, constraints involving comparison operators are not addressed that, vice versa, are on the basis of the dynamic model proposed in this paper.
The satisfiability of integrity constraints involving comparison operators has been addressed, for instance, in [3, 17, 15] , within the field of Object-Oriented databases (OODB), and widely investigated in the context of deductive databases [6] , by relying on theorem prover techniques. However, since the formalism adopted in [3] is very expressive (it includes union, complement, quantified sets, valueset-types etc..), the consistency checking of recursive schemas enriched with explicit integrity constraints is undecidable. Similarly, in the context of deductive databases, and also in [17] , since a schema is a set of first order logic formulas, the methods proposed by the authors are semidecidable. Finally, in [15] , a characterization of finite satisfiability of OODB integrity constraints involving comparison operators has been addressed. However, in that paper a different class of constraint expressions has been considered that, for instance, does not allow comparisons with constants to be expressed.
Leibniz is a system for logic programming, based on logic decomposition techniques [30] . It compiles fast solution algorithms for checking the satisfiability of a given set of boolean formulas in conjunctive normal form, in which the variables range on predefined, finite domains. Indeed, in order to adopt this method in our data model, a preliminary step should be performed since we do not assume finite domains, i.e., we do not require objects to take values on finite ranges of values.
Finally, in the literature, many OO specification approaches have been proposed, related to system functions, behavior, communication, and decomposition (the reader that is interested in a comparison among the different proposals may refer to [33] ). In this paper, regarding the static model, we followed essentially the UML approach. In particular, the static model has been formalized by using an OO specification language based on the notion of a type, that can be seen as a textual form of the UML class diagrams. Furthermore, the constraint expression language adopted in this paper is similar to OCL, that is the textual language used to describe constraints in UML [32] . Regarding the behavioral model, we followed the statecharts approach proposed by Harel [22, 23, 24] , that is recalled in Subsection 2.2.
2 The static and dynamic models
The static model
In this subsection, a specification language of a simplified OO model is presented. The language, that is based on the notion of a
, is compliant with the
standard [10] , and has a kernel common to the type-expression specification language O2 [4] . A type has a
. The tuple is given by a set of typed properties ( , e.g., integer or string (for instance, in the example, vehicle.maker); (iii)
, that are specified between ordinary parenthesis by the interval extremes (in the case of integer or real intervals), or by enumeration (as, for instance, vehicle.color). In a tuple, multiple occurrences of the same property
are not allowed. Furthermore, we assume that properties are single-valued, that is, an object, instance of a type, has to take exactly one value in correspondence with each property.
Notice that, in this paper, inheritance is not addressed. In particular, types are supposed to have both the static (typed properties and constraint expressions) and behavioral (that will be addressed in the next subsections) components explicitly given.
A The set of types given in Example 2.1 is an OO specification. Notice that in a specification, besides the above requirements, the constraint expressions are supposed to be correctly typed, e.g., in Example 2.1, the constraint salary i red associated with employee would be rejected at a pre-processing stage, by using a type-checker. As already mentioned, in our approach the § ¢ P A £ 's are in
, i.e., they are disjunctions of conjunctions of ¢ P A £ 's. Of course, by applying the standard replacement rules for logical operators [21] , any expression that is a conjunction of § ¢ P A £ 's, or its negation, will be considered a § ¢ P A £ as well.
Semantics of an OO specification
The formal semantics of an OO specification will be given according to the formal semantics of Description Logics, as defined in [8] .
Given an OO specification y , let be the set of type
, and
, and let be the set of property in [8] ). 
as defined in [8] (i.e., it specifies only necessary conditions for an object to be an instance of the type t ), for which the interpretation function is defined as follows (f h g denotes the cardinality of the set g and ¢ P A £ denotes an
, i.e., a conjunction of
that corresponds to the Description Logics construct
where U is one of the comparison operators "a ", "b ", "
all the inclusion assertions in y , i.e., for any inclusion assertion defined as above, the following holds:
according to [8] ) in
if it admits a model for which each type is consistent in y .
In the following, a few definitions involving constraint expressions that do not necessarily belong to the given specification are presented.
Consider a consistent specification y , an inclusion assertion of y as defined above, and a constraint expression, say
, that is well-formed w.r.t. 
are also supposed to be consistent w.r.t. 
The dynamic model
The behavior of a type is defined by a 22, 23, 24] . A statechart is associated with a type and consists of states, events and transitions. A state is composed of a name (which identifies it) and a condition that the objects, instances of the associated type, have to satisfy to be in that state [31] . This condition is referred to as the range of the state. A transition is a relationship among states and is triggered by an event. A transition, which is identified by a label, indicates that an object, which is in a state (called source state) will enter another state (called target state) when the event occurs and some specified condition (called the guard of the transition) holds [31] . Therefore, at the end of the transition the object will be in the target state of the transition. An event is identified by a name and may trigger one or more transitions. and suppose that books which are in the library can be borrowed, if they are not reserved. This simplified behavior for the type book is represented in Figure 1 by means of states, events and transitions. In particular, in Figure 1 two states are represented, whose
are book on stock and book on loan, respectively. The ranges of these states are described in Table 1 , by using the syntax presented in the previous subsection. Furthermore, in Figure 1 , t3 is the label of a transition between the source state book on stock and the target state book on loan, that is triggered by the event lending. The guard of the transition is reserved = false.
book on stock status = in library book on loan status = borrowed A more elaborated behavior associated with the type book is shown below, within a more complex example concerning a university library.
The Library
Consider the domain of a university library and the type book defined above. The behavior of book objects is now shown in Figure 2 . Two main activities are necessary for the administration of new books before they can be placed into the library: the book registration and the book processing. The book registration is responsible for recording new books. For this purpose, all the information related to the book is stored in the book catalogue and, successively, a registration number is given to the book. In the book processing state, the book is described with some keywords and, then, a signature is added.
After the administration process, books are placed into the library, where they can be borrowed. Books, which are necessary for a lecture are given in a special place called text book collection. Nobody is allowed to borrow books from the text book collection. If a book has to be placed into the text book collection but, at that moment, is borrowed by anyone else, it can be reserved. Reserved books cannot be borrowed by anyone but are placed into the text book collection immediately after they are returned by the borrower. Books which are borrowed or in the text book collection, and are not reserved, can be returned to the library. Borrowed books, that are reserved, can be returned to the text book collection only. Books, older than 10 years can be given into the archive. Such books can be borrowed too, but they can be returned to the archive only.
In the next sections this example will be used to better clarify our proposal. For a deeper understanding about extensions of the statechart language we refer the reader to [18] . 
States
A state in a statechart associated with a type t denotes a subset of all possible object instances of t . A state can be seen, at an intensional level, as a predicate that is associated with a given type, whereas, at an extensional level, it can be considered as the set of all possible objects which fulfill such a predicate.
To make statecharts more readable and to avoid combinatorial explosion of nodes and arcs, state hierarchies have been introduced. According to Harel's definition [24] , we distinguish between OR-states, AND-states and basic states. OR-states have substates which are related to each other by "exclusive-or", i.e., an object can be in only one substate of an OR-state at any time. AND-states have substates which are "and" related, i.e., an object that is in an AND-state is also in all substates of the AND-state. In AND-states, it is worth distinguishing component states from computational substates. The former are syntactical substates, as for instance, in the case of book administration of Figure 2 , book registration and book processing, whereas the latter are semantical substates, as for instance, again in the case of book administration, book in catalogue and signed book. In other words, computational substates correspond to the legal combinations of substates of component states.
Basic The ranges of the basic states have to be given by the designer, whereas the ranges of the structured states (AND-states and OR-states) are defined according to the ranges of their substates as follows. Table 2 . According to the above definition, the range of the OR-state book not on stock is defined as the disjunction of the ranges of its substates borrowed book and book in text book collection, i.e.: The range of the AND-state book administration is defined as the conjunction of the ranges of the OR-states book registration and book processing, each obtained as disjunction of the ranges of its component states. .
Events and transitions
An event is an incident whose goal is the modification of the state of an object. An event, which is identified by a name, is set off explicitly, and triggers one or more transitions. Table 2 : Ranges of the basic states of Figure 2 state) when the event occurs and some specified condition (called the guard of transition) holds.
In the following, similarly to the notation used for the ranges of states,
will denote the guard of transition ¡ .
Example 2.5
In the example of Figure 2 , t9 is the label of a transition between the source state borrowed book and the target state book in text book collection, triggered by the event return. The guard of the transition is reserved = true. The event return also triggers transitions t7 and t11.
r Notice that transitions may have computational substates as source (or target) states. For instance, the combination of registered book and signed book states is the source state of transition t5.
In dynamic modeling, events and transitions represent (partial) specifications of the methods associated with the types. The model defines which conditions (A
) an object has to fulfill in order to be able to react to an event, and which conditions (
) an object satisfies after the state change. If an event is set off and the preconditions hold, an object is transferred to a new state. Notice that the preconditions of a transition can be derived from the defined model, whereas the postconditions are suitably defined by the designer. In particular, a state change can be performed if the object is in the source states of the transition (that means it satisfies the ranges of the source states) and, furthermore, it satisfies the guard of the transition. In the following let
be the sets of the target and source states of transition ¡ , respectively (for instance, t5.Source States contains the states registered book and signed book). Then, the preconditions of a transition are defined as follows. , are defined as:
.
r After a transition has been applied, the object has to satisfy the ranges of its target states and its postconditions, which must explicitly be given by the designer. Therefore, the
, must imply the ranges of its target states.
Similarly to ranges of states, § ¢ P A £ 's will be used to specify guards, pre-and postconditions of transitions. In Table 3 Table 3 : Postconditions of the transitions of Figure 2 Example 2.6 In the example of Figure 2 , the preconditions of transition t9 are given by the conjunction of the range of the state borrowed book and its guard reserved = true, i.e.:
The preconditions of transition t5 correspond to the conjunction of the ranges of the states registered book and signed book. The postconditions of t5, that are:
imply the range of the book on stock state. 
The behavior of a type
The behavior of a type is defined as follows. Figure 2 the states book registration and book processing are equivalent since their ranges coincide. In fact, each of these states is an OR-state, whose range is given by the disjunction of the ranges of its substates, that is, status = preparation (see Table 2 ). 
Definition 2.4 [Behavior of a type]

Example 2.9
In the example of Figure 2 the states book registration and book processing are orthogonal states. In fact, they are OR-states and their ranges are equivalent (as shown above). Furthermore, the range of each of the substates of book registration has a non-empty intersection with each of the ranges of the substates of book processing (and vice versa). For example, the intersection between the ranges of the states marked book and registered book is not empty, since an object with the attribute values status = preparation, signed = false, and registered = true, satisfies the ranges of both these states (see Table 2 ). , and According to Harel [23] , an object cannot be in more than one root state at the same time. Therefore, all root states must be disjoint (condition 2.8 (2)). ORstates have substates that are related to each other by exclusive-or, therefore the substates of an OR-state must be disjoint (condition 2.8(3)).
Condition 2.8(4) deals with AND-states. AND-states have substates which are and-related. Therefore, an object, that is in one direct substate of an AND-state must be in all (direct) substates of the AND-state.
Condition 2.8(5) concerns the pre-and postconditions of transitions. In particular, the condition 2.8(5a) requires the consistency of the preconditions of a transition with respect to the associated type. Conditions 2.8(5b,5c) are used to express that the postconditions of a transition have to imply the ranges of its target states. By generalizing Definition 2.4, since an OO specification is defined as a set of types, we can speak about the behavior of an OO specification. Therefore, we can introduce the notion of consistent behavior of an OO specification as follows. components of the specification, respectively.
Consistency of the static and dynamic components of an OO specification
In this section, a method for the consistency checking of both the static and dynamic components of an OO specification is presented. In particular, in the first subsections the definitions and the procedures on which the approach is based are presented and, successively, in the last subsection, the formal characterization of the proposed method is illustrated.
Formal definitions
Below the notion of Interval of an ¢ P A £ is presented. In particular, given an ¢ P A £ associated with a type t , the
is the set of admissible values that can be associated with an instance of the type t through the property A defining the ¢ P A £ .
Definition 3.1 [Interval of an
, and let´be the type of the property
is defined as follows:
is the interval of integers or reals, respectively, that is defined as: ) type, there are two possible cases. If
is the singleton containing the
is the complement set of W in the set of all possible strings (the singleton containing the opposite boolean constant);
behaves as in the previous cases, with the further intersection with the denoted set of values. 
Then:
Int(salary (2). Then their conflicting expression set is given by the following set of ¢ P A £ 's: , i.e.:
Example 3.3 Consider again the property status and the ¢ P A £
(2) of Example 3.1. Starting from the conflicting expression set seen above, since:
the Domain set is
The consistency checking procedures
In this subsection, the procedures on which the consistency checking method is based are presented. In the following, given a type t , we assume that § ¢ P A £ ª stands for the constraint expression associated with the type . In particular, suppose that:
then, consistency holds iff at least one
exist such that their conjunction is consistent w.r.t.
t . This is checked by using the and for all the other properties of employee both the expressions have an empty Domain set. 
Formal characterization of consistent specifications
In this subsection, the consistency of both the static and dynamic components of an OO specification is formally characterized. Below, we start by focusing on the static component. The consistency of the static component is checked by applying the
procedure to all the types, and their associated constraint expressions, that are defined in the specification. 
Proof.
Trivial (by contradiction).
Ù By construction. Suppose that for each type
. 
By contradiction. Assume that ).
Consider an element, say P , such that
. Since for each property Finally, by using the above lemmata, the characterization of the consistency of the dynamic component of an OO specification can be formally presented. In particular, first the consistency of the behavior of a type is introduced and, successively, such a result is extended to the dynamic component of an entire specification. The computational complexity of the proposed method can be evaluated similarly to the complexity of the satisfiability problem of Boolean expressions [27] . Such a problem can be solved in exponential time in the size of a given expression, by an exhaustive algorithm that tries all possible combinations of truth values for the variable appearing in the expression.
Conclusion
In this paper, a formal framework for the consistency checking of both the static and dynamic components of an OO specification has been presented. The consistency checking method proposed in this paper could be employed in different research fields such as, for instance, schema transformations or schema integration, whose main goal is to support the analysis and design phases at best (see, for instance, [18, 19, 20, 29] ).
In future work, we will analyze possible extensions of the OO specification language presented in this paper, for instance, by including constraint expressions comparing not only attribute values with constants, but also attribute values among them. However, since the more expressive the language the harder the reasoning with the language expressions, a deep preliminary analysis about the trade-off between the expressive power of the language and the possibility of reasoning with it is required. Such an activity, i.e., the identification of fragments of formal logic that allow decidable reasoning methods to be defined, is one of the main challenges of conceptual modeling that is beyond the scope of this paper.
