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Carrera  (PFC)  de  la  Ingeniería  Técnica  en  Informática  de  Sistemas  cursada  en  la  Escuela  de 
Informática de Sabadell de la UAB. 
LiveUpdate formará parte del nuevo software de impresión fotográfica, Kiosk Gifts. LiveUpdate ha 




Dentro del contexto de  la aplicación Kiosk Gift,   el ámbito concreto que  incluye LiveUpdate es el 
desarrollo  del  módulo  de  gestión  de  descarga  de  actualizaciones  y  parches  combinado  con  la 
implementación de un sistema de obtención de información distribuido en un servidor. La diferencia 
básica  entre  los  dos  componentes  es  que mientras  LiveUpdate  se  encarga  de  gestionar  todas  las 
tareas relacionadas con  la descarga y gestión de  las actualizaciones (descargar, pausar, retomar), el 















Figura 1.1: Pantalla principal de Kiosk Gifts (Software de impresión fotográfica). 
 
El PFC  se desarrolla bajo  la  supervisión de  la empresa Mitsubishi Electric B.V  Spain. En ningún 
momento  se  realizará  un  convenio  de  trabajo  debido  a  que  el  PFC  se  realizará  a modo  personal 
(fuera de horario  laboral, en  la misma empresa), como propuesta de un desarrollo que  la empresa 
necesita en el departamento de I+D del cual formo parte.  
En  los  siguientes  apartados  se  realiza  una  exposición  ampliada  la  empresa,  revisando  los 







el  nombre  de  Mitsubishi,  se  refieren  a  'tres  diamantes'.  En  la  actualidad,  es  un  consorcio  de 
compañías descentralizadas. 
















Figura 1.3: Caza Zero (de producción Mitsubishi). 
 
 
Todas  las  operaciones  de  España,  Portugal  y  América  latina  se manejan  desde  las  oficinas  de 
Mitsubishi Electric en  Sant Cugat del Vallès  (Fig. 1.2). Es ahí donde  se  realiza el desarrollo a nivel 
mundial de productos relacionados con la fotografía. 
 
















Una  vez  situados  en  el  ámbito  de  I+D‐Photo,  observamos    que  se  realizan  simultáneamente 
diferentes proyectos, tanto a nivel estatal como mundial, incluyendo Kiosk Gifts que es un conjunto 
de aplicaciones para  impresión fotográfica (Fig. 1.4) que  incluye:  Impresión fotográfica, creación de 
calendarios y felicitaciones, Fotocarnet, Instant photo álbum y mosaicos fotográficos. 
    
Figura 1.4: Productos Mitsubishi (Kiosco, instant photo álbum y Easy Calendar). 
 
 
El  equipo  de  trabajo  utiliza  como  herramienta  de  desarrollo  WPF,  y  como  lenguaje  de 
programación C#.  
WPF  es  una  tecnología  desarrollada  por Microsoft  que  permite  potenciar  las  capacidades  de 
desarrollo  de  interfaces  de  interacción  integrando  y  ampliando  las mejores  características  de  las 















sus  estudios,  aplicando  los  conocimientos  teórico‐prácticos  adquiridos,  además  de  demostrar  su 
capacidad de investigación y síntesis delante de un posible caso real.  
El PFC comporta ciertos alicientes de cara a su realización,  tales como el hecho de que una vez 
finalizado se habrá  terminado  la carrera. Este es el motivo principal,  la obtención de un  título que 
certifique que el alumno ya puede ejercer como Ingeniero Técnico, la satisfacción personal de haber 
llegado al final consiguiendo satisfactoriamente los hitos que se habían propuesto desde el principio.  
En  este  caso,  al  ser un proyecto que  se  realiza  como propuesta  a una  necesidad que  tiene  la 
















modernizar  nuestro  software.  Al  utilizar  a  nuevas  tecnologías,  como  es  el  caso  de  WPF, 
aumentaremos el atractivo visual de la aplicación actual, dándole un look profesional y moderno así 
como mejorando el carácter  funcional de  la misma. Es por ello que en este proyecto, mediante  la 
incorporación  de  LiveUpdate  a  la  aplicación  Kiosk  Gifts,  se  contribuye  a  la  consecución  de  los 
objetivos generales establecidos. 
Como objetivos personales  tenemos  la adquisición de  conocimiento y experiencia a  la hora de 
movernos en entornos de desarrollo  complejos. Conocimiento de  todas  las  fases de un proyecto, 














• El  sexto  capítulo  definirá  que  pruebas  son  necesarias  para  la  validación  del  resultado 
descrito  en  el  punto  interior  además  de  describir  como  llevaremos  a  término  las 
diferentes pruebas del sistema. 
• Las conclusiones y mejoras se reflejarán en el séptimo punto. 
• A  modo  de  complemento  bibliográfico  el  octavo  apartado  recopilará  las  referencias 
bibliográficas de consulta y otros recursos utilizados.  

































Todo proceso de creación de software finaliza con  la  instalación de  la aplicación en un cliente, a 
continuación se debe continuar manteniendo y corrigiendo errores que aparecen a medida que se 





software”  del  nuevo  software  que  está  desarrollando  (Kiosk  Gifts),  el  sistema  actual  tiene 





Por  tanto,  el  objetivo  sería  actualizar/mejorar  el  sistema  actual  a  nivel  de  presentación  y 







tecnología  para  conseguir  un  producto  (LiveUpdate)  con  una  interfaz  más  moderna  y  una 
funcionalidad más completa. 
LiveUpdate  es  un  proyecto  a  gran  escala,  el  desarrollo  empezará  de  cero  y  englobará  tanto 
funcionalidad  actual  como  nueva;  siempre  pensando  en  un  producto  válido  para  cualquier  otro 
software  que  tenga  la  necesidad  de  utilizarlo,  es  decir,  ha  de  ser  totalmente  escalable,  por  ello 
crearemos un Framework que podrá ser utilizado por cualquier aplicación de nuestro sistema. 
El objetivo de este proyecto es mejorar  la  tecnológica de aplicación en  su desarrollo, así como 
aumentar la usabilidad del software y mejorar el carácter funcional que puede ofrecer al usuario. Por 























Para  la  realización  de  este  proyecto  es  necesaria  una  documentación,  fiable,  clara  y  concisa, 















dudas encontradas en  la documentación. Estas  reuniones  sería  interesante que  se hicieran cada 2 




Esta  información  se  obtiene  del  responsable  técnico  del  proyecto.  Permite  resolver  dudas  de 
cómo usar la arquitectura escogida, posibles opciones o maneras de hacerlo, ya que suele ser quien 
conoce toda  la parte técnica de  la metodología de trabajo y quién mejor puede aconsejar a  la hora 
de desarrollar, siempre técnicamente hablando. 
Otra opción es  la documentación que ofrece  Internet. En este caso se dispone de  la página web 
de  msdn  (http://msdn.microsoft.com/es‐es/default).  Aunque  WPF  es  una  tecnología  con  poco 
tiempo de vida, ya existe documentación extensa en  la que apoyarnos al 100% para poder resolver 













pocos  conocimientos hasta expertos en  informática. Además deberá  informarnos del estado de  la 
descarga y permitirnos proseguir con la misma en caso de fallo o pérdida de conexión, todo esto un 
modo automático y transparente para el usuario. 











filial de Mitsubishi y un sistema de soporte de UNICODE para  lenguajes como el  japonés o el  ruso 
(ejemplo de caracteres japoneses: 売春婦 y rusos: дерьмо). 














Toda  la estructura de  la aplicación estará dividida en  componentes  siguiendo unos parámetros 
establecidos  inicialmente. A  continuación  podemos  ver  la  estructura  básica    (Fig.  2.4)  de  nuestro 
aplicativo: 
















completa,  para  crear  principalmente  elementos  multimedia  e  interactivos  para  Internet. 
(http://es.wikipedia.org/wiki/Adobe_Flash).  
‐ Java  +  Swing:  es  una  biblioteca  gráfica  para  Java.  Incluye widgets  para  interfaz  gráfica  de 
usuario  tales  como  cajas  de  texto,  botones,  desplegables  y  tablas. 
(http://es.wikipedia.org/wiki/Swing_%28biblioteca_gr%C3%A1fica%29). 
‐ AWT:  es  un  kit  de  herramientas  de  gráficos,  interfaz  de  usuario,  y  sistema  de  ventanas 
independiente de  la plataforma original de Java. AWT es ahora parte de  las Java Foundation 





  En  varios  de  los  últimos  desarrollos  en  la  compañía  se  ha  utilizado  esta  tecnología 
obteniendo  muy  buenos  resultados  desde  el  punto  de  vista  del  desarrollo  de  aplicaciones  de 
escritorio,  con  productos  robustos  a  nivel  de  fallos  y  visualmente  atractivos.  Inicialmente  las 
aplicaciones eran desarrolladas en Delphi (primeras versiones de los kioscos) y java, lo cual implicaba 
tener en cuenta una serie de limitaciones técnicas que dificultaban el desarrollo del proyecto, como 
pueden ser,  la multiresolución, el soporte a Unicode o  la  localización. Es cuando se decide dejar de 
desarrollar en Delphi y parcialmente en java para pasar a WPF y C#.  
Esta  solución  ha  demostrado  que  se  pueden  generar  aplicaciones  potentes,  solucionando 


















‐ Para  la publicación del web service y de  la estructura de  ficheros de descarga utilizaremos 
Windows Server 2008, ya que la empresa dispone de licencias y además, el sistema operativo 
tiene soporte nativo (IIS 7.0) para el web service. 
‐ .Net Framework 3.5 sp1 el cual es de distribución  libre  (bajo condiciones de Microsoft), así 
que podemos redistribuirlo sin ningún problema. 
‐ Todo  el  código  implementado  ha  estado  desarrollado  en  el  entorno  de  programación 


























El plan de proyecto es  la pauta que  seguiremos durante  todo  el proceso del PFC.  Si está bien 
definido, el trabajo es mucho más dinámico. Para evitar posibles desvíos el proyectista deberá seguir 
la planificación de manera clara y ordenada. 















‐  Lectura de Technical papers: Una vez  recopilada  la  información es  importante  realizar  tantas 
lecturas como sea necesario para poder asimilar y entender  los nuevos conceptos relacionados con 
patrones (MVVM), lenguajes WPF, etc. 














‐  Análisis  y  valoración  de  los  pasos  que  deben  seguir  para  la  implementación  del  proyecto: 
Como  el  proyecto  puede  formar  parte  de  un  producto  de  la  empresa  deberá  prestar  especial 
atención a realizar  la  implementación  lo más modular posible para el producto ya existente pueda 
reutilizar si se diera el caso, partes ya implementadas en el proyecto.  
‐ Comprensión profunda del sistema de gestión de descargas que se pretende implementar: Se 








‐  Framework:  Diseño  de  todo  el  conjunto  de módulos  necesarios  para  el  funcionamiento  de 






‐  Implementación  interfaces  de  la  aplicación:  Siguiendo  patrón  MVVM  se  implementará  la 
estructura de la pantalla así como su funcionalidad a la hora de mostrar la información. 
‐  Implementación  de  Framework  I:  Tarea  reservada  a  la  implementación  de  módulos  que 
formarán parte del framework tales como gestor de descarga, manejador de XML, controles y estilos. 
‐  Implementación  de  Framework  II:  Tarea  reservada  a  la  implementación  de  módulos  que 
formarán parte del  framework  tales como  la gestión de configuraciones, encriptación y gestión de 
ficheros. 
‐  Implementación  de  sistema  de  instalación  de  aplicaciones  (Framework  III):  Gestor  de 
instalación para una vez descargadas  las actualizaciones ejecutar  todos  los pasos necesarios en el 
sistema para su instalación. 












































Se  ha  realizado  un  diagrama  de Gantt  para  poder  seguir  un  plan  de  actuación,  distribuyendo 
temporalmente  las tareas que se deben realizar. La mayoría de  las tareas se realizarán en paralelo, 
alternando unas  con otras  su  implementación. Además,  se dedicarán entre 1  y 2 horas diarias  su 
realización. 
Nombre de tarea  Horas dedicadas Comienzo  Fin 
PFC  185 horas  jue 21/10/10  sáb 30/04/11 
   Fase de documentación  13 horas  jue 21/10/10  mié 08/12/10 
      Recopilación de información  3 horas  vie 22/10/10  lun 15/11/10 
      Lectura de Technical papers  3 horas  lun 25/10/10  mié 17/11/10 
      Familiarización con WPF y C#  4 horas  lun 25/10/10  jue 25/11/10 
      Informe previo  3 horas  mar 07/12/10  mié 08/12/10 







   Fase de diseño  30 horas  mié 01/12/10  lun 24/01/11 
      Diseño de componente LiveUpdate  10 horas  mié 01/12/10  mié 15/12/10 
      Diseño de componentes para framework  20 horas  jue 16/12/10  lun 24/01/11 
   Fase de implementación y test  90 horas  sáb 30/10/10  mié 20/04/11 
      Implementación interfaces de la aplicación  10 horas  sáb 30/10/10  lun 15/11/10 
      Implementación de Framework I  15 horas  lun 15/11/10  jue 30/12/10 







      Test  15 horas  lun 03/01/11  mié 20/04/11 
      Valoración de resultados  5 horas  lun 24/01/11  mar 29/03/11 
      Reajustes y modificaciones  10 horas  mar 01/03/11  mié 20/04/11 
   Fase de entrega  34 horas  mar 07/12/10  sáb 30/04/11 
      Exposición oral  4 horas  lun 25/04/11  sáb 30/04/11 
      Memoria escrita  30 horas  mar 07/12/10  sáb 30/04/11 
   Hito 1  1 hora  mar 07/12/10  mar 07/12/10 
   Hito 2  1 hora  mar 11/01/11  mar 11/01/11 
   Hito 3  1 hora  jue 27/01/11  jue 27/01/11 
   Hito 4  1 hora  mar 08/02/11  mar 08/02/11 




































 El  mercado  internacional  de  sistemas  fotográficos  para  profesionales  está  altamente 




La  política  de  comercialización  del  nuevo  producto  prevé  aumentar  el mercado  entrando  en 
nuevos  sectores  de  negocio  como  pueden  ser  las  copisterías,  centros  comerciales,  hoteles 
vacacionales,  además  de  mantener  el  sector  de  la  fotografía  profesional  como  principal  sector 
comercial. 
La vía de obtención de beneficios se produce de la siguiente manera: 
‐ Adquisición de un equipo Kiosco y como mínimo una  impresora.   El número de  impresoras 
dependerá  de  las  necesidades  del  cliente  en  cuanto  a  formatos  de  impresión;  10x15, 
15x23, 20x30 y hasta más de 30 formatos). 
‐ El  equipo  se  proporciona  con  una  versión  de  software  Kiosk Gifts  completa,  aunque  para 
disfrutar de todas sus opciones existe un sistema de activación de licencias. 












































Oscar Sanz  Jefe global del proyecto  60  20  1.200€ 
José Martín  Soporte técnico  50  30  1.500€ 
Alex Arroyo  Analista‐Programador  40  200  8.000€ 


































Xavier Cantan  Jefe de R&D  75,00  500  37.500€ 
Albert Gómez  Jefe de R&D‐Photo  60,00  1.728  103.680€ 
Oscar Sanz  Jefe de proyecto  60,00  3.456  207.360€ 
Joan Sellarés  Analista  50,00  3.456  172.800€ 
José Martín  Suporte técnico  50,00  3.456  172.800€ 
Marcos Varela  Analista‐Programador  40,00  3.456  138.240€ 
Albert Franzi  Desarrollador  40,00  3.456  138.240€ 
Joan Vila  Analista‐Programador  40,00  864  34.560€ 
Alex Arroyo  Analista‐Programador  40,00  1000  40.000€ 
Departamento   
Q.A (2 personas) 










































A  los costes de  implantación se  le suma un 20% (valor  inventado, puesto que el valor real no ha 
sido  aportado  debido  a  la  política  de  confidencialidad  de  Mitsubishi)  que  será  la  ganancia  de 
































Rol  Núm. Persones  Coste/hora (€)  Total horas  Coste (€) 








Año  2010  2011  2012  2013  2014 
España  0  50  75  75  100 
Alemania  0  100  100  100  100 
Holanda  0  25  50  50  50 
UK  0  25  25  25  25 
Francia  0  25  25  25  25 
Italia  0  25  25  25  35 
Resto de Europa  0  100  100  100  100 
Asia  0  10  20  20  25 
Latinoamérica  0  200  200  200  200 








Haciendo  balance  de  las  instalaciones  previstas,  la  tabla  de  ganancias  por  año  queda  de  la 
siguiente manera: 
Año  2010  2011  2012  2013  2014 
Instalaciones  0  560  620  620  660 
Ganancia instalación/ año  0  1.335.376€ 1.478.452€  1.478.452€  1.573.836€ 













solo  tenemos  en  cuenta  la  primera  venta,  no  el  beneficio  que  generan  durante  toda  la  vida  del 
producto). 
Desde el departamento de Marketing se han realiza estudios de mercado entre nuestros clientes 
para determinar que beneficio aportaría  la  implementación de LiveUpdate  llegando a  la conclusión 
de que proporcionando una aplicación que mantenga siempre actualizado el software kiosk Gifts con 






que  con  su  integración  formarán  Kiosk Gifts.  Sabiendo  que  Kiosk Gifts  como  producto  final  será 
viable, podemos tener ciertas garantías de que el módulo LiveUpdate también lo será. 
Como  consecuencia  de  la  evaluación  técnica  y  teniendo  en  cuenta  los  recursos  de  los  cuales 
disponemos, el impacto económico que supone, costes‐beneficios y la planificación temporal que se 
ha  realizado, se puede afirmar que el proyecto es viable, y que su desarrollo puede continuar con 




















En  este  capítulo  se presenta  el  análisis del problema que  se desea  resolver.   Mostraremos un 
















1.‐     Dispone de una  interfaz  gráfica  simple, por  tanto no obtenemos  toda  la  información que 









no  se  implementa  ningún  gestor  que  controle  su  descarga,  lo  que  indica  que  si  se  produce  un 
problema durante la descarga se deberá reiniciar de nuevo desde cero. 
3.‐   No  implementa  una  funcionalidad  que  descargue  automáticamente  actualizaciones  que 












La  actual pantalla de  actualización puede  resultar  algo  confusa para  los usuarios más noveles, 
sobre  todo  teniendo  en  cuenta  que  los  operadores  pueden  tener  pocos  conocimientos  de 
informática. Además,  la  aplicación  no dispone del  look &  feel utilizado  en  Kiosk Gifts, ni  soporte 




Figura 3.1: Sistema actual de descargas. 
 
Para cubrir las necesidades definidas con anterioridad, el nuevo sistema deberá tener una interfaz 







aplicativos  de  Kiosk  Gifts  donde  se  dispondrá  de  varios  estilos  seleccionables  por  el  usuario  en 
tiempo  real.    El  sistema  también  dispondrá  de  un  sistema  de  localización multiidioma  fácilmente 





Actualmente, el usuario  final ve  limitadas  las opciones que presenta este aplicativo. Uno de  los 
principales problemas es  la  confusión que  crea en el usuario una  interfaz que mezcla acciones de 
obtención de actualizaciones con otras de gestión de  las descargas  (restart,  remove). El nterfaz no 
dispone  de  información  al  ejecutar  sus  opciones, no  aportando  ninguna  información  de  progreso 




Figura 3.2: Panel de opciones del actual sistema de actualizaciones 
 
Actualmente, no  se  realiza ninguna búsqueda  automática  diaria de  actualizaciones, dejando  al 
usuario  final  la  responsabilidad de actualizar  las aplicaciones con  los parches más críticos. Además 
carece  de  soporte  para  lo  que  denominaremos  actualizaciones  de  tipo  “Silent”  (actualizaciones 
transparentes  para  el  usuario,  no  visibles  en  el  interfaz  de  la  aplicación)  ni  para  las  de  tipo 




La  información que proporciona  la aplicación  respecto a  la actualización es  limitada esto da al 









Figura 3.3: Información de la actualización mostrada actualmente. 
 
 




podría mejorarse añadiendo nuevos soportes de obtención de  la  información como son  las tarjetas 
de memoria o los USB. 




control  que  deberá mostrarse  en  las  operaciones más  costosas  (en  tiempo),  como  pueden  ser  la 
obtención de las actualizaciones “Vía Web” o el “Añadir a descarga”.  




Se  deberá  implementar  un  control  que  contenga  información más  útil  que  la  actual  para  el 
usuario. Por ello, mantendremos parte de la información actual y le añadiremos nueva, como pueden 
ser  las “Release Notes” o el tamaño de  la descarga. Por temas de espacio en  la  interfaz de nuestra 
aplicación utilizaremos otro control para mostrar el contenido total de las “Release Notes”. 
Finalmente, extenderemos la funcionalidad actual de la obtención vía DVD a cualquier dispositivo 











que no  existe un  gestor de descargas propiamente dicho.  Las  actualizaciones que  se  realizan  son 
únicamente de un solo  fichero. Esto provoca que si una descarga  falla al 99% deberemos volver a 
descargar  toda  la  actualización  desde  cero.  Además,  no  existe  en  este momento  una  gestión  de 
descargas de tipo “Silent”. Tampoco se permite en la actual versión la descarga de actualizaciones en 
paralelo descargándose estás siempre en orden de llegada (tipo FIFO). 
El  sistema actual no  se permite  la pausa o  reanudación de una descarga, por ello no podemos 
primar una actualización respecto a otra. 
El  usuario  debería  disponer  de  más  control  sobre  las  actualizaciones  pudiendo  seleccionar, 
deseleccionar  o  limpiar  (siempre  de modo  temporal)  las  descargas  ya  finalizadas  en  el  sistema. 





Por  ello,  deberemos  implementar  en  primer  lugar  un  nuevo  sistema  de  descarga  por  partes, 
desde el cual podamos descargar un fichero fraccionado en n partes y después volver a unirlo para su 
posterior  instalación. El sistema debe permitir  la descarga de actualizaciones en paralelo, donde el 
usuario  pueda  definir  la    proporción  y  teniendo  en  cuenta  una  serie  de  limitaciones,  ya  que  la 




parte, el número de  intentos  será  configurable,  tanto el número de  reintentos por parte  como el 
número máximo de ellos que se pueden realizar diariamente. Después de sobrepasar el número de 
intentos diarios el sistema dejará de reintentar descargar cualquier parte fallida. 
Aumentaremos  el  control  de  las  descargas  por  parte  del  usuario  permitiéndole 
seleccionar/deseleccionar o  limpiar  las descargas. También se  implementará un control que deberá 
mostrarse  en  las  operaciones  más  costosas  en  tiempo,  como  puede  ser  la  instalación  de  una 
descarga. 
Finalmente se deberá  implementar un sistema de gestión para  la  instalación de  las descargas ya 

















Por ello,  se debe  implementar un nuevo  sistema de visionado de descargas  instaladas. Así que 
para  solucionar  los problemas anteriormente expuestos  se procederá a  separar en dos  listas, una 













“Update  patchs  automatically”.  Este  queda  obsoleto  con  la  nueva  implementación  de  gestión  de 





























































Figura 3.5: Caso de uso para la obtención de la información de las actualizaciones. 
 
 











• La proporción de  las descargas    “Silent”  frente a  las estándar debe  ser  configurable por el 
usuario.  Se  debe  tener  en  cuenta  la  limitación  de  siempre  tener  un  valor  superior  en 
descargas estándar. 







actualizaciones  de  tipo  “Autoinstall”  o  “Silent”  de  modo  automático,  sin  necesidad  de 
conformidad por parte del usuario.  

















• Se  implementará  un  sistema  de  visualización  dividido  en  dos  listas:  la  primer  para  las 
instaladas correctamente y la segunda para las instaladas incorrectamente. 
• El  sistema  implementará un  sistema de colores para un  rápido  reconocimiento del  tipo de 
instalación: Verde para correctos y rojo para incorrectos. 
• Se  añadirán  opciones  de  “Acceso  a  fichero”  para  cada  una  de  las  descargas  instaladas 
correctamente.  
• Se  añadirán  opciones  de  “Acceso  a  fichero”  y  “Borrar  Información”  para  cada  una  de  las 
descargas instaladas incorrectamente. 
• Debido  a  la  gran  cantidad  de  descargas  que  pueden  existir  instaladas  en  el  sistema,  se 
implementará un control deslizante (a modo de scroll cinético). 
 
Los  requerimientos  de  este  apartado  se  ilustran  en  el  siguiente  caso  de  uso  (Fig. 
3.8):
 























Existe un conjunto de especificaciones  relacionadas con el entorno en el que debe  funcionar  la 
aplicación y que son necesarias en el cumplimiento de nuestros objetivos: 
• Permitir acceso concurrente a la información de las descargas. 
• Hacer  uso  de  interfaces  amigables  y  para  usuarios  que  no  necesariamente  deben  ser 
expertos en informática. 
• Garantizar  una  comunicación  estable  entre  el  cliente  y  el  servidor  cuando  se  realicen 
descargas de actualizaciones. 













tecnológico.  Al  analizar  las  diferentes  herramientas  de  las  que  disponemos  para  llevar  a  cabo  la 











significativa  la  creación de  interfaces de usuario modernas. Gracias a  la unificación en una misma 
base  de  todas  las  tecnologías  necesarias  para  crear  interfaces  de  usuario, WPF  puede  simplificar 
enormemente la labor de quienes crean las interfaces. Sólo tendrán que familiarizarse con un único 
entorno,  por  lo  que WPF  puede  reducir  el  coste  asociado  a  la  creación  y  el mantenimiento  de 
aplicaciones. Además, al facilitar  la generación de  interfaces que  incorporan gráficos y vídeo, entre 
otros elementos, WPF puede mejorar la calidad y el valor comercial de la interacción de los usuarios 
con las aplicaciones de Windows. 
No  obstante,  la  creación  de  interfaces  de  usuario modernas  va más  allá  de  la  unificación  de 
tecnologías diversas. También consiste en aprovechar  las ventajas que ofrecen  las  tarjetas gráficas 
modernas. De este modo, WPF puede transferir la mayor carga de trabajo posible a cualquier unidad 
de procesamiento de gráficos (GPU) disponible en el sistema. Una  interfaz moderna tampoco debe 
verse  limitada  por  las  deficiencias  de  los  gráficos  de  mapa  de  bits.  Por  esta  razón,  WPF  usa 
únicamente  gráficos  vectoriales,  lo  que  permite  que  las  imágenes  se  ajusten  automáticamente  al 
















WPF  incluye el  lenguaje de marcado de aplicaciones extensible (XAML). El  lenguaje XAML define 
elementos XML, como Button, TextBox, Label, entre muchos otros, para especificar exactamente  la 
apariencia de las interfaces de usuario. Cada elemento XAML corresponde a una clase de WPF. A su 
vez,  cada  atributo  de  dicho  elemento  cuenta  con  una  propiedad  o  evento  correspondiente  en  la 
clase.  XAML  ofrece  un método  basado  en  herramientas muy  sencillo  para  describir  interfaces  de 
usuario y, de este modo, permite una mejor colaboración entre desarrolladores y diseñadores. 


















C# es mucho más  sencillo e  intuitivo que hacerlo con cualquiera de  los otros  lenguajes ya que C# 






Todas  las modificaciones  han  de  estar  documentadas  así  que  utilizaremos  la  herramienta  de 
control de código fuente y archivos Subversion, que permite crear diferentes versiones de un archivo 
y documentar de modo breve la versión que se sube al servidor de manera que la próxima persona 



































una  capa  para  la  presentación  de  la  información  (LiveUpdate),  una  para  la  lógica  y  funciones 
(Framework) y otra para los datos. 
La capa de presentación  incluye un conjunto de funciones que tienen que ver con  la  interacción 
entre el usuario y  la aplicación. De esta manera  se  separa el diseño de  la  lógica permitiendo que 
otros aplicativos dispongan también de esa lógica. 
 La  capa  de  lógica  incluye  la  funcionalidad  (Framework)  que  se  recoge  en  parte  de  los 
requerimientos.  
















a  su estética,  a  la  falta de  información de  las  actualizaciones que proporciona el  aplicativo  y  a  la 
inexistente  implementación de un gestor de descargas que permita pausar, resumir o cancelar una 
actualización en descarga, tampoco permite descargar automáticamente parches o aplicaciones para 
la  solución  de  problemas  críticos  ni  tiene  un  sistema  integral  de  gestión  de  la  instalación  de  la 
descarga. 
Eso se puede mejorar con la  implementación de una interfaz gráfica más moderna y actual, con el 
desarrollo de un gestor de descargas que cubra  todas  las necesidades actuales como puede ser  la 
posibilidad de continuar una descarga sin  finalizar después del apagado del equipo, además de un 
sistema  de  control  integral  de  la  instalación  de  una  actualización  ya  descargada  permitiendo  así 
detener/arrancar procesos del  sistema para  la  correcta  instalación de nuestras  aplicaciones. Todo 
































































(actualizar,  descargar,  descargas  instaladas  en  el  sistema  o  configuración). 
MainWindowViewModel es la clase encargada de gestionar que ViewModel se debe carga 
en cada momento dependiendo de qué opción pulse el usuario (para ello utilizará Core). 
• View,  representa  todas  las ventanas de  la aplicación  (Actualizar, Descargar,  Instalables, 
Configuracion y Acerca de LiveUpdate). Las Views se relacionan con su lógica (ViewModel) 
mediante  el módulo Resources,  donde  se  indica  que  representación  gráfica  tiene  cada 
lógica  (ejemplo:  la  lógica  NewUpdatesViewModel  necesita  NewUpdatesView  para  ser 
representada). 
• UserControls, controles definidos para ser utilizados por las Views. Incluye entre otros, los 
controles  que muestran  la  información  de  actualización,  descarga  o  actualizaciones  ya 
instaladas. 















En  la  siguiente  figura  4.1  mostraremos  las  relaciones  entre  componentes  (LiveUpdate  y 
Framework): 
 
Figura 4.1: Diagrama donde se ven todas las relaciones entre los componentes de LiveUpdate. 
 































de gestionar  la descarga. Esto  incluirá el  soporte de  la descarga por partes, pausa,  reanudación  y 
cancelación de la descarga. Internamente se gestionarán todos los tipos de descarga que existen:  




















































• MVVM  que  aplica  el  patrón  de  diseño Model  View  ViewModel,  sirve  para  separar  la 
interfaz de usuario del modelo de datos. Este componente define cómo se deben declarar 
las ventanas de la aplicación. Requiere de ICommand (MSDN, 2010). 
• Mediator  implementado  siguiendo  el  patrón  de  diseño  con  el  mismo  nombre  (Erich 
Gamma, 1994) (Bishop, 2007), permite la comunicación entre componentes u objetos. 
• Network  es  el  componente  que  aportará  toda  la  funcionalidad  de  gestión  de  las 
descargas.  El  componente  implementará  en  la  aplicación  la  capacidad  de  descargar 
diferentes  partes  de  una  actualización  así  como  toda  la  gestión  de  los  reintentos  y  la 
funcionalidad  de  “pausar”  y  “resumir”  las  descargas.  También  contendrá  la  clase  que 
permitirá  la deserialización del  fichero xml que contendrá  la  información de  la descarga 
(una  representación  virtual  del  fichero  físico).  Además  contendrá  una  referencia  al 
componente WCF y gestionará todas sus llamas. 
• ServiceWCF es el componente que nos proporcionará  la referencia a  la  implementación 
ServiceWCF  del  servidor.  El  componente  permitirá  obtener  la  información  de  la 
actualización y la descarga. 
• Controls  es  el  componente  que  aportará  los  controles  para  la  representación  de  la 
pantalla de “Release Notes” y el reloj (a modo de “feedback”) utilizado en procesos que 
requieren de un tiempo mayor que la media. 










• XMLHelpers  es  el  componente que  se  encargará  de  serializar/deserializar  los  XML  que 
utilizamos en la aplicación 
• InOut es el componente que se encarga de la partición/unión del fichero de actualización 










• Cryptography  es  el  modulo  encargado  de  encriptar  la  información  del  fichero  de 
configuración del sistema, así como de generar un CRC para cada una de las partes de la 






Microsoft  llamado Model  View  ViewModel.  Por  tanto,  este  componente  define  cómo  se  deben 
declarar todas las ventanas de la aplicación.  
MVVM  (Smith, 2010)  (Wikipedia, 2010) está basado en el patrón Model View Controller  (MVC) 
(Wikipedia, 2010)  y  su  función es  ayudar  al diseñador que busca una experiencia de usuario más 












1 Hace referencia a la visualización del usuario navegante por un lado (Front-end), y del administrador del 
















• El ViewModel expone  ICommand (MSDN, 2010) a  la View para poder ejecutar acciones. 
Un  comando es  cualquier objeto que  implementa  la  interfaz  ICommand,  la  cual define 
tres miembros: 
o Execute: El método que ejecuta la lógica del comando. 






desarrollo  de  modelo  de  datos  se  pueden  desarrollar  de  manera  simultánea  y  por  diferentes 
personas. Además, ayuda a tener componentes reutilizables en el proyecto. 
 










En muchas  ocasiones  es  necesario  que  haya  una  comunicación  entre  los  componentes  de  la 
aplicación:  transferencia  de  objetos,  activación  y  desactivación  de  funcionalidades  o  refresco  de 
variables.  Para  cubrir  esta  necesidad  se  ha  diseñado  un Mediator  utilizando  el  patrón Mediator 
(Bishop, 2007)(Erich Gamma, 1994).  
A  continuación  mostraremos  un  diagrama  (Fig.  4.7)  de  cómo  funcionará  el  Mediator  en  la 
aplicación. 
 
El  objetivo  del Mediator  es  encapsular  cómo  interactúan  un  grupo  de  objetos  entre  ellos.  Su 
funcionalidad es  la  siguiente,  los componentes van asociando acciones a un mensaje y  cuando un 
componente manda ese mensaje las acciones se ejecutan. 
El  diseño  del Mediator  requiere  un modelo  para  representar  la  acción,  un  componente  que 
relacione  las acciones con  los mensajes y el propio Mediator, que es el componente que encapsula 
las otras dos. 




referenciado  en  una  acción  del  Mediator,  lo  pueda  recolectar  sin  problemas.  De  esta  manera 
evitamos Memory Leaks (Mayo, 2001) (Wikipedia, 2010). 




2 Delegate: Tipo de clase de C# que permite ejecutar acciones (MSDN, 2010). 
 








La  lógica  para  añadir  y  obtener  acciones  está  representada  en  los  diagramas  de  estados 
representados en las figura 4.8. 
 
Como  se puede apreciar en  la  figura 4.8,  cuando  se añade una acción al Mediator, primero  se 
comprueba  si el mensaje al que  se quiere asociar  la acción existe. En el  caso de que ya exista,  la 
acción se debe incluir en la lista donde están el resto de acciones para ese mensaje, en caso contrario 

























 El módulo  Network  será  capaz  de  ofrecernos  la  comunicación  con  el módulo  alojado  en  el 
servidor (ServiceWCF), y así poder obtener la información de las actualizaciones en formato XML.  
Una vez seleccionada una actualización para su descarga y a través de la información de la misma 
(UpdateInfo)  deberemos  proceder  a  descargar  el  fichero  (en  formato  XML)  que  contiene  la 
información  necesaria  (DownloadInfo)  para  comenzar  a  descargar  las  partes  que  formar  nuestra 









la gestión del  sistema de  reintentos, pasando por  las opciones de pausa y  reanudación. Para esta 
funcionalidad se han debido crear diversas clases: 
• DownloadManager:  Es  la  clase  que  contiene  los métodos  para  la  gestión  de  colas  y 







Componente necesario para  la obtención de  la  información de  las  actualizaciones.  Por  ello,  lo 
publicaremos  en un  servidor para poder  atacarlo desde múltiples  clientes.  El  servidor de  ficheros 
será: 















de  control  sea  estática  permitirá  llamar  al  componente  en  cualquier momento,  desde 
cualquier punto de nuestra aplicación y sin necesidad de instanciar ningún nuevo objeto.  
• Visionado de “Release Notes”: Componente que representará  la  información técnica de 
una  aplicación.  Para  ello  crearemos  un  diseño  idéntico  al  del  reloj  teniendo  dos 
componentes,  una  clase  estática  con  la  lógica  (UpdateRelease)  y  otra  con  la  interfaz 
(ReleaseNotes). 
Otro de los objetos utilizado por estos dos controles; UIElementAdorner. UIElementAdorner estará 
basado  en  un  concepto  que  Microsoft  introdujo  en  WPF  llamado  AdornerLayer  (MSDN,  2010). 
Consiste en una capa que se dibuja por encima de la capa principal de la interface de usuario y que 
puede contener cualquier elemento visual. 

























que  requiera  de  la  parada  o  el  arranque  de  un  proceso  o  servicio.    Para  ello  creamos  una  clase 












• InstallUpdateInfo:  Este  objeto  contiene  la  representación  en  forma  de  clase  de  la 
información necesaria para la instalación de una descarga, como que servicios y procesos 
a arrancar o detener antes y después de la instalación. 
• TaskProcessor:  Dado  un  objeto  InstallUpdateInfo  gestiona  toda  la  instalación  en  el 
sistema, como es la lista de procesos que se deben detener o arrancar en cada momento. 
Para  el  arranque  y  parada  de  los  procesos  y  servicios  esta  clase  utiliza  la  clase 
ProcessController del componente Sys. 
• UpdateInstaller: Las actualizaciones que descargaremos tienen extensión  .zip      (formato 
de  compresión)  ya  que  para  realizar  la  instalación  se  necesita  una  información  que 
muchas veces el  instalador de por  si no contiene. Por ello UpdateInstaller  se encargará 




Este  componente  implementará  toda  la  función  de  localización  permitiendo  el  cambio  de 



















Kiosk Gifts con el  idioma del sistema en  inglés, pero  tiene clientes de habla no  inglesa que desean 
poder acceder en su propio idioma a las aplicaciones. 
Otro de  los puntos que  implementará este componente es  la  traducción de  las aplicaciones en 
pantalla en tiempo de ejecución. Para ello se implementarán los siguientes objetos: 
• Translator:  Clase  encargada  de  obtener  los mensajes  traducidos  para  cada  una  de  las 





que mensajes  se  desean  traducir.  El  segundo  será  recorriendo  los  controles  visuales  y 
estableciendo el valor correspondiente de traducción a cada uno de ellos. En el caso de 
nuestra aplicación utilizaremos el primer método. 
• GlobalMsg: Clase que contendrá  la  información de una clave y su correspondiente valor 
de  traducción  (ejemplo  de  globalMsg  clave:  btnGuardarDownload  y  valor:  “Guardar 
descarga en disco”). 
• TranslatorStorage:  Clase  que  se  encargará  de  guardar  a  modo  de  buffer  todos  los 










Proporcionará a  la aplicación una definición de  los diferentes estilos, donde  cada estilo  será  la 
representación  de  un  objeto  en  pantalla,  definiendo  cada  una  de  sus  propiedades  y  permitiendo 
modificar enteramente su presentación (color, fuente). Los estilos de WPF serían “equivalentes” a la 
relación entre un css y el html, siendo esta última relación más limitada.  
Otro  de  los  contenidos  de  este módulo  será  la  definición  de  templates  con  los  que  podemos 
reemplazar  la  apariencia  de  cualquier  control  por  algo  completamente  diferente,  a  través  de  un 
Control Template.  
Cada  control  tiene  un  template  por  defecto,  que  le  da  la  apariencia  básica.  El  template  está 




Figura 4.11: Diagrama donde se muestra la relación entre la parte visual y la lógica. 
 
Este componente contendrá los siguientes ficheros de definiciones: 
• WindowStyles:  Contiene  las  definiciones  del  estilo  básico  de  la  pantalla  principal  que 
deben seguir todas nuestras aplicaciones.  


























Este  componente  contendrá  la  implementación  de  funciones  de  entrada/salida  en  nuestro 
sistema.  Las principales  funcionalidades para nuestro  aplicativo  serán  las de partición  y unión.  La 
partición se realizará en el momento de la creación de la actualización. La unión se realizará una vez 
descargadas todas las partes. De esta operación se encargará: 
• FileSplitter:  Clase  estática  encargada  de  crear  las  partes  de  un  fichero  a  partir  de  un 









Este  componente  contendrá  la  implementación  de  la  función  de  encriptación  del  fichero  de 



















Una vez hecho el diseño de  la aplicación se deben volver a  lista  las tareas que se deben  llevar a 
cabo teniendo en cuenta  las decisiones tomadas en el diseño. De esta manera se puede aproximar 






llevar a cabo durante  la  implementación y se ha hecho una estimación más ajustada con  la nueva 
distribución de  tareas  y utilizando  como  referencia para  compararlas el estudio de  viabilidad. Por 
ello,  el  tiempo de  realización del proyecto  se ha  ampliado  y  el número de  tareas  y  subtareas ha 
crecido. 
































los módulos necesarios para  la misma,  sobretodo  en  la  implementación del  Framework.  También 
debemos destacar que el proceso de creación de interfaces y controles es la parte que más variación 
ha sufrido después de realizar el diseño de  la aplicación, esto se debe sobre  todo a  la cantidad de 
controles que finalmente se crearán y la creación de estilos para cada una de las partes que forman 

























































Figura 5.3: Control con la información de la descarga. 
 
Debido a que el espacio del que disponemos es limitado hemos creado un control para mostrar el 










Figura 5.4: Control que muestra las notas de versión completas. 
 












Figura 5.5: Control mostrado en los procesos más costoso en tiempo. 
 
Finalmente,  el  aspecto  general  para  la  pantalla  de  obtención  de  la  información  de  las 
actualizaciones (Fig. 5.6) es: 
 





























Finalmente,  veremos  una  captura  de  pantalla  (Fig.  5.9)  donde  se mostrará  la  estructura  de  la 
nueva pantalla gestión de descargas. 
 























Figura 5.11: Diagrama de clases de la clase WebServerRemote. 
 
 



























que nos permiten  identificar  la  información de que descargas han sido correcta o  incorrectamente 
instaladas. 
Para  la  correcta  presentación  de  los  elementos  descargados  e  instalados  hemos  creados  dos 
listas: la de las descargas instaladas correctamente en el sistema y las que han registrado problemas 
en la instalación. 
Para  diferenciar  que  elementos,  se  ha  definido  un  sistema  de  colores,  teniendo  la  siguiente 
representación: 
‐ Las descargas  instaladas  correctamente  (en un  color  verde)  (Fig.  5.15).  También  se 
permite acceder al archivo de la descarga en disco.  
 


























Para  el  nuevo  sistema  se  han  creado  tres  nuevos  parámetros  de  configuración.  Estos  nos 














































1. Obtención de  la  cultura a utilizar por  la aplicación. A  continuación mostraremos  las  clases 
que gestionan la cultura de nuestra aplicación (Fig. 5.23)  y como se relacionan entre ellas.  
 
Figura 5.23: Diagrama donde se especifica la relación entre las clases con la información de la cultura del 




















3. Traducción de  las claves. A continuación mostraremos el diagrama de secuencia  (Fig. 5.25) 
con los pasos que se siguen en la traducción de las claves de una aplicación. 
 



























Estará  estrechamente  ligado  con  el  cumplimiento  de  los  requisitos  y  el  seguimiento  del  diseño 
especificado en capítulos anteriores. Los puntos más importantes que se han alcanzado han sido:  
• Conseguir  una  interfaz  atractiva  e  intuitiva,  donde  se  han  podido  separar  todas  las 
funcionalidades según su lógica (actualizaciones, descargas o instables).  


































Para  realizar pruebas de  toda  la  interfaz de  LiveUpdate utilizaremos  el  aplicativo Visual  Studio 
2010.  Visual  Studio  2010  presenta  un  nuevo  tipo  de  prueba:  la  prueba  de  interfaz  de  usuario 
codificada,  que  le  permite  crear  pruebas  de  la  interfaz  de  usuario  automatizadas  que  luego  se 
pueden agregar a un conjunto de aplicaciones de pruebas. Todo ello como parte de un conjunto de 
aplicaciones  de  prueba  de  comprobación  de  la  compilación,  lo  que  brinda  al  desarrollador 
comentarios inmediatos sobre cualquier error de la interfaz de usuario.  




A  continuación  establecimos  el  resultado  que  debía  obtener  nuestro  test  en  su  ejecución 
automática, para ello utilizamos el “localizador de control del UI”. 












3. Crash  en  el  sistema  cuando  eliminamos  elementos  de  la  lista  de  actualizaciones 
desde un hilo secundario. 
Soluciones a los problemas descritos: 






































4. Se  solucionan el problema aparecido con el procesado de  las  instrucciones de pre‐
instalación). 


















en  Herramientas  para  pruebas  de  Visual  Studio  2010  para  iniciar  el  servidor  de  desarrollo  de 















‐ Dentro de  la prueba unitaria, agregar una  llamada al método TryUrlRedirection para que el 
objeto de servicio Web señale al servidor correcto. Compruebe que devuelve el valor True 
y  utilice  una  instrucción  Assert  para  hacer  que  la  prueba  genere  un  error  si  falla  la 
redirección.  
‐ Llamar al  servicio Web o utilizarlo de  cualquier otra manera que  se estime necesaria para 
probarlo completamente.  
Gracias a estas pruebas pudimos identificar los siguientes bugs: 
1. En  algunos  casos  se  producía  un  error  en  la  obtención  de  los  ficheros  xml  con  la 
información de las actualizaciones debido a una mala deserialización de los ficheros. 
 Para solucionarlo se realizan las siguientes tareas: 





se  comienzan  a  realizar pruebas de  sistema  completo. Para ello,  se ha probado  la experiencia de 
simular 20 equipos con el sistema de actualizaciones LiveUpdate  instalado durante 15 días. Para  la 
simulación  de  los  equipos  se  ha  utilizado  un  sistema  de  creación  de  máquinas  virtuales  (que 
proporciona  la  empresa  ATOS),  este  permite  configurar  todos  los  aspectos  de  una  máquina.  
Iniciaremos  el  servidor  con  5  descargas  y  aumentarán  del  orden  de  25  descargas,  con  tamaños 
comprendidos entre 5 y 600 MB, en días alternos durante los 15 días de prueba. 






























































El  seguimiento  del  proyecto  permite  controlar,  a medida  que  se  finalizan  las  tareas,  en  que 
momento  se encuentra el desarrollo del proyecto. También es  importante a  la hora de  valorar  la 
planificación hecha al final de  la fase de diseño mostrando todas  las tareas con su duración real en 
relación con  la planificación, de este modo  se puede detectar en que  fases el proyecto ha  sufrido 
retrasos. 
No  ha  habido  desviaciones  significativas  en  las  primeras  fases  del  proyecto  (análisis,  diseño  o 
implementación), ya que en  la planificación se preveía un coste  importante de recursos debido a  la 
complejidad del proyecto y al hecho de adquirir la formación necesaria para llevarlo a cabo durante 
su  realización. Aun  con eso, módulos muy extensos  como Network, MVVM, el  servicio WCF o  los 
















LiveUpdate  que  permite  obtener  actualizaciones  de  un  sistema  remoto  o  un  dispositivo  local, 
utiliza toda la funcionalidad del Framework que aporta modularidad y escalabilidad, además ha sido 
diseñado con algunos de los lenguajes más importantes actualmente (C# y WPF). Después de haber 
realizado el proyecto, el  conjunto de  componentes  y haberlos probado, podemos extraer  algunas 




activa. Gracias  a MVVM  hemos  conseguido  desglosar  el modelo  de  datos  y  que  no  se 





‐ En una primera  aproximación  a WPF para desarrollar  controles, para mostrar  información 
tanto de  las  actualizaciones  como de  las descargas  así  como para  realizar una  interfaz 
atractiva en todos los sentidos, vemos que no existe ningún tipo de limitación, pero sería 
interesante  investigar  librerías  de  externas,  como  pueden  ser  las  desarrolladas  por 
empresas como Infragistics o VantagePoint. 
‐ El Framework se puede aplicar a cualquier tipo de aplicación WPF o C#. Todo esto gracias a la 









MVVM.  Ahora  si  un  diseñador,  con  conocimiento  de  XAML,  realiza  toda  la  View  del 
















que  componen  el  desarrollo  de  un  proyecto,  el  estudio  de  viabilidad,  el  análisis  o  la  creación  de 
juegos  de  pruebas.  Finalmente,  puedo  asegurar  que  mi  bagaje  profesional  ha  crecido  mientras 
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Figura I.VII: Diagrama donde se especifican los métodos de la clase. 
 
ANEXO I: Diagramas de Clase (Framework) 
LiveUpdate: Gestor de descargas 
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