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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ problematikou rozsˇı´rˇenı´ Visual Studia o podporu no-
ve´ho programovacı´ho jazyka. Jejı´ prvnı´ cˇa´st obecneˇ prˇiblizˇuje mozˇnosti rozsˇı´rˇenı´ tohoto
IDE, a specificky se zameˇrˇuje na problematiku implementace podpory noveˇ zava´deˇny´ch
programovacı´ch jazyku˚. Jsou zde analyzova´ny a naznacˇeny mozˇnosti pro zavedenı´ pro-
jektovy´ch sˇablon, prˇipojenı´ kompila´toru, podporu jazyka v editoru, a podporu ladeˇnı´.
Ve druhe´ cˇa´sti pak jsou tyto poznatky prˇeneseny do praxe, kdy neˇktere´ z teˇchto prvku˚
jsou probra´ny podrobneˇji prˇi demonstrova´nı´ zavedenı´ podpory funkciona´lnı´ho jazyka
e-PFL do prostrˇedı´ Visual Studia 2010.
Klı´cˇova´ slova: IDE, Visual Studio, rozsˇirˇitelnost, MEF, podpora programovacı´ho jazyka,
editor VS, sˇablona projektu, znacˇkova´nı´ ko´du, barvenı´ syntaxe, Intellisense
Abstract
This thesis concentrates on the problems of Visual Studio extensibility in the area of
support for newprogramming language. In thefirst part the IDEextensionpossibilities are
consideredwith a focus on the implementation problems of support for newly introduced
programming languages. Possible solutions for design and implementation of project
templates, compilator binding, support in editor, and support for debugging are analyzed
and described here.
In the second part these information are used in practical demonstration when some
of the extensibility features are examined in depth during implementation of support for
e-PFL functional language in Visual Studio 2010.
Keywords: IDE, Visual Studio, extensibility, MEF, programming language support, VS
editor, project template, tagging, syntax highlighting, Intellisense
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41 U´vod
V rany´ch fa´zı´ch vy´voje softwaru, kdy vy´voja´rˇi vkla´dali sve´ programy do pocˇı´tacˇu˚ po-
mocı´ deˇrny´ch sˇtı´tku˚, pa´sek apod., neexistovaly komplexnı´ vy´vojove´ na´stroje, ktere´ by tuto
cˇinnost usnadnˇovaly. Pocˇı´tacˇe zpracovaly a prˇelozˇily takove´ vstupy do sve´ho vnitrˇnı´ho
jazyka, pomocı´ neˇhozˇ pak program spustily. S na´stupem moderneˇjsˇı´ch programovacı´ch
jazyku˚ a novy´ch prˇı´stupu˚ k vy´voji softwaru se objevily i vy´vojove´ na´stroje pro zefek-
tivneˇnı´, usnadneˇnı´ a zrychlenı´ pra´ce programa´toru˚. Jesˇteˇ pozdeˇji se tyto na´stroje zacˇaly
spojovat do jedine´ho komplexnı´ho na´stroje nazy´vane´ho integrovane´ vy´vojove´ prostrˇedı´
– Integrated Development Environment (IDE).
Spolecˇny´m rysem takovy´chto na´stroju˚ je prˇedevsˇı´m integrace editoru zdrojove´ho
ko´du, prˇekladacˇe zdrojove´hoko´dudo strojove´ho jazyka (compiling), na´strojepro spusˇteˇnı´
a procha´zenı´ ko´du za beˇhu za u´cˇelem nalezenı´ potenciona´lnı´ch chyb (debugging), a
na´stroje pro sestavenı´ vyvı´jene´ho programu do samostatneˇ spustitelne´ aplikace a jejı´
nasazenı´ (build, deployment). Vsˇechny soucˇa´sti vy´vojovy´ch prostrˇedı´ zde majı´ jednotne´
uzˇivatelske´ prostrˇedı´ umozˇnˇujı´cı´ uzˇivateli pomeˇrneˇ rychle se s prostrˇedı´m szˇı´t, snadnou
orientaci a plynulou pra´ci beˇhem cele´ho procesu vy´voje.
Historicky prvnı´m takovy´m integrovany´m prostrˇedı´m byl program Maestro I, vyvi-
nuty´ neˇmeckou spolecˇnostı´ Softlab Munich v roce 1975. Pozdeˇji byl na´sledova´n dalsˇı´mi s
ru˚zneˇ pozmeˇneˇny´mi prˇı´stupy a prˇidany´mi na´stroji a sluzˇbami podle pouzˇite´ technologie
a pozˇadavku˚ trhu. Tento vy´voj vedl azˇ k soucˇasny´m modernı´m vy´vojovy´m prostrˇedı´m,
jak je zna´me dnes.
Velka´ spousta integrovany´ch vy´vojovy´ch prostrˇedı´ je orientova´na na podporu vy´voje
v jednom programovacı´m jazyku se vsˇemi jeho specifiky, dalsˇı´ jsou orientova´ny na vizu-
alizaci vy´voje, tvorbumodelu˚ s podporou beˇzˇny´ch standardu˚, jine´ naprˇı´klad na podporu
ty´move´ spolupra´ce (JBuilder, Turbo C++, Delphi, VisualWorks, . . . ).
Nejsofistikovaneˇjsˇı´ modernı´ vy´vojova´ prostrˇedı´ (Microsoft Visual Studio, Eclipse,Net-
Beans) nabı´zejı´ komplexnı´ prˇı´stup, kdynabı´zejı´ veˇtsˇinu z vy´sˇe uvedene´ho, zpravidla stan-
dardneˇ podporujı´ vy´voj ve vı´ce programovacı´ch jazycı´ch i platforma´ch, a sve´ mozˇnosti
doka´zˇı´ i rozsˇirˇovat. Takova´to vy´vojova´ prostrˇedı´ lze modula´rneˇ na mı´ru upravovat po-
mocı´ ru˚zny´chmaker, add-inu˚, balı´cˇku˚ apod. Rozsˇı´rˇenı´ mu˚zˇe jı´t cestou automatizace cˇasto
prova´deˇny´ch u´loh, prˇida´va´nı´ novy´ch funkcionalit, nebo rozsˇı´rˇenı´m o podporu dalsˇı´ho
programovacı´ho jazyka.
Protozˇe vy´voj rozsˇı´rˇenı´ pro IDE by´va´ cˇasto komplexneˇjsˇı´ netrivia´lnı´ programa´torskou
u´lohou, by´va´ ze strany vy´robcu˚ podporova´n pomocı´ dodatecˇny´ch vy´vojovy´ch na´stroju˚ a
frameworku˚, obvykle nazy´vany´ch Software Development Kit (SDK).
Tato pra´ce se zaby´va´ mozˇnostmi rozsˇı´rˇenı´ vy´vojove´ho prostrˇedı´ Microsoft Visual
Studio 2010 o novy´ programovacı´ jazyk. Nastinˇuje implementaci neˇktery´ch mozˇnostı´
podpory tohoto jazyka a demonstruje ji ve sve´ druhe´ cˇa´sti na implementaci vybrany´ch
mozˇnostı´ podpory pro funkciona´lnı´ jazyk e-PFL.
Pozna´mka: V beˇzˇne´ praxi se veˇtsˇina programa´toru˚ s u´lohou rozsˇı´rˇenı´ IDE o podporu
nove´ho jazyka nesetka´va´. Navı´c, v dobeˇ vzniku te´to pra´ce je Microsoft Visual Studio ve
verzi 2010 pomeˇrneˇ kra´tce na trhu. Zrˇejmeˇ z obou teˇchto du˚vodu˚ neexistuje mnoho pub-
5likacı´ zaby´vajı´cı´ch se tı´mto te´matem. Veˇtsˇina citacı´ a odkazu˚ v te´to pra´ci proto pocha´zı´ z
internetovy´ch zdroju˚, at’uzˇ zMicrosoftMSDNLibrary, z cˇla´nku˚ na serverech zaby´vajı´cı´ch
se touto nebo podobnou tematikou, nebo z diskuznı´ch fo´r.
62 Microsoft Visual Studio 2010 a jeho rozsˇirˇitelnost
Microsoft Visual Studio je integrovane´ vy´vojove´ prostrˇedı´ vyvı´jene´ od roku 1997 firmou
Microsoft. Jde o komplexnı´ syste´m umozˇnˇujı´cı´ vy´voj ru˚zny´ch typu˚ aplikacı´ (konsolove´
aplikace, Windows aplikace, webove´ aplikace, atd.). Prima´rneˇ je zameˇrˇen na vy´voj apli-
kacı´ nad proprieta´rnı´m softwarovy´m frameworkem Microsoft .NET Framework, jeho
architektura je ovsˇem navrzˇena tak, aby jej bylo mozˇno rozsˇı´rˇit o dalsˇı´ funkce, vcˇetneˇ
jiny´ch programovacı´ch jazyku˚.
Visual Studio poskytuje podle sve´ verze (edice) rˇadu funkcı´, standardneˇ obsahuje po-
krocˇily´ editor ko´du, designe´ry pro vizualizaci vyvı´jene´ho softwaru, podporu pro spra´vu
projektu˚ a debuggova´nı´. Vysˇsˇı´ verze nabı´zejı´ pokrocˇilejsˇı´ funkce, naprˇı´klad podporu pro
ty´movou spolupra´ci a verzovacı´ syste´m.
Visual Studio je doda´va´no s podporou neˇkolika programovacı´ch jazyku˚ – C#, Visual
Basic, C++ nebo F#. Tyto vsˇak nejsou soucˇa´stı´ Visual Studia jako takove´ho, ale jsou do
neˇj vlozˇeny ve formeˇ balı´cˇku˚. Takove´ jazykove´ balı´cˇky a balı´cˇky s jiny´mi funkcemi pak
vza´jemneˇ komunikujı´ a poskytujı´ uzˇivateli zˇa´danou funkcionalitu (viz. 2.1 – Architektura
VS). Pra´veˇ cestou vy´voje nove´ho jazykove´ho balı´cˇku je mozˇne´ pomeˇrneˇ snadno Visual
Studio rozsˇı´rˇit o novy´ programovacı´ jazyk.
2.1 Architektura Visual Studia
Visual Studio IDE prˇedstavuje framework, ktery´ hostuje ru˚zne´ softwarove´ moduly (ba-
lı´cˇky funkcı´) a umozˇnˇuje vza´jemnou komunikaci mezi nimi pomocı´ sluzˇeb, ktere´ nabı´zejı´.
Tyto softwarove´ moduly neboli balı´cˇky – zvane´ zde VSPackages – produkujı´ urcˇi-
tou funkcionalitu. Ta je ve formeˇ sluzˇeb (services) sˇı´rˇena naprˇı´cˇ cely´m IDE. Vazba mezi
VSPackage a sluzˇbou je zde dvojsmeˇrna´: VSPackage nabı´zı´ sluzˇby a za´rovenˇ konzumuje
sluzˇby nabı´zene´ jiny´mi balı´cˇky (Obra´zek 1) [20].
IDE standardneˇ obsahuje 3 VSPackage moduly, jejichzˇ sluzˇby jsou sˇiroce vyuzˇı´va´ny
ostatnı´mi:
• SVsShell – funkce zajisˇt’ujı´cı´ za´kladnı´ funkcionalitu, prˇı´stup k jednotlivy´m balı´cˇku˚m
a jejich registraci v IDE
• SVsUIShell – funkce poskytujı´cı´ funkcionalitu uzˇivatelske´ho rozhranı´ a UI sluzˇeb
Windows (panely, za´lozˇky, na´strojove´ lisˇty, okna na´stroju˚, . . . )
• SVsSolution – za´kladnı´ funkce spojene´ s rˇesˇenı´m (solution) – vytva´rˇenı´ novy´ch
projektu˚, jejich cˇı´slova´nı´, monitorova´nı´ zmeˇn v projektech
Moduly VSPackages a samotne´ IDE jsou vza´jemneˇ silneˇ za´visle´ dı´ky sve´mu teˇsne´mu
propojenı´. I prˇes tuto silnou integraci jsou vsˇak zodpoveˇdne´ za ru˚zne´ cˇinnosti.
Visual Studio IDE zodpovı´da´ za tyto u´koly:
• Poskytova´nı´ nezbytny´ch a elementa´rnı´ch sluzˇeb externı´m VSPackages
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• Poskytova´nı´ programovatelne´ho rozhranı´ umozˇneˇnı´m prˇı´stupu ke standardnı´m
prvku˚m UI
• Vytva´rˇenı´ instancı´ modulu˚ VSPackages, jejichzˇ sluzˇby jsou pozˇadova´ny uzˇivatelem
nebo jiny´mi balı´cˇky
• Poskytova´nı´ sluzˇeb umozˇnˇujı´cı´ch komunikaci a koordinaci mezi moduly VSPac-
kages
• Spra´vu rˇesˇenı´ (solutions) a jimi vyzˇadovany´ch souboru˚
• Management oken vy´vojove´ho prostrˇedı´
• Panely na´stroju˚, menu, kontextova´ menu, spousˇteˇnı´ prˇı´kazu˚
VSPackages zodpovı´dajı´ za tyto u´koly:
• Inicializace a ukoncˇova´nı´ podprogramu˚
• Za´pis informacı´ do registru˚, ktere´ jsou vyuzˇı´va´ny pro nacˇı´ta´nı´ vhodny´ch VSPac-
kages v prˇı´padeˇ potrˇeby
• Nabı´zenı´ sluzˇeb nutny´ch pro komunikaci s jiny´mi VSPackages
• Implementace novy´ch typu˚ projektu˚, editoru˚ a designeru˚
• Poskytova´nı´ rozsˇı´rˇenı´ pro standardnı´ prvky UI
82.2 Rozsˇirˇitelnost (Extensibility)
Vy´voja´rˇi pouzˇı´vajı´cı´ Visual Studio mohou jeho funkce rozsˇı´rˇit a zefektivnit svou pra´ci.
Microsoft poskytl neˇkolik zpu˚sobu˚, jak lze Visual Studio rozsˇı´rˇit o nove´ funkce nebo
neˇktere´, jizˇ existujı´cı´, zautomatizovat. Tato rozsˇı´rˇenı´ lze pak distribuovat pro pouzˇitı´ v
dalsˇı´ch instancı´ch Visual Studia.
Existujı´ 3 mozˇnosti rozsˇı´rˇenı´:
1. Macro – automatizuje opakujı´cı´ se u´koly a akce, ktere´ vy´voja´rˇi mohou nahra´t,
ulozˇit, prˇehra´vat a da´le distribuovat.Makramohou by´t da´le pouzˇita k implementaci
novy´ch prˇı´kazu˚ nebo vytva´rˇenı´ oken na´stroju˚. Jsou psa´ny ve Visual Basicu a nejsou
zkompilova´ny.
2. Add-In – zajisˇt’uje prˇı´stup k objektove´mu modelu Visual Studia a lze jej propojit s
na´stroji IDE. Mu˚zˇe by´t pouzˇito k implementaci nove´ funkcionality a novy´ch oken
na´stroju˚. Je prˇipojen k IDE pomocı´ COM a mu˚zˇe by´t vytvorˇen v jake´mkoli COM
kompatibilnı´m jazyce.
3. VSPackage – nejvysˇsˇı´ u´rovenˇ rozsˇirˇitelnosti. Pro jeho vytvorˇenı´ je nutny´ SDK (Soft-
ware Development Kit). Pouzˇı´va´ se k vytva´rˇenı´ komplexnı´ch rozsˇı´rˇenı´ jako naprˇ.
designe´ry, zcela nove´ funkce nebo podpora dalsˇı´ch programovacı´ch jazyku˚.
Tato pra´ce se da´le veˇnuje pouze jednomu typu rozsˇı´rˇenı´ – a to rozsˇı´rˇenı´ o podporu
funkciona´lnı´ho jazyka pomocı´ VSPackage modulu˚. Tento typ rozsˇı´rˇenı´ se jevı´ jako jediny´
vhodny´ pro tak komplexnı´ u´lohu, jako je podpora nove´ho jazyka. Navı´c, Visual Stu-
dio ve verzi 2010 nabı´zı´ vy´hodnou mozˇnost spra´vy takovy´ch rozsˇı´rˇenı´ a jejich snadnou
sˇka´lovatelnost skrze vyuzˇitı´ frameworku MEF (viz. 2.2.1).
Visual Studio 2010 a s nı´m doda´vany´ .NET Framework 4 posunujı´ vy´voj rozsˇı´rˇenı´ o
krokda´l.Cele´ IDEbylokompletneˇ prˇepsa´nodoWPF (WindowsPresentationFoundation),
cˇı´mzˇ znacˇneˇ vzrostlymozˇnosti rozsˇı´rˇenı´ UI. Da´le byl do .NET Frameworku zacˇleneˇnMEF
(Managed Extensibility Framework) – knihovna, usnadnˇujı´cı´ vy´voj rozsˇı´rˇenı´.
2.2.1 MEF – Managed Extensibility Framework
MEF (Managed Extensibility Framework) umozˇnˇuje vy´voja´rˇu˚m aplikacı´ pro rozsˇı´rˇenı´
snadno nale´zt, propojit, skla´dat a vza´jemneˇ pouzˇı´vat rozsˇı´rˇenı´ bez slozˇity´ch konfiguracı´
prostrˇedı´. Je prˇı´mou soucˇa´stı´ .NET Frameworku 4 a je tedy dostupny´ vsˇude tam, kde je
.NET Framework 4 nainstalova´n.
Prˇed prˇı´chodem knihovny MEF musely aplikace, ktere´ podporovaly pouzˇitı´ plug-
inu˚, obsahovat vlastnı´ infrastrukturu podporujı´cı´ plug-in model. Takove´ plug-iny jsou
pak cˇasto specificke´ pro danou aplikaci a nemohou by´t pouzˇity naprˇı´cˇ jiny´mi aplikacemi.
MEF prˇedstavuje standardizovany´ prˇı´stup k hostova´nı´ aplikacı´, ktere´ zverˇejnˇujı´ sve´
sluzˇby a za´rovenˇ vyuzˇı´vajı´ sluzˇeb okolnı´ch externı´ch aplikacı´ (rozsˇı´rˇenı´). Rozsˇı´rˇenı´ vy-
tvorˇena´ pomocı´ MEF mohou ze sve´ podstaty by´t znovupouzˇity v ru˚zny´ch aplikacı´ch, ale
prˇesto by´t implementova´ny zpu˚sobem, ktery´ je specificky´ pra´veˇ pro jednu aplikaci [15].
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a jeho spra´vne´ porˇadı´ se postara´ MEF, vy´voja´rˇi tak odpadajı´ starosti s tı´mto obvykle
spojene´.
MEF nabı´zı´ aplikacı´m neˇkolik prˇı´stupu˚ k nalezenı´ a nacˇtenı´ rozsˇı´rˇenı´, ktere´ vyzˇadujı´.
Umozˇnˇuje take´ znacˇkova´nı´ rozsˇı´rˇenı´ pomocı´ dodatecˇny´chmetadat, cˇı´mzˇ usnadnˇuje jejich
nalezenı´.
Obra´zek 2:MEF model
Ja´drem MEF je katalog a kontejner. Katalog hraje roli v procesu nalezenı´ hledane´ho
rozsˇı´rˇenı´ a kontejner pak koordinuje jeho vytvorˇenı´ i vytvorˇenı´ potrˇebny´ch za´vislostı´
(Obra´zek 2).
Hlavnı´mi jednotkami, ktere´ tvorˇı´ MEFmodel jsou slozˇitelne´ dı´ly –Composable Parts.
Tyto dı´ly zverˇejnˇujı´ (exportujı´) sluzˇby, ktere´ jine´ dı´ly potrˇebujı´ a vyuzˇı´vajı´, a konzumujı´
(importujı´) sluzˇby jiny´ch dı´lu˚ [1]. V MEF modelu jsou tyto dı´ly oznacˇeny atributy:
[System.ComponentModel.Composition.ExportAttribute] a
[System.ComponentModel.Composition.ImportAttribute],
cˇı´mzˇ deklarujı´, co exportujı´ nebo importujı´.
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Composable Part by meˇl obsahovat alesponˇ jeden export. Composable Parts jsou
pak bud’ explicitneˇ vlozˇeny do kontejneru, nebo v neˇm vytvorˇeny s pouzˇitı´m katalogu.
Standardneˇ jsou Composable Parts identifikova´ny katalogem pokud obsahujı´ atribut
[Export].
Na´sledujı´cı´ ko´d ukazuje 3 mozˇne´ rovnocenne´ deklarace exportu a kontraktu˚.
[Export]
public class Exporter {...}
[Export(typeof(Exporter))]
public class Exporter1 {...}
[Export(”MEFSample.Exporter”)]
public class Exporter2 {...}
Vy´pis 1: Deklarace exportu˚ trˇı´d
Obvykle je vy´hodneˇjsˇı´, abyComposable Part exportoval rozhranı´ (prˇı´padneˇ abstraktnı´
typ), nezˇ typ samotny´. To vede ke zna´me´mu efektu, kdy se zde mu˚zˇe importe´r zcela
oprostit od specifik implementace importovane´ho typu a pracovat s nı´m obecneˇ.
Dalsˇı´ uka´zka zobrazuje implementaci 2 trˇı´d exportujı´cı´ch sebe coby IMessageSender
rozhranı´. Trˇı´da Notifier importuje kolekci trˇı´d s IMessageSender rozhranı´m, nad ktery´mi
vola´ metodu Send(). Jaky´koli dalsˇı´ sender tak mu˚zˇe by´t snadno prˇida´n pouhy´m imple-
mentova´nı´m rozhranı´ a exportem deklarovany´m jako rozhranı´ IMessageSender.
[Export(typeof(IMessageSender))]
public class EmailSender : IMessageSender {
...
}
[Export(typeof(IMessageSender))]
public class TCPSender : IMessageSender {
...
}
public class Notifier
{
[ImportMany]
public IEnumerable<IMessageSender> Senders {get; set;}
public void Notify(string message)
{
foreach(IMessageSender sender in Senders)
sender.Send(message);
}
}
Vy´pis 2: Deklarace exportu trˇı´dy jako rozhranı´
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Kontrakt exportu mu˚zˇe obsahovat dalsˇı´ metadata, ktere´ mohou by´t pouzˇita pro fil-
trova´nı´ vyhleda´va´nı´ v katalogu.
Jak jizˇ bylo uvedeno, exportovat lze nejen cele´ trˇı´dy (typy), ale take´ properties . . .
public class Configuration
{
[Export(”Timeout”)]
public int Timeout
{
get { return int .Parse(ConfigurationManager.AppSettings[”Timeout”]); }
}
}
[Export]
public class UsesTimeout
{
[Import(”Timeout”)]
public int Timeout { get; set ; }
}
Vy´pis 3: Deklarace exportu properties
a metody . . .
public class MessageSender
{
[Export(typeof(Action<string>))]
public void Send(stringmessage)
{
Console.WriteLine(message);
}
}
[Export]
public class Processor
{
[Import(typeof(Action<string>))]
public Action<string>MessageSender { get; set; }
public void Send()
{
MessageSender(”Processed”);
}
}
Vy´pis 4: Deklarace exportu metod
Filozofie, se kterou byl MEF model vytvorˇen, umozˇnˇuje nale´zt a prˇipojit potrˇebne´
Composable Parts dynamicky za beˇhu aplikace. Odpadajı´ tak naprˇ. „natvrdo“ zako´do-
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vane´ reference, konfiguracˇnı´ soubory, nebo podobne´ prˇı´stupy. MEF tak ukazuje zpu˚sob,
jak snadno nale´zt a oveˇrˇit vhodnost prˇipojeny´ch komponent (Composable Parts) pouze
za pomocı´ metadat, tedy bez instanciova´nı´ komponent nebo prˇipojova´nı´ jiny´ch assembly.
Dı´ky tomu nenı´ nutne´ rˇesˇit, kdy a jak komponenty prˇipojit.
Navı´c, kromeˇ toho, zˇe Composable Parts definujı´ sve´ exporty, definujı´ i importy, tedy
prvky, ktere´ importujı´ z jiny´ch cˇa´stı´, ktere´ potrˇebnou funkcionalitu rˇesˇı´. To umozˇnˇuje
nejen snadnou komunikaci mezi jednotlivy´mi Parts, ale poskytuje i dobre´ mozˇnosti fak-
toringu, kdy naprˇı´klad sluzˇby spolecˇne´ vı´ce komponenta´m mohou by´t faktorova´ny do
samostatne´ho Composable Part a zde pak snadno v prˇı´padeˇ nutnosti upravova´ny.
Pra´veˇ relativnı´ jednoduchost skla´da´nı´ teˇchto Composable Parts komponent do sou-
visle´ho celku a absence za´vislostı´ na aplikacˇnı´ch assemblies deˇla´ zMEF idea´lnı´ model pro
rozsˇirˇova´nı´ Visual Studia 2010. Tyto principy budou uplatnˇova´ny prˇi popisu rozsˇı´rˇenı´ v
na´sledujı´cı´ch kapitola´ch.
2.2.2 Strucˇny´ na´hled na rozsˇirˇitelnost jiny´ch IDE
Za´veˇr te´to kapitoly je veˇnova´n strucˇne´mu prˇehledu rˇesˇenı´ rozsˇirˇitelnosti jiny´ch zna´my´ch
integrovany´ch vy´vojovy´ch prostrˇedı´ — Eclipse, NetBeans a Visual Studia 2008.
Eclipse
Eclipse je vy´konne´ integrovane´ prostrˇedı´ pro vy´voj ru˚zny´ch typu˚ aplikacı´. V poveˇdomı´
vy´voja´rˇu˚ je zna´mo zejme´na jako hlavnı´ vy´vojovy´ na´stroj pro projekty zalozˇene´ na plat-
formeˇ Java.
Jedna´ se o otevrˇenou platformu, navrzˇenou tak, aby byla snadno a neomezeneˇ rozsˇirˇi-
telna´ balı´cˇky trˇetı´ch stran. Eclipse je postaveno nad frameworkem OSGI, ktery´ poskytuje
dynamickou modula´rnı´ architekturu pro zava´deˇnı´ balı´cˇku˚ (bundles). Samotnou aplikaci
Eclipse tak netvorˇı´ jeden velky´ program, ale pouze relativneˇ mala´ aplikace – tzv. loader.
Ten je obklopen rozsa´hlou mnozˇinou plug-inu˚, ktere´ jsou realizova´ny pomocı´ programu˚
v jazyce Java a rozsˇirˇujı´ funkcionalitu prostrˇedı´ Eclipse. Plug-in je realizova´n jako soubor
.jar. Je to sobeˇstacˇny´ balı´cˇek zahrnujı´cı´ zdrojovy´ ko´d a vsˇechny zdroje, ktere´ ke sve´ cˇinnosti
potrˇebuje. Kazˇdy´ plug-in mu˚zˇe by´t konzumentem sluzˇeb poskytovany´ch jiny´mi balı´cˇky,
nebo sa´m jiny´m sve´ sluzˇby nabı´zet. Zde lze pozorovat jistou analogii s architekturouMEF
Visual Studia. Tyto plug-iny jsou nahra´ny do prostrˇedı´ Eclipse loaderem v okamzˇiku jeho
startu nebo prˇi vyvola´nı´ pozˇadavku na funkcionalitu, kterou poskytujı´. Plug-iny mohou
Eclipse rozsˇirˇovat naprˇı´klad o nova´ menu, na´stroje, editory, nebo perspektivy.
NetBeans
NetBeans je dalsˇı´ z integrovany´ch vy´vojovy´ch prostrˇedı´ cı´leny´ch prˇedevsˇı´m na platformu
Java. Prostrˇedı´ je i zde postaveno na modula´rnı´ architekturˇe, umozˇnˇujı´cı´ neomezenou
rozsˇirˇitelnost.
Za´kladem je aplikace (NetBeans Platform) tvorˇı´cı´ jakousi kostru pro prˇipojova´nı´ dal-
sˇı´ch rozsˇı´rˇenı´. Poskytuje za´kladnı´ funkcionalitu pro vy´voj, jako jsou menu, spra´va do-
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kumentu˚ zdrojovy´ch ko´du˚ a ru˚zna´ nastavenı´. Dalsˇı´ nove´ funkce lze doplnit prˇipojenı´m
tzv. modulu˚ (nebo te´zˇ plug-inu˚), ktere´ sta´vajı´cı´ funkcionalitu rozsˇı´rˇı´. Ty jsou ulozˇeny v
registru modulu˚ – System Filestystem. Hlavnı´m konfiguracˇnı´m souborem je zde soubor
layers.xml, ktery´ definuje registrovane´ moduly. Samotne´ moduly jsou deklarova´ny v sou-
borech manifest.mf a jsou tvorˇeny mnozˇinou Java trˇı´d definujı´cı´ch novou funkcionalitu.
Moduly tvorˇı´ za´kladnı´ jednotku rozsˇirˇitelnosti, pokud je vı´ce modulu˚ vza´jemneˇ za´vis-
ly´ch, tvorˇı´ jednotku jejich nasazenı´ tzv. Module Suite. Podobneˇ jako u ostatnı´ch prostrˇedı´,
i zde lze moduly pouzˇı´t na rozsˇı´rˇenı´ ru˚zny´ch prvku˚ IDE – menu, nove´ funkce, rozsˇı´rˇenı´
editoru, apod.
Visual Studio 2008
O prˇedchozı´ verzi Visual Studia (verzi 2008) lze rˇı´ci, zˇe uplatnˇuje podobne´ principy pro
rozsˇı´rˇenı´, jako verze 2010, ochuzene´ o neˇktere´ nove´ rysy dane´ evolucı´ tohoto prostrˇedı´.
Za´kladnı´ logickou jednotkou rozsˇı´rˇenı´ je zde VsPackage skla´dajı´cı´ se z jedne´ hlavnı´ a prˇı´-
padneˇ neˇkolika dalsˇı´ch doplnˇkovy´ch COMkomponent. Interakcemezi IDE a VsPackages
je abstrahova´na pomocı´ mnozˇiny COM rozhranı´. Prˇedevsˇı´m absence frameworku MEF,
jakozˇ i editor nevybudovany´ nadWPF, cˇinı´ z implementace rozsˇı´rˇenı´ slozˇiteˇjsˇı´ u´lohu nezˇ
implementace te´hozˇ ve verzi 2010.
Orientace na novou modernı´ architekturu, u nı´zˇ lze v budoucnu ocˇeka´vat dalsˇı´ roz-
voj, mozˇnost snadne´ho prˇı´stupu k editoru a snadna´ modifikovatelnost jeho chova´nı´, a
mozˇnost jednoduche´ modularity rozsˇı´rˇenı´, byly hlavnı´mi du˚vody procˇ pro implementaci
podpory pro jazyk e-PFL bylo zvoleno Visual Studio ve verzi 2010.
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3 Podpora nove´ho jazyka ve Visual Studiu 2010
Nezbytny´m na´strojem pro rozsˇı´rˇenı´ Visual Studia 2010 o podporu nove´ho jazyka je tzv.
Visual Studio SDK (Software Development Kit). Jedna´ se o volneˇ stazˇitelny´ doplneˇk,
slozˇeny´ z novy´ch na´stroju˚ a sˇablon, umozˇnˇujı´cı´ vy´voja´rˇu˚m rozsˇirˇovat Visual Studio o
nova´ menu, na´stroje, okna, ru˚zna´ vylepsˇenı´ editoru, podporu novy´ch jazyku˚ a dalsˇı´
funkce.
Rozsˇı´rˇenı´ Visual Studia 2010 o podporu nove´ho programovacı´ho jazyka prˇedstavuje
jednu ze slozˇiteˇjsˇı´ch programa´torsky´ch u´loh. Visual Studio 2010 k te´to u´loze prˇistupuje
oproti prˇedchozı´m verzı´m inovativneˇ zavedenı´m knihovny MEF a dalsˇı´mi vylepsˇenı´mi
[21]. Tuto pomeˇrneˇ komplexnı´ u´lohu lze rozdeˇlit do neˇkolika logicky´ch celku˚ (viz nı´zˇe),
a i ty lze da´le rozdrobit do mensˇı´ch. Tato vy´hoda znamena´ u te´to u´lohy mozˇnost zacˇı´t
pouzˇı´vat novy´ jazyk v prostrˇedı´ Visual Studia drˇı´ve, nezˇ jsou dokoncˇeny vsˇechny soucˇa´sti
jeho podpory. Podporu jazyka pak lze pozdeˇji kdykoli rozsˇı´rˇit o dalsˇı´ funkce a prˇiblizˇovat
se tak podporˇe v soucˇasnosti standardneˇ doda´vany´ch jazyku˚ jako jsou C#, Visual Basic,
C++ nebo F#.
Rozsˇı´rˇit Visual Studia 2010 o podporu nove´ho programovacı´ho jazyka znamena´
zejme´na:
• Zave´st do prostrˇedı´ Visual Studia mozˇnost zakla´dat nove´ projekty na ba´zi nove´ho
jazyka a standardnı´m zpu˚sobem s nimi pracovat
• Umozˇnit Visual Studiu prˇı´stup k prˇekladacˇi jazyka (kompila´toru) a zajistit rozhranı´
pro spolupra´ci s nı´m
• Prˇipravit doplnˇky pro editor Visual Studia tak, aby umozˇnˇoval uzˇivateli s novy´m
jazykem komfortneˇ pracovat
• Zajistit podporu pro procha´zenı´ a analy´zu ko´du (debuggova´nı´) prˇı´padneˇ dalsˇı´ spe-
cificke´ funkce
Na´sledujı´cı´ kapitoly popisujı´ problematiku implementace neˇktery´ch cˇa´stı´ z teˇchto
podu´loh.
3.1 Projekt
Vy´voja´rˇi prˇi pra´ci ve Visual Studiu, at’ jizˇ pouzˇı´vajı´ jaky´koli jazyk, obvykle zacˇı´najı´ vy-
tvorˇenı´m nove´ho rˇesˇenı´ (solution), ktere´ obsahuje jeden vy´chozı´ projekt na ba´zi zvolene´
sˇablony projektu. Vy´voj podpory nove´ho jazyka proto logicky zacˇı´na´ zavedenı´m novy´ch
typu˚ projektu˚ na neˇm zalozˇeny´ch.
Projekty Visual Studia jsou vlastneˇ jake´si kontejnery obsahujı´cı´ soubory se zdrojovy´mi
ko´dy a dalsˇı´ pomocne´ soubory. Jejich struktura a za´vislosti jsou zobrazeny v neˇktere´m
z na´strojovy´ch oken, naprˇ. Solution Explorer, a vy´voja´rˇ je zde mu˚zˇe da´le organizovat,
spousˇteˇt, analyzovat, atd. Projekty jsou na´sledneˇ zkompilova´ny do jednotek sestavenı´ –
tzv. assembly.
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Za´kladem pro rozsˇı´rˇenı´ Visual Studia o mozˇnost spra´vy projektu˚ nove´ho jazyka je
implementace nove´ho modulu VSPackage. Sˇablona pro tento typ projektu je dostupna´
po instalaci Visual Studio SDK 2010. Dalsˇı´m podstatny´m krokem je prˇida´nı´ reference
na projektovy´ frameworkMicrosoft.VisualStudio.Project. Jedna´ se o rozsˇı´rˇenı´ frameworku
MPF (Managed Package Framework), ktere´ nenı´ soucˇa´stı´ instalace .NET Frameworku,
ale je volneˇ ke stazˇenı´ ve formeˇ zdrojove´ho ko´du [16].
U´koly, ktere´ je trˇeba splnit prˇi implementaci podpory pro projekty [11], jsou:
• Vytvorˇenı´ sˇablon projektu˚
• Vytvorˇenı´ nove´ho typu projektu
• Vytvorˇenı´ ikon projektu˚
• Registrace sˇablon projektu˚ ve Visual Studiu
• Vytvorˇenı´ project factory, ktera´ generuje nove´ projekty
• Na´vrh a implementace parametru˚ projektu˚
• Podpora pro parametry projektu
3.1.1 Sˇablony projektu˚
Sˇablony, na jejichzˇ za´kladeˇ bude novy´ projekt nove´ho jazyka vytva´rˇen, jsou prvnı´m
krokem prˇi implementaci.
V ra´mci projektu je trˇeba vytvorˇit adresa´rˇovou strukturu (Obra´zek 3), kde ve slozˇce
Projects jsou umı´steˇny sˇablony projektu˚ – kazˇda´ v samostatne´m adresa´rˇi, ktery´ tvorˇı´:
• Soubor sˇablony projektu (.vstemplate)
• Hlavnı´ soubor projektu (.XXXproj)
• Ikona projektu (.ico)
• Sˇablony prvku˚ projektu – dalsˇı´ soubory, ktere´ budou v noveˇ vygenerovane´m pro-
jektu obsazˇeny (soubory s ko´dem, apod.)
Hlavnı´ soubor sˇablony (.vstemplate) musı´ mı´t vlastnost Build Action nastavenu na
VSTemplate. Prˇi sestavenı´ budou vsˇechny polozˇky sloucˇeny do .zip souboru, ktery´ bude
umı´steˇn do u´lozˇisˇteˇ projektovy´ch sˇablon.
Sˇablony jsou popsa´ny specia´lnı´mi XML soubory s prˇı´ponou .vstemplate. Popisujı´, jak
jsou sˇablony zobrazeny v dialogove´m okneˇNew Project, jake´ parametry jsou pouzˇity prˇi
vytva´rˇenı´ projektu a jak jsou naplneˇny, a da´le jake´ soubory tvorˇı´ samotny´ projekt.
Soubor .vstemplate a vsˇechny potrˇebne´ soubory jsou zazipova´ny do .zip souboru,
ktery´ je ulozˇen na mı´steˇ, ktere´ je Visual Studiu zna´mo, a ktere´ je pouzˇito jako zdroj sˇablon
projektu˚ prˇi otevı´ra´nı´ dialogu New Project.
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Obra´zek 3: Struktura slozˇek se sˇablonami
Sˇablonu definuje tag <VSTemplate>, ktery´ da´le obsahuje tagy <TemplateData> a
<TemplateContent>.
Tag <TemplateData> obsahuje informace o tom, jak bude sˇablona zobrazena v dia-
logove´m okneˇNew Project, a kde bude umı´steˇna ve strukturˇe ostatnı´ch sˇablon (Obra´zek
4). Vy´znamne´ informace:
• <Name> – Na´zev projektu
• <Description> – Informace popisujı´cı´ u´cˇel projektu uzˇivateli
• <Icon> – Na´zev souboru .ico s ikonou projektu
• <ProjectType> – Na´zev typu projektu – nejvysˇsˇı´ u´rovenˇ v hierarchii – obvykle
na´zev jazyka
• <SortOrder> – Specifikuje porˇadı´, podle ktere´ho bude projekt umı´steˇnmezi ostat-
nı´mi
Tag <TemplateContent> obsahuje informace o projektove´m souboru .XXXproj a
informace o vsˇech dalsˇı´ch souborech, ktere´ budou prˇi otevrˇenı´ projektu vygenerova´ny.
Da´le specifikuje parametry a jejich hodnoty, ktere´ budou prˇi generova´nı´ projektu pouzˇity.
• <Project> – specifikuje na´zev hlavnı´ho projektove´ho souboru .XXXproj, obsahuje
podtagy <ProjectItem> popisujı´cı´ jednotlive´ prvky projektu
• <ProjectItem> – na´zev dalsˇı´ho souboru, jeho chova´nı´ vu˚cˇi parametru˚m
(ReplaceParameters) a otevrˇenı´/neotevrˇenı´ (OpenInEditor) v editoru prˇi vy-
generova´nı´ projektu
• <CustomParameters> – uzˇivatelem definovane´ parametry a jejich hodnoty
Vybere-li si uzˇivatel v dialogu New Project sˇablonu, na ktere´ zalozˇı´ novy´ projekt, Vi-
sual Studio rozbalı´ odpovı´dajı´cı´ .zip soubor a nacˇte z neˇj .vstemplate soubor. Podle neˇj pak
vygeneruje v nove´m nebo existujı´cı´m rˇesˇenı´ novy´ projekt se vsˇemi definovany´mi sou-
cˇa´stmi (project items). Jak jizˇ bylo rˇecˇeno, tyto jsou popsa´ny vlastnı´mi soubory zvany´mi
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Obra´zek 4: Dialogove´ okno New Project
sˇablony prvku˚ (item templates), ktere´ jsou zabaleny ve stejne´m .zip souboru. Z teˇchto
sˇablon prvku˚ jsou pak v nove´m projektu vygenerova´ny soubory a patrˇicˇneˇ upraveny po-
mocı´ parametru˚. U´prava spocˇı´va´ v nahrazenı´ rˇeteˇzcu˚ specifikovany´ch v sˇablona´ch prvku˚
ohranicˇenı´m znakem $ hodnotami parametru˚.
Mezi standardneˇ definovane´ parametry patrˇı´ naprˇı´klad:
• $itemname$ – na´zev prvku projektu zadany´ uzˇivatelem v dialoguAdd New Item
• $safeitemname$ – tote´zˇ s odstraneˇny´mi nepovoleny´mi znaky a mezerami
• $projectname$ – na´zev projektu zadany´ uzˇivatelem v dialogu New Project
• $safeprojectname$ – tote´zˇ s odstraneˇny´mi nepovoleny´mi znaky a mezerami
• $rootnamespace$ – vy´chozı´ namespace dane´ho projektu
Kompletnı´ seznam rezervovany´ch parametru˚ ma´ 14 polozˇek [19].
Dalsˇı´ vlastnı´ parametry a jejich hodnoty lze definovat ve .vstemplate souboru pomocı´
tagu˚ <CustomParameter>.
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<TemplateContent>
...
<CustomParameters>
<CustomParameter Name=”$ProjectParameter1$” Value=”Value1”/>
<CustomParameter Name=”$ProjectParameter2$” Value=”Value2”/>
</CustomParameters>
</TemplateContent>
Vy´pis 5: Uka´zka definice vlastnı´ch parametru˚ v sˇabloneˇ .vstemplate
Jednotlive´ prvky projektu˚ (project items), ktere´ lze k projektu prˇida´vat pomocı´ dia-
logove´ho okna Add New Item, jsou definova´ny velmi podobny´m zpu˚sobem – pomocı´
sˇablon uplatnˇujı´cı´ podobne´ principy jako sˇablony projektu˚. Tyto sˇablony jsou opeˇt umı´s-
teˇny v samostatny´ch slozˇka´ch, tentokra´t pod slozˇkou Templates/Items (Obra´zek 3).
Sˇablonu zde netvorˇı´ projektovy´ soubor, ale jen soubor .vstemplate, ikona a vlastnı´
soubor se sˇablonou. Ostatnı´ na´lezˇitosti jsou stejne´ jako u sˇablon projektu˚.
Projekty jsou popsa´ny specia´lnı´mi XML soubory s prˇı´ponou .XXXproj, kde XXX je
obvykle symbolicky´ na´zev programovacı´ho jazyka (.csproj, .vbproj).
Tento soubor obsahuje zejme´na informace o tom, jak bude vy´sledny´ projekt sestavo-
va´n.
Mimo jine´ obsahuje:
• Cestu k souboru XXX.targets s u´daji pro kompilaci
• GUID projektu
• Typ assembly, do ktere´ bude zkompilova´n (exe, dll, winexe)
• Na´zev vy´sledne´ assembly
• U´daje pro debuggova´nı´
• Reference na jina´ assembly
• Seznam souboru˚, ktere´ budou kompilova´ny
3.1.2 Struktura trˇı´d pro generova´nı´ projektu˚
Po vytvorˇenı´ sˇablon projektu˚ je nutne´ vybudovat syste´m, ktery´ na jejich za´kladeˇ vygene-
ruje nove´ projekty. Takovy´ syste´m poskytuje frameworkMicrosoft.VisualStudio.Project,
ktery´ standardneˇ nenı´ soucˇa´stı´ .NET Frameworku, ale je volneˇ ke stazˇenı´. Rozsˇirˇuje za´-
kladnı´ framework MPF a je tvorˇen mnozˇinou trˇı´d, ktere´ poskytujı´ kompletnı´ kontrolu
nad procesem generova´nı´ novy´ch projektu˚ ve Visual Studiu, jejich spra´vu, perzistenci,
prˇida´va´nı´ dalsˇı´ch prvku˚, apod [16].
Minima´lnı´ implementace syste´mu pro generova´nı´ a spra´vu projektove´ho syste´mu
nad soustavou sˇablon projektu˚ nove´ho jazyka znamena´ vytvorˇenı´ 3 trˇı´d, deˇdeˇny´ch z
jejich abstraktnı´ch obrazu˚ v namespaceMicrosoft.VisualStudio.Project (Obra´zek 5).
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Obra´zek 5: Class diagram architektury pro generova´nı´ projektu˚
Trˇı´daMyProjectPackage
Vy´chozı´ trˇı´dou je trˇı´da MyProjectPackage. Deˇdı´ z abstraktnı´ trˇı´dy ProjectPackage, ktera´
da´le deˇdı´ ze trˇı´dy Package patrˇı´cı´ do namespaceMicrosoft.VisualStudio.Shell. Trˇı´da Package
implementuje rozhranı´ IVsPackage, ktere´ zajisˇt’uje registraci modulu do prostrˇedı´ Visual
Studia.
U´kolem MyProjectPackage je registrace modulu VSPackage a registrace tova´rnı´ trˇı´dy,
ktera´ pak generuje vlastnı´ projekty.
Klı´cˇova´ je metoda Initialize(), ktera´ pra´veˇ slouzˇı´ k inicializaci a registraci tova´rnı´ trˇı´dy.
Dalsˇı´m nezbytny´m krokem je oznacˇenı´ trˇı´dy neˇkolika atributy:
• [PackageRegistration] – rˇı´ka´ registracˇnı´ utiliteˇ RegPkg, zˇe se jedna´ o modul VSPac-
kage, ktery´ obsahuje dalsˇı´ specifika v atributech, ktere´ je trˇeba vzı´t v u´vahu
• [InstalledProductRegistration] – informace o modulu, ktere´ budou zobrazeny v dia-
logu „About“ Visual Studia
• [ProvideProjectFactory] – vy´znamny´ atribut, deklarujı´cı´ tova´rnı´ trˇı´du, ktera´ generuje
projekt. Specifikuje typy projektu˚, ktere´ generuje, a cestu k sˇablona´m projektu˚
• [ProvideProjectItems] – pro dany´ typ projektu specifikuje prvky projektu (items),
ktere´ bude mozˇno k projektu prˇipojovat
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• [ProvideObject] – deklaruje objekty (jejich typy), ktere´ tento modul VSPackage po-
skytuje
Trˇı´daMyProjectFactory
Trˇı´da MyProjectFactory musı´ prˇetı´zˇit metodu CreateProject sve´ rodicˇovske´ trˇı´dy Project-
Factory. Jak jizˇ na´zev napovı´da´, jediny´mi u´koly te´to metody je vytvorˇit novou instanci
projektu (MyProjectNode) a nastavit poskytovatele sluzˇby, ze ktere´ bude projekt dostupny´.
Jediny´m atributem je atribut [Guid] obsahujı´cı´ identifika´tor, pod ktery´m je tova´rnı´
trˇı´da zapsa´na v registrech.
Trˇı´daMyProjectNode
Vlastnı´ projekt je objekt popsany´ trˇı´douMyProjectNode. Jako i ostatnı´ zminˇovane´ trˇı´dy, je
i tato zdeˇdeˇna z abstraktnı´ trˇı´dy ProjectNode z frameworku MPF. Jedna´ se o komplexnı´
trˇı´du implementujı´cı´ rˇadu rozhranı´. Dı´ky MPF a mozˇnosti deˇdeˇnı´ z neˇj odpada´ vy´voja´rˇi
spousta pra´ce pro zajisˇteˇnı´ u´plne´ funkcˇnosti projektu. Vsˇe je prˇipraveno v rodicˇovske´
trˇı´deˇ, ktera´ zajisˇt’uje zejme´na:
• Vytvorˇenı´ slozˇky vygenerovane´ho projektu a zkopı´rova´nı´ souboru .XXXproj do
te´to slozˇky. Soubor je prˇejmenova´n podle na´zvu projektu zadane´ho uzˇivatelem v
dialogu New Project
• Vyhleda´nı´ souboru˚ oznacˇeny´ch jako polozˇky vstupujı´cı´ do sestavenı´ assembly – v
souboru .XXXproj oznacˇeny´ch tagem <compile>
Vy´voja´rˇi stacˇı´ pouze prˇipravit mechanismus pro zı´ska´nı´ ikony projektu zobrazovane´
naprˇ. v okneˇ Solution Explorer, a zajistit prˇeda´va´nı´ parametru˚ (jako jsou naprˇ. namespace,
na´zev souboru (pouzˇitelny´ naprˇ. pro na´zev trˇı´dy), apod.) prˇida´vany´m souboru˚m prˇetı´-
zˇenı´m metody AddFileFromTemplate, ktera´ je vola´na prˇi prˇida´va´nı´ souboru˚ do projektu.
Kopı´ruje vybrane´ soubory ze sˇablony do cı´love´ slozˇky projektu [18].
Tato implementace prˇedstavuje minima´lnı´ strukturu pro generova´nı´ projektu˚. Pra´veˇ
vyuzˇitı´ frameworku MPF z nı´ deˇla´ relativneˇ snadnou programa´torskou u´lohu.
Tuto strukturu lze da´le rozsˇirˇovat o dalsˇı´ potrˇebne´ prvky, vhodna´ by´va´ alesponˇ imple-
mentace vlastnostı´ (properties) projektu, ktere´ pak mu˚zˇe uzˇivatel podle potrˇeby meˇnit.
3.1.3 Vlastnosti projektu
Projektmu˚zˇe obsahovat vlastnosti definovane´ v sˇablona´ch. Neˇktere´ je vhodne´ zprˇı´stupnit
uzˇivateli, at’ jizˇ pro pouhe´ cˇtenı´, nebo pro editaci. Toho lze dosa´hnout implementacı´ tzv.
property page, ktera´ vlastnosti zprˇı´stupnˇuje v samostatne´m dialogove´m okneˇ v tabul-
kove´m forma´tu. Okno s vlastnostmi projektu je dosazˇitelne´ prˇes kontextovou nabı´dku
projektu v okneˇ Solution Explorer.
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Obsluhu zajisˇt’uje trˇı´da SettingsPage frameworku MPF. Zprostrˇedkova´va´ zı´ska´va´nı´
i persistenci dat ulozˇeny´ch ve vlastnostech projektu. Umı´ pracovat se vsˇemi beˇzˇny´mi
datovy´mi typy, ktere´ odpovı´dajı´cı´m zpu˚sobem zobrazuje v dialogove´m okneˇ vlastnostı´.
Zavedenı´ novy´ch vlastnostı´ projektu (naprˇ. u´daje pro kompila´tor, apod.) probı´ha´
vytvorˇenı´m trˇı´dyMyPropertyPage deˇdeˇne´ ze SettingPage (Obra´zek 6).
Obra´zek 6: Class diagram trˇı´dy implementujı´cı´ property page
Kazˇda´ z vlastnostı´ je definova´na verˇejny´mi properties, zamezenı´ mozˇnosti editace
vlastnosti uzˇivatelem je dosazˇeno vynecha´nı´m implementace metody set (read-only pro-
perty). Kazˇda´ takova´ property musı´ by´t oznacˇena atributy (Obra´zek 7):
• [Category] – kategorie, do ktere´ vlastnost patrˇı´ – zobrazena jako sekce v tabulce
vlastnostı´
• [DisplayName] – jme´no vlastnosti, jak bude zobrazeno v tabulce
• [Description] – popis vlastnosti – rovneˇzˇ zobrazeno uzˇivateli
Vlastnı´ ulozˇenı´ / nacˇtenı´ vlastnostı´ je dosazˇeno prˇetı´zˇenı´m metod BindProperties /
ApplyChanges, jezˇ toto prova´deˇjı´ vola´nı´mmetod GetProjectProperty / SetProjectProperty na
objektu projektu (ProjectNode).
Pro spra´vnou funkcˇnost je trˇeba doplnit registraci property page trˇı´dy v atributu
[ProvideObject] trˇı´dyMyProjectPackage, a da´le pak ve trˇı´deˇMyProjectNode prˇetı´zˇit metody
GetConfigurationIndependentPropertyPages a GetPriorityProjectDesignerPages, ktere´ vracejı´
property page GUID.
Je mozˇne´ implementovat vı´ce property page trˇı´d, vzˇdy deˇdeˇny´ch ze SettingPage, a
vytvorˇit tak syste´moddeˇleny´ch vlastnostı´, naprˇ. podle urcˇenı´. Pro vsˇechnyplatı´ vzˇdyvy´sˇe
uvedene´ na´lezˇitosti pro implementaci, atribut Name je polozˇka zobrazena´ v dialogove´m
okneˇ vlastnostı´ (Obra´zek 7) urcˇujı´cı´ kategorii vlastnostı´ (stra´nku).
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Obra´zek 7: Dialogove´ okno Vlastnosti projektu
3.2 Kompila´tor
Kompila´tory jsou pocˇı´tacˇove´ programy, jejichzˇ u´cˇelem je zprostrˇedkova´nı´ prˇekladu zdro-
jove´ho ko´du jazyka vysˇsˇı´ u´rovneˇ do ko´du jazyka nizˇsˇı´ u´rovneˇ. Jazykem nizˇsˇı´ u´rovneˇ je
zde veˇtsˇinou jazyk cı´love´ platformy, ktere´mu pocˇı´tacˇ prˇı´mo rozumı´ a umı´ ho spustit –
strojovy´ ko´d, ko´d cˇitelny´ virtua´lnı´m strojem. Cı´lemprˇekladu je tedy zpravidla spustitelny´
program.
Prˇekladacˇ (kompila´tor) musı´ prova´deˇt dveˇ za´kladnı´ cˇinnosti: analyzovat zdrojovy´
program a vytva´rˇet k neˇmu odpovı´dajı´cı´ cı´lovy´ program. Analy´za spocˇı´va´ v rozkladu
zdrojove´ho programu na jeho za´kladnı´ soucˇa´sti, na za´kladeˇ ktery´ch se beˇhem synte´zy
vybudujı´ moduly cı´love´ho programu [4].
Analy´za zdrojove´ho programu prˇi prˇekladu probı´ha´ na na´sledujı´cı´ch trˇech u´rovnı´ch:
• Lexika´lnı´ analy´za – zdrojovy´ program je coby posloupnost znaku˚ sekvencˇneˇ cˇten
zleva doprava a jsou z neˇj vytva´rˇeny lexika´lnı´ symboly (tokeny) – naprˇ. klı´cˇova´
slova, opera´tory, konstanty, identifika´tory
• Syntakticka´ analy´za – z lexika´lnı´ch symbolu˚ jsou vytvorˇeny hierarchicky zanorˇene´
struktury odpovı´dajı´cı´ gramatice jazyka. Tyto pak tvorˇı´ celky s vlastnı´m vy´znamem
– naprˇ. vy´razy, prˇı´kazy, deklarace.
• Se´manticka´ analy´za – ostatnı´ kontroly, ktere´ nenı´mozˇno prove´st v ra´mci syntakticke´
analy´zy – typova´ kontrola apod.
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Modernı´ vy´vojova´ prostrˇedı´ obvykle obsahujı´ prˇekladacˇ pro kazˇdy´ jazyk, ktery´ pod-
porujı´. Doka´zˇı´ tak nejen sestavit vyvı´jeny´ program, ale take´ jej po prˇekladu a sestavenı´
spousˇteˇt. Vy´vojove´ prostrˇedı´ pak doka´zˇe zobrazovat zpra´vy prˇekladacˇe a zobrazit prˇe-
hled o prˇı´padny´ch chyba´ch, ktere´ mohou by´t zvy´razneˇny prˇı´mo v editoru ko´du. Sofis-
tikovaneˇjsˇı´ prostrˇedı´ doka´zˇı´ navı´c skenovat zdrojovy´ ko´d v editoru prˇı´mo beˇhem jeho
vytva´rˇenı´ a zvy´raznˇovat chyby jesˇteˇ prˇed samotny´m prˇekladem.
IDE s integrovany´m kompila´torem neznamena´ jen mozˇnost prˇekladu prˇı´mo prˇes
vy´vojove´ prostrˇedı´, ale take´ spusˇteˇnı´ programu na´sledneˇ po prˇekladu. V neposlednı´ rˇadeˇ
nutno zmı´nit i komfort pro uzˇivatele, ktery´ mu˚zˇe cely´ prˇeklad spravovat prˇes graficke´
uzˇivatelske´ rozhranı´, vcˇetneˇ mozˇnosti prˇehledne´ho a u´plne´ho nastavova´nı´ parametru˚
pro prˇeklad.
3.2.1 Prˇipojenı´ vlastnı´ho kompila´toru
Implementaci podpory prˇekladu vlastnı´ho jazyka ve Visual Studiu lze rozdeˇlit do dvou
etap:
1. Implementaci kompila´toru coby samostatne´ aplikace schopne´ vygenerovat cı´lovy´
ko´d ze zdrojovy´ch ko´du˚ nove´ho jazyka dodane´ho kompila´toru v mnozˇineˇ souboru˚
2. Vlastnı´ propojenı´ kompila´toru s Visual Studiem
Tato pra´ce se da´le nezaby´va´ problematikou vytva´rˇenı´ aplikacı´ pro kompilaci a prˇed-
pokla´da´ existenci takove´ aplikace.
Proces kompilace ve Visual Studiu je popsa´n tzv. tasky. Tasky jsou definova´ny v
samostatny´ch trˇı´da´ch deˇdeˇny´ch ze trˇı´dy .NET Frameworku Task v namespace Micro-
soft.Build.Utilities.
Trˇı´da Task poskytuje funkcionalitu nezbytnou pro u´speˇsˇne´ vykona´nı´ prˇekladu defino-
va´nı´m logiky vmetodeˇExecute(). Tatometoda je jedinoumetodoudefinovanou rozhranı´m
ITask, ktere´ trˇı´daTask implementuje. Build engineVisual Studiavyzˇaduje a rozezna´va´ trˇı´dy
s pra´veˇ tı´mto rozhranı´m jako jednotky s ko´dem, ktery´ lze volat prˇi operacı´ch prˇekladu.
Task popsany´ vlastnı´ trˇı´dou je da´le nutne´ deklarovat ve specia´lnı´m konfiguracˇnı´m
XML souboru s prˇı´ponou .targets (Obra´zek 8) [13].
Kazˇdy´ task je popsa´n v tagu <UsingTask> jme´nem trˇı´dy a assembly, ve ktere´ se
nacha´zı´.
Tag <Target> pak definuje vsˇechny potrˇebne´ vstupy a vy´stupy pro proces prˇekladu
a definuje zpu˚sob plneˇnı´ verˇejny´ch properties trˇı´dy tasku, ktere´ da´le definujı´ neˇktere´
nezbytnosti.
Cesta k souboru .targets je definova´na v konfiguracˇnı´m souboru projektu .XXXproj v
kazˇde´ sˇabloneˇ projektu.
24
Obra´zek 8: Class diagram trˇı´dy tasku + soubor .targets
3.2.2 Logika procesu prˇekladu
Visual Studio prˇi vyvola´nı´ procesu prˇekladu uzˇivatelem (prˇı´kaz Build solution), nebo
neˇjake´ho jine´ho procesu, jehozˇ soucˇa´stı´ je prˇeklad (naprˇ. Run), spustı´ metodu Execute()
ve trˇı´da´ch (tascı´ch), definovany´ch v souboru .targets.
Za´kladnı´ implementace metody Execute prˇedpokla´da´ prˇedevsˇı´m:
1. Prˇı´pravu parametru˚ pro prˇeklad
2. Spusˇteˇnı´ kompilacˇnı´ho programu s teˇmito parametry
3. Zajisˇteˇnı´ umı´steˇnı´ vy´stupu˚ kompilace na mı´sto vyzˇadovane´ Visual Studiem
4. Zobrazenı´ logu˚ kompilacˇnı´ho programu v prostrˇedı´ Visual Studia
Ad 1) Parametry potrˇebne´ pro prˇeklad jsou definova´ny jako verˇejne´ properties trˇı´dy
deˇdeˇne´ ze trˇı´dy Task. Jsou da´le deklarova´ny v souboru .targets pod tagem <Target>.
Mezi za´kladnı´ properties beˇzˇneˇ pouzˇı´vane´ Visual Studiem, ktere´ lze snadno definovat a
automaticky prˇed prˇekladem plnit, patrˇı´:
• SourceFiles – zdrojove´ soubory, ktere´ budou prˇelozˇeny do cı´love´ assembly. Patrˇı´
sem vsˇechny soubory s ko´dem oznacˇene´ v souboru .XXXproj tagem <compile>.
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• OutputAssembly – assembly vcˇetneˇ cesty z adresa´rˇe projektu, kde Visual Studio
ocˇeka´va´ vy´stup kompila´toru. Obvykle „obj/Debug/assemblyName“.
• ReferencedAssemblies – seznam assemblies referencovany´ch v projektu.
• ResourceFiles – seznam dalsˇı´ch zdrojovy´ch (resource) souboru˚.
• MainFile – oznacˇuje vstupnı´ bod aplikace.
• TargetKind – typ assembly, do ktere´ bude kompilova´no – exe, dll, winexe.
• DebugSymbols – generova´nı´ informacı´ pro debuggova´nı´ – ano/ne.
• ProjectPath – cesta k adresa´rˇi projektu.
Tyto parametry lze plnit prˇı´mo prˇirˇazenı´m odpovı´dajı´cı´ch definovany´ch syste´movy´ch
nebo projektovy´ch parametru˚. Vy´cˇet parametru˚ tı´mto vy´cˇtem nenı´ zdaleka limitova´n,
vy´voja´rˇ mu˚zˇe prˇipravit jake´koli jine´, podle potrˇeby kompila´toru, a plnit je dynamicky.
Ad 2) Spusˇteˇnı´ kompilacˇnı´ho programu v za´sadeˇ prˇedpokla´da´ pouze vyrˇesˇenı´ za-
vola´nı´ a spusˇteˇnı´ aplikace zajisˇt’ujı´cı´ prˇeklad. Je vhodne´ rˇesˇit spusˇteˇnı´m na pozadı´, bez
jake´koli mozˇnosti prˇı´me´ interakce s cı´lovy´m uzˇivatelem.
Ad 3) Visual Studio ocˇeka´va´ vy´stup kompila´toru na pevneˇ dane´m mı´steˇ. Obvykle
je to „projectPath/obj/Debug/assemblyNameWithExtension“. S vy´stupem na tomto mı´steˇ
pak da´le pracuje – prˇesouva´ jej do adresa´rˇe Bin, odkud jej pak prˇı´padneˇ spousˇtı´. Pokud
kompilacˇnı´ program nedoka´zˇe prˇı´mo zajistit generova´nı´ vy´stupu do tohoto umı´steˇnı´, a s
tı´mto jme´nem, je u´lohouvy´voja´rˇe zde toto osˇetrˇit – zajistit prˇesun/prˇejmenova´nı´ vy´stupu.
Ad 4) Vy´stupy z prˇekladu – logy, reporty, chybova´ hla´sˇenı´, apod. – ktere´ kompi-
lacˇnı´ program mu˚zˇe generovat, je vhodne´ zobrazovat prˇı´mo v prostrˇedı´ Visual Studia.
Tyto vy´stupy pak prˇes uzˇivatelske´ rozhranı´ Visual Studia prˇedstavujı´ komunikacˇnı´ kana´l
uzˇivatel-kompila´tor.
Je jen na vy´voja´rˇi, jakou formu zobrazova´nı´ zvolı´. Jako nejprˇı´meˇjsˇı´ se jevı´ zobrazovat
vy´stupy do Output dialogu. Mı´rneˇ vyspeˇlejsˇı´ mozˇnostı´ je vyuzˇitı´ Error list dialogu, s
dalsˇı´m cˇleneˇnı´m podle typu vy´stupu (Errors, Warnings, Messages). Dle mozˇnostı´ kompi-
la´toru je mozˇne´ dorˇesˇit i podrobneˇjsˇı´ vy´stupy chyb, jako naprˇı´klad cˇı´sla rˇa´dku˚ s chybami,
nebo zvy´razneˇnı´ chyb prˇı´mo v editoru.
Vy´voja´rˇ mu˚zˇe zvolit i jinou formuvy´stupu, naprˇı´klad zobrazovat vy´stupy ve vlastnı´m
okneˇ, kde mu˚zˇe naplno vyuzˇı´t mozˇnostı´ WPF.
3.3 Rozsˇı´rˇenı´ editoru
Editory ko´du v integrovany´ch prostrˇedı´ch slouzˇı´ nejen ke vkla´da´nı´ ko´du vy´voja´rˇem, ale
poskytujı´ dalsˇı´ funkce, ktere´ pra´ci usnadnˇujı´, urychlujı´ a tı´m zefektivnˇujı´. Tyto funkce
prˇedstavujı´ prˇidanou hodnotu editoru˚ v IDE oproti za´pisu ko´du v neˇktere´m beˇzˇne´m
textove´m editoru.
26
Editory tvorˇı´ nejviditelneˇjsˇı´ soucˇa´st vy´vojovy´ch prostrˇedı´ a zpravidla sem smeˇrˇujı´
prvnı´ kroky prˇi seznamova´nı´ se s novy´m prostrˇedı´m. Dnesˇnı´ vyspeˇla´ IDE disponujı´
editory s pokrocˇily´mi funkcemi, mezi nimizˇ standardneˇ nechybı´ barevne´ zvy´raznˇova´nı´
syntaxe, upozornˇova´nı´ na syntakticke´ chyby, zvy´raznˇova´nı´ chybny´ch gramaticky´ch kon-
strukcı´, forma´tova´nı´ ko´du, apod.
Prˇes vsˇechny tyto vy´hody mohou nastat situace, kdy vy´voja´rˇ neˇkterou funkci po-
stra´da´, at’jizˇ jako nezbytnou soucˇa´st pro svou pra´ci, cˇi jen jako efektnı´ doplneˇk, ktery´ zna´
trˇeba z jine´ho prostrˇedı´. Rˇesˇenı´ tohoto proble´mu neby´va´ trivia´lnı´. Podle otevrˇenosti IDE
se mu˚zˇe jednat jen o doplneˇnı´ funkce do existujı´cı´ho editoru, u´pravu existujı´cı´ch funkcı´,
nebo vytvorˇenı´ zcela nove´ho editoru.
Microsoft v nove´ verzi (2010)Visual Studia prˇedstavil zcela novy´, prˇepracovany´ editor.
Za´sadnı´m prˇı´nosem je pouzˇitı´ a zavedenı´ dvou technologiı´:
• WPF (Windows Presentation Foundation)
• MEF (Managed Extensibility Framework)
Prvnı´ z nich prˇina´sˇı´ zmeˇnu do uzˇivatelske´ho rozhranı´. Technologie WPF umozˇnˇuje
oddeˇlit vizua´lnı´ prvky editoru od vlastnı´ logiky v pozadı´. Editor tak zı´ska´va´ mnohem
pokrocˇilejsˇı´ zobrazovacı´ mozˇnosti dovolujı´cı´ sˇiroke´ mozˇnosti modifikace.
Editor VS je da´le postaven na technologii MEF (kapitola 2.2.1) – je slozˇen ze soucˇa´stı´
tvorˇeny´ch MEF komponentami. Jednodusˇe tak lze vytva´rˇet a doplnˇovat dalsˇı´ rozsˇı´rˇenı´
coby MEF komponenty obsahujı´cı´ nove´ funkce editoru a hostovat je v editoru Visual
Studia [14].
Zjednodusˇeneˇ lze cˇinnost editoru VS popsat modelem na obra´zku 9. Vlastnı´ text zde
prˇedstavuje vrstva TextBuffer. Ta obsahuje meˇnı´cı´ se text, ktery´ poskytuje da´le ve formeˇ
nemeˇnny´ch cˇasovy´ch snı´mku˚. Dalsˇı´ vrstva reprezentuje logiku doda´nı´ dalsˇı´ch informacı´
k textu. Tyto informace prˇedstavujı´ metadata textu, ktera´ slouzˇı´ jako informace o textu
pro uzˇivatele. Uzˇivatel tyto informace vidı´ ve formeˇ, kterou mu poskytne prezentacˇnı´
vrstva – TextView.
3.3.1 Struktura editoru VS
Editor Visual Studia 2010 se skla´da´ z neˇkolika subsyste´mu˚ [12]:
• Text Model Subsystem – reprezentuje vlastnı´ text v editoru a poskytuje mecha-
nismy pro manipulaci s nı´m. Obsahuje TextBuffer z obra´zku 9. Ten je tvorˇen sek-
vencı´ znaku˚, ktere´ majı´ by´t v editoru zobrazeny. Nad touto sekvencı´ model umozˇ-
nˇuje vyhleda´va´nı´ a modifikace. Reprezentovany´ text prˇedstavuje „surovy´“ text bez
jake´hokoli forma´tova´nı´ nebo dalsˇı´ch vizua´lnı´ch prvku˚.
• Classification Subsystem – poskytuje logiku pro urcˇenı´ vlastnostı´ fontu textu. Role
klasifika´toru˚ je rozcˇlenit u´seky textudoklasifikacˇnı´ch trˇı´d, pro ktere´ jsoudefinova´ny
vlastnosti fontu, ktery´m budou zobrazeny. Tyto informace jsou poskytnuty Text
View subsyste´mu, ktery´ zarˇı´dı´ vlastnı´ zobrazenı´.
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Obra´zek 9: Logicky´ na´hled na editor VS
• Text View Subsystem – jeho role je naforma´tovat a zobrazit text a poskytnout
mechanismy podporujı´cı´ zobrazova´nı´, jako naprˇ. vizua´lnı´ prvky obohacujı´cı´ text,
vy´beˇry textu, pozice textove´ho kurzoru, apod. Kromeˇ toho zabezpecˇuje take´ zobra-
zova´nı´ a spra´vu okraju˚ okna editoru (margins). Ty obsahujı´ naprˇı´klad rolovacı´ lisˇty,
cˇı´sla rˇa´dku˚, symboly breakpointu˚.
• Operations Subsystem – definuje chova´nı´ editoru implementacı´ logiky jednotli-
vy´ch prˇı´kazu˚.
3.3.1.1 Text Model
Text model editoru VS tvorˇı´ typove´ trˇı´dy, ktere´ jsou definova´ny v knihovna´ch Micro-
soft.VisualStudio.Text.Data.dll aMicrosoft.VisualStudio.CoreUtilitiy.dll.
Vlastnı´ text v editoru je reprezentova´n objektem typu ITextBuffer. Ten prˇedstavuje
jaky´si kontejner neusta´le se meˇnı´cı´ho textu (kdyzˇ je v editoru upravova´n uzˇivatelem).
Text je zde reprezentova´n sekvencı´ znaku˚ Unicode. Kazˇdy´ editacˇnı´ krok generuje snı´mek
text bufferu, ktery´ v modelu zastupuje trˇı´da Snapshot (ITextSnaphot). Snapshot je v cˇase
nemeˇnna´ verze text bufferu (obra´zek 10). Vesˇkere´ u´pravy textu (forma´tova´nı´, dekorova´nı´,
. . . ) jsou prova´deˇny pra´veˇ nad snapshoty. Snapshoty rˇesˇı´ i proble´m soubeˇzˇnosti, kdy text
buffer mohl by´t pouzˇı´va´n pouze vla´knem, ktere´ bylo jeho vlastnı´kem. Snapshot je mozˇne´
pouzˇı´t z ktere´hokoli vla´kna.
Jak bylo rˇecˇeno, text ve snapshotu je reprezentova´n sekvencı´ znaku˚. Rˇa´dky textu
snapshotu jsoudosazˇitelne´ pomocı´ ITextSnapshotLine objektu˚, u´seky textu lze referencovat
pomocı´ SnapshotSpan objektu˚.
SnapshotSpan je u´sek textu definovany´ svy´mi hranicemi – pozicı´ zacˇa´tku a konce
(0 – de´lka snapshotu). Pozice znaku je reprezentova´na objekty SnapshotPoint.
Kolekce u´seku˚ textu jednoho snapshotu je definova´na kolekcı´ NormalizedSnapshot-
SpanCollection.
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Obra´zek 10: Na´hled na za´kladnı´ prvky text modelu
Span je typ obsazˇeny´ v SnapshotSpan objektech reprezentujı´cı´ textovy´ u´sek. Kolekce
teˇchto u´seku˚ definovana´ typemNormalizedSpanCollection usporˇa´da´va´ Span objekty podle
porˇadı´ a navı´c slucˇuje prˇekry´vajı´cı´ se u´seky.
ITrackingPoint objekty prˇedstavujı´ pozice znaku v text bufferu, ktere´ se aktualizujı´ s
meˇnı´cı´ se polohou znaku v textu. Podobny´m zpu˚sobem fungujı´ ITrackingSpan objekty, s
tı´m rozdı´lem, zˇe pracujı´ nad u´seky textu v bufferu.
Rozhranı´ ITextBuffer obsahuje funkce Insert(),Delete(), Replace() pro jednoduche´ mani-
pulace s textem. Pro veˇtsˇı´ kontrolu nad prova´deˇny´mi zmeˇnami je mozˇne´ vyuzˇı´t objekty
ITextEdit zı´skane´ z ITextBufferu.
3.3.1.2 Classification
Classification subsystem je tvorˇen sadou typovy´ch trˇı´d, ktere´ jsou definova´ny v knihov-
na´chMicrosoft.VisualStudio.Text.Logic.dll.
Klasifikace je proces doda´va´nı´ meta-informacı´ k u´seku˚m textu. Tyto u´daje pak slouzˇı´
prezentacˇnı´ vrstveˇ jako informace, jak dany´ u´sek textu zobrazit. Mechanismus parso-
va´nı´ a prohleda´va´nı´ textu za u´cˇelem oznacˇova´nı´ spanu˚ textu znacˇkami je nazy´va´n jako
tagging. Klasifikaci prova´dı´ objekt implementujı´cı´ rozhranı´ ITagger. Ten definuje metodu
GetTags(), ktera´ zajisˇt’uje vlastnı´ algoritmus procha´zenı´ u´seku˚ textu (SnapshotSpanu˚) a
jejich oznacˇova´nı´ specia´lnı´mi znacˇkami – tagy.
Tagy jsou definova´ny trˇı´dami implementujı´cı´mi rozhranı´ ITag. Klasifika´tor – ITagger
objekt – vmetodeˇGetTags() oznacˇuje u´seky textu, ktere´ kladneˇ vyhodnotı´ jako u´seky textu
spadajı´cı´ do urcˇite´ klasifikacˇnı´ trˇı´dy, genericky´mi objektyTagSpan s parametrem typu ITag.
Tyto tagy jsou prezentacˇnı´ vrstveˇ zna´my dı´ky syste´mu exportova´nı´ rozsˇı´rˇenı´ framewor-
kemMEF, a doka´zˇe je zobrazit podle odpovı´dajı´cı´ho forma´tova´nı´ (EditorFormatDefinition)
definovane´ho pro danou klasifikacˇnı´ trˇı´du.
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Kromeˇ klasifikacˇnı´ch tagu˚ (ClassificationTag) jsou standardneˇ definova´ny jesˇteˇ dalsˇı´
typy tagu˚ podporovane´ editorem, ktere´ slouzˇı´ pro jine´ funkce (bude popsa´no da´le):
• ErrorTag
• TextMarkerTag
• OutliningRegionTag
• SpaceNegotiatingAdornmentTag
3.3.1.3 Text View
Prezentacˇnı´ vrstva editoru je tvorˇena subsyste´memTextView.Zajisˇt’uje forma´tova´nı´ textu,
vizua´lnı´ doplnˇky textu a dalsˇı´ graficke´ elementy editoru. Forma´tova´nı´ probı´ha´ podle
klasifika´toru˚ lezˇı´cı´ch v nizˇsˇı´ vrstveˇ.
Tento subsyste´m je tvorˇen sadou typovy´ch trˇı´d obsazˇeny´ch v knihovna´ch
Microsoft.VisualStudio.Text.UI.dll (pro platformneˇ neza´visle´ prvky)
aMicrosoft.VisualStudio.Text.UI.Wpf.dll (WPF prvky).
Text view model je reprezentova´n rozhranı´m ITextView, ktere´ umozˇnˇuje prˇı´stup ke
trˇem bufferu˚m – data buffer, edit buffer a visual buffer. Oproti nizˇsˇı´m vrstva´m pracuje s
pixelovy´m sourˇadnicovy´m syste´mem s pocˇa´tkem v leve´m hornı´m rohu.
Forma´tovany´ text zpracova´vany´ a zobrazovany´ v text view se skla´da´ z rˇa´dku˚ repre-
zentovany´ch ITextViewLine objekty. Tyto objekty poskytujı´ metody a vlastnosti pro ma-
pova´nı´ mezi znakovy´m a pixelovy´m sourˇadnicovy´m syste´mem a pro vizua´lnı´ doplnˇky,
ktere´ mohou text doprova´zet.
Dalsˇı´ vy´znamnou soucˇa´stı´ editoru, za kterou zodpovı´da´ text view subsystem jsou
okraje (margins). Okraje jsou vizua´lnı´ elementy editoru, ktere´ poskytujı´ uzˇivateli infor-
mace, jako naprˇ. cˇı´sla rˇa´dku˚, nebo znacˇky (glyphs) jako naprˇ. breakpointy. Cˇtyrˇi prˇeddefi-
novane´ okraje jsou Top, Left, Bottom a Right. Tyto prˇedstavujı´ jake´si kontejnery, do ktery´ch
jsou pak vlozˇeny jine´ margins. Okraje jsou reprezentova´ny ITextViewMargin objekty, ktere´
zverˇejnˇujı´ metody a vlastnosti pro rˇı´zenı´ velikosti, viditelnosti a dalsˇı´ch vlastnostı´ okraju˚.
3.3.2 Implementace rozsˇı´rˇenı´ editoru
Vyuzˇitı´ frameworku MEF prˇi implementaci rozsˇı´rˇenı´ editoru VS umozˇnˇuje tuto u´lohu
rozdrobit do mensˇı´ch celku˚ podle poskytovane´ funkce. Aplikacı´ syste´mu exportu˚ a im-
portu˚ pak lze tyto cˇa´sti navza´jem skla´dat a prˇipojovat k editoru. Zjevna´ vy´hoda takove´
aplikace je rozdeˇlenı´ pra´ce mezi vı´ce vy´voja´rˇu˚, kterˇı´ vza´jemneˇ nemusı´ zna´t vy´sledky ani
stav svy´ch pracı´. Rovneˇzˇ lze jizˇ velmi brzy dodat prvnı´ funkcˇnı´ cˇa´st rozsˇı´rˇenı´ a zacˇı´t ji
vyuzˇı´vat a teprve pozdeˇji doplnˇovat dalsˇı´ a rozsˇirˇovat tak editor o nove´ funkce postupneˇ
[6, 24].
Spolecˇny´m prvkem vsˇech rozsˇı´rˇenı´ cı´leny´ch pro urcˇity´ typ uzˇitı´ – zejme´na naprˇ. pro
podporu urcˇite´ho programovacı´ho jazyka – je prˇirˇazenı´ dane´ho rozsˇı´rˇenı´ do tzv. „typu
obsahu“ – content typu.
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Content type definuje typ textu, se ktery´m editor pracuje. Editor pak vyhleda´ vsˇechny
sluzˇby nabı´zene´ MEF komponentami se stejny´m content typem, naimportuje je a zacˇne
vyuzˇı´vat.
Vytvorˇenı´ nove´ho content typu je prvnı´m krokem prˇi implementova´nı´ podpory no-
ve´ho jazyka v editoru. Vytvorˇenı´ probeˇhne definova´nı´m nove´ho content typu s unika´tnı´m
jme´nem, definova´nı´m promeˇnne´ typu ContentTypeDefinition a na´sledny´m exportova´nı´m.
[Export]
[Name(”XXX”)]
[BaseDefinition(”code”)]
internal static ContentTypeDefinition XXXContentTypeDefinition;
Vy´pis 6: Definice a export content typu
Atributy:
• Name – unika´tnı´ jme´no Content typu
• BaseDefinition – jme´no content typu, ze ktere´ho je noveˇ definovany´ typ odvozen. Je
zde mozˇne´ i vı´cena´sobne´ odvozenı´.
Visual Studio jizˇ ma´ definovanou hierarchii neˇkolika content typu˚ pro jazyky, se
ktery´mi editor pracuje. Content type pro novy´ jazyk je mozˇne´ zacˇlenit kamkoli do te´to
struktury odvozenı´m z jizˇ existujı´cı´ho content typu. Logicke´ je zde zarˇazenı´ na u´rovenˇ
ostatnı´ch jazyku˚ – odvozenı´ z content typu „code“ (Obra´zek 11).
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Obra´zek 11: Cˇa´st hierarchie Content Types ve Visual Studiu
Editor VS tedy importuje sluzˇby, ktere´ bude nabı´zet, na za´kladeˇ content typu. O
tom, ktery´ content type je pra´veˇ platny´, je rozhodnuto na za´kladeˇ typu textu v editoru.
Identifikace probı´ha´ podle prˇı´pony souboru, ktery´ text reprezentuje (.cs pro C#, .vb pro
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Visual Basic, apod.). Sva´za´nı´ prˇı´pony souboru a content typu probeˇhne exportova´nı´m
promeˇnne´ typu FileExtensionToContentTypeDefinition oznacˇene´ teˇmito atributy:
• FileExtension – prˇı´pona souboru, se kterou bude content type sva´za´n
• ContentType – na´zev content typu
[Export]
[FileExtension(”xxx”)]
[ContentType(”XXX”)]
internal static FileExtensionToContentTypeDefinition XXXFileExtensionDefinition;
Vy´pis 7: Definice a export napojenı´ na souborovou prˇı´ponu
Po vytvorˇenı´ a exportova´nı´ content typu a jeho asociacı´ s prˇı´ponou souboru je Visual
Studiu a jeho editoru jizˇ typ nove´ho jazyka zna´m a doka´zˇe s nı´m pracovat – zobrazovat
v editoru vsˇechna definovana´ forma´tova´nı´, dekorace, a dalsˇı´ vizua´lnı´ prvky specificke´
pro tento jazyk. Ktery´koli dalsˇı´ vy´voja´rˇ mu˚zˇe psa´t rozsˇı´rˇenı´ pro tento content type a
exportovat je. Tato rozsˇı´rˇenı´ budou v editoru pouzˇita rovnocenneˇ s dalsˇı´mi, jizˇ existujı´cı´mi
rozsˇı´rˇenı´mi.
Pozna´mka: Tote´zˇ platı´ i pro implementaci rozsˇı´rˇenı´ pro jizˇ existujı´cı´ jazyky ve Visual
Studiu (C#, Visual Basic, . . . ).
Na´sledujı´cı´ vy´cˇet prˇedstavuje pojmy, ktere´ reprezentujı´ funkce beˇzˇneˇ dostupne´ v
editorech IDE. Tyto funkce jsou jedny z prvnı´ch, ktere´ by prˇi vy´voji podpory editoru pro
novy´ jazyk meˇly by´t implementova´ny. Jak jizˇ vsˇak bylo uvedeno, dı´ky modulariteˇ dane´
pouzˇitı´m frameworku MEF, neza´lezˇı´ na porˇadı´ implementace, a rozhodnutı´, ktere´ z nich
budou implementova´ny, za´lezˇı´ jen na vhodnosti funkce pro dany´ jazyk a na uva´zˇenı´ a
potrˇeba´ch vy´voja´rˇe.
• Barvenı´ syntaxe (syntax highlighting) – odlisˇenı´ lexika´lnı´ch kategoriı´ ko´du barvou
textu
• Zvy´razneˇnı´ vybrane´ho textu (text highlighting) – zvy´razneˇnı´ vsˇech vy´skytu˚ vybra-
ne´ho textu
• Podtrha´va´nı´ chyb (error tagging) – podtrzˇenı´ chybny´ch slov, prˇı´padneˇ slovnı´ch
konstrukcı´
• Pa´rova´nı´ za´vorek (brace matching) – zvy´razneˇnı´ za´vorek tvorˇı´cı´ch pa´r ke zvolene´
za´vorce
• Odsazova´nı´ (smart indent) – automaticke´ odsazova´nı´ bloku˚ ko´du podle u´rovneˇ
zanorˇenı´
• Forma´tova´nı´ (formatting) – automaticke´ forma´tova´nı´ u´seku˚ ko´du
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• Sbalova´nı´ ko´du (outlining) – sbalova´nı´/rozbalova´nı´ bloku˚ ko´du do jednoho za´-
stupne´ho rˇa´dku
• Intellisense – na´stroj pro syntaktickou na´poveˇdu
– Doplnˇova´nı´ vy´razu˚ (statement completion) – asistent pro zrychlenı´ psanı´ ko´du
– Popis funkcı´ (quick info) – bublinova´ na´poveˇda k funkcı´m
– Nasˇepta´vacˇ parametru˚ (parameter help) – popis signatur a parametru˚ metod
– Inteligentnı´ znacˇky (smart tags) – mı´stneˇ nabı´zena´ kontextova´ nabı´dka
• Okraje editoru (margins) – informace v lisˇta´ch na okrajı´ch okna editoru
– Cˇı´slova´nı´ rˇa´dku˚ (line numbers) – cˇı´slova´nı´ rˇa´dku˚ ko´du pro snadneˇjsˇı´ orientaci
– Znacˇky (glyphs) – graficke´ symboly va´zane´ k rˇa´dku ko´du (breakpointy, „todo“
znacˇky, apod.)
• Dekorace textu (adornments) – dalsˇı´ vizua´lnı´ graficke´ elementy sva´zane´ s textem
(ra´mecˇky kolem textu, specia´lnı´ podtrzˇenı´ – naprˇ. gramaticke´ chyby, apod.)
Zpu˚sob implementace neˇktery´ch teˇchto funkcı´ bude nastı´neˇn v na´sledujı´cı´ch podka-
pitola´ch.
Pozˇadavky na vsˇechny funkce editoru:
• poskytova´nı´ sluzˇeb v rea´lne´m cˇase
• poskytova´nı´ sluzˇeb bez prˇı´kazu uzˇivatele na jejich spusˇteˇnı´
• poskytova´nı´ sluzˇeb bez ovlivneˇnı´ vy´konu editoru, bez cˇasovy´ch prodlev
3.3.2.1 Barvenı´ syntaxe
Barvenı´ syntaxe (v literaturˇe syntax highlighting, syntax coloring) je na prvnı´ pohled
nejviditelneˇjsˇı´ funkcı´ editoru. Jejı´m u´kolem je barevne´ odlisˇenı´ jednotlivy´ch lexika´lnı´ch
prvku˚ jazykapodle definovany´ch klasifikacˇnı´ch trˇı´d. Slouzˇı´ pro snadnouorientaci v ko´du,
zlepsˇuje cˇitelnost ko´du, poskytuje jednoduche´ oveˇrˇova´nı´ syntakticky´ch chyb prˇi psanı´.
Klasifikacˇnı´ trˇı´da prvku jazyka je definova´na deklaracı´ promeˇnne´ typu Classification-
TypeDefinition, oznacˇenı´m nezbytny´mi atributy, a jejı´m exportova´nı´m.
[Export(typeof(ClassificationTypeDefinition))]
[Name(”keyword”)]
[BaseDefinition(”text”)]
internal static ClassificationTypeDefinition KeywordDefinition;
Vy´pis 8: Definice a export klasifikacˇnı´ho typu
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Atributy:
• Name – unika´tnı´ jme´no klasifikacˇnı´ trˇı´dy
• BaseDefinition – jme´no klasifikacˇnı´ trˇı´dy, ze ktere´ definovana´ trˇı´da deˇdı´. Vsˇechny
klasifikacˇnı´ trˇı´dy deˇdı´ ze trˇı´dy „text“ (nenı´ nutno explicitneˇ uva´deˇt).
Zpu˚sob, jaky´m bude editor klasifikacˇnı´ trˇı´du zobrazovat, je definova´n trˇı´dou deˇdeˇnou
ze trˇı´dy ClassificationFormatDefinition a exportovanou jako typ EditorFormatDefinition s
potrˇebny´mi atributy.
[Export(typeof(EditorFormatDefinition))]
[ClassificationType(ClassificationTypeNames = ”keyword”)]
[Name(”keyword”)]
[UserVisible(false) ]
[Order(After = Priority .Default, Before = Priority .High)]
internal sealed class KeywordFormat : ClassificationFormatDefinition
{
public KeywordFormat()
{
this .ForegroundColor = Colors.Blue;
}
}
Vy´pis 9: Definice a export forma´tova´nı´
Atributy:
• Name – na´zev definice forma´tu
• ClassificationType – na´zvy klasifikacˇnı´ch trˇı´d, na ktere´ bude forma´t mapova´n
• UserVisible – urcˇuje, zda bude mozˇne´ forma´t nastavit uzˇivatelem v dialoguOptions
• Order – priorita vu˚cˇi jiny´m klasifikacˇnı´m trˇı´da´m
Podefinici klasifikacˇnı´ch trˇı´d a forma´tu˚ pro zobrazenı´ na´sleduje definice vlastnı´home-
chanismu pro oznacˇova´nı´ textu klasifikacˇnı´mi tagy. Klasifika´tor prova´deˇjı´cı´ oznacˇova´nı´
(tagging) je popsa´n trˇı´dou implementujı´cı´ rozhranı´ ITagger<ClassificationTag>. Jejı´ metoda
GetTags() vracı´ enumera´tor typu IEnumerable<ITagSpan<ClassificationTag>> umozˇnˇujı´cı´
postupneˇ zı´ska´vat u´seky textu oznacˇene´ klasifikacˇnı´mi tagy. Vlastnı´ logika oznacˇova´nı´
za´visı´ na komplexiteˇ jazyka – od jednoduche´ho parsova´nı´ textu podle pevneˇ dany´ch
pravidel, azˇ po prˇenecha´nı´ tohoto u´kolu na zvla´sˇt’ k tomu uzpu˚sobene´ komponenteˇ –
lexika´lnı´m analyze´ru.
Poslednı´m krokem je definice poskytovatele klasifika´toru – trˇı´dy implementujı´cı´ roz-
hranı´ ITaggerProvider.
Implementace funkce barvenı´ ko´du je tı´mto dokoncˇena. Jedna´ se o pomeˇrneˇ snadnou
u´lohu, jejı´zˇ kritickou cˇa´stı´ je implementace algoritmu pro klasifikaci lexika´lnı´ch jednotek
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jazyka (metoda GetTags). Podobne´ principy jsou platne´ i pro dalsˇı´ ze zmı´neˇny´ch funkcı´
editoru, a proto budou da´le popsa´ny jizˇ jen strucˇneˇ.
3.3.2.2 Podtrha´va´nı´ chyb
Dalsˇı´ch ze standardneˇ nabı´zeny´ch funkcı´ editoru by´va´ podtrha´va´nı´ chyb (te´zˇ error tag-
ging, error highlighting). Podle u´rovneˇ sofistikace funkce semu˚zˇe jednat jen o zvy´razneˇnı´
syntakticky´ch chyb, nebo i o pokrocˇilejsˇı´ vy´sledky se´manticke´ analy´zy.
Visual Studio zvy´raznˇuje chyby podtrzˇenı´m slov s vy´skytem chyby cˇervenou vlnitou
cˇarou. Editor provede podtrzˇenı´ automaticky u vsˇech u´seku˚ textu oznacˇene´ tagem typu
IErrorTag.
Realizace te´to funkce je velmi podobna´ implementaci barvenı´ syntaxe. Klasifika´tor
(„tagger“) chyb je zde reprezentova´n trˇı´dou implementujı´cı´ rozhranı´ ITagger<IErrorTag>.
Jejı´ metoda GetTags() vracı´ enumera´tor typu IEnumerable<ITagSpan<IErrorTag>>.
V teˇle te´to metody je implementace algoritmu pro oznacˇova´nı´ chybny´ch u´seku˚ textu.
Tuto cˇinnost lze opeˇt prˇenechat lexeru, u komplexneˇjsˇı´ch, vyspeˇlejsˇı´ch jazyku˚, mohou k
identifikaci chyb prˇispı´vat i struktury lezˇı´cı´ nad lexerem – naprˇ. syntakticky´ cˇı´ se´manticky´
analyze´r.
3.3.2.3 Sbalova´nı´ bloku˚ ko´du
Visual Studio poskytuje v editoru funkci pro sbalova´nı´ bloku˚ ko´du. Tato funkce sni-
zˇuje mnozˇstvı´ zobrazene´ho ko´du v editoru a tı´m zvysˇuje prˇehlednost. Sbalitelne´ bloky
jsou u leve´ho okraje editoru oznacˇeny symbolem „minus“, po sbalenı´ je pak blok ko´du
nahrazen jednı´m rˇa´dkem a oznacˇen symbolem „plus“. V jazyce C# je takto defaultneˇ
nabı´zeno sbalenı´ teˇl jmenny´ch prostoru˚, trˇı´d, metod, vlastnostı´, a bloku˚ oznacˇeny´ch „#re-
gion/#endregion“.
Editor Visual Studia poskytuje tuto funkcionalitu automaticky pro u´seky textu ozna-
cˇene´ tagy typu IOutliningRegionTag. Implementace pro novy´ jazyk je zde opeˇt stejna´ jako
v prˇedchozı´ch prˇı´padech – zde identifikace bloku˚ textu jako kandida´tu˚ na sbalenı´ a jejich
oznacˇova´nı´ spra´vny´mi tagy.
3.3.2.4 Zvy´razneˇnı´ vybrane´ho textu, pa´rova´nı´ za´vorek
Poslednı´m zde zmı´neˇny´m typem tagova´nı´ textu je oznacˇova´nı´ tagem typu TextMarkerTag.
Slouzˇı´ k oznacˇova´nı´ u´seku˚ textu, ktere´ majı´ by´t docˇasneˇ zvy´razneˇny. Princip je zde opeˇt
shodny´ jakouprˇedchozı´ch funkcı´, zde je navı´c podobneˇ jakoubarvenı´ syntaxe nutna´ defi-
nice forma´tova´nı´ takto oznacˇene´ho textu trˇı´dou deˇdeˇnou ze trˇı´dyMarkerFormatDefinition
a exportovanou jako typ EditorFormatDefinition s potrˇebny´mi atributy.
Pouzˇitı´ tohoto tagova´nı´ je vhodne´ naprˇ. prˇi implementaci funkce pro oznacˇenı´ pa´ru
souvisejı´cı´ch za´vorek, nebo prˇi implementaci funkce, ktera´ zvy´raznı´ v editoru vsˇechny
vy´skyty textu, ktery´ je uzˇivatelem oznacˇen.
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3.3.2.5 Vyuzˇitı´ spolecˇne´ho klasifika´toru
Vsˇechny prˇedchozı´ funkce vyuzˇı´valy ke sve´ cˇinnosti vy´sledky pra´ce vlastnı´ho klasifika´-
toru (taggeru) pro rozcˇleneˇnı´ textu na u´seky a jejich oznacˇova´nı´ specia´lnı´mi tagy. Tuto
cˇinnost vnitrˇneˇ zprostrˇedkova´vala k tomu urcˇena´ komponenta – analyze´r (lexika´lnı´, syn-
takticky´, . . . ).
Prˇi implementaci vı´ce funkcı´ najednou se nabı´zı´ mozˇnost vyuzˇı´vat spolecˇne´ho tag-
geru, ktery´ by jednotlive´ lexika´lnı´ jednotky textu (tokeny) zı´skane´ z analyze´ru oznacˇoval
naprˇı´klad neˇkolika obecny´mi tagy. Proces prvotnı´ho rozlozˇenı´ textu na lexika´lnı´ jednotky
by´va´ nazy´va´n jako tokenizace. Tento tagger je pak exportem zacˇleneˇn do kontejneru fra-
meworku MEF. Taggery jednotlivy´ch funkcı´ pak mohou prˇes tzv. agrega´tor konzumovat
u´seky textu oznacˇene´ obecny´mi tagy a prˇeznacˇkova´vat je podle sve´ho algoritmu, anizˇ by
muselo dojı´t k opeˇtovne´mu vyuzˇitı´ analyze´ru (Obra´zek 12) [2, 17]. Tento efektnı´ prˇı´stup
je mozˇny´ dı´ky architekturˇe frameworku MEF a nepochybneˇ prˇispı´va´ ke zvy´sˇenı´ vy´konu
editoru.
Token
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CreateTagAggregator<TokenTag>()
Visual Studio 2010 Editor
Language Editor Extension
Obra´zek 12: Agregova´nı´ klasifika´toru˚
Tagger vyuzˇı´vajı´cı´ vy´sledky obecne´ho taggeru musı´ prove´st tyto dva importy:
[Import]
internal IBufferTagAggregatorFactoryService aggregatorFactory = null;
[Import]
internal IClassificationTypeRegistryService ClassificationTypeRegistry = null;
Vy´pis 10: Uka´zka prˇipojenı´ agrega´toru
Prvnı´ z nich – Aggregator Factory Service – umozˇnˇuje vytvorˇit agrega´tor, ktery´ po-
skytuje tagy vytvorˇene´ obecny´m taggerem.
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Druhy´ poskytuje mechanismus pro asociaci klasifikacˇnı´ch typu˚ s prezentacˇnı´mi for-
ma´ty.
Tagger, ktery´ prˇebı´ra´ z agrega´toru jizˇ vytvorˇene´ tagy, pak jen tyto tagy procha´zı´ v teˇle
sve´ metody GetSpan() a prˇeznacˇkova´va´ je podle sve´ho algoritmu.
public IEnumerable<ITagSpan<ClassificationTag>> GetTags(
NormalizedSnapshotSpanCollection spans)
{
foreach (var tagSpan in this .aggregator.GetTags(spans))
{
......
}
}
Vy´pis 11: Uka´zka pouzˇitı´ agrega´toru
3.3.2.6 Intellisense
Jako „Intellisense“ je nazy´va´na sada 4 funkcı´ editoru, jejichzˇ prima´rnı´m u´cˇelem je zvy´sˇenı´
produktivity prˇi vkla´da´nı´ ko´du. Nejzna´meˇjsˇı´ z nich je doplnˇova´nı´ vy´razu˚ (autocomple-
tion, statement completion), se ktery´m by´va´ na´zev Intellisense cˇasto zameˇnˇova´n.
Sada teˇchto funkcı´ jako celek zprostrˇedkova´va´ vy´voja´rˇi prˇı´stup ke klı´cˇovy´m slovu˚m,
identifika´toru˚m a funkcı´m, vcˇetneˇ jejich popisu a seznamu parametru˚. Za zvy´sˇenı´ pro-
duktivity lze povazˇovat zejme´na snı´zˇenı´ pocˇtu nutny´ch vstupu˚ z kla´vesnice, snı´zˇenı´
pameˇt’ove´ na´rocˇnosti vy´voja´rˇe na syntaxi jazyka a tı´m mensˇı´ nutnost vyuzˇitı´ externı´
dokumentace.
Obra´zek 13: Na´hled na cˇtyrˇi funkce Intellisense
Na´hled na 4 funkce Intellisense ukazuje obra´zek 13:
1. Doplnˇova´nı´ vy´razu˚ (statement completion)
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2. Popis funkcı´ (quick info)
3. Nasˇepta´vacˇ parametru˚ (parameter help)
4. Inteligentnı´ znacˇky (smart tags)
Model architektury Intellisense je tvorˇen sadou dedikovany´ch komponent spolupra-
cujı´cı´ch podle na´vrhove´ho vzoru MVC – Model-View-Controller (Obra´zek 14).
• Intellisense Source – poskytuje aktua´lnı´ obsah, ktery´ se ma´ po vyvola´nı´ funkce
zobrazit (naprˇ. seznammozˇny´ch vy´razu˚ k doplneˇnı´ u funkce statement completion,
nebo text v bublinove´ na´poveˇdeˇ Quick info).
• Intellisense Controller – spravuje zˇivotnı´ cyklus objektu Intellisense Session.
• Intellisense Session – objekt reprezentujı´cı´ stav aktivnı´ funkce Intellisense. Je vy-
tvorˇen v reakci na akci uzˇivatele.
• Intellisense Presenter – zajisˇt’uje zobrazenı´ obsahu funkce Intellisense v editoru.
• Intellisense Broker – zajisˇt’uje interakci mezi funkcı´ Intellisense a ostatnı´mi typy
komponent.
source controller
session
presenter
model
view
Obra´zek 14:MVC model Intellisense
Obecneˇ lze funkci Intellisense popsat takto: Rozsˇı´rˇenı´ editoru poskytuje pro dany´
content type Intellisense Controller. Ten nasloucha´ prˇı´kazu˚m uzˇivatele, vyhodnocuje je
a v reakci na neˇ spousˇtı´ Intellisense Session. Session na´sledneˇ zjistı´ aktua´lnı´ obsah k
zobrazenı´ od objektu Intellisense Source, ktery´ je pak zobrazen v editoru prˇes Intellisense
Presenter.
Pro zavedenı´ funkcionality Intellisense pro podporu nove´ho jazyka je dostacˇujı´cı´
implementace Intellisense Source a Intellisense Controller pro kazˇdou ze cˇtyrˇ Intellisense
funkcı´, ktera´ bude implementova´na.
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Intellisense Source zastupujı´ rozhranı´ ICompletionSource, IQuickInfoSource, ISignature-
HelpSource a ISmartTagSource.
Pro zdroj je nutne´ definovat take´ poskytovatele – implementovat rozhranı´ ICompleti-
onSourceProvider, IQuickInfoSourceProvider, ISignatureHelpSourceProvider a ISmartTagSour-
ceProvider.
Intellisense Controller je da´le implementacı´ IIntellisenseController.
Vsˇechny uvedene´ implementace jsou exportova´ny jako MEF komponenty prˇirˇazene´
do patrˇicˇne´ho content typu.
Statement Completion
Automaticke´ doplnˇova´nı´ (statement completion) je funkce Intellisense, ktera´ zvysˇuje
produktivitu prˇi vkla´da´nı´ ko´du nabı´zenı´m vy´razu˚ vhodny´ch v dane´m kontextu. Podle
mı´ry sofistikovanosti mohou nabı´zene´ vy´razy obsahovat pevneˇ dany´ vy´cˇet vy´razu˚ (naprˇ.
klı´cˇovy´ch slov jazyka), nebo navı´c i pouzˇite´ identifika´tory a atributy typu˚ zı´skane´ pomocı´
reflexe.
Session statement completion je spusˇteˇna (start) v reakci na uzˇivatelovo vlozˇenı´ neˇ-
kolika pocˇa´tecˇnı´ch znaku˚ vy´razu z kla´vesnice, nebo kombinacı´ kla´ves k tomu urcˇeny´ch.
Podle jizˇ vlozˇene´ cˇa´sti vy´razumu˚zˇe by´t nabı´dka filtrova´na. Session je pak ukoncˇena (com-
mit), vybere-li uzˇivatel neˇktery´ z nabı´zeny´ch vy´razu˚ mysˇı´, nebo definovany´mi kla´vesami
(obvykle Enter, mezernı´k, Tab, strˇednı´k, . . . ), nebo zrusˇena (dismiss), jestlizˇe uzˇivatel
pokracˇuje ve vkla´da´nı´ ko´du tak, zˇe jizˇ zˇa´dny´ vy´raz v nabı´dce nevyhovuje, nebo uzˇivatel
zrusˇı´ nabı´dku naprˇ. stiskem kla´vesy Esc.
Jak jizˇ bylo rˇecˇeno, zdrojem nabı´zeny´ch vy´razu˚ je trˇı´da implementujı´cı´ rozhranı´ ICom-
pletionSource. Ta obsahujemetoduAugmentCompletionSession, jejı´mzˇ u´cˇelem je pra´veˇ dodat
nabı´zene´ vy´razy pro kompletaci naplneˇnı´m kolekce typu IList<CompletionSet> a sva´zat
je s u´sekem textu, ktery´ potenciona´lneˇ nahradı´ (applicable to span). U´sek textu je u Intelli-
sense lokalizova´n podle polohy jeho zacˇa´tku v bufferu. K tomu slouzˇı´ trˇı´da SnapshotPoint.
Pro sledova´nı´ uzˇivatelova vstupu z kla´vesnice je v controlleru implementova´na trˇı´da
s rozhranı´m IOleCommandTarget. Pokud ta zachytı´ vstup, ktery´ by mohl spustit statement
completion session, pouzˇije Intellisense Broker k vytvorˇenı´ nove´ session a spustı´ ji. Broker
je importova´n z Visual Studia v dobeˇ vytvorˇenı´ controlleru.
IOleCommandTarget ve sve´ metodeˇ Exec() implementuje logiku, ktera´ urcˇuje, jaka´ dalsˇı´
akce bude vykona´na v reakci na dalsˇı´ konkre´tnı´ vstup z kla´vesnice.
Uvedeny´ postup je dostacˇujı´cı´ pro vy´voj funkce statement completion pro podporu
nove´ho jazykaveVisual Studiu.Graficke´ rozhranı´ je zajisˇteˇno automatickyVisual Studiem
defaultnı´ implementacı´ Intellisense Presenteru. Vy´voja´rˇ zde mu˚zˇe – podobneˇ jako i u
ostatnı´ch Intellisense funkcı´ – podle potrˇeby definovat novy´ graficky´ vy´stup s vyuzˇitı´m
graficky´ch mozˇnostı´ WFP.
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Quick Info
Rychly´ popis funkcı´ (Quick Info) je jednoducha´ funkce, ktera´ uzˇivateli zobrazı´ v
bublinove´m okneˇ informace o typu, metodeˇ, apod., na ktery´ uzˇivatel nastavı´ ukazatel
mysˇi. Jejı´ vyuzˇitı´ snizˇuje prˇedevsˇı´m frekvenci vyuzˇı´va´nı´ dokumentace.
Session Quick Info je spusˇteˇna prˇi nastavenı´ kurzoru mysˇi na vy´raz, pro ktery´ je
na´poveˇda Quick Info definova´na. Session koncˇı´, opustı´-li kurzor tento vy´raz.
Zdrojem obsahu na´poveˇdy je zde trˇı´da implementujı´cı´ IQuickInfoSource. Ta pracuje
nad jizˇ vytvorˇeny´m taggerem, ktery´ vytva´rˇı´ tagy nad u´seky textu. Takto oznacˇene´ u´seky
prˇebı´ra´QuickInfoSourcepomocı´ agrega´toru (viz. kapitola 3.3.2.5).MetodaAugmentQuick-
InfoSession implementuje logiku, ktera´ z agrega´toru zı´ska´ tag u´seku textu (span), nad
ktery´m stojı´ kurzor mysˇi. Podle neˇj pak vyhleda´ vhodnou na´poveˇdu a naplnı´ jı´ kolekci
IList<object>. Obsahem nemusı´ by´t jen text, ale libovolne´ WPF objekty.
Neusta´le´ prˇekreslova´nı´ a posun bublinove´ho okna prˇi pohybu mysˇı´, kdy ale kurzor
setrva´va´ na stejne´m vy´razu, lze rˇesˇit definicı´ tzv. applicableToSpan objektu typu ITrack-
ingSpan, pro ktery´ k prˇekreslova´nı´ pak nedocha´zı´.
Cı´lemprˇedchozı´ch odstavcu˚ nebylo poskytnout vycˇerpa´vajı´cı´ na´vod, jak implemento-
vat vsˇechny typy funkcı´ propodporu jazykaveditoru. U´cˇelembyloprozkoumat strukturu
editoru Visual Studia, a analyzovat a nastı´nit za´klady a principy implementace neˇktery´ch
funkcı´, zejme´na teˇch, ktere´ byly pouzˇity prˇi vy´voji podpory pro jazyk e-PFL.
3.4 Debugger
Debuggery jsou pocˇı´tacˇove´ programy, ktere´ slouzˇı´ vy´voja´rˇu˚m k ladeˇnı´ vyvı´jeny´ch pro-
gramu˚. Prima´rnı´m cı´lem ladeˇnı´ je nalezenı´ chyb v programech, odhalenı´ jejich prˇı´cˇiny, a
jejich odstraneˇnı´. Debuggermu˚zˇe existovat jako samostatny´ program, ktery´ se po spusˇteˇnı´
„napojı´ “ na ladeˇny´ program a poskytuje vy´stupy z jeho beˇhu. Soucˇasna´ sofistikovana´ in-
tegrovana´ vy´vojova´ prostrˇedı´ nabı´zejı´ integrovane´ debuggery umozˇnˇujı´cı´ ladit programy
v jazycı´ch, ktere´ nabı´zejı´.
Debugger integrovany´ ve Visual Studiu podporuje ladeˇnı´ pro C#, Visual Basic, C++
a neˇkolik skriptovacı´ch jazyku˚. Skla´da´ se z neˇkolika samostatny´ch komponent, z nichzˇ
neˇktere´ jsou spolecˇne´ vsˇem jazyku˚m, jine´ specificke´ pro kazˇdy´ z nich. Prˇi zava´deˇnı´ nove´ho
jazyka do prostrˇedı´ Visual Studia a potrˇeby ladeˇnı´ programu˚ v neˇm vyvı´jeny´ch je mozˇne´
tyto specificke´ komponenty doimplementovat a zacˇlenit je do spra´vne´ho kontextu v ra´mci
debuggeru.
Implementace debuggeru je pomeˇrneˇ na´rocˇna´ programa´torska´ u´loha [24], ktera´ prˇe-
sahuje ra´mec tohoto textu. Pro podporu jazyka e-PFL rovneˇzˇ nebyla provedena imple-
mentace debuggeru. Cı´lem te´to kapitoly je proto pouze zevrubny´ u´vod do struktury
debuggeru Visual Studia a nastı´neˇnı´ problematiky jeho rozsˇı´rˇenı´.
Schematicky´ na´hled na debugger Visual Studia ukazuje obra´zek 15.
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Obra´zek 15: Sche´ma debuggeru VS
• Debug Package – beˇzˇı´ ve Visual Studio Shell, zabezpecˇuje prˇenos vy´stupu˚ debug-
geru do UI Visual Studia.
• Session Debug Manager – komponenta poskytujı´cı´ jednotne´ rozhranı´ pro spra´vu
vsˇech prˇipojeny´ch Debug Engine komponent. Funguje jako Debug Engine mul-
tiplexer a poskytuje IDE jednotny´ na´hled na debug sessions. Jeho dalsˇı´ funkcı´ je
sˇı´rˇenı´ uda´lostı´ (stop, continue, . . . ) z IDE do Debug Enginu˚. Informace o vlastnı´m
stavu pru˚chodu programem, vla´knem, apod. nejsou SDM zna´my prˇı´mo, ale jsou
zı´ska´ny pra´veˇ prostrˇednictvı´m debuggovacı´ch uda´lostı´.
• Process Debug Manager – spravuje programy a procesy, ktere´ jsou (nebo mohou
by´t) ladeˇny. Ladeˇny´ program musı´ by´t beˇhem procesu spousˇteˇnı´ zaregistrova´n v
PDM.PDMpakzajisˇt’uje prˇı´stupk teˇmtoprogramu˚mproSDMaproDebugEngines.
• Debug Engine – zodpovı´da´ za monitoring stavu ladeˇne´ho programu a celkoveˇ po-
skytuje Visual Studiu debuggovacı´ rozhranı´, kdy vesˇkera´ komunikace probı´ha´ prˇes
COM. Ve spolupra´ci s interpreterem jazyka nebo operacˇnı´m syste´mem poskytuje
ladı´cı´ sluzˇby, jako naprˇ. rˇı´zenı´ vykona´va´nı´ programu, breakpointy, vyhodnocova´nı´
vy´razu˚. Prostrˇednictvı´m komponent Expression Evaluator a Symbol Handler pro-
va´dı´ real-time analy´zu stavu promeˇnny´ch a pameˇti ladeˇne´ho programu.
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• Expression Evaluator – dynamicky vyhodnocuje promeˇnne´ a vy´razy na za´kladeˇ
znalostı´ syntaxe jazyka, a umozˇnˇuje uzˇivateli videˇt jejich stav v urcˇite´m cˇasove´m
okamzˇiku, byl-li beˇh programu pozastaven (break mode).
• Symbol Handler – prˇistupuje k symbolicky´m debuggovacı´m informacı´m genero-
vany´m prˇekladacˇem pro vyhodnocenı´ promeˇnny´ch nebo vy´razu˚, ktere´ mapuje na
spusˇteˇnou instanci programu. Visual Studio standardneˇ pro tyto informace pouzˇı´va´
Program DataBase (pdb) forma´t.
Po spusˇteˇnı´ programu IDE zjisˇt’uje nastavenı´ pro debugger (struktura VsDebugTar-
getInfo2) zahrnujı´cı´ pracovnı´ adresa´rˇ, port, ve ktere´m program pobeˇzˇı´, a debug engine,
ktery´ bude pouzˇit. Tyto informace jsou prˇeda´ny do debug package (metoda LaunchDe-
bugTargets2). Debug package pak vytvorˇı´ instanci session debug manageru (SDM), ktery´
zajistı´ spusˇteˇnı´ ladeˇne´ho programu a potrˇebne´ho debug enginu. Debug engine da´le po-
mocı´ operacˇnı´ho syste´mu spustı´ program. Spolu s nı´m je spusˇteˇno i potrˇebne´ run-time
prostrˇedı´. Na´sledneˇ debug engine vytvorˇı´ tzv. program node (IDebugProgramNode2) po-
pisujı´cı´ program a ozna´mı´ portu, zˇe program byl spusˇteˇn.
Program da´le beˇzˇı´, dokud nenastanou okolnosti, ktere´ vyvolajı´ tzv. uda´lost zastavenı´
(stopping event). Toumu˚zˇe by´t dosazˇenı´ breakpointu, nebo vyvola´nı´ neosˇetrˇene´ vy´jimky.
Debug engine v te´to chvı´li komunikuje pomocı´ rˇady rozhranı´ s SDM s cı´lem prˇedat
SCM kontext, ve ktere´m se program v dany´ cˇasovy´ okamzˇik nacha´zı´. Kontext typicky
obsahuje na´zev zdrojove´ho souboru s ko´dem, cˇı´slo rˇa´dku a sloupce, kde se nacha´zı´
ukazatel instrukcı´. Tyto informace IDE vyuzˇı´va´ ke zvy´razneˇnı´ rˇa´dku ko´du, kde dosˇlo k
zastavenı´.
Debugger vstupuje v te´to situaci do break mo´du (Obra´zek 16) a debug engine cˇeka´ na
akci uzˇivatele. Pokud ten volı´ procha´zenı´ ko´du po krocı´ch (step into, step over, step out),
SDM vola´ funkci IDebugProgram2::Step a prˇeda´va´ jı´ argumenty STEPUNIT (instrukce,
vy´raz, rˇa´dek) a STEPKIND (typ uzˇivatelovy akce). Po dokoncˇenı´ kroku debug engine
vyvola´va´ opeˇt uda´lost zastavenı´. Rozhodne-li se uzˇivatel pokracˇovat ve vykona´va´nı´ pro-
gramu, SDM zavola´ funkci IDebugProgram2::Execute a program pokracˇuje v beˇhu, dokud
nenastanou dalsˇı´ okolnosti, ktere´ zpu˚sobı´ zastavenı´.
Beˇhem rezˇimu zastavenı´ probı´ha´ vyhodnocova´nı´ vy´razu˚. Vy´razem se zde rozumı´
rˇeteˇzec zı´skany´ z oken Watch, QuickWatch, Immediate Window, nebo nacha´zejı´cı´ se v
editoru pod kurzorem mysˇi. Pro vyhodnocenı´ vy´razu debug engine vyuzˇı´va´ sluzˇeb ex-
pression evaluatoru. Vy´raz je reprezentova´n objektem IDebugExpression2, ktery´ obsahuje
parsovany´ vy´raz prˇipraveny´ k vyhodnocenı´ v dane´m kontextu (cˇasove´m stavu programu
reprezentovane´m pomocı´ IDebugExpressionContext2). Vyhodnoceny´ vy´raz vyja´drˇeny´ jme´-
nem, typem a hodnotou promeˇnne´ je zobrazen v neˇktere´m z oken uzˇivatelske´ho rozhranı´.
Debug Package, Session DebugManager a Process DebugManager jsou komponenty,
ktere´ jsou spolecˇne´ naprˇı´cˇ vsˇemi debuggery ve Visual Studiu. Tyto pa´terˇnı´ komponenty
jsou ve Visual Studiu obsazˇeny a programa´tor prˇi vy´voji debuggeru pro vlastnı´ jazyk
nemusı´ do jejich implementace zasahovat.
Jeho u´lohou vsˇak zu˚sta´va´ implementace Debug Enginu a Expression Evaluatoru. De-
bug engine je komponenta zacı´lena´ na specificky´ run-time – syste´m, nad ktery´m program
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Obra´zek 16: Stavovy´ diagram debugger session
beˇzˇı´. Visual Studio obsahuje debug enginy, ktere´ jsou cı´lene´ na run-timy: CLR (.NET
Framework) a Win32 (Windows). Jestlizˇe noveˇ zava´deˇny´ jazyk beˇzˇı´ nad teˇmito run-timy,
nemusı´ programa´tor implementovat vlastnı´ debug engine, ale pouze expression evalua-
tor.
Debug engine je z programove´ho hlediska serverova´ COM komponenta. U´kolem vy´-
voja´rˇe je zaregistrovat tuto komponentu jako class factory, a da´le zaregistrovat ji do Visual
Studia. Pomocı´ se´rie prˇesneˇ specifikovany´ch rozhranı´ musı´ nastavit porty debuggeru pro
zı´ska´nı´ prˇı´stupu k ladeˇny´m programu˚m, zaregistrovat ladeˇny´ program k portu tak, aby
debugger mohl k programu prˇistupovat, zajistit vlastnı´ prˇipojenı´ debuggeru a programu,
a implementovat notifikacˇnı´ uda´losti informujı´cı´ o stavu ladeˇnı´. Mezi dalsˇı´ prvky im-
plementace debug enginu patrˇı´ vytvorˇenı´ mechanismu pro kontrolu nad vykona´va´nı´m
programu, spra´va breakpointu˚, pozastavenı´ vykona´va´nı´ a odpojenı´ debuggeru.
Expression evaluator je soucˇa´st, kterou je nutne´ implementovat pro kazˇdy´ jazyk,
ktery´ je mozˇne´ v debuggerem ladit. Tvorˇı´ pak soucˇa´st debug enginu, ktera´ se stara´ o
vyhodnocova´nı´ syntaxe a se´mantiky dane´ho jazyka. Je opeˇt implementova´na jako COM
komponenta a musı´ by´t podobneˇ jako debug engine zaregistrova´na. Zacˇı´na´ plnit svu˚j
u´cˇel v momenteˇ, kdy se ladeˇny´ program zastavı´ vstupem do break mo´du. V te´to chvı´li
je mnozˇinou rozhranı´ debug enginu a expression evaluatoru zı´ska´n kontext, ve ktere´m
budou vy´razy vyhodnocova´ny. Kontext je tvorˇen prˇedevsˇı´m stavem call stacku amı´stem,
kde dosˇlo k zastavenı´. Vyhodnocovany´ vy´raz je z kontextu parsova´n a na´sledneˇ expres-
sion evaluatorem vyhodnocen. U´kolem vy´voja´rˇe je implementace tohoto mechanismu
pomocı´ prˇesneˇ specifikovany´ch rozhranı´. Soucˇa´stı´ expression evaluatoru jsou take´ tzv.
type visualizery. Ty fungujı´ jako „prˇekladacˇe“ vy´sledku˚ evaluace do cˇtive´ podoby, ktera´
bude zobrazena v oknech IDE.
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4 Implementace podpory jazyka e-PFL ve Visual Studiu
Tato kapitola popisuje neˇktere´ z vy´sˇe uvedeny´ch prvku˚ podpory nove´ho jazyka ve Visual
Studiu v hlubsˇı´ch detailech na konkre´tnı´ implementaci podpory pro funkciona´lnı´ jazyk
e-PFL.
4.1 Funkciona´lnı´ jazyky
Funkciona´lnı´ programova´nı´ je programa´torska´ disciplı´na nad deklarativnı´mi jazyky. Za´-
kladnı´m principem je specifikace cı´le vy´pocˇtu, ne postupu, jak k neˇmu dojı´t, jako je tomu
u imperativnı´ch programovacı´ch jazyku˚. Na rozdı´l od imperativnı´ch jazyku˚, kdy vyko-
na´va´nı´ programu spocˇı´va´ v postupne´ zmeˇneˇ stavu vnitrˇnı´ch promeˇnny´ch, programy ve
funkciona´lnı´ch jazycı´ch vyhodnocujı´ vy´razy (funkce) a tato vyhodnocenı´ mohou pro-
bı´hat i paralelneˇ. Funkce jsou zde popisova´ny matematicky´m modelem vycha´zejı´cı´m z
lambda-kalkulu. Funkce nemajı´ tzv. vedlejsˇı´ efekty, tzn., zˇe nemeˇnı´ stav vykona´vane´ho
programu. Vy´stup z funkcı´ zde za´visı´ cˇisteˇ na vstupech a opakovane´ vola´nı´ funkce se
stejny´mi argumenty vede vzˇdy ke stejne´mu vy´sledku (referencˇnı´ transparence). Funkce
obvykle nejsou tvorˇeny slozˇity´mi konstrukcemi v podobeˇ cyklu˚ apod., ale mohutneˇ se
zde vyuzˇı´va´ rekurze. Funkciona´lnı´ jazyky take´ poskytujı´ mnohem lepsˇı´ mozˇnosti abs-
trakce nezˇ klasicke´ imperativnı´ jazyky, program jemozˇno budovat jako kompozici funkcı´.
Funkciona´lnı´ programova´nı´ je samo o sobeˇ du˚lezˇite´ pro neˇktere´ oblasti informatiky, jako
je umeˇla´ inteligence, forma´lnı´ specifikace a modelova´nı´ nebo rychle´ prototypova´nı´ [3].
Problematika vy´voje funkciona´lnı´ho jazyka a jeho podpory v integrovane´m vy´vojo-
ve´m prostrˇedı´ spocˇı´va´ v teˇchto bodech [22]:
1. Prˇesna´ specifikace jazyka pomocı´ regula´rnı´ gramatiky.
2. Implementace prˇekladacˇe s ohledem na cı´lovou platformu – vhodna´ implementace
musı´ rˇesˇit problematiku plynoucı´ z podstaty funkciona´lnı´ho jazyka:
• porˇadı´ vyhodnocova´nı´ funkcı´ s ohledem na jejich za´vislosti
• vhodna´ a optima´lnı´ paralelizace funkcı´
3. Volba vhodne´ho a dostatecˇne´ho rozsˇı´rˇenı´ editoru s ohledem na mozˇnosti jazyka
4. Implementace podpory ladeˇnı´ – debuggova´nı´ funkciona´lnı´ch jazyku˚ je obecneˇ ob-
tı´zˇna´ u´loha. Na´rocˇnost spocˇı´va´ prˇedevsˇı´m v teˇchto rysech funkciona´lnı´ch jazyku˚:
• mnohona´sobna´ rekurze
• paralelizace vyhodnocova´nı´ vy´razu˚
• postupne´ vyhodnocova´nı´ (lazy evaluation)
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4.2 Jazyk e-PFL
Funkciona´lnı´ jazyky majı´ rˇadu zajı´mavy´ch vlastnostı´. Dı´ky nim jsou vhodne´ pro speci-
fikaci cˇi modelova´nı´ ru˚zny´ch syste´mu˚, nebo rychle´ vytva´rˇenı´ prototypu˚. Tyto vlastnosti
mohou by´t uzˇitecˇne´ zejme´na pro oblast vestavny´ch syste´mu˚. Teˇchto vlastnostı´ vyuzˇı´va´
Vestavny´ procesneˇ funkciona´lnı´ jazyk e-PFL (Embedded Process Functional Language),
ktery´ prima´rneˇ slouzˇı´ kmodelova´nı´ vestavny´ch syste´mu˚ zejme´na vprvnı´ch fa´zı´ch vy´voje,
cˇı´mzˇ je vyuzˇitelny´ k eliminova´nı´ ru˚zny´ch vy´vojovy´ch rizik [5].
Jazyk e-PFL vznikl postupnou evolucı´ z jazyku˚ PFL a PPFL. Syntaxe a se´mantika
vycha´zı´ z jazyka PFL (vycha´zejı´cı´ho z cˇisteˇ funkciona´lnı´ podmnozˇiny jazyka Haskell)
rozsˇı´rˇene´ho zejme´na o konstrukce pro modelova´nı´ vestavny´ch syste´mu˚.
Jazyk je prˇesneˇ specifikova´n gramatikou uvedenou v prˇı´loze A.
Pro jazyk e-PFL jizˇ byl realizova´n kompila´tor pracujı´cı´ nad touto gramatikou. Kom-
pila´tor jazyka je implementova´n v jazyce C# a lze jej provozovat na platformeˇ .NET.
Pro program v jazyce e-PFL je vygenerova´n cı´lovy´ ko´d v jazyce C#. K tomuto vyge-
nerovane´mu ko´du je pak prˇipojeno jednoduche´ beˇhove´ prostrˇedı´ a tento vy´sledek lze
zkompilovat prˇekladacˇem jazyka C# a spustit.
4.3 Integrace jazyka e-PFL do prostrˇedı´ Visual Studia
Integrace jazyka e-PFL do prostrˇedı´ Visual Studia 2010 byla navrzˇena podle principu˚
popsany´ch v prˇedchozı´ch kapitola´ch.
V te´to pra´ci byly vyrˇesˇeny tyto u´lohy:
1. Na´vrh a implementace podpory pro spra´vu projektu˚ v jazyce e-PFL
2. Zakomponova´nı´ existujı´cı´ho kompila´toru e-PFL do prostrˇedı´ Visual Studia
3. Na´vrh a implementace rozsˇı´rˇenı´ editoru Visual Studia poskytujı´cı´ za´kladnı´ funkce
pro podporu vy´voje v jazyce e-PFL
4. Rˇesˇenı´ pro distribuci kompletnı´ podpory e-PFL na cizı´ pocˇı´tacˇ
Tato pra´ce nerˇesˇı´ podporu pro ladeˇnı´ (debuggova´nı´) ko´du napsane´ho v jazyce e-
PFL. Jak jizˇ bylo zmı´neˇno v kapitole 3.4, jedna´ se o pomeˇrneˇ na´rocˇnou u´lohu prˇesahujı´cı´
rozsah te´to pra´ce. Ve zmı´neˇne´ kapitole lze nale´zt strucˇny´ na´hled na zpu˚sob rozsˇı´rˇenı´
Visual Studia o debugger. V prˇı´padeˇ jazyka e-PFL je nutne´ tuto u´lohu jesˇteˇ rozsˇı´rˇit o
problematiku ladeˇnı´ funkciona´lnı´ch jazyku˚.
Navrzˇena´ podpora e-PFL ve Visual Studiu nenı´ jisteˇ vycˇerpa´vajı´cı´. Dalsˇı´ mozˇnosti
rozsˇı´rˇenı´ budou nacˇrtnuty v za´veˇru te´to pra´ce.
4.3.1 Struktura rozsˇı´rˇenı´
Implementovane´ rˇesˇenı´ se skla´da´ ze trˇı´ samostatny´ch projektu˚:
• EPFL-Project
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• EPFL-EditorExtensions
• Microsoft.VisualStudio.Project
Vsˇechny 3 projekty jsou po prˇekladu sestaveny do samostatny´ch DLL knihoven.
Z projektu˚ EPFL-Project a EPFL-EditorExtensions jsou navı´c sestaveny VSIX balı´cˇky, ktere´
budouna´sledneˇ distribuova´ny jako hlavnı´ soucˇa´sti instalace prˇi integraci doVisual Studia
na cizı´ pocˇı´tacˇe.
Knihovna EPFL-Project obsahuje rˇesˇenı´ pro spra´vu projektu˚ a jejich prˇeklad a spousˇ-
teˇnı´. Je za´visla´ na knihovneˇMicrosoft.VisualStudio.Project, ktera´ poskytuje framework pro
generova´nı´ projektu˚ na za´kladeˇ sˇablon, jejich spra´vu, perzistenci, prˇida´va´nı´ dalsˇı´chprvku˚,
apod. (viz. kapitola 3.1.2). Implementace te´to knihovny nebyla soucˇa´stı´ te´to pra´ce, ale byla
stazˇena jako zdroj pro podporu vy´voje rozsˇı´rˇenı´ ze stra´nek Microsoftu.
Knihovna EPFL-ProjectExtensions je tvorˇena mnozˇinou vza´jemneˇ komunikujı´cı´ch trˇı´d,
ktere´ tvorˇı´ syste´m rozsˇirˇujı´cı´ editor Visual Studia o podporu jazyka e-PFL.
4.3.2 Spra´va projektu˚
Pro jazyk e-PFL byly navrzˇeny a implementova´ny 2 sˇablony projektu˚, na jejichzˇ ba´zi
mu˚zˇe koncovy´ uzˇivatel zaha´jit vy´stavbu projektu.
Prvnı´ sˇablonou je Main Project Application. Bude prˇedstavovat zrˇejmeˇ nejcˇasteˇji
pouzˇı´vany´ typ projektu. Jejı´ soucˇa´stı´ je hlavnı´ projektovy´ souborMain.pfl a soubor Pre-
lude.pfl, ktery´ slouzˇı´ jako knihovna za´kladnı´ch typu˚ a funkcı´.
V definici sˇablony (viz. vy´pis 13) je nastaveno otevrˇenı´ souboru Main.pfl v editoru
po spusˇteˇnı´. Prˇedvyplneˇny´m obsahem souboru je konstrukce „import“, ktera´ prˇipojuje
definice ze souboru Prelude.pfl, a da´le zacˇa´tek konstrukce „main“. Prvnı´ rˇa´dek obsahuje
komenta´rˇ vyplneˇny´ na´zvem souboru. Tento na´zev je zde doplneˇn z atributu $Main-
ClassName$. Atribut a jeho hodnota jsou definova´ny v tagu <CustomParameter>.
−− e−PFL application file: $MainClassName$
import ”Prelude.pfl”
main =
Vy´pis 12: Defaultnı´ obsah souboru Main.pfl
Druhou sˇablonou je Library e-PFL Project. Tato sˇablona zakla´da´ jednoduchy´ projekt,
ktery´ je tvorˇen pouze jediny´m pra´zdny´m souborem Library.pfl.
<VSTemplate Version=”2.0.0” Type=”Project”
xmlns=”http://schemas.microsoft.com/developer/vstemplate/2005”>
<TemplateData>
<Name>Main Project Application</Name>
<Description>Main E−pfl project application</Description>
<Icon>MainProject.ico</Icon>
<ProjectType>E−pfl</ProjectType>
<SortOrder>10</SortOrder>
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</TemplateData>
<TemplateContent>
<Project File=”MainProject.pflproj” ReplaceParameters=”true”>
<ProjectItem ReplaceParameters=”true” OpenInEditor=”true”>
Main.pfl
</ProjectItem>
<ProjectItem ReplaceParameters=”false”>
Prelude.pfl
</ProjectItem>
</Project>
<CustomParameters>
<CustomParameter Name=”$MainClassName$” Value=”Main”/>
</CustomParameters>
</TemplateContent>
</VSTemplate>
Vy´pis 13: Uka´zka sˇablony .vstemplate projektu Main Project Application
Obeˇ sˇablony obsahujı´ da´le ikony, ktere´ budou zobrazeny v okneˇNewProject, a hlavnı´
projektovy´ soubor typu .pflproj.
Jako prvek (item), ktery´ je mozˇno do projektu˚ v pru˚beˇhu vy´voje prˇida´vat, je defi-
novany´ jediny´ prvek nazvany´ Source File. Je rovneˇzˇ definova´n sˇablonou a jeho obsah
je tvorˇen souborem SourceFile.pfl obsahujı´cı´ v komenta´rˇi na´zev souboru zadany´ uzˇivate-
lem v dialogove´m okneˇ Add New Item. Tento na´zev je sem prˇenesen pomocı´ atributu
$safeitemname$.
Mechanismus spra´vy projektu˚ je tvorˇen soustavou 3 trˇı´d vybudovany´ch nad fra-
meworkemMicrosoft.VisualStudio.Project (Obra´zek 5):
• EPFL ProjectPackage
• EPFL ProjectFactory
• EPFL ProjectNode
Jejich u´kolem je zprostrˇedkovat zalozˇenı´, ukla´da´nı´ a kompletnı´ spra´vu projektu˚. Jejich
cˇinnost je podrobneˇ popsa´na v kapitole 3.1.2.
Da´le byla implementova´na trˇı´da GeneralPropertyPage odvozena´ ze trˇı´dy SettingsPage
(Obra´zek 6). Definova´ny jsou zde 2 vlastnosti projektu:
• AssemblyName – vlastnost pouze pro cˇtenı´. Zobrazuje na´zev projektu, tak jak byl
uzˇivatelem zada´n. Je zı´ska´n z projektove´ho .pflproj souboru, kde je definova´n jako
projektova´ promeˇnna´ $safeprojectname$.
• AdditionalInfo – vlastnost projektu, ktera´ je defaultneˇ bez hodnoty. Byla zavedena
z du˚vodu prˇı´padne´ nutnosti prˇida´nı´ urcˇity´ch doplnˇkovy´ch informacı´ k projektu
uzˇivatelem.
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4.3.3 Prˇipojenı´ kompila´toru
Tato pra´ce se nezaby´va´ problematikou vlastnı´ implementace kompila´toru. Pro jazyk e-
PFL jizˇ existuje hotovy´ kompila´tor (PPFL.exe) prˇipraveny´ vedoucı´m te´to pra´ce. Jedna´
se o konzolovou aplikaci, ktera´ po spusˇteˇnı´ s parametrem, ktery´ obsahuje plnou cestu
k prˇekla´dane´mu souboru .pfl, zajistı´ jeho prˇeklad do ko´du jazyka C# a na´sledneˇ do
spustitelne´ho .exe souboru. Vygenerovane´ soubory jsou ulozˇeny ve stejne´ slozˇce jako
prˇekla´dany´ .pfl soubor.
Hlavnı´ mysˇlenka prˇipojenı´ tohoto kompila´toru do Visual Studia spocˇı´va´ ve spousˇteˇnı´
aplikace PPLF.exe s potrˇebny´mi argumenty jako externı´ proces a prˇesun vy´stupu˚ namı´sto
ocˇeka´vane´ Visual Studiem.
Prˇeklad je rˇı´zen tzv. tasky, ktere´ jsou definova´ny soubory .targets. V prˇı´padeˇ jazyka
e-PFL se jedna´ o jeden task. Jeho popis je obsazˇen v souboru EPFL.targets. Definuje jedno-
duche´ nasmeˇrova´nı´ na trˇı´du, ktera´ prˇeklad zajisˇt’uje, a zpu˚sobplneˇnı´ hodnot projektovy´ch
promeˇnny´ch.
EPFL.targets je definicˇnı´ soubor spolecˇny´ vsˇech typu˚m projektu˚ a cesta k neˇmu je
definovana´ v projektovy´ch souborech .pflproj. Jedna´ se zde vsˇak o absolutnı´ cestu, cozˇ
mu˚zˇe zpu˚sobovat proble´my prˇi instalaci na cizı´ pocˇı´tacˇe. Rˇesˇenı´, ktere´ zde bylo pouzˇito,
spocˇı´va´ ve vytvorˇenı´ slozˇky „E-PFL“ v syste´move´ slozˇce „ProgramFiles“. Cesta na tuto
slozˇku je ulozˇena v syste´move´ promeˇnne´ a jejı´ hodnotu tudı´zˇ lze snadno zı´skat. Slozˇka
„E-PFL“ byla da´le pouzˇita jako u´lozˇisˇteˇ vlastnı´ho kompila´toru PPFL.exe.
<Import Project=”$(ProgramFiles)\E−PFL\EPFL.targets” />
Vy´pis 14: Uka´zka definice cesty k souboru .targets ze souboru .pflproj
Cela´ logika spousˇteˇnı´ a prˇesunu vy´stupu˚ je implementova´na v metodeˇ Execute()
trˇı´dy EPFL CompilerTask. Tato trˇı´da rovneˇzˇ zajisˇt’uje neˇkolik parametru˚ potenciona´lneˇ
potrˇebny´ch pro prˇeklad. Teˇmi jsou naplneˇny definovane´ vlastnosti (properties) trˇı´dy
EPFL CompilerTask. Seznam teˇchto properties je popsa´n v kapitole 3.2.2. Naplneˇnı´ vlast-
nostı´ hodnotami je definova´no v souboru EPFL.targets v tagu <EPFL CompilerTask>.
Tato implementace prˇipojenı´ kompila´toru˚ pouzˇı´va´ pouze trˇi z popsany´ch properties,
a sice:
• ProjectPath – jejı´ hodnota prˇedstavuje plnou cestu ke slozˇce s prˇekla´dany´m projek-
tem
• SourceFiles – kolekce zdrojovy´ch souboru˚ k prˇekladu. Jejı´ prvnı´ prvek prˇedstavuje
hlavnı´ soubor vyvı´jene´ aplikace.
• OutputAssembly – plny´ na´zev (vcˇetneˇ cesty) cı´love´ assembly
Kombinacı´ prvnı´ch dvou hodnot je odvozen argument pouzˇitelny´ prˇi vola´nı´ kompi-
la´toru.
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Cesta ke kompila´toru ulozˇene´ho ve slozˇce „../ProgramFiles/E-PFL“ je zı´ska´na ze syste´-
move´ promeˇnne´ a proces je spusˇteˇn ve skryte´m rezˇimu. Standardnı´ vy´stup z kompila´toru
je zachycova´n azˇ do ukoncˇenı´ beˇhu (viz. vy´pis 15).
string argumentString = String.Format(”{0}\\{1}”, projectPath, sourceFiles[0]);
Process build = new Process();
build. StartInfo .UseShellExecute = false;
build. StartInfo .RedirectStandardOutput = true;
build. StartInfo .CreateNoWindow = true;
string utilsDirectory = Environment.GetFolderPath(Environment.SpecialFolder.
ProgramFiles);
build. StartInfo .FileName = Path.Combine(utilsDirectory, @”E−PFL\PPFL.exe”);
build. StartInfo .Arguments = String.Format(”\”{0}\””, argumentString);
build. Start () ;
string output = build.StandardOutput.ReadToEnd();
build.WaitForExit();
Vy´pis 15: Uka´zka algoritmu pro spusˇteˇnı´ prˇekladu
Visual Studio ale standardneˇ ocˇeka´va´ vy´stup z prˇekladu ve slozˇce „obj/Debug“ pod
hlavnı´ projektovou slozˇkou. Rovneˇzˇ na´zev prˇelozˇene´ho souboru musı´ korespondovat s
na´zvem assembly definovany´muzˇivatelem (obvykle shodny´ s na´zvemprojektu). Nejsou-
li tyto podmı´nky splneˇny, pokus o spusˇteˇnı´ vyvinute´ aplikace z prostrˇedı´ Visual Studia
skoncˇı´ po prˇekladu chybou.
Aplikace kompila´toru je naproti tomu implementovana´ pro spousˇteˇnı´ z prˇı´kazove´
rˇa´dky a generova´nı´ vy´stupnı´ch souboru˚ do stejne´ slozˇky jako zdrojovy´ soubor. Jme´no
vy´stupnı´ho souboru koresponduje se zdrojovy´m souborem. Vy´sˇe uvedeny´ postup je
tedy nutne´ pravidlu˚m Visual Studia prˇizpu˚sobit.
Prˇizpu˚sobenı´ (viz. vy´pis 16) spocˇı´va´ v zı´ska´nı´ na´zvu vygenerovane´ho .exe souboru
vcˇetneˇ cesty k neˇmu, prˇı´prava cesty ke slozˇce, kde Visual Studio vy´stup ocˇeka´va´, a prˇesun
souboru do te´to slozˇky.
string outputfile = sourceFiles [0]. Substring(0, sourceFiles [0]. Length − 3) + ”exe”;
string oldPath = String.Format(”{0}\\{1}”, projectPath, outputfile) ;
string newPath = String.Format(”{0}\\{1}”, projectPath, outputAssembly);
if ( File . Exists (oldPath))
{
File .Move(oldPath, newPath);
}
Vy´pis 16: Uka´zka prˇesunu a prˇejmenova´nı´ prˇelozˇene´ho souboru do ocˇeka´vane´ slozˇky
Poslednı´m proble´mem zu˚sta´va´ vy´pis zpra´v kompila´toru v prostrˇedı´ Visual Studia.
Aplikace kompila´toru poskytuje jednoduchy´ textovy´ vy´stup zpravujı´cı´ o procesu prˇe-
kladu. Tento vy´stup je beˇhem prˇekladu zachycova´n a bude vypsa´n do dialogu Output
Visual Studia. Referenci na objekt Output dialogu lze z Visual Studia zı´skat a plnit jej
zachyceny´m vy´stupem. Vy´stup lze da´le smeˇrovat na ru˚zne´ za´lozˇky Output dialogu
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(Info, Warning, Error) podle typu vy´stupu, nebo dokonce prˇipravit vlastnı´ za´lozˇku se
specificky´m vy´stupem. Implementovany´ kompila´tor poskytuje pouze za´kladnı´ vy´stup o
prˇekladu, a proto byl implementova´n pouze vy´pis do za´kladnı´ za´lozˇky.
var outputWindow = Package.GetGlobalService(typeof(SVsOutputWindow)) as
IVsOutputWindow;
if (outputWindow != null)
{
Guid guidBuildPane = Microsoft.VisualStudio.VSConstants.
OutputWindowPaneGuid.BuildOutputPane guid;
IVsOutputWindowPane buildPane;
outputWindow.GetPane(ref guidBuildPane, out buildPane);
buildPane.OutputString(output);
}
Vy´pis 17: Uka´zka smeˇrova´nı´ vy´pisu kompila´toru do dialogu Output
4.3.4 Rozsˇı´rˇenı´ editoru o podporu e-PFL
Veˇtsˇina funkcı´ beˇzˇneˇ poskytovany´ch editory v IDE je pouzˇitelna´ i pro jazyk e-PFL. Prˇes-
tozˇe jazyk ma´ sva´ specifika, je prˇesneˇ definova´n syntaxı´ (prˇı´loha A), nad kterou lze
vybudovat apara´t pro poskytova´nı´ ru˚zny´ch funkcı´ editoru. Cela´ problematika rozsˇı´rˇenı´
editoru Visual Studia a obecny´ postup pro implementaci jednotlivy´ch funkcı´ byl uveden
v kapitole 3.3. Tato cˇa´st se zaby´va´ zpu˚sobem implementace funkcı´ editoru navrzˇeny´ch
pro jazyk e-PFL.
Pro tuto verzi podpory e-PFL v editoru Visual Studia bylo implementova´no barvenı´
syntaxe, zvy´raznˇova´nı´ chyb, sbalova´nı´ ko´du, a jedna z funkcı´ Intellisense – automaticke´
doplnˇova´nı´. Jelikozˇ veˇtsˇina teˇchto funkcı´ vyuzˇı´va´ spolecˇny´ mechanismus pro procha´zenı´
a analy´zu ko´du k oznacˇova´nı´ bloku˚ textu metainformacemi, navrzˇene´ rˇesˇenı´ spocˇı´va´ v
implementaci taggeru oznacˇujı´cı´ho u´seky textu obecny´mi tagy (princip na obra´zku 12).
Taktooznacˇeny´ cely´ text v editorubudevyuzˇı´va´n specia´lnı´mi taggery jednotlivy´ch funkcı´.
Ty budou z teˇchto informacı´ cˇerpat prˇi zpracova´va´nı´ vlastnı´ho algoritmu znacˇenı´. Navr-
zˇena´ architektura je plneˇ v souladu s architekturou MEF a je tı´mto zpu˚sobem za´meˇrneˇ
implementova´na z du˚vodu prˇı´padne´ho rozsˇı´rˇenı´ editoru o dalsˇı´ funkce. Prˇi neˇm mu˚zˇe
by´t snadno vyuzˇito jizˇ existujı´cı´ch znacˇek namı´sto implementace vlastnı´ho mechanismu
znacˇkova´nı´ bez vy´razne´ho narusˇenı´ vy´konu a efektivity editoru.
Cele´ rˇesˇenı´ je ulozˇeno v projektu E-PFL EditorExtensions a rozdeˇleno do neˇkolika
namespaces.
4.3.4.1 Analyze´r zdrojove´ho ko´du
NamespaceE-PFL EditorExtensions.Analyzer obsahuje trˇı´dy podı´lejı´cı´ se na algoritmupru˚-
chodu textem v editoru a jeho rozkladu na lexika´lnı´ a syntakticke´ struktury.
Nejvysˇsˇı´ instancı´ je zde trˇı´da Syntax, ktera´ rˇı´dı´ cely´ pru˚chod textem. Pro analy´zu
textu pouzˇı´va´ algoritmus syntakticke´ analy´zy shora dolu˚ – tzv. rekurzivnı´ sestup. Tato
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metoda spocˇı´va´ v za´pisu samostatny´ch procedur pro analy´zu kazˇde´ho netermina´lnı´ho
symbolu gramatiky. Prˇeklad se pak spustı´ vola´nı´m procedury odpovı´dajı´cı´ startovacı´mu
netermina´lnı´mu symbolu [Benesˇ, Prˇekladacˇe].
Prˇi cˇtenı´ ko´du jsou jednotlive´ lexika´lnı´ symboly zı´ska´ny pomocı´ objektu trˇı´dy Lex.
Ta postupneˇ cˇte vstupnı´ sekvenci znaku˚, a skupinu znaku˚ identifikovanou jako lexika´lnı´
jednotka vracı´ coby dalsˇı´ prˇecˇteny´ lexika´lnı´ symbol.
Tento algoritmus a trˇı´dy, ktere´ ho zpracova´vajı´, byly prˇevzaty z analyze´ru v existujı´cı´m
kompila´toru jazyka e-PFL. Pro potrˇeby editoru Visual Studia vsˇak musely by´t upraveny.
Prˇedevsˇı´m oznacˇova´nı´ sekvencı´ ko´du identifikovany´ch jako lexika´lnı´ jednotky vy´cˇtovy´m
typem Symbol (viz. tabulka symbolu˚ – tabulka 1) zde bylo nedostatecˇne´. Namı´sto neˇj jsou
sekvence oznacˇova´ny objekty trˇı´dy LexUnit, slouzˇı´cı´ jako wrapper pro Symbol, a za´rovenˇ
prˇida´vajı´cı´ dalsˇı´ nezbytne´ informace:
• Start – pozice zacˇa´tku lexika´lnı´ho symbolu v cele´ vstupnı´ sekvenci
• Length – de´lka lexika´lnı´ho symbolu
• InfoText – doplnˇkova´ textova´ informace
EOF SEMICOLON WHEN
LID UNDERLINE ENCLOSED
UID RARROW INHERITS
DATA DOUBLECOLON WHERE
EQUAL PRIMITIVE OP
LPAR INT VALUE IMPORT
RPAR REAL VALUE LET
CASE CHAR VALUE IN
OF STRING VALUE COMMENT
COMMA LSPAR BLOCK IMPORT
BAR RSPAR BLOCK DATA
UNIT LABEL BLOCK FUNCTION
MAIN IF BLOCK ERROR
LCPAR THEN
RCPAR ELSE
Tabulka 1: Tabulka typu˚ lexika´lnı´ch symbolu˚
Mimo oznacˇova´nı´ vlastnı´ch lexika´lnı´ch symbolu˚ jsou objekty typu LexUnit pouzˇity
i pro oznacˇova´nı´ vysˇsˇı´ch syntakticky´ch struktur jako definice importu˚, definice dat, a
definice funkcı´. Tyto vysˇsˇı´ jednotky nemusı´ by´t editorem nutneˇ vyuzˇı´va´ny, mohou vsˇak
slouzˇit pro neˇktere´ prˇı´padne´ nove´ funkce editoru prˇi jeho eventua´lnı´m dalsˇı´m rozsˇı´rˇenı´
(Obra´zek 17).
Dalsˇı´m zde upraveny´m chova´nı´m analyze´ru bylo vyrˇesˇenı´ chova´nı´ prˇi vy´skytu syn-
takticke´ chyby. Zatı´mco prˇedchozı´ rˇesˇenı´ pouzˇı´valo syste´m generova´nı´ vy´jimek, zde bylo
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PRIMITIVE
primitive intToReal :: Integer -  > Real  -- Cast int to real
COMMENTLID UID UID
DOUBLECOLON RARROW
BLOCK_FUNCTION
Obra´zek 17: Uka´zka pra´ce analyze´ru – oznacˇova´nı´ textu symboly
navrzˇeno oznacˇenı´ chybne´ho u´seku jednotkou typu BLOCK ERROR a doplneˇnı´m infor-
mace o druhu chyby. Podle typu syntakticke´ chyby je takto oznacˇova´n cely´ rˇa´dek ko´du,
nebo u´sek od zacˇa´tku vy´skytu chyby azˇ po konec rˇa´dku.
Poslednı´ za´sadneˇjsˇı´ u´pravou bylo doplneˇnı´ lexika´lnı´ho symbolu COMMENT oproti
pu˚vodneˇ implementovane´mu ignorova´nı´ komenta´rˇu˚, cozˇ bylo vy´hodne´ rˇesˇenı´ pro kom-
pila´tor, ne vsˇak pro editor.
Vy´sledkem pra´ce analyze´ru je kolekce lexika´lnı´ch jednotek, ktera´ kompletneˇ pokry´va´
cely´ text.
4.3.4.2 Obecny´ tagger
Obecny´ tagger je struktura poskytujı´cı´ taggovacı´ sluzˇbu specializovany´m taggeru˚m. Jeho
u´kolem je na zˇa´dost editoru analyzovat existujı´cı´ text v editacˇnı´m okneˇ a oznacˇit jej
doplnˇkovy´mi informacemi, ktere´ budou slouzˇit jako vstupnı´ informace specializovany´m
taggeru˚m.
Editor Visual Studia spousˇtı´ zˇa´dost o tuto sluzˇbu v okamzˇiku zmeˇny textu. Tagger
pak iteracˇneˇ vracı´ kolekci oznacˇkovany´ch u´seku˚ textu jako na´vratovou hodnotu vola´nı´
metody GetTags(). Vy´sledky znacˇkova´nı´ pak specializovane´ taggery konzumujı´ skrz tzv.
agrega´tor.
Obecny´ tagger implementovany´ pro jazyk e-PFL je da´le nazy´va´n jako „token tagger“
a je reprezentova´n trˇı´dou EPFL TokenTagger. Ta implementuje genericke´ rozhranı´ ITagger
s parametrem EPFL TokenTag. Token tag zde reprezentuje znacˇku, kterou jsou u´seky
textu oznacˇeny. Tyto tagy jsou da´le zprˇesneˇny typem informace (typem znacˇky), ktere´
reprezentujı´. Typy token tagu˚ jsou popsa´ny vy´cˇtovy´m typem EPFL TokenTypes. Prˇı´stup k
token taggeru je zprostrˇedkova´n poskytovatelem taggeru – trˇı´douEPFL TokenTagProvider,
ktera´ je exportova´na jako komponenta MEF. Cela´ struktura je videˇt na diagramu 18.
Prˇi zmeˇneˇ textu v editoru Visual Studia dojde k aktivaci algoritmu vmetodeˇGetTags().
Algoritmus pracuje na´sledovneˇ:
Nejprve je zı´ska´n text aktua´lnı´ho snı´mku (SnapShot) editoru. Je vytvorˇen lexika´lnı´
analyze´r (Lex) a tento text je mu v konstruktoru prˇeda´n. Da´le je vytvorˇen syntakticky´
analyze´r (Syntax) a je mu prˇeda´n pra´veˇ vytvorˇeny´ lexika´lnı´ analyze´r. Ze syntakticke´ho
analyze´ru je vyzˇa´da´na kolekce vsˇech lexika´lnı´ch jednotek (LexUnit) v textu. Tato kolekce
je v krocı´ch iterova´na a informace v lexika´lnı´ch jednotka´ch jsou postupneˇ prˇekla´peˇny
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EPFL_TokenTagProvider
+ CreateTagger()
create
EPFL_TokenTagger
+ GetTags()
ITagger
+ GetTags()
EPFL_TokenTag
<< interface >>
Obra´zek 18: Class diagram struktury obecne´ho Token taggeru
do vytva´rˇeny´ch znacˇek (TagSpan<EPFL TokenTag>) v textu nad dany´m snı´mkem. Tyto
znacˇky jsou pak v krocı´ch vra´ceny jako na´vratovy´ typ metody (viz. vy´pis 18).
public IEnumerable<ITagSpan<EPFL TokenTag>> GetTags(
NormalizedSnapshotSpanCollection spans)
{
foreach (SnapshotSpan curSpan in spans)
{
string editorText = curSpan.Snapshot.GetText();
Lex lexer = new Lex(new StringReader(editorText));
Syntax syntaxTagger = new Syntax(lexer);
List<LexUnit> tokens = syntaxTagger.parse();
foreach (LexUnit token in tokens)
{
if (token.Start >= curSpan.Snapshot.Length) continue;
int length = token.Start + token.Length >= curSpan.Snapshot.Length ?
curSpan.Snapshot.Length − token.Start : token.Length;
var tokenSpan = new SnapshotSpan(curSpan.Snapshot, new Span(token.Start,
length));
if (tokenSpan.IntersectsWith(curSpan))
{
EPFL TokenTypes tagType = (EPFL TokenTypes)Enum.Parse(typeof(
EPFL TokenTypes), token.LexSymbol.ToString());
yield return new TagSpan<EPFL TokenTag>(tokenSpan, new
EPFL TokenTag(tagType, token.InfoText));
}
}
}
}
Vy´pis 18:Metoda GetTags() Token taggeru
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4.3.4.3 Classification tagger
Klasifikacˇnı´ tagger je specializovany´ tagger, ktery´ poskytuje editoru u´seky textu ozna-
cˇene´ klasifikacˇnı´mi tagy (trˇı´da ClassificationTag). Je tvorˇen strukturou trˇı´d obsazˇeny´ch v
namespace E-PFL EditorExtensions.Classification.
Struktura tohoto taggeru je podobna´ strukturˇe Token taggeru (Obra´zek 18). Provider
zde reprezentuje trˇı´da EPFL ClassifierProvider, samotny´ tagger pak zprostrˇedkova´va´ trˇı´da
EPFL ClassificationTagger.
Klasifikacˇnı´ tagger, jako i dalsˇı´ specializovane´ taggery, je zde navrzˇen tak, zˇe vy-
uzˇı´va´ sluzˇeb obecne´ho Token taggeru. Toho je dosazˇeno vyuzˇitı´m agrega´toru, ktery´
poskytuje tagy generovane´ Token taggerem. Agrega´tor je poskytnut objektem rozhranı´
IBufferTagAggregatorFactoryService, ktery´ je v provideru importova´n z MEF kontejneru.
Stejneˇ tak je zde importova´no rozhranı´ sluzˇby pro spra´vu vsˇech klasifikacˇnı´ch typu˚ v
editoru (IClassificationTypeRegistryService).
[Import]
internal IClassificationTypeRegistryService ClassificationTypeRegistry = null;
[Import]
internal IBufferTagAggregatorFactoryService aggregatorFactory = null;
public ITagger<T> CreateTagger<T>(ITextBuffer buffer) where T : ITag
{
ITagAggregator<EPFL TokenTag> EPFL TagAggregator = aggregatorFactory.
CreateTagAggregator<EPFL TokenTag>(buffer);
return new EPFL Classifier(buffer, EPFL TagAggregator, ClassificationTypeRegistry)
as ITagger<T>;
}
Vy´pis 19: Uka´zka vytvorˇenı´ agrega´toru ve trˇı´deˇ EPFL ClassifierProvider
Vlastnı´ algoritmus klasifikace je opeˇt v teˇle metody GetTags() (viz. uka´zka cˇa´sti ko´du
– vy´pis 20). ClassificationTag, ktery´m je u´sek textu, ktery´ ma´ by´t v editoru obarven,
je oznacˇen typem IClassificationType. Tyto klasifikacˇnı´ typy jsou exportova´ny do MEF
kontejneru, odkud jsou podle na´zvu zı´ska´va´ny pomocı´ sluzˇby pro spra´vu klasifikacˇnı´ch
typu˚. Rozhodnutı´ o oznacˇenı´ u´seku textu klasifikacˇnı´m tagem je jednodusˇe ucˇineˇno na
za´kladeˇ typu Token tagu. Zacˇa´tek i de´lka klasifikacˇnı´ho tagu tagu jsou prˇevzaty z Token
tagu.
public IEnumerable<ITagSpan<ClassificationTag>> GetTags(
NormalizedSnapshotSpanCollection spans)
{
foreach (var tagSpan in this .aggregator.GetTags(spans))
{
var tagSpans = tagSpan.Span.GetSpans(spans[0].Snapshot);
if (EPFL Language.Keywords.Values.Contains(tagSpan.Tag.Type))
{
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yield return new TagSpan<ClassificationTag>(tagSpans[0],
new ClassificationTag(typeService.GetClassificationType(”EPFL keyword”)));
}
. . . . . .
Vy´pis 20: Cˇa´st metody GetTags() klasifikacˇnı´ho taggeru
Pro jazyk e-PFL jsou klasifikacˇnı´mi tagy oznacˇeny tyto Token tagy:
Token tag Classification tag Zvy´razneˇnı´ v editoru
Vsˇechny tagy reprezentujı´cı´ klı´cˇova´
slova jazyka
EPFL keyword Modry´ text
COMMENT EPFL comment Zeleny´ text
STRING VALUE EPFL stringValue Cˇerveny´ text
Tabulka 2: Tabulka typu˚ klasifikacˇnı´ch tagu˚
Staticka´ trˇı´da EPFL ClassificationDefinition obsahuje definice klasifikacˇnı´ch typu˚. De-
finice forma´tova´nı´ jednotlivy´ch typu˚ jsou pak specifikova´ny v samostatny´ch trˇı´da´ch ex-
portovany´ch do kontejneru MEF.
Pozna´mka: V pru˚beˇhu pra´ce na dalsˇı´ch specializovany´ch taggerech (Error a Outli-
ning), ktere´ vyuzˇı´vajı´ vysˇsˇı´ch syntakticky´ch struktur, nezˇ jsou za´kladnı´ lexika´lnı´ jednotky,
byly definova´ny typy i forma´tova´nı´ i pro tyto struktury. Prˇi definici forma´tova´nı´ na pod-
barvova´nı´ pozadı´ takto oznacˇovany´ch u´seku˚ textu, lze snadno v editoru videˇt rozsah te´to
struktury. Vyuzˇitı´ te´to mozˇnosti se hlavneˇ v pocˇa´tku implementace uka´zalo jako velmi
vy´hodne´ pro odhalenı´ chyb ve znacˇenı´. Pozdeˇji byly tyto klasifikacˇnı´ typy i forma´tova´nı´
odstraneˇno.
[Export(typeof(ClassificationTypeDefinition))]
[Name(”EPFL keyword”)]
internal static ClassificationTypeDefinition keyword = null;
[Export(typeof(EditorFormatDefinition))]
[ClassificationType(ClassificationTypeNames = ”EPFL keyword”)]
[Name(”EPFL keyword”)]
[UserVisible(false) ]
[Order(Before = Priority .Default)]
internal sealed class Keyword : ClassificationFormatDefinition
{
public Keyword()
{
this .DisplayName = ”EPFL keyword”;
this .ForegroundColor = Colors.Blue;
}
}
Vy´pis 21: Uka´zka definice klasifikacˇnı´ho typu a definice jeho forma´tova´nı´
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4.3.4.4 Error tagger
Error tagger je dalsˇı´ specializovany´ tagger navrzˇeny´ pro jazyk e-PFL. Jeho u´kolem je
poskytovat sluzˇbu, ktera´ oznacˇuje u´seky textu v editoru, ktere´ jsou analy´zerem vyhodno-
ceny jako chybne´. Tyto u´seky musı´ by´t oznacˇeny znacˇkou ErrorTag. Takto oznacˇene´ cˇa´sti
textu cha´pe editor automaticky jako chybne´ a zvy´raznˇuje je podtrzˇenı´m cˇervenou vlnitou
cˇarou.
Error tagger je realizova´n mnozˇinou trˇı´d umı´steˇny´ch v namespace E-PFL Editor-
Extensions.ErrorTagging. Principia´lneˇ se nelisˇı´ od prˇedchozı´ch taggeru˚ (Obra´zek 18). Je
zde opeˇt vyuzˇito agrega´toru poskytujı´cı´ho kolekci Token tagu˚ oznacˇujı´cı´ch cely´ text v
editoru. Jednoduchy´ algoritmus v teˇle metody GetTags() zde prˇekla´pı´ Token tagy typu
BLOCK ERROR na Error tagy. Trˇı´da ErrorTag umozˇnˇuje tagu˚m prˇirˇadit i objekt nesoucı´
doplnˇujı´cı´ informace o chybeˇ. Tyto informace jsou pak uzˇivateli zobrazeny, najede-li uka-
zatelem mysˇi na cˇa´st ko´du oznacˇene´ho jako chybny´. Pouzˇity´m objektem je zde textovy´
rˇeteˇzec obsazˇeny´ v atributu InfoText Token tagu, ktery´ je do neˇj prˇenesen analyze´rem v
dobeˇ nalezenı´ chyby. Obsazˇena´ informace obsahuje strucˇny´ du˚vod ke vzniku chyby a
slouzˇı´ tak uzˇivateli k rychlejsˇı´mu zajisˇteˇnı´ opravy.
public IEnumerable<ITagSpan<ErrorTag>> GetTags(
NormalizedSnapshotSpanCollection spans)
{
foreach (var tagSpan in this .aggregator.GetTags(spans))
{
var tagSpans = tagSpan.Span.GetSpans(spans[0].Snapshot);
if (tagSpan.Tag.Type == EPFL TokenTypes.BLOCK ERROR)
{
yield return new TagSpan<ErrorTag>(tagSpans[0], new ErrorTag(”Syntax
Error”, tagSpan.Tag.InfoText));
}
}
}
Vy´pis 22:Metoda GetTags() Error taggeru
Samotny´ tagger je reprezentova´n trˇı´dou EPFL ErrorTagger implementujı´cı´ rozhranı´
ITagger<ErrorTag>. Jejı´ poskytovatel je implementova´n trˇı´douEPFL ErrorTaggingProvider.
4.3.4.5 Outlining tagger
Poslednı´m taggeremnavrzˇeny´mpro jazyk e-PFL jeOutlining tagger poskytujı´cı´ sbalova´nı´
ko´du vı´cerˇa´dkovy´ch funkcı´.
Pouzˇite´ principy jsou i zde shodne´ s prˇedchozı´mi taggery s vyuzˇitı´m agrega´toru.
Mnozˇinu trˇı´d poskytujı´cı´ sluzˇbu sbalova´nı´ ko´du lze nale´zt v namespace E-PFL Editor-
Extensions.Outlining a tvorˇı´ ji poskytovatel taggeruEPFL OutliningTaggingProvider a vlast-
nı´ tagger EPFL OutliningTagger implementujı´cı´ rozhranı´ ITagger<OutliningRegionTag>.
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Metoda GetTags() prˇekla´pı´ Token tagy typu BLOCK FUNCTION na tagy trˇı´dy Outli-
ningRegionTag. Takto oznacˇene´ u´seky editor automaticky vyhodnocuje jako „sbalitelne´“
a zobrazuje nalevo od jejich prvnı´ho rˇa´dku ikonku „plus“, kterou uzˇivatel mu˚zˇe funkci
sbalit do jednoho rˇa´dku.
Prˇestozˇe proste´ prˇeklopenı´ Token tagu˚ do outlining tagu˚ je fungujı´cı´m rˇesˇenı´m, uka´-
zalo se, zˇe vykazuje v neˇktery´ch situacı´ch znacˇnou nestabilitu. Rˇesˇenı´m bylo prˇeznacˇenı´
zacˇa´tku˚/koncu˚ u´seku˚ sbalitelny´ch funkcı´ prˇi prˇekla´peˇnı´ na pozice zacˇa´tku˚/resp. koncu˚
rˇa´dku˚, na ktery´ch se nacha´zejı´.
Da´le zde bylo implementova´no ignorova´nı´ jednorˇa´dkovy´ch funkcı´, jejichzˇ sbalenı´ by
nemeˇlo prˇı´nos. Rovneˇzˇ jsou z outlining bloku vyrˇazeny pra´zdne´ rˇa´dky, ktere´ mohou by´t
analyze´rem prˇirˇazeny k bloku funkce.
Trˇı´da OutliningRegionTag umozˇnˇuje mimo jine´ definovat parametrem CollapsedForm
objekt, ktery´m bude nahrazen sbaleny´ u´sek. Navrzˇene´ rˇesˇenı´ tento parametr plnı´ texto-
vy´m rˇeteˇzcem obsahujı´cı´m na´zev funkce. Ten je prˇevzat z atributu InfoText Token tagu,
ktery´ je do neˇj prˇenesen analyze´rem v dobeˇ syntakticke´ analy´zy funkce.
test x a = z where ⇒ Function ’ test ’ . . .
z = x + y
where
y = a + x
Vy´pis 23: Uka´zka vı´cerˇa´dkove´ funkce jazyka e-PFL prˇed a po sbalenı´
4.3.4.6 Intellisense
Pro podporu jazyka e-PFL byla implementova´na jedina´ funkce z rodiny funkcı´ Intelli-
sense, a sice doplnˇova´nı´ vy´razu˚ (statement completion).
Funkce funguje podobneˇ jako u jiny´ch jazyku˚, zde ovsˇem nabı´zı´ k doplneˇnı´ pouze
klı´cˇova´ slova jazyka e-PFL. Seznam klı´cˇovy´ch slov, ktery´m je nabı´dka pro doplnˇova´nı´
plneˇna, je definova´n ve staticke´ trˇı´deˇEPFL Language jako kolekce objektu˚ typuCompletion.
Cele´ rˇesˇenı´ tvorˇı´ trˇı´dy EPFL CompletionHandlerProvider a EPFL CommandHander prˇed-
stavujı´cı´ Controller, a EPFL CompletionSourceProvider a EPFL CompletionSource, ktere´ tvorˇı´
Source (viz. kapitola 3.3.2.6).
Trˇı´dy tvorˇı´cı´ controller zajisˇt’ujı´ vytvorˇenı´ a za´nik session (ICompletionSession), ktera´
zprostrˇedkova´va´ zobrazenı´ nabı´dky vy´razu˚ pro doplneˇnı´. Session je spusˇteˇna, napı´sˇe-li
uzˇivatel v editoru znak, ktery´ je pı´smenem. Hlavnı´ logika je rˇı´zena´ metodou Exec(). Trˇı´dy
tvorˇı´cı´ completion source dodajı´ seznam klı´cˇovy´ch slov pro doplneˇnı´. Controller ve sve´m
atributu ApplicableTo udrzˇuje sekvenci znaku˚ dosud napsany´ch v editoru, ktere´ budou
doplnˇovany´m vy´razem nahrazeny. Controller take´ seznam slov pro doplneˇnı´ filtruje
podle atributu ApplicableTo.
Session u´speˇsˇneˇ zanika´ (commit), napı´sˇe-li uzˇivatel cele´ klı´cˇove´ slovo sa´m (nabı´zeny´
seznam ma´ pouze 1 polozˇku a ta je rovna hodnoteˇ ApplicableTo), nebo vybere-li neˇkterou
z nabı´zeny´ch polozˇek a volbu potvrdı´ kla´vesami RETURN, TAB, SPACE nebo neˇkterou
z kla´ves s interpunkcˇnı´mi znaky.
Zrusˇenı´ session (dismiss) lze prove´st kla´vesou ESC.
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4.3.5 Deployment
Rozsˇı´rˇenı´ Visual Studia mu˚zˇe by´t distribuova´no jako tzv. VSIX balı´cˇek. Jedna´ se o takovy´
druh jednotky nasazenı´, ktere´ Visual Studio rozezna´va´ a automaticky jej instaluje do
slozˇky urcˇene´ pro rozsˇirˇujı´cı´ balı´cˇky, odkud je pak ihned zacˇne vyuzˇı´vat
(%LocalAppData%/Microsoft/VisualStudio/10.0/Extensions/<Company>/<Product>/
<Version>).
Prakticky se jedna´ o .zip soubor dodrzˇujı´cı´ standard Open Packaging Convention.
V souboru musı´ by´t obsazˇeny tyto soucˇa´sti:
• [Content Types].xml – soubor obsahujı´cı´ seznam typu˚ souboru˚ obsazˇeny´ch v ba-
lı´cˇku
• extension.vsixmanifest – dokument popisujı´cı´ balı´cˇek
• podpu˚rne´ soubory balı´cˇku – obra´zky, ikony, licencˇnı´ ujedna´nı´, apod.
• vlastnı´ soubory, ktere´ balı´cˇek dorucˇuje
Po instalaci je mozˇne´ spravovat instalovana´ rozsˇı´rˇenı´ z na´stroje Extension Manager,
ktery´ je soucˇa´stı´ Visual Studia.
Z projektu˚ E-PFL Project a E-PFL EditorExtensions z rˇesˇenı´ pro jazyk e-PFL jsou prˇi
sestavenı´ generova´ny samostatne´ VSIX balı´cˇky. Jelikozˇ se zde jedna´ o komplexnı´ rˇesˇenı´
pro podporu dane´ho jazyka, je vy´hodne´ je sloucˇit v jeden balı´cˇek a tı´m zjednodusˇit celou
instalaci.
Nastavenı´ vlastnostı´ balı´cˇku VSIX je ulozˇeno v souboru source.extension.vsixmanifest,
ktery´ je soucˇa´stı´ kazˇde´ho balı´cˇku. Visual Studio poskytuje pro tento typ souboru zvla´sˇtnı´
designer a vesˇkere´ nastavenı´ se tak vy´znamneˇ zjednodusˇuje.
Mezi za´kladnı´ mozˇnosti nastavenı´ patrˇı´:
• Na´zev rozsˇı´rˇenı´, jeho verze, autor, a popis
• Vy´beˇr edice Visual Studia, kde bude rozsˇı´rˇenı´ mozˇne´ nasadit
• Mozˇnost prˇilozˇenı´ souboru s licencˇnı´mi ujedna´nı´mi
• Mozˇnost prˇilozˇenı´ vlastnı´ ikony a obra´zku na´hledu (budou zobrazeny v Extension
Manageru)
• URL, kde se lze dozveˇdeˇt o rozsˇı´rˇenı´ vı´ce
Vlastnı´ obsahbalı´cˇku jedefinova´nv sekciContent. Bina´rnı´ souboryprojektu, zektere´ho
se VSIX tvorˇı´, jsou zde prˇedvyplneˇny automaticky, dalsˇı´ je v prˇı´padeˇ potrˇeby mozˇne´
prˇidat. Pro kazˇdou polozˇku je nutne´ specifikovat druh prˇidane´ho obsahu.
Vprˇı´padeˇ rˇesˇenı´ pro e-PFLbylyprˇida´ny zip soubory jednotlivy´chprojektovy´ch sˇablon
a itemu˚, a da´le projekt E-PFL EditorExtensions jako MEF komponenta (viz. Obra´zek 19).
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Obra´zek 19: Nastavenı´ obsahu VSIX balı´cˇku pro e-PFL
Vesˇkere´ polozˇky rozsˇı´rˇenı´ jsou tı´mto obsazˇeny v jednom VSIX balı´cˇku.
Jediny´mi samostatny´mi soucˇa´stmi jsou uzˇ jen soubor kompila´toru PPFL.exe a soubor
EPFL.targets s parametry pro prˇeklad. Na tyto soubory se rˇesˇenı´ obsazˇeno v balı´cˇku odvo-
la´va´ pomocı´ absolutnı´ch cest a budou tedyumı´steˇnynavy´hodne´ma snadnodosazˇitelne´m
mı´steˇ – ve slozˇce ProgramFiles/E-PFL.
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5 Za´veˇr
Rozsˇı´rˇenı´ integrovane´ho vy´vojove´ho prostrˇedı´ o podporu nove´ho jazyka nenı´ snadnou
programa´torskou u´lohou. At’uzˇ se jedna´ o jakkoli vyspeˇlou u´rovenˇ podpory, vzˇdy jde o
komplexnı´ u´lohu, kladoucı´ na programa´tora urcˇite´ na´roky, zejme´na na znalost cı´love´ho
prostrˇedı´ a na znalost specifik te´to u´lohy. Jelikozˇ se nejedna´ o standardnı´ u´kol, ktery´ je
beˇzˇneˇ v praxi rˇesˇen, zdroje teˇchto znalostı´ neby´va´ snadne´ nale´zt.
Podobneˇ tomu bylo i v dobeˇ vzniku te´to pra´ce. Prˇestozˇe prostrˇedı´ Visual Studia je
dostatecˇneˇ zna´me´ a v literaturˇe dobrˇe dokumentovane´, verze 2010 prˇina´sˇı´ zmeˇny pra´veˇ
na poli mozˇnostı´ jeho rozsˇı´rˇenı´. Jedna´ se prˇedevsˇı´m o uvedenı´ frameworku MEF jako
za´kladnı´ architektury pro implementaci rozsˇı´rˇenı´ IDE. Jak cˇeska´, tak zahranicˇnı´ literatura
je v soucˇasne´ dobeˇ na tyto informace pomeˇrneˇ skoupa´, proto hlavnı´ zdroj informacı´ pro
vy´voja´rˇe zaby´vajı´cı´ se rozsˇı´rˇenı´mVisual Studia 2010opodporunovy´ch jazyku˚ prˇedstavujı´
zejme´na internetove´ stra´nky MSDN, stra´nky poskytovatelu˚ frameworku˚ a diskuznı´ fo´ra.
Podporapro jazyk e-PFLanalyzovana´, implementovana´ adokumentovana´ v te´topra´ci
uka´zala postup prˇi pra´ci na rozsˇı´rˇenı´ Visual Studia. Vy´sledkem je takova´ u´rovenˇ podpory
jazyka e-PFL, ktera´ umozˇnˇuje beˇzˇnou za´kladnı´ pra´ci na projektech zalozˇeny´ch na jazyce
e-PFL – kompletnı´ spra´va projektu˚, jejich prˇeklad a spousˇteˇnı´, standardnı´ podpora v
editoru.
Implementovana´ podpora samozrˇejmeˇ nenı´ vycˇerpa´vajı´cı´. Dı´ky noveˇ prˇedstavene´
technologii MEF mu˚zˇe evoluce podpory jazyka e-PFL ve Visual Studiu snadno pokracˇo-
vat. Dalsˇı´ navrhovana´ rozsˇı´rˇenı´ bymohla smeˇrˇovat prˇedevsˇı´m do implementace podpory
ladeˇnı´, do rozsˇı´rˇenı´ funkce automaticke´ho doplnˇova´nı´ vy´razu˚ Intellisense o nabı´dku po-
uzˇity´ch typu˚, funkcı´ a promeˇnny´ch, nebo do dalsˇı´ch funkcı´ editoru implementovany´ch
pro potrˇeby specifik jazyka e-PFL.
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A Prˇı´loha 1: Gramatika jazyka e-PFL
program −→ (dataDef | fncDef | importFile)∗ [mainExpr] EOF
importFile −→ IMPORT STRING VALUE SEMICOLON
dataDef −→ DATA UID [(LID)∗ EQUAL dataCons] SEMICOLON
dataCons −→ (UID (dataConParam)∗ (BAR UID (dataConParam)∗)∗)+
dataConParam −→ UID | LID | LPAR dataConParam RPAR | listType
fncDef −→ [PRIMITIVE] (LID | OP) DOUBLECOLON processType
SEMICOLON | [PRIMITIVE] (LID | OP) (LID)∗ EQUAL expr
[WHERE LCPAR fncDef (fncDef)∗ RCPAR] SEMICOLON
processType −→ varType [RARROW processType]
varType −→ LID | LID (algType | parType | listType) | algType
| parType | listType
typeExpr −→ varType [RARROW typeExpr]
type −→ LID | algType | parType | listType
algType −→ UID (type)∗
parType −→ LPAR typeExpr (COMMA varType)∗ RPAR
listType −→ LSPAR typeExpr RSPAR
expr −→ application
application −→ expr0 (expr0)∗ [OP application]
expr0 −→ LPAR expr (COMMA expr)∗ RPAR
| LID
| UNIT
| UID
| INT VALUE
| REAL VALUE
| CHAR VALUE
| STRING VALUE
| CASE expr OF LCPAR (pattern RARROW expr)+ RCPAR
63
| LABEL ...
| IF expr THEN expr ELSE expr
| LSPAR listExpr RSPAR
listExpr −→ LPAR [expr (COMMA expr)∗] RPAR
pattern −→ UID (simplePattern)∗ OP pattern
| simplePattern OP pattern
simplePattern −→ LID
| UNDERLINE
| INT VALUE
| REAL VALUE
| CHAR VALUE
| STRING VALUE
| UID
| LPAR pattern (COMMA pattern)∗ RPAR
| LSPAR [pattern (COMMA pattern)∗] RSPAR
mainExpr −→ MAIN EQUAL expr SEMICOLON
Vysveˇtlivky:
(...)∗ 0 nebo vı´ce opakova´nı´ vy´razu
(...)+ 1 nebo vı´ce opakova´nı´ vy´razu
[...] 0 nebo 1 opakova´nı´ vy´razu
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B Prˇı´loha 2: Obsah prˇilozˇene´ho CD a postup instalace
Na CD prˇilozˇene´m k te´to pra´ci se nacha´zejı´ na´sledujı´cı´ slozˇky:
• DP
• Source
• Install
Slozˇka DP obsahuje soubor s touto diplomovou pracı´ ve forma´tu PDF.
Slozˇka Source obsahuje zdrojove´ ko´dy vy´sledne´ho rˇesˇenı´ podpory pro jazyk e-PFL.
Jedna´ se o rˇesˇenı´ (solution) pro Visual Studio 2010. Pro jeho spra´vnou cˇinnost je nutne´
nainstalovat Visual Studio 2010 SDK.
Slozˇka Install obsahuje instalacˇnı´ soubory sestavene´ho rˇesˇenı´.
Postup instalace
Pro instalaci podpory jazyka e-PFL ve Visual Studiu 2010 je trˇeba prove´st na´sledujı´cı´:
1. Ze slozˇky Install/ProgramFiles na prˇilozˇene´m CD zkopı´rovat slozˇku E-PFL vcˇetneˇ
jejı´ho obsahu do slozˇky ProgramFiles na cı´love´m pocˇı´tacˇi.
2. Spustit soubor E-PFL project.vsix ze slozˇky Install z prˇilozˇene´ho CD.
3. Po provedenı´ instalace spustit Visual Studio.
4. Otevrˇı´t Extension Manager a prˇesveˇdcˇit se, zˇe rozsˇı´rˇenı´ e-PFL je nainstalova´no a
povoleno (enabled).
