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Communications 
Normalization: 
A Method for 
Structured File Design 
Jerry V. Caswell 
INTRODUCTION 
Library automation requires an extraor-
dinary investment of time and money in the 
development and maintenance of data-
bases. Irrespective of whether a library sets 
up a stand-alone system such as circulation, 
a group of more or less related subsystems, 
or a totally integrated system, it can be cer-
tain of one thing: over time needs will 
change, new applications will have to be 
developed, and modifications will have to 
be made to the file structure of the data-
bases. Of principal concern to the designers 
of a library's databases should be finding a 
design structure that will allow modifica-
tions to be made with a minimum of addi-
tional time and cost. 
THE MASTER RECORD APPROACH . 
In the past, when files were computer-
ized, the structure of manual files provided 
the model for computerized ones because it 
was felt that file structure should be deter-
mined by the needs of the application. In 
manual files a paper form often acted as the 
master record for a particular activity. On 
that form all relevant data elements were 
recorded, some data elements multiple 
times. Eventually the form was filled and 
another had to be started. 
The same principle was applied to the 
construction of computerized files. The 
programmer created a master record bris-
tling with every applicable data element. 
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Where certain data elements had to be re-
peated, the programmer estimated the 
maximum frequency of the repeated data 
elements and built that into the files. Retir-
ing a master record in a computerized file 
was more complicated than in a manual 
file, however. Most computerized files 
were sequential in nature and processed in 
batch mode, which means that one could 
not replace a single record in the middle of 
a file without processing the file from be-
ginning to en& Although the later intro-
duction of direct access files mitigated this 
problem, the fact remained that lumping 
all data elements together was an awkward 
way of building files and that predicting 
the number of occurrences of repeating ele-
ments was an uncertain art. . 
There were other problems with such 
files as well. The insertion, modification, 
and deletion of records caused certain 
anomalies to appear. Programmers often 
had to circumvent these anomalies by mak-
ing their programs nonmodular and idio-
syncratic. In order to make these issues 
clearer, let me illustrate them with an ex-
ample from a library application. 
Assume that a reserve collection is being 
computerized and· that a master reserve 
record will contain most of the needed data 
elements. The data elements describe at 
least three different entities: the biblio-
graphic item, the course for which it is on 
reserve, and the instructor who teaches the 
course. In order to keep the illustration sim-
ple, I shall identify only a few of the data 
elements applicable to each entity. 
The data elements pertaining to the bib-
liographic item are the call number, the au~ 
thor, the title of the work, and the semester 
during which it is used on reserve .. The 
course information includes the course 
number and the name of the course. Bea 
cause a bibliographic item may be on. re-. 
serve for more than one course during a 
given semester, data elements have been. 
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provided for two course names and num-
bers. Let us assume that each course is 
taught by one instructor. Therefore, there 
is an instructor's name and phone number 
to correspond to each course number and 
name. The file structure of the Reserve file 
would look like this: 
RESERVE (Call number, Author, Title, Semes-
ter; 
Course number 1, Course name 1, Instr. name 1, 
Instr. phone l, 
Course number 2, Course name 2, Instr. name 2, 
Instr. phone 2) 
The drawback to repeating data ele-
ments might be that 10 percent of the bib-
liographic items are on reserve for more 
than one course. Nevertheless, space for the 
second course and instructor data elements 
had to be committed at the time the records 
were created. Thus, 90 percent of the rec-
ords contain unused and wasted space. 
THE PROBLEM 
OF ANOMALIES 
The design also presents other problems. 
If a new course is offered, the file structure 
is unable to record that fact until at least 
one bibliographic item has been placed on 
reserve for it. The same is true for new in-
structor data. Because both course and in-
structor data are dependent upon the exis-
tence of a bibliographic entry, the file 
structure does not allow independent re-
cording of course and instructor informa-
tion. This is called the insertion anomaly .1 
Conversely, under the file structure out-
lined above the removal.of the last biblio-
graphic item for a given course would de-
lete all references to that course and its 
instructor. This is called the deletion anom-
aly. 2 
Modifying any of the data elements cre-
ates some unique problems. For example, 
updating an instructor's phone number 
would require searching through the entire 
Reserve file, looking at all the repeating in-
structors' names, and updating the phone 
number wherever the appropriate instruc-
tor's name appeared. The same procedure 
would apply to updating the data elements 
for either the course or the bibliographic 
item. There might be several occurrences of 
each entity in the file, and each occurrence 
would have to be updated or the data 
would be out of synchronization. Because it 
is easy for some occurrences of a data ele-
ment to get out of synchronization with 
other occurrences, this problem is called 
the update anomaly.3 · 
The consequences of the "master record" 
approach to file design are that data ele-
ments are bound in inflexible combinations · 
with other data elements, that. riew needs . 
require completely new file design, often · 
with the replication of existing data, and 
that files cannot be shared among different, 
but related, applications. The practical.·. 
consequences of this are both economic (in-
creased programming costs) and temporal 
(later implementation dates). 
NORMALIZATION 
One method of designing databases to 
avoid the problems of the "master record" 
approach is to use normalization, a process 
for designing file structures so that they are 
independent of a particular application. 
Such independence makes files more modu-
lar and hence less subject to change when 
new applications are developed. This 
means that existing files may be shared 
among applications·, that less program-
ming and maintenance time will be re-
quired, and that programming projects 
will be completed sooner. 
Normalization is a method of construct-
ing files that eliminates the problems of re-
peating data .elements and the insertion, · 
deletion, and update anomalies. The prin-
ciple behind normalization is that file de-
sign should be based upon the relationships 
between the data elements rather than· 
upon the application that the files serve. 
Observing this principle in the design of file 
structures makes them independent of any·• 
specific application. The process of nor~·· 
malizing a file involves defining the rela-
tionships between the data elements and 
"decomposing" the data elements into a se- . 
ries of files based upon those relationships. 
There are at least three steps to this process, .' 
each of which results in a further refine- · 
ment of what is called a normal form. Let . 
us use the Reserve file described above toil-
lustrate how decomposition may be used. . 
· PRIMARY KEYS 
Before proceeding to decomposition, 
however, it will be necessary to explain the 
concept of a key, or, more specifically, of a 
primary key. In the normalization process, 
a key is that data element or group of ele-
ments that uniquely identifies a particular 
entity. It distinguishes that entity from all 
others of its type. If we apply this concept to 
the Reserve file, we can say that the call 
number and semester taken together are 
the key for each record because together 
they uniquely identify any record in the Re-
serve file. According to the conventions of 
normalization, data elements used as keys 
may be starred in file descriptions: 
·.RESERVE ("Call number;Author, Title, 
•semester, 
Course number 1, Course name, 1, Instr. name 
1, Instr. phone 1, 
Course number 2, Course name 2, Instr. name 2, 
Instr. phone 2) 
DECOMPOSITION AND THE 
THREE NORMAL FORMS 
The process of decomposition starts with 
the principle that the data elements in each 
record should be atomic, that is, there may 
be no repeating elements. Accordingly, re-
peating data elements should be removed 
from the master record and placed in a sep-
arate file with an appropriate data element 
as key. Once all repeating elements have 
been removed, each of the data elements in 
the record is said to be atomic and the rec-
ord is in first normal form (lNF). 4 
In order to bring the reserve records into 
conformity with first normal form, the 
course number and name and the instruc-
tor's name and phone number should be re-
moved and placed in a file called Course. 
Since there is a relationship between the 
bibliographic items and the· courses they 
serve, the course number is retained in the 
Reserve file as part of the key. The compos-
ite key of the Reserve file now defines a re-
serve record as a bibliographic item (repre-
sented by a unique call number) on reserve 
for a certain course ( course number) during 
a given semester. The Course file indicates 
that a certain course has a certain title and 
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is taught by an instructor with a certain 
phone number. Each data element is now 
atomic and all the files are "flat." 
RESERVE (*Call number, Author, Title, 
•semester, •course number) 
COURSE (*Number, Name, Instructor's name, 
· Instructor's phone) 
Removing repeating data elements from 
the master file simplifies the file structure 
and partially solves the problems of inser-
tion, deletion, and update. The course data 
are grouped together in one file, and the 
bibliographic data in another. However, 
the· process is not yet complete because the 
principles of normalization predicate that 
the data elements in a file should be fully 
dependent upon· the key. 5 In the Reserve 
file the bibliographic data elements (author 
and title) are dependent upon part of the 
key (call number) and not upon the semes-
ter or course number, which also constitute 
1 
the key. Hence the nonkey elements should 
be moved into a separate file with their own 
key. This results in a state called second 
normal form (2NF). 
RESERVE (•Call number, •semester, •course 
number) 
COURSE (•Number, Name, Instructor's name, 
Instructor's phone) 
ITEM (·Call number, Author, Title) 
The principles of normalization also 
specify that all nonkey elements in a file be 
dependent only upon the key and.not upon 
some intermediary element. 6 Note that in 
the Course file the phone number of the in-
structor is dependent upon the instructor's 
name, which in tum is dependent upon the 
course. This kind of relationship is called,a 
transitive dependency. This relationship 
should be corrected by moving the instruc-
tor's phone number into a separate file with 
its own key. Once that has been done, the 
file structure is said · to be in third normal 
form (3NF). 
RESERVE (*Call number, •semester, •course 
number) 
COURSE (•Number, Name, Instructor's name) 
ITEM"(*Call number, Author, Title) 
INSTRUCTOR (•Name, Phone) 
It is possible to become even more rigor-
ous through the application of Boyce-Codd 
J 
296 Information Technology and Libraries I September 1984 
normal form (BCNF) and fourth and fifth 
normal forms ( 4NF and 5NF). 7 One could 
ask, for example, whether in the file Item 
the title is dependent upon the author 
rather than upon the call number. Alterna-
tively, one could propose that the call num-
ber is a function of the title or author/title 
instead of vice versa. However, for most 
purposes, reducing files to third normal 
form is sufficient to achieve the strength 
that comes with modularity. With the 
structure outlined above, it is possible to 
carry out the staridard insertion, deletion, 
and update functions without causing the 
anomalies that would have resulted from 
the original design. 
THE ELIMINATION 
OF ANOMALIES 
Let us look at the anomalies that have 
been eliminated. Remember. that in the 
original design updating an instructor's 
phone number would have required 
searching through the entire Reserve file, 
. looking at all the instructors' names, and 
updating the corresponding phone number 
wherever the appropriate instructor's 
name appeared. With the normalized set of 
files, updating a phone number requires 
finding only a single record in the Instruc-
tor file and modifying it. The same applies 
to updating elements for the bibliographic 
item or the course information. Only one 
record for each entity exists in the fully nor-
malized file set, which simplifies updating 
a record. 
Likewise, the normalized file set does 
away with the insertion anomaly. If a new 
course is being offered, the original file 
st~ucture would have been unable to take 
note of it until at least one bibliographic 
item had been placed on reserve for it. In 
the normalized file set, it would be possible 
to record a new course or any new entity, 
including an instructor or a bibliographic 
item, without creating a reserve record for 
it. A reserve record could be created at the 
time it was needed to indicate that a spe-
cific item had been placed on reserve. 
In like manner the normalized file set 
eliminates the deletion anomaly. Under the 
original file structure, the removal of the 
last bibliographic item for a given course 
would delete all references to that course 
and its instructor. In the normalized file 
set, a reserve record may be deleted with-
out affecting the status of the bibliographic 
item, instructor, or course entities. This 
means that information for those entities 
may be kept in the database and used only 
when needed to construct a reserve record. 
This would provide a significant decrease 
in data entry time. 
CONCLUSION 
The principles of normalization were an-· 
nunciated in the early 1970s by E. F. 
Codd. 8 Codd used them as the mathemati~ 
cal foundation of relational database man-
agement systems. However, it has become 
clear that the principles of normalization 
may be applied to any computerized file 
structure with beneficial results. 9 
With normalized files, changes to the file 
structure will not require substantial rede-
sign because unrelated data elements are in 
separate files rather than tied together in 
accordance with the old "master record" . 
concept. Second, there will be fewer data . 
elements throughout the entire file set be-
cause repeating data elements have been 
eliminated. Third, new applications will . 
need a minimal number of new data ele-
ments because existing data elements and , 
files may be shared. Fourth, because data 
elements are more flexible, new programs 
are easier to write and existing ones are eas-
ier to modify. 10 · 
These benefits are not achieved 1withouL 
cost, however. Most libraries with applica-
tions already in place will find that a mas-
sive redesign effort will be required in order 
to obtain the benefits of normalization. For 
static applications it may not be worth the 
effort required to redesign the database 
structure. However, for systems that are 
under development or being altered for one 
reason or another, normalization offers dis-
tinct advantages over traditional file struc-
tures, especially when used in coordination 
with modern techniques such as structured 
analysis and struct_ured programming. 11 
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