Requirements volatility is a major issue in software development, causing problems such as higher defect density, project delays and cost overruns. Software architecture that guides the overall vision of software product, is one of the areas that is greatly affected by requirements volatility. Since critical architecture decisions are made based on the requirements at hand, changes in requirements can result significant changes in architecture. With the wide adoption of agile software development, software architectures are designed to accommodate possible future changes. However, the changes has to be carefully managed as unnecessary and excessive changes can bring negative
DASANAYAKE ET AL. 3 cycle regarding development, evolution and integration [31] . software architecture design is inherently complex, and complexity is further increased because the architecture must address various stakeholder concerns [30] that may conflict with achieving software system development goals. According to recent empirical studies on software architecture design decision-making in industrial environments, software architects use experience, intuition and other informal approaches rather than using formal tools and techniques [16, 62] . Software architecture design is considered primarily as the software architect's responsibility [14] ; nevertheless, the active involvement of other stakeholders, such as software developers, product managers and customers, is crucial to better understand the criteria the architecture must meet. An important element of the architecture design process is recording architecture design rationale, as understanding the reasons behind a certain architecture design decision can be critical during software system maintenance and evolution [60] . Architectural technical debt refers to the consequences faced late in the software development process due to sub-optimal architecture decisions and trade-offs [38, 15] . Software teams accumulate architectural technical debt due to their own actions and due to external events related to natural software aging and evolution. Even though technical debt related to coding issues can be detected using various tools, architecture technical debt mostly remains invisible and grows over time [37] . Factors that contribute to accumulating architectural debt include uncertainty about requirements at the beginning of development, the introduction of new requirements during the software development process, time pressure, feature-oriented prioritization and specification issues with critical architectural requirements [41] .
The requirements and architecture are considered as "twin peaks" of software development as they are equally important and interdependent. The twin peaks model emphasize on iteratively carrying out requirement engineering process and building software architecture, in parallel, in order to achieve several benefits including managing rapid changes, uncover new requirements and accommodating existing Commercial Off-The-Shelf software (COTS) [48] . Even though the traditional waterfall model leads to freezing requirements before moving into design and making hard to change architecture decisions, in reality the changes can occur in both areas and they can affect one another [12] . Quality attributes which is also referred as non-functional requirements constitute the majority of stakeholder concerns and greatly influence shaping up the architecture. The interactions between quality attributes are among the main factors that should be taken into consideration during architecture design, as architecture either allows or precludes almost all quality attributes of a system [13] .
Software architecture design decisions are primarily based on architecturally significant requirements, which are critical to shaping system architecture [7] . While quality attributes take the large share of architecturally significant requirements due to their ability to affect the whole software system, it can also include functional requirements. Correctly identifying and classifying architecturally significant functional requirements is also critical for an architect to make informed decisions [45, 6] .The modern iterative software development approaches facilitate close interaction between requirements and architecture and help making rapid adjustments. Terms such as continuous design [55] or evolutionary architecture [20] are used for building software architectures that can be evolved with changing conditions and it is integral part of agile software development [44] . Regardless of the adopted software development approach, the dependencies between requirements and architecture influence and constrain software development and maintenance, and shape the way software systems are built, changed and evolved [43] .
| Motivation
Understanding and anticipating the inevitable changes occur during software development is necessary to ensure that the software product reaches the desired satisfactory levels amid the changes [50] . Despite requirements volatility is treated as a single phenomenon, in reality, different factors can lead to different types of volatile requirements and bring different implications [47] . Hence, it is important to identify the factors that cause requirements volatility, the possible impacts and the relationships between them. Even though requirement changes were frowned upon during the pre-agile era, new realities of software development demands using them as an opportunity to improve the software product [9] . However, all the requirement changes do not bring equal value to software product. While inevitable situations such as addressing evolving user needs or adopting to dynamic market conditions justify the cost of changes, it should be attempted to minimize unnecessary changes that are resulted due to process, practice or organizational issues.
Despite the major shift from building complete architecture up-front to agile friendly evolutionary architecting [20] , maintaining right balance between initial architecture and its evolution during the software development process is critical to the success of software project [1] . Making excessive changes into architecture over the time can make software architecture complex, consequently costly to build and maintain [56] . It also undermines the architecture's ability to guide software development according to the overall vision. As software teams play a critical role in making architecture decisions [16] , their awareness on different aspects of requirements volatility allow them to make informed decisions on accommodating architectural changes. The decisions to incorporating changes have to made carefully as they can bring both negative and positive consequences [17] .
Motivated by the reasons mentioned above, this study aims to achieve two main objectives. The first objective is to study phenomenon of requirement volatility with reference to software architecture. The second objective is to understand the management of the requirement 4 DASANAYAKE ET AL.
F I G U R E 1
The major steps of the case study process and the key activities carried out during each step.
volatility during the process of architecting in software teams. The factors that cause requirements volatility, its implications on software architecture, and the relationships between them, have been identified in order to achieve the first objective. Even though the research literature provides number of possible sources of requirement volatility [47, 19, 24] as well as the possible consequences [63, 49, 32, 40, 57] , this study specifically looking into the factors and implications from the point of view of software architecture. The actions taken to achieve the second objective are two fold; studying the current state of requirement volatility management and identify the possible steps to improve the current situation. Overall, this study aims to collect empirical evidence to derive fresh insights on the interaction between software architecture and requirement volatility in a modern software development setting.
| CASE STUDY
Both of the two main focus areas of this study; requirements volatility and software architecture, are heavily influenced by their operational context [61, 25] . Therefore, capturing the contextual information is essential to fully understand their behavior. Case study method is well suited for researching real life phenomena in its natural context, especially when the boundaries between phenomenon and context are not clear [65] . Hence, it was decided to select case study as the preferred empirical research approach to study requirements volatility and software architecture in an industrial setting. Since the impact of requirements volatility on software architecture in not a widely studied research topic, exploring the phenomenon and seeking new insights are the main purpose of this study. Therefore, an exploratory research strategy will be followed in this case study. The guidelines provided by Runeson et al. [52] to conduct case study research in software engineering, was used as the primary source of reference for planning and execution of this study. Figure 1 illustrates the main phases of case study process and the highlights of each of these phases. The following sub sections describe the each phase in details.
| Case study design and preparation
Having a comprehensive case study design that covers different aspects of the study is vital to successfully conducting a case study [52] . It was observed that the case study design not only helps to advance according to a plan, but also useful to clarify and formulate research objectives and other relevant ideas. The case study design used in this study consists of the following elements: theoretical framework, study objectives, research questions, case selection, unit of analysis, case description, methods of data collection, methods of data analysis, DASANAYAKE ET AL.
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TA B L E 1 Main themes of the interview guide and selected example questions related to each theme.
Interview theme Example questions

General information
Could you please provide a brief introduction about the company?
How are the teams organized within the company?
What is the composition of your team?
Software Development Process Please describe the software development process followed in your company?
Please specify the phases of software development process followed in your current project ?
Requirement Management What kind of information is gathered when customers are contacted?
How do you ensure that customer request is correctly understood?
How are requirements prioritized?
What kind of requirements management tools are utilized and what are their greatest challenges?
Software Architecture Please describe the software architecture design phase in your project?
How do you take consider quality attributes during the software architecture design?
What are the documents used or produced during the architecture design?
Challenges and Solutions What are the main challenges relating to requirements management?
What are the challenges associated to collaborative [architecture] decision--making?
How would you improve the current way of working?
and validity aspects. While this list is ordered based on the general time line of the actions related to each element, it was not always taken place as a linear process. For example, formulating research questions progressed in iterative manner over a considerable period of time and the research questions were fine tuned even at very late stages of the study. Overall, case study design was constantly modified and kept up to date as the study progress.
A literature review was conducted in order to study the existing research on the subject in order build a theoretical framework. The introduction and background sections of this article are mostly based on the results of the literature review. The results of the literature review were utilized to formalize the objectives of the study and the research questions that are derived from them. This study aims to answer four research questions. The first two research questions were design to fulfill the objective of understanding requirement volatility with reference to software architecture. And the last two aim find out the management of the requirement volatility in software teams during the process of architecting. The final version of the research questions are as follows:
RQ1: What are the factors that contribute to requirement volatility? RQ2: What are the implications of requirements volatility on software architecture?
RQ3: How well do the software teams identify the presence of requirements volatility and the factors that contribute to it, and prepare to address its implications?
RQ4: How do software teams mitigate the negative implications of requirements volatility on software architecture and prevent their recurrence ?
After formulating the initial plan, a case study proposal was sent to the case company. Since case company showed interest to further discuss about the study, the researchers and the company representatives started discussing about the practical arrangements. The company's interests are also incorporated into the case study objectives and overall case study design. Since software architecting is increasingly become a collaborative group, it was decided to use software teams as the unit of analysis. Fifteen software experts were selected to be interviewed based on the following conditions: each of them should represent a different software team, together they should cover all the major units of the case company, each of them should involve in architecting during their regular tasks and they should be available for an interview during the period of data collection. In addition to the information provide here, data collection, data analysis and validity aspects of the study are discussed in the respective sections below.
| Case context
The case study was conducted in a company with more than 900 employees in 25 offices worldwide. However, the product development is mainly done in three countries. The case company is a provider of comprehensive software solutions to both private and business customers 6 DASANAYAKE ET AL.
TA B L E 2 Basic work-related information of the interviewees participated in the study. 
ID
| Data collection
An interview guide, which consisted of the set of open ended questions grouped into different themes, was prepared to guide the interviews.
As shown in (cf. Table 1 ), the interview guide 1 consisted of the following themes; a general information, software development process, requirements Management, software architecture, and challenges and solutions. The background questions covered the general information such as the experience of the interviewee, typical project and team composition as well as company description. The software development process theme covered the overall development life cycle. Rest of the themes were designed to go into a deep discussion about requirement engineering and software architecture design activities. The final part targeted, the various challenges faced by the interviewees and the possible solutions from their perspectives. A pilot interview was conducted to test the interview guide as well as the interviewers approach.
The participant of the pilot interview had a long history working in industry as a software developer and a software architect. In addition, the feedback received from the company representatives was also used to improve the interview guide. The reviewers of the questionnaire and the pilot interview participant did not participate in the actual case study.
Fifteen semi-structured, thematic [26] interviews were conducted with software experts as the primary method of data collection. All the interviewees acted as software architects in their respective teams even though not all of them are titled as architects (cf. Table 2 ). The
The major themes and sub themes used during the data analysis.
interviewees were selected to represent all five units in the company's technical organization. Interviewees have different levels of work experience, are active in various projects. The experience given in (cf. Table 2 ) reflects the years of experience in software development in industry. The interviews lasted from one to two hours and were conducted by two researchers. Twelve of the interviews were conducted face to face (F2F) at case company sites and three via Skype. Interviewees were provided in advance with the list of interview questions, which was used as a guide, and more detailed questions emerged during the interviews.
| Data analysis
The interviews were professionally transcribed and fed into NVivo, a qualitative data analysis tool, as the starting point of the data analysis.
None of the respondents was a native English speaker. Therefore, it has been necessary to correct some minor language errors to ensure a proper message. The researchers went through each of the transcribed interviews and labeled the relevant information using a predefined set of themes based on the interview guide. Initially, there were the limited set of themes based on the research questions and as the process going forward, new themes were emerged and the sub themes were also created. The themes used during the data analysis are shown in Figure 2 . The themes are not mutually exclusive and the same data can be labeled with multiple labels belong to different themes.
A strict privacy policy was followed that described all necessary elements of the case study while protecting the integrity of the company and individuals [5] . Interviewees' identities are protected by, for example, using aggregated information instead of presenting interview excerpts and by avoiding use of corresponding IDs in tables. The topics represent the aggregated viewpoints of the respondents throughout the interviews. The issues mentioned only by a single interviewee have not been included in the results, as they were considered not expressing shared understanding among software architects. Quotes from interviews are attached with the relevant results as quotes provide insights for collected empirical evidence. However, to protect the integrity of the respondents the quotes are not labeled by the respondent ID.
| SOFTWARE DEVELOPMENT PROCESS IN THE CASE COMPANY
Software development practices in the case company are quite informal and vary from team to team. The company has a long history with various lean and agile software development approaches. At the moment, there is no company-wide software development approach.
Software teams are free to select their own approaches unless there are specific restrictions such as customer preferences. Software teams tend to create their own approach by selecting and combining various agile and lean practices, including following sprints, maintaining product backlog and using Kanban boards. Although interviewees' have responsibility for software architecture design, their involvement in requirements engineering is limited to occasionally providing expert opinion. Thus, interviewees' understanding about requirement engineering is not as extensive as is their knowledge of software architecture design.
In the case company, the life cycle of each product is managed separately. The team that has the responsibility of managing product is referred as "Product Management". They make the decisions about the product from its conception to delivery. They are also responsible for managing the maintenance and the evolution of the product. That includes managing different variations of the products across different platforms such as desktop, mobile, and web, as well as services supporting that products. In order to do that, product management create the product road maps and figure out the high-level product requirements. However, the direct interactions between the product management and the actual software teams that develop the product is quite limited. The product owner is the one who act as the link between the software team and the product management. In addition to conveying product management's vision and requirements to software team, product owner works together with the team to make sure that the developed product fulfills that requirements. From the point of view of the software team, product owner is the internal customer who represent the needs of the actual customer.
| Requirements Management
Software architects are not directly involved in customer requirement elicitation and analysis. In the case company, elicitation is accomplished by using techniques such as focus groups, beta testers, and direct customer communication. Occasionally, customers' ideas are expressed at so abstract a level that they can hardly be translated as requirements. On the other hand, it is possible that requirements will be stated as full-scale technical specifications. Customer needs are clarified during the requirement analysis. The product owner is the link between the software team and product management. In the case company, the term "Product Management" is used to refer the team of that make the decisions about the product road maps and figure out the high-level product requirements. The product owner has the responsibility to communicate with the product management to identify the product requirements and then convert them into user stories together with the software team and monitor their progress. For the majority of interviewees, the product owner is the sole connection point to requirements elicitation and analysis phases. During the clarification process, software architects are occasionally consulted to define the technical feasibility of requirements and to choose the best implementation solution. At this phase, requirements volatility factors include changing customer needs and evolving technological understanding.
Jira -the issue and project management tool is the main medium for documenting requirements, which usually are expressed as features or backlog items. In addition to the primary Jira, legacy and team-specific tools and sticky notes are used to communicate tasks, store customer information and document decision rationales. The level of details in information on requirements varies depending on a product and a team. Sometimes, only a feature name is recorded, but at the other extreme, descriptions include even the contact information of the relevant technical specialist on the customer side. In the case of private customer products, requirements are created by experts based on a foreseen market. Usually, the creator of a requirement is recorded, but sometimes it is not known whether the requirement originated with a customer or an internally identified technology gap. Interviewees stated that they sometimes needed more technical details or contextual descriptions to be able to choose the best implementation alternative. Big corporate customers may have strict requirements about formal documentation to be delivered to the customer. Interviewees pointed out that a requirement description is always a compromise between level of detail and time available for the task.
The product management is responsible for prioritizing requirements by taking into account the factors such as company strategies and the importance of the customer. The dominant factor considered while prioritizing requirements is the customer. The bigger the customer, the higher the priority of its requirements. Even though some features are technically feasible and could contribute improving the product quality in the long run, it may be very difficult to reject a request of a customer, especially if the customer is very important to the company.
Other factors taken into account when setting requirement priorities include development cost, feature size, product road map, criticality and external audit results, which are publicly available and used to rank the solution providers in the domain. Interviewees were involved in requirement prioritization by proposing product improvements and project scoping meetings. Most interviewees mentioned having faced challenges with changing requirement priorities. As the backlog is updated frequently, changing priorities contribute to requirements volatility.
| Software Architecting
Since the majority of the teams follow agile and lean approaches, the design and implementation are done iteratively, leading to a shorter design phase than in the traditional waterfall approach. The software architecture design process typically starts with backlog review meetings between the team and other relevant stakeholders. The objective of these meetings is to reach a consensus what needs to be DASANAYAKE ET AL. 9 developed to fulfill requirements. While the team is generally represented by senior members during the initial meeting, it is possible that the whole team is involved from the beginning. Once the basic architecturally significant requirements are understood, the team creates a design proposal, which is delivered for review. The review is done at different levels, depending on the scale of the project or its dependencies to other products. Once decisions are made, the team is free to begin development and has the flexibility to make minor changes to the design. If the design must be altered considerably, the evaluation of the alterations is escalated. software architecture designs and decisions taken during discussions at various levels are recorded using several methods. Even though the interviewees claimed that they have maintained some type of design documentation, attention to documenting design appears to be inadequate. The majority of teams use tools such as Wiki or Jira instead of traditional design documents to store their architecture decisions.
| ORIGINS OF REQUIREMENT VOLATILITY -CONTRIBUTING FACTORS
The first research question (RQ1) is answered in this section by describing the factors that contribute to requirement volatility. Ambiguous requirements, changing user needs, dynamic business environment, external dependencies, information distortion, ineffective communication and change of personal are the main factors that are identifies as contributors to requirement volatility. Based on the nature of each of these factors, it's possible to recognized three different groups of them. The first group is the factors related to information management.
Ambiguous requirements, information distortion and ineffective communication can be grouped into that as they all are related to inability to obtain necessary information. Then another two factors, changing user needs and dynamic business environment can be places into a single group as the factors related to operational business domain. Finally, external dependencies and change of personnel can be place in the uncontrollable factors group as the software team doesn't have any control over them. While some of these factors are directly responsible for bringing changes to existing requirements or adding new requirements, the others' role in that regards is not visible at the first glance. Rather than changing requirements at a given point, they can degrade the quality of requirements over a long period time and gradually increased the requirement volatility. The descriptions of each identified factor and evidence of their presence are given below. 
| Ambiguous requirements
| Changing user needs.
The case company provides multiple software products for various customer groups and frequently comes across changing customer needs.
As most of the requirements for private customer products are decided within the company, corporate customers are the main source of requirements changes. The long-term business relationship between corporate customers and the company makes it difficult to refuse to adapt to changing customer needs. 
| Dynamic business environment.
The company operates in a dynamic business domain and must adjust its strategies for accommodating development in that domain to stay ahead of the competition. The severe market situation requires constant changes in requirement priorities. As most of the company's private customer products run on smartphones where the operating systems are highly fragmented and subjected to frequent changes, the company has to make frequent changes to their products to accommodate those changes. 
| Information distortion
Majority of the software teams in the case company have no interaction with the actual customers. They receive the requirements from the product owners or some other source within the organization. In some cases, information originated from the customer has to flow through several different external and internal units before reaching to the development teams. The information are subjected to be distorted in each of the handover and the greater the distance between the customer and the development team the higher the level of possible distortion. 
| Change of personnel
Changes within the software team and other stakeholders that are actively involved in software development process contributes to requirement volatility. As mentioned above, many software teams state that the requirements descriptions are ambiguous and not well documented. Hence the software architects have to rely on the individuals with the domain knowledge to acquire and maintain this information. However, constant change of personnel leads to loss of this knowledge.
"I've been three years in this process and this is the third product owner. So, they don't know the product. They don't know the platform and they don't know what we can implement."
| REQUIREMENT VOLATILITY IN ACTION -IMPLICATIONS ON ARCHITECTURE
This section provide answers to the second research question (RQ2). Interviews revealed several implications of requirement volatility that adversely affect software architecture. They are time and resource management, stakeholder synchronization, architectural technical debt, architecture documentation, tracing design rationale, maintaining quality attributes and architecture complexity. While some of these implications directly affect the architecture itself and the others affect the process of architecting, which deals with conceptualizing, building, maintaining and evolving the architecture. Even though we only considered the implications on the architecture in this study, the issues related to time and resource management, stakeholder synchronization and maintaining quality attribute cam negatively affect whole software development process and the resulted artifacts. It should be noted that requirements volatility is not the sole reason for the identified implications on software architecture as there are many other reasons including contextual, process and organizational factors affect their severity. However, requirement volatility was highlighted as one of the main contributors. The subsections below describe each of the identified implications in details.
| Time and resource management
Typically, requirement clarification takes considerable time in the case company and because of that, architects receive requirements very late in the project. This causes challenges in scheduling both on the team level and the organisational level. On the team level, the later the architects receive the requirements, the less time they have to design architecture. Most of the software teams use prototyping as one of the main technique to decide between the possible architectural alternatives. Since change in requirements make previous architecture decisions redundant, the team has to put an effort to make a new round of prototypes. In the organizational level, the management creates development plans quarterly. The aim is to have two forthcoming quarters planned to provide an overall idea about what should be achieved in six months. However, quarterly plans are subject to change. Often, when a quarter begins, the schedule applies for only a couple of weeks, and then the content must be re-planned. In the worst cases, priorities change daily, in which case, architects have no choice but to work on the item at hand and then take the next one on the backlog list, which might be different the next morning. 
| Stakeholder synchronization
Stakeholder dependencies are one factor causing requirements volatility, which, in turn, causes synchronization issues. Interviewees noted that sometimes they are unable to deliver products on time due to delays in other units. Beside inter-unit synchronization issues, teams in the same business unit but at different development sites have synchronization challenges caused by lack of physical proximity.
Synchronization needs and development dependencies also influence the tools used. Jira was used for project management, requirement descriptions and bug fixing. These activities require very different tool functionalities, which are supported only partially. For example, maintaining the backlog within a project and following feature development work well, but cross-project management, such as moving a feature from one project to another, is not supported. 
| Architectural technical debt
The company's requirement prioritization criteria are strongly business driven, favouring market needs over architectural considerations.
Overlooking architectural aspects when prioritising requirements accumulates architectural technical debt. As architects are overwhelmed with volatile requirements, they are not necessarily able to find out the optimal architectural design choices. Specifically, prioritising functional requirements over non-functional requirements is a major issue, as non-functional requirements are the majority of architecturally significant requirements, and neglecting them leads to sub-optimal architecture design.
"I think the biggest driver usually for getting something prioritized really fast is money. So if the customer is big enough and the expected income is big enough, [case company] will run through hoops. . . , for smaller customers even if the smaller customer is asking for something that makes much more sense. So I think that, the primary driver is economic. So instead of doing feature development, we kind of get overridden by the [business customer] deliveries all the time, because that's where the money comes from."
| Architecture documentation
The interviewees understand the importance of documentation as it helps them to preserve and share knowledge, specially during the later stages of software development life cycle. While many interviewees claim that they have started some form of documentation at the beginning of the project, later they find it difficult to maintain design documents as they require frequent updates due to the volatile requirements. In most cases, documentation is limited to information stored in Jira and code comments. 
| Tracing design rationale
As every element of software architecture is a result of a decision made to address an explicit or implicit requirements, it should be possible to trace back to related requirements during the later stage of the software development process. Recording design rationale, the reasons behind a given decision while making an architecture decision is a vital activity that facilitate the traceability. However, requirement volatility not only discourage software teams from recording it but also muddle the information that are already recorded. Even though Jira supports current need to some extent, there are major issues with outdated and unstructured information, broken links and inability to trace decision rationale. 
| Maintaining quality attributes
Even though there are large variations in emphasize on quality attributes between the different teams, every interviewee stated that they always consider quality attribute to some extent. Software teams are facing many issues related to integrating quality attributes as they are stated implicitly and ambiguously among the requirements. Most of the time it's up to the software team to define, integrate and maintain quality attributes. Maintaining quality attributes has increasingly become difficult when the volatility of requirements are greater. Since the quality attributes cross-cut through many parts of the software system and they are intertwined with many other requirements, every change in requirements can potentially impacts quality attribute.
"Maintaining that kind of system is a lot of work and quite often someone forgets to check the results after a change. Usually it takes a long time for us to discover that there has been a performance regression, unfortunate as it is."
| Architecture complexity
When future requirements are unclear, software architects have two possible paths to design the architecture. One option is building a full scale initial architecture that is flexible enough to accommodate most of the future requirements. In this case, the complexity of the architecture is high and it also requires more time and other resources to implement it. While it helps to easily address the future requirements, building and maintaining a complex software system is an error-prone process. The other stated option is keeping architecture simple and evolve it as time progress and new requirements received. While most of the teams tend to follow the second option as it's well aligned with agile principles, there are some teams that opts to follow the first option. 
"Our solution is quite flexible. In the sense, that means they are quite complex. Because you should be able to enable different features whenever our operator customers wants"
| RELATIONSHIPS BETWEEN FACTORS AND IMPLICATIONS
| DIAGNOSING REQUIREMENT VOLATILITY -IDENTIFICATION AND READINESS
The goal of this section is to answer the third research question (RQ3) by identify the presence of requirement volatility, the factors contributed to it, its implication on each software team and their readiness to handle those implications. Despite being part of the same case company, each team has different combination of characteristics such as project type, stakeholders and team culture that differentiate it from the other teams. Hence, impact of requirement volatility on each team is different. While identification of possible factors and consequences of requirement volatility in each team is important, it alone doesn't ensure that software teams are ready to face the implications and mitigate the challenges posed by them. Table 3 , contains information on factors of requirement volatility and implications of requirements volatility and readiness of each team to handle those implications.
| Identifying the requirement volatility, factors and implications
Every software architect participated in the study has recognized requirement volatility as a part of the daily software development process Among the implications to software architecture, documentation is the area that is greatly affected, followed by tracing design rationale.
Similar to the situation in the factors, both of these are also closely related. Documentation appears to be an issue in large majority of the teams. While some of them are concerned about it, others consider it as the norm regardless of the consequences. After that, complexity is an issue for considerable number of the teams and the main reason appears to be integrating a large set of features into the software.
Time and resource management and synchronization between the stakeholders are present among little above 1/3 of the studied teams.
Architecture technical debt and maintaining quality attributes are considered as implications by only a small number of teams. Overall it appears that managing communication, collaboration and documentation are the most important aspects for the software teams dealing with requirement volatility.
| Readiness to handle the implications
The readiness of each group to handle the implications of requirement volatility, is categorized into three groups: positive, neutral and negative. The software teams who actively anticipate requirement volatility related challenges and are confident that they can handle them, are categorized as "Positive" in the readiness level. As example, the following remarks are made by the members from some of the teams belongs to this category. The readiness level "Neutral" is assigned to the teams that don't necessarily see requirement volatility as an issue for their team.
Even though requirement volatility factors and some of the possible consequences are visible, they don't consider those implications as results of requirements volatility. This view can be justified as there are many factors other than requirements volatility that brings similar implications. It is also possible that they accept those consequences as a part of the normal software development process and don't see a need to deal with them. The teams who are unable to take any actions despite suffering from the negative consequences of requirements volatility are categorized into "Negative" readiness level. This can result due to various reasons including the reasons that are beyond the control of the respective team.
"We do have a long list of prioritized items that we should work on. In practice, sometimes requirements come on the fast lane and then we just need to work on those because some corporate customer is requiring this and that and then we just need to work on that even though it's not a priority from product perspective or from engineering perspective, but since it's just so important from sales perspective that we just have to do it." "Normally requirements are prioritized by product owners. And also, sometimes there are escalations from support for instance and some firefighting. Especially our team maybe, actually, we can't use Scrum basically because our priorities change all the time. We basically get the next item and work on it."
Closer to a half of the studied teams (7/15) have a neutral attitude towards requirement volatility. Even though they see some consequences, they don't consider it as a pressing issue. The rest is divided equally among those who think that they are well equipped to handle the requirement volatility and the other who are unable to solve the requirement volatility despite being affected by the negative consequences of requirements volatility.
| ADDRESSING IMPLICATIONS OF REQUIREMENTS VOLATILITY -MITIGATION AND PREVENTION
This section answers the final research question (RQ4) by discussing how software teams mitigate the negative implications of requirements volatility on software architecture and prevent their recurrence. The discussion focuses various organizational, process and tooling changes to reduce the severity of the implications and eliminating the factors of requirements volatility to prevent or minimize occurrence of requirements volatility, in relation to existing scientific knowledge in the light of the empirical data gathered from the case company. This two pronged approach not only helps to overcome the implications of requirement volatility related challenges in short term, but also brings long term benefits to the software teams by eliminating the primary source of these implications.
| Mitigating the implications on software architecture
As previous sections have described, the correlations between the factors and the implications can be identified. How ever, the evidence from this study is not sufficient to suggest any causal relationships between them. Therefore, there is no definite solution to address each identified consequence. While eliminating all the possible factors appears to be the obvious solution, the impact should be carefully evaluated as it can lead to unexpected results.
Software teams should be encouraged to improve the documentation practices and recording design rationale by providing adequate tools [60] . In addition, a company-wide methodological approach to recording design rationale and maintaining necessary documentation should improve the quality of documentation and traceability of design rationale. As scheduling issues appear at the team level and at the organizational level, addressing them must be undertaken at both levels. At the team level, the situation could be improved by, for example, assessing the suitability of the elicitation techniques used and the adequacy of the requirement information collected. According to Hickey and Davis, an elicitation technique should be chosen based on the problem, solution and project domain characteristics as well as known requirements [27] . On the organizational level, one solution could be to include a sufficient buffer [23] for planned releases as a response to requirements volatility. According to feedback from interviewees, interaction among team members located at various sites is not adequate, despite using various communication tools. When it comes to distributed teams, just maintaining work communication among team members is insufficient. The performance of distributed teams is affected by networking within the team and trust among members [58] .
Lack of visibility among business units was mentioned constantly during interviews as hindering synchronization among business units. While separations among business units may be necessary to organizational management, they cause several negative results in software architecture design, the main one being the possibility of duplication of work, as the teams are not aware of each other's work.
Considering the amount of human resources and talent in the case company, there are good opportunities for knowledge-sharing among engineers. Even though the technology council and company-wide steering group can prevent the large-scale duplication of effort, work still can be duplicated on the micro-level. Closer interaction among software teams in various business lines will facilitate the identification of resources suitable for a given task and, hence, get it done more efficiently. Since individual business lines evaluate their own performance, collaboration with other business lines might not be high on their agendas. However, in the long run, business lines and the company as whole can benefit from a transparent approach.
Taking the views of software teams into consideration during the prioritisation process can contribute to reducing architectural technical debt considerably. Since it is the software architects' responsibility to recognize the architecturally significant requirements that include non-functional requirements and their effects on overall software system architecture, architects are in the best position to identify factors causing debt and manage them to minimize accumulation of architectural technical debt [62] . In the context of iterative software development, addressing architectural technical debt as a separate backlog item can ensure that it is addressed properly, as otherwise, the cross-cutting nature of non-functional requirements makes it difficult to address them properly at any given point [46] . Improving traceability across the software development process is important to understand the implications of changing requirements for software architecture and assessing possible architectural debt [34] .
The existing tool chain of the case company, including Jira, Wiki and a version control system, can be used as a pragmatic solution to help mitigation the impact of requirement volatility. Since the tool chain is already in use, it doesn't cause any additional burden of tool maintenance and support. Among those tools, especially, the proper use of Jira can help to mitigate many identified issues as it was widely used by the software teams in the case company throughout the software development process. Jira facilitates structured recording of requirements, refining them into different hierarchical levels such as epics and stories, and linking them based on various dependencies.
Those functionalities can be used to make sure that requirements are properly collected and documented. The tool can also help maintaining traceability as the users can be navigate through various steps of software development process to link design and development tasks to corresponding requirements. The burned down charts and other resource management mechanisms available in Jira can help software teams to have some control on the issue of time and resource management. In addition, the tool chain can be also used to increase the visibility among different stakeholders as it allows them to refer to the information in the wiki, monitor the progress via Jira and the status of the existing software product using the version control system. However, to get the maximum benefit from the tools, it is important to educate engineers and provide necessary training. In addition, filling gaps in the existing tool chain or introducing a new tool chain that provides end-to-end tool solutions would help address identified challenges.
| Preventing the recurrence of the implications
Introducing advanced collaborative and communication mechanisms can improve the communication among distributed software teams [4] as well as customer communication issues [35] . At the same time, using multiple communication channels rather than a single communication channel can help avoid misunderstandings caused by cultural and language differences [54] . In the context of the case company, most of the time the information from the customer should pass via several stakeholders before reaching the software team and vice versa. Maintaining a direct communication between the software teams and the customer will bring several benefits including minimizing information distortion, reducing the waiting time and taking prompt actions, in addition to improving the quality of communication. A strong, mutually beneficial relationship between the customer and the development team is crucial to successfully managing changing customer needs [28] . While this helps to understand the customers' true needs and derive well-defined requirements from the beginning, it also allows developers to communicate the consequences of accommodating changes rather than blindly accepting them. Approaches to mitigate the effects of changing customer needs include eliciting gaps in requirement changes [51] and reusing existing requirements to identify the gap between elicited requirements and true user needs [3] .
As the software teams in the case company greatly depend on each other's work, their requirements are interconnected. Therefore, it was alarming to observe that identifying the dependencies between the requirements of various stakeholders sometimes was more wishful thinking than practice. Managing requirement dependencies is acknowledged as a challenging task [10] that may be addressed by supporting impact analysis [63] . As the product owners role is already proved to be very useful in coordinating the software teams with the other stakeholders including the internal teams in the case company, one approach could be to establish a product management team across business units that would have overall responsibility for managing projects that span business units, including resources, scheduling, priorities and such.
Interviewees provided contradictory opinions about how much information is available to them. On one hand, it was reported that at the beginning of a project, a significant amount of time is spent negotiating technical feasibility and clarifying actual needs, the intended behavior of the product and dependencies with other features. On the other hand, it was noted that if the available information is not too detailed it leaves room for creativity and allows discovering the best technical solution. Missing requirements early in the process causes the costliest fixes later in the development process [47] . The starting point for addressing requirement uncertainty is to evaluate what information is crucial to whom, why and when. This should be stated explicitly in the information fields provided for describing the requirement. Unnecessary default requirement fields should be removed. However, this is not sufficient, since the quality of the descriptions depends on the expertise of the writer. According to interviewees, POs or marketing personnel do not have enough technical understanding about the product to write detailed requirement descriptions. In addition, it would be a waste of time to write an extensive requirement description just to find out later that the requirement is not technically feasible. The impact caused by the lack of technical understanding of the people responsible for eliciting requirements can be mitigated through supportive means. One such way is asking probe questions to identify architecturally significant requirements from software requirement specifications [6] .
The twin peaks approach where requirements and architecture are developed in parallel [48] , could be used to address many of the issues described above. While the twin peaks model alone does not eliminate them, it can provide a basis that act as a catalyst for prevention process together with above mentioned activities. The frequent cycles that moves between requirements and architecture, can improve the communication as well as the clarity of requirements as it requires both requirements and architecture to be clarified frequently. It also helps minimizing information distortion as the distorted information can be corrected before it cause a long team impact. The twin peak approach allows software teams to react quickly, thus accommodate changes in user requirements more easily and address requirement prioritization issues caused by a dynamic business environment [29] . However, the application of twin peak model should be carefully planned with consultation of all the teams involved in the project as variations in design cycles can affect project scheduling and synchronization.
| THREATS TO VALIDITY
According to Yin [65] a construct and external validity as well as reliability are necessary conditions that have to be taken into account when conducting case studies. Internal validity has to be considered when conducting exploratory case studies. Yin [65] suggests using multiple sources of evidence, establishing the chain of events and having key informants to review case study report as tactics for ensuring construct validity in case studies. Internal validity can be addressed for example through considering a rival explanation and using logical models.
Throughout the case study, various steps were taken to mitigate the threats to construct validity. The interview guide reviews done by multiple researchers and representatives of the case company. In addition, a pilot interview was conducted to get feedback from an expert to further improve the interview guide. Two researchers were participated in the interviews to make sure the questions and answers are interpreted correctly. At the beginning of each interview, key terms related to the study were defined and discussed to ensure a common vocabulary among researchers and interviewees. At the end of the each interview two researchers had a brief discussion to clarify any unclear situations. Maintaining chain of evidence is critical to the validity of the study. Hence the data analysis tool NVivo was used to record and analyze data throughout the study. The data as well as the thematic coding used to analyses data has been reviewed by multiple reviewers during the study.
The results of the data analysis were presented in the case company in a workshop with the participation of the researchers and the interviewees. The interviewees were given the opportunity give their feedback about results and point out if there were any inconsistencies.
The possible ways to mitigate the issues and their practical implications were also discussed during the workshop. Later, the case study report was delivered to the case company representatives and the interviewees. All the recipients of the case study report were also requested to provide their feedback about the report.
Threats to internal validity must be taken into account when studying causal relationships. This study aimed to explore the challenges to software architecture posed by requirements volatility. Since software development is affected by several other factors, too,there is no clear causal relation between requirements volatility and software architecture challenges. The examples of these factors are technological changes and company strategies. However, this study addressed requirements volatility only.
External validity relates to the generalizability of results. Traditionally, it has been suggested that the generalizability of results from a single case study is rather poor [52] . However, the results of case studies may be extended to other cases that have common characteristics [52] . Seddon and Scheepers [53] , suggest that generalisation of results can be done based on a single case study as long as 1) a sample is carefully analyses, 2) relevant factors, which are true in a sample can be argued being true in larger similar context and 3) researchers seeking to generalize results discuss their findings in relation to prior studies [53] . Even though that provides the opportunity to Considering the context of the study it is expected that similar finding can be drawn when the following characteristics are present: a) globally distributed software development teams, b) a company operating in a dynamic market, c) a large company structured as autonomous units and d) serving a diverse customer base. Threats to external validity were taken into account by collecting data that can be used to characterize the subjects and case context. Examples of these data are experience of the interviewees in their field and in the company, team sizes, organizational structures and roles and the responsibilities related to them.
The main limitation of this study regarding generalisation is that all the data were collected from a single case company. So there can be many context dependent factors that influence the software development of the case company as well as the outcome of the cases study.
Since the case company consists of three different business lines and based on multiple development centers, cross analysis of data between the different business lines and development centers could have given opportunity to rule out some of the context dependent factors.
However, since there are many common company wide policies, practices and cultural elements, such analyze does not help to generalise the findings in the same way as replicating the study in a different case company. Considering that replicating this study in another case company is the best possible way to improve the claim for generalisability. That was carefully considered during the reporting to make sure that there are sufficient information related to the context as well as the case study process to carry out a successful replication.
| LESSONS LEARNED
The case study process provide the researchers with several insights regarding conducting a case studies in large scale software development organization. Even though the management of the case company was convinced that the outcome of the study would be useful to improve the overall software development process in the case company, many of the interviewees were not convinced that the study would bring any benefit to them personally. So they were reluctant to spent time providing information. Despite the assurance from the researchers that the information collected will be anonymous, many of the interviewees were concerned about the privacy and specially about providing any negative information regarding the current process. It should be also noted that non disclosure agreements (NDAs) prevented many of them providing information to some of the questions and real examples. Overall, the researchers managed to improve the efficiency of data collection as the study progress and collect good quality data to analyze.
The semi structured interview based data collection requires interactive discussion. However, some of the interviewees provided short
answers to the open ended questions and the researchers had to use different approaches to get the necessary information. The differences between the terminologies used by the researchers and the interviewees created communication challenges during the study. In some cases, lack of common understanding of a given term among the interviewees themselves, made it even more difficult to communicate.
For example, since some of the interviewees didn't understand either 'non-functional requirements' or 'quality attributes', it should be elaborated further with an example before continuing the discussion. The researchers had to be cautious not to introduce bias or lead the interviewee to a certain direction during these clarifications.
| CONCLUSIONS AND FUTURE RESEARCH
This industrial case study was conducted to explore the challenges that requirements volatility poses to software architecture design.
Fifteen software experts involved in software architecture design in various business units of a case company, which provides software products and services in a global market, were interviewed using a semi-structured interview as a guide.
This study revealed the visible factors of requirements volatility in each software team, as the well as their implications on software architecture. Furthermore, each teams' readiness to handle the implications of software volatility was also evaluated. Finally, the means to mitigate the identified implications and eliminate the possible factors were discussed. Poor communication, distorted information and external dependencies are the primary factors that imped software teams from choosing the optimal course of action to design software architecture, hence leading to architecture related issues such as inadequate documentation, inability to trace design rationale and increased complexity of the architecture.
As software engineering researchers are increasingly interested in the "twin peaks" of the software development: requirements and architecture design. This study provided empirical evidence about the relationship between them and how the process changes in one can affect another. The ultimate goal was to understand the complexity of the development environment and issues software teams face daily and thus propose feasible solutions for industry. This case study provides an example for practitioners how research may help to expose challenges, their reasons and impacts in the company. Software teams may consult the results of the case study to identify similarities and differences in their practices. This in turn helps to find improvement directions.
Requirement volatility often considered as an adversary. However, as highlighted in the agile software development principles [9] , the changing nature of requirements can be utilized to improve the software products. While there is increased research interest on building architectures that can withstand on change [20, 1] , we see a gap in understanding positive effect of requirements volatility on software architecture, especially in the industrial context. So we see empirical study on positive implications of requirements volatility on software architecture is good opportunity for future research.
