This paper presents our program in B-Prolog submitted to the third ASP solver competition for the Sokoban problem. This program, based on dynamic programming, treats Sokoban as a generalized shortest path problem. It divides a problem into independent subproblems and uses tabling to store subproblems and their answers. This program is very simple but quite efficient. Without use of any sophisticated domain knowledge, it easily solved 11 of the 15 instances used in the competition.
I. INTRODUCTION
This paper presents the program in B-Prolog, called the BPSolver program below, submitted to the third ASP solver competition [1] . The BPSolver program is based on the dynamic programming approach and uses tabling [2] to store subproblems and their answers. The BPSolver program is very simple (only a few lines of code) but quite efficient. In the competition, the BPSolver program solved 11 of the 15 instances of which the hardest instance took only 33 seconds, and failed to solve the remaining four instances due to lack of table space.
As far as we know, the BPSolver program is the first to apply the dynamic programming approach to the Sokoban problem. The BPSolver program treats Sokoban as a generalized shortest path problem where the locations of objects particular to a subproblem are tabled. The BPSolver program does not employ any sophisticated domain knowledge. It only checks for two simple deadlock cases: one is that a box is stuck in a corner and the other is that two boxes next to each other are stuck by a wall. With sophisticated domain knowledge, the BPSolver program is expected to perform much better.
II. THE PROBLEM
The Sokoban puzzle consists of a maze which has two types of squares: inaccessible wall squares and accessible floor squares. Several boxes are initially placed on some of the floor squares and the same number of floor squares are designated as storage squares. There is also a man (the sokoban) whose duty is to move all the boxes to the designated storage squares. A floor square is free if it is not occupied by either a box or the man. The man can walk around by moving from his current position to any adjacent free floor square. He can also push a box into an adjacent free square, but in order to do so he needs to be able to get to the free square behind the box. The goal of the puzzle is to find a shortest plan to push all the boxes to the designated storage squares. To reduce the number of steps, we consider the sokoban moves and the successive sequence of pushes in the same direction as an atomic action.
A problem instance is given by the following relations:
In this setting, the wall squares are completely ignored and the adjacency relation of the floor squares is given by the right and top predicates.
III. THE PROGRAM
The BPSolver program treats the Sokoban problem as a generalized shortest path problem. For a state, if it is the goal state in which every box is in a storage location, it is done. Otherwise, the program chooses an intermediate state and splits the problem into two subproblems, one transforming the current state to the intermediate one and the other transforming the intermediate one to the goal state. All the states are tabled so that the same subproblem is solved only once. Figure 1 shows the program. deadlock. The subgoal choose_dest nondeterministically chooses a destination DestLoc from the free squares ahead of BoxLoc in the direction Dir. After pushing the box at BoxLoc to DestLoc, the man moves to NewSokobanLoc which is the previous square of DestLoc.
The predicate reachable_by_sokoban checks if there is a path of free squares from one location to another. Again, tabling is used to prevent loops and avoid resolving the same subgoal more than once.
The predicate good_dest checks if a location is good destination for a box. A location Loc is a good destination if (1) it is not occupied by any box; (2) it is not a corner unless it is a storage square; and (3) moving a box to Loc does not results in two boxes stuck by a wall. There are more sophisticated deadlock cases [3] , but these cases are not considered in the BPSolver program.
IV. THE COMPETITION RESULTS
The BPSolver program is available with solutions for other benchmarks at: www.sci.brooklyn.cuny.edu/ ∼ zhou/asp11/. Table I gives the CPU times of the actual runs in the third ASP solver competition. In comparison, the result of Clasp, the solver that won this benchmark, is also shown. For the solved instances, BPSolver is actually a little faster than Clasp on average. BPSolver failed to solve four of the instances due to lack of table space.
V. CONCLUDING REMARKS
The BPSolver program basically explores all possible states including states that can never occur in an optimal solution. The further work is to use domain knowledge to filter out such states and compare our dynamic programming approach with other approaches. 
