Abstract. This work presents a static analysis technique based on program slicing for CSP specifications. Given a particular event in a CSP specification, our technique allows us to know what parts of the specification must necessarily be executed before this event, and what parts of the specification could be executed before it in some execution. Our technique is based on a new data structure which extends the Synchronized Control Flow Graph (SCFG). We show that this new data structure improves the SCFG by taking into account the context in which processes are called and, thus, makes the slicing process more precise.
Introduction
The Communicating Sequential Processes (CSP) [6] language allows us to specify complex systems with multiple interacting processes. The study and transformation of such systems often implies different analyses (e.g., deadlock analysis [10] , reliability analysis [7] , refinement checking [15], etc.) .
In this work we introduce a static analysis technique for CSP which is based on a well-known program comprehension technique called program slicing [17] .
Program slicing is a method for decomposing programs by analyzing their data and control flow. Roughly speaking, a program slice consists of those parts of a program which are (potentially) related with the values computed at some program point and/or variable, referred to as a slicing criterion. Program slices are usually computed from a Program Dependence Graph (PDG) [4] that makes explicit both the data and control dependences for each operation in a program. Program dependences can be traversed backwards or forwards (from the slicing criterion), which is known as backward or forward slicing, respectively. Additionally, slices can be dynamic or static, depending on whether a concrete program's input is provided or not. A survey on slicing can be found, e.g., in [16] .
Our technique allows us to extract the part of a CSP specification which is related to a given event (referred to as the slicing criterion) in the specification. This technique can be very useful to debug, understand, maintain and reuse specifications; but also as a preprocessing stage of other analyses and/or transformations in order to reduce the complexity of the CSP specification.
In particular, given an event in a specification, our technique allows us to extract those parts of the specification which must be executed before the specified event (thus they are an implicit precondition); and those parts of the specification which could, and could not, be executed before it.
Example 1. Consider the following specification 1 with three processes (STUDENT, PARENT and COLLEGE) executed in parallel and synchronized on common events. Process STUDENT represents the three-year academic courses of a student; process PARENT represents the parent of the student who gives her a present when she passes a course; and process COLLEGE represents the college who gives a prize to those students which finish without any fail.
In this specification, we are interested in determining what parts of the specification must be executed before the student fails in the second year, hence, we mark event fail of process YEAR2 (thus the slicing criterion is (YEAR2, fail)). Our slicing technique automatically extracts the slice composed by the black parts. We can additionally be interested in knowing which parts could be executed before the same event. In this case, our technique adds to the slice the underscored parts because they could be executed (in some executions) before the marked event. Note that, in both cases, the slice produced could be made executable by replacing the removed parts by "STOP" or by "→ STOP" if the removed expression has a prefix.
