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 Käsitteiden määrittely 
Virhe 
Error Koodauksessa tapahtunut erhe eli bugi. Virheillä on tapana 
monistua, jolloin pienestäkin koodausvirheestä voi aiheutua 
ohjelmistolle suuria ongelmia.  
Vika 
Fault Vika on seuraus virheestä ohjelmassa. Vika on tarkemmin 
ottaen virheen ilmenemismuoto ja ne ilmenevät yleensä 
kahdella tapaa; joko ohjelman esityksessä jokin tieto on 
virheellistä, tai esityksestä voi kokonaan puuttua jotain. Yleensä 
kokonaan puuttuvan osan huomaaminen ja korjaaminen on 
haasteellista. 
Häiriö 
Failure Häiriö aiheutuu kun vika ohjelmassa toteutuu. Häiriöt 
toteutuvat vain kun ohjelmistoa suoritetaan. Häiriöt kuvastavat 
ainoastaan vikoja jotka aiheutuvat virheellisestä tiedosta. 
Tapaus 
Incident On tilanne joka viestii testaajalle tai käyttäjälle ohjelmassa 
tapahtuneesta häiriöstä. 
Testi Testi on ohjelman koeajoa testitapauksella. Testin tehtävänä on 
löytää häiriöitä, ja demonstroida ohjelman oikeaa suoritusta. 
Testitapaus 
Case Testitapaukset ovat nimettyjä ohjelman toiminnan skenaarioita. 
Testitapauksella on yleensä alkuasetelma jolla pyritään saamaan 
aikaiseksi odotettu lopputulos.   
Pass/Fail Testin suorituksen tulos, joka kertoo vastasiko testin suoritus 
sille testitapauksessa asetettuja vaatimuksia. 
Use case Käyttötapaus, joka määrittää ohjelmiston tavan toimia tietyssä 
käyttötilanteessa. 
 Mobiiliasema Mobiiliasema eli Mobile Station (MS) on päätelaitteen ja 
tilaajadatan yhdistelmä. 
Handover  Puhelun siirto GSM-solusta toiselle solulle. 
BCSU   Base station controller signaling unit 
MCMU  Marker and cellular management unit 
OMU  Operation and management unit 
IP – osoite  Internet Protokolla -osoite, joka on verkossa olevan laitteen tai 
verkkoliittymän numeerinen tunnus. 
BSC  Base Station Controller eli tukiasemakontrolleri on BSS:n 
keskeinen osa ja se kontrolloi radioverkkoa. BSC:n päätehtävä 
on yhteyden luominen MS:n ja NSS:n välille, liikkuvuuden 
hallinta, statistiikka ja datan keräys sekä ilma- ja A-rajapinnan 
singnaloinnin tuki. 
BTS Base Transceiver Station eli tukiasema ylläpitää ilmarajapintaa. 
Se huolehtii signaloinnista, salauksesta ja puheen käsittelystä. 
TC Transcoder eli transkooderi konvertoi puhetta digitaalisten 
koodausformaattien välillä. 
MSC On lyhenne sanoista Mobile services Switching Centre, jonka 
tehtävä on reitittää verkon liikennettä, kuten puheluita ja 
tekstiviestejä. MSC muodostaa ja sulkee päätelaitteiden välisen 
yhteyden, käsittelee solujen väliset hand-over pyynnöt puhelun 
aikana ja pitää huolen laskutuksesta. 
PSTN  Public Switched Telephone Network 
GMSC  Gateway Mobile services Switching Centre 
HLR Home Location Register toimii tietokantana, joka auttaa tilaajan 
paikannuksessa, ja koordinoi puhelun muodostusta. 
VLR  Visitor Location Register 
 MCC Mobile Country Code on puhelinnumeron maatunnus, joka 
koostuu aina kolmesta numerosta. 
MNC Mobile Network Code on puhelinnumeron verkon kertova osa, 
joka koostuu aina kahdesta numerosta. 
MSIN Mobile Subscriber Identification Number on puhelinnumeron 
tilaajan tunnistenumero, joka koostuu maksimissaan 
kymmenestä numerosta. 
IMSI On lyhenne sanoista International Mobile Subscriber Identity, ja 
sen tehtävä on tunnistaa tilaaja mobiiliverkossa. IMSI koostuu 
MCC, MNC ja MSIN:stä 
CC  On puhelinnumeron maatunnus eli Country Code. 
NDC  National Destination Code eli palvelevan verkon koodi. 
SN  Tilaajan numero eli Subscriber Number. 
MSRN  Mobile Station Roaming Number koostuu CC, NDC ja SN:stä. 
NSS  Network Switching Subsystem  
BSS  Base Station Subsystem 
LAC  Location Area Code 
CI  Cell Identity 
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1  JOHDANTO 
 
Ohjelmistotestauksen on todettu olevan empiiristä, teknistä tutkimusta, jota tehdään 
testattavana olevan tuotteen tai palvelun laadun määrittämiseksi. (Kaner 2006.) Laadun 
määrittämisellä pyritään löytämään testattavan ohjelmiston puutteita ja vikoja. Tämän 
opinnäytetyön tehtävä on perehtyä laajan ohjelmiston testaamiseen teorian ja käytännön 
esimerkkien avulla. 
Opinnäytetyön käytännön osuuden esimerkit on tehty Tieto Oy:lle osana Nokia 
Networksin BSC projektia. Työssä käsiteltävät käytännön esimerkit ovat osa sen salattua 
liiteosaa. Opinnäytetyö pyrkii antamaan kuvaa eri tavoista suorittaa ohjelmistotestausta ja 
yksittäisiä testejä. 
Työssä käymme läpi ohjelmistotestauksen olemassaolon perustaa ja GSM-verkon 
toimintaa. Luvussa 3 käydään lyhyesti läpi erilaisia testaustapoja, jonka jälkeen siirrytään 
itse testitapausten ja niiden suorittamisen käsittelyyn. Työ käy siis läpi testitapauksen 
laatimisen, sen suorituksen, tulosten analysoinnin ja raportoinnin. Näin työ antaa 
yleiskuvaa käytännön ohjelmistotestauksesta, sitä liiteosan esimerkein täydentäen. 
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2  TEORIA 
 
2.1  Ohjelmistoprojekti 
 
Ennen tarkempaa perehtymistä ohjelmistotestaukseen on hyvä muodostaa kuva 
ohjelmistoprojektin rakenteesta. Ohjelmistoprojektin vaiheita ja prosesseja voidaan kuvata 
elinkaarimalleilla, kuten vesiputousmallilla, prototyyppilähestymistavalla ja 
spiraalimallilla. 
 
2.1.1  Vesiputousmalli 
 
Vesiputousmalli kehitettiin jo 1960-luvun lopussa perinteisten prosessimallien pohjalta. 
Vesiputousmallissa tietojärjestelmän kehittäminen nähdään kuvion 1 mukaisesti 
vääjäämättä eteenpäin kulkevana prosessina, jossa edelliseen vaiheeseen palaaminen on 
hankalaa tai jopa turhaa. 
 
KUVIO 1. Vesiputousmalli 
Vesiputousmallissa tietojärjestelmän kehittämisen vaiheet seuraavat suoraviivaisesti 
toisiaan alkaen esitutkimuksesta ja päättyen ylläpitoon. Ideaalisessa tapauksessa asiat 
voisivatkin hoitua näin selkeästi ja yksinkertaisesti, mutta todellisissa kehityshankkeissa 
vaiheet harvoin ovat toisistaan riippumattomia. Usein tietyn vaiheen suoritus paljastaa 
edellisessä vaiheessa tehtyjä virheitä, jolloin prosessissa on peruutettava taaksepäin ja 
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korjattava tapahtunut virhe. Vesiputousmalli kuvaakin ohjelmistoprosessille tyypillisen 
iteratiivisuuden huonosti. Ongelmaa pahentaa mallin tapa kiinnittää tarkistuspisteet ja 
dokumentit tiukasti vaiheiden rajapinnoille olettaen edellisen vaiheen loppudokumentin 
olevan syöte seuraavalle vaiheelle. Tämä tekee peruuttamisen työlääksi ja kalliiksi, koska 
se yleensä edellyttää kaikkien edeltävien vaiheiden uusimista. Toinen mallin ongelma on 
se, että varsinaisia tuloksia pystytään esittämään asiakkaalle varsin myöhäisessä prosessin 
vaiheessa. (Pohjonen 2002, 40.) 
 
2.1.2  Prototyyppilähestymistapa 
 
Prototyyppilähestymistavan suurin etu, verrattuna esimerkiksi edellä käsiteltyyn 
vesiputousmalliin, on asiakkaalle säännöllisesti arvioitavaksi annettava epätäydellinen 
prototyyppi, jolla havainnollistetaan järjestelmän perustoimivuutta ilman yksityiskohtia. 
Kuvio 2 esittelee prototyyppilähestymistavan periaatteet. 
 
KUVIO 2. Prototyyppilähestymistapa 
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Prosessi alkaa käyttäjän asettamien vaatimusten ja tavoitteiden analysoinnilla, jonka 
perusteella rakennetaan prototyyppi kohdejärjestelmästä. Asiakas arvioi prototyyppiä, jota 
sitten parannellaan asiakkaalta saadun palautteen mukaan. Prototyypin arviointia ja 
parantelua jatketaan niin kauan, että asiakas on siihen tyytyväinen. Tämän jälkeen 
kohdejärjestelmä toteutetaan prototyypin pohjalta käyttäen hyväksi prototyypityksen 
aikana valmistuneita karkeita määrityksiä, sen toteutuksesta satuja kokemuksia sekä 
rakenteellisia ja toiminnallisia ratkaisuja. (Pohjonen 2002, 41.) 
Prototyyppilähestymistavan ongelmana toisaalta on paljon resursseja kuluttava 
järjestelmän useaan kertaan rakentaminen. Prototyypit eivät myöskään onnistu välttämättä 
paljastamaan kaikkia järjestelmässä olevia vikoja, josta voikin ilmetä suurempia seurauksia 
varsinaiseen järjestelmään. 
 
2.1.3  Spiraalimalli 
 
Ohjelmistoprosessille tyypillinen iteratiivisuus on spiraalimallin keskeinen ajatus. Toinen 
merkittävä – ja muissa malleissa vähemmälle huomiolle jäänyt – piirre on prosessiin 
liittyvien riskien jatkuva analysoiminen ja prosessin uudelleen ohjaaminen riskianalyysin 
tulosten mukaan.  
 
KUVIO 3. Spiraalimalli 
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Kuvion 3 spiraalimallissa on neljä vaihetta, joita toistetaan jatkuvasti tarkentaen, kunnes 
järjestelmä on valmis: 
 Suunnittelu eli tavoitteiden, vaihtoehtojen ja rajoitusten määrittely 
 Riskianalyysi eli eri vaihtoehtoihin liittyvien ongelmien arviointi 
 Tuotanto eli seuraavan järjestelmävaiheen valmistus 
 Asiakkaan suorittama arviointi eli tarkastuspiste ennen seuraavaa 
iteraatiota. 
Spiraalimalli ei kiinnitä tuotantovaiheessa käytettäviä menetelmiä, vaan sallii esimerkiksi 
vesiputousmallin tai prototyyppilähestymistavan soveltamisen. Järjestelmän yksityiskohdat 
tarkentuvat sitä mukaa kun mallissa edetään kohti spiraalin ulompia kehiä. Prosessi 
voidaan keskeyttää, mikäli jossakin vaiheessa havaitaan riskit liian suuriksi. Tavoitteena on 
kuitenkin tarkemman analyysin avulla pienentää riskejä joka iteraatiolla. 
Spiraalimalli on varsin uusi elinkaarimalli, joten sen käytännön soveltuvuudesta ei ole yhtä 
paljon kokemuksia kuin vakiintuneempien vesiputousmallin ja prototyyppilähestymistavan 
soveltamisesta. Mallin potentiaalisina ongelmina on pidetty sitä, että asiakkaat on saatava 
aktiivisemmin mukaan prosessiin, mallin soveltaminen vaatii riskianalyysin hallitsemista 
sekä sitä, että prosessi voi iteratiivisesti samankaltaisia vaiheita toistavana olla aikaa vievä. 
(Pohjonen 2002, 42-43.) 
 
2.1.4  Testaukseen vaikuttavat kehitysvaiheet 
 
KUVIO 4. Testauksen vaiheet 
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Tietojärjestelmän kehityksessä testaukseen vaikuttavat vaiheet tulevat hyvin ilmi kuviosta 
4. Kuvion vaiheista näemme ohjelmiston kehitysvaiheessa olevan kolme kohtaa, joissa 
virheiden tapahtumisen riski on suuri; vaatimusten määrittely, suunnittelu ja koodaus. 
Myös testauksen jälkeisessä virheen korjauksessa on riskinä syntyä uusia virheitä, jolloin 
korjausta kutsutaan puutteelliseksi. Puutteellinen korjaus aiheuttaakin useimmiten tarpeen 
uudelle korjaukselle, mutta voi johtaa myös tehdyn korjauksen hylkäämiseen. (Jorgensen 
2002, 4.) 
 
2.2  Ohjelmistotestauksen tavoitteet 
 
Ohjelmistotestauksen tavoite ohjelmistoprojektissa on havaita ohjelmistossa ilmenevät 
häiriöt, jotta viat voidaan paljastaa ja korjata. Tavoite on hankalasti toteutettavissa: 
Testaaminen ei voi vahvistaa, että ohjelmisto toimii oikein kaikissa tilanteissa tai 
olosuhteissa, vaan se osoittaa pelkästään, että se toimii oikein tietynlaisessa ympäristössä. 
(Kaner, Falk & Nguyen 1999, 480.) 
”Ohjelmiston validoinnin, tai yleisemmin verifioinnin ja validoinnin tavoitteena on osoittaa 
järjestelmän toimivan sen määritysten mukaisesti ja että se täyttää ostajan odotukset. ”. 
(Sommerville 2007, 80.) Sommerville toteaa myös kuinka järjestelmiä ei tulisi testata 
yhtenä suurena yksikkönä, paitsi pienissä ohjelmissa. Sommerville määrittääkin 
testausprosessin vaiheiksi yksikkötestauksen, järjestelmätestauksen ja 
hyväksyntätestauksen, joiden tehtävät käymme läpi kohdassa 3.8. 
Toteutettu ohjelmisto täytyy vielä testata, ennen kuin se voidaan ottaa käyttöön. 
Testauksen tarkoitus on löytää ohjelmistosta virheitä. Testaus tapahtuu yleensä monella 
tasolla ns. V-mallin mukaisesti. V-mallissa testaus jaetaan moduulitestaukseen, 
integrointitestaukseen ja järjestelmätestaukseen. Moduulitestauksessa etsitään vikoja 
yksittäisistä moduuleista, integrointitestauksessa moduulien yhteistoiminnasta ja 
järjestelmätestauksessa koko järjestelmän toiminnoista ja suorituskyvystä. V-mallin 
mukaisessa testauksessa järjestelmätestaus suunnitellaan osana ohjelmiston analyysia ja 
testaus tehdään vertaamalla valmista järjestelmää sen toiminnalliseen määrittelyyn. 
Vastaavasti integraatiotestaus suunnitellaan arkkitehtuurisuunnittelun yhteydessä ja 
moduulitestaus moduulisuunnittelun yhteydessä. Testaus ja testiaineisto ei siis saa perustua 
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laadittuun ohjelmakoodiin, vaan nimenomaan määrittelyn ja suunnittelun tuloksiin. 
(Pohjonen 2002, 35.) 
Periaatteessa täydellisen kattava testaus paljastaisi kaikki järjestelmän virheet ja puutteet. 
Käytännössä kattava testaus on kuitenkin mahdotonta, koska asiaan vaikuttavien 
tekijöiden, kuten esimerkiksi syötteiden lukumäärä tai järjestelmän sisäisten tieto- ja 
kontrollivirtojen määrä, on laajassa järjestelmässä liian suuri. Parhaimmillaankin 
mahdollisella testauksella voidaan siis todeta vain virheiden olemassaolo, ei niiden 
täydellistä puutumista! (Pohjonen 2002, 36.) 
Testaus on syytä aloittaa jo kehitystyön alkuvaiheilla, jotta valmiissa ohjelmistossa olisi 
mahdollisimman vähän vikoja. Hyvissä ajoin aloitettua testauta voidaan tehdä paljon, ja 
usein löydetyt virheetkin on helpompi korjata kun rakenteet eivät ole vielä muuttuneet 
monimutkaisiksi.   
Vanhoja testejä tulisi myös pitää yllä, jotta missä tahansa vaiheessa sovelluskehitystä 
voidaan kaikki testit ajaa uudestaan ja varmentaa, että sovelluksen koodipohja toimii 
edelleen toivotulla tavalla. Tämä tuo myös toteutustiimille varmuutta siitä, että viimeisin 
tehty muutos sovelluksen koodipohjaan ei rikkonut mitään aiemmin tehtyä toteutusta. 
Laajan sovelluksen testipatteristo voi hyvin sisältää satoja tai tuhansia tällaisia 
testitapauksia. (Kuha 2008, 21.) 
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2.3  GSM-standardi 
 
 
KUVIO 5. GSM-verkon alijärjestelmät ja niiden väliset rajapinnat. (NOKIA SYSTRA 
2000, 15) 
 
Jotta ymmärtäisimme käytännönosuuden esimerkkejä paremmin, tutustumme GSM 
standardiin. Nykyään GSM määritelmä määrittää kaksi avointa rajapintaa. Kuvion 5 
mukaisesti ensimmäinen näistä rajapinnoista on mobiiliaseman ja tukiaseman välinen 
yhteys, ilmarajapinta. Toinen näistä avoimista rajapinnoista sijaitsee MSC:n ja BSC:n 
välillä ja sitä kutsutaan A-rajapinnaksi. Järjestelmään kuuluu useampiakin rajapintoja 
mutta ne eivät ole täysin avoimia. 
GSM-järjestelmässä keskitetty tieto loisi ylimääräistä kuormitusta järjestelmään, jolloin 
järjestelmän kapasiteetti laskisi. Tästä syystä GSM-standardi antaa keinot jakaa tietoa 
eripuolille verkkoa. GSM-verkossa tiedon hajautus on toteutettu jakamalla koko verkko 
kolmeen erilliseen alijärjestelmään, jotka ovat Network Switching System (NSS), Base 
Station Subsystem (BSS) ja Network Management Subsystem (NMS). 
Käytännössä verkossa puheluiden muodostamiseen tarvittavat alijärjestelmät ovat NSS ja 
BSS. BSS on vastuussa radioteiden hallinnasta ja jokainen puhelu yhdistetään BSS kautta. 
NSS puolestaan huolehtii puhelun kontrolli funktioista. Puhelut yhdistetään aina NSS läpi 
sen toimesta. 
NMS on verkon käytön ja huollon osa, jota tarvitaan koko GSM-verkon hallinnointiin. 
Operaattori valvoo ja ylläpitää verkon laatua ja palveluita NMS:n kautta. Nämä kolme 
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GSM-verkon alijärjestelmää linkittyvät toisiinsa ilma-, A- ja O&M-rajapintojen avulla 
kuvion 5 mukaisesti. 
 
2.4  Puhelun muodostus GSM verkossa 
 
Käydään läpi kuinka kiinteästä verkosta tuleva puhelu muodostetaan. Puhelun 
muodostaminen koostuu useista alioperaatioista, joihin kuuluu muun muassa kytkimien 
välistä signalointia, soitetun numeron tunnistaminen ja paikantaminen ja reitityspäätöksiä.  
Ensimmäinen vaihe puhelun muodostamisessa kiinteästä verkosta matkapuhelimeen on 
matkapuhelimen numeroon soittaminen. Soitettua numeroa kutsutaan MSISDN:ksi 
(Mobile Subscriber International ISDN Number), joka sisältää maakoodin, aluekoodin ja 
tilaajanumeron.  
Seuraavassa puhelun muodostuksen vaiheessa PSTN vaihde analysoi soitetun numeron. 
Analyysin tuloksena saadaan reititysinformaatio, jolla löydetään soitetun tilaajan 
mobiiliverkko. PSTN tunnistaa mobiiliverkkoon NDC:n eli aluekoodin avulla, jonka 
jälkeen se pääsee käsiksi mobiiliverkkoon lähimmän GMSC:n kautta. 
GMSC:n analysoi MSISDN:n samaan tapaan kuin PSTN vaihde. Tämän analyysin 
tuloksena saadaan HLR osoite, johon tilaaja on pysyvästi rekisteröity. Tilaajan sijainti 
voidaan määrittää ainoastaan HLR ja VLR tietokantojen kautta. Tällä tasolla GMSC 
kuitenkin tuntee vasta HLR osoitteen ja lähettää HLR:lle MSISDN:n sisältävän viestin. 
Käytännössä tämä lähetetty viesti on pyyntö paikallistaa tavoiteltu tilaaja, jotta puhelu 
voidaan muodostaa. Tätä prosessia kutsutaan HLR kyselyksi. 
HLR kyselyn saatuaan HLR analysoi saamansa viestin. Se tunnistaa MSISDN:n 
perusteella tavoitellun tilaajan, jonka jälkeen HLR tarkastaa tietokantansa tilaajan sijainnin 
määrittämiseksi. HLR:lle ilmoitetaan aina kun tilaaja liikkuu VLR alueesta toiseen, jolloin 
HLR tietää missä VLR alueessa tilaaja on tällä hetkellä rekisteröityneenä. 
HLR:n tehtäviin ei kuitenkaan kuulu verkkoliikenteen käsittely millään tapaa. 
Tietoliikenneyhteys vaatii kaksi verkkoelementtiä, jotka voivat tarjota puheyhteydet. 
Puheyhteys on tietoverkkopalvelu ja se voidaan toimittaa vain MSC:n kautta. Tästä syystä 
yhteyden luomiseksi voi olla että jopa kaksi MSC:tä täytyy yhdistää. Ensimmäinen MSC 
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toimii Gateway MSC:nä, johon PSTN ottaa yhteyden. HLR toimii koordinaattorina 
yhteyden luomiseksi GMSC:n ja kohde MSC:n välille, jossa kohde MSC voi olla myös 
GMSC itse. 
 
KUVIO 6. Puhelun reititys GSM-verkossa. 
Seuraavassa vaiheessa HLR:n tehtävä on suorittaa kyselyitä MSC:lle tai VLR:lle, joka 
palvelee tavoiteltua tilaajaa. Näiden suoritettavien kyselyiden tavoitteena on selvittää 
matkapuhelimen tila VLR:n tietokannasta. Tilan selvittämällä voidaan välttää puhelun 
muodostaminen, mikäli tilaajan puhelin on esimerkiksi pois päältä. HLR:n suorittamien 
kyselyiden avulla saadaan myös selville informaatio joka mahdollistaa GMSC:n reitittää 
puhelu kohde MSC:lle. 
Puhelun reitityksessä palveleva MSC/VLR on puhelun määränpää. Puhelut ohjataan 
määränpäähän seuraavan menettelyn mukaisesti: saatuaan HLR:n lähettämän viestin 
palveleva MSC/VLR luo väliaikaisen MSRN ja assosioi sen IMSI:n kanssa. Tätä saatua 
roaming numeroa käytetään yhteyden muodostukseen. 
MSC/VLR lähettää roaming numeron HLR:lle, joka ei kuitenkaan analysoi tätä numeroa, 
koska MSRN käytetään vain tietoliikenne transaktioihin eikä HLR käsittele 
tietoliikennettä. Seuraavaksi HLR edelleen välittää MSRN:n GMSC:lle, joka alun perin 
aloitti prosessin.  
GMSC vastaanottaa MSRN:n sisältävän viestin ja analysoi sen, jolloin tuloksena saadaan 
puhelun kohde eli palveleva MSC/VLR. Reititysprosessin viimeisestä vaiheesta huolehtii 
palveleva MSC/VLR. Palvelevan MSC/VLR:n tulee myös vastaanottaa saatu roaming 
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numero, jotta se tietää että kyseessä ei ole uusi puhelu. VLR:n tarkastamalla se tunnistaa 
numeron ja näin voi jäljittää soitetun tilaajan. 
 
2.5  Network Switching Subsystem (NSS) 
 
Seuraavaksi käymme läpi GSM-standardissa määritellyt järjestelmät NSS, BSS ja NMS 
niiden perustoimintoineen. NSS:n kuuluu jo käsittelemämme MSC, VLR ja HLR, joista 
MSC:n tehtävä on puheluiden hallinta mobiiliverkossa. Sen tehtäviin kuuluu tunnistaa 
puhelun alkupiste ja kohde, puhelun tyypin lisäksi. MSC:tä, joka toimii siltana 
mobiiliverkon ja kiinteänverkon välillä kutsutaan Gateway MSC:ksi. MSC:hen on 
normaalisti integroitu VLR, joka säilyttää informaatiota MSC:n palvelualueella olevista 
tilaajista. VLR:n tehtäviin kuuluu sijainnin rekisteröinnit ja päivitykset. MSC, jonka osana 
VLR on, käynnistää paikannusprosessin.  VLR:n tietokanta säilyttää tilaaajan tietoja niin 
kauan kuin tilaaja on VLR:n palvelualueella, kun taas HLR säilyttää pysyvää rekisteriä 
tilaajista. Kiinteän datan lisäksi HLR ylläpitää myös väliaikaista tietokantaa, joka sisältää 
sen tilaajien tämänhetkisen sijainnin puhelun reitittämistä varten. 
Näiden lisäksi NSS:n osia ovat Authentication Centre ja Equipment Identity Register, jotka 
ovat yleensä toteutettu osana HLR:iä ja ne huolehtivat turvallisuusfunktioista. NSS:n 
tehtävät ovat siis; puhelun hallinta, laskutus, tilaajien sijainnin seuranta, signalointi muiden 
verkkojen ja BSS:n välillä, tilaajien tietojen käsittely ja tilaajien paikannus. 
 
2.6  Base Station Subsystem (BSS) 
 
 
KUVIO 7. Base Station Subsystem (BSS) 
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Base Station Subsystem koostuu BSC, BTS ja TC:sta ja se hoitaa seuraavia toimintoja.  
 
Radiotien hallinta 
BSS huolehtii radioresursseista GSM verkossa, eli radiokanavien allokoinnista ja 
radioyhteyden laadusta. Tähän tarkoitukseen GSM standardi määrittää noin 120 parametria 
jokaiselle BTS:lle. Nämä parametrit määrittävät millainen BTS on kyseessä ja kuinka moni 
MS voi nähdä tämän verkon ollessaan BTS:n toiminta-alueella. BTS parametrit myös 
käsittelevät handovereita (milloin ja miksi), hakuorganisointia, radiosignaalin 
voimakkuutta ja BTS tunnistetietoja. 
 
BTS ja TC hallinta 
BSS:n sisällä kaikki BTS ja TC:t ovat yhdistettynä BSC:iin. BSC:n tehtävä on hallinnoida 
BTS:iä. BSC kykenee erottamaan BTS:n verkosta ja keräämään hälytystietoja. Myös 
transkooderit ovat BSC:n ylläpitämiä ja niidenkin hälytystiedot kerätään BSC:iin.  
 
Synkronisaatio 
BSS käyttää hierarkkista synkronointia, joka tarkoittaa että MSC synkronoi BSC:n, joka 
puolestaan sitten synkronoi BSC:n hallinnassa olevat BTS:it. BSS:n sisällä synkronointi 
ohjautuu BSC:n mukaan. Synkronisointi on GSM-verkossa erittäin tärkeää siirretyn tiedon 
muodon takia. Mikäli synkronisointiketju ei toimi oikein, puhelujen laatu voi olla huono tai 
niiden muodostus voi olla jopa mahdotonta. 
 
Ilma- ja A-rajapinnan signalointi 
Puhelun muodostamiseksi MS:lla täytyy olla yhteys BSS:n kautta. Tämä yhteys vaatii 
useita signalointiprotokollia. 
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Yhteyden muodostus MS:n ja NSS:n välille 
BSS sijaitsee ilma- ja A-rajapinnan välissä. Puhelun muodostamiseksi MS:lla on oltava 
yhteys näiden kahden rajapinnan välillä. Yleisesti ottaen tämä yhteys on joko signalointi 
tai tietoliikenneyhteys. 
 
Liikkuvuuden hallinnointi ja puheen transkoodaus 
BSS:n liikkuvuuden hallinnointi käsittelee lähinnä erilaisia handover-toimintoja. 
 
Statistiikkadatan  kerääminen 
BSS kerää paljon lyhyen aikavälin statistiikkaa, joka edelleen lähetetään NMS:lle 
tulkittavaksi. NMS:n välineitä apuna käyttäen operaattori saa kuvaa verkon toiminnan 
laadusta.  
BSS on MSC:n hallinnoima, ja yhden MSC:n alaisuuteen voi kuulua useita BSS:iä. BSS 
itsessään kuitenkin kattaa yleensä suuria maantieteellisiä alueita, jotka koostuvat useista 
soluista. Jokainen solu on yhden taajuusalueen kattama alue, joka voidaan tunnistaa CGI:n 
perusteella eli Cell Global Identity:n perusteella, joka koostuu puolestaan MCC, MNC, 
LAC ja CI:stä. 
 
2.7  Network Management Subsystem (NMS) 
 
NMS:in tarkoitus on monitoroida verkon funktioita ja elementtejä. NMS koostuu 
työpisteistä, servereistä ja reitittimistä, jotka on liitetty kommunikaatioverkkoon eli Data 
Communications Networkiin (DCN). Tietokantaserveri varastoi verkon hallintotietoja. 
Kommunikaatioserveri huolehtii tiedon liikkumisesta NMS:in ja GSM-verkkoelementtien 
välillä DCN:in kautta. 
NMS:in tehtäviin kuuluu vianhallinta sekä asetusten- ja suorituskyvynhallinta. 
Vianhallinnan tarkoitus on varmistaa verkon sulava toiminta ja nopeasti korjata kaikki 
ilmenevät ongelmat. Vianhallinta tuottaa verkon operaattorille informaatiota päällä olevista 
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hälytyksistä ja ylläpitää hälytyshistoriaa. Hälytykset varastoidaan NMS:in tietokantaan, 
josta niitä voidaan tarkastella operaattorin toimesta. 
Asetustenhallinnan tehtävä on pitää verkkoelementtien operointi- ja konfiguraatio-tilojen 
informaatio ajan tasalla. Tähän kuuluu muun muassa radioverkon hallinta, softan ja raudan 
hoito verkkoelementissä, aikasynkronisointi ja turvallisuusoperaatiot. 
Suorituskyvynhallinasta NMS kerää yksittäisistä verkkoelementeistä mittaustietoja, ja 
varastoi ne tietokantoihin. Näiden varastoitujen mittaustietojen perusteella operaattori voi 
verrata verkon toteutuvaa suorituskykyä olemassa oleviin suorituskykyarvioihin. 
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3  TESTAUSTAVAT 
 
3.1  Regressiotestaus 
 
Regressiotestaus pyrkii löytämään ohjelmistokoodin muuttumisen aiheuttamia virheitä 
järjestelmän aiemmin oikein toimineisiin osiin. Regressiotestaus pyrkii paljastamaan 
ohjelmiston toimimattomia tai heikentyneitä osa-aluieta, jotka ilmenevät ohjelmiston 
aiemmin oikein toimivien osien lakatessa toimimasta halutulla tavalla. Tyypillisesti 
regressio tapahtuu tahattomasti ohjelmistoa muutettaessa, jolloin muutettu osio saattaa 
aiheuttaa ristiriitoja ohjelmiston muiden osien kanssa. Tyypillisiä regressiotestauksen 
tapoja on ajaa vanhoja testitapauksia läpi ja katsoa ilmenevätkö jo korjatut virheet 
uudelleen. 
 
3.2  Sisäinen ja ulkoinen testaus 
 
Moduulien testauksessa käytettäviä testausstrategioita ovat sisäinen ja ulkoinen testaus. 
Sisäinen testaus (structural testing, white-box testing) pyrkii testaamaan 
ohjelmistokomponenttien sisäisten algoritmien virheettömyyden. Tämä tapahtuu käymällä 
läpi ohjelmiston sisäisiä tietovirtoja ja kontrollireittejä. (Pohjonen 2002, 36.) 
Sisäisessä testauksessa ohjelmiston toteutus tunnetaan joten testitapaukset laaditaan 
toteutuksen perusteella, jolloin testit tarkastelevat ohjelmiston toimivuutta, mutta ne eivät 
paljasta virheitä suuremmista kokonaisuuksista testitapausten kapeudesta johtuen. 
Ulkoinen testaus (functional testing, black-box testing) puolestaan tarkastelee 
ohjelmistokomponenttien tuottamien tulosarvojen oikeellisuutta suhteessa syöttöarvoihin. 
Ulkoisessa testauksessa tulee huomata se, että vaikka sen avulla voidaan löytää virheelliset 
komponentit, se ei välttämättä paljasta virheiden syitä, vaan ne täytyy selvittää sisäisellä 
testauksella. Sekä sisäisen että ulkoisen testauksen testiaineistot tulee suunnitella siten, että 
ne sisältävät sekä oikeita että virheellisiä syöttöarvoja. (Pohjonen 2002, 36.) 
Vaikka ohjelmiston toteutus muuttuisi, ulkoisen testauksen etuna sisäiseen testaukseen on 
että samat testitapaukset ovat silti käyttökelpoisia, ja myös testitapausten suunnittelu 
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onnistuu samanaikaisesti ohjelmiston toteutuksen kanssa. Ulkoisen testauksen heikkoutena 
on toisaalta testitapausten päällekkäisyys, jolloin sama toiminnallisuus voi tulla testatuksi 
tarpeettoman monta kertaa eri testitapauksissa. (Jorgensen 2002, 8.) 
Pelkkä sisäinen tai ulkoinen testaus ei kuitenkaan ole riittävää vaan molempia tarvitaan, 
sillä sisäinen ja ulkoinen testaus löytävät erityyppisiä virheitä ohjelmistosta. Kun tiedämme 
millaisia virheitä olemme taipuvaisia tekemään, ja jos tiedämme millaisia vikoja 
testattavassa ohjelmistossa todennäköisesti on, voimme tunnistaa kumman tyyppistä 
testausta tarvitsemme näiden virheiden löytämiseksi. (Jorgensen 2002, 10.) 
 
3.3  Palautumistestaus (recovery testing) 
 
Palautumistestaus testaa järjestelmän selviytymiskykyä erilaisissa poikkeus- ja 
virhetilanteissa. (Pohjonen 2002, 36.) 
 
3.4  Suorituskykytestaus (performance testing) 
 
Suorituskykytestauksen tarkoituksena on varmistaa, että järjestelmä täyttää sille asetetut 
tehokkuusvaatimukset. (Pohjonen 2002, 36.) 
 
3.5  Läpikäynnit (walk-throughs) 
 
Läpikäynnit suoritetaan usein ulkoisena testauksena, joko ulkopuolisten ammattilaisten tai 
järjestelmän käyttäjien toimesta. Läpikäynnit käsittävät järjestelmän määrityksiin, 
kuvauksiin tai toteutukseen kohdistuvia tarkistuksia ja arviointeja. (Pohjonen 2002, 36.) 
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3.6  Tarkastukset (inspections) 
 
Tarkastukset ovat läpikäyntejä, jotka noudattavat muodollisempaa kaavaa tarkastettavien 
asioiden suhteen ja ovat verrattavissa ajoneuvojen katsastustarkastuksiin. (Pohjonen 2002, 
36.) 
 
3.7  Oikeaksi todistaminen (proof of correctness) 
 
Oikeaksi todistamisella tarkoitetaan ohjelmalle laadittavaa formaalia matemaattista 
todistusta siitä, että ohjelma on ratkaisu sen vaatimusmäärityksessä esitetylle ongelmalle 
(tämä on käytännössä äärimmäisen vaikeaa ja tulee kyseeseen vain erittäin harvoissa 
tapauksissa). (Pohjonen 2002, 36.) 
 
3.8  Yksikkötestaus 
 
Yksikkötestauksessa testataan yksittäisten komponenttien oikea toiminta. Jokainen 
komponentti testataan itsenäisesti, ilman järjestelmän muita osia. Testattavat komponentit 
voivat olla yksinkertaisia kokonaisuuksia kuten funktioita tai objektiluokkia, tai niiden 
yhdistelmiä. (Sommerville 2007, 80.) 
 
3.9  Järjestelmätestaus 
 
Komponentit yhdistämällä saamme järjestelmän. Tämä testausprosessi pyrkii löytämään 
virheitä, jotka ovat komponenttien välisen odottamattoman vuorovaikutuksen aiheuttamia 
ja komponenttien rajapintojen ongelmia. Järjestelmätestaus varmistaa myös järjestelmän 
täyttävän sille asetetut toiminnalliset vaatimukset ja testaa muotoutuvat järjestelmän 
ominaisuudet. Suurissa tietojärjestelmissä tämä prosessi voi olla moniosainen, jolloin 
komponentteja voidaan integroida alijärjestelmiksi, jotka testataan itsenäisesti ennen 
lopulliseen järjestelmään liittämistä. (Sommerville 2007, 80.) 
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3.10  Hyväksyntätestaus 
 
Hyväksyntätestaus on testausprosessin viimeinen vaihe ennen järjestelmän käyttöön ottoa. 
Järjestelmä testataan asiakkaan antamalla datalla, simuloidun testidatan sijaan. 
Hyväksyntätestaus saattaa paljastaa virheitä ja järjestelmän vaatimuksissa huomiotta 
jätettyjä asioita, sillä oikea, käytännön data, kuormittaa järjestelmää eritavoin kuin 
testidata. Hyväksyntätestaus voi myös paljastaa järjestelmän alustassa ongelmia tai 
riittämättömän suorituskyvyn. (Sommerville 2007, 80.) 
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4  TESTIJOUKON SISÄLTÖ 
 
4.1  Testitapauksen rakenne 
 
Koska ohjelmiston täydellisen kattava testaaminen on käytännössä mahdotonta, 
muodostetaan kaikkien mahdollisten testitapausten joukosta rajattu kokonaisuus eli 
testijoukko. Testijoukon testitapausten tarkoituksena on varmistaa ohjelmiston täyttävän 
sille asetetut toiminnan odotukset. Testitapauksilla tulee olla identiteetti ja syy olla 
olemassa, kuten esimerkiksi määriteltyjen ohjelmistovaatimuksien toteutumisen 
varmennus. Testitapausten suoritus tulee myös arkistoida, jotta voidaan jälkikäteen palata 
tarkastelemaan testitapauksen aiempia suorituksia. Testitapauksen suoritukseen on syytä 
merkitä kuka testin on suorittanut, testin lopputulos eli pass/fail merkintä ja ohjelmiston 
versio, jolla testi suoritettiin. Testitapauksia tulee myös ajan kuluessa päivittää ohjelmiston 
toiminnallisuuden muuttuessa, jotta testit ottavat huomioon uusimman ohjelmistoversion 
mukaisen toiminnan.  
Jokaisella testitapauksella on oltava yksilöivä tunnus, eli testi ID. Testitapauksen 
kuvauksesta on tultava testi ID:n lisäksi ilmi testin tarkoitus, joka antaa testaajalle 
perspektiivin, josta katsoa testin tuloksia. Testitapaukseen kuuluu myös edellä mainittujen 
lisäksi ennakkoehdot, eli alkutilanne joka testitapauksen suorittamiseksi tulee alustaa joka 
kerta testiä suoritettaessa. Alkutilanteen kuvaamisen lisäksi testitapaus kertoo annettavat 
syötteet, eli test stepit joiden mukaan testitapaus suoritetaan, ja joilla jokaisella on omat 
odotetut tuloksensa. Testitapauksen kuvauksessa määritellään myös läpäisykriteerit, kuten 
vaikkapa sallittu enimmäiskuormitus, jotka ohjelmiston tulee täyttää.  
Testitapauksen tulos, eli pass tai fail merkintä, määräytyy vertaamalla testauksen 
tapahtumia testitapauksen odotettuihin tuloksiin, ja tarkastelemalla täyttääkö ohjelmiston 
toiminta sille testitapauksessa asetetut läpäisykriteerit. Testitapauksen rakenteesta 
tarkempaa tietoa löytyy liitteestä 1, jossa käsitellään testitapauksen osia käytännön 
esimerkin avulla. 
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4.2  Testitapauksen laatiminen 
 
Ulkoisessa testauksessa uusi testitapaus laaditaan ohjelmiston käyttötapauksen testaamista 
varten. Testitapauksen sisältö määräytyy pitkälti ohjelmiston käyttötapausten mukaan. 
Testitapausten laatimisen alkaa tutustumalla tietojärjestelmän käyttötapauksiin, joiden 
toimivuuden varmistaminen testitapausten tarkoitus on. Testitapaus on hyvä nimetä siten 
että se kuvaa testitapauksessa suoritettavia toimintoja. 
Käyttötapausten toimivuuden varmistamisen lisäksi testitapauksia laaditaan varmistamaan 
ohjelmiston perustoiminta. Tällaisia perustoimintoja testaavat testitapaukset ovat monesti 
palautumistestausta eli recovery testing caseja. Tällaisilla testitapauksilla voidaan 
varmistaa vikatilanteiden käsittelyn toimivuus, esimerkiksi ohjelmiston palautuminen 
virtakatkoksesta normaaliin toimintaan. 
 
4.3  Testijoukon laatiminen 
 
Testijoukko koostuu useista testitapauksista, jotka testattavalla ohjelmistolla suoritetaan. 
Testijoukot voivat toimia suurissa projekteissa myös työnjakajina, jolloin kunkin 
testijoukon tehtävänä voi olla esimerkiksi tietynlaisen toiminnan varmistaminen tai 
erilaisen ohjelmistoalustan testaaminen. Testijoukon koko määräytyy pitkälti sen mukaan 
kuinka luotettavaan toimintaan ohjelmiston kanssa pyritään. Myös testijoukon tarkoitus 
vaikuttaa sen kokoon, esimerkiksi ohjelmiston testaaminen uudella alustalla voi vaatia 
suuremman testijoukon kuin vanhalla alustalla testatessa.  
Testijoukkoa suunnitellessa pyritään tekemään siitä mahdollisimman pieni, mutta 
kuitenkin niin kattava että kaikki oleellinen toiminta tulee testatuksi ja mahdolliset virheet 
löydettäisiin. Testijoukkoon onkin hyvä ensimmäisenä sisällyttää kaikki aiemmilla 
testauskerroilla läpäisemättömät testitapaukset, jotta voidaan varmistua että niissä olleet 
viat on saatu korjattua. Toinen oleellinen testitapausryhmä testijoukoissa on ydintoiminnan 
varmistavat testitapaukset. Viimeisenä testijoukkoon lisätään kaikki loput tarvittavat 
testitapaukset, jotka käsittelevät samaa aihealuetta. 
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Testijoukon ollessa kattava se paisuu niin suureksi että sen testaaminen veisi tarpeettoman 
paljon aikaa ja resursseja ohjelmistoprojektilta. Tästä johtuen testijoukkoja tuleekin 
tarkastella niiden muodostamisen jälkeen, jolloin voidaan tunnistaa limittäisiä 
testitapauksia, joista yleensä osan voi pudottaa pois testijoukosta. (Jorgensen 2002.)  
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5  TESTAUS 
 
5.1  Viat 
 
Viat voidaan luokitella usealla tavalla: kehitysvaiheen mukaan jossa vian aiheuttanut virhe 
tapahtui, viasta johtuvien häiriöiden seurauksien mukaan, korjauksen laatimisen vaikeuden 
mukaan, korjaamatta jättämisen riskien mukaan, esiintymistiheyden mukaan ja niin 
edelleen. (Jorgensen 2002, 11.) 
 
5.2  Testitapauksen suoritus 
 
Jokaisen testitapauksen suoritus alkaa selvittämällä testitapauksen suoritusvaiheet ja 
ympäristövaatimukset, jotka löytyvät yleensä testitapauksen kuvauksesta. Testitapauksen 
suoritusvaiheiden puuttuessa, tulee niiden käydä selkeästi ilmi testitapauksen 
yleiskuvauksesta. 
Testiympäristön asetukset muutetaan vaatimusten mukaisiksi, jotta testin suoritus vastaa 
tilannetta jossa testattava asia voi tapahtua. Kun alkutilanne on saatu vastaamaan 
testitapauksen vaatimuksia, voidaan aloittaa testitapauksen varsinainen testaaminen. GSM-
järjestelmiä testatessa hyvään käytäntöön kuuluu testitapauksen aluksi tulostaa kaikki 
päällä olevat hälytykset ja testiympäristön tiedot, jotta tuloksia tarkastellessa voidaan 
huomata niissä mahdollisesti tapahtuvat muutokset. Myös mahdolliset lokitiedostot on 
syytä nollata ennen testin aloittamista, jotta niissä ei olisi testin kannalta turhaa tietoa. 
LIITTEET 1 ja 2 antavat käytännön esimerkin testitapauksen rakenteesta.  
Testitapaus voidaan suorittaa manuaalisesti tai automatisoidusti. Automatisoidut 
testitapaukset ovat yleensä rutiinitoimintojen testausta, joiden toimivuutta ilman on turhaa 
alkaa testaamaan monimutkaisempia ohjelmiston toimintoja. Tästä syystä testattavan 
ohjelmiston uusimpien versioiden perustoiminnot kannattaakin testata automatisoiduilla 
testeillä.  
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Automatisoiduista testitapauksista noudattavat LIITTEEN 3 esimerkkiä, jossa 
testitapauksen tai sen osan automatisointi on toteutettu makrolla. LIITTEN 3 makron 
suoritusta ja tuloksia tarkastelemme LIITTEESSÄ 4. Automatisoitujen testien tulosten 
tulkinta voidaan hoitaa joko automatisoidusti tai manuaalisesti, riippuen siitä kuinka 
luotettavaan toimintaan ohjelmiston testattavan osan on kyettävä. 
Manuaalisesti testataan yleensä niitä toimintoja, joita ei voida testata automatisoidusti. 
Esimerkiksi rautaan liittyvät vikatilanteet ja monivaiheiset testit suoritetaan useimmiten 
manuaalisesti. Manuaalisen testauksen etu automaatioon nähden on myös siinä että 
mahdolliset pienet poikkeamat, ja tapahtumat joita ei osata odottaa, löytyvät.  
 
5.3  Testitapauksen tulosten analysointi 
 
Testitapausten suoritustapa vaikuttaa tulosten analysointiin. Kuten testitapauksia 
suoritettaessa, myös niiden tuloksia voidaan analysoida sekä manuaalisesti että 
automatisoidusti. Testitapauksen tyypistä riippuen se analysoidaan joko manuaalisesti, tai 
automatisoidusti. Jotkin testitapaukset voidaan myös analysoida molemmilla tavoilla. 
Täysin automatisoitujen testitapausten, joissa sekä suoritus että analysointi suoritetaan 
automatisoituna, etuna on niiden suorituksen nopeus ja suoritukseen vaadittavan työmäärän 
vähentäminen. Täysin automatisoiduiksi testitapauksiksi sopivat parhaiten testit joita tulee 
suorittaa projektin aikana useita kertoja, ja jotka eivät ole erityisen monimutkaisia, jolloin 
mahdolliset virhetilanteet voidaan ottaa huomioon tuloksia analysoidessa. 
Automatisoidusta testitapauksesta analysoitavaksi saadaan yleensä vain tietokonelokit, 
joista joitain asioita ei voi, tai on hyvin vaikeaa, huomata. Tästä syystä monimutkaiset 
testit joissa tulokset voivat vaihdella, on syytä tarkastaa myös manuaalisesti. 
Manuaalinen tulosten analysointi suoritetaan yleisimmin manuaalisesti suoritetuille 
testitapauksille. Täysin manuaalisesti suoritetuissa testitapauksissa mahdolliset häiriöt 
tulevat selkeimmin ilmi ja tilanteen joustava tulkinta auttaa poikkeamien syiden 
selvityksessä. Toisaalta manuaalisen analyysin heikkoutena on mahdollinen analysoijan 
huolimattomuus, josta ei automaattisessa analyysissa tarvitse huolestua. 
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Automatisoiduille testeille manuaalinen analysointi on paikallaan kun automatisoidun 
analyysin tulokset ovat odotetuista poikkeavia. Joissakin testitapauksissa läpäisykriteerit 
voivat sallia joitain poikkeamia odotetuista tuloksista, jolloin analysointi on järkevintä 
suorittaa manuaalisesti. 
LIITE 8 antaa meille käytännön esimerkin testitapauksen tulosten analysoinnista. 
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6  TESTIN RAPORTOINTI 
 
6.1  Testitapauksen tuloksen raportointi 
 
Testitapauksen analysoinnin tuloksena saadaan testitapauksen suoritukselle tilaksi 
pass/fail, joka määräytyy testitapauksen odotettujen tulosten ja pass/fail kriteerien 
perusteella. Testin suorituksen noudattaessa odotettuja tuloksia ja täyttäessä 
läpäisykriteerit, testitapauksen suorituksen tilaksi määräytyy pass, eli testi on läpäisty. 
Fail-tilan testitapaus saa kun sen suoritus ei vastaa testitapauksen suoritusohjeessa 
määriteltyjä odotettuja tuloksia. Testitapaus voi failata myös läpäisykriteerien jäädessä 
täyttämättä. Tällainen tilanne voi johtua esimerkiksi ohjelmiston aiheuttamasta liian 
suuresta kuormituksesta, jolloin ohjelmiston toiminnallisuudessa ei välttämättä näy mitään 
tavallisesta poikkeavaa. 
Testitapauksen suorituksen analysoinnista saatu pass/fail-tulos kirjataan ylös testisetin 
tietoihin. LIITTEEN 1 kuvasta 1 käy ilmi testisetin jokaisen testitapauksen tila, eli 
pass/fail-tulos, ja testin suoritustapa. Arkistoimalla jokaisen suoritetun testin tuloksen 
pysymme projektissa selvillä mitkä kaikki testitapaukset on suoritettu, ja millaiset niiden 
viimeisimpien suoritusten tulokset ovat. 
Testitapauksen tuloksia raportoidessa on hyvä ottaa ylös ainakin seuraavat asiat; 
suorituspäivämäärä, käytetty ohjelmistoversio, testausympäristö, testaaja, tulos ja 
mahdollisen virheraportin tunniste.  
 
6.2  Vikaraportin laatiminen 
 
Vian ilmetessä tulee siitä tehdä vikaraportti, jotta löydetty vika voidaan korjata ohjelmiston 
seuraavaan versioon. Läpäisemättömän testitapauksen tietoihin lisätään laadittavan 
vikaraportin tunnus, jotta virheen korjauksen jälkeen testitapaus voidaan suorittaa 
uudelleen. 
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Vikaraportin laatimisen vaiheiden pohjana käytämme LIITTEEN 6 Nokian käyttämää 
prontolomaketta. Pienissäkin ohjelmistoprojekteissa vikaraporttien laatiminen on tärkeää, 
jotta kaikki korjaukset ohjelmistoon muistetaan toteuttaa ja lisätä ohjelmiston seuraavaan 
versioon. Suurissa projekteissa ohjelmistokoodin luoja ja ohjelmiston testaaja ovat yleensä 
eri henkilöitä, jolloin erityisen tärkeää on vikaraportin selkeys ja viasta oleellisen tiedon 
välittäminen. 
Mahdollisimman kuvaava otsikko kertoo vikaraportin lukijalle heti millaisesta viasta on 
kyse. Otsikkoa täydentämään annetaan lyhyt kuvaus siitä millainen tilanne johti vian 
ilmenemiseen, kuten esimerkiksi tietyssä testitapauksen vaiheessa ilmennyt häiriö. 
Alustavan tiiviin viankuvauksen lisäksi on vikaraporttiin syytä liittää myös testitapauksen 
suorituslokit, joissa vika on ilmennyt. Tarvittaessa vikatilanteesta voidaan ottaa myös 
monitorointeja, joilla saadaan tarkemmin selville viallinen ohjelmiston osa tai häiriön syy. 
Kuten testitapausta tietokantaan raportoidessa, myös vikaraporttiin merkitään kuka on 
raportin tehnyt ja mikä on vikatilanteen aiheuttaneen testitapauksen nimi. Vikaraporttiin on 
myös hyvä merkitä ryhmä jonka vastuualueella korjattava vika on, ja henkilöt joita 
vikaraportti kiinnostaa, kuten esimerkiksi projektipäällikkö. 
Viasta itsestään annetaan myös täydentävää tietoa kuten; vian tyyppi, suuruusluokka, 
korjausprioriteetti, missä vika tuli ilmi ja vian toistettavuus. Vian tyyppi määritellään usein 
joko ohjelmisto- tai rautaviaksi, jolloin aikaa ei tuhlaannu oikein toimivan komponentin 
korjaamiseen.  
Vian suuruusluokka määrittyy sen vaikutusten perusteella. Viat luokitellaan usein joko 
suuriksi, keskisuuriksi tai pieniksi. Ohjelmiston keskeisten osien toimintaan kriittisesti 
vaikuttavat viat luokitellaan suuriksi. GSM-verkossa tällainen vika voi olla esimerkiksi 
radioverkon objektien tilan jumiutuminen tai puheluiden muodostuskyvyn menetys. 
Keskisuureksi viaksi kutsutaan vikaa, joka häiritsee ohjelmiston toimintaa, mutta on 
kuitenkin korjattavissa tai ei estä ohjelmiston oleellisia toimintoja. Ohjelmiston toimintaan 
vaikuttamattomat viat määritellään pieniksi vioiksi, tällaisia vikoja ovat esimerkiksi 
virheelliset tulostukset tai ohjelmiston suorittamat ylimääräiset prosessit. 
Vian korjausprioriteetti määräytyy pitkälti sen suuruusluokan perusteella. 
Korjausprioriteettiin vaikuttaa myös samaan vikaan liittyvien vikaraporttien määrä ja 
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viasta aiheutuvat uudet ongelmat ohjelmiston muissa osissa. Korjausprioriteetti voi 
määräytyä myös projektin aikataulun mukaan. 
Toistettavuus on vian suuruusluokan määrittämisen ja korjauksen aloittamisen kannalta 
tärkeä tieto. Helposti toistettavissa olevia vikoja on helppo debugata, jolloin vian 
aiheuttava virhe koodissa saadaan selville. Vian toistettavuus antaa myös tietoa virheen 
luonteesta. Korjauksen testaaminen helposti toistettavalle vialle on huomattavasti 
yksinkertaisempaa kuin satunnaisesti tai harvoin toistuvan vian. Satunnaisen toistuvuuden 
vikojen korjausten varmistamiseksi testitapaus voidaan joutua toistamaan useita kertoja. 
Tekniset tiedot jotka viasta annetaan käsittävät käytetyn ohjelmistoversion ja 
testausalustan. Ohjelmistot joiden on toimittava useilla alustoilla voivat vaatia erilaisia 
korjauksia, riippuen siitä mille alustalle korjausta ollaan tekemässä. 
 
6.3  Virheen korjaus ja korjauksen testaaminen 
 
LIITE 7 antaa meille esimerkin täytetystä vikaraportista. Korjattaessa löydettyä vikaa voi 
koodaaja tarvita testaajalta lisäinformaatiota ongelmasta. Informaatiopyynnöillä pyritään 
selvittämään tarkemmin kuinka vika on aiheutunut, ja näin eristämään koodissa oleva 
virhe.  
Kun ohjelmistossa ollut virhe on löydetty ja korjattu annetaan korjaus testattavaksi vielä 
ennen sen liittämistä ohjelmiston uusimpaan versioon. Testattavaksi saadun korjauksen 
toimivuus varmistetaan suorittamalla vian aiheuttanut testitapaus uudestaan ohjelmistolla, 
johon korjaus on päivitetty. Häiriön toistuessa korjauksesta huolimatta, merkitään korjaus 
epäonnistuneeksi vikaraporttiin. Korjauksen ollessa riittämätön vikaa täytyy tutkia lisää, 
jotta virhe saadaan korjattua. 
Testatun korjauksen toimiessa voidaan korjaus merkitä onnistuneeksi. Kun vika on korjattu 
kaikille ohjelmiston alustoille, liitetään korjaus ohjelmiston uusimpaan versioon. 
Testitapaus, jossa vika ilmeni, voidaan tosin merkitä läpäistyksi vasta kun se on testattu 
passiin ohjelmiston uusimmalla versiolla. Uusimmalla ohjelmiston versiolla testattaessa 
voidaan varmistua että korjaus on toimiva ja yhteensopiva, jolloin voidaan siirtyä 
seuraavien testitapausten käsittelyyn. 
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7  Yhteenveto 
 
Opinnäytetyön tarkoituksena oli perehdyttää lukija suurten ohjelmistojen testauksen 
perusteisiin. Testauksen käytäntöön tutustuimme GSM-verkon elementtien testaukseen 
perustuvilla esimerkeillä. Työssä käytiin läpi yleinen testaamisen teoria, GSM-standardi, 
testitapausten sisältö, itse testaus ja tulosten analysointi.  
Ohjelmistoja testaamalla pyritään karsimaan vakavimmat virheet ja normaalissa käytössä 
ilmenneet pienemmät viat. Uusia ohjelmistoversioita tuottavat projektit vaativat olemassa 
olevien testitapausten ylläpitoa, sekä tarvittaessa uusien laatimista. 
Käytännön ohjelmistotestauksessa jokainen testitapaus tuo mukana omia haasteitaan, jotka 
testaajan on ratkaistava testin suorittamiseksi. Testejä voidaan suorittaa useilla eri tavoilla, 
jolloin saatuja tuloksia tulee arvioida annettujen määreiden puitteissa.   
Ohjelmiston testaus on suoritettu kun sille asetetut läpäisytavoitteet on saavutettu, eli 
riittävän suuri määrä testijoukkojen testitapauksia on testattu ja läpäisty. Testaamalla 
pyritään varmistamaan ohjelmiston luotettava toiminta. Järjestelmän toiminnan 
luotettavuuden asteen varmistamiseksi asetetaan testijoukoille läpäisytavoitteet, jotka ovat 
sitä vaativammat mitä tärkeämpää ohjelmiston häiriötön toiminta on. 
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