Introduction
A modular reconfigurable robot consists of a collection of individual link and joint components that can be assembled into a number of different robot geometries. Compared to a conventional industrial robot with fixed geometry, such a system can provide flexibility to the user to cope with a wide spectrum of tasks through proper selection and reconfiguration of a large inventory of functional components. Several prototyping systems have been demonstrated in various research institutions (Cohen et al. 1992; Fukuda & Nakagawa 1988; Schmitz, et al. 1988; Wurst 1986 ). Applications of modular systems have been proposed in rapid deployable robot systems for hazardous material handling (Paredis et al. 1995) , in space stationed autonomous systems (Ambrose 1995) , and in manufacturing systems (Chen 2000; 2001) . In the control and simulation of a modular reconfigurable robot system, precise kinematic and dynamic models of the robot are necessary. However, classical kinematic and dynamic modelling techniques for robot manipulators are meant for robot with fixed geometry. These models have to be derived manually and individually stored in the robot controller prior to simulating and controlling the robot. Commercial robot simulation software usually provides end users with a library of predefined models of existing robots. The models of any new robot not in the library have to be derived exclusively from the given parameters and commands in the package. For a modular robot system built upon standard modular components, the possible robot geometries and degrees of freedom become huge. As shown by Chen (1994) , the number of robot-assembly configurations grows exponentially when the module set becomes large and the module design becomes complicated. To derive all of these models and store them as library functions require not only tremendous effort but also very large amount of disk storage space. In such cases, it is impractical and almost impossible to obtain the kinematic and dynamic models of a robot based on the fixed-geometry approach. Hence, there is a need to develop an automatic model-generation technique for modular robot applications.
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Industrial Robotics: Theory, Modelling and Control In this chapter, we introduce a framework to facilitate the model-generation procedure for the control and simulation of modular robots. The framework consists of three parts: a component database; a representation of modular robot geometry; and geometry-independent modelling techniques for kinematics, dynamics, and calibration. The component database maintains the description and specifications of standard robot components, such as actuators, rigid links, sensors, and end effectors. The robot representation indicates the types and orders of the robot components being connected. The geometryindependent modelling algorithms then generate the proper models based on the robot description. A graph based technique, termed the kinematic graph, is introduced to represent the module-assembly sequence and robot geometry. In this graph, a node represents a connected joint module and an edge represents a connected link module. Modules attached to or detached from the robot can be indicated by adding or removing nodes or edges from the graph. The realization of this graph is through an Assembly Incidence Matrix (AIM) (Chen 1994; Chen & Burdick 1998) . A modular robot can be conceived according to the given AIM without knowing the other parameters, such as joint angles and initial positions. Here, we assume the generic structure of a modular robot is branchtype. The serial type modular robot is a special case of the branch-type structure. Previous attempt to deal with automatic model generation for modular robots employed Denavit-Hartenburg (D-H) parameterization of the robot (Kelmar & Khosla 1988; Benhabib et al. 1989) . However, the D-H method does not provide a clear distinction between the arranging sequence of the modules in the robot chain and their spatial relationship. Also, it depends on the initial position of the robot: the same robot may have different sets of D-H parameters just because of the different initial or zero positions. When evaluating the task performance of a modular robot with respect to its corresponding geometry, complicated equivalence relationships must be defined on the sets of parameters to identify the uniqueness of the robot geometry (Chen & Burdick 1998) . The formulation of the kinematics and dynamics is based on the theory of Lie groups and Lie algebras. The robot kinematics follows a local representation of the product-of-exponential (POE) formula, in which the joints, regardless of the types, are defined as members of se(3), the Lie algebra of the Euclidean group SE(3). The associated Lie algebraic structure can simplify the construction of the differentials of the forward-kinematic function required for numerical inverse solutions. The POE representation can also avoid the singularity conditions that frequently occur in the kinematic calibration formulated by the D-H method (Chen & Yang 1997; Chen et al. 2001) . Thus, it provides us with a uniform and well-behaved method for handling the inverse kinematics of both calibrated and uncalibrated robot systems. Since the joint axes are described in the local module (body) coordinate systems, it is convenient for progressive construction of the kinematic models of a modular robot, as it resembles the assembling action of the physical modular robot components. The formulation of the dynamic model is started with a recursive Newton-Euler algorithm (Hollerbach 1980; Rodriguez et al. 1991) . The generalized velocity, acceleration, and forces are expressed in terms of linear operations on se(3) (Murray et al. 1994) . Based on the relationship between the recursive formulation and the closed-form Lagrangian formulation for serial-robot dynamics discussed in (Featherstone 1987; Park et al. 1995) , we use an accessibility matrix (Deo 1974) to assist in the construction of the closed-form equation of motion of a branchtype modular robot, which we assume is the generic topology of a modular robot. Note that all the proposed modelling techniques can contend with redundant and nonredundant modular robot configurations. This chapter is organized as follows. Section 2 introduces the basic features of the hardware and software of a newly conceived modular robotic workcell. Section 3 briefly reviews the definitions of the AIM presentation and the associated accessibility matrix and path matrix. Section 4 concerns the formulation and implementation of geometry-independent kinematic, dynamic, and calibration models for modular robots. In addition to automated model generation, identification of the optimal modular robot assembly geometry for a specific task from the vast candidate database is also important. The AIM representation facilitates the search/optimization process by using the genetic algorithms approach. Section 5 investigates the task-oriented optimal geometry issues in modular reconfigurable robots and the advantage of using AIM to solve this type of problem. The proposed automatic model-generation method implemented in a Windows Based application for modular robotic automation system, termed SEMORS (Simulation Environment for MOdular Robot System) is introduced in Section 6. Prototypes of the modular robotic automation systems configured in both serial and parallel geometries for positioning and machining purposes based on the operation of SEMORS are illustrated in Section 7. This chapter is concluded in Section 8. Figure 1 illustrates the system layout of a reconfigurable robotic workcell proposed by Nanyang Technological University and Singapore Institute of Manufacturing Technology (Chen 2001) . The objective of this project is to develop a reconfigurable modular robotic workcell which is capable of performing a variety of tasks, such as part assembly, material transfer, and light machining (grinding, polishing and deburring), through rapid change of reusable workcell components. In this system, workcells are made of standard interchangeable modular components, such as actuators, rigid links, end-of-arm tooling, fixtures, and sensors. These components can be rapidly assembled and config-46 Industrial Robotics: Theory, Modelling and Control ured to form robots with various structures and degrees of freedom. The robots, together with other peripheral devices, will form a complete robotic workcell to execute a specific manufacturing task or process. The corresponding intelligent control and simulation software components are then reconfigured according to the change of the workcell configuration. The maintenance and upgrade of the system are simplified by replacing the malfunctioned or outdated components. Converting a manufacturing line from one product to another can be very fast in order to keep up with the rapidly changing marketplace. In this system, the workcell software is designed in reusable-and reconfigurable-object fashion for ease of maintenance and development. Figure 2 illustrates the overall software architecture of the modular workcell. The user environment will provide all the necessary functions to facilitate the end user in controlling, monitoring and simulating the workcell. It consists of the following parts:
System Architecture
Component browser --for viewing and editing the components available in the component database;
• Simulator ---for generating a computer-simulation model of a modular robot and the entire workcell; additionally, the simulator may be employed as the core function for future virtual manufacturing capabilities;
• Task level planner ---for determining the optimal geometry of a modular robot for a given task and the overall layout of the workcell for a particular manufacturing process;
• Programming interface ---for providing command and control of the system; and • Controller ---for commanding the low-level individual controllers located in the components, and identifying the robot's geometry from the local component controllers. The system kernel, which is hidden from the user, provides automated modelgeneration functions and the configuration-optimization function (a component database is also associated with it):
• Object-oriented component database----manages the specification of all the components, such as the dimensions and weights of the links, maximum kinematic and dynamic performance of the actuators, etc. It can be accessed by the user for browsing and editing purposes.
• Geometry-independent kernel functions---generates kinematic and dynamic models of the robots shared by the simulators and the controller. Using identical models in the simulation and control of the workcell insures the reliability and integration of the system, and enables physically based simulations through the workcell controller. The configuration-optimization function can enumerate all possible robot geometry from an inventory of module components in the database, and select the most suitable one for a prescribed task. This information will pass back to the task-level planner to determine the optimal layout and locations of the robots in the workcell.
The information passing from the component database to the modeling functions is through the assembly incidence matrix. Robot geometries (serial, branch, or hybrid) and detailed connection information, such as the connecting orientation and the types of adjacent modules, are all indicated in the matrix. This matrix is then passed to the geometry-independent functions for model generation.
In such a system, the need to maintain a huge library of robot models is eliminated; instead, we maintain a small selection of the component-database and kernel functions for automated model generation, reducing the overall footprint of the system software.
Modular Robot Representation

Module Representation
To make the automatic model-generation algorithms work on a variety of module components, we introduce a conceptual set of modules whose features are extracted from those of real implementations. The modular systems developed to date have several common mechanical and structural features: (1) only 1-DOF revolute and 1-DOF prismatic joints; (2) symmetric link geometries for interchangeability; and (3) multiple connection ports on a link. 
Joint Modules
A modular robot joint module is an ``active'' joint, which allows the generation of a prescribed motion between connected links. Two types of joint modules, the revolute joints (rotary motion) and the prismatic joints (linear or translational motion), are considered. Rotary and linear actuators must reside in the modules to produce the required motions and maintain the modularity of the system. Multi-DOF motions can be synthesized with several 1-DOF joints. Joint modules are attached to link modules through standardized connecting interfaces for mechanical, power, and control connections.
Link Modules
The place on a link module where the joint is connected is called a connecting port. Without loss of generality, we assume that a link module is capable of multiple joint connections, and the link module has symmetrical geometry. Such a design allows modules to be attached in various orientations, and the robot geometry to be altered by simple reassembling. The modular robot components developed in our university are shown in Figure 3 . This design follows the building-block principle whereby modules can be stacked together in various orientations through connecting points on all six faces of the cubes. In mechanism design theory, a kinematic chain of links and joints is often represented by a graph, termed a kinematic graph (Dobrjanskyj & Freudenstein 1967) , in which vertices represent the links and edges represent the joints. Using this graph representation, we are able to categorize the underlying structure (or geometry) of a linkage mechanism and apply the result from the graph theory to enumerate and classify linkage mechanisms. A robot manipulator is also a kinematic chain, thus, admitting a kinematic graph representation. For example, an 8-module 7-DOF branch-type modular robot and its kinematic graphs are shown in Figure 4 (a) and 4(b). It is also known that a graph can be represented numerically as a vertex-edge incidence matrix in which the entries contain only 0s and 1s (Deo 1974) . Entry (, ) ij is equal to 1 if edge j e is incident on vertex i v , otherwise, it is equal to zero. This incidence relationship defines the connectivity of the link and joint modules. Because link modules may have multiple connecting points, we can assign labels to the connecting points to identify the module connection. To further identify those connections in the incidence matrix, we can replace those entries of 1 by the labels of the connected ports being identified on the link modules, and keep those entries of 0 unchanged. This modified matrix, termed an assembly incidence matrix, provides us the necessary connection information of the modules and also the basic geometry of the modular robot.
Definition 2. (Assembly incidence matrix)
Let be a kinematic graph of a modular robot and () be its incidence matrix. Let port be the set of labels assigned to the connecting ports on the link modules. The assembly incidence matrix of the robot () is formed by substituting the 1s in () with labels in port on respective modules. One extra column and row are augmented to () to show the types of link and joint modules. Note that the representation and assignment of the labels are nonunique. The labels of the connecting ports may be numerical values (Chen 1994) or may be derived from the module coordinates (Chen & Yang 1996) . In this case, the module-component database should use consistent bookkeeping for this information. The AIM of the modular robot (8 link modules and 7 joint modules) shown in Fig. 4 
Note that there are three types of link modules in the robot: the base ( B ), the large cubic module ( 1 C ), and the small cubic module ( 2 C ). Cubic modules have six connecting interfaces labeled 1 -6; i.e., port ={1, ,6} , which follows the labeling scheme on dice. The revolute joints and prismatic joints are denoted by R and P respectively.
Accessibility Matrix and Path Matrix
Two matrices, namely the accessibility matrix and the path matrix, derived from a given AIM are defined in this section to provide the accessibility information from the base module to every pendant module in a branch-type modular robot. The accessibility information enables us to formulate the kinematics and dynamics of a general branch-type robot in a uniform way.
Module traversing order
The links and joints of a serial-type robot can follow a natural order from the base to the tip. A branch-type robot has more than one tips, and no loops. Therefore, the order of the links of a branch-type robot depends on the graph traversing algorithms (Cormen et al. 1990 ). Let . This order is obtained by the depth-first-search algorithm. Note that the farther the module is away from the base, the larger its traversing order.
Directed graphs
A branch-type robot with 1 n + modules has n joints. Let 1 ={ , , } n ee represents the set of joints, where joint i e is designated as the connector preceding link module i v . With a given traversing order, the robot graph can be converted to a directed graph (or digraph) , which is an outward tree for a branch-type manipulator in the following manner. Let =( , ) Figure 4 (b). From an outward tree with n vertices, an nn × accessibility matrix can be defined to show the accessibility among the vertices. The accessibility matrix can be derived from the AIM once the traversing order on the link modules is determined. For example, the accessibility matrix of in Figure ( v , and 7 v . It can be seen that the rows of () are identical to Columns 3, 4, and 7 of
Definition 3. (Accessibility matrix)
(1 ) (1 ) ( () ) nn I +× + + respectively.
Geometry-Independent Models
Forward Kinematics
The forward kinematics of a general branch-type modular robot starts with a given AIM and a dyad kinematic model that relates the motion of two connected modules under a joint displacement. A dyad is a pair of connected links in a kinematic chain. Using dyad kinematics recursively with a prescribed graph-traversing order assigned to the robot modules, we may obtain the forward transformation of every branch with respect to the base frame, having a prescribed set of joint displacements. Note that a branch-type robot is one without any closed loop geometry. The kinematics of a closed loop type robot mechanism requires additional constraints, and is not considered here. 
Dyad kinematics
whereˆ(3) j ss e ∈ is the twist of joint j e expressed in frame j , () ij ij q T and
is the initial pose of frame j relative to frame i . Note that in the following context, the pose of a coordinate frame is referred to the 44 × homogeneous matrix of the orientation and position of a coordinate frame: 
Recursive forward kinematics
Based on eq. (4), we propose a recursive algorithm for a general branch-type modular robot, termed TreeRobotKinematics. This algorithm can derive the forward transformations of the base link to all pendant links based on graphtraversing algorithms. The procedure is illustrated in Figure 6 . Implementation details can be found in an earlier work (Chen & Yang 1996) . The algorithm takes three inputs: the AIM of the robot () , the base link location 0 T , and a set of joint angles {} q . The forward-kinematics calculation follows the breathfirst-search (BFS) traversing algorithm to travel on the connected robot modules. 
Path-by-path forward kinematics
A tree-type robot consists of several paths that give the shortest routes from the base to the respective pendant links. Each path can be considered as a serially connected submanipulator so that the forward transformation can be derived as conventional industrial manipulator. The sequence of the connected modules in a path is indicated in a row of the path matrix () . Let 
For a branch-type modular robot with several paths, the forward kinematics is 
where 12 (, , , ) nT represents the vector of 44 × homogeneous matrices of the poses of all the pendant end-effectors. Since many paths in the branch-type robot share many common modules, there will be repetitive calculations using the model of eq. (7). In actual implementation, we prefer the recursive approach, which introduces no repetitive calculations.
Inverse Kinematics
The purpose of an inverse kinematics algorithm is to determine the joint angles that cause the end-effector of a manipulator to reach a desired pose. Current robot inverse kinematics algorithms can be categorized into two types: closedform and numerical. Closed-form-type inverse kinematics requires a complete parameterization of the solution space, usually in terms of simultaneous polynomial equations. Solutions to such a set of simultaneous polynomial solutions exist for a few types of robots with revolute joints or simple geometry. It is very difficult to obtain the inverse kinematics for an arbitrary modular reconfigurable robot in this manner. Here we adopt the numerical approach to solve the inverse kinematics of modular robots. The inversekinematics algorithm will construct the differential kinematic model using the local POE formula. The differential kinematic equation of a single branch of a branch-type robot is considered first. Based on the AIM of the robot, one can extend this differential kinematics model to include multiple branch structures. Then the Newton-Raphson iteration method is used to obtain the numerical inverse kinematics solutions. The differential kinematic model can be easily modified to solve the pure position, pure orientation, and hybrid inverse kinematics problems . 
Equation (9) is the differential kinematic equation of a path. Let 
We can obtain the following equation by first order approximation:
Substituting eq. (12) into eq. (9), we obtain
Explicit formulae for calculating the logarithm of elements of (3) SO and (3) SE were derived by Park and Bobrow (1994) . Definitely, (13) into the adjoint representation, we get
Conveniently, eq. (14) can also be expressed as the following form: , is termed as body manipulator Jacobian matrix (Murray et al. 1994 
Entire manipulator
The paths of a branch-type manipulator may not be independently driven, because of the common sharing modules. This forbids us to treat each path as independent serial-type manipulators. Hence, with a given set of the pendant end-effectors's poses for all branches, the inverse kinematics must be solved simultaneously. With the assistance of the path matrix, we are able to identify the connected and related modules in a path. Then, we can orderly combine the differential kinematic equations (eq. (15)) ofall constituting paths into a single matrix equation of the following form: 
where i represents the number of iterations and * J is the Moore-Penrose pseudoinverse of J . Using the Newton-Raphson method, a close-loop iterative algorithm similar to that of Khosla, Newman and Prinz (1985) is employed (Fig. 7) . The iterative algorithm determines the necessary changes in the joint angles to achieve a differential change in the position and orientation of the end-effector. Given a complete robot assembly (or the AIM) and a set of desired poses d T , this algorithm starts from an initial guess, 0 q , somewhere in the neighborhood of the desired solution. It is terminated when a prescribed termination criteria is reached. As one can see, the structure of J depends on the path matrix, which is implied in the kinematic graph of the robot. Therefore, once the assembly configuration of a modular robot is determined and all module parameters are obtained, the differential kinematic model (eq. (16)) can be generated automatically. Computational examples of the inverse kinematics algorithms for branch-type and serial modular robots are given by to illustrate the algorithm's applicability and effectiveness. When compared to the other numerical inverse kinematics algorithm using D-H parameters, our method always use less number of iterations and computing time for the same given pose. This is due to the use of the pose difference vector computed from the matrix logarithm in eq. (16), and not the difference of homogeneous transformation matrices. Actual implementation of the algorithm using C++ codes shows that the computation time for each solution can take less than 20 msec on a Pentium II 300MHz PC, which satisfies the basic requirement for real-time control and simulation. 
Kinematic Calibration
The machining tolerance, compliance, and wear of the connected mechanism and mis-alignment of the connected module components may introduce errors in positioning the end-effector of a modular robot. Hence, calibrating the kinematic parameters of a modular robot to enhance is positioning accuracy is important, especially in high precision application such as hard-disk assembly. Current kinematic calibration algorithms for industrial robots that are designed for certain types of serial manipulators are not suitable for modular robots with arbitrary geometry. Here we propose a general singularity-free calibration-modeling method for modular reconfigurable robots, based on the forward kinematics discussed in previous section. This method follows local POE formulae. The robot errors are assumed to be in the initial positions of the consecutive modules. Based on linear superposition and differential transformation, a six-parameter model is derived. This model can be generated automatically once the AIM of the robot is given. An iterative least-square algorithm is then employed to find the error parameters to be corrected. The calibration starts with a serial-type manipulator kinematics model: 
Written in differential form, we have
The differential 0n dT can be interpreted as the difference between the nominal position and the measured position.
Error model of a dyad
Our kinematic calibration is based on the local frame representation of a dyad , and there will be six independent error parameters in a dyad. Denote the small error in the initial position of dyad 
Gross error model of a robot
Similar to the error model of a dyad, the gross-geometric error, 0n dT between the actual end-effector position the nominal position can be described as: 
Linear superposition
Based on the assumptions, the errors in the dyads will contribut to the gross error in the end-effector's position 0n dT . Since the geometric errors are all very small, the principle of linear superposition can be applied. We assume that the gross errors 0n dT are the linear combination of the errors in the dyads
Equation (28) In Equation (33), x represents the error parameters to be identified in a modular robot assembly. The quantities in matrix A and 
Where 61 12 =column [ , , , ] 
where † A is the pseudo-inverse of A and †1
=( )
The calibration procedure is illustrated in the diagram of Figure 8 (a). Computer simulation and actual experiment on the modular robot systems described by Chen & Yang (1997) and Chen et al. (2001) have shown that this calibration method can improve the accuracy in end-effector positioning by up to two orders of magnitudes. 
Dynamics
The dynamic model of a robot can be formulated with an iterative method through a recursive Newton-Euler equation. This method can be generally applied to branch-type robots without modification. Here we present a method to generate the closed-form dynamic models of modular robots using the AIM and the recursive algorithm.
Newton-Euler Equation for link assembly
Assume that the mass center of link assembly j is coincident with the origin of the link module frame j . The Newton-Euler equation of this rigid link assembly with respect to frame j is (Murray et al 1994) 
The following notations are adopted:
is the generalized mass matrix; 
Recursive Newton-Euler algorithm
The recursive algorithm is a two-step iteration process. For a branch-type robot, the generalized velocity and acceleration of each link are propagated from the base to the tips of all branches. The generalized force of each link is propagated backward from the tips of the branches to the base. At the branching module, generalized forces transmitted back from all branches are summed.
FORWARD ITERATION
The generalized velocity and acceleration of the base link are given initially, 
( 40) where b V and b V are expressed in the base frame 0. We assume that the base frame coincides with the spatial reference frame. The generalized acceleration (eq. (40)) is initialized with the gravitation acceleration g to compensate for the effect of gravity. Referring to Figure 6 , the recursive body velocity and acceleration equations can be written as
where all the quantities, if not specified, are expressed in link frame j .
• j V and j V are the generalized velocity and acceleration of link-assembly j ;
• j q and j q are the velocity and acceleration of joint j e respectively; 
=( )
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Closed-Form Equations of Motion
By iteratively expanding the recursive Newton-Euler equations (eqs. (39)- (44)) in the body coordinates, we obtain the generalized velocity, generalized acceleration, and generalized force equations in matrix form: (46)- (48) into eq. (49), we obtain the closed-form equation of motion for a branch-type modular robot with 1 n + modules (including the base module) 
The mass matrix is () Mq ; (,) Cqq represents the centrifugal and Coriolis accelerations; () Nq represents the gravitational force and external forces. The procedure for obtaining the closed-form equation (eq. (50)) is summarized in Figure 8 (b). It has been successfully implemented in Mathematica code.
Configuration Optimization
Introducing modularity in a robotic system implies that the system performance can be optimized through proper selection and reconfiguration of module components. The task planner for the modular robotic workcell will be able to determine the optimal robot configuration and geometry for a given task from an inventory of robot modules. Figure 9 depicts the general approach for determining the optimal assembly configuration. Shaded blocks represent the basic formulation of the optimization problem. With a given set of modules selected from the component database, all possible and unique assembly con-figurations can be generated and identified through an enumeration algorithm (Chen & Burdick 1998) . In the second step, an objective function is formulated to evaluate the performance of every assembly configuration, based on the task specifications. A basic robot task contains task specifications that are provided by the task planner---the goal positions/orientations, force application, accuracy, and dexterity of the end-effectors---and constraints to be overcome---obstacle avoidance, workspace limit, singularity and kinematic redundancy (Chen & Burdick 1995; Yang & Chen 2001) . A search/optimization procedure is employed in the last step to find the optimal assembly configuration. Note that all the dimensions of the modules have been previously designed and fixed at the selection stage. With a given set of modules, the possible combination of robot-assembly configurations is always a finite number. Therefore, the parameter space for the optimization is discrete, and combinatorial optimization methods can be applied. Exhaustive search algorithms can be used to find the exact optimal solution, but the exponential growth of the data set impedes the efficient implementation of such an algorithm. Random-search techniques such as genetic algorithms (GA) (Chen 1994) and simulated annealing (SA) (Paredis & Khosla 1995) are more suitable for such problems. Transition rules for data points required in GA and SA can be easily implemented based on a data-representation scheme such as AIM. 
Task-Oriented Objective Function
The crucial point in determining the optimal robot configuration is formulating an objective function that will assign a "goodness" value to every assembly configuration accomplishing a specified task. The form of the objective function should be general enough so that it is applicable to a wide variety of task requirements. Two components of a robot task---task specifications and constraints---must be considered in formulating the objective function. We call this function an assembly configuration evaluation function (ACEF). The assembly configuration with the greatest ACEF value is deemed optimal. It is also important to note that from a given set of modules it is possible to construct robots with various topologies, such as serial or parallel kinematic structures. Even with a fixed robot-topology class, the number of degrees of freedom (DOF) can alter the kinematic functionality of the system. Here we propose a solution strategy for modular robot with a fixed topology and a fixed number of DOF. The structure of the ACEF for a serial modular robot is shown in Figure 10 . The input is an AIM with a predefined number of DOFs and predefined topology. The output is the ``goodness'' of the AIM in terms of a non-negative real number. An AIM with a large ACEF value represents a good assembly configuration. The ACEF consists of two parts: task and structure evaluations. Task evaluation is performed according to the given task specifications: the task points (or the positions of the end-effector) and a designated criteria measure, such as the dexterity or the manipulability. A workspace check on the task points is executed before computing the measures for filtering out inaccessible points. Structure evaluation assesses the kinematic constraints (joint singularity and redundancy, link interference) and environmental constraints (workspace obstacles) imposed on the robot in accomplishing the assigned task. The proposed ACEF assumes the modular robot is operated in a structured environment, and that there are no obstacles in the workspace. An auxiliary function, termed the module-assembly preference (MAP) is defined on the AIM to exclude undesirable kinematic features. Detailed implementation of the task and structure evaluation can be obtained from Chen (1996) .
Evolutionary Algorithms
An evolutionary algorithm is a probabilistic search/optimization method based on the principle of evolution and hereditary of nature systems (Michalewicz 1994) . In this algorithm, a population of individuals for each generation is maintained. The individual is implemented with some data structure and is evaluated by a ``fitness function'' to give a measure of its ``fitness''. A new population is formed by selecting the more suitable individuals. Members in the new population undergo transformations by the ``genetic operators'' to form new solutions. Through structured random information changes, the new generation is more ``fit'' than the previous generation. After a number of iterations, the individuals will converge to an optimal or nearoptimal solution. Here we attempt to use the AIMs as the data structure of the solution, and define AIM-related genetic operators (Chen 1996) as solving the task-optimal problem in an evolutionary approach, because AIM is a natural representation of the modular robot and is topologically independent. Figure 11 depicts the application of the evolutionary algorithm in solving the task-optimal configuration problem. An example of optimizing the configuration of a 4-DOF modular robot is provided in the following example. Suppose we wish to find a 4-DOF fixed-base serial robot with revolute joints that passes through two task points 1 p and 2 p . Also suppose that we require there be no redundant joints, and minimum link interference. Let the performance measure of the robot be the manipulability. The initial set of AIMs randomly generated is shown in Figure 12 . The population size is 8, and the evolution stopped after 30 generations. The assembly configuration in the target generation that has the highest fitness value is chosen as the optimal one (Fig. 13a) . The average and maximum fitness values in every generation are shown in Figure 13 (b). As can be seen, the evolutionary algorithm does increase the fitness values generation by generation. Although the best solution may not be guaranteed, a suboptimal solution can always be found, and in return, the efficiency of finding the solution is increased. 
Simulation Software for Modular Robots
To visualize and simulate the performance of an assembled robot, such as reachability and workspace, a robot simulation software application is necessary. The Simulation Environment for MOdular Robot System (a.k.a. SEMORS) is a Windows NT-based object-oriented software application developed for this purpose. Based on the proposed local POE models and AIM data structures, SEMORS offers uniform and automatic model construction effort (kinematics, dynamics and calibration) across computer simulation and realtime control of arbitrary robot configurations . The basic graphical user interface of SEMORS is illustrated in Figure 14 . SEMORS is intended to be a uniform interface for all modular robots and is portable to modular robot systems from different vendors. It will be used both for simulation and for on-line execution of a task, regardless of whether the robot is executing (or is simulated to be executing) the task as a stand-alone application, or as part of a workcell process. Thus, it allows the user to quickly integrate the hardware components into modular robots, and to manage their operations in the reconfigurable workcell. Key features of SEMORS include: In addition to the simulation of modular robots, extended features like robot configuration planning/optimization and module database management are implemented as separate application packages to be used along with SEMORS. The task-based robot configuration optimization mentioned in Section 5 is a generic and platform-independent methodology. With the capability of taskbased robot configuration optimization, designing the modular robot configuration using SEMORS becomes no longer an ad hoc approach. The software system will provide end-user an optimized robot configuration according to the input task requirements. The user does not need to start the design work from scratch. Rather, based on the result of optimization, he can fine-tune the suggested robot design or layout. The development effort and time for the workcell can be greatly reduced.
Prototype of Reconfigurable Robotic Workcell
To effectively demonstrate the use of a modular reconfigurable robotic system, we have constructed a prototype workcell for light-machining tasks in an industrial exhibition in 1999 (Figure 15 ). This workcell was built with multiple reconfigurable robots along with other supporting devices under a unified modular approach. • Preliminary design stage To make use of the advantages of both parallel-typed and serial-typed robots, we intend to make the workcell to perform a complete milling operation of a workpiece, starting from picking up the object, transferring the object to a milling robot, starting the milling process, and returning the workpiece back to a storage rack. Based on this preliminary concept, we decide to use two reconfigurable robots in this workcell: one is a serial-typed robot for the pick-andplace operation, and the other is a parallel-typed robot for the milling operation because of its structural rigidity. The task is to perform milling operation on a dome-shaped top of a cylindrical workpiece with 15cm in diameter. A workpiece transfer system should be used in between the two robots.
• Robot configuration selection and construction Based on the preliminary task description, the workcell is configured with a 7-DOF redundant serial-type robot, a 6-DOF articulate RRRS parallel robot, and a 1-DOF linear motion stage. From the robot configuration optimization, a 4-DOF SCARA-type robot is sufficient to perform the task. Deploying a redundant robot here is to demonstrate that the proposed model generation algorithms used in SEMORS and in robot control are universally applicable for any configuration. The configuration design of the parallel robot follows a systematic approach . In principle, a 3-branch parallel structure is used because of the structure stiffness and dexterity. Each branch consists of three rotary joints (two are active and one is passive) and a passive spherical joint. Once the geometry is determined, the workspace analysis is performed. From the result of this analysis, the lengths of the rigid links and connectors are determined. Because of the modular design, the actuator modules can be freely located at the nine revolute joints. The workspace of the robot changes according to the locations of the actuator modules. A disk-shaped moving platform is attached to the three branches. An end-mill tool actuated by an intelligent motor is mounted at the center of the platform. This motor uses the same control interface as the standard actuator modules. Because of the lack of the force sensor, the task is only carried out in simulated manner, i.e., the end-mill tool only goes through the milling path without touching the surface of the workpiece. The 1-DOF linear motion stage uses two standard modules: one rotary module to drive the linear slide and one gripper module to hold the workpiece, to ensure uniformity in the workcell control. The specifications of the robots and the motion stage are listed in Table 1 .
• Workcell construction and fine-tuning After the robots and motion stage are constructed, the robot controllers are connected to the robots. Two Pentium II-based industrial PC robot controllers are used to perform high-level trajectory control of the serial robot and the parallel robot respectively. The kinematic models of both serial and parallel robots are generated automatically in SEMORS and stored in the robot controllers. Kinematic calibration of both robots is performed before the operation. The kinematic calibration is conducted by using articulate-typed coordinate measuring equipment, called "Spin Arm". The obtained calibration data is transferred to the robot controller and then SEMORS computes and updates the corrected kinematic models of the robots automatically. Because of its simplicity, the control of the motion stage is done by one of the robot controller for this implementation.
• Finalize task sequence and control of the workcell actions With updated kinematic models, the detailed task sequence of all robots (Table  2) is laid out. The tasks are then programmed into the respective robot controllers. The two robot controllers are connected to a closed-loop workcell LAN running at 10MB/sec. A separate notebook computer is also connected to the workcell network performing supervisory control of the workcell through SEMORS running on the individual robot controllers. The task sequence of the workcell is monitored and supervised by the notebook supervisor. Based on the actual construction, to assembly the described 7-DOF serial-typed robot takes two users about 30 minutes. The time to construct the parallel robot requires two persons about two hours because of the complexity of the structure. Adding the time to install the motion stage, calibrate the robots and fine-tune the workcell hardware, it will take about four hours in total to com-plete the entire workcell set-up excluding the time spent on the preliminary design stage. 
Conclusion
We have presented a generic method to automate the model generation for modular reconfigurable robots based on a graph representation of robot geometry, called an assembly incidence matrix, and geometry-independent model building algorithms for the kinematics, dynamics and error models of a robot. The AIMs of the assembly configuration of modular robots facilitate the determination of optimal robot configuration for a specific task using combinatorial optimization techniques. We also presented here an approach to solve the task optimal problem using evolutionary algorithms with customized genetic operators based on the AIM of the robot. The application of this automatic modeling technique is implemented in a modular robot control and simulation software application, SEMORS (Simulation Environment for MOdular Robot Systems). In this software system, it is not necessary to maintain a library of robot models, since the possible assembly configurations of a robot is not a fixed number. Instead, only a small set of component database and kernel functions are kept in the robot controller, and required robot models are generated automatically. From the prototype construction, we can con-firm the advantage of using modular components in constructing the complex robotic workcell with different configurations. The plug-and-play kinematics, dynamics, and calibration robot models are also verified through the actual implementation in the robot controller and the simulation software. Robot A places processed workpiece to the fixture *Robot A: 7-DOF serial robot, Robot B: 6-DOF parallel robot Table 2 . Task Sequence
Task Sequence
