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Mindennapjainkban az információnak rendkívül nagy szerepe van és ez sok mindenben 
megnyilvánul. Befolyásolja a döntéseinket, a gazdaságot, a politikát és a világ 
mozgatásának alapját képezi. Mára eljutottunk arra a szintre, hogy 10 emberből 9-nek 
van felhasználói profilja legalább 1 közösségi hálón, de legtöbb esetben több helyen is, 
mint például Facebookon, Twitteren vagy LinkedInen. Alapvetően az emberek azért 
csatlakoznak ilyen közösségi oldalakhoz, hogy értesüljenek a világ eseményeiről, 
ismerőseikkel ápolják a kapcsolatot és újakra tegyenek szert. Amikor a felhasználó a 
közösségi profiljával tevékenykedik az adott oldalon, akkor különböző behatások 
érhetik, amik közül van olyan, amely tervezett volt és van olyan, amely nem. Előbbire 
példa, ha kifejezetten azért lép be a fiókjába a felhasználó, hogy privát üzenetet váltson 
egy ismerősével. Utóbbira pedig az, ha elkezdi böngészni a globális hírfolyamot, amelyen 
az adott oldaltól függő, ajánló algoritmusok alapján kapja az olvasó a hirdetéseket, 
esemény meghívókat és a világbéli történésekről szóló írásokat. 
Az előbbi példák alapján látszik, hogy az információ terjedése egy érdekes téma, 
amelynek vizsgálatával hasznos tudásra tehetünk szert. Például, ha elemezzük, hogy egy 
felhasználó a korábbiakban említett hírfolyam böngészése során milyen típusú 
hirdetésekre kattintott rá, akkor kialakul a személy érdeklődési köréről egy minta, amit 
később fel tudunk használni arra, hogy célzott hirdetéseket kapjon, így növelve a 
személy számára hasznos, és csökkentve a haszontalan hirdetések számát. Ezzel azt 
érhetjük el, hogy az illető nagyobb mértékben támaszkodik majd az adott közösségi 
oldalra és pozitív véleménnyel lesz róla; és ezt esetleg meg is osztja az ismerőseivel. Még 
egy példa, ha felhasználó megoszt egy bejegyzést a globális hírfolyamon, amit az 
ismerősei, esetleg azok ismerősei is láthatnak, akkor az adott bejegyzés  sok ember 
számára válik elérhetővé, de nem biztos, hogy mindenki el fogja olvasni és az még 
kevésbé valószínű, hogy elolvasás után el fogja fogadni annak tartalmát, mint igazságot. 
Annak az esélyét, hogy valaki befogadja az információt, általánosan az alapján lehet 
meghatározni, hogy a befogadó személy mennyire tartja megbízhatónak a forrást és 
mennyire érdekli a bejegyzés mondanivalója. 
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Megvalósítás 
A témaválasztásom során próbáltam figyelembe venni, hogy olyan témát dologozzak fel, 
amelynek manapság van létjogosultsága és az előbbiekben leírtak miatt jutottam arra, 
hogy olyan programot készítek, amely képes megjeleníteni egy adott hálózatban az 
információ terjedését, már létező algoritmusok alapján. Ezek az algoritmusok a „döntés 
alapú modell” és a „független terjedési modell”. Előbbi irányítatlan, élsúlyozatlan 
gráfokon, míg utóbbi irányított, élsúlyozott gráfokon játszható le. 
A megjelenítéshez és modellezéshez gráf reprezentációt és gráfokon használható 
algoritmusokat implementáltam. A modellben a hálózat elemeinek a gráf csomópontjai, 
a hálózat elemei közötti kapcsolatoknak a gráf csomópontjai közötti élek felelnek meg. 
Amennyiben figyelembe vesszük a korábban említett „megbízhatósági” tényezőt az 
információ terjedése során, akkor lehetőség van élsúlyozott gráffal reprezentálni a 
hálózatunkat.  
Próbáltam vizuálissá tenni a programot, így az algoritmusok lejátszása mellett a program 
és a gráf külalakja is széles körben testre szabható. Például az egérrel mozgathatók a 
csomópontok, megadható a csomópontok és élek színe, az élek vastagsága, a háttér 
színe és a csomópontoknak, valamint a háttérablaknak lehet árnyékot is beállítani. Az 
algoritmusok lejátszása során vannak aktív és inaktív csúcsok és élek, amiket különböző 
színekkel tudunk jelezni. Továbbá be lehet kapcsolni egy fizikai erőhatást, ami a gráf 
egyes csomópontjait a velük szomszédos elemek alapján automatikusan mozgatja, 
illetve el lehet rendezni a gráf elemeit teljesen véletlen módon a megadott ablakon 
belül. 
A gráfok két féle módon adhatók meg: fileból beolvasva, illetve előre megadott 
paraméterek alapján a programmal generáltatva. 
A program implementációját C++ programozási nyelv segítségével készítettem el. A 
grafikus megjelenítéshez Qt keretrendszert használtam és integrált fejlesztői 




Mivel a program Qt keretrendszer felhasználásával készült[1], ezért szükséges  
feltelepíteni telepíteni arra a számítógépre, amelyen futtatni szeretnénk. Az általam 
használt Qt verzió az 5.12.4 (MSVC 2017 32-bit) volt, ezért érdemes ezt a verziót 
telepíteni, de lehetséges, hogy kis mértékben eltérő verzióval is működni fog a program. 
A kiadási verzió „.exe” kiterjesztésű, ami azt jelenti, hogy csak Windows rendszereken 
futtatható, de mivel a Qt keretrendszer multi-platform lehetőségeket kínál, ezért a 
forráskódot viszonylag egyszerűen, annak bármiféle módosítása nélkül le tudjuk 
fordítani akár linux rendszerekre is. Ehhez nem kell mást tenni, mint elindítani a Qt 
Creator-t, beállítani a cél platformot az általunk választott operációs rendszerre és 
megnyomni a build gombot. Ennek előfeltétele, hogy a rendszeren legyen a cél 
platformra fordító telepítve. Ezt a fordítót legkönnyebben a Qt telepítése során tudjuk 
letölteni és telepíteni. Annyi a dolgunk, hogy kiválasztjuk a kiegészítések közül, és a 
telepítő azt is fel fogja telepíteni a rendszerünkre. 
Miután a kívánt rendszerre megtörtént a fordítás Qt Creatorból, szükségünk van még 
egy lépésre, amellyel a futtatható állományhoz hozzá kapcsoljuk azokat a függőségeket, 
amelyeket az használ a futása során. Windows rendszeren ezt úgy tudjuk elérni, hogy 
megnyitjuk a Qt konzolt, azon belül elnavigálunk a program futtatható állományának 
helyére, majd futtatjuk a „windeployqt” parancsot, amelynek paramétereként megadjuk 
a programot. Természetesen megtehetjük, hogy megadjuk a konzolból az abszolút vagy 
relatív útvonalat is a program bináris állományához. Miután a parancsot kiadtuk, 
láthatjuk a konzolban, hogy a parancs megkeresi a bináris fájl alapján azokat a Qt 
könyvtárakat, amelyeket a program használ és rekurzívan, a függőségek függőségeit is 
feltelepíti a program mellé. Ha mindent jól csináltunk, akkor a „Szakdoga.exe” 
futtatásával megjelenik a program grafikus felhasználói felülete. 
A fejlesztés és tesztelés Windows 10 Education 64-bit-es rendszeren történt. 
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1. ábra: A "windeployqt" parancs futtatása 
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A megoldandó probléma 
Ahogy már a bevezetésben írtam róla, a program célja, hogy az információ terjedését 
vizualizálja hálózatokon, amelyeket gráfként reprezentál a program. Jelenleg két féle 
algoritmus van implementálva a programba, a „Decision Based” és az „Independent 
Cascade”. Ezeknek az algoritmusoknak a megértésében egy, a Stanford egyetemen 
tartott előadássorozat tanulmányozása segített[2]. Ezen kívül még további tudományos 
cikkeket is tanulmányoztam[3]-[12]. 
Ezeknek az algoritmusoknak az a lényege, hogy kezdetben van egy aktív csúcshalmaz és 
ciklusonként az inaktív csúcsok aktívvá válhatnak. Az iterálást egészen addig folytatjuk, 
amíg el nem érünk egy konvergált állapotba, amelyből már nem tudunk több inaktív 
csúcsot aktiválni. 
A „Decision Based” algoritmust csak irányítatlan és súlyozatlan gráfon tudjuk lejátszani 
és úgy működik, hogy minden iterációban végig nézi az összes inaktív csúcsot, és 
mindegyik esetében eldönti, hogy annak összes, éllel összekötött szomszédos csúcsai 
közül hányan aktívak és, ha az aktívak és az inaktívak aránya eléri a küszöbszintet, akkor 
az adott csúcs is aktívvá válik. 
Az „Independent Cascade” algoritmust csak irányított és súlyozott gráfon tudjuk 
lejátszani és ennek nincs globális küszöbszáma, mivel minden egyes él saját 
küszöbszámmal rendelkezik és itt az alapján dől el, hogy egy inaktív csúcs egy iterációban 
aktívvá válik-e, hogy minden aktív szomszédja megpróbálja beaktiválni azt, az adott 
szomszéddal összekötött élnek megfelelő küszöbszámnyi eséllyel, és ha már 1-nek 
sikerült aktiválnia, akkor a következő iterációban az adott csúcs is az aktívak között fog 
szerepelni. 
Bármelyik algoritmust is választjuk, ki kell jelölnünk egy kezdeti aktív csúcshalmazt, 
amely alapján minden iterációban meghatározásra kerül, hogy mely inaktív csúcsok 
válnak aktívvá. Ennek a kezdeti csúcshalmaznak a számossága legalább egy és maximum 
az összes csúcsszámnál eggyel kevesebb lehet. Erre azért van szükség, mert ha nincs 
kezdetben aktív csúcs, akkor nincs miből aktiválódnia a többinek és, ha már az 
algoritmus kezdésénél minden csúcs aktív, akkor nincs értelme lejátszani az algoritmust.  
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Felhasználói felület 
A felületet tekintve látható, hogy az ablak felső részén elhelyezkedik egy menüsor, alatta 
pedig a központi megjelenítő felület: 
 
2. ábra: Felhasználói felület a program indítás után 
A központi megjelenítő felületen látható az éppen aktuális gráf. A program indítása után 
egy élsúlyozatlan, irányított gráf töltődik be, amelynek minden csúcsa és éle inaktív. 
Bármilyen típusú gráf is van betöltve, minden esetben tudjuk mozgatni az egyes 
csúcspontokat oly módon, hogy az egérmutatót rávisszük az adott csúcspontra, és 
nyomva tartva mozgatjuk. Ekkor minden ki-él és be-él, amely a csúcshoz csatlakozik, 
felnagyítódik. Abban az esetben, ha irányított gráfunk van, az élekhez tartozó nyilak is 
felnagyítódnak. Amennyiben súlyozott a gráfunk, az élsúlyok is felnagyítódnak. 
 A következőkben bemutatom képekhez tartozó leírások segítségével a program 
funkcióit. 
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A „Network” menüpontban található két almenü. Az egyik a „Create random graph”, 
amelyre kattintva, vagy megnyomva a „c” gombot a billentyűzeten, megjelenik egy 
dialógus ablak, amelyen beállíthatjuk a készítendő véletlenszerű gráf paramétereit. 
 
3. ábra: A véletlen-gráf készítő dialógusablak 
 A „Node Count” mezőben megadhatjuk pozitív, egész szám formájában, hány csúcsot 
szeretnénk, hogy tartalmazzon a gráf. Az „Edge Probability” mezőben egy 0 és 1 közötti 
számot kell megadnunk, amely azt fogja jelezni, hogy a gráf készítése során két 
csúcspont között mekkora valószínűséggel legyen él. A „Directed” mezőben 
megadhatjuk, hogy irányított vagy irányítatlan gráfot szeretnénk, a „Weighted” 
mezőben pedig azt, hogy élsúlyozottat vagy élsúlyozatlant. Amennyiben a „Weighted” 
mezőt bepipáljuk, elérhetővé válnak a „Weight’s Lower Bound” és a „Weight’s Upper 
Bound” mezők, amelyek azt adják meg élsúlyozott gráf esetén, hogy a csúcsok közötti 
élek súlyai milyen értékek között lehetnek. 
 
4. ábra: Véletlen-gráf dialógus ablak élsúlyai 
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Amennyiben a felső érték kisebb, mint az alsó, hibaüzenetet kapunk. 
 
A második almenü a „Read graph from file”, amelyre kattintva, vagy megnyomva az „r” 
gombot a billentyűzeten megjelenik egy file bekérő dialógus ablak, amelynek meg kell 
adni egy .grp kiterjesztésű file-t, amelyet a program be tud olvasni. A file-nak meg kell 
felelni bizonyos formai követelményeknek. Amennyiben a file bármelyik sorát a „#” 
szimbólummal látjuk el, azt a sort nem fogja az értelmező figyelembe venni. Ennek a 
funkciónak a célja, hogy kommenteket helyezhessünk el a file-ban. A továbbiakban, ha 
egy sorra hivatkozás történik, azt úgy kell értelmezni, hogy NEM komment sor. Az első. 
sorban a „DIRECTED” vagy „UNDIRECTED” kifejezések valamelyikének kell szerepelnie. 
Előbbi esetében a beolvasott gráf irányított, utóbbi esetében irányítatlan lesz. A második 
sorban a „WEIGHTED” vagy „UNWEIGHTED” kifejezések közül kell valamelyiknek 
szerepelnie. Előbbi esetében súlyozott, utóbbi esetében súlyozatlan lesz a gráf. A 
harmadik sorban a csúcsok számának kell szerepelnie, amely csak egynél nagyobb egész 
szám lehet. A negyedik sortól kezdve meg kell adni a gráf csúcspontjai közötti 
kapcsolatokat, annak a függvényében, hogy az első három sorban milyen adatokat 
adtunk meg. A kapcsolatokat egész vagy lebegőpontos számok segítségével írjuk le. 
Továbbá egy sorban bármennyi „whitespace” karakter lehet két érték között, ahogy 
sorok között is lehetnek üres sorok. Ezek az üres helyek a ténylegesen feldolgozandó 
elemeket nem befolyásolják. 
Amennyiben az első sorban „DIRECTED”, a második sorban „WEIGHTED” szerepel, úgy 
egy nxn-es mátrixot kell megadnunk, ahol n a harmadik sorban lévő számot jelöli, 
amelynek a főátlójában csak -1 szerepelhet, amely azt jelzi, hogy nincs hurokél az egyes 
csúcsok között. Az oszlopok és sorok metszéspontjában vagy 0 és 1 közötti számnak kell 
szerepelni, amely a sorszámnak megfelelő csúcsból az oszlopszámnak megfelelő csúcsba 
vezető él súlyát adja meg; vagy -1-nek, amely a főátlóhoz hasonlóan azt adja meg, hogy 




5. ábra: példa Irányított és súlyozott gráf file-beli reprezentációjára 
Amennyiben az első sorban „DIRECTED” és a második sorban „UNWEIGHTED” kifejezés 
van, akkor a negyedik sortól kezdve szintén egy nxn-es mátrixot kell megadnunk, azzal a 
különbséggel, hogy a főátlóban csak 0 lehet és az oszlopok és sorok metszéspontjában 
a főátlón kívül csak 0 vagy 1 lehet. Ebben a változatban a 0 azt jelzi, hogy az adott sornak 
megfelelő csúcs és az adott oszlopnak megfelelő csúcs között nincs él, ha 1 szerepel 
akkor viszont van. 
 
6. ábra: Példa irányított és súlyozatlan gráf file-beli reprezentációjára 
Abban az esetben, ha az első sorban „UNDIRECTED” kifejezés áll, ugyanazok a szabályok 
vonatkoznak a csomópontok közötti kapcsolatok leírására, mint a „DIRECTED” esetben, 
annyi különbséggel, hogy az nxn-es mátrixnak csak az alsó háromszög mátrixát kell 
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megadnunk, mivel itt már nem lényeges, hogy a k. sor és az l. oszlop van össze kötve 
vagy a k. oszlop és az l. sor. 
 
7. ábra: Példa irányítatlan és súlyozott gráf file-beli reprezentációjára 
 
8. ábra Példa irányítatlan és súlyozatlan gráf file-beli reprezentációjára 
Amennyiben olyan file-t akarunk feldolgoztatni a programmal, amely szintaktikailag 
hibás, hiba üzenetet kapunk és megmarad a programban az előzőleg betöltött gráf a 





9. ábra: Példa hibás file beolvasása esetén kapott hibaüzenetekre 
Amennyiben a betöltés sikerült, megjelenik a gráf, amelyben minden csúcs és él inaktív. 
A „Save State of Graph” almenü felel a gráf és a rajta futtatott algoritmus jelenlegi 
állapotának egy „.stt” kiterjesztésű szöveges file-ba való kimentésért. A menüpont csak 
akkor hívható meg, ha éppen információterjedési algoritmus lejátszása közben vagyunk. 
A kimentett file tartalmazza, hogy milyen típusú az aktuális gráf (súlyozottság és 
irányítottság), a gráfot alkotó csúcspontok számát, a gráfon játszódó algoritmus 
megnevezését, továbbá azokat az információkat, hogy az egyes iterációkban milyen 
csúcspontok lettek aktiválva és minek a hatására. „Descision Based” algoritmus 
lejátszása esetén az is fel van tüntetve, mennyi az ahhoz tartozó globális küszöbszám. 
Súlyozatlan és irányítatlan gráfon a „Descision Based” algoritmust, míg súlyozott és 
irányított gráf esetén az „Independent Cascade” algoritmust lehet futtatni a jelenlegi 
programverzióban. Az előbbi esetén az iterációs részben az van feltüntetve egy aktivált 
csúcshoz, hogy hányadik körben, hány aktív szomszédja aktiválta és mennyi az aktív és 
inaktív szomszédjainak aránya. Az utóbbi esetben az van feltüntetve, hogy hányadik 
körben, melyik aktív szomszédja milyen súllyal aktiválta. 
 
10. ábra: Gráfon futtatott algoritmus elmentett állapota nem konvergált állapotban 
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11. ábra: Gráfon futtatott algoritmus elmentett állapota konvergált állapotban 
Az „Options” menüpont alatt található három almenü. Ezekben az almenükben végzett 
beállítások csak az éppen betöltött gráfra vonatkoznak. Abban az esetben, ha új gráfot 
töltünk be, minden érték visszaáll az alapértelmezettre. Kivétel ez alól a „Background” 
almenü. 
Az „Edge” almenüben találhatjuk az élek vizualitásáért felelős beállításokat. Az „Active 
color” és az „Inactive color” gombokra kattintva megjelenik egy-egy színválasztó 
dialógus ablak, amelyben megadhatjuk, milyen színe legyen egy élnek, ha még nem aktív 
vagy, ha már aktiválódott. 
Szintén az „Edge” almenüben található az „Arrow size” gomb, amellyel irányított gráf 
esetén megadható az élek irányát mutató nyilak nagysága, és az „Edge thickness” gomb, 
amellyel megadható az élek vastagsága. Előbbi egy pozitív egész számot, míg utóbbi egy 
0 és 1 közötti lebegőpontos számot vár bemenetként. Az előbbi funkcionalitását meg 
tudjuk hívni a billentyűzetről az „a”, az utóbbiét a „t” gomb segítségével. 
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12. ábra: Az Options -> Edge almenü tartalma 
A „Node” almenüben találhatók a csúcspontok vizualitásáért felelős beállítások. Az 
„Active start color”, „Inactive start color”, „Active end color” és „Inactive end color” 
gombokra kattintva egy-egy színválasztó dialógus ablak jelenik meg, amelyek 
segítségével be lehet állítani egy csúcspontnak a lineáris színátmeneteit abban az 
esetben, ha az adott csúcs aktív vagy inaktív.  
Szintén a „Node” almenüben találhatóak a „Shadow”, „Forces”, „Shuffle” gombok. A 
„Shadow”-ra kattintva, vagy a billentyűzetről az „s” gombot megnyomva beállíthatjuk, 
hogy a csúcsoknak legyen árnyéka. A „Forces”-re kattintva, vagy a billentyűzetről az „f” 
gombot megnyomva ki-be tudjuk kapcsolni a bevezetésben írt erőhatásokat. A 
„Shuffle”-re kattintva, vagy a billentyűzeten a „space” gombot megnyomva 
megváltoztathatjuk a csúcspontok elhelyezkedését, azaz „megkeverhetjük” a gráfot. 
 
13. ábra: Az Options -> Node almenü tartalma 
A „Background” almenüben találhatóak a „Start color” és az „End color” gombok, 
amelyek segítségével beállíthatjuk a háttér színét a csúcsoknál is látott lineáris átmenet 
segítségével. 
Az „Algorithms” menüben található három gomb. Amennyiben olyan kifejezések 
találhatóak a következő szakaszban, amelyek ismeretlenek az olvasó számára, érdemes 
lehet átolvasni még egyszer a „A megoldandó probléma” alfejezetet. 
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Az első gomb a menüben a „Play algorithm”, amelyre kattintva, vagy a billentyűzetről a 
„p” gombot megnyomva, megnyithatjuk az algoritmus választó dialógus ablakot. Ebben 
az ablakban kiválaszthatjuk, milyen típusú algoritmust szeretnénk lejátszani. Ahogy azt 
már korábban is írtam, bármelyik algoritmust is választjuk, mindenképp ki kell jelölnünk 
egy kezdeti csúcshalmazt. A „Decision Based Algorithm” választása esetén, meg kell 
adnunk a küszöbszámot is egy 0 és 1 közötti lebegőpontos számként. 
 
14. ábra: Az algoritmust indító dialógus ablak 
Amennyiben az előbbieknek megfelelően jártunk el, a központi megjelenítő felületen 
minden csúcs, amelyet kijelöltünk, aktív lett. Amennyiben valamilyen hibát vétettünk, a 
program azt jelzi egy felugró hiba ablak formájában, majd visszatér a kiinduló állapotba.  
A második gomb a „Step forward in algorithm”, amely csak akkor elérhető, ha már 
elindítottunk egy algoritmust. Amennyiben erre kattintunk, vagy megnyomjuk a 
billentyűzeten az „n” gombot, akkor egyet iterál az algoritmus. Amennyiben elértük a 
konvergált állapotot, az „Algorithm is in converged state” felirat megjelenik a központi 
megjelenítő panel bal felső sarkában. 
A harmadik gomb a „Leave algorithm” gomb, amely szintén csak akkor elérhető, ha már 
elindítottunk egy algoritmust. Erre kattintva, vagy a billentyűzeten megnyomva az „ l” 
gombot, ki tudunk lépni az algoritmusból és a gráf visszaáll az eredeti állapotába, 
amelyben minden csúcs és él inaktív. 
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15. ábra: A menüsor algoritmusokkal kapcsolatos almenüit tartalmazó menüpontja 
 
16. ábra: Egy példa, amelyen éppen a "Decision Based" algoritmust futtatjuk 
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17. ábra: Példa egy gráfra, amelyen éppen az "Independent Cascade" algoritmust futtatjuk 
Fejlesztői dokumentáció 
Használt technológiák 
Ahogy a bevezetés végén említettem, a szoftver elkészítéséhez a C++ programozási 
nyelvet és a Qt keretrendszert használtam fel. A kód szerkesztésére a Qt Creator 
integrált programozási környezetet használtam. 
A kód nagy része „tradicionális” C++ kód, azaz a 1998-as és a 2003-as szabványokat 
használja, de előfordulnak olyan kódrészletek, amelyek már az újabb, 2011-es és 2014-
es szabványokból tartalmaznak elemeket, mint például az „auto” kulcsszó vagy a 
„lambda” függvények. A Qt keretrendszerre azért esett a választásom, mert a 
szakdolgozatom készítésének kutatási fázisa alatt ez volt az a technológia, amellyel 
kapcsolatban a legtöbb olyan példakódot találtam, amelyből ki tudtam indulni[1] és 
ráadásul már volt tapasztalatom a használatában, hála az egyik korábbi, egyetemen 
elvégzett kurzusomnak. 
Ezen a kurzuson ismerkedtem meg a Model-View szoftver architektúrával, amelyet 
használtam ebben az esetben is. Ez szétválasztja a program megjelenítését annak üzleti 
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logikájától. Az előbbihez tartozik minden, amellyel a felhasználó közvetlen interakcióba 
lép egy grafikus megjelenítést használó alkalmazás esetén, mint például a menüsor, a 
központi megjelenítő panel és annak minden eleme, amelyek ebben az esetben a 
csúcspontokat szimbolizáló körök vagy az azokat összekötő, éleket szimbolizáló vonalak, 
illetve a programot bezáró „x” gomb és még sorolhatnám. Az üzleti logikába tartozik 
például a program állapotát számon tartó gráfnak a logikai reprezentációja és itt tároljuk 
az összes olyan műveletet, amelyek ezzel a gráffal operálnak, mint például az 
algoritmusok iterációjának egy lépése vagy a gráf kezdőállapotának visszaállítása az 
iteráció végeztével. 
Ehhez az architektúrához sok esetben szokták használni az úgynevezett Observer 
Pattern programozási mintát, amelynek lényege, hogy a nézet tartalmazza a modell egy 
példányát és, amikor a felhasználó interakcióba lép a nézettel, az a modell megfelelő 
függvényét vagy eljárását meghívja, majd a modell béli metódus egy esemény 
kiváltásával jelzi, hogy változás történt a modell állapotában és a nézet ennek az 
eseménynek a hatására az új állapothoz igazítja a grafikus felületet. Erre egy példa, ha 
az algoritmus iterációjában egyet léptet a felhasználó, akkor ezt az eseményt a nézet úgy 
kezeli, hogy meghívja a modellben a megfelelő függvényt, amely logikailag végre hajtja 
a megfelelő műveleteket a modell béli gráfon, majd a műveletek befejeztével visszaküldi 
egy eseményen keresztül a gráf új állapotát a nézetnek, amely annak megfelelően frissíti 
a csúcsok és élek állapotát, amely ebben az esetben azt takarja, hogy a régi állapothoz 
képest mely elemek váltak aktívvá vagy inaktívvá. 
A bináris file előállításához a Qt-hez tartozó QMake fordítási rendszert használtam, 
amely azért volt kényelmes, mert a Qt Creatorral való fordítás minden lépését elfedte a 
QMakenek, így csupán annyi dolgom volt egy fordítás során, hogy megnyomjam a 
„Build” gombot vagy az annak megfelelő billentyű kombinációt.  
Verziókövető rendszerként GITet használtam, repository-ként pedig a személyes 
GitLab[13] fiókomban egy projectet, amelyben egy fő ágon, a master branchen hoztam 
létre commitokat, minden lényeges jellemző implementálása után.  
A kódbázis felépítése 
Az architektúra a képen látható névtereket, az azokon belüli osztályokat foglalja 
magába, és az ezek közötti kapcsolatokat definiálja: 
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18. ábra: A szoftver architektúrája 
GraphModel::AlgorithmType 
 
19. ábra: Az algoritmus típusokat felsoroló osztály 
Ennek az osztálynak egy példányát használja a GraphModel::Model annak 
nyilvántartására, hogy jelenleg milyen algoritmus fut . Amennyiben nem futtatunk 
semmilyen algoritmust, úgy az említett példány a NO_ALGORITHM értéket veszi fel. 
Továbbá használjuk még ezt a GraphView névtér egyes osztályaiban, például, amikor 




20. ábra: Egy csúcspont logikai reprezentációját megvalósító osztály 
Ebben az osztályban tartunk nyilván minden információt, amely egy gráfbéli csúcspont 
meghatározásához kell. A GraphModel::GraphWidget osztály ezeknek egy kollekcióját 
tartalmazza. 
• _id: Ez az érték szolgál a csúcs beazonosítására, emiatt minden csúcsnak egyedi 
azonosítója van és az értékei pozitív, egész számok egytől kezdve és egyesével 
növekedve. 
• _isActive: Ez az érték tartja nyilván, hogy az adott csúcs aktív-e. Mikor betöltünk 
egy gráfot, akkor minden csúcsa inaktív, majd egy algoritmus kezdetekor a 
kezdetben kiválasztott csúcsok aktívak lesznek és az algoritmus iterációi során 
egyre több inaktív csúcs aktiválódik az algoritmus hatására. 
• activate(): Ezzel a függvénnyel aktiválhatjuk be az adott csúcsot. Az _isActive 
értéket állítja true-ra. 
• deactivate(): Az activate() függvény ellentéte. Az _isActive értéket állítja false-
ra. 
• getId(): A csúcs azonosítójának lekérésére szolgáló függvény. Az _id értékét adja 
vissza. 
• isActive(): A csúcs állapotát lekérdező függvény. Az _isActive értéket adja vissza. 
• Node(id: int): Az osztály konstruktora. Paraméterként egy egész számot vár, 
amelyet beállít a csúcs azonosítójának. 
• operator==(other: GraphModel::Node): Az egyenlőség operátor felüldefiniálása 
a GraphModel::Node osztályra. Igaz értéket ad vissza, amennyiben a 
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jelenleginek és az other paraméter által számon tartott csúcsnak megegyezik az 
_id értéke, egyébként hamisat. 
GraphModel::Edge 
 
21. ábra: Két csúcspontot összekötő él logikai reprezentációját megvalósító osztály 
Ebben az osztályban tartjuk nyilván a gráf éleit. A gráf létrehozása során, amennyiben az 
irányított és két csúcs között mindkét irányba mutat él, a program akkor is csak egy 
példányt hoz létre ebből az osztályból optimalizációs okokból, és ezzel az egy példánnyal 
reprezentálja az oda-vissza éleket. Emiatt tartalmaz referenciaként két mutatót egy-egy 
GraphModel::Node példányra, amelyek nem lehetnek ugyan azok. Szintén emiatt, 
tartalmaz két double típusú értéket, amely súlyozott gráf esetén az oda és a vissza él 
súlyát is jelöli, valamint emiatt tartalmaz egy logikai változót, ami azt jelöli, hogy az adott 
példánya ennek az osztálynak egy vagy két élet reprezentál.  
• _destination: Az él egyik csúcspontját reprezentáló csúcsra mutató adattag. 
Amennyiben a gráf irányított, úgy ez a csúcs az, amelyre mutat az aktuális él. 
Amennyiben az _isBidirectional adattag értéke igaz, úgy az él két irányú, azaz 
ebből a csúcsból is mutat él a _source adattag által mutatott csúcsra. 
• _destinationToSourceWeight: Irányított, élsúlyozott gráf esetén, amennyiben az 
adott él kétirányú, ez az érték mutatja a _destination csúcsból a _source csúcsba 
mutató él súlyát. 
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• _isActive: Az él aktivitását jelző adattag. A jelenleg implementált algoritmusok 
közül csak az AlgorithmType::INDEPENDENT_CASCADE esetében van 
használatban. A gráf betöltésekor minden él inaktív, és az előbb említett 
algoritmus futása során, akkor aktiválunk egy élt, ha valamelyik, az élhez 
kapcsolódó csúcs aktiválja a másikat. Egyirányú él esetén csak a _source által 
mutatott csúcs aktiválhatja a _destination által mutatottat. Kétirányú él esetén 
fordítva is történhet az aktiváció, de az él csak egyszer aktiválódhat.  
• _isBidirectional: Ez az adattag jelzi, hogy a hozzá tartozó él kétirányú-e azaz, 
mindkét csúcsból mutat él a másikba. 
• _source: Az él másik csúcspontját reprezentáló csúcsra mutató adattag. 
Irányított gráf esetén ebből a csúcsból mutat él a _destination adattag által 
mutatott csúcsra. Ha az _isBidirectional adattag értéke igaz, akkor ebbe az 
adattag által mutatott csúcsba is van él a _destination által mutatott csúcsból. 
• _sourceToDestinationWeight: Irányított, élsúlyozott gráf esetén ez az érték 
mutatja az adott élhez tartozó _source csúcsból a _destination csúcsba mutató 
él súlyát. 
• activate(): Az él aktiválására szolgáló függvény. Az _isActive adattag értékét 
állítja true-ra. 
• deactivate(): Az él deaktiválására szolgáló függvény. Az _isActive adattag értékét 
állítja false-ra. 
• Edge(source: GraphModel::Node*, destination: GraphModel::Node*, weight: 
double): Az osztály konstruktora. A paraméterben kapott csúcsokhoz rendeli 
hozzá magát úgy, hogy a source értékét beállítja a _source adattagjának, a 
destination értékét pedig a _destination adattagjának, a weight értékét pedig a 
_sourceToDestinationWeight adattagjának. Mivel amikor egy élt készítünk, még 
csak abban lehetünk biztosak, hogy az adott forrás csúcsból van él az adott cél 
csúcsba, ezért elég csak a _sourceToDestinationWeight-et beállítani. 
• getDestinationNode(): Az adott élhez tartozó cél csúcs beazonosítására szolgál. 
A _destination adattag értékét adja vissza. 
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• getDestinationToSourceWeight(): Kétirányú él esetén a cél csúcsból a forrás 
csúcsba mutató él súlyát adja vissza, azaz a _destinationToSourceWeight 
értékét. 
• getSourceNode(): Az adott élhez tartozó forrás csúcs beazonosítására szolgál. A 
_source adattag értékét adja vissza. 
• getSourceToDestinationWeight(): Kétirányú él esetén a forrás csúcsból a cél 
csúcsba mutató él súlyát adja vissza, azaz a _sourceToDestinationWeight 
értékét. 
• isActive(): Az él aktivitásának lekérdezésére szolgál. Az _isActive adattag értékét 
adja vissza. 
• isBidirectional(): Az él kétirányúságát vissza adó függvény. Az él _isBidirectional 
értékét adja vissza. 
• setBidirectional(): Az adott élt kétirányúra állító függvény. Az _isBidirectional 
értékét állítja true-ra. Amikor ezt beállítjuk, be kell állítani az adott példányban a 
visszafelé mutató élhez tartozó súlyt is a 
setDestinationToSourceWeight(weight: double) függvénnyel. 
• setDestinationToSourceWeight(weight: double): Kétirányú él esetén a 
visszafelé mutató élhez tartozó súly értékét állítja be a paraméterként 




22. ábra: A program fő logikáját megvalósító osztály 
26 
A teljesség igénye nélkül felsorolva, ez az osztály tartalmazza a betöltött gráfot, itt futnak 
az információ terjedési algoritmusok, itt van implementálva a véletlen gráf generátor és 
a gráfot file-ból beolvasó algoritmus logikája. 
• _activatedNodesPerRound: Ebben az adattagban tárolódnak el egy 
információterjedési algoritmus futása esetén az aktivált csúcspontok részletei. 
Tartalmazza, hogy egy csúcs hányadik körben, ki által és milyen súllyal lett 
aktiválva. 
• _currentAlgorithm: Ez az adattag tartalmazza azt az információt, hogy milyen 
információterjedési algoritmus fut jelenleg a betöltött gráfon. 
• _edges: Ez az adattag tartalmazza az éppen betöltött gráf éleire mutató 
referenciákat GraphModel::Edge* formában. 
• _isAlgorithmInProcess: Tartalmazza azt az információt, hogy van-e jelenleg futó 
információterjedési algoritmus a betöltött gráfon. 
• _isConverged: Tartalmazza azt az információt, hogy az éppen futó 
információterjedési algoritmus konvergált állapotban van-e vagy sem. 
• _isDirected: Számon tartja, hogy az éppen betöltött gráf irányított-e vagy sem. 
• _isWeighted: Számon tartja, hogy az éppen betöltött gráf élsúlyozott-e vagy 
sem. 
• _nodes: Ez az adattag tartalmazza az éppen betöltött gráf csúcsaira mutató 
referenciákat GraphModel::Node* formában. 
• _previouslyActivatedNodes: Az információ terjedési algoritmus lejátszása során 
használt segédváltozó, amelyben olyan csúcsokra tárolunk referenciákat, 
amelyek az előző inkrementációs lépések során lettek beaktiválva. 
• _tresholdForDecisionBasedAlgorithm: Ebben a változóban tároljuk a 
GraphModel::AlgorithmType::DECISION_BASED algoritmus lejátszása elején 
beállított globális küszöbszámot. 
• addNewOrUpdateExistingEdgeToBidirectional(src: GraphModel::Node*, dst:  
GraphModel::Node*, edges: QVector<GraphModel::Edge*>*, weight: double 
): Egy gráf betöltése során használt segédfüggvény amely megnézi, hogy a 
paraméterként átadott edges kollekció tartalmaz-e már olyan élt, amelynek a 
forrás csúcsa a paraméterként átadott src és a cél csúcsa a paraméterként 
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átadott dst. Amennyiben már van ilyen él, úgy ezt az élt változtatja kétirányúvá, 
és a visszairányú élhez tartozó súlyt beállítja a paraméterben megadott weight 
értékére. Amennyiben nincs még az előzőleg leírt él az élek paraméterként 
megadott edges között, úgy létrehoz egy új élt, amelynek a forrás csúcsa a 
paraméterként megadott src és a cél csúcsa a paraméterként megadott dst csúcs 
lesz, valamint beállítja az él elsődleges súlyának a paraméterként megadott 
weight értékét. 
• addNewOrUpdateExistingEdgeToBidirectionalDuringFileReading(src: 
GraphModel::Node*, dst: GraphModel::Node*, edges: 
QVector<GraphModel::Edge*>*, weight: double, isDirected: bool): Az előző 
függvényt tartalmazó segédfüggvény, amely kifejezetten file-ból olvasásnál 
használt. Az előző függvényhez képest tartalmazza még az isDirected 
paramétert, amely alapján eldönti a függvény, hogy a vizsgált edges gráf 
irányított vagy irányítatlan és annak megfelelően hajtja végre az implementált 
logikát. 
• algorithmConverged(): Egy esemény, amelyet akkor váltunk ki, ha az éppen futó 
információterjedési algoritmus konvergált állapotba került. Az eseményt a 
GraphView::GraphWidget osztály kezeli le. 
• checkReverseExistence(src: GraphModel::Node* const, dst: 
GraphModel::Node* const, edges: QVector<GraphModel::Edge*>*): Belső 
segédfüggvény, amely megkeresi azt az élet a paraméterként megadott edges 
gyűjteményben, amelynek a cél csúcsa megegyezik a paraméterként adott src 
csúccsal és a forrás csúcsa megegyezik a paraméterként megadott dst csúccsal, 
ha létezik ilyen. Amennyiben talált ilyet, visszaadja az él edges béli indexét és egy 
igaz értéket, amennyiben nem talált akkor -1-et ad vissza indexként és egy hamis 
értéket. 
• createGraphFromFile(fileName: QString&): Létrehozza a paraméterként 
átadott fileName-nek megfelelő elérési útvonalon létező file-ban specifikált 
gráfot. A file szintaktika szabályai a „Felhasználói felület” szekcióban, azon belül 
a „Read graph from file” résznél vannak leírva. 
• createRandomGraph(nodesCount: int, edgeProb: double, directed: bool, 
weighted: bool, weightsLoverBound: double, weightsUpperBound: double): 
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Létrehoz a megadott paraméterekkel egy véletlen gráfot. A nodeCount jelzi, 
hogy hány csúcspontból álljon a gráf; az edgeProb jelzi, hogy két csúcspont 
között mekkora valószínűséggel legyen él; a directed jelzi, hogy a gráf irányított 
vagy irányítatlan legyen-e; a weighted jelzi, hogy a gráf élsúlyozott vagy 
élsúlyozatlan legyen-e; a weightsLoverBound és weightsUpperBound 
paraméterek adják meg, hogy élsúlyozott gráf esetén milyen értékek között 
lehessenek a véletlenszerűen generált élsúlyok. 
• deleteEdges(edges: QVector<GraphModel::Edge*>&): Segédfüggvény, amely 
törli a memóriából a paraméterként átadott edges gyűjteményből az összes élt. 
• deleteGraph(edges: QVector<GraphModel::Edge*>&, nodes: 
QVector<GraphModel::Node*>&): Segédfüggvény, amely törli a memóriából a 
paraméterként átadott edges és nodes gyűjtemény elemeit. 
• deleteNodes(nodes: QVector<GraphModel::Node*>&): Segédfüggvény, amely 
törli a paraméterként átadott nodes gyűjtemény elemeit a memóriából. 
• endAlgorithm(): Függvény, amelynek meghívására a modell befejezi az éppen 
folyamatban levő információterjedési algoritmus futtatását. 
• errorMessageFromModel(prm1: QString&): Esemény, amely jelzi a 
megjelenítőnek, hogy a modellben hiba történt. A hibaüzenetet átküldi 
paraméterként. 
• graphCreated(prm1: QVector<GraphModel::Node*>*, prm2: 
QVector<GraphModel::Edge*>*, prm3: bool, prm4: bool): Esemény, amely jelzi 
a megjelenítő felé, hogy a modellben új gráf jött létre. Paraméterként átküldi a 
gráf éleit, csúcsait, valamint a gráf irányítottságát és súlyozottságát.  
• graphModified(prm1: QVector<GraphModel::Node*>*, prm2: 
QVector<GraphModel::Edge*>*): Esemény, amely jelzi a megjelenítőnek, ha a 
modellben megváltozott a jelenlegi gráf állapota. Paraméterként átküldi a gráf 
csúcsait és éleit. 
• isAlgorithmInProcess(): Függvény, amely által lekérdezhető, hogy jelenleg fut-e 
információterjedési algoritmus az aktuális gráfon. Az _isAlgorithmInProcess 
változó értékét adja vissza. 
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• isConverged(): Függvény, amely vissza adja, hogy a gráfon az éppen futó 
algoritmus konvergált állapotban van-e. Az _isConverged változó értékét adja 
vissza. 
• isDirected(): Ezzel a függvénnyel lekérdezhető, hogy az aktuális gráf irányított-e 
vagy nem. Az _isDirected értékét adja vissza. 
• isWeighted(): Ez által a függvény által lekérdezhető, hogy az aktuális gráf 
élsúlyozott-e vagy nem. Az _isWeighted értékét adja vissza. 
• Model(parent: QObject*): Az osztály konstruktora, amelyben beállítjuk annak 
adattagjait az alapértelmezett értékükre. 
• ~Model(): Az osztály destruktora, amelyben expliciten töröljük az aktuális gráfot 
azáltal, hogy meghívjuk a deleteGraph(edges: QVector<GraphModel::Edge*>&, 
nodes: QVector<GraphModel::Node*>&) segédfüggvényt és paramétereinek 
megadjuk a gráfunkat reprezentáló _edges és _nodes tagokat az osztályunkból. 
• movingThroughCommentAndEmptyLines(in: QTextStream&, line: QString&, 
commentSign: QString&): Segédfüggvény, amelyet file-ból való gráf beolvasás 
során használunk arra, hogy átlépjük a fileban a kommenteket és üres sorokat. 
Az in paraméter a file leíró objektum, a line a már beolvasott sor és a 
commentSign pedig az a szimbólum, amely jelzi egy komment sor kezdetét 
(ennek a programbéli alapértelmezett értéke a „#” szimbólum). 
• propogateErrorMessageAndDeleteGraph(msg: QString&, edges: 
QVector<GraphModel::Edge*>*, nodes: QVector<GraphModel::Node*>*): 
Segédfüggvény, amelyet egy gráf file-beli beolvasása során használunk, ha a file-
ban szintaktikai vagy szemantikai hiba van és azt továbbítani akarjuk a nézet felé 
és kitörölnénk a paraméterek által leírt ideiglenes gráfot. A msg a hibaüzenet, az 
edges és nodes paraméterek pedig az ideiglenes gráfot írják le. 
• saveStateIntoFile(fileName: QString&): Ezzel a függvénnyel lehet elmenteni a 
gráf és az azon futtatott algoritmus jelenlegi állapotát egy „.stt” kiterjesztésű 
szöveges állományba. 
• startAlgorithm(algoType: GraphModel::AlgorithmType, initActiveNodes: 
QVector<int>&, trshold: double): Ezzel a függvénnyel tudunk indítani 
információterjedési algoritmust az aktuális gráfon. Az algoType paraméter adja 
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meg, hogy milyen típusú algoritmust indítunk, és a kezdeti aktív csúcshalmazt az 
initActiveNodes tömb értékei alapján állítjuk be úgy, hogy azokat a csúcsokat 
aktiváljuk, amelyeknek az iD-je megtalálható a tömbben. A treshold értéket csak 
akkor állítjuk be az osztály _tresholdForDecisionBased változójának, hogy ha az 
algoritmus típusa GraphModel::AlgorythmType::DECISION_BASED, egyébként 
figyelmen kívül hagyjuk. Az osztály _previouslyActivatedNodes tömbjébe akkor 
tesszük bele az aktivált elemeket, ha az algoritmus típusa 
GraphModel::AlgorythmType::DECISION_BASED. Ha bármilyen formában 
hibásan adtuk meg a paramétereket (például a kezdeti aktív elemek tömbje üres 
vagy benne van az összes csúcs ID-ja, esetleg az indítandó algoritmus típusa nem 
felel meg a jelenleg betöltött gráfnak, stb) akkor nem indítjuk el az 
információterjedési algoritmust és visszaküldünk a nézetnek egy hibaüzenetet 
annak részletes leírásával. 
• stepAlgorithm(): Ez a függvény használandó arra, hogy már egy elindított 
információterjedési algoritmuson egyet iteráljunk. Amennyiben lefuttatásakor 
az algoritmus már konvergált állapotban van, úgy nem csinál semmit. Ha még 
nem áll fent a konvergált állapot, akkor két külön viselkedést produkál az alapján, 
hogy milyen típusú a futó információterjedési algoritmus. 
Abban az esetben ha GraphModel::AlgorithmType::DECISION_BASED 
algoritmus fut, úgy minden inaktív csúcsra megvizsgálja a függvény, hogy 
aránylanak annak a csúcsnak a már aktivált szomszédos csúcsai az összes 
szomszédos csúcsához. Amennyiben ez az arány nagyobb, mint az algoritmus 
indításakor beállított globális küszöbszám, akkor az adott csúcsot beaktiváljuk, 
egyébként nem. Ebben az esetben a vizsgált inaktív csúcsoknak csak azokat az 
aktív csúcsait vizsgáljuk, amelyek az előző inkrementációs lépések során 
bekerültek a _previouslyActivatedNodes változóba. Erre azért van szükség, hogy 
egy lépés során ne vegye figyelembe a függvény az adott lépés alatt már 
beaktivált csúcsokat, hanem csak az előző lépésekben aktiváltakat. Miután az 
adott lépés lezajlott, és minden inaktív csúcsot megpróbáltunk beaktiválni, az 
újonnan beaktivált csúcsokat hozzá vesszük a _previouslyActivatedNodes 
változóhoz.  
Akkor, ha GraphModel::AlgorithmType::INDEPENDENT_CASCADE típusú 
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algoritmus fut, egy iterációs lépés elején hozzáadja a 
_previouslyActivatedNodes változóhoz azokat az aktív csúcsokat, amelyek eddig 
még nem voltak benne és kigyűjti azokat a potenciális éleket a gráfból, amelyek 
aktív csúcsból mutatnak inaktívba, és ezeken az éleken keresztül, az adott élhez 
tartozó valószínűséggel megpróbálják beaktiválni a mutatott inaktív csúcsot.  
Mindkét információterjedési algoritmus akkor kerül konvergált állapotba, ha egy 
inkrementációs lépés végén nem kerül beaktiválásra egyetlen új csúcs sem.  
• takeCareModelStateWhenLeavingAlgorithmMode(): Segédfüggvény, amely 
akkor fut le, ha kilépünk vagy elindítunk egy információterjedési algoritmust. 
Kitörli a _previouslyActivatedNodes tartalmát, minden csúcsot és élt deaktivál 
és beállítja modell algoritmus lejátszással kapcsolatos értékeit az 
alapértelmezett állapotukra (például: _isConverged-et false-ra, 




23. ábra: A grafikus felhasználói felület központi osztályának adattagjai 
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24. ábra: A grafikus felhasználói felület központi osztályának metódusai 
Ez az osztály kapcsolja össze a felhasználót a modellel  függvényhívások és események 
segítségével, valamint itt vannak kezelve a gráfot megjelenítő grafikus elemek a 
GraphView::Node és a GraphView::Edge osztályok segítségével, továbbá felhasználja a 
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GraphView::AlgorithmPickerDialog  és GraphView::NetworkCreateDialog  osztályokat 
is, hogy a felhasználó megadhassa a megfelelő bementei értékeket információterjedési 
algoritmus indításához és véletlen gráf létrehozásához. 
• _algorithmsMenu: Egy menü a menüsoron, amely tartalmazza az 
információterjedési algoritmusok futtatásához szükséges parancsokat. 
• _backgroundColorBottomGradient: A központi megjelenítő lineáris 
színátmenetéhez szükséges alsó színhatár. 
• _backgroundColorTopGradient: A központi megjelenítő lineáris 
színátmenetéhez szükséges felső színhatár. 
• _backgroundSubmenu: A menüsoron, azon belül az Options menüpont alatt 
található almenü, amely a központi megjelenítő háttérszínének beállításához 
szükséges menüpontokat tartalmazza. 
• _createRandomGraphAction: Ennek az akciónak a meghívására megjelenik a 
véletlen gráf generáló dialógus ablak. Meg lehet hívni a menüsor Network 
menüpontjából, azon belül a Create random graph menüponttal vagy a „c” 
billentyű lenyomásával. 
• _edges: Ebben a változóban tárolódnak el az éleket megjelenítő grafikus elemek, 
amelyek GraphView::Edge típusúak. Egy gráf betöltésekor minden logikai, a 
modellben létező élnek lesz egy megfelelője az előbb említett típusból és később, 
egy információterjedési algoritmus során ezeknek változtatjuk a megjelenítését 
annak megfelelően, hogy az adott él aktív-e vagy sem. 
• _edgeSubmenu: Ez az almenüpont foglalja magában az élekkel kapcsolatos 
vizuális beállításokat. Megtalálható a menüsoron, az Options menün belül. 
• _invokeAlgorithmAction: Ennek a menüpontnak a meghívásával lehet elérni az 
információterjedési algoritmust választó dialógus ablakot. Megtalálható a 
menüsoron, az Algorithms menün belül, de meghívható a „p” billentyűvel is. 
• _leaveAlgorithmAction: Meghívásával abbahagyhatjuk egy éppen futó 
információterjedési algoritmus futtatását. Megtalálható a menüsor Algorithms 
menüjén belül, de meghívható az „l” billentyű lenyomásával is. Csak akkor 
hívható meg, ha éppen fut egy információterjedési algoritmus. 
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• _mainMenuBar: A főablak menüsora, amelyre felfűzzük a program 
használatához szükséges menüket, almenüket és ezek elemeit. 
• _model: A GraphModel::Model osztály egy példánya, amely a program elején 
létrejön és ebben futtatunk minden algoritmust és beállítást, amely befolyásolja 
a program működését. A GraphView::GraphWidget osztály ennek a grafikus 
megjelenítője. 
• _networkMenu: A menüsoron található menü, amely tartalmazza a gráfok 
betöltéséhez, létrehozásához szükséges parancsokat. 
• _nodes: Ebben a változóban tárolódnak el a csúcsokat megjelenítő grafikus 
elemek, amelyek GraphView::Node típusúak. Egy gráf betöltésekor minden 
logikai, a modell-ben létező csúcsnak lesz egy megfelelője az előbb említett 
típusból és később, egy információterjedési algoritmus során ezeknek 
változtatjuk a megjelenítését annak megfelelően, hogy az adott csúcs aktív-e 
vagy sem. 
• _nodeSubmenu: Ez az almenüpont foglalja magában a csúcsokkal kapcsolatos 
vizuális beállításokat. Megtalálható a menüsoron, az Options menün belül. 
• _optionsMenu: A menüsoron található menü, amely tartalmazza a gráfok 
vizuális beállításait érintő parancsokat. 
• _readGraphFromFileAction: Ennek az akciónak a meghívására megjelenik egy 
„.grp” kiterjesztésű file-t bekérő dialógus ablak. Meg lehet hívni a menüsor 
Network menüpontjából, azon belül a Read graph from file menüponttal vagy 
az „r” billentyű lenyomásával. 
• _saveGraphStateAction: Ennek az akciónak a meghívására megjelenik egy 
filenevet bekérő dialógus ablak, amelyben meg tudjuk adni, hogy mi legyen 
annak a „.stt” kiterjesztásű file-nak a neve, amelyben el lesz mentve a gráf és a 
rajta futtatott algoritmus jelenlegi állapota. 
• _setArrowSizeAction: Ennek az akciónak a segítségével meg lehet változtatni az 
az éleken lévő, az él irányítottságát mutató nyilaknak a méretét. Meghívható a 
menüsorban található Options menüben lévő Edge almenüből, illetve az „a” 
billentyű lenyomásával. 
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• _setBackgroundColorBottomGradientAction: Ennek az akciónak a hatására 
megjelenik egy szín választó dialógus ablak, amelyben meg lehet adni a központi 
megjelenítő panel lineáris színátmenetének alsó határát. Meghívható a 
menüsoron levő Options menü Background almenüjéből. 
• _setBackgroundColorTopGradientAction: Ennek az akciónak a hatására 
megjelenik egy szín választó dialógus ablak, amelyben meg lehet adni a központi 
megjelenítő panel lineáris színátmenetének felső határát. Meghívható a 
menüsoron levő Options menü Background almenüjéből. 
• _setEdgeColorActiveAction: Ennek hatására megjelenik egy színválasztó 
dialógus ablak, amelyben kiválaszthatjuk, hogy milyen színűek legyenek az élek, 
ha aktív állapotban vannak. Meghívható a menüsor Options menü Edge 
almenüjéből. 
• _setEdgeColorInactiveAction: Ennek hatására megjelenik egy színválasztó 
dialógus ablak, amelyben kiválaszthatjuk, hogy milyen színűek legyenek az élek, 
ha inaktív állapotban vannak. Meghívható a menüsor Options menü Edge 
almenüjéből. 
• _setEdgeThicknessAction: Akció, amely behoz egy méretválasztó dialógus 
ablakot, amelyben megadhatjuk az éleket reprezentáló grafikus elemeknek a 
vastagságát. Meghívható a menüsor Options menü Edge almenüjéből. 
• _setNodeColorActiveBottomGradientAction: Ezzel az akcióval megadható a 
csúcsokat szimbolizáló grafikus elemek lineáris színátmenetének alsó határa 
aktív állapotban. Meghívható a menüsor Option menü Node almenüjéből. 
• _setNodeColorActiveTopGradientAction: Ezzel az akcióval megadható a 
csúcsokat szimbolizáló grafikus elemek lineáris színátmenetének felső határa 
aktív állapotban. Meghívható a menüsor Option menü Node almenüjéből. 
• _setNodeColorInactiveBottomGradientAction: Ezzel az akcióval megadható a 
csúcsokat szimbolizáló grafikus elemek lineáris színátmenetének alsó határa 
inaktív állapotban. Meghívható a menüsor Option menü Node almenüjéből. 
• _setNodeColorInactiveTopGradientAction: Ezzel az akcióval megadható a 
csúcsokat szimbolizáló grafikus elemek lineáris színátmenetének felső határa 
inaktív állapotban. Meghívható a menüsor Option menü Node almenüjéből. 
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• _setNodeForcesAction: Ezzel az akcióval bekapcsolható a csúcsokat szimbolizáló 
grafikus elemeket mozgató fizikai hatás. Elérhető a menüsor Option menü Node 
almenüjéből vagy az „f” billentyű megnyomásával. 
• _setNodeShadowAction: Ezzel az akcióval bekapcsolható a csúcsokat 
szimbolizáló grafikus elemeknek az árnyéka. Elérhető a menüsor Option menü 
Node almenüjéből vagy az „s” billentyű megnyomásával. 
• _shuffleAction: Ezzel az akcióval újra lehet rendezni véletlenszerűen az összes, 
csúcsot szimbolizáló grafikus elemet a központi megjelenítő felületen. 
Meghívható a menüsor Options menü Node almenüjéből vagy a „Space” 
billentyű megnyomásával. 
• _stepAlgorithmAction: Ezzel az akcióval lehet lépni egyet egy 
információterjedési algoritmus lejátszása során. Elérhető a menüsor Algorithms 
menüjéből vagy az „n” billentyű lenyomásával. Csak akkor használható, ha éppen 
fut egy információterjedési algoritmus. 
• _timerId: Segédváltozó, amelynek felhasználásával megállapítható, hogy mikor 
kell újra rendezi a központi felhasználói panel elemeit. 
• anyNodeIsPressingByMouse(): Segédfüggvény amely megadja, hogy van-e 
jelenleg olyan csúcspontokat ábrázoló grafikus elem a központi megjelenítő 
panelen, amely nyomva van tartva az egér által. Ennek segítségével előzzük meg 
azt, hogy meg legyen hívva egy akció, amely behozna egy dialógusablakot, és így 
inkonzisztens állapotba kerülne a megjelenítő. 
• createActions(): Segédfüggvény, amelyben létrehozzuk és összekapcsoljuk az 
akciókat a megfelelő akciókezelő függvényekkel. 
• createMenus(): Segédfüggvény, amelyben létrehozzuk a menüsoron megjelenő 
menüket és azok elemeit. 
• createRandomGraph(): Akciókezelő függvény, amely meghívódik a 
_createRandomGraph akció hatására. Behozza a véletlen gráf generáló dialógus 
ablakot és az ott megadott paraméterekkel meghívja a modellbeli 
createRandomGraph() függvényt. 
• deleteEdges(): Segédfüggvény, amely kitörli a központi megjelenítőről az összes, 
élet ábrázoló grafikus elemet. 
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• deleteNodes(): Segédfüggvény, amely kitörli a központi megjelenítőről az összes, 
csúcsot ábrázoló grafikus elemet. 
• drawBackground(painter: QPainter*, rect: QRectF&): A QGraphicsView-ből 
származó függvény, amely kirajzolja a központi megjelenítő panel hátterét. 
• graphCreated(modelNodes: QVector<GraphModel::Node*>*, modelEdges: 
QVector<GraphModel::Edge*>*, isDirected: bool, isWeighted: bool): 
Szignálkezelő függvény, aelyi akkor hívódik meg a modell által, amikor betöltődik 
egy új gráf és, amelynek hatására kirajzolódik a központi megjelenítő felületre a 
paraméterek által leírt gráf, annak összes csúcsával és élével. A csúcsok 
beállításait a modelNodes, az élekét a modelEdges paraméter írja le. A gráf 
irányítottságát és élsúlyozottságát az isDirected és az isWeighted paraméterek 
adják meg. 
• graphModified(modelNodes: QVector<GraphModel::Node*>*, modelEdges: 
QVector<GraphModel::Edge*>*): Szignálkezelő függvény, amely akkor hívódik 
meg a modell által, ha változás következik be a már megjelenített gráfon. A 
modelNodes és a modelEdges paraméterek adják meg a megváltozott 
tulajdonságú csúcsokat és éleket. 
• GraphWidget(parent: QWidget&, model: GraphModel::Model&): Az osztály 
konstruktora, amely megkapja paraméterül a programot leíró grafikus elemet 
szülőként, és megkapja a modellt is amelyen a gráfműveletek végrehajtódnak. 
• ~GraphWidget(): Az osztály destruktora, amelyben kitöröljük az összes grafikus 
elemet a központi megjelenítőről és felszabadítjuk a program által lefoglalt 
memóriarészeket. 
• invokeAlgorithmPicker(): Akciókezelő függvény, amely az 
_invokeAlgorithmAction akció hatására hívódik meg. Meghívása után 
megjeleníti az információ terjedési algoritmust választó dialógus ablakot és 
sikeres konfiguráció beállítása esetén meghívja a megadott paraméterekkel a 
modellbeli startAlgorithm() függvényt. 
• invokeAlgorithmLeaver(): Akciókezelő függvény, amely a 
_leaveAlgorithmAction akció hatására hívódik meg. Célja, hogy meghívja a 
modellbeli endAlgorithm() függvényt. 
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• invokeAlgorithmStepper(): Akciókezelő függvény, amely a 
_stepAlgorithmAction akció hatására hívódik meg. Célja, hogy meghívja a 
modellbeli stepAlgorithm() függvényt. 
• itemMoved(): Segédfüggvény, amely akkor kerül meghívásra, ha egy grafikus 
elem a központi megjelenítőn elmozdult és újra kell rajzolni.  
• keyPressEvent(event: QKeyEvent*): A QGraphicsView ősosztályból származó 
függvény, amely megkapja paraméterként a lenyomott billentyű adatait és az 
azoknak megfelelő működést váltja ki a nézetben. 
• readGraphFromFile(): Akciókezelő függvény, amely megnyitja a gráfot file-ból 
betöltő dialógus ablakot, majd helyes paraméterek megadása esetén, az ott 
megadott paraméterekkel meghívja a modellbeli createGraphFromFile() 
függvényt. 
• resizeEvent(): A QGraphicsView ősosztályból származó függvény, amely a 
központi ablak újra méretezése esetén beállítja a megjelenítőn levő elemet az új 
méreteknek megfelelően. 
• saveStateOfGraph(): Akciókezelő függvény, amely a _saveGraphStateAction 
akció hatására hívódik meg és kezeli annak a logikáját.  
• scaleView(scaleFactor: qreal): Segédfüggvény, amely a nagyítás és kicsinyítés 
esetén átméretezi a központi megjelenítőt és annak elemeit a változtatásnak 
megfelelően. 
• setArrowSize(): Akciókezelő függvény, amely a _setArrowSizeAction hatására 
hívódik meg és meghív egy számot bekérő dialógus ablakot, majd az ott 
megadott értékre állítja be a központi kijelzőn levő éleket szimbolizáló grafikus 
elemek, vagyis a vonalak végén lévő nyilak méretét. 
• setBackgroundColor(): Akciókezelő függvény, amely a 
_setBackgroundColorTopGradientAction  és 
_setBackgroundColorBottomGradientAction akciók hatására hívódik meg és, 
amely meghív egy színválasztó dialógus ablakot, majd az ott megadott színre 
állítja be a hátteret. A megadott szín lehet a háttér lineáris színátmenetének felső 
vagy alsó határa. 
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• setEdgeColor(): Akciókezelő függvény, amely a _setEdgeColorActiveAction és a 
_setEdgeColorInactiveAction akciók hatására hívódik meg és, amely meghív egy 
színválasztó dialógus ablakot, majd az ott megadott színre állítja be az éleket 
szimbolizáló vonalak színét. Megadható az élek aktív és passzív állapotbéli színe.  
• setEdgeThickness(): Akciókezelő függvény, amely meghív egy számot bekérő 
dialógus ablakot, majd az ott megadott értékre állítja be az éleket szimbolizáló 
grafikus elemek, azaz a vonalak vastagságát. 
• setNodeColor(): Akciókezelő függvény, amely a 
_setNodeColorActiveBottomGradient, _setNodeColorActiveTopGradient, 
_setNodeColorInactiveBottomGradient és a 
_setNodeColorInactiveTopGradient  akciók hatására hívódik meg és, amely 
meghív egy színválasztó dialógus ablakot, majd az ott megadott színre állítja be 
a csúcsokat szimbolizáló körök lineáris színátmenetének felső vagy alsó határát. 
Megadható az csúcsok aktív és passzív állapotbéli színe. 
• setNodeForces(): Akciókezelő függvény, amely a _setNodeForcesAction akció 
hatására hívódik meg és, amely be és kikapcsolja, hogy csúcsokat reprezentáló 
grafikus elemek egymásra húzó és toló erőhatással hassanak. 
• setNodeShadow(): Akciókezelő függvény. A _setNodeShadowAction akció 
hatására hívóik meg, be és kikapcsolja a csúcsokat reprezentáló grafikus elemek 
árnyékát. 
• showMessage(msg: QString&): Eseménykezelő függvény. A modellbeli 
errorMessageFromModel(prm1: QString&) esemény hatására hívódik meg és 
felugró ablakba kiírja az onnan kapott hibaüzenetet. 
• shuffle(): Akciókezelő függvény, amely a _shuffleAction akció hatására hívódik 
meg és véletlenszerű pozíciókba állítja a csúcsokat reprezentáló grafikus 
elemeket. 
• timerEvent(event: QTimerEvent*): Segédfüggvény, amely számon tartja a 
_timerId tagváltozó segítségével, hogy mikor vannak mozgásban az éleket és 
csúcsokat ábrázoló grafikus elemek, és amikor mozognak, hozzáigazítja a 
megjelenésüket az új pozíciójukhoz. 
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• wheelEvent(event: QWheelEvent*): Segédfüggvény, amely egérgörgetés 
hatására meghívja a zoomIn() és a zoomOut() segédfüggvényeket, amelyek 
módosítják a központi megjelenítő panel látható részét azaz, nagyítást és 
kicsinyítést végez. 
• zoomIn(): Segédfüggvény, amelyet a wheelEvent() függvény hív meg képernyő 
nagyítás esetén. 
• zoomOut(): Segédfüggvény, amelyet a wheelEvent() függvény hív meg képernyő 
kicsinyítés esetén. 
GraphView::Edge 
Ez az osztály felel a Modellbeli élek megjelenítésért. Megkap paraméterül két csúcsot, 
és azok között rajzol ki egy vonalat, amely az élet fogja grafikusan reprezentálni. 
Amennyibben irányított a gráf, úgy a vonalak végén megjelenő nyilak szintén ehhez az 
osztályhoz tartoznak, ahogyan élsúlyozott gráf esetén a megjelenített súlyok is.  
 
25. ábra: A megjelenített éleket reprezentáló osztály adattagjai 
• _arrowSize: A megjelenített éleket reprezentáló vonalak végén az 
irányítottságot jelző nyilak méretét jelző tagváltozó. 
• _colorActive: A megjelenített éleket reprezentáló vonalak színét jelző változó, 
amennyiben az adott él aktivált állapotban van. 
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• _colorInactive: A megjelenített éleket reprezentáló vonalak színét jelző változó, 
amennyiben az adott él deaktivált állapotban van. 
• _destinationNode: Az él végpontját reprezentáló csúcspont. 
• _destinationToSourceWeight: Amennyiben az adott él súlyozott és irányított, 
úgy ez a tagváltozó jelöli a célcsúcspontból a forráscsúcspontba mutató él súlyát. 
• _destPoint: A célcsúcspont a központi megjelenítő panelen elhelyezkedő 
pozícióját megadó tagváltozó. 
• _edgeThickness: Az adott élet reprezentáló vonal vastagságának méretét 
megadó tagváltozó. 
• _isActive: Az adott él aktivitását megadó változó. 
• _isDirected: Az adott él irányítottságát megadó változó. 
• _isSymmetric: Az adott él kétirányúságát megadó tagváltozó. 
• _isWeighted: Az adott él súlyozottságát megadó változó. 
• _sourceNode: Az él kezdőcsúcspontját reprezentáló csúcspont. 
• _sourcePoint: Az él kezdőcsúcspontjának a központi megjelenítő panelen levő 
pozícióját megadó tagváltozó. 
• _sourceToDestinationWeight: Élsúlyozott gráf esetén, a forrás csúcspontból a 
célcsúcspontba vezető él súlyát megadó tagváltozó. 
• _weightBoxHeight: Az adott élhez tartozó keretdoboz magassága, amelybe az 
élhez tartozó súlyszámot írjuk. 
• weightBoxWidth: Az adott élhez tartozó keretdoboz szélessége, amelybe az 
élhez tartozó súlyszámot írjuk. 
• weightFontSize: Az adott élhez tartozó súlyszám betűméretét jelölő tagváltozó.  
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26. ábra: A megjelenített éleket reprezentáló osztály tagfüggvényei 
• adjust(): Segédfüggvény, amely valamilyen élhez tartozó változtatás után frissíti 
annak megjelenítését a központi megjelenítő panelen. 
• boundingRect(): Az adott élhez tartozó keretdobozt vissza adó függvény. 
• Edge(sourceNode: Node&, destinationNode: Node&, isWeighted: bool, 
sourceToDestinationWeight: double, isDirected: bool): Az osztály konstruktora, 
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amely a paraméterekben megadott változók értékeit beállítja azok osztálybeli 
megfelelőinek értékül. 
• enlarge(): Segédfüggvény, amelyet ha meghívunk, az adott él, és az élhez tartozó 
súlyok és nyilak vizuálisan megnőnek annak érdekében, hogy könnyebben 
láthatók legyenek az adatai a központi megjelenítő felületen.  
• getArrowSize(): Az adott élhez tartozó nyilak méretét visszaadó függvény. 
• getColorActive(): Az adott élhez tartozó, aktív állapotbeli színt visszaadó 
függvény. 
• getColorInactive(): Az adott élhez tartozó, inaktív állapotbeli színt visszaadó 
függvény. 
• getDestinationNode(): Az adott élhez tartozó célcsúcsra való hivatkozást 
visszaadó függvény. 
• getDestinationToSourceWeight(): Az adott élhez tartozó, a célcsúcsból a 
forráscsúcs felé mutató él súlyát visszaadó függvény. 
• getEdgeThickness(): Az adott élhez tartozó vonal vastagságát visszaadó 
függvény. 
• getSourceNode(): Az adott élhez tartozó forráscsúcsra vonatkozó hivatkozást 
visszaadó függvény. 
• getSourceToDestinationWeight(): Az adott élhez tartozó, a forráscsúcsból a 
célcsúcsba mutató él súlyát visszaadó függvény. 
• getWeightBoxHeight(): Az adott élhez tartozó súlyt keretező szövegdoboz 
magasságát visszaadó függvény. 
• getWeightBoxWidth(): Az adott élhez tartozó súlyt keretező szövegdoboz 
szélességét visszaadó függvény. 
• getWeightFontSize(): Az adott élhez tartozó súly betűméretét visszaadó 
függvény. 
• isActive(): Az adott súlyhoz aktivitását megadó függvény. 
• isDirected(): Az adott él irányítottságát megadó függvény. 
• isSymmetric()_ Az adott él kétirányúságát megadó függvény. 
• isWeighted(): Az adott él súlyozottságát megadó függvény. 
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• paint(painter: QPainter*, option: QStyleOptionGraphicsItem*, widget: 
QWidget*): Az adott élet kirajzoló függvény. 
• setActive(): Az adott élet aktívára állító függvény. 
• setArrowSize(): Az adott élhez tartozó nyilak nagyságát megadó függvény.  
• setColorActive(color: QColor): Az él aktív állapotbeli színét megváltoztató 
függvény. 
• setColorInactive(color: QCololr): Az él inaktív állapotbeli színét megváltoztató 
függvény. 
• setDestinationToSourceWeight(weight: double): Az adott, célcsúcsból a 
forráscsúcsba mutató él súlyát beállító függvény. 
• setEdgeThickness(size: qreal): Az adott él vastagságát beállító függvény. 
• setSourceToDestinationWeight(weight: double): Az adott, forráscsúcsból a 
célcsúcsba mutató él súlyát beállító függvény. 
• setSymmetric(l: bool): Az adott él kétirányúságát beállító függvény. 
• setWeightBoxWeight(size: qreal): Az adott élhez tartozó súly keret dobozának 
magasságát beállító függvény. 
• setWeightBoxWidth(size: qreal): Az adott élhez tartozó súly keret dobozának 
szélességét beállító függvény. 
• setWeightFontSize(size: int): Az adott élhez tart súly betűméretét beállító 
függvény. 




27. ábra: A csúcsokat reprezentáló grafikus elem osztálya 
Ez az osztály felel a csúcsok megjelenítéséért. 
• _colorActiveBottomGradient: Az adott csúcsot reprezentáló grafikus elem 
lineáris színátmenetének alsó határát megadó szín abban az esetben, ha a csúcs 
aktív. 
• _colorActiveTopGradient: Az adott csúcsot reprezentáló grafikus elem lineáris 
színátmenetének felső határát megadó szín abban az esetben, ha a csúcs aktív. 
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• _colorInactiveBottomGradient: Az adott csúcsot reprezentáló grafikus elem 
lineáris színátmenetének alsó határát megadó szín abban az esetben, ha a csúcs 
inaktív. 
• _colorInactiveTopGradient: Az adott csúcsot reprezentáló grafikus elem lineáris 
színátmenetének felső határát megadó szín abban az esetben, ha a csúcs inaktív.  
• _edgeList: Az adott csúcsot reprezentáló grafikus elemmel összeköttetésben 
álló, éleket reprezentáló grafikus elemeket nyilvántartó változó. 
• _forces: Változó, amely nyilvántartja, hogy jelenleg be van-e kapcsolva a gráfra 
ható fizikális erőhatás. 
• _graph: Változó, amely a központi GraphView::GraphWidget osztálypéldányra 
tart számon referenciát. 
• _id: Változó, amelynek segítségével meg tudjuk jeleníteni az adott grafikus 
elemhez tartozó csúcs azonosítóját. 
• _isActive: Változó, amely jelzi, hogy az adott grafikus elem aktív-e a hozzá tartozó 
csúcs alapján. 
• _isMousePressing: Változó, amely megmondja, hogy adott grafikus elemet 
éppen nyomva tartja-e az egér. 
• _newPos: Változó, amely nyilván tartja a grafikus elem új pozícióját egy 
mozgatás alatt. 
• _shadow: Változó, amely jelöli, hogy az adott csúcsot reprezentáló grafikus 
elemnek be van-e kapcsolva az árnyéka, és ez alapján rajzolja azt ki. 
• addEdge(edge: Edge*): Ezzel a függvénnyel adhatunk hozzá az _edgeList 
változóhoz egy élet reprezentáló grafikus elemet. 
• advancePosition(): Ezzel a függvénnyel számolhatjuk ki az adott grafikus elem új 
prozícióját. 
• boundingRect(): Ezzel a függvénnyel kaphatjuk vissza az adott grafikus elemet 
körülvevő keretet. 
• calculateForces(): Ezzel a függvénnyel számolhatjuk ki, hogy hol kell 
elhelyezkedni az adott grafikus elemnek a következő frame-ben. 
• edged(): Visszaadja az _edgeList változó tartalmát. 
• getId(): Visszaadja az adott elemhez tartozó _id-t. 
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• isActive(): Visszaadja, hogy az adott grafikus elem aktív-e. 
• isMousePressing(): Visszaadja, hogy az adott grafikus elemen nyomva van-e 
tartva az egér. 
• itemChange(change: GraphicsItemChange, value: QVariant&): A 
QGraphicsItem-ből örökölt függvény, amely akkor hívódik meg, amikor az adott 
grafikus elemet újra kell rajzolni. 
• mousePressEvent(event: QGraphicsSceneMouseEvent*): Eseménykezelő 
függvény, amely akkor hívódik meg, amikor az adott grafikus elemen lenyomják 
az egér gombot. Meghíváskor beállítja az _isMousePressing változó értékét true-
ra. 
• mouseReleaseEvent(event: QGraphicsSceneMouseEvent*): Eseménykezelő 
függvény, amely akkor hívódik meg, amikor az adott grafikus elemen 
abbahagyják az egér gomb nyomását. Meghíváskor beállítja az 
_isMousePressing változó értékét false-ra. 
• Node(graphWidget: GraphWidget, id: int): Az osztály konstruktor, amely 
beállítja az adott csúcsot reprezentáló grafikus elemnek az id-ját, és átadja az 
irányító GraphView::GraphWidget osztálypéldány referenciáját. 
• paint(painter: QPainter*, option: QStyleOptionGraphicsItem*, widget: 
QWidget-*): A QGraphicsItem-ből örökölt függvény, amely a grafikus elemet 
reprezentáló osztályban a kirajzolásért felel. 
• setActive(l: bool): Beállítja az osztály _isActive változójának értéket az l értékére. 
• setActiveColorBottomGradient(color: QColor*): Beállítja a grafikus elem lineáris 
átmenetű színének alsó határát a color értékére. Ez az érték az elem aktív 
állapotában lesz látható. 
• setActiveColorTopGradient(color: QColor*): Beállítja a grafikus elem lineáris 
átmenetű színének felső határát a color értékére. Ez az érték az elem aktív 
állapotában lesz látható. 
• setForces(l: bool): Beállítja az osztály _forces változójának értékét l értékére. 
• setInactiveColorBottomGradient(color: QColor*): Beállítja a grafikus elem 
lineáris átmenetű színének alsó határát a color értékére. Ez az érték az elem 
inaktív állapotában lesz látható. 
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• setInactiveColorTopGradient(color: QColor*): Beállítja a grafikus elem lineáris 
átmenetű színének felső határát a color értékére. Ez az érték az elem inaktív 
állapotában lesz látható. 
• setShadow(l: bool): Beállítja az elem _shadow változójának értékét l értékére. 
• shape():Visszaadja a grafikus elem alakját megrajzoló szekvenciát. 
• type(): Visszaadja a grafikus elem osztályszintű egyedi azonosítóját.  
GraphView::NetworkCreateDialog 
 
28. ábra: A gráffal reprezentált hálózatot készítő dialógus ablak osztály 
Ez az osztály felel a dialógusablakért, amelyen keresztül bekérhetjük azokat az adatok, 
amelyekkel létre tudunk hozni egy hálózatot. 
• _buttonBox: Egy elfogad és egy elutasít gombot tartalmaz, amelyeket 
megjelenítünk a dialógusablakban és amelyekkel meg tudjuk adni, hogy 
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érvényesíteni akarjuk-e, hogy az ablakban megadott értékekkel létrehozzunk egy 
hálózatot, vagy sem. 
• _edgeProbability: Ebben a változóban tároljuk le a dialógusablakban megadott 
értéket annak, hogy két csúcspont között mekkora valószínűséggel legyen él. 
• _edgeProbabilityDSB: Egy 1 és 0 közötti számot bekérő mező, amelyet 
megjelenítünk a dialógusablakban és amelyben megadhatjuk, hogy két 
csúcspont között mekkora valószínűséggel legyen él. 
• _edgeProbabilityLabel: Az _edgeProbabilityDSB-hoz tartozó címke, amelyen 
jelezzük a felhasználónak, hogy az adott mező milyen értékhez vár bemenetet.  
• _isDirected: Ebben a változóban tároljuk le a dialógusablakban megadott értéket 
annak, hogy a létrehozandó gráf irányított vagy irányítatlan legyen-e. 
• _isDirectedCB: Egy jelölő négyzet, amelyet megjelenítünk a dialógus ablakon és 
amellyel jelölhetjük, hogy a létrehozandó gráf irányított legyen-e vagy sem. 
• _isWeighted: Ebben a változóban tároljuk le a dialógusablakban megadott 
értéket annak, hogy a létrehozandó gráf súlyozott vagy súlyozatlan legyen-e. 
• _isWeightedCB: Egy jelölő négyzet, amelyet megjelenítünk a dialógus ablakon és 
amellyel jelölhetjük, hogy a létrehozandó gráf súlyozott legyen-e vagy sem. 
• _mainLayout: Ebben a változóban tároljuk a dialógus ablak elrendezését.  
• _nodeCount: Ebben a változóban tároljuk le a dialógusablakban megadott 
értéket annak, hogy a létrehozandó gráfban hány csúcspont legyen.  
• _nodeCountLabel: Az _nodeCountSB-hoz tartozó címke, amelyen jelezzük a 
felhasználónak, hogy az adott mező milyen értékhez vár bemenetet.  
• _nodeCountSB: Egy pozitív egész számot bekérő mező, amelyet megjelenítünk a 
dialógusablakban és amelyben megadhatjuk, hogy két csúcspont között mekkora 
valószínűséggel legyen él. 
• _weightLoverBound: Ebben a változóban tároljuk a dialógusablakban megadott 
értékét annak, hogy élsúlyozott gráf esetén mennyi legyen a súlyozás alsó 
korlátja. 0 és 1 közötti szám lehet és nem lehet nagyobb, mint a felső korlát. 
• _weightLoverBoundDSB: Egy pozitív, 0 és 1 közötti számot bekérő mező, 
amelyet megjelenítünk a dialógusablakban és amiben megadhatjuk, hogy két 
csúcspont közötti élnek mennyi legyen a minimális súlya. 
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• _weightLoverBoundLabel: A _weightLoverBoundDSB -hoz tartozó címke, 
amelyen jelezzük a felhasználónak, hogy az adott mező milyen értékhez vár 
bemenetet. 
• _weightUpperBound: Ebben a változóban tároljuk a dialógusablakban megadott 
értékét annak, hogy élsúlyozott gráf esetén mennyi legyen a súlyozás felső 
korlátja. 0 és 1 közötti szám lehet és nem lehet kisebb, mint az alsó korlát. 
• _weightUpperBoundDSB: Egy pozitív, 0 és 1 közötti számot bekérő mező, 
amelyet megjelenítünk a dialógusablakban és amelyben megadhatjuk, hogy két 
csúcspont közötti élnek mennyi legyen a maximális súlya. 
• _weightUpperBoundLabel: A _weightUpperBoundDSB -hoz tartozó címke, 
amelyen jelezzük a felhasználónak, hogy az adott mező milyen értékhez vár 
bemenetet. 
• getEdgeProbability(): Ezzel a függvénnyel kérhetjük le, hogy a dialógusablakban 
milyen értéket adott meg a felhasználó az élek létrehozásának valószínűségére 
két csúcspont között az új gráf létrehozása esetén. 
• getNodeCount(): Ezzel a függvénnyel kérhetjük le, hogy a dialógusablakban 
milyen értéket adott meg a felhasználó a csúcspontok számának az új gráf 
létrehozása esetén. 
• getWeightLoverBound(): Ezzel a függvénnyel kérhetjük le, hogy a 
dialógusablakban milyen értéket adott meg a felhasználó az élek súlyának alsó 
korlátjára az új gráf létrehozása esetén. 
• getWeightUpperBound(): Ezzel a függvénnyel kérhetjük le, hogy a 
dialógusablakban milyen értéket adott meg a felhasználó az élek súlyának felső 
korlátjára az új gráf létrehozása esetén. 
• isDirected(): Ezzel a függvénnyel kérhetjük le, hogy a felhasználó milyen értéket 
adott meg a dialógusablakban a irányítottságra vonatkozóan az új gráf 
létrehozása esetén. 
• isWeighted(): Ezzel a függvénnyel kérhetjük le, hogy a felhasználó milyen értéket 
adott meg a dialógusablakban a súlyozottságra vonatkozóan az új gráf 
létrehozása esetén. 
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• NetworkCreateDialog(parent: QWidget*): Az osztály konstruktora, amelyben 
inicializáljuk az értékeket, létrehozzuk a megjelenítendő ablak elrendezését és 
összekötjük az eseményeket és eseménykezelő függvényeket. 
• ~NetworkCreateDialog(): Az osztály destruktora, amelyben felszabadítjuk az 
osztály által felszabadítandó memóriaterületeket. 
GraphView::AlgorithmPickerDialog 
 
29. ábra: Információ terjedési algoritmus indítása esetén az algoritmus kiválasztásáért felelő osztály 
Amennyiben meghívjuk az _invokeAlgorithmPicker eseményt, az ezen osztály által 
reprezentált dialógusablak fog megjelenni, amelyen keresztül kiválasztható, hogy milyen 
típusú információterjedési algoritmust szeretnénk elindítani és a kiválasztott 
algoritmushoz szükséges adatokat is meg kell adni. 
• _buttonBox: Egy elfogad és egy elutasít gombot tartalmaz, amelyeket 
megjelenítünk a dialógusablakban és amelyekkel meg tudjuk adni, hogy 
érvényesíteni akarjuk-e, hogy az ablakban megadott értékekkel elindítsunk-e egy 
információterjedési algoritmust vagy sem. 
• _comboBox: Egy legördülő listát megjelenítő választó gomb. A lista elemei közül 
kiválasztható, hogy milyen típusú információterjedési algoritmus legyen 
elindítva. 
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• _initiallyActiveNodesLabel: A _listWidget -hoz tartozó címke, amelyen jelezzük 
a felhasználónak, hogy az adott mező milyen értékhez vár bemenetet.  
• _listWidget: Egy listát megjelenítő választó gomb. A lista elemei közül 
kiválasztható, hogy a kiválasztott információterjedési algoritmus során melyek 
legyenek a kezdetben aktív csúcspontok. 
• _mainLayout: Ebben a változóban tároljuk a dialógus ablak elrendezését.  
• _selectedAlgorithm: Ebben a változóban tároljuk el, hogy a _comboBox-ban 
milyen típusú információterjedési algoritmus lett kiválasztva. 
• _tresholdDSB: Egy pozitív, 0 és 1 közötti számot bekérő mező, amelyet 
megjelenítünk a dialógusablakban és amelyben megadhatjuk, hogy 
GraphModel::AlgorithmType::DECISION_BASED algoritmus esetén mennyi 
legyen a globális küszöbszám. 
• _tresholdForDecisionBasedAlgorithm: Ebben a változóban tároljuk le a 
_tresholdDSB-ben megadott értéket. 
• _tresholdLabel: A _tresholdDSB-hoz tartozó címke, amelyen jelezzük a 
felhasználónak, hogy az adott mező milyen értékhez vár bemenetet.  
• AlgorithmPickerDialog(nodes: QVector<int>&, parent: QWidget*): Az osztály 
konstruktora, amelyben inicializáljuk az értékeket, létrehozzuk a megjelenítendő 
ablak elrendezését és összekötjük az eseményeket és eseménykezelő 
függvényeket. 
• ~AlgorithmPickerDialog(): Az osztály destruktora, amelyben felszabadítjuk az 
osztály által lefoglalt és felszabadítandó memóriaterületeket. 
• getSelectedAlgorithm(): Ezzel a függvénnyel kérhetjük le, hogy a 
dialógusablakban milyen értéket adott meg a felhasználó az indítandó 
információterjedési algoritmusnak az új gráf létrehozása esetén.  
• getSelectedNodesCount(): Ezzel a függvénnyel kérhetjük le, hogy a 
dialógusablakban, kezdetben aktív csúcsoknak hány csúcspontot választott ki a 
felhasználó. 
• getTresholdfForDecisionBasedAlgorithm(): Ezzel a függvénnyel kérhetjük le, 
hogy a dialógusablakban milyen értéket adott meg a felhasználó a globális 
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küszöbszámnak, amely a GraphModel::AlgorithmType::DECISION_BASED 
esetén szükséges. 
• modifyNodesVectorForSelectedNodesId(selectedNodes: QVector<int>&): 
Ezzel a függvénnyel a paraméterben átadott változót módosíthatjuk úgy, hogy 
csak a _listWidget-ben kiválasztott csúcspontok azonosítói legyenek benne. 
Tesztelés 
A felület elemeit olyan terv szerint teszteltem, amelyekben a szélsőséges esetek jönnek 
elő, de a legtöbb esetben sikerült olyanra készíteni a felületet, hogy ne lehessen 
elrontani a bemenetet. Az összes ilyen esetet leírtam a felhasználói dokumentáció 
szekción belül, ezért ezekre most külön nem térnék ki, de azokat az eseteket, amikor 
logikailag helyes és helytelen működést lehet/lehetne előidézni teszteltem, amelyeknek 





30. ábra: A funkciótesztek összesítése 
Az algoritmusok működésére általános bemeneteket készítettem elő, amelyek 
segítségével többé-kevésbé lehet tesztelni, hogy megfelelően működnek-e. Azért nem 
lehet 100%-osan tesztelni ezeket, mert a független terjedési algoritmus nem 
determinisztikus, vagyis ugyanarra a bemenetre különböző kimeneteket adhat az egyes 
lejátszások során. Emiatt a tesztelését a konzolra kiírt debug üzenetek segítségével 
teszteltem, amelyek kiírták, hogy az egyes körökben az egyes csúcspontok milyen 
valószínűségekkel próbáltak beaktiválni más csúcsokat. Ilyenkor azt figyeltem, hogy az 
adott csúcs csak olyan csúcsokat próbál-e meg beaktiválni, amelyekhez van irányított 
éle, illetve, hogy ha egy csúcsot beaktivált, akkor az megfelelt-e körülbelül az adott 
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valószínűségnek. Ezeken a teszteken sorra átment a program. Néhány eset ezekre a 
tesztesetekre: 
 
31. ábra: A független terjedési algoritmus egy tesztelési esete 
 
32. ábra: A független terjedési algoritmus egy tesztelési esete 
A döntés alapú algoritmus már determinisztikus módon viselkedik, ezért azt könnyebb 
volt tesztelni. Ennek tesztelése alatt azt kellett vizsgálni, hogy egy adott csúcsnak van-e 
legalább a küszöbszámnak megfelelő arányú aktív szomszédja és ha igen, akkor 
aktiválódnia kellett. 
Néhány eset erre a tesztelési tervre: 
 
33. ábra: A döntés alapú algoritmus egy tesztelési esete 
 
34. ábra: A döntés alapú algoritmus egy tesztelési esete 
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A programot továbbá teszteltem terhelhetőség szempontjából is. Mivel a Qt 
keretrendszer ezen verziójában a grafikus kártyával csak akkor lehet kirajzolni elemeket, 
ha a rajzoláshoz szükséges parancsokat alacsony szinten adjuk meg, ezért ennek 
bonyolultsága miatt az elemek megjelenítését a processzor végezte, mert az ehhez 
szükséges parancsokhoz a Qt oldalán[1] szélesebb körben állt rendelkezésre használati 
utasítás. Ez azt eredményezte, hogy nagy mennyiségű grafikus elem megjelenítésénél a 
program futása során akadozás lépett fel abban az esetben, ha mozgatni akartuk az 
elemeket. Viszont az algoritmusok futtatását alig befolyásolta a grafikus elemek nagy 
mennyisége, vagyis a program funkcióját képes volt ellátni ebben az esetben is.  
Ennek szemléltetésére a következő grafikon ad magyarázatot  
 
35. ábra: Processzor kihasználtsága a csúcsok és élek számának növelésével 
További fejlesztési lehetőségek 
A program célja az volt, hogy meg tudja jeleníteni az előzőekben tárgyalt algoritmusokat, 
valamint az algoritmusok a gráfokra gyakorolt hatását el lehessen menteni későbbi 
analízis céljából. Ennek megfelelően implementáltam olyan funkcionalitásokat, 
amelyekkel ezek a műveletek elvégezhetők, azonban a program és a téma által nyújtott 
lehetőségek még nem kerültek teljesen kiaknázásra. A manapság használt 
információterjedési modellek közül kettő lett implementálva, pedig létezik még számos 
hasonló algoritmus[2]-[12] és a program architektúrája könnyen lehetővé teszi ezeknek 
a későbbi implementációját a Model-View felépítésnek köszönhetően. 
Az algoritmusok futtatásához szükség volt valamilyen gráf generáló, illetve gráf beolvasó 
folyamatra, amelyekkel szintén rendelkezik a program, ámde a későbbiekben 
előfordulhat, hogy más típusú szintaxissal rendelkező file-ból szeretnénk beolvasni, vagy 
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más logikájú generátorral szeretnénk létrehozni gráfot. Ezeknek az igény szerinti 
funkcionalitásoknak az implementációjával is kiegészíthető a program a későbbiekben.  
Megemlíthető még, hogy a lefuttatott algoritmusok eredményét is szeretnénk 
feldolgozni, elmenteni. Ehhez szükség lehet arra, hogy ezeket az eredményeket 
átlátható módon lehessen exportálni a programból. Erre készült egy megoldás, de igény 
esetén egy vagy több hasonló jellegű, de kicsit eltérő logikájú funkcionalitás 
megvalósítása nem lesz bonyolult, csupán a megfelelő formai igényt kell tisztázni. 
59 
Hivatkozások 
[1] https://qt.io/ - 2019. 10. 16. 
[2] https://web.stanford.edu/class/cs224w/ - 2019. 10. 16. 
[3] Chi Wang, Wei Chen, Yajun Wang: Scalable influence maximization for independent 
cascade model in large-scale social networks, Data Mining and Knowledge Discovery, 
Volume 25, 2012 
[4] Jinha Kim, Wonyeol Lee, Hwanjo Yu: CT-IC: Continuously activated and Time-
restricted Independent Cascade model for viral marketing. Knowledge-Based Systems, 
Volume 62, 2014 
[5] Chuang Liu, Zi-Ke Zhang: Information spreading on dynamic social networks, 
Communications in Nonlinear Science and Numerical Simulation, Volume 19, 2014 
[6] Linyuan Lü, Duan-Bing Chen, Tao Zhou: The small world yields the most effective 
information spreading, New Journal of Physics, Volume 13, 2011 
[7] Igor Tomovski, Ljupčo Kocarev: Simple Algorithm for Virus Spreading Control on 
Complex Networks, IEEE Transactions on Circuits and Systems I: Regular Papers, Volume 
59, 2012 
[8] Jurij Leskovec: Dynamics of Large Networks, 2008 
[9] Fang Wu, Bernardo A. Huberman, Lada A. Adamic, Joshua R.Tyler: Information flow 
in social groups, Physica A: Statistical Mechanics and its Applications, Volume 337, 2004 
[10] Wang Ya-Qi, Yang Xiao-Yuan, Han Yi-Liang, Wang Xu-An: Rumor Spreading Model 
with Trust Mechanism in Complex Social Networks, Communications in Theoretical 
Physics, Volume 59, 2013 
[11] Laijun Zhao, Jiajia Wang, Yucheng Chen, Qin Wang, Jingjing Cheng, Hongxin Cui: 
SIHR rumor spreading model in social networks, Physica A: Statistical Mechanics and its 
Applications, Volume 391, 2012 
[12] Bernhard Haeupler: Simple, Fast and Deterministic Gossip and Rumor Spreading, 
Journal of the ACM (JACM), Volume 62, 2015 




Köszönöm dr. Kiss Attila Elemérnek a témaválasztásban nyújtott segítséget és, hogy 
segített a kérdéses pontok tisztázásában a szakdolgozatom készítésével kapcsolatban.  
A projekt az Európai Unió támogatásával, az Európai Szociális Alap 
társfinanszírozásával valósul meg (EFOP-3.6.3-VEKOP-16-2017-00002). 
