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SDK  Software development kit  Orodje za razvoj programske 
opreme  
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 Povzetek  
  
  
Cilj diplomske naloge je bil predstaviti različne možnosti za prototipiranje mobilnih 
aplikacij, s katerimi lahko čim hitreje dobimo prve odzive uporabnikov na uporabniško 
izkušnjo.  
V teoretičnem delu diplome sem preučil prototipiranje samih mobilnih aplikacij s 
prvotnimi načrti narisanega uporabniškega vmesnika do kasneje uporabljenih komponent 
v grafičnem programu in kasneje same implementacije v programski kodi. V tem delu sem 
obdelal tudi samo strukturo in arhitekturo aplikacij v današnjem sodobnem razvoju in 
vključil teorijo najnovejših trendov pri razvijanju mobilnih aplikacij.  
V praktičnem delu sem razvil dve aplikaciji z enakimi funkcionalnostimi  v dveh 
različnih programskih jezikih in različnih platformah z enakim zaledjem. Primerjal sem 
razlike v razvoju v obeh programskih jezikih ter prednosti in slabosti obeh razvojnih okolij. 
Dotaknil sem se tudi samega zaledja, ki sem ga uporabil in iz katerega sem pridobival 
podatke ter jih kasneje prikazoval v svojem uporabniškem vmesniku.   
  
Ključne besede: prototipiranje, razvoj mobilnih aplikacij, uporabniška izkušnja,   
 zaledni sistemi, uporabniški vmesnik
 Abstract  
  
  
The aim of this bachelor's thesis was to present the different possibilities of mobile 
application prototyping, which can provide us the fastest user feedback on application user 
experience.  
In the theoretical part of the thesis the focus was to examine and study the actual mobile 
application prototyping possibilities. I covered all the steps of prototyping - from user 
interface drawn on a piece of paper and later made with graphical programs - to actual 
implementation with programming code. In this part I also covered the base structure and 
architectures of today’s modern applications which include the latest trends in mobile 
application development.  
In the practical part of the thesis I developed two applications with same functionalities 
in two different programming languages and platforms which both use the same back-end 
system. I compared the differences in the development cycle of both platforms and 
examined pros and cons of the two. I also covered the back-end system which I used to get 
the data that I showed in my user interface afterwards.  
  
Key words: prototyping, mobile application development, user experience,   
 backend system, user interface  
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1  Uvod  
Danes telefone uporabljamo za veliko več kot le za klicanje in sporočanje. Lahko bi celo 
rekli, da je slednje postalo postranska funkcionalnost v primerjavi z drugimi aktivnostmi, 
ki jih lahko s telefonom počnemo. Današnji telefoni so multi-funkcijske naprave, ki so tako 
zmogljive kot računalniki izpred nekaj let. Najnovejša iPhone XS ali Googlov Pixel 3 se 
ponašata že s 4 gigabajti delovnega spomina ter z zelo zmogljivimi procesorji, ki 
uporabnikom omogočajo hitro interakcijo in dobro uporabniško izkušnjo za skoraj vse 
zadolžitve, ki smo jih prej počeli z računalnikom. 
Vse skupaj se je začelo z Applovim prvim telefonom iPhone (Slika 1.1), ki je začrtal 
smernice, v katere so se telefoni in multimedijska industrija kasneje pomikali. Telefoni so 
postali nepogrešljiv del našega vsakdana in podaljšek naše roke, na katerem lahko v 
trenutku poiščemo informacije, gledamo različne vsebine ali si z njimi v trenutku 
preženemo dolgčas. S tem mejnikom se je za vedno spremenil način konzumiranja vsebin 
s strani uporabnikov.  
 
Slika 1.1 Steve Jobs s prvim iPhonom 
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Skupaj z izdajo prvega iPhona je Apple predstavil tudi App Store, kjer so lahko 
uporabniki prenašali programe, s katerimi so dopolnjevali možnosti in funkcionalnosti 
svojega telefona. Kmalu zatem so izdali še orodje za razvoj programske opreme (ang. 
Software development kit, v nadaljevanju SDK), ki je razvijalcem programske opreme s 
pomočjo tega orodja omogočal izdelavo lastnih aplikacij. Kmalu po izdaji SDK-ja so 
aplikacije postale glavno gonilo telefonov in jim povečale dodano vrednost. Po izdaji 
okolja se je število aplikacij začelo zelo hitro povečevati in že v slabih dveh letih je preseglo 
pol milijona. Po podatkih Statiste je bilo v prvem četrtletju letošnjega leta v App Storu na 
voljo okoli 2 milijona aplikacij, na Googlovem Play Storu pa kar 3.8 milijona [1]. 
Vzporedno s količino aplikacij je raslo tudi število pametnih telefonov, ki bi jih v letu 2018 
naj bilo že kar 2.5 milijarde. Vsak dan naj bi se aktiviralo trikrat več novih naprav, kot se 
rodi otrok.  
Tako veliko število aplikacij seveda pomeni, da je to postal ogromen del industrije 
razvoja programske opreme, kjer se obrne ogromno kapitala. Hiter in agilen, obenem pa 
tudi kakovosten razvoj aplikacij je izredno pomemben za ohranitev konkurenčnosti. Tukaj 
igra zelo pomembno vlogo hitro prototipiranje sprememb in različnih verzij, ki jih lahko 
takoj preverimo na uporabnikih ter tako zagotovimo ustrezno kakovost aplikacij.  Velik 
problem pri samem razvoju aplikacij povzročajo različni operacijski sistemi ter platforme 
največjih proizvajalcev mobilnih telefonov: na eni strani Apple s svojim iOS sistemom in 
na drugi strani Android s svojo platformo. Zaradi tega smo že od samih začetkov razvoja 
aplikacij prisiljeni razvijati v dveh različnih programskih jezikih, v dveh različnih okoljih 
ter z drugačnimi oblikovalskimi pravili, kar v samem razvoju posledično povzroči dvojne 
stroške, dvojne probleme, različne hrošče in dvojno kodo (ang. codebase). 
 Zato so razvijalci začeli izdelovati rešitve, da lahko z enkratnim delom podpremo obe 
platformi ter tako prihranimo na času in denarju ter si olajšamo vzdrževanje sistema in 
kode. Ker gre za novejše platforme, sem se v diplomskem delu odločil preizkusiti eno 
izmed njih, ki se imenuje Flutter. Z njo sem v krajšem času in z enojno kodo napisal 
aplikacijo za obe platformi z identičnim delovanjem. Flutter je plod Googlovega razvoja 
in je v zadnjih fazah pred izidom verzije 1.0; kaže veliko potenciala ter uporablja 
programski jezik Dart, ki je sodoben ter lahek za pisanje. 
Tudi na spletu so se razvijalci začeli zavedati teh problemov. Brskalniki so namreč 
napredovali ter začeli na mobilnikih delovati zelo dobro in hitro ter dobili podporo za 
funkcionalnosti, ki jih omogočajo mobilniki, predvsem v smislu dostopa do senzorskih 
podatkov mobilnih naprav – GPS lokalizacija, dostop do kamere, mikrofona, itd. Uporaba 
spleta na mobilnikih se je izredno razširila - po podatkih Statiste poteka preko njih kar 
51.2% vsega svetovnega prometa na internetu [2]. S temi možnostmi se lahko razvijejo 
spletne aplikacije s široko paleto funkcionalnosti, ki jih prav tako omogočajo nativne 
aplikacije, napisane samo za eno platformo, in jih zato lahko nadomestimo. Take spletne 
aplikacije imenujemo progresivne spletne aplikacije.  
To je bila druga aplikacija, ki sem jo naredil pri praktičnem delu diplomske naloge. 
Izdelal sem progresivno spletno aplikacijo, ki deluje v brskalniku in ima identične 
funkcionalnosti kot nativna Flutter aplikacija. Tehnično nevešč uporabnik bi ju lahko celo 
zamenjal. Želel sem, da bi bili čim bolj podobni in imeli podobno uporabniško izkušnjo, ki 
sem jo tudi okvirno ovrednotil in izpostavil razlike ter podal končno oceno in mnenje o 
tem, ali lahko progresivne spletne aplikacije zamenjajo nativne aplikacije.  
V praktičnem delu sem razvil dva različna odjemalca (ang. client) za Twitter v dveh 
različnih okoljih. Omejil sem se na  njegove osnovne lastnosti, ki jih ponuja njihov 
programski vmesnik (ang. Application programming interface, v nadaljevanju API) ter 
primerjal obe aplikaciji tako v razvoju kot kasneje tudi v osnovni uporabniški izkušnji.  
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2 Pregled tehnologij 
2.1 Mobilna aplikacija 
Mobilna aplikacija, večkrat imenovana tudi kot aplikacija ali »app«, je vrsta aplikacijske 
programske opreme, namenjena delovanju na mobilni napravi, kot je na primer tablični 
računalnik (npr. iPad) ali pametni telefon [3]. Uporabnikom omogoča opravljanje istih 
storitev in dejavnosti kot te, ki so na voljo na osebnem računalniku (ang. Personal computer 
ali PC). Aplikacije so po navadi majhni in samostojni delci programske kode z omejeno 
funkcionalnostjo. Kot sem že omenil v uvodu, je ta tip programske opreme populariziral 
Apple s svojim App Storom, ki uporabnikom ponuja milijone aplikacij za njihove naprave 
- iPhone, iPad in iPod Touch.  
Od tradicionalnih namiznih aplikacij se mobilne aplikacije razlikujejo v tem, da vsaka 
ponuja omejeno in izolirano funkcionalnost ter se takoj drži principa modularnosti - vsak 
delček programske kode opravlja samo eno stvar in tako zmanjša zapletenost celotnega 
sistema, zato imamo za vsako stvar eno aplikacijo, na primer posamezne igre, kalkulator 
in brskalnik. Tega so se razvijalci držali, ker so imeli pametni telefoni pred nekaj leti še 
zelo omejene strojne zmogljivosti in niso bili zmožni večjih komputacij. Trend se danes 
spreminja, novejši telefoni so že izredno zmogljivi in tako so tudi razvijalci začeli 
izdelovati multifunkcijske aplikacije, ki omogočajo večopravilnost in dopuščajo 
uporabniku široko paleto možnosti. Tako si uporabnik lahko “sestavi” svoj telefon, s 
katerim lahko počne točno to, kar si želi.  
Prvotne aplikacije so bile preprosti programi, ki smo jih poznali na osebnih računalnikih 
(kalkulator, beležka, …), kasneje pa so razvijalci začeli upoštevati prednosti zaslonov na 
dotik in tako razvili aplikacije, primernejše za mobilne telefone. Začeli so uporabljati tudi 
specifične značilnosti strojne opreme telefonov, na primer GPS lokalizacijo, ki je telefone 
kmalu začela spreminjati tudi v navigacijske naprave. Najpogostejši tip današnjih aplikacij 
pa so odjemalne aplikacije za kompleksnejše programe, ki imajo zaledje nekje na strežnikih 
in tako le komunicirajo z našimi odjemalci. S tem omogočajo sinhroniziranje vseh 
uporabniških podatkov po vseh napravah in so na voljo kjerkoli in kadarkoli, lahko tudi na 
spletu ali na namiznem računalniku. Na tak način so zgrajene vse najnaprednejše in 
največje aplikacije na svetu - Facebook, Twitter, Instagram, ...  
 Ena najbolj znanih in največkrat prenešenih aplikacij, ki so med prvimi začele 
izkoriščati prednosti zaslonov na dotik, je Tinder [4]. Z več kot 100 milijoni prenosov je 
tudi ena najbolj dobičkonosnih aplikacij na svetu. S pomočjo lokacije in nastavljenih 
parametrov nam prikaže krog naših potencialnih partnerjev, ki nam jih predlaga Tinderjev 
algoritem. Pri tem so razvijalci naleteli na problem, kako bi to zelo intuitivno predstavili 
uporabnikom in jim omogočili izbiro na igriv in privlačen način. Razvili so njihovo 
prepoznavno “swipe” mehaniko (Slika 2.1), ki nam partnerje predstavi kot kup kartic. Te 
kartice lahko potem s pomikom v levo - zavrnemo, ali v desno - potrdimo partnerja. Če so 
nas potrdili tudi oni, postanemo kompatibilen par in lahko začnemo s pogovorom. S 
“swipe” mehaniko so revolucionarizirali uporabniško izkušnjo, začrtali trend na telefonih 
in na zelo originalen način prikazali, kako lahko uporabniki upravljajo storitev brez 
uporabe gumbov. Razvijalce Tinderja bi lahko označili za pionirje kompleksnejših 
podrsavanj in interakcij po ekranih, ki so v zadnjih letih postale standard. Danes je namreč 
cilj, da uporabnik s čim manj dela in kliki pride do želenih akcij in vsebine.  
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Slika 2.1 Tinderjeva znamenita "swipe" mehanika 
 
V nadaljevanju bom predstavil različne platforme in okolja, kjer danes razvijamo in 
uporabljamo mobilne aplikacije. Opisal bom njihove značilnosti, prednost in slabost ter 
primerjavo na splošno. 
   
2.2 iOS 
iOS nekdaj znan tudi kot iPhone OS je mobilni operacijski sistem, ki ga je razvil Apple 
in sicer ekskluzivno za svoje strojne rešitve [5]. Poleg njihovega macOS, ki je operacijski 
sistem Applovih osebnih računalnikov Mac, je iOS Applov operacijski sistem za mobilne 
naprave - iPhone, iPad in iPod Touch. Je drugi najpopularnejši mobilni operacijski sistem, 
takoj za Androidom.   
Apple ga je predstavil sočasno s prvim iPhonom leta 2007. Od takrat so vsako leto izdali 
novo verzijo, zadnja je bila izdana 7.10.2018 in sicer iOS verzija 12.0. Napisan je v 
programskih jezikih C in C++ v samem jedru, ter v Objective-C in Swiftu v višjem 
aplikacijskem nivoju. Slednja jezika tudi uporabljamo za razvoj samih aplikacij.  
Uporabniški vmesnik iOS-a je osnovan na direktni uporabnikovi manipulaciji, ki 
vključuje množico različnih kretenj, ki so uporabniku na voljo za upravljanje z zaslonom.  
Začetni zaslon je izrisan z aplikacijo SpringBoard, ki je zasnovana tako, da spominja na 
Applov macOS z znano Applovo orodno vrstico (ang. dock), kjer imamo svoje začetne in 
najbolj priljubljene aplikacije. S takimi podrobnostmi Apple jasno nakazuje na svoj zaprt 
ekosistem, po katerem je najbolj znan. Če smo lastniki več Applovih naprav imamo 
vrhunsko uporabniško izkušnjo, sama kompatibilnost z drugimi operacijskimi sistemi pa 
je zelo slaba.   
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Slika 2.2 iPhone X z “notchom” - zgornji delček zaslona, kjer je slušalka in prednja kamera, je prirezan. 
  
Apple je zaslužen za kar nekaj inovacij, ki so jih kasneje prevzeli vsi ostali proizvajalci 
mobilnih naprav. Od ukinitve vmesnikov za slušalke, 3D pritiska na zaslon, ki nam ponudi 
novo izkušnjo, do najpopularnejšega trenda v mobilni telefoniji v zadnjem času -
“notch”(Slika 2.2).  
  
2.2.1  Razvoj aplikacij  
Aplikacije za sistem iOS se lahko razvija le na Applovi strojni opremi, kar pomeni, da 
potrebujete računalnik z operacijskim sistemom macOS, kjer lahko naložite razvojno 
okolje XCode. To je Applov program, kjer lahko načrtujete vmesnike, pišete kodo in izdate 
svojo aplikacijo na App Store. Razvijamo s pomočjo iOS SDK, kjer lahko kličemo akcije 
in strukture, ki so značilne za iOS aplikacije. Višje nivojski del ogrodja, ki upravlja z 
vmesniki je Coca Touch [6]. V XCodu lahko definiramo naše vmesnike in njegove 
gradnike z grafičnim upravljalnikom, ta pa se potem prevede v pravilne gradnike Coca 
Touch, ki jih sistem pozna.  
Same akcije in logiko lahko pišemo v dveh programskih jezikih. Starejši izmed dveh je 
Objective-C. Je večnamenski objektno orientirani programski jezik, ki razširi jezik C z 
možnostjo objektnega programiranja. Narejen je bil že v 80. letih prejšnjega stoletja. Skozi 
leta je postal izredno stabilen, zato  ga je Apple izbral za razvoj večino svoje programske 
opreme.  
V zadnjih letih pa je postal popularen predvsem programski jezik Swift [7]. Prvič se je 
pojavil leta 2014 in postal izredno popularen med iOS razvijalci. Danes je že pri verziji 
4.2, kot vsaka nova stvar pa je imel tudi Swift na začetku veliko problemov s samo 
kompatibilnostjo med različnimi verzijami ob izdaji nove verzije. Apple se je odločil, da 
ga ponudi kot odprtokodni projekt, kar je omogočilo hitrejši razvoj in prispevek skupnosti, 
da jeziku dodajo funkcionalnosti, ki bi jih želelo več razvijalcev. Je zelo sodoben jezik, ki 
ima veliko podobnosti s programskima jezikoma Dart in Kotlin, ki omogočata tako 
funkcijsko kot objektno programiranje. V samem jeziku je že ogromno funkcij za 
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funkcijsko programiranje, kot so na primer »map«, »filter« in »reduce«. Baziran je na 
protokolih, ki potem razširjajo naše razrede in metode; omogoča izpuščanje podpičij, je 
lažje berljiv in bolj pregleden od predhodnika. Ima tudi vgrajeno rešitev za reševanje 
nedefiniranih spremenljivk. Uvaja izbirni (ang. optional) tip spremenljivk, ki lahko ima 
vrednost, lahko pa je tudi nedefinirana (ang. null). 
Po izdelavi aplikacije je tudi sam postopek izdaje na App Store zahteven. Najprej se 
moramo včlaniti v Applov razvijalski program, ki stane približno 80 evrov letno. Apple je 
tudi zelo strog glede standardov izdelave in če se jih aplikacija ne drži, smo lahko priča 
zavrnitvi objave. Izreden poudarek dajejo samemu izgledu in obliki aplikacije, ki mora 
ustrezati njihovim pravilom. Pregled včasih traja po več tednov, saj jo preveri tudi človek 
in ne samo računalnik. 
    
  
  
2.3  Android  
Android je mobilni operacijski sistem, ki ga je razvilo podjetje Google (v nadaljevanju 
Google). Osnovan je na spremenjenem Linuxovem jedru in skupku odprtokodnih 
programov, narejenih predvsem za naprave z zaslonom na dotik, v zadnjih nekaj letih pa 
se je razširil tudi na ure, televizije in v avtomobile. Prvotno ga je izdelalo podjetje Android 
Inc., ki ga je Google v svoji želji po visoki rasti leta 2005 prevzel. Prva verzija Androida 
je bila izdana leta 2008. Zanimivost Androida je, da je vsaka večja izdaja poimenovana po 
sladici v abecednem vrstnem redu. Zadnja verzija ima tako ime Pie. Tako kot iOS je tudi 
Android zasnovan za direktno manipulacijo z zaslonom, njegov domači zaslon pa je 
zasnovan podobno kot so uporabniki navajeni iz osebnih računalnikov.  
Je operacijski sistem večine pametnih mobilnih telefonov. Po podatkih Statiste je njihov 
tržni delež kar 85.9% [8], kar ni presenetljivo, saj ga za operacijski sistem uporabljajo vsi 
večji proizvajalci pametnih telefonov (Samsung, Huawei, LG, …). Ker je Android za 
razliko od iOS odprtokodnen, lahko vsak razvije svojo različico s funkcionalnostmi, 
aplikacijami in izgledom, ki si ga želi. Google vsako leto izda “Stock” Android, ki je 
prvotna in najčistejša verzija, potem pa večina podjetij priredi to različico za svoje telefone.  
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Slika 2.3 Graf fragmentacije uporabljenih Android različic 
To je tudi ena izmed največjih težav za razvijalce Android aplikacij. Za razliko od iOS 
platforme, kjer kmalu po izdaji nove različice v nekaj mesecih večina naprav preide na 
novo verzijo, pa je v Androidnem svetu ta fragmentacija različnih verzij ogromna (Slika 
2.3), kar pomeni, da veliko novih funkcionalnosti, ki nastanejo z novejšo različico, 
razvijalci ne moremo ponuditi vsem uporabnikom, obenem pa moramo še naprej podpirati 
starejše različice, kar pomeni dodatno kompleksnost v samih sistemih. Trenutno najbolj 
zastopana z 21.7% je 3 leta stara različica 6.0 Marshmallow.  
Kljub temu pa je Android ravno zaradi svoje odprtokodnosti še vedno najpopularnejši, 
saj je povezljiv z vsemi operacijskimi sistemi namiznih računalnikov, prav tako pa lahko 
Android aplikacije razvijamo na vseh platformah. Naprave z Androidom so tudi cenovno 
dostopnejše, saj se lahko podjetja zaradi njegovih značilnosti odločijo za več različnih tipov 
strank, na katere bodo ciljale: imamo telefone najvišjega cenovnega razreda pri Samsungu, 
ki ima cene podobne Applu - okoli 1000 evrov, prav tako pa obstaja ogromno manj znanih 
Kitajskih podjetij, ki pametne telefone prodajajo že za 100 evrov.  
2.3.1 Razvoj aplikacij  
Za razliko od iOS aplikacij lahko Android aplikacije razvijamo na vseh treh operacijskih 
sistemih - Mac OS, Linuxu in Windowsu. To je tudi eden izmed razlogov, da   
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Slika 2.4 Arhitektura Android operacijskega sistema 
je število Android aplikacij v Google Play Storu skoraj dvakrat večje kot na Applovem 
App Storu.  
Razvoj aplikacij poteka v razvojnem okolju Android Studio, ki ga je s pomočjo Googla 
razvilo podjetje JetBrains, ki je poznano po vseh svojih razvojnih okoljih za vse 
programske jezike - bolj znani so IntelliJ, WebStorm in PyCharm. Android Studio nam 
podobno kot XCode omogoča zlaganje različnih gradnikov (ang. widget) na zaslone 
aplikacije, ki jim potem s programsko kodo dodajamo akcije. Vmesnik lahko opišemo tudi 
v XML jeziku, ki to potem preslika v program in nam sproti riše vmesnik.  
Android aplikacije razvijamo tako, da pišemo višje nivojsko kodo v Javi ali Kotlinu, ki 
komunicirata z nižje nivojskimi komponentami v sistemu - nativnimi C in C++ 
knjižnicami, s strojno opremo in na koncu s samim jedrom Linuxa (Slika 2.4) [9]. 
Programski jezik Java je pionir med visoko nivojskimi programskimi jeziki, ki omogoča 
objektno programiranje z razredi in vzporedno programiranje (ang. concurrent). Razvita je 
bila z namenom, da bi delovala na vseh operacijskih sistemih in se drži principa napiši 
enkrat, poženi kjerkoli (ang. write once, run anywhere, kratica WORA). Ne glede na to, 
kje je bila koda razvita, se prevede v obliko, ki jo razume javanski virtualni stroj (ang. Java 
Virtual Machine, v nadaljevanju JVM) neodvisno od arhitekture računalnika. Zato je Java 
najbolj razširjen in popularen programski jezik, predvsem za aplikacije s komunikacijo 
strežnik - odjemalec, kar jo dela popolno za velike projekte in rešitve za podjetja, ki 
potrebujejo najvišjo stopnjo zanesljivosti. Seveda ima Java tudi pomanjkljivosti. Nivoji 
abstrakcije v Javanskih programih so velikokrat odvečni, kar pomeni, da so programi 
včasih zelo težko razumljivi. Java tudi sama skrbi za nadzorovanje zasedenega pomnilnika 
in ima svoj zbiralnik odvečnih objektov (ang. garbage collector), ki skrbi, da se 
neuporabljeni objekti zavržejo. To je tudi glavna slabost Jave - slabo nadzorovanje 
spomina, ki se prepočasi prazni, zato lahko veliki programi preobremenijo računalnik. Ima 
tudi začetniku neprijazno sintakso z ogromno pravili, ki dajejo programom zelo ne-
ekspresiven občutek in se lahko v njih velikokrat izgubimo. Kljub temu je najbolj 
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popularna in najstabilnejša za razvoj Android aplikacij z veliko odprtokodnih projektov, ki 
omogoča hiter in zanesljiv razvoj aplikacij. 
Druga možnost za razvoj aplikacij je programski jezik Kotlin, ki se prav tako izvaja na 
JVM, lahko pa se tudi prevede naravnost v JavaScript [10]. Prav tako kot Android Studio 
ga je razvil oddelek podjetja JetBrains. Narejen je tako, da deluje interoperabilno z Javo in 
je od nje tudi odvisen. Sintaksa, ki jo pišemo sicer ni skladna z Javo, je pa veliko 
funkcionalnosti odvisnih od osnovnih javanskih knjižnic (npr. osnovna knjižnica za 
podatkovne strukture). Z urejevalnikom kode Android Studio 3.0 je Google popolnoma 
podprl Kotlin za Android. Namen Kotlina je, da je tako kot Java primeren za najtežje 
probleme v industriji, obenem pa omogoča bolj ekspresivno sintakso in je z Javo še vedno 
kompatibilen, kar podjetjem omogoča postopen prehod iz Jave na Kotlin. Tudi Kotlin ima 
tako kot Swift zelo sodobno sintakso, omogoča tako objektno kot proceduralno in 
funkcijsko programiranje, kar razvijalcem daje širino in možnost, da se sami odločijo za 
svojo pot. Tudi med mladimi razvijalci postaja zelo popularen; lani je bil takoj za Swiftom 
drugi najbolj rastoči programski jezik po številu razvijalcev [11]. Zaradi svoje 
fleksibilnosti in produktivnosti ga vse več podjetij vsaj delno vpeljuje v svoje aplikacije.  
Po izdelavi lahko Android aplikacijo objavimo na Googlovi platformi Play Store. Ob 
prvotni registraciji plačamo le enkraten znesek 22 evrov, kar je občutno manjši strošek  za 
objavo kot na App Store [12]. Postopek objave je skoraj v celoti avtomatiziran in večine 
aplikacij ne preverja človek. Slednje pa je v zadnjem obdobju prineslo veliko problematike, 
saj naj bi Googlov algoritem avtomatično onemogočal številnim razvijalcem objavo 
aplikacij brez obrazložitev, zakaj so jih zavrnili.  
  
2.4 Rešitve za več platform  
Rešitve za več platform (ang. cross-platform software) so programske rešitve, ki so 
implementirane hkrati na več različnih platformah oziroma operacijskih sistemih. Primer 
takih rešitev so računalniške igre, ki jih lahko igramo tako na Windows, Mac in Linux 
sistemih.   
Podobne rešitve so kmalu po popularizaciji aplikacij začeli iskati tudi razvijalci za 
mobilne platforme. Podjetja so kmalu ugotovila, da je razvoj za dve različni platformi velik 
strošek, saj je potrebno vzdrževati dve kodi. Z rešitvijo tega problema bi se prihranilo 
milijarde evrov. V letošnjem letu naj bi bil trg cross-platform mobilnih rešitev velik že kar 
6.5 milijard evrov. Na voljo so številne rešitve, ki uporabljajo različne programske jezike, 
največkrat JavaScript, C# in Javo. Nekatere rešitve delujejo kot nekakšen mostiček med 
kodo, ki jo pišemo, in programskimi vmesniki na iOS in Android, v drugih primerih pa kot 
skupek pogledov s spletnimi stranmi in aplikacijskimi zasloni. Omenil bom samo nekaj 
najpopularnejših, saj je trg s temi rešitvami zelo nasičen. 
  
2.4.1 Razvojno ogrodje Xamarin  
Xamarin je platforma, ki omogoča razvijanje nativnih aplikacij v Microsoftovem .NET 
razvojnem okolju [13].  
Aplikacije imajo večino skupne logike v programskem jeziku C#, specifične 
funkcionalnosti pa se lahko napiše v jeziku, ki ga uporablja platforma, ter se potem spiše 
most čez C# vmesnik za komunikacijo s to kodo. Microsoft je razvil odprtokodno 
platformo in zraven izdelal tudi dodatek za njihovo integrirano razvojno okolje (ang. 
Integrated development environment, v nadaljevanju IDE) Visual Studio posebej za 
Xamarin razvijalce, ki lahko, kot so navajeni od razvijanja na obeh platformah, vmesnike 
naredijo grafično in ne samo v kodi.  
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2.4.2 Razvojno ogrodje Apache Cordova  
Razvojno ogrodje Apache Cordova je odprtokodni projekt, ki omogoča razvijanje 
mobilnih aplikacij s spletnimi tehnologijami – HTML, CSS, JavaScript [14]. Razvilo ga je 
podjetje Nibil, ki ga je kasneje odkupil Adobe, ki je projekt izdal kot PhoneGap, verzijo 
tega pa izdal kot odprtokodni projekt Cordova. Omogoča dve vrsti kode v enem projektu. 
Delno jo lahko napišemo s spletnimi tehnologijami, delno pa v kodi, ki je specifična za 
platformo. Platforma je lahko še razširjena z vtičniki, ki dodajo možnosti komuniciranja s 
kodo na platformi in tako spet povezuje dve različni kodi preko mostičkov.  
 
2.4.3 Razvojno ogrodje React Native  
React Native je Facebookov odprtokodni projekt, ki za svojo osnovno uporablja  
React, ki je najbolj popularna JavaScript knjižnica za razvoj grafičnih vmesnikov na spletu 
[15]. Tudi React Native deluje kot mostiček med JavaScript kodo in nativnimi vmesniki. 
 
 
Slika 2.5 Airbnb experiences, kjer so se odločili za uporabi React Native 
Je zelo popularna rešitev, ki jo vsaj za del svojih aplikacij uporablja kar nekaj velikih 
podjetij (Facebook, Tesla, Pintrest, Instagram). Za novo funkcionalnost ga je uporabljalo 
celo podjetje Airbnb (v nadaljevanju Airbnb, Slika 2.5), ki je pokrivala okoli 20% njegove 
celotne aplikacije, vendar pa se je sredi letošnjega leta odločilo, da projekt zaradi 
kompleksnosti svoje aplikacije in potrebe po večji učinkovitosti in hitrosti opusti. 
To, da je hitrost pri kompleksnejših problemih (na primer neskončna drsna lista) veliko 
slabša in preveč obremenjuje procesorje v telefonih ter celo zmanjšuje hitrost izrisovanja 
zaslona (zmanjševanje izrisanih slik na sekundo), je največji problem React Nativa, ki ga 
razvijalci zaznavajo. Je pa to zelo popularna rešitev pri startup podjetjih, ker za razvoj 
mobilnih aplikacij potrebujemo le razvijalce, ki znajo programirati v Reactu. Z eno kodo 
lahko tako napišemo komponente in delčke strani, ki je lahko enaka na vseh treh platformah 
– tako spletu kot iOS in Android.  
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2.4.4 Razvojno ogrodje Flutter 
To je ogrodje, ki je v zadnjem času pritegnilo veliko pozornosti okoli razvoja cross-
platform mobilnih aplikacij (Slika 2.6). Zadnjih nekaj let ga je razvijal Google, ki sam s 
svojimi raziskavami zagotovo najbolje ve, kaj razvijalcem povzroča največ problemov. 
Trenutno je v zadnji Beta 2 Release verziji. V bližnji prihodnosti bodo izdali prvo stabilno 
1.0 verzijo. Google na Flutter stavi ogromno, kar opazimo pri veliki količini promocijskega 
materiala, sami hitrosti razvoja ter posledično količini prejete pozornosti. Tudi Flutter je 
odprtokodna programska oprema, ki jo lahko na GitHubu vidimo prav vsi (GitHub je 
platforma, kjer je shranjena večina odprtokodnih projektov) [16]. 
Glavne tri stvari, ki jih na Googlu izpostavljajo, so hitri razvoj aplikacij, ki ga omogoča 
tako imenovani vroči zagon (ang. hot reload), ki vsako našo spremembo v kodi v manj kot 
pol sekunde že izriše na naš razvojni telefon ali simulator. Tudi v praksi se možnost zelo 
lepo izrazi in res spremeni izkušnjo razvijanja za razliko od dolgega, včasih minutnega 
nalaganja aplikacij ob razvijanju le z nativno kodo. Druga funkcionalnost, ki prav tako 
pospeši razvoj, je beleženje stanja aplikacije ob vročem zagonu. Tako ob vsaki spremembi 
ni potrebno ponovno nalagati aplikacije, ampak lahko nadaljujemo s stanjem pred 
spremembo.   
 
 
Slika 2.6 Flutter je Googlovo razvojno ogrodje za razvoj mobilnih aplikacij. 
Flutter je zgrajen iz velikega števila gradnikov. Prav vsaka stvar v Flutterju je widget: 
osnovna aplikacija, ravno tako poravnave, gumbi itd. Ta koncept je zanimivo postavljen in 
prekine standard pri razvijanju aplikacij, kjer se vmesniki razvijajo s pomočjo grafičnih 
vmesnikov, na katere pišemo akcije v kodi. Tu operiramo le s kodo in tako gradimo zaslone 
iz skupin gradnikov. Gre za zelo zanimiv in intuitiven koncept, ki se ga moramo na začetku 
malce privaditi, vendar rezultate že kmalu opazimo. Seveda to ne bi bilo mogoče, če 
ogrodje ne bi že vključevalo ogromno narejenih osnovnih gradnikov, ki jih v Flutterju hitro 
razvijajo in dodajajo v ogrodje ter s tem rešujejo že skoraj vse osnovne probleme, ki se 
pojavljajo pri mobilnih aplikacijah (npr. drsanje).  
Osredotočajo se tudi na ekspresiven in fleksibilen uporabniški vmesnik in uporabniško 
izkušnjo, ki spominja na nativne aplikacije, saj se zavedajo, česa so uporabniki danes 
navajeni in kako pomembno je, da ob novostih ne spreminjajo njihovih navad. Več slojev 
pri arhitekturi omogoča popolno fleksibilnost, ki poskrbi za izredno hitro risanje sličic na 
zaslon ter ekspresivne in fleksibilne dizajne. Sicer pa je Flutter tudi tako kot ostala podobna 
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ogrodja narejen po principu mostičkov med skupno Dart kodo ter nativnimi vmesniki v 
nižjih nivojih, ki potem upravljajo samo kodo na operacijskem sistemu.  
Pomembna stvar, ki jo Google še izpostavlja, je ta, da ima hitrost ekvivalentno nativnim 
aplikacijam. Gradniki, ki so implementirani, vključujejo vse kritične specifike med 
platformam pri drsanju, ikonah in pisavi. Že na začetku lahko izberemo, za katere ciljne 
platforme oziroma njihove grafične predloge želimo ustvariti aplikacije – ali Googlov 
Material Design ali Applov Cupertino design. Že samo s tem dobimo ogrodje, ki nam za 
izhodišče omogoča popolnoma isti dizajn, ki ga imajo vse Applove ali Googlove aplikacije, 
na katere so uporabniki navajeni.  
2.4.4.1. Programski jezik Dart  
Za razvoj Flutter aplikacij se uporablja programski jezik Dart. Tako kot Flutter je tudi 
Dart razvil Google, prva verzija pa se je pojavila že leta 2011. Prvotno ga je razvil, da bi 
lahko nadomestil JavaScript na odjemalcu na spletnih straneh. Uporabil ga je pri svojem 
orodju Angular Dart, ki je prav tako razvojno ogrodje za grajenje kompleksnih 
uporabniških vmesnikov na spletu. Če želimo, ga lahko prevedemo v JavaScript. Je zelo 
sodoben jezik in ima praktično vse funkcionalnosti sodobnih jezikov. Omogoča pisanje 
samo skript, lahko ga uporabljamo v objektnem slogu, imperativno in tudi funkcionalno z 
vgrajenimi funkcijami »map«, »filter«, »reduce« [17]. Tudi razvijalska izkušnja z Dartom 
je zelo pozitivna. Če smo prej že delali z objektno usmerjenimi programskimi jeziki ali pa 
z JavaScriptom, se zelo hitro navadimo njegovih posebnosti, njegova preprostost in 
ekspresivnost pa navdušita. 
2.4.4.2. Razvoj aplikacije  
Sam razvoj aplikacije v Fluttru ocenjujem zelo pozitivno. Preprosta miselnost ogrodja, 
da je vsak element gradnik, nam zelo hitro oriše samo predstavo in arhitekturo naše 
aplikacije in zaslonov. Potrebujemo malo privajanja, vendar so rezultati vidni že po 
približno enem dnevu. Ogrodje je popolno za prototipiranje preprostih aplikacij z 
osnovnimi poteki, rezultate pa vidimo na obeh ciljnih platformah. Še vedno pa je 
pomanjkljivo, da moramo aplikacijo  za Apple testirati na njegovih napravah, torej 
potrebujemo Applov računalnik ter XCode, sicer pa lahko aplikacijo razvijemo v Android 
Studio-u z vtičnikom za Flutter. Vključuje vse potrebne funkcionalnosti za hiter razvoj in 
zagon, podčrtovanje in pametno priporočilo kode. Vključuje pregledovalnik gradnikov v 
drevesni strukturi, da lahko hitro odkrijemo neželene hrošče, dobimo pa tudi že zgrajeno 
osnovno aplikacijo, pri kateri lahko hitro naredimo spremembe in pričnemo z ustvarjanjem.   
V veliko pomoč je tudi široka skupnost Flutterja, ki izdaja ogromno vtičnikov. Te lahko 
vključimo v svojo kodo ter tako ne izgubljamo časa z implementacijo klasičnih problemov 
(npr. implementacija Googlovih zemljevidov). Ti so dostopni na spletni strani s Flutter 
knjižnicami, kjer lahko poiščemo, kar potrebujemo ter vključimo v svojo aplikacijo. 
Postopek izdaje aplikacije na obe platformi App Store in Google Play Store poteka po istem 
postopku kot pri izdaji nativne aplikacije. Izkušnja razvoja je bila zelo pozitivna in 
intuitivna, rezultat na Android in iOS sistemu pa je bil enakovreden, kar se je pred 
začetkom zdelo neverjetno.  
  
  
  
13 
2.5  Splet  
Kot zadnji in zelo pomemben del razvoja mobilnih aplikacij je potrebno omeniti splet 
in razvoj spletnih aplikacij, ki danes v velikem deležu nadomeščajo vlogo nativnih in 
hibridnih aplikacij. Tudi trendi se v zadnjem času pomikajo vse bolj v to smer. Ljudje 
želimo danes takojšnjo interakcijo in podatke na dlani, kar je tudi povzročilo popularizacijo 
spleta, sploh danes v dobi pametnih mobilnih telefonov. 
Hkrati je to sprožil velik napredek v spletnih tehnologijah in brskalnikih, ki omogočajo 
procesiranje zelo zahtevnih operacij. Nudijo dostop do nekaterih strojnih komponent 
naprav kot so Bluetooth vmesnik, kamera, mikrofon in lokacija. S tem je bilo razvijalcem 
omogočeno razvijanje izredno kompleksnih spletnih aplikacij, ki imajo podobne 
zmogljivosti kot nativne aplikacije in so jih v določenih kontekstih popolnoma 
nadomestile. 
S temi možnostmi se je dvignila tudi popularnost programskega jezika JavaScript, ki je 
po letošnji anketi spletnega portala StackOverflow celo najpopularnejši. Tehnologija 
Node.js, ki uporablja virtualni stroj (ang. engine) Google Chrome-a za prevajanje in 
izvedbo kode, je spletnim razvijalcem omogočila, da uporabljajo le en programski jezik za 
odjemalce kot strežnik. Ena največjih razvijalskih skupnosti je JavaScriptovo modularnost 
uporabila v svoj prid, in tako lahko na platformo Node-ovega upravljalca paketov (ang. 
Node Package Manager, v nadaljevanju NPM) vsak razvijalec naloži svoj delček programa, 
ki rešuje en problem. S pomočjo teh paketov, ki jih lahko preprosto namestimo v svoje 
projekte, omogočimo zelo hiter razvoj s poudarkom reševanja novih problemov in ne teh, 
ki so bili velikokrat rešeni. S pomočjo teh orodij se je splet razvil eksponentno hitro, danes 
pa se že približujemo dvema milijardama različnih spletnih mest. 
Zaradi tehnološkega napredka se danes vse več podjetij odloča, da tudi zahtevnejše 
aplikacije preprosto izda le na internetu, poskrbi za dobro izkušnjo na mobilnem telefonu 
ter tako prihrani pri razvoju nativnih aplikacij. 
 
2.5.1 Mobilne zmožnosti današnjega spleta 
Na spletni strani What Web Can Do Today [18] (Slika 2.7) lahko vidimo vse možne 
funkcionalnosti, ki jih naš brskalnik ponuja tako na osebnem računalniku, kot tudi na 
mobilnem telefonu. Za mobilne aplikacije so najbolj zanimive in pomembne 
funkcionalnosti, ki so opisane kot »Native behaviors« – obnašanje brskalnika do nativne 
platforme, na kateri smo – iOS, Windows, Android.  
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Slika 2.7 Prikaz zmožnosti brskalnika s spletne strani What Web Can Do Today 
Ko pomislimo na mobilne aplikacije, se nam pred očmi takoj pojavi celozaslonska 
izkušnja s potisnimi obvestili in povezavo s strojno opremo na telefonu. Vse te zmožnosti 
najnovejši brskalniki danes že ponujajo. Značilnosti, ki jih še povezujemo z mobilnimi 
aplikacijami, so brezhibno delovanje in hitra odzivnost na naše interakcije z zaslonom, 
delovanje brez interneta ter gradniki, ki so značilni za posamezne operacijske sisteme. Tu 
pride do izraza ogromna skupnost spletnih razvijalcev, ki s posameznimi ogrodji ponuja 
identične gradnike zaslonov za splet (npr. Vuetify, Googlov Polymer). Tako lahko 
razvijamo spletne aplikacije, ki se držijo Googlovih ali Applovih oblikovalskih pravil in 
dosežemo identični izgled. 
 
2.5.2 Progresivne spletne aplikacije 
Progresivne spletne aplikacije (ang. Progressive web application, v nadaljevanju PWA) 
so tiste, ki so pred kratkim začele nadomeščati nativne aplikacije. To so spletne strani, 
oziroma, kot jih poimenuje Google, spletne izkušnje, ki se naložijo kot običajne spletne 
strani, uporabniku pa omogočajo funkcionalnosti, kot je brskanje brez povezave na 
internet, potisna obvestila (ang. push notifications) in dostop do strojnih komponent 
naprave, ki so bile včasih omogočene le nativnim aplikacijam [19]. V zadnjem času so 
najbolj vroča tematika pri spletnih razvijalcih. PWA je kombinacija odprtih standardov, ki 
jih predpisuje splet in omogočajo brskalniki ter tako ponujajo bogato mobilno izkušnjo. 
Izraz PWA je leta 2015 iznašel inženir, ki je delal pri razvoju Google Chrome 
brskalnika. Dejal je, da je to skupina spletnih strani, ki uporabljajo najnovejše 
funkcionalnosti modernih brskalnikov, kot so delčki programa, ki delujejo v ozadju 
brskalnika in omogočajo delovanje brez interneta (ang. service-worker) in  uporabo »web-
app« manifestov, ki spletni strani predpišejo specifikacije, potrebne, da njihova spletna 
stran postane progresivna [20]. Po mnenju Googla so karakteristike, ki jih spletne strani 
potrebujejo, da postanejo progresivne, naslednje:  
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• Omogočati morajo, da delujejo za vse uporabnike, ne glede na to kateri 
brskalnik uporabljajo. 
• So odzivne in se prilagodijo kateremu koli zaslonu, od osebnih 
računalnikov, tablic, do mobilnikov. 
• So neodvisne od povezave na internet in ponujajo dobro izkušnjo tudi v 
primeru, ko je povezava zelo slaba (npr. 2G mobilno omrežje). To 
omogočajo prej omenjeni Service workerji.  
• Z omogočenimi interakcijami in dizajnom dajejo občutek, kot da so 
aplikacije. 
• S pomočjo Service workerjev, ki v ozadju vedno na novo pridobivajo 
podatke, imajo slednje vedno osvežene. 
• Vsa komunikacija mora potekati preko protokola HTTPS, ki preprečuje 
vsiljivce (ang. snooping) in zagotavlja, da je vsebina brez virusov. 
• Identificirane so kot »aplikacije« s pomočjo »web manifesta«. 
• Imajo možnost ponovne interakcije s pomočjo potisnih obvestil. 
• Na naš domač naslov na mobilniku jih lahko namestimo brez iskanja 
aplikacij v namenski trgovini. 
• So enostavno dostopne, brez zapletenih vmesnih korakov in s preprosto 
namestitvijo na našo napravo.  
PWA ni nadomestilo današnjih spletnih strani, ampak samo dodatek, ki lahko 
uporabnikom, ki uporabljajo najnovejše brskalnike, omogoča še boljšo uporabniško 
izkušnjo. Večino teh funkcionalnosti podpirajo vsi večji brskalniki – Chrome, Edge, 
Firefox in Safari, se pa vsi razvijalci brskalnikov trudijo čim hitreje podpreti več 
funkcionalnosti. Kako progresivna je naša spletna stran, lahko preverimo z Googlovim 
orodjem za vrednotenje spletnih strani Lighthouse, ki oceni našo stran od 1 do 100 glede 
na to, kako primerna je za progresivno izkušnjo ter nam svetuje, kaj lahko izboljšamo, da 
bo bolj progresivna. 
 
2.5.3 Primer progresivne spletne aplikacije Twitter Lite 
 
Twitter je družabno omrežje, ki nam omogoča komunikacijo s preostalimi uporabniki s 
pomočjo sporočil, ki so lahko dolga do 280 znakov. Je ena najbolj priljubljenih družabnih 
omrežij s 328 milijoni aktivnih uporabnikov, od katerih jih je več kot 80% na mobilnih 
napravah. Zato so se pri podjetju Twitter odločili, da bodo uporabnikom zagotovili mobilno 
izkušnjo, ki bo hitrejša, zanesljivejša in preprostejša. Razvili so verzijo Twitter odjemalca 
imenovanega Twitter Lite, ki je leta 2017 postal primarna spletna izkušnja za vse 
uporabnike. Cilji, ki so si jih zadali, so bili, da je stran naložena hipno in je takoj 
pripravljena za uporabnikovo interakcijo ter da uporabniki znižajo porabo podatkov [21]. 
Po izdaji in merjenju so prišli do sledečih rezultatov: za kar 65%  se jim je povišalo število 
klikov na stran na eno sejo, uporabniki so poslali 75% več tvitov in zabeležili so kar 20% 
znižanje v zapustni stopnji (ang. bounce rate, tj. kolikšen odstotek spletnih uporabnikov je 
obiskalo le eno podstran brez obiska preostalih podstrani [22]) . 
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Twitter Lite (Slika 2.8) je danes , potrjeno s strani podjetja, najmanj potraten in najbolj 
zanesljiv način za uporabo Twitterja. Spletna aplikacija je v primerjavi z nativnimi 
aplikacijami na skoraj enakem učinkovitostnem nivoju kot nativne aplikacije, s tem da na 
Androidu zasede manj kot 3% prostora. Z možnostjo dodajanja bližnjice na domači zaslon 
so zabeležili, da več kot 250.000 uporabnikov vsaj štirikrat dnevno odpre aplikacijo. 
Implementirali so tudi identičen sistem potisnih obvestil, kot ga imajo na nativnih 
aplikacijah, preko katerega na slednje pošljejo več kot 10 milijonov obvestil dnevno. 
S pomočjo tehnike shranjevanja enakih vsebin med uporabnikovim drsanjem po 
časovnici (ang. caching) so zmanjšali porabo podatkov za skoraj 70%. Velikost PWA 
aplikacije je samo 600KB, kar je občutno manj kot velikost nativne Android aplikacije, ki 
zasede 23,5 MB. S pomočjo Service workerjev imajo povprečni čas prvega nalaganja na 
3G omrežjih pod 5 sekund, vsako naslednje pa je skorajda takojšnje, ker vse dodatne 
potrebne vire, ki jih potrebujemo za brskanje, service worker shrani v cach-e brskalnika ter 
nam tako omogoča nemoteno izkušnjo brskanja [21]. 
Z izboljšavo svoje spletne strani so tako izpolnili vse cilje, ki so si jih zadali, ter 
uporabnikom omogočili boljšo izkušnjo. V zadnjih dveh letih sta progresivnost svoji 
spletni strani dodali tudi podjetji Facebook (v nadaljevanju Facebook) in Airbnb, ki sta bili 
prav tako priča podobnim rezultatom. Dejstvo je, da so današnje spletne strani velikokrat 
preveč nasičene s funkcionalnostmi, ki jih upočasnjujejo in s tem jezijo uporabnike. 
Progresivne spletne aplikacije so prava smer za razvoj in nedvomno prihodnost spleta, zato 
sem se pri izdelavi drugega tipa aplikacije tudi sam odločil za progresivno spletno 
aplikacijo ter preizkusil zmogljivosti, ki jih današnji brskalniki ponujajo. 
  
Slika 2.8 Twitter Lite - Twittrova progresivna spletna aplikacija 
  
  
17 
2.6 Zaledne tehnologije (ang. backend) 
Poznamo več različnih arhitektur programskih rešitev, vendar je danes najbolj 
popularna in uporabna arhitektura ločenega zaledja in odjemalca. Tako imenovan »client-
server« je distribuiran model, ki ločuje naloge strežnika in odjemalca, med seboj pa 
komunicirata po računalniškem omrežju; navadno sta to tudi ločeni napravi [23]. Strežnik 
skrbi za enega ali več programov, ki svoje vire deli z odjemalci, ki ne delijo svojih resursov, 
ampak od strežnika le pošiljajo zahtevke po storitvah ali vsebini. Odjemalci poskrbijo za 
povezavo s strežniki, ki čakajo na nove zahtevke. Najbolj znan uporabnik takšnega modela 
je svetovni splet. S pomočjo take arhitekture lahko na naš sistem priključimo toliko 
odjemalcev, kolikor virov nam dopušča strežnik. Odjemalci so lahko tudi na različnih 
platformah, ker so neodvisni drug od drugega. Že v mojem primeru sem na isto strežniško 
zaledje priključil dva popolnoma različna sistema -  nativno in spletno aplikacijo.  
Komunikacija poteka v principu zahtevka in odgovora. Za uspešno komunikacijo med 
sistemi morata oba sistema uporabljati skupni jezik in slediti skupnim pravilom, določenim 
za ta način komunikacije. Vsi protokoli komunikacije potekajo na aplikacijskem nivoju. 
Ta določa osnovne gradnike dialoga. Strežniki največkrat določijo svoja pravila za 
komunikacijo in implementirajo svoja aplikacijske programske vmesnike – API-je. API je 
najvišji nivo abstrakcije za dostop do storitve. S temi vmesniki komuniciramo iz našega 
odjemalca in tako pridobimo ustrezne podatke od strežnika, ki jih potrebujemo za 
nemoteno delovanje.  
Najbolj znana arhitekturna shema za komuniciranje med spletnimi strežniki in 
odjemalci je preko REST API-jev. REST je kratica za  »Representational State Transfer«. 
Spletne storitve, ki se držijo REST arhitekture, ponujajo interoperabilnost med 
računalniškimi sistemi na internetu [24]. Te spletne storitve omogočajo odjemalcem dostop 
in manipulacijo spletnih storitev z enotnimi in definiranimi operacijami. Pomembna 
lastnost REST arhitekture je ta, da tako strežnik kot odjemalec ne poznata stanja drug 
drugega. Stanje beleži vsak zase. 
Primer REST uporabe spletnih storitev: Ponujamo storitev za shranjevanje podatkov v 
neki podatkovni bazi. Na našem strežniku odjemalcem razkrijemo naslov (URL), kamor 
lahko dostopajo odjemalci s HTTP metodami »GET«, »POST«, »PUT«, »DELETE«. 
Vsaka izmed teh metod ima svojo uporabnost. Z GET metodami zahtevamo nekaj iz baze, 
kar nam lahko potem strežnik pošlje v JSON, XML ali HTML obliki (spletne strani). POST 
metoda omogoča, da na strežnik pošljemo neko vsebino, ki jo potem lahko strežnik shrani, 
ali pa nam na podlagi teh podatkov vrne druge podatke. S PUT metodo lahko v naši bazi 
posodobimo neko polje, za katerega smo poslali zahtevek, z DELETE metodo pa lahko iz 
naše baze pobrišemo zahtevan element. To so definirane »CRUD« (ang. create, read, 
update, delete) metode za protokol http [25]. S tako storitvijo lahko to z definiranimi pravili 
ponudimo vsem odjemalcem, ki lahko konzumirajo našo storitev takoj, ko v svoj sistem 
vpeljejo arhitekturo, ki sovpada z REST-om. 
Tudi pri svojem praktičnem delu sem moral za agregacijo podatkov, ki sem jih pridobil 
iz Twitterjevega API-ja,  postaviti enoten REST API, s katerim sta potem komunicirali naši 
aplikaciji. Ker tehnološki razvoj zelo hitro napreduje, za svojo rešitev nisem uporabil 
klasičnega strežnika, kot smo ga poznali še pred nekaj leti, temveč storitev Amazon web 
services (v nadaljevanju AWS), oblačne storitve, ki jih ponuja Amazon. Uporabil sem 
brezstrežniški koncept, imenovan Serverless, ki nam omogoča, da kodo in storitve 
poganjamo, brez da bi morali za to zakupiti strežnik in kodo izvajati tam. 
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2.6.1 Oblačne storitve 
V zadnjih petih letih so za razvijalce postale oblačne storitve izredno popularne, saj 
ponujajo vso potrebno strojno infrastrukturo v »oblaku«. To so ogromni podatkovni centri 
(ang. data centers), ki jih imajo v lasti največja tehnološka podjetja. Prihranijo nam  stroške 
in čas za ukvarjanje s strojno infrastrukturo, da lahko sami več časa namenimo razvijanju 
kode. 
Tako imenovano oblačno računalništvo (ang. cloud computing) je velik bazen 
povezanih računalnikov, ki si delijo sistemske vire in se jih enostavno nadzoruje [26]. Te 
lahko potem uporabniki najamejo in počnejo z njimi, kar želijo, dostopni pa so preko 
interneta. Najamemo lahko skoraj vse od celotnih strežnikov, prostora za hrambo do 
podatkovnih baz. Amazon, ki svoje storitve ponuja pod imenom Amazon Web Services 
(Slika 2.9), je prve storitve sicer začel ponujati že leta 2006, pravi razcvet pa se je zgodil 
leta 2011. Vse to je posledica dejstva, da smo postali informacijska družba, vse bolj odvisna 
od podatkov in informacijskih storitev, dostopnih na spletu. Danes oblačne storitve 
ponujajo skoraj vsa največja tehnološka podjetja, na primer Microsoft Azure, Google 
Cloud, IBM Cloud, Alibaba Cloud. Korporacije se zavedajo, da so informacijske storitve 
in računalniška infrastruktura danes nepogrešljiv del vseh tehnoloških podjetij. AWS je 
imel v letu 2017 kar 17.5 milijard letnega prometa ter 33% delež celotnega trga. Oblačne 
storitve so prinesle ogromno sprememb in zagotovo jih bodo še veliko. 
Ponudniki oblačnih storitev običajno ponujajo več različnih tipov storitev: 
• Infrastruktura kot storitev (ang. Infrastructure as a service - IAAS) je tip 
storitve, ki nam omogoča najem virtualiziranih računalniških virov v oblaku 
(strežnikov). 
• Programska oprema kot storitev (ang. Software as a service – SAAS), ki je 
način distribucije programske opreme preko gostiteljev na internetu. Tako lahko 
stranke do nje dostopajo od kjerkoli. 
• Platforma kot storitev (ang. Platform as a service – PAAS) je model 
oblačnega računalništva, kjer tretji ponudniki ponujajo tako programske kot 
strojne rešitve, ki olajšajo razvoj aplikacij razvijalcem. Ponudniki te storitve 
ponujajo na svoji strojni opremi (strežnikih) in s tem razvijalce razbremenijo 
administrativnega dela s strežniki. 
• Funkcija kot storitev (ang. Function as a service, v nadaljevanju FAAS) je 
model, ki ponuja platformo, kjer lahko uporabniki razvijajo in izvajajo svoj 
Slika 2.9 Amazon Web Services je največji ponudnik oblačnih 
storitev na svetu 
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program, brez da bi se morali ukvarjati s kompleksnostjo in infrastrukturo, 
povezano z razvojem in izdajo aplikacije. 
 
2.6.2 Brezstrežniško računalništvo (ang. Serverless) 
Slovensko brezstrežniško računalništvo je paradigma v svetu oblačnega računalništva, 
kjer ponudnik oblačnih storitev deluje kot strežnik in dinamično dodeljuje potrebne strojne 
resurse za izvedbo kode [27]. Strošek se namesto zakupljenih enot (npr. najet strežnik ima 
fiksen strošek) računa na podlagi dejansko porabljenih resursov aplikacije. Poimenovanje 
serverless se uporablja, ker upravljanje strežnika in kapacitet ni v domeni razvijalca in se s 
tem sploh ne ukvarja. Njegova edina skrb je pisanje kode in skrb za njeno pravilno 
delovanje.  
Za brezstrežniške aplikacije uporabljamo FAAS storitve. Na storitev lahko naložimo 
svojo kodo ali njene delčke in jih prožimo preko definiranih dogodkov – na primer ob http 
klicu na določen naslov (Slika 2.10). 
 
 
Ti delčki sami po sebi ne shranjujejo podatkov, lahko pa iz teh funkcij kličemo v hrambo 
podatkov. Velika prednost take infrastrukture je, da plačamo toliko, kolikor porabimo. Če 
imamo prometa več, ne rabimo skrbeti za širjenje sistema z več strežniki, ampak ponudniki 
sami poskrbijo, da se odpre več istih funkcij, ki izvedejo kodo in se ponovno zaprejo. Tako 
nimamo fiksnih stroškov v času, ko strežnik nima prometa. Amazonova ponudba takih 
funkcij se imenjuje AWS Lambda. To je tudi storitev, ki sem jo uporabili za svoj REST 
API. 
 
Slika 2.10 Tipična arhitektura Serverless aplikacij 
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3 Prototipiranje 
Prototipiranje je postopek, v katerem ustvarimo prototip. Beseda izhaja iz grške besede 
prototypon, ki pomeni prva (primitivna) oblika. Gre za prvi primerek ali izdajo produkta, 
narejenega z namenom, da na hiter in učinkovit način preizkusimo koncept, proces ali pa 
tezo, ki jo želimo izpolniti [28]. Je zelo širok pojem, ki se uporablja v različnih kontekstih 
in strokah, na primer pri razvoju programske opreme, elektronike ali pa dizajnu. Prototip 
je velikokrat prvi primer materializacije naše teoretične ideje, ki si jo zastavimo, v 
nekaterih delovnih tokovih pa poleg uresničitve naše ideje lahko poskrbi tudi za prvo 
evalvacijo, na podlagi katere lahko potem našo teorijo ovržemo ali pa z njo nadaljujemo.  
Poznamo več vrst prototipov, kjer vsak izmed njih ovrednoti drugačen aspekt naše 
prvotne ideje:  
• Prototip za dokaz principa, ki služi za potrditev nekega ključnega principa 
ali funkcionalnosti v našem načrtu in praviloma nima celotne 
funkcionalnosti končnega produkta. 
• Funkcionalni prototip zajame funkcionalnost, kot je na primer izgled 
našega načrtovanega produkta, ki pa je velikokrat narejen z različnimi 
tehnikami, da lahko ovrednotimo primerjavo med njimi. 
• Vizualni prototip predstavlja velikost in dizajn produkta brez 
funkcionalnosti. Namenjen je lažji predstavi za kasnejše delo pri 
dokončnem načrtovanju produkta.  
• Prototip uporabniške izkušnje je prototip, ki je dovolj izoblikovan in ima 
dovolj funkcionalnosti, da omogoča merjenje in raziskavo na končnih 
uporabnikih. Ti prototipi se največkrat izdelujejo po delčkih, ki testirajo le 
eno funkcionalnost.  
• Delovni prototip prikazuje skoraj vse zmožnosti končnega produkta in je 
po navadi zadnja delovna verzija pred samo izdajo produkta. 
• Papirnati prototip (Slika 3.1) se velikokrat uporablja pri izdelavi 
uporabniških vmesnikov ali programskih rešitev. To je na list papirja 
narisan prvotni načrt ali uporabniški vmesnik, s katerim lahko že na začetku 
ovržemo določene teze in določimo interakcije med samimi gradniki 
kasneje v našem končnem produktu [29]. 
 
 
Slika 3.1 Primer kompleksnejšega papirnatega prototipa 
   
  
  
21 
Prototipi se od končnih produktov razlikujejo v več točkah. Praviloma za prototipe ne 
uporabljamo najboljših materialov, ampak cenejše približke, ki pa so še vseeno dovolj 
podobni našemu končnemu materialu, da lahko preverimo našo tezo. Lahko se tudi zgodi, 
da našega končnega materiala še ni na voljo in moramo zato prej improvizirati, da lahko 
evalviramo rezultate. Lahko so narejeni z drugačnimi procesi, ki ne zahtevajo tolikšnih 
stroškov. Zelo pomembno je, da se zavedamo, da bodo v večini primerov slabša verzija 
našega končnega produkta. Uporabljamo jih za vrednotenje, zato nam hitra iteracija novih 
prototipov in zavračanje starih ne sme biti v breme. 
Prototipiranje je izredno pomemben postopek v inženirskih strokah, ki nam omogoča 
hitro potrjevanje demonstracij novih tehnologij in novih produktov, s katerimi lahko 
dokažemo njihovo uspešno delovanje in uspešno aplikacijo (ang. proof of concepts). V 
praktičnem delu diplomske naloge sem se tega postopka poslužil tudi sam.  
 
3.1 Prototipiranje uporabniškega vmesnika 
Prototipiranje uporabniškega vmesnika (ang. User interface, v nadaljevanju UI) je 
ponavljajoča tehnika razvijanja uporabniškega vmesnika nekega sistema s pomočjo 
odzivov, ki jih dobimo od uporabnikov. S tem postopkom lahko hitreje pridemo do zasnove 
našega sistema in evalviramo različne ideje, ki smo jih ob zasnovi dobili. S povratno 
informacijo lahko predloge uporabnikov takoj uporabimo v naslednji iteraciji, brez da bi v 
vmesni fazi porabili ogromno denarja za razvoj nekega produkta, ki ne bi bil učinkovit 
[30]. 
V prvih fazah moramo določiti, kaj je cilj našega produkta in kakšen problem z našim 
uporabniškim vmesnikom rešujemo. Zamislimo si mentalni model našega sistema in način, 
kako bomo z njim komunicirali. Mentalni model je percepcija oziroma predstava, ki jo ima 
uporabnik s produktom, s katerim interaktira [31]. Odvisen je od različnih faktorjev, od 
prve interakcije s sistemom, do izkušenj s podobnimi produkti. Ponavadi je zgrajen na 
podlagi prepričanj oziroma domnev posameznika, ne pa tudi dejstev. Za uspešen produkt 
naše aplikacije je pomembno, da čim bolj ustreza mentalnemu modelu uporabnikov, saj 
tako lahko poskrbimo za izkušnjo, ki je uporabniku všeč in se lahko nanjo hitro navadi. 
Največ neuspešnih produktov nastane ravno zaradi velike razlike med mentalnim modelom 
oblikovalca in avtorja ter končnimi uporabniki.  
S tem znanjem se potem lotimo izdelave naših verzij uporabniškega vmesnika, ki ga, če 
nam sredstva to omogočajo, z vsako iteracijo testiramo na večjem vzorcu realnih 
uporabnikov. Cilj, proti kateremu moramo stremeti, je, da uporabniku omogočimo 
interakcijo na najenostavnejši in najučinkovitejši način ter pri tem uspešno rešimo njegove 
probleme. Razvoju, kjer je v središču uporabnik, rečemo tudi »user-centered design« [32]. 
Dober uporabniški vmesnik omogoča učinkovito izvršitev nalog brez dodatnega napora in 
posvečanja pozornosti značilnostim UI. 
Uporabljamo tehnike grafičnega designa in tipografije, ki v pravilnih primerih podpirata 
uporabnost in vplivata na to, kako uporabnik interaktira z našo aplikacijo. Podrobnosti in 
geste, ki uporabniku olajšajo interakcijo in mu hitro preidejo v spomin, so dokaz dobre 
zasnove uporabniških vmesnikov (npr. Tindrovo »swipanje«). UI dizajn zahteva dobro 
poznavanje uporabnikovih potreb, zato je pri vsakem razvoju prototipiranje izrednega 
pomena, saj lahko tako za določene funkcije takoj preverimo, ali se obnesejo ali ne [33]. 
Ko določimo cilje in problem, ki ga rešujemo, začnemo z grajenjem prototipov. 
Zgradimo lahko enega izmed opisanih v prejšnjem poglavju, nedvomno pa so pri razvoju 
UI najbolj pomembni papirnati in vizualni prototipi. Ti poskrbijo, da lahko naše 
funkcionalnosti takoj materializiramo na način, da si lažje predstavljamo celotno 
abstrakcijo našega problema. Papirnati prototipi skrbijo za lažje skice, preproste izrise 
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zaslonov z gumbi in približke postavitev. Ko imamo zaslone in postavitve gumbov 
približno začrtane, se po navadi lotimo malce kompleksnejšega prototipiranja z že 
izrisanimi gradniki zaslonov v enem izmed programov za oblikovanje: na primer Adobe 
Photoshop ali Illustrator. Druga možnost pa je, da zgradimo vizualni prototip na enem 
od mnogih orodij, kjer lahko določimo celoten potek med zasloni in interakcije med gumbi. 
Primer takega produkta je InVision, ki nam omogoča, da že v brskalniku zgradimo 
popolnoma interaktiven prototip s prehodi in animacijami med zasloni, vpisnimi polji ter 
gumbi. Vse, kar manjka tem prototipom, je povezovanje s strežnikom. S pomočjo teh orodij 
lahko zelo hitro ovrednotimo naše ideje. To ponavljamo, dokler nam naša končna rešitev 
ni všeč in se lotimo same implementacije (Slika 3.2). 
 
  
Slika 3.2 Diagram prototipiranja uporabniškega vmesnika 
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3.2 Prototipiranje aplikacije za pregled tvitov 
V praktičnem delu svoje diplome sem naredil dva kompleksnejša delovna prototipa 
prototipa z že določenimi funkcionalnostimi, ki bi za dejansko storilnost potrebovala le še 
nekaj funckionalnosti in malo bolj stabilen sistem, ki bi deloval pod vsemi pogoji. Začel 
sem z izrisom uporabniškega vmesnika na list papirja in kasneje še žičnega diagrama (ang. 
wireframe).  
Namen moje aplikacije je bil ponazoritev razvoja programskih prototipov spletne in 
nativne aplikacije. Želel sem dokazati, da razlike niso velike in da lahko v določenih 
primerih spletna aplikacija celo nadomesti nativno. Izdelal sem odjemalec Twitov 
imenovan TwitIt. Ker je širina funkcionalnosti, ki jih ponuja Twitter, prevelika za razvoj v 
doglednem času, sem se osredotočil na nekaj osnovnih funkcionalnosti, ki jih Twitter 
omogoča, ter obenem demonstriral še zmožnosti brskalnikov za dostop do strojne opreme 
moje naprave. Tako sem si začrtal naslednje funkcionalnosti:  
• Uporabnik lahko pregleduje svojo časovnico najnovejših tvitov. 
• Možen je pregled časovnice lastnih najljubših tvitov. 
• Tvite je na časovnici možno všečkati ali pa jih širiti naprej s svojimi sledilci 
(ang. retweet) 
• Omogočen je klik na tvit, kjer se odpre zaslon z daljšim opisom in tweetom 
ter s slikami, če so vanj pripete 
• Možnost iskanja po besedah in hashtagih 
• Možnost brskanja po tvitih v bližini na mapi, bazirani glede na našo lokacijo 
 
Na vizualnem prototipu je sicer še vidna funkcionalnost branja komentarjev in 
komentiranja tvitov, ki pa je kasneje nisem vključil v končno rešitev. S temi 
funkcionalnostmi sem se lahko osredotočil na zahtevnost razvoja in podobnost med obema 
platformama. Zaradi časovnih omejitev se nisem držal celotnega postopka prototipiranja 
začetnih diagramov s ponavljanjem, ampak sem se osredotočil na to, da bo uporabnik dobil 
nekaj, česar je že vajen iz svojih najbolj uporabljenih aplikacij, zato sem vzel komponente, 
kot so na primer lista kartic s tviti, navigacijski meni na dnu ter znane in prepoznane akcije; 
pri tem mi je vizualni del prototipa služil kot pomoč za lažje delo pri programiranju.  
Žični diagram je shema, ki predstavlja skelet naše aplikacije. Značilno je brez 
tipografije, barve ali kompleksnejših grafičnih gradnikov. Osredotoča se na to, kaj zaslon 
in aplikacija dela in ponuja ter kateri podatki in deli zaslona so pomembnejši. Izgled je pri 
žičnih diagramih sekundarnega pomena. Naredimo jih za lažje oblikovanje in postavljanje 
naših gradnikov [34].  
Svoj žični diagram (Slika 3.3) z oblikami in gradniki sem naredil na spletni strani 
Draw.io, ki omogoča risanje diagramov, preprostih vmesnikov in žičnih diagramov. 
Kasneje sem ga nadgradil še z vizualnim prototipom, narejenim s pomočjo programa 
Adobe Illustrator (Slike od 3.4 do 3.7) ter Googlovimi komponentami iz njihovega 
dizajnerskega sistema Material [35]. Google namreč ponuja vse gradnike v obliki, ki jih 
podpira Illustrator in tako lahko v zelo kratkem času zgradimo realen uporabniški vmesnik, 
ki bi ga lahko uporabnik hitro zamenjal za sliko zaslona aplikacije.  
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Slika 3.3 Žični diagram aplikacije z napisanimi poteki. 
Slika 3.4 Vizualni prototip časovnice Slika 3.5 Vizualni prototip odprtega tvita 
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3.3 Razvoj zaledja za TwitIt 
Svojo zaledno storitev sem v celoti naredil s pomočjo storitev, ponujenih s strani 
Amazon Web Services. Za višji nivo, ki nam na lep način omogoča upravljanje z 
Amazonovimi storitvami, sem izbral platformo, ki ima enako ime kot paradigma, 
predstavljena v prejšnjem poglavju. Serverless platforma ponuja enostaven vmesnik med 
storitvami in razvijalci. Je odprtokodni vmesnik za program v terminalu (ang. Command 
line interface, v nadaljevanju CLI), ustvarjen za grajenje in postavitev brezstrežniških 
aplikacij [36]. Z nekaj preprostimi ukazi v terminalu lahko naredimo nov projekt, ga 
testiramo in objavimo na oblak. Omogoča tudi povezavo z vsemi ostalimi večjimi 
ponudniki oblačnih storitev in uporabo različnih programskih jezikov. Sam sem se odločil 
za Javascript, ker je najbolj primeren za obdelovanje in agregacijo različnih spletnih 
storitev. 
 
3.3.1 Povezava s Twitterjivim API-jem 
Preden se lotimo samega kodiranja, moramo poskrbeti za svoj vir podatkov. Odločil 
sem se za uradni Twitterjev API, namenjen razvijalcem. Prijavimo se v Twitterjevo 
razvijalsko platformo, kjer lahko upravljamo s samimi dostopi do API-jev [37]. Na voljo 
imamo brezplačne in premium API-je, ki so plačljivi. Brezplačni API-ji so tudi strogo 
omejeni na število zahtevkov, kar sem moral pri odjemalcih tudi upoštevati. Ko se uspešno 
registriramo in aktiviramo svoj račun, lahko zahtevamo API ključ, ki je potem naša vstopna 
točka za pridobivanje podatkov iz Twitterjevega API-ja. API ključ moramo namreč 
posredovati ob vsakem zahtevku, da lahko potrdimo svojo verodostojnost. 
 
Slika 3.6 Vizualni protoip časovnice 
z všečkanimi tviti 
Slika 3.7 Vizualni prototip zaslona s 
tviti v bližini 
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3.3.2 Arhitektura zaledja 
Ker sem želel enoten dostop preko REST API-ja za oba odjemalca, sem naredil 
posrednika, ki komunicira direktno s Twitterjevim API-jem. Do Twitterjevih API-jev bi 
lahko direktno dostopal iz odjemalcev, ampak sem zaradi enotnosti za oba odjemalca 
naredil abstraktni brezstrežniški REST API. 
 
Za vsako funkcionalnost, ki sem jo definiral, sem naredil končno HTTP točko, ki je 
sprožila dogodek v mojih funkcijah, kjer se je nato izvršila željena komunikacija s 
Twitterjevim API-jem. Vsaka točka ima predpisano eno funkcijo. V zgornjem diagramu 
imamo napisane zgolj končnice naših URL-jev (Slika 3.3). Začetki niso pomembni, saj 
AWS API Gateway sam poskrbi za to, da se pojavijo v spletu na določenem naslovu. Vsi 
podatki, ki jih vrnejo naše končne točke so v JSON formatu, ki ga odjemalci najlažje 
obdelajo. Naše definirane končne točke so: 
• /search, ki sprejme HTTP GET zahtevek. Kot poizvedbeni parameter lahko 
za končno točko dodamo še q = 'naša poizvedba', ki nam tako vrne 
najnovejše tvite za naš poizvedbeni kriterij. Primer za poizvedbo po #NBA: 
https://www.streznik.com/search?q=#NBA 
• /timeline sprejme HTTP GET zahtevek in vrne najnovejših 20 tvitov iz naše 
časovnice. Primer: https://www.streznik.com/timeline 
• /tweet/{id} ravno tako sprejme HTTP GET zahtevek ter vrne vse podatke o 
tvitu s podanim identifikatorjem. Primer za tvit z identifikatorjem 1: 
https://www.streznik.com/tweet/1  
• /favorite/{id} sprejme HTTP POST zahtevek. Všečka ali zbriše všeček na 
všečkanem tvitu. V naslovu podamo identifikator, v vsebini zahtevka pa 
moramo posredovati, če je tvit že bil všečkan ali ne. 
• /retweet/{id} je enak kot zgornja končna točka favorite, le da v vsebini 
pošlje, ali je bil tvit že deljen. 
• /favorites, podobno kot točka /timeline sprejme HTTP GET zahtevek in 
nam vrne podatke o zadnjih 20 tvitih, ki smo jih všečkali. 
Slika 3.3 Arhitektura našega Serverless posrednika. Vse funkcije v 
celoto povezuje AWS storitev API Gateway 
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V teoriji bi lahko imeli zgolj eno dostopno točko in bi potem na njej s posameznimi 
parametri, ki bi jih pošiljali v zahtevku, določali potek kode v funkcijah izvedbe. S takim 
pristopom bi kmalu naleteli na problem ogromne monolitne kode, kjer ena funkcija počne 
vse, kar bi bilo zelo težko vzdrževati, še težje pa testirati. Zagotovo bi s tem v programu 
hitreje prišlo do hroščev, zato sem se za tako arhitekturo odločil tudi zaradi upoštevanja 
pravil lepega programiranja. Prvi koncept je »DRY« – ang. don't repeat yourself (ne 
ponavljaj se) [38], s katerim sem delčke kode, ki so se ponavljali, prestavil v modul, ki sem 
ga potem uvozil v posamezne funkcije.  
S tem, da sem vsaki točki pripisal eno funkcijo, pa sem se držal koncepta samostojne 
odgovornosti – ang. Single responsibility principle [39]. Vsak delček kode ali modul naj 
bi v lepem sistemu opravljal zgolj eno samo nalogo. S tem lahko program razvijamo 
modularno in tako lažje zadostimo tudi prvemu konceptu DRY. 
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3.3.3 TwitIt Serverless aplikacija 
Z načrtom arhitekture, ki sem jo zastavil v prejšnjem poglavju, sem se lotil razvoja svoje 
Serverless spletne storitve. Najprej moramo s pomočjo NPM na naš računalnik namestiti 
Serverless ogrodje. Če imamo na našem sistemu že nameščen Node.js in NPM, potem to 
storimo s preprostim ukazom v terminalu: 
 
npm install -g  serverless 
 
Po uspešni namestitvi se prijavimo v Serverless [36] in izberemo, katerega ponudnika 
oblačnih storitev uporabljamo: označimo Amazon Web Services. Nato nas bo program 
vprašal še po dostopnih informacijah za naš AWS račun. Serverless jih potrebuje, ker skrbi 
za sredstva in omogoča namestitev aplikacije na oblačno storitev.  Po uspešni konfiguraciji 
lahko naredimo naš Serverless projekt. Platforma ponuja več že pripravljenih predlog za 
različne ponudnike oblačnih storitev v kombinaciji z različnimi programskimi jeziki. Ker 
bom uporabil JavaScript ter AWS, za vzpostavitev svojega projekta v terminal napišem: 
 
serverless create –template aws-nodejs –path diploma-twitter-client 
 
 
Dobimo osnoven projekt za AWS z uporabo Node.js (Slika 3.4). 
 
Datoteke, ki jih dobimo so slednje:  
• .gitignore, seznam datotek, ki naj jih naš program za kontrolo verzij in 
kode spregleda. 
• handler.js, glavna datoteka in vhodna točka, kamor bomo pisali funkcije 
za naše končne točke. 
Slika 3.4 Osnovna struktura Serverless projekta 
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• serverless.yml je konfiguracijska datoteka, ki nam jo nameni ogrodje 
Serverless za nastavitev končnih točk in funkcij.  
 
Ker sta datoteki handler.js in serverless.yml zelo pomembni, bom njuno nalogo opisal 
podrobneje. 
Handler.js je vstopna točka in glavni modul, kjer se procesirajo dogodki, ki jih 
definiramo v konfiguraciji. Je običajna JavaScript datoteka, kamor napišemo in izvozimo 
funkcije, ki jih potem dodelimo posameznim končnim točkam v konfiguraciji. Datoteka bi 
lahko bila poimenovana kakorkoli bi si želeli, vendar pa je zaradi pravil pisanja Serverless 
aplikacij in preglednosti s strani razvijalcev priporočeno, da vse vhodne funkcije napišemo 
v datoteko handler.js (Slika 3.5).  
Vse funkcije, ki jih napišemo v handler.js, imajo naslednje skupne točke: izvoziti jih 
moramo kot del modula in pod imenom funkcije. V zgornjem primeru sem tako v modul 
izvozil funkcijo z imenom hello. To ime bom kasneje v konfiguracijski datoteki tudi 
priredil moji končni točki. Vse funkcije sprejmejo tudi dva obvezna argumenta »event« in 
»context«. Spremenljivka event nosi podatke o dogodku, ki je sprožil našo funkcijo. Na 
AWS lahko definiramo različne dogodke, ki nam sprožijo funkcijo. Lahko je nastavljeno  
na časovno obdobje, ob naloženem objektu na S3 bucket, itd. Amazon ponuja povezavo 
skoraj vseh storitev med seboj. Vsak dogodek tudi nosi različne vrednosti, zato moramo 
pred začetkom v dokumentacijo pogledati, katere podatke bomo dobili ob določenem 
dogodku. Tip arhitekture, ki reagira na dogodke, imenujemo »event-driven architecture« 
[40], ki je v modernejših zalednih sistemih zelo popularen. Tip dogodka, ki proži našo 
funkcijo, definiramo v konfiguracijski YAML datoteki. V vseh svojih primerih sem za 
dogodek definiral HTTP klic na mojo končno točko.  
Context spremenljivka pa nosi podrobnosti o naši funkciji – koliko spomina smo ji 
določili, koliko časa se izvaja, ime itd.V starejši verziji Serverlessa, ki sem jo uporabil za 
svojo aplikacijo, je kot tretji argument podana še spremenljivka »callback«. To je povratna 
Slika 3.5 Osnovni handler.js ob novem projektu 
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funkcija, ki jo pokličemo po tem, ko smo opravili s svojimi nalogami in bi radi vrnili 
odgovor s strežnika. Pod drugi argument vrnemo objekt »response«, kjer definiramo svoje 
podatke. 
Konfiguracijska datoteka serverless.yml je tipa YAML. YAML je okrajšava za YAML 
»Ain't Markup Language«, kar v slovenščini pomeni, da YAML ni označevalni jezik. 
YAML je na uradni spletni strani opisan kot človeku prijazen standard za označevanje 
podatkov za vse programske jezike [41]. Največkrat se uporablja za konfiguracijske 
datoteke in izpise razhroščevalcev; izvršuje podobne naloge kot XML ali JSON, je pa 
njegova prednost v tem, da ima zelo preprosto sintakso in za gnezdenje uporablja 
zamikanje vrstic, česar smo vajeni pri Pythonu. To ga za razliko od XMLa dela lepo 
berljivega in razvijalcu bolj prijaznega. Tudi ogrodje Serverless za konfiguracijo uporablja 
YAML. V izvorni mapi projekta moramo vedno definirati YAML datoteko z imenom 
serverless.yml. Ogrodje samo prepozna to datoteko kot konfiguracijo in našo aplikacijo 
kasneje tudi namesti v skladu s pravili, ki smo jih znotraj določili. Kot primer bom vzel kar 
delček konfiguracije moje končne aplikacije (Slika 3.6). 
 
Na zgornji sliki lahko vidimo konfiguracijo aplikacije. YAML datoteke pišemo tako, da 
za vsako lastnost, ki jo definiramo, napišemo dvopičje in potem vrednost. Če želimo 
lastnosti gnezditi, jih moramo zamikati s tabulatorjem ali presledkom. Serverless 
konfiguracija vsebuje naslednja polja, ki jih definiramo: ime naše storitve (ang. service), 
definicijo ponudnika oblačnih storitev (ang. provider). Nastavimo ime ponudnika, pod 
Slika 3.6 YAML konfiguracija končne aplikacije 
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»runtime« nastavimo, katero okolje in s tem programski jezik uporabljamo. Tukaj bi lahko 
uporabili Python, Javo, Go, … Pod polje »region« nastavimo, v katero regijo bomo 
namestili našo storitev. AWS ponuja veliko regij od Amerike pa do Kitajske. Tako 
reguliramo latenco svoje storitve, saj s tem povemo, v kateri Amazonov podatkovni center 
želimo namestiti našo aplikacijo [42]. Bližje kot nam je, nižja bo latenca storitve. Nazadnje 
vidimo še lastnost »environment«, kamor lahko nastavimo svoje skrite spremenljivke, ki 
jih ne želimo vpisati naravnost v našo kodo, ampak kot spremenljivko operacijskega 
sistema. V tem delu imamo še ogromno možnosti, ki so zapisane v dokumentaciji 
Serverless ogrodja, a jih za svojo aplikacijo nisem potreboval. 
Pomembnejši del je lastnost »functions«, kjer sem definiral vse svoje funkcije, ki sem 
jih napisal. Z zamikom enega tabulatorja definiramo posamezno funkcijo z imenom. Pri 
prvem primeru sem definiral funkcijo z imenom »tweetSearch«, ki vrača tvite za mojo dano 
poizvedbo. V lastnost »handler« napišemo pot do naše funkcije v JavaScript datoteki, ki 
smo jo prej določili. Vse svoje skupne funkcije sem definiral v datoteki handler.js. Ime 
funkcije v tej datoteki pa je tweetSearch, zato je pot za dostop do naše funkcije enaka 
»handler.tweetSearch«. Definiramo še lastnost »memorySize«, s katero v megabajtih 
določimo največjo količino spomina, ki jo funkcija lahko porabi. Pomemben podatek pri 
tem delu je, da se z večjo količino spomina veča tudi procesorska moč. Največ spomina, ki 
ga lahko dodelimo, je 3008 MB, s tem pa dobimo moč dveh procesorskih jeder. Na koncu 
definiramo še naš dogodek, ob katerem bomo sprožili našo funkcijo. V mojem primeru 
sem definiral, da je to HTTP dogodek ob GET klicu na končno točko /search. Z lastnostjo 
»private« smo našo končno točko zavarovali z API ključem. Tudi tu imamo na voljo še 
veliko nastavljivih lastnosti, ki pa jih sam nisem potreboval. 
Sedaj imamo definirane vse naše točke, poskrbeti moramo samo še za pravilno izvedbo 
kode (Slika 3.7). 
 
Funkcija sprejme tri parametre, ki sem jih naštel že zgoraj na začetku poglavja. Ker je 
naš dogodek tipa HTTP, ponuja parametre, ki smo jih nastavili v naslovu, na katerega smo 
Slika 3.7 Implementacija končne točke za iskanje tvitov po poizvedbi 
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podali zahtevek. V našem primeru smo uporabili poizvedben ali »query« parameter, na 
končni točki z naslovom /tweet/{id} pa identifikator nastavimo na konec poti, ki tako 
postane parameter poti ali »path parameter«. Iz dogodka preberemo naše parametre in 
nastavimo osnoven odgovor v spremenljivko response, ki jo kasneje, ko uspešno 
pridobimo podatke, spremenimo. Ker vse končne točke komunicirajo s Twitterjevim API-
jem, sem kodo, ki skrbi za povezavo s Twitterjem, ločil v poseben modul, imenovan 
TwitterService.js, do katerega potem dostopajo vse moje funkcije (Slika 3.8).  
 
Twitter API ima za vsako storitev in funkcionalnost definirano končno HTTP točko in 
se drži REST implementacije svojih spletnih storitev. V knjižnici paketov NPM imamo na 
voljo paket Twit, ki skrbi za direktno komunikacijo in klicanje na končne točke. Sami ga 
samo namestimo v svoj projekt z npm install –save twit. Uvozimo ga v svoj modul ter v 
konstruktorju našega razreda nastavimo lastnost, ki ustvari novo instanco Twit modula. 
Nastavimo mu vse potrebne ključe, ki smo jih pridobili iz registracije na Twitter razvijalski 
platformi. Zaradi preglednosti vse naše spremenljivke, ki so del nastavitve, shranimo v 
datoteko config.js. 
V našem razredu definiramo funkcije za vse funkcionalnosti, ki jih potrebujemo. Za 
implementacijo iskanja sem definiral funkcijo getTweetsByQuery, ki sprejme dva 
neobvezna parametra in sicer moj niz za poizvedbo ter koordinate, če želimo dobiti tvite, 
ki so v bližini. Ker komuniciramo s strežnikom, bodo naše akcije asinhrone, kar pomeni, 
da ni nujno, da se bo koda izvajala sinhrono, vrstica za vrstico. To, da se vsa koda izvaja 
asinhrono, je tudi glavna lastnost JavaScripta. Zato naš klic na strežnik s pomočjo knjižnice 
twit zavijemo v funkcijo Promise. Ta vzame dva parametra, »resolve« in »reject«.  
Funkcije Promise so v JavaScriptu posredniki za vrednost, ki ni nujno znana v trenutku, 
ko je ta ustvarjena. So novejša pridobitev v JavaScript jeziku in nadomeščajo povratne 
klice – (ang. Callback). Omogočajo nam posredovanje rezultatov asinhronih akcij z 
Slika 3.8 Modul TwitterService, ki skrbi za direktno komunikacijo s Twitter API 
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uspešnim rezultatom – resolve ali pa z napako – reject. Namesto takojšnjega rezultata s 
Promise funkcijo obljubimo, da bomo vrnili vrednost enkrat v prihodnosti. Če neka metoda 
vrne Promise, lahko nad njo kličemo funkcijo »then«, kjer dobimo rezultate naše asinhrone 
akcije. 
Po tem, ko definiramo naš Promise, znotraj njega s pomočjo knjižnice twit pokličemo 
na našo zahtevano točko, ki lahko sprejme GET ali POST zahtevek. Tega definiramo s 
tipom funkcije, s katero pokličemo našo twit knjižnjico (v našem primeru this.twit.get() 
…). Kot drugi parameter nastavimo v primeru GET zahtevka naše poizvedbene parametre, 
ki so definirani v Twitter dokumentaciji, v primeru POST pa pošljemo JSON objekt z 
zahtevanimi vrednostmi za tisto točko. Kot zadnji parameter napišemo našo povratno 
funkcijo, ki bo sprejela rezultat ali napako. V primeru napake jo s Promise funkcijo reject 
zavrnemo, sicer pa vrnemo rezultate z resolve.  
Tako bomo v naši funkciji tweetSearch ob klicu na naš TwitterService dobili Promise, 
ki ga potem rešimo s funkcijo then ali pa ujamemo napako s »catch«. Na podlagi tega 
vrnemo primeren odgovor s strežnika. 
Tudi pri ostalih končnih točkah smo uporabili podoben potek izvršitve kode, spremenijo 
se le parametri in tipi zahtevkov.  
Po tem, ko sem napisal vse svoje funkcije in konfiguracijo, sem moral svojo kodo samo 
še naložiti na končni strežnik. Za vse to v našem primeru poskrbi platforma Serverless. S 
terminalom se premaknemo v mapo, kjer imamo našo YAML konfiguracijo, in napišemo 
ukaz: 
 
serverless deploy 
 
S tem ukazom Serverless zapakira in zoptimizira našo kodo ter jo naloži na strežnik. Ko 
je ukaz dokončno izvršen, se nam na koncu v terminalu izpišejo naše končne točke na 
določenih spletnih mestih, ki jih potem lahko uporabimo v naših odjemalcih (Slika 3.9).  
 
  
Slika 3.9 Uspešno naložena aplikacija na strežnik s polnimi naslovi za dostop do končnih točk 
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3.4 Razvoj odjemalcev 
Ko imamo priskrbljene podatke v obliki, prijazni za odjemalce, se lotimo še razvoja 
končnega delovnega prototipa odjemalca. V tem okviru sem primerjal postopek razvoja 
dveh različnih odjemalcev na dveh različnih platformah – spletu (poglavje 3.4.2) in nativni 
aplikaciji (poglavje 3.4.3). Pri razvoju grafičnih odjemalcev (ang. front-end clients)  je 
pomembno, da si iz naših slikovnih prototipov naredimo predstavo in slike naših zaslonov 
razdelimo na posamezne komponente, ki jih potrebujemo za celotno aplikacijo. Najlažje 
je, če pogledamo vse načrtovane zaslone in njihove skupne točke. S takšnim načrtom 
poskrbimo za lepo strukturo aplikacije, kot tudi upoštevanje principa DRY [38] in Single 
responsibility [39] koncepta. Ta abstrakcija pride v pomoč na vseh platformah za izdelavo 
grafičnih vmesnikov, da ne rabimo dvakrat reševati istega problema.  
Pri vsaki platformi bom tudi opisal postopek implementacije ene glavnih komponent 
moje aplikacije, zaradi prevelike širine pa ne bom opisoval celotnega razvoja od začetnega 
projekta do končne aplikacije. 
 
3.4.1 Razdelitev ekranov na komponente 
Za primer razdeljevanja na posamezne ekrane sem izbral sliko časovnice iz mojega 
vizualnega prototipa (Slika 3.10). Predstavil bom, kako lahko smiselno razdelimo 
aplikacijo na posamezne ekrane (ang. screen) in komponente.  
 
Slika 3.10 Razdelitev časovnice na posamezne delčke 
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To aplikacijo lahko razdelimo na dva različna načina: prvi je določitev vseh zaslonov 
in ogrodja aplikacije, ki bo na vseh zaslonih identičen. To za ta primer naredimo na podlagi 
naših vizualnih prototipov iz 3. poglavja in na podlagi zadanih funkcionalnosti. Ogrodje 
aplikacije sestavlja orodna vrstica z imenom ter s poljem za iskanje, osrednji del zaslona, 
kjer imamo vsebino posameznih zaslonov naše aplikacije ter meni na dnu, ki omogoča 
navigacijo po aplikaciji. Na mestu, kjer bom menjal vsebino v osrednjem delu ogrodja, pa 
imamo naslednje zaslone: 
• Časovnico tvitov - Timeline 
• Časovnico všečkanih tvitov – Favorites timeline 
• Zemljevid s tviti v bližini – Map 
• Zaslon z podrobonostimi tvita – Tweet details  
Zaslone sem definiral s pomočjo spodnje navigacije. Tweet details je edini zaslon, ki ni 
v navigaciji, bomo pa na njega prišli s klikom na našo tvit kartico. Po definiranju 
posameznih zaslonov pa moramo urediti še razdelitev zaslona časovnice na posamezne 
komponente zaslona. To naredimo, da lahko te komponente še enkrat uporabimo v drugih 
zaslonih. Svoj zaslon sem razdelil na naslednje komponente: 
• Toolbar komponenta – orodna vrstica, ki je  v ogrodju definirana le enkrat, 
zato je ne rabimo ločevati. 
• Tweet list – ogrodje, ki drži seznam naših tvit kartic in omogoča drsanje po 
časovnici 
• Tweet card – tvit kartica, ki je osrednji del moje aplikacije. Vsebuje vsebino 
naših tvitov in omogoča všečkanje in deljenje tvitov. 
• Bottom nav – navigacijski meni po aplikaciji. Tudi ta je del ogrodja 
aplikacije in je definiran zgolj enkrat, zato ločevanje v tem primeru prav 
tako ni potrebno. 
Najpomembnejši del je zagotovo komponenta TweetCard, ki se bo v spremenjeni 
podobi prikazala na treh različnih zaslonih – Timeline, Favorites in TweetDetails, zato ji 
bom v nadaljevanju pri dejanski implementaciji tudi posvetil največ pozornosti. 
 
3.4.2 Progresivna spletna aplikacija 
Za razvoj  progresivne spletne aplikacije sem uporabil odprtokodna JavaScript ogrodja 
za razvoj uporabniških vmesnikov Vue.js in ogrodje z že narejenimi komponentami 
Vuetify.  
Vue.js je izredno popularno ogrodje pri spletnih razvijalcih in se uporablja izključno za 
razvoj pogleda (ang. view layer) spletnih aplikacij [43]. Uporablja kombinacijo HTML, 
CSS in JavaScript kode. V datoteke s končnico .vue definiramo tri različne HTML značke, 
ki zajemajo tri naše različne tipe kode: v »template« znački definiramo našo komponento 
ali stran s posebnimi HTML elementi, ki nam ponujajo več zmožnosti kot standardni 
HTML. Pomembno je, da imamo v njej zgolj en koreninski element (ang. root element), ki 
zajema vse naše ostale značke. V »script« znački pišemo našo JavaScript kodo, ki jo lahko 
pokličemo in se izvaja samo znotraj te komponente. Držati se moramo oblike in pravil, ki 
nam jih določa Vue. V znački »style« pa lahko definiramo naš specifičen CSS, ki oblikuje 
naše HTML elemente v template znački. Omogoča razvoj tako imenovanih enostranskih 
aplikacij (ang. Single-Page Applications), ki spletnim stranem daje občutek enotne strani, 
saj se vsaka nova podstran dinamično naloži v glavno stran in se ne drži klasične strukture 
spletnih strani z nalaganjem podstrani [44]. Z animacijami in prehodi med stranmi tako 
uporabniku dajemo občutek enotnosti in izgleda posameznih programov, ki smo jih 
navajeni na osebnem računalniku. Enako velja tudi za mobilne telefone, le da se tam strani 
prilagodijo izgledu in funkcijam mobilnih aplikacij. 
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Vuetify pa je ogrodje, narejeno s pomočjo Vue.js, ki ponuja že narejene komponente, 
ki se držijo pravil Googlovega Material Designa [45]. Tako sem si olajšal delo in uporabil 
že ogromno komponent, ki nam jih to ogrodje ponuja in sem aplikacijo le sestavljal. 
Vue.js nam ponuja tudi program za terminal, ki ga lahko naložimo s pomočjo NPM, 
kjer imamo že predpripravljene predloge za nekatere tipe spletnih aplikacij. Tako imamo 
že na voljo predlogo za PWA. Naš projekt lahko ustvarimo z nizom nekaj ukazov:  
 
S tem dobimo nov Vue.js projekt, ki vsebuje veliko nepotrebne kode, ki jo lahko 
pobrišemo, vendar dobimo tudi lepo strukturiran projekt, ki nam lahko pomaga pri urejanju 
naše kode (Slika 3.11).  
 
Pobrišemo nepotrebno kodo ter zastavimo naše osnovne naloge definiranja 
navigacijskih poti in zaslonov. Ogrodje moje spletne aplikacije se na koncu združi v glavni 
datoteki App.vue (Slika 3.12). S pomočjo Vuetify komponent v App.vue zastavimo 
ogrodje naše aplikacije, o katerem sem pisal v poglavju 3.4.1. Naše komponente iz ogrodja 
Vuetify so predstavljene kot posebne HTML značke, ki jih Vue.js prepozna in jih kasneje 
pravilno izriše kot dejanski HTML, ki ga potem brskalnik lahko prikaže. Vse HTML 
značke, ki so predznačene z v-, so del Vuetify ogrodja. 
Za orodno vrstico uporabimo komponento »v-toolbar«, ki ji določimo lastnosti izgleda 
in ji nastavimo naš naslov. Osrednji del naše aplikacije zavijemo v komponento »v-
content«, ki služi kot ovoj naših zaslonov. V to značko vključimo še komponento »router-
Slika 3.11 Osnovna struktura Vue.js projektov 
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view«, ki je posebna komponenta v Vue.js. To pomeni, da je povezana s konfiguracijo poti, 
ki jih definiramo v posebni datoteki index.js v mapi router. Tako se bo ob spremembi poti 
v naši aplikaciji zamenjala tudi komponenta, ki bo v tistem trenutku izrisana. V index.js 
bom kasneje definiral poti do naših zaslonov, ki sem jih omenil v prejšnjem poglavju. Da 
sestavimo naše ogrodje do konca, moramo definirati le še spodnji navigacijski meni, za 
katerega uporabimo komponento »v-bottom-nav«. V navigaciji definiramo še naše gumbe 
za prehod med zasloni s komponento »v-btn«. Pomembno je, da vsaki znački v-btn dodamo 
še lastnost »to«, ki povzroči navigacijo na novo stran. Vsakemu gumbu definiramo, na 
katero pot nas bo usmeril ob kliku – npr. gumbu za zemljevid pripišemo lastnosti to 
vrednost /map. Na tej poti se bo nahajal naš zaslon za prikaz zemljevida z bližnjimi tviti. 
 
 
Slika 3.12 Končna struktura ogrodja naše aplikacije v App.vue 
Poglejmo si še, kako Vue.js zaznava spremembe zaslonov. Omenil sem že datoteko 
index.js, kamor definiramo naše poti aplikacij in zaslonov, ki se izrišejo na tej poti. Vue.js 
kot del za navigacijo ponuja modul »vue-router«. V mojem primeru je bil dodan že, ko sem 
ustvaril projekt. Ustvarimo objekt tipa »Router«, ki ga izvozimo kot modul iz naše 
datoteke index.js (Slika 3.13). Ta objekt sprejme veliko različnih parametrov, najbolj 
pomemben za nas pa je parameter »routes«. 
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Slika 3.13 Index.js z objektom Router, kamor definiramo vse naše poti v aplikaciji in jim določimo 
zaslone 
Parameter routes sprejme seznam vseh poti, ki jih želimo definirati v naši aplikaciji. 
Vsaka pot (ang. route) v naši aplikaciji je definirana kot JavaScript objekt, ki ima lastnosti 
path – pot, component – komponento ter name – ime. V mojem primeru sem kot 
komponente definiral svoje zaslone, za pot in ime pa sem določil enoznačno ime, ki ga 
potem lahko kličem v kodi. Zagotovimo še, da naš glavni Vue objekt uporabi naš Router 
(8. vrstica na sliki 3.13).  S tem imamo postavljeno celotno ogrodje naše PWA aplikacije.  
 
3.4.2.1. TweetCard komponenta 
TweetCard je komponenta, ki nosi vsebino naših tvitov (Slika 3.14). Zgled zanjo sem 
vzel kar iz podobnih komponent in določenih oblikovalskih pravil, ki jih dobimo na voljo 
na Twitterjevi razvijalski platformi. V Googlovem Material designu se kartice uporabljajo 
za predstavo vsebine in akcij enega samega predmeta, zato je to tudi najbolj smiselna 
komponenta za predstavo tvitov. V ogrodju Vuetify imamo na voljo kartico z značko »v-
card«. Znotraj tega mu lahko dodamo poljubne naslove, slike ali akcije. 
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Strukturo naše komponente gradimo tako, kot naše ogrodje s posebnimi HTML 
značkami. Ogrodje Vuetify nam ponuja tudi pomoč pri grajenju elementov za vse zaslone 
z gradniki kot so »v-layout« in »v-flex«, s katerimi lahko definiramo širino vsebine za 
različne zaslone. Zaradi zmožnosti Vuetifya in njegovih komponent s samimi kodiranjem  
nimamo veliko dela, ampak samo sestavljamo našo komponento. Čeprav želimo dobiti 
kartico, čim bolj podobno našemu prvotnemu dizajnu, se moramo zavedati, da zaradi 
specifik platforme in brskalnika lahko pride do odstopanj (Slika 3.15). 
 
 
Slika 3.15 Komponenta TweetCard z izmišljenimi podatki 
Slika 3.14 TweetCard komponenta 
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Osredotočil se bom še na to, kako pridobimo prave podatke iz našega REST API-ja. 
Vue.js za shranjevanje stanja aplikacije ponuja Vuex, ki se drži vzorca shranjevanja stanja 
Redux [46], kar pa je izven konteksta moje diplome. Vedeti je potrebno le, da imamo za to 
v aplikaciji mapo »store«, kamor definiramo različne tipe našega stanja, ki ga želimo 
beležiti. Vanj lahko potem shranjujemo dogodke v spremenljivke, beležimo akcije ter na 
podlagi teh spreminjamo stanje v naši aplikaciji, ki pa nima nobene skupne točke s samim 
pridobivanjem podatkov, zato imamo v ločeni mapi »api« še datoteki twitit.js, ki skrbi za 
komunikacijo z našim REST API-jem. Ta pošilja http zahtevke na naše končne točke in 
vrača podatke. V našem Vuex store definiramo akcije, ki se prožijo ob določenih dogodkih 
na zaslonu in tako pridobimo osvežene podatke z naše spletne storitve. 
Sedaj moramo samo še določiti, kdaj bomo sprožili akcijo za pridobivanje novih 
podatkov. To storimo takrat, ko uporabnik pride na zaslon s časovnico. V datoteki 
Timeline.vue, ki opisuje naš zaslon s časovnico v funkciji »created« izvršimo akcijo, ki bo 
poskrbela za osvežene podatke. Created je ena izmed predpisanih funkcij Vue.js, ki se 
sproži v tistem trenutku, ko naredimo našo komponento (Slika 3.16).  
Nato se čez naše podatke samo še sprehodimo ter vsaki naši tvit kartici dodelimo eno 
instanco objekta iz našega seznama tvitov (Slika 3.17). 
 
 
Slika 3.17 Izris vseh naših kartic z realnimi podatki 
3.4.2.2. Progresivnost aplikacije 
Elementi, ki delajo aplikacijo progresivno, so sledeči: 
• Definiral sem datoteko manifest.json, ki jo zaznavajo brskalniki. V njej 
sem ustvaril ikone različnih velikosti za različne naprave, ki jih uporabniki 
pridobijo ob namestitvi aplikacije na svoj domači zaslon, hkrati pa sem tudi 
določil, v kakšnem načinu lahko spletna aplikacija teče – kot celozaslonska 
in samostojna ali samo v okviru brskalnika. 
• Implementiral sem service worker. To je skripta, ki teče v ozadju neodvisno 
od spletne strani in lahko zato izvaja akcije, ki niso odvisne od uporabniške 
interakcije. Primer tega so obvestila in sinhronizacija podatkov v ozadju. 
Skrbi tudi za posredovanje med omrežjem in našo spletno stranjo in lahko 
v primeru, ko nimamo povezave, vrne zadnje podatke, ki so bili s povezavo 
še na voljo ter za predpomnjenje (ang. caching) ogrodja naše aplikacije in 
komponent, kjer podatki niso dinamični. Tako lahko zagotovimo vsaj 
osnovno delovanje brez internetne povezave in vračamo ogrodje aplikacije. 
V mojem primeru service worker poskrbi za predpomnjenje ogrodja 
aplikacije – to so vse HTML in JavaScript datoteke. S tem pridobimo na 
odzivnosti in hitrosti aplikacije ob vsakem novem nalaganju. Uredil sem 
tudi, da se ob klicu na REST API v primeru, da na voljo nimamo povezave, 
Slika 3.16 Naša akcija, ki vrača podatke o novih tvitih in funkcija 
created 
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vrne zadnji uspešen odgovor in tako uporabniku v vsakem primeru vrnemo 
tvite. 
• Uredil sem tudi komuniciranje spletne aplikacije z navigacijo na napravi. 
Uporabnik ob prihodu na stran dobi obvestilo, da ta želi uporabljati njegovo 
lokacijo. Če nam uporabnik to dovoli, mu stran z zemljevidom vrne tvite v 
njegovi bližini. 
 
S temi tehnikami sem izboljšal aplikacijo do te mere, da tehnično nevešč uporabnik 
sploh ne razloči med spletno in nativno aplikacijo. Tudi odzivnost in izgled sta primerljivi 
z nativno aplikacijo, s čemer je bil moj cilj dosežen (Slika 3.18).  
 
                 
 
Slika 3.18 Končni izgled časovnice in zaslona z zemljevidom pri progresivni spletni aplikaciji 
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3.4.3 Flutter nativna aplikacija 
Za razliko od PWA moramo na začetku razvoja Flutter aplikacij nekaj stvari 
konfigurirati. Ker je samo razvojno okolje še v procesu beta verzije, ki še ni dokončna, tudi 
sama namestitev ni tako enostavna kot uporaba Vue.js. S spletne strani flutter.io moramo 
prenesti SDK paket za Flutter, ki ga razpakiramo in nastavimo pot do te mape v našem 
operacijskem sistemu, da bo vedel, kje dostopati do programa. Po uspešni namestitvi lahko 
v terminalnem oknu vpišemo ukaz: 
 
flutter doctor 
 
Ta preveri stanje v operacijskem sistemu in če potrebujemo še kaj za uspešen razvoj 
Flutter aplikacij. Če nismo na računalniku z macOS, nam vrne rezultat zgolj s potrebami 
za Android platformo. Ko uspešno namestimo vse, odpremo naše razvojno okolje Android 
Studio, ki ga prilagodimo za razvoj na Flutterju in sicer tako, da namestimo še dodatek za 
razvoj Flutter aplikacij. V Android Studiu izberemo možnost za nov Flutter projekt in ga 
ustvarimo. Naredi se nam nov projekt z osnovno aplikacijo, ki ima ogrodje in gumb, s 
katerim povečujemo števec, ki se nam izpisuje sredi zaslona.  
Glavna datoteka, kjer se aplikacija inicializira, je v datoteki main.dart. Tam lahko v 
funkciji main zaženemo svojo instanco aplikacije s funkcijo »runApp«, ki kot argument 
poda našo instanco aplikacije. V osnovni strukturi (Slika 3.19) omenimo še datoteko 
pubspec.yml. YAML datoteke smo že spoznali v prejšnjem poglavju. Tudi tukaj to 
datoteko uporabljamo kot konfiguracijsko datoteko. Vanjo lahko dodajamo vtičnike iz 
spleta, ki jih potem uporabljamo v aplikaciji (v našem primeru vtičnik za Google Maps, 
Redux, …). Nastavimo lahko tudi osnovno pisavo in ali naša aplikacija uporablja Googlov 
Material Design, ki nam s tem avtomatsko vključi MD ikone. 
 
 
Slika 3.19 Struktura naše Flutter aplikacije 
 
Ker je Flutter Googlov projekt, so se odločili, da se bodo osnovni gradniki, ki jih imamo 
na voljo za uporabo, že od začetka držali pravil Material Designa in bo v tem stilu grajena 
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celotna platforma. Lahko bi izbral tudi Applov Cupertino design, ker pa sem svoje vizualne 
prototipe že gradil po pravilih MD [35], sem vzel kar prednastavljeno konfiguracijo in si s 
tem tudi olajšal delo, saj sem imel na voljo vse gradnike, ki sem jih potreboval za našo 
aplikacijo in ni bilo potrebno ukvarjati z implementacijo izgleda posameznih komponent.  
Sama razvijalska izkušnja je za začetnika izredno prijazna. Čeprav je ogrodje staro 
komaj dobro leto, je dokumentacija vrhunska. Tudi skupnost je že dovolj velika, da lahko 
hitro in učinkovito najdemo potrebne članke in vire za reševanje naših problemov. Vroča 
obnova (ang. hot reload) je ena boljših funkcionalnosti za razvoj nativnih aplikacij, saj 
lahko spremembe v kodi takoj vidimo na napravi. Če imamo izkušnje z objektnim 
programiranjem, se hitro naučimo delati z ogrodjem in lahko preproste aplikacije naredimo 
v zelo kratkem času, kar dela ogrodje odlično za izdelovanje delovnih prototipov preprostih 
aplikacij.  
Osnovna gradnika v Flutterju, iz katerih izhajajo vsi, sta gradnika iz razreda 
»StatelessWidget« in »StatefulWidget« [16]. Prvega uporabljamo takrat, ko naši gradniki 
ne shranjujejo kakršnegakoli stanja in bodo uporabljali le podatke, ki mu jih ob njegovem 
nastanku podamo. Taki gradniki samo prikazujejo podatke uporabnikom. StatefulWidget 
pa je dinamičen, saj nam omogoča ustvarjanje gradnikov, ki dinamično spreminjajo svojo 
vsebino čez čas ali ob uporabnikovi interakciji. Ni odvisen od stanja ali objekta, ki ga 
podamo ob njegovi inicializaciji.  
Vsi gradniki v Fluttru morajo implementirati metodo build, kjer definiramo strukturo, 
izgled in mu dodamo »child widgete«, s katerimi določimo končno podobo. Za prvi primer 
sem prikazal main.dart naše končne aplikacije (Slika 3.20). 
 
 
Slika 3.20 Izhodiščna točka naše aplikacije 
Glavni razred App razširi StatelessWidget, saj ta gradnik ne beleži nobenega stanja, ki 
bi spreminjal celotni kontekst App razreda. Vidimo tudi, da v metodi main zaženemo 
aplikacijo z »runApp«, ki ji podamo instanco našega razreda App. Gradnik App v metodi 
build vrne poseben tip osnovne Material Aplikacije, ki je child widget. Tako kot pri PWA 
aplikaciji, sem tudi tukaj za shranjevanje stanja uporabil Redux arhitekturo [46]. Z 
razredom »StoreProvider« naš pomnilnik, kjer je shranjeno stanje aplikacije, pripnemo na 
osnovni MaterialApp, v katerega pripnemo še naslov aplikacije, ki se pojavi v orodni vrstici 
ter določimo osnovni domači zaslon, ki je naš gradnik »Home« (Slika 3.21). 
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Sama arhitektura in struktura te aplikacije sta skoraj identični kot v PWA aplikaciji. 
Tudi tu imamo porazdelitev na enake zaslone in komponente. Prav tako imamo za 
komunikacijo z našo REST storitvijo narejen razred TwitItService, kjer imamo definirane 
enake akcije. Razlika je zgolj v specifičnosti programske kode za platformo.  
Primerjajmo implementacijo domačega zaslona, kjer držimo vse naše zaslone. Naš 
Home gradnik je StatefulWidget, ker beležimo kar nekaj internega stanja, ki ga gradnik 
potrebuje za uspešno delovanje. Vedeti moramo, kateri zaslon smo izbrali v navigacijskem 
meniju ter ga ustrezno prikazovati. Ob inicializaciji StatefulWidgeta moramo še poklicati 
metodo »createState«, ki ustvari stanje za naš gradnik. 
 
 
Slika 3.21 Gradnik Home, ki drži vse zaslone v naši aplikaciji 
Ob inicializaciji ustvarimo vse naše zaslone, ki so odvisni od navigacije – torej 
časovnico, časovnico z všečki in zemljevid. Shranimo jih v seznam po vrsti od leve proti 
desni. Definiramo tudi indeks, na katerem je trenutna navigacija. Vedno začnemo z 0, saj 
se tako začne štetje seznamov v jeziku Dart. Na gumbe v našem navigacijskem meniju 
vežemo funkcijo, ki ob pritisku nastavi nov indeks (Slika 3.22). Če v kateri izmed naših 
metod v razredu pokličemo metodo »setState«, lahko znotraj nje nastavimo novo vrednost 
razredne spremenljivke; s tem bomo spremenili stanje gradnika, kar bo sprožilo 
posodobitev celotnega pogleda. 
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Slika 3.22 Metoda, s katero nastavimo nov indeks v navigacijskem meniju 
V build metodi nato naš gradnik gleda, kakšen je trenutni indeks in glede na to nastavi 
pravi zaslon iz našega seznama zaslonov. Poleg tega v build metodi nastavimo še naše 
ogrodje aplikacije – torej orodno vrstico, ki je gradnik »AppBar«, in navigacijski meni 
»BottomNavigationBar« (Slika 3.23).  
 
 
Slika 3.23 Build metoda našega osnovnega gradnika Home 
3.4.3.1. Izdelava TweetCard gradnika 
Posamezna tvit kartica ima stanje, ki ga lahko spremenimo – všečkanje in deljenje, zato 
sem se odločil za StatefulWidget. Podobno kot pri PWA rešitvi sem tudi tukaj kartice zavil 
v gradnik, ki ovija vse naše kartice in omogoča drsanje po časovnici – »TweetList«. 
Zaradi preglednosti in pravil lepega programiranja sem v projektu naredil razred Tweet, 
ki mi je služil kot model in sem ga ustvaril s podatki iz mojega REST API-ja. Namesto 
JSON objektov sem kot pri PWA v kartice kot lastnost podajal objekte tipa Tweet, ki sem 
jih ustvaril po prejetju podatkov iz API-ja. Poleg podatkov o sami vsebini tvita pa sem 
podal tudi lastnost, če je kartica odprta na samostojnem zaslonu, in na podlagi tega dodal 
akcijo na kartico ob pritisku nanjo. Kot osnoven gradnik sem imel tudi tu na voljo kartico 
s pravili MD z imenom Card (Slika 3.24).  
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Slika 3.24 Build metoda našega gradnika TweetCard 
Naši osnovni kartici začnemo dodajati child widgete, s katerimi jo oblikujemo. 
Postavitve in poravnave lahko urejamo z gradniki kot so »Column« in »Row«, ki 
gradnikom dajeta postavitev v stolpce in vrstice. Zanimivost, ki nas lahko zmede, je ta, da 
je tudi obroba – (ang. Padding) samostojen gradnik. Svoj gradnik gradimo od zgoraj 
navzdol, če želimo dodati poravnavo ali obrobo, pa lahko celotne chid widgete samo 
zavijemo v nov gradnik. Pri gradnikih, kjer dodajamo gumbe za všečkanje in deljenje (ang. 
IconButton), moramo paziti, da uporabimo pravilno barvo glede na trenutno stanje naše 
aplikacije. Na gumbe dodamo tudi akcije, ki potem pošljejo zahtevek na strežnik. Naša 
končna kartica izgleda skoraj identično našemu vizualnemu prototipu (Slika 3.25). 
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Slika 3.25 Časovnica v nativni aplikaciji s karticami 
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3.5 Povzetek izkušenj z razvojem 
 
Pri obeh aplikacijah na koncu dobimo zadovoljiv rezultat. Ko sem za primerjavo vprašal 
tehnično nevešče uporabnike, so v večini raztrdili, da je razlika neopazna. Šele, ko sem jim 
omenil, da je eno spletna stran in drugo nativna aplikacija, so pozornejši dejali, da opazijo 
majhne razlike. Oba načina razvoja imata svoje prednosti in slabosti. Progresivne spletne 
aplikacije nimajo tako gladkih animacij, je pa objava aplikacije lažja in bolj dostopna 
uporabnikom.  Brskalniki so danes vseprisotni in ob objavi PWA lahko izboljšamo samo 
izkušnjo tudi na osebnih računalnikih.  
Tudi Flutter me je pozitivno presenetil. Misel, da bi lahko hkrati razvijal nativno 
aplikacijo za iOS in Android se je zdela še pred nekaj leti nemogoča. Izgled in razvijalska 
izkušnja sta me navdušili. V prihodnje bom za lažje nativne aplikacije zagotovo uporabljal 
Flutter.  
Ker je razvoj progresivnih spletnih aplikacij preprostejši, z več uporabnimi viri in 
problemi, ki so bili rešeni že neštetokrat, rezultat pa primerljiv, bi jih vedno uporabil za 
delovne prototipe. Spletnih razvijalcev je v industriji največ in s progresivnimi spletnimi 
aplikacijami lahko še večim razvijalcem omogočimo dostop do uporabnikov na mobilnih 
napravah. So prava smer za razvoj spleta in spletnih tehnologijih in mogoče je, da se čez 
nekaj let ne bomo več pogovarjali o razlikah med spletnimi in nativnimi aplikacijami. 
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4 Zaključek 
V uvodnih poglavjih sem opisal stanje tehnologij za razvijanje mobilnih aplikacij. 
Opisal sem sodobne prakse pri razvijanju mobilnih rešitev ter jih predstavil v praksi, kot to 
počnejo največja podjetja v industriji. Predstavil sem tudi novosti pri razvijanju zalednih 
sistemov in postopek razvoja takega sistema, ki sem ga uporabil za dostop do podatkov za 
svoj prototip. Prikazal sem različne načine prototipiranja, ki sem jih uporabil pri svojem 
praktičnem delu, kjer sem se tudi podrobneje posvetil razvoju in primerjavi razvoja 
progresivne spletne aplikacije in nativne aplikacije. O razvoju posameznih delov obeh 
aplikacij bi lahko napisal še veliko več. Že samo z omejenim opisom sem pokazal dovolj 
razlik ter prednosti posameznih rešitev.  
Obe rešitvi sta se izkazali kot zelo dobri in tako sem potrdil svojo tezo o progresivnih 
spletnih aplikacijah.  Mislim, da so te prihodnost samega spleta in tudi rešitev za mobilne 
naprave. Vsi trendi kažejo, da bo splet postal še večji, kot je sedaj. Glede na to, da se 
tehnologija na tem področju razvija s svetlobno hitrostjo in da so spremembe vsako leto 
ogromne, je dobro vprašanje, kam se bo usmeril razvoj mobilnih in spletnih rešitev že v 
naslednjih nekaj letih.
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