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1 Introduction
The area of adaptive systems is rapidly gaining scientific interest. Most re-
search seeks to enhance human computer interaction by adapting the system
to the user. This topic has already gained a lot of attention by various
authors, see: [1], [2], [3], [4], [7]. System adaptation involves the use of
incremental behaviour analysis for acquiring user models. It also involves
adaptation of the system behaviour to the user model.
A main part of adaptive systems is the user model. However such a user
model does not appear out of thin air. The model needs to be first initialised
and then incrementally updated based on the user’s actions. After that the
user model needs to be used for system adaptation.
Here we distinguish three different functions: user model initialisation,
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user model updating, and system adaptation. In figure 1 these three roles
are depicted. These three roles together are fullfilled by an adaptation engine.
Figure 1: The three roles involved with the user model
How this is done is described by an adaptation model.
In previous work [5, 6] we have gone into the issues involved in the de-
velopment of adaptation models. Further we have described a framework for
both classsification of and as a help in designing adaptation models.
In this paper we will describe the issues involved with such adaptation,
how those issues reflect on a prototype we have developed, and the prototype
itself.
2 Main concepts
A user modeling system is a system that shows adaptive behaviour con-
cerning its interaction with the user . For explaining the difference between
conventional systems, i.e interactive systems that do not employ user mod-
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Figure 2: Comparison of normal and user modeling systems
eling, (see figure 2(a)) and user modeling systems (see figure 2(b)) we first
need to describe conventional systems in a suitable way. Then we need to
describe user modeling systems, and compare them. In the next two sections
we will describe both conventional and user modeling systems.
Conventional interactive systems (see figure 2(a)) can be seen as state
machines that interact with a user. This interaction his handled by a user
interface. Each user action can induce a state change, after which new user
actions are possible.
In user modelling systems these user actions are also fed to the adaptation
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system which, in some way, uses them to update the user model. This user
model is then used for system adaptation.
In most cases one cannot perform the adaptation by directly storing
events and retrieving them from the user model without any processing.
In short we need processing that employs some kind of learning algorithm.
There is however a choice where in the adaptation process the processing
happens.
Concerning the location of the processing we can distinguish push, pull
and hybrid strategies [5, 6]. A push strategy performs most processing before
changing user model attributes. A pull model performs most processing at
the point where information is needed about the user. A hybrid model tries
to get on the middle ground in this. The choice of strategy is basically made
when an adaptation model is created.
User adaptation is most effective when much information about the user
can be gathered. The way most information can be gathered is to have many
applications that support user modelling. To enable this it is important to
to make it simple to integrate user modelling in these applications. The
adaptation engine serves this purpose in providing a standard interface for
user modelling.
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3 Adaptation engine implementation
In our adaptation engine we have aimed to provide an infrastructure for
easy creation and maintenance of adaptation models and the associated user
models. The engine provides the infrastructure where there are mainly two
functions that act as interface: postEvent and askQuestion.
The postEvent function is called by the system to pass events to the
adaptation engine. The allowed events are described in the adaptation model
that needs to be given as an argument when the adaptation engine is created.
Basically the event passing will initiate a rule evaluation procedure. This
evaluation procedure retrieves the rules related to this event from the adap-
tation model. Checks whether their conditions apply and in case they do,
they will be executed. The rule execution normally results into an update of
the user model.
The askQuestion function can be called when a system wants to know
about a property of the user. The possible questions are again defined in the
adaptation model. The asking of a function is similar to calling a function
in a functional programming language. A most minimal question will imme-
diately return the value of an attribute in the user model. A more elaborate
question will however use other intermediate questions and some calculation.
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4 Adaptation engine description
To evaluate the properties of different styles of user modeling and adaptation
we have implemented a prototype. This prototype provides an adaptation
engine. This engine is only weakly linked with other parts of the system.
The main interfaces of the engine are formed by two functions: postEvent
and askQuestion. The postEvent function is used to notify the adaptation
engine of the events that happened in the application. These events in result
in an update of the user model.
The askQuestion function is used by the application to ask information
about the user. The answers to these questions are directly useable by the
system for concrete decisions.
What is further required for the system is an adaptation model. This
adaptation model describes the transformations to the persistent user model
based on an event. Further it describes the persistent user model structure.
Finally it describes the functions that calculate the answers to questions
based on the persistent user model.
In our system questions are not allowed to have sideeffects. i.e. Questions
are not allowed to update the user model. This makes it safe for systems to
do multiple requests for the same information. It also implies that answers
are stable given a user model. This allows for the caching of answers (not
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implemented).
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Figure 3: Basic architecture of the prototype
Besides the actual engine we have also implemented two applications.
The first application is an adaptation model viewer (figure 4). This viewer
can be used for simulating the functioning of an adaptation model. It allows
an adaptation model to be loaded and events to be generated. It then shows
both the persistent user model and the answers to all questions.
The second application is an adaptation model editor (figure 5). This
editor allows the adaptation model to be edited more conveniently than by
editing the xml source. Editing the source xml files is especially cumbersome
because the adaptation model scripts are in xml format and as such need both
xml escaping and explicit line ends. With the editor this is automatically
taken care of.
Further the editor includes the possibility to perform a life test on the
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Figure 4: The adaptation model viewer
Figure 5: The adaptation model editor
adaptation model being edited, by invoking the adaptation model viewer on
the current model.
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5 Conclusion
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