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Resumo A interface de utilizador e´ essencial para o sucesso de uma
aplicac¸a˜o, ora a sua implementac¸a˜o requer tempo e esforc¸o. Metodologias
baseadas em modelos suportadas por uma gerac¸a˜o automa´tica teˆm sido
propostas como soluc¸a˜o para reduzir os custos de desenvolvimento. No
entanto, um elevado n´ıvel de automac¸a˜o nestas abordagens requer o uso
de modelos detalhados da interface, originando complicac¸o˜es. Por um
lado, esta perspetiva e´ contra´ria a uma concec¸a˜o baseada no progressivo
refinamento de mockups, t´ıpica do desenvolvimento de interfaces. Por
outro lado, obriga uma distinc¸a˜o entre os modelos utilizados na lo´gica
de nego´cio e na interface. Este artigo propo˜e uma abordagem para gerar
a interface de utilizador baseada diretamente em modelos estruturais da
lo´gica de nego´cio. A identificac¸a˜o do domı´nio de aplicac¸a˜o e´ um factor
chave da metodologia, permitindo automatizar o processo de gerac¸a˜o.
Por sua vez a separac¸a˜o entre conteu´do e forma favorece o refinamento
iterativo das interfaces geradas.
Palavras Chave: Gerac¸a˜o Automa´tica de Interfaces de Utilizador,Model-
driven engineering, Model-Based User Interface Development
1 Introduc¸a˜o
Na sociedade moderna um vasto leque de pessoas tem acesso a` tecnologia,
estando acostumado a usa´-la no seu dia a dia. Sendo a interface de um sistema
o u´nico meio de comunicac¸a˜o com o utilizador, esta torna-se num fator decisivo
para o sucesso das aplicac¸o˜es [1].
Estudos realizados na de´cada de 1980 e 1990 mostraram que quase 50% do
esforc¸o de desenvolvimento de uma aplicac¸a˜o e´ dedicado a` Interface de Utili-
zador (IU). A crescente complexidade das interfaces requer soluc¸o˜es de desen-
volvimento inovadoras, dificultando o seu processo de criac¸a˜o. Tudo leva a crer
[2] que o tempo gasto na sua implementac¸a˜o continua significativo, sendo a sua
reduc¸a˜o uma forma de otimizar o desenvolvimento das aplicac¸o˜es [3,4,5].
Diversos tipos de ferramentas teˆm sido criados para facilitar e acelerar a
gerac¸a˜o de interfaces. Na maioria dos casos necessitam da enunciac¸a˜o expl´ıcita de
cada elemento gra´fico, como por exemplo as ferramentas de especificac¸a˜o gra´fica
e as baseadas em linguagens. Um processo de criac¸a˜o dependente exclusivamente
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destas perspetivas permanece lento e penoso [1,6,7,8]. Todavia, as ferramentas
baseadas em modelos destacam-se por fornecer um certo grau de automac¸a˜o ao
processo de criac¸a˜o, reutilizando esforc¸o pre´vio de desenvolvimento. A utilizac¸a˜o
destas ferramentas tem sido explorada como potencial soluc¸a˜o do problema,
dando origem ao Model-Based User Interface Development (MBUID).
Questiona-se enta˜o o porqueˆ das ferramentas baseadas em modelos na˜o se
terem tornado a norma no desenvolvimento automatizado de IU. Nesta cate-
goria o n´ıvel de automac¸a˜o tende a ser reduzido. Um aumento no grau de au-
tomac¸a˜o e´ geralmente traduzido pela inclusa˜o de informac¸a˜o adicional por parte
do utilizador da ferramenta, complexificando a elaborac¸a˜o dos modelos [2]. As
ferramentas que focam a automac¸a˜o falham em diversos aspetos na produc¸a˜o
das interfaces. Em particular, tendem a ser criticadas pela fraca integrac¸a˜o no
processo de desenvolvimento de software. Por um lado, uma gerac¸a˜o baseada
em modelos tende a ter problemas na integrac¸a˜o com o processo criativo dos
designers, tendo um impacto negativo na qualidade da IU gerada [9]. Por outro,
os modelos utilizados tendem a divergir dos modelos da camada de nego´cio usa-
dos em abordagens Model-driven engineering (MDE), levantando problemas de
coordenac¸a˜o e produtividade [2,10].
Este artigo apresenta uma nova abordagem, suportada pela ferramenta MO-
DUS (MOdel-based Developed User Systems), propondo a seguinte lista de con-
tribuic¸o˜es:
– Tira partido da separac¸a˜o entre a definic¸a˜o do conteu´do e aspeto gra´fico da
interface (neste caso, para aplicac¸o˜es Web) de forma a gerar “esqueletos”,
os quais podera˜o ser refinados pelos designers.
– Centra-se no uso de ummodelo estrutural do sistema, um diagrama de classes
em Unified Modelling Language (UML) [11], promovendo a integrac¸a˜o entre
as abordagens MDE e MBUID. O diagrama de classes por definic¸a˜o enuncia
todas as classes e respetivas relac¸o˜es necessa´rias para o desenvolvimento do
sistema, sendo fundamental num contexto de MDE. Na abordagem proposta,
aparenta ser uma opc¸a˜o apropriada pois as entidades que o compo˜em sa˜o
decisivas no conteu´do da aplicac¸a˜o, sendo espec´ıficos a` mesma.
– Tira partido da definic¸a˜o pre´via do domı´nio da aplicac¸a˜o para limitar a
necessidades de modelos adicionais no processo de criac¸a˜o, possibilitando um
processo de gerac¸a˜o substancialmente mais automatizado. Com efeito, para
o mesmo domı´nio de aplicac¸a˜o, constata-se que as interfaces de utilizador
tendem a ser semelhantes em navegac¸a˜o, estrutura e componentes visuais.
– Nesta abordagem o conceito de Evolutionary Prototyping [12] e´ indispensa´vel.
O utilizador da ferramenta tem a capacidade de manipular o resultado em
qualquer uma das etapas do processo de gerac¸a˜o, o qual sera´ refinado ate´ a
obtenc¸a˜o da interface final. Grac¸as ao seu cariz iterativo a interface elaborada
satisfaz um maior nu´mero de requisitos do utilizador.
– Integra a possibilidade de selec¸a˜o de detalhes de apareˆncia da interface, tal
como front end frameworks, responsive design para diferentes dispositivos,
templates, entre outros. Deste modo, o utilizador tera´ um maior controlo
sobre o aspeto visual do resultado final da gerac¸a˜o.
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O artigo esta´ organizado segundo a seguinte estrutura. A secc¸a˜o 2 introduz
os conceitos de base e a secc¸a˜o seguinte 3 aborda trabalhos relacionados ao
contexto da abordagem. Posteriormente e´ apresentada a metodologia proposta
e a ferramenta que a suporta na secc¸a˜o 4 e 5, respetivamente. Por fim, a secc¸a˜o
6 apresenta concluso˜es e o trabalho futuro a ser realizado.
2 Contextualizac¸a˜o
2.1 Model-Driven Engineering
Os modelos, na engenharia de software, permitem que os programadores
analisem o sistema antes de iniciar a implementac¸a˜o, concretizando idealmente
a especificac¸a˜o que levara´ a` soluc¸a˜o final. Ao longo do tempo esta tendeˆncia
tornou-se para muitos a norma, dando origem ao paradigma de MDE [13,14].
Nesta metodologia, modelos de alto n´ıvel de abstrac¸a˜o, que representam o
problema que o sistema enfrenta, sa˜o convertidos sucessivamente em modelos de
n´ıvel inferior, com o objetivo de os transformar em sistemas executa´veis [13,14].
Esta conversa˜o pode ser manual ou automatizada. Em ambas abordagens a uti-
lizac¸a˜o de modelos permite assegurar a coereˆncia no desenvolvimento do soft-
ware, garantindo uma melhor qualidade e correc¸a˜o do resultado final. Acima de
tudo, ao recorrer a uma transformac¸a˜o automa´tica dos modelos para o co´digo
executa´vel, assegura-se uma reduc¸a˜o do tempo de desenvolvimento [10,15].
MDE e´ tipicamente aplicada a` criac¸a˜o das camadas da lo´gica de nego´cio e de
dados [16,17]. Todavia os modelos elaborados neste contexto poderiam ser reuti-
lizados para a gerac¸a˜o da IU, sendo uma das premissas da abordagem proposta.
2.2 Model-Based User Interface Development
MBUID tende a ser visto como MDE de interfaces de utilizador. E´ uma
metodologia que procura reduzir a quantidade de tempo e esforc¸o despendida no
desenvolvimento da IU, garantindo a qualidade da interface produzida [10,15,18].
A Cameleon Reference Framework, amplamente aceite como a arquitetura de
refereˆncia para MBUID, especifica quatro n´ıveis principais de modelac¸a˜o[19,20,21]:
1. Modelo de Domı´nio e Tarefas - descric¸a˜o das tarefas do utilizador e dos
conceitos de domı´nio relacionados com a sua realizac¸a˜o.
2. Abstract User Interface (AUI) - descric¸a˜o da interface em termos de
Abstract Interaction Units ouAbstract Interaction Objects e respetivas relac¸o˜es.
AUI e´ independente da tecnologia e modalidade de interac¸a˜o.
3. Concrete User Interface (CUI) - descric¸a˜o da interface em termos de
Concrete Interaction Units ou Concrete Interaction Objects, definindo o
layout e a navegac¸a˜o. Sendo a CUI dependente da modalidade de interac¸a˜o,
descreve o Look & Feel da aplicac¸a˜o.
4. Final User Interface (FUI) - descric¸a˜o da interface em termos do co´digo
fonte, quer numa linguagem de programac¸a˜o ou de mark-up. A FUI pode ser
interpretada ou executada, apo´s compilac¸a˜o do co´digo.
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A gerac¸a˜o em MBUID baseia-se em modelos declarativos de alto n´ıvel. No
entanto e´ frequente usarem-se modelos detalhados sobre diferentes aspetos da
interface. Este facto limita a aceitac¸a˜o da abordagem, pois existe um custo acres-
cido de modelac¸a˜o, quer em nu´mero de modelos, quer em esforc¸o de elaborac¸a˜o
[10,15,18]. Decidiu-se, assim, centrar a abordagem proposta num processo de
gerac¸a˜o baseado num modelo estrutural do sistema complementando com a es-
pecificac¸a˜o do domı´nio da aplicac¸a˜o. Este diagrama e´ a base da criac¸a˜o, parcial
ou completa, da IU, podendo ser refinada com apoio de ferramentas adequadas.
3 Trabalho Relacionado
Diversas abordagens baseadas em modelos teˆm vindo a ser desenvolvidas,
tentando responder aos desafios trazidos pela evoluc¸a˜o das interfaces de utiliza-
dor. Podem ser identificadas quatro gerac¸o˜es de ferramentas MBUID.
As ferramentas da primeira gerac¸a˜o baseavam-se nummodelo declarativo uni-
versal, apoiando-se numa criac¸a˜o totalmente automatizada. O foco era a gerac¸a˜o
de aplicac¸o˜es Desktop baseadas em operac¸o˜es Create, Read, Update and Delete
(CRUD), como as apresentadas em [22,23,24]. As interfaces tendiam a ser sim-
ples, seguindo sempre o mesmo modelo visual.
A segunda gerac¸a˜o define o modelo da IU como uma composic¸a˜o de modelos
declarativos. A criac¸a˜o da interface e´ um processo cumulativo, procurando me-
lhorar a qualidade da IU a` custa da especificac¸a˜o de modelos adicionais. Nestas
ferramentas o n´ıvel de automac¸a˜o tende a ser baixo, sendo que um aumento no
grau de automac¸a˜o implica a inclusa˜o de informac¸a˜o auxiliar sobre a interface.
A terceira gerac¸a˜o foca-se nos desafios trazidos pelo aparecimento de novos
dispositivos e plataformas. TERESA [25] e´ um exemplo t´ıpico desta gerac¸a˜o.
Para solucionar os problemas a especificac¸a˜o e´ dependente do contexto. Para
cada contexto suportado, e´ necessa´rio definir novas verso˜es dos modelos. Para
IUs de aplicac¸o˜es web, o uso de tecnologias front end como Javascript e CSS3
permitem aumentar significativamente a compatibilidade entre diferentes dispo-
sitivos e plataformas em tempo de execuc¸a˜o [26]. A integrac¸a˜o dessas tecnologias
no processo de gerac¸a˜o podera´ ser uma alternativa a` especificac¸a˜o do contexto.
A quarta gerac¸a˜o centra-se na elaborac¸a˜o de interfaces sens´ıveis ao contexto,
atrave´s do desenvolvimento multi-path [27] e na integrac¸a˜o com web services.
A proposta apresentada e´ em grande medida ortogonal a estas preocupac¸o˜es,
focando-se, nesta fase, em fornecer uma soluc¸a˜o eficiente para a criac¸a˜o de inter-
faces, tendo como ponto de partida modelos estruturais da camada de nego´cio.
Os desenvolvimentos verificados em MBUID teˆm vindo a ser aplicados na
indu´stria de software. Ferramentas foram elaboradas adotando alguns conceitos
mais estabilizados deste paradigma. Exemplos sa˜o Outsystems [28] e Integranova
[29]. Outsystems pretende aumentar a produtividade dos programadores. Em-
bora crie uma IU a partir de um modelo de base de dados, o n´ıvel de automac¸a˜o
e´ relativamente baixo, sendo a interface constru´ıda num editor What You See Is
What You Get (WYSIWYG). Por sua vez, Integranova visa a criac¸a˜o de todas
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as camadas da aplicac¸a˜o. Gera uma IU baseada em CRUD com um alto n´ıvel
de automac¸a˜o, sem possibilidade de melhoria durante o processo.
De um modo geral, constata-se que as ferramentas mais automatizadas ne-
cessitam da inclusa˜o de informac¸a˜o adicional, gerando interfaces mais r´ıgidas
e menos apelativas. As ferramentas mais flex´ıveis requerem uma maior inter-
venc¸a˜o do utilizador, na˜o resolvendo a questa˜o dos custos de desenvolvimento.
A abordagem proposta neste artigo tenciona conciliar ambos aspetos, procu-
rando contribuir para a soluc¸a˜o do problema.
4 Abordagem
A Figura 1 resume a abordagem apresentada neste artigo. Em termos gerais,
o processo interpreta o input do utilizador para gerar a IU, sob a forma de uma
interface Web. No entanto, a abordagem conte´m etapas interme´dias. Na Figura
1 cada etapa esta´ etiquetada numericamente, sendo o fluxo representado por
setas. Os dados de entrada esta˜o etiquetados alfabeticamente, em maiu´sculas
os fornecidos pelo utilizador (espec´ıficos de uma interface em concreto) e em
minu´scula os disponibilizados pela ferramenta (de uma aplicac¸a˜o gene´rica).
Figura 1: Visa˜o global da abordagem
O processo e´ iniciado com (Figura 1, input do Utilizador): A) o diagrama de
classes em UML no formato ecore [30] (ver exemplo na Figura 2); B) o domı´nio
da aplicac¸a˜o, o qual e´ explicitado na ferramenta; C) informac¸a˜o adicional sobre
a gerac¸a˜o da IU, como por exemplo a front end framework a utilizar, a qual e´
definida na ferramenta. Estes dados sa˜o essenciais para todo o processo.
A gerac¸a˜o da interface e´ composta por treˆs etapas interme´dias. Na primeira
etapa interpretam-se os dados de entrada atrave´s de a) padro˜es arquitecturais e
b) bases de conhecimento semaˆntico, de forma a identificar entidades relevantes
no modelo. Na segunda etapa definem-se as pa´ginas da interface, a n´ıvel de
conteu´do e navegac¸a˜o, a partir de c) um modelo abstrato da interface para o
domı´nio inicialmente definido. Na terceira etapa procede-se a` concretizac¸a˜o das
componentes interme´dias da interface, nomeadamente modos de representac¸a˜o
de entidades e layouts das pa´ginas, atrave´s do uso de d) templates.
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Figura 2: Diagrama de Classes em UML de uma aplicac¸a˜o web do tipo eCom-
merce
4.1 Reconhecimento das Classes Standard
Uma entidade, por outras palavras, uma classe do diagrama de classes, pode
ser associada a uma classe standard. As classes standard correspondem a clas-
ses que usualmente existem na modelac¸a˜o de um dado domı´nio de aplicac¸a˜o.
Um exemplo seria associar a entidade Artigo da Figura 2 a` classe Product no
domı´nio eCommerce. Esta ana´lise permite estabelecer a base de muitas das de-
ciso˜es tomadas sobre o desenho da interface ao longo do processo de criac¸a˜o. O
processo de associac¸a˜o e´ efetuado em duas etapas. A primeira etapa consiste na
identificac¸a˜o de padro˜es arquiteturais em que as classes standard tipicamente
esta˜o envolvidas. A segunda etapa resume-se a` estimativa do grau de compati-
bilidade entre o nome da entidade identificada e o da classe standard.
Na primeira etapa, transforma-se o conhecimento presente no diagrama de
classes numa ontologia Prolog. Optou-se por usar uma linguagem de programac¸a˜o
lo´gica de modo a inferir sobre a base de conhecimento da ontologia extrapolada.
Desta forma, a informac¸a˜o das entidades e´ expressa em factos, pois sa˜o predi-
cados que representam o diagrama. Por sua vez, cada padra˜o e´ descrito numa
regra, a qual e´ consultada para obter a veracidade da correspondeˆncia com cada
uma das entidades. Este processo baseia-se na abordagem apresentada em [32].
A base de conhecimento e´ composta por dois tipos de factos, representados
na Listagem 1.1. O facto da linha 1 enuncia a existeˆncia de uma entidade com
o nome E (Entity). O facto da linha 2 especifica a existeˆncia de uma relac¸a˜o
entre entidades, sendo: R (Relation) o nome da relac¸a˜o; F (From) a entidade
de partida; T (To) a entidade de chegada; L (Lower Bound) o limite inferior e,
por fim, U (Upper Bound) o limite superior da cardinalidade de T na relac¸a˜o.
Um exemplo e´ apresentado na Listagem 1.2, no qual existem duas entidades,
Comprador e Enderec¸o, em que um comprador pode ter mu´ltiplos enderec¸os.
1 en t i t y (E) .
2 r e l a t i o n (R,F ,T,L ,U) .
Listagem 1.1: Factos da ontologia em Prolog
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1 en t i t y ( comprador ) .
2 en t i t y ( endereco ) .
3 r e l a t i o n ( enderecos , comprador , endereco , 0 , n ) .
Listagem 1.2: Exemplos de Factos da ontologia em Prolog
Uma interrogac¸a˜o corresponde a` verificac¸a˜o da existeˆncia de um padra˜o de
relacionamento entre classes. Neste contexto, um padra˜o de relacionamento re-
trata um conjunto de relac¸o˜es espec´ıficas existentes entre uma classe standard
e as restantes, as quais tendem a ser replicadas em modelac¸o˜es de aplicac¸o˜es
pertencentes ao mesmo domı´nio. Por exemplo, a Listagem 1.3 descreve o padra˜o
da classe standard Address do domı´nio eCommerce. E´ definido que uma classe U
(Utilizador) possui enderec¸os e que uma classe O (Encomenda) tem pelo menos
um enderec¸o, sendo que A (Enderec¸o) e´ uma entidade da ontologia.
1 ecommerce address pattern (A) : 
2 en t i t y (A) , % Address i s an e n t i t y
3 r e l a t i o n ( R ,U,A, M, N) , % User has Address
4 h a s a t l e a s t (O,A, 1 ) , % Order has at l e a s t 1 Address
5 d i f f e r e n t (A,U) , d i f f e r e n t (A,O) , d i f f e r e n t (O,U) .
Listagem 1.3: Exemplo de um padra˜o de relacionamento em Prolog
Uma vez que diferentes padro˜es podem coincidir entre eles, e´ provave´l que
para cada classe standard sejam identificadas mais do que uma entidade va´lida.
Desta forma e´ necessa´rio um mecanismo de selecc¸a˜o da soluc¸a˜o mais prova´vel
de cada lista de resultados. E´ assim iniciada a segunda etapa.
Uma classe standard possui um diciona´rio (um documento CSV) que agrega
um conjunto de sino´nimos com a respetiva probabilidade de corresponderem ao
nome da classe em questa˜o. O nome de uma entidade va´lida e´ pesquisado no
diciona´rio, sendo comparado a cada um dos registos. A percentagem de acerto e´
ajustada conforme o grau de semelhanc¸a com o sino´nimo e a respetiva probabili-
dade encontrada no documento. A entidade com maior probabilidade e´ definida
como soluc¸a˜o da classe standard. Uma ana´lise semelhante e´ efetuada para os
atributos standard, tendo desta vez em conta os seus tipos respetivos.
4.2 Mapa de Conteu´do e Navegac¸a˜o
Nesta abordagem e´ utilizado um modelo auxiliar, o mapa de navegac¸a˜o e
conteu´do. Este modelo, sob a forma de diagrama, permite representar na˜o so´
as pa´ginas, porc¸o˜es de pa´ginas (parciais) e os respetivos conteu´dos, bem como
a navegac¸a˜o entre os elementos. Este diagrama unifica num modelo toda a in-
formac¸a˜o necessa´ria para a gerac¸a˜o da IU de um dado domı´nio de aplicac¸a˜o.
A representac¸a˜o deste mapa e´ baseada num diagrama de estados em UML ja´
que este modelo permite enunciar os diferentes estados pelo qual um objeto pode
transitar durante a execuc¸a˜o de um sistema. Esta perspetiva pode ser comparada
a`s transic¸o˜es entre pa´ginas ou mudanc¸as de conteu´do durante a execuc¸a˜o de uma
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Figura 3: Exemplo demonstrativo do Mapa de navegac¸a˜o e conteu´do (fragmento)
aplicac¸a˜o baseada em browser. Devido a` necessidade de especificar igualmente o
conteu´do, foi necessa´rio adaptar a interpretac¸a˜o de alguns elementos:
Estado Representa uma pa´gina, parcial, secc¸a˜o de pa´gina ou modo de repre-
sentac¸a˜o de uma entidade. Os tipos associados a esta componente sa˜o distin-
guidos pelos identificadores ou pela sua localizac¸a˜o no diagrama. Se o estado
estiver numa regia˜o de outro estado, corresponde a uma secc¸a˜o da pa´gina
(ver 2) da Figura 3). Os identificadores dos parciais sa˜o iniciados pelo cara´ter
’ ’ (ver 3) da Figura 3) e os identificadores dos modos de representac¸a˜o de
entidades sa˜o delimitados por ’<’ e ’>’ (ver 4) da Figura 3). Os restan-
tes estados identificam pa´ginas (ver 1) da Figura 3). Os estados possuem
atributos para representar informac¸a˜o auxiliar.
Estado final Indica a sa´ıda de uma transic¸a˜o por uma condic¸a˜o espec´ıfica (ver
5) da Figura 3).
Estado inicial Indica a pa´gina inicial da interface (ver 6) da Figura 3).
Transic¸a˜o Indica uma transic¸a˜o, substituic¸a˜o ou composic¸a˜o, dependendo do
elemento de destino (ver 7) da Figura 3). Uma transic¸a˜o para uma pa´gina re-
presenta uma mudanc¸a de pa´gina. Uma transic¸a˜o para um parcial representa
a substituic¸a˜o do conteu´do da secc¸a˜o de origem. Finalmente, uma transic¸a˜o
para um modo de representac¸a˜o equivale a uma composic¸a˜o de conteu´do.
Condic¸a˜o Enuncia os identificadores relacionados com uma transic¸a˜o (ver 8)
da Figura 3).
Um exemplo e´ apresentado na Figura 3. O mapa descreve que o sistema
tera´ uma pa´gina inicial homepage. Esta pa´gina tem uma secc¸a˜o #sidebar que
conte´m o parcial index sidebar category, composto por uma repetic¸a˜o de
show sidebar category, o qual inclui o modo de representac¸a˜o sidebar da
classe Category. Esta combinac¸a˜o e´ frequentemente usada para representar uma
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lista de um parcial ou de uma entidade segundo um dado modo. A pa´gina
homepage e´ composta por uma lista de Produto em min, sendo que cada elemento
reencaminha para a pa´gina product caso o estado na˜o seja index min product.
4.3 Gerac¸a˜o das componentes interme´dias da IU
Nesta abordagem e´ estipulada que uma pa´gina e´ composta por um layout,
que ira´ definir a sua estrutura, e um conjunto diferentes entidades, que ira˜o
definir o seu conteu´do. Para esse efeito os modos de representac¸a˜o definem, para
a tecnologia da FUI, as diferentes formas de representar uma dada entidade
na aplicac¸a˜o. Exemplos seriam uma representac¸a˜o completa, em miniatura, ou
hyperlink de uma classe. Se na˜o estiver associado a uma entidade, um modo
de representac¸a˜o descreve um conteu´do independente da modelac¸a˜o, como por
exemplo um slideshow de uma pa´gina. Por sua vez um layout identifica, na
tecnologia da FUI, as secc¸o˜es que definem a pa´gina. Nomeadamente, explicita
uma combinac¸a˜o de secc¸o˜es, sendo estas por exemplo headers, footers, entre
outros.
O processo de criac¸a˜o destas componentes e´ executado pelo parsing de tem-
plates fornecidos pela ferramenta ou, se assim o pretender, pelo utilizador. Du-
rante a gerac¸a˜o, o template e´ adaptado ao input fornecido no programa bem como
a`s respetivas alterac¸o˜es efetuadas pelo utilizador. Os templates sa˜o expressos em
HTML, contendo atributos espec´ıficos para apoiar a criac¸a˜o do output, indicando
as ac¸o˜es a executar, elementos da modelac¸a˜o, interface ou mapa de navegac¸a˜o.
No entanto, durante a etapa final sa˜o removidos de forma a na˜o polu´ırem a FUI.
Os templates podem ser modificados pelo utilizador em runtime, personalizando
assim as componentes interme´dias que ira˜o compor a FUI.
Uma criac¸a˜o a` base de templates permite estabelecer um mecanismo de
gerac¸a˜o independente do resultado. A adic¸a˜o, remoc¸a˜o ou manipulac¸a˜o dos tem-
plates na˜o influencia a implementac¸a˜o do processo. Esta metodologia adequa-se
a` a´rea das interfaces de utilizador, em que conceitos de este´tica sa˜o frequente-
mente alterados, sofrendo uma evoluc¸a˜o constante. A variedade de templates e
possive´is combinac¸o˜es permite aumentar a flexibilidade da IU criada. Por sua
vez, a importac¸a˜o de templates incrementa a diversidade de soluc¸o˜es geradas.
5 O Plugin MODUS
A abordagem proposta neste documento e´ sustentada pela ferramenta MO-
DUS. Em termos de implementac¸a˜o, o proto´tipo da ferramenta e´ um plugin do
Integrated Development Environment (IDE) Eclipse [31], sendo desenvolvido em
Java. Por ser uma extensa˜o, beneficia dos recursos disponibilizados pelo IDE, no-
meadamente dos editores gra´ficos e da marcac¸a˜o de documentos para validac¸a˜o.
Esta integrac¸a˜o adiciona uma nova funcionalidade ao IDE, evitando que o utili-
zador instale um software adicional.
25
(a) Arranque do plugin MODUS (b) Input do Utilizador
(c) Associac¸a˜o das classes standard (d) Mapa de conteu´do e navegac¸a˜o
(e) Modos de representac¸a˜o das entidades (f) Layouts das pa´ginas
Figura 4: Interface do plugin MODUS
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5.1 Input do Utilizador
Para iniciar a execuc¸a˜o do plugin, e´ necessa´rio importar o diagrama de classes
no IDE. Uma vez carregado, pode-se selecionar, no menu de contexto associado
ao formato ecore, a opc¸a˜o de gerar a IU pelo MODUS. Para efeitos de demons-
trac¸a˜o considera-se o modelo apresentado na Figura 2 (ver Figura 4a). Apo´s
selecionar a opc¸a˜o, o ficheiro e´ validado. Caso sejam detetados erros, e´ aberto,
no IDE, o documento com as respetivas marcac¸o˜es.
A Figura 4b expo˜e o menu de configurac¸a˜o da gerac¸a˜o, sendo o primeiro
contacto com a interface do plugin. O menu possibilita a selec¸a˜o do domı´nio de
aplicac¸a˜o e das especificac¸o˜es da interface (as quais, no estado atual do proto´tipo,
encontram-se incompletas). Os boto˜es de Next, Back, Cancel e Finish permitem,
respetivamente, continuar, retroceder, cancelar e terminar o processo de gerac¸a˜o.
O bota˜o de ajuda disponibiliza alguma informac¸a˜o sobre a etapa atual.
5.2 Associac¸a˜o das Classes standard
A Figura 4c apresenta a interface dedicada a` associac¸a˜o das entidades as res-
petivas classes standard. O resultado calculado e´ exibido, podendo ser modificado
pelo utilizador. Os boto˜es attributes abrem uma janela semelhante dedicada aos
atributos da entidade. Pelo momento, a gama de atributos standard conhecidos
pela ferramenta e´ reduzida.
5.3 Mapa de Conteu´do e Navegac¸a˜o
A Figura 4d apresenta a interface dedicada ao mapa de navegac¸a˜o e conteu´do
(ver exemplo da Figura 3). Caso pretenda, o utilizador pode alterar o mapa
atrave´s do bota˜o Update, o qual desencadeia a abertura do diagrama no editor
gra´fico disponibilizado pelo IDE. O utilizador pode igualmente importar outro
modelo da lista de mapas da ferramenta, atrave´s do bota˜o Upload.
5.4 Modos de Representac¸a˜o das Entidades
A Figura 4e expo˜e a interface dedicada aos modos de representac¸a˜o das en-
tidades. O drop down situado no topo (Select an Entity) permite selecionar
uma entidade. Esta escolha desencadeia a listagem, no lado esquerdo da inter-
face (Display Mode List), dos modos de representac¸a˜o associados a` entidade. A
selec¸a˜o de um dos modos, preenche o lado direito da interface com a respetiva
informac¸a˜o. Os tabs permitem aceder aos tipos de apresentac¸a˜o dispon´ıveis para
cada modo: exibic¸a˜o (Show), que exibe a entidade na aplicac¸a˜o segundo um dado
modo, e formula´rio (Form), que apresenta o formula´rio na aplicac¸a˜o do modo
em questa˜o. No exemplo da Figura 4e o modo min e´ apenas composto pelo tipo
Show. Para cada alternativa e´ referido o template associado e as componentes
da entidade permitidas pelo mesmo.
O bota˜o Modify Template permite associar um novo template, quer seja sele-
cionado a partir de uma lista pre´-definida, quer seja carregado pelo utilizador. O
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(a) Template original do
modo list da entidade
artigo (ver Figura 2)
(b) Template ajustado do
modo list da entidade
artigo (ver Figura 2)
(c) Template modificado
do modo list da entidade
artigo (ver Figura 2)
Figura 5: Evoluc¸a˜o de um modo de representac¸a˜o na ferramenta
template e´ atualizado conforme a respetiva modelac¸a˜o antes de ser apresentado
na ferramenta (ver Figura 5a). A ter em conta que no caso particular do template
da Figura 5b ha´ uma restric¸a˜o do conteu´do a um grupo de atributos espec´ıficos.
Por sua vez, O bota˜o Update Representation permite editar o modo no editor
HTML do IDE, tal como demonstrado na Figura 5c.
5.5 Layouts das Views
A Figura 4f apresenta a interface dedicada aos layouts das pa´ginas. Esta
janela aproxima-se a` interface dos modos de representac¸a˜o de entidades, sendo
a sua interac¸a˜o com o utilizador semelhante. O drop down (Select a Layout)
permite selecionar um layout. A listagem a` esquerda enumera as secc¸o˜es de
um layout, sendo que cada checkbox define a existeˆncia da respetiva secc¸a˜o no
layout. A` direita apresentam-se os dados da secc¸a˜o selecionada. Os templates sa˜o
igualmente ajustados conforme as alterac¸o˜es efetuadas no plugin.
5.6 Gerac¸a˜o da interface
Apo´s terem sido efetuados os ajustes a`s componentes interme´dias da inter-
face, e´ poss´ıvel iniciar a criac¸a˜o da FUI. A interface final sera´ composta por
elementos utilizados no co´digo da lo´gica de nego´cio: os parciais (ver exemplo
da Figura 6) e os layouts (ver exemplo da Figura 7) das pa´ginas da aplicac¸a˜o.
Apo´s a gerac¸a˜o desses elementos, a FUI sera´ acompanhada por um conjunto
de pa´ginas esta´ticas que ira˜o simular a interface por completo (ver exemplo da
Figura 8) . Estas pa´ginas sa˜o elaboradas pela composic¸a˜o dos layouts com os
parciais, conforme a sua definic¸a˜o no mapa de navegac¸a˜o e conteu´do.
Note-se que, a interface apresentada nas Figuras 7, 6 e 8, representa uma
versa˜o simples da IU gerada automaticamente. O objetivo e´ mostrar que e´ via´vel
gerar as interfaces com conteu´dos relevantes para a aplicac¸a˜o. No entanto, atrave´s
do recurso a front-end frameworks apropriadas, esta´ ja´ a ser desenvolvido suporte
a` personalizac¸a˜o avanc¸ada da interface.
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Figura 6: Parcial index list product (ver Figura 2)
Figura 7: Layout default (ver Figura 2)
6 Concluso˜es e Trabalho Futuro
Este documento apresentou uma abordagem baseada em MDE e MBUID
para a gerac¸a˜o de interfaces de utilizador com um alto n´ıvel de automac¸a˜o. Na
soluc¸a˜o proposta o diagrama de classes e o domı´nio da aplicac¸a˜o sa˜o elementos
chave. O diagrama de classes enuncia todas as entidades que ira˜o intervir na
IU. Por sua vez, o domı´nio e´ a base de diversas assunc¸o˜es sobre a interface,
substituindo-se a necessidade de a modelar detalhadamente.
A implementac¸a˜o dos modos de representac¸a˜o de entidades e dos layouts e´
baseada na separac¸a˜o do conteu´do e estilo da interface de aplicac¸o˜es web base-
adas em browser. Desta forma, os templates permitem definir detalhes este´ticos
da IU, contribuindo para a elaborac¸a˜o de interfaces complexas e apelativas. Ain-
corporac¸a˜o de front end frameworks e, posteriormente de restantes recursos de
este´tica, permite tirar partido dessa contribuic¸a˜o, possibilitando igualmente au-
mentar a compatibilidade entre dispositivos/plataformas e melhorar a apareˆncia
da pro´pria interface.
Para suportar a abordagem esta´ a ser desenvolvido um plugin MODUS para
o Eclipse. Um proto´tipo foi elaborado, implementando por completo as treˆs eta-
pas interme´dias para a concec¸a˜o da interface do utilizador. A gerac¸a˜o da FUI
produz parciais, layouts das pa´ginas e um conjunto de pa´ginas esta´ticas, pos-
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Figura 8: Pa´gina homepage (ver Figura 2)
suindo um alto n´ıvel de automatizac¸a˜o. Constata-se que o grau de automac¸a˜o e´
influenciado pela intervenc¸a˜o do utilizador, o qual permite no entanto aperfeic¸oar
as componentes que ira˜o compor a interface, garantindo-se melhores resultados.
Como trabalho futuro, tenciona-se adicionar novas possibilidades de confi-
gurac¸a˜o da interface, nomeadamente a selec¸a˜o de temas visuais e paletas de
cores. Para ale´m disso pretende-se completar o conjunto de atributos standard
reconhecidos pela ferramenta, de forma a suportarem um vasto leque templates
complexos, os quais devera˜o igualmente ser desenvolvidos.
A validac¸a˜o da abordagem incluira´ duas componentes distintas. Por um lado,
sera´ necessa´rio comparar a implementac¸a˜o de interfaces utilizando a ferramenta
com o desenvolvimento seguindo abordagens mais manuais, por forma a avaliar
precisamente qual a poupanc¸a em termos de esforc¸o de programac¸a˜o. Isso po-
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dera´ ser realizado, avaliando quer o tempo gasto, quer o co´digo produzido nos
projetos em cada uma das condic¸o˜es. Por outro lado, sera´ necessa´rio comparar a
qualidade das interfaces produzidas, a fim de avaliar qual o impacto do processo
de automatizac¸a˜o na qualidade final das interfaces
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