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ABSTRAK 
Kajian ini mengkaji bagaimana reka bentuk perisian yang dimodelkan menggunakan 
Bahasa Pemodelan Seragam (UML) boleh diguna semula. Satu pemahaman yang jelas adalah 
bahawa UML memodelkan sistem perisian dari perspektif yang berbeza tetapi berkaitan. Isu 
utama yang timbul apabila mengguna semula reka bentuk ini ialah, bagaimana persamaan 
antara artifak UML boleh dikira dari perspektif yang berbagai. Bagaimanapun, tiada 
pendekatan muktamad yang mengira persamaan antara artifak UML merentasi pandangan 
sambil memelihara konsistensi merentasi pandangan-pandangan ini. Sehubungan itu, tesis ini 
mencadangkan satu pendekatan penilaian persamaan baru yang memudahkan pengiraan 
persamaan antara artifak UML dari perspektif yang berbagai. Pendekatan utama adalah untuk 
mengira persamaan artifak UML dari tiga perspektif bebas iaitu perspektif struktur, perspektif 
fungsian dan perspektif kelakuan. Persamaan berbilang pandangan dikira sebagai hasil 
tambah berwajaran perspektif bebas dan kemudian keputusannya diskalakan oleh faktor yang 
dipanggil penalti tak-konsisten. Penalti tak-konsisten menangani pemetaan berkonflik antara 
gambarajah struktur dengan gambarajah-gambarajah fungsian dan antara gambarajah struktur 
dengan gambarajah-gambarajah kelakuan. Sebagai tambahan, satu teknik pra-penapisan untuk 
menapis jumlah model-model gudang sebelum peringkat dapatan semula juga diperkenalkan. 
Keputusan eksperimen menunjukkan bahawa teknik dapatan semula berbilang pandangan 
yang dicadangkan mengatasi teknik dapatan semula pandangan tunggal dalam mendapatkan 
semula projek perisian yang paling relevan dari gudang dengan ketepatan purata 
bermakna (Mean Average Precision) sehingga 92%, dan korelasi  dengan usaha penggunaan 
semula  sehingga 83.9%.Tambahan pula, cadangan teknik pra-penapisan telah membawa 
kepada pengurangan masa dapatan semula dengan kira-kira satu faktor 10. Oleh itu, 
pendekatan berbilang pandangan dicadangkan untuk digunakan semasa penggunaan semula 
reka bentuk perisian. 
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systems from different but related perspectives. The main issues that arise when reusing these 
designs is how the similarity between the UML artifacts can be computed from multiple 
perspectives. However, there is no definitive approach that computes the similarity between 
the UML artifacts across the views while maintaining the consistency across these views. 
Consequently, this thesis proposes a new similarity assessment approach that facilitates the 
computation of similarity between UML artifacts from multiple perspectives. The primary 
approach is to compute the similarity of UML artifacts from three independent perspectives of 
structural, functional, and behavioural perspectives. The Multiview similarity is computed as 
weighted sum of the independent perspectives and then scaled by the result of factor called 
inconsistency penalty. The inconsistency penalty handles the conflicting mapping between 
structured diagram and functional diagrams and structured diagram with behavioural 
diagrams. Additionally, a pre-filtering technique to sieve out the number of repository models 
prior to retrieval stage is proposed. The experimental results show that the proposed 
Multiview retrieval approach outperformed the single view retrieval approach in retrieving the 
most relevant software projects from repository with Mean Average Precision of up to 92% 
and correlation with reuse effort of 83.9%. Furthermore, the proposed pre-filtering technique 
leads to significant reduction in retrieval time by approximately a factor of 10. Therefore, it is 
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CHAPTER 1 
 
INTRODUCTION 
 
This chapter briefly introduces the concepts of reuse by highlighting the terminologies 
and concepts that would be used in the remaining chapters. The chapter discusses the 
problem that initiated this research, defines the sets of objectives and the scope of the 
thesis. Furthermore, the chapter covers the methodology and contribution, as well as 
the organisation of the thesis.  
 
1.1 Introduction  
Software reuse is the creation of software system using previously developed software 
rather than development from the scratch (Frakes and Kyo, 2005). It helps to prevent 
the reinvention of the wheel during the software development. The benefit of software 
reuse includes accelerated software development, risk reduction process, effective use 
of specialists, reduction of development time, improvement of productivity and 
increase in the overall quality of software products (Al-Badareen et al., 2010). 
However, these advantages do not come without any drawbacks. According to Salami 
and Ahmed (2014c), some of the challenges of software reuse include increased effort 
to create and maintain components library, effort to find and adapt reusable 
components, lack of tool supports and increase in maintenance cost. 
  According to Kotonya et al. (2011) every year, more than $5 billion worth of 
software projects are cancelled or abandoned worldwide. Many of these projects are 
dropped not because their software failed but because the project objectives and 
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assumptions changed. Usually, the failed software projects are locked in potentially 
reusable software components. If we can find efficient ways to salvage and reuse these 
components, significant amount of the original investment can be recovered and new 
software can be developed rapidly at low-cost. 
There are two types of software reuse: systematic and opportunistic (Kulkarni, 
2013). In systematic reuse, software is particularly developed to be used in the future. 
This results in robust, well documented, and thoroughly tested artifacts. However, 
according to Salami and Ahmed (2014c), Keswani et al. (2014) these types of reuse 
requires time, effort and additional cost of making components reusable. Meanwhile, 
many organisations are unwilling to sacrifice since there is no guarantee that such 
components can be reused in the future. However, in opportunistic reuse, developers 
come to the conclusions that a component is reusable when they realise that the 
previously developed component can be used in the new software products. However, 
according to Salami and Ahmed (2014c) the components might not be in their best 
form of reuse. The UML retrieval techniques reported in this thesis can be utilised in 
both situations of software reuse mentioned above.  
Software reuse can be carried out in four phases: representation, retrieval, 
adaptation, and incorporation (Park and Bae, 2011). During the representation phase, 
the fragment (i.e. query) of the software to be developed is presented. In the retrieval 
phase, the software components that are similar to the query with minimal adaptation 
cost are selected from the repository. During the adaptation, the components are 
modified to suite the need for the current software under development. Finally, in the 
incorporation phase, the new software components are integrated back to the 
repository for future reuse.  
 3  
1.2 Problem Statement 
There are different types of software artifacts that may be reused during software 
development. These artifacts include software requirements specifications, analysis, 
software design, source code, test cases, and documentations. These artifacts can be 
divided into early-stage and later-stage artifacts. The first three artifacts listed above 
are referred to as early-stage artifacts while the other artifacts are referred to as later-
stage artifacts (Ahmed, 2011). The benefits of reusing early-stage has long being 
recognised in maximising the benefit of software reuse, because it leads to the reuse 
of corresponding later-stage artifacts (Rufai, 2003).  
Early-stage artifacts such as software design artifacts are described utilising sets of 
models using Unified Modelling Languages (UML) diagrams. The UML is a de facto 
modelling language used by software developers during the initial stages of software 
development. Reusing of these models is challenging due to different reasons like the 
multi-dimensional nature of the modelling process, the variety of models to be 
designed, and the multiple perspectives of software systems which should be modelled 
(Lucas et al., 2009, Paydar and Kahani, 2015). For example, a structural perspective 
may describe static relationship between various software elements, while a 
behavioural perspective may describe the behaviour of software system.  
The problem of reusing software design artifacts modelled using UML diagrams 
is the necessity to take into account the collective information contained in the multiple 
perspectives representation of software systems (Lucas et al., 2009). These 
perspectives describe a single system. They contain highly related and overlapping 
information. Therefore, similarity of software systems should be evaluated in a 
consistent manner by simultaneously considering the different perspectives of the 
 4  
software system, rather than simply aggregating similarity values obtained from 
independent perspectives. Many of the researches investigating model reuse have 
focused on single view during retrieval, thus creating inconsistency between the UML 
models. For example, this is proven by the work of Park and Bae (2011) that compare 
class diagrams in one stage, and compare sequence diagrams in another stage. Another 
work by Salami and Ahmed (2014a) did not explicitly mention how the similarity  of 
software system across multiple views can be computed. These inconsistencies among 
different models of a system may be a source of numerous errors for the software to 
be developed (Muskens et al., 2005). 
The UML models consist of two type of information: (i) structural information 
which represents the structural representation of software system (for example, 
relationship between classes in class diagrams) and (ii) lexical information which 
represents the internal information of UML models (for example, class name, and 
attribute names). Matching of UML entities requires matching of both structural and 
lexical information of UML diagrams. Existing works on UML matching techniques 
can be categorised into four, which are; information retrieval (IR), case-based 
reasoning, ontology-based, and graph-based technique.  
Traditionally, information retrieval technique is applied in web search engines. The 
IR provides techniques for comparing text documents and can be applied to all UML 
artifacts that contain a reasonable amount of text. Traditional IR techniques consider 
software artifacts equal if they contain the same words in the same frequency. The 
ambiguity problem emerges when two artifacts representation are similar but the actual 
meaning of the artifacts is different. For example, the words customer in one 
requirement specification and the word client in another requirement may be 
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considered different by IR even though their actual meaning are the same. 
Furthermore, IR does not take into account the structural information of UML artifacts, 
therefore two UML diagrams with the same words frequency but with opposite 
structural representation are considered equal by IR. 
Ontology-based techniques such as WordNet specify concepts and the relationship 
among those concepts especially those that are in the same or similar domain. It defines 
concepts based on the notion of synset (synonyms) built on their length in the WordNet 
graph. Consequently, two concepts with opposite meaning are considered equal if 
there is short distance in their path length.  
The graph-based technique, on the other hand relies on the structural representation 
of UML artifacts. It measures the similarity of two artifacts by comparing the vertices 
and arcs of their equivalent graph representation. The similarity of UML artifacts is 
computed by comparing the subgraph using taxonomic comparison of elements and 
their relationship to other elements. The drawback of this technique is that only 
structural information of UML artifacts are considered during similarity computation 
neglecting the lexical information inside the diagrams. 
In the process of exploring large repositories, there are many competing constraints 
that need to be fulfilled due to the large number of models in the repository, thus 
widening the search space. In exploring large repository, the search space can be 
exponential since huge number of candidate solutions need to be analysed. 
Accordingly, finding mapping that produces optimal similarity of UML artifacts 
represents an NP-hard problem. It would thereby cause the retrieval stage to be 
computationally expensive, especially when the size of the projects in the repository 
are large. Few existing works such as the work of Channarukul et al. (2005) and Gomes 
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et al. (2003) performed  pre-filtering using common class diagram names between the 
diagrams and using WordNet respectively. However, since WordNet is utilised during 
pre-filtering of the repository diagrams, many of the diagrams which have similar 
names in meaning are likely to be returned, thereby making the retrieval stage 
computationally expensive. Recently Salami (2015) proposed a pre-filtering, using 
software metrics that describe some properties of software system based on class and 
sequence diagrams. However, the number of repository returned at the end of pre-
filtering are fixed, thereby defeating the aim of pre-filtering stage if the number of 
repository projects returned at the end of the pre-filtering are large.  
 
1.3 Research Questions 
Considering the research problem as outlined previously, the research questions of this 
thesis emerge as follows: 
1. What are the suitable measures for determining the similarity of UML artifacts 
from multiple perspectives?  
2. What are the appropriate matching techniques that can be employed during 
UML artifacts retrieval?  
3. How can we pre-filter repository models when the size is large, and what among 
the UML artifacts information (e.g. metric, lexical) can best be used during pre-
filtering?  
4. What is the suitable proportion of software artifacts that can be returned after 
pre-filtering?  
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1.4  Research Objectives 
This research aims to study the retrieval of early-stage software artifacts modelled 
using UML diagrams. In more detail, it seeks to fulfil the following research 
objectives:  
1. To design an efficient technique for determining the similarity between UML 
software artefacts from multiple perspectives by comparing their lexical and 
structural properties. 
2. To devise and design a pre-filtering technique for improving the efficiency of 
UML artifacts retrieval from large software repository. 
3. To determine the suitable proportion of repository projects to be returned after 
pre-filtering. 
 
1.5 Scope and Limitation 
This research focuses on computing the similarity between software projects 
containing class diagrams, sequence diagrams and state machine diagrams. These three 
diagrams represent the structural, functional, and behavioural views of the software 
systems. The information derived from these diagrams represent the different 
perspectives of a software system.  
The structural perspectives of software system are usually presented using the 
following diagrams: class, components, objects, deployment, package, composite, and 
profile. However, according to Ahmed (2011), Al-Khiaty and Ahmed (2016) only 
class diagrams are used during the requirement engineering to represent the structure 
of the system. Other diagrams are mostly used to explain the small piece of classes 
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with complicated relationship. Considering this, our structural similarity assessment 
relies only on class diagrams. 
Use case diagrams are usually employed to capture the functionalities of a software 
system. During requirement phase, each of the use case can be represented by one or 
more sequence diagrams which depicts how objects interact and work together to 
provide service (Ahmed, 2011). Considering this, the functional similarity assessment 
method relies only on sequence diagrams. 
Behavioural views of the software system are mostly captured using state machine 
diagrams. The diagram represents the system from two different levels: system level 
and object level. In the system level, the state machine diagrams are used to show the 
system behaviour in response to user actions, while at the object level they show the 
dynamic behaviour of objects. Other behaviour diagrams include activity diagrams, 
and interaction diagrams. However, according to Ahmed (2011), these diagrams are 
mostly used during the architectural and design phases to express artifacts at different 
design phases. Only state machine diagrams are used during requirements to show the 
flow of event within or between objects. Hence, this study’s behavioural similarity 
assessment method relies only on state machine diagrams. 
 
1.6 Research Methodology 
In order to achieve the research objectives stated in section 1.4, the research 
methodology is divided into four main phases as illustrated in Figure 1-1.  
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Figure 1- 1: Research Methodology Flow 
Phase 1 - In this phase, all relevant literatures had been reviewed to gain an 
extensive idea on how different UML software artifacts were matched and retrieved 
from software repositories. The literature studied surrounded software reuse, software 
design reuse, software retrieval, UML artifacts retrieval, the application of 
metaheuristics algorithms in software engineering problems. The IEEE explorer, ACM 
Library, Science Direct, Google Scholar, Springer were used as the main sources of 
knowledge. Some preliminary work in terms of discussion and literature survey was 
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conducted to gain more information on how software engineers (especially software 
developers) reuse previous software designs.  
The outcomes of the literature study guided the researcher on the strengths and 
weaknesses of the existing approaches. At the end of the literature, this study found 
that the existing works lack standard techniques to consistently map different UML 
diagrams from multiple perspectives during retrieval of software project designs from 
repositories. Therefore, the inference of this phase is the design of a new approach for 
retrieving of UML software artifacts from multiple perspectives.  
Phase 2– Based on the study done in the first phase, several similarity measures 
were designed to enhance the similarity assessment between UML diagrams artifacts. 
The similarity measures compute the similarity between UML entities (e.g. class 
names). It measured the presence or absence of similar features between two UML 
artifacts.  
The proposed similarity measure are based on:  
(i) Substring similarity assessment method which relied on the use of 
Levenshtein distance to compute the similarity between concepts in UML 
diagrams.  
(ii) Longest common subsequence (LCS) which compute the similarity 
between sequence diagrams as the length of common subsequence of 
matching messages between the two sequence diagrams.  
(iii) Graph-based approach which computes the similarity of two UML 
diagrams by comparing the vertices and the edges of the graph.  
At the end of the similarity assessment, a ranked list of requirement specifications 
are returned to the reuser. Requirement specifications at the top list are the most similar 
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to the new requirement specifications. Thus, the adaptation of the corresponding 
artifacts (for example design, code, and documentation) from the repository should 
require the least time and effort. During the similarity assessment, heuristics algorithm 
is employed to aid the matching and retrieval of UML artifacts from repository.  
Furthermore, in this phase an approach for computing the similarity of UML 
artifacts from multiple perspectives is presented since software systems are modelled 
using multiple UML diagrams. This approach is referred to as Multiview similarity 
assessment method, in which the similarity between UML artifacts is calculated as an 
aggregation of independent perspectives of the UML artifacts. The independent 
perspectives are:  
(i) Structural perspective, which relied on the information contained in class 
diagram.  
(ii) Functional perspective, which relied on the information contained in 
sequence diagrams. 
(iii) Behavioural perspective, which relied on the information contained in state 
machine diagrams.  
The Multiview similarity is scaled with an inconsistency penalty factor which 
handles the conflicting mapping between structure diagram and functional diagram as 
well as between structural diagram and behavioural diagram. Details of the proposed 
similarity assessment methods is discussed in Chapter 3.  
Phase 3 – In this phase, the approach of selecting subset of repository models prior 
to retrieval is proposed. The phase consisted of designing of pre-filtering technique 
and selecting of subset of repository projects at the end of pre-filtering. 
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 The aim of pre-filtering stage was to minimise the retrieval time by selecting first 
set of repository artifacts in a computationally inexpensive stage prior to retrieval 
stage. This stage is particularly important when the repository contain many projects. 
In this stage, metadata of the new requirement specification is compared with the 
metadata of the repository projects. The metadata collected at this stage is the metric 
data such as total number of classes in a class diagram, number of messages exchanged 
by objects in sequence diagrams, and the number of attributes and operations of classes 
in class diagrams.  
To ensure this stage is computationally inexpensive, the metadata are obtained 
from requirements specifications when new projects are stored in the repository for the 
first time. The metadata of the repository are updated whenever changes were made. 
However, the metadata of the new software are obtained in the pre-filtering stage, since 
it only becomes available at this stage. At the end of the pre-filtering stage, subset of 
repository are selected and returned for subsequent comparison in the retrieval stage.  
Phase 4 – Experiment was carried out in the final phase. Evaluation of similarity 
assessments approach were conducted to assess the effectiveness of the proposed 
retrieval approach. The evaluation was based on three criteria: (i) retrieval quality (ii) 
retrieval time and (iii) correlation with reuse efforts. In order to perform the evaluation, 
data were collected for the experiments. The output of this phase lead us to some 
conclusions regarding this research (see chapter 4). Details are discussed in due cause.  
According to Zhang (2006), data scarcity is a common problem to most software 
engineering research. Since there were no available software reuse repositories 
containing UML diagrams, this study relied on reverse engineered class and sequence 
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diagrams using AltovaUModel®1. Previous researchers also relied on the reverse 
engineering, for example Assunçao and Vergilio (2013) used ObjectAid UML 
Explorer2 to reverse source code to class diagram. A repository containing different 
families of open source software was created. Each of the family of software contained 
different versions of the software family. It could be argued that different releases of 
the same software were more similar to themselves than other software. The UML 
diagrams in the repository (see Table 4-1) used for several experiments had 11-66 
number of classifiers and 15-254 sequence diagrams containing 172-92921 messages. 
Similarly, other datasets contained UML diagrams of different sizes which belong to 
several domains.  
Retrieval quality referred to the number of projects retrieved after similarity 
assessment. This study relied on the standard measure used to measure the information 
retrieval system to evaluate the quality of the artifacts retrieved from the repository. 
Mean Average Precision (MAP) is widely used for evaluating ranked retrieval 
systems.  
Average precision (AP) for a given query is obtained using precision values 
calculated at each point whenever a new projects is retrieved (i.e. precision = 0 for 
each of the relevant project that is not retrieved). The Mean Average Precision for a 
set of query is the mean of the AP scores for each query, also referred to as mean 
precision at seen relevant projects (Teufel, 2007). The formula is given in Equation 1-
1 as follows:  
                                                 
1 http://www.altova.com/ 
2 http://www.objectaid.com/ 
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N is the number of queries, Qj is the number of relevant documents for query j and 
P(rel=i) is the precision at the ith relevant document. 
One of the expected gains of software reuse is the decrease in the software 
development time. A retrieval strategy with great precision and recall yet with 
unsuitable long retrieval time may not be used by the reuser. Subsequently, the 
retrieval time of our reuse approach is gauged as the time taken to retrieve similar 
projects from repository. 
A reuse system might have the capacity to retrieve relevant projects from 
repository with high MAP. It is possible that the similarity scores returned by the 
system might be meaningless. The system may just be great in ranking the repository 
projects. In order to overcome this problem, the degree of correlation between 
similarity scores returned by the reuse system and estimated modification (reuse) effort 
would be analysed. The significant amount of reuse effort is dedicated to 
programming. Code-based sizing metrics would be used to estimate reuse effort. The 
estimated reuse effort would be calculated using formula in Equation 1-2 for predicting 
software maintenance effort (Basili et al., 1996).  
 
𝑀𝐴𝑃 =  
1
𝑁
∑
1
𝑄𝑗
 ∑ 𝑃(𝑟𝑒𝑙 = 𝑖)
𝑄𝑗
𝑖=1
𝑁
𝑗=1
 
(1-1) 
 𝐸𝑠𝑡𝑖𝑚𝑎𝑡𝑒𝑑 𝑟𝑒𝑢𝑠𝑒 𝑒𝑓𝑓𝑜𝑟𝑡 = (0.36 ∗ 𝑒𝑓𝑓𝑒𝑐𝑡𝑖𝑣𝑒 𝑆𝐿𝑂𝐶) + 1040 (1-2) 
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 The SLOC (source lines of codes) is the sum of added, deleted, and modified 
SLOC. It is computed using Unified Coding tool3. The strong correlation between 
similarity score and estimated reuse efforts indicated the similarity score returned by 
the reuse system could provide a reuser with rough estimates of the amount of effort 
required to adapt the retrieved software projects to suit the need of the new system to 
be developed.  
 
1.7  Research Contributions 
This section summarises the main contributions of this thesis by describing the 
approach introduced. 
1. Software systems are typically modelled from different viewpoints rather than 
single view. An approach for computing the similarity of software system from 
multiple perspectives is presented. The Multiview similarity of software systems 
is computed as an aggregation of structural, functional, and behavioural views of 
software systems:    
i. Structural perspectives: The structural perspective relies on the information 
contained in class diagrams. Some of the contributions of this thesis in the 
area of class diagram based retrieval of software include: development of 
a similarity measure for computing the similarity between software projects 
using the concepts names in class diagrams; identification of suitable 
features for computing the similarity between classifiers in class diagrams; 
and determination of suitable approach for matching of classifiers in a class 
diagram.  
                                                 
3 http://sunset.usc.edu/ucc_wp/ 
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ii. Functional perspectives: the functional similarity assessment of software 
systems is based on the information contained in sequence diagrams. The 
similarity computation between sequence diagrams can be split in to two: 
(i) the similarity of sequence diagrams is computed from their longest 
common matching messages. (ii) Since software systems are hardly 
modelled using single sequence diagrams, an approach of assessing the 
similarity of set of sequence diagrams is also presented.  
iii. Behavioural perspectives: The behaviour of software systems are usually 
manifested using state machine diagrams. An approach of assessing the 
similarity of state machine diagram by converting state machine into 
equivalent directed graph is presented. The similarity of two state machine 
diagrams is computed by comparing the node and edges of the graph. 
Additionally, a method computing the similarity of sets of state machine 
diagrams is presented since software system are usually modelled using 
multiple state machine diagrams. 
2. Usually, a repository contains many software models. Retrieval time may be very 
high and this can out weight the benefit of reuse. A fast way of identifying subset 
of repository projects that are potentially similar to the query is proposed. A 
Multiview pre-filtering approach based on structural, functional, and behavioural 
perspectives of software systems. Furthermore, the proposed pre-filtering 
approach automatically determined the proportion of the repository projects to be 
returned after the pre-filtering. The shortlisted projects are then compared in a 
more computationally demanding retrieval stage. 
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1.8 Thesis Structure 
The rest of this thesis is organised as follows:  
Chapter 2 reviews previous researches and discusses preliminary knowledge 
related to this thesis. Literature review on existing techniques that are currently 
available to address early-stage artifacts reuse are presented. It also includes a brief 
description of background knowledge on software retrieval and metaheuristics 
algorithms. 
Chapter 3 describes the proposed work. It presents the techniques for retrieving 
software system from repository. An approach for pre-filtering the set of repository 
projects prior to retrieval is also presented. It describes the proposed similarity 
assessment techniques for comparing UML diagrams. It presents several similarity 
measures for assessing the similarity between class diagram, sequence diagrams, and 
state machine diagrams. In addition, an aggregation similarity method is presented to 
compute the similarity of software projects from multiple perspectives.  
Chapter 4 describes several experiments conducted to evaluate the UML retrieval 
approach proposed in this thesis. Finally, Chapter 5 concludes and provides some 
possible suggestions for improvements of future work associated with the research.  
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CHAPTER 2 
 
LITERATURE REVIEW 
 
This chapter provides background knowledge on software reuse and reviews existing 
works on early-stage reuse. The chapter is divided into four main sections. Section 2.1 
discusses software designs and reuse. Section 2.2 presents discussion on software 
retrieval and UML retrieval techniques. Section 2.3 presents discussion on 
metaheuristics search algorithm. Section 2.4 presents the summary of the chapter. 
 
2.1 Software Designs  
Software development process comprises of three important phases: the requirement 
and analysis phase, the system design phase, and the implementation phase. This work 
focused on software design phase. According to Gomes (2004) and Robles et al. 
(2012), the design phase is important in the software life-cycle because most of the 
decisions made at this phase have great influence over the other phases. It is also a task 
that is more complex than the analysis phase because it requires more expertise and 
know-how from the developers. In addition, the knowledge at the design stage 
describes the fundamental of software system abstraction and their relationships, and 
these knowledge are more abstract and less formal than knowledge in the coding phase. 
Therefore, if software development companies could store and retrieve their 
knowledge effectively at the early-stage of the software lifecycle, it could be possible 
to improve the software development process. 
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Software system design phase can be divided into two levels: architectural design, 
and detail design. The architectural design is related to the conceptual designs of the 
system in which the problems and their solutions are analysed. The system entities and 
the subsystems that comprise the system models are defined. The concern of this level 
is more to the requirement analysis phase rather than the implementation phase. The 
output of this phase is the conceptual design that identifies the software architecture, 
so that it was able to satisfy the specification produced in the analysis phase. The 
detailed design on the other hand is related to the implementation and coding phases. 
The detailed design describes how codes are organised. The output of this phase is data 
structures and algorithms for coding purposes (Tawosi et al., 2015). In both cases, the 
software design phase is closely tied to other software system phase. 
 
2.1.1  Software Design Reuse 
Reuse has long been recognised as the hope for the software engineering community 
since it started, with the main expectation of reducing the development cost and time 
(Ahmed, 2011). The reuse of source code are largely been used. However, it takes a 
small portion of reuse since it is performed at lower level, neglecting the advantage of 
reuse of bigger software construct. Most of the widespread existing reuse tools for 
indexing and searching in the market are quite generic and are only based on code 
search or component search, which are usually based on keywords. Specialised tools 
for retrieving the software designs are lacking, because it was difficult to abstract and 
represent the knowledge produced in this phase (Robles et al., 2012). 
According to Gomes (2003), in the last two decades, some forms of design reuse 
have emerged in the literature. This form includes frameworks reuse, design pattern 
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reuse, and the software product line reuse. These types of reuse are much more 
promising than the usual form of code reuse and they are getting more significant in 
the software reuse community. Typically reusable artifacts are divided into two: early 
stage and later stage artifacts. The early-stage artifacts include requirement 
specification, analysis, and designs while the later-stage artifacts include 
implementation, test cases, and documentations (Rufai, 2003). Figure 2-1 shows the 
taxonomy of software reuse artifacts. 
 
 
 
 
 
 
 
 
 
 
Figure 2- 1: Taxonomy of Reusable Software Artifacts (Rufai, 2003, Ahmed, 2011) 
 
2.1.1(a) Design Pattern Reuse 
Design Patterns are defined as descriptions of problems and their solutions for 
common design problems (Tsantalis et al., 2006). Design patterns provide a technique 
to document solutions for recurring problems and sharing those solutions in an 
application-independent fashion (Bayley and Zhu, 2010). Patterns provide high level 
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form of reuse as they function at the architectural level and detail designs. They can 
be viewed as guidelines for providing ways of assembling entities in the form of 
classes and interfaces.  
Patterns consist of four essential elements: name, problem, solutions, and 
statement. The name identifies the design pattern and the name should be meaningful 
for reference to the pattern. The problem defines the problem area of the design 
patterns and the situation that the patterns intend to solve. The solution describes the 
parts of the design solutions, the relationship, and their responsibilities. A statement is 
the outcome of the patterns describing the consequences of the pattern applications. A 
statement assists the designers in understanding whether or not a pattern can be used 
in a particular situation or not (Hsueh et al., 2008). Design patterns support software 
reusability. However, according to Hasheminejad and Jalili (2012), it is difficult to 
find the right patterns for reuse. Finding the right design patterns to a given problem 
heavily relies on the expertise of the software developers, and it is extremely difficult 
for the novice developers that are not familiar with design pattern to find the right 
pattern for reuse.  
 
2.1.1(b) Software Product Lines 
Software product lines are sets of software systems that share common architecture 
and share components. Each of the software is specialised to reflect different 
requirements. The core value of software product line is the design of the software 
systems that suite the needs of different customers. Software product lines promote 
software reuse by building pre-planned family of software product that are in the same 
domain (Shatnawi et al., 2016). Software product lines usually occur in existing 
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software systems. This happens when organisations develop an application and similar 
application is needed to be developed for different customers. A portion of the previous 
application code is informally used to develop the new application. As more 
applications are developed, the changes tend to corrupt the original application 
structure which increasingly makes it difficult to create new versions. Software 
product lines often reflected a general, application-specific architectural style or 
patterns (Sommerville, 2011). While acknowledging the importance of software 
product line in software reuse, this study is constrained with the limitation of domain 
specific of the software product line, since the research focused on the reuse of 
software system from multiple domains. 
 
2.1.3(c) Unified Modelling Language 
Unified modelling language (UML) is a general purpose modelling language that 
graphically represents systems requirements and designs and was accepted by the 
International Organisation for Standardisation (ISO) as a standard specification. The 
UML provides diagrams for visualising, specifying and documenting software systems 
(Torres et al., 2011). The UML comprises a set of diagrams that can be used to model 
a software system. The diagrams are categorised into two: structural diagrams which 
document static structure of system objects, and behavioural diagrams which shows 
the behaviour of system objects (Salami and Ahmed, 2014c). Each of the category 
represents a particular aspect of software systems to be developed. Collectively, they 
provide complete software systems. The UML taxonomy of diagrams consider only 
structure and behaviour diagrams, without any category for the functional diagrams. 
However, according to Ahmed (2011), use case and sequence diagrams could be 
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interpreted as a mean of specifying the functionality of a system. Each use case 
diagram can be represented by one or more sequence diagrams which depict how 
objects interact and work together to provide services. Hence, this thesis considered 
sequence diagrams as the representative of functional perspectives of software 
systems. Subsequently, the thesis briefly discusses class diagrams, sequence diagrams, 
and state machine diagrams which represent the structural, functional, and behavioural 
views of software systems. 
A class diagram is a blue print of an object that shares the same attribute and 
methods. It depicts the structure of a system by showing the system’s classes and the 
relationships among the classes. Class diagram has three properties: the class name, 
the attributes which are the variables within the class, and the methods which define 
the actions a class can perform. 
A sequence diagram captures the behaviour of a use case by showing the 
interaction between objects arranged in time order. The vertical dimension in a 
sequence diagram represents time, while the horizontal dimension represents the 
objects participating in an interaction. The directed arrow represents the messages on 
sequence diagrams (Rumbaugh et al., 2004).  
A state diagram describes the system behaviour by showing how objects respond 
to events according to its current state, and how it enters new states (Rumbaugh et al., 
2004). The common use of this diagram is to show how an object behaves during its 
lifetime. The basic notational elements of state machine diagrams are rounded 
rectangle which represents state; an arrow representing the transitions between the 
state; a filled cycle denoting the initial state; and a hollow circle containing filled circle 
denoting the final state.  
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2.2 Software Retrieval 
Retrieval of relevant software from repository is an important task in software reuse 
(Assunçao and Vergilio, 2013). Typically, software project in repository will have 
several UML diagrams, and can have different interpretation depending on the 
software systems’ goals and domains. The relevancy of a project with the problem at 
hand is generally defined based on the similarity between the projects and the problem 
specification. 
During retrieval, matching and similarity scoring are employed to asses and rank 
shortlisted repository projects. Matching refers to the mapping of entities in one model 
to other entities in the same or similar models to be compared. It also defines the 
conditions under which models are selected from repository (Park and Bae, 2011). 
Thus, matching is a combinatorial optimisation problem, and one of the heuristic 
search technique described in section 2.3 is employed to aid the matching of model 
entities. The similarity scoring on the other hand, focused on measuring the semantic 
relatedness of different concepts (Sun et al., 2013). Usually, projects are ranked using 
a similarity metric, which assesses the degree of similarity between the target problem 
and the repository projects to be ranked.  
An example of Similarity Function is shown in Equation 2.1, where Q is the target 
problem, R is the repository projects, wi are the weight associated with the concepts 
(∑wi = 1), CSim is the concept similarity, qi is a problem concept, ri is repository 
projects concepts and n is the number of projects in the repository. Weights are a way 
of assigning different importance to concepts.  
 
 
