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Ecuador, al igual que otros países de América Latina, ha decidido apostarle al desarrollo de software, actividad que ha crecido en importancia durante los últimos años.  Sin embargo, su apogeo no garantiza una buena perspectiva para éste sector ya que existen inconvenientes en el desarrollo de los sistemas de software, como son: grandes retrasos en la programación, inconsistencias en su funcionalidad, planificación irreal, etc.; lo cual redunda en la calidad del producto entregado.  

Según el análisis exploratorio realizado en el marco del proyecto VLIR, se determinó que de 77 empresas, pocas han utilizado, utilizan, o piensan utilizar estándares de calidad para el desarrollo de software (1). Ante la crítica situación de las empresas desarrolladoras de software, se ejecutó el presente proyecto de tesis para evaluar capacidades de la ingeniería de software, a nivel individual y de equipo, mediante la utilización del modelo TSP (Team Software Process) propuesto por el Instituto de Ingeniería de Software SEI (1). 

En este proyecto de tesis se emplearon estándares, plantillas y métricas que sirvieron para evaluar el desempeño del grupo y la calidad del sistema, enfocadas en tres roles principales: administrador de desarrollo, administrador de planificación y administrador de configuración. 

El TSP y su aplicación en el proyecto

El TSP es un modelo de trabajo en equipo enfocado a aminorar varios de los problemas, tanto técnicos como administrativos, que se presentan en el desarrollo de software (2). El TSP provee un esquema de trabajo donde cada desarrollador tiene bien definido sus roles, sus actividades, y sus responsabilidades. Además, el TSP incluye procedimientos para la mejora continua del proceso de desarrollo, la mejora de la calidad del software producido,  la mejora de la estimación del tiempo de desarrollo, la disminución de defectos en el producto y la promoción de la integración del equipo de desarrollo (2). Es decir, el TSP apoya tanto al equipo de desarrollo como a los administradores del proyecto para la culminación a tiempo y dentro del presupuesto de proyectos de desarrollo de software (2).  Adicionalmente, el TSP muestra como aplicar los conocimientos de ingeniería de software y los procesos principales en el ambiente de trabajo en equipo, ayudando también a que el equipo gane experiencia en la planificación y administración de proyectos de software (3).

Para cumplir los objetivos que plantea TSP, se necesita que cada miembro del equipo entienda las virtudes y carencias de los otros miembros, que los apoye y que esté dispuesto a pedir ayuda cuando se requiera. Trabajar en equipo no es una habilidad que se adquiere al nacer, se adquiere a través de la práctica y se mejora día a día con la experiencia (2).  Normalmente, los ingenieros de software desarrollan productos a partir de sus propios métodos y técnicas, o a partir de ejemplos obtenidos de las mejores prácticas. 

Al equipo de trabajo en este proyecto, PSP y TSP permitió controlar individualmente y en grupo el desempeño en el desarrollo del presente proyecto de tesis.  Un equipo de trabajo que utiliza TSP está conformado por 5 personas, las mismas que durante todos los ciclos del proyecto asumen los siguientes roles: 1)Líder de Equipo, 2)Administrador de Calidad, 3)Administrador de Desarrollo, 4)Administrador de Planificación y 5) Administrador de Configuración. Este artículo se enfoca en los 3 últimos roles. 

El propósito de esta investigación fue obtener y validar esta disciplina de desarrollo propuesta por el SEI, utilizando estándares, recolectando y analizando métricas que ayuden en la mejora de los procesos para demostrar así la aplicabilidad del  TSP en este proyecto en particular. Esta investigación se enfocó en obtener un producto de software que cumpliera con los  procedimientos establecidos por TSP, tomando en consideración los requerimientos de una empresa para automatizar sus procesos del negocio. El producto desarrollado fue un “Sistema Integrado de Control de Costos de Producción, Órdenes de Trabajos, Presupuestos por Obra, Bodega y Control de Inventario”, que apoye a la toma de decisiones de los directivos y funcionarios de la empresa, quienes permitieron realizar esta investigación.  

Roles de administrador de desarrollo, planificación y configuración. 

Este artículo se enfocó principalmente en tres roles en los cuales se describen los objetivos y responsabilidades de cada uno de ellos (ver Tabla 1). 

Roles	Objetivo	Responsabilidades
Administrador deDesarrollo	Conducir al equipo en la definición, diseño, desarrollo y pruebas del producto.	Dirigir el equipo en la implementación del proyecto.Dar soporte en el desarrollo del proyecto.Verificar código fuente según los estándares definidos.Conducir al equipo en la generación de la documentación técnica del proyecto.
Administrador de Planificación	Apoyar y guiar a los integrantes del equipo en la planificación y seguimiento de su trabajo.	Desarrollar y mantener el programa de trabajo actualizado.Verificar el cumplimiento de las actividades programadas.Controlar el registro de horas individuales.Comparar  el progreso del equipo con lo planeado.
Administrador de Configuración	Colaborar con el equipo en la determinación, obtención y mantenimiento de las herramientas necesarias para cumplir con las necesidades administrativas y aplicar la tecnología definida.	Controlar los cambios que afectan a los elementos de configuración.Definir herramientas de desarrollo y de control de versiones.Mantener el interés del equipo en el uso de las herramientas.Evaluar las solicitudes de cambios.Mantener el sistema de administración de riesgos.
Tabla No. 1
Descripción de Objetivos y Responsabilidades por Rol


Para la asignación de roles, se tomó en cuenta las características más relevantes de cada miembro del equipo, como son: tener conocimiento de los métodos de diseño, tener gusto por construir cosas, no ser resistente al cambio, seguir un esquema de trabajo definido, tener conocimiento sobre las herramientas  y sistema de apoyo.

Plantillas, modelos, metodologías y estándares 

La Tabla No.2 presenta las plantillas, y estándares aplicados por cada administrador.
     
ROL	PLANTILLA	ESTANDARES Y PLANES DE APOYO
Administrador de desarrollo	Registro Soporte de DesarrolloRegistro Longitud de Código	Estándar de Programación
Administrador de planificación 	Task (Registro de Tareas)	Planificación del trabajo
Administrador de configuración	CCR (Registro de Solicitud de cambio)	Plan de Gestión de configuración
Tabla No. 2
Plantillas y Estándares por cada rol

El propósito de registrar la longitud de código en el proyecto fue saber el tamaño de los módulos que se iban generando. Los elementos que se tomaron en consideración para registrar la longitud, fueron las clases, módulos y procedimientos almacenados de la base de datos.  Al igual que el registro de longitud de código, también se registró el número de requerimientos de soporte a los miembros del equipo, el cual ayudó a identificar los errores más frecuentes que se presentaron a medida que se desarrollaba el proyecto.
    
La plantilla “Task” tiene el propósito de estimar el tiempo de desarrollo para cada tarea del proyecto.  En esta plantilla se toma en consideración los siguientes aspectos: el responsable del equipo de trabajo, fecha de registro de las tareas con su respectiva distribución del personal, la planificación en horas estimadas y el tamaño real. En el presente caso, la plantilla Task fue utilizada por cada incremento.  

Con la  plantilla “CCR”  se registraron todas las solicitudes de cambios, los cuales fueron sometidos a una evaluación para determinar su impacto. Todos estos procesos están contemplados en el plan de gestión de configuración.

Metodología de Desarrollo 

El modelo de desarrollo incremental fue utilizado para desarrollar el producto de software. Este modelo es iterativo, ya que para obtener el producto final se deben implementar e integrar cada uno de los incrementos (4).  En un proceso de desarrollo incremental, se identifican todos los servicios de acuerdo a su importancia. Posteriormente, se definen varios incrementos, en donde cada uno proporciona un subconjunto de funcionalidad del sistema. La asignación de servicios a los incrementos depende de la prioridad del servicio.  Los servicios de prioridad más alta son los que se entregan primero al cliente (4). Cada incremento consta de cuatro fases: análisis, diseño, implementación, y pruebas. Posteriormente, en este artículo mostraremos las etapas por cada incremento. 



















Divisiones de las etapas básicas del proyecto

La fase a la que el equipo de desarrollo le dedicó mas tiempo fue la de requerimientos.  Algunas de las razones se listan a continuación:

	El cliente no tenía bien definidos sus procesos de negocios.
	La frecuencia de cambio de los requerimientos del negocio fue alta.
	No hubo una definición formal de los requerimientos al inicio del proceso de desarrollo.
	No se definió un alcance de los módulos del sistema.

Otra de las fases que requirió mayor tiempo fue la de pruebas, debido a la magnitud de unidades a probar y verificar.  También, se tomaron en cuenta las pruebas de regresión en los módulos que sufrieron cambios.

El sistema integrado cuenta con 8 módulos:
	MCIB 	Módulo de Control de Inventario y Bodega.
	MNO 	Módulo de Nómina.
	MOC 	Módulo de Compras.
	MOT 	Módulo de Órdenes de Trabajo.
	MFAC 	Módulo de Facturación.
	MPO 	Módulo de Presupuesto por Obra.





Métricas utilizadas en el proceso de desarrollo de software 

Las métricas nos proveen de mediciones para poder analizar el desempeño de los procesos ejecutados por el equipo de trabajo.  La Tabla No.3 presenta las métricas recopiladas y los responsables de su control y seguimiento. 

RESPONSABLE	MÉTRICA	DESCRIPCION	JUSTIFICACION 
Administrador de Desarrollo	Longitud de código por tipo de fuente  y por incremento.	Total de código fuente categorizado desarrollado en un incremento.	Nos ayuda a medir el nivel de complejidad de los sistemas con respecto a las líneas de código.
	Número de veces que se dio soporte a los demás miembros del equipo.	Total de soporte a los miembros del equipo en las etapas de diseño.	 Nos ayuda a la identificación de los principales problemas y en definir acciones que pueden ser tomadas para resolverlos.
	Componentes reutilizados en los diferentes incrementos.	Cantidad de elementos reutilizados que se tomaron en cuenta en el desarrollo del proyecto.	Nos ayuda en la identificación de componentes reutilizables en los incrementos que se ejecutaron.
Administrador de Planificación	Horas de equipo trabajadas por incremento.	Total de horas que trabajo el equipo por cada incremento tomando en consideración las etapas definidas en el proyecto.	Nos ayuda a realizar un seguimiento sobre el tiempo dedicado por equipo a las tareas definidas en cada incremento.
	Comparativo  de horas planificadas por rol vs. Horas trabajadas.	Total de horas trabajadas por cada rol con respecto a las horas planificadas.	Nos ayuda a evaluar si el equipo pudo cumplir con las tareas programadas.
Administrador de Configuración	Número de cambios de requerimientos por módulo.	Total de cambios registrados en el desarrollo de cada módulo.	Nos  ayuda  a verificar la frecuencia de cambios  que se obtuvieron en el desarrollo de cada módulo.
	Eficiencia en realizar los cambios. 	Comparación entre tiempos dedicados a realizar cambios entre diferentes incrementos.	Nos  ayuda a verificar si el proceso de cambio surte efecto en el desarrollo de software. 
	Número de versiones  de elementos de configuración.	Total de versiones que se obtienen para los elementos de configuración.	Nos ayuda a identificar los cambios efectuados desde el punto de vista de versiones.
Tabla No. 3
Métricas utilizadas en el desarrollo del software


Longitud de código.- A través del total de líneas de código (LOC) se puede determinar si un sistema es complejo o no. A mayor número de líneas de código más complejo es el sistema (10).
















Locs por Módulos Desarrollados

Porcentaje de Reutilización de código.- La reutilización de código contribuye a mejorar la calidad del software debido al uso de componentes previamente  probados (11).













Locs Reutilizados  por Módulo

Las clases, stored procedures, funciones y procedimientos fueron los elementos que se tomaron en consideración para identificar los componentes reutilizables.










Horas Planificadas vs. Horas Trabajadas


Como se puede apreciar, existe una notable mejoría en la estimación de horas debido fundamentalmente a que el equipo de trabajo adquirió experiencia en el modelo del negocio y en la aplicación del TSP.  Adicionalmente, se aprendió a conocer  el comportamiento de los usuarios. 
















Comparativa de Horas Planificadas por rol vs. Horas Trabajadas
con su porcentaje de desfase

En la Tabla No. 7, vemos los desfases en horas de los roles, el desfase se encuentra en el rango del 17% al 37.5%.  Estos desfases se debieron a los cambios constantes de requerimientos de módulos a su cargo, a la falta de experiencia en la herramienta de desarrollo, a la falta de experiencia en planificar y al uso de una nueva metodología.  













Número de cambios por Módulo desarrollado








TOTAL GENERAL EN HORAS	9.7	6.3	9.2	10.4	8.9	8.35	6.5	59.35
Tabla No. 9
Horas Trabajadas en pruebas por Módulo

Como se puede observar, los tiempos para realizar pruebas de  los primeros módulos son altos comparados con los módulos finales. El orden en el cual los módulos fueron desarrollados fue el siguiente:
	Módulo de Control de Inventario y Bodega, Nómina.
	Módulo de Compras, Órdenes de Trabajo.
	Módulo Presupuesto por Obra, Facturación.
	Módulo de Costos de Producción.

Realizando una comparación entre los tiempos que se registraron para un solicitud de cambio al inicio del desarrollo del software y al final del mismo, nos damos cuenta que el equipo  pudo reducir el tiempo de los procesos de cambios, hubo una disminución considerable en la etapa de evaluación y la etapa de implementación del cambio, por el contrario, en la etapa de revisión del cambio el tiempo se mantuvo estable, con esta medición podemos  definir que aumentó el grado de eficiencia (12).  

Número de versiones de los elementos de configuración.- Nos permite identificar el cambio de versiones de los elementos de configuración previamente definidos. A medida que el equipo ganaba experiencia en TSP se observó una disminución en el número de versiones.  Para esta métrica se identificaron los elementos de configuración definidos en las líneas base que se encuentran en el plan de configuración.

En el proyecto se definieron 3 líneas base, la primera es la línea base de definición el cual agrupa todos los elementos de configuración que se encuentran en las fases de introducción, estrategia, lanzamiento y planificación como por ejemplo: objetivos del equipo, objetivo del producto, definición de la arquitectura del proyecto, definición de estándares y la planificación del proyecto. En la segunda línea base a la cual se la llamo de desarrollo, se encuentra los elementos de configuración de las fases de requerimientos, diseño e implementación como por ejemplo: requerimientos del cliente, requerimiento del desarrollador, diseños detallados y los módulos desarrollados. Para la tercera línea base definida como línea base de producción, se tomó en consideración los elementos de configuración de la fase de pruebas e implantación de los módulos como por ejemplo: pruebas unitarias, pruebas de regresión, producto final integrado.

Para una mejor evaluación de la métrica tomamos en consideración  las etapas de desarrollo y producción, se tomó en cuenta los siguientes elementos de configuración: Requerimientos del cliente, Requerimientos del desarrollador, Diseño Detallado

Para la evaluación de la métrica en la etapa de producción, se tomó en cuenta las pruebas: Unitarias, de Aceptación y de Regresión. 









Versiones obtenidas en desarrollo y producción


De igual manera en la etapa de producción las versiones que se obtuvieron con los módulos finales son menores en referencia a los módulos iniciales. 

Análisis Comparativo: Antes y Después del Uso del TSP 

Antes de adquirir conocimiento acerca de la metodología TSP ningún miembro del equipo de trabajo tenía como procedimiento utilizar estándares tanto de documentación como de desarrollo.  No efectuaban planificaciones; por lo tanto, no se distribuían las tareas de forma efectiva cuando se trabajaba en grupo.  Rara vez documentaban el software y como consecuencia de esto, el análisis y diseño de las aplicaciones desarrolladas era muy pobre. No definían fechas de entrega ni respetaban un cronograma de trabajo.  No tenían como costumbre efectuar pruebas cuando se efectuaban desarrollos, ni realizaban inspecciones en la documentación. Tampoco controlaban los cambios efectuados en el sistema.  En suma, el grupo de trabajo no conocía en realidad lo que era trabajar en equipo.

En proyectos típicos de software donde no se toma en consideración ninguna metodología de desarrollo, los tiempos registrados en las diferentes etapas son altos con respecto a proyectos que utilizan TSP para ser desarrollados. Si tomamos como ejemplo la desviación del programa de trabajo del proyecto, ésta se debió a los continuos cambios que se encontraron en las distintas etapas del proyecto.  En casos como estos, el equipo de trabajo debe ajustarse para mantener el estado del plan.  Como se observa en la Tabla 11, la comparación de la programación en proyectos con TSP y sin TSP es relevante debido a que TSP ayuda a administrar las tareas mediante un rol especifico.

	PROYECTOS 
CON TSP	PROYECTOS TIPICOS SIN EL USO DE TSP
Desfase promedio en la Programación del trabajo	6%	
Rango aceptable de errores en la programación del trabajo	-20% a 27%	
Tabla No. 11
Comparación de proyectos con TSP y sin TSP (6)
Con respecto al trabajo realizado en este proyecto, la planificación se la dividió por incrementos, los cuales tenían su propia programación de tareas.  Inicialmente los resultados fueron catastróficos, obteniéndose un 55.5% de desfase con respecto a lo planificado.  Al ejecutar la segunda planificación, el equipo pudo reducir este desfase a 23.7%. Con el siguiente incremento, el grupo de trabajo obtuvo un 4.62% de desfase, y con el último incremento el, equipo obtuvo un 3.47% de desfase. Luego de seguir la metodología TSP, se apreció una mejor organización en el desarrollo de la documentación, se obtuvo una disciplina en el desarrollo del trabajo y los procesos se tornaron más controlados.  Se aprendió a estimar y planificar los tiempos de cada administrador, así como desarrollar el proyecto de manera más efectiva, efectuando un buen análisis y diseño de los sistemas.






La metodología TSP puesta en práctica en el equipo contribuyó a que el grupo tenga a una mejor comprensión de sus responsabilidades en los procesos.  Además, ésta les permite enfocar sus esfuerzos hacia las actividades que son significativas en el desarrollo del proyecto, lo cual les brinda autonomía al reducir el número de interacciones con el instructor. Los resultados preliminares, utilizando procesos rediseñados sugieren que los modelos son una guía poderosa para entrenar a los participantes del proyecto.  Los modelos facilitan la colaboración entre los distintos miembros del grupo al determinar explícitamente los tipos de interacción que existen en cada etapa del desarrollo de un sistema de software.  El TSP funciona en mejor manera siempre y cuando los miembros del equipo trabajen en un mismo lugar.





Se utilizan diversas estrategias en la enseñanza de la ingeniería de software, algunas de ellas se basan sólo en la revisión bibliográfica, sin llevar a la práctica el conocimiento adquirido en un proyecto (7). Otras se basan en el trabajo en equipo, y su objetivo central es que el estudiante se ejercite en el desarrollo de un producto para un cliente real, tome decisiones de acuerdo a las opciones o recursos disponibles y se enfrente con los aspectos de comunicación y coordinación típicos del trabajo en grupo (8).  Entonces, un problema recurrente es que el éxito de los proyectos en estos cursos depende de la habilidad y experiencia del instructor para dirigir proyectos. Es probable que distintos instructores logren resultados diferentes utilizando el mismo modelo o que el mismo instructor, con otro grupo de estudiantes, obtenga resultados dispares. Además, en  algunos de estos cursos sólo se presta atención a las características de una buena arquitectura e implantación, sin integrar los aspectos de aseguramiento de la calidad y administración.  Estos problemas sugieren que muchos de los proyectos de ingeniería del software sufren de deficiencias en el proceso de desarrollo de software utilizado por el instructor (9).

Basados en la experiencia que se ha adquirido en esta tesis podemos sugerir varios puntos claves para los futuros ingenieros de software:

Mejorar el proceso de desarrollo de software adoptando metodologías que ayude a producir software de calidad y sujetos a los acuerdos con los clientes.

Para dar seguimientos al proceso de desarrollo, es importante definir inicialmente métricas que ayuden a tener indicadores de desempeño al inicio, en el proceso y al fin del desarrollo del software.

Otro punto a considerar es tener a la mano plantillas para asegurar la organización y control, para tener un mayor grado de eficiencia en los procesos de software.  Además, es importante considerar que cuando se adopta el uso de plantillas, la información que se registre en ellas debe ser lo necesario para levantar una evaluación de los procesos, es decir, debe tener campos necesarios y no redundantes.

En clases de cursos orientados a la programación, se debería promover el uso de estándares, guías y normas para implementación, tomando muchos énfasis en la calidad del producto desarrollado.
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