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Povzetek 
Merilna instrumentacija za zajem in pretvorbo električnih signalov iz analogne 
v digitalno domeno zahteva uporabo AD-pretvornikov. Za razvoj merilnih 
inštrumentov je potrebno dobro poznavanje zmogljivosti uporabljenega sistema AD-
pretvornikov, saj lahko samo tako ovrednotimo pričakovano natančnost zajetega 
signala in zmogljivost inštrumenta pri specifični aplikaciji. Z dobrim poznavanjem 
zmogljivostnih karakteristik pri ustreznih pogojih se laţje odločamo o smiselnosti 
razvoja z uporabo določene tehnologije, ter bolj zanesljivo ovrednotimo prednosti 
sistema v razvoju glede na obstoječe rešitve. 
Radiofrekvenčni sistemi na integriranem vezju (RFSoC) so namenjeni razvoju 
naprav za obdelavo signalov pri visokih frekvencah. Cilj diplomske naloge je bil 
preučiti RFSoC proizvajalca Xilinx, ki vsebuje hitre analogno-digitalne pretvornike 
ter programirljivo logiko za obdelavo signalov. Razviti je bilo potrebno testni 
digitalni sistem za zajem večjega bloka podatkov v pomnilnik programirljivega vezja 
in prenos le-teh na osebni računalnik. Sistem je bil realiziran in preizkušen na 
razvojni plošči ZCU111. 
 
 
 
Ključne besede: RFSoC, Zynq UltraScale+ RF Data Converter, ZCU111, 
Vivado, Verilog 
  
Abstract 
Measuring instrumentation requires using Analog-to-Digital converters. The 
development of measuring instruments requires a good knowledge of the 
performance of the AD converter system used, as this is the only way to evaluate the 
expected accuracy of the captured signal and the performance of the instrument in a 
specific application. With good knowledge of AD converter's characteristics, we can 
decide about their benefits in the systems to be developed.  
Integrated Circuit Radio Frequency (RFSoC) systems are designed to develop 
high frequency signal processing devices. The aim of the thesis was to study the 
RFSoC of the manufacturer Xilinx, which contains fast analog-to-digital converters 
and programmable logic for signal processing. It was necessary to develop a digital 
test system in order to capture a larger block of data in the memory of a 
programmable circuit and transfer them to a personal computer. The system was 
implemented and tested on a development board ZCU111. 
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Seznam uporabljenih simbolov 
V diplomski nalogi so uporabljene veličine s simboli: 
 Frekvenca: simbol: f, enota: Hz 
 Moč RF signala: simbol: P, enota: dBm 
 Čas: simbol: t, enota: s 
 Števna količina: simbol: N, enota: (brez) 
 Hitrost prenosa podatkov: simbol: (brez), enota: bps (bit na sekundo) 
 Električna napetost: simbol: U, enota: V 
 Spektralna gostota šuma: simbol: NSD, enota: dBm/Hz 
 Število mest v dvojiškem zapisu:simbol: (brez) enota: b (bit) oz B (bajt, velja 
1B=8b) 
  
Seznam uporabljenih kratic in kratka razlaga 
ADC Analog-to-Digital Converter  Analogno-digitalni  pretovrnik 
API Application Programming Interface  Uporabniku prilagojene 
programske funkcije 
ASIC Application-Specific Integrated Circuit  Aplikacijsko-specifično 
integrirano vezje 
BGA Ball Grid Array  Vrsta podnožja integriranega vezja 
BUF Buffer  Vmesnik oz. ojačevalnik 
DDC Digital Down-Conversion  Blok za digitalno mešanje signalov 
navzdol 
DUT Device Under Test  Testirana naprava oz. vezje 
FPGA Field-Programmable Gate Array  Programirljiva polja vrat 
FIFO First In, First Out Register  Vrsta registra 
HDL Hardware-Description Language  Strojno-opisni jezik 
IEEE Institute of Electrical and Electronics Engineers  Inštitut inženirjev 
elektrotehnike, uporablja se tudi kot imena standardov 
IP Intellectual Property  Intelektualna lastnina, v diplomski nalogi se 
uporablja tudi kot Vivadova IP jedra 
IO Input-Output  Vhodno-izhodni, pridevnik uporablja se kot vrsta 
priključkov 
IQ In-Phase/Quadrature  Sofazno in Kvadraturno, izraz se uporablja 
kot vrsta modulacije 
LUT Look-Up Table  Zbirka izhodnih vrednosti 
LPAF Low Profile Open-Pin-Field Array  Vrsta konektorja 
  
LSB Least-significant bit  Najmanj uteženi bit 
MSB Most-Significant bit  Najbolj uteženi bit 
PL Programmable Logic  Blok programirljive logike 
PLL Phase-Locked Loop  Fazno-zaklenjena zanka 
RAM Random-Access Memory  Bralno-pisalni pomnilnik 
RFDC Radio-Frequency Data Converter  Pretvornik podatkov v 
radiofrekvenčni domeni, nadpomenka AD-pretvornikov 
SD-FEC Soft Decision Forward Error Correction  Tehnika korekcije napak 
pri komunikaciji 
SMA SubMiniature version A  Vrsta RF konektorja 
STA Static-Timing Analisys  Statična časovna analiza 
UART Universal Asynchronous Receiver Transmitter  Vrsta 
komunikacijskega protokola 
VCO Voltage-Controlled Oscillator  Napetostno-krmiljen oscilator 
VHDL Very high speed integrated circuit Hardware Description Language  
Vrsta strojno-opisnega jezika 
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1  Uvod 
Diplomsko delo poleg teoretičnega ozadja opisuje načrtovanje in delovanje 
testnega sistema za hkratni zajem večjega števila (preko milijon vzorcev na en kanal) 
podatkov iz AD-pretvornikov pri visokih vzorčnih frekvencah in dostavo zajetih 
podatkov prek UART vodila na osebni računalnik.  
Izdelava testnega sistema zahteva ustrezno konfiguracijo AD-pretvornikov, 
generiranje referenčnega signala iz PLL vezij, opis digitalnega sistema za zajem in 
shranjevanje podatkov na RTL nivoju ter programiranje mikrokrmilnika za dostavo 
podatkov prek UART vodila na računalnik. Delo vključuje opisovanje digitalnega 
vezja z HDL jezikom Verilog, izdelavo in sintezo RTL projekta s programom 
Vivado in načrtovanje programske opreme v jeziku C s programom Vitis. V 
diplomskem delu so opisani vsi pomembnejši gradniki testnega sistema in 
metodologija načrtovanja. 
Testni sistem deluje na razvojni plošči ZCU111, ki vsebuje RFSoC sistem na 
integriranem vezju, natančneje sistem »XCZU28DR«, ki vsebuje tudi osem 12-bitnih 
AD-pretvornikov, kateri omogočajo vzorčenje signala pri frekvencah do 𝑓𝑠 = 4 𝐺𝐻𝑧. 
Diplomska naloga se deli na več poglavij. Drugo poglavje vsebuje kratko 
teoretično ozadje AD-pretvornikov, fazno-zaklenjenih zank ter komunikacijskih 
vodil, uporabljenih v diplomski nalogi. V tem poglavju je opisan tudi postopek 
načrtovanja modela digitalnega vezja ter vseh morebitnih problemov, s katerim bi se 
predvidoma lahko srečali pri načrtovanju digitalnega sistema. Tretje poglavje 
vsebuje opis sistema RFSoC, pripadajočih AD-pretvornikov, razvojne plošče 
ZCU111. Četrto poglavje vsebuje opis načrtovanja in delovanja testnega sistema. 
Peto poglavje in zaključek diplomske naloge se skleneta s povzetkom sistema in s 
praktičnim primerom njegove uporabe ter morebitnimi dodelavami v prihodnosti. 
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2  Teoretično ozadje 
V tem poglavju je opisano teoretično ozadje pojmov, gradnikov in orodij, 
uporabljenih pri projektnem delu. Poleg splošno uporabljenih pojmov je v poglavju 
opisan tudi splošen postopek načrtovanja modela digitalnega vezja. 
2.1  Analogno-digitalni pretvorniki 
Analogno-digitalni pretvornik (v nadaljevanju AD-pretvornik ali angl. Analog-
to-Digital Converter, v nadaljevanju ADC) je sistem, ki analogni električni signal 
pretvori v digitalnega. Obstaja več različnih arhitektur AD-pretvornikov. Eden 
najpomembnejših parametrov AD-pretvornikov je njegova resolucija. To je število 
različnih moţnih digitalnih vrednosti, ki jih digitalizirani signal lahko predstavlja. 
Velja, da 𝑛-bitni ADC lahko predstavlja 2𝑛  različnih kvantiziranih vrednosti zajetega 
analognega signala. Običajno se izhodne digitalne vrednosti podaja v dvojiškem 
komplementu. 
Za idealni AD-pretvornik velja, da pretvorba v izhodni signal vnese samo 
kvantizacijsko napako, ki je nepogrešljiva pri kvantizaciji analogne vrednosti. Realni 
ADC vnese v zajeti signal tudi popačenja in šum, ki ni kvantizacijskega izvora. 
Bistvena lastnost AD-pretvornika je tudi največja vzorčna frekvenca, ki jo ADC 
doseţe, kar skladno z Nyquistovim teoremom omogoča vzorčenje signalov s 
frekvenčnimi komponentami do polovice frekvence vzorčenja, sicer pride do pojava 
prekrivanja (angl. izraz Aliasing). 
AD-pretvorniki, namenjeni delovanju na zelo visokih vzorčnih frekvencah, 
imajo prepletajočo-se zgradbo, ki deluje kot sklop več AD-pretvornikov in se tekom 
ene periode vzorčne frekvence med seboj izmenjujejo, digitalni signal pa se 
multipleksira. Če je znotraj ADC-ja 𝑀 AD-pretvornikov, potem vsak od teh deluje 
na M-krat manjši frekvenci, kakor je frekvenca vzorčenja celotnega ADC. Slika 2.1 
prikazuje zgradbo prepletajočega-se ADC s pripadajočimi referenčnimi signali za 
vzorčenje [1, 2]. 
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Princip delovanja tovrstnih ADC zahteva natančno kalibracijo, saj lahko 
razlike v ojačenjih med notranjimi ADC in fazni šum vzorčnih signalov v zajeti 
signal vnesejo popačenja in dodatne spektralne komponente, ki v analognem signalu 
niso bile prisotne. 
 
Slika 2.1:  Arhitektura prepletajočega-se ADC z referenčnimi signali. [sl2.1]. 
2.1.1  Spektralna gostota šuma 
Za ovrednotenje kvalitete AD-pretvornika pri vzorčenju signalov frekvenc, ki 
sodijo v radiofrekvenčno (angl. Radio-frequency, v nadaljevanju RF) domeno, je 
najprimernejši parameter za ovrednotenje vnesenega šuma v zajeti signal fizikalna 
količina, imenovana spektralna gostota šuma (angl. Noise Spectral Density, v 
nadaljevanju NSD). NSD je merilo za moč vnesenega šuma, normirana na pasovno 
širino zajetega signala. NSD je uporaben predvsem, ko pri vzorčenem signalu ne 
uporabimo celotne pasovne širine, ampak samo določen del. Ostali del zajetega 
signala, vključno s šumom, pa z digitalnimi pasovno-prepustnimi filtri odstranimo 
[3]. 
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2.2  Decimacija 
Decimacija je proces opuščanja vzorcev zajetega signala za celoštevilski faktor 
D. To pomeni, da v zajetem signalu ohranimo samo vsak D-ti vzorec. S tem 
efektivno zmanjšamo vzorčno frekvenco za faktor D, saj je graf spektralne gostote 
zajetega signala po decimaciji enak, kot bi če bi isti signal zajeli z za faktor D niţjo 
vzorčno frekvenco. Decimacijo lahko naredimo samo, če je efektivna vzorčna 
frekvenca po decimaciji še vedno vsaj dvakrat večja od najvišje frekvenčne 
komponente zajetega signala, sicer pride do prekrivanja spektralnih komponent 
(angl. izraz Aliasing). V izogib prekrivanju lahko zajeti signal pred decimacijo 
obdelamo z ustreznim digitalnim protiprekrivnim, nizkoprepustnim sitom.  
Decimacijo zajetega signala se uporablja na primer takrat, ko ţelimo zmanjšati 
potrebno velikost pomnilnika za zajete podatke ali pa kadar preko komunikacijskega 
kanala pretok zajetega signala brez decimacije ni mogoč v realnem času [4]. 
2.3  Fazno-zaklenjena zanka 
Fazno-zaklenjena zanka (angl. izraz Phase-Locked Loop, v nadaljevanju PLL) 
je kontrolni sistem (pojem lahko označuje tudi elektronsko vezje), sestavljen iz 
detektorja faze, nizkoprepustnega sita, napetostno-kontroliranega oscilatorja (angl. 
Voltage-Controlled Oscillator v nadaljevanju VCO) in delilnikom urinega signala, 
kot povratna vezava. VCO oscilira pri frekvenci, ki je krmiljena preko, z 
nizkoprepustnim sitom obdelanega, signala faznega detektorja, kateri primerja 
razliko v fazi med referenčnim signalom in preko povratne vezave pripeljanim 
signalom iz VCO. Na sliki 2.2 je shema gradnikov enostavne fazno-zaklenjene 
zanke. 
 
Slika 2.2:  Shema gradnikov fazno-zaklenjene zanke. 
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PLL se uporablja za generiranje urinih signalov (v nadaljevanju ure) glede na 
nek referenčni signal. Široko se uporabljajo pri komunikacijskih vezjih, RF vezjih, 
mikroprocesorjih, ipd.  
Zaklenjeno stanje PLL pomeni, da je izhodni signal iz VCO stabilen in da je v 
točno ţelenem razmerju glede na referenčnega. Kadar PLL ni zaklenjen, je izhodni 
signal iz VCO lahko niţji ali višji od ţelenega razmerja glede na referenco, saj VCO 
pride v visoko ali nizko nasičenje. 
2.4  Digitalna vezja in digitalni sistemi 
Digitalna vezja so vezja, sestavljena predvsem iz logičnih vrat in pomnilnih 
celic, ki tvorijo gradnike digitalnih vezij (kot na primer registre, aritmetično-logične 
enote, izbiralnike, …), iz gradnikov pa tvorimo kompleksnejše sisteme (na primer 
procesorska jedra, komunikacijske vmesnike, digitalna sita, …). 
Digitalni sistemi so elektronski sistemi, ki izvajajo funkcije z uporabo digitalne 
logike, vsebujejo pa lahko še senzorje, analogno-digitalne pretvornike, digitalno-
analogne pretvornike, ipd [5]. 
2.4.1  Programirljiva polja vrat 
Programirljiva polja vrat (angl. Field-Programmable Gate Array, v 
nadaljevanju FPGA) so integrirana vezja, katera vsebujejo polja programirljivih 
logičnih vrat, spominskih celic in ostalih digitalnih komponent, ki jih je vedno 
mogoče ponovno konfigurirati. Glavna prednost FPGA vezij proti običajnim 
mikrokrmilnikom je ta, da FPGA omogoča paralelno izvajanje izračunov in 
algoritmov, kar omogoča realizacijo tudi zahtevnejših realnočasnih projektov. FPGA 
lahko predstavlja celotno integrirano vezje, vse pogosteje pa gre za del nekega 
sistema na integriranem vezju (angl. System-on-Chip, v nadaljevanju SoC), kjer je 
kot blok programirljive logike (angl. programmable logic, v nadaljevanju PL) le del 
sistema na integriranem vezju skupaj z mikroprocesorskim jedrom, spominskimi 
bloki, vmesniki in ostalo periferijo ter eventuelno tudi analognim delom 
integriranega vezja.  
Načrtovanje digitalnih sistemov z FPGA-ji je načeloma zahtevnejše in časovno 
zamudnejše v primerjavi z programiranjem mikrokrmilnikov, vendar manj zahtevno 
in zamudno od načrtovanja aplikacijsko-specifičnega integriranega vezja (angl. izraz 
Application-Specific Integrated Circuit, v nadaljevanju ASIC). 
FPGA polja vrat so običajno v praksi izvedena kot SMD komponente z BGA 
vrsto priključkov različnih velikosti in številom vhodno-izhodnih priključkov. 
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2.4.2  Opisovanje digitalnih vezij v tehnologiji FPGA 
Digitalne sisteme v tehnologiji FPGA (podobno tudi v ASIC tehnologiji) lahko 
opisujemo na različnih nivojih. Poznamo postopkovno (algoritmično opisovanje in 
opisovanje z modelom obnašanja), funkcijsko opisovanje (opis pretoka podatkov in 
opis signalov ob določenih urinih ciklih) in logično opisovanje (opis z Boolovimi 
enačbami ter opisovanjem logičnih vrat). Zadnjega načina se zaradi kompleksnosti 
sodobnih vezij načeloma ne uporablja. Omenjene načine opisa digitalnih vezij 
omogočajo visokonivojski jeziki za opis digitalnih vezij. Med njimi sta najbolj 
razširjena jezika VHDL in Verilog. Nekateri proizvajalci integriranih vezij, ki 
vsebujejo programirljivo logiko, omogočajo opis digitalnih vezij tudi z 
visokonivojsko sintezo, ki kodo (na primer v jeziku C s specifičnimi  
modifikacijami) prevede v Verilog ali VHDL modul (na primer program Vivado 
HLS proizvajalca integriranih vezij Xilinx). 
Digitalne sisteme v tehnologiji FPGA načrtujemo po korakih. Običajno se 
najprej izdela opis vezja z enim od HDL jezikov in se opravi simulacija. S tem se 
preveri, ali so v modelu prisotne morebitne napake, katere se odpravi. Po simulaciji, 
ki potrdi pravilno delovanje vezja sledi sinteza, ki kodo prevede v digitalno vezje s 
pripadajočimi gradniki (v FPGA tehnologiji se priredi predvsem LUT tabele kot 
kombinacijski del digitalnega vezja in D-spominske celice kot pomnilni elementi ter 
ostale gradnike, kot na primer generatorje ure, vmesnikov, …). Po opravljeni sintezi 
sledi še tehnološka preslikava, s katero izbrana razvojna programska oprema 
sintezirano digitalno vezje implementira na ţeleno integrirano vezje. Zatem se 
izvedejo še tehnološke simulacije, s katerimi preverimo zanesljivost delovanja 
sistema pri ţelenih frekvencah signalov ure, zakasnitve signalov, porabo moči 
sistema ipd. Statična časovna analiza (angl. Static Timing Analysis, v nadaljevanju 
STA), ki je bistven del tehnološke simulacije je s teoretičnim ozadjem podrobneje 
opisana v poglavju 2.8. 
Pri razvoju sistemov na FPGA je potrebno poleg splošnih smernic za 
načrtovanje digitalnih vezij upoštevati tudi specifična načela. Pomembno je na 
primer skrbeti za ustrezno inicializacijo, izogibati se modeliranju zapahov (v FPGA 
tehnologiji so načeloma nezaţeleni ali neizvedljivi), paziti na ustreznost vhodnih in 
izhodnih priključkov (logični standardi, sposobnost za uporabo urinih signalov, …). 
Za uspešno implementacijo sistemov, delujočih pri zelo visokih frekvencah, je zelo 
pomembno natančno poznavanje osnovnih gradnikov in načina tehnološke preslikave 
uporabljenega programskega orodja za izdelavo dobrega modela, ki je izvedljiv z 
gradniki na izbranem polju vrat. 
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V naslednjem poglavju je opisan eden izmed najbolj uporabljenih HDL jezikov 
– Verilog. Predstavljeni so najpogosteje uporabljeni sintaktični konstrukti z 
enostavnimi praktičnimi primeri, zatem sledijo poglavja z opisi postopka simulacije, 
sinteze ter postopke in pogoste probleme pri tehnološki simulaciji digitalnih sistemov 
[5].  
2.5  Verilog 
Verilog je strojno-opisni jezik (angl. Hardware-Description Language, v 
nadaljevanju HDL). Jezik omogoča opis in simulacijo delovanja digitalnih vezij na 
različnih nivojih. Najbolj razširjena različica je Verilog 2001 (po standardu IEEE 
1364), obstaja pa tudi nadgradnja jezika, to je jezik SystemVerilog. Zaradi sintakse, 
ki je podobna jeziku C velja, da se je Veriloga z ustreznim predznanjem 
programskega jezika C in podrobnim poznavanjem teorije digitalnih vezij dokaj 
enostavno naučiti v primerjavi s sintakso jezika VHDL [6, 7]. 
Osnovna enota v Verilogu je modul, kateremu lahko definiramo parametre in 
vhodne, izhodne ali vhodno-izhodne priključke. Imena priključkov morajo ustrezati 
dogovorjenim pravilom. Primer deklaracije modula je:  
module ime_modula #(parameter ime_parametra = vrednost) 
( 
input ime_vhodnega_prikljucka,  
output ime_izhodnega_prikljucka, 
inout ime_vhodno_izhodnega_prikljucka 
); 
//deklaracija povezav/spremenljivk in opis digitalnega 
vezja 
endmodule 
Najpogostejša podatkovna tipa sta povezava (angl. wire), ki je analogna 
električni ţici, saj vedno zavzame tisto vrednost, ki ji jo pripiše nanjo povezan 
logični izhod. Drugi temeljni podatkovni tip je spremenljivka (angl. reg), analogen 
registru, ker ohrani vrednost po tem, ko mu je bila pripisana. Obema podatkovnima 
tipoma lahko določamo širino. Primer deklaracije n-bitnega vodila (skupek povezav) 
je: 
wire [(n-1):0] ime_vodila; 
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Spremenljivka, sestavljena iz n-bitov pa je deklarirana tako: 
reg [(n-1):0] ime_spremenljivke; 
Operatorji v Verilogu so skoraj povsem enaki kot v jeziku C, saj imajo, razen z 
izjemo nekaj dodatno vpeljanih, povsem isto sintakso, hierarhijo in funkcionalnost. 
Najniţji nivo opisa pri Verilogu je opisovanje na nivoju tranzistorjev (angl. 
izraz Switch-Level Moddeling), pri katerem se vezje načrtuje s tranzistorji, 
ojačevalniki, pullup upori, ipd. Tak način je za opisovanje ţe manj kompleksnih 
sistemov praktično povsem neuporaben, zato tudi ni opisan. 
Stopnjo višje je modeliranje na nivoju logičnih vrat (angl. izraz gate-level 
modeling), kjer so definirana logična vrata, v sledečem oklepaju je prvo vstavljen 
izhodni signal (ki mora biti povezava), sledi pa naštevanje vhodnih signalov (lahko 
so povezave ali spremenljivke). Primer opisa logičnih vrat ALI z izhodnim signalom 
y in vhodnimi signali x0, x1 in x2 je: 
or(y, x0, x1, x2); 
Naslednji nivo je opis pretoka podatkov, s katerim se opisuje v glavnem 
kombinacijska vezja, ker gre za prirejanje izhodne vrednosti vsakokrat ob spremembi 
vrednosti kateregakoli vhodnega signala v izrazu. Pri opisu pretoka podatkov se leva 
stran enačbe prireja izrazu na desni strani priredilnega operatorja. Sintaksa se začne s 
kontinuiranim prireditvenim stavkom assign, sledi pa ji izraz. Primer izvedbe logične 
funkcije IN na vhodnih signalih x0 in x1 ter izhodom y je: 
assign y = x0 & x1; 
Najvišji nivo opisa je opisovanje z modelom obnašanja (angl. izraz 
Behavioural Modeling), ki se ga pri načrtovanju tudi najbolj uporablja. Z njim lahko 
opisujemo tako kombinacijska kot sekvenčna vezja, pri modelu pa se kot izhodne 
signale uporablja spremenljivke. Tem lahko vrednosti pripišemo na primer enkrat ob 
inicializaciji oz. začetku simulacije (z initial blokom) ali pa izvajamo v zanki ob 
določenih pogojih (konstantno izvajanje, na spremembo vhodnega signala ali 
spreminjajočo se fronto ure). Pri tem uporabljamo blokirni (t. j.  =) ali neblokirni (t. j. 
<=) priredilni operator. Pri izvajanju v zanki se lahko ustvari tudi občutljivostni 
seznam za izvedbo bloka.  
Kombinacijska vezja opišemo z blokom always, ki mora biti proţen vsakokrat 
ob spremembi kateregakoli vhodnega signala. To doseţemo, da v seznam  
občutljivosti vnesemo vse vhodne signale ali pa kar s simbolom »*«. Pri opisu se 
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vedno uporablja blokirni priredilni operator. Med opisovanjem kombinacijskih vezij 
se pogosto zgodi, da nenamerno modeliramo zapah. V izogib temu se je potrebno 
strogo drţati naslednjih načel: 
 Popolnost občutljivostnega seznama – uporablja se simbol »*«, 
 V vsaki veji odločitvenega stavka je potrebno prirediti vse izhodne 
spremenljivke, 
 Vsak odločitveni stavek mora imeti privzeti primer (na primer pri if stavku 
nujno uporabimo tudi else, pri case pa vejo default). Lahko pa signalom tudi 
kar določimo privzeto vrednost ob začetku izvedbe bloka. 
Spodaj je primer izvedbe kombinacijskega vezja z modelom obnašanja; 2/1 
izbiralnika z vhodoma »x0« in »x1« ter signalom izbire »s«. Izhodni signal je 
spremenljivka »y«. 
always@(*) begin // 2/1 izbiralnik 
if(s) 
y=x0; 
else 
y=x1; 
end 
Sekvenčna vezja se opiše s pogojem za naraščajočo ali padajočo fronto ure in 
znotraj always bloka z odločitvenim vezjem. Pri tem je potrebno uporabiti neblokirni 
priredilni operator, ki poskrbi za efektivno hkratno izvedbo stavkov v bloku, ki na 
desni strani priredilnega operatorja uporabijo vrednosti signalov pred proţilno fronto 
signala. D-spominsko celico s sinhr. signalom ponastavitve na primer opišemo: 
always@(posedge clk) begin  
if(rst) 
q <= 0; 
else 
q <= d; 
end 
Z omenjenimi načini opisovanja lahko načrtujemo kompleksne digitalne 
gradnike, kot na primer registre, števce, aritmetično-logične enote, avtomate končnih 
stanj, algoritmične avtomate stanj ipd. 
Verilog omogoča tudi hierarhično vključevanje modulov v druge module. To 
naredimo s klicem in povezovanjem priključkov ter pripisom parametrov. Za 
učinkovitejše pisanje ponavljajočih se delov kode lahko uporabljamo tudi stavek 
generate in for zanko. V kodo lahko vključimo tudi knjiţnične komponente, ki 
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načrtovalcu prihranijo čas za ponoven razvoj ţe uveljavljenih gradnikov (na primer 
konvencionalni grafični vmesniki ali komunikacijski vmesniki, medpomnilniki, …) 
ali pa omogočajo vključevanje tehnoloških knjiţnic, specifičnih za neko integrirano 
vezje (angl. Intellectual Property, v nadaljevanju IP komponente), kot na primer 
generatorji urinih signalov, ponastavitveni bloki, AD/DA-pretvorniki, …).  
Ponavljajoče se dele kode lahko napišemo tudi kot funkcije ali pa procedure in 
jih uporabljamo večkrat. Funkcijo se deklarira znotraj modula. Imeti mora vsaj en 
vhodni argument ter vračati natanko eno vrednost, ne sme pa vsebovati modelov 
zakasnitev, zato se jih uporablja kot kombinacijsko vezje, na primer za aritmetične 
operacije, ipd. Procedure se prav tako deklarira znotraj modula, namenjena pa so 
večinoma za validacijo delovanja testiranega modula pri simulacijah. 
2.6  Simulacija modela vezja 
Modele digitalnega vezja se najprej preizkusi s simulacijo, ki je običajno prav 
tako napisana v HDL jeziku. Uporablja se simulatorje, ki so načeloma ponujeni v 
razvojni programski opremi, lahko pa tudi kot samostojna programska oprema.  
Delovanje vezja lahko spremljamo tako, da ob vzbujanju vhodnih priključkov 
spremljamo stanja izhodnih priključkov na grafu ali pa s sistemskimi funkcijami, ki 
izpisujejo vrednosti signalov v nekem trenutku. Lahko pa s pomočjo sistemskih 
funkcij ter z lastnimi algoritmi ob ustreznem vzbujanju primerjamo stanje izhodnih 
priključkov s pričakovanimi vrednostmi in uporabniku sporočamo morebitna 
neujemanja. 
Simulacijo z jezikom Verilog opravimo tako, da ustvarimo testno strukturo. 
Testna struktura v jeziku Verilog je navadno vsebuje [8]: 
 Definicija časovnih enot (časovnih korakov), ki opredeli časovno enoto za 
zakasnitve, 
 Modul, ki deklarira testno strukturo. Testna struktura načeloma nima vhodnih 
in izhodnih priključkov, 
 Interne signale, ki sluţijo kot vzbujalni signali za modul, ki ga preiskujemo, 
 Instanco modula, ki ga testiramo (običajno ga poimenujemo kot DUT (angl. 
kratica za Device Under Test), 
 Proceduralne bloke za določanje vrednosti vzbujalnih signalov ob določenem 
času, običajno se uporablja initial bloke, 
 Odzivne in spremljevalne algoritme, ki dejanske vrednosti izhodnih signalov 
primerjajo s pričakovanimi in preko sistemskih funkcij (na primer $monitor(), 
$strobe(), $display(), …) uporabniku sporočajo stanje izhodnih signalov v 
določenem trenutku. 
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2.7  Realizacija modela vezja v tehnologiji FPGA 
Model opisanega vezja se realizira s sintezo in tehnološko preslikavo. Sinteza 
opisano vezje pretvori v povezave in osnovne logične gradnike, medtem ko 
tehnološka preslikava sinteziran model implementira na ţeleno FPGA vezje oziroma 
blok programirljive logike integriranega vezja. Po tehnološki preslikavi se ustvari še 
datoteko, s katera se na FPGA vezje naloţi ob zagonu in ga s tem konfigurira. 
2.8  Statična časovna analiza kot del tehnološke simulacije 
Statična časovna analiza (angl. Static Timing Analysis v nadaljevanju STA) je 
najpomembnejši del tehnološke simulacije, ki sledi tehnološki preslikavi, in je 
namenjena zagotavljanju pravilnosti delovanja vezja v praksi. Gre za metodo, katera 
preveri, ali bo implementirano digitalno vezje zanesljivo delovalo tako, da v 
izračunih upošteva vse mogoče (največje in najmanjše moţne) zakasnitve logičnih 
signalov in ur. Razloga za nezanesljivost delovanja sta lahko: 
 Kršitev postavitvenega časa (angl. izraz Setup Violation) 
 Kršitev zadrţevalnega časa (angl. izraz Hold Violation) 
Kršitev zadrţevalnega časa se pojavi, če se signal na vhodu spominske celice 
po naraščajoči fronti ure spremeni prej, kot je njen zahtevan zadrţevalni čas (𝑡ℎ𝑑 ). 
Tovrstna kršitev v tehnologiji FPGA načeloma ni problematična, saj imajo 
spominske celice same običajno večjo zakasnitev pri spremembi med urino fronto in 
spremembo izhodnega signala, ki je preko nekega kombinacijskega vezja pripeljan 
na drugo spominsko celico, kot je zadrţevalni čas samih spominskih celic. 
Do kršitve postavitvenega časa pride, če signal na vhodu v spominsko celico ni 
stabilen dovolj časa pred urino fronto zaradi predolge zakasnitve na poti signala po 
kombinacijskem vezju pred vhodom. Ta kršitev je bistveno bolj problematična ter 
pogojuje največjo moţno frekvenco ure. V izogib omenjeni kršitvi pri višjih 
frekvencah ure, moramo opis vezja načrtovati tako, da je čas potovanja signala čez 
kombinacijski del vezja in po medsebojnih linijah čim krajši. Pri načrtovanju v ASIC 
tehnologiji se lahko posluţujemo tudi tehnike konstruktivnega zakasnjevanja ure 
(angl. izraz beneficial clock skew), v FPGA tehnologiji pa se lahko za zahtevna in 
časovno-potratna kombinacijska vezja posluţujemo principa cevovodenja, kar pa 
prinese podaljšanje latence izračuna logične funkcije. Pri izračunu največje moţne 
frekvence je potrebno upoštevati tudi negotovost signala ure v najslabšem moţnem 
primeru [9]. 
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Orodju za tehnološko preslikavo in STA je potrebno podati informacije o 
frekvenci urinih signalov, poteh, ki naj se v izračunu ne upoštevajo, propagacijskih 
zakasnitvah vhodnih signalov glede na uro (zaradi dolţin prenosnih linij), največje 
dovoljene zakasnitve na izhodnih signalih ipd. V programu Vivado to opravimo v 
.xdc datotekah. Informacijo o tem, da naj se nek signal upošteva kot ura in njegovo 
frekvenco na primer podamo tako: 
create_clock –name ime_domene_ure –period 10.0 [get_ports 
signal_ure] 
S tem ukazom smo ustvarili novo domeno ure, jo poimenovali in nastavili 
njeno periodo na 𝑇 = 10𝑛𝑠, z ukazom get_ports pa smo domeno pripisali na 
priključek »signal_ure«, ki je deklariran v modulu. 
2.9  Načela varnega prehajanja domen ure 
V poglavju je opisana tehnika sinhronizacije za varno prehajanje med 
domenami ure, katero se jo uporablja tudi v projektnem delu. Domena ure je del 
digitalnega vezja, kateremu se vsi izhodi in izhodi spominskih celic posodabljajo 
oziroma vzorčijo ob isti urini fronti, kar pomeni, da je ta del vezja sinhronski. FPGA 
vezja imajo prilagodljivo število domen ure, urino drevo pa je ţe ustvarjeno in ga ni 
mogoče spreminjati, lahko pa se samo nastavi katera ura potuje po neki veji do 
spominskih celic. 
Asinhronske signale (to so neodvisni vhodni signali ter signali, ki so vzorčeni 
na različno uro, kot se spreminjajo) je potrebno pri prehajanju domen ure 
sinhronizirati. S tem se zanesljivo izognemo pojavu metastabilnosti (gre za 
nedoločeno logično vrednost v digitalnem vezju), ki lahko digitalno vezje spravi do 
nepredvidljivega obnašanja. Pri vzorčenju asinhronskega signala na neko urino 
fronto se morebitnemu vzorčenju neveljavne logične vrednosti ni mogoče izogniti, 
lahko pa pred posredovanjem signala naprej počakamo tako dolgo, da metastabilno 
stanje skoraj zagotovo preide v veljavni logični nivo. To doseţemo s 
sinhronizatorjem, ki vzorčeni asinhroni signal zadrţi še za vsaj eno periodo ure (tako 
da eventuelno metastabilno stanje signala preide v eno izmed veljavnih) in ga šele po 
tem posredujemo naprej v ustrezno domeno ure [10]. Model sinhronizacije v domeno 
ure (v tem primeru se imenuje »clk«), ki je uporabljen tudi naprej v projektnem delu, 
opisan z Verilogom je predstavljen z naslednjo kodo in uporabljenimi povezavami 
oz. spremenljivkami: 
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wire asinhronski_signal;  // asinhronski vhodni signal 
reg sinhonizacijski_signal[1:0]; 
wire sinhroniziran_signal = sinhonizacijski_signal[1];   
always@(posedge clk) begin // D-ff sinhronizator 
 sinhonizacijski_signal[0] <= asinhronski_signal; 
 sinhonizacijski_signal[1] <= sinhonizacijski_signal[0]; 
end 
Na Sliki 2.3 je logična shema zgoraj opisanega sinhronizatorja z dvema D-
spominskima celicama (uporablja se tudi izraz D flip-flop), občutljivima na 
naraščajočo fronto ure »clk«. Na sliki sta zaradi preglednosti vključena samo 
asinhronski in sinhroniziran signal ter ura. 
 
Slika 2.3:  Sinhronizator z dvema D-spominskima celicama. 
Zgoraj opisana tehnika je odprtozančno prehajanje domene ure, ki pa ne nujno 
zagotavlja zanesljivega vzorčenja nekega kratkega pulza. Zaradi tega je ta tehnika 
lahko v nekaterih primerih pomanjkljiva in popolnoma nezanesljiva. Vendar zaradi 
principa čakanja na postavitev/spust pred prehodom v naslednje stanje za opisan 
sistem v diplomski nalogi povsem zadostuje, saj se stanje vezja ne spremeni preden 
se ne vzorči ustrezne, spremenjene vrednosti sinhroniziranega signala. 
Obstaja tudi zaprtozančno prehajanje urine domene, ki zagotavlja vzorčenje 
nekega kratkega pulza s povratno vezavo nazaj v prvotno urino domeno, ampak ta 
tehnika lahko v vezje vnese dodatne zakasnitve. Ker v projektnem delu ta tehnika ni 
eksplicitno uporabljena, tudi ni podrobneje opisana. 
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3  Opis sistemov na integriranem vezju RFSoC in razvojne 
plošče ZCU111 
V tem poglavju je opisan RFSoC portfelj radiofrekvenčnih sistemov na 
integriranih vezjih in v projektnem delu uporabljena razvojno tiskano vezje ZCU111. 
Pri predstavitvi RFSoC sistemov je opis osredotočen predvsem na gradnike, ki so 
uporabljeni v praktičnem delu za diplomsko nalogo. 
3.1  Zynq UltraScale+ RFSoC družina sistemov na integriranih 
vezjih 
Zynq UltraScale+™ RFSoC je druţina integriranih vezij proizvajalca Xilinx, 
prvenstveno namenjena rešitvam na področju satelitskih in 5G komunikacij, 
visokohitrostnih, multifunkcijskih inštrumentov za zajem in analizo signalov, LiDAR 
geodetski tehnologiji in ostalih aplikacijah, ki zahtevajo zajem podatkov pri visokih 
frekvencah vzorčenja ter realnočasno obdelavo zajetih podatkov z uporabo 
specifičnih digitalnih gradnikov, ki se jih opisuje v tehnologiji FPGA.  
Gre za sistem na integriranem vezju z UltraScale™+ arhitekturo, ki zdruţuje 
štirijedrni Arm® Cortex™-A53 in dvojedrni Arm® Cortex™-R5 procesorski jedri, 
blok s programirljivo logiko, do 16 12-bitnih AD-pretvornikov, do šestnajst 14-bitnih 
AD-pretvornikov, do šestnajst 14-bitnih DA-pretvornikov (točno število odvisno od 
posameznega podsistema RFSoC-a), t. i. Soft-Decision Forward Error Correction 
(kratica SD-FEC) blokom za odpravljanje napak pri prenosu informacij in ostalo 
periferijo ter komunikacijskimi vmesniki (npr. gigabitni ethernet, UART, I2C, CAN, 
…).  
Ključne komponente na RFSoC sistemih so DA in AD-pretvorniki s SD-FEC 
blokom, ki omogočajo zelo visoke frekvence vzorčenja za zajem in generacijo 
analognega signala. Podrobnejša predstavitev AD-pretvornikov s pripadajočimi 
gradniki (vključno z generiranjem referenčnih signalov) sledi v naslednjih 
podpoglavjih [11]. 
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3.1.1  Zgradba in delovanje analogno-digitalnih pretvornikov 
AD-pretvorniki so razdeljeni na razdelke (angl. izraz Tile). V vsakem razdelku 
so po 4 ali po 2 ADC (odvisno od podsistema RFSoC vezja). Če so v razdelku štirje 
ADC, je njihova frekvenca vzorčenja navzgor omejena na 𝑓𝑠 = 2 𝐺𝐻𝑧, v primeru, da 
sta v enem razdelku po dva ADC, pa je njuna vzorčna frekvenca navzgor omejena na 
𝑓𝑠 = 4 𝐺𝐻𝑧. ADC-ji na RFSoC sistemih prve in druge generacije so 12-bitni, tretje 
generacije pa 14-bitni. Vsak razdelek ima svoje notranje PLL vezje za generiranje 
referenčnega signala za vzorčenje. PLL je mogoče tudi zaobiti z izbiralnikom, vendar 
je potrebno upoštevati zahtevane parametre, ki so v grobem opisani v naslednjih 
odstavkih oziroma natančneje v podatkovnem listu. Pomembno se je zavedati, da 
imajo zaradi arhitekturnih lastnosti integriranega vezja vsi AD-pretvorniki znotraj 
istega razdelka enako vzorčno frekvenco. Na sliki 3.1 je predstavljena shema enega 
razdelka z dvema AD-pretvornikoma. 
 
Slika 3.1:  Poenostavljena shema enega razdelka ADC [sl3.1]. 
Vhodi v ADC so diferencialni, z interno 100-ohmsko paralelno zaključitvijo, 
zato mora signal na vhod biti pripeljan preko 100-ohmske diferencialne linije. Poleg 
zaključitve je na vhodu tudi vhodni ojačevalnik (oznaka BUF na sliki 3.1), ki je 
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speljan v AD-pretvornik. Dovoljen razpon vhodne napetosti je 𝑈 = 1 𝑉𝑝𝑝  in dopustna 
moč vhodnega signala je omejena na 𝑃𝑖𝑛 = 1 𝑑𝐵𝑚. Omogočen je AC ali DC sklop 
vhodnega signala. Pri AC sklopu mora vhodni signal biti ločen s sklopnimi 
kondenzatorji, pri DC sklopu pa mora enosmerna komponenta vhodnega signala biti 
poravnana z enosmernim nivojem znotraj ADC (𝑉𝑐𝑚 = 1.2 𝑉), ki je preko 
prilagodilnika pripeljan na VCM priključek (vidno na Sliki 3.1). AD-pretvorniki so 
zgrajeni na prepleteni arhitekturi iz štirih ali osmih notranjih ADC, kar zahteva 
specifično kalibracijo ob zagonu ter tekom delovanja. 
Signal za proţenje je lahko generiran z interno fazno-zaklenjeno ter z 
referenčnim signalom, ki je v RFSoC pripeljan preko 100-ohmske diferencialne linije 
na priključka ADC_CLK_P in ADC_CLK_N, lahko je ta signal tudi direktno 
uporabljen za proţenje ADC. Frekvenčno območje referenčnega signala za PLL je 
102.40625 𝑀𝐻𝑧 ≤ 𝑓𝑟𝑒𝑓 ≤ 6554 𝑀𝐻𝑧. Če PLL zaobidemo, mora referenčni signal 
biti v frekvenčnem območju, ki ustreza dovoljeni vzorčni frekvenci 1000 𝑀𝐻𝑧 ≤
𝑓𝑠 ≤ 4096 𝑀𝐻𝑧. Vršna vrednost napetosti referenčnega signala pa mora biti znotraj 
območja 0.9 𝑉 ≤ 𝑈𝑟𝑒𝑓 ,𝑝𝑝 ≤ 1.8 𝑉. 
Digitaliziran signal iz ADC lahko tudi moduliramo, mešamo, decimiramo in 
prilagodimo v Bloku za digitalno mešanje navzdol (angl. Digital Down Conversion, 
v nadaljevanju DDC) bloku. Na sliki 3.2 je prikazana pot digitalnih podatkov iz 
ADC. Podatki iz ADC v podatkovno pot so razširjeni na 16 bitov. 
 
Slika 3.2:  Shema poti digitalne obdelave zajetega signala (DDC blok) [sl3.2]. 
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Takoj za izhodom ADC je vezje, ki zaznava prekoračitev nastavljene proţilne 
vrednosti (blok Threshold Detect). Namenjeno je zgodnjemu javljanju prekoračitve 
določene vrednosti vhodnega signala, še prej kot se ta podatek zapiše v FIFO 
pomnilnik, da bi ga lahko prebrali. V kolikor pride do prekoračenja, to lahko 
ugotovimo z t. i. threshold zastavico, katera se lahko briše sama oziroma jo je 
potrebno pobrisati, odvisno od uporabniških nastavitev.  
Sledi vezje za korekcijo od zunaj IQ moduliranega signala (iz angl. izraza In-
Phase/Quadrature Modulation Correction), ki poskrbi za kompenzacijo razlik zaradi 
mogočih neravnovesij med I in Q komponento. Vzrok neravnovesja so razlike med 
ADC-jem, ki vzorči I in tistim, ki vzorči Q komponento, kar pomeni degradacijo 
natančnosti. QMC vezje se lahko uporablja tudi za korekcijo ojačenja in enosmerne 
vrednosti med samimi kanali in razdelki, če ne zajemamo od zunaj IQ moduliranega 
signala. 
Če ţelimo isti signal peljati na več mest, lahko spremenimo konfiguracijo 
kretnice (angl. Crossbar). 
Zajeti signal lahko mešamo na dva načina: grobo mešanje (angl. coarse 
mixing) ali fino mešanje (angl. fine mixing). Z mešalnikom lahko signal tudi IQ 
moduliramo ali pa ţe IQ modulirani signal mešamo. Pri grobem mešanju lahko 
signal mnoţimo s signalom vzorčne frekvence, polovico ali četrtino vzorčne 
frekvence. Pri finem mešanju pa se vrednosti mnoţijo z numerično-kontroliranim 
oscilatorjem. Mešan signal lahko tudi zmanjšamo za -3dB, da se izognemo 
morebitnemu prelivu številske vrednosti v bloku za digitalno mešanje navzdol. 
Uporabimo lahko tudi 2/4/8-kratno decimacijo signala, ki vključuje tudi 
uporabi potiprekrivnega digitalnega sita.  
Iz FIFO pomnilnika lahko do zajetih podatkov dostopamo preko AXI4-Stream 
vodila. Izbiramo lahko število vzorcev na AXI4-Stream cikel pisanja (4/5/6/7/8 
vzorcev na cikel). Širina AXI4-Stream podatkovnega vodila je zato prilagodljiva, 
upoštevati pa moramo, da mora ura AXI4-Stream vodila delovati na dovolj visoki 
vzorčni frekvenci, saj drugače lahko pride do preliva FIFO pomnilnika znotraj DDC 
bloka. 
Za nastavljanje in branje nastavitev ter stanja statusnih registrov znotraj AD-
pretvornikov se uporablja AXI4-Lite komunikacijsko vodilo.  
Za vključevanje AD-pretvornikov v digitalni sistem je potrebno pri delu s 
programom Vivado uporabiti in ustrezno konfigurirati IP jedro Zynq UltraScale+ RF 
Data Converter [12]. 
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3.1.2  Postopek zagona AD-pretvornika 
Vsak razdelek gre ob zagonu integriranega vezja ali proţenju ponastavitve 
skozi postopek, imenovan Power-up Sequence, ki poskrbi, da vsi razdelki ADC 
delujejo pravilno. Poskrbeti je potrebno, da se IP jedro vedno zaţene šele takrat, ko 
so vse ure AXI-4 vodil delujoče in stabilne. Postopek konfiguracije je: 
1) Zagotavljanje napajanja in konfiguracija parametrov: Konfiguracijski 
parametri, ki so bili nastavljeni ob razvoju modela digitalnega sistema, se 
naloţijo v pretvornike. To traja pribliţno 𝑡 = 25 𝑚𝑠. Preveri se tudi, če so 
napetosti napajalnih signalov stabilne in znotraj zahtevanih parametrov. 
2) Nastavitve analognega dela vezja: Prilagoditve predvsem v analognem delu 
pretvornikov, kot na primer vhodnih in izhodnih ojačevalnikov ter 
prilagodilnikov. 
3) Konfiguracija referenčnih urinih signalov: Preveri se prisotnost 
referenčnega urinega signala za pretvornike in ob uporabi internih PLL se 
čaka tudi na njihovo zaklenjenost. Potem se referenčni urini signali 
posredujejo tudi v območje digitalnega bloka v pretvorniku. 
4) Kalibracija AD-pretvornikov: Kalibracija AD-pretvornikov, podrobneje 
opisana v poglavju 3.1.3.  
5) Čakanje: Razdelki čakajo v tem stanju dokler signal s_axi_aresetn ne pride 
na visok logičen nivo. S tem se sekvenca konča in pretvorniki so zagnani. Če 
je signal ţe na visokem nivoju, se čakanje preskoči.  
Zagonski postopek se uporablja pri zagonu, ponastavitvi in tudi ugasnitvi 
razdelka tako, da v register Restart State Register zapišemo vrednost začetnega in 
končnega stanja zagonskega postopka (s tem nastavimo ţeleno končno stanje t. j. 
vklop/izklop razdelka) in potem sproţimo zagonski postopek s tem, da v register 
restart Power-On State Machine Register zapišemo vrednost 0𝑥0000_0001.  
V kolikor ţelimo razdelek na primer ugasniti, mora končno stanje zagonskega 
postopka imeti vrednost enako 3, začetno pa 0. V register Restart State Register 
zapišemo vrednost 0𝑥0000_0003 in potem z zapisom vrednosti 0𝑥0000_0001 v 
Restart State Register sproţimo postopek zagona. 
Do trenutnega stanja postopka zagona lahko dostopamo tako, da preko AXI4-
Lite vodila beremo vrednost registra Current State Register, v katerem je zapisano 
trenutno stanje zagonske sekvence [12]. 
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3.1.3  Postopek kalibracije AD-pretvornikov 
AD-pretvorniki V RFSoC vezjih so prepletene arhitekture. To pomeni, da je 
znotraj vsakega AD-pretvornika več posameznih ADC (v nadaljevanju sub-ADC), 
kar omogoča zelo visoke vzorčne frekvence, vendar zahteva kompleksen postopek 
kalibracije med samimi sub-ADC. Vsak ADC ima 4 oziroma 8 sub-ADC-jev, 
odvisno od števila ADC v enem razdelku – 2 ali 4. Na sliki 3.3 je shema sestave 
enega ADC. 
 
Slika 3.3:  Zgradba prepletenih AD-pretvornikov v RFSoC sistemih [sl3.3]. 
Uporablja se dve vrsti kalibracije. Ob inicializaciji se izvede inicializacijska 
kalibracija (angl. izraz Foreground Calibration), ki poskrbi za izenačenje zakasnitev 
in izenačitev enosmernih nivojev. Med delovanjem pa se sproti izvaja Sprotna 
kalibracija (angl. izraz Background Calibration), ki jo uporabnik lahko tudi 
onemogoči. Sprotna kalibracija skrbi predvsem za kompenzacijo razlik zaradi 
sprememb temperature. Za kalibracijo skrbijo trije glavni gradniki ADC: 
 OCB 1&2 blok: Skrbijo za korekcijo enosmernega nivoja med t. i. sub-ADC. 
 GCB blok: Skrbi za izenačenje razlik v ojačenju. 
 TSCB: Korekcija napak zakasnitev vzorčnih signalov med t. i. sub-ADC-ji. 
Sprotno kalibracijo lahko tudi zamrznemo, če v IP jedru omogočimo opcijo 
Enable Cal Freeze Ports. V tem primeru se kalibracija ne izvaja, dokler je vhodni 
priključek int_cal_freeeze na visokem logičnem nivoju ali pa če je na analognem 
vhodu zaznana prekoračitev vhodne napetosti. Če pa izberemo opcijo Auto Cal 
Freeze, pa se kalibracija zamrzne samo ob prekoračenju vhodne napetosti [12]. 
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3.1.4  Prekinitve pri AD-pretvornikih 
ADC, DAC in ostala periferija IP jedra Zynq UltraScale+RF Data Converter 
lahko ob ustrezni konfiguraciji generirajo tudi prekinitve, ki signalizirajo na primer 
prekoračitve vhodnega nivoja signala, preliv internega FIFO pomnilnika za 
prehajanje domen ure, neprisotnost referenčnega signala, ipd. Prekinitve so 
organizirane hierarhično. Prekinitveno logično vezje pa je prikazano na sliki 3.4: 
 
Slika 3.4:  Prekinitvena logika IP jedra Zynq UltraScale+ RF Data Converter [sl 3.4]. 
Prekinitve se omogoča/onemogoča tako, da v ustrezne registre za nadzor 
omogočanje prekinitev vpišemo ustrezne vrednosti preko AXI4-Lite vodila. 
Zastavico (izhodni priključek) irq se lahko poveţe na mikrokrmilniško/procesorsko 
jedro. Na prekinitve se lahko, če uporabimo Microblaze mikrokrmilniško jedro, 
odzovemo z aplikacijskimi gonilniki (angl Application Programming Interface, v 
nadaljevanju API), ki se jih uporablja na Zynq UltraScale+ sistemih na integriranih 
vezjih. Nekatere prekinitvene zastavice se lahko brišejo samo z branjem ustreznega 
registra, ostale pa moramo ročno izbrisati iz ustreznih registrov ali pa celo 
ponastaviti celoten razdelek. Z registrom Converter <n> Interrupt Register lahko 
izbiramo, katere prekinitve v ADC/DAC omogočamo [12]. 
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3.2  Razvojna plošča ZCU111 
Razvojna plošča ZCU111 proizvajalca Xilinx je namenjena evaluaciji in 
hitrejšemu načrtovanju projektov, kjer bi sistemi vezij RFSoC lahko prišli v poštev. 
Tiskano vezje vsebuje RFSoC integrirano vezje (natančneje XCZU28DR), različne 
vmesnike za komunikacijo in komunikacijske priključke ter analogni del vezja za 
omogočanje zajema in generiranje podatkov v radiofrekvenčnem območju. Plošča 
vsebuje tudi PLL integrirana vezja za generiranje referenčnih signalov, namenjenih 
DA in AD-pretvornikom. Na plošči se nahajajo tudi različni IO priključki (namenski 
konektorji, stikala, tipke, LED diode, …). Tiskano vezje ZCU111 vsebuje tudi 
sestrsko ploščo, imenovano XM500, ki vsebuje SMA priključke, in balun 
transformatorje za pretvarjanje enojnih prenosnih linij v diferencialne ipd. Slika 3.5 
prikazuje razvojno ploščo ZCU111. 
 
Slika 3.5:  Razvojna plošča ZCU111, na sliki brez sestrske plošče XM500 [sl3.5]. 
Kot omenjeno, plošča vsebuje radiofrekvenčno integrirano vezje 
»XCZU28DR«, ki vsebuje po osem 12-bitnih ADC z največjo moţno vzorčno 
frekvenco 𝑓𝑠 = 4.096 𝐺𝐻𝑧 in osem 14-bitnih ADC, ki ki omogočajo največjo moţno 
vzorčno frekvenco 𝑓𝑠 = 6.554 𝐺𝐻𝑧. V sledečih podpoglavjih so opisane poti zajema 
analognih signalov, ki se jih uporablja pri projektnem delu ter vezja za generiranje 
referenčnih signalov za ADC [13]. 
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3.2.1  Generiranje referenčnih signalov za AD in DA-pretvornike 
AD in DA-pretvorniki potrebujejo za proţenje vzorčenja ali vzbujanja 
referenčni signal. Tega na plošči generiramo z uporabo PLL integriranih vezij 
LMK04208 in LMX2594 proizvajalca Texas Instruments. Referenčni signal lahko 
pripeljemo direktno na sponke RFSoC integriranega vezja, če ustrezno postavimo 
sklopne kondenzatorje na tiskanini, privzeto pa je potrebno referenčni signal 
generirati tako z vezjema LMK04208 in LMX2594.  
Vezje LMK04208 lahko za referenco vzame zunanji signal poljubne frekvence 
(s pravilno konfiguracijo) ali pa dobi referenco iz temperaturno-kompenziranega 
oscilatorja frekvence 𝑓 = 12.88 𝑀𝐻𝑧. Vezje LMK2594, katerega izhodni signal je 
vezan na vhod referenčnih priključkov RFSoC-a, pa za referenco vzame izhodni 
signal vezja LMK04208. Zaklenjenost vseh PLL vezij prikazujejo LED diode DS34, 
DS35, DS44 in DS45, ki so povezane na statusne izhode PLL vezij. Zunanji 
referenčni signal lahko v vezje LMK04208 priklopimo prek SMA priključka J109 
[13]. Na sliki 3.6 je poenostavljena shema za generiranje referenčnih signalov. 
 
Slika 3.6:  Poenostavljena shema generiranja referenčnih signalov. 
3.2.2  Vezje za zajem nizkofrekvenčnega analognega signala na enojnih linijah 
Signal na AD-pretvornikih lahko zajamemo preko enojnih ali diferencialnih 
priključkov. Vsi priključki za zajem analognih signalov so na SMA konektorjih, 
nahajajočih se na sestrskem tiskanem vezju XM500, ki je preko LPAF konektorjev z 
diferencialnimi linijami povezana na razvojno ploščo ZCU111. Plošča XM500 
vsebuje tudi balun transformatorje ter atenuatorje, ki signal na enojni liniji od SMA 
konektorja ustrezno oslabijo in preslikajo na diferencialno linijo, ki vodi v AD-
pretvornike. Slika 3.7 prikazuje vezje za zajem posameznega analognega signala na 
enojni liniji pri frekvencah 𝑓 < 1 𝐺𝐻𝑧. Na sliki je viden balun transformator 
(komponenta U8), premostitveni kondenzatorji za AC sklop in prenosne linije z 
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diferencialnim atenuatorjem na diferencialni liniji. Priključka na desni vodita preko 
LPAF konektorja na paralelno zaključen vhod v AD-pretvornik. S pricinjenjem 
ustreznih uporov (dodajanje uporov R20, R100 in sprememba R116) je mogoče 
dodati tudi dodatni pi-atenuator pred vhod v balun [13]. Priključka na desni strani 
spodnje sheme vodita v integrirano vezje, kjer sta zaključena z uporom. 
 
Slika 3.7:  Shema enega od vezij za analogni signal na plošči XM500 - priključek v ADC  razdelek 0. 
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4  Opis testnega sistema za zajem večje količine podatkov 
V tem poglavju je opisan razvoj in delovanje testnega sistema za hkratni zajem 
večje količine podatkov iz dveh AD-pretvornikov (iz istega razdelka) na RFSoC-u. 
Sistem bo namenjen evaluaciji šumne karakteristike (predvsem NSD) pri niţjih 
frekvencah za potrebe evaluacije primernosti in smiselnosti uporabe RFSoC sistemov 
pri aplikacijah za merjenje pozicije ţarka v pospeševalnikih delcev. Zahtevan je 
hkratni zajem velikega števila (več kot milijon) vzorcev na dveh kanalih pri vzorčni 
frekvenci 𝑓𝑠 = 3992.96 𝐺𝐻𝑧. Podatke bi za potrebe evaluacije zajemali ob vzbujanju 
s signalom frekvence 𝑓 = 499.654 𝑀𝐻𝑧, z ravno tolikšno močjo, da še ne pride do 
bistvenega popačenja signala zaradi prekoračitvenega šuma in nasičenja AD-
pretvornika. 
Ker je načrtovana frekvenca vzorčenja pribliţno štirikrat večja od frekvence 
vzbujalnega signala in ker se potrebuje sliko spektra zajetega signala pri niţjih 
frekvencah, se lahko brez teţav uporabi 2-kratno decimacijo na zajetih vzorcih in s 
tem bistveno olajša načrtovanje digitalnega vezja, saj lahko le-to zaradi manjše 
količine pretoka zajetih podatkov deluje pri niţjih urinih frekvencah.  
Testni sistem deluje na razvojni plošči ZCU111, realiziran pa je predvsem s 
pomočjo programa Vivado 2019.2 in Vitis 2019.2 [14]. Podatke bi zajemali na SMA 
priključkih ADC224_T0_CH0 in ADC224_T0_CH1, ki vodita v AD-pretvornika na 
razdelku 0 in sta zaradi ustreznih balun transformatorjev primerna za zajem signalov 
pri frekvencah 𝑓 < 1 𝐺𝐻𝑧. 
Program v testnem sistemu je načrtovan tako, da mikrokrmilnik skrbi za 
inicializacijo in nadzor AD-pretvornikov ter dostavlja podatke prek UART vodila na 
računalnik. Za shranjevanje in nadzor pretoka podatkov, pa je opisan blok v 
programirljivi logiki na RTL nivoju. Okvirna blokovna shema gradnikov testnega 
sistema je na sliki 4.1. 
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Slika 4.1:  Blokovna shema gradnikov za delovanje testnega sistema. 
Na shemi je viden mikrokrmilnik, ki preko AXI4 vodila nadzoruje IP jedro RF 
Data Converter z AD-pretvorniki. V jedro vodijo tudi referenčni signal in 
diferencialna analogna vhoda (kanal A in B). AD-pretvornika preko AXI4-Stream 
vodila prenašata zajete podatke v Blok za shranjevanje podatkov, ki začne 
shranjevati podatke ob prehodu logičnega nivoja zunanjega proţilnega signala 
(hw_trig_i) iz nizkega v visoki nivo pod pogojem, da je proţenje omogočeno (z 
visokim nivojem logičnega signala hw_trigger_en_i) in da se podatki v tem trenutku 
še ne zbirajo. Ko so je zbrano dovolj veliko število podatkov, Blok za shranjevanje 
podatkov to prek statusnega registra sporoči mikrokrmilniku. Mikrokrmilnik takrat v 
vmesnik zapiše zaporedno številko (naslov) vzorca, ki ga ţeli prebrati, tega pa Blok 
za shranjevanje podatkov zapiše v register, ki ga mikrokrmilnik bere. Po prebranih 
vseh ţelenih vrednostih, mikrokrmilnik z zapisom v kontrolni register to sporoči 
Bloku za shranjevanje podatkov. S tem se lahko ob naslednjem proţenju začne nov 
prenos. 
Na sliki 4.1 zaradi preglednosti I2C vodilo, ki s strani mikrokrmilnika 
konfigurira PLL vezja za referenčni signal ni prikazano. 
V naslednjih poglavjih sledijo opisi delovanja in razvoja vsakega izmed 
gradnikov posebej. Predstavljen je razvoj modela digitalnega vezja in generiranje 
referenc, programska oprema, ki deluje na mikrokrmilniku ter praktični preizkus 
delovanja sistema. 
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4.1  Konfiguracija PLL vezij za generiranje referenčnega signala 
AD-pretvorniku, ki bo uporabljen v projektu je potrebno preko zunanjih 
vhodnih priključkov pripeljati referenčni urin signal, ki je uporabljen kot referenca za 
zajem pri ţeleni vzorčni frekvenci. Za to skrbita PLL integrirani vezji LMK04208 (s 
pripadajočim zunanjim napetostno-kontroliranim kristalnim oscilatorjem, ki niha pri 
frekvenci 𝑓 = 122.88 𝑀𝐻𝑧) in vezje LMX2594 z internim VCO. Za konfiguracijo 
PLL vezij je na voljo uporabniški vmesnik TICS Pro Software [15]. Z njo se izbrani 
PLL konfigurira na ţelene nastavitve. Program lahko ustvari ustrezno .tcs datoteko, 
lahko pa vrednosti konfiguriranih registrov za PLL vezje izvozimo v tekstovno 
datoteko. Na kompletu ZCU111 se obe PLL vezji lahko konfigurira preko I2C1 
vodila tako, da se prek vodila nastavlja vrednosti registrov v integriranih vezjih.  
Integrirano vezje LMK04208 je konfigurirano na referenčni signal frekvence 
𝑓𝑟𝑒𝑓 = 12.8 𝑀𝐻𝑧, ter izhodne frekvence 𝑓𝑜𝑢𝑡 = 122.88 𝑀𝐻𝑧. Z ustrezno 
konfiguracijo je poskrbljeno, da se ob zaklepu na referenčni signal izhodni statusni 
priključek (povezan na LED diodo DS45) postavi na visok logičen nivo. Vezje 
LMX2954 za referenčni signal uporablja izhodni signal od vezja LMK04208, 
generira pa izhodni signal 𝑓𝑜𝑢𝑡 = 3992.96 𝑀𝐻𝑧, ki vodi na vhodne priključke za 
referenco ADC Razdelka 0 na RFSoC-u. Zaklenjenost vseh treh vzporednih 
LMX2954 vezij nakazujejo LED diode DS34, DS35 in DS44. Na sliki 4.2 je 
posnetek zaslona takoj po končani konfiguraciji vezja LMK04208. 
 
Slika 4.2:  Posnetek zaslona takoj po konfiguraciji vezja LMK04208. 
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Za verifikacijo delovanja ustvarjenih konfiguracijskih datotek se je potrebno 
prepričati, ali se PLL vezja po konfiguraciji zaklenejo na referenčni signal. Datoteke 
se lahko prek vmesnika, ki ga ponuja Xilinx, imenovanega RFDC System Controller 
User Interface naloţi nanje. Po konfiguraciji se spremlja stanje statusnih LED diod, 
ki nakazujejo zaklenjenost na referenčni signal za vsako vezje posebej. Na Sliki 4.3 
so priţgane statusne LED diode (označene z rdečo puščico), ki nakazujejo 
zaklenjenost vseh štirih PLL vezij na plošči. S tem se je prepričalo, da nastavitve s 
pomočjo programa TICS Pro dejansko delujejo. 
 
Slika 4.3:  Stanje statusnih LED diod za PLL vezja pri verifikaciji nastavitev. 
4.2  Načrtovanje digitalnega sistema 
Model digitalnega sistema z vključitvijo in konfiguracijo AD-pretvornikov je 
izdelan s programom Vivado 2019.2. Načrtovanje modela je potekalo po korakih. 
Najprej je bil ustvarjen nov RTL projekt, imenovan »RFDC_zajem_podatkov«, 
namenjen delovanju na razvojni plošči ZCU111. V projekt so bili najprej dodani 
»RFDC_top.v« datoteka, ki vsebuje istoimenski, hierarhično najvišji modul. Hkrati 
je bila dodana še zcu111_Rev1.0.xdc datoteka za ploščo ZCU111, ki vsebuje 
(privzeto komentirane) ukaze za pripisovanje deklariranih priključkov na IO 
priključke integriranega vezja. V RFDC_top.v datoteki sta najprej eksplicitno 
deklarirana dva vhodna, asinhronska priključka: priključek za proţenje zajema in 
priključek za omogočanje proţenja zajema podatkov. Definicija hierarhično 
najvišjega modula in eksplicitna deklaracija vhodnih priključkov v RFDC_top.v 
datoteki je: 
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module RFDC_top( 
input hw_trig_i, // Proženje zajema podatkov 
input hw_trig_en_i // Omogočanje proženja zajema 
); 
Ker gre pri obeh priključkih za popolnoma asinhronski vhod, oba pa krmilita 
odločitvena vezja v domeni ure »adc_clk«, ju je potrebno sinhronizirati na omenjen 
urin signal po metodologiji, opisani v poglavju: 2.9. Sinhronizacija je v modulu 
opisana z modelom obnašanja: 
reg hw_trig_s[1:0]; 
reg hw_trig_en_s[1:0]; 
always@(posedge adc_clk) begin 
hw_trig_s[0] <= hw_trig_i; 
hw_trig_s[1] <= hw_trig_s[0]; 
hw_trig_en_s[0] <= hw_trig_en_i; 
hw_trig_en_s[1] <= hw_trig_en_s[0]; 
end 
Da Vivadova orodja za sintezo in tehnološko simulacijo ne bi javljalo napak pri 
statični časovni analizi zaradi asinhronskih vhodov, je potrebno v projekt dodati še 
novo .xdc datoteko. Ta daje informacije o domeni ur, največjih dovoljenih 
zakasnitvah in morebitnih posebnih signalih. Da se asinhronska vhoda ne bi 
upoštevala pri statični časovni analizi, je potrebno v to datoteko dodati ukaza: 
set_false_path -from [get_ports "hw_trig_i"] 
set_false_path -from [get_ports "hw_trig_en_i"] 
V glavnem modulu (t. j. »RFDC_top.v«) so deklarirane še notranje povezave  
za instance hierarhično vključenih modulov in same instance. Prva instanca je HDL 
ovojnica, ki vsebuje vsa IP jedra in z njimi povezane signale, druga instanca pa 
modul za nadzor in shranjevanje podatkov. Obe sta predstavljeni v naslednjih 
podpoglavjih. Na sliki 4.4 so prikazane vse datoteke, ki so uporabljene v projektu. 
Videti je, da najvišji modul RFDC_Top v RFDC_top.v datoteki vsebuje dve instanci. 
Datoteka data_capture_block.v vsebuje Blok za zajem podatkov ter Pomnilniški blok 
v datoteki sdp_block.v. Datoteka design_1_wrapper.v je HDL ovojnica blokovne 
sheme, ki vsebuje vsa uporabljena IP jedra (Mikrokrmilnik, ADC, vmesniki, ipd.). 
Datoteka RF_Zajem_Podatkov_Timing.xdc pa vsebuje informacije in ukaze za 
časovno analizo modela vezja po tehnološki preslikavi. 
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Slika 4.4:  Uporabljene datoteke pri projektu. 
4.2.1  Blok za zajem podatkov 
V datoteki in istoimenskem modulu »data_capture_block« je opisan model 
digitalnega vezja za proţenje zajema podatkov iz AD-pretvornika takrat, ko je 
proţenje omogočeno ter če se trenutno podatki še ne zbirajo. Po končanem zajemu 
pa vezje mikrokrmilniku sporoči, da so podatki na voljo. Mikrokrmilnik bere zajete 
podatke prek podatkovnega vmesnika, vezju pa sporoča zaporedno številko, ki jo ţeli 
prebrati na naslovnem vmesniku. Potek zajema in dostave podatkov poteka po 
postopku: 
1. Ponastavitev vseh registrov in inicializacija, čakanje, da se ponastavitveni 
signal spusti na neaktiven logični nivo 
2. Delovanje bloka v zanki: 
a. Čakanje na proţenje zajema (če je le-ta omogočen) 
b. Po zaznanem proţenju se začne zbiranje in shranjevanje podatkov v 
spominski blok, šteje pa se število vzorcev za vsak kanal 
c. Ko je na obeh kanalih zajetih točno 1048575 vzorcev se 
mikrokrmilniku preko statusnega registra sporoči, da so podatki 
razpoloţljivi za branje 
d. Ko mikrokrmilnik preko kontrolnega registra sporoči, da je prebral 
vse podatke, se lahko spet začne novo proţenje zajema. 
Opisano delovanje je realizirano s pomočjo dveh avtomatov stanj. Prvi se 
imenuje »Main State Machine«, kratica MSM, drugi pa »Output Data State Machin«, 
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kratica OSM. Razlog za uporabo dveh avtomatov stanj je v tem, da modul deluje z 
dvema urinima signaloma, zato se stanja avtomatov posodabljajo vsak na svoj urin 
signal. Urina signala, ki se uporabljata v Bloku za shranjevanje podatkov sta: 
 adc_clk_i: Urin signal, priključen na urin signal AXI4-Stream vodila. 
Sinhrono na omenjeni signal so vhodno podatkovno in naslovno vodilo za 
podatke in priključek za veljavnost podatkov iz ADC. 
 mcu_clk_i: Urin signal, pripeljan iz mikrokrmilnika. Povezan je z urinim 
signalom AXI4 vodila za komunikacijo mikrokrmilnika z perifernimi 
enotami. Sinhronsko na ta signal se prenašajo zajeti podatki k 
mikrokrmilniku. 
Proţenje zajema se zgodi ob prehodu proţilnega signala iz logične '0' v logično 
'1', proţilni signal pa se vzorči na »adc_clk_i« urin signal. Za primerjavo med 
trenutno in prejšnjo vrednostjo proţilnega signala, je potrebno sinhroniziran proţilni 
signal zakasniti za eno periodo ure, in primerjati prejšnjo vrednost s trenutno. 
Nazadnje z opisom pretoka podatkov povemo, da se je prehod zgodil takrat, ko je 
zakasnjen signal še na logično nizkem nivoju, trenutni pa ţe na visokem. V kodi je 
zaznava spremembe opisana tako: 
reg hw_trig_r; // Zakasnjena vr. prož. signala  
wire hw_trig_redge; // Signal nar. spr. prož. signala 
always@(posedge adc_clk_i) // Zakasnitev prož. signala 
hw_trig_r <= hw_trig_i; 
assign hw_trig_redge = hw_trig_i && !hw_trig_r; 
Glavni avtomat stanj, poimenovan »Main State Machine«, deluje s štirimi 
stanji, kot to prikazuje algoritmični diagram prehajanja stanj na Sliki 4.4. Na 
diagramu zaradi preglednosti niso opisani vsi primeri vej odločitev, saj je potrebno 
vedeti le, da se v ponastavitveno stanje lahko pride iz kateregakoli stanja, ter v 
kolikor pogoj za prehod med stanjem ne drţi, se stanje ne spreminja. 
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Slika 4.5:  Algoritmični diagram Glavnega avtomata stanj. 
Stanje avtomata se vedno posodablja ob naraščajoči fronti signala »adc_clk_i«: 
always@(posedge adc_clk_i) 
msm_state <= msm_nextstate; 
Odločitveno vezje pa je realizirano z uporabo if-else in case stavka, zaradi 
obširnosti je vključen samo del odločitvenega vezja pri izbiri naslednjega stanja, ko 
je avtomat v stanju čakanja na proţenje: 
always@(*) begin 
// … ostala koda if-else in case stavka 
MSM_TDET_ST: begin // Stanje čakanja na prož. signal 
if(hw_trig_redge && hw_trig_en_i) 
msm_nextstate = MSM_DCPT_ST; 
else 
msm_nextstate = MSM_TDET_ST; 
end 
// … ostala koda case stavka 
Za štetje zajetih podatkov skrbita dva preprosta števca, ki se vedno 
ponastavita na 0, kadar avtomat ni v Stanju zajema podatkov. Če pa glavni avtomat 
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zajema podatke, pa se, dokler še ni zajetih dovolj podatkov ob veljavnem podatku iz 
AXI4-Stream vodila poveča za 1, sicer števec vrednosti ne spreminja. Opis štetja 
zajetih vzorcev je (primer za štetje vzorcev na kanalu A): 
always@(posedge adc_clk_i) begin 
if(msm_state == MSM_DCPT_ST && adc_chA_vld_i && 
!adc_cnt_chA[17]) 
adc_cnt_chA <= adc_cnt_chA + 1; 
else if(msm_state != MSM_DCPT_ST) 
adc_cnt_chA <= 0; 
end 
Števec ima 18-bitno širino, največja moţna vrednost števca pa je 131071, ker 
se v enem urinem ciklu prenese 8 podatkov iz ADC na kanal. Števec za kanal B 
deluje na popolnoma istem principu. Razlog, da se zajame točno 131071 podatkov je 
logično povsem nezahtevna primerjava, ali je števec na najvišji moţni vrednosti 
samo s primerjavo števčevega MSB bita, kar izboljša rezultate pri časovni analizi.  
Zajeti podatki se shranjujejo v spominski blok, ki je podrobneje opisan v 
naslednjem podpoglavju. 
Oddajanje podatkov se začne, ko glavni avtomat vstopi v Stanje oddajanja 
podatkov. Da mikrokrmilnik lahko bere podatke, mu sporoča statusni priključek 
»mci_dat_ren_o«, ki se postavi na visok logični nivo po tem, ko Glavni avtomat 
vstopi v Stanje oddajanja podatkov, na nizek logični nivo pa pade takoj, ko se 
kontrolni signal »mci_dat_ren_ack« s strani mikrokrmilnika postavi na visok logični 
nivo. Ko omenjeni signal spet pade na logično '0' (to pomeni, da je mikrokrmilnik 
prebral vse podatke), se stanje glavnega avtomata lahko spremeni v Stanje čakanja na 
proţenje. Takšen princip rokovanja zagotavlja, da mikrokrmilnik samo enkrat dobi 
informacijo, da so podatki dostopni za branje. Potek rokovanja je prikazan na sliki 
4.6. 
 
Slika 4.6:  Potek rokovanja med Blokom za zajem podatkov in mikrokrmilnikom. 
Za delovanje opisanega rokovanja skrbi preprost avtomat stanja, imenovan  
»Output Data State Machine«, ki skrbi samo za to, da je izhodni signal 
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»mci_dat_ren_o« pravilno krmiljen in da spremlja, kdaj je mikrokrmilnik prebral 
podatke. Avtomatu se stanje posodablja ob naraščajoči fronti »mcu_clk_i« ure. 
Spominski blok za zajem podatkov vsebuje tudi priključke za zaporedno 
številko (analogno naslovnemu vodilu) zajetega vzorca: To sta vodili 
»mci_raddr_chA_i« in »mci_raddr_chB_i«, ki ju krmili mikrokrmilnik, Spominski 
blok pa glede na ti dve vodili ustrezno vzbuja izhodni vodili »mci_rdata_chA_o« in 
»mci_rdata_chB« Vodila so v modulu deklarirana kot: 
// … ostale deklaracije povezav 
output [31:0] mci_rdata_chA_o, mci_rdata_chB_o, 
input  [18:0] mci_raddr_chA_i, mci_raddr_chB_i, 
// … ostale deklaracije povezav 
Vsa vodila so povezana v Spominski blok, v katerem je opisano vezje za 
vzbujanje podatkovnih vodil glede na vrednost v naslovnem vodilu. 
4.2.2  Pomnilniški blok 
Pomnilniški blok je namenjen shranjevanju podatkov in je zaradi preglednosti 
opisan v novem modulu, modul pa se kot instanca nahaja znotraj bloka za zajem 
podatkov. V pomnilniškem bloku so deklarirani podatkovni, naslovni in izbiralni 
signali.  
Za shranjevanje podatkov se uporablja blokovni bralno-pisalni pomnilnik 
(angl. Random-Access Memory, v nadaljevanju RAM) ki je realiziran kot preprost 
dvovhodni bralno-pisalni pomnilnik (angl. Simple Dual-Port RAM oz. SDP RAM) in 
je opisan ţe v knjiţnični komponenti Xpm_Sdp_Ram. Komponenti ob klicu podamo 
različne parametre, kot na primer širini podatkovnih in naslovnih vodil za branje in 
pisanje, način proţenja branja in pisanja (ali je ura za branje in pisanje skupna), 
omogočanje pisanja, branja in načina za varčevanje z energijo… Pomnilnik je v 
RFSoC-u realiziran z blokovnimi RAM spominskimi celicami, imenovanimi 
RAMB38, velikimi 36 𝑘𝑏, ki se lahko veţejo v kaskado ob potrebi po večji velikosti. 
Ker ţelimo zajeti 2-krat po 1048576 vzorcev 16-bitne širine, potrebujemo 
nekaj manj kot 4.2 𝑀𝐵 razpoloţljivega pomnilnika. Na integriranem vezju je 1080 
RAMB36 celic, kar znaša 4.86 𝑀𝐵 pomnilnika. To pomeni, da je zajem tako 
velikega števila vzorcev izvedljiv. 
V modulu je zaradi particije podatkov klicanih več instanc SDP RAM bloka, 
izbiralniki pa poskrbijo, da na izhod pride ustrezni zaporedni vzorec. Na sliki 4.7 je 
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blokovna shema uporabljene knjiţnične komponente xpm_sdp_ram, ko se za 
realizacijo uporablja 36 kb velike celice blokovnega RAM pomniilnika. 
 
Slika 4.7:  Blokovna shema dvovhodnega RAM spomina z RAMB36 celicami [sl4.7] 
Pomnilniški blok vključimo v modul s klicem knjiţnične komponente na 
podoben način kot hierarhično vključevanje modula. Pri klicu se doda parametre, ki 
jih ţelimo nastaviti. Poleg ustrezne velikosti in širine vodil je potrebno spremeniti 
privzeti parameter »clocking mode«, (ki je privzeto nastavljen, da se branje in 
pisanje dogaja na naraščajočo fronto ure wclk) nastaviti, da se branje dogaja pri 
naraščajoči fronti ure rclk. To zagotovimo s sledečo konfiguracijo parametra [16]: 
// … ostali parametri 
.CLOCKING_MODE("independent_clock"), 
// … ostali parametri 
Delovanje Pomnilniškega bloka in Bloka za zajem podatkov se je preverilo s 
testno strukturo. Na Sliki 4.7 je posnetek zaslona med opravljanjem simulacije s 
programom Vivado 2019.2. Na sliki so z modro barvo označeni urini in  
ponastavitveni signali, proţilni signal in podatkovno vodilo iz ADC je bele barve, 
ostali signali pa so zelene barve. Z rumeno barvo so označena stanja in naslednja 
36 4  Opis testnega sistema za zajem večje količine podatkov 
 
stanja avtomatov. Posnetek zaslona simulacije je narejen v trenutku, ko pride do 
proţenja zajema. Viden je prehod MSM avtomata iz stanja čakanja na proţenje 
(vrednost 1) v Stanje zbiranja podatkov (vrednost 2). Pisanje v pomnilniški blok se 
dogaja takrat, ko sta signala »we_chA_r« in »we_chB_r« na visokem logičnem 
nivoju, in sta odvisna od vhodnih signalov »adc_chA_vld_i« in »adc_chB_vld_i«, 
povezana na VLD signala AXI4-Stream vodil. Skupina signalov MCU interface so 
signali vmesnikov med mikrokrmilnikom in Blokom za zajem podatkov. 
 
Slika 4.8:  Izsek grafa testne strukture Bloka  za zajem podatkov. 
4.2.3  Načrtovanje blokovne sheme za vključevanje AD-pretvornikov, 
mikrokrmilnika in periferije 
IP jedra se s programom Vivado vključuje v projekt z blokovno shemo. V 
blokovno shemo je bilo najprej dodano jedro Zynq UltraScale+ RF Data Converter, 
ki vsebuje AD-pretvornike. IP jedro je konfigurirano z naslednjimi parametri: 
 Uporabljeni razdelki: uporabljena sta oba AD-pretvornika znotraj 
Razdelka 0. 
 Decimacija: uporabljena je dvakratna decimacija. 
 Vzorčna frekvenca: frekvenca vzorčenja je nastavljena na vrednost 
𝑓𝑠 = 3992.96 𝑀𝐻𝑧, notranji PLL v RFSoC vezju pa ni uporabljen  
 Analogne nastavitve: so ohranjene na privzetih vrednostih, saj 
vzorčimo signal znotraj prvega Nyquistovega območja. 
 Širina AXI4-Stream vodila: nastavljeno je 8 vzorcev na en prenosni 
cikel vodila. 
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Ostale nastavitve so ohranjene na privzetih vrednostih, uporabniški vmesnik pa 
za podane nastavitve izračuna minimalno zahtevano frekvenco urinega signala za 
AXI4-Stream vodilo. Zahtevana frekvenca ure vodila je 𝑓 = 249.560 𝑀𝐻𝑧. Na Sliki 
4.8 je posnetek zaslona med konfiguracijo AD-pretvornikov. 
 
Slika 4.9:  Posnetek zaslona med konfiguracijo IP jedra Zynq UltraScale+ RF Data Converter. 
Za tem se v blokovno shemo vključi še jedro z mikrokrmilnikom Zynq 
UltraScale+ MPSoC. Ta vsebuje štirijedrni, 64-bitni procesor ARM Cortex-A53 kot 
jedro mikrokrmilnika. Po vključitvi v blokovno shemo izberemo ponujeno moţnost 
»Run Block Automation« za prilagoditev na ploščo ZCU111, kar uporabniku 
bistveno olajša konfiguracijo mikrokrmilnika.  
Za komunikacijo mikrokrmilnika z Blokom za zajem podatkov pa je potrebno 
ustvariti tudi novo, uporabniško prilagojeno IP komponento slave-AXI4. To storimo 
tako, da s klikom na opcijo »Create and Package New IP« ustvarimo nov projekt, ki 
vsebuje AXI4 vmesnik (suţnja). Izberemo, da je v vmesniku 12 registrov, kateri 
bodo razdeljeni na bralne in pisalne registre (angl. R or W registers). V prostor, 
namenjen deklaraciji uporabniških priključkov vpišemo vse priključke, ki vodijo v 
ali iz Bloka za zajem podatkov.  
Priključke, ki vzamejo vrednost pisalnega registra (izhodni priključki) 
priredimo z modelom pretoka podatkov tako, da jih pripišemo vrednosti ustreznega 
registra. Na primer, priključek mcu_rst_o, ki sproţi ponastavitveni postopek Bloka 
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za zajem podatkov v delu kode, namenjenemu uporabniški prilagoditvi, pripišemo 
LSB bitu registra na naslovu 0 od AXI4 vmesnika: 
assign mcu_rst_o = slv_reg0[0];  
Priključki, ki pa iz Bloka za Zajemanje podatkov krmilijo statusne registre (to 
so bralni registri vmesnika, saj jih mikrokrmilnik bere), pa je potrebno pripisati ob 
branju v delu pripravljene kode za komentarjem »Address decoding for reading 
registers«, kjer za primer, ki ustreza naslovu registra spremenljivko reg_data_out 
pripišemo vrednosti, ki jo ţelimo prebrati. Opisan je primer za branje podatka iz 
kanala A: 
// … Ostala koda 
// Address decoding for reading registers 
case(axi_araddr[ADDR_LSB+OPT_MEM_ADDR_BITS:ADDR_LSB] ) 
2'h0: reg_data_out <= rdata_chA_i; 
// … ostali primeri in ostala koda 
Po spremembi privzete kode je potrebno ponovno zgraditi in zapakirati IP 
jedro, da se ga lahko uporabi v projektu.  
Ko so vsa IP jedra dodana v blokovno shemo, se izbere opcijo »Run Block 
Automation«. Izbrana funkcija samodejno poveţe vsa AXI4 vodila z 
mikrokrmilnikom in poskrbi za ustrezno generiranje urinih signalov ter povezavo 
ponastavitvenih priključkov in povezavo analognih ter referenčnih vhodov v AD-
pretvornike na vhodne priključke, ki se implicitno poveţejo na vhodno-izhodne 
priključke integriranega vezja (brez da bi jih pripisali v .xdc datoteki). Ustvarjena sta 
tudi zunanja priključka »adc_clk_o« in »mcu_clk_o«, katera sta povezana na 
istoimenski signal znotraj blokovne sheme. Frekvenca urinega signala 𝑓 𝑚𝑐𝑢𝑐𝑙𝑘  =
100 𝑀𝐻𝑧, ki je hkrati frekvenca ure za AXI4 vodilo, je generirana s strani 
mikrokrmilnika (priključek »pl_clk0«), frekvenca urinega signala 𝑓 𝑎𝑑𝑐𝑐𝑙𝑘  =
249.99 𝑀𝐻𝑧, pa je generirana iz IP jedra RF Data Converter.  
Na Sliki 4.10 je blokovna shema uporabljenih IP jeder in njihove periferije ter 
njihovih medsebojnih povezav. Vhodni in izhodni signali so razdeljeni po 
funkcionalnosti. Svetlo modro so obarvani vhodni priključki za referenco in analogna 
vhodna signala, zeleno so pobarvana AXI4-Stream vodila za prenos zajetih podatkov 
v pomnilniški blok, vijoličaste barve pa so povezave za vmesnike med 
mikrokrmilnikom in Blokom za zajem podatkov. Vmesnik med mikrokrmilnikom in 
Blokom za zajem podatkov se imenuje »pl_interface_v2.0«. Po avtomatizaciji 
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povezav se za odkrivanje morebitnih napak opravi še validacijo. Ko je le ta uspešna, 
se ustvari še Verilog ovojnico, ki omogoča hierarhično vključevanje blokovne sheme 
v ostale module. 
 
Slika 4.10:  Blokovni diagram uporabljenih IP jeder in njihovih povezav. 
Slika je v večji velikosti priloţena v dodatku. 
4.2.4  Združevanje vseh modelov vezja v sistem, sinteza in tehnološka preslikava 
V datoteki RFDC_top.v, ki je v Vivado projektu nastavljena kot hierarhično 
najvišji modul, je potrebno ob zaključku izdelave modela vključiti vse do sedaj 
opisane gradnike. Deklarira se še povezave, ki instancirane module povezujejo med 
seboj. Priključke »ready«, ki na AXI4-Stream vodilu oddajajočemu IP jedru z AD-
pretvorniki sporočajo, da je sprejemnik pripravljen, poveţemo na logično '1', ker ne 
ţelimo, da bi se stari podatki kopičili. Prenesene podatke preprosto ne shranjujemo, 
ko avtomat ni v stanju zajemanja podatkov. Omenjeni priključek pripnemo na 
konstantno visok logični nivo v instanciranju ovojnice blokovnega diagrama. Primer 
za en kanal: 
// … ostala koda v hierarhični instanci priključkov 
.m00_axis_0_tready(1'b1), 
// … ostala koda v hierarhični instanci priključkov 
Vhodna priključka »hw_trig_i« in »hw_trig_en_i« je potrebno tudi pripisati na 
ustrezne zunanje priključke integriranega vezja. Priključek »hw_trig_i« poveţemo na 
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tipko, ki se imenuje »GPIO_SW_S«, ki je vezan na priključek E8, z ukazom v .xdc 
datoteki: 
set_property PACKAGE_PIN E8 [get_ports "hw_trig_i"]; 
 Omenjena tipka deluje na napetostnih nivojih 𝑈𝑙𝑜 = 0𝑉 in 𝑈ℎ𝑖 = 1.8𝑉, kar 
ustreza IO standardu LVCMOS18. Priključku moramo tudi to informacijo pripisati z 
ukazom: 
set_property IOSTANDARD LVCMOS18 [get_ports "hw_trig_i"]; 
Priključek »hw_trig_en_i« poveţemo sedmo DIP stikalo stikalnega bloka 
SW14. Uporabimo ukaz: 
set_property PACKAGE_PIN AJ16 [get_ports "hw_trig_en_i"]; 
In prav tako kot za prejšnji, tudi za ta priključek definiramo logični standard 
LVCMOS18 za omenjeni priključek: 
set_property IOSTANDARD LVCMOS18 [get_ports 
"hw_trig_en_i"]; 
Za to, da orodje za tehnološko simulacijo ne bi javljalo napak pri STA, je 
potrebno v .xdc datoteko dodati tudi ukaza, ki vse poti, ki se vzbujajo in vzorčijo na 
različnih urinih signalih (poti vzorčenih signalov, ki prečkajo urine domene), izključi 
iz statične časovne analize: 
set_false_path -from [get_clocks clk_pl_0] -to [get_clocks 
RFADC0_CLK] 
set_false_path -from [get_clocks RFADC0_CLK] -to 
[get_clocks clk_pl_0] 
Po končanih zgoraj opisanih postopkih se poţene sintezo vezja in tehnološko 
preslikavo (implementacijo), pri čemer se proces spremlja zaradi morebitnih napak 
ali kritičnih opozoril. Po uspešno opravljeni tehnološki preslikavi je potrebno 
preveriti še poročilo tehnološke simulacije. 
Poročilo uporabljenih gradnikov kaţe na uporabljen velik deleţ BRAM (86%) 
uporabljenih pomnilniških komponent, ostali gradniki (LUT tabele, DSP gradniki, 
ipd.) pa niso uporabljeni v znatni meri. Velika poraba pomnilniških komponent je 
pričakovana zaradi zahtevane velikosti pomnilniškega bloka. Na sliki 4.10 je 
prikazano poročilo uporabljenih splošnih gradnikov za ustvarjen digitalni sistem. 
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Slika 4.11:  Uporabljeni gradniki za digitalni sistem. 
Poročilo časovne analize pa kaţe, da bo vezje zanesljivo delovalo, saj sta 
vrednosti najmanj ugodnega preostalega časa za postavitveni in zadrţevalni čas 
pozitivni. Na sliki 4.10 je posnetek poročila časovne analize. V razdelku »Check 
Timing« sta dve opozorili, ker vhodna signala »hw_trig_i« in »hw_trig_en_i« nimata 
definirane največje dovoljene zakasnitve v vhodni priključek (angl. izraz input delay 
constraint), vendar ker sta to asinhronska vhoda, sta opozorili brezpredmetni. 
 
Slika 4.12:  Poročilo statične časovne analize implementiranega projekta. 
Za uspešno tehnološko preslikavo, se ustvari še datoteko .bit. To je 
konfiguracijska datoteka, ki se jo naloţi na FPGA vezja oz. v blok programirljive 
logike sistema na integriranem vezju proizvajalca Xilinx. Za tem pa se ustvarjen 
projekt izvozi v datoteko .xsa. Ta orodju za razvoj programske opreme podaja 
informacije o mikrokrmilnikih ter njihovi periferiji, naslovnih prostorih, frekvencah 
urinih signalov, ipd. S tem je razvoj modela digitalnega vezja zaključen. 
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4.3  Razvoj programske opreme za testni sistem 
S programom Vitis 2019.2 se je ustvaril nov projekt na platformi, poimenovan 
»RFDC_zajem_podatkov«. Pri definiciji projekta se je dodalo v prejšnjem programu 
ustvarjeno datoteko .xsa in pripadajočo .bit datoteko projekta, ustvarjenega s 
programom Vivado. S platformnim projektom določimo specifikacije o strojni 
opremi, na kateri bomo potem razvijali programsko opremo. 
Po uspešni izdelavi in izgradnji platformnega projekta je sledila še izdelava 
aplikacijskega projekta, imenovanega »RFDC_zajem_podatkov_SW«. V 
aplikacijskem projektu se specificira pripadajoč projekt na platformi, v katerem 
programska oprema deluje in se izbere programski jezik, s katerim je opisana 
programska koda. Izbrana je »standalone« opcija in C programski jezik, saj ne 
potrebujemo operacijskega sistema, ker gre za algoritmično povsem preprost projekt. 
Naloga programske opreme je ustrezna inicializacija digitalnega sistema in 
AD-pretvornikov, skrb za prenos zajetih podatkov prek UART vodila do uporabnika 
in javljanje morebitnih napak pri izvajanju zajema podatkov. 
4.3.1  Uporabljene knjižnice, splošne funkcije in header datoteke 
Za razvoj programske na uporabniško-prilagojeni platformi je potrebno 
vključiti header datoteke, ki vsebujejo naslove perifernih enot, do katerih 
mikrokrmilnik lahko dostopa. Vsi naslovi perifernih enot in informacije o frekvencah 
urinih signalov se nahajajo v datoteki »xparameters.h«, ki se samodejno ustvari ob 
izdelavi platformnega projekta. To header datoteko v aplikacijski projekt doda z 
»#include« stavkom, ki ga dodamo na vrh »main.c« datoteke: 
#include "xparameters.h" 
V projektu se uporablja tudi splošno knjiţnico »stdio.h«, ki jo vključimo s 
stavkom: 
#include <stdio.h> 
Za komunikacijo mikrokrmilnika z registri vmesnikov in perifernih enot pa je 
potrebno dodati še knjiţnico »Xil_io.h«: 
#include "Xil_io.h" 
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Header datoteka vsebuje tudi prototipa funkcij za pisanje 32-bitne vrednosti v 
register na podanem naslovu - »Xil_In32()« ter za branje 32.bitne vrednosti – 
»Xil_Out32()«. Funkciji sta deklarirani kot: 
static INLINE u32 Xil_In32(UINTPTR Addr); 
static INLINE void Xil_Out32(UINTPTR Addr, u32 Value); 
Obem funkcijam kot argument podamo naslov pisanja/branja – »Addr«, 
funkcija za branje vrne 32-bitno vrednost prebranega registra, funkcija za pisanja pa 
vrednost, ki jo zapiše, sprejme preko argumenta »Value«. 
Za pisanje različnih informacij, uporabnih za razhroščevanje, podajanje 
informacij uporabniku in prenos zajetih podatkov na računalnik prek UART vodila, v 
projekt vključimo tudi header datoteko »xil_printf.h«: 
#include "xil_printf" 
Datoteka vsebuje prototip funkcije »xil_printf()«, ki deluje na isti princip, kot 
običajna »printf()« funkcija, vendar je prva zaradi krajšega časa izvajanja bolj 
primerna za uporabo pri vgrajenih sistemih in realnočasnih projektih. Sicer sta 
funkciji sintaktično skoraj popolnoma enaki. 
V projektnem delu je potrebno ob inicializaciji poskrbeti tudi za konfiguracijo 
PLL vezij za generiranje referenčnega signala AD-pretvornika. Za vključitev funkcij 
v projekt pa moramo vključiti header datoteko »xrfdc_clk.h« ter v »src« mapo 
aplikacijskega projekta dodati datoteko »xrfdc_clk.c«. Header datoteka vsebuje 
deklaraciji funkcij za konfiguracijo integriranega vezja LMK04208 in LMK2954 
[17]. Obe funkciji kot argument vzamejo ţeleno izhodno frekvenco ter zbirko 
vrednosti registrov, ki se morajo naloţiti v vezje preko I2C1 vodila: 
#include "xil_printf" 
Deklaracija funkcije za konfiguracijo vezja LMK04208 je: 
void LMK04208ClockConfig(int XIicBus, unsigned int 
LMK04208_CKin[1][26]); 
Funkcija kot argument vzame zaporedno številko I2C vodila, kjer se bo 
konfiguracija vršila ter zbirko, ki vsebuje izhodno frekvenco ter vrednosti registrov 
za konfiguracijo. 
Deklaracija funkcije za konfiguracijo vseh treh PLL vezij LMX2594 pa je: 
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void LMX2594ClockConfig(int XIicBus, int XFrequency); 
Tudi ta funkcija najprej kot argument vzame številko I2C vodila, potem pa še 
zaporedno številko ustreznega elementa v zbirki, ki vsebuje vrednosti registrov za 
konfiguracijo. 
Projektu tudi dodamo še uporabniško-ustvarjeni datoteki, ki vsebujejo 
informacije o naslovih za pisanje in branje specifičnih registrov za ustvarjeno IP 
jedro »pl_interface_v2.0« in naslove registrov v IP jedru »Zynq UltraScale+ RF Data 
Converter«: 
#include "dcb_reg_space.h"//naslovni prostori vmesnika 
#include "rfdc_reg_space.h"//naslovni prostori za RFDC 
V projektu je opisana tudi funkcija, uporabljena za proţenje zagonskega  
postopka »RFDC_ADC_Tile_0_Trig_POR_Sequence(), ki sproţi zagonski postopek 
AD-pretvornikov v Razdelku 0 od začetnega do končnega stanja, ki je podano kot 
argument »rfdc-por_code«: 
void RFDC_ADC_Tile_0_Trig_POR_sequence(int rfdc_por_code); 
Funkcija deluje tako, da najprej v register Restart State Register za Razdelek 0 
AD-pretvornikov zapiše ţeleno začetno in končno stanje zagonskega postopka, 
potem pa z vpisom enice v register Restart Power On State Register Razdelka 0 za 
AD-pretvornike sproţi zagonski postopek. Funkcija po tem v zanki z branjem tega 
registra čaka, da se enica pobriše, kar pomeni, da se je zagonski postopek končal.  
Uporablja se tudi funkcijo »RFDC_ADC_Tile_0_Is_Ref_Clk_Present()«, ki z 
branjem registra RF_ADC Tile 0 Common Status Register in ustreznim maskiranjem 
prebrane vrednosti preveri, ali je urin signal na vhodih za referenčni signal za ADC 
Razdelek 0 prisoten ali ne. Funkcija vrne '1', če to drţi oziroma '0' v nasprotnem 
primeru. Deklaracija funkcije je: 
int RFDC_ADC_Tile_0_Is_Ref_Clk_Present(); 
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4.3.2  Inicializacija AD-pretvornikov 
Ob zagonu programa je potrebno poskrbeti za pravilno delovanje AD-
pretvornikov, preden z njimi začnemo zajemati podatke. Za to je potrebno opraviti 
ustrezen inicializacijski postopek, ki se ga poţene s klicem funkcije 
RFDC_ADC_Tile_0_Initialize(). Funkcija vrne vrednost 0 ob uspešni inicializaciji, 
sicer vrne vrednost 1. Deklaracija funkcije je: 
int RFDC_Adc_Tile_0_Initialize(); 
Funkcija najprej proţi zagonski postopek do stanja 6 (to je stanje čakanja 
zaznave referenčnega urinega signala). Po doseţenem omenjenem stanju se kliče 
funkciji za konfiguracijo PLL vezij. Ko se konfiguracija PLL vezij zaključi, pa se v 
zanki kliče funkcijo RFDC_ADC_Tile_0_Is_Ref_Clk_Present(), dokler le-ta ne vrne 
vrednosti 1, kar pomeni, da je referenčni signal za vzorčno frekvenco prisoten. Po 
tem se zagonski postopek nadaljuje do končnega stanja (stanje 15). Ko se zagonski 
postopek konča, pa se preveri in ustrezno maskira še vrednost registra Common 
Interrupt Status Register, ki vsebuje zastavico, ki sporoča, ali je med zagonskim 
postopkom prišlo do kakršnekoli napake, tako funkcija vrne ustrezno vrednost. 
4.3.3  Postopek zajemanja podatkov 
V funkciji main() se najprej izvede ponastavitev Bloka za zajem podatkov in 
komunikacijskih vodil, ter AD-pretvornikov, potem pa se program izvaja v zanki 
tako da se čaka, da so podatki dosegljivi za branje s spremljanjem registra 
RDAT_REN_REG_R. Ko so podatki dosegljivi, se najprej v register 
RDAT_REN_ACK_REG_W, ki je povezan na istoimenski priključek, ki vodi v Blok 
za zajemanje podatkov in potrdi, da je mikrokrmilnik začel z dostopanjem do 
podatkov, vpiše enico. Sledita dve zaporedni for zanki za branje zajetih podatkov, ki 
delujeta tako, da se najprej vpiše ţeleno zaporedno številko vzorca v register 
CHA_RADDR_REG_W (primer za branje na kanalu A), potem pa prebere vrednost 
na registru CHA_RDATA_REG_R in izpiše oba vzorca, ki ju register vsebuje (2 16-
bitna vzorca). Ko se for zanki za kanal A in B zaključita, se preveri še vrednost 
registra RFDC_CONVERTER_0_INTERRUPT_REG, če je prišlo do dviga 
kakršnekoli prekinitvene zastavice med zajemom podatkov. Po tem se delovanje v 
zanki spet ponovi. Na Sliki 4.13 je algoritmična shema delovanja programa. 
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Slika 4.13:  Algoritmični diagram poteka programa 
Po končani izdelavi opisane programske opreme za sistem, je bilo potrebno 
samo še zgraditi projekt in ustvarjene konfiguracijske datoteke naloţiti na integrirano 
vezje. Praktični preizkus delovanja programa in povzetek je opisan v naslednjem 
poglavju. 
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V tem poglavju je opisan preizkus zajema podatkov v praksi in primerjava 
zajetih podatkov glede na meritev z ostalo opremo. Na koncu je še opisan še kratek 
povzetek testnega sistema in prednosti, ki jih ustvarjeni sistem prinaša glede na 
obstoječe rešitve ter morebitne moţnosti dodelave v prihodnosti. 
Preizkus delovanja je vključeval primerjavo oblike zajetih podatkov z obliko 
zajetih signalov na osciloskopu, pri istem vzbujalnem signalu. Pri tem se je uporabilo 
HAMEG HM8314 signalni generator in osciloskop LeCroy 64Mxi-A ter razvojno 
ploščo ZCU111. Preizkus je potekal z vzbujanjem in primerjavo treh različnih 
signalov, merilna postavitev pa je prikazana na Sliki 5.1. Preizkus se je zaradi 
omejitev z razpoloţljivo radiofrekvenčno opremo hkrati opravljal samo na enem 
kanalu AD-pretvornika.  
 
Slika 5.1:  Merilna postavitev med preizkusom delovanja sistema 
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Prvi preizkus je bilo vzbujanje s sinusnim signalom moči 𝑃 = −5 𝑑𝐵𝑚 in 
frekvence 𝑓 = 25.0 𝑀𝐻𝑧. Najprej se je pomerilo signal z osciloskopom. Na sliki 5.2 
je posnetek zaslona osciloskopa med meritvijo. 
 
Slika 5.2:  Posnetek zaslona osciloskopa med meritvijo sinusnega signala pri 25 MHz. 
Potem se je zajelo še signal iz testnega sistema. Ker uporabljeni UART 
vmesnik Putty ne omogoča shranjevanja več kot 2000 zadnjih vrstic, se je hkrati 
zajelo le 2000 podatkov. Na sliki 5.3 je graf 150 zaporedno zajetih vzorcev v časovni 
domeni. 
 
Slika 5.3:  Oblika zajetega signala pri vzbujanju z frekvenco 25 MHz. 
Videti je, da perioda zajetega signala traja pribliţno 𝑁 = 80 vzorcev. Ker je 
efektivna vzorčna frekvenca (zaradi 2-kratne decimacije) 𝑓𝑠−𝑒𝑓𝑓 = 1996.48 𝑀𝐻𝑧, 
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pomeni da 80 vzorcev dolga perioda traja 𝑡 = 40𝑛𝑠, kar ustreza frekvenci signala 
𝑓 = 24.956 𝑀𝐻𝑧, kar se dobro ujema z zajetim signalom na osciloskopu. Tudi 
oblika zajetega signala se dobro  prilega sliki na osciloskopu. 
Naslednji preizkus je prav tako vključeval sinusni signal pri isti moči, vendar 
tokrat pri frekvenci vzbujanja 𝑓 = 250 𝑀𝐻𝑧. Slika signala, pomerjenega z 
osciloskopom je: 
 
Slika 5.4:  Posnetek zaslona osciloskopa med meritvijo sinusnega signala pri 250 MHz 
Na sliki 5.5 pa je graf 20 vzorcev istega vzbujalnega signala, zajetega z 
RFSoC-om. 
 
Slika 5.5:  Oblika zajetega signala pri vzbujanju z frekvenco 250 MHz. 
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Perioda je dolga 𝑁 = 8 zaporednih vzorcev, kar pomeni, da traja 𝑡 = 4.01 𝑛𝑠. 
Sledi, da ima zajet vzbujalni signal frekvenco 𝑓 = 249.56 𝑀𝐻𝑧, kar je pričakovano 
glede na zajeti signal. Slika signala pa je zaradi interpolacije popačena. Tudi 
amplituda zajetih podatkov se dobro ujema s prvo meritvijo (pribliţno 8000 t. i. ADC 
korakov). 
Zadnji preizkus pa je vključeval meritev ţagaste napetosti s frekvenco 𝑓 =
125.07 𝑀𝐻𝑧 in vršno vrednostjo 𝑈𝑝𝑝 = 368 𝑚𝑉. Ţagasto napetost se je dobilo kar s 
pomočjo DA-pretvornikov na RFSoC vezju. Slika ţagastega signala na osciloskopu 
je: 
 
Slika 5.6:  Posnetek zaslona osciloskopa med meritvijo ţagastega signala pri 125 MHz 
Slika 5.7 pa prikazuje graf 50 zajetih vzorcev s testnim sistemom. 
 
Slika 5.7:  Oblika zajetega signala pri vzbujanju ţagastega signala s frekvenco 125 MHz. 
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Videti je, da se zajeta signala po obliki dobro ujemata. Ker perioda ţagastega 
signala traja 𝑁 = 16 vzorcev, kar traja 𝑡 = 8.01𝑛𝑠. Signal ima torej frekvenco 
𝑓 = 124.78 𝑀𝐻𝑧, kar ustreza pričakovanjem. 
Iz vseh opravljenih meritev sledi sklep, da je sistem ustreza pričakovanjem in 
začetnim zahtevam.  
5.1  Povzetek delovanja testnega digitalnega sistema in razširitve v 
prihodnosti 
V tabeli 5.1 so opisani glavni parametri testnega sistema ter uporabljeni 
priključki na plošči ZCU111. 
Parameter testnega sistema Vrednost Priključek/opomba 
ADC channel A  ADC224_T0_CH0 
ADC channel B  ADC224_T0_CH1 
Vzorčna frekvenca 3992.96 MHz  
Decimacija 2-krat  
Število podatkov na zajem 1048576 Za en kanal 
Proţilni signal Naraščajoča spr. GPIO_SW_13 
Omogočanje proţenja 1 DIP_7 na SW14 
Priklj. za prenos podatkov  J83 
Baudna hitrost za UART 115200 bps  
Status. LED za PLL  DS44-45, DS33-34 
Frekvenca mikrokrmilnika 99.99 MHz  
Tabela 5.1:  Pomembnejši parametri testnega sistema. 
Sistemu bo v prihodnosti potrebno dodati še uporabniški vmesnik, ki bo zajete 
podatke prek UART vodila spravil v tekstovno datoteko, da bo mogoče dobljene 
podatke naprej obdelati in opraviti izračune. Uporabniški vmesnik bi se verjetno 
najhitreje dalo razviti s programom LabView. 
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6  Zaključek 
Praktično delo na radiofrekvenčnem sistemu na integriranem vezju je zahtevalo 
podrobno znanje delovanja digitalnih sistemov in RF vezij ter njihovih gradnikov (na 
primer prenosnih linij, PLL vezij, balun transformatorjev ipd.). Delo je zahtevalo tudi 
dobro poznavanje razvojnih orodij Vivado IDE in Vitis IDE ter naprednejše znanje 
jezika Verilog. 
Razvoj testnega sistema je vključeval tudi poglobitev v dokumentacijo in 
priročnike, ki jih proizvajalec sistema na integriranem vezju ponuja. 
Novo ustvarjeni sistem za zajem podatkov omogoča hkratni zajem preko 
𝑁 > 106 vzorcev na dveh kanalih s shranjevanjem v blokovni RAM pomnilnik, 
česar proizvajalčev sistem, imenovan »RF Data Converter User Interface« ne 
omogoča [18]. Z njim lahko hkrati v blokovni RAM pomnilnik namreč zajamemo 
največ 𝑁 = 32 ∗ 103 vzorcev. Čeprav se lahko tudi z vmesnikom »RF Data 
Converter User Interface« zajame večje število podatkov, se ti shranjujejo v DDR4 
pomnilniški blok, prebrani podatki pa za obdelavo šumne karakteristike niso 
ustrezni, saj ponekod pride do faznih skokov (morebiten hrošč v sistemu). 
Ustvarjeni sistem je tudi dobra iztočnica za morebiten razvoj merilnih 
inštrumentov na RFSoC-u v primeru, da bi se pokazalo, da je tehnologija primerna za 
uporabo pri aplikacijah za merjenje pozicije ţarka. S preprosto spremembo v .xdc 
datoteki pa lahko proţilni signal pripišemo na enega od SMA priključkov na plošči 
in tako se bi proţenje zajema lahko dogajalo samodejno glede na nek zunanji signal 
pravokotne oblike ustreznega napetostnega nivoja. 
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