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Concurrent Programming in Occam 2. By John Wexler. Ellis Horwood, Chichester, 
UK, 1989, Price X29.95 (hardback), ISBN o-745803946. 
This book is aimed at the Fortran or Pascal programmer who needs to write some 
occam programs or to come to grips with concurrency. It uses plenty of small 
examples and illustrations in describing the language, together with discussion in 
a pleasant chatty style. After an introduction motivating the need for concurrency, 
it tackles the sequential features of occam. It compares the occam way of writing 
things with Fortran and Pascal and particularly emphasises differences from those 
languages which are potential pitfalls to the unwary programmer. In this way it 
builds the confidence of the prospective programmer before the new concepts of 
parallelism and communication are discussed in detail. I was sceptical of this 
approach but found that it did actually work. The reader is free to choose whether 
to progress slowly through the chapter on sequential features or to move quickly 
on to that concerned with concurrency. 
The book is careful to avoid unnecessary jargon and to explain new concepts 
simply. It is designed to be used in conjunction with the language reference manual 
rather than instead of it. Therefore it does not attempt to give the language syntax 
or semantics except by example. The advantage of this is that when the reference 
manual appears incomprehensible Wexler often has a simple explanation and a 
small example. As well as genuine examples he also uses examples which are not 
legal occam, either as examples of how not to do it or as a prelude to showing how 
to circumvent some apparent limitation of the language. Some readers may find the 
heavy use of such counterexamples distracting but generally they illustrated the 
relevant points well. 
As Wexler points out, constructing useful working concurrent programs requires 
more than just a knowledge of the language. Therefore, in the second half of the 
book, a number of concurrent programming issues are discussed. These include 
consistency of information, ordering of communication, nondeterminism and dead- 
lock. The practical difficulties involved in distribution of work in a multiprocessor 
transputer system are considered. The final chapter gives more substantial examples. 
These are more in the nature of useful techniques than complete programs or 
example applications. The latter part of the book is somewhat disjointed and the 
treatment of topics a little uneven. This is because Wexler has a number of points 
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he wishes to make which do not fall into an easily defined scheme. However there 
is plenty of practical advice and information, on questions which many books choose 
to ignore. Wexler is certainly not afraid to give pragmatic do’s and don’ts derived 
from his experience with a real system. 
Overall this is one of the better occam 2 books. It would be of most benefit to 
those students who are intimidated by a more formal treatment. In fact the only 
thing which is intimidating about it is the price. 
Peter C. CAPON 
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Programming Logics: An Introduction to VeriJication and Semantics. By Raymond 
D. Gumb. Wiley, Chichester, UK, 1989, Price X33.05 (paperback), ISBN 0-471- 
60539-5. 
According to its preface, this book is intended for a first course in program 
verification systems, and consistent and complementary definitions of programming 
languages. We may be glad that the emphasis on program correctness in the USA 
is growing. Unfortunately, there are reasons to be sceptical about program 
verification. At the end of the introduction, the author himself states modestly: “I 
do not believe . . . that large-scale program verification . . . is practical in the near 
future.” 
The idea of program verification is to verify the program at the moment it has 
been completed. This is far too late. In programming methodology, it is nowadays 
well known that programs are derived; the program and its proof are developed 
hand in hand, and usually the proof is slightly ahead. Of course, this proof is a 
human product. Therefore, mechanical assistance may be necessary to certify the 
steps, to support the development process, to preserve consistency, to provide version 
control. Such mechanical assistance requires a profound knowledge of programming 
logics, but programming logics of a certain kind, namely those that are most adequate 
for human program derivation. This leads to the conclusion that a book on program 
verification must have the same semantical basis as books on programming 
methodology. Of course, the rules must be sound, but the builder or user of a 
verification system need not be aware of the soundness proof of certain well-known 
rules. Indeed, a fairly high level of abstraction seems a prerequisite for the effective 
application of a programming methodology. For this reason, it would be highly 
inadequate to treat total correctness of while-programs by translation to flowchart 
programs. 
This is what happens in this book, however. After 50 pages of mathematical 
preliminaries and 40 pages on partial correctness of while-programs, we get 80 pages 
on total correctness of flowchart programs. Then total correctness of while-programs 
