Abstract-Software obfuscation or obscuring a software is an approach to defeat the practice of reverse engineering a software for using its functionality illegally in the development of another software. Java applications are more amenable to reverse engineering and re-engineering attacks through methods such as decompilation because Java class files store the program in a semi complied form called 'byte' codes. The existing obfuscation systems obfuscate the Java class files. Obfuscated source code produce obfuscated byte codes and hence two level obfuscation (source code and byte code level) of the program makes it more resilient to reverse engineering attacks. . But source code obfuscation is much more difficult due to richer set of programming constructs and the scope of the different variables used in the program and only very little progress has been made on this front. We in this paper are proposing a framework named 'JConstHide' for hiding constants, especially integers in the java source codes, to defeat reverse engineering through decompilation. To the best of our knowledge, no data hiding software are available for java source code constant hiding.
I. INTRODUCTION
The java based web applications gained popularity because of its Architecture Neutral Distribution Format (ANDF).During compilation, the Java source code is translated to java class files that contain Java Virtual Machine (JVM) code called the 'byte code', retaining most or all information present in the original source code. This is because the translation to real machine instruction happens in the browser of the user's machine by JIT (Just-In-Time Compiler). Also, Java programs are small in size because of the vast functionalities provided by the Java standard libraries. Decompilation is the process of generating source codes from machine codes or intermediate byte codes. Though decompilation is in general hard for most programming languages, the semi compiled nature of Java class files makes it more amenable to reverse engineering [2] and re-engineering attacks through decompilation. Reverse engineering can be defined as the process of analyzing a subject system to 1) identify the system's components and their interrelationships, and, 2) create representations of the system at higher levels of abstraction. Reverse engineering involves the extraction of design elements from an existing system, but it does not involve modifying the target system or generating new systems. Reengineering is the modification of a software system that takes place after it has been reverse engineered, generally to add new functionality, or to correct errors. This makes it easier for the competitors to extract the proprietary algorithms and data structures from Java applications in order to incorporate them into their own programs in order to cut down their development time and cost. Such cases of intellectual property thefts [6, 7, 8] are difficult to detect and pursue legally. Statistics [5] show that four out of every ten software programs is pirated worldwide and over the years, global software piracy has increased by over 40% and has caused a loss of more than 11 billion USD. Software obfuscation [1, 6] is a popular approach where the program is transformed into an obfuscated program using an 'obfuscator' [3] in such a way that the functionality and the input/output behavior is preserved in the obfuscated program whereas it is much more difficult to reverse engineer the obfuscated program. The obfuscation can be preformed on the source code, the intermediate code or the machine executable code. Data transformation [1, 4] and constant hiding are the two well studied obfuscation techniques and the tool is based on constant hiding technique which is discussed in the following section. The ConstHide would for example hide the constant '2' by replacing it with an expression chosen randomly from the list: F(41%23,2), F(374%191,5), F(757%383,6) and so on. Though most compilers simplify the expressions of the form 374%191, we still use these expressions to ensure that the source code itself is difficult to comprehend. Now, let us discuss about the tool operation (Figure 1 ) where the tool parses the java source code and the output is a constant hidden source code. Again, the output file can be chosen to implement further levels of obscurity by data hiding. The tool operation is detailed in the next section.
In Java programs, a statement terminates with a ; symbol. 
Figure3. Tool output after the first iteration of obfuscation
The second iteration of obfuscation, replaces the first constant of the statement immediately followed by any of the tokens [ , = ( + / * -space < > % by F(a,b) call. The plot clearly reveals that the obfuscated codes are not having much deviation in execution times as with that of the original code.
Reverse engineering effort depends on the effort for comprehending entire code statements and is proportional to the number of statements. Hence, the repeated operation on the obfuscated code by the tool, adds more reverse engineering effort to the statements by generating recursive F() calls.
Due to the lack of commercial de-obfuscators in the market, this analysis of the obfuscated codes is solely based on its decompiled codes. The decompiled codes for the above obfuscated codes have been analyzed using FrontEnd Plus v1.04 decompiler and the decompiled code for the various iterated versions also contains the same number of recursive F() calls making the decompiled code hard to reverse engineer. Table 1 . Analysis of decompiled codes Let 'S' be the minimum number of statements of F ( ) call and 'N' be the number of successive iterations for obfuscation, then the reverse engineering effort 'RE', contributed by the final obfuscated version is given by RE=S*N obfuscated statements.
The Table1 shows that only statements involving constants are obfuscated. Therefore, we infer that the reverse engineering effort grows linearly for different iterations ,not causing too much cost on execution time. Hence, the tool cuts down reverse engineering on the codes involving constants to an extent by adding more reverse engineering effort and the tool is found to be ineffective on codes without considerable constants.
