In system-level design, it is difficult to achieve a system verification which fulfils the requirements of various stakeholders using only descriptive system models. Descriptive system models using SysML alone are insufficient for system behaviour verifications and engineers always use different simulation tools (e.g., the Mathworks Simulink or Modelica Dymola) to analyze systems behaviour. It is a good idea to combine descriptive and simulation models. This paper presents the development of a collaborative design framework which brings SysML, Simulink, and Simscape profiles within the domain of robotics. A conceptual design method is proposed to support execution models for simulation. In brief, the descriptive SysML system-level model is interpreted into the system-level simulation models (e.g., Simulink and Simscape). We then use a plugin-based model integration technique to keep both models in sync for automatic simulation. A simulation study is performed to evaluate the system. To illustrate the design of this system, we present a simulated closedloop system.
Introduction
Robots can be regarded as complex systems due to the collection of interrelated components and systems engineering principles are required in their design [1] . Moreover, the integration of components from the very beginning of the design process can result in extremely complicated design decisions. A combined operation of multiple domains such as mechanical, electrical, control and software is needed to manage all the system functionalities. To help engineers deal with the increasing complexity in systems design, a model-based approach can be adopted. Model-based system engineering (MBSE), a recent development, has become an accepted approach for designing complex systems [2] . MBSE has been introduced as a mainstream method which involves a fundamental shift from traditional document-centric approaches to computerized model-based approaches [3] . In addition to MBSE, a graphical-based language for enabling systems engineering activities, the OMG SysML™ [4] has been standardized based on UML [5] in support of the MBSE framework. Using MBSE in systems design, engineers can solve systems engineering problems by expressing multiple views that can transform stakeholders' requirements into detailed specifications with the aid of models [6] .
In this paper, we propose a comprehensive system-level design workspace for robotics in conjunction with the simulation of continuous system dynamics. The primary modelling languages are introduced, such as SysML™ for systems engineering activities, Simscape™ [7] , the declarative language for physical systems modelling and also Simulink® [8] , Matlab's extension product that allows the modelling and simulation of continuous processes using block diagrams. For this study, the UML modelling tool, the IBM® Rational® Rhapsody® software [9] is used to design system-level models based on the SysML profile. The simulation environment is set to Simulink. In brief, the system model of the robot is first described using SysML to represent the continuous-time dynamics behaviour of the system. A new set of stereotypes is created in order to provide distinctive model semantics in support of Simulink-and Simscapecompatible models. A subsystem that contains components, for example, actuators, sensors, and the base platform is then modelled based on a physical system modelling approach using a Simscape language. Lastly, all the models are integrated and synchronized with the system-level simulation model and be executed in the Simulink window automatically.
The remainder of the paper is organized as follows. Some related works are reviewed in section 2 which consider continuous behaviour modelling and systems model integration of different languages. Section 3 describes the proposed method with the aid of a case study. The modelling of the continuous system dynamics and the whole model composition are presented in greater detail in section 4. Section 5 briefly discusses model integration and how the models are kept in sync, including implementation and simulation results. Last but not least, section 6 gives a summary of the proposed method and describes some possible future works.
Related Research
For this section, related works on continuous behaviour modelling, model semantics extension and systems model integration of different languages are reviewed. According to Bruninyckx [10] , robotics is a field of integration rather than a fundamental science, so it contributes to complex systems integration. In that sense, robotic systems that typically consist of multi-domain aspects need a new conceptual framework for multisystem integration in the later stages of development. Recent contributions to the development of robot systems that use the potential of SysML language are presented in [11] for the design of a space robotics system, in [12] for the software development process of a mobile robot and in [13] for a SysML-based robot systems design for manipulation tasks. We seek to investigate the potential uses of SysML in the field of robotics, control and systems engineering.
SysML was developed as a general-purpose modelling language that is only capable of descriptive semantics. Executable semantics are required for the design of the simulation and its analysis. Associating executable semantics with SysML descriptive semantics can be realized by developing an extension to the UML model element [14] . Johnson et al. [15] [16] proposed a formal technique for modelling continuous system dynamics in SysML through language mapping between SysML constructs and the declarative Modelica [17] language. The mapping method uses the extension of SysML model elements through the stereotypes mechanism rather than formulating totally new language constructs. As a result, compatible SysML constructs are established for selected Modelica elements in representing the continuous dynamics modelling constructs, as well as their simulation model in SysML. Venderperren and Dehaene [18] , and Kawahara et al. [19] discussed a co-simulation approach using UML/SysML and Matlab/Simulink, in which a software-based coupling tool is used to combine the UML/SysML model and the simulation model in Simulink.
For mechatronic system behaviour, Turki and Soriano [20] proposed a method for representing continuous dynamics behaviour using a bond graph based on the extension of SysML activity diagrams. Furthermore, Cao et al. [14] recently introduced a mixed-behaviour systemlevel design using SysML, and Stateflow and Simscape for system-level simulation. In addition, a model semantic extension is carried out based on the stereotypes mechanism [21] . Based on the above information, we believe that the system-level design and simulation technologies which use the potential of SysML, Simulink and Simscape could offer promising solutions for robotics and its applications.
Method
This section describes the methodology used in the system-level modelling, simulation and control of a wheeled mobile robot. From control engineering perspectives, the design of control dynamic systems works well using a model-based design (MBD) approach with a widely-used design software and simulation, (e.g., Matlab/Simulink). Simulink uses block diagrams, whose syntax is familiar to control engineers [19] . However, they often lack understanding of how to provide proper specifications for the system they design which leads to unmanageable and inconsistent system specifications. In contrast, system engineers are capable of preparing those specifications in a highly manageable way from the conceptual abstraction design to the detailed design. Therefore, our proposed framework will let the system and domain experts (e.g., systems design engineers, software developers and control engineers) collaborate from the first until the last development stages within a unified workspace.
A Brief Overview of the method
A significant trend in contemporary systems engineering practice is model-based designs, which make use of explicit models to define activities in the life cycle of the design and development of products [22] . To create system-level design and simulation models, we need to define the system structure and its behaviour (continuous-time). SysML provides several constructs for defining the system's structure and behaviour. For this study, the Simulink-and Simscape-related models are semantically defined in SysML to obtain a newly compatible structure and simulatable models. The continuous system behaviour will then be assigned to a SysML block by referencing the Simulink and Simscape models from the block.
A plugin-based model integration is performed to sync the SysML design model with the Simulink-and Simscape-compatible model, and thus generate the simulatable model automatically. Prior to that, simulation properties need to be configured, (e.g., the solver type, solver name, and start/stop time). The proposed method is illustrated by using a wheeled mobile robot system.
An example system
The physical system and its behaviour are usually formed in terms of differential equations. In this paper, a simplified closed-loop system, as shown in Fig.1 , is used as a case study. The system simply consists of two main subsystems and several components: the robot base (i.e., including its body dynamics and kinematics components) with embedded actuators and sensors (e.g., both translational and rotational sensors), a control system and the desired input in the form of a position in the X-Y coordinate system and the desired orientation (e.g., xd, yd, θd). The robot base is a symmetrical round-shaped mobile platform with two actuated wheels and one passive wheel (not shown in the figure) that is placed in front of the platform for stability.
The physical properties of the robot platform are the mass (m), the radius of robot's base from the centre of the robot platform (rc), the robot's wheel radius (rw), the robot's width (wd), and the robot's base moment of inertia (Ib) about the vertical axis. The following shows mathematical representations of the system:
Note that the representation reflects Newton's secondorder law of motion and the energy-based Euler-Lagrange formulation where s, v, θ, and ω represent the robot's displacement, forward velocity, orientation and angular velocity respectively. tr and tl denote the applied torques to the right and left wheel of the robot, respectively. 
where, (x, y) denotes the robot's position in the X-Y reference frame. The measured variables (x, y, θ) will be compared to the desired input and fed to the controller as the error term (e.g., e = [ex, ey, eθ] T = [xd-x, yd-y, θd-θ] T ). The control algorithm is simplified by the following equations:
where, ul and ur denote the controller left-and rightoutput, respectively. K1, K2, and K3 represent the tunable coefficients for controller gains. The objective of the controller is to provide appropriate torques (tl, tr) to be applied to the robot for motion. Therefore, the robot will be controlled based on the torques applied to the left-and right-side of the wheels. 
System Definition View in SysML
The SysML's block is the most utilized model element for describing both logical and physical objects of complex systems [4] . It is the basic construct of the SysML model. For conceptual system-level definition, the closed-loop system as shown in Fig.1 is firstly defined in a hierarchical way using the SysML block definition diagram (BDD). This is shown in Fig.2 where the 'ClosedLoopSystem' block is viewed as a basis for the simulation of the main structure of the system. As we can see, the 'ClosedLoopSystem' block is composed of one or more 'SimulinkSubsystem', and one or more 'SimscapeSubsystem'. Note that the subsystem block is directly composed to the system block by using the blackdiamond-arrow relation. Down to the component level, the 'SimulinkSubsystem' is made up of zero or more 'Input' and one or more 'Controller' blocks. The 'SimscapeSubsystem' is made up of one 'Body', one or more 'Actuator', one or more 'Sensor' and zero or more 'Kinematics' blocks.
Figure 2. Conceptual system definition view
The SysML descriptive model needs to be defined as executable models, which can then be translated into the analysis model for use in the simulation tool. Toward this end, SysML model definition and its semantic extension should be done in order to support the behavioural design models and the integration of a simulation model. For extension of the SysML model, we use the stereotype mechanism [21, 24] . The stereotype mechanism is widely adopted to semantically extend the SysML model and is a powerful way to define a new SysML model element by tailoring the UML meta-model [24] . Stereotypes are visually spotted by looking at the keyword within a set of double chevrons (e.g., <<stereotype>>).
A model semantic extension can be carried out using two techniques [14] : either the "heavy-weight" or the "lightweight" approach. By comparison, the first approach develops totally new constructs for the SysML profile, while the second technique simply creates a new profile of stereotypes based on the UML's meta-class for extending the SysML model element [20] . However, the first method requires a distinctive tool to support the new construct [21] . For this reason, we apply the second method because it is more easily implemented in our current SysML tool.
Based on the above analysis, we choose to model the system in SysML using a component-based approach, in which the closed-loop system is first decomposed into several components with their associated functions. The extension of the model is then implemented on SysML blocks to design the Simulink-and Simscape-compatible models. Thus, a set of new stereotypes is defined to associate the SysML constructs with the new model element capability. As a result, the design and analysis models of the system are prepared and we apply the physical system modelling approach to construct an energy-flow physical system network. The physical modelling network is considered as a group of interrelated subsystems and/or components that are linked to one another through their energy ports [25] .
SysML-Simulink Model Compatibility
In this subsection, the definition of the SysML-Simulink compatibility model is illustrated with regards to the input and controller components.
SimulinkBlock (SB) Stereotype
This section briefly describes the concept of the SysML model extension in defining the SysML-Simulink compatible model. As mentioned earlier in section 4, it is based on the stereotype mechanism that tailors the SysML meta-model to create a new model element. The concept of meta-modelling is briefly described in [24] . The element that needs to be stereotyped is a standard SysML block taken from the meta-model. Fig.3 shows the definition of a new stereotype extended to support Simulink models. It introduces two blocks associated with a specialization relation (the solid arrow), known as the extension relationship, (e.g., <<extend>>). It should be noted that the standard SysML block now becomes a special block that happens to be a Simulink reference model representation. Specifically, the semantics of the SB, when it is applied to a SysML block, will be referred to a Simulink model encapsulation. Therefore, the SB represents a wrap model in Simulink. Apart from semantic extension, the SB stereotype declares tagged values with which to indicate auxiliary properties of the Simulink model. For example, the 'URI' property that provides a link to the Simulink model files. Optionally, tagged values can be used to add information to the model base, specific to the domain or platform [26] . Fig.4 shows a BDD that illustrates the "Input" and "Controller" blocks. As we can see, both components apply the SB stereotype. Equations (7)-(8) are properly described in the "Controller" block (shown by the use of the stereotype, <<Algorithm>>) along with its gain parameters, error variables (shown by the stereotype, <<Error>>) and data ports, while the system input information is appropriately defined in the "Input" block which consists of input variable values and a single output data port. The constraint compartment can be used to describe system equations either in the continuous or discrete behaviour. Note that not only a model element is extended but also all the information contained in the block. For example, the stereotype, <<Gain>> emulates the tunable parameters of the controller while the ports extend the standard SysML flow port applicable to the inport and out-port of the Simulink-compatible model. The data type is assigned as the real value, for example, "real_T".
SysML-Simscape Model Compatibilty

Simscape Language Overview
In this section, we give an overview of the Simscape language. We use the Simscape language to customize our system components rather than using an existing Simscape foundation library. Basically, there are two model types, the domain and component files, available in the Simscape language [27] . The former is used to define the physical system domain (e.g., electrical, rotational, translational, hydraulic, etc) and corresponds to the port types, in which the component exchanges the energy-type element. The latter model type is used to define the physical component that users intend to model in corresponding to the Simscape block (e.g., resistors, capacitors, inductors, and etc). It is essential to understand the basic file format for the domain and Matlab class declaration method, includes member classes such as nodes, inputs and/or outputs, parameters, and variables for both domain and component files. Note that for the domain file, only variables and sometimes parameters (optional) are declared so that their function is to establish a domain rather than a detailed component. In contrast, the implementation section includes only the setup function and equations for the component file. In the setup function, the component is prepared for simulation and it is executed once for each component during the model compilation process whereas the equations section declares the component equations that are executed throughout the simulation. Therefore, the implementation section is utilized to establish an equation-based internal behaviour of the system. More detail on the Simscape model structure, can be found in references [7] and [27] .
Although Simscape is conceptually more specific to the physical system theory, it can fit to the general concept used in Matlab/Simulink. Thus, it allows for Simscape models to be combined with other models in the same Simulink environment.
SysML Model Extension for Simscape
The SysML block is again semantically extended to represent the domain and component model in Simscape. Since the domain model has no internal behaviour, the stereotype <<Domain>> is newly defined relative to its semantics [14] . Fig.5 illustrates the newly defined 'TranslationaL' and 'RotationaL' domains, and the 'Body' component block. The physical component is clearly defined by the stereotype, <<Comp>>.
A SysML block has value properties, which are referred to as value types. These are utilized to define system variables, parameters, constants and other properties of component models in Simscape. The stereotypes such as <<Across>> and <<Through>> are created for physical system domain variables [25] , and to differentiate variables among other common properties. For example, the stereotype named <<Parameters>> defines the mass property of the physical component with the value type, kilogram.
The nodes, inputs and outputs of the component are modelled by utilizing the SysML's flow port. In SysML, the 'eneryport' is defined to replicate the Simscape bidirectional conserving port which allows only energybased elements to pass through it. It is based on the nonatomic flow port where multiple items can exchange energy through the ports. As mentioned in 4.2.1, the setup and equations properties are for the implementation part of the Simscape model. They are represented as constraints in SysML and describe the syntax with which the attributes of objects should comply. Thus, the stereotype <<Init>> has been defined to distinguish between the function setup process and the variable initialization process. For example, the constraint "R.w == theta.der", represents the time derivative of the orientation angle, which gives a solution to the angular velocity variable, on the other hand, the constraint "theta == init_theta", declares the initial condition setup for the orientation angle. In Fig.6 , the kinematics, actuator and sensor blocks are stereotyped with <<Comp>> similar to the 'Body' block. The kinematics for the system is described based on equations (5) and (6) . The actuated wheels receive control outputs through the signal ports (i.e., tr and tl), and apply the torque to both wheels of the robot via the energy port, T. The sensor can be used to detect the state variables changes, and send them as data via the signal port. For the Simscape subsystem block, the stereotype <<SimscapeBlock>> (see Fig.8 ) is introduced as an extended SysML block that applies the same concept and property for the SB. Therefore, all Simscape-related blocks can also apply the SB stereotype. The syntax used in the setup function and the equation section conform to the Simscape language [27] . Note that writing the equations with the operator '= =', means that they do not constitute the assignment operator but rather a symmetrical mathematical relationship exists between both left-and right-hand operands, and they are evaluated continuously throughout the simulation process. Apart from that, the value unit at both the leftand right-hand sides must be commensurate, otherwise the expression issues an error message. In general, all the domain.ssc and component.ssc files are packaged into one folder named, for example, +CustomLibrary and are stored in the Matlab directory. To build the Simscape block, we need to issue a Matlab command (e.g., ssc_build) to create a library for a new set of components. In our case, we utilize the Matlab external application programming interface (API) to invoke a Matlab/Simulink process with the Matlab commands including the ssc_build command as suggested in [19] . The next section describes how each of the components is composed to create a network of the physical system model. 
System-level Model Composition
In this subsection, the entire design model is assembled by joining the Simulink and Simscape models to build a physical network model.
StructuredSimulinkBlock (SSB) Stereotype
Another SysML semantics extension is required to create a new model element with which to represent the composition model of the main structure (i.e., the entire closed-loop system). The Simulink and Simscape models need to be encapsulated as parts of the main structure block. To this end, a new class model is created to represent another Simulink sub-model. Fig.7 introduces the definition of the SSB which is extended from the standard SysML block applicable to a new class model. In this case, the SSB applies the tagged value corresponding to the Simulink root block of the system that we intend to simulate. The tags clarify all the information related to the parameter settings for the simulation environment.
Model composition is accomplished by linking every component in the SysML internal block diagram (IBD). As seen in Fig.8 , the overall system (e.g., remodelled from the BDD in Fig.2) is now translated into the IBD (see Fig.9 ). To illustrate the connection between the components, we use the standard SysML link to connect ports which have the same type. Note that a special connector for energy-based ports is required to convey energy that conforms to Kirhoff's law. To achieve this, an extended SysML connector with the stereotype <<energyBind>> is defined based on the physical connector in Simscape. It should be borne in mind that it connects only ports with the same domain and it must conform to Kirchoff's rule, i.e., each of their across variables has a similar value, and the sum of all the through variables is definitely zero [14] . In Fig.8 , the 'ClosedLoopSystem' block is stereotyped with the SSB. The IBD represents the internal connection of the system behaviour. Furthermore, the IBD shows every single component of the subsystem as part of the properties of the 'ClosedLoopSystem' block. By definition, the IBD clearly illustrates the logical view of the entire system composition. However, it may be seen as a static view unless the system behaviour can be executed. Toward this end, the simulation model should be designed for a complete execution of the model.
SysML-based Simulation Model
A simulation can be used to anticipate the behaviour of the system to evaluate its performance. In SysML, a construct for modelling simulation information is not explicitly provided; thus a method for establishing the simulation information is needed to set up the configuration in the Simulink environment. According to Cao et al., the simulation process in Simulink has four steps [14] : (1) System design modelling, in which every element is defined as standard Simulink and/or Simscape blocks and then the components are composed in the Simulink diagram by connecting them. (2) Auxiliary elements for simulation modelling, for instance, the Simulink scope component that can be used to monitor the variable changes. (3) Simulation parameters configuration. This task must be done to set up the simulation parameters or simply a global solver. (4) Lastly, the execution of the simulatable model. In step (2), we model the simulation-related components such as the scope, local solver and Simulink-Simscape signal converters. For this study, steps (1)-(3) are explicitly modelled in SysML in order to prepare the system-level simulation model. It is worth noting that at least one local solver needs to be configured for each simulation in Simscape and it is manually added by the designers. In Fig.10 , we make up some new blocks such as the 'S_PS' and 'PS_S' converters, the 'Solver' and the 'Scope' in order to illustrate the auxiliary elements of the simulation model. The block 'ClosedLoopSystem' shows the global simulation settings. Asides from the start/stop time, the solver name and its type also need to be defined. In Figure 11 . IBD for the simulation context SysML, the block 'Solver' represents a local simulation solver. The blocks such as 'S_PS' and 'PS_S' are used as intermediate elements, which alter the Simulink data to the Simscape physical signal and vice versa. To display the simulation output, we create the scope block as having a single input data port. It can be used to, for example, identify the value of the orientation angle and display it to engineers for analysis. Fig. 11 shows the IBD of the whole system and it is ready to be executed.
Design and Simulation Models in Sync
Model Integration Workspace
This section describes how SysML's design models and its simulation models can be integrated and synced. We implement a plugin-based plant integration workspace in Rhapsody® [26] , which is a development framework for systems engineers to improve collaborative designs using Rhapsody®-Simulink® integration (RSI). In other words, tools integration between Rhapsody® and Simulink™ can be achieved.
In SysML, multiple Simulink and Simscape models are encapsulated and be referenced as a Simulink diagram which can interact with the Rhapsody objects, parts, or other Simulink blocks [28] . Briefly, a builder class containing part of the Rhapsody and Simulink blocks is created and from this builder class, a model file (e.g., the '.mdl' file) can be created in which the SysML blocks are referenced to the Matlab S-function. Consequently, (1) a simulation component package, and (2) its relative configuration files are then created to prepare for the model execution. In Rhapsody, the simulation component setup is a level of organization which defines the simulatable component (e.g., "ClosedLoopSystemComp") and each component contains several configuration files. It is used to build and simulate the model [26] . The configuration file includes a description of the classes of the code generation and several settings for building the model. Therefore, it must be set to an active mode.
The SysML model file (.rpy), Simulink model file (.mdl) and Simscape model file (.ssc file is wrapped to be .mdl) are imported into the RSI engine, and a series of Matlab commands (e.g., create_model.m) is then generated to build the full-featured simulatable model. The RSI framework is developed to use the java-based plugin (i.e., a plugin for Rhapsody), in which the java class and interface are used to access the Rhapsody data (e.g., model elements, classes, the SysML port, etc).
The plugin project file is then compressed into a java archive (e.g., '.jar') for the RSI engine. The whole sync process is shown in brief in Fig.12 .
Implementation and Discussion
To validate our work, these models have to be executed in order to see if the system performs as expected. To this end, the system design model (see Fig.8 ) and the simulation model (see Fig.11 ) are evaluated. Once the model integration process is completed, the Simulink-and Simscapesubsystem models can be generated by applying the 'generate and simulate' function available in the Rhapsody context menu. The execution process is shown in the Matlab command window and the generated model (e.g., "ClosedLoopSystem.mdl") is auto-simulated in the Simulink environment. If changes are made to the generated model, it will be automatically synced with the updated version. The generated model is depicted in Fig.13 .
In Fig.14, the simulation results are obtained for a simple system analysis. The results show a series of system responses to the robot orientation angle in setpoint when the robot mass is 3.76kg, and the desired input is set to (xd, yd, θd) = (0.25m, 0.25m, π/4rad). Simulation results in Fig.14 (a-f ) depict the orientation angle when parameters such as Ib, rc, wd, and rw were fixed to 0.01kgm 2 , 0.04m, 0.091m, and 0.032m respectively. The results demonstrate output responses for a variety of controller coefficients tuning exercises. As for comparison, the controller can compensate the orientation error efficiently and settle to an acceptable setpoint in a short time. It should be borne in mind that the results are shown just to prove the practical use of our system-level design framework and methodology. For more simulation and analysis, engineers have the option of manipulating other variables or parameters within the system. 
Conclusion
In this paper, we attempted to develop a different perspective for system-level design and simulation models especially for robotics by using the SysML (as the frontend), Simulink and Simscape profiles. For this approach, the SysML design model and the Simulink/Simscapecompatible models were created, synced and generated to carry out the simulation automatically. This preliminary effort can assist system designers and control engineers in collaborating as a team, from the first until the last of the development stages, in order to speed up the design and testing processes.
In our method, the Simulink-compatible model was first defined to represent the continuous-time behaviour of the physical system. A method for extending the SysML semantics was then adopted to create a new set of stereotypes and their tagged values. This was done by extending the standard SysML block in conjunction with its behavioural model. We introduced the SB and SSB stereotypes to correspond to the standard Simulink block diagram and the Simulink environment respectively.
Secondly, to enable an automatic simulation, we defined a SysML-based simulation model for use in the Simulink environment. The simulation modelling approach has been proposed to model the simulation-related components such as the signal converter, the local solver, the scope and the simulation parameters setting. Note that the physical system modelling is not a trivial matter because if the physical model is too concrete, then the simulation and design space exploration become expensive and it can even be difficult to detect problems. Therefore, an abstract model is more preferable during the conceptual stage of development; however abstraction of real physical systems needs deep understanding of the physical phenomenon [19] . For this study, we attempt to provide a specific SysML-based model profile for the design and simulation of robotic systems. However, this paper considers only modelling and simulation works restricted to the MathWorks tools. In the future, we intend to evaluate our design models based on different modelling and simulation tools. Apart from that, we plan to integrate the system-level design and analysis models using SysML's parametric diagram for engineering analysis.
At the time of writing this paper, we are in the process of developing a unified modelling framework for a comprehensive system and software design applicable to robotics, something which is considered rare.
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