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Uvod
U radu se opisuje nekoliko razlicˇitih tipova problema s kojima se programer mozˇe susresti
prilikom izrade igre, a u kojima mu mozˇe pomoc´i matematika.
Najprije je potrebno objekte smjestiti na zaslon monitora. Prilikom takvog smjesˇtanja
koriste se tocˇke kako bismo prikazali polozˇaj objekta, a tocˇke smjesˇtamo u odabrani koor-
dinatni sustav. Na zaslonu racˇunala bit c´e prikazana projekcija trodimenzionalnog objekta
na dvodimenzionalnu ravninu. Memorijski je skupo stvarati iznova objekte u razlicˇitim
polozˇajima. Zato se koriste transformacije objekata. Prilikom transformacije objekata do-
bivaju se nove tocˇke koje odreduju objekt. U radu su objasˇnjene transformacije skaliranja,
translacije, rotacije, zrcaljenja i smicanja te su objasˇnjena njihova svojstva kao i primjena
tih transformacija u igrama.
Racˇunalne igre su vec´inom interaktivne, odnosno objekti u racˇunalnim igrama utjecˇu
jedni na druge. Potreban je alat koji c´e prepoznati dodiruju li se dva objekta, odnosno
trebaju li utjecati jedan na drugoga. Ogranicˇenja koja nama dopusˇtaju da utjecˇemo na
druge objekte u realnom svijetu, u virtualnom svijetu moramo sami stvoriti. Kako su
objekti slozˇenog oblika, trazˇenje presjeka slozˇen je problem. U radu su opisana dva
nacˇina smjesˇtanja slozˇenih objekata u jednostavnije i testiranje presjeka jednostavnijih
objekata. Dva objekta koja se najcˇesˇc´e koriste su sfere i takozvani AABB objekti. Pri-
likom odredivanja postoji li presjek izmedu dva objekta koristi se jednostavna analiticˇka
geometrija prostora i ravnine. Spomenuti su i drugi jednostavniji objekti kojima je moguc´e
lako analiticˇki odrediti presjeke.
Kada igramo neku igru i odredimo mjesto na koje zˇelimo da nam se objekt pomakne,
cˇesto se objekt najkrac´im putem pomicˇe od trenutne pozicije do pozicije na koju ga zˇelimo
dovesti. Kako objekti u igrac´em svijetu ne mogu sami razmisˇljati, moramo rec´i racˇunalu
kojim putem objekt treba ic´i. U radu je opisan problem najkrac´eg puta kao i osnovne
implementacije grafova u racˇunalu. Detaljno je opisan Dijkstrin algoritam za rjesˇavanje
problema najkrac´eg puta, a spomenuti su i josˇ neki algoritmi koji se koriste pri rjesˇavanju
tog problema.
Strategija u igri vrlo je vazˇna prilikom njezine izrade. Bitno je izraditi dovoljno zah-
tjevnu igru u kojoj nec´e svatko pobijediti, ali i dovoljno laku koja nec´e biti nepobjediva. U
FPS i RTS igrama problem zahtjevnosti igara ne postoji, vec´ se on javlja samo kod igara
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na plocˇi i kartasˇkih igara. Jedna od poznatih zahtjevnijih igara tog tipa je sˇah. Cˇovjek je
kroz povijest pokusˇavao stvoriti stroj koji c´e biti nepobjediv u sˇahu. U radu je opisan mi-
nimax algoritam na primjeru igre krizˇic´-kruzˇic´ koji racˇunalu sluzˇi kako bi imao strategiju
u savrsˇeno informiranoj deterministicˇkoj igri za dva igracˇa. Opisana je i optimizacija mi-
nimax algoritma, alfa-beta podrezivanje, a spomenuti su i algoritmi za igre za visˇe igracˇa
koji nisu potpuno istrazˇeni.
U mnogim igrama objekte pomicˇemo, na primjer pritiskom na strelicu prema gore.
Time zˇelimo primijeniti konstantnu translaciju prema gore, jednu po okviru, sve dok tipku
ne pustimo. Takoder, u mnogim igrama objekte rotiramo pritiskom na tipku desno. Mo-
del je dobar u brzim igrama u kojima translacija koju postizˇemo tipkovnicom treba odmah
utjecati na objekt. No, ako promatramo igru u kojoj to ne zˇelimo jer se objekt u realnosti
ne zaustavi odmah (na primjer, podmornica), vec´ usporava kako bi se zaustavio, moramo
stvoriti model koji c´e to omoguc´iti. U tome nam mozˇe pomoc´i fizika. U radu je objasˇnjeno
kako odrediti polozˇaj objekta koji se giba konstantnom brzinom te konstantnom akcelera-




Euklid je u Elementima definirao tocˇku kao ono sˇto nema dijelova. Tocˇka se mozˇe opi-
sati kao poprecˇni presjek pravca ili sjecisˇte dvaju pravaca. U racˇunalnim igrama koristimo
tocˇke kako bi prikazali polozˇaj objekata i kao osnovu za izgradnju tih objekata. Zasluga
za otkric´e Kartezijevog koordinatnog sustava kakav mi danas poznajemo pripisuje se fran-
cuskom matematicˇaru Reneu Descartesu. U Kartezijevom koordinatnom sustavu mjerimo
polozˇaj tocˇke u odnosu na fiksnu tocˇku, ishodisˇte.
U R2 definiramo dva okomita brojevna pravca koji prolaze ishodisˇtem, odnosno x−os
i y−os. Polozˇaj tocˇke P odreduje uredeni par (x, y), gdje je x udaljenost tocˇke od y−osi, a
y udaljenost tocˇke od x−osi. Uredeni par (x, y) nazivamo koordinatom tocˇke P. Dobivamo
koordinatnu ravninu odredenu osima x i y, odnosno xy koordinatnu ravninu.
U R3 definiramo tri medusobno okomita brojevna pravca koji prolaze ishodisˇtem, od-
nosno x−os, y−os i z−os. Prepoznajemo odgovarajuc´e koordinatne ravnine xy (odredena
osima x i y), yz (odredena osima y i z) i xz (odredena osima x i y). Polozˇaj tocˇke P odreduje
uredena trojka (x, y, z), gdje je x udaljenost tocˇke od yz ravnine, y udaljenost tocˇke od xz
ravnine te z udaljenost tocˇke od xy ravnine. Uredenu trojku (x, y, z) nazivamo koordinatom
tocˇke P.
Pretpostavimo da zˇelimo prikazati trodimenzionalni objekt na zaslonu racˇunala. Naj-
prije odabiremo xyz koordinatni sustav u R3 i to tako da je ishodisˇte odabranog koordi-
natnog sustava sredisˇte video zaslona te da se xy ravnina odabranog koordinatnog sustava
podudara s ravninom zaslona. Ocˇito, na zaslonu racˇunala bit c´e prikazana samo projekcija
trodimenzionalnog objekta na dvodimenzionalnu xy ravninu.
3
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1.2 Koordinatna matrica
Pretpostavimo da zˇelimo stvoriti svijet u kojem se racˇunalna igra odvija. Mogli bismo
izgraditi sve geometrijske oblike za svaku sliku i za svaku lokaciju igre. Medutim, ukoliko
se u slikama igre pojavljuju duplicirani objekti, memorijski je efikasnije izgraditi jednu
kopiju za svaki pojedini objekt. Tada za svako pojavljivanje odredenog objekta odredimo
samo polozˇaj i orijentaciju te prepustimo racˇunalu smjesˇtanje objekta na sliku, odnosno
zaslon. Drugi razlog za izgradnju jedne kopije svakog pojedinog objekta je taj da se objekti
u igri uobicˇajeno krec´u pa se njihovo postavljanje na odredenu fiksnu poziciju ne cˇini
prakticˇno. Kako su objekti sastavljeni od niza tocˇaka smjesˇtenih u Kartezijev koordinatni
sustav, svaku od tocˇaka koja odreduje objekt zˇelimo premjestiti na odredeni nacˇin.
Neka u xyz koordinatnom sustavu, tocˇke P1, P2, . . . , Pn odreduju objekt. Koordinata
tocˇke Pi je uredena trojka (xi, yi, zi), gdje je i prirodan broj izmedu 1 i n. Konstruiramo
matricu A tipa 3 × n. Stupci matrice A su koordinate tocˇaka koje odreduju objekt, dakle n
je broj tocˇaka koje odreduju objekt. Matricu A definiranu s
A =
x1 x2 . . . xny1 y2 . . . ynz1 z2 . . . zn

nazivamo koordinatnom matricom. Na ovaj je nacˇin koordinatnom matricom jedinstveno
odreden objekt.
Koordinate (x1, y1, z1), (x2, y2, z2), ..., (xn, yn, zn) se zajedno sa specificiranjem koji pa-
rovi tocˇaka su spojeni duzˇinama spremaju u memoriju graficˇkog prikaza.
Kada objekt transformiramo, a uvidjeli smo potrebu za stvaranjem jedinstvenog objekta
i njegovom transformacijom unutar igre, dobivamo nove tocˇke koje odreduju objekt. Tocˇke
koje odreduju transformirani objekt sada tvore novu koordinatnu matricu A′ koja odgovara
novom pogledu na objekt, odnosno transformiranom objektu. Duzˇine koje spajaju razlicˇite
tocˇke, i time potpuno odreduju objekt, prilikom transformacije objekta takoder se mijenjaju
te sada spajaju transformirane tocˇke te odreduju transformirani objekt.
1.3 Skaliranje
Prva transformacija koju mozˇemo promatrati je skaliranje. Ono rastezˇe ili stezˇe objekt tako
da svaku koordinatu koja ga odreduje mnozˇi odgovarajuc´im koeficijentom. Kako je svaka
tocˇka koja odreduje objekt odredena s tri koordinate, skalirati mozˇemo s tri razlicˇita koefi-
cijenta. Ukoliko su ti koeficijenti medusobno jednaki, govorimo o proporcionalnom, od-
nosno uniformnom skaliranju, a inacˇe govorimo o neproporcionalnom, odnosno neunifor-
mnom skaliranju. Iako koeficijent skaliranja mozˇe biti bilo koji realan broj, u racˇunalnoj se
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grafici pri izradi igara koristi skaliranje pozitivnim realnim brojevima [1]. Na primjer, uko-
liko mnozˇimo y koordinatu tocˇaka Pi = (xi, yi, zi) koeficijentom 3, dobit c´emo objekt 3 puta
visˇi od pocˇetnog objekta. Tocˇke koje odreduju objekt c´e sada biti oblika Pi = (xi, 3yi, zi).
Ukoliko mnozˇimo x i z koordinatu tocˇaka Pi = (xi, yi, zi) koeficijentom 12 dobit c´emo objekt









Opc´enito, pretpostavimo da zˇelimo skalirati objekt duzˇ osi x, y i z koeficijentima α, β i
γ, respektivno. Neka su Pi s koordinatama (xi, yi, zi) tocˇke koje odreduju originalni, pocˇetni
objekt. Skaliranjem originalnog objekta, tocˇke koje odreduju novonastali objekt su tocˇke
P′i s koordinatama (αxi, βyi, γzi). Skaliranje se mozˇe postic´i mnozˇenjem matrica. Neka je
S matrica tipa 3 × 3 na cˇijoj se dijagonali nalaze koeficijenti skaliranja α, β i γ, odnosno:
S =
α 0 00 β 00 0 γ
 .













Kako bismo dobili matricu koja prikazuje transformiranu tocˇku P′i odredenu koordinatama















Primjenjujuc´i koordinatnu matricu A koja u svojim stupcima ima prikazane koordinate svih
n tocˇaka originalnog objekta, svih se n tocˇaka mozˇe skalirati istodobno. Time dobivamo
koordinatnu matricu A′ koja odgovara novonastalom objektu:
S A =
α 0 00 β 00 0 γ

x1 x2 . . . xny1 y2 . . . ynz1 z2 . . . zn
 =
αx1 αx2 . . . αxnβy1 βy2 . . . βyn
γz1 γz2 . . . γzn
 = A′.
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Slika 1.1: Neskalirani objekt
Slika 1.2: Skalirani objekt
Na primjer, na slici 1.1 se nalazi originalni objekt jedinicˇna kocka. Skaliranjem koefici-
jentima α, β i γ respektivno dobivamo novi objekt na slici 1.2, odnosno dobivamo kvadar
POGLAVLJE 1. TRANSFORMACIJE 7
dimenzija α × β × γ.
Skaliranje duzˇ z−osi nije vidljivo na zaslonu racˇunala jer se na zaslonu prikazuje pro-
jekcija objekta na xy ravninu, no primjenom drugih transformacija mozˇe postati vidljivo te
se zbog toga takoder provodi [1].
1.4 Translacija
Sljedec´a transformacija koju mozˇemo promatrati je translacija. To je transformacija koja
svakoj komponenti tocˇke dodaje odredeni pomak. Matematicˇki, neka je u ravnini zadan
vektor ~a. Taj vektor odreduje preslikavanje ravnine koje svakoj tocˇki A te ravnine pri-
druzˇuje tocˇku A′ takvu da je
−−→
AA′ = ~a. Vektor ~a zovemo vektorom translacije. Slika duzˇine
AB pri translaciji za vektor ~a jest njoj sukladna i paralelna duzˇina A′B′. Translacija, na-
dalje, paralelne pravce preslikava u paralelne pravce, a kut se preslikava u njemu sukladan
kut s paralelnim kracima. Mnogokuti se translacijom preslikavaju u sukladne mnogokute.
Udaljenost izmedu svih tocˇaka objekta je sacˇuvana pa takvu transformaciju zovemo rigid-
nom, odnosno neelasticˇnom transformacijom [5].
Intuitivno, u racˇunalnoj grafici translacija je transformacija koja prenosi objekt na novu
poziciju na ekranu ili ga (djelomicˇno) istiskuje s ekrana. Dakako, transformacija prenosi
originalni objekt na novu poziciju ukoliko se primjenjuje na sve tocˇke koje odreduju ori-
ginalni objekt. Time, osim sˇto je objekt na novoj poziciji, nisˇta drugo se s objektom ne
dogada, odnosno velicˇina i oblik originalnog objekta nisu promijenjeni sˇto vidimo na slici
1.4.
Neka su Pi s koordinatama (xi, yi, zi) tocˇke koje odreduju originalni, pocˇetni objekt.
Zˇelimo promijeniti pogled tako da se svaka tocˇka Pi objekta pomakne u novu tocˇku P′i s




i) = (xi + x0, yi + y0, zi + z0). Translaciju tocˇke Pi u tocˇku P
′
i vidimo i
na slici 1.3. Vektor x0y0z0














x1 x2 . . . xny1 y2 . . . ynz1 z2 . . . zn

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Slika 1.3: Translacija tocˇke Pi = (xi, yi, zi) za vektor (x0, y0, z0)
koordinatna matrica koja odreduje objekt koji translatiramo. Ukoliko definiramo 3 × n
matricu T kao matricu:
T =
x0 x0 . . . x0y0 y0 . . . y0z0 z0 . . . z0
 ,
gdje je n broj tocˇaka koje odreduju originalni objekt, dobije se koordinatna matrica A′
zbrajanjem matrica A i T :
A′ = A + T.
Koordinatna matrica A′ sastoji se od novih koordinata n tocˇaka koje odreduju objekt koji
smo translatirali.
Uocˇimo da translaciju, osim zbrajanjem matrica mozˇemo ostvariti njihovim mnozˇenjem.
Neka je P s koordinatama (x, y, z) tocˇka koju translatiramo, a P′ s koordinatama (x′, y′, z′)
tocˇka dobivena translacijom tocˇke P. Definiramo matricu translacije M:
M =

1 0 0 x0
0 1 0 y0
0 0 1 z0
0 0 0 1
 ,
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1 0 0 x0
0 1 0 y0
0 0 1 z0








Ponovno, translacija duzˇ z−osi nije vidljiva na zaslonu racˇunala jer se na zaslonu pri-
kazuje projekcija objekta na xy ravninu, no primjenom drugih transformacija mozˇe postati
vidljiva te se zbog toga takoder provodi [1].
Slika 1.4: Translacija crvenog objekta u plavi
1.5 Rotacija
Glavni dio racˇunalnih igara su objekti koji se rotiraju. Promotrimo najprije rotaciju u
ravnini. Neka je O zadana tocˇka ravnine, a α zadani kut. Rotacija oko tocˇke O za kut
α je preslikavanje koje tocˇki T ravnine, razlicˇitoj od tocˇke O, pridruzˇuje tocˇku T ′ tako da
vrijedi
|OT | = |OT ′| i ∠TOT ′ = α.
Kazˇemo da je tocˇka O sredisˇte (centar) rotacije, a kut α kut rotacije. Zadanu tocˇku P
rotiramo duzˇ ravninskog luka na stalnoj udaljenosti od cˇvrste tocˇke, sredisˇta rotacije O, za
kut α kao sˇto je prikazano na slici 1.5.
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Slika 1.5: Rotacija tocˇke u ravnini
Uobicˇajeno, kao sredisˇte rotacije definiramo ishodisˇte koordinatnog sustava (1.6), no
ono mozˇe biti bilo koja tocˇka ravnine.
Slika 1.6: Sredisˇte rotacije u ishodisˇtu xy ravnine
Primijetimo da se kao ni prilikom translacije velicˇina i oblik rotiranih objekata ne mi-
jenjaju.
Mozˇemo zamisliti da smo rotirali tocˇku T s koordinatama (r, 0) u polarnom koordinat-
nom sustavu za kut θ te dobili tocˇku P. Podsjetimo se da u polarnom koordinatnom sustavu
tocˇka P ravnine ima koordinate (r, θ) gdje je r udaljenost tocˇke P od ishodisˇta koordinatnog
sustava O, a θ kut izmedu polupravca PO i x−osi. Neka su koordinate tocˇke P u Karte-
zijevom koordinatnom sustavu (x, y), odnosno u polarnom (r cos θ, r sin θ). Zˇelimo rotirati
tocˇku P za kut α da bismo dobili tocˇku P′. U polarnom koordinatnom sustavu tocˇka P′ ima
koordinate (r, θ + α). Prevodenjem polarnih koordinata tocˇke P′ u Kartezijeve dobivamo
P′ = (r cos(θ + α), r sin(θ + α)). Koristec´i trigonometrijske identitete za kosinus i sinus
zbroja dobivamo P′ = (r cos θ cosα− r sin θ sinα, r cos θ sinα+ r sin θ cosα). Znamo da je
P = (r cos θ, r sin θ) = (x, y) iz cˇega je P′ = (x cosα − y sinα, x sinα + y cosα).
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Prilikom rotacije u prostoru postoji pravac na koji rotacija nec´e imati utjecaj. Taj pra-
vac nazivamo os rotacije. Rotacija objekata u prostoru moguc´a je oko bilo koje od osi.
Promotrimo najjednostavniju rotaciju, onu oko osi okomite na zaslon, odnosno z−osi i sa
sredisˇtem rotacije u ishodisˇtu odabranog koordinatnog sustava. Neka su Pi s koordinatama
(xi, yi, zi) tocˇke koje odreduju originalni, pocˇetni objekt. Na te tocˇke primjenjujemo ro-
taciju za kut α. Zˇelimo promijeniti pogled tako da se svaka tocˇka Pi objekta pomakne u






i). Kako rotiramo oko z−osi, koordinate zi nec´e biti
promijenjene. Ocˇito je ova rotacija identicˇna rotaciji u ravnini, odnosno:
x′i = xi cosα − yi sinα
y′i = xi sinα + yi cosα
z′i = zi
.











cosα − sinα 0sinα cosα 00 0 1
 zovemo matrica rotacije oko z−osi za kut α.
Rotacija oko x−osi izgleda kao i rotacija oko z−osi ako zamijenimo x−os sa y−osi, y−os
sa z−osi i z−os sa x−osi. Neka je P′i(x′i , y′i , z′i) tocˇka koja nastaje rotacijom tocˇke Pi(xi, yi, zi)











1 0 00 cosα − sinα0 sinα cosα
 zovemo matrica rotacije oko x−osi za kut α.
Rotacija oko y−osi izgleda kao i rotacija oko z−osi ako zamijenimo x−os sa z−osi, y−os
sa x−osi i z−os sa y−osi. Neka je P′i(x′i , y′i , z′i) tocˇka koja nastaje rotacijom tocˇke Pi(xi, yi, zi)
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Matricu
 cosα 0 sinα0 1 0− sinα 0 cosα
 zovemo matrica rotacije oko y−osi za kut α.
Rotacije oko koordinatnih osi mogu biti kombinirane kako bi se dobio odreden prikaz.
Na primjer rotiramo objekt najprije oko x−osi za kut 30◦, nakon toga oko y−osi za kut
−70◦ te na kraju oko z−osi za kut −27◦. Ove tri sukcesivne rotacije mozˇemo zapisati kao
jednu transformaciju P′ = RP, gdje je R produkt triju matrica rotacija:
R =
cos(−27







− sin(−70◦) 0 cos(−70◦)

1 0 00 cos 30◦ − sin 30◦0 sin 30◦ cos 30◦

=




Zrcaljenje u R3 je transformacija koja simetricˇno preslikava objekt preko ravnine ili preko
tocˇke. Neka su Pi s koordinatama (xi, yi, zi) tocˇke koje odreduju originalni, pocˇetni objekt.
Zˇelimo promijeniti objekt tako da se svaka tocˇka Pi objekta preslika u novu tocˇku P′i s




i). Zrcaljenje, na primjer, s obzirom na yz ravninu postic´i c´emo na
sljedec´i nacˇin:
x′i = −xi, y′i = yi, z′i = zi.
Dobivamo efekt zrcala po cˇemu je transformacija i dobila ime. Na analogan nacˇin mozˇemo
preslikavati objekt s obzirom na bilo koju koordinatnu ravninu.
Dok se u realnom svijetu susrec´emo samo sa zrcaljenjima preko ravnine (zrcalo), u vir-
tualnom se svijetu mozˇemo susreti sa zrcaljenjima preko tocˇke. Neka su Pi s koordinatama
(xi, yi, zi) tocˇke koje odreduju originalni, pocˇetni objekt. Zˇelimo promijeniti objekt tako da







To c´emo postic´i na sljedec´i nacˇin:
x′i = −xi, y′i = −yi, z′i = −zi.
Zrcaljenja su simetricˇne transformacije, odnosno zrcaljenjem zrcaljenog objekta dobivamo
pocˇetni objekt. Mogli bismo ocˇekivati da posˇto u R3 mozˇemo zrcaliti preko ravnine i tocˇke,
mozˇemo zrcaliti i preko pravca. Promotrimo primjer transformacije:
x′i = −xi, y′i = −yi, z′i = zi.
To bi bila transformacija preko z−osi. No, iako je objekt transformiran preko z−osi, ova je
transformacija ujedno i rotacija oko z−osi za 180 stupnjeva [5].
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1.7 Smicanje
Josˇ jedna od osnovnih transformacija je smicanje (eng. shear). Ona u R2 transformira
kvadrat u romb kao sˇto je prikazano na slici 1.7. Djelovanje smicanja sastoji se od tran-
sformacije tocˇaka duzˇ koordinatnih osi. Buduc´i da utjecˇe na kutove objekata, ne koristi se
cˇesto. Smicanje u R2 je transformacija koja cˇuva sve tocˇke duzˇ dane osi, dok ostale tocˇke
translatira paralelno duzˇ te osi za udaljenost proporcionalnu njihovoj udaljenosti od osi. Na
primjer, promotrimo smicanje pravokutnika duzˇ x−osi. Koordinata y bilo koje tocˇke (x, y)
ostat c´e nepromijenjena. Koordinata x promijenit c´e se linearno, ovisno o udaljenost tocˇke
od x−osi, odnosno o y.
Neka su tocˇke pravokutnika (xi, yi). Smicanjem duzˇ x osi za koeficijent a dobivamo
tocˇke deformiranog objekta na sljedec´i nacˇin:
x′i = xi + ayi
y′i = yi.
Analogno, smicanje duzˇ y−osi za koeficijent b dobit c´emo na sljedec´i nacˇin:
x′i = xi
y′i = yi + bxi.
Slika 1.7: Djelovanje smicanja duzˇ x−osi na kvadrat
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Smicanje se istovremeno mozˇe sastojati od deformacije duzˇ obje osi u R2. Tada se
koordinate tocˇke (x, y) deformiraju u (x′, y′) na sljedec´i nacˇin:
x′ = x + ay
y′ = y + bx.
Smicanje uR3 duzˇ na primjer x i y osi promijenit c´e koordinate tocˇke (x, y, z) u (x′, y′, z′)
na sljedec´i nacˇin:
x′ = x + az
y′ = y + bz
z′ = z
gdje su a i b realni brojevi. Analogno dobivamo smicanje duzˇ ostalih koordinatnih osi.
1.8 Primjena transformacija u izradi igre
Primarna uporaba transformacija je manipulacija objektima u igrac´em svijetu. Dizajner
igre mozˇe stvoriti igrac´i prostor, na primjer neki ured. Stvorit c´e zidove, prozore, pod i
tako dalje kao skup tocˇaka definiran tamo gdje ih mi zˇelimo u igrac´em svijetu. Medutim,
pretpostavimo da zˇelimo dva identicˇna stola u uredu ili ista stola u razlicˇitim prostorima.
Dizajner mozˇe stvoriti novu verziju stola za svaku lokaciju, ali to je nepotrebno gomilanje
memorije potrebne za model. Umjesto toga, mozˇemo imati jednu ”glavnu” verziju stola i
na njemu provesti niz transformacija kojima c´emo pozicionirati kopiju stola na mjesto na
koje zˇelimo.
Kada dizajner igre stvori objekt ili ga mi stvorimo u programu, koordinate tocˇaka koje
definiraju objekt definirane su u odredenom lokalnom prostoru tog objekta. Sredisˇte tog
prostora smjesˇta se na poziciju pogodnu za igru, najcˇesˇc´e na dno objekta ili u sredisˇte
objekta. Smjesˇtanje u sredisˇte objekta pogodno je ukoliko c´emo cˇesto rotirati objekt oko
njegovog sredisˇta, a na dno ukoliko c´e objekt biti staticˇan. Kada konstruiramo igrac´i svijet,
definiramo odreden koordinatni sustav, odnosno igrac´i prostor u kojeg smjesˇtamo objekte.
Kako bi djelovali na objekte, smjesˇtamo njegove lokalne koordinate u igrac´i svijet i tran-
sformiramo ih.
Kada bi u igrac´em svijetu koristili lokalne koordinate objekata, objekti bi bili centrirani
oko ishodisˇta igrac´eg koordinatnog sustava. Da bismo to izbjegli, djelujemo transforma-
cijama na svaki objekt i smjesˇtamo ga na njegovo mjesto te orijentiramo prema igrac´em
svijetu. Najcˇesˇc´e se koriste translacija, rotacija i skaliranje. Translacija i rotacija odgo-
varaju dvjema karakteristikama koje zˇelimo kontrolirati: poziciji te orijentaciji. Takoder,
one su rigidne transformacije pa se velicˇina i oblik objekata ne mijenjaju sˇto je najcˇesˇc´e
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zˇeljeni efekt. Skaliranje deformira objekt, no cˇesto se koristi zbog velicˇine objekata. Uko-
liko dvoje dizajnera izgraduju igrac´i svijet i ne dogovore se oko relativne mjere objekata,
stol mozˇe ispasti vec´i od sobe ukoliko je smjesˇten u sobu bez transformacije skaliranja.
Umjesto da dizajner mijenja model, mozˇemo koristiti skaliranje [5].
Vec´ smo primijetili da primjena transformacija nije komutativna. Promotrimo josˇ jedan
primjer. Ukoliko transformiramo tocˇku (0, 0, 0), rotacija oko z−osi za nec´e imati utjecaja pa
c´e rotacija oko z−osi za 90 stupnjeva i translacija za vektor (tx, ty, tz) biti ekvivalentna tran-
slaciji za vektor (tx, ty, tz). Ukoliko najprije translatiramo tocˇku (0, 0, 0) za vektor (tx, ty, tz)
pa je tek onda rotiramo oko z−osi za 90 stupnjeva dobit c´emo tocˇku (−ty, tx, tz). Uocˇavamo
da je poredak djelovanja transformacija bitan. Uobicˇajeno, objekte transformiramo tako da
ih prvo skaliramo, nakon toga rotiramo, a na kraju translatiramo.
Osim sˇto objekt iz njegovog lokalnog prostora mozˇemo smjestiti u igrac´i svijet, objekt
mozˇemo smjestiti i u lokalni prostor nekog drugog objekta. Na primjer, pretpostavimo da je
dizajner igre napravio posebno ljudsku ruku, a posebno ljudsko tijelo. Tijelo je smjesˇteno
u svoj lokalni prostor tako da mu je sredisˇte prostora sredisˇte tijela. Sredisˇte lokalnog pros-
tora ruke neka je rame jer je ono najcˇesˇc´e sredisˇte rotacije ruke. Ukoliko smjestimo ruku
i tijelo posebno u igrac´i svijet, ruka c´e biti unutar tijela, a ne na ramenu. Ideja je najprije
transformirati ruku kako bi ona odgovarala tijelu. Dakle, smjesˇtamo ruku u u lokalni pros-
tor tijela pa taj lokalni prostor tijela smjesˇtamo u igrac´i svijet. Tijelo i ruku tretiramo kao
dva odvojena objekta, svaki sa svojim transformacijama. Provodimo translaciju, rotaciju i





Bilo da polazˇemo objekt u igrac´i svijet ili ga animiramo, bitno nam je kako on u igri djeluje
na druge objekte, odnosno bitna nam je interakcija objekata. Pri izradi igre potreban je alat
koji c´e prepoznati kada c´e dva objekta utjecati jedan na drugog. U ovom poglavlju pita-
nje je kako otkriti kada se dva geometrijska objekta sijeku. U realnom je svijetu problem
interakcije objekata jednostavan. Objekti zbog svojih fizicˇkih osobina ne prodiru jedan u
drugi. U igrac´em, virtualnom svijetu ogranicˇenja moramo stvoriti sami. Tek kada osigu-
ramo metode kojima c´emo otkriti preklapaju li se objekti, mozˇemo nastaviti razmisˇljati
kako c´e objekt reagirati prilikom preklapanja. Ocˇito su objekti u igrac´em svijetu razlicˇitih
oblika pa je trazˇenje presjeka slozˇen problem.
2.2 Presjek objekata
Najdirektniji pristup otkrivanju da li se dva objekta sijeku je direktno ocˇitavanje spoje-
nih tocˇaka objekata. Mozˇemo pocˇeti sa spojnicom dviju tocˇaka jednog objekta i vidjeti
sijecˇe li se sa spojnicom dviju tocˇaka drugog objekta. Tada bismo nastavili sa sljedec´im
parom tocˇaka i ponovno provodili test. Iako bi primitivan pristup dao rezultate, osim ako
je objekt unutar objekta, potrajao bi i vec´ina vremena u kojem bi se podaci testirali bila bi
nepotrebna.
Pretpostavimo da smo okruzˇili svaki objekt jednostavnijim objektom, na primjer sfe-
rom. Tada mozˇemo testirati sijeku li se dvije sfere. Ukoliko se one ne sijeku, tada se niti
objekti ne sijeku. Ukoliko se sijeku, mozˇemo probati usporediti druge pojednostavljene
verzije objekata, na primjer kvadre. Ukoliko se kvadri (kutije) sijeku, tek tada trebamo
izvesti test s tocˇkama koje tvore objekt. Objekte kojima okruzˇujemo originalne objekte na-
zivamo granicˇnim objektima. U igrama najcˇesˇc´e mozˇemo ignorirati geometriju originalnih
16
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objekata i samo koristiti jednostavne objekte kojima ih okruzˇujemo kako bismo detektirali
presjeke. Naime, radnja igre se mozˇe odvijati toliko brzo da ne primjec´ujemo sudaranje
objekata, odnosno njihovu preranu interakciju ili je gresˇka mala pa je zanemarujemo.
2.3 Udaljenost objekata
Testovi presjeka cˇesto se jednostavnije opisuju u terminima racˇunanja udaljenosti izmedu
dva primitivna objekta, kao sˇto su pravac i tocˇka.
Neka su A = (a1, a2, a3), B = (b1, b2, b3) dvije tocˇke u prostoru dane svojim pravokut-
nim koordinatama. Tada je udaljenost od A do B jednaka
d(A, B) =
√
(b1 − a1)2 + (b2 − a2)2 + (b3 − a3)2.
Neka je pravac p dan vektorskom jednadzˇbom
~r = ~r1 + t~s
gdje je ~r1 radijvektor tocˇke T1 na pravcu p, a ~s vektor smjera pravca p. Udaljenost tocˇke
T0 s radijvektorom ~r0 od pravca p je
d(T0, p) =
∣∣∣(~r1 − ~r0) × ~s ∣∣∣∣∣∣~s ∣∣∣ .
Udaljenost tocˇke T0 = (x0, y0, z0) od ravnine pi... Ax + By + Cz + D = 0 je
d(T0, pi) =
|Ax0 + By0 + Cz0 + D|√
A2 + B2 + C2
.
2.4 Sfera kao granicˇni objekt
Najjednostavniji granicˇni objekt je sfera. Sfera je skup tocˇaka prostora jednako udaljenih
od neke cˇvrste tocˇke. Prednost sfere nad ostalim granicˇnim objektima je njezina kompaktna
reprezentacija jer ju odreduju samo sredisˇte i radijus. Jednadzˇba sfere sa sredisˇtem u tocˇki
S = (p, q, r) i polumjerom R je (x− p)2 + (y−q)2 + (z− r2) = R2. Takoder, kada okruzˇujemo
originalni objekt, sfera je neovisna o rotaciji objekta sˇto nam omoguc´uje da se prilikom
kretanja objekta moramo brinuti samo o poziciji, odnosno sredisˇtu sfere. Ukoliko objekt
skaliramo, mozˇemo skalirati radijus analogno.
U idealnom slucˇaju, zˇelimo najmanju moguc´u sferu koja opisuje cijeli originalni objekt
kojeg u nju smjesˇtamo. Ukoliko bi sfera bila premala, mogli bismo zanemariti presjek
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dvaju objekata, a ukoliko bi bila prevelika, koristili bismo sporije algoritme za testiranje
sijeku li se objekti. Problem koji se namec´e je kako odabrati pogodnu sferu.
Jedna od najjednostavnijih metoda je uzeti lokalno ishodisˇte objekta kao sredisˇte sfere
i izracˇunati radijus sfere kao najvec´u udaljenost ishodisˇta od svih vrhova objekta. Problem
s ovim nacˇinom je da smo kao ishodisˇte objekta mogli uzeti bilo koju tocˇku objekta, na
primjer dno objekta kako bi ga laksˇe smjestili u igrac´i svijet. Tada je, ocˇito, sfera prevelika.
Postoje neke efikasnije metode. Primjerice, mogli bismo racˇunati prosjek koordinata svih
vrhova objekta da bismo dobili neki centar koji mozˇemo iskoristiti za sredisˇte sfere. No, i
u tom slucˇaju dobili bismo preveliku sferu. Takoder, mogli bismo objekt okruzˇiti kvadrom
koja ima bridove paralelne s koordinatnim osima te kvadar smjestiti u sferu. Tako smo
pogodno smjestili sredisˇte sfere, no njezin je radijus prevelik. Kao kompromis, metoda
koja se najcˇesˇc´e koristi je za sredisˇte sfere uzeti sredisˇte opisanog kvadra, a radijus sfere
izracˇunati kao najvec´u udaljenost sredisˇta sfere od tocˇaka originalnog objekta [5]. Niti ova
metoda u svakom slucˇaju ne daje najbolje rezultate, no iako ne zˇelimo bespotrebno velike
sfere, negeneriranje najmanje moguc´e sfere nije veliki problem.
Presjek dviju sfera
Utvrdivanje da li se dvije sfere sijeku je jednostavno kao i njezina reprezentacija dvama
podacima. Potrebno je samo utvrditi da li je udaljenost izmedu sredisˇta dviju sfera ma-
nja od zbroja njihovih radijusa. Neka su koordinate sredisˇta prve sfere S 1 = (x1, y1, z1) i
koordinate sredisˇta druge sfere S 2 = (x2, y2, z2). Udaljenost tih tocˇaka dana je s
d =
√
(x2 − x1)2 + (y2 − y1)2 + (z2 − z1)2,
sˇto se izvodi primjenom Pitagorina poucˇka. Ukoliko je radijus prve sfere r1, a radijus druge
sfere r2, sfere se sijeku ako i samo ako je√
(x2 − x1)2 + (y2 − y1)2 + (z2 − z1)2 ≤ r1 + r2.
Posˇto je operacija drugog korijena u racˇunalu spora, koristi se relacija
(x2 − x1)2 + (y2 − y1)2 + (z2 − z1)2 ≤ (r1 + r2)2.
Presjek sfere i polupravca
Josˇ jedno mjesto gdje se koristi odredivanje da li se dva geometrijska objekta sijeku je kada
generiramo zraku (polupravac) i odredujemo koje objekte u igri c´e ona sjec´i. Ocˇito zraku
ne mozˇemo smjestiti u sferu.
Odredivanje postoji li presjek pravca i sfere jednostavan je poput odredivanja postoji
li presjek dviju sfera. Potrebno je odrediti udaljenost izmedu sredisˇta sfere i pravca. Ako
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je ta udaljenost manja ili jednaka radijusu sfere, tada pravac sijecˇe sferu. Potrebna je do-
datna provjera buduc´i da koristimo polupravac. Ukoliko je sfera iza ishodisˇta polupravca i
ishodisˇte je izvan sfere, nema presjeka. Neka je P ishodisˇte, odnosno pocˇetna tocˇka polu-
pravca p, S sredisˇte sfere i ~t vektor s pocˇetnom tocˇkom P i krajnjom tocˇkom S . Ako je kut
izmedu vektora smjera polupravca p i vektora ~t vec´i od 90◦ i P je izvan sfere, onda je sfera
iza ishodisˇta polupravca, to jest nema presjeka sfere i polupravca [5]. Kut provjeravamo
racˇunajuc´i skalarni produkt vektora smjera polupravca p i vektora ~t. Taj je skalarni pro-
dukt vec´i od nule za kutove manje od 90 stupnjeva. Ako je sfera iza ishodisˇta polupravca,
mozˇe doc´i do presjeka. Medutim, tada se tocˇka P sigurno nalazi u presjeku pa je dovoljno
uz provjeru kuta provjeriti udaljenost tocˇke P od tocˇke S . Ukoliko je udaljenost vec´a od
radijusa sfere, nema presjeka, a ukoliko je manja ili jednaka, postoji presjek.
Presjek sfere i ravnine
Ravninu, kao niti polupravac, ne mozˇemo smjestiti u sferu. Potreba za odredivanjem pos-
toji li presjek ravnine i objekta je kod kretanja objekta uz, na primjer, zid koji shvac´amo
kao ravninu. Provjera da li sfera i ravnina imaju tocˇke presjeka je takoder jednostavna.
Mozˇemo odrediti udaljenost tocˇke i ravnine. Ukoliko je udaljenost sredisˇta sfere i ravnine
vec´a od njezinog radijusa, tada sfera i ravnina nemaju zajednicˇkih tocˇaka. Ukoliko je uda-
ljenost sredisˇta sfere i ravnine manja ili jednaka radijusu sfere, tada sfera i ravnina imaju
zajednicˇkih tocˇaka.
2.5 Kvadar s bridovima paralelnima s koordinatnim
osima
Sfera je dobar i ”jeftin” granicˇni objekt, ali za vrlo mali skup objekata. Na primjer, koristili
bismo je prilikom izrade igre s biljarskim kuglama. Za visˇe uglate oblike potreban nam je
profinjeniji granicˇni objekt. Jedan takav je kvadar kao granicˇni objekt. Kao i kod sfere,
najvisˇe bismo voljeli najmanji kvadar u koji igrac´i objekt stane. Najjednostavniji tip kvadra
za reprezentaciju u koordinatnom sustavu je onaj kojemu su bridovi paralelni s koordinat-
nim osima igrac´eg svijeta. Zovemo ga AABB objektom (eng. axis-aligned bounding box).
Prilikom reprezentacije tog objekta dovoljne su nam dvije tocˇke, minimum i maksimum
xyz pozicija odnosno tocˇka Tmin = (xmin, ymin, zmin) i tocˇka Tmax = (xmax, ymax, zmax) kao na
slici 2.1.
Kada translatiramo objekt, translatiramo dvije tocˇke Tmax i Tmin. Takoder, ako objekt
skaliramo, skaliramo i dvije tocˇke ovisno o sredisˇtu kvadra. Posˇto su bridovi kvadra pa-
ralelni s osima, svakom rotacijom objekta moramo ponovno racˇunati minimalnu i maksi-
malnu tocˇku sˇto kod sfere nismo morali jer rotacija ne djeluje na nju. Kao i u slucˇaju sfere,
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Slika 2.1: AABB objekt
malo je objekata kojima je kvadar s bridovima paralelnima s koordinatnim osima dobar
granicˇni objekt. Zaobljenim igrac´im objektima, poput ljudi, uglovi su hendikep. Medutim,
testovi presjeka su jednostavni i brzi pa se cˇesto koriste.
Namec´e se pitanje, kako odrediti Tmax i Tmin. Objekt kojeg c´emo smjestiti u kvadar
najprije smjesˇtamo u igrac´i svijet. Nakon toga, Tmax i Tmin postavljamo na prvu tocˇku koja
odreduje objekt. Pocˇevsˇi od druge tocˇke, usporedujemo xyz vrijednosti svake tocˇke s Tmax
i Tmin. Ukoliko je jedna od koordinata manja od koordinate trenutnog minimuma, postav-
ljamo vrijednost koordinate trenutnog minimuma na koordinatu tocˇke objekta. Analogni
postupak provodimo i za trazˇenje koordinata tocˇke Tmax [5].
Presjek dvaju AABB objekata
Kako bismo nasˇli presjeke, odnosno odredili postoji li presjek izmedu dva AABB objekta,
provjeravamo kvadar u svakom od koordinatnih smjerova. Ukoliko mozˇemo nac´i ravninu
koja odvaja dva kvadra u bilo kojem koordinatnom smjeru, tada se dva kvadra ne sijeku.
U suprotnom, oni se sijeku. Dakle, dva se AABB objekta sijeku ako i samo ako se njihove
projekcije na x, y i z os sijeku.
Pronadimo, na primjer, ravninu koja odvaja dva AABB objekta u smjeru x−osi. Buduc´i
da su bridovi kvadra paralelni s koordinatnim osima, svodimo problem na jednodimen-
zionalni problem, odnosno na problem na brojevnom pravcu. Minimalne i maksimalne
vrijednosti dvaju kvadara su ekstremne tocˇke intervala na brojevnom pravcu. Ukoliko su
intervali odvojeni, odnosno njihov presjek je prazan skup, kvadri su odvojeni duzˇ x−osi.
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Tome je tako ukoliko je maksimalna x koordinata jednog intervala manja od minimalne
x koordinate drugog intervala. Dva se AABB objekta sijeku ukoliko u smjerovima svih
koordinatnih osi ne pronademo ravninu koja ih odvaja.
Presjek AABB objekta i polupravca
Kod sfere smo uocˇili da nam je potreban alat koji odreduje postoji li presjek objekta i
polupravca. U ovom je slucˇaju objekt smjesˇten u kvadar pa nam je potreban alat koji
odreduje postoji li presjek kvadra i polupravca. Neka je R polupravac za koji odredujemo
postoji li presjek izmedu njega i kvadra. Neka je tocˇka R(sx) presjek polupravca i mini-
malne x ravnine kvadra te neka je R(tx) presjek polupravca i maksimalne x ravnine kvadra.
Takoder, neka je R(sy) presjek polupravca i minimalne y ravnine kvadra te neka je R(ty)
presjek polupravca i maksimalne y ravnine kvadra. Ako interval [sx, tx] i interval [sy, ty]
nemaju zajednicˇkih tocˇaka, polupravac ne sijecˇe kvadar. Ta je situacija prikazana na slici
2.2. Ukoliko imaju zajednicˇkih tocˇaka kao sˇto je to slucˇaj na slici 2.3, tada provodimo test
duzˇ preostalih ravnina. Ukoliko u oba od preostalih slucˇajeva postoji presjek, zraka sijecˇe
kvadar.
Slika 2.2: Polupravac ne sijecˇe kvadar
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Slika 2.3: Polupravac sijecˇe kvadar
Neka je AABB objekt odreden dvjema tocˇkama Tmin i Tmax. Neka su koordinate tih
tocˇaka: Tmin = (xmin, ymin, zmin) i Tmax = (xmax, ymax, zmax). Neka je polupravac zadan
pocˇetnom tocˇkom P = (Px, Py, Pz) i vektorom smjera v = (vx, vy, vz). Trazˇimo parametre za
koje polupravac s pocˇetnom tocˇkom P i vektorom smjera v sijecˇe minimalnu i maksimalnu
ravninu. Na pocˇetku, na primjer u smjeru x, odnosno na ravnini yz, racˇunamo presjek po-
lupravca s ravninom x = xmin i ravninom x = xmax. Kako bismo to odredili, rjesˇavamo
jednadzˇbe:
Px + sxvx = xmin
Px + txvx = xmax








S obzirom da promatramo interval [sx, tx], zˇelimo osigurati da je sx < tx. Ako je 1vx < 0,
onda je sx > tx pa c´emo zamijeniti xmin i xmax. Posˇto promatramo polupravac, parametri
sx i tx su iz intervala [0,∞〉. Na pocˇetku inicijaliziramo maksimalan interval pa postavimo
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smax = 0, tmin = ∞. Izracˇunali smo sx i tx pa ukoliko je sx > smax postavljamo smax na sx.
Takoder ukoliko je tx < tmin postavljamo tmin na tx. Znamo da polupravac nec´e sjec´i kvadar
ako je smax > tmin. Sada analogno racˇunamo sy i ty. Ukoliko je sy > smax, postavljamo smax
na sy te ukoliko je ty < tmin, postavljamo tmin na ty. Uvidamo da se polupravac i kvadar ne
sijeku ako je smax > tmin. Josˇ je preostalo na analogan nacˇin provjeriti xy i xz ravnine [5].
Primijetimo da vx mozˇe biti 0. U tom je slucˇaju polupravac paralelan s minimalnom i
maksimalnom ravninom. Potrebno je provjeriti pripada li Px segmentu izmedu xmin i xmax.
Ukoliko ne pripada, ne postoji presjek polupravca i kvadra.
Presjek AABB objekta i ravnine
Kao niti polupravac, niti ravninu ne mozˇemo smjestiti u AABB objekt. Vec´ smo kod sfere
uocˇili potrebu za pronalazˇenjem informacije postoji li presjek izmedu ravnine i objekta.
Najprimitivniji nacˇin za provjeru postoji li presjek kvadra i ravnine je da provjerimo da
li ijedan od bridova kvadra sijecˇe ravninu. To c´emo postic´i tako da racˇunamo da li se dva
vrha kvadra koji odreduju promatrani brid nalaze s iste strane ravnine. Posˇto kvadar ima 12
bridova, to zahtjeva 24 provjere. Jedno od poboljsˇanja je da provjerimo samo nasuprotne
vrhove kvadra, odnosno 4 prostorne dijagonale.
2.6 Josˇ neki ogranicˇavajuc´i objekti
Kapsula
Sfera kao granicˇni objekt i AABB objekt ovise o igrac´em svijetu. Sfera je simetricˇna duzˇ
svih osi, a AABB objekt ima bridove uvijek paralelne s koordinatnim osima. Za vec´inu
objekata ova dva granicˇna objekta ne pruzˇaju dobru aproksimaciju koliko god mi dobro
ogranicˇili objekte sferom ili AABB objektom. Primjer objekta koji ne ovisi o igrac´em svi-
jetu, odnosno osima igrac´eg svijeta je kapsula. Kapsula je valjak koji na oba kraja, odnosno
na obje osnovice ima hemisferu, polovinu sfere. Kapsulu, za razliku od sfere i AABB
objekta, prikazujemo u svijetu objekta kojeg njome okruzˇujemo. Prvi korak u racˇunu po-
godne kapsule je okruzˇiti igrac´i objekt AABB objektom. Sljedec´i je korak pronac´i najdulji
brid AABB objekta. Duljina duzˇine koja c´e biti visina valjka je duljina tog najduljeg brida.
Visina valjka prolazi sredisˇtima strana AABB objekta, onih koje su okomite na najdulji
brid. Josˇ je potrebno izracˇunati polumjer valjka, odnosno pripadne hemisfere. Za polumjer
mozˇemo uzeti duljinu sljedec´eg najduljeg brida AABB objekta. Primijetimo da nam je za
prikaz kapsule potreban samo polumjer polusfere i dvije tocˇke koje odreduju visinu valjka.
Racˇunanje postoji li presjek dvije kapsule je slicˇno racˇunanju postoji li presjek dvije
sfere. Racˇunamo udaljenost izmedu dviju duzˇina, odnosno visina dviju kapsula, a nakon
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toga tu udaljenost usporedujemo s polumjerima. Ukoliko je udaljenost manja od zbroja
dvaju polumjera, kapsule se sijeku.
Kvadri orijentirani prema objektu
Kvadre s bridovima paralelnima s koordinatnim osima, odnosno AABB objekte je jed-
nostavno stvoriti i lako se ocˇitava postoje li presjeci, no igrac´i objekt koji nije poravnat
s koordinatnim osima ne okruzˇuju dobro. Tocˇniji pristup bio bi kreirati kvadar koji do-
bro okruzˇuje objekt u njegovom lokalnom koordinatnom sustavu, a nakon toga rotirati i
translatirati taj kvadar zajedno s objektom u igrac´em koordinatnom sustavu. Takvi kvadri,
nazivaju se kvadri orijentirani prema objektu, odnosno OBB (eng. object-oriented-boxes).
Prednost OBB objekata je da ne moramo racˇunati njegove vrhove svaki puta kada se objekt
u igrac´em svijetu pomakne, vec´ trebamo transformirati postojec´i objekt. Mana OBB obje-
kata je komplicirano testiranje postoje li presjeci izmedu dvaju OBB objekta. To je zbog
cˇinjenice da orijentacije objekata jedan prema drugom mogu biti proizvoljne. Visˇe o dru-
gim ogranicˇavajuc´im objektima mozˇe se procˇitati u [5].
2.7 Hijerarhija ogranicˇavanja objekata
U slucˇaju da se igrac´i objekti dosta razlikuju od pripadnih granicˇnih objekata, vec´a je
vjerojatnost da c´e testovi presjeka prikazati presjek iako do njega nije dosˇlo. Jedno od
rjesˇenja problema je koristiti skup granicˇnih objekata kako bismo dobili bolju aproksima-
ciju povrsˇine objekta. Pocˇetni objekt mozˇemo rastaviti na visˇe objekata te ga ogranicˇiti
s nekoliko granicˇnih objekata. Kako bismo provjerili postoje li presjeci, provodimo test
za svaki od granicˇnih objekata. Ubrzati proces bismo mogli tako da zadrzˇimo i originalni
granicˇni objekt i koristimo ga kao grubi test postoji li presjek. Ukoliko ne postoji, provjera-
vamo dalje. Takoder, ukoliko koristimo naprimjer kapsule kao granicˇne objekte, mozˇemo
kapsule okruzˇiti sferom i provesti brzˇi test presjeka, a tek nakon toga provoditi test s kap-
sulama. To nam daje hijerarhiju ogranicˇavanja objekata. Najprije usporedujemo sfere kao
granicˇne objekte, ukoliko se one sijeku, objekt rastavimo na nekoliko dijelova i provjerimo
sijeku li se sfere koje ogranicˇavaju objekt s drugim objektom. Tek nakon toga provodimo
test s kapsulama.
2.8 Dinamicˇni objekti
Do sada su svi testovi koje smo opisali pretpostavljali da se objekti ne pomicˇu sˇto ocˇito
nije tako. Na primjer, u jednom trenutku imamo dva objekta koji se krec´u jedan prema
drugome. U sljedec´em trenutku zˇeljeli bismo da se objekti sudare ili minimalno presi-
POGLAVLJE 2. TESTIRANJE PRESJEKA 25
jecaju. Medutim, ukoliko je razmak izmedu ta dva trenutka prevelik, moguc´e je da se
objekti mimoidu. Ukoliko koristimo staticˇne testove za svaki trenutak, propustit c´emo su-
dar objekata. Jedna od metoda koja se mozˇe koristiti kako bismo izbjegli problem je da
pretpostavimo dva puta kojima c´e se objekti kretati te tim putem generiramo dva granicˇna
objekta. Tada trazˇimo postoji li presjek izmedu generiranih granicˇnih objekata. Jednos-
tavan primjer je ukoliko su granicˇni objekti sfere, njihovim pomakom duzˇ duzˇine nastaje
kapsula. Ukoliko se te kapsule sijeku znamo da c´emo izmedu promatranih trenutaka negdje
imati presjek objekata.
Oko ovog se problema moramo brinuti samo kada su brzine objekata velike u odnosu
na promatrane trenutke prikazane na ekranu.
2.9 Optimizacija
Ocˇito je broj racˇunanja cˇinjenice postoji li presjek objekata u igrama velik. Za svaki objekt
potrebno je istrazˇiti sijecˇe li se s drugim objektom. Generiranjem dvije for petlje nastaje
kvadratna slozˇenost. Pitanje je kako smanjiti broj testiranja presjeka objekata. Ocˇito je
ukoliko se ne sijeku objekt 1 i objekt 5, da tada ne trebamo provjeravati sijeku li se objekt
5 i objekt 1, u suprotnom poretku. Takoder, postoje brojni objekti za koje provjeravamo
sijeku li se, a oni se uopc´e ne micˇu.
Vec´ina pristupa koristi neku vrstu podjele prostora. Najjednostavnija podjela je duzˇ
x−osi nizom jednako udaljenih ravnina. Time dobivamo skup plocˇa koje odreduju rav-
nine duzˇ x−osi te neke namjesˇtene granice u y i z smjeru. Za svaku plocˇu spremamo
skup objekata koji je presijecaju. Kako bismo testirali postoji li presjek izmedu objekata,
odredujemo koje plocˇe objekt sijecˇe te testiramo presjeke s objektima iz tih plocˇa. Mana
ovog pristupa je da se u par plocˇa mogu nalaziti svi objekti, dok ostale plocˇe mogu biti
prazne ili gotovo prazne sˇto nas dovodi do pocˇetnog problema.
Drugi pristup je algoritam brojenja parova i pojednostavljivanja (eng. sweep and prune).
Pristup je slicˇan prethodnom. No, umjesto pravilne mrezˇe plocˇa, koriste se ekstremi obje-
kata kako bi se dobila mrezˇa. Postupak je slicˇan kao i kod provjere kolizije dvaju AABB
objekata. Za svaki objekt projiciramo minimum i maksimum omedujuc´ih volumena na sve
osi. Dva se objekta cˇiji se intervali ne presijecaju ne sijeku. Svaki minimum i maksimum
povezujemo s originalnim objektom, spremamo u listu te uzlazno sortiramo minimume i
maksimume. Prolazimo kroz listu od pocˇetka do kraja. Kada u listi naidemo na mini, doda-
jemo objekt i u listu aktivnih objekata. Kada naidemo na maxi, uklanjamo objekt i iz liste
aktivnih objekata. Test presjeka za objekt i kada je dodan u listu aktivnih objekata provodi




Kada kliknemo na neki pomicˇni objekt u igri i na neku poziciju u igrac´em svijetu, cˇesto
nam se objekt sˇec´e od trenutne pozicije do pozicije na koju smo kliknuli. Pitamo se kako
je to ostvareno. Racˇunalo samo ne mozˇe razmisˇljati, nego mu moramo zadati niz preciz-
nih uputa sˇto raditi u svakom koraku sˇetnje objekta. Dakle, ne mozˇemo objektu rec´i da
nade najkrac´i put ili put kojim c´e najbrzˇe doc´i, vec´ mu moramo zadati upute kako doc´i do
odredisˇta. Ovaj problem naziva se problem nalazˇenja puta. U rjesˇavanju problema potrebni
su nam grafovi.
3.2 Grafovi
Graf je uredeni par skupova (V, E) gdje je V neprazan skup vrhova, a E skup 2-podskupova
od V , koje zovemo bridovi. Svaki brid e ∈ E spaja dva vrha u, v ∈ V koji se zovu krajevi od
e. Kazˇemo da su dva vrha susjedna ukoliko postoji brid koji ih spaja. Formalno, vrhovi u i
v su susjedni ukoliko postoji e = {u, v} ∈ E. Na primjer, na grafu sa slike 3.1 vrhovi A i B
su susjedni vrhovi, dok vrhovi A i E nisu susjedni. Brid cˇiji se krajevi podudaraju zove se
petlja, a ako dva ili visˇe bridova povezuje isti par vrhova, zovu se visˇestruki bridovi. Ako
graf sadrzˇi visˇestruke bridove, zove se multigraf. Primjer multigrafa prikazan je na slici
3.2.
Primjer grafa je mapa gradova. Svaka cesta je brid grafa koji spaja dva grada, odnosno
dva vrha. Dva najjednostavnija primjera grafova su potpuni graf, u kojemu je svaki par
vrhova brid, i nul graf koji nema bridova.
Definiciju grafa mozˇemo prosˇiriti ukoliko dopustimo usmjerene bridove. To su bridovi
koji imaju orijentaciju tako da idu od jednog vrha prema drugome. Usmjerene bridove re-
prezentiramo uredenim parovima, a ne 2-podskupovima. Graf koji ima usmjerene bridove
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Slika 3.1: Neusmjereni graf
Slika 3.2: Multigraf
nazivamo usmjereni graf ili digraf. Na slici 3.3 prikazan je jedan digraf. Primjer korisˇtenja
digrafa je jednosmjerna ulica. Ako graf nije multigraf ili digraf, zovemo ga jednostavan
graf.
Dodatno, mozˇemo promatrati sljedec´u situaciju. Vec´ina ljudi zˇeli iz grada A stic´i u grad
C, a samo nekolicina u grad B. Obje ceste su jednako sˇiroke, sˇto c´e znacˇiti da je na cesti
izmedu grada A i grada C guzˇva pa je potrebno 30 minuta kako bi se stiglo do grada C. Iz
grada A u grad B brzˇe dolazimo jer nema guzˇve, na primjer za 5 minuta. Uocˇimo da smo
bridovima pridruzˇili brojeve, odnosno tezˇinu. Tezˇinska funkcija na skupu E je funkcija s
E u R. Bridno-tezˇinski graf je graf s tezˇinskom funkcijom na skupu bridova. Slika 3.5
prikazuje bridno-tezˇinski graf.
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Slika 3.3: Digraf ili usmjereni graf
Niz (v0, e1, v1, e2, v2, ..., en, vn) gdje je ei brid {vi−1, vi} za i = 1, ..., n nazivamo sˇetnja u
(neusmjerenom) grafu. Kazˇemo da je to sˇetnja od v0 do vn. Duljina sˇetnje je broj bridova
u nizu, odnosno broj vrhova u nizu manje jedan. Kazˇemo da je sˇetnja zatvorena ukoliko
je vn = v0. U jednostavnom grafu bridovi sˇetnje su potpuno odredeni vrhovima pa cˇesto
govorimo o sˇetnji (v0, v1, ..., vn), gdje se podrazumijeva da su vrhovi vi−1 i vi susjedni. Raz-
likujemo nekoliko specijalnih vrsta sˇetnji. Staza je sˇetnja u kojoj su svi bridovi razlicˇiti.
Put je sˇetnja u kojoj su svi vrhovi razlicˇiti, osim eventualno prvog i zadnjeg vrha. Zatvo-
reni put nazivamo ciklus. Za graf kazˇemo da je povezan ako postoji put izmedu svaka dva
razlicˇita vrha. Stablo je povezan graf bez ciklusa.
3.3 Implementacija grafova
Kako bismo ideju grafa mogli koristiti prilikom izrade racˇunalne igre ili prilikom bilo koje
algoritamske obrade, potrebno ju je jednostavno i prakticˇno prikazati u jeziku razumljivom
racˇunalu. Osim da graf zauzima malo memorije, zˇeljeli bismo da algoritmi koje c´emo
provoditi na grafu budu efikasni. Dvije najcˇesˇc´e metode za implementaciju grafova su
matrica susjedstva i lista susjedstva [3].
Matrica susjedstva
Najcˇesˇc´e broj vrhova grafa G oznacˇavamo s v(G). Matrica susjedstva za graf G je kva-
dratna v(G) × v(G) matrica. Redak i matrice susjedstva sadrzˇi podatke o vrhu vi grafa
G. U i−tom retku i j−tom stupcu naznacˇeno je ukoliko postoji brid izmedu vrha vi i
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vrha v j. Matrica susjedstva dakle zahtjeva jedan bit za svaku od pozicija u matrici. Pri-
mijetimo, ovakva reprezentacija pogodna je za jednostavne usmjerene grafove. Ukoliko
promatramo bridno-tezˇinski graf, na svaku poziciju matrice umjesto bita smjesˇtamo broj,
odnosno tezˇinu svakog od postojec´ih bridova.
Lista susjedstva
Drugi uobicˇajeni nacˇin implementiranja grafa je lista susjedstva. Koristi se polje vezanih
lista. Polje sadrzˇi v(G) elemenata, odnosno onoliko elemenata koliko u grafu G postoji
vrhova. Na poziciji i u polju je pokazivacˇ na vezanu listu bridova kojem je pocˇetni vrh vi.
Vezana lista predstavlja bridove s vrhovima susjednim vrhu vi. Memorija potrebna za listu
susjedstva ovisi o broju bridova i broju vrhova grafa.
Usporedba implementacija
I matrica susjedstva i lista susjedstva mogu biti korisˇtene za usmjerene i neusmjerene gra-
fove. Svaki brid neusmjerenog grafa prikazan je s dva usmjerena brida.
Koja implementacija zauzima manje memorije ovisi o broju bridova grafa. Lista su-
sjedstva sprema informacije samo za one bridove koji se zaista pojavljuju u grafu, dok je
kod matrice susjedstva potreban prostor za svaki moguc´i brid, neovisno postoji li on ili ne.
Medutim, za matricu susjedstva nije potrebno polje pokazivacˇa na vezane liste sˇto mozˇe
biti dodatan trosˇak memorije. Sˇto je graf gusˇc´i, odnosno sˇto visˇe bridova ima, matrica
susjedstva je isplativija.
Provjera jesu li dva brida susjedna matricom susjedstva ocˇito je jednostavnija i brzˇa.
Prilikom izvrsˇavanja algoritama na grafovima, obicˇno je nespretnije raditi s matricom,
odnosno rad s matricom susjedstva je sporiji nego li je to rad s listom susjedstva. U al-
goritmima nad grafovima, cˇesto posjec´ujemo svakog susjeda svakog vrha. Ukoliko graf
implementiramo listom susjedstva, u njoj su spremljeni samo susjedi. Kod matrice susjed-
stva najprije moramo provjeriti postoji li brid izmedu dva vrha.
3.4 Postavljanje vrhova i bridova grafa
Sada kada smo implementirali ideju grafa, potrebno je pronac´i najkrac´i put izmedu dviju
tocˇaka grafa. No, prije toga promotrimo sˇto uopc´e predstavljaju vrhovi grafa. Svaka
kljucˇna tocˇka igrac´eg svijeta bit c´e vrh grafa i svaki put izmedu dviju tocˇaka bit c´e nje-
gov brid. Mozˇemo zamisliti da je svaka tocˇka igrac´eg svijeta vrh grafa, no to bi bilo
neprakticˇno jer bi graf imao stotine tisuc´a vrhova, a trazˇenje najkrac´eg puta trajalo bi jako
dugo. Umjesto toga, definiraju se kljucˇne tocˇke igrac´eg svijeta. Na primjer, na otvorenom
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prostoru bez prepreka nije nam potreban vrh u svakoj tocˇki zbog toga sˇto objekt mozˇe pro-
laziti ravno po prostoru. Uobicˇajeno, vrhovi grafa potrebni su samo oko prepreka. Nakon
sˇto se definiraju vrhovi grafa potrebno je definirati bridove. Naravno, vrhove smijemo spa-
jati bridovima samo ako se bridovi izmedu tih vrhova ne sijeku s nekom od prepreka na
putu.
Kada je graf stvoren, racˇunalo treba obaviti sljedec´e korake kako bi se objekt mogao
kretati. Najprije odreduje koji je vrh grafa najblizˇi objektu kako bi se mogao kretati pra-
vocrtno. Taj vrh je pocˇetni vrh. Nakon toga, odreduje koji vrh je najblizˇi cilju. Taj vrh je
krajnji vrh. Sada je potrebno odrediti najkrac´i put koji spaja pocˇetni vrh i krajnji vrh grafa.
Naravno, mozˇemo koristiti i bridno-tezˇinski graf. Na primjer, ukoliko je neki put
izmedu dva vrha duzˇi ili je na njemu neka savladiva prepreka koja c´e nas zadrzˇati neko
vrijeme, bridovima mozˇemo dodati vrijednosti.
3.5 Najkrac´i put u netezˇinskom grafu
Za netezˇinski graf problem najkrac´eg puta je jednostavan. Uobicˇajeno se koristi Breadth -
first search algoritam (BFS algoritam). Kod tih se algoritama zadatak rjesˇava razlaganjem
na manje podzadatke, podzadaci na josˇ manje podzadatke i tako dalje. Prilikom korisˇtenja
BFS algoritama koristi se red. Red je specijalna vrsta liste na kojoj su dozvoljene operacije
ubacivanja elemenata na jedan kraj (zacˇelje) liste, uklanjanje elemenata s drugog kraja
(cˇela) liste te pregled sadrzˇaja elemenata na pocˇetku liste.
Sve vrhove oznacˇavamo bijelom bojom. Pocˇetni vrh oznacˇavamo crnom bojom, pos-
tavljamo njegovu udaljenost na 0 i stavljamo ga u red. Nakon toga dok red nije prazan
uklanjamo element u iz reda. Svaki bijeli vrh susjedan vrhu u oznacˇavamo sivom bojom,
stavljamo ga u red te njegovu udaljenost od pocˇetnog vrha postavljamo na udaljenost vrha
u od pocˇetnog vrha uvec´anu za 1 te naznacˇujemo tko mu je prethodnik. Pri zavrsˇetku
algoritma dobili smo udaljenost svakog vrha od pocˇetnog.
3.6 Najkrac´i put u tezˇinskom grafu
Na mapi, cesta koja povezuje dva grada oznacˇena je udaljenosˇc´u ta dva grada ukoliko putu-
jemo tom cestom. Mozˇemo modelirati mrezˇu cesta pomoc´u usmjerenog bridno-tezˇinskog
grafa. Brojevi kojima modeliramo duljinu puta u nekim drugim primjerima mogu biti
tezˇina ili trosˇak. Trazˇimo duljinu najkrac´eg puta izmedu dva grada. Odnosno, trazˇimo
takav put izmedu vrhova grafa da je zbroj tezˇina bridova na tom putu najmanji moguc´.
Uocˇimo da iako dva vrha mogu biti spojena cestom, mozˇda postoji put izmedu drugih vr-
hova koji je jeftiniji. Jedan je nacˇin pronalaska najkrac´eg puta nac´i sve moguc´e putove
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izmedu vrhova, izracˇunati zbroj tezˇina svakog od puta te izabrati najmanji. Nazˇalost, ovaj
najintuitivniji pristup vodi do sporog rjesˇenja.
Neka su dani vrhovi S i T grafa G. Trazˇimo najkrac´i put od vrha S do vrha T . Za
dani vrh S nac´i c´emo najkrac´i put od S do svakog drugog vrha grafa G. Iako zˇelimo
samo najkrac´i put izmedu vrhova S i T , do sada nije poznat bolji algoritam koji c´e pronac´i
najkrac´i put do jednog vrha od algoritma koji c´e pronac´i najkrac´i put do svih vrhova.
Ideja za rjesˇavanje problema mogla bi biti da obradujemo vrhove grafa unaprijed zada-
nim poretkom. Oznacˇimo vrhove grafa s v0, ..., vn, gdje je S = v0. Kada obradujemo vrh
v1, odredujemo duljinu brida koji spaja v0 i v1. Kada obradujemo vrh v2, uzimamo krac´u
od udaljenosti bridova od v0 do v2 i zbroja udaljenosti bridova v0 do v1 i v1 do v2. Opc´enito,
kada obradujemo vrh vi, uzimamo u obzir zbroj udaljenosti od v0 do v j i udaljenosti od v j
do vi, gdje je j < i, te ga usporedujemo s tezˇinom moguc´eg brida izmedu v0 i vi. Medutim,
najkrac´a udaljenost od v0 do vi mozˇe prolaziti kroz vrh v j gdje je j > i. Takav put nec´e
biti u razmatranju ovakvim pristupom. Na primjer, tako nec´emo nac´i najkrac´u udaljenost
izmedu vrhova v0 i v4 na grafu sa slike 3.4.
Slika 3.4: Najkrac´a udaljenost na grafu
Problem c´emo ukloniti tako da obradujemo vrhove grafa u poretku udaljenosti od S .
Pretpostavimo da smo obradili prvih i−1 vrhova najblizˇih vrhu S . Neka oni odreduju skup
R. Zˇelimo obraditi i-ti vrh, nazovimo ga X. Najkrac´a udaljenost od S do X je:
d(S , X) = min
U∈R (d(S ,U) + w(U, X)).
Dakle, najkrac´a udaljenost izmedu vrha S i vrha X je minimalna vrijednost zbroja udalje-
nosti izmedu S i U te udaljenosti izmedu vrha U i vrha X, gdje je U neki vrh u R. Drugim
rijecˇima, do nekog se vrha najkrac´im putem dolazi ili direktno od pocˇetnog vrha, ili preko
nekog drugog vrha za koji je vec´ odreden najkrac´i put.
Ovaj je algoritam poznat kao Dijkstrin algoritam, a otkrio ga je i objavio Edsger W. Dij-
kstra, nizozemski matematicˇar i informaticˇar [3]. Opisˇimo kako Dijkstrin algoritam radi.
U prvom koraku se najmanja udaljenost do svakog vrha postavlja na beskonacˇno. Svi se
POGLAVLJE 3. GRAFOVI 32
prethodnici vrhova postavljaju na nedefiniranu vrijednost. Udaljenost pocˇetnog cˇvora pos-
tavlja se na nulu. Neka je Q skup neobradenih vrhova. Kako niti jedan vrh nije obraden, svi
vrhovi nalaze se u Q. Drugi je korak pretrazˇiti cijeli graf i za svaki vrh odrediti udaljenost.
Odreduje se vrh u s najmanjom udaljenosˇc´u, to je na pocˇetku ocˇito pocˇetni vrh (ostali su
na beskonacˇno). Vrh u brisˇe se iz skupa te se odraduje trec´i korak. Trec´i je korak da se za
svaki susjedni vrh vrha u racˇuna udaljenost i to ako se taj vrh nalazi u skupu neobradenih
vrhova. Ukoliko novo akumulirana udaljenost ima manju vrijednost od postojec´e udalje-
nosti, udaljenost se izjednacˇava s novo akumuliranom udaljenosti, a vrh u postaje prethodni
cˇvor. Sada ponovno trazˇimo vrh s najmanjom udaljenosti te racˇunamo akumuliranu uda-
ljenost za sve susjedne cˇvorove koji se nalaze u Q. Postupak se nastavlja dok Q ne postane
prazan skup.
Promotrimo graf sa slike 3.5. Zˇelimo pronac´i najkrac´i put od vrha S do vrha T . U pri-
oritetnom redu Q na pocˇetku se nalaze svi vrhovi, odnosno Q = {S , A, B,C,D,T }. Udalje-
nost do S postavlja se na 0, a ostale udaljenosti na beskonacˇno. Brisˇemo vrh s najmanjom
udaljenosˇc´u iz reda Q, a to je ocˇito S . U redu Q sada su vrhovi: Q = {A, B,C,D,T }. Za
svaki susjedni vrh od S u redu Q racˇunamo udaljenosti i vrh koji vodi do njega. Dobivamo
(A, 18, {S }) te (C, 15, {S }).
Trazˇimo vrh u Q s najmanjom udaljenosti. To je vrh C. Brisˇemo ga iz reda Q pa je
stanje reda Q = {A, B,D,T }. Za svaki susjedni vrh od C racˇunamo udaljenosti i vrh koji
vodi do njega. Ukoliko je udaljenost manja od prethodne udaljenosti, postavljamo novu
udaljenost na akumuliranu, a mijenjamo i put koji vodi do vrha. Dobivamo: (A, 18, {S }),
(B, 29, {S ,C}), (D, 22, {S ,C}).
Trazˇimo vrh u Q s najmanjom udaljenosti. To je vrh A. Brisˇemo ga iz reda Q pa je
stanje reda Q = {B,D,T }. Za svaki susjedni vrh od A racˇunamo udaljenosti i vrh koji vodi
do njega. Analogno akumuliramo udaljenosti i put kao i u prosˇlom slucˇaju. Dobivamo:
(B, 27, {S , A}). Ostale vrijednosti se ne mijenjaju.
Trazˇimo vrh u Q s najmanjom udaljenosti. To je vrh D. Brisˇemo ga iz reda Q pa je
stanje reda Q = {B,T }. Za svaki susjedni vrh od D racˇunamo udaljenosti i vrh koji vodi
do njega. Analogno akumuliramo udaljenosti i put kao i u prosˇlom slucˇaju. Dobivamo:
(B, 27, {S , A}), (T, 58, {S ,C,D}).
Trazˇimo vrh u Q s najmanjom udaljenosti. To je vrh B. Brisˇemo ga iz reda Q pa je
stanje reda Q = {T }. Za svaki susjedni vrh od D racˇunamo udaljenosti i vrh koji vodi
do njega. Analogno akumuliramo udaljenosti i put kao i u prosˇlom slucˇaju. Dobivamo:
(T, 55, {S , A, B}).
Trazˇimo vrh u Q s najmanjom udaljenosti. To je jedini preostali vrh, izbacujemo ga iz
reda pa red ostaje prazan i pronasˇli smo najkrac´i put. On ima tezˇinu 55 i vodi od vrha S
preko vrhova A i B do vrha T .
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Slika 3.5: Bridno - tezˇinski graf
3.7 Ostali algoritmi za najkrac´i put
Prilikom trazˇenja najkrac´eg puta Dijkstrinim algoritmom tezˇine bridova ne smiju biti ne-
gativni brojevi. U slucˇaju da jesu, koristi se algoritam Bellman-Ford. Njegove su perfor-
manse sporije od Dijkstrinog algoritma, no ponekad je neki problem nemoguc´e rijesˇiti bez
korisˇtenja negativnih tezˇina bridova.
Poopc´enje Dijkstrinog algoritma koje pruzˇa osjetna poboljsˇanja i ubrzanja je algoritam
A*. On obicˇno smanjuje broj vrhova grafa koje treba ispitati. Smanjenje broja vrhova
zasnovano je na korisˇtenju funkcije koja procjenjuje donju granicu udaljenosti od zavrsˇnog
vrha. Algoritam A* daje dobre rezultate samo ako je graf poznat u potpunosti. No, ukoliko
se u grafu mijenjaju tezˇine, koristi se algoritam D*.
Dijkstrin c´e nam algoritam rijesˇiti problem najkrac´e udaljenosti izmedu dva vrha. Po-
nekad mozˇe biti potrebno odrediti najkrac´u udaljenost izmedu svih parova vrhova. Jedan
od nacˇina je izvrsˇiti Dijkstrin algoritam za svaki par vrhova, no slozˇenost tog nacˇina je




Umjetna inteligencija danas ima primjenu u mnogim podrucˇjima. Neki od najpoznatijih
primjera korisˇtenja umjetne inteligencije su racˇunalno jezikoslovlje, robotika, racˇunalni
vid, ali i racˇunalne igre.
Igre razlikujemo prema broju igracˇa, i to kao igre za jednog igracˇa (sudoku, pasijans),
igre za dva igracˇa (krizˇic´-kruzˇic´, sˇah, igra dame) te igre za visˇe igracˇa (belot). Prema ishodu
razlikujemo rezultat igre kao poraz, nerijesˇeno ili pobjeda (sˇah, krizˇic´-kruzˇic´, igra dame) te
rezultat igre kao odredeni broj bodova (belot). Prema informiranosti razlikujemo savrsˇeno
i nesavrsˇeno informirane igre. Savrsˇeno informirane igre su one u kojima protivnik ima
potpunu dostupnost informacija o stanju protivnika (sˇah, krizˇic´-kruzˇic´, igra dame), dok su
nesavrsˇeno informirane sve ostale. Deterministicˇke igre su igre u kojima ishod ne ovisi o
srec´i, vec´ o umijec´u igracˇa. Primjeri deterministicˇkih igara su ponovno sˇah, krizˇic´ kruzˇic´
i igra dame. Stohasticˇke igre su one u kojima je srec´a jedan od faktora odlucˇivanja o
pobjedniku.
4.2 Napredan nivo u igrama
Savrsˇeno informirane deterministicˇke igre za dva igracˇa
1769. godine Wolfgang von Kempelen stvorio je mehanicˇki stroj za kojeg se cˇinilo da igra
sˇah protiv cˇovjeka. No, stroj je bio opticˇka varka jer se unutar njega skrivao cˇovjek. 1912.
godine Leonardo Torres y Quevedo napravio je stroj koji je mogao igrati beskonacˇnu igru
topa i kralja protiv kralja. Claude Shannon je 1950. godine predlozˇio sˇahovski uredaj, dok
je Alan Turing 1951. godine napisao program za kompletnu partiju sˇaha. Sˇah je kao igra
dominirao prilikom istrazˇivanja kako cˇovjeku stvoriti nenadmasˇivog protivnika.
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Programi za sˇah koji se danas koriste oslanjaju se na minimax algoritam te alfa beta
podrezivanje. Isti algoritam koriste i programi za igru dame (eng. checkers) te krizˇic´-
kruzˇic´. Sve tri igre imaju slicˇna svojstva. Igre su za dva igracˇa, savrsˇeno su informirane te
su deterministicˇke.
Ostale igre za dva igracˇa
Kako u mnogim kartasˇkim igrama ne znamo tocˇne karte koje protivnik drzˇi, moramo
odrediti vjerojatnost da drzˇi neku kombinaciju karata (ruku). Tada na temelju vjerojat-
nosti stvaramo ruku koju protivnik drzˇi i dalje nastavljamo s algoritmom koji koristimo
i kod savrsˇeno informiranih igara. Navedena ideja je pretecˇa Monte Carlo simulacije.
Umjesto generiranja jedne ruke, generiraju se skupovi ruku koji reprezentiraju ruku za
koju ocˇekujemo da protivnik drzˇi. Za vrijeme igre azˇuriramo model na temelju protivni-
kovih poteza. Algoritmi za stohasticˇke igre i nesavrsˇeno informirane igre su u razvoju i
predmet su brojnih istrazˇivanja za poboljsˇanje.
Igre za visˇe igracˇa
Tri su najrasˇirenije vrste igara za visˇe igracˇa koje zahtijevaju racˇunalo kao protivnika. Prva
vrsta su first-person shooter (FPS) igre. To je vrsta racˇunalne igre u kojoj igracˇ ima pogled
iz perspektive glavnog lika. Primarni element tih igara je borba te najcˇesˇc´e ukljucˇuju va-
treno oruzˇje. FPS igre uobicˇajeno su brzog tempa pa od racˇunala zahtijevaju brze reflekse i
preciznost, ali oni ne smiju biti takvi da cˇovjek koji igra protiv racˇunala uvijek izgubi. Naj-
popularnije FPS igre su igre iz serijala Doom, Half-life i Call of Duty. Zajednicˇko im je da
igracˇ zapocˇinje igru kao glavni protagonist te mu je cilj prezˇivjeti, odnosno ubiti protivnike
na putu.
Druga vrste igara su real-time strategy (RTS) igre. To su igre u kojima igracˇ upravlja
nekom jedinicom i razvija ju na odredeni nacˇin kako bi porazio protivnika. Uobicˇajeno
je u takvim igrama da je igracˇ pozicioniran u igrac´em svijetu te mora graditi specificˇne
strukture ili vojsku za napredovanje u igri. Skupljanje resursa u svrhu gradnje vojske ili
struktura glavni je fokus RTS igara. Najpopularnije RTS igre su igre iz serijala Warcraft i
Age of Empires.
Trec´a vrsta igara su kartasˇke igre i igre na plocˇi. To su igre koje se uobicˇajeno igraju
i bez racˇunala uz pomoc´ karata ili igrac´e plocˇe. Racˇunalo u igrama sluzˇi kao zamjena za
igracˇa. Postoje brojne kartasˇke igre i igre na plocˇi za visˇe igracˇa. Neke od njih su poker,
Uno, Monopoly i kineska igra dame.
Programeri FPS i RTS igara koriste razlicˇite metode kako bi osigurali pravednu igru jer
nemaju problem napisati program koji c´e pobijediti cˇovjeka. Kod kartasˇkih igara i igara na
plocˇi problem je kako stvoriti jakog protivnika [4].
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Algoritmi koji se koriste u igrama za dva igracˇa ne funkcioniraju kod igara za visˇe
igracˇa ili su neefikasni. Nazˇalost, ti algoritmi trenutno nisu predmet proucˇavanja i po-
boljsˇavanja. Ne postoji niti jedna deterministicˇka igra za visˇe igracˇa za koju je napisan
program koji c´e pobijediti svakog cˇovjeka, odnosno koji c´e biti dostojan protivnik najbo-
ljim igracˇima.
4.3 Krizˇic´-kruzˇic´ i minimax algoritam
Cilj je napisati program koji c´e biti nepobjediv u igri. Da bismo razmisˇljali o pobjedi u
nekoj igri, potrebna nam je strategija. Strategija obicˇno podrazumijeva da igracˇ zna sva
moguc´a stanja igre kao i reakciju na odredeno stanje. Ovo je izvedivo na malim igrama,
ali ne i na velikim igrama, odnosno igrama s puno moguc´ih stanja. Strategija u igri je
staticˇna funkcija promjene i pravila odlucˇivanja. Staticˇna funkcija promjene dodjeljuje vri-
jednost svakom listu u igrac´em stablu, a pravilo odlucˇivanja kazuje kako se te vrijednosti
sˇire duzˇ stabla. Na primjer u sˇahu, jednostavna staticˇna funkcija promjene c´e vratiti razliku
u materijalnim vrijednostima figura izmedu dva igracˇa ako je svakoj igrac´oj figuri dodije-
ljena odredena vrijednost (pijunu 1, kraljici 9). Dok je funkcija vrlo zavisna o podrucˇju
igre, pravila odlucˇivanja su primjenjiva na svim igrama. Prilikom izrade programa kljucˇno
je odabrati pravilo odlucˇivanja, a tek nakon toga pogodnu funkciju. Standardno pravilo
odlucˇivanja u igrama za dva igracˇa je minimax.
Promotrimo primjer savrsˇeno informirane, deterministicˇke igre za dva igracˇa. Krizˇic´-
kruzˇic´ je igra koja se igra na praznom 3 × 3 polju. Jedan igracˇ postavlja krizˇic´e, a drugi
kruzˇic´e. Pocˇevsˇi od igracˇa s krizˇic´em, igracˇi naizmjenicˇno odabiru prazna polja i unutar
njih postavljaju svoj znak. Igracˇ pobjeduje kada ostvari tri svoja uzastopna znaka u ne-
kom retku, stupcu ili na dijagonali. Ukoliko to ne uspije ni jedan igracˇ, igra zavrsˇava bez
pobjednika.
Kako bi program bio nepobjediv, potreban je algoritam koji c´e odrediti sve moguc´e
poteze racˇunala i nekom metrikom odabrati najbolji moguc´i potez. Vec´ smo rekli da se za
ovaj problem koristi minimax algoritam.
Savrsˇen program, odnosno program na naprednom nivou bi u svakom krugu igre ili
pobijedio ili odigrao nerijesˇeno. Dapacˇe, ukoliko bi program igrao protiv nepobjedivog
igracˇa, igra bi uvijek zavrsˇila nerijesˇeno. Igra krizˇic´-kruzˇic´ dakle mozˇe zavrsˇiti u tri stanja:
pobjeda, nerijesˇeno i poraz. Dodijelimo svakom od stanja numericˇku vrijednost. Ukoliko
program pobjedi, dobiva 1 bod, ukoliko odigra nerijesˇeno, nitko ne dobiva bod, odnosno
oboje dobivaju 0 bodova. Ukoliko igracˇ protiv kojeg program igra pobjedi, program gubi
bod, odnosno dobiva -1 bod jer je bod dobio drugi igracˇ.
Primijetimo, problem krizˇic´-kruzˇic´ igre definirali smo s cˇetiri komponente. To su
pocˇetno stanje, funkcija prijelaza, provjera zavrsˇetka te funkcija korisnosti. Pocˇetno sta-
nje, odnosno stanje iz kojeg igra zapocˇinje je prazna 3×3 plocˇa. Funkcija prijelaza koja za
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dano stanje vrac´a skup svih stanja dosezivih iz pocˇetnog stanja je definirana akcijom pos-
tavi kruzˇic´ ili krizˇic´ u prazno polje. Da li je igra zavrsˇena, provjeravamo tako da provjerimo
postoje li tri kruzˇic´a u nizu, tri krizˇic´a u nizu ili su sva polja popunjena. Skup svih moguc´ih
stanja mozˇe se prikazati stablom. Prvi nivo predstavljat c´e 9 moguc´ih stanja, a nakon toga
iz svakog c´e od moguc´ih stanja na drugom nivou biti prikazano sljedec´ih 8 moguc´ih stanja.
Funkciju korisnosti koja daje numericˇku vrijednost zavrsˇnim stanjima definirali smo tako
da za pobjedu vrac´a 1, za poraz -1, a za nerijesˇeno 0. Na primjer, zavrsˇnom stanju na slici
4.1 dodijelili smo vrijednost 0.
Slika 4.1: Zavrsˇno stanje 0
Minimax je algoritam koji koristi cˇinjenicu da dva igracˇa tezˇe suprotnim ciljevima te
tako predvida koje c´e se buduc´e stanje u igri dosec´i. Algoritam optimizira sˇanse za po-
bjedu. Protivnik algoritma c´e pokusˇati minimizirati koju god vrijednost algoritam pokusˇava
maksimizirati. Na primjeru krizˇic´-kruzˇic´a protivnik c´e pokusˇati dosec´i -1, a program 1. Od
tuda dolazi i naziv algoritma minimax. Program bi trebao napraviti potez koji protivniku
ostavlja moguc´nost napraviti najmanju moguc´u sˇtetu.
U idealnom slucˇaju, kad bi racˇunalo imalo beskonacˇno mnogo vremena za obradu i
beskonacˇnu memoriju, istrazˇilo bi svaki moguc´i ishod iz trenutnog stanja kao i puteve
koji vode do tog stanja i svakom od ishoda dodijelilo bi vrijednost. Nakon toga, krenuvsˇi
od kraja (vrha koji prezentira zavrsˇno stanje), racˇunalo odreduje koje je stanje najbolje za
protivnika. Tada pretpostavlja da c´e protivnik odigrati optimalno, odnosno najbolje za sebe.
Kako racˇunalo pretpostavlja potez koji c´e protivnik odigrati, ima predodzˇbu o tome koje
c´e biti zavrsˇno stanje igre. Isti postupak racˇunalo mozˇe provesti i za stanje prije zavrsˇnog
i tako sve do trenutnog stanja. Na kraju, svaka c´e od moguc´nosti koje racˇunalo ima biti
odredena nekim brojem, a racˇunalo c´e odabrati onu s najvec´om vrijednosˇc´u. Promotrimo
primjer na slici 4.2. Racˇunalo ima izbor na nivou A i nivou C, a protivnik na nivou B.
Racˇunalo pokusˇava maksimizirati rezultat pa c´e na nivou C odabrati onaj cˇvor s najvec´om
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vrijednosˇc´u. Dakle vrijednosti cˇvorova na nivou C su redom: C1 ima vrijednost 8, C2 ima
vrijednost 11, C3 ima vrijednost 4, C4 ima vrijednost 14. Kada protivnik izabire cˇvor na
nivou B, on pokusˇava odabrati put koji vodi do grane C s najmanjom zavrsˇnom vrijednosˇc´u.
Dakle, vrijednosti svakog od B cˇvorova bit c´e minimum vrijednosti na C cˇvorovima koji
od njih slijede. Vrijednost B1 cˇvora je 8, a vrijednost B2 cˇvora 4. Sada smo na pocˇetnom
odabiru. Racˇunalo sada zna sˇto c´e se dogoditi ukoliko odaberemo B1 ili B2 cˇvor. I kakav
god kraj igre bio, racˇunalo odabire cˇvor s najvec´om vrijednosˇc´u od ove dvije. Ukoliko se
protivnik ne ponasˇa optimalno, odnosno ukoliko ne igra najbolje moguc´e poteze po sebe,
rezultat cˇvorova se ponovno racˇuna, a rezultat je dobar kao prethodni ili bolji po racˇunalo.
Slika 4.2: Minimax stablo
Promotrimo primjer na slici 4.3. Red je na igracˇu koji postavlja krizˇic´e. Tri su moguc´a
poteza, od cˇega je jedan potez pobjednicˇki. Kako jedno od stanja omoguc´uje igracˇu s
krizˇic´em da pobjedi, a njegov je red, stanje na gornjem nivou jednako je dobro za igracˇa
kao i stanje na donjem nivou. Dakle, njegova je vrijednost 1. Vrijednosti medustanja u ko-
jima je krizˇic´ sljedec´i na potezu postavljamo na maksimalnu vrijednost sljedec´ih moguc´ih
stanja.
Pitamo se sˇto ako je kruzˇic´ na potezu. Promotrimo primjer na slici 4.4. Kruzˇic´ je na
potezu pa su moguc´a cˇetiri prikazana stanja. Jedno od stanja prikazuje pobjedu kruzˇic´a.
Iz perspektive krizˇic´a, to stanje je poraz, odnosno ima vrijednost -1. Istu vrijednost prido-
dajemo i prethodnom stanju u kojem je kruzˇic´ na potezu jer pretpostavljamo da c´e kruzˇic´
iskoristiti moguc´nost pobjede. Dakle, vrijednost medustanja gdje je kruzˇic´ na potezu pos-
tavljamo na minimalnu vrijednost moguc´ih sljedec´ih stanja.
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Slika 4.3: Stablo stanja - na potezu krizˇic´
Slika 4.4: Stablo stanja - na potezu kruzˇic´
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Primijetimo da c´e minimax algoritam kod nekih drugih igara zˇrtvovati velike pobjede,
odnosno one s velikim vrijednostima zavrsˇnih cˇvorova zbog toga sˇto pretpostavlja da c´e
protivnik predvidjeti sve poteze koji do njega vode. Iscrpno korisˇtenje minimax algoritma
je neprakticˇno. Racˇunalo mozˇe izracˇunati sve moguc´e poteze u igri krizˇic´-kruzˇic´, ali to
mu nec´e pomoc´i ukoliko igra s protivnikom koji igra optimalno. Cˇak i u sˇahu, kada bi
racˇunalo i moglo odrediti sva moguc´a stanja igre, sama informacije o tome vodit c´e do ne-
rijesˇenog rezultata protiv optimalnog protivnika. Minimax je dobar algoritam za one igre u
kojima je pobjeda sigurna ukoliko je igracˇ prvi ili drugi na potezu, odnosno u nepravednim
igrama. Medutim, minimax je koristan algoritam jer iako racˇunalo ne mozˇe odrediti sva
moguc´a stanja do kraja igre od njena pocˇetka, mozˇe odrediti koji potez vjerojatnije vodi do
materijalne prednosti.
4.4 Alfa-beta podrezivanje
Uocˇili smo da minimax algoritam ima eksponencijalnu vremensku slozˇenost zbog toga sˇto
obilazi sve cˇvorove. Jedno od poboljsˇanja algoritma minimax je alfa-beta podrezivanje.
Iako eksponent nije moguc´e eliminirati u potpunosti, moguc´e ga je prepoloviti. Alfa-beta
podrezivanjem odredit c´emo najbolji moguc´i potez koji c´e odrediti i minimax algoritam,
ali bez pregledavanja svakog cˇvora u stablu. Alfa-beta podrezivanje mozˇe biti primijenjeno
na stablu bilo koje visine, a cˇesto odbacuje cijela podstabla prilikom pretrazˇivanja. Proma-
tramo cˇvor n negdje u stablu u koje se mozˇe doc´i. Ukoliko postoji stanje m koje je roditelj
ili je iznad cˇvora n, a bolji je izbor od n, do cˇvora n nec´emo doc´i. Kada imamo dovoljno
podataka o n da bismo dosˇli do ovog zakljucˇka, mozˇemo ga podrezati. Alfa-beta podrezi-
vanje dobilo je ime po parametrima α i β. Parametar α je vrijednost najboljeg izbora koji
smo pronasˇli duzˇ puta za MAX, a β vrijednost najboljeg izbora koji smo pronasˇli duzˇ puta
za MIN.
Promotrimo primjer na slici 4.5. Vrijednost stanja A je 4 jer protivnik zˇeli minimizirati
vrijednost zavrsˇnog stanja. Takoder, prva pronadena vrijednost podstanja od B je 1. Buduc´i
da je na potezu igracˇ koji zˇeli minimizirati vrijednost zavrsˇnog stanja, znamo da vrijednost
podstanja od B mora biti manja ili jednaka 1. Takoder, znamo da je vrijednost stanja A 4,
a A i B imaju istog roditelja na nivou u kojem igracˇ maksimizira vrijednost. To znacˇi da
put kroz stanje B nec´e biti izabran, jer je 4 bolji izbor od 1 ili manje na koji vodi to stanje.
Dakle, podstanja nakon B ne moramo promatrati.
Primijetimo da je alfa-beta podrezivanje jako ovisno o redoslijedu pregledavanja stanja,
odnosno cˇvorova stabla. Bez obzira na podrezivanje, i dalje u slozˇenijim igrama imamo
velika stabla za pregledavanje. Za rjesˇenje tog problema koristi se vec´ spomenuta evalu-
acijska funkcija. Ona vrac´a procjenu ocˇekivane korisnosti izbora stanja. Na isti nacˇin i
ljudi nesavjesno igraju igru, a ne pregledavaju sva moguc´a stanja.
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Slika 4.5: Alfa-beta podrezivanje
4.5 Algoritmi za visˇe igracˇa
Paranoicˇan algoritam odlucˇivanja je najjednostavniji algoritam odlucˇivanja u igrama za
visˇe igracˇa. Algoritam pretpostavlja da u igri za n igracˇa njih n− 1 igra protiv jednog cˇime
problem visˇe igracˇa svodi na problem dva igracˇa. No, on ne daje uvijek potpuno tocˇne
rezultate. Rezultat igracˇa prikazuje se pomoc´u n−torke, gdje je na i−tom mjestu rezultat
i−tog igracˇa. Kako bi igru preveli u igru za dvoje igracˇa, zamjenjujemo n−torku razlikom
izmedu rezultata prvog igracˇa i zbroja rezultata ostalih igracˇa. Dalje nastavljamo kao i kod
minimax algoritma.
Algoritam maxn je generalizacija algoritma minimax. Za igru za dva igracˇa maxn se
svodi na minimax algoritam. U igri za n igracˇa svako je stanje reprezentirano n−torkom,
gdje je i−ti element n−torke rezultat i−tog igracˇa. U stanjima prethodnicima vrijednost
maxn stanja u kojem je igracˇ i na potezu je maxn vrijednost djeteta tog stanja, za koje je




Kada udarimo neki objekt u realnom svijetu koji zˇelimo srusˇiti, on se ne srusˇi odmah
na pod niti vjecˇno pada. Ocˇekujemo da padne u ovisnosti gdje smo ga udarili i ako je
moguc´e, odbije se od podloge na koju pada. Dakle, zˇelimo igrac´i svijet u kojem c´e se
objekti ponasˇati kao u realnom svijetu.
Grafika i zvuk su najvisˇe napredovali u evoluciji racˇunalnih igara. Danasˇnje igre imaju
idealnu grafiku koja tesˇko da mozˇe uznapredovati, realan zvuk i razvijenu umjetnu inteli-
genciju koja pobjeduje i najbolje igracˇe. No, kada se objekti u igri ne ponasˇaju kao sˇto to
rade u realnom svijetu, igra nema smisla. To je razlog zbog cˇega je fizika dio racˇunalnih
igara od samih pocˇetaka. Iako se sve do nedavno nije toliko brinulo o realnosti u igrama,
danas su fizicˇke zakonitosti uz matematiku jedan od kljucˇnih alata prilikom izrade dobre
i realne racˇunalne igre. U jednom od prethodnih poglavlja spomenuto je da je potrebno
odrediti kada se dva objekta presijecaju. No, na svako presijecanje ocˇekujemo neku reak-
ciju objekata kao sˇto je to u realnom svijetu. Objekt ili nec´e moc´i proc´i drugi objekt ili c´e
se odbiti od njega ili c´e se oba objekta odbiti jedan od drugoga.
Prva primjena fizike u racˇunalnim igrama vezana je uz igru Pong nastalu 1972. godine.
Od igre Half-life 2 koja je izasˇla 2004. godine fizika se koristi u kompliciranije svrhe. Na
primjer, gravitacija se mozˇe koristiti za racˇunanje putanje artiljerije, a sustavi cˇestica se
mogu koristiti za simulaciju vatre, eksplozija i dima [2].
Programiranje realisticˇnih fizicˇkih modela ocˇito nije lagan zadatak zbog cˇega progra-
meri igara koriste softvere za stvaranje fizikalnih modela (eng. physics engine).
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5.2 Kretanje stalnim ubrzanjem
Opisˇimo jednostavan fizikalan problem koji se svodi na primjenu analitike u prostoru. Pro-
motrimo kretanje objekta kao funkciju P koja vrac´a polozˇaj objekta za svaki trenutak t.
Kako P(t) predstavlja polozˇaj objekta u trenutku t, reprezentira se pomoc´u koordinata, od-
nosno za slucˇaj dvodimenzionalnog igrac´eg svijeta P(t) = (x(t), y(t)), a u slucˇaju trodimen-
zionalog igrac´eg svijeta P(t) = (x(t), y(t), z(t)). Ukoliko objekt konstantno translatiramo
u nekom smjeru, imamo jednoliko gibanje. Brzinu objekta kojom se on giba mozˇemo
odrediti kao omjer prijedenog puta i proteklog vremena. Ovo gibanje mozˇemo opisati
linearnom funkcijom danom pravilom pridruzˇivanja:
P(t) = P0 + tv0,
gdje P0 predstavlja pocˇetni polozˇaj objekta, v0 je vektor kojim se objekt krec´e, a t je
kolicˇina vremena u kojem se objekt giba. Vektor v0 je, kao i P(t), reprezentiran pomoc´u
koordinatnog zapisa. Derivacijom funkcije P po varijabli t dobivamo:
P′(t) = v0.
Derivaciju funkcije polozˇaja zovemo brzina. No, u realnom se svijetu objekti ne krec´u
konstantnom brzinom vec´ ubrzavaju, odnosno usporavaju. Primijetimo da ukoliko josˇ jed-
nom deriviramo deriviranu funkciju P′(t), dobit c´emo nulu. Pretpostavimo da je druga
derivacija razlicˇita od nule. Time mijenjamo funkciju brzine u
v(t) = v0 + ta. (5.1)
Derivacija funkcije brzine a naziva se akceleracija. Ovo gibanje je jednoliko ubrzano giba-
nje. Objekt u jednakim vremenskim intervalima dobiva jednaki prirast brzine. Prepravimo
i funkciju polozˇaja objekta. Integriranjem (5.1) dobivamo funkciju polozˇaja u ovisnosti o
vremenu:




Okvir (eng. frame) je slika koja se prikazuje na zaslonu racˇunala. Ocˇito slika u igrama
nije staticˇna, vec´ se okviri, to jest slike na racˇunalu brzo izmjenjuju. Time dobivamo dojam
kretanja objekata. Jedno od najcˇesˇc´ih mjerila koje se koristi u mjerenju graficˇke perfor-
manse igre je broj okvira po sekundi (eng. frames per second). Danasˇnje igre uobicˇajeno
postizˇu od 30 do 60 okvira po sekundi. Dakle, nije potrebno konstantno mjeriti polozˇaj
objekta u igri, vec´ je potrebno odrediti polozˇaj u trenucima u kojima se objekt prikazuje na
zaslonu. Uocˇimo, za igrac´i okvir i, polozˇaj Pi+1 i brzina vi+1 objekta u sljedec´em igrac´em
okviru i + 1 dana je s:




vi+1(t) = vi + tai, (5.3)
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gdje je t duljina trajanja igrac´eg okvira i. Za danu pocˇetnu poziciju, brzinu i akcelera-
ciju objekta koja je konstantna duzˇ intervala kojeg promatramo mozˇemo izracˇunati polozˇaj
objekta u svakom trenutku tog intervala.
5.3 Sila i masa
Postavlja se problem kako izracˇunati vrijednost akceleracije. To se radi pomoc´u fizikalne
velicˇine sile. Sila uzrokuje promjenu brzine tijela, usporava ga ili ga ubrzava. Silom ruke
djelujemo na loptu kako bismo je bacili i uzrokovali njezino gibanje po zraku. Ta sila
uzrokuje akceleraciju proporcionalnu masi objekta na koju djelujemo. Proporcionalna veza
mase i akceleracije dana je drugim Newtonovim zakonom:
~F = m~a. (5.4)
Ovdje pretpostavljamo da se masa tijelu ne mijenja tijekom promjene brzine. Primjer gdje
to nije tako je gibanje rakete. Njoj se masa prilikom ubrzavanja znacˇajno smanjuje jer
velika kolicˇina goriva izgara u kratkom vremenu. Uobicˇajeno, na objekt u jednom trenutku
djeluje visˇe sila. Prilikom bacanja loptice, najprije mi djelujemo silom kako bismo je bacili,
nakon toga na nju djeluje sila tezˇa, odnosno gravitacija te uz to na nju djeluje otpor zraka i
vjetar. Kako su sile vektori, mozˇemo zbrajati sile i stvoriti jedinstvenu silu koja predstavlja
njihov ucˇinak na objekt. Tada skaliramo dobiveni vektor s 1m da bismo dobili akceleraciju.
Opc´a formulacija temeljnog zakona gibanja, bez ogranicˇenja da se masa tijelu ne mije-
nja tijekom promjene brzine bila bi da je brzina promjene kolicˇine gibanja objekta jednaka
sili koja djeluje na objekt. Kolicˇina gibanja je fizikalna velicˇina koja odreduje stanje gi-
banja tijela, odnosno to je umnozˇak mase tijela i brzine tijela. To je sklonost objekta da
ostane u trenutnom stanju gibanja. Ocˇito je za tezˇe tijelo ili tijelo vec´e brzine potrebna vec´a
sila kako bismo promijenili njegovu brzinu. To mozˇemo objasniti na sljedec´i nacˇin: iako je
kamencˇic´ u stanju mirovanja laksˇe pomaknuti nego stijenu to ne mora biti tako ukoliko je
kamencˇic´ ispaljen velikom brzinom. Prilikom odredivanja reakcije objekta na sudar vrlo je
vazˇan zakon ocˇuvanja kolicˇine gibanja: Kolicˇina gibanja izoliranog sustava je konstantna,
odnosno promjena kolicˇine gibanja u vremenu u izoliranom sustavu jednaka je nuli. Izo-
liran sustav je onaj u kojem u obzir uzimamo samo sile unutar tog sustava, odnosno sile
izmedu na primjer objekata u igrac´em svijetu.
5.4 Kosi hitac
Pretpostavimo da imamo projektil s pocˇetnom brzinom v0 i polozˇajem P0. Buduc´i da kre-
tanje objekta ne ovisi o njegovoj tezˇini, dok god projektil znacˇajno ne promjeni polozˇaj u
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visinu, njegov let ima konstantu negativnu akceleraciju. Ta je akceleracija ovisna o gra-
vitaciji pa ukoliko ignoriramo otpor zraka, brzina i polozˇaj objekta mijenjat c´e se u ovis-
nosti o toj akceleraciji. Za gravitaciju u Zemljinom polju uobicˇajeno se uzima konstanta
g = 9.8m/s2. Kako promatramo polozˇaj projektila koji se krec´e uvis, rijecˇ je o vertikal-
nom hicu i dolazi do promjene samo u smjeru y−osi ukoliko je rijecˇ o dvodimenzionalnom
igrac´em svijetu. Ponovno mozˇemo racˇunati polozˇaj i brzinu objekta kao kod (5.2) i (5.3),
gdje je ai = (0,−g), a vi = (0, v).
Slika 5.1: Kosi hitac
Projektil ne mora putovati vertikalno s obzirom na igrac´i svijet. Primjer takvog gibanja
je ispaljivanje kugle iz topa. Vektori akceleracije i brzine nisu kolinearni. Kretanje tijela
koje je bacˇeno s pocˇetnom brzinom pod nekim kutom naziva se kosi hitac. Top ispaljuje
kuglu pod tocˇnim kutem i brzinom. Kut kojeg odreduju vektori brzine i vektor paralelan s
povrsˇinom iz koje se hitac dogada naziva se nagibni kut. Duljina izmedu ravnine iz koje je
ispaljen hitac do najvisˇeg vrha do kojeg objekt dosezˇe naziva se visina hica, a udaljenost
od pocˇetne tocˇke iz koje se ispaljuje hitac do tocˇke do koje objekt dosezˇe naziva se domet
hica. Da bismo mogli odrediti polozˇaj tijela u nekom trenutku t moramo izvesti jednadzˇbu
kosog hica.
Neka je O, odnosno ishodisˇte, tocˇka iz koje se dogada hitac i v0 vektor pocˇetne brzine.
Neka je P funkcija polozˇaja objekta mase m u trenutku t. P(t) = (x(t), y(t)) je polozˇaj tog
objekta u trenutku t. Kada ne bi djelovala sila tezˇa, tijelo bi se jednoliko gibalo duzˇ vektora
v0. Razlazˇemo vektor v0 na dvije komponente, jednu horizontalnu te jednu vertikalnu. Iz
pravokutnog trokuta OAB sa slike 5.1 dobivamo:
v0x = v0 cosα = x′(0) (5.5)
v0y = v0 sinα = y′(0). (5.6)
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U vertikalnom smjeru prema dolje djeluje sila tezˇa, odnosno:
F = (0,−mg).
Prema drugom Newtonovom zakonu (5.4) vrijedi:
F = mP′′(t),
gdje je P′′(t) druga derivacija funkcije polozˇaja objekta u trenutku t. Dakle, vrijedi:









+ Ct + D.
Zbog toga sˇto je pocˇetni polozˇaj objekta u ishodisˇtu, odnosno x(0) = 0 te zbog (5.5) vrijedi
da je:
x(t) = v0t cosα.
Takoder, zbog toga sˇto je y(0) = 0 te zbog (5.6) vrijedi da je:









Primijetimo da je do sada bilo rijecˇi samo o stalnoj akceleraciji. No, moguc´e je da
akceleracija tijekom nekog puta ne bude stalna. Tada racˇunanje polozˇaja objekta nije jed-
nostavno kao sˇto je to kod jednoliko ubrzanog gibanja. Prilikom izvodenja izraza dolazimo
do problema rjesˇavanja diferencijalnih jednadzˇbi koje ne moraju biti rjesˇive analiticˇkim
metodama. Umjesto toga koriste se numericˇke metode integracije.
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5.5 Lopta koja odskacˇe
Zamislimo da drzˇimo loptu u zraku te je nakon toga pustimo da padne na tlo. Posˇto ne
djelujemo silom na nju, na nju djeluje samo gravitacija. Vec´ je recˇeno da je akceleracija
promjena brzine u vremenu. Kada pustimo loptu, njezina je pocˇetna brzina nula, no njezina
akceleracija nije nula, vec´ ukoliko je pusˇtamo na Zemlji otprilike 9.81 m/s2. To znacˇi da
c´e njezina brzina rasti. Takoder, kako bismo na zaslonu dobili lijepi prikaz lopte, zˇelimo da
izmedu dva okvira prode sˇto je moguc´e manje vremena. U igrama broj okvira po sekundi
varira. Dakle, prema (5.3), brzina za igrac´i okvir i + 1 dana je s:
vi+1(t) = vi + t · (0,−9.81),
gdje je t vrijeme izmedu dva okvira. Polozˇaj lopte za igrac´i okvir i + 1 je prema jednadzˇbi
(5.2):




Kada lopta padne na tlo, ona bi trebala odskocˇiti. Najprije trebamo prepoznati dodir
lopte i tla, nakon cˇega moramo uspostaviti pravilnu reakciju. Znamo iz iskustva da c´e lopta
nakon prvog odskoka skocˇiti na manju visinu nego li je visina s koje smo je spustili. No,
promotrimo najprije savrsˇeno elasticˇni sudar tla i lopte. Elasticˇni sudar je sudar u kojem je
energija u sudaru ocˇuvana. Nakon sˇto program prepozna sudar, odnosno udarac lopte u tlo,
loptica ocˇito mijenja brzinu, odnosno vektor brzine. U slucˇaju savrsˇeno elasticˇnog sudara
vektor brzine samo c´e promijeniti predznak prema zakonu o ocˇuvanju energije.
Koeficijent restitucije je mjera elasticˇnosti sudara. On je omjer brzine prije sudara i
brzine poslije sudara. Ukoliko je koeficijent restitucije jednak 1, lopta c´e od tla odskocˇiti
istom brzinom kojom je i doskocˇila. Primijetimo, to je slucˇaj savrsˇeno elasticˇnog sudara.
Ukoliko je koeficijent restitucije 0 lopta c´e ostati na tlu. Neka je v f brzina prilikom sudara





Koeficijent restitucije pronalazi se pokusom. Kada se odbije od podloge brzina lopte bit c´e
dakle
v f = Cvi.
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Sazˇetak
U radu su opisani razlicˇiti tipovi problema s kojima se programer mozˇe susresti prilikom
izrade igre. To je najprije reprezentacija objekata na racˇunalu te prevodenje objekta iz tro-
dimenzionalnog svijeta u dvodimenzionalni. Objasˇnjen je problem prepoznavanja sudara
dvaju objekata. U radu je detaljno opisano rjesˇenje tog problema pomoc´u smjesˇtanja obje-
kata u sferu ili AABB objekt, a spomenuta su josˇ neka moguc´a rjesˇenja. Opisan je problem
pronalazˇenja najkrac´eg puta kao i njegovo rjesˇenje Dijkstrinim algoritmom te razlicˇitim
implementacijama grafa. Naglasˇena je vazˇnost strategije u igri te je opisan minimax al-
goritam za strategiju igranja savrsˇeno informiranih deterministicˇkih igara za dva igracˇa,
kao i njegova optimizacija. Takoder, u radu je spomenuta vazˇnost fizikalnih zakonitosti i
njihovih primjena prilikom izrade igre.
Summary
This paper describes various problems which programmers face during the process of cre-
ating a video game. The first problem is representation of objects in a computer and turning
objects from the three-dimensional to the two-dimensional space. The problem of collision
detection of two objects is also explained. The paper describes solutions of that problem
using a sphere or an AABB object as surrounding objects. In the paper are mentioned some
other solutions, too. It describes the shortest path problem and the solution using Dijkstra’s
algorithm and various implementations of graphs. This paper emphasizes the importance
of strategy in the game and describes minimax algorithm for deterministic games where
two players are perfectly informed. There is also mentioned importance of physical laws
and their use during the process of creating a video game.
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