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SAŽETAK 
Završni rad prikazuje tehnologije koje su korištene prilikom izrade Multimedijalne 
knjižnice i njihovu implementaciju.Ttehnologija na kojoj je  aplikacija izrađena je 
Microsoft Visual Studio Ultimate 2013 (VS). Kloji se sastoji od kompletant skup alata 
za razvoj ASP.net WEB aplikacija, desktop aplikacija, kao što su Windows Form i 
Windows Presentaition Foundation,  i mobilinih aplikacija.  
Uz Microsoft Visual Studio korištena je tehnologija za postavljanje baze podataka  SQL 
Server Managment Studio (SQl SM) - dio je softvera stvoren za upravljanje i 
postavljanje svih komponenta unutar Micrsoft SQL Servera. Točnije, on upravlja 
cijelom bazom podataka i daje mogućnost da još kvalitetnije konfiguriramo rad same 
baze, a pritom i aplikacije koje rade na temelju te baze podataka. 
Entity Framework (EF) -  alat za objektno-relacijsko mapiranje (eng. object-relational 
mapping) omogućuje rad s relacijskim bazama podataka korištenjem Microsoft .NET 
specifičnih jezika. Navedeni alat korišten je za izradu baze podataka, na način da se 
prvo izrade razredi koji pretstavljaju različite relacije u bazi., sljedeći je korak upisati 
određene naredbe u NuGet package manager consol-u da bi se na serveru izgeneririao 
taj isti razred ali sada u obliku relacije s tim istim prije spomenutim atributima. EF još 
koristimo za upisivanje i dohvaćanje sadržaja iz te iste baze podataka. 
SQL Server Configuration Manager (SQL SCM) - koristimo za  konfiguriranje 
protokola, postavljanja mrežne konekcije između klijenta i servera. On je system service 
koji pokreće virtualni server. 
Uz sve navedeno korišten je i HelixToolKit.Wpf je dodatak za Windows presentation 
foundation koji je korišten za prikazivanje i dohvaćanje 3D modela. Izrađen je na 
temelju Unity game engina, točnije sadrži specifične knjižnice koje se primjenjuju u 
Unitiy-u poput razreda ModelImporter koji je korišten i u ovom završnom radu između 
ostalih razreda kao što je HelixVieport3D, da bi se dohvatio trodimenzionalan oblik 
kuće sa ekstenziom .stl. 
Sam završni rad sadrži opise svih metoda koje su korištene u izradi programskog koda, 
od isječaka koda do tekstualnog pojašnjavanja.  
 
Ključne riječi 
SQL - Structured Query Language 
ASP.net – Active Server Pages .net 
VS – Visual Studio 
EF –Entity Framework 
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1. UVOD 
Cilj rada je izrada evidencije za vođenje Multimedijalne knjižnice u obliku desktop 
aplikacije koja se sastoji od nekoliko glavnih kategorija raspoređenih po određenim 
specifikacijama, primjerice iznajmljivanje filmova, knjiga, glazbe te njihov upis, upis 
djelatnika, korisnika i poduzeća. Ovom aplikacijom nastojat ću prikazati suvremene 
Microsoftove tehnologije, njihovu implementaciju, način pisanja koda, te prikazat i 
pojasniti dobivene rezultate. 
Cijelokupan projekt je izrađen u Windows Presentation Foundation-u (WPF) a kao 
dodaci  korišteni su HelixToolKit.Wpf i  Entity Framework (EF). EF je odabran radi 
tehničkog aspekta riješavanja pitanja baze podataka. Da bi kao rezultat dobili uređenu i 
upoterbljivu (eng.“Usability“)[1] aplikaciju iz same motivacije pri učenju suvremenih 
tehnologija EF se može koristiti na tri različita pristupa - Database First, Model First i 
Code First.  
Database First  se implementira na način da se prvo izradi baza te se kasnije iz nje  
generiraju razredi koji prestavljaju relacije u toj istoj bazi.  
Model First se stvara unutar WPF u čarobnjaka što izgleda poput izrade dijagrama 
razreda. Prioblikom završetka izrade dijagrama EF genererira bazu i razrede na temelju 
tih dijagrama.  
U ovom projektu odabran je Code First pristup u kojem se počinje od stvaranja razreda 
koji predstavljaju relacije unutar baze. Kada se odluči kako relacije moraju izgledati, 
krene se u izradu razreda. Preporućuje se da ti razredi sadrže iste nazive atributa kao i 
same relacije radi lakšeg snalaženja u kodu i pisanja koda. Kada se razredi dovrše, 
implementiraju se metode koje će se koristiti za dohvaćanje i upis podataka najprije u 
razrede a kasnije i u samu bazu podataka. Zadnja točka razvoja Code First pristupa je 
upis triju naredbi u package manager consol-i pomoću kojih se prvo generira datoteka u 
koju sam EF sprema razrede prioblikom svake promjene nekog tipa atributa ili 
dodavanja neke nove relacije u bazu. Druga naredba stvara razred u kojem je zapisan 
međujezik između samog c# i SQL upita koji pretstavlja relacije u obliku skripte. Treća 
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naredba izvršava taj međujezik i stvara gotovu bazu podataka na serveru koja je 
spremna za rad. 
HelixToolKit.Wpf  je odabran radi jednostavnosti prikazivanja i implementiranja 3D 
modela unutar Windows Presentation Foundation-a. Kod implementacije 
trodimenizionalnog oblika potrebne su tri komponente HelixViewPort3D koje se 
implementiraju unutar xamla  koji je ujedno i kontrola i to točno na poziciji gdje se želi 
prikazati 3D model. Druga komponenta je razred Model3D, koji omogućuje rad sa 
trodimenzionalnim oblicima. Treća komponenta je razred ModelImporter koji se koristi 
za dohvaćanje puta do samog 3D oblika da bi se mogao prosljediti do Model3D razreda. 
Nakon postavljanja svih potrebnih parametara i pokretanja aplikacije prikaže se 
trodimenzionalan oblik kojeg se može okretat u svim smjerovim. 
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2. Opis tehnologije Windows Presentation Foundation 
Windows Presentation Foundation (WPF) je skup tehnologija za prikaz suvremenih 
korisničkih sučelja na Windows platfomama. Koristi se ukoliko želite izraditi bogatu 
aplikaciju koja će se pokretati na Windows Vista,Windows 7 ili Windows 8.  
Ustvari to je jedina tehnologija koja radi na svim gore spomenutim inačicama  
Windows-a.  Za usporedbu se može uzeti nova Microsofova Metro tehnologija koja radi 
samo na Windows 8. Još jedna prednost WPF-a je što pojednostavljuje izradu aplikacija 
i za starije inačice operacijskog sustava Windowsa kao što je Windows XP, tada je 
jedino potrebno promjenit u postavkama Visual Studio-a sa prvobitne verzije .net 4.5 na 
verziju 4.0 [2]. 
WPF nudi mnoštvo servisa kod izrade aplikacije: 
- Web-oblike layout model- omogućava  pozicioniranje elemenata ne po 
kordinatama već ih smješta po njihovom sadržaju. Kao rezultat dobivamo 
korisničko sučelje koje se prilagođava prikazivanju visoko dinamičkih sadržaja. 
 
- Rich drawning mode- omogućava korištenje primitivnih grafičkih oblika, 
mogućnost prikazivanja više nagomilanih oblika sa različtim stupnjem 
prozirnosti (eng. “Transparent“) ili neprozirnosti (eng. “Opacity“) i pruža 3D 
podršku.  
 
- Rich text model- daje Windows aplikacijama mogućnost prikazivanja bogatog i 
uređenog teksta bilo gdje u sučelju. Tekst se također može kombinirati sa 
različitim elementima sučelja. 
 
- animation as a first-class programming concept – animacija kao alat  je dio 
Windows Presentation Foundation-a, dovoljno je elementima postaviti oznake 
(eng.“ Tag“) i program ih automatski pokreće. 
   
- Support for audio and video media - prošle verzije kao Windows Form bile su 
ograničene što se tiče rada sa multimedijom. Windows Presentation Foundation 
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uključuje podršku za prikazivanje i puštanje bilo kojeg videa ili glazbe koju 
podržava Windows Media Player i omogućuje izvođenje više od jedne datoteke 
u isto vrijeme. Isto tako ima ugrađeni alat za implementaciju takvih sadržaja 
unutra korisničkog sučelja. 
 
- Styles and templates - (eng.“ Styles“) stilovi omogućuje standarniziranje 
formatiranje i ponovno korištenje njih  samih kroz cijelu aplikaciju, dok 
preslošci (eng.“Templates“) omogućuju izmjenu svakog elementa pa čak i onih 
baznih kao što su gumbovi, a kao  rezultat se postiže suvremeni izgled 
aplikacije. 
 
- Declarative user interface- između ostaloga možete konstruirati WPF prozor sa 
kodom, ali Visual Studio tu uzima drukčiji pristup. On postavlja sadržaj svakok 
prozora u XAML( kratica za Extensible Application Markup Language i 
izgovara se „ Zammel“) oznake (eng.“Tag“) i sprema ih u XAML datoteku. 
Prednost toga je što sad dizajneri aplikacije rade na XAML-u a programeri na 
kodu te iste datoteke u isto vrijeme. 
 
- Page-based aplications: pomoću WPF-a moguće je napraviti aplikaciju da 
izgleda kao internet preglednik. Isto tako je moguće da se ta aplikacija pokreće 
unutar preglednika [3]. 
2.1. Evolucija Grafike unutar Windows Presentation Foundation-a 
Prije Windows Presentation Foundationa-a, Windows programeri su koristili relativno 
istu tehnologiju za izradu korisničkog sučelja. To je zbog toga što svaka tradicionalna 
Windows aplikacija je koristila iste dvije komponente Windows operativnog sustava, a 
to su: 
- User32: daje tradicionalan Windows izgled elementima poput gumbova,prozora 
itd [4]. 
- GDI/GDI+: daje potporu za crtanje i renderiranje oblika, texta i slika [5]. 
 
Tjekom godina obje tehnologije su bile izmjenjivane, i aplikacije koje su programeri 
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koristili za interakciju sa njima su se dramatično promjenile. Ali bilo da vi radite 
aplikaciju u .Net-u ili Windows Forms, u pozadini se jos uvjek koriste isti djelovi 
opercijskog sustava. Neki dodatak (eng.“Framework“) aplikaciji može olakšati, dodati 
neke prije isprogramirane opcije, ali nemogu maknuti ona temeljna ogranićenja 
sistemskih komponenti koja su napravljena prije više od desetljeća. 
2.2. Direct X  kao novi „motor“ za izgradnju elemenata korisničkog sučelja, 
renderiranja oblika, slika i texta 
Tvrtka Microsoft je pokušala zaobići ograničenja mehanizama implentiranih u 
programske knjižnice User32  i GDI/GDI,  a riješenje se zove Direct X. Prvotno je bio  
namjenjen izgradnji igara, i to zbog brzine pri izgradnji tehnlogije.  
Do Windows Presentation Foundation-a (WPF)  se nije koristijo pri izgradnji poslovnih 
aplikacija. 
WPF umjesto GDI/GDI+ koristi Direct X dok User32 se jos uvjek koristi u nekim 
segmentima,  k tome da bilo kakva aplikacija bila ili izgledala WPF uvjek koristi Direct 
X.  
To znači ako se crta bilo kakav zahtjevan oblik ili obični gumb sve ide kroz Direct X. 
Kao rezultat toga aplikacije mogu koristiti zahtjevne efekte, jer cijeli posao obavlja 
grafička kartica tj. njen procesor.[6] 
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2.3. Arhitektura Windows Presentation Foundation-a 
Windows Presentation  Foundation(WPF) koristi višeslojnu arhitekturu. Na samom 
vrhu, aplikacija stupa u interakciju sa visoko razrednim servisima koji su napisani u C#. 
Pravo prevođenje .NET objekata u Direct3D texture i trokute se događa iza scene, 
koristeći nisko razrednu komponentu nazvanu milcore.dll.  
 
Slika 1. Arhitektura WPF-a 
 
-PresentationFramework.dll sadrži visoko razredne WPF tipove poput onih koji 
predstavljaju prozore, panele i druge elemente i kontrole, kao i stilove.  
-PresentationCore.dll sadrži osnovne tipove,  poput UIElement i Visual tipova od kojih 
se deriviraju sve ostale kontrole. 
-WindowsBase.dll također sadrži određene osnovne tipove, ali koji mogu biti 
upotrjebljeni i van samog WPF-a kao što su DispatcherObject i DependecyObject.  
-Milcore.dll je jezgra sustava renderiranja u WPF-u i temelj sloja medijskog 
integriranja. Vizualne elemente prevodi u oboblike i teksture koje Direct3D očekuje. 
Iako je dio WPF-a, esencijalni je dio i Windows-a 7. Desktop Window Manager 
(dwm.exe) koristi biblioteku kako bi renderirao radnu pozadinu (eng.“Desktop“).  
-WindowsCodecs.dll je nisko razredni  API  koji pruža slikovnu podršku. Pod 
slikovnom podrškom, između ostalog,  misli se na procesuiranje,  prikazivanje i 
skaliranje bitmap-a.  
Jurica Drvoderić  The development of user interfaces and  
                    object- relational mapping using modern  
                                                                                        technology from Microsoft 
Međimursko veleučilište u Čakovcu 
 
7 
-Direct3D je također nisko razredni API koji renderira svu grafiku u WPF aplikaciji.  
-User32 ne igra ulogu u renderiranju, no koristi se za određivanje koji program dobiva 
koji posjed zaslona [7]. 
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3. XAML kao grafičko riješenje izgleda korisničkog sučelja 
XAML ( kratica za Extensible Application Markup Language i izgovara se „ Zammel“), 
je skriptni jezik koji se koristi za instanciranje .NET objekata. Primarno se koristi za 
konstruiranje grafičkog sučelja kao dio WPF tehnologije. Drugim riječima, XAML 
dokument definira raspored panela, gumbova i kontrola koji čine prozore u WPF 
aplikacije. 
XAML se sastoji od nekoliko poddijelova, a to su WPF XAML, XPS XAML, Silverlight 
XAML, WF XAML. WPF XAML obuhvaća elemente koji stvaraju WPF. XPS XAML 
(eng. XML Paper Specification) je dio WPF XAML koji definira XML izgled za 
formatirane elektroničke dokumente.  Silverlight XAML je namijenjen za Microsoft 
Silverlight aplikacije, a Silverlight je dodatak koji omogućuje stvaranje bogatog web 
sadržaja s dvodimenzionalnom grafikom, animacijama i audiom i videom. WF XAML 
obuhvaća elemente koji opisuju Windows Workflow Foundation(WWF) sadržaj [8].  
WWF je framework koji omogućuje korisnicima stvaranje programa ili ljudski tijek 
rada u njihovim aplikacijama za Windowse Vista, Windows XP i Windows Server 2003 
operacijske sustave. Sastoji se od imenskog prostora, in-process workflow engine-a i 
dizajnera za Visual Studio 2005 [9]. 
Sam XAML je stvoren iz XML-a kao i svi ostali njemu slični skriptni jezici sa istom 
funkcionalnošću  samo za druge razvojne platforme i programske jezike. Neki od njih 
su Alternate Abstract Interface Markup Language (AAIML), Extensible Interface 
Markup Language (XIML), Extensible User Interface Language (XUL), OASIS User 
Interface Markup Language (UIML) [10]. 
Dobra stvar Xaml-a je ta što ga više razvojnih programera stvara i čita. Na primjer 
programeri će Xaml stvarati u Visual Studiu i napravit će neko osnovno sućelje i 
funkcionalnost, kasnije taj projekt prosljede do dizajnera, koji u Expresion Blednu to 
otvore i urede sa različitom modernom grafikom. Ta sposobnost da se integrira tijek 
rada između programera i dizajnera je jedan od ključnih razloga zbog kojih je Microsoft 
stvorio XAML . 
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Slika 2. Prikaz rada dizjanera i programera na istom gumbu, [11] 
  
Jurica Drvoderić  The development of user interfaces and  
                    object- relational mapping using modern  
                                                                                        technology from Microsoft 
Međimursko veleučilište u Čakovcu 
 
10 
 
3.1. XAML komponente njihovo značenje i primjeri 
U ovom pogljavlju biti će objašnjene neke od komponenata korištenih u izradi 
korisničkog sučelja Multimedijalne knjižnice ali isto tako i one generalne koje su po 
zadanome kreirane. 
<Window x:Class="MultimedialLibrary.Prijava"        
xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation
" 
        xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml" 
        Title="MultiMedialna Knjižnica"  
        Height="{Binding SystemParameters.PrimaryScreenHeight}"  
        Width="{Binding SystemParameters.PrimaryScreenWidth}"> 
Komponente : 
a) Prva komponenta Window je ujedno i root elemenat XAML datoteke . Obavezni 
elementi su ime klase i imenski prostori koji govore XAML-u gdje se nalaze resursi. 
Naziv svakog elementa je izravna poveznica prema postoječem razredu, npr. Window 
govori da treba stvoriti istoimenu kontrolu čiji se opis i svojstva nalaze u klasi Window 
[12]. 
b) Druga komponenta xmlns imeski je prostor a pošto je deklariran bez prefiksa postaje 
podrazumjevani imenski prostor za cijelokupni projekt što znači da se svaki element 
nalazi u njemu, osim ako ne navedemo drugačije. 
c) Treća komponenta xmlns:x drugi je imenski prostor, ali sa prefiksom „x“ postaje 
XAML imenski prostor. Uključuje razne XAML mogućnosti koje definiraju kako će 
dokument biti interpretiran. Da bi se element nalazio u njemu, također bi mu morali dati 
prefiks „x“ [13]. 
d) Četvrta komponenta Title, kao što i samo ime govori, postavlja ime prozora koje je 
vidljivo kad se pokrene aplikacija. 
e) Pete komponente Height i Width koriste se za postavljanje veličine prozora.  u 
kodnom primjeru pridodane su im primarna dužina i visina ekrana koje se odnose na 
sistemske postavke. 
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<Grid> 
<Grid.Background> 
     <ImageBrush ImageSource="Images\blue-wallpaper-4.jpg"/> 
        </Grid.Background> 
        <Grid.RowDefinitions> 
            <RowDefinition /> 
            <RowDefinition /> 
            <RowDefinition /> 
            <RowDefinition /> 
        </Grid.RowDefinitions> 
        <Grid.ColumnDefinitions> 
            <ColumnDefinition /> 
            <ColumnDefinition /> 
        </Grid.ColumnDefinitions> 
f) U šestu komponentu Grid upisujem  sve ostale komponente od gumbova i labela 
nadalje. Isječak koda prikazuje jedan dio Grid elementa u kojem se nalazi 
Grid.Background kojeg koristimo za postavljanje pozadinske slike preko ImageBrush 
komponente. Sljedeća dva elementa Grid.RowDefinitions i Grid.ColumnDefinitions 
koristimo za izradu „mreže“ koja sprečava da se raspored elemenata proizvoljno „šeče 
po ekranu“, tj. da svi elementi ostaju na svojim zadanim pozicijama. 
<Label  
Content="Djelatničko ime:"  
Style="{StaticResource MainWindowLabelStyle}" 
Grid.Row="1" 
VerticalAlignment="Center" 
            /> 
g) Sedma komponenta je bilo koji element. U ovom slučaju je to Labela. Content 
označava sadržaj labele a u ovom primjer ispisuje Djelatnikovo ime. Style se koristi da 
se povežu vlastite vrijednosti nekih svojstva sa odgovarajućim svojstvima labele. U 
ovom primjeru to su svojstva iz MainWindowLableStyle (koji se nalazi unutar 
MainWindowResources.xaml datoteke) [14]. Sljedeća komponenta labele je Grid.Row 
sa pozicijom 1, što znaći da se ta labela nalazi u toj čeliji na toj poziciji, a pozicija je 
Grid.Row =1 i Grid.Column=0, samo što se Grid.Column ne mora pisati jer je po 
zadanoj vrijenosti jednaka nuli i ta pozicija se odnosi na prije spomenutu „mrežu“ 
stupaca i redaka unutar grida. Ostalo je još za objasnit VerticalAlignment koji je 
postavljen na svojsto Center. Ovaj primjer pokazuje da se lagano može prebrisati sve 
što je postavljeno unutar Style svojstva. Uvijek je korisno napravit generalna svojstva i 
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samo ih povezivat na elemente. Isto tako se lako prilagoditi situaciji samo ako se 
postavi jedno od svojstva ili sva svojstva i dodaju im se druge vrijednosti. Uglavnom  
VerticalAlignment postavlja vertikalnu os elementa na zadanu dužinu. U ovom slučaju u 
sredinu čelije i to sredinu od gornjeg i doljnjeg ruba. 
 
Slika 3. Izgled prijave, uzeto iz Multimedijalne knjižnice 
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4. Povezivanje podatka između elemenata korisničkog sučelja i 
poslovne logike  
Povezivanje podataka (eng. Data binding) je proces koji povezuje grafičko sučelje 
aplikacije i poslovnu logiku te pruža konzistentan način za prezentaciju i interakciju s 
podacima. Podatke koje može povezivati mogu dolaziti iz različitih izvora u obliku 
XML-a ili CLR objekata [15]. 
Ukoliko se ispravno konfigurira, u trenutku kada izvorno svojstvo promijeni vrijednost, 
promijene će se odraziti i na ciljano svojstvo (često se zove i ovisno svojstvo, a objekt 
kojemu svojstvo pripada ovisni objekt).  Kod kompleksnijeg povezivanja podataka (npr. 
povezivanje definirano uvjetima) raste i sama kompleksnost aplikacije, a sam proces 
izrade takvog povezivanja može  dugo potrajati.  Povezivanje podataka se može odvijati 
u nekoliko načina: 

a) OneTime – ciljano svojstvo se osvježava kada aplikacija počne s izvršavanjem ili 
kada se podatkovni kontekst promijeni; uglavnom se koristi ukoliko su podaci statični 
ili ako želimo inicijalizirati određeno svojstvo a podatkovni kontekst nije poznat  
b) OneWay – ciljano svojstvo se osvježava kada se izvorno promijeni; prikladno je kada 
nema potrebe za praćenjem stanja ciljanog svojstva te se njegovom primjenom 
izbjegava overhead koji se događa kod TwoWay binding-a koji je za neke kontrole 
podrazumijevani način vezanja podataka, a možda nije nužan  
c) OneWayToSource – izvorno svojstvo se osvježava kada se ciljano promijeni  
d) TwoWay – ciljano svojstvo se osvježava kada se izvorno promijeni i obrnuto; koristi 
se kod izrade potpuno interaktivnih sučelja (npr. forme koje je moguće uređivati)  
e) Default – ovisi o tipu elementa [16]. 
Dakle,  potrebno je znati cilj povezivanja, ciljano (ovisno) svojstvo,  izvor povezivanja i 
izvorno svojstvo. Ciljano svojstvo mora također biti i ovisno. Ovisnom svojstvu 
vrijednost,  kako i sam naziv kaže, ovisi o nekom izvoru. Klasična svojstva su vezana 
uz instance klase, dok su ovisna svojstva spremljena u svojevrsni rječnik koji spaja 
parove objekt-svojstvo sa njihovim vrijednostima te prati ovisnosti o drugim 
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svojstvima.  Na primjer,  ukoliko promijenimo podatkovni kontekst Panel elementa, o 
toj promjeni će biti obavještena i djeca ukoliko ovise o njegovim svojstvima. Svojstva 
većine elemenata su također i ovisna iz razloga što svi GUI elementi nasljeđuju ovisni 
objekt (eng.„DependecyObject“) koji definira ovisna svojstva. 
Kako bi grafičko sučelje bilo obaviješteno o promjeni određenog svojstva čiji tip 
podatka implicitno ne implementira potrebno sučelje, mora se eksplicitno 
INotifyPropertyChanged sučelje koje definira način obavještavanja o promjenama 
pomoću PropertyChanged događaja promijeniti [17].  Potrebno je implementirati i 
metodu koja u većini slučajeva kao parametar prima naziv svojstva, te stvara ranije 
spomenuti događaj. Za kraj, u pristupnoj metodi set nakon postavljanja vrijednosti 
svojstva zove se ranije spomenuta metoda za dizanje događaja te joj  se proslijeđuje 
naziv svojstva kao string. Arhitektura WPF-a će se pobrinuti za ostalo te će promjena 
biti vidljiva na grafičkom sučelju. Takvim pristupom, zapravo niti jednoj vizualnoj 
kontroli nije potrebno dati ime kako bi joj se moglo pristupati u kodu i mijenjati 
vrijednost, a to dovodi do puno urednijeg koda, kako u dijelu poslovne logike, tako i u 
skriptnom XAML dijelu. 
<TextBox 
Text="{Binding FirstName, Mode=TwoWay}" 
Grid.Row="1" 
Grid.Column="1" 
Style="{StaticResource CustomTextBoxStyle}" /> 
Ovaj isječak koda prikazuje implementaciju povezivanja podataka. 
public partial class EmployeeDetails : Window, INotifyPropertyChanged 
    { 
        public event PropertyChangedEventHandler PropertyChanged; 
        public void NotifyPropertyChanged(string propertyName) 
        { 
            if (PropertyChanged != null) 
 PropertyChanged(this, new PropertyChangedEventArgs(propertyName)); 
        } 
Prikazuje deklaraciju i implementaciju INotifyPropertyChanged, uzeto iz 
Multimedijalne knjižnice. 
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public string FirstName  
        { 
            get { return _firstName; } 
            set  
            { 
                _firstName = value; 
                NotifyPropertyChanged("FirstName"); 
            } 
        } 
Deklaracija i implementacija svojstva koje je povezao na TexBox-ovo svojstvo Text, 
uzeto iz Multimedijalne knjižnice.   
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5.Općenito o  Entity Framework-u 
Entity framework je alat za objektno-relacijsko mapiranje (eng.“object-relational 
mapping“) koji omogućuje rad s relacijskim bazama podataka korištenjem Microsoft 
.NET specifičnih jezika, a razvijen je u Microsoft-u kao „open-source“ projekt [18]. 
Objektno-relacijsko mapiranje jest programska tehnika u objektno orijentiranoj 
paradigmi kojom se podaci konvertiraju između inače nekompatibilnih sustavskih 
tipova u relaciske baze podataka i objektno orijentirane programske jezike. U tom 
procesu se stvara virtualna objektna baza podataka koja se koristi izravno u 
programskom jeziku. Pojednostavljeno, tablice i procedure se enkapsuliraju klasama 
programskog jezika što znači da u kodu ne treba pisati, npr. SQL upite, već se za 
povlačenje podataka koriste razna svojstva i metode tih klasa [19]. 
Mapiranje je moguće postići na tri vrste pristupa:  
 
a) Code First – prvi korak je izrada klasa i relacija (pomoću posebnih atributnih 
notacija) u programskom jeziku koje predstavljaju entitet podatka za spremanje u bazu 
[20].  
b) Model First – entiteti i relacije se izrađuju u ADO.NET Entity Data Model 
čarobnjaku gdje se počinje s praznim modelom te su predstavljeni kao i u bazi podataka 
(tablice, primarni i strani ključevi) [21]. 
c) Database First – također se koristi ADO.NET Entity Data Model čarobnjak, no 
izabire se opcija generiranja dizajnera iz postojeće baze [22]. 
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5.1. Code First pristup i implementacija Entitiy Frameworka u 
Multimedijalnu knjižnicu 
Za početak potrebno je instalirati u Visual Studio[23] projekt EntitiyFramework preko 
NuGet package manager-a, zatim vam je potreban SQL server. Za izradu 
Multimedijalne knjižnice korišten je Microsof SQL Server Managment Studio [24]. 
Sljedeći korak otvori se App.conf. Unutar te datoteke nalazi se konekcija na bazu i 
konfiguracija paketa, pa tako i EntitiyFramework-a. Tu treba posložiti konekciju na 
bazu.  
<connectionStrings> 
    <add name="MultiMedialDbContext"  
connectionString="Data Source=JURICA-PC; 
      Initial Catalog=MultiMedialDB;Integrated Security=True;"  
      providerName="System.Data.SqlClient" /> 
  </connectionStrings> 
Kao što se vidi na slici, prvo se upisuje ime DBContext-a koji koristi sve reference na 
relacije u bazi podataka. Kao drugo se upisuje ime servera pod Data Source.  Ime 
servera piše odmah kod pokretanja Microsof SQL Server Managment Studio, kao što je 
na slici. 
 
Slika 4. Ime Servera, preuzeto iz SQL Servera 
Zadnja komponenta je ime baze podataka. Kad se to sve upiše kreće se na razradu 
modela. Pošto je Multimedijalna knjižnica zamišljena kao aplikacija koja radi sa 
djelatnicima i korisnicima, te ima tri vrste sadržaja: film, glazba i knjiga. Posudbom tih 
istih sadržaja bilo je potrebno napravit i te sve modele koji ujedno i predstavljaju 
relacije  u bazi podataka.  Prvo se doda datoteka u aplikaciju pod nazivom Models i 
krene se sa stvaranjem  modela. U nastavku oblike će prikazivati označavanje primarnih 
ključeva i stranih ključeva, općenito stvaranje modela. 
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public class EntityBase 
    { 
        [Key] 
        public int ID { get; set; } 
    } 
namespace MultimediaLibary.Models 
{ 
    public class Employee : EntityBase 
    { 
        public string FirstName { get; set; } 
        public string LastName { get; set; } 
        public string UserName { get; set; } 
        public string Password { get; set; } 
 
        [ForeignKey("Company")] 
        public int CompanyID { get; set; } 
 
        public Company Company { get; set; } 
    } 
} 
Nakon kreiranja modela potrebno je kreirati datoteku repository u koj smještamo sve 
datoteke koje služe za pristup podacima, npr. u Multimedijalnoj knjižnici to izgleda 
ovako: 
 
Slika 5. Izgled repository datoteke, uzeto iz Multimedijalne knjižnice 
Glavni razred unutar te datoteke RepositoryBase je klasa unutar koje imamo sve 
razrađene metode za pristup podacima. Te iste metode deklarirane su u razredu 
IrepositoryBase [25]. Sve metode su generičkog tipa [26]. Ostali razredi služe za pristup 
podacima po modelima i ujedno imaju preoboblikovane metode iz RepositroyBase. Tu 
je korišten imenik  system LINQ [27]. U primjeru iz koda sljedi dohvat svega iz tablice 
Book preko parametra ime knjige. 
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namespace MultimediaLibary.Repositories 
{ 
    public interface IRepositoryBase<T> where T : EntityBase 
    { 
        IQueryable<T> GetAll(); 
 
        T Get(int id); 
 
        bool AddOrUpdate(T entity); 
         
        bool Delete(int? id); 
    } 
} 
 
namespace MultimediaLibary.Repositories 
{ 
  class BookRepository : RepositoryBase<Book>{ 
    public BookRepository(MultiMedialDbContext context) 
            : base(context) { } 
      public Book Get(string bookName){ 
return  
 base.GetAll().FirstOrDefault(x => x.BookName == bookName); 
        } 
      public override IQueryable<Book> GetAll() 
        { 
            return base.GetAll(); 
        } 
    } 
} 
 
namespace MultimediaLibary.Repositories 
{ 
    public class RepositoryBase<T> : IRepositoryBase<T>  
where T : EntityBase  
    { 
        protected MultiMedialDbContext Context { get; set; } 
 
        public RepositoryBase(MultiMedialDbContext context) 
        { 
            Context = context; 
        } 
 
        public virtual IQueryable<T> GetAll() 
        { 
            return Context.Set<T>(); 
        } 
 
        public virtual T Get (int id) 
        { 
            return Context.Set<T>().Find(id);   
        } 
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       public bool AddOrUpdate(T entity) 
        { 
            try 
            { 
                if (entity.ID == default(int)) 
                    Context.Set<T>().Add(entity); 
                else  
                
Context.Entry<T>(entity).State = 
EntityState.Modified;          
            } 
            catch 
            { 
                return false; 
            } 
 
            return true; 
        } 
 
        public bool Delete(int? id) 
        { 
            try 
            { 
                T entity = Get(id.GetValueOrDefault()); 
                Context.Set<T>().Remove(entity); 
            } 
            catch  
            { 
                return false; 
            } 
 
            return true; 
        } 
        
        public void SaveChanges() 
        { 
            Context.SaveChanges(); 
        } 
 
    } 
} 
Slijedeći korak stvaranje razreda MultiMedialDBContext, [28]  deklariran je unutar 
razreda RepositoryBase, a izgleda ovako: 
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namespace MultimediaLibary 
{ 
    public class MultiMedialDbContext : DbContext 
    { 
        public DbSet<User> Users { get; set; } 
        public DbSet<Company> Company { get; set; } 
        public DbSet<Movie> Movies { get; set; } 
        public DbSet<Book> Books { get; set; } 
        public DbSet<Music> Musics { get; set; } 
        public DbSet<Employee> Employees { get; set; } 
        public DbSet<Loan> Loans { get; set; } 
    } 
} 
Sadrži sve reference na tablice u bazi podataka.  
Kao zadnji korak otvori se NuGet Package Manager Console i upišu se tri naredbe 
ovim redosljedom: 
a) Enable-Migrations-nakon te naredbe framework  sam stvara datoteku Migrations 
unutar koje se nalazi razred Configuration.cs a unutar tog razreda se nalazi Seed metoda  
koja se može popuniti sa testnim podacima, kao što su podaci za prijavu. 
context.Employees.AddOrUpdate( 
                x => x.UserName, 
                new Employee 
                { 
                    FirstName = "Jurica", 
                    LastName = "Drvoderić", 
                    Password = "12345", 
                    UserName = "jurica", 
                    CompanyID = company.ID 
                } 
            ); 
            context.SaveChanges();  
b) Add-Migration <ime> -  framework stvara razred kako ste mu zadali ime prilikom 
upisivanja naredbe a sadrži metode za stvaranje tablica u bazi. 
c) Update-Database- stvara cijelu bazu, na temelju prijašnjih metoda unutar razreda 
migrations, na serveru [29]. 
Za kraj  imamo primjer korištenja EntitiyFramework u kodu i pojašnjenje koda: 
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private void UpisDjelatnika_OnClick(object sender, 
RoutedEventArgs e) 
        { 
            using(MultiMedialDbContext context =  
            new MultiMedialDbContext()) 
            { 
                bool isEmployeeAdedd = false; 
EmployeeRepository employeeRepository =  
new EmployeeRepository(context); 
   Employee employee = employeeRepository.Get(Username); 
 
                if (employee == null)  
                { 
                    employee = new Employee(); 
                    isEmployeeAdedd = true; 
                } 
                     
 
                employee.FirstName = FirstName; 
                employee.LastName = LastName; 
                employee.UserName = Username; 
                employee.Password = Password; 
                employee.CompanyID = CompanyID; 
               
                if(employeeRepository.AddOrUpdate(employee)) 
                { 
                    employeeRepository.SaveChanges();   
                } 
                TextBoxReset(); 
MessageBox.Show(String.Format("{0} ste djelatnika.", 
isEmployeeAdedd ? "Upisali" : "Izmijenili")); 
            } 
        } 
Gornja metoda se pokreće pritiskom gumba „Upis djelatnika“. Logika metode je 
sljedeća: sve je pisano unutar bloka using koji na kraju dok se sve izvirši zatvara 
konekciju sa bazom, tako da ne moramo brinuti o dispose metodi. Nakon toga 
uključimo EmployeeRepository koji sadrži metode za dohvat iz baze i obrnuto, pa 
stvorimo Employee i u njega povućemo sve iz baze preko EmployeeRepository i Get 
metode kojoj je parametar djelatnikovo ime.  Zatim testiramo je li referenca na objekt 
koji predstavlja djelatnika (employee) jednaka null. Ako je, u tom slučaju stvorimo 
novog sa svojstvima koje smo povukli iz svojstva  TextBoxa elemenata, koje je prije 
korisnik popunio. Kada se to izvrši radimo testiranje, samo ovaj put koristimo metodu 
AddOrUpdate s parametrom djelatnik. U slučaju da djelatnik postoji samo promjenimo 
razlike a ako je novi tada ga upišemo k tome a nakon toga se poziva metoda  
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SaveChanges koja pohranjuje sve u bazu. Na kraju očistimo TextBox kontrole i prikaže 
se poruka.  Na temelju navedenih  uvjeta, upisali smo ili izmjenili djelatnika. 
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6. Arhitektura projekta MultiMedialneKnjižnice 
 
Slika 6. Pogled na strukturu projekta u razvojnom alatu 
Properties se sastoji od tri datoteke AssemblyInfo.cs, Resources.resx i Settings.settings. 
AssemblyInfo.cs sadrži informacije o samom projektu poput imena, opisa, proizvođača, 
copyright-a i verzije aplikacije.  
Settings.settings datoteka sadrži postavke aplikacije. Koristi se za spremanje postavki 
koje se žele zapamtiti i nakon gašenja aplikacije. Na primjer, ukoliko u aplikaciji postoji 
opcija izbora vizualne teme, korisnikov odabir se sprema u datoteku, te će se vrijednost 
te postavke dinamički učitati prioblikom sljedećeg pokretanja.  
Resources.resx  je datoteka koja sadrži eksterne resurse i čini ih lako i globalno 
dostupnima u aplikaciji. Često se koristi za upravljanje lokacijom na način da se u 
datoteci definiraju razni tekstovi kontrola koji se prikazuju korisniku. Nakon što su 
definirani svi resursi, može se dodati nova .resx datoteka koja će u svom nazivu 
sadržavati i kraticu ciljane kulture, odnosno jezika. U novoj datoteci će biti svi 
definirani resursi kojima se promijeni vrijednost. Budući da se te vrijednosti dinamički 
povezuju s kontrolama, promjenom jezika, aplikacija traži .resx datoteku s 
odgovarajućom kraticom kulture. Vrijednost resursa nije ograničena samo na tekst, već 
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to može biti samoblik ili neka druga vrijednost. 
References datoteka sadrži reference na DLL biblioteke bez kojih aplikacija ne može 
pronaći sve resurse (npr. metode, imenski prostori itd.) koji se u njoj koriste, a samim 
time aplikacija se ne može niti pokrenuti ukoliko nisu sadržane sve potrebne reference. 
Navedena datoteka nije specifična samo za WPF već je standardna za sve projekte na 
Windows platformama. 
 
3D_Models sadrži kao što i samo ime govori 3D model kuće, formata .stl 
Details datoteka sadrži sve xaml datoteke i njima pripadajuće razrede koji su korišteni 
za upisivanje podataka u bazu. Neki od xaml-ova su BookDetails.xaml, 
CompnyDetails.xaml, LoanDetails.xaml.  
Extensions sadrži dva razreda u kojima su smještene  metode koje služe za navigaciju 
od prozora do prozora, pretvaranje slike u polje bitova i obratno itd. 
Images kao što sam naziv govori u toj datoteci se nalaze sve slike koje su korištene u 
projektu. 
Migrations datoteka je izgenerirana pomoću EF-a, u njoj se nalaze razredi koji sadrže 
skripte za stvaranje baze podtaka na serveru. 
Models - u njoj se nalaze razredi koji nam pedstavljaju relacije u bazi podataka. 
Repositories sadrži razrede u kojima su definirne metode za pristup podacima iz baze. 
Svaki model ima svoj odgovovrajuči repozitorij i u njemu definirani pristup do 
podataka – obuhvaćaju li se podaci po imenu, OIB-u ili nećem trećem. 
Resources datoteka sdrži xaml datoteku u kojoj je definiran izgled svakog gumba, 
labele ili bilo kojeg drugog elementa. 
ViewObjects sadrži razrede koji imaju funkciju liste, za svaki model imamo 
odgovarajući viewObject  koji koristimo kod popunjavanja tablica sa podacim iz baze. 
Views datoteka sadrži xaml i njihove odgovarajuće razrede koje koristimo za 
prikazivanje podataka iz baze.  
App.config klasični xml dokument koji, isto kao i web.config u ASP.NET aplikacijama, 
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služi za pohranu konfiguracijskih stavaka. U njemu se najčešće mogu vidjeti pohranjeni 
konfiguracijski parametri za spajanje na server s bazom podataka. 
App.xaml je početna točka svakog WPF projekta, a to također vrijedi i za Windows 
Phone. Uloga u oba slučaja je identična. Razred App jest parcijalna klasa, pa se u ovom 
slučaju sastoji od dva dijela, App.xaml i App.xaml.cs. Nasljeđuje Application razred 
koja je, može se reći, centralna klasa u WPF projektu budući da enkapsulira kompletnu 
aplikaciju. 
Prilikom pokretanja aplikacije početne instrukcije se traže u App.xaml-u. Jedno od 
osnovnih svojstava jest StartupUri gdje se postavlja relativna putanja do zaslona koji se 
prvi prikazuje. Pilikom generiranja projekta, početni zaslon, a i putanja svojstva jest 
MainWindow.xaml. Osim toga, mogu se definirati i razni xaml resursi koji su globalno 
dostupni u aplikaciji, kao i rukovatelji (eng. event handlers) koji obrađuju globalne 
događaje poput onih koji nastaju prilikom pokretanja i zatvaranja aplikacije (u ovom 
slučaju, to su prvi i posljednji događaj u životnom ciklusu aplikacije). 
Packages.config sadrži popis svih dodataka koji su instalirni u projekt zajedno sa 
njihovom verzijom i ciljanim .net frameworkom. 
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7. Prikaz implementacije specifičnih zadataka i njihovo 
pojašnjenje  
7.1 BLOB- Binary Large Object  i njegova implementacija 
Birary Large Object je kolekcija  binarnih podataka spremljenih u bazu podataka kao 
jedan atribut. Većinom su BLOB-ovi slike, audio ili neka druga vrsta multimedijalnih 
objekata [30]. 
Podrška za BLOB-ove kod baza podataka nije univerzalna.  ovom primjeru koda 
završnog rada biti će prikazana deklaracija i manipulacija BLOB-om u MS SQL bazi 
podataka i Entity Frameworkom(EF).  
U završnom radu je korištem BLOB u obliku slike, točnije loga Multimedijalne 
knjižnice. Zadatak je spremiti tu sliku u bazu kao BLOB i kasnije po potrebi iščitati taj 
podatak, točnije polje bitova iz baze, pretvorit ih u sliku i prikazati u image controli na 
formi „O nama“.  
Krenimo od stvaranja razreda tvrtka i prikazivanja deklariranja BLOB-a u EF-u. 
namespace MultimediaLibary.Models 
{ 
    public class Company:EntityBase 
    { 
        public string CompanyName { get; set; } 
        public string CompanyTel { get; set; } 
        public string CompanyFax { get; set; } 
        public string CompanyOib { get; set; } 
        public string CompanyAdress { get; set; } 
 
        [MaxLength]     
        public byte[] CompanyLogo { get; set; } 
    } 
} 
Kao što se može vidjeti nema ničega novoga osim property-a MaxLenght koji služi za 
deklaraciju BLOB-a u EF-u kod Code First pristupu i koji je dodijeljen polju bitova, što 
je u suštini i BLOB. 
Sljedeća problematika kod implementacije BLOB-a je pretvaranje loga u polje bitova, 
spremanje u bazu  i kasnije pretvaranje tog polja bitova u sliku. Kako nebi ostalo sve 
tako jednostavno image control jedino prima kao izvor podataka tip ImageSource 
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razreda pa za naizgled tako jednostavan problem  korise se tri statičke metode smještene 
u ControlExtensions.cs razredu, a to su imgToByteConverter, byteArrayToImage i 
GetImageSource.  
Krenimo od prve.  
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public static byte[] imgToByteConverter(this Window 
window,System.Drawing.Image inImg) 
 { 
    ImageConverter imgCon = new ImageConverter(); 
    return (byte[])imgCon.ConvertTo(inImg,typeof(byte[])); 
 } 
Za pretvaranje slike u polje bitova koristimo gotovi razred ImageConverter i samo mu 
pridodajemo parametre koje traži. Metoda vraća kao rezultat polje bitova. 
public static System.Drawing.Image byteArrayToImage(this Window 
window,byte[] byteArrayIn) 
 { 
  using (MemoryStream mStream = new MemoryStream(byteArrayIn)) 
            { 
                return System.Drawing.Image.FromStream(mStream); 
            } 
 } 
Slično rješenje kao i u prošlom primjeru samo obrnuta procedura. Kao parametar 
metodi se prosljeđuje polje bitova koje je isčitano iz baze.  MemorySream se koristi radi 
manipulacije sa podacima. U njega se postavlja to isto polje bitova koje je prethodno 
isčitano iz baze i kao povratna vrijednost se dobiva slika tipa bitmap.  
Kako bi se prikazala ta slika poziva se treća metoda GetImageSource.  Pridodaju joj se 
svi potrebni parametri i zadane vrijednosti. Postavlja se MemoryStream na početni 
index radi sigurnosti. Sve se pridodaje razredu BitmapImage koji na kraju kao rezultat 
vraća bitmap sliku, ali cijela metoda kao rezultat vraća ImageSource. 
public static ImageSource GetImageSource(this Bitmap bitmap, 
ImageFormat imageFormat, 
SeekOrigin seekOrigin = SeekOrigin.Begin, 
BitmapCacheOption bitmapCacheOption = BitmapCacheOption.None) 
        { 
            BitmapImage bitmapImage; 
 
            MemoryStream ms = new MemoryStream(); 
            bitmap.Save(ms, imageFormat); 
            ms.Seek(0, seekOrigin); 
 
            bitmapImage = new BitmapImage(); 
            bitmapImage.BeginInit(); 
 
            bitmapImage.StreamSource = ms; 
            bitmapImage.CacheOption = bitmapCacheOption; 
            bitmapImage.EndInit(); 
            
            return bitmapImage; 
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        } 
Sljedeći isječci koda će prikazati pozivanje gore spomenutih metoda. 
private void Pronađi_OnClick(object sender, RoutedEventArgs e) 
        { 
            Microsoft.Win32.OpenFileDialog dlg =  
new Microsoft.Win32.OpenFileDialog(); 
 
            dlg.DefaultExt = ".png"; 
            dlg.Filter = "JPEG Files (*.jpeg)|*.jpeg|PNG Files 
(*.png)|*.png|JPG Files (*.jpg)|*.jpg|GIF Files (*.gif)|*.gif"; 
 
            bool? result = dlg.ShowDialog(); 
 
            Image img = Image.FromFile(dlg.FileName); 
            CompanyPath = dlg.FileName; 
            CompanyLogo = this.imgToByteConverter(img); 
 
        } 
private void dohvatiPodatkeZaTvrtku() 
{ 
            using (MultiMedialDbContext context =  
new MultiMedialDbContext()) 
  { 
    CompanyRepository companyRepository =  
new CompanyRepository(context); 
 
       Company company = 
companyRepository.Get(App.LoggedInEmployee.Company.CompanyOib); 
                CompanyName = company.CompanyName; 
                CompanyFax = company.CompanyFax; 
                CompanyTel = company.CompanyTel; 
                CompanyOib = company.CompanyOib; 
                CompanyLogo = company.CompanyLogo; 
                CompanyAdress = company.CompanyAdress; 
                CompanyImage = new 
Bitmap(this.byteArrayToImage(CompanyLogo)).GetImageSource(ImageF
ormat.Bmp); 
                 
  } 
} 
 
Slika 7. Prikazuje BLOB unutar baze podataka, preuzeto sa SQL Servera 2012 
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7.2 Implementacija 3D modela u Multimedijalnu knjižnicu 
Za početak instalira se HelixToolKit.Wpf preko NuGet package manager console koji 
pruža podršku pri prikazivanju trodimenzionalnih modela. Zatim use xaml datoteci gdje 
bi htjeli prikazati 3D model dodaje element HelixViewport3D, koji je zadani Viewport u 
HelixToolKit-u, u Multimedijalnoj knjižnici se to nalazi pod formom „O nama“. 
<h:HelixViewport3D 
            x:Name="viewPort3d"  
            ZoomExtentsWhenLoaded="true" 
            Grid.Column="0" 
            Grid.Row="1" 
            Grid.ColumnSpan="2" 
            Grid.RowSpan="3"> 
            <h:DefaultLights/> 
        </h:HelixViewport3D> 
Mjestu gdje će 3D model biti prikazan pridodajemo kao stavke DefaultLights, bez koje 
nebi bili u mogućnosti vidjeti 3D model koji pridodaje svijeto u pozadinu. 
Nakon stvaranja ViewPorta učitavamo trodimenzionalan oblik. Prvo stavaramo put do 
datoteke a zatim istanciramo razred ModelVisual3D kojem se pod svojstvo Content 
pridodaje objekt tipa Model3D.  
Pritome se prvo stvori metoda tipa Model3D u kojoj se testira da li model postoji ako ne 
vraća null vrijednost. U suprotnom učitavamo model pomoću razreda ModelImporter i 
pridodajemo modelu mogućnost okretanja mišem u svim smjerovima i na kraju 
vraćamo model tipa Model3D. Pridodajemo ga ViewPort-u. 
public AboutUs() 
        { 
            InitializeComponent(); 
            Loaded += AboutUs_Loaded; 
            dohvatiPodatkeZaTvrtku(); 
            ModelVisual3D device3D = new ModelVisual3D(); 
            device3D.Content = Display3d(MODEL_PATH); 
            // Add to view port 
            viewPort3d.Children.Add(device3D); 
        } 
private Model3D Display3d(string MODEL_PATH) 
  { 
     Model3D device = null; 
        try 
            { 
                viewPort3d.RotateGesture =  
new MouseGesture(MouseAction.LeftClick); 
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                ModelImporter import = new ModelImporter(); 
                device = import.Load(MODEL_PATH); 
            } 
            catch (Exception e) 
            { 
          MessageBox.Show("Exception Error : " + e.StackTrace); 
            } 
            return device; 
        } 
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8. Objašnjenje metoda i opis njihove zadaće  
8.1 Generičke metode korištene za manipulaciju sadržaja u bazi 
podataka 
U ovom poglavlju biti će objašnjene generičke metode koje su korištene zajedno sa 
Entity Framework-om prioblikom upisa, dohvata i brisanja podataka iz baze, a nalaze se 
u RepositoryBase.cs razredu koji nasljeđuje IRepositoryBase.cs i definira da je T tipa 
EntityBase. Stvara se konstruktor sa parametrom MultiMedialDbContext, koji vraća 
Context. Prije toga je definirano svojstvo razreda tipa MultiMedialDbContext sa get i set 
metodama. 
public class RepositoryBase<T> : IRepositoryBase<T> where T : 
EntityBase  
    { 
        protected MultiMedialDbContext Context { get; set; } 
 
        public RepositoryBase(MultiMedialDbContext context) 
        { 
            Context = context; 
        } 
Prva metoda koja je implemetirana unutar istog razreda, a služi za dohvat svih podataka 
u odnosu na tip T, što znači ako je T tipa Employee vratiti će sve djelatnike koji su 
upisani u bazi ili Company vratiti će sve tvrtke koje su upisane u bazu podataka. 
public virtual IQueryable<T> GetAll() 
        { 
            return Context.Set<T>(); 
        } 
Još postoji jedna metoda za dohvat podataka a to je T Get(int id), koja za rezultat vraća 
točno određeni podatak preko identifikatora. Ova metoda je bila mijenjana po potrebi 
što znači ako je trebalo dohvatiti podatak preko OIB-a ili bilo kojeg drugog parametra, 
radi lakše validacije, tada se stvori novi razred koji nasljeđiva RepositoryBase i 
jednostavno se override- a metoda T Get() ili napravila nova. 
public virtual T Get (int id) 
        { 
            return Context.Set<T>().Find(id);   
        } 
public Employee Get(string username) 
        { 
     return base.GetAll().Include("Company").FirstOrDefault 
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(x => x.UserName == username); 
        } 
Dalje dolaze metode koje se koriste prilikom ažuriranja baze podataka od brisanja do 
upisivanja ili samog izmjenivanja podataka. Prva takva metoda je AddOrUpdate koja se 
koristi za upis novog sadržaja u bazu ili izmjenu starog. Druga metoda je Delete, a 
koristi se za brisanje sadržaja iz baze. 
public bool AddOrUpdate(T entity) 
 { 
   try 
    { 
      if (entity.ID == default(int)) 
        Context.Set<T>().Add(entity); 
      else  
        Context.Entry<T>(entity).State = EntityState.Modified;          
            } 
            catch 
            { 
                return false; 
            } 
 
            return true; 
        } 
 
public bool Delete(int? id) 
        { 
            try 
            { 
                T entity = Get(id.GetValueOrDefault()); 
                Context.Set<T>().Remove(entity); 
            } 
            catch  
            { 
                return false; 
            } 
 
            return true; 
        }  
8.2 Standardne metode korištene za prikazivanje podataka na 
prozorima aplikacije i upisa sadžaja u bazu podataka 
U ovom poglavlju biti će opisana sama posudba kao najzahtjevniji dio koda i ujedno 
pregled posudbi. Da bi kod bio što jasniji treba poznavati strukturu same tablice 
posudba. Tablica posudba za atribute sadrži datum i vrijeme tipa DateTime? koji je 
postavljen na nullable, sljedeća dva atributa su strani kjučevi djelatnik i korisnik koji 
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naravno ne smiju nikada biti nula. To znači da uvjek prlikom posuđivanja moramo znati 
tko je izručio posudbu a tko preuzeo. Dalje sljede indentifikatori za glazbu, knjige i 
filmove koji mogu biti nulla čime postižemo posudbu samo jednog tipa artikala ili više 
tipova artikala, a na njih povezujemo svojstva razreda posudba koja ujedno odgovaraju 
svim ostalim razredima koji se pojavljuju unutar same radnje posuđivanja, a to su 
djelatnik, korisnik, film, glazba, knjiga. 
namespace MultimediaLibary.Models 
{ 
    public class Loan : EntityBase 
    { 
        public DateTime? LoanDate { get; set; } 
        [ForeignKey("Employee")] 
        public int EmployeeID { get; set; } 
        [ForeignKey("User")] 
        public int UserID { get; set; } 
        public int? MovieID { get; set; } 
        public int? MusicID { get; set; } 
        public int? BookID { get; set; } 
        public Employee Employee { get; set; } 
        public User User { get; set; } 
        public Movie Movie { get; set; } 
        public Book Book { get; set; } 
        public Music Music { get; set; } 
    } 
} 
Samo kod posudbe smo vezani na događaj prilikom pritiska na gumb posudi. Logika je 
sljedeća, prvi dio koda se odnosi na klasičan upis podataka u bazu kao kod prije 
prikazanog i objašnjenog koda upisa djelatnika u poglavlju Code First pristup i 
iplementacija Entitiy Frameworka u Multimedijalnu knjižnicu nalazi se na samom kraju 
toga poglavlja. Jedina razlika je u tome što se ovdje radi o razedu Loan o njegovom 
LoanRepository-u i naravno njima pripadajućim svojstvima, ali logika je ista. Drugi dio 
metode se odnosi na svojstva razreda Music, Movie and Book a ta svojstva su točnije 
brojevi primjeraka. U tom drugom dijelu metode smanjujem taj isti broj primjeraka za 
broj posuđenih. Što znači ako imamo u bazi podataka 30 primjeraka nekog filma i 
korisnik posudi jedan, nakon izvršene posudbe nama ostaje zapisano da imamo još 29 
primjeraka filmova. Isto tako kada korisnik vrati taj film i djelatnik obriše posudbu 
pridodaje se broj primjeraka za tu posuđenu količinu natrag u bazu. 
private void Posudi_OnClick(object sender, RoutedEventArgs e) 
  { 
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    using (MultiMedialDbContext context =  
    new MultiMedialDbContext()){ 
    LoanRepository loanRepository = new LoanRepository(context); 
    Loan loan = new Loan(); 
     try 
      { 
        loan.UserID = User.UserID; 
   loan.MovieID = Movie != null ? Movie.MouvieID : null; 
        loan.BookID = Book != null ? Book.BookID : null; 
        loan.MusicID = Music != null ? Music.MusicID : null; 
        loan.EmployeeID = App.LoggedInEmployee.ID; 
        loan.LoanDate = DateTime.Now; 
       } 
       catch (Exception ex) { ex.StackTrace.ToString();  
} 
 
    if (loanRepository.AddOrUpdate(loan){ 
                    
loanRepository.UpdateCopies<Book>(loan.BookID);                 
loanRepository.UpdateCopies<Movie>(loan.MovieID);                  
loanRepository.UpdateCopies<Music>(loan.MusicID); 
loanRepository.SaveChanges(); 
     } 
MessageBox.Show(String.Format("Upisali ste posudbu.")); 
         } 
} 
private void ButtonDelete_Click(object sender, RoutedEventArgs 
e){ 
 LoanViewObject loan = grid.SelectedItem as LoanViewObject; 
using (MultiMedialDbContext context =  
new MultiMedialDbContext())  
    { 
     try{ 
         LoanRepository loanRepository =  
new LoanRepository(context); 
         Loan loanModel = loanRepository.Get(loan.LoanID); 
         loanRepository.GetBackCopies<Book>(loanModel.BookID);                     
loanRepository.GetBackCopies<Music>(loanModel.MusicID);                  
loanRepository.GetBackCopies<Movie>(loanModel.MovieID); 
                     
     if (loanRepository.Delete(loanModel.ID)) 
      { 
        grid.Items.Remove(loan); 
        loanRepository.SaveChanges(); 
      } 
  grid.Items.Refresh(); 
         } 
          catch (Exception ex) { ex.StackTrace.ToString(); } 
            } 
} 
Znači  oduzimanje i vraćanje broja primjeraka unutar baze podataka koriste dvije 
generičke metode deklarirane i implementirane unutar razreda LoanRepository.cs a 
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izgledaju ovako: 
public void UpdateCopies<T>(int? entityId) 
            where T : EntityBase, ILoaned 
{ 
 T entity = Context.Set<T>().Find(entityId.GetValueOrDefault()); 
 
   if (entity != null) 
    { 
     entity.Copies--; 
     Context.Entry<T>(entity).State = EntityState.Modified; 
    } 
} 
public void GetBackCopies<T>(int? entityId) 
            where T : EntityBase,ILoaned 
{ 
 T entity = Context.Set<T>().Find(entityId.GetValueOrDefault()); 
 
  if (entity != null) 
   { 
    entity.Copies++; 
     Context.Entry<T>(entity).State = EntityState.Modified; 
   } 
 } 
Logika obadviju metoda je indentična, obje pretražuju sadržaj baze prema danom 
parametru. U prvoj metodi ako postoji takav podatak će oduzeti broj kopija, dok u 
drugoj metodi će pridodati broj primjeraka.  
Sam pregled posubi je izrađen preko DataGrid elemenata. Jednostavno se iz baze 
povuku podaci o posudbi i pridodaju se DataGrid-u, stime da se koristi ViewObject kao 
lista objekata u koju se neposredno spremaju objekti tipa Loan. 
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private void PopulateData() 
 { 
   using(MultiMedialDbContext context =  
new MultiMedialDbContext()){ 
   try 
 { 
  LoanRepository loanRepository = new LoanRepository(context); 
  foreach (Loan loan in loanRepository.GetAll()) 
  grid.Items.Add(new LoanViewObject() 
   { 
      LoanID = loan.ID, 
      EmployeeUsername = loan.Employee.UserName, 
      UserFirstName = loan.User.FirstName, 
BookName = loan.Book != null ? loan.Book.BookName :    
String.Empty, 
MovieName = loan.Movie != null ? loan.Movie.Name :        
String.Empty, 
MusicAutorName = loan.Music != null ? 
loan.Music.AuthorName : String.Empty, 
MusicAlbumName = loan.Music != null ?  
loan.Music.AlbumName : String.Empty, 
      LoanDate = loan.LoanDate}); 
   } 
 catch (Exception exe) { exe.StackTrace.ToString(); } 
   } 
  } 
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9. Zaključak 
Dio Microsoft-ovih tehnologija i alata je predstavljen kao integralni dio u izradi desktop 
aplikacija. O njihovim značajkama i manama postoji mnogo stručne literature,  no cilj je 
bio ukratko prezentirati i upoznati te tehnologije. Također, prikazano je kako upotrebom 
ORM alata olakšati rad s bazom podataka. Sve tehnologije i alati objedinjeni su u 
izrađenoj aplikaciji. 
Kada se priča o nedostacima ne mogu se izbjeći činjenice poput toga da CLR nije u 
cijelosti nezavisan ovisno o operacijskom sustavu kao JVM, C# nema jednostavnost 
Python-a, Visual Studio ne štedi računalne resurse, pa na prosječnom računalu rad sa 
dvije pokrenute instance nije previše ugodan, a ponekad nije ni moguć.  
Windows Presentation Foundation je priča za sebe. Veoma kompleksna tehnologija koja 
omogućava potpunu slobodu u dizajnu i jednostavnost u grafičkom prikazu podataka. 
Zvuči kao da nema mana? Dakako da ih ima. Iako je, recimo, definiranje animacija 
postalo petominutni posao, gaženje predložaka ugrađenih kontrola i dalje predstavlja 
odviše kompleksan način za postizanje relativno jednostavne stvari. Na primjer WPF 
zna zahtijevati veliku opširnost u pisanju koda za veoma nekompleksne stvari poput 
odluke koji će se element prikazati ako ovisi o dva ili više svojstava. Krivulja učenja u 
nekim slučajevima može biti veoma okomita, no to ne umanjuje kvalitetu .NET 
platforme koja nudi niz robusnih tehnologija za razvoj svih popularnih vrsta aplikacija 
(desktop/mobile/web). 
Entity Framework je koristan alat za izradu softvera, omogućuje rad sa objektima a ne 
SQL upitima, sve transakcije i procedure se izvršavaju u pozadini. Podaci se vrlo lagano 
validiraju. Ima i nedostataka npr. ne može se točno definirati neka vrijednost atributa 
tipa ime djelatnka. Ne postoji opcija da postavite ime Djelatnik na Varchar(50). Ali, da 
olakšava posao programera, olakšava.  
Sve u svemu i WPF i EF su korisne i zahtjevne tehnologije uz koje se nauče lambda 
izrazi i  generički tipovi podataka. Dodatno se još poradi na razumjevanju i korištenju 
objektne paradigme što ih čini pravim materijalom za program obrazovnih ustanova. 
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