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Abstract
Secure coding guidelines are essential material used to train and raise awareness of software developers
on the topic of secure software development. In industrial environments, since developer time is
costly, and training and education is part of non-productive hours, it is important to address and
stress the most important topics first. In this work, we devise a method, based on publicly available
real-world vulnerability databases and secure coding guideline databases, to rank important secure
coding guidelines based on defined industry-relevant metrics. The goal is to define priorities for
a teaching curriculum on raising cybersecurity awareness of software developers on secure coding
guidelines. Furthermore, we do a small comparison study by asking computer science students from
university on how they rank the importance of secure coding guidelines and compare the outcome
to our results.
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1 Introduction
It is widely known that developers (humans) make mistakes during software development
which result in bugs [7, 21, 24, 27, 34]. In particular, these bugs can lead to software
vulnerabilities that can result in potentially fatal consequences, both for the user of the
software, the owner or service provider and the company that sells the software.
Many security standards, e.g. [8, 5, 6, 26, 29, 25], nowadays mandate the implementation
of a secure software development life-cycle (e.g [17]), which aims at significantly reducing the
number of vulnerabilities in software. In order to be effective, companies should make sure
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that their software developers are properly trained in writing secure software, i.e. secure code.
Not only is this an important factor in reducing the number of software vulnerabilities, but
this is typically checked during audits and certification. As such, specialized training that
addresses how to write secure code is needed in order to raise the cybersecurity awareness [13]
of software developers in the industry.
Since training of software developers in the industry costs precious time and money, it
makes more sense to focus first the effort of training and raising awareness on issues that
cause a larger impact to the business [10]. In particular, we are interested in ranking secure
coding guidelines for teaching purposes.
In this work we intend to focus on C and C++ programming languages, since they are
currently widely used in the industry [28]. For these two programming languages, we use the
well known secure coding guidelines (SCG) from Carnegie Mellon University [31] as the basis
for the teaching curriculum.
One possible way to prioritize this curriculum, is to base the ranking of the SCG
on two steps: 1) the impact rating from real-world software vulnerabilities and 2) the
mapping of vulnerabilities to secure coding guidelines. One common and widely used way
to rate the impact of software vulnerabilities is to use the common vulnerability scoring
system (CVSS) [15]. Online databases, such as the Common Vulnerabilities and Exposure
database [23], give extensive lists of known vulnerabilities (CWE - Common Weakness
Enumeration), their CVSS scoring and also provides a mapping from these vulnerabilities to
secure coding guidelines.
Towards the goal of prioritizing SCG, we need to compute ranking metrics for secure
coding guidelines. Note, however, that the goal of this work is not to establish new metrics
for secure coding guidelines, but to understand what are the most important SCG that
should be taught during awareness training for industrial software developers. However, due
to the lack of well-known metrics that combine all the previously mentioned factors, we
first define four different CWE metrics, based on well-known mathematical functions (e.g.
average value, weighted average, etc.). These metrics are also based on [23], CVSS scoring
and also on discussions with cybersecurity experts.
In order to determine and motivate the need for education of secure coding guidelines, we
also try to understand the gap between academia and industry. The main question we would
like to address here is: are future industry software developers aware which are the secure
coding guidelines that have the most relevancy for the industry (i.e. based on real-world
data)? This is done by asking last-year university students of computer-science course (not
specific to cybersecurity) to rank secure coding guidelines using a likert scale [18] through
the means of a questionnaire.
Our main contributions in this work are the following:
Methodology to compute ranks of secure coding guidelines as basis for prioritization of
the education of software developers
Tables with ranked secure coding guidelines for C and C++ based on real-world data
Analysis of different ranked SCG, leading to the conclusion that the exact CVSS score
values do not significantly contribute to the ranking
Comparison study between real-world data and student perception of ranking of secure
coding guidelines
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2 Related Work
In industry several IT security standards, e.g. [8, 5, 6, 26, 29, 25] mandate not only the
implementation of secure coding guidelines into the software development life-cycle but also
that the developers are properly trained in secure software development. C and C++ are
typical and widely used programming languages in the industry [28]. The major secure
coding standards in existence for C and C++ are from the Carnegie Mellon University [31]
and from MISRA [2, 3].
The importance of secure programming guidelines in the software development life-cycle
is discussed by Tabassum et al. and Whitney et al. in [30] and [32] respectively. In order to
to raise awareness [13] of software developers on the topic of secure coding guidelines, they
study two different methods: ESIDE, an educational IDE plugin, and coaching by security
experts. Their preliminary results give indicators that both methods are suitable towards
this goal. In a related work, Gadient et al. [9] develop an IDE plugin to detect security code
smells as a supportive measure for (Java) software developers. They found out that, out of
the 100 applications they investigated, 44 contained security vulnerabilities.
Additionally, many developers lacking knowledge or training in secure coding tend to
search online forums on solutions to secure coding problems [33, 24, 20]. It has been shown
that the information provided in these online forums can lead to the introduction of further
vulnerabilities into the source code [7, 34], if the developers are not aware on how to write
secure code. Furthermore, Meng et al. [21] show that the a substantial number of developers
does not appear to understand the security implications of coding options and also links this
to the lack of cybersecurity training.
Bagnara et al. [4] discuss the MISRA-C guidelines, which are C-specific guidelines
composed of safety guidelines and secure coding guidelines. In their work, they distinguish
between guidelines that can be verified by automatic tools such as static code analysis, those
that require information that is beyond the reach contained in the source code and those that
relate to compliance. In [11], Goodall et al propose a method, based on static code analysis,
which can be used by software developers to visualize code security. However, in [12] Goseva
et al. point out that the coverage of static code analysis tools can vary across different tools.
They conclude that one should not rely only on static code analysis tools, otherwise a large
number of vulnerabilities can be left undiscovered.
This further points out the need to train software developers in secure coding guidelines,
specifically on high impact rules. If software developers are not aware of secure coding
guidelines and the issues that can be caused by exploiting vulnerable code, the effectiveness
of such kind of tools will be limited. Results presented by Rexxa et al [27] corroborate with
these observations. Although focused on web technologies, their results point out that one
major reason for software vulnerabilities is the lack of experience and lack of knowledge
about secure coding and secure application development.
Recent research results explore promising, new and innovative ways to raise awareness
about secure coding to software developers using capture-the-flag methodology [10, 16]. The
results presented in this work are directly applicable to this education methodology as a
means to prioritize on developed challenges and awarded game points.
3 Outlook of the work
In this section we give a brief overview of our work. It was done in two phases: Phase 1:
ranking of SCG using online databases and Phase 2: raking of SCG through questionnaires
administered to academia students. Note, this process was repeated for the C programming
language and for the C++ programming language.
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3.1 Phase 1: ranking of SCG using online databases
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Figure 1 Derivation of Ranked Secure Coding Guidelines.
Figure 1 shows the process that followed in order to derive ranked secure coding guidelines
(R-SCG). It consists of the following three steps:
Step 1 compute CWE metric m(x)(c) for each of the four defined metrics (see section 3.3)
Step 2 compute SCG metric based on CWE → SCG mapping and then filtering the top 15
SCG by computed metric
Step 3 generate R-SCG table by resolving ambiguous ranks (i.e. using expert opinion for
SCG that have the same metric value)
3.1.1 Details on step 1: computing CWE metric
Based on the CVE details online database [23], we have extracted and grouped the CWEs and
their corresponding CVSS scores s(c, λ). Here c represents the CWE ID and λ represents the
observation index, which ranges from 1 to n(c), i.e. the total existing entries (observations) in
the database that have CWE with ID= c. At the time that we consulted the online database
(May 2019), it consisted of 114.686 observations from 1st January 1999 until 5th May 2019
containing 112 unique CWE identifiers. The computation of the four metric functions m(1)(c)
to m(4)(c) will be detailed in section 3.3.
3.1.2 Details on step 2: compute SCG metric based on CWE metric
The MITRE CWE database [22], contains pointers from CWE to the affected SCG from
Carnegie Mellon CERT-SEI Secure Coding Guideline database [31]. The mapping provided
by this database was used as the mapping rule. Note that, in this database, one CWE can
map more than one SCG (see Figure 2). The final SCG metric was taken as the sum of the
related CWE metrics multiplied by the CERT-SEI priority level (see sub-section 3.4).
3.1.3 Details on step 3: generate R-SCG table
After step 2, some SCG still had the same computed metric. At this stage, it was decided to
disambiguate the tied SCG by gathering input from three different IT cybersecurity experts
from the industry. The experts were asked to rank the relative importance of only those
guidelines that had the same metric. After this, a table containing the ordered SCG was
produced, which we call the ranked secure coding guidelines (R-SCG).
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3.2 Phase 2: ranking of SCG by academia students
In order to understand how students in the academia perceive the importance of secure coding
guidelines, we have conducted an online questionnaire using Google forms. The number of
participants in this questionnaire, which lasted one month and was done in September 2019,
was 34. The age of the participants ranged from 23 to 30, they were all Master students in
computer science (not specializing in cybersecurity), in their second year (last year). All of
the participants were familiar with programming in C, and half of them (17 participants)
were familiar with programming in C++.
Participants were asked to rank every secure coding rule, which was the outcome of
phase 1, in a five point likert scale [18] ranging from “not important” to “very important”.
For every SCG, the individual likert points were averaged. The resulting SCG were sorted
based on the average likert points, resulting in a ranked secure coding guidelines PC and
PC++ from academia.
3.3 Metrics
Four different metrics as defined below were used to rate the importance of the CWE in
relation to each other (see Table 1). In this table, c represents a CWE ID, n(c) the number of
occurrences of incidents in the online database related to c and s(c, λ) represents the CVSS
score (with values in the range 0..10) present in the online database where c is the attached
CWE ID and λ a running index of the entries (in the range 1..n(c) entries). A CVSS score is
a quantitative severity ranking measure, with 0 being the lowest and 10 being the highest.
The reason why four metrics were used, was due to the lack of previous work that gives
a metric on SCG based on CVSS scores. Note that all formulas use standard well-know
formulas adjusted by the number of occurrences n(c), in order to penalize CWEs that occur
more often.
In our work, we define these four metrics as a mean to aggregate the individual CVSS
scores into a high-level individual CWE score, i.e. m(x)(c), with x being the selected metric
according to Table 1. This metric is then used, as shown in the next sections, to make a
further breakdown to individual secure coding guidelines, as shown in Figure 1, step 1.
Table 1 CWE Metrics.
Metric Description Formula
#1 Average CVSS Scoring m(1)(c) = n(c)×
∑n(c)
λ=1
s(c,λ)
n(c)
#2 Weighted average CVSS Scoring m(2)(c) = n(c)×
∑n(c)
λ=1
s2(c,λ)∑n(c)
λ
s(c,λ)
#3 Worst-case Score m(3)(c) = n(c)×maxλ s(c, λ)
#4 Number of occurrences m(4)(c) = n(c)
3.4 Mapping CWE metrics to SCG metrics
The CWE metrics, as obtained above, are mapped to SCG metrics, as shown in step 2 of
Figure 1. In order to achieve this, we used the existing mapping from CWE IDs to SCGs
as given by MITRE [22]. It was observed that using this mapping, a single CWE ID can
relate to several SCGs. Therefore, we aggregate the final metric computation as given in
the exemplary Figure 2. In this example, SCG1 is referenced by two CWE IDs: CWE1 and
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CWE3, where each CWE has its own attached metric, as given section 3.3. The resulting
SCG metric is then given by p(SCG1) × (m(x)(CWE1) + m(x)(CWE3)), where x in the
range [1, 4], and p(SCG1) represents the SCG priority given by Carnegie Mellon SCG in [31].
CWE2
m(x)(CWE2)
CWE1
m(x)(CWE1)
CWE3
m(x)(CWE3)
SCG1 SCG2 SCG3 SCG4
CWE4
m(x)(CWE4)
SCG5
p(SCG1) x ( m(x)(CWE1)+m(x)(CWE3)) p(SCG5) x m(x)(CWE3)+m(x)(CWE4)…
Figure 2 Details on Mapping CWE metrics to SCG metrics.
4 Results
After step 2 and step 3 of phase 1, the results for the C and C++ ranked secure coding
guidelines, can be seen in Table 2 and Table 3. Note that in this section, we present the final
results, corresponding to step 3 in Figure 1, which are the ranks of the SCG (e.g R(1)C , R
(2)
C ,
R
(3)
C ,R
(4)
C ), after computing the different metrics 1..4 for each secure coding guideline. We
also present the SCG ranked by the students (PC) by means of the survey. In the tables,
lower numbers indicate higher ranks and higher numbers indicate lower ranks.
Table 2 Top 16 C Ranked Secure Coding
Guidelines.
C SCG R(1)C R
(2)
C R
(3)
C R
(4)
C PC
STR38 1 1 1 1 5
EXP34 4 2 2 2 11
STR31 2 3 3 3 2
ARR38 3 4 4 4 6
EXP33 9 5 5 6 12
FIO30 7 6 7 5 1
STR32 8 7 6 7 3
ARR30 12 8 8 10 4
FIO34 10 9 9 8 13
FIO37 11 10 10 9 15
ARR32 13 11 11 11 10
ARR39 14 12 12 12 9
FIO45 16 13 13 13 14
MEM30 5 14 14 14 8
MEM34 6 15 15 15 16
MEM35 15 16 16 16 7
Table 3 Top 15 C++ Ranked Secure Coding
Guidelines.
C++SCG R(1)C++ R
(2)
C++ R
(3)
C++ R
(4)
C++ PC++
MEM50 1 1 1 1 5
MEM51 2 2 2 2 7
MEM52 3 3 3 3 1
MEM53 4 4 4 4 3
MEM54 5 5 5 5 4
MEM55 6 6 6 6 15
MEM56 7 7 7 7 10
STR50 8 13 13 13 2
STR51 9 14 14 14 9
EXP53 10 8 8 8 12
EXP60 11 9 9 9 14
EXP54 12 10 10 10 6
EXP61 13 11 11 11 11
EXP62 14 12 12 12 8
STR52 15 15 15 15 13
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In order to compare the rankings between themselves, we have computed the Kendall’s
tau distance metric [19] between the different ranked lists. The Kendall’s tau distance is
equal to number of exchanges that a bubble sort algorithm needs to apply to one list so that
it becomes equal to the other list, i.e. it results in the same ordering of items. A Kendall
tau distance of 0 means that the lists contain the elements in the same order. For two lists
of size N that are not in the same order, the Kendall tau distance is a value larger than
zero and smaller or equal to N × (N − 1)/2, i.e. the maximum number of exchanges that a
bubble sort algorithm can perform.
The normalized Kendall tau distance values, i.e. the Kendall-tau distance divided by
N × (N − 1)/2 (possible values ranging from [0..1.0]), is shown in Table 4 and Table 5.
Table 4 Normalized Kendall’s tau distance
for C SCG.
R
(1)
C R
(2)
C R
(3)
C R
(4)
C PC
R
(1)
C 0.000
R
(2)
C 0.208 0.000
R
(3)
C 0.217 0.008 0.000
R
(4)
C 0.183 0.025 0.033 0.000
PC 0.379 0.358 0.367 0.367 0.000
Table 5 Normalized Kendall’s tau distance
for C++ SCG.
R
(1)
C++ R
(2)
C++ R
(3)
C++ R
(4)
C++ PC++
R
(1)
C++ 0.000
R
(2)
C++ 0.095 0.000
R
(3)
C++ 0.095 0.000 0.000
R
(4)
C++ 0.095 0.000 0.000 0.000
PC++ 0.300 0.367 0.367 0.367 0.000
5 Discussion
5.1 Secure Coding Guidelines for C
Table 2 shows the results of the ranked secure coding guidelines for metrics 1..4 and for the
students, all for the C programming language. In this table, lower numbers mean higher
ranks and larger numbers mean lower ranks. For example, based on Metric 1, the top-5
ranked SCG is [STR38, STR31, ARR38, EXP34, MEM30], while using Metric 2 they are
[STR38, EXP34, STR31, ARR38, EXP33]. Addionally, Table 4 shows the corresponding
Kendall distance between the R-SCG. For example, the distance between the R-SCG using
Metric 1 and Metric 3 is 0.217.
In Table 2 we can see that we can group the obtained results into three different clusters:
1:{R(1)C }, 2:{R(2)C , R(3)C , R(4)C } and 3:{PC} according to their relative distances. The 3rd
cluster is the one that is most distant from all the other clusters, with a distance bigger in
the range ]0.35, 0.38[. Since this cluster represents the feedback given by students, it also
means that their answers are the most farther away from our outcome using real-world data.
Furthermore, the 1st cluster (Metric 1) is also distant from the 2nd cluster (Metric 2, 3 and
4), whereby the normalized Kendall-tau distance is bigger than ]0.22, 0.25[. It is surprising
that the Metric 2, 3 and 4 have low distance and form a separate cluster to Metric 1. This
discrepancy is most likely due to the the fact that the first metric, since it takes the average
CVSS score, tends to lower the overall metric value, while all the other metrics penalize on
higher CVSS scores, potentially leading to a different sorting of the list. It is nonetheless
interesting to note that, for the defined four metrics, the list of the top-4 most important
SCG still contain the same guidelines.
The secure coding guidelines which has gotten the highest ranking among the students
was FIO30-C, which is “exclude user input from format strings”. The same guideline is
ranked lower using Metric 1, 2, 3 and 4, having ranks 7, 6, 7, 5 respectively. Although
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not following this SCG can obviously lead to vulnerabilities, in order to exploit it, several
additional conditions must be met - this is reflected, in practice, by the lower rank achieved
by the results based on real-world data.
The lowest normalized Kendall-tau distance is between Metric 2 and Metric 3. This can
also be seen in Table 4, where only R-SCG with Rank 6 and 7 are swapped.
5.2 Secure Coding Guidelines for C++
Table 3 shows the results for the C++ programming language of the ranked secure coding
guidelines for metrics 1..4 and from the students’ input. In this table, lower numbers mean
higher ranks and larger numbers mean lower ranks. Table 5 shows the corresponding Kendall
distance between the ranked lists.
Same as for the C secure coding guidelines, we can group the results into three clusters
1:{R(1)C++}, 2:{R(2)C++, R(3)C++, R(4)C++} and 3:{PC++} according to their relative distances. For this
case, the following results are immediately apparent: (1) the clusters are the same as for the
C programming language, (2) there are three values which have the zero distance (i.e. are
the same) and (3) the distance {PC++} to the other ranked lists is about the same as for the
C R-SCG.
For the first observation, this re-states that the metrics 2, 3 and 4 do not produce
significantly different results, as for the C SCG case. The second observation means that, for
the C++ case, the metrics have lead to exactly the same R-SCG results (i.e. the same ranked
list). The third observation means that the students, as for the C R-SCG, have a different
perception for what is important as what was extracted from real-world data.
Furthermore, we see that the Top-7 R-SCG for C++ are all the same, independently
of using Metric 1, 2, 3 or 4. The same cannot be said for the ranking obtained from the
students.
5.3 Threat to Validity
We can see the following possible sources of threats to the validity of this work.
1. We have selected four metrics. However, we might have missed the definition of a metric
that leads to very different results (maybe even close to the Students’ ranking). However,
our experience in the field tells us that the metrics hereby defined and the results obtained
are consistent with what has been observed in practice.
2. Only 34 students have been involved in the questionnaire and the statistical results might
differ if we increase the population size.
3. We have recurred to cybersecurity experts to untie SCG which had the same metric value.
Holm et al. [14], and Allodi et al [1] discuss possible discrepancies that expert opinion
might add to the scoring. Nevertheless, the results hereby presented have shown that the
Kendall distance is not too much sensitive on the values of the scores.
4. Our work did not consider the impact of the standard deviation of the SCG metric.
Taking this into consideration, the Kendall distance between the participants answers
and the computed rankings could change and also lead to different conclusions.
5. This work did not consider SCG that can be checked with an automatic tool, such as
static code analysis. However, our experience is that it is not sufficient to use tools, the
developers should also know how to interpret their results. This is only possible with
training and awareness.
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6 Conclusions and Further Work
In an industrial context, training of software developers in secure coding is a costly activity
that needs careful thought and planning. Software bugs often result in vulnerabilities which,
when exploited, can lead to serious damage. Secure coding guidelines (SCG) exist nowadays
in order to educate software developers and make them aware on how to avoid writing
such bugs. However, it has been previously shown that not all software developers are
knowledgeable on the said secure coding guidelines. Combined with the restrictions from the
industry, this paper proposes a method to rank secure coding guidelines which in turn can be
used to prioritize the training of software developers on the SCG. By focusing attention and
addressing the most important secure coding guidelines(i.e. the ones that cause the most
impact) first, a trained software developer can avoid the major problems and software bugs
that have been plaguing the industry.
The major contribution of this work are two sets of ranked secure coding guidelines, one
for C and another for C++. Another contribution of this work is the comparison of the gap
between industry relevant ranking and ranking from academic students. Here we also see
that, although academic students might even be well trained in writing secure code, their
ranking of SCG did not match what is obtained from real-world data. As further work we
would like to evaluate how and if the usage of automated tools (e.g. static code analysis)
influences the results hereby presented.
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