Abstract: Vulnerability detection is commonly been executed during the testing phase of software development. Current methods are not able to detect system or software security vulnerabilities of certain types of attacks during the early stages of software development. These attacks include both the ones we did not anticipate as well as the ones unknown during the design phase. In this paper we propose a method to detect the security vulnerabilities during the design phase of software development. This approach simulates attacks according to the misuse patterns using model testing method. With this approach, we are able to analyze system security vulnerabilities during the design stage of the system development. The practical example provides evidences the feasibility of our method.
Introduction
With the rapid growth of open networks and distributed systems, security has become one of the most vital issues while developing a system or a software. There are several approaches to build secure systems such as Microsoft's Security Development Lifecycle (SDL) [1] , QWASP's CLASP [2] etc. However most of those approaches are based on secure coding. It must be admitted that code-based security is valuable. However, analyzing and patching security vulnerabilities in the code are usually high-cost tasks during the testing phase of software development. Using a better design according to the security requirements is able to reduce the chance of the occurrence on finding security vulnerabilities in the late stage of software development. The common security approaches mentioned above cannot be implemented during the design stage of the software and system development. They can be a good complement to model-based work.
One of the useful model-based method to make a secure design is using security patterns. Security patterns, a term initially been introduced in 1998 [3] , are reusable packages with the knowledge of security experts. Security pattern has certainly proved its values in the industry. With these patterns, software engineers are able to build secure programs and systems without prior expert security experiences. Many patterns have been proposed. Some of the examples are shown in [4] .
However, security patterns have some apparent limitations [5] . One of the limitations of security patterns is that they are focused on threats instead of vulnerabilities. One vulnerability could result in multiple attacks. The misuse pattern has been proposed in order to help identify which security patterns should be used to stop or mitigate a specific type of attacks and also to understand the underlying principle of attacks.
But merely using the misuse patterns still does not address the focus on vulnerabilities. Additionally, even the identification of vulnerabilities in the existing design model of our system can be difficult. The common vulnerability analysis methods are generally based on static analysis, such as the code analysis [6] . However these methods cannot be implemented in the design stage of system development.
Therefore, here we propose a systematic method to detect the system security vulnerabilities through the model testing of misuse patterns. This method helps to uncover existing vulnerabilities that expose our system to potential threat of a certain type of attacks. This method can also indicate what security patterns should be used to mitigate such risks. Additionally, drawing benefits from the contributions of model testing, we are able to implement the process of analyses in the design stage of system development. From a cost-benefit perspective, this is valuable because improving the design itself often has a lower cost than debugging and fixing a system during runtime.
Reference [7] proposed a systematic method of validating security patterns by model testing. This gives us a good guide of validating the misuse patterns in our new method. Our method consists of three main tasks:
 Validating current countermeasures: check whether the current countermeasures in the system model are working appropriately.
 Validating misuse pattern: validate whether this misuse can be successfully implemented under the protection of countermeasures on our system  Vulnerabilities analysis: if the result of
Step 2 is yes; analyze how and what components are exploited by the misuse to achieve its success and find out the corresponding vulnerabilities In Section II we introduce some essential background. Section III describes the concrete process of our method. In Section IV, we apply our method in a practical case. We describe the future works in Section V and end with conclusions.
Background

Misuse Pattern
A misuse is an unauthenticated use of assets in a system or software. The structure of misuse patterns is similar to that of security patterns; however, the misuse pattern id described from the perspective of an attacker.
The purpose of inventing misuse patterns is not to make it easier to implement a misuse, but to understand a misuse. It is necessary to obtain an understanding of the possible threats in order to design a secure system. A systematic approach to identify the threats has been proposed in [8] . Many useful misuse patterns have been proposed such as the denial of service attack in VoIP [9] and worm [10] . Misuse patterns help us to learn how the components could be used by attackers to reach their misuse objectives and how an attack is performed. We subsequently analyze the security vulnerabilities and find means to counter the attack.
UML-Based Specification Environment
Unified modelling language (UML) [11] is now a standard for software development. UML-based models, with its sub-language object constraint language (OCL) [12] , have been widely used in the system and software development.
In order to check the quality of UML design models, we need to define some method to validate the models. However, the UML tools do not offer much support on the methods of validating UML models and their OCL.
The UML-based specification environment (USE) tool [13] runs tests to validate models based on UML and OCL. It supports analysts, designers and developers in executing UML models and checking OCL constraints, and thus, enables them to employ model-driven techniques for software production.
Process of Our Approach
Fig . 1 shows the process of our method, which is partitioned into six steps:
1) The purpose of our method is to test whether a simulated misuse can be implemented successfully on the target system. To accomplish this task, the first thing we need to do is list the misuse requirements so that we could verify the test results of the misuse model in the subsequent step. Additionally, the corresponding security requirements are also needed to verify the countermeasure modules in the victim system model. 2) It is necessary to know what security countermeasures are working on the target system before we validate the misuse pattern on it. Also, we need to ensure that the security design pattern model of these countermeasures are applied appropriately on the target system. The countermeasure models are tested in USE with their test cases. The process goes through only if all of the existing countermeasure models are operating adequately.
3) The accomplishment of Step 2 indicates that the preparations are completed. In this step, we apply the selected misuse pattern and test it in USE. This is the core step in validating misuse pattern. Be confirmed that the new model in this step should be a combination of the existing countermeasure models and the misuse model. 4) The system is considered vulnerable to the misuse if the result of testing misuse pattern in Step 3 satisfies the misuse requirements in Step 1. Therefore, in this step we then analyze the model created in Step 3 to understand how and what components are utilized by the attacker to achieve this misuse, and also determine the corresponding vulnerabilities. Otherwise, the process ends at Step 3 if the security requirements are still satisfied after we applied the misuse pattern. This indicates that the system is not vulnerable to the specific misuse. 5) According to the vulnerabilities found in Step 4, we offer some new countermeasures against the applied misuse. 
Practical Example
In order to demonstrate the integrated method of analyzing system vulnerabilities, here we use a Web server in the design stage as a victim system, which is employing credential based I&A as countermeasure. Typically, the combination of a username and a secret password is considered as an appropriate credential. Different credentials are usually chosen according to the different security situations. Herein, for the explicit expression of our process in this example, we use the combination of username and password as credentials in our experiment.
For attacking model, we use the principal spoofing misuse pattern [14] to simulate the attack on the victim system which we have mentioned above. Table 1 and Table 2 show a comparison of the security requirements and misuse requirements. The security requirements of I&A only allow regular users to access the protected assets. The situation is changed in the misuse requirements in Table 2 where the spoofing attack requires the possibility of accessing protected assets as an irregular user. Table 3 shows the security design requirements of the credential pattern which is implemented on the target system, while Fig.2 shows the requirements in an OCL statement. The table and the OCL statement indicate that a user is considered as a regular user only if it has a valid credential in the system. A regular user is given some rights to access the protected assets such as their personal information. The user could have more rights depending on the role of the user. Fig. 2 . The constraints in credential pattern. Fig. 3 . The credential pattern test case.
Step1: Misuse Requirements and Security Requirements
Step2: Validate System Current Countermeasures
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A test case of a regular user is shown in Fig.3 . The statements in the test case can be executed in USE. In this environment, we are able to create objects of our existing classes and can also assign values to the attributes in the objects. However, the values we assigned to the objects have to satisfy the constraints in OCL otherwise the OCL check will output errors. Fig.3 shows the test case of regular users. Additionally, we also need to test the case of an irregular users in order to compare the outcomes with the requirements in Table 3 . Fig. 4 . The USE test result of credential pattern. Fig. 4 shows the USE test result of acting as a regular user. The USE test outputs true while the value of credential validity is "true", and the test outputs false if the validity is "false". The results satisfy the security design requirements in Table 3 , hence, the pattern is applied appropriately. The satisfaction of security requirements in Table 1 indicates that this input model of countermeasure works appropriately and offers protection for our assets. This means that only the users holding valid credentials can access the protected assets.
Step 3: Apply and Validate Misuse Pattern
In this step, we change the perspective from a defender into an attacker. From Table 2 , we have determined that the aim of principal spoofing is to illegally access regular users' personal data or other protected assets. Therefore, the approach to successfully attain illegal access is to impersonate the identity of a regular user. 5 shows the class diagram of principal spoofing in UML. The principle of authentication part in this pattern is similar to the credential pattern. The additional units in this misuser pattern are presented to support the performance of principal spoofing. The WS-requester is normally a user. The WS-Provider have some policies which are stored in the WSDL file. Another addition to this pattern is the attacker class. The attacker and the user are both considered as principal but the attacker has the "getCredential()" function. However, having this function does not mean that the attacker can definitely steal the credentials from regular users. There are some limitations, we explain them in the subsequent step. Fig. 6 . The misuse case of principal spoofing. Fig. 6 shows the misuse in use case diagram. We can easily understand that the key of the spoofing a web server is to obtain valid credentials and masquerading as a regular user. An attacker can obtain credentials from regular users as well as get security policies and methods of the web service from WSDL file. With valid credential and information from WSDL file, the attacker can create web services according to their intention. The attacker will pass the identification and the request will be authenticated as long as the attacker have a valid credential. In order to validate whether this misuse pattern satisfies the requirements in Table 2 , we need to build a test template and implement a test in USE again. The constraints are shown in Fig. 7 . The invariant "get Credential" and "get Security Policies" are in the attacker class, while the variant "Authentication" is in the WS_Provider class. Those constraints indicate that the attacker can get the credential from a regular user if the credential is not encrypted in the communication between the user and the web server. The attacker is also able to get the security policies form WSDL file if the WSDL file has been published by the web server. A principal (user/attacker) is considered as a regular user if it uses right security policy and has a valid credential. Fig. 8 shows a part of the test case. This test case satisfies the misuse requirements in Table 2 . The case setting is for testing whether an attacker can personate a regular user by holding a valid credential got from a regular user. However, we do not know whether this ideal case satisfies the OCL described in Fig.7 . Therefore, we test this case in USE to check all the constraints. We then execute the "access_assets()" function to see the result after we pass all the constraint checks. Fig. 9 . The USE test result of principal spoofing. Fig. 9 shows the test result in USE. From the commander window we can see that the test case model satisfies all the constraints in Fig. 7 . The result of executing the "access_assets()" function is true. This means that the attacker in this test case is considered as a regular user and has the right to access the protected assets. Therefore, the test case finally satisfies the misuse requirements in Table 2 . It indicates that the victim system in this example is vulnerable to the principal spoofing attack. We next then need to analyze the vulnerabilities.
Step 4: Analysis of the Vulnerabilities
As we observed from the model testing process, the success of this identity spoofing is attributed to the achievement of stealing valid credential and getting security policies from WSDL file. WSDL file is open for everyone since people need it to communicate with the web server. Accessing WSDL file is not considered as a disclosure. The misuse of credential is indeed the key of this misuse pattern. As we mentioned in the previous step, in the real world, stealing a credential from other user is not a simple work. However, in this testing model, the lack of protection on the credentials offers the attacker a possibility of stealing the credentials. This is the vulnerability of this example system model.
Step 5: Countermeasures
In this case, the countermeasure is a combination of user ID and password. The two main ways of getting credential are obtaining from the user personally and sniffing the communication between a regular user and the server.
It is difficult to control the first one since we cannot control human behavior with computers. So the countermeasures should mainly focus on reducing the risks arising from the second approach. Encrypting the credential or communications between the users and servers is an effective method of doing this, an example is the XML encryption pattern in [15] .
Conclusion, Limitations and Future Word
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In this paper, we have proposed a method to analyze system security vulnerabilities using misuse pattern model testing approach in UML simulation environment. Although it is impossible to uncover all of the vulnerabilities of a system with this method, our method offers a new efficient way of detecting the specific security vulnerabilities which are corresponded to a certain attack.
Another advantage of our method is the ability to detect security vulnerabilities in the early stage of software or system development. This allows for reducing the cost of fixing the vulnerabilities in the design stage rather than in the verification or maintenance stages in the development of a system. Need to be known that the security vulnerability detection during the design stage is not able to find out the coding vulnerabilities. The code-based security checking is a good complement to model-based work [16] .
The number of available misuse pattern limits the practicality of our method since the model testing processes rely on misuse patterns. Therefore, modelling the attack beforehand is required if this attack is not yet described in the pattern.
The case study in this paper simulated a simple model of a part of a web server. In the future, we will build and use a model from real-life systems to evaluate the usability and performance of our method empirically by comparing the results offered by our method to the real vulnerabilities in the system.
