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Za nakupe preko spleta se lahko odlocˇimo impulzivno takoj, ko izdelek vi-
dimo. Ali pa sledimo cenam izbranim izdelkom in nakup opravimo, ko se
cena znizˇa pod neko ravnijo. Zasnujte storitev za sledenje cenam na spletni
trgovini Mimovrste. Na podlagi analize sorodnih storitev zasnujte tudi vse
funkcionalnosti (vkljucˇno z nacˇini vizualizacije), ki naj bodo na voljo upo-
rabnikom za sledenje cenam. Nato storitev in pripadajocˇo spletno aplikacijo
tudi razvijte, pri cˇemer vse tehnologije za razvoj izberite sami.

Zahvaljujem se druzˇini za vso podporo v cˇasu sˇtudija. Prav tako se zahvalju-
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CRUD Create, Read, Update and De-
lete
Ustvari, preberi, posodobi in
izbriˇsi
CSS Cascading Style Sheets Kaskadne stilske podloge
EJS Embedded JavaScript Vgrajeni JavaScript
HTML Hyper Text Markup Language Jezik za oznacˇevanje nadbese-
dila
HTTP Hypertext Transfer Protocol Protokol za prenos nadbesedila
IP Internet Protocol Internetni protokol
JSON JavaScript Object Notation Objektna notacija JavaScript
JWT JSON Web Token Spletni zˇeton JSON
REST Representational State Trans-
fer
Predstavitveni prenos stanja
URL Uniform Resource Locator Enolicˇni krajevnik vira

Povzetek
Naslov: Razvoj sledilca cen za spletno trgovino
Avtor: Matej Fistrovicˇ
Zˇivimo v dobi potrosˇniˇstva, ko nas na vsakem koraku spremljajo novi iz-
delki in akcijske ponudbe. V resnici so lahko ugodnosti in popusti precej
zavajujocˇi, saj kupec nima referencˇne tocˇke o dejanski vrednosti ponujenih
izdelkov. Zaradi omenjene problematike je bilo razvito orodje, ki potencialne
kupce informira in jim nudi sˇirsˇi vpogled v dejansko vrednost nakupa. V
okviru diplomskega dela sta prikazana procesa nacˇrtovanja in razvoja pilo-
tne razlicˇice storitve za sledenje cenam izdelkov v spletni trgovini Mimovr-
ste. Resˇitev obsega zaledni del storitve, kjer se dnevno s pomocˇjo spletnega
strgalnika pridobivajo posodobljeni podatki o ceni izdelkov. Za dostop do
zaledne storitve je implementiran vmesnik REST API, ki je dosegljiv av-
tenticiranim uporabnikom. Kot odjemalec storitve je bila implementirana
tudi spletna stran. Glavni funkcionalnosti spletne strani sta vizualizacija
zgodovine gibanja cen izdelkov in dodajanja ter azˇuriranja sledilcev cen. Ti
so namenjeni obvesˇcˇanju uporabnikov o morebitnih padcih cen izdelkov pod
navedene mejne vrednosti. Zaledni del storitve je bil implementiran s kombi-
nacijo tehnologij Node.js, Express.js in podatkovne baze MongoDB, medtem
ko je bila spletna stran implementirana z orodjem React.
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We live in an era of consumerism, where we are constantly surrounded by
the next special offer. But the reality of discounts can be pretty misleading
since the buyer does not actually have a reference point about the actual
value of the given offer. To solve this issue, we developed a tool which
aims to inform potential buyers and provides them with the bigger picture
of the actual value of the purchase. Within this paper, we demonstrate the
planning process and the development of a price tracker that in its pilot
version tracks product prices from the online shop Mimovrste. The solution
consists of the back-end part of the service, where we collect the latest data
about product prices on a daily basis. To access the back-end service, we
decided to introduce REST API, which is accessible to authenticated users
via a website that we also implemented. The main website’s features are
product price history visualization and the addition of price watches. The
latter is meant to inform the customers about potential product price drops
under desired prices. To implement the back-end part of the service, we used
a combination of Node.js, Express.js as well as MongoDB; furthermore, the
website was implemented with React.





V diplomskem delu je opisan proces razvoja pilotne razlicˇice sistema, v ka-
terega smo implementirali sledilnik cen izdelkov spletne trgovine Mimovrste.
Glavni funkcionalnosti sistema sta vizualizacija in obvesˇcˇanje o gibanju cen
izdelkov. Za sledenje smo implementirali strezˇniˇsko storitev, ki je dostopna
prek vmesnika API, medtem ko smo kot odjemalca storitve implementirali
spletno stran.
1.1 Motivacija
V danasˇnjem razvitem svetu je potrosˇniˇstvo eno od kljucˇnih gonil sodobne
druzˇbe. Oglasˇevalci nam na vsakem koraku ponujajo izdelke, ki jih more-
biti sploh ne potrebujemo. Tudi narava popustov je zˇe v osnovi zavajujocˇa,
ponudniki izdelkov pa obcˇasno k temu sˇe dodatno prispevajo z umetnimi
inflacijami popustov. Zaradi slabe informiranosti se za nakup posledicˇno
odlocˇamo precej impulzivno. Ravno iz tega razloga smo se odlocˇili razviti




Poglavitni cilj diplomskega dela je razvoj celostne resˇitve, namenjene infor-
miranju potrosˇnikov spletnih trgovin. Cilj ni odvracˇanje od nakupov, temvecˇ
spodbujanje potencialnih kupcev k bolj premiˇsljenim nakupom. To dosezˇemo
z vizualizacijo gibanja cen izdelkov, ki kupcu ponudi jasno sliko o trenutni
vrednosti izdelka. S pridobljenimi informacijami si kupec lahko ustvari bolj
informirano mnenje in se na osnovi tega odlocˇi, ali bo nakup opravil ali ne.
1.3 Sorodne resˇitve
V zadnjem obdobju smo tako v Sloveniji kot v tujini delezˇni velikega porasta
sˇtevila spletnih trgovin, medtem ko je sˇtevilo storitev, ki bi kupce o naku-
pih informirale, zanemarljivo. Na podrocˇju spletnih nakupov v Sloveniji je
najvecˇji priblizˇek nasˇi predpisani resˇitvi spletno mesto Ceneje.si. V tujini
tovrstne resˇitve zˇe obstajajo, predvsem za vecˇje spletne trgovine, kot je na
primer Amazon. Primer sledilca cen za spletno mesto Amazon je storitev
camelcamelcamel [1]. Obe omenjeni storitvi sta opisani v nadaljevanju.
1.3.1 Ceneje.si
Spletno mesto Ceneje.si je agregator izdelkov slovenskih spletnih trgovin in
ena najobsezˇnejˇsih storitev s podrocˇja nakupov v Sloveniji. Njegova primarna
funkcionalnost je primerjava cen izdelkov vecˇ kot 400 slovenskih trgovin [2].
Med izdelki lahko brskamo po kategorijah ali pa uporabimo iskalnik. Ob kliku
na izdelek se odpre seznam spletnih trgovin, ki izbrani izdelek ponujajo, in
cene izdelka v posamezni spletni trgovini. Za brskanje med ponudniki je
poleg spletne strani na voljo tudi razsˇiritev za brskalnik. Ta nam ob iskanju
izdelkov s spletnimi iskalniki ob rezultatih iskanja prikazˇe povzetek ponudb
za iskalni niz.
Poleg omenjenih funkcionalnosti na spletnem mestu spremljajo tudi gi-
banje cen nekaterih izdelkov. Spremlja se zgolj 40 izdelkov, ki naj bi imeli
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najvecˇji delezˇ v slovenskih gospodinjstvih. Glavni rezultat meritev je indeks
rasti cen, ki je izracˇunan iz povprecˇja 20 % najbolj pogosto ogledanih in 20
% najcenejˇsih istovrstnih izdelkov na spletnem mestu Ceneje.si [3]. Podatki
o gibanju cen javnosti niso neposredno dostopni, temvecˇ so mesecˇno poslani
medijem.
1.3.2 Camelcamelcamel
To je storitev, katere primarna funkcionalnost je sledenje cenam izdelkov v
spletni trgovini Amazon. Ponuja pregled najbolj popularnih izdelkov glede
na zanimanje uporabnikov spletnega mesta. Omogocˇeno je iskanje po nazivu
izdelka ali po njegovi povezavi URL. Stran pregleda izdelka ponuja predogled
podrobnosti in vpogled v zgodovino gibanja cen izdelka, ki je vizualizirana na
grafu. Za izdelek lahko dodamo sledilca cen in prejmemo obvestilo o padcu
cene izdelka pod poljubno ceno. O padcu smo lahko obvesˇcˇeni po elektronski
posˇti ali prek Twitterjevega racˇuna. Poleg spletne strani je na voljo tudi
razsˇiritev za brskalnik. Ta ob brskanju po spletnem mestu Amazon nudi
neposredni vpogled v graf zgodovine cen posameznega izdelka in preprosto s
klikom omogocˇa tudi dodajanje sledilca.
1.4 Struktura diplome
V naslednjem poglavju so opisane temeljne tehnologije, ki smo jih upora-
bili pri razvoju. Nato sledi poglavje, v katerem sta analiza in nacˇrtovanje
resˇitve. V njem predstavimo diagram primerov uporabe, podatkovni model
in arhitekturo resˇitve. V cˇetrtem poglavju sta opis razvoja aplikacije in pred-
stavitev njenih funkcionalnosti. Obsega predstavitev komponent zalednega
dela resˇitve, temu sledita opis in graficˇni prikaz komponent spletne strani. V
petem poglavju so predstavljene nekatere ideje za nadaljnji razvoj, v sˇestem




V fazi nacˇrtovanja razvoja je izbira tehnologij ena pomembnejˇsih odlocˇitev.
Kljucˇni dejavnik, ki vpliva na izbiro, je ocenitev primernosti uporabe za
resˇitev problema. Obicˇajno je pri tem kljucˇno posameznikovo oziroma eki-
pino poznavanje tehnologij. Primarno smo izbirali tehnologije in orodja, ki
smo jih vesˇcˇi, sekundarno pa tiste, ki smo jih sˇe hoteli spoznati in usvojiti. V
nadaljevanju so predstavljene temeljne tehnologije, ki smo jih uporabili pri
razvoju.
2.1 Javascript in Node.js
Javascript je visokonivojski, dinamicˇni, sˇibko tipiziran objektni programski
jezik [8]. Nastal je pod okriljem podjetja Netscape. Razvili so ga kot orodje
za ustvarjanje interaktivnih spletnih strani. Danes je poleg tehnologij HTML
in CSS eden izmed temeljev vsake spletne strani z dinamicˇno vsebino. Vsi
sodobni brskalniki imajo vgrajeno podporo za tolmacˇenje programske kode
Javascript, zato za izvajanje ni potrebe po namesˇcˇanju dodatne programske
opreme.
Skozi leta je postajal jezik vse bolj priljubljen, posledica cˇesar je bil razvoj
strezˇniˇske razlicˇice Javascripta, imenovane Node.js [13]. To je odprtokodno
ogrodje, ki se lahko izvaja v vseh glavnih operacijskih sistemih (Windows,
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Linux in macOS). Strezˇniˇske aplikacije obicˇajno delujejo tako, da za vsako
zahtevo po viru ustvarijo novo nit. V primeru, da gre za storitev, ki pricˇakuje
veliko prometa, lahko to privede do obcˇutno vecˇje kolicˇine porabljenih virov.
Node.js zaradi uporabe asinhronega modela in dogodkovno vodene arhitek-
ture za izvajanje potrebuje le eno nit [18]. Asinhronost v tem kontekstu
pomeni zaporedje izvajanja programske kode. Ni namrecˇ nujno, da se pro-
gram izvaja iz vrstice v vrstico. Bralno-pisalne operacije, ki bi se obicˇajno
izvajale sinhrono, blokirajo izvajanje preostalega dela kode. Node.js jih na-
mrecˇ procesira v ozadju in nadaljuje z njihovim izvajanjem sˇele ob ustrezno
sprozˇenem dogodku.
2.2 Express.js
Express.js [6] je ena izmed najbolj priljubljenih knjizˇnic Node.js, ki mocˇno
olajˇsa razvoj strezˇniˇskih aplikacij. Njena primarna funkcionalnost je usmerja-
nje zahtevkov HTTP. Za osnovno usmerjanje sicer zadostuje uporaba modula
Node.js http, vendar ta zahteva rocˇno implementacijo najpreprostejˇsih kon-
ceptov, kar privede do slabo berljive, ponavljajocˇe programske kode. Prava
mocˇ orodja Express.js se pokazˇe pri konceptu vmesne programske opreme
(angl. middleware). To so modularne komponente, ki nudijo funkcionalno-
sti avtentikacije, avtorizacije, kompresije, obdelave napak, upravljanje sej in
piˇskotkov ter mnoge druge.
2.3 MongoDB in mongoose
MongoDB [11] je nerelacijska, dokumentno usmerjena podatkovna baza. Po-
javila se je kot posledica zahtev po bolj agilnem, fleksibilnem in preprostem
podatkovnem modelu. Za razliko od relacijskih podatkovnih baz, kjer so
podatki shranjeni v tabelah, MongoDB hrani podatke v dokumentnih po-
datkovnih strukturah. Te so v kontekstu baze MongoDB skupek parov tipa
kljucˇ – vrednost, ki so predstavljeni v formatu JSON [20]. Privzeto nimajo
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definiranih shem, kar omogocˇa veliko dinamicˇnost in medsebojno neodvisnost
dokumentov. Ko pa zˇelimo logicˇno strukturirati svoje podatke, jim lahko de-
finiramo sheme in jih zdruzˇujemo v tako imenovane zbirke (angl. collection),
ki so enakovredne tabelam v kontekstu relacijskih podatkovnih baz.
MongoDB sicer nudi podporo shemam, vendar je ta zelo osnovna. Za
razvoj strezˇniˇskih aplikacij, kjer obstaja potreba po strogo definiranih she-
mah, ponavadi ne zadosˇcˇa. Zato se v resˇitvah, kjer sta kombinirana Mon-
goDB in Node.js, obicˇajno uporablja knjizˇnica Mongoose [12]. To je orodje,
ki omogocˇa poenostavljeno definiranje shem, tipov in njihovo validacijo. V
shemi lahko definiramo poljubno strukturirana polja in njihove podatkovne
tipe oziroma reference na druge zbirke dokumentov.
2.4 React
React [16] je Javascript knjizˇnica za grajenje uporabniˇskih vmesnikov. Razvil
jo je Facebook, s pomocˇjo odprtokodne skupnosti pa je tudi redno vzdrzˇevana.
Primarno se uporablja za razvoj spletnih strani, od leta 2015 pa obstaja tudi
razlicˇica React native za razvoj hibridnih mobilnih aplikacij.
Tradicionalne spletne strani so zgrajene iz mnogih podstrani s staticˇno
vsebino. Ob kliku na povezavo se za prikaz vsebine obicˇajno ponovno nalozˇijo
vse komponente. To privede do slabe in pocˇasne uporabniˇske izkusˇnje, kar
danes, ko se pricˇakuje skoraj instantna dosegljivost informacij, ni spreje-
mljivo. Alternativni pristop k razvoju spletnih strani so spletne aplikacije, ki
se izvajajo znotraj ene spletne strani (angl. single page application). React
je ena izmed tehnologij, ki omogocˇa in spodbuja omenjeni pristop k razvoju
spletnih strani. Tovrstne aplikacije ob dogodkih, ki zahtevajo spremembo
podatkov, ne nalagajo celotnih komponent, temvecˇ le spremenjeno vsebino.
React to dosezˇe s kombinacijo konceptov stanja (angl. state) in enkapsu-
liranih komponent. Vsaka komponenta ima stanje, ki je prenosljivo med
komponentami. V stanjih hranimo podatke, ob njihovi spremembi pa React
posodobi ustrezne komponente na uporabniˇskem vmesniku.
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Poglavje 3
Analiza in nacˇrtovanje resˇitve
3.1 Diagram primerov uporabe
Pred razvojem storitve smo definirali vloge uporabnikov in njihove interak-
cije z nasˇim sistemom. Za prikaz odvisnosti med komponentami sistema in
koncˇnim uporabnikom smo pripravili diagram primerov uporabe, ki je pred-
stavljen na sliki 3.1.
Neprijavljeni uporabniki nimajo dostopa do sistema, zato se morajo pred
uporabo prijaviti ali registrirati s kombinacijo e-posˇtnega naslova in gesla.
Prijavljeni uporabniki imajo mozˇnost pregleda vseh izdelkov, ki jim sledimo v
nasˇem sistemu. Cˇe jih zanima specificˇen izdelek, ga lahko poiˇscˇejo s pomocˇjo
iskalnika. Glede seznama izdelkov ima uporabnik dve mozˇnosti. Prva je na-
kup izdelka in je mogocˇ v spletni trgovini Mimovrste. Uporabnik je s klikom
na gumb za nakup izdelka preusmerjen na njegovo mesto v spletni trgovini
Mimovrste, kjer lahko nakup tudi izvede. Druga mozˇnost je navigacija do
podstrani s podrobnostmi o ceni izdelka, kjer so prikazani splosˇni podatki o
njegovi ceni in graf gibanja cen izdelkov skozi cˇas. Uporabniki lahko na grafu
spreminjajo razpon zgodovine cene izdelka.
Poleg zgodovine gibanja cene izdelka je eden izmed temeljev sistema
obvesˇcˇanje ob padcu cene izdelkov, ki je izvedeno s funkcionalnostjo sledilcev
cen. Uporabniki lahko dodajo sledilce cene za poljubne izdelke, tako da v sis-
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Slika 3.1: Diagram primerov uporabe
tem vnesejo povezavo URL do izdelka in ceno, pri kateri bi radi bili obvesˇcˇeni
o padcu. V primeru, da izdelku v sistemu sˇe ne sledimo, v ozadju z zunanjega
sistema pridobimo njegove podatke in ga dodamo v nasˇ sistem. Posameznim
sledilcem lahko uporabniki spremenijo ceno, pri kateri zˇelijo prejeti obvestilo,
lahko pa ga tudi izbriˇsejo. Uporabniki lahko spremenijo tudi svoj e-posˇtni
naslov in geslo ter se iz sistema odjavijo.
3.2 Podatkovni model
Po definiranju kljucˇnih primerov uporabe smo se lotili nacˇrtovanja podat-
kovne baze. Pomembno je omeniti, da v tem primeru ne gre za klasicˇni
entitetno relacijski model, ki ga poznamo v relacijskih bazah, temvecˇ za tako
imenovane zbirke MongoDB, ki so enakovredne tabelam v kontekstu relacij-
skih podatkovnih baz. Opredelili smo vse zbirke, ki jih bomo potrebovali za
predstavitev podatkov, in njihove pripadajocˇe lastnosti. Na sliki 3.2 je prika-
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Slika 3.2: Podatkovni model
zan celotni podatkovni model, ki prikazuje strukture zbirk in povezave med
njimi. V nadaljevanju so predstavljene posamezne sheme zbirk in njihove
lasnosti.
3.2.1 Zbirka Product
Ta zbirka vsebuje osnovne podatke o izdelkih, ki jih hranimo v nasˇem sistemu.
Ker do izdelkov najpogosteje dostopamo prek polja name, je zanj kreiran
indeks. Lastnosti zbirke so naslednje:
• name: obvezno polje tipa String, ki vsebuje naziv izdelka;
• url: obvezno in unikatno polje tipa String, ki vsebuje povezavo do
izdelka;
• image: obvezno polje tipa String, ki vsebuje povezavo do slike izdelka;
• available: obvezno polje tipa Boolean, ki ponazarja razpolozˇljivost
izdelka. Nekateri izdelki so lahko namrecˇ trajno odstranjeni iz ponudbe;
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• inStock: obvezno polje tipa Boolean, ki vsebuje podatek o zalogi iz-
delka;
• externalProductID: obvezno in unikatno polje tipa String, ki vse-
buje unikatni identifikator izdelka za interno uporabo spletne trgovine
Mimovrste;
• currentPrice: obvezno polje tipa Number, ki vsebuje trenutno ceno
izdelka. Podatek se posodobi vedno, ko se cena izdelka spremeni;
• highestPrice: obvezno polje tipa Number, ki vsebuje najviˇsjo za-
belezˇeno ceno izdelka. Podatek se posodobi vedno, ko trenutna cena
izdelka presezˇe najviˇsjo zabelezˇeno ceno izdelka;
• lowestPrice: obvezno polje tipa Number, ki vsebuje najnizˇjo zabelezˇeno
ceno izdelka. Podatek se posodobi vedno, ko trenutna cena izdelka pade
pod najnizˇjo zabelezˇeno ceno;
• averagePrice: obvezno polje tipa Number, ki vsebuje povprecˇno ceno
izdelka. Podatek se posodobi vedno, ko je za izdelek dodan nov vnos v
zbirko Price;
• discount: obvezno polje tipa Number, ki vsebuje podatek o viˇsini po-
pusta v danem trenutku;
3.2.2 Zbirka User
Ta zbirka vsebuje osnovne podatke o posameznem uporabniku. Lastnosti
zbirke so naslednje:
• email: obvezno in unikatno polje tipa String, ki vsebuje e-posˇtni naslov
uporabnika;
• role: obvezno polje tipa String, ki lahko s pomocˇjo nasˇtevnega tipa
enum zaseda eno izmed dveh vrednosti. Vrednost admin imajo vsi
administratorji sistema, vrednost member pa navadni uporabniki;
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• salt: obvezno in unikatno polje tipa String, ki vsebuje nakljucˇno gene-
rirano sol, sestavljeno iz sˇestnajstih bajtov;
• hash: obvezno polje tipa String, ki vsebuje zakriptirano kombinacijo
vrednosti gesla in nakljucˇno generirane soli;
3.2.3 Zbirka PriceWatch
Zbirka vsebuje podatke o sledilcu cene nekega izdelka, pripadajocˇ posame-
znemu uporabniku. Ker nas najvecˇkrat zanimajo sledilci cen uporabnika, je
za polje userID kreiran indeks. Lastnosti zbirke so naslednje:
• desiredPrice: obvezno polje tipa Number, ki vsebuje ciljno ceno iz-
delka, pri kateri zˇeli biti uporabnik obvesˇcˇen o padcu cene izdelka;
• userNotified: obvezno polje tipa Boolean, ki sporocˇa, ali je uporabnik
zˇe bil obvesˇcˇen o padcu cene izdelka na zˇeleno vrednost;
• productID: obvezno polje tipa ObjectId, ki vsebuje referenco izdelka,
na katerega se doticˇni sledilec nanasˇa;
• userID: obvezno polje tipa ObjectId, ki vsebuje referenco uporabnika,
ki je dodal doticˇni sledilec;
3.2.4 Zbirka Price
Ta zbirka vsebuje podatek o ceni in popustu izdelka v tocˇno dolocˇenem tre-
nutku. Ker do podatkov o ceni najpogosteje dostopamo prek polja productID,
je zanj kreiran indeks. Lastnosti zbirke so naslednje:
• value: obvezno polje tipa Number, ki vsebuje podatek o ceni izdelka v
cˇasu kreiranja dokumenta;
• discount: obvezno polje tipa Number, ki vsebuje podatek o popustu
izdelka v cˇasu kreiranja dokumenta;
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• productID: obvezno polje tipa ObjectId, ki vsebuje referenco izdelka,
na katerega se dokument nanasˇa;
• timestamp: obvezno polje tipa Date, ki vsebuje datum in cˇas, ob
katerem smo pridobili aktualni podatek o ceni izdelka.
3.3 Arhitektura resˇitve
Arhitekturni stil, ki smo ga izbrali pri nacˇrtovanju resˇitve, je arhitektura
REST. Njeno bistvo je locˇitev zalednega dela storitve in njenih odjemalcev.
S tem pridobimo svobodo pri razvoju, saj spremembe na zaledni strani ne
vplivajo na delovanje odjemalca ter obratno [7]. Zagotoviti moramo le, da so
podatki prejeti in poslani v pravilni obliki.
Glavna komponenta zalednega dela nasˇe storitve je REST API, ki je
razvit s kombinacijo tehnologij Node.js in Express.js, bralno-pisalni dostop do
podatkovne baze MongoDB pa poteka prek vmesnika Mongoose. Za dostop
do API-ja je potrebna avtentikacija, ki se izvaja s kombinacijo e-posˇtnega
naslova in gesla. Ob uspesˇni avtentikaciji uporabnik pridobi zˇeton JWT, s
katerim lahko dostopa do zasˇcˇitenih vsebin, cˇe posˇlje veljavni zˇeton v glavi
zahtevka.
Poleg API-ja se na zalednem sistemu izvajajo sˇe tri skripte. Vsako uro
se pozˇene skripta updateProductInfo, ki posodobi morebitne spremenjene po-
datke o izdelkih. Enkrat dnevno se zazˇene skripta updateProductPrice, ki po-
sodobi podatek o ceni izdelka in ustvari nov vnos v podatkovni zbirki Price s
posodobljeno ceno in popustom. Obe skripti pridobivata podatke s pomocˇjo
spletnega strgalnika (angl. web scraper), ki iz izvorne kode spletnega mesta
Mimovrste izlusˇcˇi vse potrebne podatke. Poizvedba do spletne strani poteka
skozi omrezˇje Tor, ki vsak zahtevek izvede z unikatnim naslovom IP. Skripta
checkPriceWatches vsako uro preveri sledilce cen, ki so jih dodali uporab-
niki. V primeru, da cena izdelka pade pod zˇeleno ceno, se uporabniku prek
vmesnika gmail posˇlje e-posˇtno sporocˇilo z obvestilom o padcu cene.
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Na zacˇetku razvoja zalednega dela storitve smo definirali logicˇno strukturo
projekta, ki je prikazana na sliki 4.1. Vstopna tocˇka zaledne storitve je
datoteka index.js. V njej smo z orodjem Mongoose vzpostavili povezavo do
podatkovne baze, inicializirali strezˇnik http [9] in ga ovili s funkcionalnostmi
knjizˇnice Express.js. V datoteki routes.js smo definirali dostopne tocˇke, ki
jih bo nasˇ API podpiral. Za vsako dostopno tocˇko smo ustvarili direktorij s
pripadajocˇimi modeli, kontrolerji in datoteko index.js, ki skrbi za usmerjanje
posameznih zahtevkov. Posebna dostopna tocˇka se nahaja na poti auth, ki
je namenjena avtentikaciji.
Zaledni del nasˇe storitve je poleg API-ja sestavljen sˇe iz prej omenjenih
skript, ki se nahajajo v direktoriju scripts. V direktoriju services se nahajata




Slika 4.1: Struktura zalednega sistema
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4.1.1 Modeli
V modelih smo konfigurirali sheme Mongoose, ki predstavljajo strukturo do-
kumentov posameznih zbirk. Te so sestavljene iz ustreznih lastnosti, ki so
preslikane iz podatkovnega modela, definiranega v prejˇsnjem poglavju. Vsaka
lastnost ima definiran ustrezeni podatkovni tip, privzeto vrednost in konfi-
guracijo, namenjeno validaciji.
Mongoose ima vgrajeno osnovno validacijo, ki se razlikuje glede na podat-
kovni tip. Edina izjema je indikator required, s katerim uporabniku sporocˇimo,
da je polje obvezno. V primeru spodnje sheme je za kreiranje dokumentov
zbirke Price zahtevana prisotnost vseh polj, saj smo vsaki lastnosti dodali
zahtevo required. Omogocˇena nam je tudi naprednejˇsa validacija z ustreznimi
funkcijami, kreiranimi po meri. Primer tovrstne funkcije za validacijo naslo-
vov URL na shemi zbirke izdelkov je prikazan na sliki 4.2. V nadaljevanju je
primer sheme Mongoose za zbirko Price:
1 const mongoose = require(’mongoose ’);
2 // Uvoz funkcij za validacijo lastnosti sheme
3 const valid = require(’../../ utils/validation ’);
4
5 const { Schema } = mongoose;
6 // Definicija in kreiranje mongoose sheme
7 const PriceSchema = new Schema ({
8 value: { type: Number , required: true , validate: valid.
number },
9 discount: { type: Number , default: 0, required: true ,
validate: valid.number },
10 timestamp: { type: Date , required: true , validate: valid.
date },
11 productID: { type: mongoose.Schema.Types.ObjectId , ref: ’
Product ’, required: true }
12 }, { collection: ’price ’, timestamps: true });
13 // Kreiranje indexa za polje productID
14 PriceSchema.index ({ productID: 1 }, { background: true });
15 // Ustvarimo in izvozimo model
16 module.exports = mongoose.model(’Price’, PriceSchema);
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Slika 4.2: Funkcija za validacijo URL naslovov
Poleg definiranih lastnosti ima vsaka zbirka sˇe polji createdAt, ki vsebuje
podatek o cˇasu kreiranja dokumenta, in updatedAt, ki vsebuje podatek o
cˇasu modifikacije dokumenta. Kreiranje obeh polj je avtomatizirano, cˇe ob
definiciji sheme vklopimo mozˇnost timestamps, kot smo to storili tudi mi v
zgornjem primeru sheme Price.
Poleg vgrajenih metod lahko shemam implementiramo tudi pomozˇne me-
tode, ki so obicˇajno namenjene raznovrstnim manipulacijam lastnosti shem.
Primer tovrstne metode, s katero izvajamo evalvacijo gesel:
1 UserSchema.methods = {
2 ...
3 validatePassword(password) {
4 const hash = crypto.pbkdf2Sync(password , this.salt ,
10000, 512, ’sha512 ’).toString(’hex’);




Nazadnje shemo pretvorimo v model, ki izpostavi vmesnik za interakcijo




Za interakcijo s posamezno zbirko dokumentov smo definirali dostopne tocˇke
API, ki podpirajo vse standardne zahtevke HTTP, predvidene v arhitekturi
REST. Vsaka dostopna tocˇka ima svojo datoteko index.js, v kateri je konfi-
guriran usmerjevalnik Express.js za usmerjanje posameznih tipov zahtevkov.
V primeru, da ima uporabnik pravico dostopa do zahtevane dostopne tocˇke,
je njegov zahtevek preusmerjen do funkcije v pripadajocˇem kontrolerju, kjer
je implementirana vsa potrebna logika za procesiranje tega zahtevka.
Pri razvoju smo programsko kodo zdruzˇevali v modularne komponente
z namenom ohranjanja berljivosti kode in podpore nadaljnji nadgradnji sis-
tema. V funkcijah kontrolerjev smo komponente povezali in poskrbeli za
njihovo medsebojno komunikacijo. Za procesiranje posameznih tipov zah-
tevkov je bila potrebna implementacija pripadajocˇih operacij CRUD, ki smo
jih izvajali s pomocˇjo instance modela ustrezne sheme.
Za zahtevke tipa GET smo implementirali paginacijo, s cˇimer smo razbre-
menili bralne operacije in posledicˇno optimizirali delovanje celotnega sistema.
Prikaz implementacije paginacije za pridobivanje seznama izdelkov je prika-
zan na sliki 4.3. Kot se lahko vidi, iz poizvedbe najprej razberemo podatek
o zahtevani strani in o sˇtevilu dokumentov na stran. Ker v objektu odgovora
vracˇamo tudi skupno sˇtevilo strani, je za ta izracˇun potrebna sˇe ena poi-
zvedba, ki presˇteje skupno sˇtevilo ujemajocˇih dokumentov. Poleg paginacije
je na sliki 4.3 prikazana tudi implementacija osnovnega iskanja po nazivu
izdelka s pomocˇjo regularnih izrazov.
4.1.3 Avtentikacija in avtorizacija
Za dostop do sistema je potrebna avtentikacija, ki se izvaja s kombinacijo
e-posˇtnega naslova in gesla. Ob uspesˇni prijavi se uporabniku generira zˇeton
JWT s 30-dnevno veljavnostjo. Primer uspesˇnega klica za avtentikacijo z
orodjem Postman je prikazan na sliki 4.4. Dostop do vsebin prek API-ja je
zasˇcˇiten in se razlikuje glede na vlogo uporabnika. Zato je ob vseh nadaljnjih
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Slika 4.3: Funkcija za pridobivanje izdelkov
klicih po uspesˇni avtentikaciji treba generirani zˇeton JWT prilozˇiti v glavi
zahtevka.
Za avtentikacijo smo uporabili knjizˇnico Node.js passport.js [15], ki de-
luje na principu vmesne programske opreme (angl. middleware) Express.js.
Knjizˇnica ponuja razlicˇne strategije avtentikacije, dve izmed njih smo upo-
rabili pri nasˇem projektu. Ena je lokalna strategija, ki je namenjena zacˇetni
prijavi z e-posˇtnim naslovom in geslom ter generiranju zˇetona JWT. Druga in
najbolj pomembna je strategija JWT. Ta iz glave zahtevka dekodira vsebino
zˇetona, iz katere razberemo vlogo uporabnika, ki jo uporabimo pri imple-
mentaciji lastne funkcije, namenjene avtorizaciji. Uporabili smo jo v vseh
usmerjevalnih datotekah index.js za omejevanje dostopa glede na vlogo upo-
rabnika.
4.1.4 Skripta updateProductPrice
Kljucˇna funkcionalnost nasˇe storitve je prikaz zgodovine gibanja cen za iz-
delke na spletnem portalu Mimovrste. Podatek za posamezni izdelek je do-
segljiv prek nasˇega API-ja. Pridobivanje in posodobljanje podatkov o ceni
izdelka pa sta avtomatizirani s skripto updateProductPrice.
Skripta vsakih 24 ur dostopa do podatkov o ceni izdelka prek naslova
URL, ki ga hranimo v podatkovni bazi. Vsi klici so izvedeni z uporabo
knjizˇnice Node.js tor-request [19], ki klice preusmerja skozi omrezˇje Tor. Ta
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Slika 4.4: Prikaz avtentikacije z orodjem Postman
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Slika 4.5: Prikaz delovanja skripte updateProductPrice
vsakemu klicu dodeli unikatni naslov IP, s cˇimer se zavarujemo pred morebi-
tnim omejevanjem dostopa.
Za razbiranje podatkov o ceni iz pridobljene HTML vsebine smo uporabili
orodje Node.js cheerio [4]. To nam nudi vmesnik za dostop do elementov
HTML prek selektorjev. Primer pridobivanja cene izdelka z orodjem cheerio:
1 // HTML vsebino strani izdelka , nalozimo z orodjem cheerio
2 const $ = cheerio.load(body);
3 // Preko selektorja , dostopamo do cene izdelka
4 const price = $(’[itemprop=price]’).text();
Pridobljeni podatek o ceni izdelka prek nasˇega vmesnika API zapiˇsemo
v zbirko Price. To storimo tudi, cˇe je podatek o ceni enak obstojecˇemu. Ta
pristop sicer ni najbolj optimalen, a smo se zanj odlocˇili iz dveh razlogov.
Prvotno zaradi lazˇje vizualizacije, drugotno pa zaradi mozˇnosti preprostega
dostopa do podatka o ceni izdelka na tocˇno dolocˇen dan. V primeru, da se
cena spremeni ali da ima izdelek popust, posodobimo sˇe podatke na izdelku.
Celoten proces delovanja skripte je prikazan na diagramu na sliki 4.5.
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4.1.5 Skripta updateProductInfo
V prvi razlicˇici nasˇe resˇitve smo kmalu ugotovili, da smo za pridobivanje
podatkov o ceni izbrali precej naiven pristop. Do podatkov o ceni smo na-
mrecˇ dostopali neposredno prek povezave izdelka URL, ki smo jo od zacˇetka
hranili v podatkovni bazi. Po neuspesˇnem pridobivanju podatkov enega iz-
med izdelkov smo ugotovili, da je bil naslov izdelka URL spremenjen. Zato
smo razvili sˇe naslednjo skripto, ki poleg naslova URL posodoblja tudi druge
spremenljive podatke, kot so slika, naziv in podatek o zalogi izdelka.
V prvi razlicˇici skripte smo poizkusˇali pridobiti podatke z naslova izdelka
URL. Cˇe to ni bilo uspesˇno, smo na spletno mesto Mimovrste poslali iskalni
zahtevek z unikatnim identifikatorjem izdelka, ki ga v nasˇi bazi hranimo pod
poljem externalProductID v zbirki izdelkov.Ker je identifikator unikaten, smo
kot rezultat iskanja vedno prejeli samo en izdelek. Cˇe je bilo iskanje uspesˇno,
smo iz rezultata razbrali nov naslov izdelka URL in ga posodobili v nasˇem
sistemu. V nasprotnem primeru smo menili, da je izdelek odstranjen iz po-
nudbe. Ta pristop je deloval do spremembe delovanja iskalnika, ki nas je pri-
silila v spremembo delovanja nasˇe skripte. Ob iskanju alternativ smo odkrili
dostopno tocˇko spletnega mesta Mimovrste, ki zahtevke preusmeri na stran
izdelka. Ta se nahaja na naslovu www.mimovrste.com/id/externalProductID,
kjer je zadnji parameter unikatni identifikator izdelka, ki ga hranimo v podat-
kovni bazi. To nam je celotni proces bistveno poenostavilo. V primeru, da iz
zgornje povezave uspesˇno pridobimo posodobljene podatke, morebitne spre-
membe izdelka prek vmesnika API tudi posodobimo. V nasprotnem primeru,
torej ob neuspesˇnem pridobivanju podatkov pa sklepamo, da je bil izdelek
zacˇasno ali trajno odstranjen iz ponudbe. Razpolozˇljivost izdelka v nasˇem
sistemu posodobimo tako, da izdelku prek vmesnika API nastavimo polje
available na vrednost false. Prikaz delovanja skripte je viden na diagramu
na sliki 4.6.
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Slika 4.6: Prikaz delovanja skripte updateProductInfo
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Slika 4.7: Vzorec e-posˇte za obvesˇcˇanje uporabnika
4.1.6 Skripta checkPriceWatches
Druga kljucˇna funkcionalnost nasˇe storitve je obvesˇcˇanje uporabnikov ob
padcu cen izdelkov. Funkcionalnost dodajanja sledilca cen poteka prek vme-
snika API, medtem ko obvesˇcˇanje uporabnikov izvaja skripta checkPriceWat-
ches.
Skripta periodicˇno dostopa do vseh sledilcev v podatkovni bazi, za katere
uporabniki sˇe niso prejeli e-posˇtnega sporocˇila. V primeru, da posamezni sle-
dilec izpolnjuje pogoje za obvesˇcˇanje, pripravimo vzorec vsebine e-posˇtnega
sporocˇila v formatu za vzorcˇenje ejs [5], ki je prikazan na sliki 4.7. Vsebino
nato upodobimo s knjizˇnico ejs in konfiguriramo orodje za posˇiljanje e-posˇte.
Za ta namen smo uporabili knjizˇnico nodemailer [14], ki podpira posˇiljanje
e-posˇte z razlicˇnimi protokoli oziroma storitvami. Konfiguracija orodja je
precej preprosta, definiramo mu le storitev, ki je v nasˇem primeru gmail, in
e-posˇtni naslov ter geslo nasˇega racˇuna. Vnesemo sˇe e-posˇtni naslov uporab-
nika, ki je sledilca dodal, in mu vsebino posˇljemo. Primer poslanega sporocˇila
je prikazan na sliki 4.8.
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Slika 4.8: Primer poslanega sporocˇila ob padcu cene
4.2 Spletna stran
Za odjemalca zaledne storitve smo razvili spletno stran, implementirano z
orodjem React. Najprej smo zacˇrtali priblizˇni izgled spletne strani, pri dejan-
ski implementaciji oblikovnega dela pa smo si pomagali pretezˇno s knjizˇnico
Material-UI [10]. Ta vsebuje sˇirok repertoar komponent React, ki so obli-
kovane po smernicah oblikovnih standardov, ki jih je zacˇrtal Google. Pri
izbiri posameznih komponent, smo si prizadevali, da bo nasˇa spletna stran
prilagodljiva, glede na velikost zaslona odjemalca.
Spletne storitve, zasnovane v arhitekturnem stilu REST, so brez stanja
(angl. stateless), zato so za vse upravljanje s stanjem zadolzˇeni odjemalci.
Za upravljanje globalnega stanja se v aplikacijah React obicˇajno uporablja
zunanja orodja, kot je na primer Redux. Mi smo predvsem zaradi poenosta-
vitve izbrali alternativen pristop. Kreirali smo glavno komponento, v kateri
smo definirali stranski navigacijski meni in vse druge potrebne konfiguracije.
Z glavno komponento smo ovili vse ostale in stanje med njimi prenasˇali s
pomocˇjo lastnosti (angl. props). S pomocˇjo komponente React router smo
konfigurirali usmerjanje na strani odjemalca. Vse komponente, razen prijave
in registracije, so nedostopne neprijavljenim uporabnikom. V primeru, da ti
dostopajo do zasˇcˇitenih vsebin, so preusmerjeni na stran prijave v sistem.
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Slika 4.9: Obrazca za prijavo in registracijo
4.2.1 Prijava in registracija
Privzeta stran za uporabnike, ki v sistem niso prijavljeni, je okno prijave
v sistem. Prav tako je vsak poizkus dostopa neprijavljenih uporabnikov do
zasˇcˇitenih vsebin preusmerjen na to stran. V primeru, da do sistema dosto-
pajo obiskovalci, ki sˇe niso registrirani, lahko s klikom na polje Registrirajte
se dostopajo do skoraj enakega obrazca za registracijo. Rezultat prijave in
registracije je prakticˇno enak, razlikuje se le v dostopni tocˇki klica na sto-
ritev API. Oba klica ob uspesˇni prijavi oziroma registraciji vracˇata zˇeton
JWT, ki ga shranimo v lokalni pomnilnik (angl. local storage) brskalnika.
Pri vsakem nadaljnjem klicu do poteka zˇetona izvajamo klice API z zˇetonom
v glavi zahtevka. Pri odjavi iz sistema je zˇeton JWT iz lokalnega pomnilnika
odstranjen. Na sliki 4.9 sta prikazana obrazca prijave v sistem in registracije.
4.2.2 Pregled izdelkov
Domacˇa stran spletne strani za prijavljene uporabnike je stran pregleda izdel-
kov. Prikazana je na sliki 4.10. Sestavljena je iz seznama izdelkov, iskalnega
polja in vrstice s paginacijo, ki se nahaja na dnu strani, kot je vidno na
sliki 4.11. Izdelki so predstavljeni v obliki kartice, ta pa je sestavljena iz:
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Slika 4.10: Stran pregleda izdelkov
slike izdelka, njegovega naziva, splosˇnih podatkov o ceni in gumba s pove-
zavo do izdelka na spletnem mestu Mimovrste. Vsaka kartica vsebuje tudi
povezavo do podstrani s podrobnostmi o ceni izdelka, do katere dostopamo
s klikom na sliko izdelka. Postavitev kartic je dolocˇena s pomocˇjo kompo-
nente Material-UI Grid, ki vsebovane komponente razvrsti v mrezˇo poljubnih
dimenzij. Komponenti smo definirali razlicˇno postavitev, in sicer glede na
velikost zaslona odjemalca. S tem smo poskrbeli za prilagodljivost vsebine
spletne strani, kar je razvidno iz slike 4.12.
Vsa logika za iskanje in paginacijo je implementirana na zaledju, s cˇimer
razbremenimo odjemalca in pohitrimo delovanje spletne strani. Iskalnik je na
odjemalcu implementiran tako, da se ob vsaki spremembi v vnosnem polju
izvede klic API, seznam izdelkov pa se ustreno posodobi z iskalnimi rezultati.
Primer klicev API ob poizvedbi za iskalni niz huawei je prikazan na sliki 4.13.
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Slika 4.11: Prikaz paginacije na strani pregleda izdelkov
Slika 4.12: Prilagodljiva vsebina na strani pregleda izdelkov
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Slika 4.13: Prikaz sprotnih zahtevkov API ob iskanju izdelka
4.2.3 Podrobnosti o ceni izdelka
Ob kliku na sliko posameznega izdelka na domacˇi strani smo preusmerjeni
na stran s podrobnostmi o ceni izdelka. Stran je sestavljena iz slike izdelka,
splosˇnih podatkov o ceni izdelka in iz grafa, ki prikazuje zgodovino gibanja
cen izdelka. Glavna in najpomembnejˇsa komponenta strani je graf zgodovine
gibanja cen. Za vizualizacijo smo uporabili knjizˇnico recharts [17], ki je raz-
vita s kombinacijo Reacta in popularne knjizˇnice JavaScript D3.js. Podatke
za vizualizacijo pridobimo iz tocˇke API /api/:productID/price, ki privzeto
vracˇa celotno zgodovino vnosov cen za posamezni izdelek. Seznam pridoblje-
nih vrednosti preslikamo v obliko kljucˇ – vrednost, pri cˇemer je eden izmed
kljucˇev datum, drugi pa cena. Nazadnje ustvarimo instanco linijskega grafa
knjizˇnice rechrats in mu podamo preslikane podatke, ki so upodobljeni na
sliki 4.14. V desnem zgornjem kotu grafa je spustni meni, na katerem lahko
izberemo cˇasovni razpon zgodovine cene. Ta je lahko enak sˇestim mesecem,
trem mesecem, enemu mesecu ali privzeto, to je celotna zgodovina cen. Ob
spremembi razpona na spustnem meniju je na API poslan nov zahtevek s
parametrom range, ki ga na zaledju ustrezno procesiramo in vrnemo zgolj
cene v zahtevanem razponu.
4.2.4 Azˇuriranje sledilcev
S klikom na polje Moji sledilci v stranskem meniju smo preusmerjeni na
stran sledilcev uporabnika. Pri novih uporabnikih je stran sestavljena zgolj
iz prazne tabele, na sliki 4.15 pa je prikazan primer uporabnika z dodanimi
sledilci. Za prikaz podatkov smo uporabili tabelo, ki je implementirana s
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Slika 4.14: Stran s podrobnostmi o ceni izdelka
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pomocˇjo komponente React react-tables. Z njo smo definirali posamezne
stolpce, potrebne za prikaz objektov priceWatch. Skrajno levo sta stolpca s
sliko in nazivom izdelka, sledita cena, pri kateri bi bil uporabnik rad obvesˇcˇen
o padcu cene izdelka, in njegova trenutna cena. Desno sta graficˇno prikazana
sˇe podatek o zalogi izdelka in podatek, ki ponazarja, ali je uporabnik zˇe
bil obvesˇcˇen o padcu cene. Skrajno desno se nahaja gumb, ki uporabnika
preusmeri na obrazec za urejanje posameznega sledilca, in gumb za brisanje
sledilca.
Dodajanje novega sledilca je omogocˇeno s klikom na skrajno desni gumb
zgoraj, s katerim se odpre obrazec za dodajanje. Prikazan je na sliki 4.16.
Za dodajanje je potreben vnos povezave URL do izdelka in cene, pri kateri
zˇeli biti uporabnik obvesˇcˇen o padcu cene. V tej fazi se posˇlje zahtevek
za kreiranje sledilca na dostopno tocˇko /api/priceWatch. Na zaledni strani
storitve najprej preverimo, ali izdelek, za katerega dodajamo sledilca, v nasˇi
podatkovni bazi zˇe obstaja. V primeru, da obstaja, je kreiranje sledilca skoraj
instantno. V nasprotnem primeru s spletnega mesta Mimovrste pridobimo
podatke o izdelku in izdelek dodamo v sistem. Za pravkar kreiran izdelek
dodamo sˇe uporabnikov sledilec in rezultat dodajanja graficˇno prikazˇemo na
spletni strani. Celotni proces dodajanja sledilca je prikazan na diagramu na
sliki 4.17.
4.2.5 Urejanje uporabniˇskih podatkov
Klik na polje Moj racˇun v stranskem meniju nas preusmeri na obrazec za
pregled in hkrati urejanje uporabniˇskih podatkov. Obrazec za urejanje je
prikazan na sliki 4.18. Koncˇni uporabnik svoje vloge seveda ne sme spre-
minjati, lahko pa ureja elektronski posˇtni naslov in geslo. V primeru, da
uporabnik spremeni svoje geslo, zanj na zaledju generiramo novo sol in poso-
dobimo vnos kriptiranega gesla v podatkovni bazi. Obstojecˇi zˇeton JWT za
avtentikacijo do svojega poteka oziroma odjave iz sistema ostane v lokalnem
pomnilniku brskalnika.
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Slika 4.15: Stran pregleda uporabnikovih sledilcev
Slika 4.16: Obrazec za dodajanje sledilca cen
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Slika 4.17: Diagram dodajanja sledilca cen
Slika 4.18: Obrazec za pregled in urejanje uporabniˇskih podatkov
Poglavje 5
Ideje za nadaljnji razvoj
V sklopu diplomskega dela smo razvili zgolj pilotno razlicˇico storitve, zato
so mozˇnosti za nadgradnjo sistema sˇtevilne. Ker smo pri razvoju storitve
stremeli k modularnosti komponent, implementacija morebitnih izboljˇsav ne
bo tezˇava. V nadaljevanju so predstavljene nekatere izmed idej za nadgradnjo
sistema.
5.1 Kategorizacija izdelkov
V trenutni razlicˇici spletne strani je stran pregleda izdelkov precej nepregle-
dna. Z iskalnikom problem do neke mere resˇimo, vendar zgolj v primerih, ko
koncˇni uporabniki tocˇno vedo, kateri izdelek iˇscˇejo. V primeru, da uporab-
niki zˇelijo med izdelki, ki jim v sistemu sledimo, zgolj brskati, je uporabniˇska
izkusˇnja dokaj slaba.
Mozˇna resˇitev je kategorizacija izdelkov. Na zalednem delu je potencialna
implementacija relativno preprosta. V shemo izdelkov dodamo novo lastnost
oziroma kategorijo. Kategorijo bi tako kot druge podatke o izdelku prido-
bili s spletnim strgalnikom. Za dodajanje novih izdelkov bi zgolj razsˇirili
funkcijo, ki pridobiva podatke s spletnega mesta Mimovrste. Enako logiko
bi uporabili za posodobitev obstojecˇih izdelkov v podatkovni bazi, za kar
bi zadosˇcˇala preprosta migracijska skripta. Za filtriranje izdelkov glede na
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kategorijo bi morali razsˇiriti trenutni API. Na spletni strani bi pri pregledu
izdelkov dodali preprosti spustni meni, ki bi vseboval vse kategorije izdelkov.
Ob izbiri specificˇne kategorije bi se na API poslal zahtevek o filtiranju glede
na izbrano kategorijo.
5.2 Implementacija administratorskih funkci-
onalnosti
V nasˇem sistemu trenutno poznamo vlogi navadnih uporabnikov in admini-
stratorjev. Na API-ju smo implementirali avtorizacijo, ki dostop do nekate-
rih funkcionalnosti sistema omogocˇa le administratorjem. Te so v trenutni
razlicˇici sistema dosegljive zgolj prek konzole ali s pomocˇjo namenskih oro-
dij, kot je na primer Postman. Za olajˇsanje administratorskih opravil bi bilo
smiselno, da bi spletno stran razsˇirili tudi za administratorje. Ker API te
funkcionalnosti zˇe podpira, na zaledju spremembe niso potrebne. Na spletni
strani pa bi bil v primeru, da je v sistem prijavljen administrator, razsˇirjeni
stranski meni z navigacijo do dveh dodatnih strani. Prva bi bila stran pre-
gleda vseh uporabnikov, na kateri bi imeli administratorji mozˇnost urejanja
uporabniˇskih podatkov in po potrebi tudi brisanja uporabnikov. Druga bi
bila stran pregleda vseh vnosov cen izdelkov v sistemu, ki bi jih admini-
stratorji lahko urejali, dodajali in brisali. Poleg tega bi na trenutno stran
pregleda izdelkov dodali gumb za neposredno dodajanje izdelkov, ki bi bil
viden zgolj administratorjem.
5.3 Razsˇiritev za brskalnike
Trenutno je spletna stran edina implementacija odjemalca nasˇe storitve. Ker
smo pripravili API za dostop do nasˇe storitve, so mozˇnosti dodajanja odje-
malcev sˇtevilne. Pri razvoju smo stremeli k temu, da bi bila spletna stran kar
se da prilagodljiva. S tem smo zmanjˇsali potrebo po razvoju mobilne aplika-
cije, saj nasˇa spletna stran zaradi prilagodljivosti nudi prijazno uprabniˇsko
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izkusˇnjo tudi na napravah z manjˇsim zaslonom. Nam se zdi najbolj koristen
korak implementacija razsˇiritve za brskalnike. Ta bi pri brskanju po sple-
tnem mestu Mimovrste s klikom na razsˇiritev ponujal takojˇsnji vpogled v
graf gibanja cen izdelkov in dodajanje sledilca za izdelek.
5.4 Podpora za vecˇ spletnih trgovin
V pilotni razlicˇici nasˇe storitve smo razvili sledilca cen, ki podpira zgolj iz-
delke iz spletne trgovine Mimovrste. Ideja je, da bi dodali podporo za vecˇ
slovenskih spletnih trgovin. Za osnovno razlicˇico storitve, ki bi podpirala vecˇ
ponudnikov, bistvene spremembe ne bi bile potrebne. Na shemo izdelkov bi
dodali polje z nazivom ponudnika. Ker je pridobivanje podatkov o izdelku
trenutno relativno modularno, bi zadostovala razsˇiritev funkcije, ki izvaja
poizvedbe na spletna mesta ponudnikov. Glede na ponudnika bi dostopali
do ustreznih elementov HTML s podatki o izdelku. Te bi na enak nacˇin kot
v trenurni razlicˇici resˇitve zapisali v podatkovno bazo. Na spletni strani bi v
prvi razlicˇici posodobljene storitve locˇili prikaz izdelkov glede na ponudnika.
V zahtevnejˇsi implementaciji, za katero bi bila potrebna arhitekturna nad-
gradnja, pa bi lahko zgradili tudi primerjalnik cen spletnih mest, podobno




V diplomskem delu smo prikazali proces nacˇrtovanja in razvoja storitve za
prikaz gibanja cen izdelkov in za obvesˇcˇanje uporabnikov o gibanju cen iz-
delkov. Resˇitev obsega vmesnik REST API, implementiran s kombinacijo
tehnologij Node.js, Express.js in MongoDB. Za dostop do API-ja je potrebna
avtentikacija s kombinacijo elektronskega posˇtnega naslova in gesla, ob kateri
se uporabniku za nadaljnji dostop generira zˇeton JWT. Za dostopne tocˇke
API smo definirali ustrezne pravice dostopa glede na vlogo uporabnika.
Pri izbiri odjemalca smo se odlocˇili za razvoj spletne strani, implemen-
tirane z orodjem React. Kljucˇna elementa spletne strani sta vizualizacija
gibanja cen izdelkov in dodajanje sledilcev cen, ki uporabnika po elektron-
ski posˇte obvesˇcˇajo o potencialnem padcu cene izdelka. Poleg tega stran
omogocˇa tudi iskanje po nazivu izdelka, pregled in urejanje uporabnikovih
podatkov ter njihovih sledilcev.
Cilj diplomskega dela je bil razvoj storitve, s katero bi potencialne kupce
informirali na podrocˇju spletnih nakupov. Menimo, da je bil cilj dosezˇen, saj
smo implementirali povsem delujocˇo storitev in spletno stran, do katere bi
koncˇni uporabniki zˇe lahko dostopali. Z vizualizacijo zgodovine gibanja cen,
ki predstavlja osrednjo funkcionalnost nasˇe storitve, so uporabniki seznanjeni
z dejansko vrednostjo izdelka. V primeru, da se za nakup pri navedeni ceni ne
odlocˇijo, lahko s pomocˇjo sledilcev cen izberejo primernejˇso vrednost cene iz-
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delka in so o njej obvesˇcˇeni. Obe funkcionalnosti pozitivno vplivata na proces
odlocˇanja o spletnih nakupih, kar je bil tudi poglavitni namen diplomskega
dela.
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