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La robo´tica mo´vil es un campo de investigacio´n relativamente reciente que
actualmente ocupa importantes l´ıneas de trabajo en laboratorios y centros
te´cnicos de todo el mundo. Su desarrollo supone la integracio´n de numero-
sas disciplinas entre las que se encuentran la automa´tica, la electro´nica, la
ingenier´ıa meca´nica, la informa´tica, la inteligencia artificial, la estad´ıstica . . .
Para ser considerado como tal, un robot mo´vil precisa de un sistema de
locomocio´n que le permita desplazarse. Existen numerosas posibilidades al
respecto, ya que podemos encontrar robots que andan, saltan, reptan o se
mueven sobre ruedas y tambie´n robots ae´reos o submarinos cuyo sistema
motriz se basa en impulsion fluidomeca´nica. La mayor parte de estos me-
canismos de locomocio´n surge como imitacio´n de los modos de movimiento
que se pueden observar en la naturaleza. La principal excepcio´n es la rueda,
ampliamente utilizada por sus buenas caracter´ısticas sobre suelo plano.
Dentro de los robots mo´viles, los robots auto´nomos son aquellos que no
necesitan la intervencio´n humana para mantener el sentido de la orientacio´n
y la capacidad de navegacio´n. Como indica Smithers [25], la idea principal del
concepto de autonomı´a se obtiene de su etimolog´ıa: auto (propio) y nomos
(ley o regla). Los sistemas automa´ticos se autorregulan pero no son capaces
de generar las leyes que deben tratar de seguir sus reguladores. A diferencia
de ellos, los sistemas auto´nomos han de poder determinar sus estrategias,
o leyes, de conducta y modificar sus pautas de comportamiento al mismo
tiempo que operan en el entorno. Por lo tanto, queda claro que la autonomı´a
an˜ade requisitos sobre el concepto de automatismo.
Los robots auto´nomos deben ser capaces de adquirir informacio´n sobre el
entorno. Para ello han de contar con sensores que proporcionen las medidas
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y datos necesarios. Aunque no son estrictamente imprescindibles, los robots
mo´viles suelen incorporar sensores propioceptivos que suministran medidas
relativas a su estado: velocidad, incremento de posicio´n y aceleraciones. Los
encoders situados en las ruedas del robot, por ejemplo, registran el nu´mero de
revoluciones de las mismas y permiten obtener la llamada posicio´n odome´tri-
ca a partir de la estimacio´n del movimiento relativo incremental. Aunque esta
aproximacio´n presenta una buena precisio´n a corto plazo, la acumulacio´n de
errores a medida que aumenta el recorrido causa grandes diferencias con la
posicio´n real. Por este y otros motivos hace falta disponer de sensores estereo-
ceptivos para percibir los aspectos externos al robot. Los sensores de este tipo
ma´s comunes en robo´tica mo´vil avanzada son los de ultrasonidos, infrarrojos,
los la´seres y las ca´maras. Asimismo, el robot ha de poseer computadores o
microprocesadores para el procesamiento de la informacio´n y la ejecucio´n de
los algoritmos de control del sistema de navegacio´n.
Los robots mo´viles presentan la gran ventaja de poder emplear sus habi-
lidades particulares all´ı donde sea necesario. Esta es la clave de su creciente
demanda comercial. En los u´ltimos an˜os se han multiplicado sus aplicaciones
en entornos industriales, militares, dome´sticos y de seguridad [2].
Algunos ejemplos de robots de este tipo son los cortace´sped, los robots
aspiradora, los Rovers de Marte, los robots gu´ıa . . .
Los robots cortace´sped (figura 1.1) suelen utilizar algu´n medio que deli-
mite la superficie a recorrer (como puede ser un cable que sirva de frontera
para cerrar un recinto). Una vez sen˜alada el a´rea de ce´sped a cortar, hacen
un barrido irregular de toda la superficie.
Figura 1.1: Robot cortace´sped Automower Husqvarna
Los robots aspiradores (figura 1.2) son capaces de realizar la limpieza
de todo tipo de suelos. Suelen constar de dos ruedas traseras motrices y
una rueda delantera directriz. Hay modelos ba´sicos que se mueven de forma
aleatoria, sin cubrir normalmente la totalidad del espacio a limpiar, y modelos
avanzados que incorporan las u´ltimas te´cnicas de mapeo para lograr una alta
eficiencia de funcionamiento.
Los rovers constan de un cuerpo central que se desplaza sobre seis ruedas
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Figura 1.2: Robot aspirador RoboMaxx
y tienen una cabeza y un cuello para que las ca´maras puedan tener una
mejor perspectiva (figura 1.3). Estas ca´maras se utilizan para la construccio´n
de mapas que les permitan guiarse por el territorio as´ı como para enviar
ima´genes a la Tierra. Estos robots tambie´n cuentan con un un brazo robo´tico
y un gran nu´mero de sistemas te´rmicos, adema´s de los sistemas de bater´ıas
y de comunicaciones.
Figura 1.3: Rover sobre la superficie de Marte
Los rovers Spirit y su ”gemelo” Opportunity aterrizaron en el planeta
rojo el 4 y el 25 de enero de 2004, respectivamente. Tienen una capacidad de
movilidad mucho mayor que su antecesor el rover Pathfinder.
Los robots gu´ıa son un tipo de robots mo´viles que han de tener amplio
conocimiento sobre su entorno. Sus requisitos primordiales esta´n orientados
a la interaccio´n con las personas, pero tambie´n es imprescindible en ellos un
buen sistema de navegacio´n que les permita desplazarse de forma auto´noma
en exposiciones, ferias y museos. Uno de estos robots es Urbano (ver los
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apartados 1.2.1, pa´gina 8, y 1.2.2, pa´gina 11, as´ı como el Anexo C), un robot
inteligente que ha sido empleado en el presente proyecto.
1.2 Antecedentes
En el grupo de Control Inteligente de la Universidad Polite´cnica de Madrid,
en el cual se ha realizado este proyecto, trabaja un equipo de profesores e
ingenieros con elevada experiencia en el campo de los robots mo´viles.
1.2.1 Proyectos previos
Los proyectos dentro de esta a´rea que ma´s significativamente han contribuido
al nivel alcanzado se describen a continuacio´n por orden de antigu¨edad. En
la siguiente seccio´n se describira´ el hardware de los robots empleados.
Panorama (1989-1993)
Financiado por la Unio´n Europea (Proyecto ESPRIT 2483), consiste en la
elaboracio´n de un sistema avanzado de percepcio´n y navegacio´n para veh´ıcu-
los industriales dentro de entornos parcialmente estructurados y parcialmente
conocidos. El proyecto estuvo orientado a demostrar la viabilidad de sistemas
de transporte auto´nomos que pudieran sustituir a veh´ıculos controlados por
conductor en un amplio rango de aplicaciones (figura 1.4).
Figura 1.4: Proyecto Panorama
RM-III (1994-1996)
Sistema central de control para un sistema industrial de transporte basado en
mu´ltiples robots mo´viles auto´nomos dotados de inteligencia (figura 1.5). Los
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veh´ıculos tienen un alto grado de autonomı´a que les permite evitar obsta´cu-
los y buscar en cada caso el mejor camino a seguir. Los obsta´culos pueden
ser tanto fijos como mo´viles, con lo que la dificultad aumenta. Un compo-
nente adicional en la autonomı´a de los veh´ıculos lo constituye su capacidad
para gestionar el nivel de carga de sus bater´ıas, traslada´ndose y conecta´ndose
automa´ticamente a los puntos de suministro de energ´ıa al considerarlo con-
veniente. Este proyecto fue financiado por la Comisio´n Interministerial de
Ciencia y Tecnolog´ıa y conto´ con la participacio´n de UPM-DISAM y de la
Universidad Carlos III.
Figura 1.5: Proyecto RM-III
EVS (1996-1999)
Desarrollo de un entorno de ingenier´ıa para facilitar el disen˜o y la implemen-
tacio´n de sistemas auto´nomos distribuidos con aplicacio´n en robo´tica mo´vil
y en procesos continuos. Este entorno proporciona herramientas para el pro-
totipado ra´pido y la experimentacio´n, por medio de un sistema de realidad
virtual que modela el sistema en desarrollo y su entorno (figura 1.6).
Mobinet (1996-2000)
Trabajo cient´ıfico de un amplio conjunto de investigadores europeos en el
disen˜o de un prototipo de robot mo´vil inteligente y completamente auto´nomo,
con alta capacidad de maniobrabilidad y manipulacio´n (figura 1.7). Destinado
a servir de ayuda a personas discapacitadas, la interaccio´n con el usuario
se lleva a cabo a trave´s de comandos de muy alto nivel. El proyecto fue
financiado por la Unio´n Europea bajo programa TMR (Training and Mobility
of Researchers).
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Figura 1.6: Proyecto EVS
Figura 1.7: Proyecto MobiNet
Blacky (2000-2001)
Disen˜o de un prototipo de robot mo´vil para navegacio´n en entornos parcial-
mente estructurados y con un elevado nu´mero de personas (figura 1.8).El
objetivo del proyecto es desarrollar un robot capaz de moverse en entornos
complicados, tipo recintos feriales, e interaccionar con las personas que all´ı se
encuentren. Desde el punto de vista del control reactivo, los obsta´culos no
so´lo no son fijos, sino que su movimiento es totalmente imprevisible. Desde el
punto de vista de la localizacio´n, se empleaba un sistema de marcas fijas en
las paredes. El robot se encuentra con bastante frecuencia totalmente rodeado
por personas, lo que complicaba la determinacio´n de su posicionamiento.
WebFair (2001-2004)
Proyecto Europeo Ref: IST-2000-29456.
Desarrollo y validacio´n de un sistema de tele-presencia basado en robots
mo´viles, capaz de facilitar el acceso de individuos a grandes exhibiciones y
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Figura 1.8: Proyecto Blacky
Figura 1.9: Proyecto WebFair
ferias comerciales a trave´s de Internet. La construccio´n de mapas y dema´s
pruebas se realizaron en el Castillo de Belgioso, Italia, dedicado a la celebra-
cio´n de exposiciones (figura 1.9).
Guido (2004)
Sistema de navegacio´n robusto para un robot de la empresa Haptica que sirva
de ayuda a la movilidad de personas de´biles o con problemas de visio´n (figura
1.10). Un punto a destacar entre las mejoras introducidas es la utilizacio´n de
la informacio´n proporcionada por los bordes de segmentos del mapa, lo cual
evita redundancias y permite as´ı disminuir el coste computacional [20]. Muy
buenos resultados en casos reales empleando un ordenador porta´til auxiliar.
Urbano(2001-2004)
Proyecto de investigacio´n nacional Ref: DPI2001-3652C0201.
Proyecto financiado por el Ministerio de Ciencia y Tecnolog´ıa y supervi-
sado por la Ciudad de las Artes y las Ciencias de Valencia (CACSA), donde
el robot se ha probado con e´xito (figura 1.11). El mo´dulo de navegacio´n fue
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Figura 1.10: Proyecto Guido
Figura 1.11: Proyecto Urbano




Modelado, disen˜o de una tecnolog´ıa de disen˜o e implementacio´n de com-
portamientos inteligentes en robots gu´ıa. Se trata de un proyecto financiado
por el Ministerio de Ciencia y Tecnolog´ıa que da continuidad al proyecto
Urbano introduciendo mejoras en los mo´dulos de navegacio´n, consciencia y
emociones, conocimiento y dia´logo.




Fabricado por Robosoft, consiste en una plataforma con elevada capacidad
sensorial pensada para trabajo de experimentacio´n (figura 1.12). El modo de
locomocio´n es diferencial y cuenta con un computador principal de Motorola
con sistema operativo Albatros. Tiene tambie´n un computador secundario
Sun Sparc. Los sensores de proximidad que posee son 24 sensores de ultraso-
nidos. Tambie´n presenta capacidad de visio´n y Wireless Ethernet. Este robot
se utilizo´ en los proyectos RM-III y EVS.
Figura 1.12: Robot ROBUTER
BLACKY
Plataforma MRV-4 de Denning Branch Int. Robotics dotada de un PC Pen-
tium con sistema operativo Linux y un la´ser rotatorio para la localizacio´n con
balizas reflectantes. Tambie´n posee 24 sensores de ultrasonidos y Ethernet
Wireless radio. Es el robot utilizado en el proyecto del mismo nombre (figura
1.13).
URBANO
Plataforma B21r del fabricante iRobot (figura 1.14). El computador base
es un PC Pentium con sistema operativo Linux; el computador secundario
es un PC Pentium con Windows. Dispone de un la´ser SICK LMS200 para
la localizacio´n. Tambie´n posee 24 sensores de ultrasonidos e infrarrojos y
Ethernet Wireless radio. En DISAM-UPM se han desarrollado una cabeza y
un brazo con los que el robot puede hacer gestos e interaccionar con personas.
Este robot se ha empleado en los proyectos WebFair, Urbano y RobInt.
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Figura 1.13: Robot BLACKY
Figura 1.14: Robot Urbano
Dado que este robot ha sido asimismo utilizado en el desarrollo de este
proyecto, puede consultarse ma´s informacio´n sobre e´l en el Anexo C.
GUIDO
Guido (figura 1.15) es un robot de cuatro ruedas con dos motores para hacer
girar las dos delanteras, pero ha de ser empujado para moverse [19]. Tiene
un sensor la´ser para percibir el entorno y en el manillar hay un sensor de
medida de fuerza para detectar el comando de giro. El computador de a
bordo es un PC104 300 MHz Geode con 32 MB de disco duro y 32 MB
de RAM, con sistema operativo Haptica-TinyDCLinux. Tiene disponible un
puerto Ethernet para las comunicaciones y se alimenta a 24V suministrados
por cuatro bater´ıas.
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Figura 1.15: Robot Guido
1.3 Marco del proyecto
Este proyecto se ha llevado a cabo bajo beca de colaboracio´n concedida por
el Ministerio de Educacio´n y Ciencia en el Departamento de Automa´tica,
Ingenier´ıa Electro´nica e Informa´tica Industrial de la Escuela Te´cnica Superior
de Ingenieros Industriales de la Universidad Polite´cnica de Madrid, dentro
del grupo de Control Inteligente.
1.4 Objetivos del proyecto
El objetivo del proyecto consiste en la realizacio´n de un sistema de navegacio´n
para un robot mo´vil. La eficiencia de este sistema y el grado de conocimiento
del entorno que proporcione han de permitir que el robot lleve a cabo sus
tareas con precisio´n y flexibilidad. Se ha trabajado en control de movimiento,
planificacio´n de trayectorias, control reactivo, localizacio´n y construccio´n de
mapas.
1.5 Alcance del proyecto
Los principales elementos de trabajo en este proyecto son los siguientes:
• Formacio´n previa. En primer lugar se requer´ıa un asentamiento de
conocimientos sobre programacio´n y algor´ıtmica, el aprendizaje de C++
y Visual C++. Posteriormente fue necesaria la comprensio´n de la ba-
se de software de navegacio´n existente. Otra parte importante era la
puesta en funcionamiento del robot Pioneer P3AT y el estudio de las
librer´ıas de la distribucio´n Aria.
• Desarrollo del control de movimiento. Programacio´n de un regu-
lador proporcional con planificacio´n de ganancia, empleando tanto los
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para´metros de Urbano como los correspondientes al Pioneer. Genera-
cio´n de una trayectoria suave en los puntos de paso de una trayectoria
definida. Algoritmo para evitar desviaciones sobre la trayectoria progra-
mada. Control reactivo: deformacio´n de la trayectoria por la presencia
de obsta´culos y paredes cercanas al camino inicial a seguir por el robot.
• Localizacio´n y construccio´n de mapas. Estudio del filtro de Kal-
man y del filtro extendido de Kalman (EKF). Aplicacio´n a la la locali-
zacio´n del robot a partir de los puntos de medida proporcionados por el
la´ser. Modificacio´n del modelo para el caso de disponer u´nicamente de
medidas de distancia, que no se utiliza debido a su peor comportamien-
to. Programacio´n de las fases de prediccio´n y correccio´n del algoritmo.
Ana´lisis del coste computacional y reduccio´n del tiempo de procesa-
miento. Obtencio´n y actualizacio´n de mapas de puntos a partir de los
datos registrados por el la´ser. Utilizacio´n de mapas ya realizados pa-
ra efectuar la localizacio´n. Borrado de los puntos correspondientes a
obsta´culos dina´micos del mapa que se encuentren cercanos a la posi-
cio´n del robot en cada momento. Con el Pioneer so´lo se ha empleado
hasta el momento la parte del proyecto relativa al control de movimien-
to y planificacio´n de trayectorias ya que al no poderse utilizar el la´ser
no era posible realizar tareas de localizacio´n. Se ha utilizado el sistema
con este robot en modo simulacio´n.
• Integracio´n. Funcionamiento conjunto e intercambio de informacio´n
entre los componentes anteriormente indicados.
• Pruebas. Pruebas de funcionamiento en modo simulacio´n y con los
robots reales. Correccio´n, depuracio´n y posibles mejoras a partir de los
resultados de dichas pruebas.
Paralelamente se iba desarrollando un cuadro de dia´logo para facilitar
la ejecucio´n y la seleccio´n de opciones en la misma.
La estructura de descomposicio´n del proyecto (EDP), la programacio´n
temporal seguida para llevar a cabo las tareas correspondientes a las distintas
fases del mismo as´ı como la estimacio´n del presupuesto se incluyen en los
ape´ndices.
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Cap´ıtulo 2
Estado del Arte
2.1 Navegacio´n, planificacio´n de trayectorias
y control reactivo
Un aspecto esencial de un robot mo´vil es su capacidad de navegacio´n. Sin
entrar en profundidad en la cinema´tica implicada en el movimiento de di-
ferentes tipos de robots mo´viles, ha de tenerse en cuenta que e´sta limita
significativamente las posibles configuraciones que puede adoptar un robot
para moverse entre dos determinados puntos. El te´rmino trayectoria se di-
ferencia del de camino en que incorpora la dimensio´n tiempo. As´ı, mientras
que en un camino se tiene una serie discreta de puntos o configuraciones, en
una trayectoria se asocia a cada uno de ellos una velocidad. No obstante,
cuando se hace referencia a la planificacio´n, es corriente el empleo de ambos
conceptos indistintamente.
2.1.1 Control de movimiento
El desplazamiento del robot entre dos puntos se realiza mediante lo que se
conoce como motion control. Existen diferentes te´cnicas para afrontar esta
tarea, distinguie´ndose entre control en bucle abierto o control con realimen-
tacio´n[23].
Control en bucle abierto
Consiste en el seguimiento de una trayectoria definida por un perfil de puntos
o velocidades en funcio´n del tiempo. El mayor inconveniente que presenta es
la alta probabilidad de que el robot no llegue a su destino si por algu´n motivo
se encuentra en un lugar distinto al previamente esperado para un cierto
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momento. Adema´s, precalcular una trayectoria posible no resulta sencillo en
muchos casos. Otra de sus desventajas es que suele basarse en movimientos
de giro o avance puros, y con frecuencia da lugar a movimientos algo bruscos.
Control con realimentacio´n
Una manera ma´s apropiada de tratar el control de movimiento de un robot
mo´vil es el control mediante feedback de su posicio´n. Con un controlador de
este tipo, la planificacio´n de trayectorias se reduce a la obtencio´n de una serie
de puntos intermedios que determinen el camino a seguir entre los puntos
origen y destino.
2.1.2 Aptitudes para la navegacio´n: planificacio´n y
reaccio´n
En navegacio´n de alto nivel juegan un papel fundamental las habilidades de
planificacio´n y reaccio´n del robot. Ambos sistemas son igualmente importan-
tes y han de integrarse adecuadamente. De nada sirve que el robot disponga
de un conjunto de acciones a realizar para alcanzar un objetivo dado (plan),
si durante la ejecucio´n del mismo se encuentra con condiciones no previstas
a las que no sabe co´mo hacer frente. Tampoco tiene sentido que el robot sea
capaz de reaccionar ante diferentes circunstancias si no puede guiarse para
llegar al destino deseado. La solucio´n teo´rica ideal lleva a la fusio´n de ambos
conceptos, de modo que constantemente se elabora o actualiza un plan que
reaccione en tiempo real a la informacio´n ma´s inmediata que se tenga para
describir el entorno.
Se dice que el sistema de un robot es completo si y so´lo si para todos los
posibles problemas que puedan encontrarse (diferentes estados de partida,
mapas o destinos. . . ), cuando exista alguna trayectoria entre el estado inicial
y el final, el sistema llegara´ al estado final. Por lo tanto, si un sistema es
incompleto significa que existe al menos un problema que tiene solucio´n para
el cual el sistema no encuentra solucio´n. Siendo una propiedad enormemente
dif´ıcil de conseguir, a menudo se renuncia a la completitud por razones de
coste computacional.
Planificacio´n de trayectorias
La planificacio´n de trayectorias se lleva a cabo en la mayor´ıa de los casos
en una representacio´n formal denominada espacio de configuracio´n. Para un
robot con k grados de libertad, cada uno de sus posibles estados o configu-
raciones se describira´ con k valores reales: q1, q2..., qk. El vector que contenga
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esas k coordenadas podra´ considerarse como un punto en un espacio de di-
mensio´n k que recibe el nombre de espacio de configuracio´n C del robot. En
el caso de que el robot se mueva en las cercan´ıas de algu´n obsta´culo, han de
evitarse las colisiones con e´l, lo cual puede complicarse mucho en el espacio
f´ısico. Sin embargo, en el espacio de configuracio´n la resolucio´n del problema
es directa si se define el espacio de configuracio´n de obsta´culos O como el
subespacio de C en el que el robot choca contra algu´n objeto. El subespa-
cio libre en el que el robot puede moverse con seguridad sera´ la diferencia
F = C −O.
Generalmente, se considera al robot mo´vil como un simple punto. En
consecuencia, el espacio de configuracio´n es fa´cilmente manejable por ser
plano con ejes x e y. Una importante consideracio´n a realizar es el hecho de
que al reducirse el robot a un punto, habra´ que aumentar el taman˜o de los
obsta´culos en la medida del radio del robot.
Una vez introducido este concepto, se distinguen tres estrategias princi-
pales para efectuar la planificacio´n de trayectorias ba´sica:
• Mapa de l´ıneas : basado en identificar rutas en el espacio libre. Destacan
los me´todos del Gra´fico de visibilidad y del Diagrama de Voronoi.
• Descomposicio´n en celdillas : a partir de una mapa de celdillas se cla-
sifican e´stas en libres y ocupadas y se crea un grafo de conectividad
entre celdas libres adyacentes (ver 2.2.1).
• Campo de potencial : consiste en imponer una adecuada funcio´n ma-
tema´tica sobre el espacio. Permite obtener la fuerza sobre el robot
(que se traducira´ en una velocidad) como resultado de potenciales de
atraccio´n y repulsio´n.
Las trayectorias generadas por estos algoritmos pueden ser mejoradas en
relacio´n a distintos criterios. Por ejemplo, puede resultar interesante suavi-
zar los a´ngulos en las trayectorias previas mediante arcos de circunferencia
(como se implementa en el presente proyecto) o interpolacio´n cuadra´tica. Es-
tas te´cnicas de perfeccionamiento son tambie´n un componente relevante del
te´rmino planificacio´n de trayectorias.
Control reactivo
El control reactivo tiene como principal propo´sito evitar que el robot pueda
chocar con algu´n obsta´culo en el seguimiento de la trayectoria previamente
hallada. Para ello existen diversos algoritmos que modifican estas trayectorias
en funcio´n de los objetos detectados por las medidas que le llegan al robot
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procedentes de los sensores estereoceptivos. La presencia de obsta´culos en una
trayectoria obtenida mediante planificacio´n sobre un mapa del entorno puede
deberse a errores en la localizacio´n, a imprecisiones en el mapa utilizado o a
obsta´culos dina´micos no contemplados en dicho mapa.
Algunas soluciones (por ejemplo la mostrada en [4]) consisten en calcular
un conjunto de comandos de giro o de variacio´n de la velocidad a aplicar al
robot en funcio´n de lo que e´ste percibe a trave´s de sus sensores. Tambie´n se
ha afrontado la tarea de esquivar obsta´culos mediante controladores basados
en lo´gica borrosa.
Un nuevo enfoque, efectivo y gene´rico, es el que se presenta en [13]. A
partir de un camino inicial libre de obsta´culos, se trata de ir deforma´ndolo
iterativamente cuando se encuentran obsta´culos pro´ximos, siguiendo para
ello un criterio de optimizacio´n. El camino deformado debe apartarse de
los obsta´culos, cumplir las restricciones cinema´ticas de movimiento (lo que
complica significativamente el problema en el caso de robots no holo´nomos)
y mantener las mismas configuraciones inicial y final que el camino original.
En el art´ıculo se establece un marco teo´rico en el que la deformacio´n del
camino inicial se modela como un sistema dina´mico dentro del algoritmo que
controla el proceso.
Tambie´n cabe mencionar que existen otros algoritmos de control reactivo
que podr´ıan considerarse ma´s avanzados por tener en cuenta la velocidad
de los obsta´culos detectados. No obstante, emplean modelos excesivamente
sencillos del robot y los obsta´culos que no suelen conducir a un buen com-
portamiento pra´ctico.
Por u´ltimo, hay trabajos recientes que se centran en resolver el problema
en escenarios complejos, con un alto grado de ocupacio´n o dina´micos. Para
ello, se basan en estrategias de “divide y vencera´s” y posteriormente aplican
diferentes te´cnicas de control reactivo. En [15] se explica una metodolog´ıa
que, a nivel simbo´lico, consiste en identificar situaciones para posteriormente
aplicar una determinada accio´n en cada caso. Una vez definidas las posibles
situaciones (a partir de las posiciones relativas de robot, obsta´culos y destino)
as´ı como las acciones asociadas a las mismas, se realiza una implementacio´n
geome´trica particular.
2.2 Localizacio´n y construccio´n de mapas con
un robot mo´vil
Uno de los mayores problemas que conciernen a la navegacio´n de robots mo´vi-
les consiste en la determinacio´n de su localizacio´n con un elevado grado de
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precisio´n. Para cumplir con el objetivo de autonomı´a no basta con situar el
robot en un sistema de referencia global sino que es imprescindible conocer su
posicio´n relativa tanto respecto a posibles obsta´culos mo´viles como respecto
al modelo esta´tico de su entorno. Para ello, existen diferentes alternativas
utilizando mapas que, o bien se introducen previamente al robot, o bien se
elaboran a medida que el mismo se mueve por un determinado lugar. Esta se-
gunda opcio´n empieza a desarrollarse a finales de los an˜os 80. En un principio
se desacoplaron los problemas de construccio´n del mapa y de la localizacio´n
del robot en el mismo; pronto se descubrir´ıa que la solucio´n rigurosa requiere
tratar ambos aspectos al mismo tiempo en lo que se conoce como SLAM
(Simultaneous Localization and Mapping). La solucio´n al problema SLAM
esta´ considerada como pieza clave en la bu´squeda de la completa autonomı´a
de un robot mo´vil y concentra los principales esfuerzos de investigacio´n de
grupos de robo´tica mo´vil de todo el mundo que han conseguido importantes
avances y continu´an intentando resolver dicho problema.
El origen de las dificultades en la localizacio´n y la construccio´n de ma-
pas se deriva de la existencia de ruido en las medidas de los sensores y en
las limitaciones en el rango de las mismas. Un poco ma´s en profundidad,
los principales factores que impiden que el proceso sea ma´s sencillo son los
siguientes:
• Las observaciones se obtienen con respecto al sistema de referencia
propio del robot, cuya posicio´n viene afectada de un cierto grado de
incertidumbre inherente a la odometr´ıa. As´ı, la imprecisio´n en las ob-
servaciones se an˜ade a la ya existente en la posicio´n del robot y se
complica extremadamente la minimizacio´n de los errores.
• En multitud de casos es necesaria la representacio´n de mapas de taman˜o
grande, lo cual supone un mayor coste computacional y una mayor
imprecisio´n en la odometr´ıa segu´n aumentan los desplazamientos del
robot.
• Los entornos suelen ser dina´micos, sobre todo en el caso de robots gu´ıa o
dome´sticos. Si se considera que las observaciones corresponden a puntos
fijos representados con cara´cter permanente en el mapa se simplifica el
problema, pero se tienen discrepancias con la realidad. Una aproxima-
cio´n parcialmente eficiente consiste en ir borrando objetos transitorios
del mapa a lo largo del tiempo, trata´ndolos a modo de ruido. El ra´pi-
do avance de la visio´n artificial y el desarrollo de dispositivos sensores
que diferencien entre obsta´culos mo´viles y estructuras esta´ticas dentro
de un marco de referencia mo´vil permitira´n notables mejoras en este
aspecto.
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• La asociacio´n de las observaciones con los objetos del mapa puede re-
sultar compleja si e´stos son parecidos entre s´ı. En muchos casos no
puede efectuarse la correspondencia de forma determinista y ha de em-
plearse una formulacio´n probabilista. Algunas mejoras para abordar
este problema y descartar las asociaciones erro´neas se han presentado
en [21].
• Los entornos son tridimensionales pero contemplar este aspecto intro-
duce un mayor grado de complejidad y ha de tenerse en cuenta que
generalmente los sensores esta´n configurados para una percepcio´n pla-
na horizontal. Aunque existen algunos trabajos en la representacio´n de
mapas tridimensionales, la mayor parte de los algoritmos ma´s emplea-
dos hasta el momento aceptan la hipo´tesis de bidimensionalidad del
entorno. El paso a modelos en tres dimensiones es uno de los pro´ximos
objetivos a seguir (cap´ıtulo 7).
2.2.1 Tipos de mapas
Cuanto mayor sea la complejidad del mapa a emplear, mayor sera´ la comple-
jidad computacional de su construccio´n, de la localizacio´n y de la navegacio´n.
La precisio´n del mapa vendra´ condicionada en cada caso por la precisio´n que
se necesite en el movimiento del robot y por la precisio´n de los sensores de
que se disponga.
Se establecen tres niveles posibles de representacio´n en la definicio´n de
un mapa: geome´trico, topolo´gico y sema´ntico. Una representacio´n completa
del entorno deber´ıa incorporarlos todos pero con frecuencia las soluciones
halladas se centran en uno so´lo de ellos y, a lo sumo, incluyen uno o los dos
restantes como mera informacio´n extra que pueda mejorar la navegacio´n.
El nivel me´trico consiste en representar las coordenadas y propiedades de
los objetos del mapa. Este modelo puede a su vez ser geome´trico, en el que se
representan elementos discretos del entorno de modo que almacenan su para-
metrizacio´n geome´trica, o discretizado, en el que la ocupacio´n del entorno se
analiza mediante una divisio´n del mismo. As´ı, los mapas me´tricos geome´tricos
representan objetos con determinadas caracter´ısticas geome´tricas y diferen-
tes grados de complejidad dependiendo de las capacidades sensoriales y de
extraccio´n de informacio´n. En la figura 2.1 se muestran dos mapas geome´tri-
cos que reflejan propiedades caracter´ısticas de los entornos de interiores. En
el mapa de la izquierda se representan las paredes mediante segmentos y en
el de la derecha puede apreciarse que las esquinas y objetos delgados, como
patas de mobiliario, se representan como puntos.
Este tipo de mapas es ampliamente utilizado en entornos estructurados
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Figura 2.1: Mapas me´tricos geome´tricos
debido principalmente a la facilidad de visualizacio´n que ofrecen y la compa-
cidad que presentan. Otra ventaja fundamental es la filtracio´n de los objetos
dina´micos al hacerse la extraccio´n previa de caracter´ısticas del entorno. Los
sensores necesarios para construir estos mapas no pueden generar mucho rui-
do, puesto que han de permitir distinguir los diferentes elementos del entorno.
Otro inconveniente a resaltar es su incapacidad para proporcionar un mode-
lo completo del espacio que rodea al robot. Los puntos que no se identifican
como caracter´ısticas geome´tricas del mundo real son eliminados, con lo que
para ganar en robustez y compacidad se pierde informacio´n de los senso-
res. Esta limitacio´n afecta a tareas como la planificacio´n de trayectorias y la
exploracio´n de entornos, reduciendo consiguientemente la utilidad de estos
mapas en la navegacio´n de robots mo´viles.
En los mapas me´tricos discretizados,se utiliza la informacio´n de los senso-
res sin segmentar y se construye una funcio´n de densidad de probabilidad de
ocupacio´n del espacio. Como e´sta no puede cubrir todo el espacio de forma
continua, se efectu´a una descomposicio´n en celdillas y se asigna una proba-
bilidad a que cada una este´ ocupada o libre. Esta divisio´n puede ser exacta,
manteniendo las fronteras de los obsta´culos como bordes de las celdillas, o
mediante celdillas de dimensiones fijas que se reparten por todo el espacio
[23]. En las figuras 2.2 y 2.3 pueden verse ejemplos de ambos tipos de des-
composicio´n. En la divisio´n en celdillas fijas se aprecia que un estrecho paso
entre dos obsta´culos puede perderse con esta representacio´n.
En este caso no se analiza la pertenencia de cada celdilla a un objeto in-
dividual, por lo que aunque el espacio este´ discretizado se logra su represen-
tacio´n de forma continua. En la figura 2.4 se puede ver un mapa discretizado
o de ocupacio´n de celdillas de un entorno con formas irregulares que har´ıa
complicada la representacio´n geome´trica.
Este tipo de mapas puede precisar de una alta capacidad de almace-
namiento, tanto mayor cuanta ma´s resolucio´n se requiera. Por otra parte,
permite representaciones continuas y completas incluso a partir de datos de
sensores con mucho ruido como los de ultrasonidos, lo que los hace especial-
mente pra´cticos.
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Figura 2.2: Descomposicio´n en celdillas exactas
Figura 2.3: Descomposicio´n en celdillas fijas
Figura 2.4: Mapa me´trico discretizado
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El nivel de representacio´n topolo´gico se centra en definir nodos (en oca-
siones llamados lugares distintivos) y las conexiones entre ellos. Los mapas
topolo´gicos a menudo se elaboran a partir de mapas geome´tricos pero tambie´n
pueden obtenerse directamente. Un concepto importante en estos modelos es
el de nodos adyacentes. Los nodos adyacentes son aquellos que el robot puede
alcanzar sucesivamente sin pasar por ningu´n otro nodo intermedio. Dentro
de este nivel son muy comunes las representaciones basadas en el Diagra-
ma de Voronoi o el Gra´fico de Voronoi Generalizado (GVG)como las que se
presentan en [3] y se muestran en la figura 2.5.
Figura 2.5: Mapas topolo´gicos basados en el diagrama de Voronoi
Los mapas topolo´gicos tienen un grado de compacidad incluso mayor que
los mapas me´tricos geome´tricos. Sin embargo, esta representacio´n depende
en gran medida de las capacidades sensoriales del robot y da lugar a mapas
menos realistas.
La caracter´ıstica fundamental del nivel sema´ntico frente al topolo´gico es
que toda la informacio´n geome´trica se elimina por completo. El resultado
es una representacio´n de los lugares ma´s significativos del entorno y sus
conexiones, denotados mediante simples etiquetas lingu¨´ısticas. En la figura
2.6 se observan los mapas topolo´gico y sema´ntico de un entorno de interiores
obtenidos en [12].
De estos tres niveles, el ma´s utilizado es, sin duda, el me´trico. Su principal
atractivo es la gran riqueza de su representacio´n, lo que permite una nave-
gacio´n del robot ma´s robusta. Los otros dos niveles de representacio´n suelen
construirse a partir del anterior y se utilizan para tareas de planificacio´n de
alto nivel. Su compacidad los hara´ interesantes en entornos estructuralmente
complejos o de taman˜o superior a los explorados hasta el momento.
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Figura 2.6: Mapas topolo´gico y sema´ntico
2.2.2 SLAM con te´cnicas probabil´ısticas
En cualquier modelo matema´tico de un sistema existen diversas fuentes de
incertidumbre. En los sistemas dina´micos, adema´s, puede haber perturbacio-
nes que afecten al control. Por u´ltimo, como ya se ha mencionado, los sensores
no pueden suministrar informacio´n completa y exacta. Estas son algunas de
las limitaciones por las que los modelos deterministas resultan insuficientes
y por las que se llega al planteamiento de modelos estoca´sticos.
Desde los an˜os 90 las principales te´cnicas de construccio´n de mapas y
localizacio´n se han fundamentado en la teor´ıa de la probabilidad y, ma´s con-
cretamente, en el teorema de Bayes. Los algoritmos que analizan la solucio´n
al problema SLAM desde esta perspectiva son claramente los que mejores
resultados han tenido. La formulacio´n probabil´ıstica rigurosa del problema
SLAM se conoce comu´nmente como Filtro de Bayes y puede considerarse
como una generalizacio´n temporal del teorema del mismo nombre. El plan-
teamiento se expone a continuacio´n[18].
En la construccio´n de un mapa por un robot mo´vil se tienen dos tipos de
medidas: las que provienen de los sensores propioceptivos (odometr´ıa) y las
de los sensores estereoceptivos (observaciones). Se puede suponer sin pe´rdida
de generalidad que estas medidas llegan secuencial y alternativamente en el
tiempo:
u1, z1, u2, z2...ut, zt (2.1)
Donde u representa un desplazamiento relativo del robot y z una medida
de los sensores externos. El sub´ındice indica el instante de tiempo al que
corresponde cada medida, siendo t el instante actual. El estado del sistema
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en el instante t t´ıpicamente vendra´ dado por la posicio´n del robot st y la
posicio´n de los objetos del mapa mt
xt ∼ st,mt (2.2)
El teorema de Bayes permite conocer la probabilidad de dicho estado
condicionada a los datos recogidos hasta ese instante t. Hay que destacar
que esta funcio´n de probabilidad representa cualquier solucio´n probabilista
al problema SLAM.
p(xt | zt, ut) = p(st,mt | zt, ut) = ηp(zt | st,mt, zt−1, ut)p(st,mt | zt−1ut)
(2.3)
zt = z1, z2...zt
ut = u1, u2...ut (2.4)
Aceptando que el u´nico estado que existe es el definido por st ymt (hipo´te-
sis de Markov), la funcio´n de probabilidad puede escribirse nuevamente:
p(xt | zt, ut) = p(st,mt | zt, ut) = ηp(zt | st,mt)p(st,mt | zt−1ut) (2.5)
El segundo factor puede expresarse en base al teorema de la probabilidad
total como:
p(st,mt | zt−1, ut) = (2.6)∫ ∫
p(st,mt | zt−1, ut, st−1,mt−1) · p(st−1,mt−1 | zt−1, ut)dst−1dmt−1
Aplicando otra vez la hipo´tesis de Markov y el hecho de que es lo´gico
pensar que el movimiento del robot es independiente del mapa, se tiene:
p(st,mt | zt−1, ut) =
∫
p(st | ut−1, st−1) · p(st−1,m | zt−1, ut−1)dst−1 (2.7)
Con lo que finalmente queda:
p(st,m | zt, ut) = (2.8)
ηp(zt | st,mt)
∫
p(st | ut, st−1) · p(st−1,m | zt−1, ut−1)dst−1
Esta expresio´n 2.8 es la que se conoce como Filtro de Bayes en el pro-
blema SLAM. El problema as´ı planteado puede abordarse recursivamente si
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se conocen en cada instante las medidas sensoriales de ese instante (con su
probabilidad) junto con la funcio´n de probabilidad del estado en el instante
anterior. Hacen falta, por lo tanto, dos funciones de probabilidad correspon-
dientes a datos sensoriales: la relativa a la odometr´ıa, p(st | ut, st−1), y la de
las medidas efectuadas por el sistema estereoceptivo, p(zt | st,mt).
Sin embargo, la ecuacio´n del Filtro de Bayes no puede resolverse ni im-
plementarse directamente sino que es preciso realizar ciertas simplificaciones
o suposiciones que dan lugar a los diferentes algoritmos existentes.
El estudio de todos estos algoritmos queda fuera del alcance de este pro-
yecto. La solucio´n adoptada se encuadra dentro de la categor´ıa de me´todos
de Ma´xima Probabilidad Incremental. La idea ba´sica del algoritmo as´ı lla-
mado consiste en construir un u´nico mapa segu´n van llegando los datos, sin
mantener ninguna nocio´n sobre la incertidumbre del mismo o de la posicio´n
del robot en cada instante. U´nicamente se determinan la posicio´n y el mapa
ma´s probables en cada momento. La principal ventaja del algoritmo es su
mayor simplicidad y el menor tiempo de procesamiento y capacidad de alma-
cenamiento que requiere frente a otras soluciones. Sin embargo, no presenta
un buen comportamiento a la hora de cerrar bucles dado que al no guardarse
ninguna informacio´n sobre la incertidumbre del mapa, una estimacio´n reali-
zada no puede corregirse a partir de datos posteriores. Una posible forma de
hacer frente a este problema es utilizar algoritmos h´ıbridos. Los algoritmos
h´ıbridos ofrecen una aproximacio´n intermedia entre la obtencio´n del mapa
ma´s probable sin mantener una nocio´n de la incertidumbre del mismo ni
de la posicio´n del robot (algoritmo de Ma´xima Probabilidad Incremental),
y la estimacio´n de la funcio´n de probabilidad del mapa completo (solucio´n
SLAM-EKF), que conserva la totalidad de la informacio´n sobre la incerti-
dumbre. En definitiva lo que hacen este tipo de algoritmos es mantener la
incertidumbre en la posicio´n del robot de una u otra forma y estimar el mapa
ma´s probable simplificando la ecuacio´n 2.8 para la localizacio´n en un mapa
dado.
2.2.3 Localizacio´n probabil´ıstica basada en mapas
Entre las te´cnicas probabilistas de localizacio´n destacan especialmente dos
tipos de localizacio´n: localizacio´n de Markov y localizacio´n basada en el filtro
de Kalman. El primero de ambos me´todos utiliza una distribucio´n de pro-
babilidad expl´ıcitamente especificada sobre todas las posibles posiciones del
robot en el mapa. No requiere que el robot tenga una posicio´n inicial conoci-
da y permite la relocalizacio´n a partir de situaciones ambiguas. Sin embargo,
para actualizar la probabilidad de todas las posiciones del espacio de estado
hace falta que e´ste tenga una representacio´n discretizada (mapas de celdillas,
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mapas topolo´gicos. . . ).
En 1994 se celebro´ el concurso 1994 American Association for Artificial
Intelligence (AAAI) National Robot Contest, en el que se proporcionaba a los
robots participantes un mapa topolo´gico imperfecto del entorno con el cual
ten´ıan que conseguir llegar a una determinada habitacio´n establecida como
meta. El robot Rinho empleaba en dicho concurso localizacio´n de Markov a
partir de la construccio´n de un mapa de celdillas. En la figura 2.7 pueden
verse sus resultados.
Figura 2.7: Trayectorias odome´trica y corregida mediante localizacio´n de
Markov en un mapa de ocupacio´n de celdillas [6].
Las te´cnicas de localizacio´n de Markov con mapas topolo´gicos son dif´ıciles
de aplicar en entornos no estructurados. En otro tipo de casos, sin embargo,
puede ser ma´s adecuado. El ganador de la competicio´n de robots mo´viles
de la AAAI de 1994, llamado Dervish, empleaba localizacio´n probabil´ıstica
de Markov sobre representacio´n topolo´gica del entorno. En la figura 2.8 se
muestra un ejemplo de representacio´n topolo´gica de un entorno de oficinas
similar al del concurso. Dervish detectaba las puertas cerradas y las puertas
abiertas, guardando la informacio´n para relacionarla con la conectividad de
nodos del mapa. Posteriores desarrollos pueden encontrarse en [24] y [9].
Figura 2.8: Representacio´n topolo´gica de un entorno de oficina
Otro tipo de localizacio´n basada en el me´todo de Markov es la loca-
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lizacio´n de Monte Carlo. En ella, inicialmente se toma al azar un elevado
nu´mero de posibles configuraciones hipote´ticas para el robot. Con las medi-
das de los sensores se va actualizando la probabilidad de que cada una de
esas configuraciones sea la configuracio´n del robot en ese instante en base a
modelos estad´ısticos mediante aplicacio´n del teorema de Bayes. De un modo
similar, cada movimiento incremental del robot se incorpora al ca´lculo de
probabilidades mediante el modelo estad´ıstico de la medida del movimiento.
Las configuraciones cuya probabilidad resulta ser muy baja se sustituyen por
otras configuraciones aleatorias del espacio de estado.
El filtro de Kalman emplea una representacio´n de densidad de proba-
bilidad Gaussiana de la posicio´n del robot y la asociacio´n de datos para la
localizacio´n. Es interesante el hecho de que el proceso de localizacio´n del filtro
de Kalman es el resultante si se aplica al modelo de Markov la suposicio´n de
que la incertidumbre en la posicio´n del robot sigue una distribucio´n normal.
Las principales ventajas de la localizacio´n mediante filtro de Kalman son
su precisio´n y eficiencia cuando se conoce la posicio´n de partida en el mo-
vimiento del robot, el poder aplicarse con modelos de representacio´n del
entorno continuos (mapas geome´tricos) y las menores necesidades de tiempo
y memoria respecto a la localizacio´n de Markov. El mayor inconveniente que
presenta es la posibilidad de que el robot quede completamente perdido si el
error en su movimiento es demasiado grande (como resultado del choque con
un obsta´culo, por ejemplo).
2.2.4 Filtro de Kalman
La localizacio´n basada en el filtro de Kalman es la ma´s extendido en la
literatura y en implementaciones pra´cticas y debido a sus buenas propiedades,
apropiadas para la mayor parte de aplicaciones, es la que se ha utilizado en
el desarrollo de este proyecto.
Conceptos introductorios
El filtro de Kalman es un algoritmo recursivo o´ptimo para procesar informa-
cio´n[14]. Combina la totalidad de la informacio´n disponible, pondera´ndola
segu´n su grado de incertidumbre, para realizar la estimacio´n de las variables
que definan el estado del sistema. El funcionamiento del filtro requiere el
conocimiento de la dina´mica del sistema, as´ı como de los modelos estad´ısti-
cos del ruido en las medidas de los sensores y de la incertidumbre inicial del
modelo del sistema. Al tratarse de un algoritmo recursivo, cada estimacio´n
se efectu´a a partir de la anterior y de la nueva informacio´n disponible, sin
que sea preciso almacenar todos los datos previos.
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El filtro de Kalman permite minimizar el error en la estimacio´n de las
variables de intere´s cuando el modelo es lineal y la incertidumbre del sistema
y de las medidas de los sensores es ruido blanco gaussiano. En esta situacio´n,
la funcio´n de densidad de probabilidad de cada variable a analizar condi-
cionada a las medidas tomadas es tal que la media, la moda y la mediana
coinciden, lo que evita cualquier posible conflicto a la hora de determinar
cua´l es la mejor estimacio´n. Las hipo´tesis aceptadas pueden parecer alta-
mente restrictivas pero hacen posible la resolucio´n matema´tica del problema
y se acercan bastante bien a la realidad en la mayor´ıa de los casos. En otros,
sin embargo, han de contemplarse algunas variaciones y resulta de utilidad
el llamado filtro extendido de Kalman (EKF).
Ecuaciones para sistemas dina´micos
A continuacio´n se muestran las ecuaciones que definen el comportamiento
del filtro de Kalman aplicado a sistemas dina´micos[22].
La relacio´n entre cada una de las medidas tomadas en un instante y el
estado del sistema es del tipo:
zk = Hkxk + ρm (2.9)
Con z vector de medidas, x vector de estado y ρm ruido gaussiano en las
medidas, con media nula y matriz de covarianza Rk o´ R si e´sta es constante
en el tiempo.
Se considera que la evolucio´n del sistema sigue el siguiente modelo de
estado lineal:
xk = Axk−1 +Buk−1 + ρρ, (2.10)
donde A es la matriz de estado; B, la matriz de entrada; uk−1, el vector de
entrada en el instante k-1 y ρρ representa la incertidumbre del proceso (con
matriz de covarianza Qp, o Qpk−1 si es variable con el tiempo).
Etapa de prediccio´n As´ı, la prediccio´n del estado, x˜k, vendra´ dada por:
x˜k = Axˆk−1 +Buk−1, (2.11)
siendo xˆk−1 la estimacio´n del estado en el instante k-1.
Si la entrada u se conoce con exactitud, el error de prediccio´n dado por
la diferencia entre 2.11 y 2.10 sera´:
x˜k − xk = A(xˆk−1 − xk−1)− ρρ (2.12)
y la matriz de covarianza de xk queda:
P˜k = APˆk−1AT +Qpk−1 (2.13)
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Etapa de correccio´n La solucio´n de mı´nimos cuadrados entre las me-
didas y las medidas esperadas es:
xˆk = x˜k +Kk(zk −Hkx˜k) (2.14)







Sk = Rk +HkP˜kH
T
k (2.17)
Estas ecuaciones constituyen el llamado filtro dina´mico de Kalman. La
matriz Kk se denomina ganancia de Kalman. La diferencia entre las medidas
en k y sus valores esperados, vk = zk −Hkx˜k, se conoce como la innovacio´n
del proceso y la matriz S corresponde a su matriz de covarianza.
El filtro de Kalman esta´tico es un caso particular del anterior y se obtiene
a partir de estas ecuaciones haciendo A = I, B = 0 y Qp = 0.
2.2.5 Filtro Extendido de Kalman
La principal aportacio´n de este algoritmo respecto al del filtro de Kalman
convencional es su extensio´n a sistemas no lineales. Tambie´n permite incor-
porar los casos en los que la relacio´n entre el estado y las medidas de los
sensores externos no puede definirse de forma expl´ıcita. La convergencia del
EKF depende de diversos factores como pueden ser la estimacio´n inicial, las
no linealidades de las ecuaciones, el orden en que se procesan las medidas...De
este modo, no existe prueba formal de la convergencia del algoritmo, sino tan
solo ciertos tests de consistencia que evalu´an el comportamiento del mismo
en cada caso.
Ecuaciones para sistemas no lineales
Las ecuaciones del medida 2.9 y de estado 2.10, frecuentemente presentan
cara´cter no lineal:
z = h(x) + ρm (2.18)
xk = f(xk−1, uk−1) + ρρ, (2.19)
cuyas ecuaciones linealizadas en la estimacio´n ma´s reciente son:





(x− x˜k) + ρm (2.20)
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(xk−1 − xˆk−1) + ρρ (2.21)
Con ello, las ecuaciones del EKF se obtienen de la siguiente manera:
Etapa de prediccio´n
x˜k = f(xˆk−1, uk−1) (2.22)
















Etapa de correccio´n Empleando la ecuacio´n de medida no lineal para
realizar la prediccio´n de las medidas, 2.14 pasa a ser:
xˆk = x˜k +Kk(zk − h(x˜k)), (2.24)
donde se aprecia que la innovacio´n es, en este caso, vk = zk − h(x˜k).
























Ecuaciones para el caso de ecuacio´n de medida en forma impl´ıcita
No siempre es posible despejar z en la forma de 2.9. En su lugar, a veces so´lo
se dispone de ecuaciones impl´ıcitas del tipo:
h(x, z) + ρm = c, (2.28)
con c vector de constantes. En este caso, las ecuaciones anteriores var´ıan del
siguiente modo:
Etapa de prediccio´n No se ve afectada, ya que en ella no influyen las
medidas estereoceptivas.
Etapa de correccio´n Al ser ahora la innovacio´n vk = c − h(x˜k, zk), la
ecuacio´n 2.24 se transforma en:
xˆk = x˜k +Kk(c− h(x˜k, zk)) (2.29)
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En las expresiones 2.15, 2.16, 2.17 ha de efectuarse el cambio Hk ←
δh
δx
|x˜k,zk . La matriz Rk ha de sustituirse por ( δhδz |x˜k,zk)Rk( δhδz |x˜k,zk)T .




















Ya se ha comentado la complejidad que puede entran˜ar la asociacio´n de
datos. Adema´s, el hecho de que e´sta se haga correctamente es de una gran
importancia para el buen funcionamiento del algoritmo.De hecho, es sabido
que una asociacio´n de datos erro´nea conduce fa´cilmente a la ra´pida diver-
gencia del mapa tras ser aplicada en la etapa de correccio´n, sin posibilidad
de que el error pueda ser subsanado posteriormente [17].
La estrategia ma´s ampliamente utilizada consiste en calcular la llamada
distancia de Mahalanobis de la observacio´n a todos los objetos del mapa y
tomar aquella que sea menor. Es lo que se conoce como la te´cnica del Neirest
Neighbour (ND), pues se empareja cada observacio´n con el punto del mapa
estad´ısticamente ma´s cercano. Para comprobar que una innovacio´n es consis-
tente con el modelo lo que se hace es calcular la distancia de Mahalanobis de
la misma y determinar si este valor de la adecuacio´n de la medida al estado
se encuentra dentro de un intervalo de confianza escogido. El cuadrado de
la distancia de Mahalanobis se calcula mediante vTk S
−1
k vk y tambie´n recibe
el nombre de Normalised Innovation Squared, NISk. Este para´metro tiene
distribucio´n χ2 con tantos grados de libertad como medidas independientes
haya en el vector de medidas zk, con lo que la decisio´n de aceptar o rechazar
la medida se hara´ en base a:
vTk S
−1




Otras forma ma´s robusta de realizar la asociacio´n de datos es el test de
Compatibilidad Conjunta o ”Joint Compatibility”(JC) [17], pero resulta ma´s
dif´ıcil de implementar y tiene un coste computacional mayor . Esta estrate-
gia ya no considera cada una de las asociaciones independientemente, siendo
aplicable en el caso de que puedan realizarse varias observaciones a la vez o
bien si cada una de ellas pueda asociarse a varios puntos del mapa previo. En
general se suele aplicar la ecuacio´n 2.33 para establecer los emparejamientos
iniciales y posteriormente se calcula una distancia de Mahalanobis conjun-
ta mediante el vector acumulado de innovaciones y la matriz conjunta de
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varianzas y covarianzas de las mismas, de modo que pueda determinarse si
las asociaciones anteriores pueden realizarse de forma simulta´nea. Para cada
emparejamiento individual, cabe la posibilidad de que sea compatible con el
resto o no, por lo que el coste computacional se incrementa exponencialmente
y sera´ O=(2q), con q igual al nu´mero de dichos emparejamientos individuales
(aquellos que satisfacen 2.33).
En el proyecto se ha utilizado la primera alternativa, ya que, aunque se
realizan observaciones simulta´neamente, al emplearse mapas de puntos no es
muy probable la asociacio´n mu´ltiple a varios objetos del mismo mientras el
error en la posicio´n sea inferior a la distancia entre los puntos de dicho mapa.
Como no se tienen muchos errores, esta opcio´n es mejor para no incurrir en
un aumento extra del tiempo de procesamiento ni complicar excesivamente
la implementacio´n. Debera´ tenerse en cuenta, en todo caso, que la asociacio´n
de datos resulta menos fiable a medida que aumenta la incertidumbre en
la posicio´n de las caracter´ısticas observadas, como ocurre cuando el robot
revisita zonas mapeadas con anterioridad, tras cerrar algu´n bucle.
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Desarrollo
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Cap´ıtulo 3
Arquitectura del sistema
La arquitectura del sistema describe la estructura global del mismo. Inclu-
ye su divisio´n en componentes, el reparto de responsabilidades entre dichos
componentes, la colaboracio´n entre ellos y el flujo de control.
3.1 Plataformas de desarrollo y ejecucio´n
En la realizacio´n de este proyecto se ha utilizado una estacio´n de trabajo
PC con una configuracio´n de software acorde con las pra´cticas habituales del
grupo de robo´tica mo´vil:
• Sistema Operativo Windows XP
• Lenguaje de programacio´n C++ sobre el entorno de desarrollo MS Vi-
sual C++ 6.0 y posteriormente sobre Visual Studio .NET 2005 (Visual
Studio 8).
Con ello se consigue la compatibilidad con otros trabajos del grupo y se
tiene una buena portabilidad del desarrollo. Tambie´n se ha comprobado que
el paso al sistema operativo Windows Vista es directo y no plantea ningu´n
tipo de problema.
Algunas de las ventajas del lenguaje C++ son su buena capacidad de
ca´lculo, el hecho de que es un lenguaje orientado a objetos y que se trata de
un lenguaje de alto nivel con flexibilidad y potencia expresiva. Todo ello per-
mite reducir el taman˜o y la complejidad del co´digo. Adema´s, al tratarse de
un lenguaje compilado, presenta una buena eficiencia en tiempos de ejecucio´n
frente a los lenguajes interpretados. Tambie´n cabe destacar que gran parte
de los entornos de programacio´n distribuidos por los fabricantes de robots
mo´viles esta´n escritos en este lenguaje. Por supuesto, tambie´n es compatible
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con plataformas de desarrollo libre (como la herramienta Player/Stage/Ga-
zebo, que proporciona software gratuito para el desarrollo de aplicaciones con
robots y sensores sin imponer un lenguaje de programacio´n determinado).
Respecto al sistema operativo, el uso de Visual Studio impone utilizar
Windows. Este entorno simplifica la creacio´n y compilacio´n de co´digo y, sobre
todo, permite el tratamiento de cuadros de dia´logo e interfaces gra´ficas para
aplicaciones Windows de un modo sencillo. No obstante, son muy abundantes
los trabajos en robo´tica mo´vil desarrollados con GNU/Linux (Player & Stage,
por ejemplo, no se puede emplear en Windows).
Se han realizado versiones iniciales en modo consola (sobre todo cuando
se empleaba simulta´neamente el simulador MobileSim del robot Pioneer) y
finalmente se ha optado por aplicaciones de tipo MFC (Microsoft Foundation
Classes, ver 3.2.2) basadas en cuadros de dia´logo.
El modo de operacio´n puede ser de tipo simulacio´n, fichero o real. La
simulacio´n permite observar en pantalla el movimiento teo´rico de un robot
ficticio ante instrucciones que se le dan por medio del rato´n o del teclado. Con
el modo fichero se muestra de forma similar el comportamiento del sistema
al utilizar unos datos de odometr´ıa y de medidas del la´ser guardados previa-
mente en un fichero. El modo real es el que se emplea con el robot verdadero
y tambie´n permite visualizar los resultados sobre la interfaz gra´fica.
Respecto a la plataforma de ejecucio´n para el modo real, en diferentes
fases del ciclo de vida del proyecto se han utilizado los robots Pioneer y
Urbano. A este u´ltimo corresponde la implementacio´n del sistema completo
y con e´l se ha llevado a cabo la mayor parte de las pruebas.
En el caso del Pioneer 3AT la puesta en funcionamiento se ha basado
en comunicacio´n con cable serie entre un computador porta´til y el robot. El
software proporcionado por los fabricantes de este robot permite una cone-
xio´n similar a la anterior con un simulador accesible a trave´s del puerto TCP
8101.
Como se ha visto en la introduccio´n, el computador base de Urbano es
un PC Pentium con sistema operativo GNU/Linux. Tambie´n cuenta con un
computador secundario que es un PC Pentium con Windows XP. La conexio´n
entre la plataforma de desarrollo y el robot se realiza con un ordenador
porta´til mediante conexio´n con el protocolo telnet a trave´s de cable Ethernet.
En las figuras 3.1, 3.2 y 3.3 se muestran los esquemas de distribucio´n de
estas posibles configuraciones.
Para ma´s informacio´n acerca de los robots y del resto de hardware utili-
zado puede consultarse el Anexo C.
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Figura 3.1: Diagrama de distribucio´n en la utilizacio´n del robot Urbano
Figura 3.2: Diagrama de distribucio´n en la utilizacio´n del robot P3AT
Figura 3.3: Diagrama de distribucio´n en la utilizacio´n del simulador del P3AT
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3.2 Bibliotecas empleadas
Para el desarrollo del software del proyecto se ha hecho uso de varias biblio-
tecas existentes.
3.2.1 Standard Template Library (STL)
Biblioteca de C++ que incluye clases contenedoras, algoritmos e iteradores.
Las clases contenedoras son patrones (templates) que permiten almacenar
objetos de tipos muy variados. Los iteradores son una generalizacio´n de los
punteros y sirven para acceder a los elementos almacenados en los contenedo-
res. As´ı, se dice que la STL es una biblioteca gene´rica, ya que sus componentes
esta´n altamente parametrizados.
La STL incluye un gran nu´mero de algoritmos para manipular los datos
guardados en los contenedores. Las funciones que implementan estos algo-
ritmos debera´n tomar como argumentos tipos de datos coherentes con las
operaciones a realizar. El conjunto de requisitos que debe tener un tipo
de dato recibe el nombre de concepto. En la STL se definen los siguien-
tes conceptos para clasificar los iteradores: OutputIterator, InputIterator,
ForwardIterator, Bidireccional- Iterator, RandomAccessIterator. Algunos
de ellos son refinamientos de otros, lo que implica una relacio´n similar a la
herencia en la programacio´n orientada a objetos.
La clase vector es una clase contenedora de tipo secuencial y, como cual-
quier template, puede ser particularizada para contener diferentes tipos de
objetos. Se trata de una extensio´n de los vectores o arrays disponibles en
C++, con la ventaja de que el nu´mero de elementos almacenados puede va-
riar dina´micamente, realiza´ndose la gestio´n de memoria de forma automa´tica.
Esta clase ha sido ampliamente utilizada en el proyecto.
3.2.2 Microsoft Foundation Class Library (MFC)
La biblioteca de clases base de Microsoft encapsula gran parte de la API de
Windows en clases de C++. Constituye una importante herramienta para
desarrollar aplicaciones Windows con entornos de ventanas, menu´s, etc. Pro-
porciona, entre otras cosas, un gran nu´mero de clases para manejar distintos
tipos de ventanas predefinidas y para incluir los controles ma´s comunes en
cuadros de dia´logo.
En el tipo de proyecto empleado se crea una interfaz gra´fica constituida
por un cuadro de dia´logo principal que hereda de la clase pu´blica CDialog.
Un editor de recursos disponible en Visual Studio facilita la forma de an˜adir
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botones al mismo y la declaracio´n de funciones asociadas a los diferentes
eventos que pueden tener lugar sobre ellos.
3.2.3 Open Graphics Library (OpenGL)
Biblioteca de funciones esta´ndar para el dibujo de gra´ficos 2D y 3D. Permite
variar los colores, el taman˜o y la posicio´n de los objetos, el grosor de las
l´ıneas, los focos de luz, los puntos de vista, etc.
En este proyecto se ha utilizado la clase COpenGLWnd, implementada por
Diego Rodr´ıguez-Losada, como clase base de una nueva clase llamada CRobot
MoveGLWnd. COpenGLWnd hereda de la clase CWnd de las MFC y permite crear
una ventana con fondo negro sobre el que se dibuja una cuadr´ıcula de color
magenta y los ejes de un sistema de referencia global para el movimiento
sobre un plano. Tambie´n incluye diversas funcionalidades para cambiar el
punto de vista por medio del rato´n o el teclado y sirve para dibujar dife-
rentes tipos de robots. En la clase CRobot-MoveGLWnd se maneja el dibujo de
trayectorias, obsta´culos, puntos del mapa, pol´ıgonos. . . Se ha reprogramado
la funcio´n virtual OnKeyDown de la clase COpenGLWnd para modificar las opcio-
nes de visualizacio´n desde el teclado y para hacer funcionar al robot en modo
teleoperado. Desde ella se realiza tambie´n el desplazamiento del dibujo del
robot de acuerdo con el movimiento del mismo.
3.2.4 Biblioteca Mathematics
Biblioteca desarrollada por Diego Rodr´ıguez-Losada para facilitar el trata-
miento de la geometr´ıa y distintos tipos de operaciones. En el proyecto se uti-
liza principalmente para la definicio´n de puntos y segmentos (clases Point2D y
Segment2D). Tambie´n se dispone de los ficheros maths.h, maths.cpp, matrix.h,
matrix.cpp, del mismo autor, para definir matrices y operar con ellas.
3.2.5 Biblioteca Aria
Aria (Advanced Robot Interface for Applications) es una interfaz para el uso
de los robots de la firma MobileRobots.Inc que puede usarse sobre las APIs
de Linux y Win32. Integra software para establecer las comunicaciones, para
controlar la velocidad y la orientacio´n de los robots, para la utilizacio´n de
diferentes sensores y accesorios. . . Se trata de una biblioteca escrita en C++,
pero tambie´n puede ser ampliamente utilizada en Java o Phyton mediante
wrappers. Se encuentra publicada bajo licencia GPL.
En el proyecto se han utilizado u´nicamente las funciones ba´sicas que per-
miten la conexio´n y desconexio´n sencilla del robot, el env´ıo de comandos de
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movimiento de bajo nivel (velocidades de avance y giro) y la lectura de los
datos proporcionados por los enco´ders y el la´ser (todav´ıa no disponible en
operacio´n con el robot real). La mayor parte de estas funciones se encapsulan
dentro de las clases ArRobot y ArSimpleConnector.
El equivalente a las funciones indicadas ha sido implementado en la clase
CPioneer para no tener dependencias de Aria fuera de dicha clase. Adema´s,
se utilizan como variables miembro punteros a void, que primeramente se
inicializan a NULL para despue´s hacer un cast a vectores que apuntan a los
objetos correspondientes (ArRobot, ArSimpleConnector, ArSick). Con esto se
evita que al ejecutarse la aplicacio´n sea necesario tener instalado el software
de Aria.
3.3 Funciones auxiliares utilizadas
A lo largo del desarrollo del proyecto se han creado algunas funciones de
cara´cter auxiliar para realizar ciertas operaciones. Su declaracio´n y contenido
se pueden encontrar en los ficheros tools.h y tools.cpp Las ma´s destacadas
son:
• AngRango: se emplea para convertir un a´ngulo dado en su equivalente
dentro del intervalo [-pi, pi].
• ErrAng: sirve para calcular el a´ngulo perteneciente a [-pi, pi] que separa
un a´ngulo de partida de un a´ngulo de destino por el camino ma´s corto.
• Comp: se utiliza para realizar la composicio´n de dos transformaciones
relativas (Ver Anexo A).
• J1: sirve para calcular la matriz jacobiana de una composicio´n de dos
transformaciones relativas respecto de la primera variable (Ver Anexo
A).
• J2: se emplea para obtener la matriz jacobiana de una composicio´n
de dos transformaciones relativas respecto de la segunda variable (Ver
Anexo A).
• eye: sirve para crear una matiz identidad de las dimensiones que que-
ramos
• InvTrans: permite calcular la inversio´n de una transformacio´n relativa
entre dos sistemas de referencia (Ver Anexo A).
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Las dos primeras funciones resultan de utilidad en el control, la planifica-
cio´n de trayectorias y el control reactivo. El resto se utilizan principalmente
para la localizacio´n y en el tratamiento de los mapas.
3.4 Estructura de clases
En la figura 3.4 se puede ver el diagrama UML de las clases que conforman
el sistema.
En el diagrama no se muestran las dependencias de las bibliotecas ante-
riormente descritas. Como puede observarse, se ha realizado un disen˜o modu-
lar con relaciones claras entre sus elementos. Las clases que han sido imple-
mentadas en el presente proyecto aparecen en color rosa. El color gris se ha
utilizado para las clases que exist´ıan previamente. La clase CProcLaserData
forma parte de este u´ltimo grupo, pero ha sido ligeramente modificada.
A continuacio´n se explica el uso que se ha hecho de estas clases y de la
clase CPioneer mientras que el resto de las clases nuevas sera´n tratadas en
posteriores cap´ıtulos, despue´s de que se estudien los algoritmos incorporados.
3.4.1 La clase CRawLaserData
Esta clase se encarga principalmente de leer y escribir ficheros con los datos
procedentes del la´ser y de ajustar dicha informacio´n al formato correspon-
diente para ser enviada o tras ser recibida por un socket. Tambie´n define una
macro con el ma´ximo nu´mero de medidas que puede proporcionar el la´ser,
igual a 361. Sus me´todos son los siguientes:
Load
int Load(FILE* source_file)
Esta funcio´n se emplea para leer de un fichero los datos correspondientes a
las medidas del la´ser.
• source_file: fichero del que se lee la informacio´n del la´ser
Los resultados obtenidos sobre el instante en que se efectu´a la medida, el
identificador del la´ser, el nu´mero de medidas, el a´ngulo recorrido por e´ste (en
o) y su resolucio´n y el ma´ximo alcance del la´ser se almacenan en variables con
nombres representativos: time_stamp_seconds, time_stamp_useconds, id_laser,
num_med, scan_angle, scan_resolution, max_range. . .
Estos datos han de ir seguidos de dos puntos, :, y detra´s han de aparecer
las medidas sucesivas (en metros) de las distancias asociadas a cada a´ngulo,
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Figura 3.4: Diagrama de clases del sistema
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que se van guardando en el vector de enteros med. Todos los valores deben
ir separados por un espacio en blanco para ser le´ıdos correctamente. En el















Figura 3.5: L´ınea de fichero correspondiente a datos del la´ser
Si hay algu´n fallo en la lectura de los para´metros o de las medidas se devuelve




Esta funcio´n se emplea para escribir en un fichero los datos correspondientes
a las medidas del la´ser.
• log_file: fichero en el que se escribe la informacio´n del la´ser
Se escribe el te´rmino LASER RANGE seguido del contenido de las variables
time_stamp_seconds, time_stamp_useconds, id_laser, num_med, scan_angle,
scan_resolution) y max_range y dos puntos (’:’). Despue´s se escriben los
valores de las diferentes medidas almacenadas en el vector med. Todos los
datos van separados por un espacio en blanco. En resumen, una llamada a
esta funcio´n escribe una l´ınea de fichero con el formato mostrado en 3.5.
Serialize
int Serialize(char* cad,int& l,int size) const
DeSerialize
int DeSerialize(char* cad,int& l,int size)
Estas dos funciones no se han utilizado directamente, por lo que no se entra
en detalles sobre su funcionamiento.
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3.4.2 La clase CProcLaserData
Se trata de una clase para el procesamiento y manejo de la informacio´n del
la´ser. Sus me´todos ma´s utilizados son:
SetOffset
void SetOffset(float offx, float offy, float offz)
Esta funcio´n se emplea para establecer el offset del la´ser, es decir, indica la
posicio´n del mismo respecto al sistema de referencia local del robot.
• offx: desplazamiento del la´ser sobre la coordenada x del sistema de
referencia local del robot
• offy: desplazamiento del la´ser sobre la coordenada y del sistema de
referencia local del robot
• offz: desplazamiento del la´ser sobre la coordenada z del sistema de
referencia local del robot
En el robot Urbano el offset del la´ser viene dado por (0.168, 0.0, 1.2) y en el
Pioneer P3AT los valores son (0.0, 0.0, 0.4).
Estos para´metros se pasan a las variables miembro off_x, off_y y off_z.
Adema´s, en ella se calculan las razones trigonome´tricas seno y coseno de los
a´ngulos correspondientes a todas las diferentes medidas que pueden tomarse
(intervalos de 0, 5) y se guardan en sendos vectores cos_alfa y sen_alfa, de
taman˜o igual al ma´ximo nu´mero de medidas posibles.
DefineData
int DefineData(const CRawLaserData& d)
Permite calcular las coordenadas de los puntos correspondientes a las medidas
del la´ser.
• d: objeto de la clase CRawLaserData cuyos datos se van a procesar
A partir del alcance de las medidas realizadas se ajusta el valor de las dis-
tancias hasta los obsta´culos sobre cada a´ngulo de medida (almacenadas en
el vector med) y el resultado se guarda en un vector de enteros de nombre
fmed. Con el offset del la´ser y dichas medidas de distancia se obtienen las
coordenadas de cada punto i detectado mediante trigonometr´ıa:
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med x[i] = off x + fmed[i]cos alfa[istep]
med y[i] = off y + fmed[i]sen alfa[istep]
med z[i] = off z
donde el valor de la variable step puede ser 1 o´ 2, viniendo dado por el
nu´mero de medidas. De este modo se toman los a´ngulos de 0, 5 en 0, 5 o
de 1 en 1. Los puntos 2D que as´ı se obtienen (la coordenada z se mantiene
constante) se almacenan en el vector de la STL v, miembro de esta clase.
La funcio´n devuelve un 0 si el nu´mero de medidas es distinto de 181 o de
361 (en cuyo caso no se realiza procesamiento de las medidas, ya que ha de
haber algu´n error) y un 1 cuando el nu´mero de medidas es el adecuado y, por
lo tanto, se han efectuado todas las operaciones de la definicio´n de datos.
3.4.3 La clase CPosData
Esta clase es similar a la clase progCRawLaserData pero se encarga del tra-
tamiento de la informacio´n referente a la odometr´ıa. Dispone de variables
miembro pu´blicas en las que almacenar la posicio´n odome´trica y las velo-




Esta funcio´n se emplea para leer de un fichero los datos correspondientes a
las medidas de odometr´ıa.
• source_file: fichero del que se lee la informacio´n de la odometr´ıa
Los resultados obtenidos sobre el instante en que se efectu´a la medida, la
coordenadas x, y y z de la posicio´n, la velocidad de avance y la velocidad de
giro se almacenan en las variables correspondientes: pos_temp, pos_time_ms,
posx, posy, posth, vel_drive y vel_steer.
En el ejemplo de la figura 3.6 se muestra co´mo ha de ser el formato de
una l´ınea del fichero:
Si hay algu´n fallo en la lectura de los para´metros o de las medidas se devuelve
−1. Si el fichero tiene el formato adecuado y se lee sin ningu´n problema se
devuelve 0.
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Figura 3.6: L´ınea de fichero correspondiente a datos de odometr´ıa
Save
void Save(FILE* log_file)
Esta funcio´n se emplea para escribir en un fichero los datos correspondientes
a las medidas de posicio´n.
• log_file: fichero en el que se escribe la informacio´n de la odometr´ıa
Se escribe el te´rmino POS seguido del contenido de las variables pos_temp
y pos_time_ms y dos puntos (’:’). Despue´s se escriben los valores de posx,
posy, posth, vel_drive y vel_steer. Todos los datos van separados por un
espacio en blanco. En resumen, una llamada a esta funcio´n escribe una l´ınea
de fichero con el formato mostrado en 3.6.
Serialize
int Serialize(char* cad,int& l,int size) const
DeSerialize
int DeSerialize(char* cad,int& l,int size)
Al igual que en la clase CRawLaserData, estas dos funciones no se han utilizado
directamente, por lo que no se entra en detalles sobre su funcionamiento.
3.4.4 La clase CRobotData
Esta clase se emplea para definir en cua´l de los tres modos posibles se ha de co-
nectar el robot y para procesar la informacio´n que permite su funcionamiento
en los modos simulacio´n y fichero. En ella se definen una serie de macros para
indicar tipos de conexio´n (SIMU_CONN, FILE_CONN, REAL_CONN) , tipos de da-
tos (DATA_CONN_ERROR, DATA_NONE, DATA_ODOM, DATA_LASER, DATA_ODOM_LASER,
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DATA_ODOM_INIT) y tipos de estado (STATUS_NOT_INIT, STATUS_CONNECTION_
ERROR, STATUS_CONNECTED. Dentro de la clase se tienen dos variables miembro
para el manejo de los datos de la odometr´ıa y del la´ser: odom_data, de la clase
CPosData, y laser_data, de la clase CRawLaserData. Las principales funciones
que se utilizan son las siguientes:
Init
bool Init(int typ,const char* source)
Esta funcio´n se define como virtual (para que pueda reescribirse en clases
que hereden de e´sta) y se emplea para establecer el modo de funcionamiento
del robot. En caso de que el modo sea tipo fichero tambie´n se abre el fichero
del que han de leerse los datos.
• typ: modo de funcionamiento del robot
• source: nombre del fichero de datos o IP del robot real al que ha de
conectarse el sistema
En primer lugar se copia el para´metro source en la cadena source_name,
variable miembro de la clase. Si la conexio´n es de tipo fichero, se abre el fichero
de nombre source_name en modo lectura. Si el fichero no existe la funcio´n
devuelve false. En caso contrario se guarda el modo de funcionamiento en
la variable entera type, tambie´n miembro de la clase, con los posibles valores
FILE_CONN (1), SIMU_CONN (2) o SIMU_REAL (3) y la funcio´n devuelve true.
SpeedValues
void SpeedValues(float vel_drive, float vel_steer)
Esta funcio´n se emplea para ajustar las velocidades al formato y rango ade-
cuados.
• vel_drive: velocidad de avance que se le quiere dar al robot
• vel_steer: velocidad de giro que se le quiere dar al robot
Si la velocidad de avance es superior a 100 se le da valor 100 y si es menor que
0 se le da valor 0. Con la velocidad de giro se hace lo mismo en el intervalo
[-100,100]. Ambos resultados se convierten a tipo char y se almacenan en las
variables de clase com_drive y com_steer.
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LoadData()
int LoadData()
Esta funcio´n se emplea para leer de un fichero los datos correspondientes a
las medidas de odometr´ıa o del la´ser.
En l´ıneas generales, se lee la primera palabra de la l´ınea del fichero abierto en
la llamada a Init en la que estemos y se mira si es igual a las cadenas ”POS.o
”LASER-RANGE”. En el primer caso, se llama a la funcio´n Load sobre el
objeto pos_data y en el segundo, a la funcio´n Load del objeto laser_data.
Se devuelve el tipo de datos obtenido (DATA_CONN_ERROR, DATA_ODOM, DATA_
LASER. . . ).
Simulate
int Simulate()
Esta funcio´n se emplea para actualizar la informacio´n de la odometr´ıa y del
la´ser en el modo simulacio´n.
Respecto a la odometr´ıa, su actualizacio´n se realiza mediante composicio´n de
la posicio´n odome´trica anterior (accesible mediante odom_data) con un vector
de incrementos definido a partir de las velocidades com_drive y com_steer.
Esta nueva posicio´n obtenida se emplea para actualizar las variables posx,
posy y posth de odom_data, de forma que queda disponible para la siguiente
llamada. En lo relativo al la´ser, en la simulacio´n se establece que el nu´mero
de medidas es 181, que el a´ngulo que se cubre es de 180º, que las medidas
se toman cada 1º y que el valor de todas ellas es laser_data.med[i] = 8000
(l´ımite de alcance).
El valor que se devuelve es siempre DATA_ODOM_LASER.
UpdateData
int UpdateData()
Esta funcio´n es de tipo virtual y se emplea para actualizar los datos de la
odometr´ıa y del la´ser en los modos simulacio´n y fichero.
Si el tipo de conexio´n es FILE_CONN se efectu´a una llamada a la funcio´n
LoadData. Si el tipo de conexio´n es SIMU_CONN se llama a la funcio´n Simulate.
En estos casos se devuelve el resultado de estas llamadas. Por defecto se de-
volvera´ DATA_CONN_ERROR (tras realizarse la actualizacio´n del estado a STATUS_
CONNECTION_ERROR).
Otras funciones de la clase que se utilizan para guardar en un fichero los
datos de la odometr´ıa y del la´ser son StartLogData (crea y abre el fichero en
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el que escribir los datos), Log (que a su vez llama a las funciones Save de las
variables odom_data o laser_data segu´n corresponda) y StopLogData.
3.4.5 La clase CSocketNode
Es la clase encargada de establecer las comunicaciones con el robot real me-
diante el uso de sockets. No se ha utilizado directamente.
3.4.6 La clase CRobotDataReal
Como se puede ver en el diagrama 3.4, esta clase hereda de CRobotDatay
CSocketNode. Es la clase necesaria para el funcionamiento del robot en modo
real. Sus me´todos ma´s importantes son los siguientes:
Init
bool Init(int typ,const char* source)
Esta funcio´n se emplea para establecer el modo de funcionamiento del robot
y efectuar la conexio´n en el caso de modo real.
• typ: modo de funcionamiento del robot
• source: nombre del fichero de datos o IP del robot real al que ha de
conectarse el sistema
En ella se hace una llamada a la funcio´n Init de la clase CRobotData, de
forma que so´lo es necesario an˜adir la funcionalidad de establecer conexio´n
en modo real. En ese caso, se leen del para´metro source la direccio´n IP y el
puerto de escucha del servidor con el que se ha de realizar la conexio´n. Una
vez se tienen estos datos, se inicia un socket cliente y se lanza el thread que
se encarga de la comunicacio´n entre e´ste y el servidor. Para ello se utilizan
funciones de CSocketNode. El valor de retorno es siempre true.
TransferData
int TransferData()
Esta funcio´n se emplea para enviar los valores de velocidad al robot y recibir
de e´l la informacio´n sobre la odometr´ıa y las medidas del la´ser.
Los datos de velocidad se env´ıan en el formato ”TransferData 100 -10”, donde
100 ser´ıa la velocidad de avance y -10, la velocidad de giro. Los datos de
odometr´ıa y del la´ser que se reciben se pasan a las variables odom_data y
laser_data por medio de sus me´todos DeSerialize, de modo que quedan
procesados para su utilizacio´n en el resto del programa.
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UpdateData
int UpdateData()
Esta funcio´n se emplea para actualizar los datos de la odometr´ıa y del la´ser
en el modo real.
Si el tipo de conexio´n es REAL_CONN se efectu´a una llamada a la funcio´n
TransferData y posteriormente a Log para guardar los datos obtenidos en un
fichero (siempre que previamente se haya empleado StartLogData). En caso
contrario (SIMU_CONN o FILE_CONN) se llama a la funcio´n Update de la clase
CRobotData.
Se devuelve el tipo de datos obtenido (DATA_CONN_ERROR, DATA_ODOM, DATA_
LASER, DATA_ODOM_LASER o DATA_NONE).
3.4.7 La clase CPioneer
En esta clase se realiza una encapsulacio´n de los me´todos de Aria que per-
miten la conexio´n con el robot, el env´ıo de comandos de bajo nivel as´ı como
la recepcio´n y el procesamiento de datos de los encoders y del la´ser.
La funcio´n CPioneer::init() es la encargada de establecer la conexio´n
con el robot o, si no hay esa posibilidad, con el simulador MobileSim, incluido
en el software proporcionado por el fabricante. El puerto seleccionado para
la conexio´n serie es el COM3, aunque esto puede cambiarse modificando el
co´digo.
Las funciones CPioneer::GetX(), CPioneer::GetY() y CPioneer::GetTh()
se emplean para leer la posicio´n odome´trica del robot. Las funciones de Aria
proporcionan estas medidas en mm y radianes, respectivamente, por lo que
se realiza el paso al S.I para tener coherencia con el resto del programa e
independencia de la plataforma robo´tica en el mismo. Para enviar los co-
mandos de avance y giro se realiza la operacio´n inversa en las funciones
CPioneer::go() y CPioneer::turn(). El robot puede pararse de forma direc-
ta mediante CPioneer::stop().
La funcio´n CPioneer::PrintInfo() sirve para escribir en pantalla algunos
datos sobre el estado del robot. Finalmente no se utiliza, pero resulto´ de
utilidad en etapas iniciales del proyecto relacionadas con la conexio´n con el
robot.
CPioneer::AttachSick() se emplea ba´sicamente para crear un puntero
a un objeto ArSick de Aria y vincular e´ste al robot definido. Esto permite
manejar la informacio´n procedente del la´ser. La funcio´n CPioneer::GetObs()
utiliza el me´todo ArSick::GetRawReadings (que permite obtener todas las
medidas del la´ser, sin filtrar) para devolver un vector con los puntos detec-
tados (objetos CPoint2D). Parte de los datos procesados aqu´ı se pasara´n a
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la clase CProcLaserData para su posterior utilizacio´n.
Por u´ltimo, la funcio´n CPioneer::shutdown() permite desconectar el ro-
bot y salir de los procesos necesarios adecuadamente.
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Cap´ıtulo 4
Localizacio´n y mapas
El sistema de localizacio´n realizado no incorpora la construccio´n simulta´nea
de mapas de los tipos descritos en el cap´ıtulo de Estado del Arte sino que
elabora y luego va actualizando un mapa de puntos a partir de las observa-
ciones correspondientes a las medidas del la´ser. Son los puntos que forman
parte del mapa los que se utilizan para la localizacio´n en cada instante. Se
trata de un me´todo de ma´xima probabilidad incremental basado en el filtro
extendido de Kalman.
4.1 Aplicacio´n del EKF a la localizacio´n del
robot: descripcio´n del algoritmo
En el problema que se trata, el estado queda definido por la posicio´n del robot,
[xR, yR, θR]
T . Las medidas de la odometr´ıa (incrementales, luego referenciadas




, en cada instante (se suprimen sus sub´ındices de tiempo para
simplificar la notacio´n; siempre se utilizan las u´ltimas medidas disponibles).
De esta forma, el modelo de estado identificable con 2.19 es:
~xRk = ~xRk−1 ⊕ ~u+ ~ρρ, (4.1)
siendo ⊕ el operador composicio´n de transformaciones relativas. Como ya se
sen˜alo´ tras la ecuacio´n 2.10, ρρ representa el ruido presente en el sistema.
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Etapa de prediccio´n. De acuerdo con esto, la prediccio´n del estado dada
por 2.22 sera´:  x˜Rky˜Rk
θ˜Rk
 =
 xˆRk−1 + uxcosθˆRk−1 − uysenθˆRk−1yˆRk−1 + uxsenθˆRk−1 + uycosθˆRk−1
θˆRk−1 + θu
 (4.2)
Para la matriz de covarianza de xk la ecuacio´n 2.23 var´ıa ligeramente
ya que lo que se conoce no es la matriz de covarianza del proceso conjunto,
Qp,sino la covarianza del ruido presente en la odometr´ıa ~u. Si esta variable
gaussiana se representa por ~uk ∼ N(~ˆuk, Q) (tomaremos un valor constante
para la covarianza del ruido en el incremento de odometr´ıa medido a partir
de los datos de los encoders) la prediccio´n de la covarianza del estado sera´:






|x˜k y Fu = δfδu |x˜k (se emplea la mejor estimacio´n del estado
disponible hasta el momento).
El resultado del ca´lculo de estas matrices jacobianas se incluye en el
Anexo A.
El algoritmo se inicia partiendo de xˆ0 = 0, Pˆ0 = 0.
Etapa de correccio´n. Las medidas, observaciones realizadas por el la´ser,
se relacionan con el estado de forma impl´ıcita mediante composicio´n con e´l
y comparacio´n con los puntos del mapa que se utilice. Como puede verse en
la figura 4.1, la expresio´n que liga idealmente el estado con la observacio´n i
por medio del punto del mapa j asociado a ella sera´:
~hij = ~xR ⊕ ~oi − ~lj = ~0, (4.4)
Aplicando la definicio´n del operador ⊕ (Anexo A), la ecuacio´n 4.4 queda:
~hij =
(−xlj + xR + oixcosθR − oiysenθR
−ylj + yR + oixsenθR + oiycosθR
)
= ~0, (4.5)




|x˜k,zk y Hzijk =
δ ~hij
δ~z
|x˜k,zk para cada iteracio´n k,
la matriz de covarianza de una innovacio´n individual viene dada por 2.32:







Como puede verse en la ecuacio´n 4.6, la covarianza en las medidas del
la´ser tambie´n se tomara´ como constante.
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Figura 4.1: Representacio´n de la ecuacio´n de medida del robot
El ca´lculo de la distancia de Mahalanobis de la innovacio´n hijk mediante
esta matriz Sk permitira´ realizar la asociacio´n de cada observacio´n i al punto
del mapa j para el cual esa distancia sea mı´nima. Si dicha asociacio´n supera
el test de Mahalanobis, se tendra´ en cuenta para corregir la posicio´n del ro-
bot, en caso contrario se podra´ an˜adir la observacio´n como nuevo punto del
mapa.De entre todas las matrices hij, HxijyHzij calculadas para cada obser-
vacio´n asociada a un punto del mapa se utilizara´n u´nicamente las correspon-
dientes a dicho punto. Estas matrices se denotara´n himin, Hximin, Hzimin.
Segu´n se van asociando observaciones, se tienen ma´s medidas que uti-
lizar. Por ello, las dimensiones de las matrices h,Hx, HzyR ira´n creciendo
al irse an˜adiendo datos. Su taman˜o final en cada iteracio´n determinara´ las
dimensiones de S y K.
Para un nu´mero t de observaciones asociadas en la iteracio´n k, se tiene:
dimhk = 2t× 1
dimHxk = 2t× 3
dimHzk = 2t× 2t
dimRk = 2t× 2t
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y tendra´ dimensio´n (2t× 2t).





por lo que su taman˜o sera´ (3× 2t).
Finalmente, los valores corregidos de la posicio´n del robot y su covarianza
se obtienen a partir de la prediccio´n de acuerdo con 2.29 y 2.30:
xˆk = x˜k −Kkhk (4.9)
Pˆk = (I −KkHxk)P˜k (4.10)
4.2 Consideraciones sobre el coste
computacional de la localizacio´n
El coste computacional de la etapa de correccio´n del algoritmo puede llevar
a tiempos de procesamiento altos, lo que conduce a un comportamiento del
sistema poco eficaz. A continuacio´n se realiza un ana´lisis del mismo y se
identifican las principales fuentes de retardo en el co´mputo de la posicio´n
corregida.
Para n puntos en el mapa y t observaciones adquiridas por el la´ser, el
coste computacional de la etapa de asociacio´n de datos es de orden O(nt).
El ca´lculo de la matriz de ganancia de Kalman se realiza mediante 4.8.
Al tener la matriz P˜kH
T
xk
dimensio´n (3× 2t) y S dimensio´n (2t× 2t), el coste
computacional para hallar la matriz K sera´ O(t3).
Sin variar el coste computacional, puede verse que una forma sencilla de
reducir el tiempo de ca´lculo consiste en reducir el nu´mero de observaciones a
tener en cuenta. Las observaciones que se encuentran muy alejadas del robot
(distancias superiores a 6m) directamente son ignoradas. El la´ser proporciona
medidas a intervalos de 1º (181 medidas en total) o bien a intervalos de
0.5º (361 medidas en total). Utilizando so´lo una de cada dos observaciones
asociadas se logra una reduccio´n de tiempo considerable sin que se aprecien
pe´rdidas en los resultados de la localizacio´n.
Las operaciones que inicialmente consumı´an ma´s tiempo en el procesa-
miento de las observaciones eran la declaracio´n de las matrices hij, HxijyHzij
para todas las innovaciones y el ir ampliando las matrices h,Hx, Hz y R por
filas o por columnas a medida que se asociaban ma´s datos, con la consiguiente
reserva de memoria cada vez.
En relacio´n al primer punto, se opto´ por realizar una u´nica declaracio´n al
principio de cada proceso de correccio´n e inicializar las componentes de las
matrices que permanecen constantes para todas las observaciones.
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Respecto al segundo punto, tambie´n se hace una reserva inicial de memo-
ria para el taman˜o ma´ximo de las matrices h y Hx y segu´n se van asociando
observaciones se van incluyendo componentes en ellas. Las matrices Hz de
las sucesivas asociaciones se van guardando en un vector de la STL.
La u´ltima mejora introducida se centra en la obtencio´n de la matriz S
(definida al comienzo de la etapa de correccio´n sin especificacio´n de taman˜o)
y se basa en el hecho de que Hz y R son matrices diagonales por bloques,
por lo que tienen muchas componentes nulas. El primer te´rmino de S se
calcula a partir de la matriz PHt = P˜kH
T
xk
, que puede ser posteriormente
utilizada en el ca´lculo de K. A continuacio´n se va sumando a cada bloque
(2 × 2) de la diagonal principal el producto HzRHTz de cada observacio´n,
efectua´ndose as´ı la operacio´n u´nicamente sobre las componentes que sufren
alguna modificacio´n.
4.3 Algoritmo de borrado de puntos
dina´micos del mapa
Para eliminar los puntos que se an˜adieron al mapa en un momento dado
pero dejan de corresponder a asociaciones con las medidas del la´ser (dejan
de observarse), se construye un pol´ıgono a partir de estas medidas de modo
que los puntos que quedan dentro del mismo pueden ser borrados.
La obtencio´n del pol´ıgono se hace de forma recursiva, emplea´ndose en
l´ıneas generales el siguiente procedimiento:
• Se toma el segmento que une la primera observacio´n con la u´ltima.
• Se mira cua´l es la observacio´n intermedia que esta´ ma´s separada del
segmento.
• Si esta separacio´n es suficiente, se repite el proceso entre la primera
observacio´n y la ma´s separada y entre e´sta y la u´ltima.
• Cuando un segmento no tiene ninguna observacio´n a ma´s distancia
que el umbral establecido, se an˜aden sus extremos como ve´rtices del
pol´ıgono.
Cuando alguna observacio´n esta´ fuera del alcance de medida, la subdivi-
sio´n se realiza entre la primera observacio´n y la anterior a aque´lla y entre la
observacio´n siguiente a la medida lejana y la u´ltima observacio´n tomada. En
el caso de que una observacio´n este´ muy separada de la anterior, se realiza el
procedimiento de subdivisio´n para el bloque de puntos previo a la separacio´n
y despue´s para el bloque de puntos siguientes a esa separacio´n.
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A partir del pol´ıgono determinado en cada instante, se eliminan aquellos
puntos de su interior que no esta´n muy pro´ximos a la frontera. Dada la
forma en que se construye el pol´ıgono, esta u´ltima condicio´n es necesaria
como medida de precaucio´n para no borrar puntos del mapa indebidamente.
Figura 4.2: A´ngulos a medir para ver si un punto esta´ dentro de un pol´ıgono
no convexo
El pol´ıgono sera´, por lo general, no convexo. El algoritmo utilizado pa-
ra ver si un punto se encuentra en su interior requiere medir los a´ngulos
α1, α2, ...αv indicados en la figura 4.2. Para cada punto del mapa (tras cal-
cular sus coordenadas en el sistema de referencia local en el la´ser), se halla
el valor del a´ngulo β y se mira entre que´ dos alphas esta´ comprendido (α1 y
α2 en el caso de la figura). Con esto se seleccionan dos ve´rtices que servira´n
para ver si el punto del mapa esta´ dentro del pol´ıgono. Se mide la distancia
del robot al punto del mapa y se compara con la distancia entre el robot y
el ve´rtice de los dos anteriores que sea ma´s cercano al mismo(criterio con-
servador). Si resulta ser menor, sera´ que el punto se encuentra dentro del
pol´ıgono.
De este modo, para cada punto del mapa so´lo ha de calcularse un a´ngulo.
Esto permite una velocidad de ejecucio´n aceptable.
4.4 La clase CKalman_ Loc
Esta clase se ha creado para gestionar las operaciones relacionadas con el
tratamiento de los mapas de puntos que se utilizan y, fundamentalmente, la
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localizacio´n del robot en cada instante. Aparte del constructor, contiene las
funciones que se describen brevemente a continuacio´n.
4.4.1 KalmanPos
void KalmanPos(float inc_odom_x , float inc_ odom_ y,
float inc_odom_theta)
En esta funcio´n se realizan los ca´lculos correspondientes a la fase de predic-
cio´n del algoritmo de localizacio´n.
• inc_odom_x: incremento de odometr´ıa medido sobre el eje x del sistema
local en el robot
• inc_odom_y: incremento de odometr´ıa medido sobre el eje y del sistema
local en el robot
• inc_odom_theta: variacio´n incremental odome´trica en la orientacio´n del
robot
La posicio´n resultante se almacena en una variable miembro de tipo
Matrix llamada pos_robot_kalman.
4.4.2 KalmanUpdate
void KalmanUpdate(const std::vector<Point2D>& v)
Esta funcio´n efectu´a la fase de correccio´n de la localizacio´n a partir de la
posicio´n obtenida mediante la prediccio´n y de las observaciones que se le
pasan.
• v: vector de la STL que contiene los puntos correspondientes a las
observaciones realizadas por el la´ser
El resultado se guarda nuevamente en la variable pos_robot_kalman.
Inicialmente el mapa (vector de la STL que almacena objetos de la clase
Point2D) se encontrara´ vac´ıo si no se utiliza uno ya realizado. Como ya
se ha explicado, las observaciones que no se asocian a ningu´n punto del
mapa se an˜aden como puntos del mismo si as´ı se selecciona mediante la
variable miembro actualiza (controlable desde el cuadro de dia´logo mediante
un Check box )
Para cada uno de los puntos del mapa se comprueba si esta´n en el interior
del pol´ıgono de observaciones mediante la funcio´n PuntoEnPol (4.4.5). En
caso afirmativo, y si as´ı lo indica la variable miembro borrar, se eliminan del
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vector mapa. Esto es posible porque el pol´ıgono es previamente calculado en
cada iteracio´n mediante un objeto de la clase CProcLaserData perteneciente
a la clase CRobot. Sus puntos se almacenan en un vector de la STL al cual
apunta un puntero miembro de CKalmanLoc, pol.
4.4.3 GuardarMapa
void GuardarMapa(LPTSTR path)
Esta funcio´n sirve para guardar un fichero de puntos del mapa de forma que
si se dispone de un buen mapa no sea necesario realizar uno nuevo. Tam-
bie´n resulta u´til para examinar los mapas generados o para agilizar algunas
pruebas.
• path: path en el que guardar un fichero de texto que contendra´ dos
columnas con las coordenadas de los puntos de un mapa
4.4.4 LeerMapa
void LeerMapa(LPTSTR path)
Esta funcio´n se emplea para descargar un mapa ya creado (por medio de
GuardarMapa, 4.4.3, generalmente).
• path: path de un fichero de texto ya existente en el que se definen los
puntos de un mapa mediante dos columnas de coordenadas
A medida que se van leyendo puntos se guardan en el vector mapa.
Nota. Para que las dos funciones anteriores se ejecuten adecuadamente en
Visual Studio .NET 2005 en los Settings o Propiedades del proyecto no debe
marcarse la utilizacio´n del juego de caracteres Unicode.
4.4.5 PuntoEnPol
int PuntoEnPol(int k)
Esta funcio´n sirve para determinar si un punto del mapa se encuentra en el
interior del pol´ıgono al que apunta el puntero pol.
• k: ı´ndice del punto del mapa cuya pertenencia al pol´ıgono se quiere
determinar
Si el punto k del vector mapa esta´ en el interior del pol´ıgono de observa-
ciones de acuerdo con los criterios establecidos, se devuelve un 1 para que
sea eliminado del mapa. En caso contrario la funcio´n devuelve un 0.
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4.5 Otras funciones de la clase CProcLaserData
4.5.1 CalculaPol
void CalculaPol()
Esta funcio´n se utiliza para crear un pol´ıgono envolvente de las observaciones
realizadas por el la´ser. Inicializa el nu´mero de puntos que lo forman a 0 y
despue´s hace una llamada a la funcio´n recursiva Split, que se describe a
continuacio´n.
4.5.2 Split
void Split(int primer, int segun)
Funcio´n recursiva que permite ir obteniendo los segmentos que formara´n el
pol´ıgono con las propiedades mencionadas.
• primer: ı´ndice de la observacio´n a partir de la cual se van a hallar
nuevos segmentos
• segun: ı´ndice de la observacio´n hasta la cual se calculan segmentos
Se trata de la implementacio´n del proceso descrito al principio de 4.3.
Nota. Las dos u´ltimas funciones no han sido realizadas dentro del proyec-
to. Se incluyen en este cap´ıtulo en lugar de en el anterior para que pueda
comprenderse mejor su utilizacio´n.
4.5.3 ConviertePol
void ConviertePol(Matrix pos)
Esta funcio´n calcula las coordenadas de los ve´rtices del pol´ıgono en el sistema
de referencia global.
• pos: posicio´n del robot. Se emplea la mejor estimacio´n disponible en
cada iteracio´n.
Se utiliza principalmente para trazar el dibujo del pol´ıgono y para medir
distancias de los puntos del mapa a los lados del mismo.
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4.5.4 PolAng
void PolAng(Matrix pos)
Me´todo que se emplea para calcular los a´ngulos α de la figura 4.2.
• pos: posicio´n del robot. Se emplea la mejor estimacio´n disponible en
cada iteracio´n.
Se aplica un coeficiente de acercamiento de los ve´rtices del pol´ıgono al
robot y posteriormente se calcula el a´ngulo α de cada ve´rtice. Estos a´ngulos
se almacenan en un vector angulos de la STL variable miembro de la clase.
4.6 Pruebas y resultados
Las pruebas relativas a la localizacio´n y a la construccio´n de mapas de puntos
se han efectuado en los modos fichero y real. En simulacio´n las medidas del
la´ser se consideran con alcance constante, por lo que no aportan informacio´n
que permita la localizacio´n.
4.6.1 Pruebas en modo fichero
En estas pruebas, se han empleado datos de odometr´ıa y del la´ser obtenidos
con diferentes robots en diferentes entornos y almacenados en un fichero
[18],[33] (Data Sets), [8]. Se ha estudiado el funcionamiento del algoritmo
implementado por medio de ficheros que contienen esa informacio´n sensorial
sin procesar. En ellos se alternan l´ıneas del tipo representado en la figura
3.6 (datos de la odometr´ıa) y l´ıneas del tipo representado en la figura 3.5
(datos de medidas del la´ser). Estas pruebas resultan de mucha utilidad ya
que utilizan gran variedad de datos y permiten evaluar el funcionamiento del
sistema en entornos muy distintos y con medidas de diferentes caracter´ısticas.
No se trata de simulaciones, el comportamiento es completamente equivalente
al que presentar´ıa una conexio´n real con el robot. U´nicamente se reemplazan
los datos sensoriales que podr´ıa enviar e´ste por otros datos reales obtenidos
con anterioridad en unas determinadas circunstancias.
Utilizacio´n de datos tomados en el laboratorio de DISAM-UPM
En este caso, los datos empleados contienen 181 medidas del la´ser cada vez.
Debe recordarse que, por motivos de coste computacional, el algoritmo de
localizacio´n emplea una de cada dos de ellas. Como estos datos fueron obteni-
dos con el robot Urbano, no es necesario modificar el offset del la´ser utilizado
en el programa.
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Prueba 1. En esta prueba se han utilizado los siguientes para´metros (de-
finidos por medio del dia´logo, ver 6.3.1):
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,1
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Resultados: En la figura 4.3 se puede ver el resultado de la ejecucio´n del
programa con las condiciones indicadas. Las sucesivas posiciones del robot
segu´n los datos de odometr´ıa disponibles ser´ıan las representadas en color
verde, mientras que la trayectoria corregida mediante el filtro de Kalman es
la mostrada en color rojo. Los puntos del mapa creado aparecen en color
negro.
Figura 4.3: Primer experimento con datos del laboratorio
Se puede apreciar el buen funcionamiento del algoritmo, que permite si-
tuar el robot adecuadamente en el mapa y ofrece un valor de posicio´n final
muy similar al de la posicio´n de partida del robot.
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El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria corregida es: 3.54min.
Prueba 2. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,3
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.4: Segundo experimento con datos del laboratorio
Resultados: Al no ser excesivamente malos los datos de la odometr´ıa,
no se logran demasiadas mejoras en la localizacio´n tras otorgar una mayor
importancia a las medidas del la´ser frente a dichos datos. Sin embargo, puede
verse que la parte izquierda del mapa obtenido en este caso es ma´s precisa
(figura 4.4).
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El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria es: 3.22min. La disminucio´n del tiempo de ejecucio´n es resultado
de la mejor asociacio´n de observaciones a puntos del mapa, que hace que e´ste
tenga un menor taman˜o.
Prueba 3. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,3
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = true
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.5: Tercer experimento con datos del laboratorio
Resultados: En la figura 4.5 puede verse que cuando se tomaron estos
datos hab´ıa algunas personas movie´ndose cerca del recorrido realizado por
el robot. Esta opcio´n de ejecucio´n permite borrar del mapa los puntos co-
rrespondientes a las posiciones que fueron ocupando (puntos de color cyan
en la figura). La localizacio´n no resulta afectada de manera significativa por
el borrado de dichos puntos. En la figura queda representado el pol´ıgono
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envolvente de las medidas del la´ser correspondiente a la u´ltima posicio´n del
robot.
El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria corregida es: 3.63min. El ca´lculo de los puntos del pol´ıgono, el de
los a´ngulos necesarios para aplicar el algoritmo de borrado y el ana´lisis de los
puntos del mapa no asociados a cada observacio´n en las sucesivas iteraciones(
llamadas al me´todo KalmanUpdate) provocan un cierto retardo en la ejecucio´n
del programa. Este tiempo, no obstante, es considerablemente inferior al
correspondiente a otros algoritmos para examinar si un punto pertenece o
no a un pol´ıgono (algoritmo de Jordan, algoritmo radial. . . ). Adema´s, cada
observacio´n nueva ha de compararse con un nu´mero menor de puntos del
mapa, con lo que en algunos casos el retardo puede quedar pra´cticamente
compensado.
Prueba 4. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,6
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0,005
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Resultados: Como puede verse en la figura 4.6, al inyectarse algo de ruido
an˜adido en las medidas odome´tricas, la posicio´n del robot estimada en base
a dichas medidas esta´ muy alejada de la real. Sin embargo, mediante el algo-
ritmo de localizacio´n se sigue obteniendo un buen resultado con so´lo volver
a incrementar el para´metro considerado en el EKF como varianza del ruido
de la odometr´ıa.
El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria corregida es: 3.15min. Tras tenerse en cuenta que la varianza del
ruido de la odometr´ıa debe ser algo superior, se mejora la asociacio´n de datos
y con ello disminuye el tiempo de procesamiento.
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Figura 4.6: Cuarto experimento con datos del laboratorio
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Utilizacio´n de datos de Intel
Con estos datos, el nu´mero de medidas del la´ser disponibles en cada mo-
mento es 361. Esto repercute en el tiempo de procesamiento. El conjunto de
datos ha sido obtenido del Robotics Data Set Repository (Radish) [8]. Agra-
decimientos a Dieter Fox por suministrar los datos. El formato del fichero
descargado de este sitio alterna l´ıneas algo diferentes a las mostrados en las
figuras 3.5 y 3.6, por lo que ha tenido que ser ligeramente adaptado a ellas
para su utilizacio´n.
Prueba 1. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,1
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.7: Primer experimento con datos de Intel
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Resultados: En la figura 4.7 se puede observar que las medidas odome´tri-
cas presentan un alto grado de error. Por ello, es muy probable que la va-
rianza introducida en el filtro de Kalman para dichas medidas sea demasiado
pequen˜a y, por lo tanto, la elaboracio´n del mapa no sea la correcta.
El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria corregida es: 6.8 min.
Prueba 2. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,8
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.8: Segundo experimento con datos de Intel
Resultados: En este caso, la varianza del ruido de las medidas de odo-
metr´ıa estimada para la utilizacio´n del filtro de Kalman resulta ma´s adecua-
da y, como puede observarse, conduce a un resultado excelente a pesar de la
poca calidad de los datos odome´tricos disponibles (figura 4.8).
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El tiempo total empleado en la obtencio´n del mapa y en el ca´lculo de la
trayectoria corregida es: 5.71 min.
Prueba 3. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 1
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = true
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.9: Tercer experimento con datos de Intel
Resultados: Ver figura 4.9. El tiempo total empleado en la obtencio´n del
mapa y en el ca´lculo de la trayectoria corregida es: 6.61min.
Con el objetivo de resaltar la calidad de los mapas obtenidos, en la figura
4.10 se muestra el mapa que resultar´ıa de emplear u´nicamente los datos de
la odometr´ıa, sin realizar la etapa de correccio´n del filtro de Kalman.
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Figura 4.10: Mapa de Intel basado u´nicamente en datos de odometr´ıa
Puede observarse que el mapa as´ı construido es una nube de puntos que
no sirve en absoluto para representar el entorno. Para completar la evaluacio´n
de los resultados se incluye el mapa de estas instalaciones que aparece en [8]
(figura 4.11).
Figura 4.11: Mapa de Intel [8]
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Utilizacio´n de datos del Museo de las Ciencias Pr´ıncipe Felipe de
Valencia
Estos datos incluyen 181 medidas del la´ser en cada momento. Por esta razo´n
su procesamiento resulta ma´s a´gil que el del caso anterior. No obstante, dada
la gran extensio´n del mapa elaborado y la exhaustiva exploracio´n del entorno
para la realizacio´n del mismo, el tiempo total consumido es notablemente
superior por serlo tambie´n la duracio´n del recorrido de toma de datos.
Prueba 1. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,9
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = false
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.12: Primer experimento con datos del Museo de las Ciencias Pr´ıncipe
Felipe de Valencia
Resultados: Figura 4.12. El tiempo total empleado en la obtencio´n del
mapa y en el ca´lculo de la trayectoria corregida es: 26.54 min.
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Prueba 2. En esta prueba se han utilizado los siguientes para´metros:
• desviacio´n t´ıpica del ruido de la odometr´ıa introducida en el filtro de
Kalman: σodom = 0,9
• desviacio´n t´ıpica del ruido de las medidas del la´ser: σmed = 0,3
• ruido adicional: σextra = 0
• borrado de puntos dina´micos del mapa: borrar = true
• incorporacio´n de nuevos puntos al mapa: actualiza = true
Figura 4.13: Segundo experimento con datos del Museo de las Ciencias Pr´ınci-
pe Felipe de Valencia
Resultados: Figura 4.13.El tiempo total empleado en la obtencio´n del ma-
pa y en el ca´lculo de la trayectoria corregida es: 36.01 min.
Como puede observarse, la presencia de personas en el museo afecta a la
construccio´n del mapa y a la localizacio´n. Esto puede corregirse mediante
el borrado de puntos del mapa, con lo que se logra un resultado realmente
bueno. A pesar de la gran longitud de la trayectoria seguida, con el corres-
pondiente incremento de errores en las medidas de los encoders, el sistema
mantiene una correcta estimacio´n de la posicio´n del robot hasta el final del
recorrido efectuado.
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4.6.2 Pruebas en modo real
Como ya se ha mencionado, en estas pruebas se ha trabajado con el robot
mo´vil Urbano. A continuacio´n se muestran algunos de los mapas obtenidos
en el laboratorio del departamento llevando al robot en modo teleoperado.
Los mapas realizados mediante movimiento planificado, empleando el control
disen˜ado, se incluyen en el cap´ıtulo 6.
Figura 4.14: Primer experimento en el laboratorio con robot real
En la figura 4.14 puede observarse el primer mapa realizado. Durante la
elaboracio´n del mismo dos personas adelantaron al robot en su trayecto, lo
que se refleja en los puntos color cyan (borrados del mapa con el algorit-
mo correspondiente). La trayectoria corregida por la localizacio´n y el mapa
realizado a partir de las correspondientes posiciones corregidas ofrecen un
buen resultado con un ruido estimado de 0.3 de desviacio´n t´ıpica. A pesar de
ello, al final del recorrido se aprecia una pequen˜a desviacio´n, por lo que se
considera conveniente incrementar la estimacio´n de la desviacio´n t´ıpica de la
odometr´ıa. Para construir el mapa de la figura 4.15 se emplea un valor ma´s
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apropiado (σodom = 0,5), como queda a la vista de los resultados. En 4.16
se hace ma´s patente el efecto de subestimar la covarianza del ruido de las
medidas odome´tricas.
Figura 4.15: Segundo experimento en el laboratorio con robot real
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Figura 4.16: Tercer experimento en el laboratorio con robot real
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Cap´ıtulo 5
Control de movimiento,
planificacio´n de trayectorias y
control reactivo
5.1 Control de movimiento
Las variables sobre las que se actu´a para controlar el movimiento del robot





Figura 5.1: Velocidad de avance y giro en el sistema de referencia local del
robot
La medida de a´ngulos se realiza en todo momento en el intervalo [−pi,pi].
Para efectuar la conversio´n a este rango se utiliza la funcio´n AngRango.
Como se expuso en el cap´ıtulo 2, resulta conveniente utilizar un regulador
con realimentacio´n que emplee informacio´n sobre la posicio´n del robot en
cada instante para obtener unos valores de velocidad que permitan llegar al
objetivo dado.
Para que el robot se traslade mirando de frente la mayor parte del tiempo,
se busca minimizar la diferencia entre su orientacio´n y la del vector que lo
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Figura 5.2: Control de la orientacio´n del robot
une con el punto de destino. Al mismo tiempo el robot debera´ irse acercando
a dicho punto de destino.
Como puede verse en la figura 5.2, el a´ngulo resultante de esa diferencia de
orientaciones se llamara´ err_ang. En funcio´n de su valor se distinguen cuatro
casos principales en los cuales se utilizaron en una primera aproximacio´n
las ganancias indicadas en el cuadro 5.1, donde todas las magnitudes esta´n
expresadas en el Sistema Internacional salvo cuando se especifica lo contrario.
Al aumentar la duracio´n del ciclo de tareas cuando se utiliza el robot real
Urbano, los comandos de velocidad enviados de acuerdo con el cuadro a 5.1
llegaban con retraso y el robot daba algunos bandazos. Para solucionar este
problema se modifico´ el regulador de forma que se contemplara tambie´n la
orientacio´n de la trayectoria en el tramo en que se encuentra el robot en cada
instante y la orientacio´n en el tramos siguiente, a modo de control predictivo.
Los nuevos a´ngulos sobre los que tambie´n se actu´a se denominara´n err_ang2
y err_ang3, respectivamente, y se muestran en la figura 5.3.
La accio´n de control resultante es una combinacio´n lineal de las acciones
sobre estos tres a´ngulos. Se ha utilizado un peso de 0.3 para regular err_ang,
un peso de 0.2 para regular err_ang2 y un peso de 0.5 para regular err_ang3.
El regulador final obtenido utiliza los valores y ganancias que aparecen en el
cuadro 5.2, donde de nuevo las magnitudes se expresan en el S.I. a no ser que
se especifique lo contrario. p1, p2 y p3 son los pesos indicados (0.3, 0.2 y 0.5).
Con el robot Pioneer los pesos son los mismos y se mantienen las ganancias
del cuadro 5.1.
El sistema funciona como una ma´quina de estados. Cuando el robot esta´ lo
suficientemente cerca del punto de destino se considera que ha llegado y se
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Figura 5.3: Nuevos errores incorporados al regulador
establece como destino el siguiente punto de la trayectoria definida. Cuando la
distancia al u´ltimo punto de la misma es menor que 0.5m, actu´a un regulador
proporcional para que la velocidad de avance del robot vaya disminuyendo
gradualmente a medida que se aproxima el final de su recorrido.
Si por algu´n motivo el robot se halla separado de la trayectoria calculada
entre dos puntos, este controlador lo llevar´ıa directamente hacia el punto de
destino en l´ınea recta. Esto podr´ıa ocasionar el choque con algu´n obsta´culo.
Por ello, se utiliza tambie´n un regulador que hace que el robot se acerque a
la trayectoria definida antes de dirigirse hacia el siguiente punto a alcanzar.
Esta situacio´n se muestra en la figura 5.4.
El algoritmo empleado en este caso requiere medir en primer lugar la
distancia de la posicio´n del robot a la recta que une los dos puntos de la
trayectoria entre los que se encuentra. Esta distancia tendra´ signo positivo o
negativo dependiendo de a que´ lado de la trayectoria se encuentre el robot
(figura 5.5).
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Cuadro 5.1: Regulador inicial para el control de movimiento
170º< err ang()
Urbano: Pioneer:
vd = 0 vd = 0
vs = 30err ang vs = 0,65err ang
45º< err ang() <170º
Urbano: Pioneer:
vd = 2 vd = 0,025
vs = 40err ang vs = 0,7err ang
15º< err ang() <45º
Urbano: Pioneer:
vd = 6 vd = 0,1
vs = 34err ang vs = 0,7err ang
err ang() <15º
Urbano: Pioneer:
vd = 10 vd = 0,4
vs = 26err ang vs = 0,6err ang




vs = 30err ang
45º< err ang() <160º
Urbano:
vd = 3
vs = p1× 30err ang + p2× 30err ang2 + p3× 30err ang3
15º< err ang() <45º
Urbano:
vd = 5
vs = p1× 26err ang + p2× 26err ang2 + p3× 26err ang3
err ang() <15º
Urbano:
vd = 25 si bien orientado y l´ınea recta. En caso contrario vd = 10
vs = p1× 20err ang + p2× 20err ang2 + p3× 20err ang3
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Figura 5.4: Diferentes trayectorias entre dos puntos
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Figura 5.5: Medida de la distancia del robot al segmento de trayectoria en
el que se halla
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Si el robot esta´ ma´s lejos de la trayectoria que lo establecido por un cierto
valor l´ımite, se realizara´ un control que tienda a dirigirlo perpendicularmente
hacia la misma. Para ello se utilizan unos valores de ganancia muy similares
a los indicados en la tabla anterior, pero el a´ngulo que se mide es aque´l
que separa la orientacio´n del robot con la que deber´ıa tener para acercarse
perpendicularmente al segmento de trayectoria correspondiente. El modo en
que se calcula este a´ngulo en dos casos en que el robot esta´ situado a un lado














δ = AngRango(ang1 ‐ PI/2) ‐ θ2    
Figura 5.6: A´ngulo a regular para que el robot se aproxime a la trayectoria
definida en dos casos diferentes
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Otro aspecto que se tiene en cuenta en el disen˜o del regulador es el hecho
de que el robot pueda pasarse de algu´n punto de la trayectoria al hallarse muy
pro´ximos unos puntos a otros y ser la velocidad alta. En ese caso resultar´ıa
absurdo que el robot regresara a dicho punto para seguir la secuencia exacta.
Es ma´s conveniente que se dirija hacia aque´l que, estando relativamente cerca
del destino teo´rico, sea ma´s cercano al robot. Lo mismo ocurre si la tolerancia
que determina si se ha llegado o no a un punto es excesivamente pequen˜a.
Para ello, cada vez que se van a calcular unas nuevas velocidades se busca
si en la trayectoria hay algu´n punto entre los cinco siguientes al punto de
destino que se encuentre a menos distancia de la posicio´n del robot que e´ste.
5.2 Planificacio´n de trayectorias
Como se ha visto en la seccio´n anterior, el control de movimiento del robot
precisa disponer de un conjunto de puntos de paso que se vayan definiendo
como destinos sucesivos, conformando la trayectoria que ha de seguirse. El
alcance de este proyecto no incluye la generacio´n automa´tica de dichos puntos
de paso a partir de un destino final dentro de un mapa. Lo que puede hacerse
es seleccionar la serie de puntos que determina la trayectoria mediante uso
del rato´n sobre la interfaz gra´fica en la que se ve un mapa o parte de uno.
Otra posibilidad para obtener los puntos de la trayectoria consiste en llevar
el robot hacia un sitio en modo teleoperado e ir guardando su posicio´n cada
vez que recorre una cierta distancia de forma que puede regresar al punto del
que partio´ de manera auto´noma.
Cuando los puntos que dan lugar a la trayectoria esta´n bastante separados
conviene suavizar los cambios de direccio´n en la misma. El algoritmo utilizado
para ello se explica a continuacio´n.
Mientras sea posible, para cada punto de la trayectoria se toma el siguien-
te a e´l como base o punto intermedio a suprimir en caso necesario. Se definen
dos vectores que van desde la base hasta el punto anterior y hasta el punto
siguiente a ella, respectivamente, y se mide el a´ngulo que los separa. Si este
a´ngulo, que llamaremos erro ang, es menor que 20º o superior a 160º no ha
de redondearse la trayectoria; simplemente se pasa al siguiente de sus puntos.
En caso contrario se halla su bisectriz para situar sobre ella el centro del arco
de circunferencia que servira´ para suavizar la trayectoria en el punto base.
A partir del centro se ira´n determinando puntos de forma que su distancia
a e´l sea igual al radio y que queden uniformemente repartidos sobre un arco
tangente a los dos segmentos de trayectoria que se unen. El ca´lculo de los
a´ngulos que permiten calcular las coordenadas de los puntos del arco se basa
en un a´ngulo auxiliar definido como alfa_ref = AngRango(pi − ang bis) y es
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centro α2 α1 + αinc
t ( )cen ro =  xc , yc
xp = xc + rcos(α1+αinc)
y = y rsin(α +α )p   c ‐ 1 inc
Figura 5.7: Ca´lculo de coordenadas de los puntos del arco con erro ang > 0
diferente segu´n erro_ang sea positivo o negativo, dado que esto condiciona
el sentido en que deben ir creciendo dichos a´ngulos.
En la figura 5.7 se muestra un caso en el que erro_ang es mayor que cero.
Para la obtencio´n de los sucesivos puntos el valor de anginc se va incremen-
tando en 0.1 rad mientras que al sumarse a α1 no se sobrepase el valor de



















As´ı, para la trayectoria de la figura 5.7 los valores son:
erro ang = 100
alfa ref = AngRango(pi − (−130))
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= AngRango(310)
= −50
alpha1 = AngRango(−50− 90 + 50)
= AngRango(−90)
= −90
alpha2 = AngRango(−50 + 90− 50)
= AngRango(−10)
= −10
Si erro_ang es menor que cero, los a´ngulos extremos mediante los cuales





















Ahora el a´ngulo αdec, figura 5.8, se va decrementando 0.1 rad hasta que
su suma con α1 se hace menor que α2.
En el caso concreto representado en la figura 5.8 los a´ngulos que se mues-
tran toman los siguientes valores:
erro ang = −100
alfa ref = AngRango(pi − 130)
= AngRango(50)
= 50
alpha1 = AngRango(50 + 90− 50)
= AngRango(−90)
= −90
alpha2 = AngRango(50− 90 + 50)
= AngRango(−10)
= 10
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t ( )cen ro =  xc , yc
xp = xc + rcos(α1+αdec)
y = y rsin(α +α )p   c ‐ 1 dec
Figura 5.8: Ca´lculo de coordenadas de los puntos del arco con erro ang < 0
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A continuacio´n se muestra el resultado de aplicar el sistema implemen-
tado a diferentes trayectorias. Como puede verse, el color negro representa
la trayectoria original y el azul, la trayectoria suavizada. El valor del radio
utilizado es 1m.
Figura 5.9: Trayectorias suaves conseguidas
DISAM-UPM Paloma de la Puente Yusty 86
CAPI´TULO 5. CONTROL DE MOVIMIENTO
5.3 Control Reactivo
Una trayectoria planificada y modificada de acuerdo con los apartados an-
teriores puede requerir nuevos cambios si se detectan obsta´culos cercanos a
ella. Este aspecto se contempla en el proyecto a trave´s de de un algoritmo
que desv´ıa los puntos de la trayectoria cercanos a los objetos. Para cada pun-
to i de la trayectoria nominal se siguen los mismos pasos. En primer lugar,
se define un punto p sobre la perpendicular al segmento que une ese punto
de la trayectoria con el siguiente de forma que su distancia a dicho punto
de la trayectoria sea 1m (ver figura 5.10). El vector que une el punto de la



















sin 0101 yyyy −=−=α




xp = x0 + sin α= x0 + 10(y1 ‐ y0)     
yp = y0 – cos α= y0 ‐ 10(x1 ‐ x0)
Figura 5.10: Definicio´n del punto p y otras magnitudes para el punto de la
trayectoria i = 0
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Se define un vector v2 con origen en el punto de la trayectoria considerado
y extremo los sucesivos puntos tomados como obsta´culos. La proyeccio´n orto-
gonal de este vector sobre v1 define un punto que llamaremos p2. La distancia
entre e´ste y el punto de la trayectoria se denota como d, que puede adoptar
un signo u otro dependiendo de a que´ lado de la trayectoria se encuentre el
objeto. La distancia entre p2 y el obsta´culo correspondiente se mide mediante
d1.
En la deformacio´n de la trayectoria so´lo se utilizan los obsta´culos que
proporcionan un valor de d1 suficientemente pequen˜o, puesto que la influencia




Figura 5.11: Los obsta´culos del tramo 1 no deben afectar al 2 ni los del tramo
4 a los tramos 3 y 5.
A trave´s de un valor de d corregido al tenerse en cuenta el radio del robot,
se guardan para cada punto de la trayectoria las dos distancias mı´nimas a
algu´n obsta´culo a cada uno de los dos lados de la misma. Estas distancias
se llamara´n min_int[i] y max_int[i], respectivamente. Sus valores esta´n
inicializados con la ma´xima desviacio´n que se le permite al robot, para el
caso en que no haya ningu´n obsta´culo en alguno de los lados y otras si-
tuaciones similares. Si despue´s de recalcular dichos valores se cumple que
min_int > max_int, el robot no puede evitar los obsta´culos sin superar la
ma´xima desviacio´n establecida y se dice que se encuentra en estado de blo-
queo.
Haciendo la media entre esos dos valores se obtiene el desplazamiento,
error [i], que debe aplicarse sobre el punto para que quede a la misma
distancia de cada uno de los l´ımites hallados para ambos lados (figura 5.12).
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Figura 5.12: Desplazamiento que sufre cada punto de la trayectoria
Con los puntos intermedios de la trayectoria lo que se hace es promediar
el valor del error en el punto considerado con los valores del mismo en los
puntos anterior y siguiente:
error2[i] =
error[i− 1] + error[i] + error[i+ 1]
3
De este modo se busca deformar la trayectoria ma´s suavemente.
5.4 La clase CMoveControl
En esta clase se llevan a cabo las tareas de control de movimiento, planifi-
cacio´n de trayectorias y control reactivo que se han descrito. Las principales
funciones que se utilizan para ello son las siguientes:
5.4.1 DefineDest
void DefineDest(float x_d, float y_d, float tol)
Esta funcio´n sirve para definir el punto hacia el que tiene que dirigirse el
robot.
• x_d: coordenada x del punto de destino.
• y_d: coordenada y del punto de destino.
• tol: distancia ma´xima al punto de destino para que se considere que
e´ste ha sido alcanzado. Generalmente se utiliza una tolerancia de 50mm.
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Se guardan los argumentos en variables miembro, para que sus valores sean
utilizados por el control de movimiento, y se establece el estado como NO_
LLEGADO mediante una macro con este nombre.
5.4.2 Dist2Tray
float Dist2Tray()
Esta funcio´n se utiliza para hallar la distancia del robot al segmento que une
los puntos de la trayectoria entre los que se encuentra e indicar a que´ lado
del mismo esta´, de modo que pueda realizarse el control de acercamiento a
la trayectoria descrito en el apartado 5.1.
El ca´lculo de la distancia se lleva a cabo mediante los a´ngulos mostrados en




Esta funcio´n se utiliza para ver cua´l es el pro´ximo punto de la trayectoria
hacia el que debe ir el robot. Es u´til en el caso de que haya pasado demasia-
do ra´pidamente por algu´n punto, para evitar que tenga que retroceder (ver
u´ltima parte del apartado 5.1).
Se busca entre los cinco puntos de la trayectoria siguientes al de ı´ndice
current_point dentro del vector trajectory aquel que este´ ma´s cerca del
robot. Se devuelve el valor de su ı´ndice.
5.4.4 GetCommand
int GetCommand(float* vd, float* vs)
La funcio´n de este me´todo consiste en calcular las velocidades de avance y giro
con los que se va a mover el robot en cada momento. El paso de para´metros
se realiza por referencia.
• vd: puntero a la velocidad de avance.
• vs: puntero a la velocidad de giro.
En primer lugar se mira si es necesario corregir el punto de destino con una
llamada a la funcio´n FindPoint() y si es as´ı se hacen los correspondientes
cambios. A continuacio´n se determina el estado, viendo si la distancia entre
la posicio´n del robot y el punto de destino es menor que la tolerancia.
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Figura 5.13: Diagrama de flujo simplificado de parte del proceso efectuado
en GetCommand
En la figura 5.13 se muestra el diagrama de flujo simplificado de los pasos
que se realizan a partir de este punto.
Si el estado es NO_LLEGADO, se determinan las velocidades mediante el
procedimiento indicado en 5.1 a partir de la posicio´n del robot (disponible
en toda la clase mediante las variables miembro x e y) y del punto guardado
como destino.
Si el estado es LLEGADO se da valor nulo a ambas velocidades y se incre-
menta una variable llamada current_point que mide de este modo el ı´ndice
del u´ltimo punto de la trayectoria al que se ha llegado. Si efectivamente hay
una trayectoria definida, se llama a la funcio´n DefineDest para guardar co-
mo destino el siguiente punto de la misma (current_point + 1). Los puntos
de la trayectoria han de estar almacenados en un vector de la STL, vector
trajectory, miembro de la clase y definido para contener objetos CPoint2D.
El valor de retorno es el estado.
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5.4.5 DefineTrajectory
void DefineTrajectory(void)
Esta funcio´n se emplea para indicar que hay una trayectoria definida e inicia-
lizar el punto por el que debe empezarse a recorrerla (current_point = 0).
5.4.6 SmoothTrajectory
std::vector<Point2D> SmoothTrajectory(float r)
Esta funcio´n se utiliza para suavizar la trayectoria.
• r: radio del arco con el que se suavizan los a´ngulos de la trayectoria.
Los puntos de la trayectoria a suavizar se hallan guardados en un vector
dina´mico de nombre tray_prev e inicialmente se copian en otro vector d´ına´mi-
co variable local de la funcio´n (vector smooth_tray) para realizar en e´ste las
modificaciones oportunas y no perder los puntos de la trayectoria original
(de cara a la representacio´n gra´fica, principalmente). Esta funcio´n es la im-
plementacio´n del algoritmo descrito en el apartado 5.2. Se devuelve el vector
smooth_tray, que contiene los puntos de la trayectoria suave obtenida.
5.4.7 ComputeElasticTray
std::vector<Point2D> ComputeElasticTray()
Esta funcio´n sirve para deformar la trayectoria de forma que se aleje de los
obsta´culos (puntos 2D guardados en el vector de la STL v_puntos, variable
miembro de la clase).
Los puntos de la trayectoria que se deforma son los almacenados en el vector
nom_tray de la STL, que se copian en una variable local de nombre ret_tray.
Con estos puntos se siguen los pasos indicados en el algoritmo del aparatado
5.3. En caso de que al calcularse alguno de los nuevos puntos se produzca
bloqueo (min_int[i] > max_int[i]), se devuelve la trayectoria ret_tray con
los puntos hallados hasta ese momento. Si no se da situacio´n de bloqueo,
el vector ret_tray se devuelve al final de la funcio´n y tendra´ tantos puntos
como la trayectoria inicial. El resultado de esta llamada sera´ asignado al
vector trajectory para que pueda aplicarse el control de movimiento.
5.4.8 DivideTrajectory
int DivideTrajectory()
Esta funcio´n permite obtener una trayectoria igual a la inicial (nom_tray)
pero con el requisito de que cada uno de sus puntos no diste ma´s de 0.1m del
siguiente.
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Se utiliza un vector de la STL, variable local de la funcio´n, en el que se
guarda cada punto de la trayectoria seguido de tantos otros puntos como sea
necesario para que el segmento que va de aque´l al pro´ximo punto de nom_tray
cumpla la condicio´n dada. El nu´mero de puntos intermedios que se an˜aden
sera´ n = dist
0,1
− 1, siendo dist la longitud del segmento inicial. Finalmente se






Figura 5.14: Puntos de un segmento de la trayectoria original y del resultado
de la llamada a DivideTrajectory()
La utilidad de esta funcio´n reside en la necesidad de tener los puntos
de la trayectoria suficientemente juntos para que el control reactivo que se
implementa a trave´s de ComputeElasticTray() sea efectivo. Si no fuera as´ı,
el filtro que se realiza mediante d1 no permitir´ıa esquivar muchos de los
obsta´culos.
5.5 Pruebas y resultados
Todas las funcionalidades de control de movimiento, planificacio´n de trayec-
torias y control reactivo del proyecto han sido probadas inicialmente mediante
simulacio´n gra´fica. Esto permite la depuracio´n y mejora del comportamiento
del programa de una forma ma´s co´moda. Las pruebas con robots reales re-
quieren ma´s espacio y pueden conllevar mayores riesgos si no se han llevado
a cabo previamente en simulacio´n. Adema´s, es preciso cargar bater´ıas, llevar
el ejecutable al ordenador porta´til que se utiliza, realizar la conexio´n telnet e
introducir las contrasen˜as correspondientes. . . , por lo que resultan bastante
ma´s lentas. El control de movimiento, sin embargo, s´ı que fue probado en
modo real en fases anteriores del proyecto, ya que la respuesta del robot ante
las velocidades aplicadas puede ser algo diferente en uno y otro caso y resul-
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taba conveniente ajustar bien los para´metros para no seguir trabajando con
un regulador inadecuado.
5.5.1 Pruebas en modo simulacio´n
Control de movimiento y planificacio´n de trayectorias
Prueba 1. Seguimiento de una trayectoria planificada a priori.
En este caso, lo que se ha hecho es definir los puntos de la trayectoria inicial
mediante doble click con el boto´n derecho del rato´n sobre la interfaz gra´fica.
Segu´n se van an˜adiendo puntos se va suavizando la trayectoria. Cuando se
ha completado la definicio´n de la trayectoria deseada se indica que el robot
debe seguirla y e´ste comienza a moverse sobre la misma. En la figura 5.15
puede verse en color azul la trayectoria resultante tras la planificacio´n, en
verde la trayectoria seguida de acuerdo con las medidas de la odometr´ıa, y
en rojo la trayectoria seguida segu´n la localizacio´n. Como las medidas del
la´ser en modo simulacio´n se hallan a 8000m del robot (ver me´todo Simulate,
apartado 3.4.3), no se realiza asociacio´n de datos ni se corrige la posicio´n,
de modo que las trayectorias dibujadas en verde y rojo sera´n necesariamente
iguales. La u´nica diferencia reside en el hecho de que se han representado a
diferentes alturas.
Figura 5.15: Primer experimento de planificacio´n de trayectorias y control de
movimiento
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Resultados: Como puede verse en la figura 5.15, la trayectoria seguida por
el robot es pra´cticamente ide´ntica a la planificada, lo que muestra el buen
disen˜o del controlador.
Prueba 2. Seguimiento de una trayectoria planificada a priori con
el robot Pioneer P3AT.
Esta es una de las pruebas que se realizo´ con el control elaborado para el
robot Pioneer P3AT de MobileRobots/Activmedia. En ella se utiliza Mo-
bileSim, un software de simulacio´n proporcionado por los fabricantes para
la experimentacio´n con Aria. MobileSim esta´ construido sobre el simulador
Stage (creado por Richard Vaughan, Andrew Howard y otros como parte del
proyecto Player/Stage), con algunas modificaciones por parte de MobileRo-
bots. Utilizando la clase SimpleConnector de la biblioteca Aria, la conexio´n
se inicia por defecto con este simulador.
Figura 5.16: Segundo experimento de planificacio´n de trayectorias y control
de movimiento
Resultados: La trayectoria inicial definida en este caso es la formada por
los puntos marcados en negro (figura 5.16). Puede observarse que el control
proporciona de nuevo un buen resultado.
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Prueba 3. Seguimiento de una trayectoria planificada dina´mica-
mente.
En esta prueba se generan nuevos puntos de la trayectoria a medida que el
robot se acerca a su pro´ximo destino. En algunos casos, al llegar el robot a
un punto y posteriormente an˜adir otro punto despue´s de aque´l, el algoritmo
que suaviza la trayectoria hace que e´sta deje de pasar por el punto en el
que se encontraba el robot. Si se produce esta circunstancia, entra en accio´n
el controlador para evitar desv´ıos sobre la trayectoria planificada. El buen
funcionamiento del mismo puede verse con claridad en las figuras 5.17 y 5.18.
Figura 5.17: Tercer experimento de planificacio´n de trayectorias y control de
movimiento (a)
Resultados: En la segunda figura (5.18), por ejemplo, el robot llega al
punto B procedente del A y, seguidamente, se an˜ade a la trayectoria el punto
C. El algoritmo para suavizar trayectorias redondea entonces la trayectoria
que habr´ıa de estar formada por A, B y C, pero el robot ya se encuentra
en B. El regulador inicial conducir´ıa al robot directamente hacia C pero las
mejoras introducidas hacen que el robot se aproxime primero a la trayectoria
planificada.
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Figura 5.18: Tercer experimento de planificacio´n de trayectorias y control de
movimiento (b)
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Prueba 4. Seguimiento del camino de vuelta despue´s de que el
robot ejecute una trayectoria.
En este caso, se define una trayectoria mediante el rato´n o moviendo al
robot por teleoperacio´n con el teclado (seccio´n 6.3.2). Cuando finaliza el
seguimiento de la misma, el robot es capaz de regresar de forma auto´noma al
punto de partida si as´ı se le indica. En la primera figura que se muestra (figura
5.19), la trayectoria inicial esta´ definida mediante el rato´n mientras que en
la segunda (5.20) se utiliza el modo teleoperado. La trayectoria dibujada
en color verde es la correspondiente a la odometr´ıa durante la ida y la que
aparece en rosa es la odometr´ıa del camino de vuelta.
Resultados: Ver figuras 5.19 y 5.20.
Figura 5.19: Cuarto experimento de planificacio´n de trayectorias y control
de movimiento (a)
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Figura 5.20: Cuarto experimento de planificacio´n de trayectorias y control
de movimiento (b)
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Control reactivo
Prueba 1. Obtencio´n de trayectorias deformadas ante la presencia
de obsta´culos cercanos a una trayectoria definida.
En esta prueba se define primeramente una trayectoria, y a continuacio´n
se crean obsta´culos ma´s o menos cercanos a la misma mediante doble click
con el boto´n izquierdo del rato´n sobre el punto en el que debe situarse cada
uno de ellos. En el momento en que se an˜ade un obsta´culo, la trayectoria
se deforma mediante el algoritmo previamente explicado. En este caso no se
han incorporado obsta´culos nuevos durante el movimiento del robot sobre la
trayectoria, por lo que no se trata de una aplicacio´n de control reactivo sino
so´lo de una prueba del algoritmo de deformacio´n.
Resultados: Como puede verse(figuras 5.21 y 5.22), los obsta´culos se han
representado en color cyan. La trayectoria se deforma de un modo suave en
los puntos cercanos a ellos sin superar la ma´xima desviacio´n permitida, es-
tablecida en 0.15m. Los obsta´culos suficientemente alejados de la trayectoria
no suponen ninguna modificacio´n en la misma. En la segunda figura (5.22)
hay un obsta´culo que afecta a dos tramos diferentes de la trayectoria y ambas
deformaciones se realizan correctamente. Con este valor de la ma´xima des-
viacio´n permitida no pueden esquivarse obsta´culos que se encuentren sobre la
trayectoria a seguir. En este caso, para el robot Urbano, entrar´ıan en accio´n
los mecanismos de control reactivo de bajo nivel (comandos de parada y gi-
ro). Si se utiliza en su lugar un valor de 0.6m, las deformaciones son mayores
y pueden evitarse los obsta´culos que supondr´ıan un choque directo (figura
5.23). El problema que conlleva esta opcio´n es que en el caso de entornos
densos (como son la mayor´ıa de los entornos de interiores), las deformaciones
son excesivas hacia uno y otro lado y se pierde suavidad en la trayectoria.
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Figura 5.21: Experimento previo para el control reactivo (a)
Figura 5.22: Experimento previo para el control reactivo (b)
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Figura 5.23: Aumento de la ma´xima desviacio´n permitida
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Prueba 2. Trayectoria seguida por el robot ante la aparicio´n de un
obsta´culo durante su movimiento sobre una trayectoria.
En este caso se ha llevado el robot a un punto por medio de una trayectoria
definida sobre la interfaz gra´fica y se le ha indicado que regrese a su posicio´n
inicial. Durante el camino de vuelta, se ha creado un obsta´culo en la trayec-
toria teo´rica que deber´ıa seguir el robot para ver su respuesta simulada en
tiempo real.
Resultados: En la figura 5.24 se ha plasmado en color verde la trayectoria
seguida por el robot durante la ida (trayectoria teo´rica de vuelta) y en colores
azul y magenta la trayectoria real efectuada ante la presencia del obsta´culo.
Figura 5.24: Primer experimento de control reactivo
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5.5.2 Pruebas en modo real
Cuando se utiliza el sistema con el robot real las llamadas a GetCommand
se realizan cada 300ms aproximadamente. Como se vera´ en los siguientes
resultados, el seguimiento de la trayectoria es algo menos preciso que en las
pruebas realizadas en simulacio´n.
Control de movimiento y planificacio´n de trayectorias
Prueba 1. Seguimiento de una trayectoria planificada a priori.
En estas pruebas lo que se ha hecho es definir una trayectoria con el rato´n, al
igual que en el modo simulacio´n, y ver co´mo el robot se va dirigiendo hacia
los correspondientes puntos de la misma. La longitud de las trayectorias
efectuadas esta´ limitada por el entorno de experimentacio´n, una zona del
laboratorio no muy amplia y con objetos cercanos que disminuyen el a´rea
explorable.
Resultados: En las figuras 5.25 y 5.26 se muestra en color azul la trayec-
toria nominal seleccionada y en colores verde y rojo la seguida por el robot.
En el segundo caso se aprecia que el mantenimiento de la direccio´n de la
trayectoria prevalece frente a la accio´n de acercar el robot a la misma, pero
esto evita que la trayectoria resultante sea ma´s ondulada.
Figura 5.25: Primer experimento de movimiento con robot real (a)
Prueba 2. Seguimiento del camino de vuelta despue´s de que el
robot ejecute una trayectoria.
La forma de proceder en este caso es la misma que en el modo de simulacio´n.
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Figura 5.26: Primer experimento de movimiento con robot real (b)
Resultados: En la figura 5.27 se muestra en color verde la trayectoria
durante la ida y en color rosa la correspondiente al camino de vuelta.
Figura 5.27: Segundo experimento de movimiento con robot real
Como puede observarse, en este caso aparecen mayores desviaciones respecto
a la trayectoria definida. La desviacio´n producida al dar la vuelta el robot
hace que e´ste tarde un poco en coger la direccio´n correcta, pero las acciones
de control sobre err_ang2 y err_ang3 permiten que los cambios no sean
demasiado bruscos. Si la trayectoria fuera ma´s larga podr´ıa verse que la
estabilizacio´n es bastante ra´pida.
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Integracio´n
El funcionamiento del sistema requiere la integracio´n de sus distintos compo-
nentes. El robot debe combinar su capacidad para localizarse correctamente
en el entorno con el seguimiento de una trayectoria adecuada, resultante de
la planificacio´n y el control reactivo. La localizacio´n resulta imprescindible
para el buen funcionamiento del control y, particularmente, para detectar
situaciones en que el robot quede alejado de la trayectoria definida (como en
la figura 5.4).
La interaccio´n entre el mo´dulo de localizacio´n y el de control de movi-
miento se lleva a cabo mediante la clase CRobot, como puede apreciarse en
el diagrama 3.4.Desde las clases CRobotGLWnd y CControl3GUIDlg se realiza la
transferencia de informacio´n desde la interfaz gra´fica al resto del programa.
En esta u´ltima se tiene el objeto gl_wnd, de la clase CRobotGLWnd, el objeto
robot, de la clase CRobot y el objeto control, de la clase CMoveControl. Desde
robot se tiene un puntero al objeto control. Desde gl_wnd se tienen punteros
a robot y a control (para simplificar las llamadas a sus me´todos y no tener
que utilizarlos a trave´s del puntero al objeto robot).
6.1 La clase CRobot
El papel de esta clase consiste en integrar:
• la obtencio´n de los datos de odometr´ıa y del la´ser
• la estimacio´n o/y correccio´n de la posicio´n mediante el filtro de Kalman
y la actualizacio´n del mapa
• el paso de la posicio´n corregida y del mapa de obsta´culos al mo´dulo de
control de movimiento
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Para ello se dispone de algunas variables miembro importantes:
• robotdata, de la clase CRobotDataReal
• proc_laser_data, de la clase CProc_Laser_Data
• loc, de la clase CKalman_Loc
• control, puntero a un objeto de la clase CMoveControl (que habra´ de
apuntar al objeto control miembro del dia´logo CControl3GUIDlg).
Tambie´n posee una variable puntero a un objeto de tipo CPioneer, para las
pruebas de control que se han hecho con el robot P3AT.
6.1.1 ProcessData
int ProcessData()
Es la funcio´n principal de la clase. Sirve para integrar los componentes que
se han indicado anteriormente.
En primer lugar se actualizan los datos odome´tricos y del la´ser mediante
robotdata.UpdateData().
Si se han obtenido datos de la odometr´ıa (valor de retorno ODOM_DATA o
DATA_ODOM_LASER) se calcula el incremento que ha de utilizarse para la eta-
pa de prediccio´n del algoritmo de localizacio´n a partir de la transformacio´n
inversa de la posicio´n odome´trica previa y su composicio´n con la posicio´n
odome´trica recie´n obtenida. La nueva posicio´n se guarda como posicio´n an-
tigua para la siguiente llamada a la funcio´n. En caso de que se haya an˜adido
un ruido adicional (a trave´s del cuadro de dia´logo), se inyecta e´ste en el incre-
mento de odometr´ıa mediante composicio´n con aque´l. La posicio´n odome´trica
con el ruido extra se guarda en un vector de la STL para su representacio´n
gra´fica. Por u´ltimo se calcula la prediccio´n de la posicio´n odome´trica me-
diante loc.KalmanPos con los argumentos correspondientes al incremento de
odometr´ıa calculado.
Si se han obtenido datos del la´ser (robotdata.UpdateData() ha devuelto
LASER_DATA o DATA_ODOM_LASER) lo primero que se hace es procesar la informa-
cio´n del mismo que estara´ disponible en la variable de la clase CRawLaserData
perteneciente a robotdata para que en proc_laser_data se tenga el vec-
tor v con los puntos correspondientes a las medidas del la´ser (llamada a
proc_laser_data.DefineData(robotdata.laser_data). Seguidamente se rea-
lizan las operaciones necesarias para calcular los puntos del pol´ıgono corres-
pondiente a esa serie de medidas del la´ser mediante el objeto proc_laser_data.
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Se obtienen tambie´n los a´ngulos α de la figura 4.2 y se pasan e´stos y la in-
formacio´n del pol´ıgono a variables miembro del objeto loc. Se calcula la co-
rreccio´n de la posicio´n estimada por medio de loc.KalmanUpdate, pasa´ndole
como argumento el vector v de la variable proc_laser_data.
La posicio´n resultante de esta actualizacio´n se guarda en un vector de la
STL para representar en la interfaz gra´fica la trayectoria corregida mediante
el algoritmo de localizacio´n y poder compararla con la trayectoria basada
u´nicamente en los datos de la odometr´ıa.
Esta nueva posicio´n es la que ha de utilizar el control de movimiento.
Como las variables x y y de la clase CMoveControl son pu´blicas, basta con
asignarles el valor correspondiente a la posicio´n corregida con el filtro de
Kalman.
Lo u´ltimo que se hace es pasarle a la variable control el vector con aque-
llos puntos del mapa (actualizado en la llamada a KalmanUpdate) suficien-
temente cercanos al robot como vector que contiene los obsta´culos a evitar
por el control reactivo y efectuar la deformacio´n de la trayectoria mediante
control.ComputeElasticTray().
El valor de retorno es 1 si se han actualizado datos de odometr´ıa o del
la´ser y 0 en caso contrario.
Esta funcio´n va a ejecutarse a modo de bucle, dentro de un timer que se
define en la clase CControl3GUIDlg.
6.2 La clase CControl3GUIDlg
Esta clase hereda de la clase pu´blica CDialog, perteneciente a las MFC. En
ella comienza el hilo principal de ejecucio´n del programa. Desde esta clase se
crea el cuadro de dia´logo, al que han de an˜adirse los diferentes botones para
realizar el paso de informacio´n del usuario a los distintos componentes del
sistema. En ella se tiene la variable gl_wnd para crear la ventana gra´fica y
asociarla a e´l. Como se ha mencionado, proporciona el modo de controlar el
ciclo de tareas que ha de realizar el robot mediante un temporizador o timer
que permite la repeticio´n de una serie de acciones perio´dicamente. La variable
robot, de acuerdo con lo visto, es necesaria para obtener la posicio´n corregida
y el mapa y hacer posible su utilizacio´n desde el control de movimiento en
cada momento. La variable control se emplea para facilitar el acceso a aque´l.
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6.3 Interfaz de usuario
Aunque ya se ha mostrado en otras figuras, a continuacio´n se presenta el as-
pecto final de la interfaz de usuario desarrollada (figura 6.1). En esta imagen
se ve tal y como aparece al iniciarse la ejecucio´n del programa (salvo los colo-
res de fondo y cuadr´ıcula, que por defecto son negro y magenta pero pueden
cambiarse pulsando en el teclado la letra ’F’). Seguidamente se describira´n
sus propiedades y la utilidad de sus botones.
Figura 6.1: Interfaz de usuario
6.3.1 Funcionalidad de los botones del dia´logo
OK y Cancelar
Siempre que se pulse alguno de estos botones se cierra la interfaz de usuario
y finaliza la ejecucio´n del programa.
Reset
Se emplea para anular la definicio´n de una trayectoria y de una serie de
obsta´culos realizados mediante el rato´n.
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Guardar Mapa
Se utiliza para guardar los puntos de un mapa en un fichero. Ha de ser pulsado
tras finalizar el recorrido del robot por el entorno que se desee representar.
Al ser marcado se abre el t´ıpico cuadro de Windows Guardar Como para
seleccionar el directorio y el nombre del fichero. De esta forma, no tienen que
realizarse nuevos mapas cada vez sino que pueden ser le´ıdos mediante Leer
mapa:
LeerMapa
Muestra un cuadro de Windows tipo Abrir para establecer como mapa los
puntos le´ıdos de un fichero creado mediante Guardar Mapa.
Ir a punto
Se emplea para que el robot siga una trayectoria definida sobre la interfaz
gra´fica mediante el rato´n.
Guardar Tray
Permite guardar la trayectoria que sigue el robot, para que luego pueda
regresar al punto de partida. Ha de pulsarse en el momento en que se desee
que empiece a guardarse el camino, normalmente antes de que comience el
movimiento del robot.
Volver
Cuando se pulsa este boto´n el robot emprende el camino de regreso por la
misma trayectoria seguida hasta el momento.
Opciones
Dentro de este grupo de botones de tipo check-box se ofrecen algunas alter-
nativas de funcionamiento del sistema:
• Actualiza: permite an˜adir o no puntos al mapa en funcio´n de las me-
didas del la´ser. Si no se ha le´ıdo ningu´n mapa mediante Leer Mapa y
no se marca esta opcio´n, el mapa permanecera´ vac´ıo y no podra´ efec-
tuarse la localizacio´n. Puede variarse la condicio´n elegida a lo largo del
funcionamiento del sistema.
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• Borrar: sirve para establecer si se han de borrar los puntos dina´micos
mediante el algoritmo del pol´ıgono envolvente o no. En caso afirmativo
se dibuja sobre la pantalla el pol´ıgono correspondiente en cada momento
y los puntos que han sido borrados aparecen en color cyan.
Modo
Este grupo de botones radio-box se emplea para seleccionar el tipo de cone-
xio´n que se desea.
• Simulacio´n: establece el funcionamiento del sistema en modo simulacio´n
• Fichero: establece el funcionamiento del sistema en modo fichero
• Real: establece el funcionamiento del sistema en modo real
LogData
Permite guardar en un fichero los datos de odometr´ıa y del la´ser mediante la
llamada al me´todo StartLogData de la clase CRobotData.
StopLogData
Se utiliza para cerrar el fichero anterior y de este modo dejar de registrar los
datos. Ba´sicamente realiza una llamada a StopLogData de la clase CRobotData.
Nota: Lo´gicamente, los dos botones anteriores no se encuentran activados
si el modo de funcionamiento es tipo fichero.
Desviacio´n t´ıpica de odometr´ıa
En esta edit box puede introducirse el valor de la desviacio´n t´ıpica en los
datos de la odometr´ıa que se ha de utilizar en el filtro de Kalman. Si en ella
no se escribe ningu´n valor, se emplea una desviacio´n t´ıpica de 0.1.
Ruido adicional
El valor que se introduzca en esta edit box sera´ inyectado como ruido adi-
cional a la odometr´ıa. Permite evaluar el funcionamiento del algoritmo de
localizacio´n con distintas calidades de los datos odome´tricos. Si no se escribe
nada en el cuadro, el valor por defecto es 0.
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Mensaje
En esta edit box se muestra informacio´n sobre la u´ltima accio´n que se le ha
pedido que realice al robot (Guardando trayectoria, Siguiendo trayectoria)...
Start
Con este boto´n se inicia un temporizador para que se ejecute el ciclo de
tareas del robot cada cierto tiempo (periodo de 10ms en los modos simula-
cio´n y fichero y de 150ms en modo real). Conviene utilizarlo una vez se han
seleccionado los para´metros de funcionamiento.
Pause
Este boto´n mata el temporizador y con ello dejan de realizarse las actualiza-
ciones del ciclo, por lo que el sistema se mantiene esta´tico hasta que vuelva
a lanzarse el ciclo de tareas pulsando de nuevo el boto´n Start.
Radio
El valor que se introduzca en esta edit box se utilizara´ como radio de curvatura
para suavizar la trayectoria. Si no se escribe nada en ella el valor por defecto
es 1m.
Orientacio´n final
Esta edit box se utiliza si se desea concretar una orientacio´n del robot en
el punto final de la trayectoria. Si se ha pulsado la opcio´n de Volver la
orientacio´n final sera´ por defecto la que ten´ıa el robot en el momento en que
se comenzo´ a guardar la trayectoria. En caso contrario el robot mantendra´ la
orientacio´n con la que llegue al destino.
Robot
Este grupo de botones se utiliza para escoger el tipo de robot que se va a
emplear.
• Urbano: opciones correspondientes al robot Urbano (B21r de iRobot).
• Pioneer: opciones correspondientes al robot Pioneer (P3AT de Activ-
Media Robotics).
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Las principales diferencias entre seleccionar uno u otro robot se hallan
en el modo en que se realiza la conexio´n, en la forma en que se env´ıan los
comandos de velocidad y se recibe la informacio´n de la odometr´ıa y del la´ser
y en los para´metros del control de movimiento. La separacio´n de ambos casos
se realiza, por lo tanto, en las clases CControl3GUIDlg (conexio´n en el boto´n
Start y env´ıo de comandos en el timer), CRobot (obtencio´n de las medidas
del sistema odome´trico y de las observaciones proporcionadas por el la´ser) y
CMoveControl (regulador para seguir la trayectoria).
6.3.2 Seleccio´n de opciones mediante rato´n o teclado
Por medio del rato´n pueden realizarse los siguientes cambios relativos a la
visualizacio´n:
• Acercamiento y alejamiento del punto de vista mediante giro de la
rueda del rato´n en uno u otro sentido. El mismo resultado se obtiene
moviendo el rato´n con el boto´n derecho pulsado.
• Variacio´n del punto de vista manteniendo apretado el boto´n izquierdo
del rato´n mientras se mueve.
• Desplazamiento del origen de coordenadas del sistema de referencia
global sobre el plano representado en la interfaz gra´fica pulsando si-
multa´neamente el boto´n izquierdo del rato´n y el boto´n Ctrl del teclado
y arrastrando el cursor.
• Desplazamiento del origen de coordenadas de sistema global sobre el
eje z del mismo al mover el rato´n y mantener pulsados el boto´n derecho
y la tecla Ctrl.
• Creacio´n y representacio´n de obsta´culos mediante doble click con el
boto´n izquierdo del teclado. Si existe una trayectoria definida esta ac-
cio´n provoca la deformacio´n de la misma.
• Definicio´n de puntos de una trayectoria. Si no se trata del primer pun-
to de la misma, se obtiene la trayectoria redondeada inmediatamente
despue´s de haberse an˜adido el nuevo punto.
A trave´s del uso u´nico del teclado pueden hacerse ma´s modificaciones:
• Cambio del tipo de representacio´n de 2D a 3D y viceversa con la tecla
correspondiente a la letra ’P’
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• Cambio del color del fondo y algunos otros colores con la tecla corres-
pondiente a la letra ’F’
• Ocultar o mostrar la cuadr´ıcula que muestra el plano del movimiento
con la tecla correspondiente a la letra ’G’
• Mostrar o no mostrar la trayectoria definida, la trayectoria modificada
y los obsta´culos mediante las teclas correspondientes a las letras ’T’,
’E’ y ’O’ respectivamente
• Aumentar y disminuir el taman˜o de las celdas de la cuadr´ıcula por
medio de las teclas correspondientes a las letras ’M’ y ’L’
• Movimiento del robot en modo teleoperado. La letra ’W’ se utiliza para
aumentar la velocidad de avance; la ’S’, para disminuir la velocidad de
avance; la ’D’, para incrementar la velocidad de giro (sentido de las
agujas del reloj, figura 5.1); la ’A’ para disminuir la velocidad de giro (o
incrementarla en sentido antihorario) y la barra de espaciado se emplea
para hacer nulas las velocidades del robot y que e´ste se detenga.
6.4 Pruebas y resultados
En estas pruebas se pone de manifiesto la interaccio´n entre las dos partes
principales del sistema desarrollado.
6.4.1 Pruebas en modo simulacio´n
Como ya se ha visto, en este modo de funcionamiento no se realiza localiza-
cio´n del robot por no haber disponibilidad de medidas del la´ser para el robot
Urbano. Sin embargo, s´ı que permite evaluar la deformacio´n de trayectorias
en entornos densos en obsta´culos mediante el uso de mapas.
Movimiento sobre trayectoria deformada ante los obsta´culos defi-
nidos por los puntos de un mapa
A continuacio´n se utilizan mapas obtenidos por los me´todos descritos en el
cap´ıtulo 4 de modo que sus puntos sean los que sirvan para deformar la tra-
yectoria. La trayectoria inicial se dibuja en color azul y la deformada, en color
verde. Se ha tomado un rango de 1m a la posicio´n del robot para considerar
los puntos del mapa como obsta´culos. La ma´xima desviacio´n permitida se
ha establecido en 0.3m para evitar deformaciones excesivas y no entrar en
situacio´n de bloqueo con demasiada facilidad.
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Figura 6.2: Deformacio´n de trayectorias definidas en el laboratorio de
DISAM-UPM (a)
Figura 6.3: Deformacio´n de trayectorias definidas en el laboratorio de
DISAM-UPM (b)
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Aqu´ı puede verse la utilidad del borrado de puntos dina´micos del mapa.
En 6.2, hay obsta´culos que impiden el avance del robot en una cierta zona
(situacio´n de bloqueo). Dichos obsta´culos, sin embargo, no son puntos reales
del mapa sino que corresponden probablemente a sucesivas posiciones de
una persona en el momento de la toma de datos. Si el mapa hubiera sido
obtenido con la opcio´n de borrado activada, como resultar´ıa conveniente, el
robot podr´ıa llegar hasta el final del recorrido planificado (figura 6.4).
El nu´mero de obsta´culos considerados en este tipo de situaciones es sig-
nificativamente alto, por lo que la trayectoria deformada difiere de la origi-
nal. En caso de que se desee que el robot regrese al punto de origen de su
movimiento se empleara´ como trayectoria nominal sobre la que realizar los
cambios oportunos la trayectoria seguida en el camino de ida, siendo e´sta una
trayectoria deformada en base a la trayectoria nominal inicial. En la figura
6.5 se muestra en color azul la trayectoria seguida durante la ida (trayecto-
ria nominal del camino de vuelta) y en color rosa la trayectoria modificada
durante el camino de regreso, tras la aparicio´n de un nuevo obsta´culo.
Figura 6.4: Deformacio´n de trayectorias en un mapa obtenido con borrado
de puntos dina´micos
DISAM-UPM Paloma de la Puente Yusty 116
CAPI´TULO 6. INTEGRACIO´N
Figura 6.5: Trayectoria deformada en el camino de ida y nuevas deformaciones
en el camino de vuelta
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Construccio´n de un mapa mediante movimiento controlado del ro-
bot y deformacio´n de la trayectoria ante los puntos del mismo con
el robot Pioneer
Con este robot, el simulador proporcionado por el fabricante permite disponer
de las medidas ficticias del la´ser en un entorno hipote´tico representado en
el mismo por medio de un mapa geome´trico de l´ıneas. As´ı, puede verse el
comportamiento del sistema desarrollado a la hora de construir el mapa de
puntos de un entorno como el dado por aque´l mapa. En la figura 6.6 se
muestran los resultados de un primer experimento. En ella pueden apreciarse
algunos detalles interesantes.
Como primera conclusio´n podr´ıa destacarse la insuficiencia de un valor de
0.1 en la estimacio´n del ruido de la odometr´ıa, lo que afecta a la construccio´n
del mapa y hace que se creen paredes dobles en algunos casos. La posicio´n
corregida por el filtro aparece en color rojo, mientras que la de la odometr´ıa
es la que se dibuja en color verde. Al final del recorrido empieza a apreciarse
la desviacio´n en la posicio´n odome´trica. La trayectoria azul es la nominal,
definida por el usuario mediante el rato´n, y la trayectoria deformada no se
muestra, pero es bastante similar a la trayectoria real seguida(trayectoria
roja). Puede verse que se deforma adecuadamente en los puntos cercanos a
las paredes o muebles.
En un segundo experimento (figura 6.7) se mejoro´ la estimacio´n del ruido
de la odometr´ıa (establecie´ndose en un valor de 0.5), con lo que aumenta la
calidad del mapa construido. Posiblemente se obtendr´ıan mejores resultados
incrementando algo ma´s dicho valor. Los colores empleados son los mismos
que en el caso anterior, pero so´lo se representa el u´ltimo tramo de la tra-
yectoria nominal definida. De nuevo se puede observar la deformacio´n de la
trayectoria en las cercan´ıas de los obsta´culos y el efecto de la localizacio´n,
ma´s fa´cilmente apreciable en observacio´n simulta´nea en tiempo real de ambos
simuladores.
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Figura 6.6: Primer experimento para ver el comportamiento del sistema con
el robot Pioneer
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Figura 6.7: Segundo experimento para ver el comportamiento del sistema con
el robot Pioneer
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6.4.2 Pruebas en modo real
En la figura 6.8 se puede ver la trayectoria deformada seguida por el robot
al acercarse a un perchero situado en una esquina del laboratorio. A medida
que iba siguiendo dicha trayectoria planificada se iba actualizando el mapa.
El valor de la desviacio´n t´ıpica del ruido considerado para la odometr´ıa (0.1
por defecto)probablemente es escaso, pero la longitud del recorrido no es
suficiente para apreciarlo. La orientacio´n de partida del robot no era paralela
a las paredes, lo que hace menos intuitiva la interpretacio´n de resultados. Las
desviaciones observadas en la trayectoria seguida fueron corregidas mediante
las modificaciones en el control de movimiento descritas en 5.1 y plasmadas
en el cuadro 5.2.
Figura 6.8: Primer experimento del sistema conjunto en modo real
En un segundo experimento, figura 6.9, pasaron varias personas por la
zona de deteccio´n del la´ser. La mayor parte de los puntos correspondientes
fueron borrados, como puede observarse. La trayectoria seguida resulto´ ser
algo ma´s suave en este caso. La estimacio´n de la desviacio´n t´ıpica del ruido en
las medidas de odometr´ıa (σodom = 0,3) parece ser ma´s correcta; aunque los
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errores de este tipo son menores de lo esperado y la trayectoria odome´trica
resulta ser bastante aproximada a la real.
Figura 6.9: Segundo experimento del sistema conjunto en modo real
Una tercera prueba consistio´ en llevar al robot en modo teleoperado has-
ta el final del laboratorio y hacer que regresara al punto inicial de manera
auto´noma. Los resultados se muestran en la figura 6.10. La trayectoria dibu-
jada en color azul es la trayectoria real seguida por el robot durante la ida
y la dibujada en rojo (superpuesta con la anterior, apenas distinguible dado
que no hubo cambios en el entorno que afectaran a puntos lo suficientemente
cercanos al robot como para ser considerados como obsta´culos) es la real co-
rrespondiente al camino de vuelta. En color verde se representa la trayectoria
odome´trica de la ida y en color magenta, la odometr´ıa de la vuelta. El valor
de σodom tomado es nuevamente 0.3; se vio en el cap´ıtulo 4 que un valor de
0.5 en general resulta ma´s apropiado.
DISAM-UPM Paloma de la Puente Yusty 122
CAPI´TULO 6. INTEGRACIO´N
Figura 6.10: Tercer experimento del sistema conjunto en modo real
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Cap´ıtulo 7
Conclusiones y trabajos futuros
En este cap´ıtulo se realiza una reflexio´n sobre los resultados alcanzados y se
presenta una recopilacio´n de posibles avances a perseguir en pro´ximas l´ıneas
de trabajo.
7.1 Conclusiones
En el desarrollo del presente proyecto se han abordado diferentes facetas de
la problema´tica actual en la navegacio´n de robots mo´viles, fundamentalmen-
te dentro de entornos de interiores. Se ha construido un sistema robusto y
fa´cilmente utilizable por diferentes plataformas robo´ticas mediante una sen-
cilla adaptacio´n del env´ıo de los comandos de bajo nivel y la recepcio´n de los
datos de los sensores (odometr´ıa y la´ser). Se dispone de una interfaz gra´fica
que permite evaluar el comportamiento del sistema de una forma sencilla,
incorporando tambie´n todos los botones necesarios para la seleccio´n de op-
ciones. El funcionamiento puede ser en modo de simulacio´n, basado en la
utilizacio´n de datos del estado del robot y del entorno almacenados en un
fichero en experimentos previos, o en operacio´n con los robots reales.
A continuacio´n se exponen los resultados, conclusiones y aportaciones
ma´s relevantes de cada una de las dos partes principales que constituyen el
proyecto.
• Control de movimiento, planificacio´n de trayectorias y control
reactivo.
Esta primera componente del proyecto abarca el disen˜o de un sistema
de control que permite al robot desplazarse sobre una trayectoria sua-
vizada en los puntos de paso definidos, de modo que antes de llegar
exactamente hasta uno de dichos puntos comienza a orientarse hacia el
siguiente.
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Este mo´dulo de control evita que el robot choque contra algu´n obsta´cu-
lo, ya que se sigue una estrategia de alto nivel en la que la trayectoria
nominal anterior se deforma en tiempo real para apartarse de ellos y,
adema´s, el regulador implementado impide que el robot se separe de
esta nueva trayectoria ya libre de cualquier objeto detectado por el
sensor la´ser.
En la aplicacio´n particular aqu´ı realizada para el robot Urbano, la
presencia de obsta´culos a alturas inferiores a la posicio´n del la´ser sobre
el robot no se refleja en la trayectoria deformada obtenida; en este caso
pueden actuar los sensores de ultrasonidos del robot y mediante control
reactivo de bajo nivel basado en comandos de cambio de velocidad de
avance o giro evitar colisio´n alguna, regresando despue´s el robot a la
u´ltima trayectoria obtenida. En caso de que el robot no pueda salvar
algu´n obsta´culo o no pueda hacerlo sin desviarse ma´s de la cuenta, el
robot se para y se encontrara´ en situacio´n de bloqueo, a la espera de
nuevas o´rdenes o de la definicio´n de otro camino.
• Localizacio´n y mapas. Para que el control en bucle cerrado no se vea
perjudicado por los errores acumulados en los datos de los enco´ders so-
bre la posicio´n del robot en cada instante, se ha utilizado un algoritmo
de localizacio´n basado en el filtro extendido de Kalman (EKF). Se trata
de una aplicacio´n novedosa, al utilizar directamente los mismos puntos
detectados por el la´ser tanto para la construccio´n de un mapa del en-
torno como para corregir la estimacio´n de la posicio´n del robot en cada
momento. El problema que presenta consiste precisamente en que no se
tiene en cuenta la incertidumbre del propio mapa, aunque este hecho
permite una mayor simplicidad y ofrece un comportamiento adecua-
do en las condiciones de experimentacio´n de las pruebas efectuadas. La
asociacio´n de datos se realiza so´lo tras su aceptacio´n mediante el test de
Mahalannobis, con un intervalo de confianza del 95 % en la distribucio´n
χ2 con 2 grados de libertad.
Los resultados obtenidos con los datos tomados en las instalaciones de
Intel y en el Museo de las Ciencias Pr´ıncipe Felipe de Valencia son
especialmente buenos. Respecto al primer caso, resulta pra´cticamente
imposible cerrar un bucle de este tipo a partir de datos procedentes
exclusivamente de la odometr´ıa, y e´stos en particular tienen muy poca
calidad. Dado que no se conserva informacio´n sobre la incertidumbre
del mapa, el borrado de puntos antiguos permite mejorar la localizacio´n
en la llegada a la zona cercana al punto de partida. Respecto al caso
del museo, cabe destacar la gran extensio´n del a´rea explorada as´ı como
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la coincidencia casi exacta de patrones en partes del mapa elaboradas
al cabo de tiempos muy distintos y a pesar de la complejidad geome´tri-
ca del entorno. La posibilidad de borrar aquellos puntos del mapa que
dejen de observarse en las inmediaciones del robot mejora la fiabilidad
de los mapas construidos. Con ello pueden evitarse errores en la aso-
ciacio´n de datos y se impide que el robot tenga que esquivar obsta´culos
ya inexistentes.
La interaccio´n de ambos subsistemas permite una navegacio´n segura del
robot en entornos complejos, contemplando la posible presencia de obsta´culos
dina´micos en los mismos. Todas las tareas que han de desempen˜arse suponen
una carga computacional relativamente elevada, lo que ocasionaba problemas
en la ejecucio´n, sobre todo con los robots reales. Se ha tratado de mejorar
el co´digo para minimizar el tiempo de procesamiento, logra´ndose finalmente
unos buenos resultados al respecto.
7.2 L´ıneas futuras
Los principales puntos para caracterizar el planteamiento establecido en la
evolucio´n futura de las l´ıneas de trabajo seguidas son los siguientes:
• Utilizacio´n del sistema de localizacio´n para el robot Pionner 3AT cuan-
do e´ste disponga de un la´ser que le permita obtener informacio´n sobre
su entorno.
• Mejoras en el control de movimiento, de forma que las trayectorias
teo´ricas se sigan de forma ma´s exacta y a mayores velocidades. Una
posibilidad puede ser la ejecucio´n del control en un hilo diferente, mo-
dificando el sistema para obtener medidas odome´tricas a ma´s frecuencia
y realizando el control con ellas mientras no se actualicen las medidas
del la´ser que permiten corregir la posicio´n del robot.
• Extensio´n de los modelos geome´tricos 2D a 3D mediante la utiliza-
cio´n de una mun˜eca que incline el la´ser. En una primera etapa esto
servira´ para aumentar la seguridad con la que se mueve el robot, poste-
riormente se podra´n desarrollar modelos que utilicen estos datos para
mejorar la localizacio´n.
• Definicio´n de trayectorias mediante el seguimiento de una persona o
mediante comandos enviados a Urbano por voz.
• Dotar al robot de una autonomı´a ma´s completa, incorporando conduc-
tas que le permitan seguir un proceso de aprendizaje por s´ı mismo.
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Parte III
Informacio´n Complementaria
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Ape´ndice A
Transformaciones relativas
La transformacio´n relativa entre el sistema de referencia i y el sistema de
referencia j viene dado por
~xij = [xijyijθij]
T (A.1)
El operador composicio´n ⊕ entre dos transformaciones relativas se define
como:
~xik = ~xij ⊕ ~xjk =












Figura A.1: Composicio´n de transformaciones relativas






 1 0 −xjksinθij − yjkcosθij0 1 xjkcosθij − yjksinθij
0 0 1
 (A.3)
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 cosθij −sinθij 0sinθij cosθij 0
0 0 1
 (A.4)
El operador inversio´n 	 de la transformacio´n relativa entre el sistema de
coordenadas i y el sistema de coordenadas j se define como:
~xji = 	 ~xij =








Figura A.2: Inversio´n de una transformacio´n relativa
Si xij, xjk y xik son tres transformaciones relativas tales que xik = xij⊕xjk
entonces se verifican las siguientes ecuaciones:
xik 6= xjk ⊕ xij
xij = xik 	 xjk
xjk = 	xij ⊕ xik
	xik = 	(xij ⊕ xjk) = 	xij ⊕ (	xjk) (A.6)
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Ape´ndice B
EKF para medidas de distancia
En el caso de utilizar solamente medidas de distancia a los puntos del mapa,
sin que se conozca su orientacio´n respecto a la posicio´n del robot, la ecuacio´n
de medida del EKF es unidimensional en lugar de tener dos componentes:
hij =
√
(xR − xlj)2 + (yR − ylj)2 − di = 0, (B.1)
donde di es cada medida de distancia dada por algu´n sensor estereoceptivo.
Se omiten nuevamente los sub´ındices correspondientes al nu´mero de iteracio´n
para simplificar la notacio´n.


















con σ2d como varianza en las medidas de distancia. Puede apreciarse que la
dimensio´n de este producto es 1. De este modo, las asociaciones se realizara´n




La matriz h estara´ formada por aquellos valores de hij que hayan mini-
mizado esa distancia para cada observacio´n. Si el nu´mero de observaciones
asociadas es t, tendra´ dimensiones (t × 1). La matriz Hx tendra´ como filas
las matrices Hxi correspondientes a cada asociacio´n realizada. Sus dimensio-
nes sera´n (t × 3). La matriz Hz sera´ la opuesta de la matriz identidad de
dimensio´n (t× t). La matriz R tambie´n sera´ diagonal, con elementos iguales
a σ2d.
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As´ı, la matriz S tendra´ dimensiones (t× t) y K, (3× t).
Por u´ltimo, quedara´:
xˆ = x˜−Kh (B.3)
Pˆ = (I −KHx)P˜ (B.4)
Estas ecuaciones fueron implementadas en Matlab sobre una base de co´di-
go elaborado por Diego Rodr´ıguez-Losada para ver los resultados proporcio-
nados en la localizacio´n del robot a partir de un fichero con datos de observa-
ciones. En la figura B.1 se muestra en color verde la trayectoria odome´trica
correspondiente a un movimiento circular teo´rico (mostrado en color azul).
En rojo se representa la trayectoria corregida mediante esta aplicacio´n del
EKF. Puede verse que la informacio´n proporcionada por la distancia a los
puntos resulta insuficiente para corregir los errores acumulados por la odo-
metr´ıa y, al cabo de un cierto tiempo, el robot terminar´ıa perdido.
Figura B.1: Correccio´n de la posicio´n en un movimiento circular uniforme
mediante medidas de distancia a las observaciones
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Con la informacio´n completa de las coordenadas de los puntos observados
la asociacio´n de datos se realiza correctamente y esto no sucede, como se
puede apreciar en la figura B.2. Se concluye por este motivo que no resulta
conveniente utilizar la simplificacio´n desarrollada aqu´ı, aunque podr´ıa haber
sido de utilidad y, en cualquier caso, sirvio´ para asentar conocimientos sobre
el EKF.
Figura B.2: Correccio´n de la posicio´n en un movimiento circular uniforme
mediante las coordenadas de las observaciones
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Ape´ndice C
Hardware utilizado
Aunque ya se han introducido algunas descripciones del hardware empleado,
a continuacio´n se an˜ade algo ma´s de informacio´n sobre sus caracter´ısticas.
C.1 Plataforma mo´vil B21r
La plataforma ma´s usada en los experimentos del proyecto corresponde al
modelo B21r de la empresa iRobot. Se trata de una plataforma holono´mica
cuyo sistema motriz es de tipo synchro-drive con cuatro ruedas directrices y
motrices. Los sensores de infrarrojos y de ultrasonidos que posee no se han
utilizado por su menor precisio´n, fiabilidad y rango respecto al esca´ner la´ser
LMS200 (apartado C.3).
Figura C.1: Plataforma mo´vil B21r de iRobot
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En la parte superior del robot hay dos pulsadores rojos que sirven para
activar los frenos del robot en caso necesario. Pueden quitarse pulsando nue-
vamente alguno de estos botones o a trave´s del panel de control del robot,
girando el boto´n negro situado junto a e´l. Las principales caracter´ısticas de
este robot se presentan en la tabla C.1.




Distancia al suelo 2.54cm
Peso 122.5kg
Capacidad de carga 90kg
Bater´ıas 4x12V estancas plomo-a´cido
Autonomı´a 6 h
Sistema Motriz Synchro-drive 4 ruedas




Sistema de giro Synchro-drive 4 ruedas
Radio ma´xima curvatura 0cm
Radio giro 0cm (robot holono´mico)
Ma´xima velocidad avance 0.9m/seg.
Ma´xima velocidad de giro 167º/seg.
Terreno Interiores planos y uniformes
Resolucio´n avance 1mm
Resolucio´n giro 0.35º
El robot tiene un PC base con Red Hat Linux. Tambie´n dispone de un
PC secundario con sistema operativo Windows. El acceso de bajo nivel al
hardware del robot lo llevan a cabo unos programas servidores incluidos en
el software proporcionado por iRobot (denominado Mobility y basado en el
esta´ndar de programacio´n distribuida CORBA). El u´nico de estos servidores
que se ha utilizado es el b21server (alias base), encargado del manejo de los
motores y de la obtencio´n de medidas de los sensores.
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C.2 Plataforma mo´vil Pioneer P3-AT de
MobileRobots/ActivMedia Robotics
Este robot no ha podido ser utilizado en la mayor parte de las pruebas
por no disponer de sensor la´ser para detectar obsta´culos, construir mapas y
situarse correctamente en su entorno de operacio´n. Sin embargo, la utilizacio´n
del sistema implementado sera´ pra´cticamente inmediata tan pronto como se
tenga un la´ser instalado.
Se trata de una plataforma utilizable en todo tipo de terrenos (AT son las
siglas de All Terrain) Tambie´n permite un alto grado de carga.Posee traccio´n
a las cuatro ruedas y la realizacio´n de giros se basa en el deslizamiento. Esto
repercute en la estimacio´n de la odometr´ıa, resultando ser bastante peor que
la proporcionada por el B21r.
Figura C.2: Plataforma mo´vil Pioneer P3-AT
El cuerpo del robot es de aluminio y su parte delantera se puede desmon-
tar con facilidad por medio de unos tornillos. En la plataforma superior del
robot esta´ situado el panel de control, que permite acceder al microcontrola-
dor y dispone de algunos LEDs indicadores de estado. En e´l tambie´n se haya
el puerto serie RS-232 utilizado para establecer la conexio´n con el equipo en
el que se ejecuta el software de control desarrollado.
Figura C.3: Panel de control
DISAM-UPM Paloma de la Puente Yusty 135
APE´NDICE C. HARDWARE UTILIZADO
A continuacio´n se resumen en una tabla (cuadro C.2) las principales ca-
racter´ısticas de este robot.





Distancia al suelo 8cm
Peso 12kg
Carga u´til 32kg
Cuerpo 1.6mm aluminio pintado h
Bater´ıas 12V estanca, plomo-a´cido
Autonomı´a 4-8 h




Sistema de giro Deslizamiento diferencial
Radio ma´xima curvatura 40cm
Radio giro 0cm




Terreno Asfalto, tierra, ce´sped, etc.
Encoders 500pulsos
Procesador Hitachi H8S
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C.3 Esca´ner la´ser LMS200
Este esca´ner la´ser se ha utilizado como u´nico sensor estereoceptivo debido a
sus elevadas prestaciones en comparacio´n con las de los sensores de infrarrojos
y ultrasonidos. Se encuentra instalado en la parte superior del robot Urbano
(a 1.2m de altura), desplazado 16.8cm hacia delante con respecto al centro
de la plataforma B21r. El fabricante es la empresa alemana SICK.
Figura C.4: La´ser LMS200 de SICK
Utiliza un haz la´ser infrarrojo de clase I (inofensivo para el ojo humano
incluso en tiempos de exposicio´n prolongados) para la obtencio´n de medidas
de distancia con gran precisio´n y rapidez. El barrido es de 180º y las medidas
tomadas son pra´cticamente independientes de la reflectancia de los objetos.
Presenta varias opciones de funcionamiento que permiten variar el alcan-
ce, la precisio´n y el nu´mero de medidas en cada barrido del la´ser.
La tabla C.3 contiene sus principales caracter´ısticas.
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Cuadro C.3: Caracter´ısticas del la´ser SICK LMS-200
Caracter´ıstica LMS-200
Resolucio´n angular 1º/0.5º/0.25º
Tiempo de respuesta 13ms/26ms/53ms
Resolucio´n 10mm
Error sistema´tico (modo mm) ±15mm
Error estad´ıstico (1 Sigma) 5mm
Clase la´ser 1 (eye-safe)
Ma´xima distancia 80m
Interfase de datos RS422/RS232
Velocidad transferencia 9.6/19.2/38.4/500 kBaud
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Ape´ndice E
Presupuesto
En el cuadro E.1 se presenta el presupuesto desglosado del proyecto. Hay que
tener en cuenta que se trata de una aproximacio´n claramente sobreestimada,
ya que se ha asignado el coste total de los robots a este proyecto. Con el
robot Urbano se han desarrollado numerosos proyectos (como se vio en el
apartado 1.2.1), actualmente se esta´n realizando otros nuevos y en el futuro
se seguira´ trabajando sobre e´l. Respecto al robot Pioneer, adquisicio´n recien-
te del grupo, tambie´n servira´ para pro´ximas l´ıneas de investigacio´n y para
desarrollar nuevas aplicaciones. En los componentes del inmovilizado s´ı que
se ha hecho una valoracio´n de la parte correspondiente a este proyecto.
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Cuadro E.1: Presupuesto desglosado del proyecto
Concepto Valor
Robot Urbano:
Plataforma del robot 40.000 €
Sensor la´ser SICK LMS-200 3.000 €
PC interno 1.000 €
Subtotal 44.000 €
Robot P3AT:
Plataforma del robot 7.000 €
Inmuebles:
Laboratorios 7.000 €








Licencias de los programas de desarrollo de software 1.500 €
Subtotal 1.500 €
Personal:
Proyectante 1000 horas, 30€/h 30.000 €
Director del proyecto 150 horas, 60€/h 9.000 €
Subtotal 39.000 €
Total del proyecto 97.500 €




En la figura F.1 se muestra el diagrama de Gantt de la planificacio´n del
proyecto. El desarrollo del mismo ha tenido una duracio´n de casi 20 meses,
incluyendo la fase inicial de formacio´n. El comienzo tuvo lugar en marzo de
2006 y la finalizacio´n se establece a mediados de octubre de 2007.
La mayor parte de la etapa de formacio´n previa (actividades 1, 2 y 3)
abarca desde marzo de 2006 hasta octubre de 2006, aunque alguna de sus
subtareas se llevaron a cabo fuera de este periodo de tiempo. La familiari-
zacio´n con el robot Urbano (actividad 3 del diagrama) tuvo varias fases. La
primera se desarrollo´ en septiembre de 2006 y fue una primera puesta en
contacto con el robot para conocer su funcionamiento ba´sico y parte de la
base de navegacio´n disponible. En mayo de 2007 se comenzo´ a trabajar con
las clases ya existentes descritas en el cap´ıtulo 3. En septiembre de 2007 se
realizo´ la mayor parte de las pruebas con el robot y se emplearon distintas
formas de conexio´n con el mismo.
Una vez se hubo implementado el regulador para llevar a Urbano de
un punto a otro (actividad 9), se definieron las trayectorias para que el ro-
bot recorriera sus puntos secuencialmente (actividad 11). Posteriormente se
centro´ el trabajo en el regulador de acercamiento a una trayectoria definida
(actividad 12) y, a continuacio´n, en la forma de suavizar dicha trayectoria (ac-
tividad 13). Cuando se trato´ de implementar un sistema ana´logo en el robot
P3AT surgieron algunas dificultades. Se comenzo´ por consultar los manuales
del robot as´ı como la documentacio´n y ejemplos de la librer´ıa Aria (actividad
4) para ir desarrollando algunos programas iniciales (actividad 5). En algu-
nos casos el comportamiento no era el esperado, debido a que Aria requiere
versiones de Visual Studio posteriores a la versio´n 7. Esto desemboca en el
paso a la versio´n 8, Visual.Net 2005, para lo que fue necesario reinstalar y
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recompilar las librer´ıas en varios modos y en varios PCs y comprobar que los
errores ya no se produc´ıan (actividad 6). Una vez estuvo todo correcto, se pu-
do hacer uso del sistema para el P3AT, despue´s de modificar el controlador
(actividad 10). Paralelamente se iba estudiando el estado del arte relativo
a planificacio´n de trayectorias y control reactivo (actividad 8, previamente
se hab´ıa estudiado teor´ıa sobre motion control y cinema´tica de robots). Fi-
nalmente, se implemento´ el algoritmo de deformacio´n de trayectorias para
evitar los obsta´culos (actividad 14). Simulta´neamente a la construccio´n de
estas componentes del sistema se iban realizando pruebas que garantizaran
su buen funcionamiento (actividad 25) La mejora de la interfaz de usuario
(actividad 16) se llevaba a cabo segu´n iba resultando conveniente. La u´lti-
ma actividad dentro del marco de control de movimiento, planificacio´n de
trayectorias y control reactivo (actividad 7) fue la introduccio´n de nuevas ac-
ciones de control (actividad 15), medida tomada a la vista de los resultados
obtenidos con el robot real.
A finales de marzo de 2007 empezo´ el trabajo sobre localizacio´n y mapas
(actividad 17). En primer lugar fue necesario el estudio del estado del arte
(actividad 18). Cuando se hubo completado e´ste, se efectuo´ la implantacio´n
del algoritmo escogido para la localizacio´n del robot y la elaboracio´n de mapas
(actividad 19). Al mismo tiempo se iban realizando experimentos y pruebas
(actividad 26), y se vio la conveniencia de reducir el tiempo de procesamiento
que consumı´a la ejecucio´n de dicho algoritmo (actividad 20). Posteriormente
se introdujeron nuevos botones en el dia´logo para poder guardar y leer mapas
y datos de ficheros, para poder inyectar ruido, para poder seleccionar la
estimacio´n del ruido de la odometr´ıa que ha de utilizar el filtro...(actividad
22). Una u´ltima actividad de este apartado fue la seleccio´n e implementacio´n
del algoritmo para borrar puntos dina´micos del mapa (actividad 21).
La integracio´n de las dos partes diferenciadas del sistema (actividad 23)
se realizo´ cuando estuvieron pra´cticamente finalizadas ambas.
Los experimentos y pruebas finales con el robot real (actividad 27) se
desarrollaron a finales de julio de 2007 y durante septiembre/ principios de
octubre, del mismo an˜o.
La documentacio´n del proyecto (actividad 28) abarca desde principios de
julio hasta mediados de octubre de 2007.
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APE´NDICE F. PLANIFICACIO´N. DIAGRAMA DE GANTT
Figura F.1: Diagrama de Gantt
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Programas empleados
• Microsoft Visual C++ 6.0 y Visual Studio .NET 2005 (Visual Studio
8) para el desarrollo del software.
• Matlab para representar resultados y probar algoritmos.
• Editor de LATEX WinEdt para la elaboracio´n del presente documento.
• Microsoft Project para la obtencio´n de figuras y diagramas de planifi-
cacio´n del proyecto.
• Microsoft Office PowerPoint para la creacio´n de figuras y esquemas
generales a incluir en esta documentacio´n.
• Subversion como controlador de versiones.
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