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Abstrakt
Práce pojednává o převodu obrazu na binární obraz. Ukazuje jednoduché metody na od-
stranění šumu. Rozebírá způsob detekce hran. Obsahuje návod na dekódování a kontrolní
součet kódu.
Abstract
This work deal with converting picture to binary image. Shows easy methods of elimination
noise. Shows method edge detection. It contains instructions on how to decode a checksum
code.
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Kapitola 1
Úvod
V dnešní době, kdy je nutné přesně vědět kde se co nachází, se stala identifikace moc-
nou zbraní. Identifikace pomocí čárových kódů je tou nejrozšířenější. Vděčí za to svým
vlastnostem. Náklady na výrobu jsou minimální, proto tento kód najdete od potravin přes
časopisy až po televize a počítače. Neexistuje snad obor, kde by se nějaký ten čárový kód
nevyskytoval.
Pro přečtení těchto čárových kódů je nutný speciální přístroj. Těm to přístrojům se říká
čtečka čárových kódů. Jejich ceny se pohybují od tisíců po desetitisíce.
Výsledek mé práce nemá za cíl konkurovat těm to přístrojům. Jedná se spíše o zajíma-
vost, která nemá komerční ambice.
Čtečky čárových kódů pracují naprosto na jiném principu. V mé práci se obraz zpra-
covává na úrovni pixelů. Styl práce na úrovni pixelů nepotřebuje žádné speciální věci. Ke
správné funkci stačí počítač a digitální fotoaparát. Jediná podmínka na fotoaparát je dosta-
tečně kvalitní rozlišení. Důvodem pro podmínky je, že program dokáže zpracovávat obraz
pouze do určité kvality. Na počítač také nejsou kladeny velké nároky. Počítač musí dokázat
spustit aplikaci.
Na začátek je nutné vysvětlit principy technologií, které v této práci používám. Tohoto
se ujala první kapitola. První kapitola je rozdělena na dvě podkapitoly. Každá z podkapitol
je zaměřená na jiné téma (zpracování obrazu a čárové kódy).
Když už je teorie vysvětlená, můžeme přistoupit k další kapitole. Kapitola obsahuje
návrh. Návrh popisuje myšlenku, jak má celá aplikace pracovat. V každé podkapitole se
řeší jiná problematika od celkové spolupráce až po práci části.
V kapitoly implementace ukazuji, jak se myšlenka návrhu oživuje v aplikaci. V jednot-
livých podkapitolách vidíte jak části aplikace v reálu fungují.
Z předposlední kapitole se dozvíme, jak moc je aplikace úspěšná při práci. Přes úspěšnost
se dá určit, jak moc dobrý byl návrh a implementace.
Závěrečná kapitole všechny předchozí shrne a ukáže směr, kterým by se mohl projekt
dále ubírat.
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Kapitola 2
Teorie
2.1 Zpracování obrazu
2.1.1 Histogram
Histogram je graf s četností pixelů jasu dané úrovně v obraze. Zleva doprava je jas od
nejtmavšího po nejsvětlejší. Sloupec ukazuje počet pixelů, které mají stejnou hodnotu jasu.
Obrázek 2.1: Ukázka principu výpočtu histogramu
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Princip vytváření histogramu si ukážeme na obrázku 2.1. Je na něm obrázek o velikosti
7 ∗ 4 pixelů tvořený 4 jasovými úrovněmi. Histogram vznikne shromážděním pixelů úrovně
jasu.
V reálu se používají stupnice o 256 úrovních jasu, které na sebe navazují. V praxi se
toto používá ke zjištění správné expozice viz. zdroj[7] a také se využívá ke stanovení prahu
při prahování.
2.1.2 Konvoluce
Jedná se o matematický operátor, který zpracuje dvě funkce.
Ukážeme vztah pro spojitou konvoluci na jednorozměrné funkci f(x), která je u zpra-
cování obrazů samotný obraz, a g(x), znázorňuje filtr.
(f ∗ g)(x) =
∫ ∞
−∞
f(α)g(x− α)dα
Funkce g(x) je tak zvané konvoluční jádro. Hodnota konvoluce funkce f s jádrem g v bodě
x je integrál ze součinu funkce f s otočenou funkcí konvolučního jádra posunutou do bodu
x.
Pro počítačovou grafiku není spojitá konvoluce zrovna moc výhodná, a proto také exis-
tuje diskrétní konvoluce.
n∑
i=−k
f(i) · g(i)
Ve více rozměrech jsou tyto rovnice velice podobné, pouze rozšířeny o ty další rozměry.
Ukázku můžete najít v zdroji [9].
2.1.3 Prahování
Jedná se o nenáročnou metodu převádění šedotónového nebo barevného obrazu na binární
obraz. V takovém obraze se vyskytují jen dvě barvy černá a bílá.
Tato metoda funguje na jednoduchém principu. Všechny pixely se porovnávají s hodno-
tou, které říkáme práh. Práh může být pevná hodnota, nebo se určí z histogramu obrazu.
Pokud je intenzita daného pixelu větší než práh, nastaví se intenzita na maximální hodnotu,
tedy na bílou barvu. V opačném případě nastavíme minimální intenzitu, což je barva černá.
Dá se to také zapsat předpisem, kde cje intenzita a f(c) výsledná hodnota:
f(c) =
{
MIN pro c < práh
MAX pro c ≥ práh
Tím, že porovnáváme všechny pixely se stejným prahem, dostala název globální praho-
vání.[4, 3, 5]
2.1.4 Adaptivní prahování
Metoda globálního prahování nelze použít na obraz 2.2, na kterém je velká změna intenzity
osvětlení nebo stínu. Nelze totiž nalézt vhodný práh, aby byl obraz použitelný, jak je možno
vidět na výsledku na obrázku 2.3.
Na takové to typy obrázku se používají složitější metody než globální prahování. Mezi
složitější metody patří adaptivní prahování ukázaná [3, 6]. Tato metoda je typická dy-
namickou změnou prahu nad zpracovávaným obrázkem.
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Obrázek 2.2: Ukázka obrazu s velkou změnou intenzity osvětlení
Obrázek 2.3: Globálně zprahovaný obrázek, který má velkou změnu intenzity osvětlení
U adaptivního prahování se pro každý pixel v obraze počítá nová prahová hodnota.
Výpočet pak probíhá stejným způsobem jako u jednoduššího globálního prahování.[4, 3, 5]
2.1.5 Gaussovo rozmazání
Jedná se o široce používaný efekte pro snížení šumu obrazu a hloubky v grafice. Výsledkem
tohoto efektu je snížení vysokofrekvenčních složek v obraze, dá se tedy přirovnat k dolní
propusti.
Gaussovo rozmazání je druh rozmazání obrazu, který používá gaussovu funkci pro vý-
počet transformace ke každému pixelu v obrázku. Na vzorci Gaussovi funkce v jednom
rozměru
G(x) =
1√
2piσ
e−
x2
2σ2
s porovnáním s dvourozměrnou. Dvourozměrná je součin dvou gaussu jednoho směru.
G(x, y) =
1
2piσ2
e−
x2+y2
2σ2
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Kde x a y je vzdálenost od původní vodorovné nebo svislé osy. σ je směrodatná odchylka
z gaussova rozdělení.
Po aplikaci ve dvou rozměrech rovnice dá plochu, jejíž obrysy jsou soustředné kruhy
s gaussovým rozložením od středu budu. Z hodnot rozložení se vyrobí konvoluční matice,
která se aplikuje na původní obraz. Pro každý pixel je vypočítán vážený průměr z okolí
pixelů. Hodnota pixelu má nevětší váhu, váha okolních se snižuje s jejich vzdáleností od
pixelu. Toto vede k rozmazání při zachování hran. Znázorněno na obrázku 2.4 nebo ve zdroji
[10].
Obrázek 2.4: Gaussovo rozmazání využité jako vyhlazení
2.2 Čárové kódy
2.2.1 Historie čárový kód
Myšlenka se poprvé objevila roku 1948, kdy filadelfský vysokoškolák Bernard
Silver náhodně zaslechl, jak se ředitel obchodního řetězce radí s děkanem školy
o možnosti vyvinutí systému, který by na pokladnách supermarketů uměl číst
cenu zboží. Silver běžel za přítelem Normanem Woodlandem a začali na věci
pracovat. Nejdřív zkusili inkoust viditelný jen ve světle ultrafialové lampy. To
se neosvědčilo, ale roku 1952 přece jen získali patent na ”klasifikaci zboží pro-
střednictvím identifikačních vzorů”.
Roku 1969 požádala americká asociace potravinářských firem o vypracování
systému, který urychlí odbavení zákazníků u pokladen. Zkouška čárového kódu
v Cincinnati ukázala nutnost standardního značení v celém průmyslu, které
vzniklo o rok později. Roku 1973 vláda USA definovala symboly tzv. univer-
zálního výrobkového kódu (UPC), jenž se postupně rozšířil do celého světa.
Zásluhu na tom má především americký Pentagon, který od roku 1981 nekoupil
pro armádu nic bez čárového kódu. Skládá se z dvanácti čísel.Ta jsou rozdělena
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na dvě části zabezpečovacími čárami, delšími čárami na začátku, uprostřed a na
konci. [1]
V roce 1976 se objevila evropská verze EAN, který je širší o jednu číslici uváděnou před.
Kompatibilita s americkým UPC je řešena přebytečnou číslicí nastavenou na 0. Dnes má
v průmyslových zemích 90% všech výrobků toto označení, včetně masa a vajec. V jiných
oborech se využívají i jiné druhy, proto existuje přes 200 druhů čárových kódu (Code 2/5,
Codabar, Code 128,. . .).[1, 11].
2.2.2 Princip
Asi nejrozšířenějši druh čárového kódu je EAN 13 viz zdroj[2, 8], zaštiťovaný sdružením
EAN (European Article Number) International, Z něj vychází upravené verze, které se
dají najít na knížkách jako ISBN a ISSN na časopisech a dalších periodikách. Jedná se
o metodu pro snadnou identifikaci. Prakticky je určena pouze ke čtení, protože identifikační
data se zaznamenávají tiskem. Tisk lze provést pomalu na jakékoli laserové nebo inkoustové
tiskárně. Díky této možnosti zápisu se jedná o velice levnou metodu identifikace.
Je to kód s pevnou délkou, který se skládá pouze ze 13 číslic. V tomto identifikátoru je
zakódováno prvními třemi číslicemi zleva stát, dalšími čtyřmi výrobní firma, pěti produkt
a poslední číslo je kontrolní součet viz. 2.2.4. Čárový kód tvořený z 5 části ukázaných na
obrázku 2.2.2:
• dvou okrajový znak (S)
• dvou pole o délce 6 znaků
• dělící znak (D)
Obrázek 2.5: Ukázkový čárový kód s rastrem mezi elementy
Pod čárovým kódem bývají arabské číslice shodující se s kódem čárového kódu, pro možnost
přečtení i bez čtečky.
2.2.3 Kódování
Nyní si ukážeme, jak získáme z čar a mezer kód. Nosičem informací jsou čáry a mezery,
které mohou být různě široké, ale vždy násobky nejtenčího elementu nazývaného základní
jednotka. Jeden znak se skládá ze 7 základních jednotek. Oblast mezi okrajovým a dělícím
znakem se nazývá pole. Vlevo od dělícího znaku je 1. pole a vpravo od ní 2. pole.
Jistě Vám nevychází počet znaků ze dvou polí o šesti znacích na třináct. Nejedná se
o chybu. Pro zvětšení informací na stejném prostoru byla využita v 1. poli finta dvou sad
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Obrázek 2.6: Ukázkový čárový kód
pro jeden znak znázorněných na obrázku 2.6 jako sada A a B. Pomocí kombinace sady A a
B ukázaných v tabulce 2.2.3 se zjistí první číslice. V 2. poli je využita třetí sada z obrázku
2.6 sada C. Na tomto obrázku jsou také ukázány zbylé části okrajové znaky a dělící znak.
2.2.4 Kontrolní součet
Kontrolní součet je počítán z předchozích 12 číslic.
1. sečtení hodnot sudých číslic
2. vynásobení výsledku třemi
3. sečtení hodnot lichých číslic
4. sečtení obou výsledků
5. zaokrouhlení nahoru na celé desítky
6. kontrolní součet je rozdíl zaokrouhlené a původní hodnoty
Pro názornost si výpočet kontrolního součtu předvedeme na již známém čárovém kódu
8 591234 123457 ukázaném na obrázku 2.2.2.
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Znak Znakové sady Znak Znakové sady
0 AAAAAA 5 ABBAAB
1 AABABB 6 ABBBAA
2 AABBAB 7 ABABAB
3 AABBBA 8 ABABBA
4 ABAABB 9 ABBABA
Tabulka 2.1: Kódování 1.číslice pomocí kombinace znakových sad
operace mezi výpočet výsledek
součet sudých pozic: 5+1+3+1+3+5 18
vynásobení třemi 3*18 54
součet lichých pozic: 8+9+2+4+2+4 29
součet hodnot: 54+29 83
zaokrouhlení nahoru: 83 90
rozdíl hodnot: 90-83 7
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Kapitola 3
Návrh
3.1 Cíle
Vytvoření programu, který bude schopen z obrázku rozpoznat čárový kód. Tento obrázek
musí obsahovat čárový kód.
3.2 Celkový návrh
Otevření
obrázku
Před-
zpracování
obrazu
Zpracování
obrazu
Dekódování
elementů
Výsledek- - - -
Obrázek 3.1: Návrh znázorněný graficky
Z obrazu potřebuji získat binární obraz, kde se dá snadno poznat co je mezera a co čára.
O toto se postará předzpracování. Nejsnadnější zpracování obrazových dat na mezidata
bude zpracování pixelů v řádku. Tyto mezidata se musí dekódovat na chtěný čárový kód.
Pro větší úspěšnost celého programu provedu zpracování více řádků.
3.3 Předzpracování obrazu
Obraz je nutné před vlastním zpracováním trochu pozměnit, aby se s ním pak snadněji
zacházelo. Do předzpracování jsem zařadil eliminaci šumu pro možnost zpracovat větší
rozsah obrázků. Důležitější funkce v předzpracování obstarává prahování.
3.3.1 Eliminace šumu
Dobrý způsob na odstranění chyb je gaussovo rozmazání. Hlavní výhodou tohoto způsobu
je zmírnění šumu, který se pak následným prahováním z větší části nebo úplně odstraní.
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Obrázek 3.2: Ukázky výstřelového šumu
Druhý způsob eliminace šumu se provede odstraněním výstřelového šumu, který je uká-
zaný na obrázku 3.2. Takový to šum se dá vyhledat porovnáním výstřelového šumu s hod-
notami obrázků.
3.3.2 Prahování
Pro převod na binární obraz jsem využil metodu globálního prahování a metodu adaptivního
prahování.
Globální prahová metoda, díky výpočtu prahu z globálního histogramu, má velice dobré
vlastnosti na odstraňování chyb v obraze.
Obrázek 3.3: Ukázkový obrázek a jeho histogram
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3.3.3 Určení prahu u globálního prahování
Adaptivní prahová metoda se hodí spíše na obraz s nestejnou intenzitou jasu. Kvůli výpočtu
z histogramu blízkého okolí se tato metoda chová hůře při odstraňování chyb v obraze.
Obraz se skládá ze dvou prvků. Jeden je popředí (čára) a druhý pozadí (mezera). Tyto
dva prvky se musí projevit na histogramu. Na ukázaném histogramu 3.3 jsou vidět dvě
oblasti s vysokou četností dané intenzity jasu. Vhodný práh je mezi těmito oblastmi. Při
správném určení prahu bude obraz jasně rozdělen na čáry a mezery. Ukázka tohoto rozdělení
je vidět na obrázku 3.4. Histogram rozdělím do několika části, v každé části najdu maximum.
Obrázek 3.4: Zprahovaný obrázek
Budu hledat minimum mezi dvěmi největšími maximy.
3.4 Zpracování obrazu
Celé toto zpracování probíhá na úrovni jednoho řádku pixelů v obraze. Zpracovávat se
budou řádky, kde se s vysokou pravděpodobností vyskytuje čárový kód. Mé očekávání je
uprostřed výšky obrázku.
3.4.1 Určení šířky základní jednotky
Na začátku každého čárového kódu se vyskytuje okrajový znak, který obsahuje čáru, mezeru
a čáru. Z tohoto znaku se snadno určí šířka elementu tedy základní jednotka.
Vypočítání šířky se provádí počítáním pixelů mezi hranami. Šířka základní jednotky je
průměrná hodnota šířek prvních tří elementů, které se nazývají okrajový znak.
3.4.2 Detekce elementu
Pro špatnou možnost opravy nepoužiji algoritmus, který je využit k určení šířky základní
jednotky. V novém algoritmu budu postupovat po šířce základní jednotky. Na konci každého
elementu rozhodnu, jestli nastala změna čáry v mezeru nebo naopak. Každý detekovaný
element zaznamenám jako mezidata pro další zpracování. Další důležitou věcí, kterou je
nutné provést, je synchronizace hran.
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3.4.3 Synchronizace hrany
Kdyby se postupovalo pouze po základních jednotkách, nemuseli bychom se držet na hra-
nách mezi jednotlivými elementy. Všechny čáry a mezery nemusí být pouze násobky základní
jednotky. Důvodem této chyby je špatný tisk nebo špatný obrázek.
Tento problém řeším postupováním po délkách základní jednotky a zjišťuji, jestli v sou-
sedících elementech proběhla změna z popředí (čára) na pozadí (mezera) nebo naopak.
Jestli změna proběhla, provedu hledání hrany v určitém rozmezí, kde se snažím najít konec
elementu tedy hranu. Tuto najitou hranu určím jako nový konec elementu. Pokud změna
nenastala, zvětším rozsah hledání hrany. Pokud hrana nenastala, musí se zvětšit rozsah, ve
kterém se hledá hrana. Chybné šířky elementů mohou chybu zvětšovat.
Mezera Čára
HH
HHY
Hrana
HHj
Očekávaná hrana
Obrázek 3.5: Hledání hrany pomocí konvoluce
Hledání hrany probíhá výpočtem konvolucí v rozsahu ukázaném na obrázku 3.5. Jako
konvoluční jádro použiji požadovaný tvar, v tomto případě hranu změny z mezery na čáru.
Hrana je na místě, kde si funkce obrazu i konvolučního jádra nejvíce odpovídají.
3.5 Určení čárového kódu
3.5.1 Odstranění dělícího znaku
Ještě než bude moci aplikace začít dekódovat mezidata na kód, je nutné odstranit dělící
znak. Odstranění tohoto znaku by dříve bylo daleko složitější. Mezidata se tedy skládají ze 6
informačních znaků před dělícím znakem, dále z 5 elementů dělícího znaku a 6 informačních
znaků za dělícím znakem. Každý informační znak se skládá z 7 elementů.
6 ∗ 7 + 5 + 6 ∗ 7 = 89 elementů
3.5.2 Dekódování elementů na kód
O dekódování se postará jednoduchý rozřazovací automat s hodnotami z obrázku 2.6 na
straně 9. Výpočet třinácté číslice není tak jednoduchý jako ostatních dvanácti. Musí se za-
znamenávat kombinace sad A a B z prvních šesti znaků rozdekódovaného kódu. Kombinace
sad A a B porovnám s hodnotami tabulky 2.2.3 na straně 10. Pokud nastane shoda znám
třináctou číslici. Kód je kompletní, když znám 13 číslic.
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3.5.3 Kontrolní součet
O kontrolu správnosti kódu se postará funkce postupující přesně podle postupu ukázaném
v 2.2.4. Vypočítaný kontrolní součet porovnám s číslicí na poslední pozici kódu. Při shodě
je čárový kód správně.
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Kapitola 4
Implementace
Nyní si něco řekneme o vlastním programu. Program není složité ovládat, proto jsem se
rozhodl udělat konzolovou aplikaci.
4.1 Ovládání programu
Aplikace je ovládána pomocí parametrů programu:
název_souboru [ -ng] [ -a [ j ] ]
Prvním a nejdůležitějším parametrem je název souborů s obrázkem čárového kódu. Druhým
nepovinným parametrem je -ng. Tímto parametrem se vypne eliminace šumu metodou
Gaussova rozmazání. Třetí nepovinný je -a, který přepíná typ prahování z implicitního
globálního na adaptivní. Čtvrtým nepovinný parametr j se týká adaptivního prahování.
Tímto parametrem můžete posunout hodnoty lokálních prahů k pozadí nebo popředí.
4.2 Předzpracování obrazu
Pro práci s obrazem jsem vytvořil třídu obrazy, které obsahuje metody pro předzpraco-
vání. Při vytváření těchto metod mi byla velice nápomocná knihovna počítačového vidění
OpenCV [12].
4.2.1 Eliminace šumu
Ke gaussovému rozmazání jsem využil funkci z knihovny OpenCV cvSmooth s parametrem
CV_GAUSSIAN. Směrodatná odchylka byla nastavena po experimentech na vhodnou hod-
notu, aby eliminoval šum a přitom výrazně neničil potřebná data. Je také možné tento typ
odstraňování šumu vypnout pomocí parametru -ng
Eliminace výstřelového šumu se kvůli snadnějšímu hledání provede až po zprahování.
Prahování výstřely ještě zvýrazní. Eliminace se děje v metodě, kde jsou obě varianty šumu
hledány a odstraňovány. Hledání probíhá porovnáním všech hodnot pixelů obrázků s hod-
notami šumu. Hledaný šum byl navržen tak, aby neničil data. Porovnání se děje výpočtem
konvoluce. Při nalezení se chybný pixel změní na správnou hodnotu.
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4.2.2 Prahování
Převod na binární obraz probíhá až po provedení gaussového rozmazání, který eliminuje
šum. Implicitně se provádí globální prahování pomocí OpenCV funkce cvThreshold s para-
metrem CV_THRESH_BINARY. Další z parametrů je globální práh. Pro usnadnění další práce
s obrazem obzvláště při konvoluci. Hodnoty pixelů nepřevádím na obvyklé hodnoty -1 na
pozadí a 0 pro popředí. Výhodnější hodnota je pro popředí 1, pozadí může zůstat se stejnou
hodnotou.
4.2.3 Určení globálního prahu
Výpočet globálního prahu vychází z histogramu obrazu. K vytvoření histogramu jsem využil
funkce OpenCV cvCreateHist, cvCalcHist.
Nalezení prahu se děje přesně podle návrhu. Histogram se rozdělí na části. V každé
části se najde jas s největší četností té části. Tyto jasy se ukládají do pole, kde se seřaze-
ním od největšího po nejmenší najdou dva jasy s největší četností v obraze tedy pozadí a
popředí. Mezi nimi by se měl vyskytovat práh, který obraz správně rozdělí na popředí a
pozadí. V histogramu se hledá mezi najitými nejčetnějšími jas s nejmenší četností. Tento
jas s nejmenší četností je práh.
Problém může nastat, když hrana částí rozdělí vrchol oblasti popředí nebo pozadí na
dvě části, které obsahují nejčetnější jasy v obraze. Prah se bude hledat na špatném místě.
Hledání najde špatný práh. Tím pádem obraz převede na špatný, ze kterého se získají
špatná mezidata. Ještě horší výsledek může nastat, pokud jsou nejčetnější jasy vedle sebe.
Mezi nimi není už žádný jiný jas, který by mohl být prahem. Pokud není práh není podle
čeho provést zprahování. Těchto problémů jsem se zbavil opakovaným hledáním prahu
z histogramu při rozdělení histogramu na 4,5 a 6 částí. Z výsledků nalezených prahů jsem
udělal průměr, což je hodnota globálního prahu.
4.2.4 Užití adaptivního prahování
Jak už je uvedeno výše. Implicitně se převod na binární obraz provádí za pomoci globál-
ního prahování, ale toto nastavení se dá změnit spuštěním aplikace s parametrem ”-a”.
Tento parametr nastaví typ prahování místo globálního na adaptivní prahování. Zde opět
pomohla knihovna OpenCV s funkcí cvAdaptiveThreshold, kde jsem nastavil jako parame-
try CV_ADAPTIVE_THRESH_MEAN_C,CV_THRESH_BINARY, další dvě hodnoty parametrů byly
nastaveny po několika pokusech. Velikost bloku, ze kterého se vypočítá práh, je nastaven
na plochu čtverce šestiny šířky obrázku. Posledním parametrem, který zde nastavuji o kolik
jasů se posouvá prahová hodnota, je implicitně nastaven na hodnotu s dobrými výsledky
na pokusných obrázcích. Ale tuto hodnotu lze také změnit parametrem aplikace.
4.3 Zpracování obrazu
O zpracování obrazu se stará stejná třída obrazy jako u předzpracování. Všechny tyto
metody zpracovávají pixely v řádku. Postupuje se zleva doprava. Tento postup byl zvolen,
aby se elementy dobře řadily do mezidat.
Pro vylepšení účinnosti programu se zpracování obrazu s následným určením čárového
kódu provede na několika řádcích. Důvod tohoto řešení vyplývá z toho, že na právě zkou-
šeném řádku je chyba, která na jiném není.
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4.3.1 Určení šířky základní jednotky
Šířku základní jednotky určuji počítáním pixelů mezi hranami. Pro počítání pixelů jsem
využil pozici. Pohybuji se po jednotlivých pixelech a hledám hranu elementu. Hledání pro-
vádím porovnáváním, které probíhá vypočítáním konvoluce, hrany s hodnotami pixelů v ob-
raze.
Hrana je nastavena na délku 6 pixelů s hodnotami -1 -1 -1 1 1 1. Má-li hrana přesně
stejné hodnoty jako obraz, výsledek konvoluce bude 6. Pokud bude výsledek -6, jedná se
přesně o opačný tvar.
Při výsledku 4 v absolutní hodnotě se sice může na dané pozici vyskytovat hrana s jednou
chybou způsobenou šumem, ale také nemusí. Když vychází takový to výsledek, dívám se
na předchozí a následující pozici. O hranu s chybou se jedná, pokud v předchozí nebo
následující pozici se nevyskytuje jiná hrana.
Vlastní počítání probíhá následujícím způsobem. Před první čárou je volné místo, proto
nejprve musím najít začátek první čáry. Po najití hrany si musím zapamatovat, na jaké
pozici začíná čára. Nyní musím najít konec čáry. Délka první čáry se vypočítá odečtením
pozice začátku od pozice konce elementu. Na stejné pozici kde končí čára, začíná další
element, kterým je mezera. Znovu se zapamatuje začátek a po vyhledání konce se od konce
odečte začátek. Tímto výpočtem jsme zjistili šířku mezery. Třetí prvek, který ještě obsahuje
okrajový znak čára, se počítá stejným způsobem jako ty dva předchozí prvky.
Kvůli vetší odolnosti proti možným chybám při počítání jednotlivých elementů, z tří
hodnot šířky elementů udělám průměr. Za šířku základní jednotky určím výsledek toho
zprůměrování.
4.3.2 Detekce elementu
Už mám vypočítanou šířku základní jednotky a znám i pozici konce okrajového znaku. Nic
mi nebrání začít rozpoznávat elementy.
Postupujeme po šířkách základní jednotky. Postup provádíme přičítáním šířky základní
jednotky k pozici, na které se právě nacházíme. Od této pozice do budoucí přičítám hodnotu
pixelu. Abych dokázal zjistil, jestli element má stejnou barvu jako současný element. Při
přičítání -1 jako pozadí a 1 jako popředí výsledek jasně definuje svojí hodnotou, který prvek
je majoritní a který minoritní. Pokud majoritním prvkem je pozadí, výsledek je záporný,
jedná se o mezeru. V případě opaku, výsledek je kladný, majoritním prvkem je popředí,
element musí být čára.
V případě kdy je výsledek sčítání nulový nebo velice blízko nuly, se v elementu vy-
skytla hrana a element obsahuje opak předchozího elementu. Výsledek blízko nuly jsem po
pokusech určil na hodnoty menší než třetina šířky základní jednotky.
Další možností jak zjistit jestli se vyskytla hrana je porovnáním současného a budou-
cího elementu. Pokud jsou oba elementy stejného typu, algoritmus neobjevil žádnou hranu.
V opačném případě a elementy nejsou stejného typu, hrana byla nelezena.
Tímto způsobem se prochází řádek obrázku, dokud není nalezeno 89 elementů (výpočet
tohoto čísla najdete v 3.5.1) nebo konec řádku obrázku. Druhým případem ukončení detekce
jsem ošetřil chybu, když na obrázku není celý čárový kód.
Na konci každého elementu se do mezidat zaznamená typ elementu. Na způsobu zazna-
menání se nijak neprojeví nalezení nebo nenalezení hrany. Hrana pouze signalizuje, že se
změnil typ elementu.
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4.3.3 Synchronizace hrany
Synchronizaci provádím vždy při hledání hrany. Tímto se snažím zamezit chybám v pozici
konce současného a začátku budoucího elementů.
Před vlastní synchronizací je nutné si vytvořit vlastní hranu, která svou velikost nasta-
vuje podle šířky základní jednotky.
Hledání hrany se děje na konci současného elementu a začátku budoucího elementu.
Hledání probíhá v daném rozsahu před i za pozicí, kde je hrana očekávána. Pro každou
pozici v intervalu se vypočítá konvoluce. Konvoluce zjišťuje, jak moc jsou hodnoty dané
pozice podobné vytvořené hraně.
Za hranu prohlásím místo z intervalu, kde je výsledek v absolutní hodnotě největší. Toto
místo je nový konec současného elementu.
Velikost rozsahu se také mění. Kvůli možnosti kumulace chyby vycházející z chybné
šířky elementů, se rozsah zvětšuje. Rozsah se zvětšuje o základní délku rozsahu a to pouze
v případech, kdy není nalezena hrana. Pokud je hrana nalezena, rozsah se opět zmenší na
délku základního rozsahu.
4.4 Určení čárového kódu
Zde se už nepracuje s obrazem, ale jen s mezidaty, která byla vytvořena zpracováním obrazu.
Současná činnost je v jiné třídě nazvaná carovy kod.
Řetězec jsem vyhodnotil jako nejlepší datový typ na mezidata. Hlavním důvodem, proč
jsem hod použil, je velmi snadná práce s ním a jeho podčástmi. Celá mezidata se skládají
z kombinace hodnot 0 a 1 (0 - znamená pozadí, tedy mezeru a 1 - popředí, čáru).
4.4.1 Odstranění dělícího znaku
Odstranění dělícího znaku se provádí pouze za podmínky, že 4.3.2 detekce elementů skončila
úspěšně. Mezidata budou obsahovat 89 elementů. Díky zvolenému datovému typu se snadno
odstraní prostředních 5 elementů patřících dělícímu znaku.
4.4.2 Dekódování elementů na kód
Zde mezidata rozdělím na řetězce o délce 7 elementů. Přesně z tolika elementů se skládá
jeden znak. Tyto krátké řetězce převedu na numerickou hodnotu, pro snadnější porovnávání
s hodnotami jednotlivých znaků sad A, B a C. Z rozkódovaných znaků sady A a sady B
si vytvořím kombinaci znaků A a B. Tuto kombinaci hledám v tabulce na určení prvního
znaku kódu.
4.4.3 Kontrolní součet
Kontrolní součet prověří, zda dekódovaný kód existuje. Když kontrolní součet proběhne
s pozitivním výsledkem, znamená to, že je rozdekódován čárový kód zobrazený na obrázku
a programu se může ukončit. V opačném případě se nepodařilo rozdekódovat kód na obrázku
při zpracování určitého řádku pixelů.
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Kapitola 5
Výsledky
5.1 Testování
Vývoj programu se děl na operačním systému Windows Vista v programu Microsoft Visual
Studio 2008 s doinstalovanou knihovnou OpenCV 1.0. Program byl zkoušen i na školním
linuxovém serveru merlin. Výsledkem testů je, že se jedná o program, který není závislý
na platformě. Testovací obrázky byly získávány pomocí internetu, nebo vlastním focením
čárových kódů.
5.2 Výsledky úspěšnosti rozpoznání kódu
Testy se prováděly na testovací sadě obrázků. Výsledky testů mohou být zkresleny špatným
vzorkem testovacích obrázků.
Parametry Počet nalezených Počet nenalezených Celkem Úspěšnost v %
-nz 20 18 38 52,63
-nz -a 17 21 38 44,74
-nz -a -10 4 34 38 10,53
-nz -a -7 7 31 38 18,42
-nz -a -5 10 28 38 26,32
-nz -a -3 12 26 38 31,58
-nz -a 0 17 21 38 44,74
-nz -a 3 18 20 38 47,37
-nz -a 5 18 20 38 47,37
-nz -a 7 17 21 38 44,74
-nz -a 10 17 21 38 44,74
-nz -a 13 17 21 38 44,74
-nz -a 15 17 21 38 44,74
-nz -a 17 18 20 38 47,37
-nz -a 20 18 20 38 44,37
Tabulka 5.1: Tabulka úspěšnosti dekódování bez gaussova rozmazání
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Parametry Počet nalezených Počet nenalezených Celkem Úspěšnost v %
12 26 38 31,58
-a 24 14 38 63,15
-a -10 0 38 38 0
-a -7 5 33 38 13,16
-a -5 5 33 38 13,16
-a -3 10 28 38 26,31
-a 0 16 22 38 42,10
-a 3 24 14 38 63,15
-a 5 24 14 38 63,15
-a 7 24 14 38 63,15
-a 10 24 14 38 63,15
-a 13 23 15 38 60,52
-a 15 22 16 38 57,89
-a 17 19 19 38 50,00
-a 20 19 19 38 50,00
Tabulka 5.2: Tabulka úspěšnosti dekódování s gaussovým rozmazaním
5.3 Zhodnocení výsledků
Nejprve si rozebereme výsledky zřejmé z první tabulky 5.2. Nejvyšší úspěšnost má globální
metoda. Tento úspěch potvrzuje vlastnost, která vychází z výpočtu prahu. Prah je počítán
z celého histogramu. Dokáže dobře odstranit chyby v obraze. Adaptivní metoda nedokáže
tak dobře odstranit chyby.
Výsledky úspěšnosti tabulky 5.2 jsou daleko vyšší než výsledky z tabulky 5.2. Jediný roz-
díl je, že na tabulku 5.2 byla použita metoda gaussova rozmazání. Tento rozdílný výsledek
potvrzuje výhody, kvůli kterým bylo gaussovo rozmazání použito.
V druhé tabulce 5.2 se situace obrací. Nejvyšší úspěšnost je u adaptivního prahování.
Na obrázek je použito gaussovo rozmazání. Globální prahování nedokáže dobře stanovit
svůj práh.
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Kapitola 6
Závěr
Úkolem této bakalářské práce bylo vytvořit aplikaci, která dokáže z obrazu s čárovým kódem
dekódovat čárový kód.
Hlavním přínosem této bakalářské práce pro mě jsou zkušenosti v oblasti zpracovávání
obrazu. V této oblasti mi velice pomáhala knihovna OpenCV, která mi ušetřila spoustu
práce.
Část, kde se dekóduje z mezidat čárový kód, funguje dokonale. Naproti tomu předzpra-
cování a zpracování obrazu má své mezery.
Z výsledků vyplývá, že adaptivní metoda dokáže s pomocí rozmazání lépe rozdělit obraz
na popředí a pozadí. Globální metoda své kvality dokázala při zpracování obrazu bez použití
gaussova rozmazání. Možná při volbě jiné metody hledání globálního prahu, by byla větší
úspěšnost u obrázků s rozmazáním.
Nápady na vylepší se týkají pouze práce s obrazem. Jedno velké ulehčení pro uživatele
by bylo, kdyby si sám nemusel dělat výřez z obrázku. Program by si sám v obraze našel, kde
se čárový kód nachází a sám by si udělal výřez. Jistě by se dala zvýšit účinnost eliminace
šumu použitím náročnějších metod a filtrů. Kromě vylepšení eliminace šumu by se dalo
zmírnit rozostření. Toto rozostření vzniká rozlišením obrázku, typem fotoaparátu a fotící
osobou. Určitě by se také daly odstranit nedostatky v detekci elementů u čárových kódů,
které mají malou šířku základní jednotky.
Vedlejším úkolem bylo vytvořit webové rozhraní k této aplikaci a poskytnut ho na
internetu pro možné využití veřejností. Při snaze zvýšit úspěšnost aplikace na maximum,
jsem se soustředil na aplikaci a nezbyl mi čas na tento úkol.
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