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Abstrakt
Pra´ce je zameˇrˇena na sezna´menı´ s mozˇnostmi Microsoft Robotics Development Studia,
zejme´na pak na jazyk VPL a jeho vyuzˇitı´ pro programova´nı´ robotu˚. Jednotlive´ pojmy a
postupy jsou nejprve teoreticky vysveˇtleny a na´sledneˇ je formou prˇı´kladu˚ a u´loh take´
prˇedvedeno jejich prakticke´ vyuzˇitı´. Zvolenou cı´lovou platformou pro demonstraci vy´-
voje roboticky´ch aplikacı´ je model sestaveny´ ze stavebnice LEGO R© MINDSTORMS R©
NXT a jeho simulace ve virtua´lnı´m prostrˇedı´ Microsoft Robotics Development Studia.
Cˇtena´rˇ bymeˇl by´t po prˇecˇtenı´ tohoto textu schopen orientace v problematice i samostatne´
tvorby vlastnı´ch programu˚ v jazyce VPL.
Klı´cˇova´ slova: VPL, Visual Programming Language, Microsoft Robotics Development
Studio, MRS, MRDS, NXT, Lego, Mindstorms, CCR, DSS, LATEX, bakala´rˇska´ pra´ce
Abstract
This work aims to introduce the possibilities of Microsoft Robotics Development Studio,
especially the usage of VPL language in robots’ programming. First the individual terms
and methods are theoretically explained and subsequently its practical application is
demonstrated by means of examples and tasks. To demonstrate the development of
robotics applications a model assembled from the LEGO R©MINDSTORMS R© NXT kit and
its simulation in the virtual environment of Microsoft Robotics Development Studio have
been used. After reading this text the reader should be familiar with the problem and
should be able to create his/her own programmes in the VPL language.
Keywords: VPL, Visual Programming Language, Microsoft Robotics Development Stu-
dio, MRS, MRDS, NXT, Lego, Mindstorms, CCR, DSS, LATEX, bachelor thesis

Seznam pouzˇity´ch zkratek a symbolu˚
BT – Bluetooth
CCR – Concurrency and Coordination Runtime
CD – Compact Disc
CLR – Common Language Runtime
CPU – Central Processor Unit
DSS – Decentralized Software Services
DSSP – Decentralized Software Services Protocol
FW – Firmware
GDD – Generic Differential Drive
HTML – Hypertext Markup Language
HTTP – Hypertext Transfer Protocol
HW – Hardware
I/O – Input / Output
LED – Light Emitting Diode
MB – Megabyte
MRDS – Microsoft Robotics Development Studio
MRS – Microsoft Robotics Studio
MSDN – Microsoft Developer Network
NXT-G – NXT-Graphical – graficky´ programovacı´ jazyk
OS – Operacˇnı´ syste´m
PC – Personal Computer
PDA – Personal Digital Assistant
SOAP – Simple Object Access Protocol
SPL – Simulation Programming Language
SQL – Structured Query Language
SW – Software
USB – Universal Serial Bus
VPL – Visual Programming Language
V/V – Vstupneˇ / vy´stupnı´
VS – Visual Studio
WPF – Windows Presentation Foundation
XML – Extensible Markup Language
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51 U´vod
Pra´ce je zameˇrˇena na sezna´menı´ s mozˇnostmi Microsoft Robotics Development Studia
(da´le jen MRDS), zejme´na pak na jazyk VPL a jeho vyuzˇitı´ pro programova´nı´ robotu˚.
Pod pojmem robot si mu˚zˇeme prˇedstavit cokoli od mly´nku na maso, prˇes svarˇovacı´
automat v tova´rneˇ na automobily, azˇ po inteligentnı´ bytost nahrazujı´cı´ cˇloveˇka ve sci-fi
roma´nech. Dnes jsou realiteˇ blı´zˇ spı´sˇe prvnı´ dveˇ zmı´neˇne´ prˇedstavy, ktere´ lze charakte-
rizovat jako stroje s vı´ce cˇi me´neˇ prˇesneˇ stanoveny´mi u´koly, ktere´ vykona´vajı´ v rea´lne´m
cˇase podle zna´me´ho algoritmu a veˇtsˇinou na jednom mı´steˇ nebo ve velmi omezene´m
prostoru. Jejich hlavnı´m u´kolem je nahradit cˇloveˇka tam, kde ho prˇedcˇı´ silou, rychlostı´,
prˇesnostı´, vytrvalostı´ nebo odolnostı´ vu˚cˇi vneˇjsˇı´m vlivu˚m. Charakteristicka´ je dnes take´
jejich specializace na urcˇitou u´zce vymezenou cˇinnost. To umozˇnˇuje, aby se v ru˚zny´ch
segmentech trhu prosazovaly ru˚zne´ firmy se svy´mi vlastnı´mi proprieta´lnı´mi rˇesˇenı´mi,
zalozˇeny´mi veˇtsˇinou na dlouholete´m evolucˇnı´m vy´voji.
V jiste´m ohledu to prˇipomı´na´ situaci na trhu s vy´pocˇetnı´ technikou v 70. letech minu-
le´ho stoletı´, ktery´ byl zpocˇa´tku rovneˇzˇ pomeˇrneˇ maly´, segmentovany´ a u´zce specializo-
vany´. Bylo obvykle´, zˇe vy´robce hardwaru vyvı´jel a implementoval take´ vlastnı´ software a
komunikace vy´robku˚ ru˚zny´ch firem byla v lepsˇı´m prˇı´padeˇ obtı´zˇna´, v horsˇı´m dokonce ne-
mozˇna´. Tote´zˇ platilo pro prˇenositelnost SW mezi zarˇı´zenı´mi ru˚zny´ch vy´robcu˚. Postupneˇ
docha´zelo ke standardizaci rozhranı´ a komunikacˇnı´ch protokolu˚ a vy´sledkem je dnesˇnı´
stav, kdy je, azˇ na skutecˇneˇ u´zce specializovane´ segmenty trhu, standardizace a platfor-
mova´ neza´vislost te´meˇrˇ nutnostı´. Tyto standardy mu˚zˇe definovat neˇjaka´ mezina´rodnı´
organizace de jure, ale cˇasto k nı´ docha´zı´ zˇivelneˇ, de facto, tı´m, zˇe si neˇjaky´ produkt zı´ska´
takove´ mı´sto na trhu, zˇe ho ostatnı´ vy´robci nemohou porazit ani ignorovat a musejı´ se mu
prˇizpu˚sobit. Je to tedy jaka´si obdoba prˇirozene´ho vy´beˇru v prˇı´rodeˇ, kdy vı´teˇzı´ silneˇjsˇı´,
veˇtsˇinou bez ohledu na mora´lnı´ pojmy jako lepsˇı´, horsˇı´.
Zrˇejmeˇ podobna´ u´vaha mu˚zˇe sta´t za rozhodnutı´m firmy Microsoft vstoupit na trh
s aplikacemi pro rˇı´zenı´ robotu˚. Jak bylo zmı´neˇno vy´sˇe, dnes jsou jesˇteˇ roboty relativneˇ
staticky´mi stroji s minima´lnı´ interakcı´ s okolı´m. S rostoucı´mi vy´kony hardwaru na jed-
notku hmotnosti a plochy se vsˇak blı´zˇı´ doba, kdy budou roboty (amozˇna´ budeprˇı´padneˇjsˇı´
prˇejı´t do zˇivotne´ho rodu roboti) skutecˇneˇ mobilnı´, schopnı´ komunikace s lidmi i mezi se-
bou navza´jem a budou tedy vyzˇadovat neˇjakou platformu, na ktere´ si budou „rozumeˇt“.
S jejich masoveˇjsˇı´m rozsˇı´rˇenı´m take´ prˇijde hromadna´ pru˚myslova´ vy´roba a zrˇejmeˇ i od-
deˇlenı´ produkce HW a SW. A pra´veˇ toto mu˚zˇe by´t prˇı´lezˇitost pro firmu, ktera´ ma´ jizˇ dnes
dostatecˇne´ kapacity financˇnı´ i lidske´ na investice do zatı´m pravdeˇpodobneˇ ztra´tove´ho
podniku.
Kdyzˇ se rozhle´dnemepozahranicˇnı´ch, alednes i doma´cı´ch, univerzita´ch a technicky´ch
vysoky´ch sˇkola´ch, na kazˇde´ uzˇ nalezneme ty´m robotiky. Motorem vy´zkumu jsou zde
naprˇı´klad turnaje robotu˚ ve fotbale, za´vody v prˇesnosti, orientaci cˇi vytrvalosti. Je zde
tedy velky´ potencia´l mlady´ch studentu˚, veˇdecky´ch pracovnı´ku˚ a vy´voja´rˇu˚, ktere´ lze
novy´m produktem oslovit a vychovat si tak budoucı´ za´kaznı´ky.
6Podle jednoho z inicia´toru˚ vstupu Microsoftu na pole roboticky´ch technologiı´ Tandy
Trowera1 se rozhodujı´cı´m impulzem stala v roce 2004 se´rie setka´nı´ s prˇedstaviteli robo-
ticke´ komunity, kterˇı´ spolecˇneˇ, bez ohledu na oblast, ktere´ se jejich projekty ty´kaly, vyzvali
Microsoft, aby svy´mi zkusˇenostmi prˇispeˇl k rozvoji tohoto odveˇtvı´ techniky.
Autor tohoto textu se neodvazˇuje prˇedjı´mat budoucı´ vy´voj, prˇesto veˇrˇı´, zˇe jde o krok
spra´vny´m smeˇrem a zˇe informace nabyte´ studiem pramenu˚, a snad srozumitelneˇ vcˇle-
neˇne´ do te´to pra´ce, bude moci v budoucnu uplatnit i v praxi. Soucˇasneˇ dostupnost te´meˇrˇ
profesiona´lnı´ho hardwaru v podobeˇ stavebnice LEGO R© MINDSTORMS R© NXT, na kte-
re´m lze bez veˇtsˇı´ch „strojarˇsky´ch“ znalostı´ testovat vyvı´jene´ aplikace, umozˇnˇuje podı´let
se na rozmachu nove´ho odveˇtvı´ te´meˇrˇ kazˇde´mu za´jemci.
Bohuzˇel u na´s dosud neexistuje publikace v cˇeske´m jazyce, ktera´ by se svy´m zameˇ-
rˇenı´m, rozsahem a zejme´na kvalitou zpracova´nı´ blı´zˇila [1], jizˇ lze opra´vneˇneˇ povazˇovat
za „bibli“ vy´voja´rˇu˚ v prostrˇedı´ MRDS. Veˇtsˇina sˇkol (zejme´na strˇednı´ch), vyuzˇı´va´ k vy´uce
robotiky LEGO R© MINDSTORMS R© NXT, ovsˇem nejcˇasteˇji spolecˇneˇ s nativnı´m jazykem
NXT-G a tomu take´ odpovı´da´ struktura dostupny´ch materia´lu˚. Prˇesto existujı´ publikace,
ktere´ se MRDS ve veˇtsˇı´ cˇi mensˇı´ mı´rˇe veˇnujı´ (naprˇ. [2]), na VSˇB-TU Ostava pak v prˇed-
chozı´ch dvou letech [3, 4, 5].
Tato pra´ce si klade za cı´l doplnit do mozaiky dalsˇı´ dı´lek a prˇiblı´zˇit jazyk VPL, coby
jednu z podstatny´ch soucˇa´stı´ MRDS. V jednotlivy´ch kapitola´ch cˇtena´rˇe postupneˇ sezna´mı´
s produktemMicrosoft Robotics Development Studio, na jednoduchy´ch prˇı´kladech prˇed-
stavı´ za´kladnı´ filozofii produktu a jeho za´klady zalozˇene´ na beˇhove´m prostrˇedı´ CCR a
DSS, formou typicky´ch u´loh demonstruje tvorbu obecny´ch aplikacı´ v jazyku VPL a po
strucˇne´m popisu stavebnice LEGO R© MINDSTORMS R© NXT prˇinese sadu u´loh zameˇrˇe-
ny´ch na jazykVPL jako na´stroj pro vy´voj roboticky´ch aplikacı´. Nedı´lnou soucˇa´stı´ vy´kladu
jsou take´ obra´zky na´zorneˇ ilustrujı´cı´ probı´rane´ te´ma.
Vy´klad je urcˇen pro cˇtena´rˇe bez hlubsˇı´ch znalostı´ v oboru robotiky, konstrukce stroju˚,
rˇı´zenı´ hardwaru apod. a neklade si tedy v tomto smeˇru zˇa´dne´ vstupnı´ podmı´nky. De-
tailnı´ informace o stavebnici LEGO R©MINDSTORMS R© NXT jsou prˇedmeˇtem samostatne´
kapitoly, prˇesto je na tomto mı´steˇ trˇeba zmı´nit, zˇe je dle vy´robce urcˇena pro deˇti od 10
let, nevyzˇaduje zˇa´dne´ na´rˇadı´ nebo na´stroje a cˇas potrˇebny´ k sestavenı´ beˇzˇny´ch modelu˚
robotu˚ se pohybuje v rˇa´du desı´tek minut.
Za´kladnı´ orientace v oblasti programova´nı´, programovacı´ch jazyku˚ (zejme´na C#), al-
goritmu˚ apod. se u cˇtena´rˇe tohoto textuprˇedpokla´da´.Nejde opodmı´nkunutnou, prˇı´klady
budou detailneˇ vysveˇtleny, komentova´ny a prˇedvedeny, ovsˇem pro spra´vne´ porozumeˇnı´
a zejme´na pro aplikaci prˇecˇtene´ho na vlastnı´ projekty je zvla´dnutı´ naprˇ. principu˚ algo-
ritmizace velkou vy´hodou. Neˇktere´ kapitoly, naprˇ. 3 cˇi 4, uzˇ vyzˇadujı´ hlubsˇı´ znalost C#,
ovsˇem jejich studium nenı´ pro zbytek textu nezbytne´, jsou zde uvedeny prˇedevsˇı´m pro
vysveˇtlenı´ celkove´ koncepce MRDS a jazyka VPL.
Jednotlive´ pojmy a postupy jsou nejprve teoreticky vysveˇtleny a na´sledneˇ demon-
strova´ny na prˇı´kladech, jejichzˇ obtı´zˇnost s postupny´m rozsˇirˇova´nı´m nabyty´ch veˇdomostı´
vzru˚sta´. Tento text je zameˇrˇen pouze na softwarovou stra´nku roboticky´ch aplikacı´, proto
nejsou soucˇa´stı´ vy´kladu detailnı´ na´vody na sestavenı´ robota a veˇtsˇina u´loh je take´ pre-
1U´vod jeho knihy [1]
7zentova´na ve virtua´lnı´m prostrˇedı´ MRDS, ovsˇem pro za´jemce o praktickou realizaci jsou
k dispozici take´ odkazy na stavebnı´ na´vody pouzˇity´ch modelu˚.
Jako platforma pro implementaci konkre´tnı´ch u´loh byla v souladu se zada´nı´m ba-
kala´rˇske´ pra´ce zvolena stavebnice robotu˚ LEGO R© MINDSTORMS R© NXT firmy Lego R©.
V prˇı´padech, kdy je to pro pochopenı´ u´loh vhodne´, jsou vedle vlastnı´ho zdrojove´ho ko´du
programu zarˇazeny take´ ilustracˇnı´ obra´zky robota beˇhem prova´deˇnı´ u´loh ve virtua´lnı´m
prostrˇedı´.
Acˇkoli na´zevVisual ProgrammingLanguage, tedy vizua´lnı´ programovacı´ jazyk, sva´dı´
k domneˇnce, zˇe jeho zvla´dnutı´ je snazsˇı´ nezˇ zvla´dnutı´ klasicky´ch programovacı´ch jazyku˚,
protozˇe stacˇı´ „pospojovat kosticˇky“, je trˇeba upozornit, zˇe jde pouze o formu prezentace
algoritmu, tedy vlastneˇ syntaxi a nikoli vy´znam (se´mantiku) jazyka. Editor jazyka na´s
sice oprostı´ od nutnosti psa´t kvanta textu, ale mysˇlenkova´ konstrukce musı´ by´t na pozadı´
prˇı´tomna vzˇdy a tvu˚rcˇı´ prˇı´stup k novy´m proble´mu˚m vyzˇaduje zvla´dnutı´ tohoto jazyka
stejneˇ jako by to vyzˇadovalo programova´nı´ v jake´mkoli jine´m jazyce. Neˇkdy dokonce
narazı´me na limity vizua´lnı´ho programova´nı´ a pak je dobre´ veˇdeˇt, jake´ ma´me dalsˇı´
alternativy a jak je mu˚zˇeme vyuzˇı´t. U´lohy, ktere´ budeme v te´to pra´ci rˇesˇit, byly navrzˇeny
tak, aby uka´zaly vy´hody jazyka VPL, ale take´ upozornily namozˇne´ chyby a jeho omezenı´.
Z du˚vodu snazsˇı´ demonstrace jsou u´lohy urcˇeny promodel robota Tribot, jehozˇ veˇrna´
vizualizace ve virtua´lnı´m prostrˇedı´ je zdarma dostupna´ a je tedy mozˇno funkcˇnost apli-
kacı´ nejprve oveˇrˇit a teprve po odladeˇnı´ sestavit robota a aplikaci prova´deˇt v rea´lne´m cˇase.
Tento postup klade jista´ omezenı´ co do pocˇtu a typu˚ pouzˇity´ch senzoru˚, ale k vysveˇtlenı´
principu˚ je plneˇ postacˇujı´cı´ a prˇı´padne´ odlisˇnosti jsou v textu vysveˇtleny.
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2.1 Vy´voj MRDS
Uzˇ v u´vodnı´ kapitole jsme zmı´nili Tandy Trowera, nynı´ genera´lnı´ho manazˇera Microsoft
Robotics Group, ktery´ sta´l u zrodu koncepce MRDS a ktery´ uva´dı´ rok 2004 jako pocˇa´tek
jeho vy´voje. V knize [1], jı´zˇ je spoluautorem, se take´ dozvı´me, zˇe prvnı´ prototypMicrosoft
prˇedstavil v cˇervnu roku 2006 a v prosinci te´hozˇ roku uvolnil prvnı´ „ostrou“ verzi pod
na´zvem Microsoft Robotics Studio 1.0.
V kveˇtnu roku 2007 byla vyda´na nova´ verzeMicrosoft Robotics Studio 1.5 a v prosinci
te´hozˇ roku verze 1.5 ’Refresh’.
V listopadu roku 2008 se Microsoft rozhodl prˇejmenovat produkt na Microsoft Robo-
tics Development Studio 2008.
V dobeˇ psanı´ te´to pra´ce (4. kveˇtna 2010) je aktua´lnı´ verzı´ MRDS 2008 R2, vydana´
v cˇervnu roku 2009, a v nı´ byly take´ odladeˇny vesˇkere´ zde uvedene´ prˇı´klady.
2.2 Licencˇnı´ politika
Vy´vojova´ prostrˇedı´ MRS a MRDS byla od same´ho pocˇa´tku zameˇrˇena na celou oblast
vy´voje roboticky´ch aplikacı´, ktera´ zahrnuje jak vy´zkum a vy´uku na akademicke´ pu˚deˇ,
tak pra´ce amate´rsky´ch nadsˇencu˚, ale i vy´robce profesiona´lnı´ch zarˇı´zenı´. Z tohoto du˚vodu
Microsoft uzˇ prvnı´ verzi MRS 1.0 vydal ve dvou varianta´ch, pro komercˇnı´ i nekomercˇnı´
pouzˇitı´.
Od verze MRDS 2008 zavedl prˇehledneˇjsˇı´ znacˇenı´ produktu˚ a je tedy mozˇne´ pouzˇı´vat
MRDS Standard Edition pro komercˇnı´ aplikace, MRDS Academic Edition pro akademic-
kou obec a MRDS Express Edition pro amate´rske´ nekomercˇnı´ aplikace.
2.3 Sezna´menı´ s produktem
MRDS je jizˇ od prvnı´ uverˇejneˇne´ verze koncipova´no jako komplexnı´ prostrˇedı´ urcˇene´
k vy´voji, ladeˇnı´ a rˇı´zenı´ aplikacı´ pro obecna´ roboticka´ zarˇı´zenı´. Jak bude da´le detailneˇ
vysveˇtleno, tato koncepce umozˇnˇuje vytva´rˇet aplikace pro sˇirokou sˇka´lu zarˇı´zenı´, ktera´
s pojmem robot v beˇzˇne´m smyslu toho slova nemusı´ vu˚bec souviset.
Vy´voja´rˇi postavili MRDS na za´kladech novy´ch programovy´ch modelu˚, jejichzˇ vy´voj
probı´hal soubeˇzˇneˇ na jiny´ch pracovisˇtı´ch Microsoftu a jejichzˇ pu˚vodnı´m za´meˇrem bylo
umozˇnit jednoduchy´ a rychly´ vy´voj vı´cevla´knovy´ch, decentralizovany´ch a asynchronnı´ch
aplikacı´. O teˇchtomodelechpojedna´vajı´ samostatne´ kapitoly 3 resp. 4, zde pouze uved’me,
zˇe prˇesneˇ tyto pozˇadavky jsou kladeny i na roboticke´ aplikace schopne´ rˇı´dit vı´ce robotu˚
soucˇasneˇ a zpracova´vat z nich prˇijate´ informace v rea´lne´m cˇase.
Architektura aplikacı´ vyvı´jeny´ch v MRDS je zalozˇena na neza´visly´ch stavebnı´ch ka-
menech nazvany´ch services (da´le budeme pouzˇı´vat cˇesky´ ekvivalent sluzˇby), ktere´ mezi
sebou komunikujı´ vy´hradneˇ zpra´vami a nijak prˇı´mo se vza´jemneˇ neovlivnˇujı´.2 Tento
2Na rozdı´l od dnes rozsˇı´rˇene´ho modelu vı´cevla´knovy´ch aplikacı´ nevyuzˇı´vajı´ sluzˇby spolecˇnou pameˇt’
hostujı´cı´ho procesu, nevyzˇadujı´ od programa´tora implementaci za´mku˚ a semaforu˚ pro synchronizaci.
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model umozˇnˇuje velkou odolnost proti chyba´m (selha´nı´ jedne´ sluzˇby nenarusˇı´ beˇh jine´),
jejich neza´visly´ vy´voj a take´ sˇiroke´ mozˇnosti prezentace jimi prˇeda´vany´ch zpra´v, nebot’
ty jsou prˇeda´va´ny formou dokumentu˚ a jejich prezentace uzˇivateli je tak oddeˇlena od
vlastnı´ho ko´du sluzˇby.
Aplikace tak lze skla´dat spojova´nı´m a kombinacı´ ru˚zny´ch sluzˇeb a tı´m dosa´hnout
pozˇadovane´ funkce bez nutnosti prˇepisovat cely´ program. Pokud naprˇı´klad pozˇadujeme
prˇidat u neˇktere´ sluzˇby specificke´ funkce tak, aby byla schopna spolupracovat s noveˇ
prˇidany´mi funkcemi nasˇeho hardwaru, stacˇı´ prˇepracovat tuto jedinou sluzˇbu, prˇı´padneˇ
ji vymeˇnit za jinou, a zbytek programove´ho ko´du zu˚stane nezmeˇneˇn.
Vy´sˇe zmı´neˇne´ vy´hody za´rovenˇ umozˇnˇujı´ do znacˇne´ mı´ry oddeˇlit na´vrh rˇı´dı´cı´ho SW
robota od detailnı´ komunikace s jeho HW. U spra´vneˇ navrzˇene´ aplikace k jejı´mu prˇenosu
na HW jine´ho vy´robce postacˇı´, kdyzˇ se vymeˇnı´ sluzˇby sva´zane´ s dany´m typem HW za
nove´.3 Tı´m lze dosa´hnout velke´ mı´ry standardizace a platformove´ neza´vislost, protozˇe
vy´robce HW se postara´ pouze o doda´nı´ prˇı´slusˇny´ch sluzˇeb spjaty´ch s jeho vy´robkem
a na´vrh nadstavbove´ aplikace necha´ na specializovane´m vy´robci.4 Prˇı´kladem takove´ho
prˇı´stupu k tvorbeˇ aplikacı´ jsou tzv. genericke´ sluzˇby, o nichzˇ pojedna´va´ kapitola 4.7 a
detailneˇ pak kapitola 7.2.
Protozˇe MRDS beˇzˇı´ nad prostrˇedı´m .NET, mohli tvu˚rci zachovat mozˇnost vy´voje
aplikacı´ v sˇiroke´ rˇadeˇ programovacı´ch jazyku˚ (C#, C++, Visual Basic, Python) a navı´c
prˇidali jazyk novy´, nazvany´ VPL (Visual Programming Language). Zprˇı´stupnili tak vy´voj
roboticky´ch aplikacı´ i teˇm, kterˇı´ majı´ s programova´nı´m minima´lnı´ prˇedchozı´ zkusˇenosti.
Pomocı´ vizua´lnı´ho jazyka mohou snadno do tohoto sveˇta proniknout.
Pro snadne´ ladeˇnı´ aplikacı´ obsahuje MRDS take´ velmi kvalitnı´ simula´tor. Umozˇnˇuje
definovat jak parametry (fyzika´lnı´ vlastnosti a chova´nı´) existujı´cı´ho robota, tak i takove´ho,
ktery´ ma´ by´t teprve zkonstruova´n. Podobneˇ lze definovat fyzika´lnı´ vlastnosti prostrˇedı´,
ve ktere´m se robot bude pohybovat, i prˇeka´zˇek a objektu˚ v neˇm.
Acˇkoli se autor tohoto textu setkal prˇi sbı´ra´nı´ podkladu˚ zejme´na na internetu s kritikou
Microsoftu za nedostatecˇnou nebo nekvalitnı´ dokumentaci, je trˇeba konstatovat, zˇe to
v zˇa´dne´m prˇı´padeˇ neplatı´ o dokumentaci, jezˇ je soucˇa´stı´ instalace MRDS. Ta obsahuje
obrovskou paletu prˇı´kladu˚ ve formeˇ hotovy´ch projektu˚ vcˇetneˇ komenta´rˇu˚ a odkazu˚.
Podobneˇ velmi propracovana´ je i online dokumentace na MSDN [6] a co ocenı´ vy´voja´rˇ
v praxi nejvı´ce, je fo´rum [7] s aktivnı´ u´cˇastı´ tvu˚rcu˚ MRDS. Vy´hrady tak lze mı´t spı´sˇe
k nedostatku sekunda´rnı´ch pramenu˚, zejme´na v tisˇteˇne´ podobeˇ. Zvla´sˇteˇ vy´razne´ je to
u projektu˚ zameˇrˇeny´ch na LEGO R©MINDSTORMS R© NXT, nebot’veˇtsˇina autoru˚ pouzˇı´va´
k programova´nı´ robotu˚ nativnı´ prostrˇedı´ NXT-G a o MRDS se pouze letmo zmı´nı´. Svou
roli samozrˇejmeˇ take´ hraje relativnı´ „cˇerstvost“ MRDS a v budoucnu se urcˇiteˇ docˇka´me.
3Samozrˇejmeˇ za prˇedpokladu, zˇe novy´ HW je urcˇen pro plneˇnı´ podobny´ch u´loh, v tomto smeˇru tedy
musı´ by´t kompatibilnı´.
4Zkusˇenosti ze sveˇta mobilnı´ch telefonu˚ a PDA, kde podobny´ proces jizˇ neˇjakou dobu probı´ha´, ukazujı´,
zˇe tato cesta nenı´ tak prˇı´ma´, jak by se mohlo zda´t.
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2.4 Cˇa´sti MRDS
Jak jizˇ bylo zmı´neˇno vy´sˇe, MRDS je komplexnı´m prostrˇedı´m, ktere´ se skla´da´ z rˇady spo-
lecˇneˇ pouzˇitelny´ch, nicme´neˇ do jiste´ mı´ry neza´visly´ch na´stroju˚. Kazˇdy´ z nich se zameˇrˇuje
na jinou fa´zi vy´voje aplikacı´ a zejme´na u veˇtsˇı´ch projektu˚ se prˇedpokla´da´ take´ jejich
vyuzˇitı´ ru˚zny´mi cˇleny vy´vojove´ho ty´mu.
Tento text je prima´rneˇ zameˇrˇen na vyuzˇitı´ jednoho na´stroje, a to jazyka VPL, proto
mu bude veˇnova´na nejveˇtsˇı´ pozornost v samostatne´ kapitole 5 a da´le pak samozrˇejmeˇ
prˇi rˇesˇenı´ prakticky´ch u´loh. Veˇtsˇı´ pozornost si zaslouzˇı´ take´ vizualizace, ktera´ je obecneˇ
popsa´na v na´sledujı´cı´ kapitole, jejı´ prakticke´ vyuzˇitı´ pak v kapitole 7.6. Ostatnı´ cˇa´sti
jsou popsa´ny pouze do hloubky nutne´ pro pochopenı´ souvislostı´, prˇı´padneˇ pro u´speˇsˇne´
zvla´dnutı´ da´le prezentovany´ch prˇı´kladu˚.
2.5 Vizualizace
Na´stroj vizualizace, zacˇleneˇny´ do balı´ku aplikacı´ MRDS, slouzˇı´ k demonstraci vytvorˇe-
ny´ch aplikacı´ na robotech ve virtua´lnı´m prostrˇedı´, ktere´ veˇrneˇ simuluje rea´lne´ prostrˇedı´,
ve ktere´m ma´ by´t robot nasazen. K tomuto u´cˇelu ma´ programa´tor (designe´r) k dispozici
sadu na´stroju˚5 pro modelova´nı´ robota samotne´ho (jeho jednotlivy´ch cˇa´stı´ a jejich fyzika´l-
nı´ch vlastnostı´) i prostrˇedı´ okolo neˇj. Je mozˇne´ na´vrhy prova´deˇt „na zelene´ louce“ nebo
vyuzˇı´t cˇi rozsˇı´rˇit jizˇ vytvorˇene´ modely, ktery´ch je uzˇ v za´kladnı´ distribuciMRDS dostatek.
Acˇkoli je vizualizace velmi silny´m na´strojemMRDS a pro neˇktere´ mu˚zˇe by´t i hlavnı´m
motivem jeho vyuzˇitı´, my jı´ v te´to pra´ci veˇnovat podrobneˇji nebudeme, protozˇe s jazykem
VPL jako takovy´m bezprostrˇedneˇ nesouvisı´. Simulace ovsˇem budeme hojneˇ vyuzˇı´vat
k prezentaci u´loh vytva´rˇeny´ch ve VPL, proto se v kapitole 7.6 s prostrˇedı´m vizualizace
alesponˇ cˇa´stecˇneˇ sezna´mı´me.
2.6 Dokumentace
Samotna´ instalace MRDS obsahuje take´ velmi kvalitnı´ dokumentaci ve formeˇ referencˇnı´
prˇı´rucˇky vsˇech cˇa´sti MRDS i tutoria´lu˚ pro zvla´dnutı´ za´kladu˚ pra´ce v prostrˇedı´ MRDS,
vcˇetneˇ uka´zkovy´ch prˇı´kladu˚ se zdrojovy´mi ko´dy. V dalsˇı´m textu se budeme na tuto do-
kumentaci cˇasto odvola´vat a je na cˇtena´rˇi, aby si v nı´ informace, ktere´ zde nemu˚zˇeme
podrobneˇ popisovat, nasˇel sa´m. Soubory dokumentace se nacha´zejı´ v podadresa´rˇi docu-
mentation instalace MRDS, uka´zkove´ aplikace pak v podadresa´rˇi samples.
2.7 Syste´move´ na´roky
Jediny´m syste´movy´m na´rokem, ktery´ firma Microsoft uva´dı´ na svy´ch stra´nka´ch, je typ
operacˇnı´ho syste´mu.MRDS je tak podporova´no pouze proWindowsXP aWindowsVista.
Autor tohoto textu nicme´neˇ velkou veˇtsˇinu prˇı´kladu˚ a u´loh odladil na stroji se syste´mem
Windows 7 a nezaznamenal zˇa´dne´ proble´my.
5Neda´vno se objevil novy´ skriptovacı´ jazyk SPL jako nadstavba pro vytva´rˇenı´ simulacı´ vMRDS. Podrobne´
informace s mnozˇstvı´m prakticky´ch prˇı´kladu˚ lze nale´zt na [8].
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Pro tvorbu, editaci a kompilaci sluzˇeb prˇı´mo v jazyce C# je nutno zvla´sˇt’doinstalovat
libovolnou verzi Windows Visual Studia, autor pouzˇil VS 2008 Standard Edition.
Z hlediska hardwarovy´ch na´roku˚ by meˇl pro spra´vnou funkci stacˇit jaky´koli stroj
splnˇujı´cı´ minima´lnı´ na´roky pro beˇh dane´ho OS. Soucˇasneˇ je na tomto mı´steˇ trˇeba upo-
zornit, zˇe nejvysˇsˇı´ hardwarove´ na´roky MRDS klade na grafickou kartu a pameˇt’pocˇı´tacˇe
zejme´na z du˚vodu hladke´ho beˇhu vizualizacı´, z tohoto du˚vodu by minima´lnı´ doporu-
cˇena´ konfigurace nemusela by´t dostatecˇna´. Pokud ovsˇem cˇtena´rˇ nehodla´ tuto cˇa´st MRDS
vyuzˇı´vat, prˇı´padneˇ se spokojı´ s nizˇsˇı´ kvalitou vy´stupu, lze aplikace plnohodnotneˇ vyvı´jet
i na podstatneˇ slabsˇı´ch strojı´ch.
Autor pracoval na notebooku HP Compaq 6910p s Intel R© CoreTM 2 Duo 2,2 GHz,
1GB (pozdeˇji 3GB) RAM a 80 GB HDD s OS Windows XP (pozdeˇji Windows 7) v cˇeske´
lokalizaci se vsˇemi dostupny´mi aktualizacemi a za´platami.
2.8 Instalace MRDS
Jak je v poslednı´ dobeˇ obvykle´, nabı´zı´ Microsoft mozˇnost instalace online, kdy si v jejı´m
pru˚beˇhu stahuje potrˇebne´ komponenty z vlastnı´ho serveru, nebo offline, kdy jsouvsˇechny
jizˇ soucˇa´stı´ instalacˇnı´ho balı´ku.
V soucˇasnosti (kveˇten 2010) je aktua´lnı´ verze MRDS 2008 R2, ktera´ je k dispozici
ve verzı´ch Express Edition, Standard Edition a Academic Edition (ta byla take´ pouzˇita
autorem).
Pozna´mka 2.1 Vsˇechny verze mimo Standard jsou dostupne´ prˇı´mo jako R2, tato jedina´
pouze jako upgrade verze prˇedchozı´. Je tedy trˇeba nejprve nainstalovat MRDS 2008
Standard Edition a na´sledneˇ upgrade na R2. Instalace upgrade ponecha´ v syste´mu i prˇed-
chozı´ verzi, obeˇ tak lze pouzˇı´vat neza´visle (platı´ minima´lneˇ pro aktua´lnı´ verzi R2). Je
trˇeba ovsˇem dodrzˇet licencˇnı´ politiku, tzn. upgradovat lze pouze takovou verzı´, ktera´
odpovı´da´ z hlediska licence verzi pu˚vodnı´.
Beˇhem instalace ma´memozˇnost zvolit cı´lovy´ adresa´rˇ, do ktere´ho se hlavnı´ cˇa´st MRDS
nainstaluje. Jako vy´chozı´ nabı´zı´ instala´tor C:\ Program Files\Microsoft Robotics Dev Studio
2008R2. Je vhodne´ si umı´steˇnı´ dobrˇe rozmyslet, protozˇe tento adresa´rˇ (a jehopodadresa´rˇe)
pouzˇı´va´MRDSmimo jine´ k ukla´da´nı´ vsˇech zkompilovany´ch sluzˇeb, uka´zkovy´ch aplikacı´,
editovany´ch prostrˇedı´ a ve vy´chozı´m nastavenı´ i VPL projektu˚. Nejenzˇe tak spotrˇebova´va´
mı´sto na disku, ale navı´c by meˇl by´t uzˇivateli prˇı´stupny´ pro prˇı´padne´ editace.
2.9 Instalace SimplySim
V neˇktery´ch u´loha´ch je jako volitelna´ mozˇnost pro oveˇrˇenı´ aplikacı´ doporucˇeno take´ vir-
tua´lnı´ prostrˇedı´ spolecˇnosti SimplySim. O vizualizaci jako takove´ pojedna´va´ samostatna´
kapitola 7.6 a o odlisˇnostech a vy´hoda´ch uvedene´ho na´stroje pak 7.6.3. Zde pouze popı´-
sˇeme postup instalace, abychom prostrˇedı´ mohli na´sledneˇ pouzˇı´vat. Pokud ovsˇem cˇtena´rˇ
toto prostrˇedı´ vyuzˇı´vat nehodla´, instalaci prova´deˇt nemusı´.
13
Instalacˇnı´ balı´k tvorˇı´ pouze jeden spustitelny´ soubor NXT-MSRDS-R2.exe6 o velikosti
cca 5,5 MB. Ten lze zı´skat ze stra´nek spolecˇnosti SimplySim [9] nebo z prˇilozˇene´ho CD.
Jedinou nezbytnou podmı´nkou pro spra´vnou funkci virtua´lnı´ho prostrˇedı´ je umı´steˇnı´
instalovany´ch souboru˚ do podadresa´rˇe instalace MRDS, aby se tak staly pro prostrˇedı´
MRDS viditelny´mi. Rovneˇzˇ v prˇı´padeˇ budoucı´ho upgrade je trˇeba postupovat ve stejne´m
porˇadı´, tzn. nejprve instalovat MRDS a teprve pote´ prostrˇedı´ SimplySim.




3 Concurrency and Coordination Runtime (CCR)
Tato kapitola si klade za cı´l prˇedstavit a vysveˇtlit za´kladnı´ stavebnı´ ka´men vsˇech aplikacı´
vyvı´jeny´ch podMRDS a je urcˇena zejme´na pro cˇtena´rˇe s pomeˇrneˇ dobrou znalostı´ jazyka
C# a implementacı´ I/O operacı´ v neˇm. Prˇestozˇe jsou jednotlive´ vlastnosti demonstrova´ny
na uka´zka´ch pra´veˇ v jazyce C#, jsou take´ velmi podrobneˇ popsa´ny i slovneˇ a alesponˇ
pro ra´mcovou prˇedstavu o cele´ koncepci MRDS je tedy jejı´ prostudova´nı´ doporucˇeno
i cˇtena´rˇu˚m bez vy´sˇe zmı´neˇny´ch znalostı´.
3.1 Synchronnı´ komunikace
Beˇzˇne´ programovacı´ techniky pouzˇı´vajı´ pro komunikaci s externı´mi procesy7 synchronnı´
prˇı´stup. Ten je charakteristicky´ tı´m, zˇe aplikace vykona´va´ programovy´ ko´d sekvencˇneˇ
a po odesla´nı´ pozˇadavku na provedenı´ operace externı´m procesem cˇeka´ na odpoveˇd’,
teprve po jejı´m obdrzˇenı´ pokracˇuje v prova´deˇnı´ sve´ho ko´du (viz obr. 1). Pokud je tedy
operace cˇasoveˇ na´rocˇna´, mu˚zˇe docha´zet k dlouhy´m stavu˚m necˇinnosti vlastnı´ aplikace.
To se pak projevuje naprˇı´klad celkovy´m zpomalenı´m jinak nena´rocˇny´ch operacı´, sˇpatnou
reakcı´ uzˇivatelske´ho rozhranı´ apod.
Vy´hodou tohoto postupu je velmi dobra´ prˇehlednost zdrojove´ho ko´du, nebot’je v kazˇ-
de´m okamzˇiku zrˇejme´, jak a kde bude cˇinnost programu pokracˇovat. Proto je take´ tento
prˇı´stup k programova´nı´ historicky starsˇı´.
Nevy´hody jsou z vy´sˇe popsane´ho zrˇejme´. Program stra´vı´ prˇı´lisˇ mnoho cˇasu cˇeka´nı´m
(jeho de´lka se navı´c mu˚zˇe meˇnit), mu˚zˇe vykona´vat pouze jednu cˇa´st programove´ho ko´du
v jeden okamzˇik, prˇestozˇe ma´ dostatek cˇasu, ktery´ by mohl vyuzˇı´t k prova´deˇnı´ jiny´ch
cˇa´stı´ ko´du (typicky vykreslova´nı´, komunikace s dalsˇı´mi procesy apod.).
3.2 Asynchronnı´ komunikace
Vy´sˇe popsane´ nedostatky lze odstranit pouzˇitı´m asynchronnı´ komunikace mezi procesy.
Jejı´ princip je zna´zorneˇn na obra´zku 2. Z neˇj je patrny´ za´sadnı´ rozdı´l proti synchronnı´mu
modelu. Aplikace jizˇ necˇeka´ na odpoveˇd’volane´ho procesu, ale da´l pokracˇuje v cˇinnosti.
Teprve v okamzˇiku, kdy odpoveˇd’dorazı´, provede tu cˇa´st ko´du, ktera´ s prˇijatou odpoveˇdı´
souvisı´.8
Vy´hody jsou opeˇt zrˇejme´, v podstateˇ rˇesˇı´ vsˇechny popsane´ nevy´hody synchronnı´ho
modelu. Asynchronnı´ model komunikace tak umozˇnˇuje psa´t efektivneˇjsˇı´ ko´d schopny´
maxima´lneˇ vyuzˇı´t dostupne´ zdroje.
Prˇesto i tento model ma´ sve´ nevy´hody. Takto napsany´ ko´d je daleko me´neˇ prˇehledny´,
protozˇe obsluzˇne´ procedury mohou by´t ve zdrojove´m ko´du umı´steˇny zcela neza´visle na
procedurˇe volajı´cı´ externı´ proces. Prˇi analy´ze ko´du je tedy potrˇeba sledovat nejen hlavnı´
linii programu, ale take´ vsˇechny obsluzˇne´ procedury, ktere´ by se v danou chvı´li mohly
7Procesem zde rozumı´me naprˇ. jinou aplikaci, I/O sluzˇby OS apod.
8Tato cˇa´st ko´du se oznacˇuje jako CallBack procedura, protozˇe je vyvola´na odpoveˇdı´ jine´ho procesu na na´sˇ
pozˇadavek – tedy obdoba telefonicke´ho zpeˇtne´ho vola´nı´ jak jej zna´me z beˇzˇne´ho zˇivota.
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Obra´zek 1: Sekvencˇnı´ diagram synchronnı´ komunikace procesu˚
Obra´zek 2: Sekvencˇnı´ diagram asynchronnı´ komunikace procesu˚
prova´deˇt. Daleko slozˇiteˇjsˇı´ je rovneˇzˇ ladeˇnı´ takove´ho programu, protozˇe uzˇ nemu˚zˇeme
krokovat po jednotlivy´ch prˇı´kazech.
Da´le se vyskytuje proble´m, ktery´ synchronnı´ model neznal, a to koordinace a syn-
chronizace. Pokud totizˇ odesˇleme neˇkolik pozˇadavku˚ na ru˚zne´ externı´ procesy za sebou,
anizˇ bychom vzˇdy cˇekali na odpoveˇd’ na pozˇadavek prˇedchozı´, mu˚zˇe se sta´t (a dokonce
je to i vy´raznou prˇednostı´ tohoto modelu), zˇe odpoveˇdi dorazı´ v jine´m porˇadı´, nezˇ byly
pozˇadavky odesla´ny. Potom musı´me zajistit, aby obsluzˇne´ procedury byly bud’zcela ne-
za´visle´, nebo aby byly schopny zjistit, zda uzˇ dorazila odpoveˇd’z procesu, s ktery´m jejich
cˇinnost souvisı´. Prˇedstavme si naprˇı´klad, zˇe chceme odeslat zpra´vu emailem, soucˇasneˇ
ji ulozˇit do SQL databa´ze a na´sledneˇ zobrazit uzˇivateli informaci o u´speˇsˇne´m prove-
denı´ akce. Pokud tento u´kol budeme rˇesˇit asynchronneˇ, odesˇleme pozˇadavky na odesla´nı´
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mailu i jeho ulozˇenı´ soucˇasneˇ. V procedurˇe zavolane´ po dokoncˇenı´ kazˇde´ akce pak mu-
sı´me nastavit neˇjaky´ prˇı´znak, abychom tak dali najevo, zˇe tato cˇa´st u´kolu byla provedena.
Pokud obsluzˇna´ procedura jednoho pozˇadavku zjistı´, zˇe druhy´ prˇı´znak jizˇ byl nastaven,
mu˚zˇe informovat uzˇivatele.
Podobneˇ musı´me rˇesˇit i osˇetrˇenı´ chybovy´ch stavu˚. Mu˚zˇe se sta´t, zˇe neˇktera´ operace
selzˇe a my musı´me rozhodnout o dalsˇı´m postupu, protozˇe podobneˇ jako v prˇedchozı´m
prˇı´padeˇ mu˚zˇe vy´sledek jedne´ operace ovlivnit jinou. Rovneˇzˇ musı´me pocˇı´tat s mozˇnostı´
soucˇasny´ch pozˇadavku˚ na cˇtenı´ nebo za´pis do promeˇnny´ch nebo objektu˚ a musı´me tedy
rˇesˇit i jejich zamyka´nı´ a priority v prˇı´stupech k nim.
Te´maty souvisejı´cı´mi s asynchronnı´m prˇı´stupem k programova´nı´ paralelnı´ch aplikacı´
(synchronizace procesu˚, sdı´lenı´ zdroju˚ atd.) se zaby´va´ cela´ rˇada studiı´ a algoritmicky´ch
postupu˚. Protozˇe jde o velmi dobrˇe veˇdecky zpracovanou, ale na´rocˇnou oblast, nebudeme
se jı´ zde da´le veˇnovat. Toto te´ma, specia´lneˇ s ohledemna jazyk C#, je velmi dobrˇe popsa´no
trˇeba v [10].
Je tedy zrˇejme´, zˇe efektivita beˇhu programu si bere danˇ ve formeˇ na´rocˇneˇjsˇı´ tvorby
ko´du a jeho veˇtsˇı´ slozˇitosti. Acˇkoli veˇtsˇina modernı´m programovacı´ch jazyku˚ a vy´vojo-
vy´ch prostrˇedı´ jizˇ obsahuje na´stroje usnadnˇujı´cı´ vy´voj asynchronneˇ orientovany´ch pro-
gramu˚, sta´le zu˚sta´va´ znacˇna´ cˇa´st odpoveˇdnosti na programa´torovi. Nutnost neusta´le mı´t
na pameˇti, zˇe v ktere´mkoli okamzˇiku beˇhu programumu˚zˇe dojı´t k chybeˇ neˇktere´ho asyn-
chronnı´ho procesu, a tedy mnozˇstvı´ podmı´nek a vza´jemny´ch kontrol mezi procesy, cˇasto
vede k tomu, zˇe vy´sledne´ programy nejsou zdaleka tak efektivnı´ jak by by´t mohly prˇi
optima´lneˇ navrzˇene´ koordinaci.
3.3 Koncepce CCR
Pra´veˇ snaha o zjednodusˇenı´ na´vrhu programove´ho ko´du prˇi zachova´nı´ jeho vy´konnosti
vedla ke zrodu CCR. Autorˇi se snazˇili vzı´t to nejlepsˇı´ z obou vy´sˇe zmı´neˇny´ch modelu˚ a
vytvorˇit programa´torovi takove´ podmı´nky, aby se mohl soustrˇedit na hlavnı´ u´cˇel sve´ho
ko´du a mohl se prˇitom spolehnout na to, zˇe bude dostatecˇneˇ efektivnı´ pouzˇitı´m asyn-
chronnı´ho modelu a soucˇasneˇ prˇehledny´ a robustnı´, nebot’odpoveˇdnost za koordinaci a
synchronizaci procesu˚ prˇevezme CCR. Sami autorˇi CCR uva´deˇjı´9, zˇe jejich ambicı´ nebylo
vymyslet novy´ programovacı´ jazyk nebo nove´ algoritmy pro paralelizaci procesu˚, ale
vyuzˇı´t jizˇ dostupne´ mozˇnosti prostrˇedı´ .NET a nabı´dnout knihovnu, ktera´ na jedne´ straneˇ
poskytne programa´torovi sadu velmi jednoduchy´ch a snadno pouzˇitelny´ch metod10 a na
straneˇ druhe´ zajistı´ jejich paralelnı´ asynchronnı´ zpracova´nı´ vı´ce procesy, prˇicˇemzˇ se sama
postara´ o jejich koordinaci a synchronizaci. Vsˇechny da´le zmı´neˇne´ postupy tedy lze jizˇ
dnes realizovat i prˇı´mo prostrˇednictvı´m .NET, ale urcˇiteˇ ne tak prˇehledneˇ a veˇtsˇinou ani
efektivneˇ.
Poznamenejme jesˇteˇ, zˇe CCR nesouvisı´ prˇı´mo a pouze s programova´nı´m roboticky´ch
aplikacı´, acˇkoliMRDS je prvnı´mproduktem, ktery´ jej vyuzˇı´va´, ale je univerza´lneˇ pouzˇitel-
9Prˇı´mo z u´stGeorgeChrysanthakopoulose, jednoho z autoru˚ CCR, si tato slovamu˚zˇe za´jemceposlechnout
v jednom z online tutoria´lu˚ na internetu [11]
10Prˇı´padneˇ cely´ch doporucˇeny´ch postupu˚ pro rˇesˇenı´ typicky´ch proble´mu˚.
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ny´m modelem pro vy´voj libovolny´ch aplikacı´ v prostrˇedı´ .NET.11 Jeho vy´hody vyniknou
samozrˇejmeˇ zvla´sˇteˇ tam, kde pozˇadujeme rychlou a efektivnı´ spolupra´ci velke´ho pocˇtu
procesu˚ (vla´ken), a to je i prˇı´pad typicky´ch roboticky´ch aplikacı´.12
Pozna´mka 3.1 Acˇkoli nova´ verze .NET 4.0 obsahuje prvky paralelismu, nejedna´ se o za-
hrnutı´ CCR do ja´dra .NET, naopak tvu˚rci (viz [13]) CCR pocˇı´tajı´ s vyuzˇitı´m teˇchto prvku˚
a s dalsˇı´m vy´vojem smeˇrem k MRDS 3.0.
V na´sledujı´cı´ cˇa´sti si popı´sˇeme a vysveˇtlı´me jednotlive´ dı´lky mozaiky CCR a uvidı´me
tak, na cˇem je zalozˇen jazyk VPL, jenzˇ je hlavnı´m prˇedmeˇtem za´jmu te´to pra´ce. Vzhledem
k tomu, zˇe pro nasˇe u´cˇely nepotrˇebujeme zacha´zet do prˇı´lisˇny´ch detailu˚, bude vy´klad
problematiky poneˇkud zhusˇteˇny´. Za´jemci o hlubsˇı´ studium tohoto zajı´mave´ho prˇı´stupu
k tvorbeˇ asynchronnı´ch aplikacı´ nalezenou dostatek zdroju˚ v seznamu doporucˇene´ litera-
tury. Za za´kladnı´ lze povazˇovat zejme´na tutoria´l, jenzˇ je soucˇa´stı´ dokumentace k MRDS,
jehozˇ osnovu, byt’ ve zjednodusˇene´ podobeˇ, dodrzˇuje i na´sledujı´cı´ cˇa´st textu13, a take´
vy´borna´ kniha [1].
Princip programovacı´ho modelu CCR je zalozˇen na velmi volneˇ va´zany´ch cˇa´stech
ko´du, ktere´ spolu komunikujı´ vy´hradneˇ prostrˇednictvı´m zpra´v. To usnadnˇuje jejich koor-
dinaci, osˇetrˇova´nı´ chybovy´ch stavu˚ a rozdeˇlova´nı´ syste´movy´ch prostrˇedku˚ mezi neˇ.
CCR vyuzˇı´va´ neˇkolik za´kladnı´ch primitiv, ktere´ si nynı´ popı´sˇeme.
3.3.1 Port
Jde o za´kladnı´ prvek CCR, prostrˇednictvı´m ktere´ho mezi sebou jednotlive´ komponenty
ko´du komunikujı´. Mu˚zˇeme se na neˇj dı´vat jako na dveˇ paralelnı´ fronty, z nichzˇ jedna
uchova´va´ zpra´vy a druha´ jejich prˇı´jemce. Jde o generickou trˇı´du, takzˇe mu˚zˇeme prˇesneˇ
specifikovat typy, ktere´ mu˚zˇe fronta obsahovat, a osˇetrˇit tak prˇı´padne´ chyby v na´vrhu uzˇ
prˇi prˇekladu.
Port<string> portString = new Port<string>();
// vlozˇenı´ dvou zpra´v do portu
portString .Post(”Zkusˇebnı´ text 1−1”);
portString .Post(”Zkusˇebnı´ text 1−2”);
Console.WriteLine(portString.ToString() ) ; // port zobrazı´ v cˇitelne´ podobeˇ svu˚j obsah
Console.WriteLine(portString.ItemCount); //uka´zˇe pocˇet neprˇevzaty´ch zpra´v
Console.WriteLine(portString.Test() ) ; // vyta´hne z portu prvnı´ neprˇecˇtenou zpra´vu (a odstranı´ ji )
Console.WriteLine(portString); // implicitneˇ provede Test()
Vy´pis 1: DemoCCR.cs - demoPort()
11Microsoft poskytuje samostatny´ vy´voja´rˇsky´ balı´k CCR i mimo MRDS, je volneˇ dostupny´ na stra´nka´ch
firmy [12].
12Dalsˇı´mi typicky´mi oblastmi pouzˇitı´, zejme´na ve spojenı´ s da´le popsany´m DSS, jsou naprˇı´klad webove´
sluzˇby, databa´zove´ aplikace apod.
13Zdrojove´ ko´dy da´le uva´deˇny´ch prˇı´kladu˚, stejneˇ jako aplikace, ktera´ umozˇnˇuje jejich odzkousˇenı´, jsou
soucˇa´stı´ CD.
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Port umozˇnˇuje vkla´da´nı´ zpra´v a na´sledneˇ jejich zpracova´nı´ prˇı´jemcem. Na prˇı´kladu
(vy´pis 1) vidı´me, zˇe zpra´vy lze z fronty vybı´rat jednotliveˇ, ale da´le uvidı´me, zˇe jejich
hlavnı´m u´cˇelem je okamzˇite´ zpracova´nı´ prˇı´jemcem ihned po jejich odesla´nı´ na port.
3.3.2 PortSet
Vbeˇzˇny´ch aplikacı´ch se prˇedpokla´da´, zˇe portu˚ budemepouzˇı´vat vı´ce.Abychomnemuseli
vzˇdy specifikovat kazˇdy´ zvla´sˇt’, vcˇetneˇ datove´ho typu, ktery´ je schopen pojmout, ma´me
k dispozici dalsˇı´ primitiv PortSet. Je opeˇt genericky´ a jak vidı´me na prˇı´kladu (vy´pis 2), lze
jı´m velmi jednodusˇe definovat neˇkolik portu˚ pro ru˚zne´ typy najednou.
PortSet<string,int> portSet1 = new PortSet<string,int>(); //lze vytvorˇit portset pro 2−19 typu˚




Console.WriteLine(portSet1.Ports.Count); //uka´zˇe pocˇet vytvorˇeny´ch portu˚
// na´sledujı´cı´ postup nenı´ beˇzˇny´ (da´le si uka´zˇeme lepsˇı´), ale ilustruje princip PortSetu
Console.WriteLine(portSet1.P1); // jizˇ prˇi psanı´ ko´du se mu˚zˇeme odkazovat na vytvorˇene´ porty
prˇı´mo
Console.WriteLine(portSet1.P0); //zde dostaneme instanci Port<string>
Vy´pis 2: DemoCCR.cs – demoPortSet()
Prˇi odesla´nı´ zpra´vy na takto definovany´ PortSet se pak zpra´va podle sve´ho typu sama
zarˇadı´ do prˇı´slusˇne´ho portu.To s sebou prˇina´sˇı´ zejme´na lepsˇı´ cˇitelnost ko´du, jak uvidı´me
da´le.
Protozˇe chceme pro zpracova´nı´ zpra´v pouzˇı´t asynchronnı´ model, tzn., za´lezˇı´ na´m na
tom, aby se zpra´vy zpracova´valy paralelneˇ, musı´me neˇjak zajistit, aby se pro kazˇdou dvo-
jici zpra´va-prˇı´jemce vytvorˇilo vzˇdy nove´ vla´kno, v jehozˇ kontextu se operace zpracova´nı´
zpra´vy prˇı´jemcem provede. Uzˇ zde uvidı´me prvnı´ zrˇetelnou vy´hodu proti „rucˇnı´mu“
ko´dova´nı´ asynchronnı´ch operacı´. Zatı´mco drˇı´ve bychom museli vzˇdy definovat, ktere´
vla´kno ma´ u´lohu prove´st (bud’vytvorˇenı´m nove´ho, nebo jeho vyzˇa´da´nı´m z ThreadPoolu),
ted’pouze specifikujeme podmı´nky, za jaky´ch se majı´ vla´kna vytva´rˇet a CCR sa´m zajistı´,
zˇe budou vytvorˇena prˇesneˇ v okamzˇiku, kdy budou potrˇeba a posle´ze take´ odpovı´dajı´cı´m
zpu˚sobem ukoncˇena.
3.3.3 Dispatcher
K tomu na´m slouzˇı´ trˇı´da Dispatcher. V jejı´m konstruktoru urcˇı´me, kolik vla´ken se smı´
vytva´rˇet. Standardneˇ je povoleno jedno vla´kno pro kazˇde´ CPU, v prˇı´padeˇ jednoproceso-
rove´ho syste´mu pak vla´kna dveˇ (i pokud je vı´ceja´drove´).
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3.3.4 DispatcherQueue
Tato trˇı´da prˇedstavuje frontu pozˇadavku˚ na prˇideˇlenı´ vla´kna ze za´sobnı´ku dostupny´ch
zdroju˚. Tı´mto za´sobnı´kem mu˚zˇe by´t bud’klasicky´ thread pool z CLR, nebo le´pe instance
trˇı´dy Dispatcher, spravujı´cı´ vla´kna v CCR.
VypisVcetneThreadID(”Uka´zka pouzˇitı´ Dispatcher a DispatcherQueue”); //vy´pis vcˇetneˇ aktua´lnı´ho
vla´kna
// vytvorˇenı´ zdroje vla´ken
Dispatcher dispatcher = new Dispatcher(
0, // kolik vla´ken na CPU (0=1:1 nebo 2 pro jedine´ CPU)
”Dispecˇer 1”
) ;
// vytvorˇenı´ fronty na vla´kna
DispatcherQueue taskQueue = new DispatcherQueue( ”Fronta 1” ,dispatcher);
// vytvorˇenı´ dvojice zpra´va−prˇı´jemce, kterou pozˇadujeme vykonat
Task<string> task = new Task<string>(”Zkusˇebnı´ text 3”,zprava =>
{ // anonymnı´ metoda, opeˇt prˇispı´va´ k cˇitelnosti ko´du
VypisVcetneThreadID(zprava); //pro oveˇrˇenı´, zˇe bude vykona´na jiny´m vla´knem
}) ;
// zarˇazenı´ tasku do fronty na volne´ vla´kno
taskQueue.Enqueue(task);
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´pis na konzoli:
Vla´kno 10 : Uka´zka pouzˇitı´ Dispatcher a DispatcherQueue
Vla´kno 10 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 11 : Zkusˇebnı´ text 3
Vy´pis 3: DemoCCR.cs – demoDispatcherQueue()
V tomto prˇı´kladu (vy´pis 3) vidı´me, zˇe mu˚zˇeme do fronty zarˇadit instanci trˇı´dy Task,
kterou tvorˇı´ dvojice zpra´va – metoda. Zde pouzˇı´va´me anonymnı´ metodu v u´sporne´m
za´pisu, ktery´ umozˇnˇuje C# 3.0.14 V okamzˇiku, kdy ve fronteˇ prˇijde na na´sˇ Task rˇada, bude
mu prˇideˇleno vla´kno a v jeho kontextu se metoda provede.
Nynı´ tedy zna´me za´kladnı´ prvky CCR a mu˚zˇeme prˇistoupit k jejich vza´jemne´mu
prova´za´nı´.
Prˇideˇlova´nı´ vla´ken funguje tak, zˇe po prˇı´chodu zpra´vy do portu se nejprve zjistı´, zda
existuje neˇjaky´ prˇı´jemce. Pokud ano, oveˇrˇı´ se, zda je prˇı´jemce schopen zpra´vu zpracovat
(odpovı´da´ datove´mu typu zpra´vy) a v prˇı´padeˇ kladne´ odpoveˇdi se vytvorˇı´ instance trˇı´dy
Task, ktera´ obsahuje zpra´vu a jejı´ho prˇı´jemce (metodu prova´deˇjı´cı´ zpracova´nı´ zpra´vy).
14Jde o syntaxi prˇevzatou z jazyka λ−kalkul
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Tato instance se zarˇadı´ do fronty DispatcherQueue. Fronta pak postupneˇ prˇideˇluje vla´kna
jednotlivy´m tasku˚m a na´sledneˇ se vla´kno vra´tı´ pro dalsˇı´ pouzˇitı´.
3.3.5 Arbiter
Ovy´sˇe popsanou koordinaci se stara´ neˇkolik trˇı´d, souhrnneˇ zvany´ch arbitrˇi (arbiters). Na´-
zev i v cˇesˇtineˇ (arbitr, rozhodcˇı´) pomeˇrneˇ prˇesneˇ vystihuje jejich u´lohu. Majı´ rozhodnout,
kdo bude jakou zpra´vu a s jaky´mi za´vislostmi zpracova´vat. Acˇkoli mu˚zˇeme vytva´rˇet
jejich instance prˇı´mo prˇı´slusˇny´mi konstruktory, da´vajı´ tvu˚rci k dispozici statickou trˇı´du
Arbiter s jejı´mi staticky´mi metodami, ktere´ instanci prˇı´slusˇne´ trˇı´dy vytvorˇı´ a rovnou na-
stavı´ prˇı´slusˇne´ parametry konstruktoru. Jde vlastneˇ o zapouzdrˇenı´ (wrapper) konstrukcı´,
ktere´ bychom jinak pro pla´nova´nı´ a koordinaci museli deˇlat sami a navı´c to opeˇt prˇispı´va´
k lepsˇı´ cˇitelnosti ko´du (syntactic sugar).
Jednotlive´ trˇı´dy arbitru˚ si probereme podrobneˇ, nebot’majı´ prˇı´mou vazbu na viditelne´
a prˇı´mo pouzˇitelne´ vlastnosti a chova´nı´ prvku˚ v jazyce VPL.
• Receiver
Tato trˇı´da sva´zˇe prˇı´jemce s konkre´tnı´m portem. Zajisˇt’uje zavola´nı´ metody prˇı´jemce
prˇi prˇı´chodu nove´ zpra´vy na port. Mu˚zˇeme specifikovat, zda bude perzistentnı´,
potom je tento svazek pevny´ azˇ do jeho explicitnı´ho zrusˇenı´ a prˇı´jemce je zavola´n
pro kazˇdou obdrzˇenou zpra´vu, nebo nebude perzistentnı´ a pak je prˇı´jemce zavola´n
pouze jedenkra´t, prˇi prˇı´chodu prvnı´ zpra´vy. Dalsˇı´ zpra´vy sice bude port prˇijı´mat,
ale prˇı´jemce se o nich jizˇ nedozvı´.
VypisVcetneThreadID(”Uka´zka pouzˇitı´ arbitru Receiver”); //vy´pis vcˇetneˇ aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(vlaken,”Dispecˇer 2”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta 2”, dispatcher);
Port<string> port = new Port<string>();
// sva´zˇeme port s frontou vla´ken a perzistentnı´ instancı´ trˇı´dy Receiver
Arbiter .Activate( // svazek bude ihned aktivnı´=schopen zpracova´vat zpra´vy
taskQueue,
// wrapper pro vytvorˇenı´ instance Receiver
Arbiter .Receive(true, port, zprava => VypisVcetneThreadID(zprava))
) ;
port .Post(”Zkusˇebnı´ text 5−1”);//okamzˇiteˇ by se meˇly zpra´vy zpracova´vat
port .Post(”Zkusˇebnı´ text 5−2”);
port .Post(”Zkusˇebnı´ text 5−3”);
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli (pro vlaken=0)
Vla´kno 09 : Konec uka´zky
Vla´kno 13 : Zkusˇebnı´ text 5−1
Vla´kno 13 : Zkusˇebnı´ text 5−2
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Vla´kno 13 : Zkusˇebnı´ text 5−3
Vy´stup na konzoli (pro vlaken=4):
Vla´kno 09 : Uka´zka pouzˇitı´ arbitru Receiver
Vla´kno 09 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 13 : Zkusˇebnı´ text 5−1
Vla´kno 15 : Zkusˇebnı´ text 5−3
Vla´kno 14 : Zkusˇebnı´ text 5−2
Vy´pis 4: DemoCCR.cs – demoArbiterReceive(int vlaken)
Na prˇı´kladu (vy´pis 4) vidı´me ru˚zny´ vy´stup pro ru˚zneˇ nastaveny´ maxima´lnı´ pocˇet
vla´ken na CPU (viz konstruktor Dispatcher). Protozˇe uka´zka beˇzˇela na jednopro-
cesorove´m stroji (defaultneˇ pouze dveˇ vla´kna), bylo v prvnı´m prˇı´padeˇ vla´kno cˇ. 9
pouzˇito pro hlavnı´ program a pro zpracova´nı´ vsˇech trˇı´ zpra´v se muselo postupneˇ
pouzˇı´t jedno zbyle´ vla´kno. V prˇı´padeˇ povolenı´ cˇtyrˇ soubeˇzˇny´ch vla´ken na jednom
CPU jizˇ mohla by´t kazˇda´ zpra´va zpracova´na vlastnı´m vla´knem. Pouze na konci
se vla´kna musela serˇadit v prˇı´stupu ke spolecˇne´ konzoli termina´lu. Soucˇasneˇ vi-
dı´me, zˇe acˇkoli fronta zajisˇt’uje, zˇe bude zpracova´nı´ zpra´v zaha´jeno v porˇadı´ jejich
dorucˇenı´, nelze tote´zˇ rˇı´ct o dokoncˇenı´ zpracova´nı´, pokud probı´ha´ neˇkolika vla´kny
soubeˇzˇneˇ.
Jesˇteˇ si na vy´pise 5 ukazˇme jizˇ drˇı´ve avizovany´ zjednodusˇeny´ za´pis zpracova´nı´
ru˚zny´ch typu˚ zpra´v prostrˇednictvı´m PortSet. Metoda Activate totizˇ jako poslednı´
parametr vezme pole instancı´ arbitru˚15 – libovolny´ch, mu˚zˇeme tak logiku zpraco-
va´nı´ vystaveˇt na jednom mı´steˇ pro vsˇechny porty i jejich prˇı´jemce.
PortSet<string,int> portSet = new PortSet<string,int>();
// v jednom kroku vytvorˇı´me instance Receiver pro vsˇechny typy zpra´v v portSetu
Arbiter .Activate(taskQueue,
Arbiter .Receive<string>(true, portSet, zprava => VypisVcetneThreadID(zprava)),
Arbiter .Receive<int>(true, portSet, zprava => VypisVcetneThreadID(zprava.ToString()))
) ;
portSet.Post(”Zkusˇebnı´ text 6−1”);//okamzˇiteˇ by se meˇly zpra´vy zpracova´vat
portSet.Post(35);
Vy´pis 5: DemoCCR.cs – demoArbiterReceive2()
• Choice
Trˇı´da slouzˇı´ pro zajisˇteˇnı´ vykona´nı´ pouze jedne´ veˇtve (mutual exclusive) zpracova´nı´
zpra´v. Na prˇı´kladu je demonstrova´no toto chova´nı´ pro PortSet s typy Int32 a String,
ale da´le uvidı´me, zˇe toto rˇesˇenı´ je idea´lnı´ zejme´na pro osˇetrˇenı´ chybovy´ch stavu˚,
kdy jedna jedina´ vy´jimka (odeslana´ jako zpra´va na port) zajistı´ prˇerusˇenı´ zpracova´nı´
ostatnı´ch zpra´v.
Pozna´mka 3.2 Prˇı´jemci ve veˇtvı´ch, ktere´ nemajı´ by´t vykona´ny, jsou okamzˇiteˇ z dal-
sˇı´ho prˇı´jmu zpra´v vyloucˇeni. Tento proces je atomicky´, tzn., zˇe nemu˚zˇe by´t prˇerusˇen
15Prˇesneˇji vsˇech trˇı´d implementujı´cı´ch rozhranı´ ITask<>, ale o tom pozdeˇji.
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jiny´mvla´knem, a je tedy zajisˇteˇno, zˇe bude za vsˇech okolnostı´ vykona´na pouze jedna
jedina´ veˇtev.
Dispatcher dispatcher = new Dispatcher(4, ”Dispecˇer 2”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta 2”, dispatcher);
PortSet<string, int> portSet = new PortSet<string, int>();
// vykona´ se pouze veˇtev, jejı´zˇ zpra´va prˇijde drˇı´v
Arbiter .Activate(taskQueue,
Arbiter .Choice(portSet, // pocˇet veˇtvı´ dle definice portSet
zprava => VypisVcetneThreadID(zprava), //prˇı´jemce pro string







Vy´pis 6: DemoCCR.cs – demoArbiterChoice()
Pozna´mka 3.3 Existuje vı´ce zpu˚sobu˚ za´pisu arbitru Choice, s neˇktery´mi se setka´me
v dalsˇı´m textu, ostatnı´ nalezne za´jemce v dokumentaci k CCR, jezˇ je soucˇa´stı´ balı´ku
MRDS, nebo na [14].
• JoinReceiver
Cˇasto potrˇebujeme prove´st neˇjakou operaci jako reakci na dokoncˇenı´ neˇkolika para-
lelneˇ beˇzˇı´cı´ch u´loh (viz trˇeba vy´sˇe zmı´neˇny´ prˇı´klad s odesla´nı´m a archivacı´ mailu).
K tomuto u´cˇelu slouzˇı´ trˇı´da JoinReceiver. Ma´ neˇkolik zpu˚sobu˚ pouzˇitı´, z nichzˇ dva
si uka´zˇeme na prˇı´kladech (vy´pisy 7 a 8).
Dispatcher dispatcher = new Dispatcher(4, ”Dispecˇer”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
PortSet<string, int> portSet = new PortSet<string, int>();
// metoda se provede, pouze pokud budou obeˇ zpra´vy
Arbiter .Activate(taskQueue,
Arbiter .JoinedReceive(true,portSet.P0,portSet.P1,
// prˇı´jemce − zde anonymnı´ metoda s parametery dle typu˚ obou zpra´v










Vla´kno 25 : String : Zkusˇebnı´ text 8−1, Int : 35
Vla´kno 27 : String : Zkusˇebnı´ text 8−2, Int : 50
Vy´pis 7: DemoCCR.cs – demoArbiterJoin()
Pozna´mka 3.4 Zpra´va je z portu vytazˇena pouze pokud jsou k dispozici zpra´vy
na vsˇech pozˇadovany´ch portech. Proto nehrozı´ uva´znutı´ (deadlock) v prˇı´padeˇ, zˇe
na podobne´ kombinace zpra´v cˇeka´ vı´c prˇı´jemcu˚. Pouze ten, ktery´ ma´ k dispozici
vsˇechny potrˇebne´ zpra´vy je obslouzˇen a zpra´vy jsou z portu odstraneˇny.
VypisVcetneThreadID(”Uka´zka pouzˇitı´ arbitru Join s pocˇtem zpra´v”); //vy´pis vcˇetneˇ
aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(4, ”Dispecˇer”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
Port<string> port = new Port<string>();
int pocetZprav = 10; // kolik posˇleme
int prahReakce = 3; //po kolika chceme spustit metodu
Arbiter .Activate(taskQueue,
// zde odlisˇny´ zpu˚sob za´pisu, nepouzˇı´va´me statickou metodu trˇı´dy Arbiter
port .Join(prahReakce,zpravy =>
{ // nactene zpravy jsou predany jako string []





for ( int x = 1; x <= pocetZprav; x++)
port .Post(”Zkusˇebnı´ text 9−” + x);
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli:
Vla´kno 09 : Uka´zka pouzˇitı´ arbitru Join s pocˇtem zpra´v
Vla´kno 09 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 29 : Zkusˇebnı´ text 9−1
Vla´kno 29 : Zkusˇebnı´ text 9−2
Vla´kno 29 : Zkusˇebnı´ text 9−3
Vy´pis 8: DemoCCR.cs – demoArbiterJoin2()
Prˇı´klad z vy´pisu 8 ukazuje, zˇe mu˚zˇeme nastavit spusˇteˇnı´ obsluzˇne´ metody take´
podle pocˇtu prˇijaty´ch zpra´v dane´ho typu. Arbitr je neperzistentnı´, takzˇe bude me-
toda zavola´na pouze pro prvnı´ vy´skyt dane´ho pocˇtu zpra´v, ovsˇem nic na´m nebra´nı´
v ra´mci obsluzˇne´ metody arbitr znovu aktivovat.
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• MultipleItemReceiver
Na rozdı´l od prˇedchozı´ho prˇı´kladu umozˇnˇuje tato trˇı´da zavolat obsluzˇnou metodu
pro urcˇity´ pocˇet zpra´v v portu, ovsˇem neza´visle na jejich typu (vy´pis 9).
VypisVcetneThreadID(”Uka´zka pouzˇitı´ arbitru MultipleItemReceiver”); //vy´pis vcˇetneˇ
aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(4, ”Dispecˇer”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
PortSet<string,int> portSet = new PortSet<string,int>();
int pocetZprav = 10; // kolik posˇleme
int prahReakce = 3; //po kolika chceme spustit metodu
Arbiter .Activate(taskQueue,
portSet.MultipleItemReceive(prahReakce,(zpravyString,zpravyInt) =>
{ // nactene zpravy jsou predany jako string [], int []
foreach (string zpravaString in zpravyString)
VypisVcetneThreadID(zpravaString);





for ( int x = 1; x <= pocetZprav; x++)
{
portSet.Post(x);
portSet.Post(”Zkusˇebnı´ text 10−” + x);
}
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli:
Vla´kno 09 : Uka´zka pouzˇitı´ arbitru MultipleItemReceiver
Vla´kno 09 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 10 : Zkusˇebnı´ text 10−1
Vla´kno 10 : 1
Vla´kno 10 : 2
Vy´pis 9: DemoCCR.cs – demoArbiterMultipleItemReceiver()
• Interleave
Poslednı´m z arbitru˚ je trˇı´da Interleave. Ta umozˇnˇuje specifikovat, ktere´ cˇa´sti ko´du se
mohou vykona´vat soubeˇzˇneˇ ru˚zny´mi vla´kny a ktere´ majı´ beˇzˇet, pouze kdyzˇ nebeˇzˇı´
jine´ vla´kno, tedy exkluzivneˇ. Na rozdı´l od klasicke´ho asynchronnı´ho modelu zde
programa´tor pouze urcˇı´ strategii a vlastnı´ koordinaci vla´ken uzˇ provede na pozadı´
CCR. Uka´zku pouzˇitı´ vidı´me na vy´pise 10.
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VypisVcetneThreadID(”Uka´zka pouzˇitı´ arbitru Interleave”); //vy´pis vcˇetneˇ aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(4, ”Dispecˇer”);
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
PortSet<string, int, double> portSet = new PortSet<string, int, double>();
Arbiter .Activate(taskQueue,
Arbiter . Interleave(
new TeardownReceiverGroup( //po jejı´m vykona´nı´ se ostatnı´ posluchacˇi odregistrujı´
// !! Receiver ve skupineˇ Teardown nesmı´ by´t perzistentnı´, ale na chybu
neupozornı´ kompila´tor, ale azˇ runtime
Arbiter .Receive<double>(false,portSet,zprava => VypisVcetneThreadID(
zprava.ToString()))),
new ExclusiveReceiverGroup( //beˇzˇı´, pouze pokud nebeˇzˇı´ jine´ zpracova´nı´ zpra´vy
Arbiter .Receive<string>(true,portSet,zprava => VypisVcetneThreadID(zprava)
)),
new ConcurrentReceiverGroup( //mu˚zˇe beˇzˇet soucˇasneˇ vı´c zpracova´nı´ tohoto typu
zpra´vy, ale ne jina´













// vy´sledek za´lezˇı´ take´ na pocˇtu CPU/vla´ken − kdy se dostane zpra´va 3.5 na rˇadu
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli:
Vla´kno 10 : Uka´zka pouzˇitı´ arbitru Interleave
Vla´kno 12 : Zkusˇebnı´ text 11−1
Vla´kno 10 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 12 : 1
Vla´kno 11 : 2
Vla´kno 11 : 3,5
Vy´pis 10: DemoCCR.cs – demoArbiterInterleave()
Pozna´mka 3.5 Vidı´me, zˇe uvnitrˇ arbitru Interleave jsou zapouzdrˇenydrˇı´ve probrane´
arbitry Receiver. Vy´sˇe jsme zmı´nili, zˇe arbitry mohou pla´novat jakoukoli trˇı´du im-
plementujı´cı´ rozhranı´ ITask<>. Protozˇe toto rozhranı´ implementujı´ i arbitry, lze takto
prova´deˇt libovolneˇ hluboke´ zanorˇova´nı´. Tı´m mu˚zˇeme velmi elegantneˇ sestavit ce-
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lou logiku rozhodova´nı´ a koordinace zpracova´nı´ asynchronnı´ch pozˇadavku˚, a to
prˇehledneˇ na jednom mı´steˇ ko´du.
Ve vy´chozı´m nastavenı´ majı´ vsˇechny fronty stejnou prioritu pro vsˇechny zpra´vy.
Potom ale mu˚zˇe docha´zet k tomu, zˇe zpra´v v neˇktere´ fronteˇ bude tolik, zˇe se bude
neu´meˇrneˇ zdrzˇovat jejich zpracova´nı´ (zvla´sˇt’pokud nebude k dispozici potrˇebny´ pocˇet
soubeˇzˇny´ch vla´ken). K eliminaci tohoto proble´mu je mozˇne´ pouzˇı´t rˇı´zenı´ vy´konu front
(throttling). V konstruktoru trˇı´dy DispatcherQueue mu˚zˇeme uve´st nepovinny´ parametr
s urcˇenı´m zpu˚sobu rˇı´zenı´ fronty.
VypisVcetneThreadID(”Uka´zka pouzˇitı´ fronty s rˇı´zenı´m priority”); //vy´pis vcˇetneˇ aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(
8, // potrˇebujeme vı´ce vla´ken
”Dispecˇer”
) ;
PortSet<string, int> portSet = new PortSet<string, int>();
int pocetZprav = 8; // kolik posˇleme
int maxZprav = 3; //max. velikost fronty
// vytvorˇenı´ fronty na vla´kna
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”,dispatcher,
TaskExecutionPolicy.ConstrainQueueDepthDiscardTasks, //ostatnı´ zahodı´
// TaskExecutionPolicy.ConstrainQueueDepthThrottleExecution, //ostatnı´ cˇekajı´
maxZprav); //kolik zobrazit
Arbiter .Activate(taskQueue,
Arbiter .Receive<string>(true, portSet, zprava => VypisVcetneThreadID(zprava)),
Arbiter .Receive<int>(true, portSet, zprava => VypisVcetneThreadID(zprava.ToString()))
) ;
for ( int x = 1; x <= pocetZprav; x++)
{
// Thread.Sleep(200); //zpomalı´me tempo odesı´la´nı´ zpra´v
portSet.Post(x);
portSet.Post(”Zkusˇebnı´ text 12−” + x);
}
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli ( prˇi zahazova´nı´):
Vla´kno 08 : Uka´zka pouzˇitı´ fronty s rˇı´zenı´m priority
Vla´kno 11 : 1
Vla´kno 11 : Zkusˇebnı´ text 12−2
Vla´kno 08 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 13 : Zkusˇebnı´ text 12−7
Vla´kno 09 : Zkusˇebnı´ text 12−1
Vla´kno 15 : Zkusˇebnı´ text 12−8
Vla´kno 16 : 8
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Vy´stup na konzoli ( prˇi cˇeka´nı´):
Vla´kno 09 : Uka´zka pouzˇitı´ fronty s rˇı´zenı´m priority
Vla´kno 12 : 1
Vla´kno 11 : Zkusˇebnı´ text 12−1
Vla´kno 10 : 2
Vla´kno 11 : Zkusˇebnı´ text 12−2
Vla´kno 13 : 3
Vla´kno 10 : Zkusˇebnı´ text 12−3
Vla´kno 10 : 4
Vla´kno 10 : Zkusˇebnı´ text 12−4
Vla´kno 10 : Zkusˇebnı´ text 12−5
Vla´kno 12 : 6
Vla´kno 11 : 5
Vla´kno 10 : Zkusˇebnı´ text 12−6
Vla´kno 10 : 7
Vla´kno 10 : Zkusˇebnı´ text 12−7
Vla´kno 10 : 8
Vla´kno 09 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 10 : Zkusˇebnı´ text 12−8
Vy´stup na konzoli ( prˇi zpomalenı´ a zahazova´nı´):
Vla´kno 09 : Uka´zka pouzˇitı´ fronty s rˇı´zenı´m priority
Vla´kno 10 : 1
Vla´kno 10 : Zkusˇebnı´ text 12−1
Vla´kno 10 : 2
Vla´kno 11 : Zkusˇebnı´ text 12−2
Vla´kno 10 : 3
Vla´kno 11 : Zkusˇebnı´ text 12−3
Vla´kno 10 : 4
Vla´kno 11 : Zkusˇebnı´ text 12−4
Vla´kno 10 : 5
Vla´kno 11 : Zkusˇebnı´ text 12−5
Vla´kno 11 : 6
Vla´kno 10 : Zkusˇebnı´ text 12−6
Vla´kno 11 : 7
Vla´kno 10 : Zkusˇebnı´ text 12−7
Vla´kno 09 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 11 : Zkusˇebnı´ text 12−8
Vla´kno 10 : 8
Vy´pis 11: DemoCCR.cs – demoDispatcherQueueThrottled()
Na prˇı´kladu (vy´pis 11) vidı´me pouzˇitı´ te´tomozˇnosti.Ma´me na vy´beˇr peˇtmetod rˇı´zenı´:
• Unconstrined
Vy´chozı´ nastavenı´, zˇa´dne´ rˇı´zenı´ priority.
• ConstrainQueueDepthDiscardTasks
Mu˚zˇeme nastavit maxima´lnı´ de´lku fronty, zpra´vy, ktere´ se do fronty nevejdou, jsou
z portu odstraneˇny bez zpracova´nı´.
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• ConstrainQueueDepthThrottleExecution
Podobneˇ jako v prˇedchozı´m bodeˇ nastavı´me maxima´lnı´ pocˇet zpra´v, ktere´ jsme
schopni zpracovat. Dokud de´lka aktua´lnı´ fronty pod tento limit neklesne, je vla´kno
odesı´latele uvedeno do stavu sleep.
• ConstrainSchedulingRateDiscardTasks
Zde nastavı´me maxima´lnı´ rychlost prˇı´jmu zpra´v. Vsˇechny zpra´vy, ktere´ vyzˇadujı´
rychlejsˇı´ zpracova´nı´, jsou z fronty odstraneˇny.
• ConstrainSchedulingRateThrottleExecution
Nastavenı´ stejne´ jako u prˇedchozı´ho bodu, port nepovolı´ rychlejsˇı´ prˇı´jem zpra´v nezˇ
stanoveny´ (vla´kno odesı´latele prˇejde do stavu sleep).
Pozna´mka 3.6 Obeˇ metody rˇı´zenı´, ktere´ nutı´ odesı´latele prˇejı´t do rezˇimu sleep tedy prˇe-
na´sˇejı´ nouzi o syste´move´ prostrˇedky (vla´kna=cˇas CPU) na odesı´latele. To je vy´hodne´
zejme´na pokud u´kolem odesı´latele je pouze generovat zpra´vy a zpomalenı´ tedy nijak
neovlivnı´ ostatnı´ funkce aplikace. Naopak v prˇı´padeˇ, zˇe se odesı´latel spole´ha´ na to, zˇe co
nejrychleji „nasype“ zpra´vy do portu a pak bude prova´deˇt jinou cˇinnost, mu˚zˇe by´t toto
nastavenı´ priority prˇı´cˇinou zpomalenı´ jine´ cˇa´sti aplikace. Samozrˇejmeˇ z du˚vodu rˇı´zenı´
procesu˚ beˇzˇı´cı´ch pod operacˇnı´m syste´mem lze tento postup pouzˇı´t pouze na pozastavenı´
jine´ho vla´kna v ra´mci stejne´ho procesu OS.
Naznacˇeny´ model zajisˇt’uje, zˇe se zpra´vy zacˇnou zpracova´vat v porˇadı´ jejich prˇı´chod
do portu, prˇı´padneˇ s vy´sˇe uvedeny´mi mozˇnostmi prioritizace. Pokud ovsˇem pouzˇijeme
pro zpracova´nı´ vı´ce typu˚ zpra´v jednu frontu (naprˇ. prˇi pouzˇitı´ PortSet s vı´ce typy), jsou
vsˇechny zpra´vy rovnocenne´ a na prˇideˇlenı´ vla´kna cˇekajı´ ve stejne´ fronteˇ (i throttling
povazˇuje vsˇechny zpra´vy v ra´mci jedne´ fronty za sobeˇ rovne´). Ma´me-li tedy neˇjakou apli-
kaci, kde se odesı´la´ velke´ mnozˇstvı´ zpra´v jednoho typu a soucˇasneˇ velmi male´ mnozˇstvı´
jine´ho, nicme´neˇ tento druhy´ typ je pro na´s z neˇjake´ho du˚vodu du˚lezˇiteˇjsˇı´ a potrˇebujeme
jeho okamzˇite´ zpracova´nı´, mu˚zˇeme pro zpracova´nı´ portu prˇı´slusˇne´ho typu vytvorˇit sa-
mostatnou frontu. CCR pak zajisˇt’uje spravedlive´ strˇı´da´nı´ jednotlivy´ch front v prˇı´stupu ke
zdroju˚m vla´ken, takzˇe se druha´ fronta dostane k volne´mu vla´knu drˇı´v, nezˇ by odpovı´dalo
celkove´mu porˇadı´ zpra´vy, kdyby se secˇetly oba typy.
3.3.6 Iterator
Dalsˇı´m proble´mem, se ktery´m se setka´me u asynchronnı´ch aplikacı´, je pozˇadavek na
vykona´va´nı´ operacı´ (byt’ asynchronneˇ) v urcˇite´m porˇadı´. Je tedy nutne´, aby CallBack
metodaneˇjak zjistila, zˇe uzˇ bylodokoncˇeno zpracova´nı´ jejı´hoprˇedchu˚dce a soucˇasneˇ neˇjak
informovala sve´ho na´slednı´ka. Takove´muto vza´jemne´mu rˇeteˇzenı´ obsluzˇny´ch metod se
trefneˇ rˇı´ka´ sˇpagetovy´ model.
CCR prˇina´sˇı´ velmi zajı´mave´ rˇesˇenı´ tohoto proble´mu vyuzˇitı´m itera´toru˚. Tento prvek
je v C# k dispozici od verze 2.0 a umozˇnˇuje snadne´ procha´zenı´ uzˇivatelsky definovany´ch
kolekcı´.16 Blı´zˇe se s nimimu˚zˇe cˇtena´rˇ sezna´mit vktere´koli noveˇjsˇı´ ucˇebnici jazykaC# (trˇeba
16Typ objektu˚ a zpu˚sob jejich procha´zenı´ lze libovolneˇ definovat, je pouze trˇeba spra´vneˇ implementovat
rozhranı´ IEnumerable.
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[15]). Prona´s je du˚lezˇite´, zˇe se autoru˚mCCRpodarˇilo vyuzˇı´t jehovlastnostı´ i naprocha´zenı´
jednotlivy´ch cˇa´stı´ ko´du. Zjednodusˇeneˇ rˇecˇeno se do itera´toru ulozˇı´ posloupnost operacı´
urcˇite´ cˇa´sti ko´du ana explicitnı´ zˇa´dostCCR itera´tor vra´tı´ pozici, na ktere´ sema´ vprova´deˇnı´
ko´du pokracˇovat.
Mu˚zˇeme si to prˇedstavit jako beˇzˇny´ u´sek synchronnı´ho ko´du, kdy na jednom rˇa´dku
zavola´me neˇjakou proceduru, cˇeka´me na jejı´ dokoncˇenı´ a teprve pote´ pokracˇujeme na´-
sledujı´cı´m rˇa´dkem. V cˇa´sti zaby´vajı´cı´ se principy asynchronnı´ho programova´nı´ (kapitola
3.2) jsme si vysveˇtlili, zˇe tento postup prˇı´mo pouzˇı´t nelze, protozˇe hlavnı´ vla´kno aplikace
pokracˇuje ve vykona´va´nı´ ko´du na na´sledujı´cı´m rˇa´dku ihned (a eliminujeme tedy cˇeka´nı´
na provedenı´ prˇedchozı´ho prˇı´kazu).
Jak uvidı´me na prˇı´kladu (vy´pis 12), podarˇilo se tvu˚rcu˚m CCR zachovat strukturu
programu zna´mou ze synchronnı´ho programova´nı´ s efektivitou asynchronnı´ho. Je trˇeba
si uveˇdomit jeden podstatny´ rozdı´l, ktery´ nenı´ na prvnı´ pohled patrny´. Zatı´mco u syn-
chronnı´ho modelu vla´kno cˇekalo na dokoncˇenı´ prˇı´kazu, zde se vla´kno (jako syste´movy´
prostrˇedek) ihned vra´tı´ a je k dispozici pro jinou cˇa´st aplikace. Teprve po dokoncˇenı´ po-
zˇadovane´ operace si CCR znovu vyzˇa´da´ volne´ vla´kno a pokracˇuje dalsˇı´m prˇı´kazem. Ve
vy´sledku je tedy aplikace plneˇ asynchronnı´, prˇestozˇe prˇi psanı´ ko´du postupujeme jako




VypisVcetneThreadID(”Uka´zka pouzˇitı´ itera´toru”); //vy´pis vcˇetneˇ aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(4,”Dispecˇer”);
// vytvorˇenı´ fronty na vla´kna
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
Arbiter .Activate(taskQueue,
Arbiter .FromIteratorHandler(enumerator) //vlastnı´ spojenı´ itera´toru s frontou
) ;
for ( int x = 1; x <= 5; x++)
{
Thread.Sleep(50); //trosˇku zpomalı´me cyklus, aby neprobeˇhl cely´ najednou
VypisVcetneThreadID(”hlavnı´ vla´kno” + x);
}
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();




int pocetZprav = 10; // kolik posˇleme
Port<string> port= new Port<string>();
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for ( int x=1;x<=pocetZprav;x++)
{
if (x==5)
yield break; // ukoncˇı´ itera´tor =dalsˇı´ prˇı´kazy uzˇ nebudou provedeny
VypisVcetneThreadID(x+”. vstup do smycˇky”);
port .Post(”Zkusˇebnı´ text 13−”+x);
// zde chceme pocˇkat azˇ do zpracova´nı´ zpra´vy
yield return port .Receive( // jiny´ zpu˚sob vytvorˇenı´ neperz. arbitra Receiver
zprava =>
{








Vla´kno 10 : Uka´zka pouzˇitı´ itera´toru
Vla´kno 11 : 1. vstup do smycˇky
Vla´kno 10 : hlavnı´ vla´kno1
Vla´kno 10 : hlavnı´ vla´kno2
Vla´kno 11 : Zkusˇebnı´ text 13−1
Vla´kno 11 : 1. konec smycˇky
Vla´kno 11 : 2. vstup do smycˇky
Vla´kno 10 : hlavnı´ vla´kno3
Vla´kno 11 : Zkusˇebnı´ text 13−2
Vla´kno 11 : 2. konec smycˇky
Vla´kno 11 : 3. vstup do smycˇky
Vla´kno 10 : hlavnı´ vla´kno4
Vla´kno 10 : hlavnı´ vla´kno5
Vla´kno 10 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 11 : Zkusˇebnı´ text 13−3
Vla´kno 11 : 3. konec smycˇky
Vla´kno 11 : 4. vstup do smycˇky
Vla´kno 11 : Zkusˇebnı´ text 13−4
Vla´kno 11 : 4. konec smycˇky
Vy´pis 12: DemoCCR.cs – demoIterator()
Vidı´me, zˇe v pru˚beˇhu obsluhy zpra´v itera´toru sta´le beˇzˇı´ hlavnı´ vla´kno, takzˇe nenı´
zpracova´nı´m brzdeˇno, a prˇitom ma´me zajisˇteˇno, zˇe jsou zpra´vy vykona´va´ny v prˇesneˇ
urcˇene´m porˇadı´.17
Pozna´mka 3.7 CCR prˇeda´ rˇı´zenı´ dalsˇı´ operaci itera´toru pouze v prˇı´padeˇ, zˇe je prvnı´ ope-
race dokoncˇena. Musı´me si ovsˇem uveˇdomit, zˇe ve vy´sˇe uvedene´m prˇı´kladu je touto
operacı´ arbitr Receiver, ktery´ zajisˇt’uje zpracova´nı´ zpra´vy na dane´m portu. Protozˇe je
17Na mı´steˇ testovacı´ho rˇeteˇzce si pochopitelneˇ spı´sˇe prˇedstavme neˇjakou uzˇitecˇnou operaci, jako je naprˇı´-
klad vkla´da´nı´ za´znamu˚ do databa´ze, kde rovneˇzˇ veˇtsˇinou pozˇadujeme prˇesne´ porˇadı´ kroku˚.
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neperzistentnı´, je zrusˇen ihned po prˇı´jmu prvnı´ zpra´vy a jeho u´kol je tı´m naplneˇn. Kdy-
bychom ho vsˇak definovali jako perzistentnı´, sta´le by do fronty vkla´dal dvojice zpra´va–
prˇı´jemce a pozˇadoval jejich provedenı´ vla´knem. Byl by tedy sta´le aktivnı´ a rˇı´zenı´ by se
nevra´tilo.
Dalsˇı´ prˇı´klady pouzˇitı´ itera´toru nalezne za´jemce v dokumentaci CCR [14], zde je
pro nedostatek mı´sta nebudeme uva´deˇt. Na prˇedchozı´m prˇı´kladu (vy´pis 12) je prˇesto
naznacˇeno, zˇe lze na za´kladeˇ neˇjake´ podmı´nky prova´deˇnı´ teˇla itera´toru take´ ukoncˇit.
Vzpomeneme-li si na vy´sˇe prˇedstavene´ druhy arbitru˚, zrˇejmeˇ pra´veˇ zde nalezneme uplat-
neˇnı´ Choice a Interleave.
3.3.7 Rˇesˇenı´ chyb
V neˇkolika z prˇedchozı´ch prˇı´kladu˚ bylo demonstrova´no, jak lze v CCR identifikovat a
rˇesˇit situace, kdy v neˇktere´ cˇa´sti ko´du dojde k chybeˇ. V te´to souvislosti lze nejle´pe vyuzˇı´t
arbitry Choice a Interleave.
CCR vsˇak umozˇnˇuje i pokrocˇilejsˇı´ techniku rˇı´zenı´ ko´du prˇi vy´skytu chyb, kdy zpra-
cova´nı´ chyb neˇjake´ho veˇtsˇı´ho celku ko´du soustrˇedı´me na jednom mı´steˇ, kam vsˇechna
hla´sˇenı´ o chyba´ch dopravı´me. V CCR tuto u´lohu plnı´ trˇı´da Causality.
Instance te´to trˇı´dy je vzˇdy prˇirˇazena konkre´tnı´mu vla´knu, ve ktere´m se deklarace na-
cha´zı´. Vsˇechny porty, ktere´ v kontextu tohoto vla´kna vytvorˇı´me, si pak kauzalitu nesou
s sebou a prˇena´sˇı´ se i na vla´kna, ktera´ zpra´vy teˇchto portu˚ zpracova´vajı´. Taktoma´me zajisˇ-
teˇno, zˇe pokud na jednom mı´steˇ kauzalitu definujeme, dostaneme se ke vsˇem vy´jimka´m
vznikly´m na te´to a vsˇech nizˇsˇı´ch u´rovnı´ch.
Na na´sledujı´cı´m prˇı´kladu (vy´pis 13) uvidı´me, jak lze jednodusˇe kazˇde´mu dispecˇerovi
prˇirˇadit instanci Causality, cˇı´mzˇ zajistı´me, zˇe vsˇechny vy´jimky, ktere´ se objevı´ ve vla´knech
spravovany´ch dany´m dispecˇerem, budou osˇetrˇeny na jednom mı´steˇ.
VypisVcetneThreadID(”Uka´zka pouzˇitı´ trˇı´dy Causality pro zachyta´va´nı´ vy´jimek”); //vy´pis vcˇetneˇ
aktua´lnı´ho vla´kna
Dispatcher dispatcher = new Dispatcher(4,”Dispecˇer”);
Port<string> port = new Port<string>();
DispatcherQueue taskQueue = new DispatcherQueue(”Fronta”, dispatcher);
int pocetZprav=4; //kolik posˇleme
int ukazatel = 0;
string [] poleStringu=new string[pocetZprav−2]; //o 1 kratsˇı´, aby vyskocˇila vy´jimka
// arbitr pro zpracova´nı´ beˇzˇny´ch zpra´v
Arbiter .Activate(taskQueue,
Arbiter .Receive(true, port, zprava =>
{
poleStringu[ukazatel++] = zprava; // zde cˇeka´m na vy´jimku indexu pole





Port<Exception> portChybovek=new Port<Exception>(); //sem se budou vkla´dat vy´jimky
Causality kauzalita = new Causality(”Kauzalita”, portChybovek);
// musı´me vytvorˇit i arbitra pro zpracova´nı´ chybovek, zde pouzˇı´va´ stejnou frontu
Arbiter .Activate(taskQueue,
Arbiter .Receive(true, portChybovek, zprava => VypisVcetneThreadID(zprava.Message+”: ” +
ukazatel)));
Dispatcher.AddCausality(kauzalita); // prˇirˇazenı´ arbitra
for ( int x = 1; x <= pocetZprav; x++) //odesˇleme da´vkoveˇ neˇkolik zpra´v
port .Post(”Zkusˇebnı´ text 14−” + x);
VypisVcetneThreadID(”Konec uka´zky − stiskneˇte kla´vesu”); //vy´pis ID aktua´lnı´ho vla´kna
Console.ReadKey();
dispatcher.Dispose(); // ukoncˇenı´ vsˇech beˇzˇı´cı´ch vla´ken
Vy´stup na konzoli:
Vla´kno 10 : Uka´zka pouzˇitı´ trˇı´dy Causality pro zachyta´va´nı´ vy´jimek
Vla´kno 10 : Konec uka´zky − stiskneˇte kla´vesu
Vla´kno 12 : Zkusˇebnı´ text 14−1
Vla´kno 14 : Zkusˇebnı´ text 14−4
Vla´kno 11 : Index je mimo hranice pole.: 4
Vla´kno 13 : Index je mimo hranice pole.: 4
Vy´pis 13: DemoCCR.cs – demoCausality()
Pozna´mka 3.8 Vsˇimneˇme si, zˇe acˇkoli majı´ anonymnı´ metody v teˇle arbitru˚ prˇı´stup k lo-
ka´lnı´m promeˇnny´m hlavnı´ho programu (cozˇ je jedna z jejich vy´hod), zde docha´zı´ k ne-
koordinovane´mu prˇı´stupu vı´ce vla´ken k jedne´ promeˇnne´ (ukazatel) najednou. Proto byly
do pole ulozˇeny nikoli prvnı´ dva odeslane´ rˇeteˇzce, ale prvnı´ a poslednı´. Vla´kno zpra-
cova´vajı´cı´ poslednı´ rˇeteˇzec zrˇejmeˇ prˇecˇetlo promeˇnnou drˇı´ve nezˇ zby´vajı´cı´ dveˇ. Vidı´me
idea´lnı´ho kandida´ta na pouzˇitı´ itera´toru.
Kauzality mu˚zˇeme take´ libovolneˇ vnorˇovat, prˇı´padneˇ z vnorˇeny´ch u´rovnı´ naopak
vy´jimky prˇeposı´lat u´rovnı´m vysˇsˇı´m, trˇeba dle jejich typu, a zajistit tak, zˇe kazˇda´ vy´jimka
bude obslouzˇena, pokud mozˇno vzˇdy na te´ u´rovni, na ktere´ vı´me, zˇe na ni doka´zˇeme
vhodneˇ reagovat.
Stejneˇ tak platı´, zˇe nemusı´me strukturu kauzalit meˇnit ani v prˇı´padeˇ spojova´nı´ portu˚
naprˇ. prˇi zpracova´nı´ arbitrem Join, ktery´ v prˇı´padeˇ vy´skytu vy´jimky v kontextu sve´ho
vla´kna ji prˇeposˇle kauzalita´m vsˇech zu´cˇastneˇny´ch portu˚.
3.3.8 Shrnutı´
Za´veˇrem si uved’me neˇktere´ dalsˇı´ specificke´ vlastnosti CCR:
• Du˚lezˇity´m rozdı´lem proti mechanismu uda´lostı´, jak jej zna´me z C#, je naprˇı´klad
to, zˇe mu˚zˇeme zpra´vy do portu odeslat drˇı´ve, nezˇ provedeme registraci prˇı´jemce.
Zpra´vy v portu tak cˇekajı´, azˇ je bude mı´t kdo zpracovat.
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• Beˇzˇny´ prˇı´stup k programova´nı´ asynchronnı´ch aplikacı´ pod .NET vyzˇaduje pevne´
sva´za´nı´ CallBackmetody s urcˇitou operacı´. CCR umozˇnˇuje toto chova´nı´ dynamicky
meˇnit smeˇrova´nı´m zpra´v na ru˚zne´ porty, jejich veˇtvenı´m, slucˇova´nı´m, podmı´nkami
apod.
• Na rozdı´l od mechanismu uda´lostı´ zarucˇuje CCR afinitu zpracova´nı´ zpra´v vu˚cˇi
zdroju˚m vla´ken urcˇeny´m prˇi registraci dispecˇera. Prˇı´jemce tak vzˇdy beˇzˇı´ ve vla´kneˇ
ze zdroje urcˇene´ho prˇı´slusˇny´m dispecˇerem.
• Prostrˇednictvı´m rˇı´zenı´ vy´konu (throttling) lze zajistit snı´zˇenı´ na´rocˇnosti aplikace
zpracova´nı´m pouze neˇktery´ch zpra´v.
• Spra´va vla´ken funguje na podobne´m principu jako ThreadPool sQueueUserWorkItem
(a je s nı´mprostrˇednictvı´m trˇı´dyDispatcher zpeˇtneˇ kompatibilnı´), nicme´neˇ poskytuje
daleko pruzˇneˇjsˇı´ organizaci poskytova´nı´ a vracenı´ vla´ken.
• Syste´m zachyta´va´nı´ vy´jimek v CCR nutı´ programa´tora je take´ konzistentneˇ osˇet-
rˇit. Pokud se totizˇ rozhodne naprˇ. pouzˇı´t arbitra Interleave, musı´ nutneˇ vytvorˇit
obsluzˇnou metodu pro veˇtev Teardown.
• CCR svou podstatou plneˇ asynchronnı´ho modelu umozˇnˇuje situaci, kdy hlavnı´
procedura (prˇı´padneˇ vla´kno cele´ aplikace) skoncˇı´ a prˇesto bude da´l probı´hat zpra-
cova´nı´ zpra´v v jiny´ch vla´knech. Proto je neˇkdy nutne´ hlavnı´ ko´d aplikace umeˇle
udrzˇovat prˇi zˇivoteˇ (keep it busy), prˇestozˇe nema´ nic uzˇitecˇne´ho na pra´ci, prˇı´padneˇ
prˇed ukoncˇenı´m ocˇeka´vany´m aplikace zrusˇit vsˇechny dispecˇery (zavolat Dispose).
Lze nastavit i jine´ chova´nı´, kdy se spolecˇneˇ s koncem aplikace ukoncˇı´ i vsˇechna jı´
vyvolana´ vla´kna.18
• Odesı´la´nı´ zpra´v do portu, ktery´ jesˇteˇ nema´ prˇipojene´ sve´ prˇı´jemce, je na jedne´ straneˇ
pro programa´tora velmi pohodlne´, na druhe´ straneˇ je vsˇak trˇeba mı´t na pameˇti, zˇe
instance portu beˇzˇı´ pod vla´knem, ktere´ jej vytvorˇilo a azˇ do jeho ukoncˇenı´ tedy
Garbage Collector nebude zpra´vy na neˇj zaslane´ rusˇit. To mu˚zˇe v prˇı´padeˇ velmi
zatı´zˇene´ho neobsluhovane´ho portu ve´st ke zbytecˇny´m ztra´ta´m pameˇti. Podobne´
na´sledky mu˚zˇe mı´t i prˇı´lisˇ pomale´ zpracova´nı´ zpra´v ve srovna´nı´ s rychlostı´ jejich
generova´nı´. Zde je na mı´steˇ pouzˇitı´ neˇktere´ z metod rˇı´zenı´ vy´konu (throttling).
18Jesˇteˇ prˇed vytvorˇenı´m prvnı´ho vla´kna je trˇeba nastavit Dispatcher.UseBackThreads = true.
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4 Decentralized Software Services (DSS)
4.1 Vysveˇtlenı´ pojmu
DSS je beˇhove´ prostrˇedı´, ktere´ je postaveno nad CCR a umozˇnˇuje tvorbu a beˇh odlehcˇe-
ny´ch samostatny´ch programovy´ch modulu˚, ktere´ spolu komunikujı´ vy´hradneˇ zpra´vami,
mohou beˇzˇet loka´lneˇ na stejne´m stroji nebo by´t distribuova´ny v cele´ sı´ti.
Stejneˇ jako v prˇı´padeˇ CCR, i zde meˇli autorˇi na mysli zejme´na zjednodusˇenı´ na´vrhu
aplikacı´, jejich snadnou spolupra´ci a nasazenı´ v ra´mci libovolne´ hardwarove´ platformy.
Z pohledu tohoto textu, prima´rneˇ zameˇrˇene´ho na jazyk VPL, je pra´veˇ DSS tı´m stup-
neˇm, ktery´ lezˇı´ bezprostrˇedneˇ podprogramovy´mi blokyVPL a zprostrˇedkova´va´ jimdrˇı´ve
popsane´ funkce a vlastnosti CCR.
Pozna´mka 4.1 Nı´zˇe prezentovany´ popis DSS nebude ani zdaleka u´plny´, je zameˇrˇen
zejme´na na stycˇne´ body mezi DSS, CCR a VPL. Podrobne´ vysveˇtlenı´ vsˇech pojmu˚ a
mozˇnostı´ prostrˇedı´ DSS mu˚zˇe za´jemce najı´t naprˇı´klad v dokumentaci dodane´ spolecˇneˇ
s MRDS, prˇı´padneˇ na [16].
4.2 Struktura sluzˇby
Za´kladnı´ jednotkou aplikace psane´ pro DSS je sluzˇba. Jejı´ struktura je schematicky zna´-
zorneˇna na obra´zku 3.
Strucˇneˇ si vysveˇtlı´me oznacˇenı´ bloku˚, ktere´ na obra´zku vidı´me:
• Service Identifier
Unika´tnı´ na´zev konkre´tnı´ instance sluzˇby v ra´mci dane´ho DSS uzlu.19
• Contract Identifier
Adresa popisu kontraktu. Kontrakt (Contract) slouzˇı´ k popisu sluzˇby (jejı´ho roz-
hranı´ a chova´nı´) a z neˇho jine´ sluzˇby cˇerpajı´ informace o zpu˚sobu komunikace s nı´.
Jde o prosty´ XML soubor a lze jej pohodlneˇ editovat.
• State
Stav sluzˇby – popisuje aktua´lnı´ stav sluzˇby z hlediska plneˇnı´ jejı´ funkce. Jde o in-
formaci, kterou o sobeˇ sluzˇba poskytuje navenek svy´m partneru˚m. V za´sadeˇ je to
soubor promeˇnny´ch, ve ktery´ch si sluzˇba uchova´va´ informace.
• Partners
Seznam sluzˇeb, na nichzˇ dana´ sluzˇba za´visı´. Tyto sluzˇby se pokusı´ beˇhove´ prostrˇedı´
prˇed startem vlastnı´ sluzˇby take´ lokalizovat, prˇı´padneˇ spustit.20
• Main Port
Jde o jediny´ vstupnı´ bod sluzˇby, jı´mzˇ prˇijı´ma´ pozˇadavky svy´ch partneru˚. Se zna-
lostmi CCR si jizˇ umı´me prˇedstavit, zˇe jde vlastneˇ o CCR port, na ktery´ je uvnitrˇ
sluzˇby nava´za´no zpracova´nı´ dosˇly´ch zpra´v.
19Samostatny´ uzel sı´teˇ zajisˇt’ujı´cı´ beˇh sluzˇeb na sveˇrˇene´m HW.
20Lze nastavit, zda se sluzˇba mu˚zˇe spustit i po neu´speˇsˇne´m pokusu o spusˇteˇnı´ svy´ch partneru˚.
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Obra´zek 3: Struktura DSS sluzˇby [17]
• Service Handlers
Jednotlive´ typy zpra´v, jezˇ podporuje Main Port, odpovı´dajı´ funkcı´m sluzˇby. Kazˇdy´
typ zpra´vy potompotrˇebuje obsluzˇnou proceduru (handler), ktera´ zpra´vu zpracuje.
Mnozˇina teˇchto procedur pak tvorˇı´ Service Handlers.
• Notifications
Mimo odpoveˇdi na pozˇadavky partneru˚ mu˚zˇe sluzˇba take´ poskytovat nevyzˇa´dane´
zpra´vy na za´kladeˇ zmeˇny sve´ho vnitrˇnı´ho stavu. Tyto zpra´vy se nazy´vajı´ notifikace
(Notifications).21
Aby sluzˇba sve´ rozhranı´ zprˇı´stupnila jiny´m sluzˇba´m, pouzˇı´va´ takzvanou dll proxy.
Ve vlastnı´m ko´du mu˚zˇeme specifikovat, ktere´ metody a vlastnosti zverˇejnı´me pro-
strˇednictvı´m oznacˇenı´ atributy DataContract Attribute , DataMemberAttribute a DataMember
Constructor Attribute . Vı´ce se o nich dozvı´me z konkre´tnı´ch prˇı´kladu˚ v kapitole 4.8. V du˚-
sledku pak hrajı´ klı´cˇovou roli ve stavebnı´ch prvcı´ch VPL, kde urcˇujı´, jake´ vlastnosti
v editoru uvidı´me a mu˚zˇeme tedy vyuzˇı´vat.
4.3 Komunikace
Cela´ architekturaDSS je zalozˇena na komunikaci prˇesDSSP.22. Jde o pomeˇrneˇ jednoduchy´
textovy´ protokol na za´kladeˇ HTTP, ktery´m si sluzˇby vymeˇnˇujı´ tzv. SOAP23 zpra´vy. Proto
i vsˇechny sluzˇby (jejich spolecˇny´ rodicˇ) majı´ schopnost prˇijı´mat pozˇadavky HTTP Get a
odpovı´dat na neˇ. Vy´hodou potom je, zˇe se sluzˇbami mu˚zˇeme komunikovat i beˇzˇny´m
webovy´m prohlı´zˇecˇem. Do adresove´ho rˇa´dku pouze uvedeme identifika´tor sluzˇby a
v okneˇ prohlı´zˇecˇe bychom meˇli videˇt jejı´ odpoveˇd’. Podobu odpoveˇdi urcˇuje vlastnı´
implementace zpracova´nı´ zpra´vy HTTP Get sluzˇbou. Veˇtsˇinou uvidı´me XML soubor,
ale pro neˇktere´ sluzˇby se prˇı´mo nabı´zı´ jejich stav prostrˇednictvı´m XSLT transformacı´
21Mozˇna´ prˇesneˇjsˇı´mi cˇesky´mi ekvivalenty by byly ozna´menı´ nebo upozorneˇnı´, ale radeˇji se budeme drzˇet
oznacˇenı´ blizˇsˇı´ho origina´lu, zejme´na z du˚vodu prˇehlednosti ko´du.
22Specifikaci protokolu viz [18]
23Simple Object Access Protocol – jde o textovy´ protokol na ba´zi XML.
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Obra´zek 4: Princip registrace notifikacı´ [16]
prezentovat jakoHTML stra´nku. Take´ tutomozˇnost DSS podporuje a jednoduchy´ prˇı´klad
takove´ transformace lze nale´zt v dokumentaci MRDS.
4.4 Notifikace
O tom, zˇe spolu sluzˇby komunikujı´ take´ prostrˇednictvı´m notifikacı´, jsme se uzˇ zmı´nili
v u´vodu kapitoly. Aby sluzˇba veˇdeˇla, komu ma´ notifikaci o zmeˇneˇ sve´ho stavu ode-
slat, obracı´ se na syste´movou sluzˇbu DSS Subscriber Manager.24 Ta spravuje jejı´ seznamy
registrovany´ch prˇı´jemcu˚ jednotlivy´ch notifikacı´. Na obra´zku 4 vidı´me proces vy´meˇny
zpra´v mezi jednotlivy´mi stranami transakce prˇi registraci nove´ho za´jemce o notifikaci.
Odbeˇratel (Subscriber) se nejprve obra´tı´ na vydavatele (Publisher) se zˇa´dostı´ o prˇihla´sˇenı´
k odbeˇru notifikacı´. Vydavatel pak pozˇa´da´ sve´ho Subscriber Managera o zalozˇenı´ nove´ho
odbeˇratele a o vy´sledku odbeˇratele informuje. Prˇi zmeˇneˇ vnitrˇnı´ho stavu posˇle sluzˇba
notifikaci sve´mu manazˇerovi a ten vsˇem prˇihla´sˇeny´m odbeˇratelu˚m zpra´vu prˇeposˇle.25
4.5 Uzˇivatelske´ rozhranı´
Z hlediska DSSmu˚zˇe i uzˇivatelske´ rozhranı´ aplikace a jeho jednotlive´ prvky prˇedstavovat
samostatne´ sluzˇby, ktere´ jsou schopny reagovat na vstupnı´ pozˇadavky a naopak posky-
tovat informace o sve´m stavu. K MRDS, resp. knihovneˇ DSS, jsou prˇilozˇeny vzorove´
uka´zky takovy´chto rozhranı´ (vcˇetneˇ webovy´ch) a je mozˇne´ je libovolneˇ rozsˇirˇovat. Pro-
pojenı´ uzˇivatelske´ho rozhranı´ na ba´ziWPF prostrˇednictvı´mDSS je take´ na´meˇtem jednoho
ze vzorovy´ch prˇı´kladu˚ v dokumentaci MRDS (pod na´zvemWPF Text To Speech UI).
24Veˇtsˇinou si kazˇda´ sluzˇba vytva´rˇı´ vlastnı´ instanci manazˇera
25Jde o obdobu modelu uda´lostı´ z C#.
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4.6 Na´stroje
Soucˇa´stı´ balı´ku DSS v MRDS je i rˇada na´stroju˚ spustitelny´ch z prˇı´kazove´ rˇa´dky, ktere´
mohou pomoci s vy´vojem nebo ladeˇnı´m DSS sluzˇeb. Zejme´na uzˇitecˇne´ jsou utility pro
vyhleda´nı´ sluzˇeb, prˇecˇtenı´ jejich popisu, konfigurace jejich manifestu˚ apod.
4.7 Genericke´ sluzˇby
Onich se dozvı´me vı´ce v samotne´ sekci VPL (kapitola 7.2), ale jde v podstateˇ o univerza´lnı´
sluzˇby, ktere´ poskytujı´ neˇjake´ obecneˇ definovane´ funkce a ktere´ mu˚zˇeme specializovat
pro konkre´tnı´ nasazenı´. Ve VPL jsou takto trˇeba definova´ny obecne´ analogove´ senzory a
na vy´robci HW je pak implementace komunikace s rea´lny´m HW a doplneˇnı´ o specificke´
na´zvoslovı´, kalibraci hodnot apod.
4.8 Vytvorˇenı´ sluzˇby DSS
Bohuzˇel,26 tı´mto te´matem se v origina´lnı´ dokumentaci Microsoftu zaby´va´ cely´ dvana´c-
tistra´nkovy´ tutoria´l a nenı´ mozˇne´ zde postihnout vsˇechny mozˇnosti. Proto si uka´zˇeme
postup opacˇny´ nezˇ u CCR, kde jsme postupovali od za´kladnı´ch bloku˚ k celku. Tady si
prˇedstavı´me zdrojovy´ ko´d hotove´ DSS sluzˇby a v kra´tkosti si popı´sˇeme jednotlive´ jeho
bloky, abychom zı´skali za´kladnı´ prˇedstavu o jeho organizaci.
Nynı´ tedy jizˇ k samotne´ sluzˇbeˇ. Z u´vodu kapitoly 4 jizˇ vı´me, zˇe jednotlive´ sluzˇby spolu
komunikujı´ vy´hradneˇ pomocı´ zpra´v a take´ vı´me, zˇe kazˇda´ sluzˇba obsahuje jeden hlavnı´
port, jeden port urcˇeny´ pro notifikace a pak redirektor pro komunikaci s jiny´mi sluzˇbami.
Protozˇe vsˇechny sluzˇby zalozˇene´ na DSS musı´ povinneˇ implementovat neˇktere´ za´kladnı´
typy zpra´v27, vytvorˇı´ na´m pro novy´ projekt typuDSS sluzˇby Visual Studio rovnou takovy´
prototyp sluzˇby, ktery´ jizˇ tuto podmı´nku splnˇuje. Odpada´ na´m tedy starost s definicı´
jednotlivy´ch portu˚ a prvnı´m u´kolem pak je definovat neˇjakou vlastnı´ zpra´vu. Teoreticky
bychom mohli postupovat prˇesneˇ dle principu˚ CCR a zpra´vy a jejich prˇı´jemce definovat
prˇı´mo, ale DSS prˇina´sˇı´ vysˇsˇı´ u´rovenˇ abstrakce a detaily implementace na nizˇsˇı´ u´rovni
prova´dı´ samo. Toho mu˚zˇeme s vy´hodou vyuzˇı´t a zpra´vy definovat dle prˇipraveny´ch
vzoru˚.
Kazˇda´ sluzˇba vyvı´jena´ v prostrˇedı´ Visual Studia je tvorˇena dveˇma za´kladnı´mi soubory
se zdrojovy´m ko´dem. Prvnı´ z nich vidı´me na vy´pise 14.
Protozˇe z u´sporny´ch du˚vodu˚ byly z vy´pisu˚ odstraneˇny automaticky generovane´ ko-
menta´rˇe jednotlivy´ch metod, je vhodne´ v prˇı´padeˇ pochybnostı´ o spra´vne´m porozumeˇnı´
jejich u´cˇelu prostudovat prˇı´klady na prˇilozˇene´m CD, kde jsou vy´pisy vcˇetneˇ oneˇch ko-
menta´rˇu˚.
1 {
2 public sealed class Contract
3 {
26Ale nasˇteˇstı´ pro potencia´lnı´ autory DSS sluzˇeb









9 public class DemoDSS ServiceState
10 {
11 private int pocitadlo = 0;
12 private string text = ” ” ;
13 private string informace = ”” ;
14
15 [DataMember] //bude serializova´n (soucˇa´stı´ SOAP zpra´vy)
16 public string Informace
17 {
18 get { return informace; }
19 set { informace = value; }
20 }
21
22 // nebude soucˇa´stı´ SOAP zpra´vy − neuvidı´me zvenku
23 public int Pocitadlo
24 {
25 get { return pocitadlo ; }
26 set { pocitadlo = value; }
27 }
28
29 [DataMember] //bude serializova´n (soucˇa´stı´ SOAP zpra´vy)
30 public string Text
31 {
32 get { return text ; }





38 [ServicePort] // PortSet urcˇuje,ktere´ typy zpra´v budeme akceptovat, musı´me sem prˇidat na´mi
vytvorˇene´
39 // jde pouze o pojmenovany´ soubor operacı´, ktere´ podporuje nasˇe sluzˇba
40 public class DemoDSS ServiceOperations : PortSet<DsspDefaultLookup, DsspDefaultDrop,

















56 // / <summary>
57 // / Creates a new instance of Get
58 // / </summary>
59 // / <param name=”body”>the request message body</param>
60 // / <param name=”responsePort”>the response port for the request</param>
61 public Get(GetRequestType body, PortSet<DemoDSS ServiceState, Fault> responsePort)

















78 public Subscribe(SubscribeRequestType body, PortSet<SubscribeResponseType, Fault>
responsePort)






85 // Vytvorˇı´me novy´ typ zpra´vy TextNaVelka s oba´lkou na zası´lany´ pozˇadavek
86 // #########################################################################
87 [DataMemberConstructor]







94 public TextNaVelka(string text)
95 // jeden z konstruktoru˚ Replace<TBody,TResponse> je Replace(TBody)







103 public class TextNaVelkaRequest
104 {







111 public TextNaVelkaRequest(string text)
112 {
113 text = text ;
114 }
115
116 [DataMember] //v proxy bude pouze konstruktor, ktery´ obsahuje tento parametr
117 public string Text
118 {
119 get { return text ; }

















135 public TextNaMala(string text)
136 // univeza´lnı´ , proto zde proti Replace musı´me specifikovat na´zev typu zpra´vy
137 : base(DsspActions.QueryRequest, new TextNaMalaRequest(text)) //na´zev typu





142 // vytvorˇı´me vlastnı´ oba´lku na zası´lanou hodnotu
143 [DataMemberConstructor]
144 [DataContract]
145 public class TextNaMalaRequest
146 {






153 public TextNaMalaRequest(string text)
154 {
155 text = text ;
156 }
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157 [DataMember] //v proxy bude pouze konstruktor, ktery obsahuje tento parametr
158 public string Text
159 {
160 get { return text ; }




165 // vytvorˇı´me vlastnı´ oba´lku na na´vratovou hodnotu
166 [DataMemberConstructor]
167 [DataContract]
168 public class TextNaMalaResponse
169 {






176 public TextNaMalaResponse(string text)
177 {
178 text = text ;
179 }
180
181 [DataMember] //v proxy bude pouze konstruktor, ktery obsahuje tento parametr
182 public string Text
183 {
184 get { return text ; }




Vy´pis 14: DemoDSS Service.cs
Na u´vod bychom si meˇli rˇı´ci, co je vlastneˇ u´kolem sluzˇby z prˇedchozı´ho vy´pisu.
Vzhledem ke zpu˚sobu prezentace vy´sledku˚ sluzˇby na tisˇteˇne´m me´diu nebylo mozˇne´
zvolit zˇa´dnou slozˇiteˇjsˇı´ sluzˇbu s multimedia´lnı´m obsahem, prˇı´padneˇ se vztahem k ovla´-
da´nı´ robotu˚. Pro jednoduchou demonstraci tedy musı´ postacˇit prosta´ funkce prˇevodu
zadane´ho textu na velka´ resp. mala´ pı´smena. Kazˇda´ z teˇchto funkcı´ je implementova´na
poneˇkud odlisˇny´m zpu˚sobem, ktery´ na´m usnadnı´ pochopit neˇktere´ hlavnı´ principy vy-
tva´rˇenı´ sluzˇeb.
Konkre´tneˇ tedy budeme pozˇadovat, aby sluzˇba provedla konverzi na´mi zaslane´ho
textu rˇeteˇzce typu String na velka´ resp. mala´ pı´smena. Soucˇasneˇ pozˇadujeme, aby prˇi
pozˇadavku na konverzi na velka´ pı´smena ulozˇila tento text jako soucˇa´st sve´ho vnitrˇnı´ho
stavu a cely´ obsah sve´ho stavu na´m poslala v odpoveˇdi. V prˇı´padeˇ konverze na mala´
pı´smena posˇle pouze zkonvertovany´ text a svu˚j stav nemeˇnı´.28 V prˇı´padeˇ obou konverzı´
28Pro u´cˇely ladeˇnı´ a prezentace vy´stupu˚ je soucˇa´stı´ vnitrˇnı´ho stavu i textova´ vlastnost Informace, ktera´
se tak technicky meˇnı´ i prˇi konverzi na mala´ pı´smena.
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pak bude jejich celkovy´ pocˇet evidovat jednoduchy´m pocˇı´tadlem, ktere´ je rovneˇzˇ soucˇa´stı´
stavu sluzˇby.
Abychomsituaci da´le nekomplikovali implementacı´ neˇjake´ho uzˇivatelske´ho rozhranı´,
pouzˇijeme s vy´hodou standardneˇ definovanou odpoveˇd’sluzˇby na HTTP pozˇadavek Get.
Ta vracı´ ve formeˇ XML souboru obsah sve´ho stavu a mu˚zˇeme tak velmi snadno ke sluzˇbeˇ
prˇistupovat z webove´ho prohlı´zˇecˇe.
Vytvorˇı´me si tedy dveˇ te´meˇrˇ identicke´ sluzˇby, z nichzˇ prvnı´ bude slouzˇit jako prˇekla-
datel (bude vracet zkonvertovane´ texty) a druha´ bude na za´kladeˇ jednotlivy´ch pozˇadavku˚
Get od prvnı´ sluzˇby tyto konverze pozˇadovat, ukla´dat je do sve´ho stavu a prezentovat
jako XML ve webove´m prohlı´zˇecˇi.
Pro neˇktere´ cˇtena´rˇe bude zrˇejmeˇ neprˇı´jemny´m prˇekvapenı´m, zˇe pro tak trivia´lnı´ ope-
raci bylo trˇeba napsat neˇkolik desı´tek rˇa´dek ko´du. Abychom tedy rozpty´lili zbytecˇne´
obavy, rˇekneˇme si, zˇe vlastnı´ vy´konne´ ja´dro na´mi pozˇadovany´ch funkcı´ se nacha´zı´ na
rˇa´dcı´ch cˇ. 42 azˇ 44 vy´pisu 15. Ostatnı´ ko´d je z veˇtsˇı´ cˇa´sti vygenerova´n Visual Studiem uzˇ
prˇi vytvorˇenı´ nove´ho projektu typu DSS sluzˇba a z mensˇı´ cˇa´sti se jedna´ o velmi jednodu-
che´ „oba´lky“ za´kladnı´ch trˇı´d a metod, ktere´ se vesmeˇs budou ve vsˇech noveˇ vytva´rˇeny´ch
sluzˇba´ch opakovat, snad s maly´mi obmeˇnami.
Je tedy na mı´steˇ prˇedpokla´dat, zˇe pro slozˇiteˇjsˇı´ projekty si jejich autor vytvorˇı´ vlastnı´
sˇablony a prefabrikovane´ vzory29 a rezˇie tak bude minima´lnı´.
Nynı´, kdyzˇ vı´me, co sluzˇba prova´dı´, podı´vejme se detailneˇji na vy´pis jejı´ho ko´du.
Na rˇa´dku 4 vidı´me popis kontraktu. Jde o unika´tnı´ adresu, na kterou se pak budou
obracet jine´ sluzˇby. Protozˇe v nasˇem prˇı´padeˇ vsˇechny sluzˇby pobeˇzˇı´ loka´lneˇ na jednom
PC, mu˚zˇeme ponechat vy´chozı´ adresu generovanou VS.
Na rˇa´dcı´ch 9-36 je pak popis stavu sluzˇby. Jde o informace, ktere´ si o sobeˇ sluzˇba
uchova´va´ a ktere´ prˇı´padneˇ poskytuje smeˇrem ven. K tomu musı´ mı´t priva´tnı´ promeˇnne´
deklarova´ny jako vlastnosti a v prˇı´padeˇ jejich zası´la´nı´ DSSP zpra´vami take´ musı´ mı´t
atribut DataMember.
Na rˇa´dku 40 se deklaruje typ zpra´v, ktere´ bude sluzˇba ochotna prˇijmout na sve´m
hlavnı´m portu. Semmusı´me prˇidat vsˇechny zpra´vy, ktere´ si sami nadefinujeme. Proto na
konci seznamu vidı´me typy TextNaVelka, TextNaMala.
Na dalsˇı´ch neˇkolika rˇa´dcı´ch jsou pak jednotlive´ trˇı´dy teˇchto zpra´v, vcˇetneˇ svy´ch vstup-
nı´ch a vy´stupnı´ch forma´tu˚ a konstruktoru˚. My prˇeskocˇı´me na rˇa´dek 84, kde zacˇı´na´ na´mi
definovana´ trˇı´da nove´ zpra´vy TextNaVelka.
DSS nabı´zı´ neˇkolik prˇeddefinovany´ch typu˚ zpra´v, ktere´ odpovı´dajı´ pozˇadavku˚m pro-
tokolu DSSP, proto mu˚zˇeme jeden z nich vyuzˇı´t. Nasˇi zpra´vu tedy zdeˇdı´me od trˇı´dy
Replace, ktera´ slouzˇı´ k zasla´nı´ nove´ho stavu jine´ trˇı´deˇ. Ta pak tı´mto stavem nahradı´ svu˚j
vlastnı´ a o provedenı´ informuje bud’potvrzujı´cı´, nebo chybovou zpra´vou.
Na rˇa´dku 88 tak rˇı´ka´me, zˇe nasˇe sluzˇba bude posı´lat data pozˇadavku zabalena´ ve trˇı´deˇ
TextNaVelkaRequest, cozˇ se v terminologiiDSS oznacˇuje jako teˇlo (Body) zpra´vy a odpoveˇd’
29Trˇeba ve formeˇ genericky´ch sluzˇeb.
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budeprˇijı´mat naportechpodporujı´cı´chprˇı´jemcele´ho stavu sluzˇby (DemoDSS ServiceState
– viz rˇa´dky 9-36) a standardnı´ch chyb Fault.30
V konstruktoru trˇı´dy (musı´me uve´st i defaultnı´ pra´zdny´) pak vytvorˇı´me novou in-
stanci zˇa´dosti, do ktere´ vlozˇı´me sva´ data (zde jeden rˇeteˇzec).
Na rˇa´dcı´ch 103-121 je vlastnı´ trˇı´da tohoto pozˇadavku, vcˇetneˇ konstruktoru˚ a vlast-
nostı´. Du˚lezˇite´ je u vlastnostı´, ktere´ majı´ by´t nastaveny v konstruktoru, uve´st atribut
DataMember, cˇı´mzˇ si rˇı´ka´me o to, aby pro tuto trˇı´du zprˇı´stupnila proxy pouze ten kon-
struktor, ktery´ danou vlastnost obsahuje jako svu˚j parametr.
Velmi podobneˇ navrhneme i zpra´vu pro konverzi na mala´ pı´smena. Vidı´me pouze,
zˇe jizˇ nedeˇdı´me od trˇı´dy Replace, ale od DsspOperation. Jde o obecneˇjsˇı´ trˇı´du (je to rodicˇ
Replace), kterou mu˚zˇeme pouzˇı´t pro volneˇjsˇı´ definici vlastnı´ch zpra´v.
Nasˇe trˇı´da vypada´ podobneˇ jako v prˇedchozı´m prˇı´padeˇ, pouze na´vratovou zpra´vu jizˇ
netvorˇı´ cely´ stav sluzˇby, ale pouze dalsˇı´ „oba´lka“,ve ktere´ se prˇepravı´ pozˇadovana´ data
(zde zkonvertovany´ rˇeteˇzec).
Protozˇe deˇdı´me od obecne´ trˇı´dy DsspOperation, nesmı´me v konstruktoru zapomenout
nastavit typ akce, kterou budeme prova´deˇt. Specializovane´ trˇı´dy, jako trˇeba pra´veˇReplace
nebo Get jizˇ tento typ majı´ nastaveny´ ve vlastnı´ch konstruktorech.
1 namespace DemoDSS Service
2 {
3 // atributy slouzˇı´ k popisu sluzˇby
4 [Contract(Contract. Identifier ) ]
5 [DisplayName(”DemoDSS Service”)]
6 [Description(”DemoDSS Service service (no description provided)”)]
7 class DemoDSS Service : DsspServiceBase
8 {
9 [ServiceState]
10 DemoDSS ServiceState state = new DemoDSS ServiceState();
11
12 [ServicePort(” /DemoDSS Service”, AllowMultipleInstances = true)]
13 DemoDSS ServiceOperations mainPort = new DemoDSS ServiceOperations();
14
15 [SubscriptionManagerPartner]
16 submgr.SubscriptionManagerPort submgrPort = new submgr.SubscriptionManagerPort();
17





23 protected override void Start()
24 {





30Zde vidı´me jasneˇ na´vaznost na CCR, kdy je definova´n PortSet a zpra´va se spra´vneˇ prˇirˇadı´ do odpovı´-
dajı´cı´ho portu dle sve´ho typu.
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30 public void SubscribeHandler(Subscribe subscribe)
31 {




36 // Musı´me vytvorˇit prˇı´jemce schopne´ reagovat na zpra´vy nasˇeho typu
37 // ####################################################################
38
39 [ServiceHandler(ServiceHandlerBehavior.Exclusive)] //budeme prˇistupovat k pocˇı´tadlu,
takzˇe exkluzivnı´ beˇh vla´kna
40 public IEnumerator<ITask> TextNaVelkaHandler(TextNaVelka zprava) //pouzˇı´va´me itera´tor
, abychom neblokovali hlavnı´ vla´kno
41 {
42 state .Pocitadlo++; // pouze evidujeme pocˇet vykonany´ch prˇekladu˚
43 state .Text = zprava.Body.Text.ToUpper();
44 state .Informace = String.Format(”Dosud vykona´no: {0}, poslednı´: {1}”, state.
Pocitadlo,zprava.Body.Text);
45 zprava.ResponsePort.Post( state); //vrat’ pozitivnı´ ( defaultnı´ ) odpoveˇd’
46 yield break; // cˇekej na dalsˇı´ pokyn ke zpracova´nı´ zpra´vy (vrat’ vla´kno)
47 }
48
49 [ServiceHandler(ServiceHandlerBehavior.Exclusive)] //budeme prˇistupovat k pocˇı´tadlu,
takzˇe exkluzivnı´ beˇh vla´kna
50 public IEnumerator<ITask> TextNaMalaHandler(TextNaMala zprava) //pouzˇı´va´me itera´tor,
abychom neblokovali hlavnı´ vla´kno
51 {
52 // Only update the state here because this is an Exclusive handler
53 state .Pocitadlo++;
54 String odpoved = zprava.Body.Text.ToLower();
55 state .Informace = String.Format(”Dosud vykona´no: {0}, poslednı´: {1}”, state.
Pocitadlo, odpoved);
56 zprava.ResponsePort.Post(new TextNaMalaResponse(odpoved)); //vrat’ pozitivnı´ (
defaultnı´) odpoveˇd’




Vy´pis 15: DemoDSS Service.cs
Na vy´pise 15 druhe´ho zdrojove´ho souboru vidı´me hned po hlavicˇce (deˇdı´me od trˇı´dy
DsspServiceBase, cˇı´mzˇ ma´memimo jine´ zajisˇteˇnu obsluhu standardnı´ch zpra´v) vytvorˇenı´
instance vlastnı´ho stavu sluzˇby (rˇa´dek 10), hlavnı´ho portu pro prˇı´jem zpra´v (13) a portu
pro komunikaci s manazˇerem spravujı´cı´m prˇihla´sˇene´ odbeˇratele notifikacı´.
Na´sleduje konstruktor (rˇa´dek 18) a inicializacˇnı´ procedura, ktera´ se spustı´ po startu
sluzˇby. Sem mu˚zˇeme prˇidat operace, ktere´ pozˇadujeme v te´to fa´zi prove´st.
Da´le vidı´me itera´tor, ktery´ slouzˇı´ pro prˇı´jem zpra´vy typu Subscribe (rˇa´dek 30), jeho
obsah pro na´s nenı´ momenta´lneˇ podstatny´, je ale zrˇejme´, zˇe prˇeposı´la´ pozˇadavek na
registraci sve´mu manazˇerovi.
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Du˚lezˇite´ jsou pro na´s dalsˇı´ dva itera´tory. Prvnı´ z nich se stara´ o prˇı´jemna´mi definovane´
zpra´vy TextNaVelka. Princip a vy´hody itera´toru˚ v prostrˇedı´ CCR jsme si popsali v kapitole
3.3.6, ted’vidı´me jejich prakticke´ uzˇitı´.
V prve´ rˇadeˇ si vsˇimneˇme, zˇe je procedura oznacˇena atributem Exclusive. Tı´m da´va´me
CCR najevo, zˇe budeme chtı´t tento u´sek ko´du vykona´vat jednotliveˇ. Zde na´s k tomu vede
prˇı´stup k priva´tnı´m promeˇnny´m. Jediny´m vstupnı´m parametrem je instance trˇı´dy na´mi
definovane´ zpra´vy, ktera´ obsahuje teˇlo zpra´vy (obsahem je zaslany´ text) a PortSet, na
ktery´ pozˇadujeme zaslat odpoveˇd’. V teˇle metody je pak pouze sled beˇzˇny´ch trivia´lnı´ch
operacı´, vcˇetneˇ jedine´ „uzˇitecˇne´“, kterou je prˇevod prˇijate´ho textu na velka´ pı´smena a
jeho ulozˇenı´ do vnitrˇnı´ho stavu. Vy´sledek (ktery´m je v tomto prˇı´padeˇ cely´ stav sluzˇby
– takove´ chova´nı´ jsme od sluzˇby pozˇadovali) je zasla´n na PortSet zı´skany´ z instance
zpra´vy.31 Nakonec vra´tı´me vla´kno. Prˇi dalsˇı´m zavola´nı´ bude procedura vykona´va´na
znovu od zacˇa´tku.
Itera´tor obsluhujı´cı´ nasˇi druhou zpra´vu TextNaMala je jesˇteˇ o pozna´nı´ jednodusˇsˇı´,
mimo inkrementace pocˇı´tadla odesˇle zkonvertovany´ text na na´vratovy´ port.
Tı´m je cela´ sluzˇba dokoncˇena a prˇipravena plnit sve´ u´koly. Abychom mohli demon-
strovat jejı´ cˇinnost, vytvorˇı´me si dalsˇı´ sluzˇbu (mu˚zˇe jı´t o klidneˇ o standardneˇ vygenero-
vanou novou sluzˇbu) nazvanou trˇeba DemoDSS ServiceKlient a doplnı´me pouze rˇa´dky
z vy´pisu 16 do souboru DemoDSS ServiceKlientTypes.cs a rˇa´dky z vy´pisu 17 do souboru
DemoDSS ServiceKlient.cs. Kompletnı´ zdrojovy´ ko´d takove´ sluzˇby je k dispozici na prˇilo-
zˇene´m CD.
1 using Microsoft.Dss.Core.DsspHttp; //bude umeˇt odpovı´dat na HTTP GET
2 [DataContract]
3 public class DemoDSS Service KlientState
4 {
5 string text ; // budeme uchova´vat zkonvertovany´ text
6
7 [DataMember]
8 public string Text
9 {
10 get { return text ; }





16 public class DemoDSS Service KlientOperations : PortSet<DsspDefaultLookup, DsspDefaultDrop,
Get, Subscribe, HttpGet> //musı´me prˇidat HttpGet
17 {
18 }
19 // musı´me prˇidat definici HttpGet




24 public Get(GetRequestType body)
31Pokudbychomchteˇli poslat chybovou zpra´vu, udeˇla´me to rovneˇzˇ zasla´nı´mna stejny´ port, pouze budeme





28 public Get(GetRequestType body, PortSet<DemoDSS Service KlientState, Fault>
responsePort)
29 : base(body, responsePort)
30 {}
31 }
Vy´pis 16: Podstatne´ zmeˇny v DemoDSS ServiceKlientTypes.cs
1 using Microsoft.Dss.Core.DsspHttp; //bude umeˇt odpovı´dat na HTTP GET
2 using demo = DemoDSS Service.Proxy; //pro snadne´ odkazova´nı´ na druhou sluzˇbu
3
4 namespace DemoDSS Service Klient
5 {
6 [Contract(Contract. Identifier ) ]
7 [DisplayName(”DemoDSS Service Klient”)]
8 [Description(”DemoDSS Service Klient service (no description provided)”)]
9 class DemoDSS Service KlientService : DsspServiceBase
10 {
11 [ServiceHandler(ServiceHandlerBehavior.Concurrent)]
12 public IEnumerator<ITask> HttpGetHandler(HttpGet httpGet)
13 {
14 demo.TextNaVelka vysledek;
15 yield return prekladatelPort .TextNaVelka( state.Text, out vysledek);
16 demo.DemoDSS ServiceState odpoved = vysledek.ResponsePort;
17 if (odpoved == null)
18 {
19 LogError(”Nepodarˇilo se prove´st prˇeklad na velka´”, (Fault)vysledek.ResponsePort
);
20 }
21 state .Text = odpoved.Text; //pouze pro info−bude se updatovat v browseru
22 demo.TextNaMala vysledek2;
23 yield return prekladatelPort .TextNaMala( state.Text, out vysledek2);
24 demo.TextNaMalaResponse odpoved2 = vysledek2.ResponsePort;
25 if (odpoved2 == null)
26 {
27 LogError(”Nepodarˇilo se prove´st prˇeklad na mala´”, (Fault)vysledek2.
ResponsePort);
28 }
29 state .Text += odpoved2.Text; //pouze pro info−bude se updatovat v browseru




34 [Partner(”Prekladatel” , Contract = demo.Contract.Identifier , CreationPolicy =
PartnerCreationPolicy.UseExistingOrCreate)]
35 demo.DemoDSS ServiceOperations prekladatelPort = new demo.
DemoDSS ServiceOperations();
36
37 // / <summary>
38 // / Service start
39 // / </summary>
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Vy´pis 17: Podstatne´ zmeˇny v DemoDSS ServiceKlient.cs
Funkce jednotlivy´ch bloku˚ jsme si uzˇ popsali, takzˇe jenom prˇipomenˇme, zˇe v souboru
DemoDSS ServiceKlientTypes.cs si vytvorˇı´me jednu vlastnost, ktera´ bude soucˇa´stı´ stavu
sluzˇby, abychom tak mohli sledovat jejı´ zmeˇny. Da´le zajistı´me, zˇe sluzˇba bude prˇijı´mat
zpra´vy typu HttpGet, musı´me tedy definovat typy zası´lany´ch a na´vratovy´ch zpra´v vcˇetneˇ
konstruktoru˚ a tento typ take´ zarˇadit mezi prˇijı´mane´ zpra´vy hlavnı´ho portu.32
V souboruDemoDSS ServiceKlient.cspak vytvorˇı´me obsluzˇny´ itera´tor pro zpra´vy typu
HttpGet. V neˇm pouze postupneˇ odesˇleme pozˇadavek na konverzi textu na velka´ pı´smena
a po obdrzˇenı´ odpoveˇdi33 odesˇleme dalsˇı´ pozˇadavek na konverzi na mala´ pı´smena.
Da´le na rˇa´dku 43 nastavı´me pocˇa´tecˇnı´ text, abychom nevolali konverzi s pra´zdny´m
rˇeteˇzcem.
Novinkou je zde na rˇa´dcı´ch 33 a 34 vytvorˇenı´ portu stejne´ho typu jako je hlavnı´ port
partnerske´ sluzˇby.34 Zde si ho vy´stizˇneˇ nazveme prˇekladatel.
Pokud nynı´ spustı´me „klienta“, beˇhove´ prostrˇedı´ zjistı´, zˇe ke sve´ cˇinnosti vyzˇaduje
dalsˇı´ sluzˇbu a pokusı´ se ji spustit. Pokud pracujeme v prostrˇedı´ Visual Studia, vidı´me
v nove´m okneˇ postupneˇ start obou sluzˇeb. Jakmile jsou spusˇteˇny, mu˚zˇeme v prohlı´zˇecˇi
zadat adresu a port klientske´ sluzˇby.35 Meˇli bychom videˇt seznam sluzˇeb beˇzˇı´cı´ch v DSS
uzlu (ten pro na´s rovneˇzˇ spustı´ VS). Po kliknutı´ na na´zev nasˇı´ sluzˇby uvidı´me jejı´ aktua´lnı´
stav v podobeˇ XML souboru.Opakovany´mobnovova´nı´m okna bude docha´zet k odesı´la´nı´
pozˇadavku˚ na „prˇekladatele“ a tı´m ke zmeˇneˇ vlastnosti Text v XML souboru.
Na´sledneˇ se stejny´m zpu˚sobem mu˚zˇeme podı´vat na stav partnerske´ sluzˇby. Zde by
se meˇlo pouze inkrementovat pocˇı´tadlo a do vlastnosti Text ukla´dat pouze text velky´mi
pı´smeny.36
Vy´pis stavu˚ obou sluzˇeb v urcˇity´ okamzˇik jejich beˇhu ukazujı´ obra´zky 6 a 7.
Velmi strucˇneˇ jsme si tedy uka´zali, zˇe nenı´ nijak slozˇite´ sestavit plneˇ funkcˇnı´ sluzˇbu,
ktera´ je schopna komunikovat s jiny´mi a o jejı´mzˇ stavu se mu˚zˇeme prˇesveˇdcˇit webo-
vy´m prohlı´zˇecˇem. Velmi podobny´m zpu˚sobem bychom take´ provedli registraci sluzˇeb
k odbeˇru notifikacı´. Mohli bychom tak trˇeba trˇetı´ „hlı´dacı´ “ sluzˇbou sledovat pru˚beˇh
prova´deˇnı´ nasˇich konverzı´ textu. Neˇktere´ za´kladnı´ postupy najde za´jemce v dokumen-
32Tento postup vcˇetneˇ konkre´tnı´ implementace obsluzˇne´ metody je prˇevzat z dokumentace k MRDS,
konkre´tneˇ DSS Service Tutorial 1.
33Na´vrat do itera´toru po obdrzˇenı´ odpoveˇdi je zajisˇteˇn prˇı´kazem yield return ... – viz kapitola 3.3.6
34Je zrˇejme´, zˇe na port partnerske´ sluzˇby nemu˚zˇeme odeslat jinou zpra´vu, nezˇ je jı´ podporovana´.
35Adresu prˇedpokla´da´me na loka´lnı´m PC localhost, port je defaultneˇ 50000.
36Protozˇe jsme neimplementovali vlastnı´ obsluhuHttpGet, bude pouzˇita defaultnı´, ktera´ vracı´ stav sluzˇby
v SOAP oba´lce, nicme´neˇ pro nasˇe u´cˇely je tato forma cˇitelna´ a tedy dostacˇujı´cı´.
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Obra´zek 5: Postupne´ spousˇteˇnı´ sluzˇeb DSS
Obra´zek 6: Beˇzˇı´cı´ klient
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Obra´zek 7: Beˇzˇı´cı´ prˇekladatel
taci MRDS, ale asi nejlepsˇı´m vodı´tkem pro vlastnı´ na´vrhy je analy´za jizˇ hotovy´ch rˇesˇenı´,
ktery´ch lze jizˇ dnes najı´t dostatek na internetu, za vsˇechny trˇeba [19].
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5 Visual Programming Language (VPL)
5.1 Za´kladnı´ informace ke zpu˚sobu vy´kladu
Nynı´ se dosta´va´me k samotne´mu jazyku VPL. Pro cˇtena´rˇe, ktery´ prosˇel i „nepovinne´“
kapitolyCCRaDSS, bude rˇada rysu˚ tohoto jazyka poveˇdoma´ amnohem snadneˇji pochopı´
pouzˇite´ algoritmy a programove´ konstrukce.
Protozˇe autor prˇedpokla´da´, zˇe ne kazˇdy´ budemı´t chut’a trpeˇlivost procha´zet zdrojove´
ko´dy C# a prˇesto by se chteˇl s VPL sezna´mit, budou prˇı´klady podrobneˇ komentova´ny
i s ohledem na jejich chova´nı´ „pod povrchem“.
Nejprve budou prezentova´ny prˇı´klady pomeˇrneˇ jednoduche´, ovsˇem typicke´ pro neˇ-
jaky´ rys jazyka, postupneˇ bude na´rocˇnost vzru˚stat. Ambicı´ tohoto textu nenı´ vytvorˇit re-
ferencˇnı´ prˇı´rucˇku jazyka, proto je doporucˇeno pru˚beˇzˇneˇ nahlı´zˇet do dokumentaceMRDS.
Namı´stech, kde to bude vhodne´ pro lepsˇı´ pochopenı´ te´matu, bude cˇtena´rˇ odka´za´n prˇı´mo
na konkre´tnı´ kapitolu dokumentace.
Z prostorovy´ch du˚vodu˚ take´ nelze kazˇdy´ krok tvorby programu dokumentovat ob-
ra´zkem, budou zarˇazeny pouze u klı´cˇovy´ch kroku˚ cele´ho procesu, a prˇedpokla´da´ se tedy,
zˇe cˇtena´rˇ bude prˇi aktivnı´m studiu soubeˇzˇneˇ pracovat i prˇı´mo ve vy´vojove´m prostrˇedı´.
K dispozici na prˇilozˇene´m CD ma´ rovneˇzˇ zdrojove´ ko´dy vsˇech zde uva´deˇny´ch prˇı´kladu˚.
Bohuzˇel, acˇkoli VPL je jazyk vizua´lnı´, neˇktere´ vlastnosti, jak uvidı´me da´le, nelze na ob-
ra´zcı´ch zachytit. I proto je velmi du˚lezˇita´ vlastnı´ pra´ce v rea´lne´ aplikaci, kde je mozˇne´
chybeˇjı´cı´ informace zobrazit nebo vyhledat.
5.2 Za´kladnı´ pojmy
5.2.1 Vy´vojove´ prostrˇedı´
Na obr. 8 vidı´me za´kladnı´ obrazovku vy´vojove´ho prostrˇedı´ Visual Programming Langu-
age,37 soucˇa´sti MRDS.
V leve´ hornı´ cˇa´sti okna ma´me k dispozici tzv. za´kladnı´ aktivity (basic activities),
ktere´ tvorˇı´ ja´dro jazyka VPL a ktere´ budeme pouzˇı´vat beˇhem vytva´rˇenı´ vlastnı´ch aplikacı´
nejcˇasteˇji.
V leve´ dolnı´ cˇa´sti okna pak najdeme tzv. sluzˇby (services). Ty prˇedstavujı´, jak uzˇ
na´zev napovı´da´, sluzˇby DSS, ktere´ prova´deˇjı´ neˇjake´ uzˇitecˇne´ operace a ktere´ budeme mı´t
mozˇnost do nasˇı´ aplikace zacˇlenit.38 Jde vlastneˇ o DSS sluzˇby zapouzdrˇene´ v graficke´m
prvku, se ktery´m je mozˇne´ manipulovat prostrˇednictvı´m mysˇi a kla´vesnice. Stejneˇ tak
operace zna´me´ ze sveˇta DSS, jako je posı´la´nı´ zpra´v a odpoveˇdı´, registrace a zası´la´nı´
notifikacı´ apod., jsou ve VPL prezentova´ny graficky.
Strˇednı´ cˇa´st tvorˇı´ hlavnı´ pracovnı´ plocha, tzv. Diagram, kam aktivity a sluzˇby vkla´-
da´me a vytva´rˇı´me z nich funkcˇnı´ celky. Teˇchto diagramu˚ mu˚zˇeme mı´t pro jednu u´lohu
vytvorˇeno i vı´ce a lze mezi nimi pru˚beˇzˇneˇ prˇepı´nat. Pro veˇtsˇinu prvku˚ v diagramu platı´,
37Protozˇe je vy´vojove´ prostrˇedı´ nazva´no stejneˇ jako cely´ jazyk, budeme da´le v textu na mı´stech, kde by
hrozilo nedorozumeˇnı´, pouzˇı´vat oznacˇenı´ editor VPL, prostrˇedı´ VPL apod.
38Jde o vsˇechny zkompilovane´ DSS sluzˇby umı´steˇne´ v podadresa´rˇi bin instalace MRDS.
52
Obra´zek 8: Okno vy´vojove´ho prostrˇedı´ VPL
zˇe o nich podrobneˇjsˇı´ informace zı´ska´me prˇidrzˇenı´m kurzorumysˇi, prˇı´padneˇ jednı´m klik-
nutı´m. V tom prˇı´padeˇ se dostupne´ informace zobrazı´ vpravo dole a je mozˇne´ je i editovat.
Pozna´mka 5.1 Aktivita´m a sluzˇba´m, resp. jejich graficky´m symbolu˚m v diagramu, bu-
deme da´le po vzoru origina´lnı´ dokumentace souhrnneˇ rˇı´kat bloky (blocks). Ve veˇtsˇineˇ
prˇı´padu˚ se totizˇ z hlediska zacˇleneˇnı´ do aplikace rozdı´l mezi aktivitami a sluzˇbami stı´ra´39
a mu˚zˇeme si tak dalsˇı´ vy´klad zjednodusˇit.
Vpravo nahorˇe jsou pak vlastnosti projektu jako celku i jeho jednotlivy´ch cˇa´stı´.
Zejme´na zde nalezneme informace o vytva´rˇeny´ch diagramech a parametrech pro kompi-
laci projektu.
5.2.2 Diagram
Uzˇ jsme se zmı´nili o hlavnı´ pracovnı´ plosˇe VPL, kde vytva´rˇı´me ko´d nasˇı´ budoucı´ VPL
aplikace.Abychomdodrzˇeli konzistenci v pojmech, je trˇeba rˇı´ci, zˇe vy´sledny´mproduktem
39Noveˇ definovana´ aktivita se po kompilaci sta´va´ DSS sluzˇbou a rovneˇzˇ editor VPL v neˇktery´ch situacı´ch
oznacˇuje sluzˇby pojmem aktivita.
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diagramu bude opeˇt DSS sluzˇba, beˇzˇneˇ spustitelna´ v DSS uzlu. Dokonce platı´, zˇe kazˇdy´
diagram v jednom konkre´tnı´m projektu bude tvorˇit samostatnou sluzˇbu.
Pozna´mka 5.2 V prave´m dolnı´m rohu okna editoru najdeme na´stroj pro zmeˇnu meˇrˇı´tka
diagramu (symbol lupy). Ten ocenı´me zejme´na u slozˇiteˇjsˇı´ch a tedy „zadra´tovaneˇjsˇı´ch“
aplikacı´.
5.2.3 Aktivity
Za´kladnı´m prvkem VPL je tzv. aktivita (activity). Jde o cˇa´st programove´ho ko´du prˇedsta-
vovanou graficky´m symbolem, ktera´ neˇjaky´m zpu˚sobem ovlivnˇuje cˇinnost programu.Na
aktivity semu˚zˇemedı´vat jakona obdobu instrukcı´ neboprˇı´kazu˚ beˇzˇny´chprogramovacı´ch
jazyku˚, prˇicˇemzˇ zde program netvorˇı´me sekvencˇnı´m rˇazenı´m teˇchto prˇı´kazu˚, ale grafic-
ky´m zna´zorneˇnı´m toku dat (zpra´v) mezi jednotlivy´mi aktivitami. Mimo veˇtsˇı´ na´zornosti
ve srovna´nı´ s beˇzˇny´m zdrojovy´m ko´dem tento prˇı´stup take´ skry´va´ prˇed uzˇivatelem (pro-
grama´torem) neˇktere´ implementacˇnı´ detaily a prˇedstavuje tak dalsˇı´ zefektivneˇnı´ pra´ce.
Mimo za´kladnı´ch aktivit jizˇ zabudovany´ch do VPL ma´me mozˇnost definovat sve´
vlastnı´. Opeˇt si je mu˚zˇeme prˇedstavit jako analogii podprogramu˚, procedur cˇi funkcı´
z jiny´ch jazyku˚. Take´ zde takmu˚zˇemeaplikaci rozcˇlenit nadı´lcˇı´ u´sekyko´du, ktere´mu˚zˇeme
opakovaneˇ volat jako celek, a soucˇasneˇ tak ko´d zprˇehlednit, nebot’ cela´ aktivita je pak
reprezentova´na jediny´m graficky´m symbolem.40
5.2.4 Datovy´ tok
Datovy´m tokem, cˇi tokem dat (Data flow), budeme cha´pat posloupnost operacı´, ktere´
se postupneˇ vykona´vajı´ na za´kladeˇ pozˇadavku˚ a notifikacı´ prˇeda´vany´ch mezi aktivi-
tami a sluzˇbami. V diagramu tento tok symbolizuje cˇa´ra spojujı´cı´ jednotlive´ bloky. Aby
bylo mozˇne´ snadno zjistit typ pozˇadovane´ operace, majı´ vsˇechny bloky zna´zorneˇny sve´
vstupnı´, vy´stupnı´ a notifikacˇnı´ porty (viz DSS MainPort sluzˇby v kapitole 4.2), a to ru˚z-
ny´mi symboly. Sˇipka (troju´helnı´cˇek) smeˇrˇujı´cı´ dovnitrˇ bloku prˇedstavuje jejı´ vstupnı´ port,
sˇipka smeˇrˇujı´cı´ ven vy´stupnı´ port, kolecˇko pak vy´stup notifikacı´.41 Na obr. 8 jednu tako-
vou sluzˇbu i s vyznacˇeny´mi porty vidı´me.
Pokud tedy potrˇebujeme naprˇ. odeslat zpra´vu z jednoho bloku do druhe´ho, stiskneme
tlacˇı´tko mysˇi nad vy´stupnı´m portem prvnı´ho a ta´hneme ke vstupnı´mu portu druhe´ho,
kde tlacˇı´tko uvolnı´me. Tı´m vytvorˇı´me cˇa´ru prˇedstavujı´cı´ onu cestu zpra´vy. V prˇı´padeˇ, zˇe
dane´ sluzˇby na portu podporujı´ vı´ce typu˚ zpra´v (opeˇt viz kapitola 4.2), nabı´dne na´m VPL
volbu. Typ zpra´vy se pak zobrazı´ vedle prˇı´slusˇne´ho „zapojene´ho“ portu.
40Od verze R2 lze navı´c pro uzˇivatelsky definovanou aktivitu vlozˇit i vlastnı´ ikonu.
41Blizˇsˇı´ informace o vy´meˇneˇ zpra´v v kapitole 4, zde pouze strucˇneˇ. Beˇzˇny´mi porty si jedna sluzˇba vyzˇa´da´
neˇjakou informaci od druhe´ a ta na´sledneˇ na vy´stupnı´ port zasˇle odpoveˇd’. Odpoveˇd’ je tedy prˇı´mo sva´za´na
s jednı´m konkre´tnı´m pozˇadavkem. Naopak notifikacemi informuje sluzˇba sve´ zaregistrovane´ posluchacˇe
o zmeˇna´ch sve´ho vnitrˇnı´ho stavu. Notifikace tedy probı´hajı´ automaticky a mimo u´vodnı´ registraci je nenı´
trˇeba aktivneˇ vyzˇadovat.
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5.2.5 Instance aktivit
Za´sadnı´m pojmem ve VPL jsou instance aktivit. Vezmeˇme neˇjakou sluzˇbu a umı´steˇme
ji do diagramu. Opakujme tuto akci znovu a uvidı´me, zˇe se na´s VPL pta´, zda ma´ vlozˇit
pu˚vodnı´ sluzˇbu (nabı´dne se shodny´ na´zev), nebo prˇidat novou. Za´sadnı´ rozdı´l spocˇı´va´
v tom, zˇe kazˇda´ instance prˇedstavuje jednu samostatneˇ spusˇteˇnou sluzˇbu v ra´mci DSS
uzlu s vlastnı´m vnitrˇnı´m stavem a vlastnı´m zpracova´nı´m zpra´v. Podı´vejme se tedy, procˇ
je mozˇne´ (a uzˇitecˇne´) vkla´dat neˇkolikra´t stejnou instanci te´zˇe aktivity.
Pokud si do diagramu umı´stı´me neˇjakou sluzˇbu, vidı´me, zˇe ma´ vyznacˇeny vsˇechny
sve´ porty (viz obr. 9 nahorˇe). Nynı´ si vlozˇme jiny´ blok (mu˚zˇe jı´t o za´kladnı´ aktivitu ale
i jinou sluzˇbu) a pokusme se vytvorˇit spojenı´ mezi obeˇma bloky, jak je zna´zorneˇno na
obr. 9 uprostrˇed. Vidı´me, zˇe nevyuzˇite´ notifikacˇnı´ porty uzˇ vykresleny nejsou a nemeˇli
bychom tedy notifikace jak zaregistrovat a tedy ani dosta´vat. Jediny´m rˇesˇenı´m zde je
pra´veˇ vlozˇenı´ stejne´ aktivity jesˇteˇ jednou. Na noveˇ vlozˇene´ ikoneˇ jizˇ notifikacˇnı´ port
k dispozici je. Podobna´ situace nastane, pokud naopak zapojı´me pra´veˇ notifikacˇnı´ port
jako vstup dat pro jiny´ blok. Pak vidı´me (viz obr. 9 dole), zˇe jizˇ nenı´ vykreslen ani vstupnı´
port. Tı´m na´m editor VPL da´va´ na veˇdomı´, zˇe notifikace nevyzˇadujı´ zˇa´dny´ pozˇadavek,
ale prˇicha´zejı´ sponta´nneˇ. Tato vlastnost VPLmu˚zˇe by´t na jednu stranu poneˇkudmatoucı´,
protozˇe stejna´ aktivita se pakmu˚zˇe v diagramu (prˇı´padneˇ neˇkolika diagramech najednou)
vyskytovat vı´cekra´t a nema´me tak na´zornou kontrolu nad tokem zpra´v, na druhe´ straneˇ
je vsˇak velmi mocny´m na´strojem ke zvy´sˇenı´ prˇehlednosti slozˇiteˇjsˇı´ch algoritmu˚. Asi nenı´
teˇzˇke´ si prˇestavit zmeˇt’ krˇı´zˇı´cı´ch se cˇar, kterou by byl diagram pokryt, pokud by naprˇ.
komunikovaly cˇtyrˇi bloky navza´jem kazˇdy´ s kazˇdy´m. Navı´c v cele´m textu pra´ce neusta´le
zminˇujeme asynchronnı´ paralelnı´ prova´deˇnı´ operacı´ a toto je nejlepsˇı´mdu˚kazem, zˇe i VPL
je na neˇm zalozˇen a plneˇ ho podporuje. Nic42 totizˇ syste´mu nebra´nı´ prova´deˇt neza´visle´
cˇa´sti ko´du zcela autonomneˇ a „zadra´tovany´“ diagram by naopak pro programa´tora mohl
vytva´rˇet iluzi synchronnı´ho zpracova´nı´.
42O neˇktery´ch omezenı´ch se prˇesto zmı´nı´me v ra´mci prakticky´ch prˇı´kladu˚ v kapitole 7.17.
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Pozna´mka 5.3 Vsˇimneˇme si, zˇe znovu vlozˇena´ instance sluzˇby je v diagramu nazva´na
stejneˇ. Pokud v neˇktere´m bloku toto jme´no zmeˇnı´me, zmeˇnı´ se rovneˇzˇ ve vsˇech blocı´ch
te´zˇe instance.Naopak, pokudvlozˇı´me instanci novou, editor automatickyzmeˇnı´ jejı´ jme´no
tak, aby byl blok odlisˇitelny´. Je proto dobry´m zvykem si jednotlive´ instance prˇejmenovat
naprˇ. v souladu s jejich u´lohou v aplikaci.
5.2.6 Promeˇnne´
Beˇzˇny´ programpsany´ v te´meˇrˇ libovolne´m jazyceprˇedpokla´da´ existenci neˇjaky´chpromeˇn-
ny´ch pro docˇasne´ uchova´nı´ pozdeˇji zpracovatelny´ch informacı´. Protozˇe VPL je zalozˇen
na sluzˇba´ch DSS, ktere´ nemajı´ zˇa´dny´ spolecˇny´ kontext a komunikujı´ spolu vy´hradneˇ
zpra´vami, mohou tyto promeˇnne´ by´t pouze soucˇa´stı´ stavu sluzˇby a jejich hodnoty pak
mohou by´t prˇeda´va´ny jako obsah zpra´v.
Ve VPL tedy mu˚zˇeme definovat vlastnı´ promeˇnne´, ktere´ se stanou soucˇa´stı´ vnitrˇnı´ho
stavu budoucı´ sluzˇby, ovsˇem nemu˚zˇeme je sdı´let mezi vı´ce diagramy. Naopak jejich hod-
noty mu˚zˇeme libovolneˇ prˇeda´vat prostrˇednictvı´m zpra´v a take´ do nich obsah prˇijaty´ch
zpra´v ukla´dat.
Pozna´mka 5.4 Vy´sˇe rˇecˇene´ je velmi du˚lezˇite´ naprˇı´klad v prˇı´padeˇ, kdy kopı´rujeme cˇa´st
VPL ko´du z jednoho diagramu do druhe´ho. Editor za na´s totizˇ spolecˇneˇ s prˇeneseny´mi
graficky´mi prvky vytvorˇı´ i prˇı´slusˇne´ promeˇnne´, stejneˇ nazvane´, ovsˇemodkazujı´cı´ na zcela
samostatne´ instance. Mu˚zˇeme tak do ko´du zane´st velmi obtı´zˇneˇ laditelne´ chyby.
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5.3 Za´kladnı´ aktivity
Na obr. 10 vidı´me obsah okna Basic activities, ovsˇem uzˇ vlozˇeny´ do okna diagramu a
vytva´rˇejı´cı´ jakousi cˇa´st aplikace. Zde poznamenejme, zˇe se nejedna´ o zˇa´dny´ smysluplny´
ko´d, jeho jediny´m u´kolem je demonstrovat zpu˚soby pouzˇitı´ teˇchto aktivit.
K zı´ska´nı´ detailnı´ch informacı´ o kazˇde´ ze za´kladnı´ch aktivit si mu˚zˇeme v tomto
okamzˇiku vzı´t na pomoc referencˇnı´ manua´l jazyka VPL, kde najdeme mimo slovnı´ho
popisu take´ prˇesneˇ vyjmenovane´ podporovane´ operace a datove´ typy. Zde si pouze
v kra´tkosti popı´sˇeme za´kladnı´ pouzˇitı´, prˇı´padneˇ zmı´nı´me neˇktera´ omezenı´.
5.3.1 Data
Jde o blok slouzˇı´cı´ k prˇeda´nı´ konkre´tnı´ hodnoty neˇjake´ho datove´ho typu. Nejcˇasteˇji se
pouzˇı´va´ k inicializaci promeˇnny´ch, prˇı´padneˇ prˇeda´va´nı´ konstantnı´ch hodnot, zna´my´ch
jizˇ prˇi na´vrhu aplikace.
Na obra´zku vidı´me, zˇe obsahuje hodnotu 45 typu int. Blok obsahuje vstupnı´ i vy´-
stupnı´ port, ovsˇem prova´dı´ pouze jedinou operaci, a to prˇeda´nı´ sve´ hodnoty na za´kladeˇ
prˇı´chozı´ho pozˇadavku na vy´stupnı´ port. Typ vstupnı´ operace nemusı´ by´t specifikova´n,
pouze se prˇipojı´ tok dat.
Pozna´mka 5.5 Zde si vsˇimneˇme zajı´mave´ situace. Do vstupnı´ho portu nenı´ zapojena
zˇa´dna´ cˇa´ra, zˇa´dny´ pozˇadavek tedy neprˇicha´zı´. Jde o dalsˇı´ ze specificky´ch rysu˚ VPL. Po-
kud totizˇ „zapojı´me“ pouze vy´stupnı´ port, prˇedpokla´da´ se automaticky, zˇe prˇı´slusˇny´
pozˇadavek ma´ by´t vysla´n okamzˇiteˇ po startu sluzˇby, nevyzˇaduje-li ovsˇem neˇjakou hod-
notu. Pohybujeme se v prostrˇedı´ asynchronnı´ch paralelnı´ch operacı´, proto se takto budou
chovat vsˇechny aktivity, ktere´ stejny´m zpu˚sobem ponecha´me bez prˇipojene´ho vstupnı´ho
portu, a vsˇechny pozˇadavku se vysˇlou soucˇasneˇ.43
5.3.2 Calculate
Tento blok ma´ za u´kol prove´st neˇjakou za´kladnı´ operaci s prˇedany´mi daty a vy´sledek
poslat na svu˚j vy´stupnı´ port. Seznam operacı´ a zpu˚sob jejich za´pisu opeˇt nalezneme v re-
ferencˇnı´ prˇı´rucˇce. Nejcˇasteˇjsˇı´m pouzˇitı´m aktivity Calculate je u´prava hodnot promeˇnny´ch
prˇednebopoodesla´nı´ zpra´vy, prˇı´padneˇ vy´beˇr a prˇeda´nı´ vhodne´ promeˇnne´ ze sdruzˇene´ho
toku dat (viz Join 5.3.7).
Zde na obra´zku se hodnota vstupnı´ promeˇnne´ value zdvojna´sobı´ a posˇle da´l.
5.3.3 Variable
Pokud potrˇebujeme ulozˇit neˇjakou hodnotu pro pozdeˇjsˇı´ pouzˇitı´, pouzˇijeme blokVariable.
Z rozbalovacı´ho seznamu si bud’ vybereme jizˇ vytvorˇenou promeˇnnou, nebo klepnutı´m
na symbol trˇı´ tecˇek vyvola´me dialog s mozˇnostı´ zalozˇenı´ nove´. Pod na´zvem promeˇnne´
vidı´me i jejı´ datovy´ typ, cozˇ prˇispı´va´ k eliminaci chyb z nepozornosti.
43Platı´ to ovsˇem pouze pro hlavnı´ diagram, nikoli naprˇ. pro uzˇivatelsky definovane´ aktivity, jak uvidı´me
da´le.
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Aktivita poskytuje pouze dveˇ operace Get a Set. Pozor na to, zˇe v obou prˇı´padech se
pozˇadavek posı´la´ na vstupnı´ port a vy´sledna´ hodnota na vy´stupnı´. Obcˇas totizˇ pu˚sobı´
poneˇkud matoucı´m dojmem oznacˇenı´ Getmezi dveˇma bloky, prˇicˇemzˇ skutecˇna´ hodnota
se prˇeda´va´ neˇkomu jine´mu z vy´stupnı´ho portu.
Na obra´zku tedy je hodnota 0.9 typu Double vlozˇena do promeˇnne´ Rychlost a tato
hodnota je odesla´na da´l.
Soucˇasneˇ si take´ musı´me vysveˇtlit, zˇe k obsahu promeˇnne´ nemusı´me prˇistupovat
pouze prˇes blokVariable. Na prˇı´kladu druhe´ho blokuCalculate vlevo dole vidı´me prˇevzetı´
hodnoty promeˇnne´ Povel. To, zˇe se jedna´ o promeˇnnou, pozna´me podle prefixu state .44
Pozna´mka 5.6 Prˇı´pad state .Povel rovneˇzˇ demonstruje zpu˚sob, jaky´mprˇistupujemeobecneˇ
k hloubeˇji zanorˇeny´m promeˇnny´m. Ve zpra´va´ch lze totizˇ prˇeda´vat i slozˇiteˇjsˇı´ promeˇnne´
(trˇı´dy) obsahujı´cı´ dalsˇı´ cˇlenske´ promeˇnne´.
5.3.4 Switch
Jde o obdobu prˇı´kazu switch z beˇzˇny´ch programovacı´ch jazyku˚ a umozˇnˇuje veˇtvit datovy´
tok podle obsahu konkre´tnı´ promeˇnne´. Veˇtve mu˚zˇeme libovolneˇ prˇida´vat, prˇicˇemzˇ ale
vzˇdy platı´, zˇe dalsˇı´ smeˇr toku se uplatnı´ pouze v prˇı´padeˇ u´plne´ shody vstupnı´ promeˇnne´
a hodnoty uvedene´ v poli prˇı´slusˇne´ veˇtve.
Pozna´mka 5.7 Vsˇimneˇme si zpu˚sobu za´pisu textovy´ch rˇeteˇzcu˚. Pro odlisˇenı´ od na´zvu˚
promeˇnny´ch je pı´sˇeme v uvozovka´ch. Toto ovsˇem platı´ pouze tam, kde je za´meˇnamozˇna´.
Naprˇı´klad do bloku Variable typu String ukla´da´me text prˇı´mo.
Dalsˇı´ tok dat pokracˇuje stejneˇ, jako by Switch v cesteˇ zarˇazen nebyl, tedy zu˚sta´va´ stejny´
typ zpra´vy i obsah.
5.3.5 If
Jde o klasicke´ veˇtvenı´ datove´ho toku na za´kladeˇ splneˇnı´ neˇjake´ podmı´nky. Na rozdı´l od
Switch se zde neporovna´va´ hodnota v poli se vstupnı´ hodnotou, ale urcˇuje se libovolna´
logicka´ podmı´nka. Veˇtve se mohou libovolneˇ prˇida´vat, prˇicˇemzˇ platı´, zˇe se ve vyhodno-
cova´nı´ postupuje odshora dolu˚. Teprve pokud nevyhovı´ podmı´nka zˇa´dna´, tok pokracˇuje
od portu oznacˇene´ho else.
Pozna´mka 5.8 Vidı´me, zˇe zde vlastneˇ o zˇa´dne´ veˇtvenı´ nejde, pouze se dalsˇı´ tok dat pod-
minˇuje. Nemusı´me tedy za kazˇdou cenu zapojovat vsˇechny porty vsˇech bloku˚, prˇı´padneˇ
uzavı´rat vsˇechny alternativnı´ cesty. V prˇı´padeˇ asynchronnı´ho rˇı´zenı´ je beˇzˇne´, zˇe probı´ha´
vı´ce operacı´ soucˇasneˇ a naprˇı´klad notifikace, ktere´ prˇicha´zejı´ „samy od sebe“ lze takto
nejle´pe filtrovat. Pokud podmı´nce nevyhovı´ tato, trˇeba jı´ vyhovı´ ta prˇı´sˇtı´. Na na´mi zobra-
zene´m prˇı´kladu pochopitelneˇ takto nastavena´ podmı´nka prˇijde ke slovu pouze jednou,
pak uzˇ se do tohoto bodu program nikdy nedostane, protozˇe nema´ odkud prˇijı´t zpra´va
s pozˇadavkem.
44Oznacˇenı´ je opeˇt konzistentnı´ s koncepcı´ promeˇnny´ch jako soucˇa´stı´ vnitrˇnı´ho stavu (state) sluzˇeb.
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5.3.6 Merge
Pokud si vyzkousˇı´me do jizˇ obsazene´ho vstupnı´ho portu neˇjake´ aktivity prˇipojit dalsˇı´
pozˇadavek, zjistı´me, zˇe cˇa´ru nemu˚zˇeme na mı´steˇ vstupnı´ho portu cı´love´ aktivity napo-
jit. Obcˇas (spı´sˇ cˇasto) se ovsˇem vyskytne potrˇeba spojit vı´c pozˇadavku˚45, prˇicˇemzˇ na´m
neza´lezˇı´ na tom, ktera´ zpra´va prˇijde drˇı´v, chceme pokracˇovat ihned po obdrzˇenı´ te´ prvnı´.
5.3.7 Join
Podobnou funkci, tedy sloucˇit tok, ma´ i tato aktivita, ovsˇem na rozdı´l od Merge cˇeka´, azˇ
ma´ k dispozici zpra´vy na vsˇech svy´ch vstupnı´ch portech. Teprve potom vysˇle zpra´vu
na svu˚j vy´stupnı´ port. Jejı´m obsahem je pak sloucˇeny´ tok ze vsˇech toku˚ vstupnı´ch, prˇi-
cˇemzˇ pro odlisˇenı´ v dalsˇı´ fa´zi zpracova´nı´ jsou pu˚vodnı´ zpra´vy zapouzdrˇeny a oznacˇeny
na´zvy uvedeny´mi v prˇı´slusˇny´ch polı´ch Join. V nasˇem prˇı´padeˇ tedy teprve po dokoncˇenı´
pru˚chodu vsˇech trˇı´ dı´lcˇı´ch veˇtvı´ na vstup Join dojde k odesla´nı´ pozˇadavku na aktivitu
Activity.
Pozna´mka 5.9 Pro efektivnı´ pra´ci s prostrˇedı´m VPL na´m pomu˚zˇe veˇdeˇt, zˇe kdyzˇ pokus
s prˇipojenı´m na jizˇ obsazeny´ port zopakujeme, ale tentokra´t tlacˇı´tko mysˇi uvolnı´me
kdekoli nad cˇarou vedoucı´ do tohoto portu, nabı´dne na´m syste´m spojenı´ s jizˇ existujı´cı´m
tokem, dle nasˇı´ volby bud’Merge nebo Join.
Pozna´mka 5.10 Pro spra´vnou funkci Join je ovsˇem potrˇeba, aby vstupnı´ veˇtve nebyly
zcela neza´visle´, protozˇe pak by mohly by´t vykona´va´ny v samostatny´ch vla´knech a nikdy
se nepotkat. Naprˇı´klad nelze takto spojovat zpra´vy od dvou notifikacı´. Nejcˇasteˇji tedy
tento zpu˚sob sdruzˇenı´ toku˚ pouzˇijeme tam, kde neˇjaky´ pu˚vodnı´ pozˇadavek je rozdeˇlen
na vı´ce ru˚zny´ch cest, jejichzˇ doba zpracova´nı´ se mu˚zˇe i vy´razneˇ lisˇit, a my potrˇebujeme,
aby tok pokracˇoval azˇ po splneˇnı´ vsˇech dı´lcˇı´ch u´kolu˚. Vzpomenˇme si trˇeba na prˇı´klad
s mailem z kapitoly 3.2.
Pozna´mka 5.11 V poslednı´ch bodech ty´kajı´cı´ch se smeˇrova´nı´ toku dat vidı´me opeˇt velmi
na´zorneˇ pu˚dorys CCR, konkre´tneˇ trˇı´dy Receiver a jejich neˇkolika variant, ktere´ jsme si
prˇedstavili v kapitole 3.3.5.
5.3.8 Remark
Tady asi nenı´ trˇeba prˇı´lisˇ vysveˇtlovat, snad jen, zˇe vhodny´ komenta´rˇ jisteˇ pomu˚zˇe lepsˇı´mu
pochopenı´ funkce, ovsˇem „prˇekomentovany´“ ko´d, zvla´sˇteˇ ve vizua´lnı´m jazyce, mu˚zˇe
pu˚sobit spı´sˇe kontraproduktivneˇ.
5.3.9 List
Tento blok prˇedstavuje obecny´ seznam neˇjaky´ch polozˇek, s ktery´mi mu˚zˇeme manipulo-
vat. Polozˇky nemusı´ by´t stejne´ho datove´ho typu a lze je dynamicky vkla´dat i vybı´rat.
45Velmi podstatnou podmı´nkou je, zˇe musı´ jı´t o zpra´vy stejne´ho typu, jinak editor spojenı´ nedovolı´.
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5.3.10 ListFunctions
Prostrˇednictvı´m tohoto bloku mu˚zˇeme prova´deˇt manipulace se seznamy ru˚zny´ch po-
lozˇek. Trosˇku atypicky vypada´ jeho zapojenı´ do datove´ho toku, ale princip je pomeˇrneˇ
jednoduchy´. Ma´ dva vstupnı´ porty. Na prvnı´ z nich (List) prˇipojı´me neˇjakou instanci
seznamu a na druhy´ Item pak za´znam, ktery´ hodla´me neˇjak zpracovat. Operaci, kterou
pozˇadujeme, vybereme z nabı´dky ve spodnı´ cˇa´sti ikony. Vy´sledek provedene´ operace pak
v podobeˇ nove´ho seznamu (List) obdrzˇı´me na vy´stupnı´m portu.
5.3.11 Simple Dialog
Prˇestozˇe nepatrˇı´ mezi Basic Activities, ale najdeme ho mezi sluzˇbami v leve´m spodnı´m
okneˇ, svy´m vy´znamem do te´to skupiny patrˇı´. Velmi uzˇitecˇny´ na´m mu˚zˇe by´t prˇi ladeˇnı´
aplikacı´. Jde o velmi jednoduche´ okno s textem, ktery´ se zobrazı´ prˇi prˇı´chodu zpra´vy na
jeho vstupnı´ port. Typ zpra´vy take´ urcˇı´ vzhled okna (informacˇnı´, vy´strazˇne´, potvrzovacı´).
Na vy´stupnı´ port pak dorazı´ zpra´va v okamzˇiku, kdy uzˇivatel okno zavrˇe (podle zpu˚soby
zavrˇenı´ se generuje i obsah na´vratove´ zpra´vy).
Pozna´mka 5.12 Takto vyvolane´ okno ma´ nastavenu zˇivotnost pouze 60 sekund. Pokud
uzˇivatel do te´to doby nezareaguje, okno se automaticky zavrˇe a na vy´stupnı´ port prˇijde
zpra´va s hodnotou odpovı´dajı´cı´ stisknutı´ tlacˇı´tka Storno. Toto je trˇeba vzı´t v u´vahu prˇi
psanı´ cˇa´stı´ ko´du kriticky´ch zejme´na z hlediska bezpecˇnosti, naprˇı´klad robot docˇasneˇ
zastaveny´ na za´kladeˇ neˇjake´ vy´strazˇne´ zpra´vy se mu˚zˇe automaticky znovu rozjet.
5.3.12 Activity
Jde o novou instanci vlastnı´, uzˇivatelsky definovane´, aktivity. Jde vlastneˇ o novou sluzˇbu,
kterouhodla´medodiagramuvcˇlenit. Tvorbou teˇchto aktivit se budemezaby´vat prˇi tvorbeˇ
roboticky´ch VPL aplikacı´, naprˇı´klad v kapitole 7.17.
5.4 Zdrojovy´ ko´d
Vlastnı´ projekt VPL aplikace je ulozˇen ve specia´lnı´ch souborech cˇitelny´ch pouze v editoru
VPL, nicme´neˇ v principu jde o komprimovany´ XML soubor. Soucˇa´stı´ projektu jsou potom
prˇı´padne´ dalsˇı´ XML soubory, tentokra´t volneˇ editovatelne´, ktere´ se do adresa´rˇe projektu
zkopı´rujı´ v prˇı´padeˇ, zˇe projekt vyuzˇı´va´ neˇkterou sluzˇbu odkazujı´cı´ na tento XML soubor.
Pozna´mka 5.13 To s sebou prˇina´sˇı´ vy´hodu vlastnı´ch neza´visly´ch u´prav teˇchto souboru˚,
naopak ale znemozˇnı´, aby se do aplikace promı´tly zmeˇny provedene´ v pu˚vodnı´ch konfi-
guracˇnı´ch XML pouzˇite´ sluzˇby. Musı´me s tı´m tedy prˇi na´vrzı´ch pocˇı´tat a mı´t neusta´le na
pameˇti, zˇe acˇkoli odkazujeme na neˇjaky´ spolecˇny´ XML soubor pro cele´ MRDS, pracujeme
vlastneˇ pouze s jeho loka´lnı´ kopiı´. Konkre´tnı´ prˇı´klady si uka´zˇeme v kapitole 7.6.1.
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5.5 Spusˇteˇnı´ aplikace
Po dokoncˇenı´ na´vrhu je mozˇne´ novou sluzˇbu prˇı´mo ve vy´vojove´m prostrˇedı´ VPL spustit.
Acˇkoli existuje i mozˇnost kompilace projektu do C# a tı´m vytvorˇenı´ beˇzˇne´ DSS sluzˇby,
je beˇh VPL programu˚ ve vy´vojove´m prostrˇedı´ interpretovany´. To mimo jine´ znamena´, zˇe
lze spustit i aplikaci, ktera´ obsahuje dı´lcˇı´ chyby. Ty se pak projevı´ teprve v okamzˇiku, kdy
do tohoto bodu datovy´ tok dorazı´.
5.6 Ladeˇnı´
Spusˇteˇnou aplikaci VPLmu˚zˇeme velmi jednodusˇe sledovat v okneˇ webove´ho prohlı´zˇecˇe.
Znovu zde ocenı´me pu˚vod VPL v DSS sluzˇba´ch, nebot’ty, jak vı´me, musı´ povinneˇ podpo-
rovat pozˇadavky HTTP Get. Proto stacˇı´ zna´t identifika´tor sluzˇby a ve webove´m prohlı´zˇecˇi
mu˚zˇeme sledovat jejı´ aktua´lnı´ vnitrˇnı´ stav. Jak se prˇesveˇdcˇı´me v kapitole 7.7, mu˚zˇeme
v prˇı´padeˇ sofistikovaneˇjsˇı´ch sluzˇeb obdrzˇet vy´sledek i v lidsky prˇı´veˇtiveˇjsˇı´ formeˇ, nezˇ je
za´kladnı´ informace v podobeˇ XML souboru.
Prˇı´mo beˇhove´ prostrˇedı´ VPL vsˇak nabı´zı´ i vlastnı´ webove´ rozhranı´, jehozˇ prostrˇed-
nictvı´m mu˚zˇeme krokovat prˇı´mo VPL diagram, vkla´dat body prˇerusˇenı´ (breakpoints)
nebo v rea´lne´m cˇase sledovat stavy promeˇnny´ch. Prˇı´klad jeho vyuzˇitı´ najdeme v kapitole
5.10.2.
5.7 Kompilace VPL
Vy´slednou aplikaci ma´me take´ mozˇnost zkompilovat do podoby dll knihovny a soucˇasneˇ
ulozˇit zdrojovy´ ko´d v jazyku C#. Tato operace je ovsˇem pouze jednosmeˇrna´, tzn., zˇe
jednou zkompilovany´ ko´d jizˇ nemu˚zˇeme nacˇı´st zpeˇt ve formeˇ VPL (samozrˇejmeˇ sta´le
mu˚zˇeme pouzˇı´t pu˚vodnı´ VPL diagram, pokud jsme neprovedli zˇa´dne´ zmeˇny).
Pokud ma´me aplikaci slozˇiteˇjsˇı´, zkompilujı´ se samostatneˇ vsˇechny diagramy a uzˇiva-
telsky definovane´ aktivity.
Pozna´mka 5.14 Pokud si kompilaci vyzkousˇı´me, zjistı´me, zˇe na´zev vy´sledne´ sluzˇba je
slozˇen z na´zvu projektu a na´zvu prˇı´slusˇne´ho diagramu nebo aktivity. Je tedy vhodne´
si sve´ projekty oznacˇovat podle neˇjake´ho logicke´ho syste´mu, aby bylo mozˇne´ se ve
vznikly´ch sluzˇba´ch pozdeˇji orientovat.
Kompilaci sluzˇeb tak pouzˇijeme trˇeba jako vy´chozı´ bod prˇi tvorbeˇ vlastnı´ DSS sluzˇby,
kdy mu˚zˇeme jednodusˇe v graficke´m prostrˇedı´ poskla´dat za´kladnı´ kostru a pozdeˇji v C#
doladit detaily, ktere´ ve VPL udeˇlat nemu˚zˇeme nebo nechceme.
Stejneˇ tak mu˚zˇeme vytva´rˇet prototypy budoucı´ch sluzˇeb, kdy za´kladnı´ funkcionalita
je podoba´ (tu navrhneme ve VPL) a implementacˇnı´ rozdı´ly vyrˇesˇı´me v C#.
5.8 Prvnı´ kroky ve VPL
V na´sledujı´cı´ch u´loha´ch se pokusı´me navrhnout a ozˇivit neˇkolik velmi jednoduchy´ch, za-
tı´mnikoli roboticky´ch, VPL aplikacı´, na ktery´ch si uka´zˇeme elementa´rnı´ postupy, omezenı´
a prˇı´padneˇ chyby, ktery´ch se mu˚zˇeme dopustit. K jednotlivy´m u´loha´m se vztahuje vzˇdy
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jeden obra´zek zachycujı´cı´ vy´sledny´ diagram. Kompletnı´ zdrojove´ ko´dy jsou k dispozici
na prˇilozˇene´m CD, na´zev projektu je vzˇdy uveden v popisu obra´zku.
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5.9 U´loha 1 – Vyuzˇitı´ dialogu˚
5.9.1 Zada´nı´
Umozˇnit uzˇivateli spustit soucˇet dvou cˇı´sel a informovat ho o vy´sledku.
Pozna´mka 5.15 Toto je dobra´ praxe i s ohledem na programova´nı´ roboticky´ch aplikacı´.
Paralelnı´ beˇh sluzˇeb totizˇ umozˇnˇuje zaslat zpra´vy neˇktery´m sluzˇba´m jesˇteˇ drˇı´ve, nezˇ se
jine´ spustı´, prˇı´padneˇ zinicializujı´. To v prˇı´padeˇ robota mu˚zˇe znamenat neprˇedvı´datelne´
vy´sledky, proto je lepsˇı´ datovy´ tok spustit rucˇneˇ azˇ po kompletnı´ inicializaci cele´ aplikace.
5.9.2 Postup rˇesˇenı´
• Zobrazenı´ vy´zvy
Prvnı´ cˇa´st u´kolu, start datove´ho toku, vyzˇaduje, abychom neˇjaky´m zpu˚sobem zob-
razili vy´zvu ke spusˇteˇnı´ aplikace a na´sledneˇ zpracovali reakci uzˇivatele. V prˇehledu
jazyka VPL v kapitole 5.3 jsme se mimo jine´ sezna´mili se za´kladnı´m prvkem Simple
Dialog, ktery´ je schopen zobrazit pozˇadovany´ text a vra´tit neˇjakou odpoveˇd’.
Jako prvnı´ tedy do diagramu umı´stı´me novou instanci tohoto prvku.
Nynı´ potrˇebujeme, aby zobrazil neˇjaky´ vhodny´ text. Vı´me, zˇe text je zna´m jizˇ beˇhem
na´vrhu ada´le ho nehodla´memeˇnit, nenı´ tedy zapotrˇebı´ zakla´dat novoupromeˇnnou,
ale mu˚zˇeme text ulozˇit do prvku Data typu String. Vlozˇı´me tedy do diagramu tento
prvek, zvolı´me typ a vyplnı´me text.
Nynı´ tyto dvaprvkypropojı´me, z nabı´dnuty´chmozˇnostı´ typupozˇadavku˚ vybereme
ConfirmDialog a jako hodnotu zvolı´me mozˇnost value, ktera´ prˇedstavuje hodnotu
prˇeda´vane´ho rˇeteˇzce (zpra´va jinou informaci ani neobsahuje).
Pozna´mka 5.16 Bohuzˇel pomeˇrneˇ nepraktickou vlastnostı´ editoru VPL je, zˇe jako
vy´chozı´ typ odpoveˇdi nabı´zı´ Fault a nikoli Success, acˇkoli je tato volba urcˇiteˇ cˇasteˇjsˇı´.
Je tedy zapotrˇebı´ jedno kliknutı´ navı´c, ale zejme´na je trˇeba vzˇdy volbu zkontrolovat.
V te´to fa´zi uzˇ mu˚zˇeme zkusit aplikaci spustit. Podle ocˇeka´va´nı´ se zobrazı´ potvrzo-
vacı´ dialog.
• Inicializace vstupnı´ch hodnot
Zatı´m nepotrˇebujeme prova´deˇt neˇjake´ komplikovane´ u´lohy s pameˇtı´, takzˇe na´m
pro vlozˇenı´ cˇı´sel opeˇt postacˇı´ dalsˇı´ dva prvkyData, tentokra´t ale neˇjake´ho cˇı´selne´ho
typu, trˇeba double.
• Veˇtvenı´ podle volby uzˇivatele
Pozˇadujeme ovsˇem, aby se soucˇet spustil azˇ v okamzˇiku, kdy operaci uzˇivatel
potvrdı´, proto nemu˚zˇeme ponechat vstupnı´ porty volne´ (syste´m by spustil jejich
veˇtve datove´ho toku soucˇasneˇ se zobrazenı´m dialogu), ale musı´me je nava´zat na
vy´sledek dialogu. Pokud by na´m stacˇilo proste´ odklepnutı´ libovolne´ho tlacˇı´tka,
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mu˚zˇeme prosteˇ odeslat zpra´vu o u´speˇsˇne´m zavrˇenı´ dialogu da´l. My ovsˇem chceme
testovat, jake´ tlacˇı´tko uzˇivatel stisknul.
Pouzˇijeme tedy prvek If, ve ktere´m otestujeme hodnotu zaslanou v na´vratove´
zpra´veˇ. Kdyzˇ klepneme do polı´cˇka pro podmı´nku, nabı´dne na´m editor na vy´beˇr
z aktua´lneˇ dostupny´ch testovatelny´ch hodnot a promeˇnny´ch. Na´s zajı´ma´ promeˇnna´
Confirmed. Pokud uzˇivatel stisknul Ano, bude mı´t hodnotu true, jinak false.
Pozna´mka 5.17 Acˇkoli poskytuje dialog zpra´vy typu Success a Fault, neznamena´
to, zˇe odpovı´dajı´ volbeˇ uzˇivatele. Jde pouze o pozitivnı´ nebo negativnı´ potvrzenı´
provedene´ operace.
• Vy´pocˇet
Vy´stup z podmı´nky nynı´ musı´me smeˇrˇovat na vstup obou prvku˚ Data. Mu˚zˇeme
to prove´st prˇı´mo propojenı´m dveˇma cˇarami, nebot’na rozdı´l od vstupnı´ch portu˚,
z vy´stupnı´ch portu˚ mu˚zˇeme zası´lat vı´ce zpra´v ru˚zny´m partneru˚m.
V dalsˇı´ fa´zi potrˇebujeme prove´st soucˇet obou hodnot. Samozrˇejmeˇ sa´hneme po
Calculate, ovsˇem musı´me na jeho vstup prˇive´st obeˇ hodnoty soucˇasneˇ. Nelze tedy
pouzˇı´tMerge, ktery´ posˇle pouze jednu (tu rychlejsˇı´) zpra´vu, ale Join.
Pozna´mka 5.18 Zde mu˚zˇeme vyuzˇı´t jedne´ z prˇednostı´46 editoru. Kdyzˇ totizˇ prˇe-
ta´hneme mysˇı´ neˇjaky´ blok na cˇa´ru (datovy´ tok), bude do tohoto toku automaticky
vrˇazen. V nasˇem prˇı´padeˇ tedy usˇetrˇı´me jedno rucˇnı´ kreslenı´ cˇa´ry. Obeˇ veˇtve si
pojmenujeme podle hodnot, ktere´ prˇeda´vajı´ (nenı´ to nutne´, ale je to dobry´ na´vyk
pro slozˇiteˇjsˇı´ diagramy) a vy´stup Join spojı´me se vstupem Calculate. Zde uzˇ vı´me, zˇe
stacˇı´ kliknout do polı´cˇka a editor na´m nabı´dne mimo jine´ i pra´veˇ definovane´ na´zvy
pro dveˇ posı´lane´ promeˇnne´. Stacˇı´ tedy do polı´cˇka zapsat jejich soucˇet.
• Zobrazenı´ vy´sledku
Na za´veˇr na´m jesˇteˇ zby´va´ informovat uzˇivatele o vy´sledku. Opeˇt se nabı´zı´ Simple
Dialog. Tentokra´t budeme text sestavovat dynamicky, nemu˚zˇeme tedy pouzˇı´t kon-
stantnı´ hodnotu z prvkuData. Pokud vy´sledek soucˇtu prˇivedeme na vstup dialogu,
zjistı´me, zˇe jedinou rozumnou mozˇnostı´ je zvolit value, cozˇ bude pravdeˇpodobneˇ
onen vy´sledek soucˇtu. Je zde ovsˇem jesˇteˇ nena´padne´ zasˇkrta´vacı´ polı´cˇko Edit values
directly v leve´m dolnı´m rohu (prˇı´padneˇ prˇi na´sledne´ editaci spojenı´ v prave´m spod-
nı´m okneˇ editoru). Pokud toto polı´cˇko zasˇkrtneme, mu˚zˇeme na´sledneˇ jako hodnotu
zobrazene´ho textu zadat libovolny´ vy´raz. Protozˇe je mozˇne´ zapisovat i promeˇnne´,
hrozı´ mozˇnost za´meˇny textove´ho rˇeteˇzce a ten tedy v tomto prˇı´padeˇ musı´me psa´t
v uvozovka´ch. Zapı´sˇeme tedy vy´raz ”Vy´sledek je: ”+value.
• Dokoncˇenı´
Nasˇe prvnı´ aplikace je tak dokoncˇena a mu˚zˇeme ji spustit.
46V prˇı´padeˇ velmi zaplneˇne´ho okna diagramu se to ovsˇem mu˚zˇe jevit i jako nevy´hoda, protozˇe hrozı´
i neu´myslna´ zmeˇna toku dat prˇi neopatrne´m prˇesunu bloku˚ nad jizˇ existujı´cı´ cˇa´ru.
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Obra´zek 11: VPL SimpleDialog – vy´sledny´ diagram
Pro porˇa´dek by bylo vhodne´ neˇjak potvrdit i negativnı´ volbu uzˇivatele. K tomu
u´cˇelu mu˚zˇeme na veˇtev nevyhovujı´cı´ podmı´nce nava´zat dalsˇı´ dialog, tentokra´t
typu AlertDialog, opeˇt prˇes Data nastavujı´cı´ vhodne´ upozorneˇnı´.
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5.10 U´loha 2 – Pouzˇitı´ cˇasovacˇe ke vlozˇenı´ zpozˇdeˇnı´
5.10.1 Zada´nı´
Rozsˇı´rˇit prˇedchozı´ aplikaci o opakovane´ prˇicˇtenı´ hodnoty k prˇedchozı´mu vy´sledku,
ovsˇem s prodlevou trˇı´ sekund. Po kazˇde´m vy´pocˇtu se uzˇivateli zobrazı´ zpra´va s vy´zvou
k pokracˇova´nı´ nebo ukoncˇenı´ vy´pocˇtu.
5.10.2 Postup rˇesˇenı´
• Vyuzˇitı´ cˇa´stı´ prˇedchozı´ho u´kolu
Tento u´kol samozrˇejmeˇ vycha´zı´ z prˇedchozı´ho, takzˇe budeme jisteˇ moci vyuzˇı´t
i neˇktere´ cˇa´sti jizˇ vytvorˇene´ho ko´du. Urcˇiteˇ to bude vstupnı´ cˇa´st s podmı´nkou a
spusˇteˇnı´ vy´pocˇtu, stejneˇ jako za´veˇrecˇna´ cˇa´st s vyda´nı´m vy´sledku nebo ukoncˇenı´m
vy´pocˇtu.
Rozdı´ly najdemedva. Zaprve´ simusı´mepamatovat vy´sledekprˇedchozı´ho vy´pocˇtu,
proto musı´me pouzˇı´t neˇjakou promeˇnnou. Vlozˇı´me tedy do diagramu blok Variable
a poklepa´nı´m na trˇi tecˇky v jeho ikoneˇ prˇida´me novou promeˇnnou typu double.
Za druhe´ budeme potrˇebovat neˇjak zarˇı´dit prodlevu ve vykona´va´nı´ ko´du. Nasˇteˇstı´
ma´me k dispozici prˇipravenou sluzˇbu Timer, kterou najdeme v leve´m okneˇ mezi
sluzˇbami, rovneˇzˇ tu tedy vlozˇı´me do diagramu.
• Inicializace hodnot
Nejprvemusı´menastavit pocˇa´tecˇnı´ hodnotuvy´sledku, cozˇ budenula. Protovlozˇı´me
dalsˇı´ blokData, nastavı´me ho na stejny´ typ jako nasˇi promeˇnnou a vlozˇı´me hodnotu
0. Na´sledneˇ tento blok propojı´me s Variable a protozˇe chceme hodnotu nastavit,
zvolı´me typ zpra´vy Set.
• Vy´pocˇet
Jelikozˇ jednı´m ze scˇı´tancu˚ bude samotny´ vy´sledek, mu˚zˇeme odstranit jeden z bloku˚
Data a mı´sto neˇj prˇipojı´me na vstup Join pra´veˇ vy´stup z nasˇı´ nove´ promeˇnne´. V tom
okamzˇiku ovsˇem editor upozornı´ vykrˇicˇnı´kem na to, zˇe hodnoty c1 a c2 v bloku
Calculate jsou rozdı´lne´ho typu. Prˇi prˇidrzˇenı´ mysˇi nad vykrˇicˇnı´kem si oveˇrˇı´me,
zˇe zatı´mco c2 je typu double,c1 je typu Vysledek. Je tomu tak proto, zˇe zpra´va od
blokuData obsahuje pouze vlastnı´ hodnotu, zatı´mco blok Variable odesı´la´ odpoveˇd’
na pozˇadavek Set, v neˇmzˇ je promeˇnna´ zapouzdrˇena. Blok Join pak celou tuto
zpra´vu oznacˇı´ jako c1 amy si z nı´ musı´me hodnotu promeˇnne´ „vyta´hnout“ za´pisem
c1.Vysledek.
V te´to fa´zi uzˇ mu˚zˇeme zkusit aplikaci spustit. Uvidı´me, zˇe probeˇhne jeden vy´pocˇet
s vyda´nı´m vy´sledku.
• Zarˇazenı´ zpozˇdeˇnı´
Abychom mohli vy´pocˇet opakovat, musı´me da´t uzˇivateli mozˇnost dalsˇı´ postup
ovlivnit. Proto zmeˇnı´me typ vy´sledne´ho dialogu na ConfirmDialog a vra´cenou hod-
notu otestujeme stejneˇ jako prˇi spusˇteˇnı´ aplikace.
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Obra´zek 12: VPL Opakovany vypocet – vy´sledny´ diagram
Pozna´mka 5.19 Nabı´zelo by se jednodusˇsˇı´ rˇesˇenı´, totizˇ smeˇrovat vy´sledek opeˇt do
vstupnı´ho dialogu a da´l opakovat vy´pocˇet, nicme´neˇ tı´m bychom prˇisˇli o mozˇnost
zarˇadit zpozˇdeˇnı´ do fa´ze mezi zobrazenı´m vy´sledku a zaha´jenı´m dalsˇı´ho vy´pocˇtu,
prˇı´padneˇ bychom museli testovat, zda se jedna´ o prvnı´ nebo opakovany´ pru˚chod,
cozˇ by diagram zbytecˇneˇ komplikovalo.
Po splneˇnı´ podmı´nky v bloky If bychom tedy meˇli zarˇadit pozˇadovane´ zpozˇdeˇnı´.
Timer nabı´zı´ nejjednodusˇsˇı´ pouzˇitı´ tı´m, zˇe na jeho vstup prˇivedeme zpra´vu Wait
s de´lkou prodlevy v milisekunda´ch a jeho vy´stup odesˇle zpra´vu Success teprve po
uplynutı´ nastavene´ho zpozˇdeˇnı´. Zarˇadı´me tedy dalsˇı´ blok Data, tentokra´t typu int,
nastavı´me hodnotu zpozˇdeˇnı´ na 3000 ms a tento blok propojı´me se vstupem Timer.
Pokud se nynı´ pokusı´me vy´stup z timeru prˇipojit prˇes Merge na vstup bloku Data
s prvnı´m scˇı´tancem, kam bychom ho logicky zapojit chteˇli, zjistı´me, zˇe toto spojenı´
nenı´ z du˚vodu ru˚zny´ch typu˚ zpra´v mozˇne´. Ma´me tedy dveˇ mozˇnosti. Bud’si vytvo-
rˇı´me dalsˇı´ blok Data, ktery´ bude mı´t stejnou hodnotu jako prvnı´ scˇı´tanec a spojı´me
teprve jejich vy´stupy, nebo se pokusı´me zı´skat stejny´ typ zpra´vy, ktery´ po na´s editor
v tomto mı´steˇ chce. Vyzkousˇı´me si ten druhy´ zpu˚sob, nebot’prˇedstavuje „cˇisteˇjsˇı´ “
rˇesˇenı´ bez zbytecˇny´ch duplicit v ko´du.
Vidı´me, zˇe zpra´va, ke ktere´ se chceme prˇipojit, pocha´zı´ od vstupnı´ho dialogu a
procha´zı´ nezmeˇneˇna prˇes blok If. Mu˚zˇeme se tedy pokusit do tohoto mı´sta zapojit
vy´stup nasˇeho dialogu s vy´sledkem, opeˇt azˇ za blokem If. Zjistı´me, zˇe toto spojenı´
uzˇ na´m editor povolı´. Kdyzˇ se ale zamyslı´me nad vy´sledkem, sta´le postra´da´me
vlozˇene´ zpozˇdeˇnı´, protozˇe vy´stup timeru sta´le nema´me zapojeny´.
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Obra´zek 13: VPL Opakovany vypocet – zaha´jenı´ ladeˇnı´
Idea´lnı´m rˇesˇenı´m tedy bude opeˇt spojenı´ dvou typu˚ zpra´v prˇes Join, cˇı´mzˇ zajistı´me,
zˇe zpra´va od dialogu projde teprve ve chvı´li, kdy vyprsˇı´ zpozˇdeˇnı´ v timeru. Z vy´-
stupu bloku Join pak uzˇ jen odfiltrujeme potrˇebny´ typ zpra´vy a ten zapojı´me na
pu˚vodneˇ zamy´sˇlene´ mı´sto.
Nynı´ mu˚zˇeme opeˇt aplikaci spustit. Pravdeˇpodobneˇ zjistı´me, zˇe prvnı´ vy´pocˇet
probeˇhl bezvadneˇ, dokoncema´memozˇnost potvrdit pokracˇova´nı´, ale dalsˇı´ vy´sledek
uzˇ neuvidı´me.
• Ladeˇnı´
V te´to fa´zi, pokud na´m nenı´ zrˇejme´, kde je chyba, mu˚zˇeme prˇistoupit k ladeˇnı´
aplikace. S vy´hodou mu˚zˇeme pouzˇı´t vestaveˇne´ webove´ rozhranı´, ve ktere´m si zob-
razı´me aktua´lnı´ stav nasˇı´ aplikace a mu˚zˇeme ji dokonce krokovat.
Na obr. 13 vidı´me stav, ve ktere´m ladeˇnı´ spustı´me klepnutı´m na zvy´razneˇny´ od-
kaz. Otevrˇe se okno nasˇeho vy´chozı´ho prohlı´zˇecˇe47, kde vidı´me mimo jine´ i na´sˇ
diagram. Detailnı´ popis vsˇech mozˇnostı´ debuggeru je nad ra´mec tohoto textu, ale
v integrovane´ na´poveˇdeˇ MRDS je velmi dobrˇe popsa´n.
Pro na´s bude v tuto chvı´li nejvhodneˇjsˇı´ beˇh programu prˇerusˇit a da´l krokovat po
jednotlivy´ch zpra´va´ch mezi aktivitami. Ve spodnı´ cˇa´sti okna prohlı´zˇecˇe se na´m bu-
dou postupneˇ zobrazovat vy´rˇezy diagramu i s aktua´lnı´mi hodnotami prˇeda´vany´ch
parametru˚ ve zpra´va´ch (viz obr. 14). Postupny´m krokova´nı´m dojdeme azˇ do bloku
Join, ktery´ spojuje prˇedchozı´ vy´sledek a druhe´ho scˇı´tance. Zjistı´me, zˇe z tohotomı´sta
aplikace da´le nepokracˇuje. Pokud jsme si dobrˇe vsˇı´mali jednotlivy´ch kroku˚, urcˇiteˇ
jsme zjistili, zˇe do bloku Join jsme prˇisˇli pouze jednou cestou, tou od timeru. Druha´
veˇtev tedy sta´le cˇeka´ na prˇı´chozı´ zpra´vu, abymeˇl Join obeˇ zpra´vy k dispozici a mohl
pokracˇovat da´le. Chybu tedy musı´me hledat tady.
47Je doporucˇeno pouzˇitı´ Internet Exploreru firmyMicrosoft, u alternativnı´ch nenı´ garantova´na plna´ funkcˇ-
nost.
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Obra´zek 14: VPL Opakovany vypocet – stav beˇhem krokova´nı´
Znovu se podı´vejme na to, jaka´ zpra´va do te´to veˇtve vstupuje. Jde o hodnotu
promeˇnne´Vysledek, ovsˇem vyvolanou pozˇadavkem SetValue prˇi inicializaci aplikace
od blokuData. Je tedy zrˇejme´, zˇe tato zpra´va prˇijde pouze jednou, prˇi startu aplikace
a da´le uzˇ nikdy. Musı´me tedy neˇjak zajistit, aby se zopakovala prˇi kazˇde´m pru˚beˇhu
vy´pocˇtu. Rˇesˇenı´ je velmi jednoduche´. Vytvorˇı´me si dalsˇı´ kopii bloku Variable se
stejnou promeˇnnou a na jejı´ vstup prˇivedeme zpra´vu z bloku Calculate, ale tentokra´t
vybereme typ pozˇadavku GetValue. Vy´stup bloku pak prˇes Merge prˇivedeme na
pozˇadovany´ vstup c1.
Pozna´mka 5.20 Zde platı´ stejne´ omezenı´ jako u Simple Dialogu. Pokud do 60 s ne-
provedeme dalsˇı´ operaci, bude vygenerova´na chyba (Fault) a beˇh bude pokracˇovat
jakoby poslednı´ sluzˇba/aktivita sama tuto zpra´vu vyslala. To pak mu˚zˇe zmeˇnit
dalsˇı´ tok dat v diagramu.
Nynı´mu˚zˇeme aplikaci znovu spustit, ale zjistı´me, zˇe ani tentokra´t nenı´ plneˇ funkcˇnı´.
Zpozˇdeˇnı´ sice funguje, ale vy´pocˇet vracı´ sta´le stejnou hodnotu vy´sledku.
• Dokoncˇenı´
V tomto prˇı´padeˇ asi nebude trˇeba ladeˇnı´, abychom chybu nasˇli. Nikde v diagramu
jsme totizˇ neukla´dali vy´sledek soucˇtu do prˇı´slusˇne´ promeˇnne´ a ta je tedy sta´le nu-
lova´. Chybu napravı´me tı´m, zˇe vytvorˇı´me dalsˇı´ kopii bloku Variable s prˇı´slusˇnou
promeˇnnou a na jejı´ vstup prˇivedeme vy´sledek bloku Calculate, ktery´ prova´dı´ vy´-
pocˇet. Tentokra´t zvolı´me opeˇt typ SetValue a jako hodnotu budeme ukla´dat value,
cozˇ je vy´sledek prova´deˇne´ operace.
Teprve nynı´ by meˇla aplikace fungovat spra´vneˇ. Vy´sledny´ diagram zachycuje
obr. 12.
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Obra´zek 15: VPL Opakovany vypocet2 – vy´sledny´ diagram
Pozna´mka 5.21 Na obr. 12 taky vidı´me, zˇe neˇktere´ bloky majı´ zrcadloveˇ obra´cene´
umı´steˇnı´ svy´ch portu˚. Tuto mozˇnost nabı´zı´ editor pro zlepsˇenı´ cˇitelnosti ko´du a
mu˚zˇeme ji aktivovat volbou Flip Connections z kontextove´ nabı´dky nad dany´m
blokem.
• Na´meˇty na vylepsˇenı´
Stejneˇ jako kazˇda´ jen trochu slozˇiteˇjsˇı´ u´loha, ani tato nema´ jen jedno rˇesˇenı´. Na
obr. 15 vidı´me jinou variantu, ktera´ rˇesˇı´ stejnou u´lohu o neˇco u´sporneˇji z hlediska
pouzˇity´ch bloku˚. V kra´tkosti si popı´sˇeme, v cˇem zmeˇny spocˇı´vajı´.
– Inicializace promeˇnne´
V tomto rˇesˇenı´ nikde nevidı´me pocˇa´tecˇnı´ inicializaci promeˇnne´ na nulovou
hodnotu. Promeˇnne´ cˇı´selny´ch typu˚ totizˇ naby´vajı´ nulovy´ch hodnot implicitneˇ,
stejneˇ jako booleovske´ promeˇnne´ hodnoty false a textove´ obsahujı´ pra´zdny´
rˇeteˇzec. Pouzˇitı´ tohoto prˇı´stupu je na uva´zˇenı´ programa´tora, prˇispeˇje sice k re-
dukci ko´du, ale mu˚zˇe by´t i zdrojem chyb. My budeme v na´sledujı´cı´m textu
vsˇechny promeˇnne´ inicializovat explicitneˇ.
– Prˇı´stup k promeˇnne´
V bloku Calculate je pouzˇit jiny´ zpu˚sob prˇı´stupu k promeˇnne´. Nenı´ prˇive-
dena blokem Variable na jeho vstup, ale odkazova´na prˇı´mo prˇes stav sluzˇby
(state.Vysledek). Toto rˇesˇenı´ budeme da´le v textu pouzˇı´vat cˇasteˇji, proto stojı´ za
zmı´nku.
– Jine´ pouzˇitı´ cˇasovacˇe
Timer umozˇnˇuje i jine´ pouzˇitı´ pro nastavenı´ zpozˇdeˇnı´. Po zasla´nı´ pozˇadavku
typu SetTimer s hodnotou zpozˇdeˇnı´ nemusı´me cˇekat na odpoveˇd’ na vy´stupu,
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ale mu˚zˇeme pouzˇı´t dalsˇı´ kopii te´zˇe instance timeru a cˇekat na notifikaci. Tu
timer vysˇle v okamzˇiku vyprsˇenı´ stanovene´ho cˇasu.
Pozna´mka 5.22 Dle dokumentace MRDS je doporucˇeno spı´sˇe pouzˇitı´ te´to me-
tody, pro intervalydelsˇı´ nezˇ 60 sekunddokonce ani prvnı´ variantupouzˇı´t nelze,
syste´m ohla´sı´ chybu. Na druhe´ straneˇ je ale trˇeba si uveˇdomit, zˇe notifikace
budou prˇicha´zet prˇi kazˇde´m vyprsˇenı´ timeru, at’uzˇ je nastaven kdekoli v ko´du.
U slozˇiteˇjsˇı´ch aplikacı´ tedymusı´mepouzˇı´t bud’vı´ce instancı´ timeru, nebo vlozˇit
dodatecˇnou podmı´nku do cesty takto generovane´ho datove´ho toku.48
48Dalsˇı´m omezenı´m je to, zˇe notifikace nelze pouzˇı´t v uzˇivatelsky definovany´ch aktivita´ch. Toto by se
mohlo dle vyja´drˇenı´ autoru˚ (viz [20]) v prˇı´sˇtı´ch verzı´ch zmeˇnit.
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5.11 U´loha 3 – Vytvorˇenı´ vlastnı´ aktivity – cyklus While
V kapitole 5.2.3 jsme prˇirovna´vali aktivity jazyka VPL k za´kladnı´m instrukcı´m jiny´ch
programovacı´ch jazyku˚. Prˇi podrobneˇjsˇı´m popisu jednotlivy´ch bloku˚, ktere´ ma´me k dis-
pozici, jsme ale nenasˇli zˇa´dny´, ktery´m bychommohli prova´deˇt neˇjake´ operace opakovaneˇ,
tedy v cyklu. Jazyk VPL ovsˇem poskytuje i tuto mozˇnost, nebot’cyklus mu˚zˇeme prova´deˇt
prˇı´mo vytvorˇenı´m smycˇky v datove´m toku s tı´m, zˇe podmı´nku opakova´nı´ vyhodnotı´me
v bloku If. Prˇı´klad smycˇky pouzˇite´ pro jednoduche´ pocˇı´tadlo najdeme naprˇ. v [21], de-
finici vlastnı´ aktivity prova´deˇjı´cı´ cyklus For pak v [1], kde jsou v te´to souvislosti rovneˇzˇ
diskutova´na pravidla pro spra´vne´ vytva´rˇenı´ cyklu˚. Nesmı´me totizˇ zapomenout na to, zˇe
se sta´le pohybujeme v prostrˇedı´ paralelnı´ho zpracova´nı´ zpra´v. Pouzˇitı´ takove´ho bloku
ilustruje obra´zek 16.
My si v na´sledujı´cı´ u´loze vyzkousˇı´me vytvorˇenı´ obdobne´ aktivity, tentokra´t pro cyklus
While.
5.11.1 Zada´nı´
Vytvorˇit vlastnı´ aktivitu, ktera´ bude rˇı´dit vykona´va´nı´ ko´du na principu cykluWhile.
5.11.2 Postup rˇesˇenı´
• Analy´za proble´mu
Nejprve se zamysleme, jak cyklus While funguje. Na zacˇa´tku bloku cyklu stano-
vı´me podmı´nku, prˇi jejı´mzˇ splneˇnı´ se teˇlo bloku jedenkra´t provede a na´sledneˇ se
podmı´nka opeˇt vyhodnotı´. Po prvnı´m negativnı´m vyhodnocenı´ podmı´nky je vyko-
na´va´nı´ cyklu ukoncˇeno.
Kdyzˇ srovna´me princip cykluWhile s For, je na prvnı´ pohled zrˇejmy´ za´sadnı´ rozdı´l.
Zatı´mco u cyklu For zna´me doprˇedu prˇesny´ pocˇet opakova´nı´ a mu˚zˇeme ho tedy
vyhodnocovat prˇı´mo v teˇle aktivity, nebot’ nijak nesouvisı´ s prˇedmeˇtem cˇinnosti
ko´du smycˇky, uWhile je tomu jinak. Zde oveˇrˇujeme, zda ko´d cyklu provedl takovou
zmeˇnu, ktera´ neˇjak ovlivnı´ podmı´nkuproopakova´nı´, ta je tedynaprˇedmeˇtu cˇinnosti
ko´du smycˇky (nebo jine´ uda´losti mimo aktivitu – naprˇ. cˇasovacˇ) prˇı´mo za´visla´.
Tı´m ovsˇem musı´me uzˇ doprˇedu rezignovat na u´plne´ oddeˇlenı´ logiky cyklu (pod-
mı´nky) od zbytku ko´du a tedy vytvorˇenı´ univerza´lnı´ho bloku While pro jaky´koli
ko´d cyklu. Ma´me pouze dveˇ mozˇnosti. Bud’ vytvorˇı´me specia´lnı´ blok While pro
kazˇdou typickou podmı´nku cyklu (naprˇ. velikost neˇjake´ promeˇnne´ neklesne pod
urcˇitou hodnotu, neˇjake´ dveˇ promeˇnne´ se rovnajı´ apod.), nebo „vyneseme“ pod-
mı´nku cyklu z teˇla bloku ven a necha´me na tvu˚rci aplikace, aby ji stanovil sa´m.
Prvnı´ rˇesˇenı´ se velmi podoba´ vy´sˇe zmı´neˇne´mu bloku For, jehozˇ pouzˇitı´ v diagramu
ilustruje obra´zek 16. Nejprve nastavı´me vstupnı´ hodnoty promeˇnny´ch a cyklus
spustı´me a posle´ze prˇi kazˇde´m pru˚chodu cyklem hodnoty aktualizujeme. Vnitrˇnı´
podmı´nka bloku While pak pomocı´ notifikacı´ urcˇuje, zda se ma´ cyklus vykonat
znovu.
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Obra´zek 16: Cyklus For – princip pouzˇitı´
Druhe´ rˇesˇenı´ bude poneˇkud odlisˇne´. Protozˇe podmı´nka nebude soucˇa´stı´ cyklu,
potrˇebujeme, aby se hodnota prˇı´slusˇny´ch promeˇnny´ch objevila na notifikacˇnı´m
vy´stupu nasˇı´ aktivityWhile. Soucˇasneˇmusı´me umeˇt cyklus odstartovat a vykona´vat
dalsˇı´ kroky.
• Vytvorˇenı´ vlastnı´ aktivity
Vlastnı´ uzˇivatelsky definovanou aktivitu vytvorˇı´me velmi jednodusˇe vlozˇenı´m
bloku Activity na plochu diagramu. Na´sledneˇ zmeˇnı´me jme´no tak, aby vystiho-
valo u´cˇel aktivity. Pokud nynı´ poklepeme na ikonu vlozˇene´ aktivity, zobrazı´ se na´m
nove´ okno, podobne´ jako okno hlavnı´ho diagramu. Rozdı´l je na bocˇnı´ch okrajı´ch
okna, kde jsou zna´zorneˇny jednotlive´ porty aktivity. Jsme vlastneˇ uvnitrˇ bloku a
tyto porty prˇesneˇ odpovı´dajı´ teˇm, na ktere´ pak budeme z vneˇjsˇku propojovat ve
vy´sledne´m diagramu.
Dalsˇı´ zmeˇnou je menu a tlacˇı´tko Action u hornı´ho okraje okna. Po kliknutı´ se na´m
zobrazı´ jednoduchy´ dialog, ve ktere´m mu˚zˇeme definovat nasˇe vlastnı´ akce a noti-
fikace. Pro kazˇdou pak mu˚zˇeme vytvorˇit libovolny´ pocˇet vstupnı´ch a vy´stupnı´ch
promeˇnny´ch. Kdyzˇ si vyzkousˇı´me vytvorˇenı´ jedne´ nove´ akce, zjistı´me, zˇe se sou-
cˇasneˇ vytva´rˇı´ i nova´ pra´zdna´ plocha v editoru. Kazˇda´ akce se totizˇ opeˇt definuje
vlastnı´m dı´lcˇı´m diagramem datove´ho toku a je zcela neza´visla´ na ostatnı´ch.
• Vytvorˇenı´ akcı´
Uzˇ v analy´ze proble´mu jsme si definovali akce, ktere´ ma´ nasˇe aktivita prova´deˇt. Nej-
prve to bude odstartova´nı´ prvnı´ho pru˚chodu cyklem a na´sledneˇ provedenı´ dalsˇı´ho
pru˚chodu. Vytvorˇı´me si tedy dveˇ akce a nazveme je Zacni a DalsiPruchod. Protozˇe
soucˇasneˇ musı´me hlavnı´mu dialogu zprˇı´stupnit hodnotu promeˇnne´, aby mohla
by´t vyhodnocena podmı´nka, prˇida´me do obou akcı´ i jednu vstupnı´ promeˇnnou,
nazvanou Promenna.
• Diagramy akcı´
Vlastnı´ cˇinnost aktivity bude prˇı´mo trivia´lnı´. Promeˇnnou prˇivedenou na vstup
pouze prˇivede na svu˚j vy´stup, cˇı´mzˇ da´ pokyn k analy´ze podmı´nky. Kdybychom
ovsˇem pouzˇili beˇzˇny´ vy´stupnı´ port, asi bychom takovou aktivitu ani pouzˇı´t vu˚bec
nemuseli, jejı´ zarˇazenı´ do diagramu by bylo naprosto zbytecˇne´. Kdyzˇ ale pouzˇijeme
notifikacˇnı´ vy´stup, dosa´hneme zcela odlisˇne´ho efektu.
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Obra´zek 17: VPL While – akce DalsiPruchod
Vlozˇı´me tedy do diagramu akce Zacni blok Calculate, do ktere´ho prˇivedeme vstupnı´
promeˇnou, kterou take´ v poli vybereme, a jeho vy´stup prˇivedeme na notifikacˇnı´
port aktivity. Editor se na´s zepta´, zda ma´ vytvorˇit novou notifikaci, cozˇ potvrdı´me.
V dialogu akcı´ pak pouze prˇida´me i pro tuto notifikaci novou promeˇnnou (logicky
si ji opeˇt pojmenujeme Promenna). Na notifikacˇnı´m portu jesˇteˇ nastavı´me spra´vneˇ
prˇeda´va´nı´ hodnoty bloku Calculate do notifikacˇnı´ promeˇnne´.
Naprosto stejneˇ budeme postupovat i u akce DalsiPruchod, ale vyuzˇijeme uzˇ exis-
tujı´cı´ notifikaci, pro hlavnı´ diagram nenı´ podstatne´, co vyvolalo pokyn pro dalsˇı´
pru˚chod smycˇkou. Diagram akcı´ vidı´me na obr. 17.
• Zarˇazenı´ do diagramu
Nynı´ mu˚zˇeme nasˇi aktivitu pouzˇı´t prˇı´mo v hlavnı´m diagramu. Vytvorˇı´me si maly´
demonstracˇnı´ program, ktery´ budemı´t za u´kol v cyklu odecˇı´tat jednicˇku odhodnoty
prˇedane´ promeˇnne´ a prˇi za´porne´ hodnoteˇ cyklus ukoncˇı´. Pru˚beˇzˇneˇ bude o vy´sledku
informovat uzˇivatele. Vlastnı´ algoritmus si zde nebudeme popisovat, je velmi jed-
noduchy´, pouze se zameˇrˇı´me na pouzˇitı´ nove´ aktivity.
Vy´pocˇet musı´me neˇjak odstartovat, cozˇ provedeme prˇivedenı´m pocˇa´tecˇnı´ hodnoty
promeˇnne´ na vstup blokuWhile se zvolenou akcı´ Zacni. Nynı´ musı´me do diagramu
vlozˇit dalsˇı´ kopii te´zˇe instance aktivity a tentokra´t pouzˇijeme jejı´ notifikacˇnı´ port jako
vstup do vlastnı´ho cyklu. Nejprve vyhodnotı´me podmı´nku, na´sledneˇ provedeme
vlastnı´ vy´pocˇet a zobrazenı´ vy´sledku a po odsouhlasenı´ uzˇivatelem prˇivedeme no-
vou hodnotu promeˇnne´ opeˇt na vstup While, tentokra´t ale akce DalsiPruchod. Pro-
gram si mu˚zˇeme spustit a uvidı´me, zˇe opravdu funguje jako cyklusWhile. Vy´sledny´
diagram je na obr. 18.
Pozna´mka 5.23 Pouzˇitı´ dvou samostatny´ch akcı´ , ktere´ deˇlajı´ v podstateˇ tote´zˇ, na´m
mu˚zˇeprˇipadat zbytecˇne´, ale rozhodneˇ prˇispeˇje k cˇitelnosti ko´du, kdyzˇ prˇi opakova´nı´
cyklu pouzˇijeme akci DalsiPruchod a ne Zacni, acˇkoli jejich cˇinnost je totozˇna´.
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Obra´zek 18: VPL While – vy´sledny´ diagram
• Zhodnocenı´
Nynı´ je na mı´steˇ ota´zka, zda ma´ vu˚bec smysl takovouto trivia´lnı´ aktivitu vytva´rˇet,
kdyzˇ stejne´ho efektu bychom evidentneˇ dosa´hli i prosty´m prˇivedenı´m vy´sledku vy´-
pocˇtu znovuna vstuppodmı´nky, jako jsme to udeˇlali naprˇ. v kapitole 5.10. Odpoveˇd’
nenı´ jednoznacˇna´ a za´visı´ na u´cˇelu a slozˇitosti aplikace. U velmi jednoduchy´ch ope-
racı´ bude jisteˇ vy´hodneˇjsˇı´ pouzˇı´t prˇı´me´ „zasmycˇkova´nı´ “ prˇı´slusˇne´ cˇa´sti datove´ho
toku. Oddeˇlenı´m spusˇteˇnı´ bloku od dalsˇı´ch pru˚beˇhu˚ a soucˇasneˇ vytvorˇenı´m line-
a´rnı´ho toku dat mezi dveˇma bloky While naopak mu˚zˇeme zjednodusˇit slozˇiteˇjsˇı´
algoritmus, kde by smycˇky snı´zˇily cˇitelnost ko´du. Nezanedbatelnou vy´hodou pak
je to, zˇe prˇeda´va´nı´m hodnot promeˇnne´ prˇes samostatnou aktivitu mu˚zˇeme rozsˇı´rˇit
pouzˇitı´ cyklu prˇes vı´ce diagramu˚ nebo dalsˇı´ch aktivit, kde by tomu jinak bra´nilo
omezenı´ sdı´lenı´ promeˇnny´ch mezi nimi.
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5.12 U´loha 4 – Rekurze a mozˇne´ chyby
Dalsˇı´m zpu˚sobem49 vytva´rˇenı´ cyklu˚ v aplikaci je pouzˇitı´ tzv. rekurze. To je postup zna´my´
ze vsˇech beˇzˇny´ch vysˇsˇı´ch programovacı´ch jazyku˚, kdy v teˇle metody (funkce) vola´me
tute´zˇ metodu (funkci) a takto postupneˇ zanorˇujeme dalsˇı´ vola´nı´, azˇ do splneˇnı´ neˇjake´
podmı´nky. Na´sledneˇ se pak v opacˇne´m porˇadı´ vracejı´ na´vratove´ hodnoty.
Tuto mozˇnost nabı´zı´ take´ VPL a je demonstrova´na ve veˇtsˇineˇ pracı´, ktere´ se VPL
zaby´vajı´ (samozrˇejmeˇ dokumentace MRDS, da´le pak [21, 1] a dalsˇı´). V na´sledujı´cı´ u´loze
si ale uka´zˇeme, kde mu˚zˇeme prˇi pouzˇitı´ rekurze take´ udeˇlat chybu.
5.12.1 Zada´nı´
Vytvorˇit cˇasovacˇ, ktery´ bude kazˇdou sekundu inkrementovat stav sve´ho pocˇı´tadla a po
dosazˇenı´ 5 s upozornı´ uzˇivatele. Implementace za pouzˇitı´ beˇzˇne´ho cyklu i rekurze.
Pozna´mka 5.24 Je zjevne´, zˇe tohoto efektu bychomasi dosa´hli pouhy´mpouzˇitı´m jednoho
timeru se zpozˇdeˇnı´m nastaveny´m na 5 s. Zde na´m ale jde o demonstraci algoritmicky´ch
postupu˚, takzˇe budeme prˇedstı´rat, zˇe tato u´loha ma´ prakticke´ vyuzˇitı´.
5.12.2 Postup rˇesˇenı´
• Bez rekurze
Vlastnı´ algoritmus bez pouzˇitı´ rekurze by po absolvova´nı´ prˇedchozı´ch kapitol ne-
meˇl by´t va´zˇny´m proble´mem. Pro snadnou demonstraci ru˚zny´ch postupu˚ si pro
tento u´cˇel vytvorˇı´me samostatnou aktivitu nazvanou Bez rekurze. Ta bude obsaho-
vat jedinou akci, jejı´zˇ ko´d vidı´me na obr. 19.
Vhlavnı´mdiagramu si vytvorˇı´me jizˇ zna´mou spousˇteˇcı´ proceduru a funkcimu˚zˇeme
odzkousˇet.
• Rekurze
Nynı´ se pokusı´me vyuzˇı´t prˇednostı´ rekurze. Algoritmus je navrzˇen tak, zˇe dokud
neuplyne stanoveny´ pocˇet opakova´nı´ (nastaveny´ cˇas 5 s), budeme sta´le volat vlastnı´
aktivitu a prˇeda´vat jı´ aktua´lnı´ hodnotu pocˇı´tadlo. Aktivita se tedy bude chovat
stejneˇ, jako by byla zavola´na prˇı´mo z hlavnı´ho diagramu, ovsˇem se sta´le vzru˚stajı´cı´
hodnotou pocˇı´tadla. Protozˇe soucˇasneˇ v kazˇde´m pru˚chodu testujeme hodnotu to-
hoto pocˇı´tadla, nemu˚zˇe se sta´t, zˇe vytvorˇı´me tzv. nekonecˇnou smycˇku (infinity loop)
a program „zamrzne“. Stacˇı´ na´m nastavit, zˇe po dosazˇenı´ meznı´ hodnoty pocˇı´tadla
vysˇleme jeho hodnotu na na´vratovy´ port. Soucˇasneˇ mu˚zˇeme eliminovat pouzˇitı´ sta-
vovy´ch promeˇnny´ch, ktere´ uzˇ mezi jednotlivy´mi pru˚chody nemusı´me uchova´vat,
hodnota pocˇı´tadla bude totizˇ prˇeda´va´na jako parametr prˇi vola´nı´ aktivity. Takto
vytvorˇenou aktivitu vidı´me na obr. 20.
Uzˇ z na´zvu aktivity je patrne´, zˇe asi nebude u´plneˇ v porˇa´dku, kdyzˇ ji spustı´me, vy´-
sledku se nedocˇka´me.Abychom chybu odhalili, je trˇeba si postupneˇ projı´t jednotlive´
49A tvu˚rci MRDS (viz [21]) preferovany´m, protozˇe nevyzˇaduje sdı´lenı´ promeˇnny´ch.
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Obra´zek 19: VPL Rekurze – aktivita Bez rekurze
Obra´zek 20: VPL Rekurze – aktivita Rekurze spatne
fa´ze vykona´va´nı´ tohoto ko´du. Tak zjistı´me, zˇe po prvnı´m spusˇteˇnı´ aktivity z hlav-
nı´ho diagramu cˇeka´me na jejı´m vy´stupnı´m portu na odpoveˇd’. Ve vlastnı´ aktiviteˇ
ovsˇem v prvnı´m pru˚chodu odpoveˇd’ nevysˇleme, protozˇe pocˇı´tadlo je pod meznı´
u´rovnı´, proto vola´me znovu tute´zˇ aktivitu. Tudı´zˇ aktivita postupneˇ vola´ sama sebe
a inkrementuje pocˇı´tadlo, azˇ v nejnizˇsˇı´ u´rovni, kdy pocˇı´tadlo dosa´hne stanovene´
meze, vysˇle odpoveˇd’ na svu˚j vy´stupnı´ port. Tato na´vratova´ hodnota by meˇla by´t
prˇeda´na jako odpoveˇd’ na vola´nı´ z u´rovneˇ o jednu vysˇsˇı´, ale protozˇe na vy´stup-
nı´m portu nenı´ nava´za´n zˇa´dny´ dalsˇı´ blok, datovy´ tok se zde ukoncˇı´ a uzˇivatel se
o dokoncˇenı´ akce nema´ jak dozveˇdeˇt.
• Rekurze podruhe´
Tuto chybu bychommohli napravit tı´m, zˇe vy´stupnı´ port volane´ aktivity prˇivedeme
prˇesMerge na vy´stup volajı´cı´ aktivity, cˇı´mzˇ je zajisˇteˇno, zˇe odpoveˇd’dorazı´ o u´rovenˇ
vy´sˇe v kazˇde´m prˇı´padeˇ. Toto rˇesˇenı´ sice bude fungovat, ale protozˇe v bloku Merge
slucˇujeme dveˇ veˇtve z rozdı´lny´ch vy´stupnı´ch bloku˚, nemu˚zˇeme takto jednodusˇe
prˇedat zpeˇt hodnotu pocˇı´tadla. Pokud ji nepotrˇebujeme,mu˚zˇeme toto rˇesˇenı´ pouzˇı´t.
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Obra´zek 21: VPL Rekurze – aktivita Rekurze dobre
Obra´zek 22: VPL Rekurze – vy´sledny´ diagram
Daleko cˇisteˇjsˇı´m rˇesˇenı´m je ale pouzˇitı´ notifikacˇnı´ch portu˚. Mı´sto odpoveˇdı´ na vy´-
stupnı´mportu stacˇı´ v okamzˇikuprˇekrocˇenı´ pocˇı´tadla vyvolat odpovı´dajı´cı´ notifikaci
a tu prˇijı´mat prˇı´mo v hlavnı´m diagramu. Tı´m zajistı´me, zˇe na notifikacˇnı´ port bu-
deme zası´lat vzˇdy pouze jeden typ zpra´vy (aktua´lnı´ stav pocˇı´tadla) a to pouze
v okamzˇiku, kdy je skutecˇneˇ hodnota pocˇı´tadla prˇekrocˇena. Takove´to rˇesˇenı´ vidı´me
na obr. 21. Celkovy´ pohled na diagram se vsˇemi trˇemi zpu˚soby rˇesˇenı´ pak na obr. 22.
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6 LEGO R© MINDSTORMS R© NXT
Da´nska´ firma LEGO R© se od sve´ho zalozˇenı´ v roce 1932 zaby´va´ vy´robou a prodejem
hracˇek. Celosveˇtoveˇ zna´mou se stala prˇedevsˇı´m svy´mi stavebnicemi, jejichzˇ rozmanitost
se sta´le zvysˇuje, ale za´kladem zu˚sta´va´ tradicˇnı´ LEGO R© brick (kostka LEGO R©).
V roce 1998 uvedla na trh prvnı´ stavebnici mikropocˇı´tacˇem rˇı´zene´ho robota a nazvala
ji MINDSTORMS R© Robotics Invention System (da´le RIS). Skla´dala se z programova-
telne´ kostky RCX osazene´ osmibitovy´m mikroprocesorem, neˇkolika senzoru˚ a motoru˚ a
mnozˇstvı´ spojovacı´ho materia´lu. Z takove´to stavebnice bylo mozˇno konstruovat velke´
mnozˇstvı´ pohyblivy´ch a autonomnı´ch robotu˚. Samotny´ na´zev MINDSTORMS pocha´zı´
z titulu knihy Seymoura Paperta, ktera´ pojedna´vala o vyuzˇitı´ pocˇı´tacˇu˚ ve vy´uce deˇtı´. Ne
jen k jejich zkousˇenı´, ale i k vlastnı´mu ba´da´nı´ a rˇesˇenı´ proble´mu˚. Stavebnice tak zavrsˇila
dlouholetou spolupra´ci firmy LEGO R© a Massachusetts Institute of Technology (MIT), na
jehozˇ pu˚deˇ se Seymour Papert vy´zkumem zaby´val [22].
Na celosveˇtovy´ u´speˇch tohoto produktu firma LEGO R© nava´zala v roce 2006 uve-
denı´m nove´ rˇady LEGO R© MINDSTORMS R© NXT. Jednalo se o stavebnici zalozˇenou na
stejne´ koncepci jako RIS, ale s mnoha vy´znamny´mi inovacemi. Zejme´na pu˚vodnı´ 8 bi-
tovy´ mikroprocesor byl nahrazen 32 bitovy´m a Bluetooth nahradil pu˚vodnı´ infracˇervene´
prˇipojenı´.
V le´teˇ roku 2009 pak prˇisˇla na trh aktualizovana´ verze LEGO R© MINDSTORMS R©
NXT 2.0 (ko´dove´ oznacˇenı´ 8547). Ta jizˇ prˇinesla pouze drobneˇjsˇı´ vylepsˇenı´, jejichzˇ detailnı´
soupis nalezne za´jemce na webu vy´robce.
6.1 Popis stavebnice
V dobeˇ psanı´ te´to pra´ce meˇl autor k dispozici LEGO R© MINDSTORMS R© NXT v pu˚vodnı´
verzi z roku 2006 s origina´lnı´m FW a na te´to verzi take´ vsˇechny da´le uva´deˇne´ prˇı´klady
testoval.
6.2 Popis a funkce jednotlivy´ch prvku˚
„Mozkem“ vsˇech NXT robotu˚ je Kostka, jejı´zˇ mikroprocesor se stara´ o prova´deˇnı´ pro-
gramove´ho ko´du, komunikaci se senzory a motory a take´ prˇes USB nebo Bluetooth
s prˇipojeny´m PC.
O komunikaci s okolnı´m prostrˇedı´m se starajı´ senzory, ktere´ jsou prˇipojeny kablı´kem
ke vstupu˚m Kostky. Jejich umı´steˇnı´ v konstrukci robota je da´no vy´znamem jimi sledo-
vany´ch velicˇin pro funkci robota. Naprˇı´klad ultrazvukovy´ senzor nahrazuje robotovi
nejcˇasteˇji jeho „ocˇi“ a by´va´ proto zpravidla umı´steˇn ve smeˇru pohybu.
Pohyb cele´ho robota nebo jeho cˇa´stı´ umozˇnˇujı´ krokove´ motorky,50 ktere´ jsou rovneˇzˇ
v pocˇtu trˇı´ kusu˚ soucˇa´stı´ stavebnice.
50Na rozdı´l od beˇzˇny´ch motoru˚ je pohyb krokove´ho motoru rˇı´zen se´riı´ pulsu˚, z nichzˇ kazˇdy´ posune rotor
o prˇesneˇ stanoveny´ a vzˇdy stejny´ u´hel. To umozˇnˇuje prˇesne´ rˇı´zenı´ naprˇ. ujete´ vzda´lenosti, u´hlu otocˇenı´
kloubu apod.
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Obra´zek 23: Kostka NXT s prˇipojeny´mi senzory a motory
Obra´zek 24: Detail Kostky NXT
Robot mu˚zˇe obsluhu informovat prostrˇednictvı´m programoveˇ ovla´dane´ho displeje
Kostky nebo akusticky´m signa´lem integrovane´ho reproduktoru. Naopak obsluha mu˚zˇe
zasa´hnout do beˇhu programu tlacˇı´tky na Kostce.
6.2.1 Kostka
V origina´lnı´ dokumentaci i v anglicky psany´ch zdrojı´ch je hlavnı´ jednotka NXT nazy´va´na
Brick (cihla). V cˇesˇtineˇ se ovsˇem uzˇ od pocˇa´tku stavebnic LEGO R© na nasˇem trhu ujal
volny´ prˇeklad kostka, ktery´ rovneˇzˇ uva´dı´ cˇeska´ dokumentace ke stavebnici LEGO R©
MINDSTORMS R© NXT. Proto jej budeme pouzˇı´vat i zde, pro snadnou orientaci v textu
a pro odlisˇenı´ od obycˇejny´ch prvku˚ stavebnice s velky´m pocˇa´tecˇnı´m pı´smenem, tedy
Kostka.
Z du˚vodu snadne´ vy´meˇny bateriı´ by´va´ Kostka umı´steˇna na takove´m mı´steˇ robota,
ktere´ umozˇnˇuje jejı´ snadne´ vyjmutı´. Toto umı´steˇnı´ by´va´ vy´hodne´ i pro snadny´ prˇı´stup
k ovla´dacı´m tlacˇı´tku˚m a displeji Kostky.
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Obra´zek 25: Dotykovy´ senzor (bumper)
6.2.2 Senzory
Senzory slouzˇı´ robotu k zı´ska´nı´ informacı´ o objektech rea´lne´ho sveˇta, ve ktere´m se pohy-
buje, a jsou tedy nezbytne´ pro plneˇnı´ jake´koli u´lohy, ktera´ nenı´ cˇisteˇ staticka´ a vyzˇaduje
neˇjakou interakci s okolı´m. Senzory tedy vlastneˇ nahrazujı´ lidske´ smysly a dokonce jemo-
hou i prˇekonat jakdruhyzpracova´vany´ch informacı´, takprˇesnostı´ jejich vyhodnocenı´. Typ
a kvalita pouzˇity´ch senzoru˚ do znacˇne´ mı´ry ovlivnˇuje uzˇitnou hodnotu robota a na rozdı´l
od cˇisteˇ SW aplikacı´ ji veˇtsˇinou nelze nahradit 51 trˇeba pouzˇitı´m efektivneˇjsˇı´ch algoritmu˚
nebo vysˇsˇı´ rychlostı´ procesoru. Je zrˇejme´, zˇe existuje prˇı´ma´ u´meˇra mezi kvalitou a cenou
senzoru, proto od teˇch, ktere´ nalezneme ve stavebnici LEGO R© MINDSTORMS R© NXT,
nemu˚zˇeme ocˇeka´vat parametry vhodne´ pro profesiona´lnı´ nasazenı´. Pro nasˇe u´cˇely, tedy
zejme´na prvnı´ sezna´menı´ s roboticky´mi aplikacemi a jejich vy´uku, ovsˇem plneˇ postacˇujı´.
Vy´robce zvolil takovou kombinaci druhu˚ snı´many´ch velicˇin, pocˇtu prˇı´slusˇny´ch senzoru˚ a
kvalitu jejich zpracova´nı´, aby bylo mozˇne´ prezentovat vsˇechny za´kladnı´ proble´my, ktere´
musı´ robot v tere´nu rˇesˇit.
Jednotlive´ senzory si strucˇneˇ popı´sˇeme a uvedeme i modelove´ situace, ve ktery´ch se
uplatnı´. Pro detailneˇjsˇı´ sezna´menı´ zejme´na s technicky´mi parametry, internı´m zapojenı´m
a zmeˇrˇeny´mi charakteristikami mu˚zˇeme odka´zat na [23, 24, 25].
6.2.3 Dotykovy´ senzor
Zprostrˇedkova´va´ informaci o fyzicke´m kontaktu robota s okolı´m, naprˇ. na´raz do prˇe-
ka´zˇky, uchopenı´ prˇedmeˇtu, povel obsluhy (simulace stisknutı´ tlacˇı´tka) apod.
Jedna´ se o dvoustavovy´ spı´nacˇ (sepnuto / nesepnuto) s pevneˇ nastavenou hodnotou
tlaku nutne´ho pro sepnutı´ a jde tedy vlastneˇ pouze indika´tor stavu. Jeho vy´hodou je
okamzˇita´52 a prˇesna´ reakce na uda´lost bez nutnosti kalibrace, naopak nevy´hodou je
51Za jisty´ch okolnostı´ lze du˚myslny´mi algoritmy zlepsˇit kvalitu zı´ska´vany´ch informacı´ naprˇ. kombinacı´
u´daju˚ z vı´ce senzoru˚, eliminacı´ sˇumu˚ v datech apod., prˇı´padneˇ i ze dvou velicˇin vypocˇı´tat velicˇinu trˇetı´ a
nahradit tak samostatny´ senzor.
52Neˇkdy ovsˇem mu˚zˇe jı´t o nevy´hodu. Prˇi tlaku, ktery´ je vyvı´jen na senzor a ktery´ je blı´zky´ jeho prahove´
hodnoteˇ sepnutı´, mu˚zˇe docha´zet k zakmita´nı´, kdy senzor vysˇle postupneˇ sled opacˇny´ch stavu˚. To mu˚zˇe
pu˚sobit proble´my zejme´na v aplikacı´ch, ktere´ na za´kladeˇ te´to informace vyhodnocujı´ pocˇet kontaktu˚, naprˇ.
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Obra´zek 26: Opticky´ senzor
nutnost „strategicke´ho“ umı´steˇnı´ na teˇle robota, aby byla zajisˇteˇna reakce na vsˇechny
podneˇty, ktere´ se mohou vyskytnout. Ve veˇtsˇineˇ prˇı´padu˚ je nezbytne´ instalovat veˇtsˇı´
pocˇet teˇchto senzoru˚, nebo je kombinovat s jiny´mi typy, naprˇ. pro snı´ma´nı´ vzda´lenosti a
smeˇru k prˇeka´zˇce.
6.2.4 Sveˇtelny´ (opticky´) senzor
Tento senzor snı´ma´ hodnotu intenzity osveˇtlenı´ a lze jej tedy vyuzˇı´t k orientaci v prostoru
nebo prˇeda´va´nı´ pokynu˚ prostrˇednictvı´m sveˇtelny´ch signa´lu˚. Je ovsˇem rovneˇzˇ vybaven
cˇervenou LED, ktera´ umozˇnˇuje snı´mat intenzitu sveˇtla odrazˇene´ho od prˇedmeˇtu, cozˇ
by´va´ nejcˇasteˇjsˇı´ prˇı´pad aplikace. Robot se cˇidlem pohybuje v teˇsne´ blı´zkosti zkoumane´ho
objektu (podlozˇka, prˇeka´zˇka apod.) a podle mnozˇstvı´ odrazˇene´ho sveˇtla vyhodnocuje
jeho barvu (tedy spı´sˇe pomeˇr odrazˇene´ho a pohlcene´ho sveˇtla) nebo vzda´lenost.
6.2.5 Zvukovy´ senzor (mikrofon)
Jedna´ se o jednoduchy´ mikrofon, ktery´ poda´va´ robotu informaci o akusticke´m tlaku.
Vy´sledna´ hodnota je interpretova´na v procentech u´rovneˇ 90 dB. Prostrˇednictvı´m tohoto
cˇidla mu˚zˇe robot bud’ prozkouma´vat tere´n (orientovat se podle hluku v prostrˇedı´) nebo
cˇasteˇji spı´sˇ reagovat na povely a pokyny obsluhy. V testovacı´ch aplikacı´ch lze takto
naprˇı´klad zarˇadit nouzove´ zastavenı´, kdyhlasity´ povel obsluhyvyvola´ provedenı´ vhodne´
cˇa´sti programove´ho ko´du.
6.2.6 Ultrazvukovy´ senzor (sonar)
Je zalozˇen na principumeˇrˇenı´ doby sˇı´rˇenı´ ultrazvukove´ho signa´lu od robota k prˇeka´zˇce a
zpeˇt. Pracuje v pulznı´m rezˇimu,53 tzn., zˇe informace o vzda´lenosti nejsou spojite´, ale jsou
sledujı´ pocˇet stisknutı´ tlacˇı´tka, vytrˇı´deˇny´ch mincı´ apod. S tı´m je trˇeba pocˇı´tat prˇi na´vrhu aplikace a zjisˇt’ovat
stav senzoru vı´cekra´t a reagovat pouze prˇi shodne´m vy´sledku neˇkolika meˇrˇenı´. Podobny´ proble´m mu˚zˇe
zpu˚sobit i prˇı´lisˇ rychla´ zmeˇna stavu senzoru, ktera´ je kratsˇı´ nezˇ perioda s jakou kontroluje stav senzoru
aplikace. V dalsˇı´m textu (kapitola 7.23.2) si uka´zˇeme, zˇe pra´veˇ totomu˚zˇe le´pe rˇesˇit aplikace rˇı´zena´ uda´lostmi.
53Jedna´ se o jedine´ cˇidlo ve standardnı´m balenı´ stavebnice, ktere´ vyuzˇı´va´ digita´lnı´ sbeˇrnici Kostky [23].
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Obra´zek 27: Zvukovy´ senzor
Obra´zek 28: Ultrazvukovy´ senzor (sonar)
vzorkova´ny a prˇeda´va´ny vdigita´lnı´ podobeˇ. U´daj sonaru je interpretova´n jako vzda´lenost
prˇedmeˇtu v cm, prˇicˇemzˇmaxima´lnı´ vzda´lenost je 255 cm. Princip sonaru ovsˇem vyzˇaduje
kvalitnı´ odraz zvuku od zkoumane´ho prˇedmeˇtu, tzn. jak jeho vhodny´ povrch, tak u´hel,
pod ktery´m se vlna odra´zˇı´. Prˇesnost by´va´ prˇiblizˇneˇ 3 cm [25], ale ve veˇtsˇineˇ prˇı´padu˚ je
trˇeba sonar pro konkre´tnı´ aplikaci zkalibrovat. Du˚lezˇite´ je take´ mı´t na zrˇeteli pomeˇrneˇ
sˇiroky´ 30◦ u´hel, pod ktery´m je zvukova´ vlna vysı´la´na, nelze tedy zajistit maxima´lnı´
smeˇrovost.
6.2.7 Barevny´ opticky´ senzor
Od verze NXT 2.0 (v prodeji od srpna 2009) se ve stavebnici LEGO R© MINDSTORMS R©
NXT doda´va´ dalsˇı´ typ senzoru, ktery´ byl drˇı´ve dostupny´ pouze jako samostatneˇ proda´-
vany´ doplneˇk. Jde o barevny´ opticky´ senzor (obr. 29) a je zalozˇen na podobne´m principu
jako pu˚vodnı´ opticky´ senzor, jen je zde pro prˇisveˇtlenı´ pouzˇito trˇı´ ru˚znobarevny´ch LED
a je vyhodnocova´no mnozˇstvı´ odrazˇene´ho sveˇtla pro kazˇdou barvu zvla´sˇt’. Tı´m je mozˇne´
zjistit nikoli pouze kontrast, ale i barvu zkoumane´ho povrchu. Stejneˇ jako opticky´ senzor
je ale citlivy´ na sˇum v podobeˇ pronikajı´cı´ho okolnı´ho sveˇtla.
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Obra´zek 29: Barevny´ opticky´ senzor
Autor meˇl prˇi psanı´ tohoto textu k dispozici pouze za´kladnı´ sadu senzoru˚ z prvnı´
verze stavebnice (oznacˇenı´ 8527), proto jsou vsˇechny na´sledujı´cı´ u´lohy demonstrova´ny
na nich.
6.2.8 Dalsˇı´ senzory od trˇetı´ch stran
Postupem cˇasu se na trhu objevujı´ nove´ typy senzoru˚ od neza´visly´ch vy´robcu˚ (naprˇ. Hi-
Technic, Mindsensors), ktere´ jsou s LEGO R© MINDSTORMS R© NXT kompatibilnı´. Ma´me
tedy mozˇnost pouzˇı´t naprˇ. vı´ceosy´ akcelerometr, ktery´ lze vy´hodneˇ pouzˇı´t trˇeba pro udr-
zˇenı´ stability balancujı´cı´ho robota, kompas pro orientaci podle magneticke´ho po´lu Zemeˇ,
infracˇerveny´ detektor pro detekci tepelny´ch zdroju˚ apod.
6.2.9 Servomotory
Pohyb robota zajisˇt’ujı´ servomotory, ktere´ rovneˇzˇ ve stavebnici najdeme. Jejich pocˇet a
zpu˚sob pouzˇitı´ za´lezˇı´ na modelu robota, ktery´ hodla´me postavit, proto jsou ve stavebnici
k dispozici celkem trˇi (Ke Kostce lze prˇipojit soucˇasneˇ nejvy´sˇe cˇtyrˇi motory). V dalsˇı´ch
u´loha´ch budeme pouzˇı´vat vy´hradneˇ model robota Tribot, ktery´ je vybaven dveˇmamotory
na prˇednı´ na´praveˇ (kazˇde´ kolo poha´nı´ vlastnı´ motor) a trˇetı´ motor slouzˇı´ k ovla´da´nı´
manipulacˇnı´ch cˇelistı´ v prˇednı´ cˇa´sti robota.
Motory jsou rˇı´zeny pulznı´ sˇı´rˇkovou modulacı´, tzn., zˇe podle pozˇadovane´ rychlosti
ota´cˇenı´ je meˇneˇna sˇı´rˇka (de´lka) impulzu a tı´m mnozˇstvı´ energie, ktere´ se mu˚zˇe prˇemeˇnit
na pohyb.
Kazˇdy´motor navı´c obsahuje integrovany´ detektor ota´cˇek (na podobne´mprincipu jako
u pocˇı´tacˇove´ mysˇi), cozˇ umozˇnˇuje prˇesne´ rˇı´zenı´ v toleranci 1◦. Velmi podrobne´ vysveˇtlenı´
internı´ho zapojenı´ a rˇı´zenı´ motoru˚ lze nale´zt v [23].
6.2.10 Baterie
Napa´jenı´ Kostky a jejı´m prostrˇednictvı´m i vsˇech periferiı´ je rˇesˇeno pomocı´ sˇesti tuzˇkovy´ch
bateriı´ (typ AA), ktere´ jsou vlozˇeny prˇı´mo v teˇle Kostky. To s sebou nese proble´my prˇi
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Obra´zek 30: Servomotor
Obra´zek 31: Prˇı´davny´ battery pack
vy´konoveˇ na´rocˇneˇjsˇı´ch aplikacı´ch, protozˇe spotrˇeba energie zejme´na motory je opravdu
znacˇna´ a meˇnit baterie je potrˇeba velmi cˇasto. Proto je vhodne´ Kostku vzˇdy na teˇle robota
umist’ovat tak, aby byla snadno demontovatelna´.
Dalsˇı´ mozˇnostı´ je porˇı´zenı´ samostatneˇ doda´vane´ho Battery packu od firmy LEGO R©,
ktery´ obsahuje akumula´tory a lze jej jako celek dobı´jet (obr. 31). Bohuzˇel rozmeˇroveˇ
o neˇkolik milimetru˚ prˇesahuje pu˚vodnı´ rozmeˇry Kostky (umist’uje se do zadnı´ cˇa´sti
Kostky, kde pu˚vodneˇ byly baterie), proto u neˇktery´ch modelu˚ musı´me sa´hnout ke zmeˇneˇ
konstrukce.
6.2.11 Komunikacˇnı´ rozhranı´
Kostka LEGO R© MINDSTORMS R© NXTje vybavena dveˇma rozhranı´mi pro komunikaci
s PC. Prvnı´m je USB, ktere´ ovsˇem nemu˚zˇeme vyuzˇı´t prˇi programova´nı´ robota z MRDS,
druhy´m je pak Bluetooth.
Bluetooth (da´le BT) je preferovana´ volba pro komunikaci mezi PC a robotem, umozˇ-
nˇuje na´m robota rˇı´dit bezdra´toveˇ i ve volne´m tere´nu. Samotne´ spojenı´ s robotem je
podobne´ jako u beˇzˇny´ch BT zarˇı´zenı´. Nejdu˚lezˇiteˇjsˇı´ je spra´vna´ instalace BT adapte´ru
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na PC.54 Postup instalace (acˇkoliv nenı´ nijak slozˇity´) je detailneˇ vysveˇtlen na stra´nce vy´-
robce [26], vcˇetneˇ rˇesˇenı´ nejcˇasteˇjsˇı´ch proble´mu˚. Na´sledneˇ pouze na Kostce v jejı´m menu
vybereme volbu Bluetooth a povolı´me rezˇim vyhleda´va´nı´ (discoverable). V dalsˇı´m kroku
na PC vyhleda´me vsˇechna dostupna´ BT zarˇı´zenı´ v okolı´ a mezi nimi bychom meˇli nale´zt
take´ robota. Toho ze seznamu nalezeny´ch zarˇı´zenı´ vybereme a potvrdı´me pozˇadavek na
prˇipojenı´. V tomto okamzˇiku na´m Kostka nabı´dne k potvrzenı´ (zmeˇneˇ) heslo, ktery´m
se PC musı´ proka´zat (vy´chozı´ je 1234). Toto heslo zada´me do prˇı´slusˇne´ho pole v PC a
akci dokoncˇı´me. Nynı´ by se meˇla mezi nainstalovany´m BT HW objevit i prˇı´slusˇna´ ikona
nasˇeho robota (konkre´tnı´ zobrazenı´ za´lezˇı´ na pouzˇite´m operacˇnı´m syste´mu a ovladacˇı´ch
BT).
Pozna´mka 6.1 Pro dalsˇı´ pra´ci budeme nutneˇ potrˇebovat zna´t cˇı´slo se´riove´ho portu, ktery´
je pro BT spojenı´ emulova´n. To nalezneme ve vlastnostech pra´veˇ vytvorˇene´ho prˇipojenı´.
Prˇi vlastnı´m programova´nı´ aplikacı´ a jejich testova´nı´ na rea´lne´m robotovi na´m spra´v-
nou funkci BT komunikace potvrdı´ kra´tke´ pı´pnutı´ po spusˇteˇnı´ aplikace a soucˇasneˇ zob-
razenı´ webove´ho rozhranı´ DSS sluzˇby Kostky, kde je stav spojenı´ rovneˇzˇ zobrazen (zob-
razova´nı´ webu lze nicme´neˇ v konfiguraci sluzˇby vypnout).
6.2.12 Ostatnı´ prˇı´slusˇenstvı´
Protozˇe se jedna´ opravdu o stavebnici, najdeme v balenı´ mimo vy´sˇe zmı´neˇny´ch aktivnı´ch
prvku˚ take´ stovky dalsˇı´ch dı´lu˚, ktere´ zna´me z beˇzˇny´ch LEGO R© stavebnic. Jde o ru˚zne´
osky, spojovacı´ dı´lky, kolecˇka, prˇevody apod. Prˇesny´ vy´cˇet je uveden v prˇı´balove´m le-
ta´ku nebo na webu vy´robce a prodejcu˚. Pro na´s je podstatne´, zˇe obsahuje vsˇechny dı´ly
nutne´ k sestavenı´ da´le popisovane´ho modelu robota Tribot a take´ vsˇech modelu˚, ktere´
nalezneme na stra´nka´ch vy´robce. Vsˇechny dı´ly jsou, jak je u stavebnic urcˇeny´ch deˇtem ob-
vykle´, barevneˇ odlisˇeny a detailneˇ vyobrazeny v prˇilozˇene´m na´vodu, takzˇe jejich spra´vna´
identifikace podle konkre´tnı´ho stavebnı´ho na´vodu je velmi snadna´.
6.2.13 Try Me
Origina´lnı´ FWkostky obsahuje velmi uzˇitecˇnou funkci TryMe. Po jejı´m spusˇteˇnı´ jemozˇne´
oveˇrˇit stav a funkci vsˇech prˇipojeny´ch senzoru˚ a motoru˚. Snadno tak odhalı´me sˇpatneˇ
zapojeny´ kabel nebo vadny´ senzor jesˇteˇ prˇed sestavenı´m cele´ho robota a odpadne tak jeho
prˇı´padna´ demonta´zˇ. Tuto funkci mu˚zˇeme pouzˇı´t i v prˇı´padeˇ, kdy nasˇe aplikace nefunguje
podle prˇedstav a ma´me podezrˇenı´ na HW za´vadu.
54Bohuzˇel ne vsˇechnyBT adapte´ry jsou s robotemLEGO R©MINDSTORMS R©NXTplneˇ kompatibilnı´. Autor
meˇl mozˇnost vyzkousˇet trˇi adapte´ry ru˚zny´ch vy´robcu˚ (dva integrovane´ v notebooku a jeden externı´) a ve
vsˇech trˇech prˇı´padech bylo spojenı´ bez proble´mu˚. Prˇesto lze na internetu nale´zt celou rˇadudiskuzı´, ve ktery´ch
se rˇesˇı´ pra´veˇ kompatibilita BT adapte´ru˚. Prˇı´mo spolecˇnost LEGO R© doda´va´ vlastnı´ BT adapte´r, u ktere´ho
funkcˇnost garantuje.
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6.3 Nativnı´ vy´vojove´ prostrˇedı´ NXT-G
Stavebnice je prima´rneˇ urcˇena deˇtem (dle vy´robce od 10 let), u ktery´ch se neprˇedpo-
kla´da´ prˇedchozı´ zkusˇenost s programova´nı´m. Proto je soucˇa´stı´ doda´vky take´ specia´lnı´
programovacı´ prostrˇedı´ NXT-G vyvinute´ ve spolupra´ci LEGO R© Education a National
Instruments. Jde o optimalizovanou verzi profesiona´lnı´ho graficke´ho programovacı´ho
prostrˇedı´ LabVIEW
TM
pro u´cˇely stavebnice a obsahuje prˇeddefinovanou sadu prvku˚ (zde
nazy´vany´ch bloky), jejichzˇ skla´da´nı´m se sestavuje algoritmus aplikace.
Tyto bloky lze da´le rozsˇirˇovat a mezi internetovou komunitou nadsˇencu˚ se sta´le ob-
jevujı´ nove´ a aktualizovane´ bloky pro ru˚zne´ u´cˇely. Samotny´ tvu˚rce aplikace mu˚zˇe bloky
vytva´rˇet prˇı´mo ve vy´vojove´m prostrˇedı´ kombinacı´ pu˚vodnı´ch (jde vlastneˇ o jake´si pod-
programy), nebo je vytvorˇit v origina´lnı´m prostrˇedı´ LabVIEW
TM
. Jde o hlavnı´ a nejrozsˇı´-
rˇeneˇjsˇı´ zpu˚sob programova´nı´ robota, proto se mu veˇnuje cela´ rˇada publikacı´, za vsˇechny
jmenujme naprˇ. [27]. Velmi dobry´ multimedia´lnı´ kurz jazyka mu˚zˇe za´jemce nale´zt online
na [28].
6.4 Alternativnı´ FW a jazyky
Postupem cˇasu, s postupny´m rozsˇirˇova´nı´m stavebnic, se zacˇalo objevovat sˇirsˇı´ spektrum
jazyku˚ a prostrˇedı´, ve ktery´ch je mozˇne´ aplikace pro LEGO R© MINDSTORMS R© NXT
vyvı´jet. Pro neˇktere´ z nich je trˇeba doKostky nahra´t upraveny´ firmware, neˇktere´ vyuzˇı´vajı´
ten sta´vajı´cı´. Prˇehled neˇktery´ch z teˇchto jazyku˚ najde za´jemce naprˇı´klad v [2]. Cela´ kniha
veˇnovana´ programova´nı´ robota v Javeˇ je pak [29], byt’ se zaby´va´ prˇedevsˇı´m prˇedchozı´
verzı´ RCX.
Internetova´ komunita take´ vyvı´jı´ prostrˇedky pro HW ladeˇnı´ aplikacı´ prˇı´mo v zarˇı´zenı´
(in-device debugging), viz naprˇ. [30].
Pro na´s je podstatne´, zˇe jizˇ s prvnı´ verzı´ MRDS lze roboty programovat i v prostrˇedı´
.NET a navı´c i vizua´lnı´m jazykem VPL.
6.5 Internetova´ komunita
Jako u kazˇde´ modernı´ technologie, i v tomto prˇı´padeˇ nalezne za´jemce nejcˇerstveˇjsˇı´ a
neju´plneˇjsˇı´ informace na internetu. Autormu˚zˇe doporucˇit trˇebaweb [31] bohateˇ za´sobeny´
stavebnı´mi na´vody pro ru˚zne´modely robotu˚, prˇı´padneˇ [32]. Samozrˇejmeˇ prˇı´mo od zdroje
jsou informace na webu vy´robce [33].
6.6 Model Tribot
V nasˇich u´loha´ch budeme vyuzˇı´vat vy´hradneˇ dveˇ modifikace robota nazvane´ho Tribot.
Jde o za´kladnı´ model, ktery´ je k dispozici i pro simulaci ve virtua´lnı´m prostrˇedı´ (jak
uvidı´me da´le) a soucˇasneˇ je velmi snadne´ jej sestavit. Stavebnı´ pla´nek je obsazˇen jizˇ
v prˇibalene´ prˇı´rucˇce ve stavebnici a stavba vcˇetneˇ ozˇivenı´ by nemeˇla trvat de´le nezˇ dvacet
minut.
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Obeˇ varianty robota se lisˇı´ pouze trˇetı´mmotorem s prˇipojeny´mi cˇelistmi. Mimo u´lohy
v kapitole 7.18, ve ktere´ budeme zkousˇet pra´veˇ ovla´da´nı´ tohoto motoru, je tedy lhostejne´,
kterou z variant si postavı´me.
V kazˇde´m prˇı´padeˇ bychom si ale po sestavenı´ robota meˇli oveˇrˇit zapojenı´ aktivnı´ch
prvku˚ a jejich spra´vnou cˇinnost programem Try Me, ktery´ najdeme v menu Kostky. Sou-
cˇasneˇ by bylo vhodne´ si neˇkam poznamenat, kam jsou ktere´ senzory a motory na Kostce
prˇipojeny. To na´m mu˚zˇe usˇetrˇit mnoho cˇasu prˇi hleda´nı´ podivny´ch za´vad.
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7 Vy´voj aplikacı´ pro LEGO R© MINDSTORMS R© NXT v MRDS
7.1 Pouzˇite´ typy robotu˚
U´cˇelem tohoto textu je demonstrovat vy´voj roboticky´ch aplikacı´ obecneˇ, proto se take´ bu-
deme snazˇit o co nejobecneˇjsˇı´ postupy. V ra´mci prˇedvedenı´ vy´sledku˚ vsˇak musı´me zvolit
takovou platformu, kterou ma´me k dispozici a o ktere´ lze prˇedpokla´dat, zˇe jı´ bude dispo-
novat i potencia´lnı´ cˇtena´rˇ. Zde tedy, v souladu se zada´nı´m, volı´me robota sestavene´ho ze
stavebnice LEGO R© MINDSTORMS R© NXT. Pro veˇtsˇinu aplikacı´ se ovsˇem budeme snazˇit
o vyuzˇitı´ virtua´lnı´ho prostrˇedı´ MRDS a tomu prˇizpu˚sobı´me i vy´beˇr vhodne´ho modelu
robota. Jako nejuniverza´lneˇjsˇı´ se jevı´ tzv. TriBot, cozˇ je jeden ze za´kladnı´ch modelu˚ po-
psany´ch v prˇı´rucˇce ke stavebnici a soucˇasneˇ model podporovany´ v obou da´le zmı´neˇny´ch
virtua´lnı´ch prostrˇedı´ch.
7.2 Genericke´ sluzˇby
Protozˇe obecneˇ pozˇadujeme tvorbu aplikacı´ pro nejru˚zneˇjsˇı´ modely robotu˚, je nutne´,
aby na´mi vytvorˇena´ aplikace doka´zala s dany´m hardwarem spra´vneˇ komunikovat. Prˇi
prˇedpokla´dane´ sˇı´rˇi nasazenı´ by to vyzˇadovalo, abychom meˇli vzˇdy k dispozici specia´lnı´
sluzˇby (pokud mozˇno dodane´ vy´robcemHW), ktere´ bychom do sve´ aplikace integrovali.
To by ovsˇem meˇlo za´sadnı´ dopad na prˇenositelnost jizˇ jednou vytvorˇeny´ch aplikacı´ na
jine´ HW platformy. V neposlednı´ rˇadeˇ by pak autorˇi aplikacı´ museli mı´t prˇı´stup i ke
konkre´tnı´mu cı´love´mu HW, aby meˇli mozˇnost ko´d odladit.
Tvu˚rci MRDS proto uzˇ do za´kladu vy´vojove´ho studia vlozˇili za´kladnı´ prvek prˇenosi-
telnosti ko´du – genericke´ sluzˇby. Jde o jake´si univerza´lnı´ soubory operacı´ a zpra´v, ktere´
slouzˇı´ k ovla´da´nı´ neˇjake´ obecneˇ definovane´ cˇa´sti HW robota. Na vy´robci pak pouze je,
aby tyto univerza´lnı´ operace implementoval do sve´ho HW a dodal popis (tzv. manifest),
ktery´m rˇekne DSS uzlu, pod ktery´m aplikace beˇzˇı´, ktere´ (tentokra´t jizˇ HW specificke´)
sluzˇby ma´ mı´sto oneˇch genericky´ch pouzˇı´t. Pokud tedy programujeme aplikaci pro ro-
boty s podobny´m designem po stra´nce rˇı´zenı´ a vybavenı´, ma´me mozˇnost vytvorˇit jednu
univerza´lnı´ aplikaci, se kterou pak pouze doda´me prˇı´slusˇny´ manifest.
Konkre´tnı´ pouzˇitı´ manifestu˚ si uka´zˇeme nejle´pe soucˇasneˇ s vy´vojem prakticky´ch VPL
aplikacı´ na konkre´tnı´ch prˇı´kladech.
V za´kladnı´ nabı´dce sluzˇeb ma´me k dispozici mimo jine´ diferencia´lnı´ pohon robota55,
obecny´ analogovy´ senzor, cˇi obecny´ tlakovy´ detektor.56 Tyto trˇi budeme v dalsˇı´ch u´loha´ch
vyuzˇı´vat nejcˇasteˇji.
55Jde o variantu rˇı´zenı´, ktera´ vyuzˇı´va´ pro pohon kazˇde´ho kola na te´zˇe na´praveˇ samostatny´motor. Pohyb do
stran je pak rˇesˇen zmeˇnou ota´cˇek obou motoru˚ a z jejich rozdı´lu (odtud diferencia´lnı´) pak vznikne vy´sledny´
smeˇrovy´ vektor pohybu robota. Principia´lneˇ jde o stejny´ syste´m, jaky´ pouzˇı´vajı´ trˇeba tanky.
56Jde o beˇzˇny´ spı´nacˇ se dveˇma stavy: sepnuto / nesepnuto.
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7.3 HW specificke´ sluzˇby
Soucˇa´stı´ MRDS je i balı´k specificky´ch sluzˇeb pro neˇktere´ rozsˇı´rˇeneˇjsˇı´ typy robotu˚ a jejich
vybavenı´. My budeme da´le vyuzˇı´vat pouze sluzˇby pro LEGO R©MINDSTORMS R© NXT, a
to prˇedevsˇı´m ty, ke ktery´m neexistuje ekvivalentnı´ na´hrada v podobeˇ genericky´ch sluzˇeb.
7.4 Roboticke´ VPL aplikace
V tomto okamzˇiku jizˇ ma´me za sebou sezna´menı´ se za´klady jazyka VPL (kapitola 5),
zna´me mozˇnosti a slozˇenı´ stavebnice LEGO R© MINDSTORMS R© NXT a take´ jizˇ vı´me,
jake´ mozˇnosti na´m MRDS nabı´zı´. Mu˚zˇeme tedy konecˇneˇ prˇistoupit k tvorbeˇ skutecˇny´ch
roboticky´ch aplikacı´ v jazyce VPL.
Na´sledujı´cı´ u´lohy jsou sestaveny tak, aby demonstrovaly pokud mozˇno co nejsˇirsˇı´
paletu mozˇnostı´ a vlastnostı´ jazyka VPL a prostrˇedı´ MRDS ve vztahu k programova´nı´
robotu˚. Zdaleka nejde o vy´cˇet u´plny´, neˇktere´ postupy lzemodifikovat, prˇı´padneˇ rˇesˇit zcela
jinak, ovsˇemvodı´tkemzde byla snaha o vytvorˇenı´ prˇı´kladu˚ typicky´ch, nikoli optima´lnı´ch.
Acˇkoli jsou u´lohy na sobeˇ neza´visle´, prˇedpokla´da´ se jejich studium v porˇadı´, v jake´m jsou
uvedeny, nebot’ veˇtsˇina novy´ch pojmu˚ je vysveˇtlena pouze jedenkra´t, prˇi jejich prvnı´m
pouzˇitı´, a na´sledneˇ se jizˇ pocˇı´ta´ s jejich znalostı´. Tento postup take´ dovoluje cˇa´stecˇneˇ
vyuzˇı´vat jizˇ jednou vytvorˇene´ cˇa´sti ko´du.
Rˇesˇenı´ u´loh je cˇleneˇno na dı´lcˇı´ kroky, ktere´ prˇedstavujı´ jednotlive´ typicke´ fa´ze tvorby
aplikace (analy´za, pouzˇite´ sluzˇby, sestavenı´ diagramu, spusˇteˇnı´). V prˇı´padech, kdy to
povaha proble´mu vyzˇaduje, jsou pak doplneˇny kroky pro danou u´lohu specificky´mi.
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7.5 U´loha 5 – Cˇelem vzad
7.5.1 Zada´nı´
Prvnı´ praktickou u´lohou bude otocˇit robota o 180 stupnˇu˚, tedy vykonat povel „cˇelem
vzad“. Abychom dosta´li co nejobecneˇjsˇı´mu prˇı´stupu, budeme v te´to fa´zi pouzˇı´vat pouze




Tato u´loha sesta´va´ pouze z jedne´ operace robota. Meˇl by prove´st jednu otocˇku
o 180◦, takzˇe algoritmus nebude nikterak slozˇity´ a ja´dro proble´mu tkvı´ ve vy´beˇru
vhodny´ch sluzˇeb, ktere´ na´m umozˇnı´ robota ovla´dat.
• Vy´beˇr sluzˇeb
Nejprve si tedymusı´me rozmyslet, jake´ sluzˇbybudemeke splneˇnı´ u´kolupotrˇebovat.
Protozˇe budeme v nasˇich u´loha´ch pouzˇı´vat vzˇdy model Tribot, stacˇı´ na´m zjistit, jake´
prvky vyuzˇı´va´ k pohybu. Zjistı´me, zˇe je osazen pouze dveˇma motory pro pohon
kol na prˇednı´ ose, zadnı´ kolecˇko poha´neˇne´ nenı´. Da´le je osazen dotykovy´m cˇidlem
(bumper), sonarem57 a sveˇtelny´m senzorem.
Robot ma´ prova´deˇt pouze pohyb, ktery´ nenı´ nijak za´visly´ na vneˇjsˇı´m prostrˇedı´,
nebudeme tedypotrˇebovat zˇa´dna´ cˇidla ani senzory.Mu˚zˇeme tedypouzˇı´t generickou
sluzˇbu pro obsluhudiferencia´lnı´ho pohonuGenericDifferential Drive (da´le jenGDD).
Da´le budeme stejneˇ jako vkazˇde´ dalsˇı´ u´loze pouzˇı´vat dialogpro spusˇteˇnı´ akce, proto
prˇida´me i Simple Dialog.
• Sestavenı´ diagramu
Nynı´ bychommeˇli nahle´dnoutdona´poveˇdyMRDSavyhledatpopisGDD, abychom
zjistili, jake´ zpra´vy sluzˇba prˇijı´ma´ a jake´ operace je schopna prove´st. Na´hradnı´ mozˇ-
nostı´ (ale ne rovnocennou) je zkusmo prove´st spojenı´ obou dosud vlozˇeny´ch bloku˚.
Editor na´m nabı´dne seznam zpra´v, ktere´ mu˚zˇeme GDD odeslat. Z nich podle na´zvu
odvodı´me, zˇe asi nejvhodneˇjsˇı´ po nasˇe u´cˇely bude RotateDegrees. Pokud tuto volbu
potvrdı´me, zobrazı´ se nabı´dka parametru˚, ktere´ mu˚zˇeme sluzˇbeˇ ve zpra´veˇ poslat.
Opeˇt nenı´ teˇzˇke´ odvodit, zˇe pozˇadovany´ u´hel prˇeda´me jako Degrees a rychlost po-
hybu Power. Podrzˇı´me-li mysˇ nad na´zvy teˇchto parametru˚, zjistı´me, zˇe hodnota
u´hlu se zada´va´ jako cˇı´slo typu double ve stupnı´ch a zˇe vy´konmu˚zˇe naby´vat hodnoty
od -1 (naplno vzad) po +1 (naplno vprˇed). Poslednı´ parametr uda´va´ stav motoru, a
jak bychom zjistili v dokumentaci, vyplnˇovat ho nemusı´me.
Pokud tedy ma´me kompletnı´ vstupnı´ cˇa´st s dialogem (tu uzˇ zna´me z prˇedchozı´ch
u´loh), mu˚zˇeme zadat hodnoty prˇı´mo do zpra´vy mezi dialogem a GDD. Pouzˇijeme
tedy volbu Edit values directly a vyplnı´me 180 a naprˇı´klad 0.7.
57Da´le budeme pouzˇı´vat pro ultrazvukovy´ senzor meˇrˇı´cı´ vzda´lenost termı´n sonar a pro dotykove´ (na´ra-
zove´) cˇidlo termı´n bumper (na´raznı´k).
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Pozna´mka 7.1 Tatometoda tzv. „natvrdo“ zada´vany´ch dat sice vy´razneˇ zprˇehlednı´
vy´sledny´ diagram (pokud jde o zaplneˇnı´ bloky) a take´ usˇetrˇı´ cˇas prˇi na´vrhu, ale
na druhe´ straneˇ je takovy´to ko´d pro nezasveˇcene´ho (a tı´m se po cˇase ve veˇtsˇineˇ
prˇı´padu˚ stane i sa´m autor aplikace) naprosto necˇitelny´, prˇeda´vane´ hodnoty nejsou
viditelne´.
• Spusˇteˇnı´
Nynı´ se pokusı´me aplikaci spustit. U´vodnı´ dialog se sice objevı´, ale soucˇasneˇ uvi-
dı´me v konzoli DSS uzlu mezi vy´pisem spousˇteˇny´ch sluzˇeb i cˇervene´ chybove´
hla´sˇky, ktere´ oznamujı´: Partner enumeration during service startup failed a v dalsˇı´m
textu objevı´me, zˇe chyba pocha´zı´ od sluzˇby GDD. Tı´m na´m dal DSS uzel, ktery´
sluzˇby spousˇtı´, najevo, zˇe pro generickou sluzˇbu nenalezl jejı´ skutecˇnou implemen-
taci pro neˇjaky´ HW.
• U´pravy
Nynı´ trosˇku prˇedbeˇhneme kapitolu a pokusı´me se proble´m vyrˇesˇit. Pokud klep-
neme na GDD, mu˚zˇeme si v prave´m okneˇ editoru vsˇimnout, zˇe ma´me mozˇnost
nastavit konfiguraci sluzˇby. Z rolety tedy vybereme v tomto prˇı´padeˇ polozˇku Use
a manifest a na´sledneˇ Import. Meˇl by se na´m zobrazit seznam vsˇech kompatibil-
nı´ch manifestu˚, ktere´ MRDS pro nasˇi sluzˇbu nasˇlo. Z tohoto seznamu pro zacˇa´tek
vybereme LEGO.NXT.Tribot.Simulation.Manifest.xml.58
Nynı´ mu˚zˇeme aplikaci znovu spustit a vy´sledkem bymeˇl by´t robot, ktere´ho vidı´me
na vlastnı´ ocˇi opravdu prova´deˇt polovicˇnı´ piruetu (viz obr. 32).
• Dokoncˇenı´
Toto rˇesˇenı´ je tedy funkcˇnı´, ale prˇece jen bychom v za´jmu prˇehlednosti59 meˇli hod-
noty, ktere´ prˇeda´va´me GDD vyne´st do samostatny´ch bloku˚ Data a teprve z nich
povel odeslat. Opeˇt si musı´me pomoci blokem Join, abychom mohli oba parametry
zarˇadit do jedne´ zpra´vy. Vy´sledny´ ko´d vidı´me na obr. 33.
58Teˇchto souboru˚ patrneˇ v seznamu uvidı´me vı´c, proto vybereme ten, ktery´ je umı´steˇn v podadresa´rˇi
samples balı´ku MRDS (cesta se zobrazı´ po prˇidrzˇenı´ ukazatele mysˇi nad manifestem).
59Nicme´neˇ vidı´me, zˇe naprˇı´klad pro rychle´ otestova´nı´ je mozˇne´ sestavit ko´d i velmi jednodusˇe a prˇitom
funkcˇneˇ.
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Obra´zek 32: VPL CelemVzad – robot ve virtua´lnı´m prostrˇedı´ MRDS
Obra´zek 33: VPL CelemVzad – vy´sledny´ diagram
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7.6 Mozˇnosti vyuzˇitı´ vizualizacı´
7.6.1 Princip manifestu˚
O tom, k cˇemu slouzˇı´ manifesty, jsme se jizˇ zmı´nili v kapitole 7.2. Nynı´ si na konkre´t-
nı´ch prˇı´kladech uka´zˇeme, jak mu˚zˇeme velmi jednoduchou zmeˇnou manifestu˚ nebo jejich
editacı´ dosa´hnout vy´znamne´ zmeˇny ve vy´sledne´ aplikaci.
Manifest je vlastneˇ XML soubor, ktery´ nacˇı´ta´ DSS uzel prˇi startu sluzˇby a kde nalezne
dalsˇı´ informace se sluzˇbou souvisejı´cı´. Zejme´na jde o dalsˇı´ sluzˇby, jejichzˇ spusˇteˇnı´ je
vyzˇadova´no, vcˇetneˇ odkazu˚ na jejich konfiguracˇnı´ soubory, da´le tzv. partnerske´ sluzˇby,
cozˇ jsou rea´lne´ implementace sluzˇeb nahrazujı´cı´ sluzˇby genericke´ apod.
Soubory lze editovat rucˇneˇ, prˇı´padneˇ vyuzˇı´t tzv. DSS Manifest Editor, ktery´ je sou-
cˇa´stı´ balı´ku MRDS, ale pro nasˇe u´cˇely bude stacˇit veˇdeˇt, kde manifesty najdeme a jak je
pouzˇijeme.
Prˇi instalaci balı´ku aplikacı´ MRDS se v jeho instalacˇnı´m adresa´rˇi 60 vytvorˇı´ podadresa´rˇ
samples\config, kde je ulozˇena veˇtsˇina potrˇebny´ch manifestu˚. To, zˇe jde o podadresa´rˇ
samples, tedy s uka´zkami, nenı´ na´hoda. Samotne´ MRDS zˇa´dne´ manifesty neobsahuje,
stejneˇ jako neobsahuje zˇa´dne´ hotove´ sluzˇby pro podporu robotiky. Jde pouze o prostrˇedı´,
ve ktere´m ma´ programa´tor mozˇnost tyto produkty vytvorˇit. Aby vsˇak kazˇdy´ nemusel
zacˇı´nat „na zelene´ louce“, vytvorˇili autorˇi MRDS i uka´zkove´ sluzˇby vcˇetneˇ manifestu˚,
ktere´ mohou da´l autorˇi aplikacı´ pouzˇı´vat (samozrˇejmeˇ za dodrzˇenı´ licencˇnı´ch podmı´nek).
Ve vy´sˇe zmı´neˇne´m adresa´rˇi nalezneme i manifest, ktery´ jsme pouzˇili v prˇedchozı´m
u´kolu. Pokud si ho prohle´dneme (viz vy´pis 18), zjistı´me, zˇe nenı´ nijak slozˇity´ a navı´c
obsahuje komenta´rˇe.
1 <?xml version=”1.0” ?>
2 <Manifest


















20 <!−− Start simulated motor service −−>
21 <ServiceRecordType>





























Na rˇa´dce 7 pozˇaduje spusˇteˇnı´ dalsˇı´ch sluzˇeb, konkre´tneˇ simulationengine, ktera´ spousˇtı´
virtua´lnı´ prostrˇedı´, ve ktere´m se bude robot pohybovat, simulateddifferentialdrive, cozˇ je
pra´veˇ implementace nasˇı´ genericke´ sluzˇby GDD a simulatedbumper, tedy sluzˇba simulujı´cı´
bumper.
Sluzˇba simulationengine pak da´le specifikuje svu˚j manifest, ve ktere´m ma´ ulozˇeny
detaily generovane´ho prostrˇedı´, naprˇ. pozici kamery a jednotlivy´ch objektu˚. V kapitole
7.6.6 si uka´zˇeme, jakmu˚zˇeme editacı´ tohoto souboru zmeˇnit prostrˇedı´, ve ktere´m budeme
robota testovat.
Dalsˇı´ manifesty pak nalezneme v adresa´rˇı´ch jiny´ch aplikacı´, ktere´ neˇjaky´m zpu˚sobem
MRDS vyuzˇı´vajı´. V nasˇem prˇı´padeˇ jde o produkt spolecˇnosti SimplySim, ktery´ prˇina´sˇı´
dalsˇı´ implementace genericky´ch sluzˇeb pro roboty LEGO R© MINDSTORMS R© NXT a
soucˇasneˇ dalsˇı´ virtua´lnı´ prostrˇedı´. V podadresa´rˇi SimplySim\NXT-MSRDS\Manifests tak
najdeme dalsˇı´ sadu manifestu˚, z nichzˇ neˇktere´ budeme pozdeˇji potrˇebovat.
Da´le nesmı´me zapomenout na to, zˇe editor VPL si vsˇechny manifesty, na ktere´ se prˇi
tvorbeˇ aplikace odka´zˇeme, okamzˇiteˇ zkopı´ruje do adresa´rˇe aplikace a da´le pracuje pouze
s teˇmito kopiemi. Pokud se tedy podı´va´me do adresa´rˇe poslednı´ho u´kolu, meˇli bychom
tamnajı´t kopiimanifestu z vy´pisu 18 a take´ vsˇechny dalsˇı´, na ktere´ DSS uzel prˇi prova´deˇnı´
aplikace narazı´.
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Po neˇjake´m cˇase stra´vene´m v editoru VPL si take´ vsˇimneme, zˇe prˇi importumanifestu
jsou nabı´zeny vsˇechny manifesty dostupne´ v podadresa´rˇı´ch instalace MRDS, tedy vcˇetneˇ
teˇch ulozˇeny´ch spolecˇneˇ s uka´zkovy´mi aplikace.
Pozna´mka 7.2 Prˇi prakticky´ch pokusech se na´m mozˇna´ bude zda´t manipulace s ma-
nifesty nepohodlna´ a neprakticka´, ale musı´me si uveˇdomit, zˇe tı´m tvu˚rci MRDS chteˇli
eliminovat za´sahy do jizˇ napsane´ho ko´du, a to se jim podarˇilo. Prˇi pouzˇitı´ jizˇ zkompilo-
vane´ sluzˇby opravdu nemusı´me zna´t jejı´ zdrojovy´ ko´d, jen doda´me potrˇebne´ parametry
prostrˇednictvı´m manifestu˚.
7.6.2 Za´kladnı´ prostrˇedı´ VPL
V u´loze z kapitoly 18 jsme si funkci robota oveˇrˇili v simulovane´m prostrˇedı´ standardneˇ
nainstalovane´m s MRDS. Pokud se vra´tı´me k vy´pisu prˇı´slusˇne´ho manifestu, ktery´ jsme
pouzˇili (viz vy´pis 18), zjistı´me, zˇe toto prostrˇedı´ doka´zˇe simulovat pouze diferencia´lnı´
pohon a bumper. Pro za´kladnı´ operace robota s nimi sice vystacˇı´me, ale jaka´koli cˇidla,
senzory, cˇi motory jizˇ vyzkousˇet nemu˚zˇeme amuseli bychombud’pouzˇı´t rea´lne´ho robota,
nebo si vytvorˇit simulaci vlastnı´. Poslednı´ varianta ovsˇem prˇipada´ v u´vahu pouze pro
velmi rozsa´hly´ projekt, kdy se na´m investice do tak slozˇite´ cˇinnosti, jako je simulace
fyzika´lnı´ch vlastnostı´ rea´lne´ho objektu, vyplatı´.
7.6.3 Prostrˇedı´ SimplySim
Nasˇteˇstı´ s rozsˇı´rˇenı´m MRDS mezi vy´voja´rˇe se objevujı´ i volneˇ prˇı´stupne´ simulace trˇetı´ch
stran, ktere´mu˚zˇeme jednodusˇe vyuzˇı´t.My se zameˇrˇı´me na velmi povedene´ prostrˇedı´ spo-
lecˇnosti SimplySim, ktere´ obsahuje simulaci te´meˇrˇ kompletnı´61 sady senzoru˚ doda´vany´ch
ve stavebnici LEGO R©MINDSTORMS R© NXT a navı´c prostrˇedı´ samotne´ ma´ mnohem blı´zˇ
realiteˇ nezˇ vy´chozı´, skutecˇneˇ synteticke´, prostrˇedı´ MRDS.
Pokusme se tedy nasˇi u´lohu vyzkousˇet v tomto nove´m prostrˇedı´. V tuto chvı´li
bychom jizˇ meˇli mı´t aplikaci SimplySim NXT-MSRDS nainstalova´nu,62 proto bychom
meˇli by´t schopni stejny´m postupem jako v kapitole 7.5.2 importovat spra´vny´ manifest
nazvany´ SimulationStandalone.Manifest.xml. Tentokra´t ho budeme hledat v podadresa´rˇi
SimplySim\NXT-MSRDS\Manifests instalace MRDS.
Zkusme si nynı´ aplikaci znovu spustit. Nove´ prostrˇedı´ i s robotem je na obr. 34. Je zde
sice pouzˇit mı´rneˇ odlisˇny´ model robota Tribot, je navı´c vybaven sveˇtelny´m senzorem, so-
narem amotorem ovla´dajı´cı´m cˇelisti, ale podvozek a bumper jsou shodne´, takzˇe mu˚zˇeme
aplikace, ktere´ vyuzˇı´vajı´ pouze teˇchto sluzˇeb, simulovat v obou prostrˇedı´ch.
61Chybı´ pouze zvukovy´ senzor.
62V opacˇne´m prˇı´padeˇ si instalacˇnı´ soubor mu˚zˇeme sta´hnout z [9] a instalaci podle pokynu˚ z kapitoly 2.9
prove´st nynı´.
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Obra´zek 34: VPL CelemVzad – robot ve virtua´lnı´m prostrˇedı´ SimplySim
7.6.4 Aplikace SimplySim
Dalsˇı´ mozˇnostı´, jak vyzkousˇet aplikaci v simulovane´m prostrˇedı´, je pouzˇı´t utility63 spo-
lecˇnosti SimplySim, ktera´ sama doka´zˇe sluzˇby najı´t a spustit ve sve´m prostrˇedı´. Navı´c
umozˇnˇuje robota ve virtua´lnı´m prostrˇedı´ rˇı´dit a aplikaci prˇı´padneˇ rovnou spustit i v re-
a´lne´m robotovi.
Tuto mozˇnost ale ma´me, pouze pokud nepouzˇı´va´me verzi MRDS Express, pro-
tozˇe sluzˇby musı´me prˇed pouzˇitı´m nejprve zkompilovat, cozˇ tato verze neumozˇnˇuje.
Abychom tedy zachovali co nejvysˇsˇı´ univerzalitu tohoto textu, pouze si tuto mozˇnost
uka´zˇeme, ale da´le ji pouzˇı´vat nebudeme.
Nejprve tedy musı´me prove´st kompilaci nasˇı´ aplikace do DSS sluzˇby. K tomu po-
uzˇijeme volbu menu Build/Compile as a Service. Pokud ma´me diagram sestaveny´ stejneˇ
jako na obra´zku 33, zrˇejmeˇ kompila´tor ohla´sı´ chybu prˇevodu typu int na double. Tento
proble´m ma´ na sveˇdomı´ zada´nı´ u´hlu jako cele´ho cˇı´sla bez desetinne´ tecˇky do blokuData.
Pravdeˇpodobneˇ se jedna´ o chybu v MRDS, protozˇe jak typ bloku Data, tak ocˇeka´vana´
hodnota v GDD jsou stejne´ho typu, takzˇe neˇkde uvnitrˇ mozˇna´ docha´zı´ ke zbytecˇne´mu
prˇetypova´nı´. V kazˇde´m prˇı´padeˇ pomu˚zˇe doplnit cˇı´slo na 180.0. Nynı´ jizˇ kompilace pro-
beˇhne u´speˇsˇneˇ a vzniknou knihovny dll samotne´ aplikace i jejı´ proxy, ktere´ editor rovnou
63Nejde prˇı´mo o utilitu, ale o beˇzˇnou sluzˇbu navrzˇenou tak, zˇe doka´zˇe vyhleda´vat v adresa´rˇi sluzˇeb
zadane´ho DSS uzlu a tyto sluzˇby pak spousˇteˇt.
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umı´stı´ do podadresa´rˇe bin instalace MRDS.64 Editor se soucˇasneˇ zepta´ na mı´sto, kam
chceme ulozˇit zdrojove´ ko´dy novy´ch sluzˇeb (v C#), abychom je pozdeˇji meˇli mozˇnost
editovat.
Pozna´mka 7.3 Mu˚zˇeme se setkat i se situacı´, kdy kompilace selzˇe a jako du˚vod uvede
nemozˇnost prˇepsat knihovnu dll. V takove´m prˇı´padeˇ pomu˚zˇe restart editoru VPL.
Nynı´ spustı´me sluzˇbu NXT-MSRDS, nejle´pe prˇes za´stupce v nabı´dce start syste´mu
Windows, kde jsou jizˇ nastaveny potrˇebne´ parametry prˇı´kazove´ rˇa´dky pro DSS uzel.
Ve spodnı´ cˇa´sti okna aplikace stiskneme tlacˇı´tko Add a ze seznamu sluzˇeb vybereme
nasˇi cˇerstveˇ zkompilovanou. Ta se pote´ objevı´ v seznamu prˇipraveny´ch sluzˇeb spolecˇneˇ
s uka´zkovy´mi sluzˇbami dodany´mi SimplySim v ra´mci jejich produktu. Nynı´ mu˚zˇeme
stisknout tlacˇı´tkoRun in simulation avokneˇ virtua´lnı´hoprostrˇedı´ uvidı´me robotaprova´deˇt
stejnouakci, jakokdyzˇ jsmev tomtoprostrˇedı´ spousˇteˇli sluzˇbuprˇı´mozVPLeditoru.Navı´c
mu˚zˇeme pomocı´ trackballu robotem pohybovat a soucˇasneˇ sledovat stavy jeho senzoru˚.
Pozna´mka 7.4 Mu˚zˇe se sta´t, zˇe sluzˇba v seznamu nebude. V takove´m prˇı´padeˇ je nutne´
rucˇneˇ smazat soubor contractDirectoryCache.bin v podadresa´rˇi store\cache instalaceMRDS.
Okno aplikace vcˇetneˇ robota ve virtua´lnı´m prostrˇedı´ a okno DSS uzlu si mu˚zˇeme
prohle´dnoutnaobra´zku35. Cˇervena´ chybova´ hla´sˇenı´ upozornˇujı´, zˇe se nepodarˇiloprˇipojit
k rea´lne´mu HW robota.
Pokud ma´me k PC prˇipojene´ho i rea´lne´ho robota, mu˚zˇeme nastavit parametry prˇipo-
jenı´ (meˇl by stacˇit pouze se´riovy´ port, ktery´ emuluje Bluetooth prˇipojenı´) a stejnou sluzˇbu
mu˚zˇeme spustit i v rea´lu. V prˇı´padeˇ, zˇe se aplikaci podarˇı´ s robotem nava´zat spojenı´,
robot kra´tce pı´skne a na´sledneˇ provede otocˇku.
Pozna´mka 7.5 Tuto aplikaci mu˚zˇeme s vy´hodou pouzˇı´t i bez programova´nı´ vlastnı´ch
sluzˇeb, naprˇı´klad pokud potrˇebujeme zkalibrovat senzory, oveˇrˇit si funkce motoru˚ apod.
Hodnoty prˇecˇtene´ ze senzoru˚ pak mu˚zˇeme pouzˇı´t prˇı´mo ve sve´ aplikaci, anizˇ bychom se
zdrzˇovali opakovany´mi pokusy „naslepo“.
7.6.5 Integrace dashboardu
V prˇedchozı´ cˇa´sti jsme videˇli, zˇe mu˚zˇe by´t vy´hodne´ robota ovla´dat rucˇneˇ i za beˇhu na´mi
vyvı´jene´ aplikace. Kostra okna aplikace SimplySim je odvozena od tzv. Simple Dashboardu,
cozˇ je opeˇt jedna z prˇedkompilovany´ch sluzˇeb dodany´ch spolecˇneˇ sMRDS. Proto na´m nic
nebra´nı´ tuto sluzˇbu zarˇadit i do sve´ aplikace prˇı´mo a zprˇı´stupnit si tak podobne´ funkce.
Podrobneˇjsˇı´ popis mozˇnostı´ a ovla´da´nı´ Simple Dashboardu nalezneme v na´poveˇdeˇ
MRDS, zde si pouze uka´zˇeme, jak sluzˇbu zacˇlenit a jak pouzˇı´t.
Zacˇleneˇnı´ sluzˇby je trivia´lnı´. Prosteˇ blok Simple Dashboard prˇeneseme z palety sluzˇeb
do nasˇeho diagramu.65
64Mu˚zˇeme si vsˇimnout, zˇe nova´ sluzˇba se okamzˇiteˇ objevı´ i v paleteˇ sluzˇeb v leve´m okneˇ editoru. Pokud
ne, pomu˚zˇe v menu vybrat volbu View/Reload Services.
65Protozˇe je tato sluzˇba na nasˇı´ aplikaci zcela neza´visla´, vlastneˇ tı´m jenom editoru rˇekneme, zˇe ji chceme
spousˇteˇt spolecˇneˇ s aplikacı´.
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Obra´zek 35: Okno aplikace SimplySim
Pouzˇitı´ nenı´ o moc slozˇiteˇjsˇı´. V okneˇ dashboardu stiskneme tlacˇı´tko Connect a v okneˇ
pod nı´m se na´m zobrazı´ aktua´lneˇ spusˇteˇne´ sluzˇby, ke ktery´m se mu˚zˇeme prˇipojit. Prav-
deˇpodobneˇ uvidı´me pouze jednu, nasˇi aplikaci, takzˇe spojenı´ dvojklikem nava´zˇeme.
Na´sledneˇ stiskneme tlacˇı´tko Drive, cˇı´mzˇ aktivujeme odesı´la´nı´ povelu˚ prˇı´mo nasˇı´ sluzˇbeˇ.
Pohyb motoru robota pak ovla´da´me trackballem stejneˇ jako v prˇı´padeˇ aplikace Simply-
Sim.
Pozna´mka 7.6 Dashboard vyuzˇijeme nejcˇasteˇji prˇi ladeˇnı´ aplikacı´, kdy potrˇebujeme ro-
bota nasmeˇrovat do neˇjake´ pozice, vra´tit zpeˇt apod.
7.6.6 U´pravy sce´ny
Nynı´ uzˇ zna´me dveˇ prostrˇedı´, ve ktery´ch mu˚zˇeme nasˇe aplikace spousˇteˇt. Protozˇe tvorba
zcela nove´ho prostrˇedı´ nenı´ u´plneˇ jednoducha´, zkusı´me si vystacˇit s u´pravami teˇch sta´-
vajı´cı´ch.
Naprˇı´klad ve vy´chozı´m prostrˇedı´ MRDS vidı´me neˇkolik objektu˚, ktere´ jsou ale od
robota pomeˇrneˇ vzda´lene´ a v dalsˇı´ch u´loha´ch budeme chtı´t, aby robot neˇjak interagoval
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s okolı´m. V soucˇasne´ podobeˇ bychom ho tedy museli nejprve nasmeˇrovat k cı´li a pocˇkat,
azˇ k objektu˚m dojede. Vy´hodneˇjsˇı´ tedy bude sce´nu upravit tak, abychom meˇli robota
k cı´li co nejblı´zˇe.
V kapitole 7.6.1 jsme prozkoumali manifest, ktery´ pro spusˇteˇnı´ te´to simulace pouzˇı´-
va´me. Mimo jine´ jsme tam nasˇli odkaz na dalsˇı´ XML soubor LEGO.NXT.Tribot.Simulati-
onEngineState.xml. Pra´veˇ v tomto souboru je ulozˇen aktua´lnı´ stav sce´ny, ktery´ se ma´ prˇi
spusˇteˇnı´ prostrˇedı´ nastavit. Pokud si jej otevrˇeme v textove´m editoru, najdeme popis jed-
notlivy´ch objektu˚ sce´ny, vcˇetneˇ jejich polohy, textury apod. Nicme´neˇ v takove´mmnozˇstvı´
dat nenı´ jednoduche´ se orientovat. Proto existuje i snadneˇjsˇı´ mozˇnost.
Spustı´me si tedy nasˇe virtua´lnı´ prostrˇedı´ (mu˚zˇeme spolecˇneˇ s nasˇı´ aplikacı´ nebo sa-
mostatneˇ prˇes nabı´dku start syste´mu Windows, kde jsou pro kazˇde´ prostrˇedı´ vytvorˇeni
za´stupci) a v menu zvolı´me Mode/Edit. Nynı´ mu˚zˇeme volneˇ editovat vsˇechny objekty
ve sce´neˇ. Nejsnazsˇı´m zpu˚sobem je kliknout pravy´m tlacˇı´tkem na objekt a z kontextove´
nabı´dky zvolit naprˇı´klad MoveXZ, pokud pozˇadujeme pohyb v rovineˇ podlozˇky (do-
prˇedu,dozadu a do stran). Nynı´ stiskneme kla´vesu Ctrl a vybrany´ objekt bude zvy´razneˇn
vystı´novany´m kruhem. Ted’ho mu˚zˇeme mysˇı´ posunout na pozˇadovane´ mı´sto.
Pozna´mka 7.7 Prˇed vlastnı´ editacı´ je nanejvy´sˇ vhodne´ se sezna´mit s ovla´da´nı´m editoru
virtua´lnı´ho prostrˇedı´, zejme´na se smeˇry pohybu a zpu˚soby jejich zmeˇn. Usˇetrˇı´me si tı´m
spoustu cˇasu a marny´ch pokusu˚.
Pokud jsme s vy´sledkem spokojeni, mu˚zˇeme jesˇteˇ nastavit vhodny´ pohled kamery a
sce´nu ulozˇit volbou File/Save scene as. Zjistı´me, zˇe na´m editor nepovolı´ ulozˇit sce´nu mimo
adresa´rˇovou strukturu MRDS, proto si v neˇm vytvorˇı´me vlastnı´ podadresa´rˇ Scenes a do
neˇj sce´nu necha´me ulozˇit.
Pozna´mka 7.8 Prˇi editaci sce´ny, zejme´na pokud v nı´ nejsme jesˇteˇ zbeˇhlı´, je vhodne´ prˇe-
pnout rezˇim zpeˇt do aktivnı´ simulace (Mode/Run) a zkusit pomocı´ dashboardu s robotem
pohybovat. Vyhneme se tak mozˇny´m proble´mu˚m, pokud bychom naprˇı´klad robota omy-
lem postavili na neˇjakou prˇeka´zˇku, ktera´ by mu bra´nila v pohybu.
Za prˇedpokladu, zˇe jsme si nejprve prˇipravili sce´nu a azˇ na´sledneˇ budeme tvorˇit
aplikaci, prˇı´padneˇ v aplikaci editujeme sce´nu poprve´, je dalsˇı´ krok velmi jednoduchy´. Do
stejne´ho adresa´rˇe (pro snadnou orientaci) Scenes zkopı´rujeme manifest simulace, ktery´
bychom pouzˇili norma´lneˇ, tzn. naprˇ. LEGO.NXT.Tribot.Simulation.manifest.xml (radeˇji jej
pro snazsˇı´ vyhleda´va´nı´ prˇejmenujeme) a v neˇm odkaz na LEGO.NXT.Tribot.SimulationEn-
gineState.xml nahradı´me odkazem na na´sˇ XML soubor se sce´nou. Nynı´ pouze prˇi importu
manifestuprogenericke´ sluzˇbynasˇı´ aplikace zvolı´me tentoupraveny´manifest. Spusˇteˇnou
aplikaci pak uvidı´me jizˇ v nove´m prostrˇedı´.
V prˇı´padeˇ, zˇe jizˇ ma´me upraveny´ manifest v aplikaci naimportovany´ a prova´dı´me
dalsˇı´ zmeˇny sce´ny, musı´me postupovat trochu jinak. Editor VPL totizˇ vsˇechny XML sou-
bory, na ktere´ narazı´, kopı´ruje do adresa´rˇe aplikace. Bohuzˇel ani to nenı´ vsˇechno. Prˇi
prvnı´m spusˇteˇnı´ aplikace si docˇasneˇ vytvorˇı´ pro novou sluzˇbu unika´tnı´ podadresa´rˇ in-
stalace MRDS a soubory zkopı´ruje i do neˇj. Je proto trˇeba v adresa´rˇi aplikace zkopı´rovane´
XML soubory (ty, se ktery´mi nynı´ pracujeme) smazat a odstranit na neˇ odkazy v konfi-
guraci projektu. To udeˇla´me v prave´m hornı´m okneˇ editoru v sekci Configurations. Nynı´
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v nasˇem upravene´m manifestu zmeˇnı´me odkaz na noveˇ ulozˇenou sce´nu a provedeme
opakovany´ import tohoto manifestu. V neˇktery´ch prˇı´padech mu˚zˇe by´t nutne´ prˇed touto
poslednı´ fa´zı´ editor VPL ukoncˇit a znovu spustit. Vy´sledkem by kazˇdopa´dneˇ meˇla by´t
aplikace spousˇteˇna´ v nove´ sce´neˇ.
7.7 Rea´lny´ robot
Nynı´, kdyzˇ jsme se sezna´mili s mozˇnostmi virtua´lnı´ho testova´nı´, prˇistupme k tvorbeˇ
aplikacı´ pro rea´lne´ho robota. Take´ zde ma´me vı´ce mozˇnostı´ jak postupovat.
Nejjednodusˇsˇı´ je opeˇt vyuzˇı´t dodane´ genericke´ sluzˇby aknimpouzˇı´t vhodny´manifest,
ktery´ zajistı´ komunikaci s robotem. I tytomanifesty jsou soucˇa´stı´ balı´kuMRDS.Naprˇı´klad
pro spusˇteˇnı´ nasˇı´ prvnı´ u´lohy postacˇı´ importovat novy´ manifest LEGO.NXT.TriBot.Mani-
fest.xml. Nezˇ tak vsˇak ucˇinı´me, musı´me jesˇteˇ nastavit spra´vne´ parametry nasˇeho robota.
Nejdu˚lezˇiteˇjsˇı´ informacı´ je se´riovy´ port, ktery´ emuluje syste´m Windows pro spojenı´
s robotem. Kdyzˇ si prohle´dneme vy´sˇe zmı´neˇny´ manifest, najdeme v neˇm odkaz na sluzˇbu
NXT.Brick, jejı´zˇ konfiguracˇnı´ soubor je LEGO.NXT.Brick.Config.xml. Brick (Kostka) tedy
musı´ by´t spusˇteˇna spolecˇneˇ s dalsˇı´mi sluzˇbami, abymohly s robotem komunikovat. Pra´veˇ
v tomto XML souboru najdeme element SerialPort, jehozˇ hodnotu bychom meˇli nastavit.
Dalsˇı´ zmeˇny musı´me udeˇlat v konfiguracˇnı´m souboru pro ovla´da´nı´ diferencia´lnı´ho
pohonu. Tentokra´t jde o soubor LEGO.NXT.TriBot.Drive.Config.xml. Zde bychom meˇli
spra´vneˇ nastavit velikost (pru˚meˇr) kol a vzda´lenost mezi nimi. Praveˇ ta je defaultneˇ
nulova´, cozˇ je zdrojem cˇasty´ch proble´mu˚ prˇi vy´pocˇtu u´hlu˚ a vzda´lenostı´.
Pozna´mka 7.9 Je trˇeba si uveˇdomit, zˇe zatı´mco manifesty simulacı´ pocˇı´tajı´ vzˇdy s ty´mzˇ
modelem robota (Tribot), proto majı´ vsˇechny parametry jizˇ spra´vneˇ nastaveny, zdema´me
k dispozici univerza´lnı´ sluzˇby pro ovla´da´nı´ jake´hokoli modelu robota. Acˇkoli v tomto
textu budeme i v rea´lu pouzˇı´vat Tribota, nemusı´ tomu tak by´t obecneˇ a vhodne´ parametry
je trˇeba do konfiguracı´ prˇene´st. Samozrˇejmeˇ v takove´m prˇı´padeˇ je vhodne´ vytvorˇit zcela
nove´ manifesty a vhodneˇ je pojmenovat.
Po provedenı´ teˇchto zmeˇn mu˚zˇeme manifest importovat a pokusit se aplikaci spus-
tit. Pokud je robot prˇipojen, meˇl by po startu sluzˇby pı´pnout a prove´st ocˇeka´vanou
otocˇku. Soucˇasneˇ se v okneˇ prohlı´zˇecˇe objevı´ stav sluzˇby NXT.Brick, odkud mu˚zˇeme
online sledovat i stavy jednotlivy´ch spolupracujı´cı´ch sluzˇeb. Pokud naprˇı´klad zvolı´me
sluzˇbu NXT.TriBot.Drive, uvidı´me i graficky efektneˇ zna´zorneˇny´ pohyb obou motoru˚,
vcˇetneˇ aktua´lnı´ rychlosti apod. To je jeden z prˇı´padu˚, kdy sluzˇba umı´ odpoveˇd’na pozˇa-
davek HTTP Get zabalit do uzˇivatelsky prˇı´veˇtive´ podoby.
Dalsˇı´ mozˇnostı´ je opustit genericke´ sluzˇby a pouzˇı´t prˇı´mo sluzˇby urcˇene´ pro dı´ly
stavebnice LEGO R© MINDSTORMS R© NXT. Sice prˇijdeme o mozˇnost simulacı´ a o univer-
za´lnost nasˇı´ aplikace, ale zase budeme mı´t mozˇnost vyuzˇı´t vsˇechno vybavenı´ robota a
i prˇı´slusˇna´ konfigurace bude pohodlneˇjsˇı´.
Pozna´mka 7.10 Prˇed dalsˇı´m krokem bychom si meˇli aplikaci ulozˇit pod jiny´m jme´nem,
pokud se budeme chtı´t k prˇedchozı´m verzı´m jesˇteˇ vra´tit. Editor VPL totizˇ prˇi spusˇteˇnı´
aplikace automaticky, bez zˇa´dosti o potvrzenı´, prˇepisuje pu˚vodnı´ zdrojove´ soubory.
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Obra´zek 36: VPL CelemVzadLEGO – vy´sledny´ diagram
Nejprve tedy odstranı´me GDD. Na´sledneˇ do diagramu vlozˇı´me sluzˇbu Lego NXT
Brick (v2) a Lego NXT Drive (v2). Konfiguraci Kostky tentokra´t nebudeme prova´deˇt prˇes
manifest (acˇkoli i to by bylo mozˇne´), ale zvolı´me Set initial configuration a do na´sledneˇ roz-
baleny´ch polı´cˇek zada´me potrˇebne´ hodnoty (pravdeˇpodobneˇ pouze cˇı´slo portu). Stejnou
operaci provedeme s druhou sluzˇbou, kde uzˇ ale meˇneˇny´ch hodnot bude vı´c. Nejprve
musı´me „spa´rovat“ pohon s Kostkou, v roleteˇ Partners tedy najdeme sluzˇbu Kostky. Da´le
musı´me spra´vneˇ prˇirˇadit oba motory portu˚m na Kostce. V prˇı´padeˇ Tribota je leve´ kolo
na portu C, prave´ pak na portu B. Nakonec stejneˇ jako u manifestu zada´me velikosti a
vzda´lenost kol.
Zby´va´ pouze zarˇadit Lego NXT Drive (v2) na spra´vne´ mı´sto diagramu a nastavit
prˇı´slusˇne´ parametry zpra´vy stejneˇ jako u GDD. Vy´sledny´ diagram vidı´me na obr. 36.
Takto prˇipravenou aplikaci nynı´ mu˚zˇeme spustit a vy´sledek by se nemeˇl lisˇit od vy´sˇe
popsane´ho rˇesˇenı´ s manifesty.
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7.8 U´loha 6 – Vprˇed 1 m a stu˚j
Nynı´ tedy zna´me neˇkolik variant, jak sve´ roboticke´ aplikace odzkousˇet ve virtua´lnı´m
prostrˇedı´ i v rea´lu a vı´me, jak je lzemeˇnit.Mu˚zˇemeproto pokracˇovat v dalsˇı´ch prakticky´ch
u´loha´ch, prˇicˇemzˇ ponechme na cˇtena´rˇi, kterou z mozˇnostı´ testova´nı´ vyuzˇije.
Pozna´mka 7.11 Pokud si cˇtena´rˇ vyzkousˇel vsˇechny vy´sˇe zmı´neˇne´ metody spousˇteˇnı´ apli-
kacı´, jisteˇ zaznamenal, zˇe jednou importovany´ manifest jizˇ zu˚sta´va´ v adresa´rˇi aplikace
a pro jeho opeˇtovne´ pouzˇitı´ jej jizˇ nenı´ trˇeba znovu importovat, ale pouze vybrat z ro-
lety. Zmeˇna cı´love´ platformy je tak ota´zkou neˇkolika sekund, cozˇ ocenı´me zejme´na prˇi
prˇechodu mezi rea´lny´m robotem a simulacı´.
7.8.1 Zada´nı´
Po spusˇteˇnı´ robot ujede 1 m a zastavı´. O provedenı´ u´kolu informuje uzˇivatele.66
7.8.2 Postup rˇesˇenı´
• Analy´za
U´lohu mu˚zˇeme rozdeˇlit na dveˇ cˇa´sti. Prvnı´ se stara´ o pohyb robota a jejı´ rˇesˇenı´
bude zrˇejmeˇ podobne´ jako v prˇedchozı´ u´loze. Druha´ ma´ pak za u´kol informovat
uzˇivatele o dokoncˇenı´ akce.
• Vy´beˇr sluzˇeb
Take´ v te´to u´loze pozˇadujeme pouze pohyb robota bez interakce s okolı´m, proto
pouzˇijeme tute´zˇ sluzˇbu GDD a samozrˇejmeˇ Simple Dialog.
• Sestavenı´ diagramu
V prˇedchozı´m u´kolu jsme si vyzkousˇeli jednoduchy´ povel, ktery´m otocˇı´me robota
o urcˇeny´ pocˇet stupnˇu˚. Podobnoumozˇnost nabı´zı´ GDD take´ pro ujetı´ urcˇite´ vzda´le-
nosti. Tato akce se nazy´va´DriveDistance a jako parametr pozˇaduje ujetou vzda´lenost
(v metrech) a vy´kon67 (stejneˇ jako u ota´cˇky v rozsahu od -1 do 1). Mu˚zˇeme tedy
sestavit stejny´ diagram jako v prˇedchozı´m u´kolu, pouze zmeˇnı´me pouzˇitou akci
bloku GDD.
• Spusˇteˇnı´
Pokud jsme provedli zmeˇny spra´vneˇ, meˇl by robot po spusˇteˇnı´ aplikace a potvrzenı´
uzˇivatele opravdu ujet jeden metr68 a zastavit. My vsˇak pozˇadujeme jesˇteˇ informo-
va´nı´ uzˇivatele o dokoncˇenı´ akce.
66Zatı´m nerˇesˇı´me detekci prˇeka´zˇek, takzˇe u rea´lne´ho robota je vhodne´ postavit ho do volne´ho prostoru.
67GDD rovneˇzˇ umozˇnˇuje nastavit i rychlost (speed) motoru, ktera´ se uda´va´ v metrech za sekundu. My
ale absloutnı´ hodnotu rychlosti zna´t nemusı´me a rozsah vy´konu spı´sˇe odpovı´da´ povaze u´loh, ve ktery´ch
potrˇebujeme meˇnit rychlost relativneˇ.
68Prˇesnost je da´na mimo jine´ spra´vny´m nastavenı´m pru˚meˇru kol v manifestu, da´le pak skutecˇny´mi
fyzika´lnı´mi vlastnostmi robota a povrchu. Pro nasˇe u´cˇely stacˇı´ prˇesnost prˇiblizˇna´.
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• U´pravy
Logicke´ by se zda´lo zapojit na vy´stup GDDuzˇivatelsky´ dialog se zpra´vou.Mu˚zˇeme
to tedy vyzkousˇet a sledovat, jak bude aplikace reagovat. Pokud pouzˇı´va´me aktu-
a´lnı´ verzi MRDS a robota ze stavebnice LEGO R© MINDSTORMS R© NXT, prˇı´padneˇ
neˇkterou z jeho vizualizacı´, zjistı´me, zˇe potvrzenı´ akce prˇijde ihned po zaha´jenı´
pohybu robota.
To je da´no implementacı´ GDD ve skutecˇne´m HW resp. vizualizaci, kdy je dopo-
rucˇeno, aby na vy´stupnı´ port byla zası´la´na potvrzenı´ pozˇadavku˚ ihned po prˇijetı´,
nikoli po skutecˇne´m vykona´nı´ akce.
Pozna´mka 7.12 Zde dosˇlo ke zmeˇneˇ proti prvnı´m verzı´m MRDS, kdy neˇktere´ im-
plementace GDD vracely potvrzenı´ teprve po skutecˇne´m provedenı´ akce. Na tuto
zcela za´sadnı´ vlastnost GDD upozornˇuje na neˇkolika mı´stech dokumentace MRDS
(VPL Lab 3 a 4) a podrobneˇ pak v sekci Robotics Services v za´veˇru kapitolyWaitFor-
DriveCompletion, ovsˇem ve starsˇı´ch publikacı´ch, ktere´ jesˇteˇ vycha´zely zMRDS verze
1.5, mu˚zˇeme najı´t algoritmy vyuzˇı´vajı´cı´ prˇı´me´ navazova´nı´ akcı´ GDD.
Mohli bychom tedy vyuzˇı´t cˇasovacˇ a podle odhadnute´ doby prova´deˇnı´ prˇı´kazu
nastavit prˇı´slusˇne´ zpozˇdeˇnı´, to by ale u slozˇiteˇjsˇı´ch aplikacı´ nebylo prˇı´lisˇ efektivnı´.
Dalsˇı´ mozˇnostı´ je vyuzˇı´t notifikacı´ od GDD, ktere´ mimo jine´ obsahujı´ zpra´vy Dri-
veDistance a RotateDegrees, prˇicˇemzˇ po dokoncˇenı´ akce vysˇlou zpra´vu s hodnotou
Completed. Tento zpu˚sob je vyuzˇit pra´veˇ v tutoria´lu dokumentace MRDS v kapitole
VPL Lab 3, proto ho zde nebudeme opakovat.
Uka´zˇeme si jednodusˇsˇı´ zpu˚sob, ktery´ vyuzˇı´va´ za tı´mto u´cˇelem tvu˚rci MRDS speci-
a´lneˇ vytvorˇene´ aktivityWaitForDriveCompletion. Jde o jednoduchou trˇı´du napsanou
v C#, ktera´ ma´ za u´kol naslouchat vy´sˇe zmı´neˇny´m notifikacı´m a po obdrzˇenı´ zpra´vy
Completed vyslat zpra´vu na svu˚j vy´stupnı´ port. Mimo jine´ na´m umozˇnı´ v dalsˇı´ch
u´loha´ch cˇekat na dokoncˇenı´ akcı´ i uvnitrˇ uzˇivatelsky definovany´ch aktivit, kde by
pouzˇitı´ metody zalozˇene´ na notifikacı´ch nebylo mozˇne´ (viz pozna´mka 5.22).
Vy´sledny´ diagram takto upravene´ aplikace vidı´me na obr. 37.
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Obra´zek 37: VPL Vpred1m – vy´sledny´ diagram
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7.9 U´loha 7 – Vprˇed 5 s a stu˚j
7.9.1 Zada´nı´
Po spusˇteˇnı´ robot pojede 5 sekund vprˇed, zastavı´ a informuje uzˇivatele.
7.9.2 Postup rˇesˇenı´
• Analy´za
Zde mu˚zˇeme pouzˇı´t opeˇt za´kladnı´ kostru z prˇedchozı´ch u´loh, opeˇt jde o pohyb ro-
bota s na´slednou zpra´vou uzˇivateli. Tentokra´t ale o dokoncˇenı´ operace nerozhodne
robot sa´m (GDD), ale vneˇjsˇı´ vliv, tedy cˇas. Pouzˇitı´ cˇasovacˇe vsˇak jizˇ zna´me, proto
mu˚zˇeme zkombinovat jizˇ drˇı´ve proveˇrˇene´ algoritmy.
• Vy´beˇr sluzˇeb
Pro pohyb robota budeme tradicˇneˇ potrˇebovat GDD, Simple Dialog a tentokra´t noveˇ
i sluzˇbu Timer.
• Sestavenı´ diagramu
Na rozdı´l od prˇedchozı´ch u´loh na´m bude stacˇit prˇedat GDD pouze jeden parametr,
a to vy´kon, ktery´m chceme robota rozjet. K tomu vyuzˇijeme akci SetDrivePower.
Robot se okamzˇiteˇ rozjede.
Pokud si prohle´dneme podrobneˇ vsˇechny akce, ktere´ GDD nabı´zı´, najdeme tam
i AllStop. Pra´veˇ tu mu˚zˇeme pouzˇı´t k okamzˇite´mu zastavenı´ robota. Stacˇı´ na´m tedy
spojit notifikacˇnı´ vy´stup cˇasovacˇe se vstupem GDD a zaslat prˇı´slusˇnou zpra´vu. Na
vy´stupnı´ port pak prˇipojı´me informacˇnı´ dialog.
Pozna´mka 7.13 Pokud posˇleme robotovi pokyn AllStop, nejenom zˇe zastavı´ mo-
tory, ale take´ zaka´zˇe jaky´koli dalsˇı´ pohyb, dokud se vy´slovneˇ nepovolı´ prˇı´kazem
EnableDrive. V neˇktery´ch prˇı´padech proto mu˚zˇe by´t vhodneˇjsˇı´ pouze nastavenı´ nu-
love´ho vy´konu motoru, cozˇ bude mı´t stejny´ efekt, pokud tuto hodnotu posˇleme
obeˇma motoru˚m GDD. V jiny´ch situacı´ch (naprˇ. prˇi pohybu na za´kladeˇ notifikacı´)
ale mu˚zˇe by´t zablokova´nı´ dalsˇı´ho pohybu zˇa´doucı´.
• Spusˇteˇnı´
Takto sestaveny´ diagram je zna´zorneˇn na obr. 38 a jizˇ prˇi prvnı´m spusˇteˇnı´ zjistı´me,
zˇe plnı´ stanoveny´ u´kol prˇesneˇ a nenı´ trˇeba prova´deˇt dalsˇı´ u´pravy.
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Obra´zek 38: VPL Vpred5s – vy´sledny´ diagram
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7.10 U´loha 8 – Patrola
7.10.1 Zada´nı´
Spojenı´m prˇedchozı´ch u´kolu˚ dosa´hnout toho, aby robot ujel urcˇitou vzda´lenost, otocˇil se,
vra´til na vy´chozı´ mı´sto, tam se znovu otocˇil atd.
7.10.2 Postup rˇesˇenı´
• Analy´za
Nynı´ jizˇ ma´me vsˇechny dı´lcˇı´ znalosti k vyrˇesˇenı´ tohoto u´kolu. Nejprve robota roz-
jedeme 1 m smeˇrem vprˇed, pote´ provedeme otocˇku „cˇelem vzad“ a opeˇt pojedeme
1mvprˇed. Abychommohli robota zastavit, prˇida´me jednoduchy´ informacˇnı´ dialog,
ktery´ na na´sˇ pokyn zasˇle GDD zpra´vu stopAll.
• Pouzˇite´ sluzˇby
V te´to u´loze po robotovi pozˇadujeme pouze pohyb, proto na´m bude stacˇit sluzˇba
GDD a da´le informacˇnı´ Simple Dialog.
• Sestavenı´ diagramu
Vlastneˇ na´m bude stacˇit mezi dı´lcˇı´ operace robota vlozˇit jeden blok WaitForDrive-
Completion, cˇı´mzˇ zajistı´me plynule´ nava´za´nı´ a ty´mzˇ blokem po dokoncˇenı´ otocˇky
prˇivedeme datovy´ tok zpeˇt na vstup GDD.
Cˇa´st ko´du, ktera´ bude prova´deˇt „nouzove´“ zastavenı´ bude zcela neza´visla´.
• Spusˇteˇnı´
Aplikace sestavena´ podle prˇedchozı´ho na´vrhu je sice funkcˇnı´, ale velmi neprˇe-
hledna´. Objevujı´ se v nı´ smycˇky, ktere´ vsˇak jizˇ umı´me eliminovat za pomocı´ rekurze.
• U´pravy
Vtomtoprˇı´padeˇ dokoncenemusı´me ani testovat zˇa´dnoupodmı´nku, vytvorˇı´me tedy
(za jiny´ch okolnostı´ nebezpecˇnou) nekonecˇnou smycˇku, kterou prˇerusˇı´me pokynem
zvencˇı´.
Abychommohli rekurzi vyuzˇı´t, musı´me si vytvorˇit novou aktivitu a vesˇkery´ pohyb
robota umı´stit do nı´. To by na´m ovsˇem nemeˇlo cˇinit zˇa´dny´ proble´m. V hlavnı´m
diagramu pak pouze provedeme spusˇteˇnı´ operace a prˇı´padneˇ jejı´ zastavenı´.
Na obra´zcı´ch 39 a 40 vidı´me detail nove´ aktivity resp. celkovy´ pohled na vy´sledny´
diagram.
• Na´meˇt na vylepsˇenı´
Uzˇ v prˇedchozı´m bodeˇ jsme naznacˇili, zˇe pouzˇitı´ nekonecˇne´ smycˇky nenı´ prˇı´lisˇ
obvykla´ metoda a v praxi bychom se jı´ meˇli spı´sˇe vyhy´bat. Proto by bylo vhodneˇjsˇı´
vytvorˇit v nasˇı´ aktiviteˇ dalsˇı´ akci, nazvanou trˇeba Stop, ktera´ by na pokyn zvneˇjsˇku
ukoncˇila prova´deˇnı´ operace.
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Obra´zek 39: VPL Patrola – aktivita Patrola
Obra´zek 40: VPL Patrola – vy´sledny´ diagram
Pozna´mka 7.14 Na tomto mı´steˇ jesˇteˇ poznamenejme, zˇe za´lezˇı´ na konkre´tnı´ imple-
mentaci GDD v prˇı´slusˇne´mHW, jak bude se zpra´vami nakla´dat. Ve veˇtsˇineˇ prˇı´padu˚
poslednı´ zaslana´ zpra´va (prˇı´kaz) rusˇı´ vsˇechny prˇedchozı´, proto pokud bychom za-
slali robotovi pokyn k otocˇce drˇı´ve nezˇ po ujetı´ stanovene´ vzda´lenosti, provede
otocˇku a da´l v jı´zdeˇ nepokracˇuje. Otocˇka je poslednı´ pokyn, ktery´ rusˇı´ prˇedchozı´
pokyn k jı´zdeˇ vprˇed.
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7.11 U´loha 9 – Prˇi na´razu couvej
7.11.1 Zada´nı´




Tentokra´t bude pohyb robota ovlivneˇn dalsˇı´m vneˇjsˇı´ prˇı´cˇinou, na´razem na prˇe-
ka´zˇku. Budeme tedy muset pouzˇı´t prvnı´ cˇidlo, ktery´m bude tlakovy´ senzor (bum-
per). K dispozici ma´me opeˇt jeho generickou verzi, proto i s nı´m mu˚zˇeme pracovat
ve virtua´lnı´m prostrˇedı´. Mı´sto zastavenı´ budeme pozˇadovat, aby robot zmeˇnil smeˇr
jı´zdy. Toho dosa´hneme posla´nı´m za´porne´ hodnoty vy´konu GDD v okamzˇiku de-
tekce na´razu.
• Pouzˇite´ sluzˇby
Opeˇt vyuzˇijeme GDD, da´le Simple Dialog a noveˇ Generic Contact Sensor, u ktere´ho
nesmı´me zapomenout zvolit prˇı´slusˇny´ manifest, ktery´ aplikaci zprˇı´stupnı´ imple-
mentaci sluzˇby pro konkre´tnı´ cı´love´ prostrˇedı´ cˇi HW.
• Sestavenı´ diagramu
Zde mu˚zˇeme naplno vyuzˇı´t vy´hody paralelnı´ho zpracova´nı´ zpra´v. Pozˇadujeme,
aby robot jel neˇjaky´m smeˇrem a prˇi aktivaci bumperu zacˇal couvat. Stacˇı´ na´m tedy
vyslat pokyn pro jı´zdu vprˇed a za´rovenˇ cˇekat na notifikace od bumperu. Pokud
neˇjaka´ dorazı´, otestujeme, zda se jedna´ o jeho aktivaci (Pressed), na´sledneˇ zmeˇnı´me
vy´kon obou motoru˚ na za´porny´ a soucˇasneˇ informujeme uzˇivatele.
• Spusˇteˇnı´
Vy´sledny´ diagram vidı´me na obr. 41. Pokud aplikaci testujeme na rea´lne´m robotovi,
pravdeˇpodobneˇ budeme s vy´sledkem spokojeni. Bohuzˇel v obou virtua´lnı´ch pro-
strˇedı´ch narazı´me na mensˇı´ proble´my. V tom vy´chozı´m odMRDS nestojı´ v prˇı´me´m
smeˇru prˇed robotem zˇa´dna´ prˇeka´zˇka, proto je trˇeba nejprve (naprˇ. dashboardem)
robota nasmeˇrovat. V prostrˇedı´ SimplySim je zase model robota vybaven cˇelistmi,
ktere´ cˇa´stecˇneˇ kryjı´ bumper. V neˇktery´ch prˇı´padech tedy robot narazı´ pouze cˇelistmi
a k aktivaci bumperu vu˚bec nedojde. V obou prˇı´padech je samozrˇejmeˇ mozˇna´ take´
modifikace prostrˇedı´ dle vlastnı´ch pozˇadavku˚.
Pozna´mka 7.15 V te´to u´loze si take´ mu˚zˇeme poprve´ vsˇimnout chova´nı´ robota po
ukoncˇenı´ aplikace. Zatı´mco v teˇch prˇedchozı´ch koncˇil robot v klidu, prˇı´padneˇ byl
zastaven uzˇivatelem, tady byla poslednı´m pokynem zmeˇna vy´konu. Dokud nepo-
sˇleme robotovi pokyn jiny´, bude pokracˇovat v jı´zdeˇ, dokonce i po ukoncˇenı´ aplikace.
Bylo by tedy vhodne´ zarˇadit dalsˇı´ ovla´dacı´ dialog nebo dashboard, ktery´m bychom
69Na rea´lne´m robotovi mu˚zˇeme na´raz simulovat stisknutı´m bumperu.
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Obra´zek 41: VPL PriNarazuZpet – vy´sledny´ diagram
robota mohli prˇed ukoncˇenı´m aplikace zastavit. Zde to ovsˇem z prostorovy´ch du˚-
vodu˚ deˇlat nebudeme.
• Na´meˇt na vylepsˇenı´
Nemu˚zˇeme prˇı´mo zarˇadit smycˇku, naprˇ. v podobeˇ rekurze, protozˇe robot je vyba-
ven bumperem pouze vprˇedu. Vylepsˇit algoritmus pro cestova´nı´ robota mezi prˇe-
ka´zˇkami bychom tedy mohli naprˇ. couvnutı´m o neˇkolik centimetru˚, provedenı´m
pokynu „cˇelem vzad“ a teprve pak rekurzivnı´m opakova´nı´m prˇedchozı´ cˇinnosti.
Vsˇechny dı´lcˇı´ znalosti k tomu jizˇ ma´me a nemeˇl by by´t proble´m takto aplikaci
modifikovat.
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7.12 U´loha 10 – Jed’ k prˇeka´zˇce a zastav 30 cm od nı´
7.12.1 Zada´nı´
Robot se rozjede proti prˇeka´zˇce a zastavı´ 30 cm prˇed nı´.
7.12.2 Postup rˇesˇenı´
• Analy´za
V te´to u´loze by jizˇ meˇl robot pu˚sobit poneˇkud „inteligentneˇjsˇı´m“ dojmem, nezˇ je
pru˚zkum tere´nu nara´zˇenı´m do prˇeka´zˇek. K tomuto u´cˇelu je vybaven ultrazvuko-
vy´m senzorem (da´le sonar), ktery´ na za´kladeˇ odrazˇeny´ch vln od prˇeka´zˇky umozˇ-
nˇuje odhadnout vzda´lenost k nı´. Detailnı´ technicke´ parametry a omezenı´ nejsou
prˇedmeˇtem te´to pra´ce, proto prˇı´padne´ za´jemce odka´zˇeme naprˇ. na [25].
Samotna´ realizace bude velmi podobna´ prˇedchozı´ u´loze. Notifikace sonaru budou
robotovi poskytovat informace o aktua´lnı´ vzda´lenosti k prˇeka´zˇce. Prˇi poklesu hod-
noty pod nastavenou mez se robot zastavı´.
• Pouzˇite´ sluzˇby
Mimo GDD a Simple Dialog opeˇt pouzˇijeme i genericky´ senzor, tentokra´t ale Generic
Analog Sensor. Tento senzor je ovsˇem implementova´n pouze ve virtua´lnı´m prostrˇedı´
SimplySim, proto musı´me zvolit prˇı´slusˇny´ manifest nebo pouzˇı´t rea´lne´ho robota.
• Sestavenı´ diagramu
Diagram si mu˚zˇeme rozdeˇlit na dveˇ zcela neza´visle´ cˇa´sti, podobneˇ jako v minule´
u´loze. V prvnı´ cˇa´sti rozjedeme robota a ve druhe´ budeme vyhodnocovat informace
ze sonaru. Rozdı´lemproti u´loze s bumperem je ovsˇem to, zˇe pokudbychomna u´daje
ze sonaru vyhodnocovali stejneˇ jako v prˇı´padeˇ bumperu, robot by se rozjel jesˇteˇ prˇed
potvrzenı´m vstupnı´ho dialogu uzˇivatelem. Musı´me tedy vlozˇit promeˇnnou, kterou
budeme zpra´vy filtrovat. Vy´sledny´ diagram aplikace je na obra´zku 42.
• Spusˇteˇnı´
Pokud aplikaci spustı´me ve virtua´lnı´m prostrˇedı´, patrneˇ nebudeme mı´t mozˇnost
oveˇrˇit, jak prˇesneˇ robot plnı´ zadany´ u´kol. Naopak v prˇı´padeˇ rea´lne´ho robota by bylo
velky´m prˇekvapenı´m, pokud by se podarˇilo dosa´hnout prˇesne´ vzda´lenosti 30 cm
napoprve´.
• U´pravy
U´daje sonaru jsou za´visle´ jak na povrchu, od ktere´ho se zvukove´ vlny odra´zˇı´, tak na
prˇesne´m nasmeˇrova´nı´ sonaru samotne´ho. Bude tedy nutne´ hranicˇnı´ hodnotu, ktera´
zastavı´ robota, stanovit experimenta´lneˇ. K tomu na´m idea´lneˇ poslouzˇı´ dashboard,
jehozˇ integraci do aplikace jsme si uka´zali v kapitole 7.6.5.
Pozna´mka 7.16 Musı´me take´ vzı´t v u´vahu, kde na teˇle robota je sonar umı´steˇn a
pocˇı´tat pouze skutecˇnou vzda´lenost robota jako celku, nikoli jen sonaru samotne´ho.
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Obra´zek 42: VPL Zastav30cm – vy´sledny´ diagram
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7.13 U´loha 11 – Jed’ k prˇeka´zˇce a zpomaluj
7.13.1 Zada´nı´




Za´klad aplikace mu˚zˇeme prˇevzı´t z prˇedchozı´ u´lohy. Mı´sto nastavenı´ nulove´ hod-
noty vy´konu GDD budeme tentokra´t hodnotu plynule snizˇovat, azˇ k meznı´ hranici,
prˇi ktere´ robota zastavı´me. Abychom robota zbytecˇneˇ neusmeˇrnˇovali v prˇı´padeˇ,
zˇe je prˇeka´zˇka prˇı´lisˇ daleko, je vhodne´ zarˇadit take´ mez, nad kterou bude vy´kon
konstantnı´.
• Pouzˇite´ sluzˇby
Pouzˇijeme stejne´ sluzˇby jako v prˇedchozı´ u´loze, tedy GDD, Generic Analog Sensor a
Simple Dialog.
• Sestavenı´ diagramu
Znovu rozsˇı´rˇı´me prˇedchozı´ diagram.Mı´sto nastavenı´ nulove´ hodnoty vlozˇı´me pod-
mı´nku pro obeˇ meznı´ hodnoty sonaru (ty budememuset opeˇt urcˇit experimenta´lneˇ)
a pro veˇtev odpovı´dajı´cı´ „nebezpecˇne´“ vzda´lenosti kolem prˇeka´zˇky vypocˇteme no-
vou rychlost robota. Pro hornı´ hranici vzda´lenosti lze s vy´hodou pouzˇı´t hodnotu
100 (pokud nepozˇadujeme neˇjakou prˇesnou), jejı´zˇ 1% pak tvorˇı´ prˇesnou hodnotu
vy´konu. Samozrˇejmeˇ mu˚zˇeme pouzˇı´t hodnotu jinou a pak prˇı´slusˇneˇ podı´l upravit.
Vy´sledny´ diagram je na obr. 43. Za povsˇimnutı´ stojı´ take´ prˇetypova´nı´ vsˇech hodnot
na typ double, abychom mohli pouzˇı´t blokMerge.
• Spusˇteˇnı´
Stejneˇ jako v prˇedchozı´ u´loze, i zde budememuset kra´tky´m experimentova´nı´m zjis-
tit spra´vne´ hranicˇnı´ hodnoty sonaru. Zajı´mave´ho efektu take´ dosa´hneme, pokud
budeme prˇed robota do vzda´lenosti mezi obeˇma hranicˇnı´mi vkla´dat neˇjakou po-
hyblivou prˇeka´zˇku (trˇeba vlastnı´ ruku). Pokud totizˇ prˇeka´zˇku vzda´lı´me nebo u´plneˇ
odstranı´me, robot opeˇt zrychlı´.
• Na´meˇt na vylepsˇenı´
Zatı´m ma´me nastavenu minima´lnı´ hodnotu vy´konu motoru na 0 (u´daj ze sonaru
nemu˚zˇe by´t za´porny´). Pokud bychom ale pod neˇjakou u´rovnı´ na´sobili hodnotu
vy´konu za´pornou konstantou, mohli bychom vytvorˇit robota, ktery´ by „uhy´bal“
i pohybujı´cı´m se prˇeka´zˇka´m. Prˇi prˇiblı´zˇenı´ podkritickoumezbyprosteˇ zacˇal couvat.
Pozorny´ cˇtena´rˇ navı´c prˇijde na to, zˇe nestacˇı´ hodnotu sonaru prˇeve´st na za´pornou,
ale navı´c je trˇeba na jejı´ velikost reagovat podle neprˇı´me´ u´meˇry, jinak by robot
vetrˇelci teˇzˇko unikl. Nejsna´ze tedy vy´sledek vypocˇteme jako prˇevra´cenou hodnotu
na´sobenou neˇjakou vhodnou za´pornou konstantou.
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Obra´zek 43: VPL PredPrekazkouZpomaluj – vy´sledny´ diagram
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7.14 U´loha 12 – Dojed’ na cˇa´ru
7.14.1 Zada´nı´
Robot se rozjede smeˇrem vprˇed a bude sledovat povrch podlozˇky. V okamzˇiku, kdy
dojede na tmavou cˇa´ru, se zastavı´.70
7.14.2 Postup rˇesˇenı´
• Analy´za
Tentokra´t si vyzkousˇı´me novy´ senzor, ktery´m je robot schopen reagovat na zmeˇnu
osveˇtlenı´. Ve veˇtsˇineˇ aplikacı´ se vsˇak vyuzˇı´va´ pro detekci odrazˇene´ho sveˇtla od
povrchu podlozˇky nebo prˇeka´zˇky (proto je i vybaven prˇisvı´cenı´m), cozˇ bude i na´sˇ
prˇı´pad. Robot rozpozna´ cˇa´ru podle na´hle´ho poklesu mnozˇstvı´ odrazˇene´ho sveˇtla.
Pro spra´vnou funkci je tedy potrˇeba, aby hranice mezi cˇarou a okolı´m byla dosta-
tecˇneˇ kontrastnı´.71
• Pouzˇite´ sluzˇby
Take´ pro tento senzor lze v aplikaci VPL pouzˇı´t Generic Analog Sensor a stejneˇ jako
v prˇı´padeˇ sonaru i tentokra´t semusı´me spokojit s testova´nı´m v prostrˇedı´ SimplySim
nebo na rea´lne´m robotovi. Da´le pouzˇijeme standardneˇ GDD a Simple Dialog.
• Sestavenı´ diagramu
Vza´sadeˇ lze opeˇt pouzˇı´t jizˇ neˇkolikra´t oveˇrˇenou kostru aplikace z prˇedchozı´ch u´loh.
Pokud spra´vneˇ (opeˇt experimenta´lneˇ) stanovı´me meznı´ hodnotu senzoru, ktera´
rozhodne o zastavenı´ robota, mu˚zˇeme pouzˇı´t diagram z kapitoly 7.12 (Zastavenı´
30 cm prˇed prˇeka´zˇkou) te´meˇrˇ beze zmeˇny.
Prˇesto si malou zmeˇnu vyzkousˇı´me. Mı´sto u´vodnı´ho nastavenı´ pocˇa´tecˇnı´ rychlosti
robota budeme rychlost nastavovat azˇ podle aktua´lnı´ hodnoty senzoru. Tı´m si
mu˚zˇeme vyzkousˇet, jak bude robot reagovat, pokud naprˇı´klad zvolı´me rychlost
prˇı´lisˇ vysokou. Podle podkladu, ktery´ pouzˇijeme, se mu˚zˇe sta´t, zˇe setrvacˇnostı´
robot i prˇes vyhodnocenı´ tmave´ podlozˇky bude pokracˇovat v jı´zdeˇ. Tyto zkusˇenosti
pak mu˚zˇeme zuzˇitkovat v dalsˇı´ch u´loha´ch.
• Spusˇteˇnı´
Pokud aplikaci testujeme v prostrˇedı´ SimplySim, asi budeme po prvnı´m spusˇteˇnı´
zklama´ni, ale robot se ani nepohne. Bohuzˇel pro na´s jizˇ na cˇerne´ cˇa´rˇe stojı´. Cˇa´stecˇneˇ
je to i vinou vypusˇteˇnı´ pocˇa´tecˇnı´ rychlosti robota, ale vzhledem k jeho poloze na
cˇa´rˇe by ani v pu˚vodnı´ verzi daleko nedojel.
• U´prava
Situaci mu˚zˇeme rˇesˇit jako obvykle neˇkolika zpu˚soby, z nichzˇ nejelegantneˇjsˇı´ je asi
prˇevra´cenı´ podmı´nky zada´nı´, tzn. zastavenı´ prˇi dojetı´ na cˇa´ru ne cˇernou, ale bı´lou.
70Pravdeˇpodobneˇ bude trˇeba v kazˇde´m prostrˇedı´ zvla´sˇt’nastavit rozhodovacı´ hodnoty detektoru sveˇtla.
71Tato podmı´nka nemusı´ by´t nutneˇ splneˇna, ale v za´vislosti na okolnı´m osveˇtlenı´ (tedy pro senzor sˇumu)
mu˚zˇe robot zastavit pokazˇde´ na jine´m mı´steˇ.
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Obra´zek 44: VPL DojedNaCaru – vy´sledny´ diagram
To udeˇla´me jednodusˇe obra´cenı´m podmı´nky v bloku If. Abychom vsˇak dosta´li
podmı´nka´m zada´nı´ kompletneˇ, mu˚zˇeme do diagramu integrovat dashboard a prˇed
potvrzenı´m spousˇteˇcı´ho dialogu jı´m robota prˇesunout do volne´ho prostoru.
Takto upraveny´ diagram, vcˇetneˇ vlozˇene´ho bloku Simple Dashboard pro pocˇa´tecˇnı´
nastavenı´ polohy robota, vidı´me na obra´zku 44.
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7.15 U´loha 13 a – Sleduj cˇa´ru 1
7.15.1 Zada´nı´
Robot stojı´ na cˇerne´ cˇa´rˇe prˇedstavujı´cı´ dra´hu a rozjede se vprˇed. Prˇitom se snazˇı´ z dra´hy
nesjet. Prˇedpokla´da´me, zˇe je prˇechod mezi drahou a okolı´m dostatecˇneˇ kontrastnı´.
7.15.2 Postup rˇesˇenı´
• Analy´za
Pokud se zamyslı´me nad tı´m, jak nejle´pe udrzˇet robota na trati, asi na´m jako nej-
vhodneˇjsˇı´ prˇijde vybavit ho dveˇma senzory po obou strana´ch trati, prˇicˇemzˇ se robot
bude snazˇit, aby pod obeˇma udrzˇel sveˇtly´ podklad. Bohuzˇel za´kladnı´ stavebnice
LEGO R© MINDSTORMS R© NXT, a tedy i Tribot, obsahuje pouze jeden sveˇtelny´ sen-
zor, takzˇe musı´me zvolit odlisˇnou strategii.
Budememuset nechat robota jet po hraneˇ cˇerne´ dra´hy, abychom si byli jisti, zˇe robot
vzˇdy vı´, na kterou stranu ma´ zatocˇit. Rˇekneˇme, zˇe si zvolı´me hranu levou. Potom
v prˇı´padeˇ, zˇe se intenzita odrazˇene´ho sveˇtla od podlozˇky zvy´sˇı´, robot dra´hu opousˇtı´
a musı´ zatocˇit vpravo. Naopak pokud se intenzita snı´zˇı´, nacha´zı´ se robot jizˇ uvnitrˇ
dra´hy a musı´ zatocˇit vlevo. Za prˇedpokladu, zˇe na trati nebudou zˇa´dne´ krˇizˇovatky,
tak ma´me zajisˇteˇno, zˇe robot bude dra´hu sledovat.
• Vy´beˇr sluzˇeb
Opeˇt pouzˇijeme GDD, Generic Analog Sensor pro opticky´ senzor a Simple Dialog pro
komunikaci s uzˇivatelem.
• Sestavenı´ diagramu
Robot bymeˇl reagovat na hodnoty prˇecˇtene´ ze sveˇtelne´ho senzoru. Ty zı´ska´me z no-
tifikacˇnı´ho portu senzoru a prˇivedeme je na vstup bloku If, kdemusı´me rozhodnout,
kam ma´ robot zatocˇit. Stanovı´me si tedy zkusmo neˇjakou hranicˇnı´ hodnotu a vlo-
zˇı´me dveˇ podmı´nky. Nejprve pro hodnotu veˇtsˇı´ nebo rovno pak pro mensˇı´ nezˇ nasˇe
zvolena´ hranice. Asi na´s hned napadne, zˇe podmı´nkumu˚zˇeme zredukovat a vyuzˇı´t
vy´chozı´ veˇtev else bloku If.
Da´le musı´me zajistit, aby robot provedl potrˇebnou ota´cˇku. Mohli bychom pouzˇı´t
prˇı´kaz pro rotaci o neˇjaky´ u´hel, ale na´sledneˇ bychom museli jesˇteˇ robota rozjet
vprˇed. Tı´m by se stal pohyb trhany´m, proto radeˇji budeme zata´cˇenı´ korigovat
zmeˇnou rychlosti obou motoru˚. Je prˇitom du˚lezˇite´, abychom zachovali neˇjakou
doprˇednou rychlost, tzn., zˇe kazˇdy´ z motoru˚ musı´ mı´t alesponˇ minima´lnı´ kladnou
hodnotu vy´konu. Konkre´tnı´ hodnoty budeme muset stanovit experimenta´lneˇ azˇ
podle vy´sledku˚ zkusˇebnı´ch jı´zd.
Stejneˇ jako v prˇedesˇly´ch u´loha´ch prˇivedeme obeˇ hodnoty vy´konu na vstup GDD
prˇes blokyData a Join. Pocˇa´tecˇnı´ spousˇteˇcı´ fa´zi pouzˇijeme stejnou jako v prˇedchozı´ch
prˇı´kladech. Vy´sledny´ diagram te´to u´lohy je na obr. 45.
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Obra´zek 45: VPL SledujCaru1 – vy´sledny´ diagram
Obra´zek 46: VPL SledujCaru1 – robot se zapnuty´m senzorem v prostrˇedı´ SimplySim
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• Spusˇteˇnı´
Nynı´ mu˚zˇeme aplikaci spustit. Protozˇe pouzˇı´va´me sveˇtelny´ senzor, ktery´ nenı´ v za´-
kladnı´m prostrˇedı´ simulace MRDS k dispozici, ma´me na vy´beˇr pouze prostrˇedı´
SimplySim nebo rea´lne´ho robota. Importujeme tedy prˇı´slusˇny´ manifest a aplikaci
spustı´me.
Protozˇe na´sˇ algoritmus je zalozˇen na sledova´nı´ hrany dra´hy, musı´me na ni robota
jesˇteˇ prˇed spusˇteˇnı´m akce postavit. V opacˇne´m prˇı´padeˇ se nejspı´sˇ vyda´ naslepo do
nezna´ma. Opeˇt mu˚zˇeme s vy´hodou pouzˇı´t dashboard.
• U´pravy
Pravdeˇpodobneˇ zjistı´me, zˇe hodnoty budeme muset pro kazˇde´ prostrˇedı´ a sveˇtelne´
podmı´nky velmi za´sadneˇ meˇnit. Stejneˇ tak si asi vsˇimneme, zˇe pokud zvolı´me prˇı´lisˇ
vysokou doprˇednou rychlost, robot ma´ prˇı´lisˇ velky´ polomeˇr zata´cˇenı´ a v ohybech
trati se nedoka´zˇe vra´tit. Naopak pokud nastavı´me korekce vzhledem k doprˇedne´
rychlosti prˇı´lisˇ velke´, robot mu˚zˇe dra´hu prˇejet a ocitnout se na jejı´ opacˇne´ hraneˇ,
odkud se jizˇ neumı´ vra´tit.
• Na´meˇt na vylepsˇenı´
Mozˇna´ vylepsˇenı´ algoritmu vycha´zejı´ z hodnocenı´ v prˇedchozı´m bodeˇ a postupneˇ
budou prˇedmeˇtem na´sledujı´cı´ch variant te´zˇe u´lohy.
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7.16 U´loha 13 b,c,d – Sleduj cˇa´ru 2,3,4
7.16.1 Zada´nı´




Prˇi hodnocenı´ minule´ u´lohy jsme se zaby´vali pomeˇrem korekce dra´hy a celkove´
doprˇedne´ rychlosti robota. Kdyzˇ si aplikaci spustı´me neˇkolikra´t, zjistı´me, zˇe robot
deˇla´ zejme´na na rovineˇ prˇı´lisˇ velke´ a zbytecˇne´ korekce, cozˇ se projevuje prˇı´lisˇ klikatou
jı´zdou. To je zpu˚sobeno tı´m, zˇe dra´hu koriguje bez ohledu na velikost odchylky od
hranicˇnı´ hodnoty vzˇdy stejneˇ. Proto v podstateˇ kazˇdy´ u´daj senzoru vyvola´ stejneˇ
velkou zata´cˇku.
• U´prava 1
Mu˚zˇeme tedy naprˇı´klad nechat kolem hranicˇnı´ hodnoty neˇjakou toleranci, ktera´
zachova´ pu˚vodnı´ smeˇr robota. Nesmı´ vsˇak by´t prˇı´lisˇ velka´, aby se dalsˇı´ korekcı´
robot doka´zal vra´tit zhruba na hranu dra´hy. Takto upravena´ u´loha je naCDnazvana´
VPL SledujCaru2.
• U´prava 2
Dalsˇı´ mozˇnostı´ je sˇka´lu u´daju˚ senzoru rozdeˇlit na neˇkolik cˇa´stı´ a v kazˇde´ stanovit
korekci jinak velkou. Cˇı´m blı´zˇe bude robot hraneˇ dra´hy, tı´m mensˇı´ korekce budeme
prova´deˇt. Pochopitelneˇ cˇı´m bude rozlisˇenı´ jemneˇjsˇı´, tı´m prˇesneˇjsˇı´ho vedenı´ robota
dosa´hneme. Kombinace obou poslednı´ch strategiı´ je pouzˇita v aplikaci ulozˇene´ na
CD pod na´zvem VPL SledujCaru3. Jejı´ vy´sledny´ diagram je na obr. 47.
Pozna´mka 7.17 Za zmı´nku zde stojı´ pouzˇitı´ bloku If, kdy jsou podmı´nky sestaveny
tak, aby odpovı´daly vyhodnocova´nı´ smeˇrem odshora dolu˚. Diagram bychommohli
zjednodusˇit vynecha´nı´m opakujı´cı´ch se bloku˚ Join, ale takto je struktura aplikace
na´zorneˇjsˇı´.
• U´prava 3
Prˇı´padneˇ mu˚zˇeme take´ vyzkousˇet strategii, ktera´ nutı´ robota neusta´le opousˇteˇt
dra´hu a korekcemi podle zmeˇny osveˇtlenı´ se na ni naopak vracı´. Princip spocˇı´va´
v tom, zˇe nemusı´me vu˚bec reagovat na u´daje senzoru, ktere´ jsou pod strˇednı´ roz-
hodovacı´ u´rovnı´. Robot totizˇ neusta´le mı´rneˇ zata´cˇı´ do smeˇru mimo dra´hu, proto
ho tı´mto smeˇrem posı´lat nemusı´me. Pokud tento algoritmus vyzkousˇı´me, zjistı´me,
zˇe zejme´na na rovina´ch je velmi stabilnı´. Robot jede mı´rneˇ sˇikmo z dra´hy ven, na´-
sledneˇ je veˇtsˇı´ korekcı´ vra´cen zpeˇt a opeˇt mı´rneˇ vybocˇuje. Proble´m ovsˇem mu˚zˇe
nastat v ostrˇejsˇı´ch zata´cˇka´ch, kdy mohou by´t korekce nedostatecˇne´. Opeˇt je tedy
trˇeba spra´vnou hodnotu nastavit experimenta´lneˇ. Takto rˇesˇenou u´lohu najdeme na
CD pod na´zvem VPL SledujCaru4.
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7.17 U´loha 13 e – Sleduj cˇa´ru s kalibracı´
7.17.1 Zada´nı´
Robot si nejprve zkalibruje detektor podle hodnot ve sve´m okolı´ a pak se vyda´ po cˇa´rˇe.
7.17.2 Postup rˇesˇenı´
• Analy´za
Protozˇe tato u´loha jizˇ spojuje neˇkolik drˇı´ve oveˇrˇeny´ch postupu˚, ma´me sˇanci od-
hadnout prˇiblizˇny´ rozsah vy´sledne´ho diagramu. Mu˚zˇeme sice plochu hlavnı´ho
diagramu libovolneˇ rozsˇirˇovat, ale v za´jmu prˇehlednosti a oddeˇlenı´ jednotlivy´ch
funkcˇnı´ch celku˚ budeme pro neˇktere´ cˇa´sti diagramu definovat vlastnı´ aktivity.
Aby robot doka´zal rozlisˇit, zda se nacha´zı´ na dra´ze, nebo mimo ni, musı´ mı´t na-
staveny neˇjake´ rozhodovacı´ hodnoty, jejichzˇ prˇekrocˇenı´ mu signalizuje zmeˇnu pod-
kladu. Uzˇ v u´loze 7.14 jsme zjistili, zˇe je trˇeba tyto hodnoty nejprve experimenta´lneˇ
zjistit a teprve pak je zadat do programu. Stejneˇ jsme postupovali v prˇedchozı´ch
varianta´ch te´to u´lohy.
V te´to u´loze se pokusı´me, aby si robot meze zjistil sa´m. Zvolı´me pomeˇrneˇ jedno-
duchy´ postup, ktery´ prˇedpokla´da´, zˇe v urcˇite´m vy´seku kruhove´ho okolı´ robota se
nacha´zı´ jak nejsveˇtlejsˇı´, tak i nejtmavsˇı´ bod, se ktery´m se na trati mu˚zˇe setkat.72 Ro-
bot tedy provede rotaci doleva a doprava v rozsahu urcˇene´ho vy´seku (zde budeme
prˇedpokla´dat trˇeba 45 stupnˇu˚ v obou smeˇrech) a bude zjisˇt’ovat hodnoty sveˇtelne´ho
senzoru. Zajı´mat na´s prˇitom bude nejsveˇtlejsˇı´ a nejtmavsˇı´ mı´sto. Z nich na´sledneˇ
vypocˇteme strˇednı´ hodnotu, ktera´ by meˇla odpovı´dat rozhranı´ mezi drahou a jejı´m
okolı´m.73
Na´sledneˇ pak musı´me robota nasmeˇrovat do takove´ pozice, kdy se bude pra´veˇ na
tomto rozhranı´, tedy hraneˇ dra´hy, nacha´zet, aby ji mohl zacˇı´t sledovat. Provedeme
tedy zpeˇtnou rotaci a budeme znovu zjisˇt’ovat hodnoty ze sveˇtelne´ho senzoru.
V okamzˇiku, kdy se prˇiblı´zˇı´ prahove´ u´rovni, robota zastavı´me.
Pozna´mka 7.18 Zde budememuset take´ trochu experimentovat s rychlostı´ pohybu
a tolerancı´ prahove´ hodnoty, protozˇe robotma´ urcˇitou setrvacˇnost a take´ nemu˚zˇeme
testovat prˇesneˇ stejnou hodnotu intenzity, jaka´ na´m vysˇla vy´pocˇtem, protozˇe tu
robot nikdy nameˇrˇit nemusı´ (senzor meˇrˇı´ a odesı´la´ u´daje v neˇjaky´ch perioda´ch a
zmeˇny osveˇtlenı´ tak nedetekuje spojiteˇ).
Na´sledneˇ spustı´me vlastnı´ algoritmus sledova´nı´ dra´hy, ktery´ bude velmi jednodusˇe
reagovat na zmeˇny ze sveˇtelne´ho senzoru. Pokud intenzita poklesne, bude se vracet
na dra´hu a opacˇneˇ. Abychom zajistili co nejplynulejsˇı´ chod robota, nebudeme deˇlat
korekce skokoveˇ jako v minuly´ch u´loha´ch, ale plynule dle odchylky od strˇednı´
72To samozrˇejmeˇ nemusı´ by´t vzˇdy splneˇno a i u rea´lne´ho robota zjistı´me, zˇe pokud bude dra´ha v ru˚zny´ch
mı´stech ru˚zneˇ osveˇtlena, bude robot reagovat nespra´vneˇ.
73Opeˇt v praxi zjistı´me, zˇe to tak u´plneˇ neplatı´, ale pro tento cvicˇny´ u´kol na´m dosazˇena´ prˇesnost bude
vyhovovat.
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hodnoty osveˇtlenı´ (cozˇ je vlastneˇ do extre´mu prˇivedene´ rozdeˇlenı´ hodnot senzoru
na dı´lcˇı´ intervaly). Tedy cˇı´m se bude robot vı´ce vzdalovat od hrany dra´hy, tı´m
ostrˇejsˇı´ mane´vr provede.
Tato u´loha je komplikovaneˇjsˇı´ nezˇ prˇedesˇle´, proto si i popis jednotlivy´ch kroku˚ jejı´ho
rˇesˇenı´ rozdeˇlı´me na samostatne´ sekce odpovı´dajı´cı´ jednotlivy´m dı´lcˇı´m aktivita´m.
V za´veˇrecˇne´ fa´zi pak budeme rˇesˇit jejich zapojenı´ do spolecˇne´ho diagramu.
• Pouzˇite´ sluzˇby
Stejneˇ jako v prˇedchozı´ch varianta´ch te´to u´lohy pouzˇijeme GDD, Generic Analog
Sensor pro opticky´ senzor a Simple Dialog.
• Kalibrace
V te´to cˇa´sti se zameˇrˇı´me pouze na prvnı´ cˇa´st u´kolu, ktery´m je zkalibrova´nı´ hodnot
opticke´ho senzoru. Budeme postupovat podobneˇ jako prˇi na´vrzı´ch samostatny´ch
u´loh, proto i cˇleneˇnı´ bude podobne´.
– Sestavenı´ diagramu
Do diagramu si tedy vlozˇı´me blok Activity. Rovnou si ho prˇejmenujeme na
Kalibrace, abychom se pozdeˇji v podobny´ch na´zvech orientovali. Nynı´ blok
dvojklikem otevrˇeme v samostatne´m okneˇ. Novou aktivitu pro vyuzˇitı´ re-
kurze jsme jizˇ vytva´rˇeli v kapitole 5.11.2. Zde poprve´ vyuzˇijeme i akci Start.
Jde o vy´chozı´ akci, ktera´ se provede v okamzˇiku spusˇteˇnı´ aktivity. My zde
provedeme inicializaci promeˇnny´ch.
Pozna´mka 7.19 Znovuprˇipomenˇme, zˇepromeˇnne´ jsouprˇı´stupne´ pouzev ra´mci
dane´ aktivity nebo dialogu. Nemu˚zˇeme tedy prove´st inicializaci vneˇ aktivity.
Z rolety Action tedy zvolı´me Start a objevı´ se na´m nova´ pra´zdna´ plocha. Uzˇ
v analy´ze proble´mu jsme si rˇekli, zˇe budeme potrˇebovat minima´lnı´, maxima´lnı´
a strˇednı´ hodnotu. Vsˇechny si tedy zavedeme (hodnoty senzoru jsou typu
double, stejne´ho typu tedy budou i nasˇe promeˇnne´) a inicializujeme je na
takove´ hodnoty, ktere´ na´m zarucˇı´, zˇe je pru˚beˇh kalibrace zmeˇnı´.
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Soucˇasneˇ si prˇipravı´me booleovskou promeˇnnou Kalibrace, kterou pouzˇijeme
na povolova´nı´ resp. zakazova´nı´ kalibrace. Take´ tu inicializujeme na hodnotu
false (prˇestozˇe vı´me, zˇe to nenı´ nutne´). Tento blok programu vidı´me na obr. 48.
Pozna´mka 7.20 Zdrojemdatove´ho toku pro kalibraci budou notifikace od sen-
zoru, ktere´ sice mu˚zˇeme zaregistrovat, ale uzˇ ne zrusˇit. Proto musı´me neˇjaky´m
zpu˚sobem filtrovat, zda se zpra´vy majı´ da´l zpracova´vat.
Nynı´ si vytvorˇı´me vlastnı´ teˇlo aktivity. Nejprve budeme potrˇebovat zajistit
pohyb robota v pozˇadovane´m u´hlu kolem sve´ho stanovisˇteˇ. Tento u´hel jsme si
stanovili na 45◦. Mu˚zˇeme tedy stejneˇ jako v prˇedchozı´ch u´loha´ch nechat robota
udeˇlat otocˇku o dany´ u´hel v jednom smeˇru. Protozˇe budeme chtı´t kalibraci
prove´st dostatecˇneˇ prˇesneˇ, nemeˇla by by´t rychlost ota´cˇenı´ prˇı´lisˇ vysoka´.
Na´sledneˇ provedeme obrat o dvojna´sobek u´hlu na opacˇnou stranu. Protozˇe
pohyby na sebe musı´ navazovat, pouzˇijeme opeˇt sluzˇbu WaitForDriveComple-
tion, kterou vlozˇı´me mezi obeˇ otocˇky. Abychom u´speˇsˇne´ dokoncˇenı´ mane´vru
potvrdili teprve po skutecˇne´m dokoncˇenı´ pohybu, vrˇadı´me dalsˇı´ blokWaitFor-
DriveCompletion a teprve jeho vy´stup spojı´me s vy´stupnı´m portem te´to akce.
Akci v tomto sta´diu vidı´me na obr. 49.
– Spusˇteˇnı´
Mu˚zˇeme si vyzkousˇet, jak bude robot reagovat. Stacˇı´ do hlavnı´ho diagramu
vlozˇit nasˇi zna´mou u´vodnı´ cˇa´st s potvrzujı´cı´m dialogem a na´sledneˇ prˇipo-
jit vstupnı´ port nove´ aktivity Konfigurace. Na vy´beˇr ma´me pouze jednu akci,
takzˇe nava´za´nı´ probeˇhne snadno. Nynı´ aplikaci spustı´me, a pokud jsme dia-
gramy sestavili spra´vneˇ, meˇl by robot vykonat ocˇeka´vane´ dveˇ otocˇky a skoncˇit
pootocˇeny´ o 45◦ vzhledem k pu˚vodnı´ pozici.
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Pozna´mka 7.21 Abychomsiusnadnili konfiguraci aplikace, je vhodne´ vsˇechny
sluzˇby, ktere´ vyzˇadujı´ import manifestu˚, vlozˇit mimo aktivity, ktere´ je vyuzˇı´-
vajı´, i do hlavnı´ho diagramu (kopie te´zˇe instance, nikoli nove´) a import prove´st
odtud.
– U´prava 1 – vyhodnocova´nı´ senzoru
Nynı´ potrˇebujeme zajistit vyhodnocova´nı´ prˇijaty´ch hodnot ze sveˇtelne´ho sen-
zoru. Mu˚zˇeme tedy zkusit do pra´veˇ vytva´rˇene´ aktivity vlozˇit blok Generic
Analog Sensor. Zjistı´me ale, zˇe na vlozˇene´ ikoneˇ chybı´ notifikacˇnı´ port. To je
jedno z omezenı´, o ktere´m uzˇ padla zmı´nka v pozna´mce 5.22 a ktere´ sou-
visı´ s exkluzivitou paralelneˇ zpracova´vany´ch operacı´. My ovsˇem informace
od senzoru potrˇebujeme. Ma´me tedy dveˇ mozˇnosti, bud’ si napsat vlastnı´ DSS
sluzˇbu, u ktery´ch omezenı´ vzhledem k notifikacı´m neplatı´ (v nich rˇesˇı´ prio-
ritu procesu˚ programa´tor a za prˇı´padne´ kolize je zodpoveˇdny´ on) nebo prˇive´st
zpra´vy „zvenku“. Snazsˇı´ cesta bude urcˇiteˇ ta druha´ jmenovana´, proto siGeneric
Analog Sensor umı´stı´me do hlavnı´ho diagramu.
Pokud se nynı´ pokusı´me prˇipojit notifikacˇnı´ vy´stup senzoru na vstup aktivity
Kalibrace (samozrˇejmeˇ si vytvorˇı´me jejı´ novoukopii, ta pu˚vodnı´ma´ vstupnı´ port
jizˇ obsazen), zjistı´me, zˇe se na´m automaticky zvolil typ akceOtocˇka. My ovsˇem
nechceme, aby se po kazˇde´m nove´m u´daji senzoru robot znovu ota´cˇel. Proto
musı´me v nasˇı´ aktiviteˇ vytvorˇit novou akci, ktera´ bude u´daje zpracova´vat.
Vedle rolety Action tedy klepneme na tlacˇı´tko a vyvola´me dialog, ve ktere´m
novou akci prˇida´me. Pro jednoduchost si ji nazveˇme Kalibruj. Vidı´me, zˇe opeˇt
ma´me pra´zdnou pracovnı´ plochu. Z toho vyply´va´, zˇe bloky v ru˚zny´ch ak-
cı´ch spolu nemohou komunikovat prˇı´mo, pouze prostrˇednictvı´m promeˇnny´ch
nebo rekurze.74
Protozˇe tentokra´t budemepotrˇebovat prˇeda´vat i hodnotu ze senzoru, rovnou si
prˇida´me potrˇebny´ vstupnı´ parametr.Mu˚zˇeme si ho nazvat stejneˇ jako skutecˇny´
parametr senzoru, tedy RawMeasurement. Nynı´ mu˚zˇeme okno zavrˇı´t a vra´tit se
do hlavnı´ho dialogu. Ted’uzˇ mu˚zˇeme vy´stup senzoru napojit na vstup aktivity
i s volbou nove´ akce. Rovnou tedy i prˇirˇadı´me spra´vnou prˇeda´vanou hodnotu.
Zby´va´ vytvorˇit vlastnı´ zpracova´nı´ dat. Jeho u´kolem je pouze zaznamenat hra-
nicˇnı´ hodnoty, stacˇı´ tedy testovat vstupnı´ hodnotu proti obeˇma ulozˇeny´m a
v prˇı´padeˇ veˇtsˇı´ho extre´mu hodnotu nahradit.
Jesˇteˇ jsme si rˇekli, zˇe budeme testovat, zda ma´me povoleno kalibraci prova´deˇt.
Proto do vstupu vlozˇı´me prˇı´slusˇnou podmı´nku. Pro korektnı´ prˇeda´va´nı´ infor-
macı´ o dokoncˇenı´ zpracova´nı´ vsˇechny volne´ vy´stupy prˇivedeme na vy´stupnı´
port akce.
Pro u´cˇely ladeˇnı´ si rovnou zrˇid’me i notifikacˇnı´ porty, ktere´ na´s budou infor-
movat o pru˚beˇhu kalibrace. Vytvorˇı´me si tedy novou notifikaci (ve stejne´m
okneˇ jako jsme vytva´rˇeli nove´ akce) a prˇida´me dva parametry pro minima´lnı´
a maxima´lnı´ hodnotu. Protozˇe na´s bude zajı´mat pouze zmeˇna, prˇivedeme na
74Jak jsme videˇli v kapitole 5.11.2.
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tento notifikacˇnı´ vy´stup data pouze od obou meˇneˇny´ch promeˇnny´ch. Akci
vidı´me na obr. 50.
– U´prava 2 – ladicı´ informace
Protozˇe se bude jednat o pomeˇrneˇ slozˇitou u´lohu z hlediska koordinace aktivit,
uzˇ si prˇi ladeˇnı´ nevystacˇı´me se Simple Dialog. I pro tyto u´cˇely existuje v MRDS
prˇijatelne´ rˇesˇenı´. Do nasˇeho diagramu mu˚zˇeme vlozˇit blok Flexible Dialog.
Jde o velmi zjednodusˇene´ okno aplikace, jake´ zna´me z prostrˇedı´ pro na´vrh
graficky´ch uzˇivatelsky´ch rozhranı´ (GUI). Toto oknomu˚zˇeme bud’konfigurovat
za beˇhu aplikace programoveˇ, nebovdobeˇ na´vrhu rucˇneˇ.Na´mvyhovuje druha´
mozˇnost, proto ve vlastnostech bloku zvolı´me Set Initial Configuration. Nynı´ se
na´m objevı´ jaky´si primitivnı´ editor prvku˚, ktere´ mu˚zˇe okno obsahovat. My si
zatı´m prˇida´me pouze neˇkolik prvku˚ typu Label, ktere´ si vhodneˇ pojmenujeme.
Nesmı´me take´ zapomenout zasˇkrtnout polı´cˇko Visible, aby se okno zobrazilo
jizˇ prˇi startu aplikace.
Nynı´ prˇivedeme notifikacˇnı´ vy´stup nasˇı´ aktivity na vstup dialogu a nastavı´me
prˇı´slusˇne´ parametry. Budeme muset prˇepnout na rucˇnı´ konfiguraci a vyplnit
vzˇdy na´zev pole (v uvozovka´ch) a jeho hodnotu do pole Text.75 Tı´m ma´me
zajisˇteˇno, zˇe soubeˇzˇneˇ s prova´deˇnou kalibracı´ budeme informova´ni o jejı´m
pru˚beˇhu.
Pokud ted’aplikaci spustı´me, objevı´ se okno, robot provede obeˇ otocˇky, ale zˇa´d-
nou hodnotu neuvidı´me. Zapomneˇli jsme totizˇ povolit kalibraci nastavenı´m
promeˇnne´ Kalibrovat. Zkusme pouze docˇasneˇ v inicializacˇnı´ akci Start nasta-
vit hodnotu promeˇnne´ na true a spustit aplikaci znovu. Tentokra´t uzˇ bychom
mohli by´t spokojeni, data se aktualizujı´ prˇesneˇ podle pla´nu.
75Neˇktere´ prvkynaopakpozˇadujı´ hodnotuvparametruValue, podrobnosti najdemevdokumentaciMRDS.
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– U´prava 3 – povolenı´ kalibrace
Nynı´ tedy vrat’me inicializaci do pu˚vodnı´ho stavu a pokusme se rˇesˇit po-
volenı´ kalibrace za beˇhu. Mu˚zˇeme se o to pokusit tı´m, zˇe tuto promeˇnnou
nastavı´me soucˇasneˇ s prˇı´chodem pozˇadavku na otocˇku a naopak ji vypneme
soucˇasneˇ s dokoncˇenı´m otocˇky. Prˇidejme tedy do akce Otocˇka prˇı´slusˇne´ bloky
Data a Variable (takto upravenou akci vidı´me na obr. VPLSledujCaruSKalibraci-
KalibraceOtocka2 a zkusme aplikaci spustit nynı´. Vidı´me, zˇe robot se ota´cˇı´, ale
zˇa´dne´ informace v okneˇ nevidı´me.Teprve v okamzˇiku, kdy robot zastavı´, na-
skocˇı´ vsˇechny hodnoty.
Tady jsme narazili na dalsˇı´ omezenı´ jazyka VPL. Protozˇe vsˇechny promeˇnne´
jsou soucˇa´stı´ vnitrˇnı´ho stavu sluzˇby, jak jsme si uzˇ jednou vysveˇtlili (viz ka-
pitola 5.2.6), platı´ i pro sluzˇby VPL stejna´ pravidla jako pro beˇzˇne´ DSS sluzˇby
psane´ trˇeba v C#. Pokud se znovu podı´va´me na na´mi vytva´rˇenou sluzˇbu
pro prˇevod znaku˚ v kapitole 4.8, zjistı´me, zˇe obsluzˇne´ metody (handlery),
ktere´ manipulujı´ s promeˇnny´mi vnitrˇnı´ho stavu, jsou oznacˇeny jako Service-
HandlerBehavior.Exclusive. To jim zajisˇt’uje exkluzivnı´, tedy vy´hradnı´ prˇı´stup
k promeˇnny´m, ostatnı´ vla´kna cˇekajı´.
Proto i ve VPL platı´ prˇı´sna´ omezenı´ na pouzˇitı´ promeˇnny´ch. Vzˇdy platı´, zˇe
mu˚zˇe beˇzˇet pouze jedna sluzˇba (jejı´ vla´kno), ktera´ pracuje s promeˇnny´mi,
ostatnı´ cˇekajı´ ve fronteˇ. Naopak sluzˇby, ktere´ k promeˇnny´m neprˇistupujı´, mo-
hou beˇzˇet bez omezenı´. Podrobneˇ je tato problematika popsa´na v sekci VPL
Lab 5 – Exclusivity test dokumentace MRDS. Pro na´s je du˚lezˇite´, zˇe jak akce
Otocka, tak Kalibruj s promeˇnny´mi pracujı´, proto nemohou beˇzˇet soubeˇzˇneˇ tak,
jak bychom si prˇa´li. Nejprve dokoncˇı´ robot otocˇku a teprve pote´ se zpracujı´
zpra´vy cˇekajı´cı´ zatı´mve fronteˇ na akci Kalibruj.Na vy´sledku se sice nic nemeˇnı´,
data byla nakonec zpracova´na, ale uzˇ trˇeba to, zˇe jsme nevideˇli pru˚beˇh tohoto
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Obra´zek 52: VPL SledujCaruSKalibraci – diagram beˇhem ladeˇnı´ kalibrace
zpracova´nı´, mu˚zˇe by´t u jiny´ch aplikacı´ na sˇkodu. Je tedy trˇeba se takovy´ch
postupu˚ vyvarovat.
Zkusme tedy pouzˇı´t jiny´ prˇı´stup. Protozˇe nemu˚zˇeme nastavit promeˇnnou
prˇı´mo v akci Otocka, musı´me to udeˇlat neˇkde jinde. Jedine´ mı´sto, kde se o do-
koncˇenı´ otocˇky dozvı´me, je hlavnı´ diagram, protozˇe vy´stupnı´ zpra´va z portu
aktivity dorazı´ pra´veˇ po dokoncˇenı´ otocˇky. Ted’ pouze potrˇebujeme zvenku
nastavit promeˇnnou Kalibrovat. Opeˇt mu˚zˇeme vyuzˇı´t nove´ akce, tentokra´t ji
nazveme Prepnout a jedine´, co bude deˇlat je to, zˇe podle prˇedane´ho parametru
nastavı´ hodnotu promeˇnne´. Takto jednoduchou akci si na obra´zku ukazovat
nemusı´me, naopak se podı´vejme (obr. 52), jak v tuto chvı´li vypada´ hlavnı´
diagram. Nynı´ uzˇ bude kalibrace fungovat spra´vneˇ.
• Vyhleda´nı´ hrany dra´hy
Dalsˇı´m postupny´m krokem je dosa´hnout toho, aby se robot vra´til do mı´sta, kde
senzor hla´sil prˇiblizˇneˇ strˇednı´ hodnoty, tedy pravdeˇpodobneˇ na rozhranı´ dra´hy a
okolı´. Proto musı´me spustit dalsˇı´ otocˇku opacˇny´m smeˇrem, nezˇ byla ta poslednı´, a
soucˇasneˇ vyhodnocovat hodnoty senzoru.
– Sestavenı´ diagramu
Take´ potrˇebujeme zna´t pozˇadovanou strˇednı´ hodnotu. Jedine´ mı´sto, kde ji za-
tı´m mu˚zˇeme zı´skat, je aktivita Kalibrace. Vytvorˇı´me tedy dalsˇı´ akci, nazvanou
VratVysledek a v nı´ trˇi parametry odpovı´dajı´cı´ trˇem vnitrˇnı´m promeˇnny´m. Je-
dine´, co tato akce bude obsahovat, budou bloky Calculate pro kazˇdou promeˇn-
nou, ktere´ prˇes Join prˇivedeme na vy´stup akce a spra´vneˇ spa´rujeme hodnoty
parametru˚.
Nynı´ bychommohli vytvorˇit v hlavnı´m diagramu take´ vytvorˇit prˇı´slusˇne´ pro-
meˇnne´ a zkalibrovane´ hodnoty nacˇı´st, ale vy´hodneˇjsˇı´ bude je prˇedat tam, kde
najdou uplatneˇnı´, tedy prˇı´mo v aktiviteˇ, ktera´ bude hranu vyhleda´vat.
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Obra´zek 53: VPL SledujCaruSKalibraci – akce Otocka aktivity NajdiHranu
Vytvorˇı´me si tedy novou aktivitu nazvanou NajdiHranu. Ta bude mı´t dva za´-
kladnı´ u´koly, vykonat zpeˇtnou otocˇku a zastavit prˇi nalezenı´ hrany. Budeme
tedy potrˇebovat zna´t hranicˇnı´ hodnotu osveˇtlenı´, minimum a maximum na´s
nezajı´majı´. Proto si vytvorˇı´me prˇı´slusˇnou promeˇnnou a rovnou take´ prˇepı´nacˇ,
podobneˇ jako u kalibrace (take´ tady potrˇebujeme filtrovat u´daje od senzoru
v dobeˇ, kdy nema´ aktivita hranu hledat). Obeˇ promeˇnne´ inicializujeme v akci
Start.
Hlavnı´ vy´konnou akci si nazveˇme trˇeba opeˇt Otocˇka. Beˇzˇny´m zpu˚sobem v nı´
provedeme otocˇku o 90◦ zpeˇt (abychom meˇli jistotu, zˇe hranicˇnı´ bod nalez-
neme). Teoreticky bychom meˇli i tady vytvorˇit dalsˇı´ akci pro nastavenı´ vstup-
nı´ch hodnot, ale je zde jeden podstatny´ rozdı´l. Sice budeme skenovat tere´n
beˇhem prˇesunu, ale uzˇ nebudeme v akci otocˇka cˇekat na jejı´ dokoncˇenı´, pro-
tozˇe konec operace uzˇ nenı´ za´visly´ na dokoncˇenı´ otocˇky, ale na nalezenı´ hrany.
Proto mu˚zˇeme nechat robota prove´st otocˇku a okamzˇiteˇ akci ukoncˇit. Nebu-
deme tedy potrˇebovat, aby tato akce beˇzˇela paralelneˇ se sledova´nı´m senzoru,
proto mu˚zˇeme promeˇnne´ nastavit prˇı´mo v nı´.
Protozˇe nejrychlejsˇı´ cestou, jak zjistit hodnotu hrany, bude nechat ji prˇedat
prˇı´mo z aktivity Kalibrace, vytvorˇı´me v akci rovnou vstupnı´ promeˇnnou, opeˇt
nejle´pe nazvanou Hrana. Sestavenı´ vlastnı´ho algoritmu otocˇky by uzˇ nemeˇlo
by´t slozˇite´, jeho aktua´lnı´ stav vidı´me na obra´zku 53.
Da´le potrˇebujeme prova´deˇt sledova´nı´ u´daju˚ ze senzoru. Opeˇt, stejneˇ jako u ka-
librace, budememuset data prˇijı´mat zvenku, proto vytvorˇı´medalsˇı´ akci (Sleduj)
a v nı´ vstupnı´ promeˇnnou RawMeasurement. Vlastnı´ algoritmus musı´ nejprve
vyhodnotit podmı´nku, zda smı´ vyhodnocovat a na´sledneˇ porovna´ nameˇrˇe-
nou hodnotu s hodnotou ulozˇenou ve sve´ promeˇnne´ Hodnota. Pokud se vejde
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Obra´zek 54: VPL SledujCaruSKalibraci – akce Hledej aktivity NajdiHranu
do prˇednastavene´ tolerance (tu stanovı´me experimenta´lneˇ), zastavı´ motor a
vypne dalsˇı´ hleda´nı´.
Protozˇe nechceme nechat pro dalsˇı´ aktivitu v aplikaci motor zablokovany´, ra-
deˇji do nasˇı´ akce prˇida´me i opeˇtovne´ povolenı´ motoru nastavenı´m EnableDrive.
Ted’ si ovsˇem musı´me rozmyslet, jak zarˇı´dit vy´stup z akce. Vzhledem k tomu,
zˇe je na vstupu nava´za´na na notifikace senzoru, zrˇejmeˇ by nemeˇlo valny´ smysl
prˇive´st vy´stup na vy´stupnı´ port, nemeˇli bychom zpra´vu komu prˇedat, protozˇe
mimo notifikacı´ se na vstupnı´ port nikdo jiny´ neprˇipojı´, aby ocˇeka´val odpoveˇd’.
Lepsˇı´m rˇesˇenı´m tedy bude pouzˇı´t notifikace. To uzˇ jsme si vyzkousˇeli u kalib-
race pro vy´stup ladicı´ch informacı´, proto postup pouze zopakujeme, tentokra´t
ani nebudeme potrˇebovat prˇeda´vat zˇa´dne´ promeˇnne´ smeˇrem ven. Notifikaci
si nazveˇme trˇeba Nalezena. Vy´sledny´ diagram je na obr. 54.
Pozna´mka 7.22 Obecneˇ je dobry´m zvykem pouzˇı´t notifikace vsˇude tam, kde
vy´stup prˇı´mo nesouvisı´ se vstupem, tzn., je lepsˇı´ na vy´stupu pouze potvrdit
prˇijetı´ neˇjake´ho pozˇadavku, ale o dokoncˇenı´ operace informovat notifikacı´.
– Spusˇteˇnı´
Abychom mohli oveˇrˇit, zˇe vsˇechno funguje podle ocˇeka´va´nı´, vytvorˇı´me si
v hlavnı´m diagramu jednoduchy´ dialog, ktery´ se zobrazı´ na za´kladeˇ notifikace
od nove´ aktivity. Stav diagramu v te´to fa´zi vy´voje je na obra´zku 55.
• Sledova´nı´ dra´hy
Pro sledova´nı´ dra´hy pouzˇijeme mı´rneˇ obmeˇneˇny´ algoritmus z u´lohy 7.15. Nebu-
deme korekce prova´deˇt vzˇdy stejne´, ale pomeˇrneˇ podle odchylky od hrany dra´hy.
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Obra´zek 55: VPL SledujCaruSKalibraci – hlavnı´ diagram ve fa´zi hleda´nı´ hrany
– Sestavenı´ diagramu
Abychom zachovali jednotnou formu aplikace, vytvorˇı´me si i pro tuto operaci
novou aktivitu nazvanou SledujCaru a v nı´ akci Sleduj. Ta by, jako uzˇ tradicˇneˇ,
meˇla mı´t vstupnı´ promeˇnnou RawMeasurement.
Kdyzˇ si projdeme jednotlive´ fa´ze, ktere´ jsme zatı´m vytvorˇili, zjistı´me, zˇe uzˇ po
dokoncˇenı´ kalibrace ma´me k dispozici hodnoty, ktere´ nova´ aktivita potrˇebuje,
mu˚zˇeme je tedy rovnou prˇedat. Vytvorˇı´me proto dalsˇı´ akci, nazvanou trˇeba
Nastav a v nı´ prˇevezmeme prˇedane´ parametry a nastavı´me do prˇı´slusˇny´ch
promeˇnny´ch (opeˇt potom v akci Start provedeme jejich inicializaci).
Jak tedy bude vy´pocˇet korekce probı´hat ?76 Zjistı´me odchylku nameˇrˇene´ hod-
noty od hodnoty hranicˇnı´ (strˇednı´) a tu porovna´me s maxima´lnı´ mozˇnou vy´-
chylkou (tedy rozdı´lemmezi maxima´lnı´ a hranicˇnı´). Budeme prˇitom uvazˇovat
i zname´nko, abychom zı´skali i smeˇr korekce. Z te´to u´vahy dokonce zjistı´me, zˇe
ani nepotrˇebujeme zna´t hodnotu minima´lnı´ a nemusı´me ji tedy vu˚bec prˇebı´-
rat. Pokud jsme to uzˇ udeˇlali, mu˚zˇeme ji nynı´ z promeˇnny´ch aktivity odstranit.
Takto zı´skanou korekci bychom jesˇteˇ meˇli na´sobit neˇjakou konstantou, ktera´
uda´ odpovı´dajı´cı´ zmeˇnu vy´konu motoru. Hodnotu nejle´pe zjistı´me porovna´-
nı´m s experimenta´lneˇ zjisˇteˇny´mi hodnotami z prvnı´ u´lohy (viz 7.15), protozˇe
pu˚jde o polovinu maxima´lnı´ho rozdı´lu mezi levy´m a pravy´m motorem. Vy´-
slednou korekci pak prˇicˇteme ke strˇednı´mu vy´konu motoru pro leve´ kolo a
76Nenı´ to jedina´ mozˇnost, mu˚zˇeme pouzˇı´t i nelinea´rnı´ vy´pocˇet, kombinaci s vybocˇova´nı´m z dra´hy apod.
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Obra´zek 56: VPL SledujCaruSKalibraci – akce Sleduj aktivity SledujCaru
odecˇteme pro prave´ kolo. Tı´m prˇi maxima´lnı´ odchylce dosa´hneme stejne´ho
mane´vru jako ve zmı´neˇne´ prvnı´ u´loze.
Pozna´mka 7.23 Musı´me da´t pozor na spra´vnou polaritu odchylky, jinak robot
bude reagovat prˇesneˇ opacˇneˇ, cozˇ z jeho chova´nı´ nemusı´ by´t u´plneˇ zrˇejme´ a
budeme obtı´zˇneˇ hledat chybu.
Takto prˇipravena´ akce je na obra´zku 56. Za pozornost stojı´ pouzˇitı´ trˇı´ bloku˚
Calculate, abychom se vyhnuli ukla´da´nı´ mezivy´sledku do pomocne´ promeˇnne´,
a take´ vyuzˇitı´ notifikacˇnı´hovy´stupu. Tenbude slouzˇit opeˇt pro ladeˇnı´ a budeme
jı´m hla´sit aktua´lnı´ hodnotu korekce. Tu pak zobrazı´me take´ na Flexible Dialogu
v noveˇ vytvorˇene´m prvku Label.
– U´prava 1 – povolenı´ notifikacı´
Aktivita je tedy prˇipravena´, ale jesˇteˇ musı´me v pravy´ okamzˇik povolit jejı´
spusˇteˇnı´. To zajistı´me pra´veˇ notifikacı´ od blokuNajdiHranu, proto si vytvorˇı´me
dalsˇı´ akci, tentokra´t nazvanou Prepnout a v te´ povolı´me sledova´nı´.
• Sestavenı´ diagramu cele´ aplikace
Hlavnı´ diagram na´m pomalu vyru˚stal pod rukama jizˇ prˇi zacˇlenˇova´nı´ jednotlivy´ch
dı´lcˇı´ch aktivit, proto v te´to fa´zi mu˚zˇeme pouze popropojovat prˇı´slusˇne´ datove´ toky
mezi aktivitami, nastavit (zkontrolovat) spra´vne´ sladeˇnı´ jednotlivy´ch typu˚ zpra´v a
vybrat odpovı´dajı´cı´ manifesty pro GDD a opticky´ senzor.
• Spusˇteˇnı´
Vy´sledek by meˇl odpovı´dat nasˇim ocˇeka´va´nı´m, byt’ bude jesˇteˇ potrˇeba doladit
neˇktere´ hodnoty zadane´ napevno. To uzˇ ale opeˇt ponechme experimentova´nı´.
Kdyzˇ si prohle´dneme vy´sledny´ diagram (obr. 57), bude vypadat daleko prˇehled-
neˇji, nezˇ diagramy minuly´ch u´loh. Pokud totizˇ dobrˇe navrhneme vnitrˇnı´ strukturu
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Obra´zek 57: VPL SledujCaruSKalibraci – vy´sledny´ hlavnı´ diagram
jednotlivy´ch aktivit, sta´va´ se z vytvorˇenı´ aplikace jizˇ jenom za´lezˇitost propojova´nı´
prˇı´slusˇny´ch portu˚ ve spra´vne´m porˇadı´, maxima´lneˇ s neˇjaky´mi podmı´nkami nebo
veˇtvenı´m.
• Na´meˇt na vylepsˇenı´
Aby byla aplikace opravdu rea´lneˇ pouzˇitelna´, trˇeba i po kompilaci aktivit na sluzˇby,
bylo by vhodne´ vyne´st z nı´ prostrˇednictvı´m inicializacˇnı´ch akcı´ do hlavnı´ho dia-
gramu vsˇechny konstanty, tedy napevno zadane´ hodnoty. Jinak by se z nich stala
tzv. „magicka´ cˇı´sla“, cozˇ je sice oblı´bena´ praxe amate´rsky´ch programa´toru˚, ale mezi
odbornı´ky si rozhodneˇ uzna´nı´ nezı´ska´.
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7.18 U´loha 14 – Ovla´da´nı´ trˇetı´ho motoru – cˇelistı´
7.18.1 Zada´nı´
Podle pokynu˚ uzˇivatele otevı´rat a zavı´rat cˇelisti robota.
7.18.2 Postup rˇesˇenı´
• Analy´za
Model robota Tribot ve varianteˇ, ktera´ je sestavena podle pla´nku dodane´ho vy´rob-
cem ke stavebnici, se shoduje s modelem, ktery´ ma´me k dispozici ve virtua´lnı´m
prostrˇedı´ SimplySim. Za´sadnı´ odlisˇnostı´ proti modelu ve vy´chozı´ simulaci MRDS
je trˇetı´ motor, zde ve funkci rˇı´zenı´ prˇednı´ch cˇelistı´ (klepet) robota. Prˇes jednoduchy´
prˇevod jsou klepeta otevı´ra´na a zavı´ra´na podle smeˇru ota´cˇenı´ motoru. Tuto u´lohu
tedy mu˚zˇeme otestovat opeˇt pouze v jednom virtua´lnı´m prostrˇedı´, prˇı´padneˇ na
rea´lne´m robotovi.
• Pouzˇite´ sluzˇby
Tato u´loha nepozˇaduje pohyb robota po podlozˇce, proto tentokra´t blok GDD nevy-
uzˇijme. Stejneˇ tak nepotrˇebujeme zˇa´dna´ cˇidla. Naopak poprve´ vyuzˇijeme genericke´
sluzˇby Generic Motor pro ovla´da´nı´ trˇetı´ho motoru robota.
Dalsˇı´m novy´mprvkem, ktery´ pouzˇijeme, bude jednoduchy´ ovla´dacı´ panel se cˇtyrˇmi
smeˇrovy´mi sˇipkami, ktery´ je soucˇa´stı´ prˇeddefinovany´ch sluzˇebMRDS. Najdeme ho
mezi ostatnı´mi sluzˇbami pod na´zvemDirection Dialog a nevyzˇaduje zˇa´dnou u´vodnı´
konfiguraci.
• Sestavenı´ diagramu
V te´to u´loze budeme ovla´dat staticke´ho robota, nemusı´me tedy vkla´dat vstupnı´
podmı´nku. Musı´me si vsˇak vysveˇtlit, jak lze pouzˇı´t ovla´dacı´ dialog. V dokumen-
taci MRDS je uveden prˇı´klad (VPL Tutorial 4), ve ktere´m je notifikace ButtonPress
filtrova´na blokem Switch na za´kladeˇ textove´ho rˇeteˇzce. My pouzˇijeme podobnou
metodu, ale mı´sto textovy´ch rˇeteˇzcu˚ zada´me konstantnı´ hodnoty, ktere´ na´m editor
VPL nabı´dne. Nemusı´me se tak ba´t prˇı´padny´ch prˇeklepu˚ a soucˇasneˇ ma´me jistotu,
zˇe testujeme pouze ty hodnoty, ktere´ jsou opravdu k dispozici.
Protozˇe budeme cˇelisti pouze rozevı´rat a zavı´rat, stacˇı´ na´m testovat pouze dveˇ
tlacˇı´tka, zvolı´me tedy Left a Right. Na´sledneˇ vlozˇı´me blok Generic Motor, ktere´mu
prˇirˇadı´me spra´vny´ manifest a pouzˇijeme jeho akci SetMotorPower. Tento blok prˇı´-
lisˇ funkcı´ nenabı´zı´, proto musı´me de´lku pohybu nastavit cˇasovacˇem. Po uplynutı´
vhodne´ doby (za´visı´ na rychlosti pohybu, kterou nastavı´me) motor zastavı´me. Tı´m
zajistı´me postupne´ rozevı´ra´nı´ a zavı´ra´nı´ cˇelistı´ podle pocˇtu stisknutı´ prˇı´slusˇne´ho
tlacˇı´tka.
• Spusˇteˇnı´
Hotovy´ diagram vidı´me na obra´zku 58. Po spusˇteˇnı´ se objevı´ dialogove´ okno se
sˇipkami a klika´nı´m postupneˇ meˇnı´me stav cˇelistı´ robota.
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Obra´zek 58: VPL PohybCelistiC – vy´sledny´ diagram
• Na´meˇt na vylepsˇenı´
Pokud cˇelisti rozevrˇeme u´plneˇ, motor jizˇ beˇzˇı´ „prˇes zuby“ prˇevodu a zbytecˇneˇ
spotrˇebova´va´ energii, podobneˇ prˇi cˇelistech u´plneˇ zavrˇeny´ch. Bohuzˇel genericky´
motor nema´ mozˇnost detekce ota´cˇek, ale zarˇazenı´m pocˇı´tadla mu˚zˇeme alesponˇ
cˇa´stecˇneˇ omezit zbytecˇnou aktivaci motoru v meznı´ poloze.
143
7.19 U´loha 15 – Zobrazenı´ textu na Kostce NXT
V na´sledujı´cı´ch u´loha´ch si uka´zˇeme vyuzˇitı´ sluzˇeb, ktere´ jsou specificke´ pouze pro robota
ze stavebnice LEGO R© MINDSTORMS R© NXT a ktere´ nema´me zatı´m mozˇnost vyzkousˇet
ve virtua´lnı´m prostrˇedı´.
7.19.1 Zada´nı´
Zobrazit uzˇivateli vstupnı´ dialog s mozˇnostı´ zada´nı´ textu. Robot pote´ dvakra´t pı´pne a
text zobrazı´ na displeji Kostky.
7.19.2 Postup rˇesˇenı´
• Analy´za
Pro tuto u´lohu si vypu˚jcˇı´me hotovou uka´zkovou aplikaci, kterou najdeme v po-
dadresa´rˇi samples\VplExamples\LEGO\MsgReadWrite instalace MRDS.77 Ta demon-
struje spolupra´ci aplikacı´ psany´ch ve VPL s nativnı´mi aplikacemi psany´mi vNXT-G
a beˇzˇı´cı´mi prˇı´mo v robotu. V tomto prˇı´padeˇ prostrˇednictvı´m Bluetooth posˇleme do
Kostky zpra´vu, kterou nativnı´ program beˇzˇı´cı´ v Kostce prˇijme a zobrazı´ na displeji.
• Pouzˇite´ sluzˇby
Tentokra´t poprve´ budeme pouzˇı´vat negenericke´ sluzˇby urcˇene´ prˇı´mo pro robota
LEGO R© MINDSTORMS R© NXT. Zde to bude blok Lego NXT Brick (v2) pro konfigu-
raci Kostky a Lego NXT Block I/O (v2) pro obsluhu V/V operacı´ v Kostce. Da´le se
vyuzˇı´vajı´ sluzˇby Text functions pro operace s textovy´mi rˇeteˇzci a Sound Player pro
potvrzujı´cı´ pı´pnutı´ v PC. Pro implementaci pı´pa´nı´ na straneˇ robota pak pouzˇijeme
i blok Timer.
• Sestavenı´ diagramu
U´loha vyuzˇı´va´ diagram ze sta´vajı´cı´ uka´zkove´ u´lohy, ktery´ si mu˚zˇeme prˇı´mo otevrˇı´t.
Z du˚vodu pozdeˇjsˇı´ editace ale bude lepsˇı´ vytvorˇit jeho kopii a pracovat s nı´.
• Spusˇteˇnı´
V adresa´rˇi uka´zkove´ aplikace najdeme take´ soubor ProcessMessage.rbt. Prˇı´pona .rbt
je typicka´ pro nativnı´ aplikace psane´ v NXT-G. Proto musı´me pouzˇı´t origina´lnı´
programovacı´ prostrˇedı´ (dodane´ se stavebnicı´) a tento soubor v editoru otevrˇı´t,
zkompilovat a odeslat do Kostky. Postup te´to cˇinnosti je intuitivnı´, prˇesto lze v prˇı´-
padeˇ pochyb nahle´dnout i do prˇibalene´ prˇı´rucˇky.
Na´sledneˇ spustı´menasˇi aplikaci veVPL.Proprˇiblı´zˇenı´ cˇinnosti algoritmuodka´zˇeme
na dokumentaci k MRDS, kde je cela´ uka´zka popsa´na, zde na´m postacˇı´ veˇdeˇt,
zˇe nejprve zkontroluje prˇı´tomnost pozˇadovane´ho programu, ten na´sledneˇ spustı´
(pokud jesˇteˇ spusˇteˇn nenı´) a prˇeda´ mu uzˇivatelem zadany´ text. Program v Kostce
text zobrazı´ na displeji a vra´tı´ zpeˇt nasˇı´ aplikaci.
77Kopie uka´zkove´ aplikace s doplneˇnı´mi dle tohoto zada´nı´ je ulozˇena i na CD, jezˇ je soucˇa´stı´ te´to pra´ce,
pod na´zvem VPL ZobrazZpravu a vztahujı´ se na ni stejna´ autorska´ pra´va jako na jejı´ origina´l.
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Obra´zek 59: VPL ZobrazZpravu aktivita Pipni
• U´prava
Proti pu˚vodnı´ u´loze prˇida´me jesˇteˇ pozˇadovane´ zvukove´ efekty na straneˇ Kostky.
Za tı´mto u´cˇelem vlozˇı´me Timer a kopii bloku NxtBrick. Vyuzˇijeme prˇitom jeho akci
PlayTone, ktera´ jakoparametr pozˇaduje frekvenci a de´lku to´nu. Posˇleme tedynejprve
jeden to´n a po uplynutı´ kra´tke´ho cˇasu (vyprsˇenı´Timeru) posˇleme to´n znovu. Protozˇe
hlavnı´ diagram je sestaven z neˇkolika uzˇivatelsky definovany´ch aktivit, dodrzˇı´me
stejnou formu a pro pı´pnutı´ si vytvorˇı´me vlastnı´ (viz obr.59.
Na´sledneˇ zarˇadı´me blok dvou teˇchto aktivit do pu˚vodnı´ho diagramu. Abychom
zachovali zobrazenı´ vra´cene´ho textu v dialogu, vedeme zpra´vu potvrzujı´cı´ prove-
denı´ u´kolu dalsˇı´ veˇtvı´ a po pı´pnutı´ch prˇivedeme na vstup dialogu. Takto sestaveny´
diagram vidı´me na obr. 60.78
78Ostatnı´ aktivity zu˚sta´vajı´ beze zmeˇny, proto je zde neukazujeme.
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Obra´zek 60: VPL ZobrazZpravu – vy´sledny´ diagram
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7.20 U´loha 16 – Zobrazenı´ textu se zarˇazenı´m vlastnı´ sluzˇby
7.20.1 Zada´nı´
Obdoba prˇedchozı´ u´lohy s tı´m, zˇe vyuzˇijeme sluzˇbu napsanou prˇı´mo v C#.
7.20.2 Postup rˇesˇenı´
• Analy´za
Prˇedchozı´ u´lohu jsme zde uva´deˇli zejme´na proto, abychom mohli nynı´ prˇistoupit
k zarˇazenı´ nasˇı´ vlastnı´ sluzˇby napsane´ v jazyku C#. Tu jsme si podrobneˇ prˇedstavili
v kapitole 4.8 ameˇla velmi jednoduchy´ u´kol, prˇevod vsˇech znaku˚ v zaslane´m rˇeteˇzci
namala´ resp. velka´ pı´smena. Nynı´ tuto sluzˇbu, kterou bychom nynı´ meˇli videˇt mezi
ostatnı´mi sluzˇbami v leve´m spodnı´m okneˇ editoru VPL, mu˚zˇeme do nasˇı´ aplikace
zarˇadit.
• Pouzˇite´ sluzˇby
Pouzˇijeme vsˇechny sluzˇby z prˇedchozı´ u´lohy a navı´c samozrˇejmeˇ na´mi vytvorˇenou
sluzˇbu DemoDSS Service.
• Sestavenı´ diagramu
Nasˇi sluzˇbu mu˚zˇeme umı´stit do aktivity GetUserText a zarˇadit ji mezi vstupnı´ pole
s uzˇivatelem zadany´m textem a blok Merge. Soucˇasneˇ vybereme typ pozˇadovane´
operace, zda pu˚jde o prˇevod na mala´, nebo velka´ pı´smena. Tuto aktivitu vidı´me na
obr. 61.
• Spusˇteˇnı´
Za´kladnı´ diagram mu˚zˇe zu˚stat stejny´ jako u prˇedchozı´ u´lohy, proto takto uprave-
nou aplikaci mu˚zˇeme spustit a okamzˇiteˇ bychommeˇli videˇt pozˇadovany´ vy´sledek.
Sluzˇbu nenı´ trˇeba nijak konfigurovat a o jejı´ cˇinnosti se mu˚zˇeme prˇesveˇdcˇit i zobra-
zenı´m jejı´ho stavu v internetove´m prohlı´zˇecˇi.
Pozna´mka 7.24 Takto jednodusˇemu˚zˇeme do aplikace integrovat libovolnou zkom-
pilovanou sluzˇbu DSS. Mu˚zˇe se jednat o sluzˇbu specia´lneˇ vytvorˇenou v C# (cˇi jine´m
jazyce pro .NET), ale i neˇkterou aktivitu pu˚vodneˇ psanou ve VPL. Tu pak mu˚zˇeme
zkompilovat a tı´mto zpu˚sobem pouzˇı´t, prˇı´padneˇ prove´st jejı´ export do C#, ko´d da´le
upravit a po kompilaci opeˇt pouzˇı´t jako samostatny´ blok ve VPL.
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Obra´zek 61: VPL FiltrujAZobrazZpravu – aktivita GetUserText
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7.21 U´loha 17 – Vyuzˇitı´ detektoru zvuku
7.21.1 Zada´nı´
Robot se vyda´ vprˇed a prˇi detekci hlasite´ho zvuku zacˇne couvat.
7.21.2 Postup rˇesˇenı´
• Analy´za
Tato u´loha je evidentneˇ opeˇt variacı´ na jednu z prvnı´ch u´loh, ktera´ pozˇadovala
couva´nı´ robota prˇi kontaktu s prˇeka´zˇkou (kapitola 7.11). Mı´sto tlaku (bumper) tu
ale reagujeme na zvuk. Mu˚zˇeme tedy s vy´hodou vyuzˇı´t kostru pu˚vodnı´ u´lohy a
zmeˇnit pouze nezbytne´ cˇa´sti.
• Pouzˇite´ sluzˇby
Pro tuto u´lohu vyuzˇijeme dalsˇı´ senzor, ktery´ nenı´ soucˇa´stı´ virtua´lnı´ho prostrˇedı´ a
pro odzkousˇenı´ aplikace tak musı´me pouzˇı´t rea´lne´ho robota. Na plochu diagramu
tedy vlozˇı´me blok Lego NXT Sound Sensor (v2) a vymeˇnı´me genericke´ sluzˇby (GDD)
za jejich ekvivalent z nabı´dky LEGONXT, tedy LegoNXTBrick (v2) a LegoNXTDrive
(v2). Vsˇechny sluzˇby musı´me nastavit volbou Set initial configuration a vyplneˇnı´m
potrˇebny´ch hodnot. Pro novy´ senzor se jedna´ pouze o uvedenı´ sluzˇby Kostky a cˇı´sla
portu, do ktere´ho je v Kostce prˇipojen.
• Sestavenı´ diagramu
Pokud pouzˇijeme jako vy´chozı´ bod diagram z kapitoly 7.11 (Prˇi na´razu couvej),
bude stacˇit pouze vy´meˇna genericke´ sluzˇby GDD za konkre´tnı´. Typy a parametry
zpra´v mu˚zˇeme ponechat beze zmeˇny, protozˇe i tato konkre´tnı´ implementace sluzˇby
odpovı´da´ prˇedpisuGDD.Mı´sto vy´stupu bumperu pak zapojı´me vy´stup zvukove´ho
senzoru, jehozˇ u´rovenˇ vyhodnotı´me v podmı´nce pro couva´nı´ robota.
• Spusˇteˇnı´
Taktoupraveny´ diagrammu˚zˇeme spustit a po u´speˇsˇne´mnava´za´nı´ spojenı´ sKostkou
i oveˇrˇit jeho funkci. Zrˇejmeˇ opeˇt zjistı´me, zˇe i v tomto prˇı´padeˇ budeme muset
rozhodovacı´ u´rovenˇ senzoru upravit podle skutecˇneˇ nameˇrˇeny´ch hodnot. Mu˚zˇeme
si opeˇt pomoci dashboardem a prˇı´padneˇ i blokem Flexible Dialog, na ktere´m si
mu˚zˇeme nechat zobrazovat aktua´lneˇ prˇijate´ hodnoty senzoru.
Prˇi pozorneˇjsˇı´m pohledu na diagram ale zjistı´me, zˇe data od detektoru prˇicha´zejı´
neusta´le a do motoru jsou tedy zası´la´ny pokyny pro nastavenı´ rychlosti prˇi jake´m-
koli prˇekrocˇenı´ nastavene´ u´rovneˇ akusticke´ho tlaku, at’ uzˇ byla rychlost jednou
nastavena, nebo ne. Rovneˇzˇ nemusı´me vu˚bec odsouhlasit vstupnı´ dialog a robot se
prˇi hlasiteˇjsˇı´m zvuku sa´m rozjede vzad. V prˇı´padeˇ bumperu na´m to nevadilo, na´raz
do prˇeka´zˇky se prˇedpokla´da´ azˇ po uvedenı´ robota do pohybu, ale zde uzˇ je situace
jina´.
Podobneˇ jsme rˇesˇili zamezenı´ automaticke´ho rozjetı´ robota i prˇi prvnı´ u´loze se
sonarem (viz kapitola 7.12). Proto take´ zde je nutne´ vlozˇit do testu dalsˇı´ podmı´nku a
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Obra´zek 62: VPL PriZvukuCouvni – vy´sledny´ diagram
vytvorˇit novou promeˇnnou, kterou povolı´me prˇı´jem zpra´v teprve po odsouhlasenı´
uzˇivatelem. Soucˇasneˇ tuto promeˇnnou opeˇt vypneme po prvnı´ zmeˇneˇ rychlosti
robota.
Vy´sledny´ diagram vidı´me na obr. 62.
• Na´meˇt na vylepsˇenı´
Takto sestaveny´ algoritmu reaguje pouze na prvnı´ povel. Zajı´mava´ by mohla by´t
trˇeba takova´ modifikace, ktera´ by robota prˇi kazˇde´m hlasite´m povelu otocˇila o 180◦,
zvy´sˇila nebo snı´zˇila rychlost apod. V praxi by to sice nebylo prˇı´lisˇ pouzˇitelne´, ale
lze si prˇedstavit i variantu, kdy by se na za´kladeˇ cˇasove´ podmı´nky vyhodnocoval
neˇjaky´ konkre´tnı´ povel jako posloupnost zvuku˚.
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7.22 U´loha 18 – Monitorova´nı´ stavu baterie
7.22.1 Zada´nı´




Prˇi experimentech s rea´lny´m robotem si velmi rychle vsˇimneme, zˇe jeho slabinou
jsou pra´veˇ baterie. Zejme´na umobilnı´ch aplikacı´, kdy jsou vprovozumotory robota,
je jejich vy´drzˇ opravdu hodneˇ mala´ a pohybuje se v rˇa´du minut. Jednou z funkcı´
Kostky je i monitorova´nı´ stavu baterie. Pro jejı´ demonstraci mu˚zˇeme vyuzˇı´t v pod-
stateˇ libovolnou z prˇedchozı´ch u´loh, ovsˇemvzhledemk tomu, zˇe informace o baterii
nejsou dostupne´ v simulacı´ch, musı´me tentokra´t pouzˇı´t rea´lne´ho robota.
• Pouzˇite´ sluzˇby
Blokem, ktery´ pouzˇijeme poprve´, je LegoNXTBattery (v2). Samozrˇejmeˇ opeˇtmusı´me
spra´vneˇ nastavit spojenı´ se sluzˇbou Lego NXT Brick (v2).
• Sestavenı´ diagramu
Pokud vyuzˇijeme neˇktery´ z diagramu˚ z prˇedchozı´ch u´loh (naprˇ. zastavenı´ prˇi na´-
razu do prˇeka´zˇky), bude stacˇit prˇidat pouze jednu neza´vislou cˇa´st. Ta bude prˇijı´mat
notifikace bloku baterie (BatteryUpdate) a na za´kladeˇ hodnoty PercentBatteryPower
prˇı´padneˇ zastavı´ motory a zobrazı´ upozorneˇnı´ pro uzˇivatele. Tento diagram je na
obra´zku 63.
• Spusˇteˇnı´
Na te´to aplikaci nenı´ prˇı´lisˇ co ladit, musı´me ovsˇem spra´vneˇ nastavit hranicˇnı´ hod-
notu. Prˇı´lisˇ malou na´m asi Kostka vu˚bec neozna´mı´, protozˇe uzˇ nebude mı´t dost
energie ani na napa´jenı´ Bluetooth adapte´ru, prˇı´lisˇ velkou zase mozˇna´ nebudeme
mı´t k dispozici uzˇ prˇi spusˇteˇnı´ aplikace. Mu˚zˇeme ovsˇem ve fa´zi ladeˇnı´ nechat zob-
razovat prˇijate´ hodnoty a hranici stanovit podle nich.
• Na´meˇt na vylepsˇenı´
Blok baterie nabı´zı´ jesˇteˇ dalsˇı´ typ notifikace (CriticalLevelUpdate). Ta je zasla´na teprve
v prˇı´padeˇ, zˇe stav baterie klesne pod prˇedem nastavenou kritickou u´rovenˇ. Tu
nastavı´me uzˇ prˇi na´vrhu v konfiguraci sluzˇby v prave´m dolnı´m rohu editoru nebo
za beˇhu programu zasla´nı´m prˇı´slusˇne´ zpra´vy. Pokud na´s tedy nezajı´majı´ pru˚beˇzˇne´
hodnoty stavu baterie, usˇetrˇı´me cenny´ strojovy´ cˇas a komunikacˇnı´ pa´smo, kdyzˇ
odchytı´me pouze tuto notifikaci.
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Obra´zek 63: VPL PriPoklesuBaterieZastav – vy´sledny´ diagram
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7.23 Rozdı´ly proti NXT-G
Prˇestozˇe nativnı´ jazykNXT-Gnenı´ prˇedmeˇtem te´topra´ce a za´jemce se snı´mmusı´ sezna´mit
sa´m (lze doporucˇit trˇeba [27]), uved’me alesponˇ neˇktere´ za´sadnı´ rozdı´ly ve srovna´nı´
s jazykem VPL.
7.23.1 Aplikace beˇzˇı´ mimo Kostku
V u´loze, ktera´ se zaby´vala zobrazenı´m textu na displeji Kostky (7.19), jsme prvnı´ rozdı´l
mohli zaznamenat. Nativnı´ aplikaci musı´me nejprve zkompilovat, nahra´t do Kostky a
teprve v nı´ spustit. Pro vlastnı´ beˇh aplikace (prova´deˇnı´ u´lohy robotem) uzˇ nenı´ vy´vojove´
prostrˇedı´ potrˇeba, programovy´ ko´d beˇzˇı´ prˇı´mo v procesoru Kostky. Robot je tak zcela
autonomnı´.
Vy´hodou tohoto prˇı´stupu je pra´veˇ naprosta´ neza´vislost na jine´m HW a prˇı´tomnosti
cˇi kvaliteˇ spojenı´, nevy´hodou pak na´roky na vy´kon procesoru robota, ktery´ musı´ vesˇkere´
u´kony prova´deˇt sa´m a v rea´lne´m cˇase.79 Z hlediska programa´tora pak urcˇiteˇ nejveˇtsˇı´
nevy´hodu prˇedstavuje nutnost ukla´da´nı´ nove´ho ko´du do Kostky po kazˇde´ zmeˇneˇ ve
vy´vojove´m prostrˇedı´ a nutnost „ostry´ch“ testu˚ prˇı´mo robotem. To s sebou nese v prˇı´padeˇ
Lego R© NXT da´le nutnost cˇasteˇjsˇı´ vy´meˇny bateriı´, zvy´sˇene´ nama´ha´nı´ dı´lu˚, v rane´m sta´diu
vy´voje trˇeba i jejich znicˇenı´ (pa´d ze schodu˚), apod.
Naproti tomu MRDS volı´ prˇı´stup zcela odlisˇny´. Vlastnı´ aplikace beˇzˇı´ v rea´lne´m cˇase
na PC, s robotem udrzˇuje trvale´ spojenı´, zjisˇt’uje stavy jeho senzoru˚ a rˇı´dı´ jeho pohyb
prˇeda´va´nı´m prˇı´kazu˚ jeho motoru˚m. Vy´hody a nevy´hody proti prˇedchozı´mu modelu
mu˚zˇeme vlastneˇ zrcadloveˇ obra´tit. V neˇktery´ch prˇı´padech ovsˇem mu˚zˇe by´t mnozˇstvı´
prˇeda´vany´ch dat takove´, zˇe se kriticky´m mı´stem mu˚zˇe sta´t i sˇı´rˇka prˇenosove´ho pa´sma
mezi robotem a PC. Na misku vah ve prospeˇch MRDS pak mu˚zˇeme prˇidat take´ mozˇnost
vizualizace (off-device testova´nı´) a vytva´rˇenı´ aplikacı´ pro vı´ce robotu˚.
Nemu˚zˇeme rozhodnout, ktery´ z vy´sˇe uvedeny´ch prˇı´stupu˚ je vy´hodneˇjsˇı´, anizˇ bychom
soucˇasneˇ uvazˇovali u´cˇel vyvı´jene´ aplikace a prostrˇedı´, ve ktere´m ma´ by´t robot nasazen.
Pokud vyzˇadujeme, aby byl robot opravdu naprosto neza´visly´ a mohl operovat i v pro-
strˇedı´ bez spojenı´ s rˇı´dı´cı´m centrem, je vhodny´m kandida´tem na vy´voj NXT-G. Ve veˇtsˇineˇ
ostatnı´ch prˇı´padu˚ ale budeme zrˇejmeˇ volit MRDS.80
7.23.2 Aplikace rˇı´zene´ uda´lostmi
V nativnı´m vy´vojove´ho prostrˇedı´ NXT-G je na programa´torovi, aby sa´m cˇetl stavy jednot-
livy´ch senzoru˚ a podle toho rˇı´dil beˇh aplikace. Nejcˇasteˇji se tedy tyto cˇasto se opakujı´cı´
procedury umist’ujı´ do cyklu˚, kdy jako podmı´nka slouzˇı´ aktua´lnı´ hodnota prˇı´slusˇne´ho
senzoru. Zjevnou nevy´hodou tohoto postupu je, zˇe programa´tor musı´ sta´le myslet na to,
79Existujı´ specia´lnı´ prˇı´pady, kdy mu˚zˇe robot spolupracovat prˇes Bluetooth s jiny´mi roboty a teoreticky tak
mu˚zˇe jeden prˇevzı´t u´lohu „sˇe´fa“.
80Uvedena´ prostrˇedı´ neprˇedstavujı´ jedine´ mozˇnosti. V kapitole 6.4 jsme zmı´nili alternativnı´ FW a jazyky,
z nichzˇ kazˇdy´ ma´ sve´ vy´hody a uplatneˇnı´, ve ktery´ch se nejvı´ce projevı´. Samotne´ MRDS umozˇnˇuje spousˇteˇt
aplikace v zarˇı´zenı´ch, ktera´ podporujı´ .NET, a to i ve verzi Compact Framework (CF), tedy naprˇ. Windows
CE [21].
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ktere´ senzory mohou v dane´m okamzˇiku zmeˇnit stav a ktere´ tedy musı´ v dane´m bloku
ko´du testovat. Pokud neˇktere´ testovat zapomene, mu˚zˇe to mı´t fata´lnı´ na´sledky pro beˇh
aplikace (sra´zˇka, nezaznamena´nı´ pru˚niku narusˇitele apod.). Pokud jich testuje naopak
prˇı´lisˇ mnoho a prˇı´lisˇ cˇasto, neblaze se to projevı´ na efektiviteˇ ko´du 81 a zejme´na rychlosti
jeho prova´deˇnı´. Neˇktere´ rychle´ deˇje tak aplikace nemusı´ vu˚bec zaznamenat, prˇı´padneˇ
pouze s velky´m zpozˇdeˇnı´m. Na´sledky pak mohou by´t podobne´ jako v prˇedchozı´m bodeˇ.
Firma Microsoft proto ve sve´m vy´vojove´m prostrˇedı´ MRDS zvolila prˇı´stup, jezˇ uve-
dene´ proble´my rˇesˇı´ paralelnı´m zpracova´nı´m operacı´, o cozˇ se stara´ beˇhove´ prostrˇedı´ CCR,
ktere´ jsme si dostatecˇneˇ prˇedstavili v kapitole 3. Cˇa´stecˇneˇ se tento model podoba´ rˇı´zenı´
aplikacı´ na za´kladeˇ tzv. uda´lostı´82, ale jde mnohem da´l v efektiviteˇ a zpu˚sobu sestavenı´
ko´du. Prˇipocˇteme-li jesˇteˇ relativneˇ jednoduchy´ jazyk VPL, ktery´ tvorbu ko´du da´le zjed-
nodusˇuje azˇ te´meˇrˇ na u´rovenˇ NXT-G, mu˚zˇeme v MRDS vytvorˇit se stejnou na´mahou
podstatneˇ efektivneˇjsˇı´ ko´d nezˇ v nativnı´m prostrˇedı´.
Skutecˇneˇ paralelnı´ zpracova´nı´ vı´ce programu˚ soucˇasneˇ nenı´ na jednoprocesorove´m
syte´mu mozˇne´ a v praxi se realizuje prˇideˇlova´nı´m procesorove´ho cˇasu strˇı´daveˇ neˇkolika
programu˚m (procesu˚m). Tomuto syste´mu se rˇı´ka´ multitasking [35] a jeho konkre´tnı´ im-
plementace a rˇı´zenı´ je veˇcı´ operacˇnı´ho syste´mu, v nasˇem prˇı´padeˇ MS Windows. Protozˇe
z prˇedchozı´ cˇa´sti 7.23.1 vı´me, zˇe v prˇı´padeˇ MRDS aplikace rˇı´dı´cı´ NXT beˇzˇı´ na PC, je
vlastneˇ pouze jednı´m z procesu˚, ktere´ na neˇm beˇzˇı´ v te´mzˇe okamzˇiku, a OS jı´ prˇideˇluje
procesorovy´ cˇas jako celku.
O deˇlenı´ procesorove´ho cˇasu mezi cˇa´sti aplikace (zde procedury reagujı´cı´ na stav
senzoru) se tedy musı´ postarat beˇhove´ prostrˇedı´, nad ktery´m aplikace beˇzˇı´. To umozˇ-
nˇuje tzv. multithreading, soucˇasny´ beˇh vı´ce vla´ken. Detailnı´ vysveˇtlenı´ opeˇt ponechme
ucˇebnicı´m prˇı´slusˇny´ch programovacı´ch jazyku˚ [15], prˇı´padneˇ za´jemce mu˚zˇeme odka´zat
na [10], kde nalezne velmi na´zorny´ vy´klad paralelismu obecneˇ. MRDS jde oproti samot-
ne´mu prostrˇedı´ .NET jesˇteˇ da´l a prostrˇednictvı´m sve´ho nove´ho beˇhove´ho prostrˇedı´ CCR
Runtime83 nabı´zı´ mozˇnost snadne´ho vytva´rˇenı´ nejen paralelnı´ch, ale i asynchronnı´ch a
distribuovany´ch aplikacı´. Blı´zˇe jsme tento princip vysveˇtlili v kapitola´ch 3 a 4, zde pouze
poznamenejme, zˇe jazyk VPL je na vyuzˇitı´ vlastnostı´ CCR a DSS zalozˇen a programa´tor
tak nemusı´ veˇnovat pozornost naprˇ. synchronizaci vla´ken, dostupnosti dat, detailnı´mu
osˇetrˇova´nı´ chyb apod.
7.23.3 Podpora vı´ce robotu˚ soucˇasneˇ
Zejme´na z cˇa´sti 7.23.1 plyne, zˇe prostrˇedı´ MRDS je velmi vhodne´ pro vy´voj aplikacı´
obsluhujı´cı´ch vı´ce nezˇ jednoho robota. Zatı´mco v NXT-G by takova´ aplikace sice byla
mozˇna´, ale vlastnı´ interakcemezi roboty bymusela by´t implementova´na v kazˇde´m z nich,
zde tato podmı´nka odpada´.
81Toto je proble´m zejme´na vysˇsˇı´ch programovacı´ch jazyku˚ (jako pra´veˇ NXT-G), ktere´ prˇed programa´torem
skryjı´ spoustu automaticky generovane´ho ko´du.
82Podrobne´ vysveˇtlenı´ tohoto pojmu najde za´jemce v kazˇde´ ucˇebnici noveˇjsˇı´ho programovacı´ho jazyka
(naprˇ. [15, 34])
83Nejde o samostatne´ beˇhove´ prostrˇedı´ (framework), ale o nadstavbu nad .NET.
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Robot nemusı´ mı´t o existenci svy´ch „kolegu˚“ ani tusˇenı´, pouze prˇeda´va´ zı´skana´ data
(velicˇiny snı´mane´ senzory) centra´lnı´mu pracovisˇti (aplikace beˇzˇı´cı´ na PC) a vykona´va´
jeho pokyny (pohyb v tere´nu, u´chop prˇedmeˇtu˚ apod.). Pokud budeme uvazˇovat naprˇ.
modelovou situaci druzˇstva roboticky´ch fotbalistu˚, budeme potrˇebovat pouze jedena´ct
identicky´ch robotu˚84 a jeden centra´lnı´ pocˇı´tacˇ, ktery´ sbı´ra´ informace ze senzoru˚ jednot-
livy´ch „fotbalistu˚“, vytva´rˇı´ si jejich kombinacı´ virtua´lnı´ mapu hrˇisˇteˇ s pozicemi mı´cˇe,
vlastnı´ch i souperˇovy´ch hra´cˇu˚, urcˇuje podle aktua´lnı´ho vy´voje strategii hry a udeˇluje hra´-
cˇu˚m pokyny. U´speˇsˇnost takove´ho ty´mu bude patrneˇ daleko vysˇsˇı´ ve srovna´nı´ s ty´mem
naprosto autonomnı´ch robotu˚, z nichzˇ kazˇdy´ si vytva´rˇı´ strategii vlastnı´.85
7.23.4 Distribuovane´ aplikace
Z kapitoly 4 jsme se dozveˇdeˇli, zˇe MRDS umozˇnˇuje rozdeˇlit vykona´va´nı´ ko´du aplikace
mezi vı´ce procesu˚ na ru˚zny´ch strojı´ch. To da´le zvysˇuje vy´kon takovy´chto aplikacı´ a jejich
robustnost. Prˇi na´vrhu aplikace pro velmi sofistikovane´ho robota (nebo skupiny robotu˚)
s mnozˇstvı´m senzoru˚ a aktua´toru˚ tak nejsme omezeni vy´pocˇetnı´ silou jedine´ho stroje, ale
mu˚zˇeme za´teˇzˇ rozlozˇit, a to i dynamicky podle aktua´lnı´ch na´roku˚.
7.23.5 Platformova´ neza´vislost
Zatı´mco Lego R© NXT-G je vy´vojove´ prostrˇedı´ LabVIEWTMupravene´ specia´lneˇ pro staveb-
nici LEGO R© MINDSTORMS R© NXT a aplikace pro jine´ roboty v neˇm vyvı´jet nemu˚zˇeme,
MRDS tuto mozˇnost nabı´zı´, dokonce je i hlavnı´m du˚vodem jeho vzniku [1], a NXT zde
tvorˇı´ pouze jednu z cı´lovy´ch platforem, kterou ovsˇemMicrosoft zarˇadil jizˇ od prvnı´ verze
mezi ty, na ktery´ch v dokumentaci a uka´zkovy´ch aplikacı´ch demonstruje funkce MRDS.
Lze prˇedpokla´dat, zˇe tak ucˇinil zejme´na z didakticky´ch du˚vodu˚.
7.23.6 Programovacı´ jazyk
Na rozdı´l od NXT-G, cozˇ je graficky´ jazyk zalozˇeny´ na modifikaci prˇı´kazu˚ prostrˇedı´
LabVIEW
TM
, MRDS umozˇnˇuje vy´voj aplikacı´ do jiste´ mı´ry neza´visle na pouzˇite´m jazyku.
Preferovanou variantou je pouzˇitı´ vizua´lnı´ho jazyka VPL, ovsˇem neˇktere´ cˇa´sti ko´du
(v extre´mnı´m prˇı´padeˇ i ko´d cely´) lze psa´t v C#. Prostrˇednictvı´m Visual Studia lze pak
volat prˇı´slusˇne´ procedury i z jiny´ch jazyku˚.
Samotny´ jazyk VPL nenı´ omezeny´ mnozˇinou jizˇ existujı´cı´ch prˇı´kazu˚, ale lze jej jedno-
dusˇe doplnˇovat prˇida´va´nı´m novy´ch sluzˇeb (services) nebo u´pravami teˇch sta´vajı´cı´ch.86
84V praxi by se nejspı´sˇ minima´lneˇ branka´rˇ od ostatnı´ch mı´rneˇ lisˇil
85Nebereme zde v potaz dalsˇı´ podmı´nky, urcˇujı´cı´ u´speˇch takove´ho ty´mu, jako je naprˇ. dostatecˇny´ vy´kon
PC, nezbytnost trvale´ho kvalitnı´ho spojenı´ mezi PC a vsˇemi hra´cˇi a nakonec take´ pravidla takove´ho za´pasu,
ktera´ mohou urcˇovat rˇadu omezenı´.






Rozsah te´to pra´ce neumozˇnˇuje pokry´t danou problematiku v plne´ sˇı´rˇi, prˇesto autor veˇrˇı´,
zˇe poskytl dostatecˇneˇ uceleny´ prˇehled a mozˇna´ i vyvolal v neˇktere´m ze cˇtena´rˇu˚ za´jem
o dalsˇı´ studium tohoto rychle se rozvı´jejı´cı´ho oboru. Pokud se tak stalo, mu˚zˇe mu jako
dalsˇı´ krok doporucˇit vynikajı´cı´ knihu [1], z nı´zˇ sa´m cˇerpal prvnı´ informace o te´matu.
Zde uvedene´ u´lohy demonstrovaly neˇktere´ z typicky´ch postupu˚ prˇi vy´voji aplikacı´
ve VPL a zcela za´meˇrneˇ se autor snazˇil upozornit na co nejvı´ce proble´mu˚, se ktery´mi se
mu˚zˇe tvu˚rce VPL aplikace setkat. Pro skutecˇne´ zvla´dnutı´ jazyka je vsˇak nezbytna´ vlastnı´
prakticka´ zkusˇenost vcˇetneˇ vlastnı´ch omylu˚ a slepy´ch cest, protozˇe ty nejle´pe donutı´
cˇloveˇka o proble´mu prˇemy´sˇlet, hledat rˇesˇenı´, prˇı´padneˇ se veˇc podı´vat ze zcela nove´ho
u´hlu. Take´ z tohoto du˚vodu byla v za´veˇru neˇkolika u´loh navrzˇena dalsˇı´ vylepsˇenı´ jako
inspirace pro vlastnı´ pokusy.
Mozˇny´m na´meˇtem na dalsˇı´ pra´ce na podobne´ te´ma je trˇeba jizˇ podrobneˇjsˇı´ zpracova´nı´
vy´voje aplikacı´ (nejen roboticky´ch) v CCR z hlediska efektivity paralelnı´ho beˇhu aplikace,
da´le je mozˇne´ rozpracovat omezenı´ plynoucı´ z nasazenı´ na platforma´ch podporujı´cı´ch
pouze .NET CF, vytvorˇenı´ dalsˇı´ch virtua´lnı´ch prostrˇedı´ pro simulaci i jiny´ch modelu˚
robota ze stavebnice LEGO R© MINDSTORMS R© NXT, prˇı´padneˇ se zameˇrˇit na tvorbu
simulacı´ v MRDS obecneˇ.87
Jirˇı´ Melcr
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Na´sleduje obsah jednotlivy´ch adresa´rˇu˚ prˇilozˇene´ho CD.
\CCR – zdrojove´ ko´dy prˇı´kladu˚ CCR
\DSS – zdrojove´ ko´dy sluzˇeb DSS
\Fotky – fotografie stavebnice a robota
\SimplySim – instalacˇnı´ soubor virtua´lnı´ho prostrˇedı´ SimplySim
\Text – text te´to pra´ce ve forma´tu pdf
\VPL – zdrojove´ ko´dy prˇı´kladu˚ VPL
