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ТЕХНОЛОГИЯ СИСТЕМНОЙ ИНТЕГРАЦИИ АППАРАТНЫХ 
И ПРОГРАММНЫХ СРЕДСТВ ЗАЩИТЫ ИНФОРМАЦИИ  
Рассматриваются вопросы создания программно-аппаратного комплекса защиты информации. Приво-
дится описание современной технологии используемой при разработке криптографических средств на 
базе нераскрываемых шифров. Предложены алгоритмы построения защищенных каналов обмена ин-
формации между удаленными системами с реализацией туннельного и транспортного режимов защи-
ты. Описана система «прозрачного» шифрования, которая  позволяет минимизировать вмешательство 
пользователя в свою работу. 
Введение 
В современных корпоративных ин-
формационных системах основной объем 
циркулирующей информации − это элект- 
ронные документы [1], которые не отобра- 
жены на материальных носителях. Это по-
зволяет значительно повысить скорость 
обработки информации, с одной стороны, 
и увеличить охват автоматизации повсе- 
дневной деятельности субъектов организа- 
ций до размеров корпорации, целой стра-
ны или географического региона, с другой, 
− делая, таким образом, их применение 
простым и удобным для любого пользова-
теля. Кроме того, существенным фактором 
является «неприкосновенность» данных, 
подлежащих оперативной аналитической 
обработке, в системах поддержки приня-
тия решений. Однако такие системы тре-
буют полного контроля циркулирующей в 
них информации, чтобы предотвращать её 
потери, незаконные изменения или        
хищения.  
Состояние проблемы 
Для решения задач контроля и за-
щиты «чувствительной» информации (с 
точки зрения безопасности) в распреде-
ленных системах, согласно последним от-
четам ведущих исследовательских органи-
заций, зачастую применяют программно-
аппаратные комплексы на базе криптогра-
фических алгоритмов [2].  
Недостатком таких систем является 
отсутствие всестороннего учета особенно-
стей среды функционирования и условий  
 
 
применения подсистем комплекса защиты 
информации. Поэтому при их разработке, 
как правило, выделяется усредненное ог-
раниченное подмножество наиболее веро-
ятных атак с точки зрения разработчика, 
которым и должен противостоять разраба-
тываемый комплекс, без учета конкретных 
особенностей системы, в которой он 
функционирует.  
Авторами предлагается для по-
строения комплекса защиты использовать 
уязвимости бизнес-приложений к возмож-
ным атакам с учетом особенностей алго-
ритмов функционирования всей системы. 
При этом выделяется подмножество атак, 
которые могут быть реализованы в неза-
щищенной системе, и отсеиваются те, ве-
роятность воспроизведения которых ми-
нимальна. Выделенное подмножество атак 
связано с моделями нарушителей [3], реа-
лизующие их. Эти модели нарушителей 
могут быть представлены в разном виде – 
математические уравнения, формальные 
описания и др. [4]. 
Использование некоторого заданно-
го набора атак и связанных с ними моде-
лей нарушителей позволяет ограничить 
диапазон применения конкретной реализа-
ции программно-аппаратного комплекса 
защиты информации. Такая проблемная 
ориентация систем повышает эффектив-
ность их реализации, но при появлении но- 
вых атак системы становятся «недееспо-
собными», что обусловливает существен-
ные их доработки. На рис. 1 показана 
предлагаемая формальная модель комп- 
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Рис. 1. Формальная модель функционирования комплекса защиты 
лекса защиты информации. В данной рабо-
те предлагается технология системной ин-
теграции вновь разрабатываемых аппарат-
ных средств с развитыми подсистемами 
защиты информации учитывая предложен-
ный авторами подход. 
Современные подходы к проекти-
рованию комплекса защиты 
Исходя из указанной формальной 
модели, процесс проектирования комплек-
са защиты должен состоять из нескольких 
этапов: 
• разработка и выбор подмножества мо-
делей нарушителей, ориентированных на 
взаимодействие с комплексом защиты ин-
формации;  
• выбор существующих архитектурных 
решений для противодействия заданному 
подмножеству атак; 
• задание области применения комплекса 
защиты с учетом выбранных моделей на-
рушителей и требований бизнес-
приложений; 
• определение конечных характеристик и 
функциональных возможностей разраба-
тываемого комплекса. 
Этап определения моделей наруши-
телей является базовым при создании ком-
плекса защиты. Для некоторых систем су-
ществуют готовые стандарты, рекоменда-
ции и руководящие документы [5, 6], опи-
сывающие конкретные наборы угроз или 
модели нарушителей. В таком случаи, для 
конечного комплекса защиты информации, 
необходимыми и достаточными условиями  
применения является удовлетворение тре-
бований, выдвигаемые этими документы. 
К сожалению, опыт последних лет 
показывает, что реализация только этих 
требований не позволяет гарантировать 
защиту информации в целом, так как после 
принятия регламентирующих документов 
были «изобретены» новые векторы атак на 
защитные системы, которые не учитыва-
ются при разработке таких систем. 
Поэтому, зачастую, разработчики 
при построении новой системы использу-
ют актуальные, на данный момент време-
ни, модели нарушителей. Сами модели на-
рушителей имеют различные представле-
ния, но базовым является описание взаи-
моотношений классов угроз и методов за-
щиты, которые используются в конкрет-
ной модели (табл. 1).  
Таблица 1. Взаимоотношения угроз 
и методов защиты 
Класс угроз Метод защиты 
Имитация (Spoofing) 
сообщений (данных) 
Аутентификация 
(Authentication) 
Манипулирование 
(Tampering) 
Целостность 
(Integrity) 
Отказ в авторстве 
(Dispute) 
Невозможность  
отречения 
(Evidence) 
Раскрытие информа-
ции (Information 
Disclosure) 
Криптография 
(Encryption) 
Отказ в обслужива-
нии (Denial of 
Service) 
Обеспечение  
доступности 
(Availability) 
Повышение привиле-
гий (Elevation of 
Privilege) 
Авторизация 
(Authorisation) 
 
Комплекс защиты 
Информационная система 
Модель нарушителя  
№ 1 
Модель нарушителя 
№ 2 
Модель нарушителя 
№ N 
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Следует отметить, что в конкретной 
модели могут использоваться не все клас-
сы угроз, и соответственно нет необходи-
мости разрабатывать и реализовывать все 
методы защиты информации в конкретной 
прикладной системе [7]. 
Создание программно-аппаратного 
комплекса защиты предусматривает ис-
пользование некоторого набора крипто-
графических средств, которые определяют 
конечную архитектуру аппаратной состав-
ляющей (и в меньшей мере − всего ком-
плекса). 
Для реализации криптографических 
преобразований авторы данной статьи раз-
работали алгоритмы нераскрываемых 
шифров, использующие небольшое коли-
чество алгебраических преобразований 
при своей работе [8]. На базе этих алго-
ритмов разработаны опытные образцы 
микропроцессорного       USB-устройства –  
стеганографа (рис. 2). 
 Рис. 2. Опытный образец косвенного сте- 
             ганографа 
Суть предлагаемого метода защиты 
заключается в следующем. В отправителя 
и у получателя имеются одинаковые мас-
сивы данных, которые являются секрет-
ными ключами. Байты информации, под-
лежащие защите, заменяются (по опреде-
ленному алгоритму) байтами секретного 
массива данных. Новый массив данных 
такого же размера, что и исходное сооб-
щение, передается адресату. Полученный 
по каналу массив данных подвергается об-
ратному преобразованию: его байты заме-
няется байтами секретного массива дан-
ных (зеркальный алгоритм). 
Для создания комплекса защиты 
информации предлагается следующая 
функциональная модель (рис. 3).  
Рис. 3. Модель функционирования 
            комплекса защиты 
Как видно из рисунка, при разра-
ботке комплекса представляется возмож-
ным разделить аппаратную реализацию 
криптографических преобразований и про-
граммную реализацию алгоритмов функ-
ционирования и использования, разрабо-
танных с учетом выбранного подмножест-
ва методов защиты. Базовым элементом 
взаимодействия между аппаратной и про-
граммной частью комплекса защиты ин-
формационной системы является крипто-
провайдер – специализированное прграмм-
ное обеспечение сервисного уровня защи-
ты информации [9] (рис. 4). 
Криптопровайдер, или Crypto-
graphic Service Provider (CSP), в ОС Win-
dows это библиотека криптографических 
алгоритмов, доступных прикладным про-
граммистам посредством интерфейса 
CryptoAPI (Cryptographic Application Pro-
gramming Interface). При взаимодействии с 
любым криптопровайдером приложения 
обращаются к функциям СryptoAPI и через 
операционную систему и ее CryptoSPI 
(Cryptographic System Program Interface) − 
к функциям CSP. 
Любой криптопровайдер должен 
экспортировать набор обязательных функ-
ций, которые формируют системный про-
граммный интерфейс CryptoSPI. При этом 
каждая из этих функций соответствует не-
которым процессам CryptoAPI. Дополни-
тельно любой криптопровайдер должен 
обеспечивать: 
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Рис. 4. Схема организации криптопровайдера 
• реализацию стандартного 
интерфейса для взаимодействия с крипто-
провайдером;  
• работу с ключами шифрова-
ния, предназначенными для реализации  
алгоритмов, специфичных для данного 
криптопровайдера;  
• невозможность или услож-
нение вмешательства третьих лиц в схемы 
работы алгоритмов. 
Реализация вышеуказанных усло-
вий позволяет создавать многофункцио-
нальные аппаратно-программные ком-
плексы защиты информации с возможно-
стью отделения процессов прикладного 
программного обеспечения от проблем 
разработки, адаптации и реализации аппа-
ратно-зависимых частей программных мо-
дулей. Таким образом, значительно упро-
щается создание конечных программных 
продуктов для систем защиты информа-
ции, с одной стороны, а с другой − повы-
шается гибкость разработки и обновления 
аппаратно-зависимой части комплекса за-
щиты.  
При построении криптопровайдера 
достаточно разработать только специфич-
ный алгоритм, используемый для взаимо-
действия с устройством, а также необхо-
димые интерфейсные функции. Реализа-
ция остальных функций может быть заме-
нена вызовами существующих интерфейс-
ных функций, которые реализованы в дру-
гих криптопровайдерах как предоставляе-
мых производителем ОС, так и разрабо-
танные сторонними разработчиками.  
Для идентификации выбранного алгорит-
ма в системе используется строка симво-
лов в специальном формате. Таким обра-
зом, используя один криптопровайдер, 
можно реализовать несколько различных 
версий функционирования алгоритма (ап-
паратная реализация, программная реали-
зация и т.п.). Листинг подобно реализации 
представлен ниже. Весомую часть потерь 
«чувствительных» данных составляет не-
преднамеренная утечка информации, до-
пущенная по незнанию или невниматель-
ности пользователя. 
Для предотвращения таких наруше- 
Decrypt(HCRYPTKEY hKey, HCRYPTHASH hHash, BOOL Final, DWORD dwFlags, 
BYTE*pbData, DWORD*pdwDataLen) 
{ // Распаковка структуры ключа 
 KEY_INFO *pKey = (KEY_INFO*) hKey; 
 if ( pKey->algId == CALG_KIB_CRYPT) 
 { // Реализация модификации алгоритма return TRUE; } 
 if ( pKey->algId == CALG_KIB_CRYPT_USB) 
 { // Реализация модификации алгоритма return TRUE;    } 
     // Вызов реализации из другого криптопровайдера 
     return CryptDecrypt(hKey, hHash, Final, dwFlags, pbData, pdwDataLen); 
} 
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ний необходимо максимально упростить 
алгоритмы использования системы защиты 
либо вообще лишить пользователя воз-
можности управлять средством защиты, 
чтобы исключить принятие необдуманного 
решения и выполнение нерегламентиро-
ванных операций. 
Для решения этой задачи предлага-
ется создать «прозрачную» систему защи-
ты, которая будет требовать минимального 
вмешательства пользователя при функ-
ционировании. 
Перед рассмотрением принципов 
работы «прозрачной» системы шифрова-
ния необходимо кратко и упрощенно рас-
смотреть принцип вызова системных 
функций, на примере MS Windows, для 
работы с файлами и методы их перехвата 
на уровне ядра пользователя. Вопросы пе-
рехвата файловых операций на уровне 
системного ядра в данной статье не рас-
сматриваются. 
Существует два способа вызова 
системных функций прикладными про-
граммами (рис. 5): 
1) раннее связывание (статически им-
портируемые функции). Этотметод осно-
ван на том, что компилятору известен пе-
речень импортируемых программой функ-
ций. Опираясь на эту информацию, ком-
пилятор формирует так называемую таб-
лицу импорта ряда функций исполняемого 
файла. Таблица импорта – это особая 
структура, которая содержит список ис-
пользуемых программой библиотек и спи-
сок импортируемых из каждой библиотеки 
функций. Для каждой функции в таблице 
имеется поле для хранения адреса, но на 
стадии компиляции адрес неизвестен. В 
процессе загрузки исполняемого файла 
система анализирует его таблицу импорта, 
загружает все перечисленные в ней DLL и 
заносит в таблицу импорта реальные адре-
са функций этих DLL;  
2) позднее связывание. Отличается от 
раннего связывания тем, что загрузка DLL 
производится динамически при помощи 
функции API LoadLibrary, которая позво-
ляет программе загрузить интересующую 
ее библиотеку в любой момент времени. 
Соответственно для получения адреса 
функции применяется функция kernel32.dll 
GetProcAddress.  
Соответственно перехват требуемой 
функции можно выполнить тремя основ-
ными методами: 
− модификация таблицы импорта 
требуемого приложения; 
− перехват функций LoadLibrary и 
GetProcAddress;  
− модификация кода перехватывае-
мой функции. 
Первые два метода имеют сущест-
венные недостатки [10], поэтому на прак-
тике применяется третий (рис. 6), самый 
сложный в реализации, но не имеющий 
недостатков, свойственных первым двум 
методам. 
Модификация кода перехватывае-
мой функции позволяет выполнять пере-
хват вызовов системных функций прило-
жения совершенно прозрачно, но для 
обеспечения безопасности данных требует 
применения дополнительных подходов, 
обеспечивающих ограничение для прило-
жений на доступ к зашифрованным дан-
ным. Одним из перспективных способов 
реализации такого ограничения может 
служить вариант многоуровневой элек-
тронной подписи приложения, что позво-
ляет  разграничить  доступ  приложений   к  
 
Рис. 5. Способ вызова системных функций прикладными программами 
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Рис. 6. Модификация кода перехватываемой функции 
защищенным данным пользователя, пре-
доставляя доступ только тем из них, кото-
рые подписаны пользователем. В частно-
сти, такой способ делает невозможной 
«утечку» защищаемых данных с помощью 
программных закладок, которые могут ак-
тивизироваться при работе пользователя в 
системе. 
В разработанном комплексе ис-
пользуется трехуровневая система подпи-
сывания приложения: 
1) подпись исполняемого файла 
приложения (позволяет избежать подмены 
исполняемого файла злоумышленником); 
2) подпись образа в памяти ис-
полняемого приложения (позволяет избе-
жать модификации кода приложения зло-
умышленником); 
3) подпись функций работы с 
защищенными данными (позволяет избе-
жать модификации отдельных функций 
злоумышленником). 
Для обеспечения прозрачности ра-
боты с защищаемыми данными необходи-
мо осуществить перехват некоторых сис-
темных функций работы с файлами, в ча-
стности: 
− CreateFile 
− CloseHandle 
− DeleteFile 
− ReadFile 
− WriteFile 
− CreateFileMapping 
− UnmapViewOfFile 
− FileSeek 
Набор этих функций достаточен для 
обеспечения нормального функциониро-
вания приложения при работе с защищае-
мыми данными. Отдельно стоит упомя-
нуть, что при некорректном использова-
нии этих функций могут возникать про-
блемы. В частности, любой объект файло-
вого отображения, созданный с помощью 
функции MapViewOfFile, должен закрыва-
ться с помощью функции UnmapViewOf-
File. Если это условие не выполнено, то 
часть данных может быть потеряна. При 
этом используя только системные функ-
ции, без работающей системы перехвата, 
даже при несоблюдении вышеуказанного 
условия данные в файл будут записаны без 
вызова функции UnmapViewOfFile, после 
вызова функции закрытия файла. Но этот 
режим работы системы, является не стан-
дартным, а потому не поддерживается. 
Приведем пример реализации пере-
хваченных функций чтения файла 
(ReadFile) и создания файлового отобра-
жения (MapViewOfFile). 
function AN_ReadFile_( 
         hFile: THandle; var Buffer; 
nNumberOfBytesToRead: DWORD; 
         var lpNumberOfBytesRead: 
DWORD; lpOverlapped: POverlapped 
         ): BOOL; stdcall; 
var file_:PfRecord; 
  fpos:DWORD; 
begin 
AN_ReadFile_ := TReadFile( 
         
@functions[xTReadFile].AC_fnk) 
         ( hFile, Buffer, nNum-
berOfBytesToRead,  
         lpNumberOfBytesRead, 
lpOverlapped ); 
 EnterCriticalSection(g_lock); 
 if (Result) then 
 begin 
  fileobj_rec_Check(); 
file_ := fileobj_rec_Find(hFile,-1,-1,-1); 
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  if file_<>nil then 
  begin 
fpos := DWORD(FileSeek(hFile,0,1)) - 
lpNumberOfBytesRead; 
DecryptBuffer_inline(@buffer, fpos, 
nNumberOfBytesToRead); 
  end; //else not crypted 
 end; //error read data 
LeaveCriticalSection(g_lock); 
end; 
 
function AN_MapViewOfFile_( 
    hFileMappingObject: THandle; 
dwDesiredAccess: DWORD; 
dwFileOffsetHigh,dwFileOffsetLow, 
dwNumberOfBytesToMap: DWORD             
): Pointer; stdcall; 
var map_orig:Pointer; 
  map_, mapd_:PfRecord; 
begin 
map_orig := TMapViewOfFile( 
            @functions[xTMapViewOfFile].AC_fnk) 
       (hFileMappingObject, dwDe-
siredAccess, dwFileOffsetHigh, dwFi-
leOffsetLow, dwNumberOfBytesToMap); 
 EnterCriticalSection(g_lock); 
if map_orig<>nil then 
 begin 
  fileobj_rec_Check(); 
  map_:=fileobj_rec_Find(-
1,hFileMappingObject,-1,-1); 
  if map_<>nil then 
  begin 
mapd_:=fileobj_rec_Add(-1,-1,0,-1); 
mapd_._type := 2; 
mapd_._map_data.data_size := dwNum-
berOfBytesToMap; 
mapd_._map_data.data_orig := map_orig; 
mapd_._map_data.data_new := VirtualAl-
loc(nil,dwNumberOfBytesToMap, 
MEM_COMMIT,PAGE_READWRITE); 
map_orig := mapd_._map_data.data_new; 
mapd_.prm3 := Integer(map_orig); 
CopyMemory( 
mapd_._map_data.data_new, 
mapd_._map_data.data_orig, 
mapd_._map_data.data_size); 
DecryptBuffer_inline( 
mapd_._map_data.data_new, dwFileOff-
setLow, mapd_._map_data.data_size); 
end; //else not crypted file 
end else 
begin 
end; 
 LeaveCriticalSection(g_lock); 
 AN_MapViewOfFile_:= map_orig; 
end; 
Схема работы алгоритма, перехвата 
функций представленная на рис. 7. 
Таким образом, пользователь, рабо-
тая в системе с документами, не имеет 
возможности использовать комплекс за-
щиты с неразрешёнными приложениями, 
что значительно усложняет взлом, а также 
минимизирует вероятность потери инфор-
мации или её несанкционированное рас-
пространение. Пример интерфейса про-
граммы показан на рис. 8. 
Современные корпоративные при-
ложения представляют собой распреде-
лённые системы, взаимодействующие с 
помощью сетевых коммуникаций. Соот-
ветственно и защищаемые документы или 
информационные сообщения, циркули-
рующие внутри таких систем, передаются 
по сети. Поэтому в аппаратно-программ- 
ных комплексах защиты необходимо реа-
лизовать алгоритмы, учитывающие сете-
вые особенности передачи защищаемой 
информации и максимально противодей-
ствующие перехватам данных нарушите-
лями, находящимися в той же или тран-
зитной сети. 
 
Рис. 7. Схема работы алгоритма перехвата 
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Для решения указанных задач пред-
ставляется целесообразным создавать сис-
тему защиты сети в целом, а не ограничи-
ваться защитой приложений. Другими 
словами, система защиты сети должна 
действовать на сетевом уровне модели 
OSI. Преимущество такого подхода оче-
видно, так как передача данных не может 
быть осуществлена в обход IP-протокола, 
независимо от физической среды, техноло-
гии канального уровня и протоколов более 
высокого уровня. Это гарантирует защиту 
всех сетевых приложений, без их модифи-
кации.  
Решение задач защиты информации 
в сети предусматривает реализацию авто-
ризации и аутентификации пользователей 
в удаленных системах, а также защиты 
виртуального канала передачи информа-
ции от прослушивания, дублирования и 
подмены сообщений. 
Современные стандарты [11] и ре-
комендации [12] для целей удаленной ау-
тентификации и авторизации используют 
специализированный протокол Kerberos − 
сетевой протокол, позволяющий безопасно 
передавать данные для идентификации че-
рез незащищённые сети. В существующих 
реализациях систем защиты, использую-
щих аппаратные части для криптографиче-
ских преобразований, сами ключи для 
протокола аутентификации хранятся в за-
шифрованном виде во флеш-памяти уст-
ройства. После записи этих ключей в уст-
ройство они никогда не покидают его пре-
делов и поэтому не могут быть скопирова-
ны на другой носитель. 
Для защиты виртуального канала 
передачи информации авторами комплекса 
разработан специализированный програм- 
мный KeyTunnel, реализующий шифрова-
ние сетевого трафика между узлами с ис-
пользованием аппаратного устройства 
шифрования (АУШ-стеганограф) – элек-
тронного USB-ключа и созданного для не-
го криптопровайдера. Безопасность пере-
даваемых данных в KeyTunnel обеспечива-
ет модифицированный протокол IPSec 
(modIPSec), в который, помимо стандарт-
ных решений по безопасности, включены 
дополнительные функции для работы с 
аппаратным ключом и криптопровай-
дером. 
IPSec обеспечивает шифрование 
всего IP-трафика между двумя узлами, или 
двумя сетями, или сочетаниями хостов с 
возможным дифференцированием оконеч-
ных точек для различных служб безопас-
ности. Ключи могут быть созданы вруч-
ную или при помощи протокола Internet 
Key Exchange (IKE). Ключи являются ча-
стью однонаправленной подсистемы Secu-
rity Association, которая определяет IP-ад-
рес назначения, ключи и алгоритмы шиф-
рования, а также используемый «Прото-
кол». «Протокол» здесь соответствует од-
ному из двух режимов обеспечения безо-
пасности IPSec: Authentication Header (AH) 
и Encapsulated Security Payload (ESP). В 
AH код аутентификации сообщения 
(message authentication code, MAC) созда-
ется для заголовков IP-пакетов. Это позво-
ляет приложению-получателю обнаружить 
поддельные или измененные IP-пакеты. 
Однако полезные данные представлены в 
открытом тексте и доступны любому, в 
том числе и перехватившему IP-пакеты 
злоумышленнику. 
 
Рис. 8. Интерфейс программы со списком пользовательских приложений 
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ESP обеспечивает конфиденциаль-
ность и целостность полезных данных IP- 
пакета, но не заголовка. Использование 
этих двух протоколов в вышеописанном 
порядке называется транспортным режи-
мом. Кроме того, возможно их использо-
вание в туннельном режиме, когда ориги-
нальный IP-пакет туннелируется в другой 
IP-пакет. В этом случае к полезным дан-
ным, готовым к передаче по виртуальной 
частной сети, IPSec добавляет заголовок 
для идентификации защищенных пакетов 
и, перед передачей по сети, инкапсулирует 
их в другие IP-пакеты (рис. 9).  
Для защиты высокоуровневых со-
единений в Веб-браузерах с целью безо-
пасной передачи данных, особенно в при-
ложениях электронной коммерции для 
банковских и других конфиденциальных 
сделок, используется протокол SSL (Secure 
Socket Layer; ему на замену принят новый 
стандарт TLS(Transport Layer Security)). 
Пользователь аутентифицируется через 
Веб-браузер при помощи паролей или дру-
гих методов, используя сервер. Он, в свою 
очередь, аутентифицируется браузером 
через соответствующие цифровые серти-
фикаты. Это дает гарантию того, что сдел-
ка происходит между легитимным сайтом 
и легитимным пользователем. 
Следует обратить внимание, что 
сам факт использования SSL не является 
гарантией подлинности сервера, так как 
протокол SSL может применять абсолютно 
любой сайт или сервер. Аутентифицирует 
сервер информация, содержащаяся в циф-
ровом сертификате, который подтверждает 
подлинность сервера. Цифровой сертифи-
кат содержит публичный ключ сервера, 
подписанный службой сертификации. 
Браузер создает случайный ключ, шифрует 
его с помощью открытого ключа сервера и 
отправляет на сервер. Этот ключ применя-
ется для генерации ключей (как на серве-
ре, так и в браузере) которые используют-
ся при блочном или потоковом шифрова-
нии. 
По сути, IPSec работает на сетевом, 
т. е. на третьем уровне. В результате пере-
даваемые IP-пакеты будут защищены про-
зрачным для сетевых приложений и ин-
фраструктуры образом. IPSec, в отличие от 
SSL, который работает на транспортном (т. 
е. четвертом) уровне и теснее связан с бо-
лее высокими уровнями модели OSI, обес-
печивает низкоуровневую защиту. 
Разработанные программные ком-
плексы  KeyTunnel  и  modIPSec реализуют  
 
а – транспортный режим 
 
б – туннельный режим 
Рис. 9. Режимы IPSec. ESP шифрование и аутентификация 
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защиту передаваемой информации в двух 
режимах: транспортном и туннельном. В 
транспортном режиме KeyTunnel шифрует 
полезные данные IP- протокола, при этом 
сами IP-заголовки остаются в открытом 
виде для их использования при маршрути-
зации трафика, как показано на рис. 10.  
В туннельном режиме KeyTunnel 
использует инкапсуляцию пакетов между 
шлюзами (IPB и IPC) двух виртуальных ча-
стных сетей (VPN) (рис. 11).  
Алгоритм туннелирования состоит 
из следующих действий: 
1) Между шлюзами IPB и IPC созда-
ется туннель. 
2) IP-пакеты шифруются с помо-
щью АУШ. 
3) Эти пакеты затем инкапсулиру-
ются в другой пакет IP и переадресуются 
на вход в туннель IPB или выход из тунне-
ля IPC.  
4) На выходе из туннеля (VPN-
шлюз обслуживает IPD) оригинальный па-
кет будет извлечен, расшифрован (с по-
мощью АУШ) и отправлен на целевой узел 
(IPD). 
Используемый подход позволяет 
KeyTunnel не только создавать защищен-
ные сетевые соединения между пользова-
телями, но и объединять изолированные 
сети через общую инфраструктуру для 
виртуальных сетей.  
Функциональность протокола 
modIPSec в KeyTunnel основана на меха-
низме прокси-безопасности [14, 15] (рис. 
12), отвечающем за передачу IP-пакетов в 
другой прокси-сервер, который в свою 
очередь подтверждает и расшифровывает 
их перед передачей на целевой узел.  
Прокси-сервер безопасности упро-
щает реализацию взаимодействия между 
узлами сети. Иными словами, прокси-
безопасность позволяет выполнять шиф-
рование данных в несколько потоков от 
нескольких запросов. В этом режиме IP-
пакеты из потока данных группируются, 
шифруются и направляются на удаленный 
прокси-сервер через туннель.  
Для пользователей процедуры за-
щиты окажутся столь же прозрачными, как 
и сам протокол IP. 
Достаточно обеспечить поддержку моди-
фицированного протокола IPSec на обоих 
концах соединения с помощью программ-
ного комплекса KeyTunnel; промежуточ-
ные сетевые узлы могут вообще ничего 
«не знать» о modIPSec. 
Пример инициализации прокси-
сервера на языке C# приведен на следую-
щем листинге: 
HttpListener listener = new 
HttpListener(); 
int port = 8086; 
// Создание префикса HttpLis-
tener  
string prefix = 
string.Format("http://*:{0}/", port); 
listener.Prefixes.Add(prefix); 
// Запуск прослушивания 
HttpListener 
listener.Start(); 
while (true) 
{ 
HttpListenerContext request = 
_listener.GetContext(); 
 Обработка запроса 
ProcessRequest(request); 
} 
Сеть Сеть Интернет
Пользователь
IPA
Пользователь
IPC
VPN-шлюз
KeyTunnelServer
IPB
Транспортный режим:
Целевой 
узел: C
Исходный 
узел: A
IP-заголовок Полезные данные IP
Шифрование с АУШ
 
Рис. 10. Транспортный режим модифицированного протокола IPSec 
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Рис. 11. Туннельный режим модифицированного протокола IPSec 
 
Рис. 12. Механизм прокси-
безопасности 
Механизм обработки запросов про-
кси-сервера представлен на следующем 
листинге: 
// Передача данных из запроса 
HttpListenerContext в HttpWebRequest 
buffer = new byte[256]; 
Stream instream = con-
text.Request.InputStream; 
int incount = in-
stream.Read(buffer, 0, buffer.Length); 
while (incount > 0)    { 
psRe-
quest.GetRequestStream().Write(buffer, 
0, incount); 
incount = instream.Read(buffer, 
0, buffer.Length);    } 
instream.Close(); 
// Отправка запроса на удален-
ный сервер и прием ответа 
psResponse = 
(HttpWebResponse)psRequest.GetRespo
nse();  
//Конвертирование HttpWebResponse в 
HttpListenerContext и отправка данных 
пользователю foreach (string key in 
psResponse.Headers.Keys){ 
switch (key) 
{ 
case "Transfer-Encoding": 
context.Response.SendChunked 
= (psResponse.Headers[key].ToLower() 
== "chunked") ? true : false; break; 
case "Content-Length": 
con-
text.Response.ContentLength64 = psRe-
sponse.ContentLength; 
break; 
 
case "Content-Type": 
context.Response.ContentType = 
psResponse.Headers[key]; 
break; 
 
case "Keep-Alive": 
context.Response.KeepAlive = 
true; 
break; 
 
default: 
con-
text.Response.Headers.Add(key, psRe-
sponse.Headers[key]); 
break;      }    } 
// Передача данных из запроса 
HttpWebResponse 
buffer = new byte[256]; 
Stream outstream = psRe-
sponse.GetResponseStream(); 
int outcount = out-
stream.Read(buffer, 0, buffer.Length); 
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while (outcount > 0)    { 
con-
text.Response.OutputStream.Write(buffer
, 0, outcount); 
outcount = out-
stream.Read(buffer, 0, buffer.Length);    
} 
// Закрытие потока 
outstream.Close(); 
context.Response.OutputStream.Close(); 
 
Структура программного комплекса 
KeyTunnel имеет следующий вид. 
1. ПО для организации VPN-
шлюза. 
2. Интерфейс администратора 
(рис. 13): KeyTunnelServer. 
3. Библиотека реализации 
modIPSec и прокси-безопасности. 
4. Служба организации туннеля: 
kss. 
5. Библиотека взаимодействия с 
АУШ. 
6. Драйверы для АУШ. 
Пользовательское ПО. 
1. Интерфейс пользователя (рис. 
14): KeyTunnelClient. 
2. Библиотека реализации IPSec и 
прокси-безопасности: KeyTunnel.dll. 
3. Служба прокси-перехвата HTTP 
(перехват запросов пользователя браузе-
ра): ksp. 
4. Библиотека взаимодействия с 
АУШ. 
5. Драйверы для АУШ. 
Схема перехвата http-запросов 
пользователя в созданном с помощью 
комплекса KeyTunnel защищенном канале 
передачи данных с Web -узлом представ-
лена на рис. 15. 
Таким образом, использование раз-
работанного комплекса защиты не требует 
внесения каких-либо изменений в сущест-
вующее или разрабатываемое ПО, так как 
использует стандартные механизмы взаи-
модействия. 
 
 
Рис. 13. Интерфейс администратора KeyTunnelServe 
 
Рис. 14. Интерфейс пользователя KeyTunnelClient
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Рис. 15. Организация защищенного канала передачи данных со скрытым Web-узлом 
 
Заключение 
Разработка программно-аппаратных ком-
плексов защиты с учетом моделей нару-
шителей является перспективным направ-
лением исследований в области информа-
ционной безопасности. Реализация опи-
санных режимов работы программно-
аппаратных комплекса позволяет строить 
новые подсистемы защиты с учетом ос-
новных возможных атак для защищаемой 
информационной системы, что значитель-
но упрощает этап разработки таких под-
систем с точки зрения архитектурных осо-
бенностей. Разработанный аппаратно-
программный комплекс прошел экспери-
ментальные исследования в настольных 
компьютерах, в локально-корпоративной 
сети компьютеров, а также в глобальной 
сети Интернет. 
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