TWO APPROACHES TO TEST PROGRAM DEVELOPMENT
The following sections discuss the advantages and disadvantages of two test programming approaches --generating standard-language test code and generating test data -in light of these constraints.
1) Generating Standard-language Test Code
The execution time of test code depends on the implementation of the test instrument driver API, the communication mechanism between the host processor and the test instrument, and the efficiency of the generated test code. Given today's very fast processors, the real bottleneck is the data and message transfer between the host processor and the test instrument rather than the execution of the test program making calls to the driver API on the host. An instrument driver that is designed and implemented to eliminate excessive data transfers (i.e. transferring data in large blocks vs. individual register access) during execution improves the execution time.
The file size of the generated test code depends on the size of the test (i.e. stimulus, response, and any diagnostics actions) as well as on the abstraction layer of the driver API and the efficiency of the code generator. If the test program needs to be portable, then the use of a standard-language test code (i.e. C, C++, Java) supported by multiple platforms and operating systems is necessary for test programming.
A major benefit of automatic code generation is that it serves as a training tool for the test engineer to learn how to manually program in the driver API of the tester instrument.
2) Generating Test Data
Once the test data is loaded in the memory, the critical factor for the execution time of the test program is the data and message transfer between the host processor and the test instrument; this is similar to the situation with test programs using automatically generated test code.
However, reading the test data from a file and representing the data in the memory can increase the overall execution time and the used memory significantly. For Figure 2 , is an integrated graphical toolset that uses a UUT-centric approach for test development, debugging, and code generation of digital functional test. It hides the instrumentspecific details from the test engineer through a UUT-centric abstraction, minimizes programming through automatic code and test data generation, promotes test data re-use through built-in data sharing support, and simplifies TPS integration effort through integrated tools for development, validation, and debugging.
In a case where a single approach does not satisfy all the constraints, the test engineer may desire to use a hybrid approach to utilize the flexibility of test code and the compactness of test data. Figure 1 shows a simple memory test function written in C programming language. The function accepts a test data file and compares the test data stored in the data file against the actual data read from the memory. Figure 3 shows the data flow for code generation and execution in the Digital Test Editor. In addition to the test data, the Digital Test Editor generates a template C file and a header file (see Figure 4 ) that contain the necessary functions to load and execute the generated digital test data file. The size of the DLL that was built from the generated test code using Microsoft Visual C version 6.0 was 2.56 MB. The size of the generated test data was 800 KB. The results obtained from the execution of the generated test code and the test data were identical, since the same underlying code was running. The test data had significantly smaller footprint as expected, but took longer to execute due to the decompressing took place at the beginning of the execution.
CONCLUSIONS
In this paper, first, challenges in test program generation were introduced. Next, 327 dm i A a set of user and environment constraints for test program development was described. Two test development approaches (automatic standard-language test code generation and automatic test data generation) were compared in terms of these constraints.
Advantages and disadvantage of both approaches were discussed in detail, and a hybrid approach was proposed. Finally, examples from the Digital Test Editor, a graphical instrumentspecific test development environment, were used to support the above discussion.
