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1. Bevezetés 
Mélyhálók betanításához használt számolásokat és eredményeket olykor nehéz 
megérteni és átlátni.  
Az ELTE IK Neural Information Projecting Group Board (NIPGBoard) a 
TensorBoard-nak, egy Google által fejlesztett webes alkalmazásank, amely segít 
megérteni és vizualizálni a Tensorflow által kiszámolt adatokat, egy átalakított változata. 
A legtöbb vizualizációs eszközök ki lettek szedve, csak az Embedded Projector lett benne 
hagyva, és ki lett bővítve egy olyan plugin-al, ami automatizálja a mélyhálós 
algoritmusok futtatását, egy videó lejátszó plugin-al, amely megjeleníti az algoritmus 
által generált (adott példánk esetében) póz becsléseket, valamint hozzá lett adva a plotly. 
Az NIPGBoard arra lett kitalálva, hogy programozási háttértudás nélküli 
felhasználók számára értelmezhető vizuális adatokat jelenítsen meg, és felhasználótól és 
az alkalmazástól függően más és más megjelenítést tudjon biztosítani. 
Felhasználónként változik, hogy milyen vizualizációs eszközöket szeretne 
megjeleníteni, melyeket szeretné előtérbe rakni. Ehhez magukat az eszközöket, a plugin-
okat, mozgathatóvá, valamint méretezhetővé kell átalakítani. Mindehhez dinamikusan 
egyszerre kell megjelenítenünk a plugin-eket, valamint az ablak bezárása, majd 
újraindítása után a felhasználó által beállított nézetetnek meg kell maradnia. Ez a 
szakdolgozatom célja.  
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2. Felhasználói dokumentáció 
A következőkben ismertetjük a program által megoldandó feladatot, a fogalomtárat, 
majd részletesen bemutatjuk a program használatát, a szükséges bemenő adatokat, majd 
ismertetjük a program által generált eredményeket. 
2.1. Probléma leírása 
Az ELTE IK NIPGBoard webes alkalmazás arra készült, hogy az alkalmazástól és a 
felhasználótól függően más és más interfészt jeleníthessen meg. 
Az NIPGBoard oldal egyszerre csak egy vizualizációs eszközt tudott megjeleníteni, 
valamint a fejlécen keresztül lehetett csak hozzáférni a többi plugin-hoz, úgy, hogy a látni 
kívánt plugin nevére nyomtunk. Így a felhasználó nem tudott kényelmesen több plugin-
on az adatokat összehasonlítani, azokat analizálni. 
A programom célja, hogy dinamikusan egyszerre jelenítse meg a különböző plugin-
okat, valamint ezeket a felhasználó a tetszése szerint helyezhesse el, és ezeket a 
beállításokat mentse el, ezzel felhasználó barátiabbá tenni az oldalt. 
2.2. Fogalomtár 
2.2.1. Bazel 
A Bazel egy open-source, a Make, a Maven és a Gradle-hez hasonló fordító és 
tesztelő eszköz. Könnyen olvasható és magas szintű fordító nyelvet használ. A Bazel több 
különböző nyelvű projekteket támogat, valamint több platformon is működik. A Bazel 
nagyméretű kódbázisokat támogat több tároló helyen és nagyszámú felhasználón.[1] 
2.2.2. Mély neurális hálók 
A mesterséges neurális hálózat, mesterséges neuronháló vagy ANN (Artificial 
Neural Network) biológiai ihletésű szimuláció. Fő alkalmazási területe a gépi tanulás, 
melynek célja ezeknek a hálóknak a tanuló rendszerként történő gyakorlati alkalmazása. 
Gráf alapú modell, melyben rétegekbe rendezett mesterséges neuronok kommunikálnak 
egymással nemlineáris aktivációs függvényeken keresztül. A legalább három rétegbe 
rendezett, nemlineáris aktivációs függvényt használó neurális hálózat univerzális 
függvényapproximátor, a visszacsatolásokat, rekurrenciát tartalmazó architektúrák pedig 
Turing-teljességgel rendelkeznek, így képesek megoldani bármilyen problémát vagy 
futtatni bármilyen algoritmust, amit számítógép segítségével meg lehet oldani vagy 
futtatni lehet. 
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Tanításuk általában a hiba-visszaterjesztéssel (backpropagation of errors) kombinált 
gradiensereszkedéssel történik, de számos alternatív algoritmus is elérhető ezeken 
kívül.[2] 
2.2.3. Tensorflow 
A TensorFlow egy szoftverkönyvtár, gépi tanulási algoritmusok leírására és 
végrehajtására. A TensorFlow rendszerben kifejlesztett számítások változatlanul vagy 
csekély változtatással végrehajthatók nagyon eltérő hardver eszközökön a mobil 
telefonoktól és tablet-ektől kezdve, grafikus kártyákon (GPU) át, sok számítógépből álló 
elosztott számítógép-rendszerekig. A TensorFlow roppant flexibilis, nagyon széles körű 
algoritmusok megvalósítására alkalmas, beleértve a deep neural network - sokrétegű 
neurális háló - alkalmazásait, például a beszédfelismerésben, a számítógépi látásban, 
megjelenítésben, a robotikában, az információ kinyerésben, a számítógépek elleni 
támadások felderítésében, és az agykutatásban. Alkalmazható a számítástudomány más 
területein is.[3] 
2.2.4. Tensorboard 
A felhasználók számára a számítási gráfok szerkezetének áttekintését segíti a 
TensorBoard vizualizáló eszköz. Ez az eszköz a gráf megértésén túl a gépi tanulási modell 
általános viselkedésének tanulmányozását is lehetővé teszi. A TensorBoard-dal különféle 
összegező statisztikák is készíthetők és megjeleníthetők.[3] 
2.2.5. Beágyazás 
A beágyazás diszkrét objektumokból, például szavakból, valós számok vektoraihoz 
való leképezés. 
A beágyazások fontosak a gépi tanulás bemeneteihez. Az osztályozók, főképp a 
neurális hálózatok, a valós számok vektoraiban dolgoznak. Leginkább a sűrű vektoroknál 
tanulnak a legjobban, ahol minden érték hozzájárul egy objektum meghatározásához. 
Azonban a gépi tanulás számos fontos bemenete, mint például a szöveges szavak, nem 
rendelkeznek természetes vektor-ábrázolással. A beágyazási funkciók a standard és 
hatékony módszer az ilyen diszkrét bemeneti objektumok hasznos folyamatos vektorokká 
való átalakítására. 
A beágyazások ugyancsak értékesek a gépi tanulás kimeneteleinek is. Mivel a 
beágyazások objektumokat vetítenek vektorokra, az alkalmazások a vektor térben (pl. 
Euklideszi távolság vagy vektorok szöge) hasonlóságot vehetnek igénybe, mint az 
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objektumok hasonlóságának robusztus és rugalmas mérésére. Az egyik gyakori használat 
a legközelebbi szomszédok megtalálása.[4] 
2.2.6. Beágyazás készítése Tensorflowban 
A TensorFlow szóösszetételeinek létrehozásához először szét kell választani a 
szöveget, majd egész számot rendelni a szókincs minden szójához. Tegyük fel, hogy ez 
már megtörtént, és hogy a word_ids egy vektor ezeknek az egész számoknak. Például 
az "I have a cat" mondat felosztható erre: ["I", "have", "a", "cat", "."]. 
Majd a megfelelő word_ids tensor alakja [5], és 5 egész számból áll. Hogy ezeket a 
word_ids-kat vektorokhoz vetítsük, létre kell hozni a beágyazási változót, és a 
következőképpen használni a tf.nn.embedding_lookup függvényt: 
word_embeddings = tf.get_variable(“word_embeddings”, 
    [vocabulary_size, embedding_size]) 
embedded_word_ids = tf.nn.embedding_lookup(word_embeddings, 
word_ids) 
Ezt követően a tensor embedded_word_ids alakja [5, embedding_size] a 
példánkban, és tartalmazza a beágyazásokat (sűrű vektorok) az öt szó mindegyikéhez. A 
betanulás végén a word_embeddings tartalmazni fogja a szótárak összes 
szóösszetételét. 
A beágyazásokat számos hálózati típusban, különböző veszteségfunkciókkal és 
adatkészletekkel lehet betanítani. Például egy visszatérő neurális hálózatot 
használhatunk, hogy megjósoljuk következő szót az előzőleg megadott nagy 
mondatokból, vagy két hálózatot be lehetne tanítani többnyelvű fordítás elvégzésére.[4] 
2.2.7. Metadata 
Ha beágyazással dolgozik, valószínűleg címkéket/képeket szeretne csatolni az 
adatpontokhoz. Ezt úgy teheti meg, hogy létrehoz egy metadata fájlt, amely tartalmazza 
az egyes pontokhoz tartozó címkéket, és az Embedding Projector  data panel-én kattintson 
a Load data gombra. 
A metadata-k lehetnek címkék vagy képek, amelyek külön fájlban tárolódnak. A 
címkék esetében a formátumnak egy TSV-fájlnak kell lennie, amelyek első sorában 
oszlopfejléc található és a következő sorok tartalmazzák a metadata értékeket. Például: 
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Word\tFrequency 
Airplane\t345 
Car\t241 
... 
A metadata fájl sorainak sorrendje feltételezve van, hogy a beágyazási változó 
vektorainak sorrendjével megegyezik, kivéve a fejlécet. Következésképpen a metadata 
fájl (i + 1)-edik sora megfelel a beágyazási változó i-edik sorának. Ha a TSV metadata 
fájlnak csak egy oszlopa van, akkor nem várunk fejléc sort, és feltételezzük, hogy minden 
sor a beágyazás címkéje. Ez a kivétel azért létezik, mert megfelel a gyakran használt 
"vocab file" formátumnak. 
Ha képeket szeretne metadata-ként használni, akkor egyetlen sprite image-t kell 
készíteni, amely apró bélyegképekből áll, beágyazás minden egyes vektorára egy. A 
sprite-nak a bélyegképeket sorfolytonosan kell tárolni: az első adatpontot a bal felső 
sarokban és az utolsó adatpontot a jobb alsó részen kell elhelyezni, az utolsó sort nem 
kell kitölteni.[4] 
2.2.8. Plotly 
A Plotly Montrealban, Quebec-ben székelő műszaki számítástechnikai vállalat, 
amely online adatelemzési és vizualizációs eszközöket fejleszt ki. Plotly online grafikát, 
elemzési és statisztikai eszközöket biztosít az egyének számára, valamint tudományos 
rajzkönyvtárakat a Python, az R, a MATLAB, a Perl, a Julia, az Arduino és a REST 
számára.[5] 
2.3. Az NIPGBoard indítása 
Az NIPGBoard-t nem szükséges telepíteni, mivel bárhonnan futtatható, viszont a 
szükséges dependenciáit telepíteni kell. Szükségünk lesz: 
 Bazel-re 
 Tensorflow-ra, amit a Python pip package manager-ével tölthetünk le, ezzel 
együtt automatikusan letöltődik a TensorBoard 
 Polymer 1.0-ra.  
 Python 2.7-re és 3.6-ra 
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Ezeken felül, hasonlóan, mint a TensorBoard-nál, szükségünk van egy 
naplókönyvtárra, a logdir-re, ahol eltaroljuk az egyes plugin-okhoz szükséges script-
eket, adatokat, hogy megfelelően működjenek. 
Linux alatt, vagy azzal ekvivalens virtuális dobozban, a projekt mappájából, 
terminálból a  
bazel run tensorboard -- --logdir ’logdir/elérési/útvonala’ 
parancsot kell kiadni, ami lefordítja a kódot, ahol a  ’logdir/elérési/útvonala’ a logdir 
abszolút elérési útvonala. Ez eltarthat egy ideig az első fordításkor, mivel a Bazel az 
összes további szükséges csomagokat letölti, viszont a többi alkalomkor másodpercek 
alatt lefordul. Az NIPGBoard fordítás után egy weboldalon keresztül lesz elérhető, a 
http://<hostname>:6006 címen keresztül. 
2.4. Az oldal felépítése 
 
Az NIPGBoard oldala 
A weboldal fejlécét meghagytuk olyanra, ahogy a TensorBoard-ból megörökölte. Az 
NIPGBoardban a plugin-ok egyszerre jelennek meg az oldalon, a TensorBoardban 
ellentétekben, így a fejlécnek nincs jelentős funkciója. Láthatjuk, mely vizuális eszközök 
aktívak, de rájuk kattintva nem történik semmi. Továbbá a fejléc jobb oldalán találhatjuk 
a frissítés gombot, mellyel újratölthetjük a logdir-ból az új adatokat, így nincs szükség a 
teljes weboldal újratöltésére és ezzel már betöltött adatok újratöltésére, ez lényeges, ha 
szerverről nyerjük az inputokat.  
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Plugin mozgatása 
A plugin-okat a doboz négy sarkában elhelyezkedő ┌,┐,└,┘ ikonokkal tudjuk 
méretezni. Hasonlóan, mint a mozgatásnál, az ikont nyomva kell tartani, hogy a doboz 
méretét változtatni tudjuk, és ugyanúgy a szürke doboz nagyságára fog átalakulni.  
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Plugin méretezése 
Miután elégedettek vagyunk, hogy az egyes plugin-ok hol helyezkednek el és 
mekkora méretben, akkor nyugodtan be lehet zárni az ablakot, és mikor újból megnyitjuk, 
minden beállításunk megmarad, mivel a böngésző cache-ében elmentettük. 
2.5.1. Algoritmus plugin használata 
Ahhoz, hogy az algoritmus plugin működjön, kell egy cnf.json nevű fájl, amely 
tartalmazza az összes algoritmus adatait, az algoritmusokhoz tartozó inputfájlokat (ha 
ezek videók, akkor le is tudjuk játszani őket indításkor). Algoritmusok futtatása során 
feltöltődik a logdir kimeneti adatokkal, amit a vizualizációs eszközök fel tudnak dolgozni. 
Egy legördülő lista van kezdetben a képernyőn, amin kiválaszthatjuk a lefuttatni 
kívánt algoritmust.  
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Kezdeti képernyő 
Az ADD gombra kattintva megjelenik előttünk a végrehajtási sor, az algoritmus 
nevével, és egy ablak az algoritmus paraméterezésére, ahol beállíthatjuk a kívánt 
paramétereket. Innen két lehetőség van: 
 Újabb algoritmus hozzáadása: az előző lépés ismétlése 
 Kiválasztott végrehajtási sor futtatása: a RUN gombra kattintva. Amíg az 
algoritmusok futnak, a RUN és az ADD gombok nem kattinthatóak. A futás 
állapotáról a Progress notifications címkéjű szövegmezőben kapunk 
értesítéseket.  
 
Algoritmus felvétele 
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Futtatás 
Az NIPGBoard eszközön a következő végrehajtási sort futtatva a kiválasztott 
videókhoz az Alpha pose elkészíti a pózbecsléseket. A segmentation algoritmus az 
Openpose algoritmus outputjára lett írva, ezért kell egy konverter a két algoritmus közé. 
A segmentation futásának eredménye egy alacsony dimenziós beágyazás, amit az 
Embedded Projector-on fogunk látni. 
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NIPGBoard-ra jellemző algoritmus futtatás 
2.5.2. Videó plugin használata 
A videó lejátszó ablaka kezdetben csupán egy legördülő menüt tartalmaz, ahonnan 
kiválaszthatóak a betöltött logdir-beli videók. Egy videó kiválasztásával az ablakban 
megmarad a legördülő menü, de felette megjelenik egy átformált HTML5 videó lejátszó, 
tehát lehet állítani, indítani, keresni a videóban, valamint teljes képernyőre megjeleníteni 
a videót, de megjelenítjük a jelenlegi időpontot a videóban és a videó teljes hosszát. 
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Videó plugin kinézete 
A videóban nem csak a lejátszási státuszbárban, hanem frame-enként is lehet keresni. 
A sebességbeállító gombbal gyorsítani vagy lassítani lehet a videót (x0,25-től x2-ig). Az 
overlay gombbal ki és be lehet kapcsolni a rajzfelületet, ami a videóra rárajzolja a 
kimeneti adatokat (például testpóz), ha létezik overlay fájl a logdir-ben. 
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Videó lejátszó pózbecsléssel 
2.5.3. Embedded Projector használata 
A TensorBoard magában foglalja az Embedding Projector eszközt, amely lehetővé 
teszi a beágyazások interaktív megjelenítését. Ez az eszköz le tudja olvasni a modellből 
származó beágyazásokat, és két vagy három dimenzióban rendereli őket. 
Az Embedding Projector három panelt tartalmaz: 
 Data panel a bal felső sarokban, ahol ki lehet választani a futtatást, a 
beágyazó változót és az adat oszlopokat színes és címkézési pontok szerint. 
 Projections panel a bal alsó részen, ahol ki lehet választani a kivetítés 
típusát. 
 Inspector panel a jobb oldalon, ahol bizonyos pontokat lehet keresni és 
megtekinteni a legközelebbi szomszédok listáját. 
Az Embedding Projector-t háromféle módon lehet csökkenteni az adatkészlet 
méretét: 
 t-SNE: egy nemlineáris nem-determinisztikus algoritmus (T-eloszlású 
sztochasztikus szomszédos beágyazás), amely megpróbálja megőrizni a helyi 
szomszédságokat az adatokban, ami gyakran torzítja a globális struktúrát. 
Megadhatja, hogy két- vagy háromdimenziós vetületeket számítson ki. 
 PCA: egy lineáris determinisztikus algoritmus (főkomponens-analízis), amely a 
lehető legkevesebb dimenzióban a lehető legtöbb adatváltozást próbálja 
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megragadni. A PCA a nagyméretű struktúrát hangsúlyozza az adatokban, de 
torzíthatja a helyi szomszédokat. Az Embedding Projector kiszámolja a 10 
legfontosabb összetevőt, amelyek közül választhat kettőt vagy hármat, hogy 
megjelenítsen 
 Custom: lineáris vetület a vízszintes és a függőleges tengelyekre, amelyeket az 
adatokban lévő címkékkel specifikálhatunk. A vízszintes tengelyt például a "Bal" 
és a "Jobb" szövegminták megadásával határozható meg. Az Embedding 
Projector megtalálja az összes olyan pontot, amelyeknek a címkéje megegyezik a 
"Bal" mintával, és kiszámolja a készlet centrumát; hasonlóan a "Jobb"-ra. A két 
centrumon áthaladó vonal határozza meg a vízszintes tengelyt. A függőleges 
tengelyt hasonlóan a "Fel" és a "Le" szövegmintákhoz megegyező pontok 
centrumából számítja ki. 
 
TensorBoard Embedded Projector-a 
Vizuálisan vizsgálhatja az adatokat nagyítással, forgatással a természetes kattintási 
és húzási gesztusok segítségével. Ha az egérmutatót egy pont fölé irányítjuk, az adott pont 
metadata-it jeleníti meg. Ugyancsak meg lehet vizsgálni a legközelebbi szomszédos 
részcsoportokat is. Ha rákattintunk egy pontra, akkor a jobb oldali ablaktáblán a 
legközelebbi szomszédok listája jelenik meg, valamint a pillanatnyi ponttól való 
távolságukat. Valamint a legközelebbi szomszéd pontokat kiemeli a vetületben. 
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Időnként hasznos lehet a nézetet a pontok egy részhalmazába korlátozni és csak 
ezeken a pontokon végrehajtani a vetületeket. Ehhez több módon is kijelölhetjük a 
pontokat: 
 Miután rákattintottunk egy pontra, a legközelebbi szomszédjai is kiválasztódnak. 
 Egy keresés után a lekérdezésnek megfelelő pontok kerülnek kiválasztásra. 
 A kiválasztás engedélyezésekor, egy pontra való kattintás és a húzás 
meghatározza a kiválasztási szférát. 
Ezután kattintsunk a jobb oldali Inspector ablaktábla tetején található Isolate nnn 
points gombra.  
 
Az "important" legközelebbi szomszédok kiválasztása egy szóbeágyazásban. 
2.5.4. Plot plugin használata 
A plot plugin-ban kirajzolódik egy grafikon, hogy ha a logdir-ben generálódott 
megfelelő adat hozzá. 
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Kirajzolt grafikon 
2.5.5. Szinkronizáció 
A videó plugin, projector plugin, valamint a plot plugin szinkronizálva vannak 
egymással: 
 Embedded Projector-on bármely pontokat kijelölve szinkronizálunk a kijelölt 
pontokkal 
 Plot plugin-on bármely pontokat kijelölve szinkronizálunk a kijelölt 
pontokkal 
 Videó lejátszón plugin-on a szinkronizációs gomb megnyomásával 
szinkronizáljuk az adott videó adott időszakaszához legközelebb álló ponttal 
(ha nincs, nem szinkronizálunk). Ilyenkor a projector-on és a plot-on 
kijelölődik az összes szinkronizációs pont. 
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Répa vágása 
 
Répa pucolása  
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3. Fejlesztői dokumentáció 
3.1. Követelmény specifikáció 
3.1.1. Szoftver célja 
Az ELTE IK NIPGBoard felületén megjelenő plugin-ok konfigurálhatósága a 
felhasználó igényei szerint 
3.1.2. Szoftver szükségessége 
A különböző mesterséges intelligencia alkalmazások az alkalmazástól és a 
felhasználótól függően más és más interfészt igényelnek. Az ELTE IK NIPGBoardba 
beágyazható számos plugin-ok flexibilis egymáshoz illesztése konfigurációs lehetőségek 
programba ágyazását igényli. 
A szoftverelemek, amelyek konfigurálást igényelnek a következők: 
1. a plot grafikus szoftvercsomag 
2. videólejátszó (typescript szoftver) 
3. projection szoftvercsomag 
4. különböző formátumok kezelésére alkalmassá teendő adatböngésző.  
3.1.3. Funkcionális követelmény 
 logdir-ben szereplő adatok szerint a back-end eldönti, hogy elég információt 
tartalmaz-e egy adott plugin-nek, ha igen, akkor beregisztrálja a front-endbe 
 A beregisztrált plugin-okat berakja az aktív felületek közé és a vizuális felületeit 
a front-end megjeleníti a felületen 
 A plugin-ok vizuális felületei mozgathatóak csak a plugin-okat körülvevő 
dobozon keresztül 
 A plugin-ok vizuális felületei méretezhetőek a plugin-okat körülvevő doboz 
sarkain keresztül 
 A plugin-oknak a helyzete lokálisan el van mentve, így az ablak bezárása, majd 
megnyitása után a plugin-ok helyzete nem változik 
3.2. Használati eset 
Az NIPGBoard projektnek 2 aktora van, a felhasználó, aki programozói tudással 
nem rendelkezik, valamint az adminisztrátor, azaz a programozó. Az adminisztrátorra 
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        // element registration 
        Polymer({ 
          is: "element-name", 
          // add properties and methods on the element's prototype 
          properties: { 
            // declare properties for the element's public API 
            greeting: { 
              type: String, 
              value: "Hello!" 
            } 
          } 
        }); 
      </script> 
    </dom-module> 
[6] 
A Polymer a Shadow DOM stílusszabályait használja, amely scope-olt stílust 
biztosít. A scope-olt stílust <style> tag-ek közt, a <template> tag-en belül kell 
elhelyezni. 
A Polymer egy olyan egyedi elemet biztosít, a <style is="custom-style">-t, 
amely a fő dokumentumban meghatározza a stílusokat, amely kihasználja a Polymer 
stílusrendszerének számos különlegességét, például, hogy az egyéni stílusban definiált 
dokumentumstílusok megakadályozzák, hogy azok kiszivárogjanak a helyi DOM-ban, 
amikor a böngésző a natív Shadow DOM nélkül fut.  
Az egyéni stílusú bővítményt csak a dokumentumstílusok meghatározásához 
használható, az egyéni elem helyi DOM-ján kívül.[7] 
Eseményfigyelőket a listeners objektummal tudjuk hozzáadni az elemhez, amely 
eseményeket rendel eseménykezelő függvénynevekhez. Például: 
listeners: { 
        'tap': 'regularTap', 
        'special.tap': 'specialTap' 
}, 
A listen és unlisten függvényekkel tudunk kézzel hozzáadni és eltávolítani 
figyelőket.[8] 
A Polymer automatikusan egyedi gesztus eseményeket biztosít egyes felhasználói 
interakciókhoz, ha az eseménytípushoz deklaratív figyelőket adnak hozzá. Ezek az 
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események következetesen működnek mind az érintőképernyős, mind az egér 
környezetekben, ezért azt javasoljuk, hogy ezeket az eseményeket használja az egér- vagy 
az érintés specifikus események helyett. Ez jobb kapcsolódást biztosít az érintőképernyős 
és egér eszközökkel. 
Bizonyos gesztusok figyelése vezérli az érintésbevitel görgetési irányát. Például a 
track eseményt figyelő csomópontokat alapértelmezés szerint meggátolják a görgetést. 
Az elemek felülírhatják a görgetési irányt a this.setScrollDirection (irány, 
csomópont) esetén, ahol az irány az "x", "y", "none" vagy "all" egyike, és a 
csomópont alapértelmezett. 
A kovetkező gesztus figyelő eseményt használtuk egy rövid leírással és egy részletes 
adatok listájával: 
 track: az ujj / gomb lenyomása közbeni mozgás 
o state: követési állapotot jelző string: 
 start: fire-öl, amikor a nyomkövetést először észleli (az ujj / gomb 
lenyomva és elmozdul egy előre beállított küszöbértéket) 
 track: nyomkövetés közben fire-öl 
 end: nyomkövetés végén fire-öl 
o x: az esemény clientX koordinátája 
o y: az esemény clientY koordinátája 
o dx: képpontbeli vízszintes változás az első track eseménytől kezdve 
o dy: képpontbeli függőleges változás az első track eseménytől kezdve 
o ddx: képpontbeli vízszintes változás az utolsó track eseménytől kezdve 
o ddy: képpontbeli függőleges változás az utolsó track eseménytől kezdve  
o hover(): egy függvény, amelyet eldönti, hogy az elem felett éppen lebeg-
e valami 
[9] 
A Polymer 1.0 csomagját az NIPGBoard a Bazel segítségével importálja be. 
3.3.2. the-grid webkomponens 
A the-grid webkomponens az egy rácselrendezésű egyedi elem, amelyet az ES2015 
és a Polymer 2.0 alapján készítettek. Funkciói: 
 mozgatható lapok 
 méretezhető lapok 
 átfedésezhető lapok 
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 ütközésészlelés 
 automatikusan növekvő rácsméret 
 a lapok méretének korlátozása 
 támogatott telefonon 
A <the-grid> elem hozzáadásával egy üres, statikus rácsot jelenít meg az 
alapértelmezett elrendezéssel, mozgás vagy átméretezés nélkül. Hozzáadhatja a 
draggable vagy a resizable attribútumot (vagy mindkettőt), hogy engedélyezhesse 
a lapok drag'n'drop-ját vagy átméretezését. Emellett lehetővé teheti a lapok átfedését 
egymással az overlappable attribútum használatával 
Az elrendezést a következő attribútumokkal módosítható: 
 cell-height: a függőleges egység magassága pixelben 
 cell-width: a vízszintes egység szélessége pixelben 
 cell-margin: a dobozok közti belső tér vízszintesen és függőlegesen 
 col-count: rács szélessége oszlopok összegeként 
 row-count: rács magassága oszlopok összegeként 
A <the-grid> minden közvetlen gyermeke olyan rácslapnak tekintendő, amelyet a 
rács tulajdonságok függvényében mozgatható vagy átméretezhető. A <the-grid> 
gyermekei bármilyen típusúak lehetnek: <div>, <p>, <span>, <tile>, stb., vagy akár 
egyéni elem is: <grid-tile>. 
Minden gyermeknek 4 attribútumra van szüksége, amelyek a rácson belüli pozícióját 
és méretét határozzák meg: 
 col: a lap bal felső sarkának oszlopszáma (0-tól kezdődik) 
 row: a lap bal felső sarkának sorindexe (0-tól kezdődik) 
 width: a lap szélessége oszlopok összegeként 
 height: a lap magassága oszlopok összegeként  
Ha szükséged van placeholder-re miközben mozgatja vagy méretezi a lapokat 
előnézeti célra, egyszerűen adjon hozzá egy gyermeket a <the-grid>-hez a 
placeholder attribútummal. Ez lehetővé teszi, hogy láthatóvá váljon a szürke 
placeholder a csak akkor, amikor méretezünk vagy mozgatunk. 
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Ha a rács méretezhető attribútummal rendelkezik, akkor a lapok méretezhetőek úgy, 
hogy megragadja az elemeket, amelyeket grippers-nek vagy resizers-nek. Ezek az 
elemek bármilyen típusúak lehetnek, csak resize  attribútumra van szükségük. 
A resize grippers a következő értékeket vehetik fel: 
 top: lapot a felső szélén lehet méretezni 
 bottom: lapot az alsó szélén lehet méretezni 
 left: lapot a bal szélén lehet méretezni 
 right: lapot a jobb szélén lehet méretezni 
 top-left: lapot egyszerre a bal és felső szélén lehet méretezni  
 top-right: lapot egyszerre a jobb és felső szélén lehet méretezni  
 bottom-left: lapot egyszerre a bal és alsó szélén lehet méretezni 
 bottom-right: lapot egyszerre a jobb és alsó szélén lehet méretezni  
[10] 
3.3.3. iron-localstorage 
Egy Polymer elem, amely hozzáférést biztosít a Webtárhely-API-hoz 
(window.localStorage) úgy, hogy az érték tulajdonságait szinkronban tartja a 
localStorage-el. Az érték alapértelmezés szerint json-ként kerül mentésre. [11] 
3.4. Implementáció 
3.4.1. the-grid webkomponens 
A már megírt the-grid webkomponens olyan funkciókat tartalmazott, amely tökéletes 
lett volna az NIPGBoard-ba, hogy a plugin-ok mozgathatóak és méretezhetőek legyenek. 
Viszont Polymer 2.0-ra lett megírva és az NIPGBoard a Polymer 1.0-t használja, ezért át 
kellett írnom 1.0-s verzióra. 
Több változtatást kellett végbe vinnem, hiszen eléggé megváltozott bizonyos elemek 
deklarálása a két verzió közt. Az egyik változtatás az maga a Polymer alapvető egyedi 
elemnek a deklarálása volt. A fentiekben leírtam, hogy a Polymer 1.0-val hogyan lehet 
egyedi elemet létre hozni, csak szimplán át kellett írnom arra. Figyelni kellett arra is, hogy 
a Polymer 2.0-nak már konstruktor függvénye is van, ami az 1.0 verzióban nem létezik, 
viszont ezzel ekvivalens a created() függvény. 
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A Polymer 2.0 a Polymer.Element alapú elemek esetén explicit módon hozzá kell 
adni a gesztus támogatását a Polymer.GestureEventListeners mixin 
importálásával és használatával. A Polymer.Gestures.addListener / 
Polymer.Gestures.removeListener paranccsal lehet figyelőket hozzáadni, 
eltávolítani. Például:  
Polymer.Gestures.addListener(this,"track",e => this.trackHandler (e)); 
Ezzel szemben a Polymer 1.0-ban nem létezik a Polymer.GestureEventListeners 
mixin, így a fentiekben leírt függvényekkel (listen, unlisten) kell figyelőket 
kézzel hozzáadni, valamint listeners objektummal tudjuk hozzáadni az elemhez az 
eseményeket eseménykezelő függvényekkel.  
A stílusozás is megváltozott. Polymer 2.0-ban az egyedi stílusnak megjelent a 
<custom-style> elem, míg a régi verzióban a <style> elemnek meg kell adni az 
is=”custom-style” attribútumot.  Emiatt a computeStyles() függvényben nem 
egy <custom-style> elemet kell létrehozni és a dokumentumhoz fűzni, hanem egy 
<style> elemet és beállítani neki az attribútumát és utána hozzáfűzni a 
dokumentumhoz. 
Az utolsó dolog, amin még változtatnom kellett, hogy a Polymer 2.0 a Shadow DOM 
v1-et támogatja. A v1 fő különbsége, hogy a <content> elemeket kicserélte <slot> 
elemekre, ezért ezt visszacseréltem. 
A Polymer 1.0-s verzióra működő the-grid webkomponens csomagot[12] a Bazel 
segítségével importálja be az NIPGBoard. 
3.4.2. tensorboard.html 
Az NIPGBoard indításakor a tensorboard.html nézet fog megjelenni. Ez a fájl 
csak betölti az NIPGBoard stílusát (style.html), a betöltendő plugin-ok 
nézeteit/dashboard-jaikat (default-plugins.html), és a tf-tensorboard.html-t, 
ahol a vizuális eszközök nézeteinek megjelenítését valósítja meg.  
A the-grid webkomponens rendes működéséhez szükséges, hogy az NIPGBoard 
Shadow DOM-ot használjon, így ezt be kellett állítanom ebben a fájlban. 
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3.4.3. tf-tensorboard.html 
Ebben a fájlban valósítom meg a plugin-ok dashboard-jainak dinamikus betöltődését. 
A <template is=”dom-repeat”> tag-el oldja meg, hogy egyenként bepakolja azokat 
a dashboard-okat, amelyek be vannak regisztrálva, ezt paraméterként kapja meg, és 
kivettem azt a paramétert, amely csak a kiválasztott dashboard-ot mutatta, így 
dinamikusan egyszerre jelenik meg az összes plugin dashboard-ja. 
A <the-grid> tag-el valósítom meg a mozgatható és átméretezhető dobozokat, 
amikbe pakolom a dashboard-okat, így értelemszerűen a tag-t a <template is=”dom-
repeat”> előtt kell beszúrni, és megadtam attribútumként, hogy legyen mozgatható és 
méretezhető, valamint a rácsozásának méretét. A dashboard-okat egy <div> tag-be kellet 
becsomagolnom, hogy ezt használja a <the-grid> gyermekeként, és a 4 kötelező 
attribútumát megadtam. Valamint hozzáadtam bal-felső, jobb-felső, jobb-alsó, és bal-alsó 
resize gripper-eket, amivel tudjuk méretezni a dobozokat, és még placeholder-eket és 
adtam hozzájuk. Ahhoz, hogy tudjuk használni a the-grid webkomponenst, be kell először 
importálni.  
Minden dinamikusan beillesztet dashboard-hoz tartozik egy <iron-
localstorage> tag, amivel lementem a böngésző cache-ében a dobozok pozícióját és 
méretét, hogy újratöltéskor megmaradjanak. Paraméterként egy függvényt kellett 
megadnom neki, hogy az első NIPGBoard indításakor mi legyen a default értéke, tehát a 
default helyzetük. Ez a függvény az initializeDefaultCoordValue(), amellyel 
beállítom, hogy minden plugin a (0; 0) koordinátában jelenjen meg 1x1-es nagyságú 
dobozban. 
3.5. Tesztelés 
 Felhasználói eset   Leírás   
1   NIPGBoard első 
indítása   
GIVEN   NIPGBoard-hoz szükséges dependenciák telepítve 
vannak, a szükséges fájlok a logdir-ben van 
WHEN   NIPGBoard első indítása   
THEN   NIPGBoard felülete megjelenik, plugin-ok 
egymáson jelennek meg 1x1-es dobozban, a bal-
felső sarokban 
2   Mozgatás   GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin-t mozgatjuk   
THEN   a placeholder helyére kerül  
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3   Mozgatás GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin-t rá akarjuk rakni egy másikra   
THEN   másik plugin körül, placeholder-en fog 
elhelyezkedni, nem rakható más plugin-ra 
4   Mozgatás GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin-t kimozgatjuk a felületről  
THEN   nem megy ki a felületről, a szélén fog maradni 
5   Mozgatás GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin-t áthúzzuk egy másik felett 
THEN   átmegy felette 
6  Mozgatás GIVEN  NIPGBoard felület   
WHEN  mozgatás közben frissítjük az oldalt  
THEN  elmozdítás előtti helyen fog megjelenni 
7   Méretezés GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin-t méretezzük 
THEN   a placeholder helyére kerül  
8   Méretezés GIVEN   NIPGBoard felület   
WHEN   valamelyik plugin méretezése rámegy egy másik 
plugin-ra 
THEN   nem fogja eltakarni a másik plugin-t, másik plugin 
körül meg áll a mérete 
9   Méretezés GIVEN   NIPGBoard felület   
WHEN   0-ra le akarjuk csökkenteni a méretét 
THEN   1x1-es dobozra méreteződik, mivel az a minimum 
mérete 
10  Méretezés GIVEN   NIPGBoard felület   
WHEN   méretezéskor az egér kifut a felületről 
THEN   nem megy ki a felületről, a szélén fog maradni 
11  Méretezés GIVEN   NIPGBoard felület   
WHEN   nem a sarkánál akarunk méretezni 
THEN   semmi, csak a sarkán lévő ikonokkal lehet 
12  Méretezés GIVEN   NIPGBoard felület   
WHEN   méretezés közben frissítjük az oldalt  
THEN   átméretezés előtti méretben fog megjelenni 
13  Böngésző arányának 
változtatása 
(ctrl+görgető) 
GIVEN   NIPGBoard felület   
WHEN   böngésző arányát változtatjuk 
THEN   nem változik semmi 
14  NIPGBoard 
újraindítása, 
frissítése 
GIVEN   NIPGBoard felület   
WHEN   NIPGBoard-t újraindítjuk, frissítjük 
THEN   minden ott van, ahol volt 
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3.6. Továbbfejleszthetőség 
Meg lehetne oldani, hogy az egyes plugin-ok első futtatáskor ne egymáson jelenjenek 
meg, hanem esetleg a következő szabad helyen, így ha úgy döntenénk, hogy még egy 
plugin-t be szeretnénk rakni, akkor nem kerül rá valamelyik már ott lévő plugin-ra, hanem 
egy üres helyre. 
Más vizuális eszközt könnyen be lehetne importálni, hogy több eszközön 
vizsgálhassuk az adatokat. 
3.7. Alkalmazás 
A projekt 2018 nyarán alkalmazásra került, ahol az Argus Cognitive projektjeként be 
lettek avatva tudományos szakértőket, főképpen pszichológiai viselkedésben tapasztalt 
tudósokat. Ha piaci szintre kerül a felület, akkor más tudományos projektben is kívánjuk 
kiterjeszteni. 
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