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RESUMEN
El  proyecto  “IMPLEMENTACIÓN  DE  UNA  LIBRERÍA  QUE  PREPROCESE 
CÓDIGO  ESCRITO  EN  C++  SIGUIENDO  EL  ESTÁNDAR  ISO/IEC  14882  Y 
CREAR UNA HERRAMIENTA QUE HAGA USO DE ELLA” pretende servir como 
base para la creación de herramientas avanzadas que hagan análisis de código 
escrito en C++.
Esta  librería  está  orientada  a  desarrolladores  que  estén  familiarizados  con  el 
lenguaje, en especial a aquellos que se enfocan en la implementación de IDEs y la 
creación de utilidades que requieran análisis de código.
Al  igual  que el  lenguaje que analiza,  la  herramienta  se ha desarrollado en su 
totalidad  en  C++.  Algunas  de  sus  características  son:  el  extensivo  uso  de 
templates,  la  adaptación  de  algunos  patrones  de  diseño,  la  utilización  de 
contenedores y algoritmos de  STL y una  API y documentación en Inglés. Otra 
importante característica de la librería es que todo su código núcleo fue escrito en 
C++ estándar,  lo  que  hace  posible  su  compilación  y  ejecución  bajo  una  gran 
variedad  de  compiladores,  arquitecturas  y  sistemas  operativos  sin  tener  que 
adaptar su código.
Las dos decisiones de diseño que guiaron todo el proyecto son: la capacidad de 
utilizar tipos de dato definidos por el usuario y favorecer los tipos de dato estáticos 
sobre los dinámicos. Aún así, haciendo uso de un Adaptador o Proxy, es posible 
cambiar el comportamiento para utilizar tipos de dato dinámicos. Adicionalmente, 
la librería proporciona algunos tipos de dato predefinidos, listos para usar, en caso 
que el desarrollador considere su implementación adecuada para la herramienta 
específica que desee crear.
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INTRODUCCIÓN
En un servidor de IRC muy muy lejano...
*** beginner has joined #dev-talk ***
<beginner> He creado una nueva aplicación que lee un archivo de código 
fuente  y genera el mismo archivo  como  salida, pero  le da formato  y 
embellece el código :)
<@guru> Interesante. De hecho yo he utilizado ése tipo de programas. En 
verdad  son  muy  útiles  cuando  uno  descarga  código  fuente  que  otras 
personas  han  creado  y  su  estructura  y  tabulación  hacen  difícil  su 
seguimiento. ¿Qué tiene este programa de especial?
<beginner> El programa fue hecho en C++, lo que garantiza que sea muy 
rápido al ejecutarse. Además, es posible especificar uno de entre tres 
estilos: K&R, GNU y Java.
<@guru> Veo que hay algo que no tienes claro. El hecho de programar en 
un lenguaje u otro no garantiza que el software se ejecute más rápido o 
más lento. Algunas decisiones como el tipo de algoritmos utilizados, la 
administración de memoria y el cómo se trabaja con I/O pueden afectar 
enormemente el rendimiento. Un programa bien diseñado en un lenguaje 
interpretado puede incluso ser más rápido que un programa con un diseño 
pobre hecho en C, C++ e incluso ensamblador.
<beginner> Ya veo...
<@guru> Por cierto, ¿el programa soporta Unicode? El que yo he estado 
utilizando tiene problemas con archivos de ése tipo y siempre tengo que 
convertirlos a otra codificación. Los archivos con BOM... ni hablar. 
Siempre tengo que eliminarlo.
<beginner> ¿Unicode? ¿BOM? ¿Codificación?
<@guru> Creo  que  ya  tienes  una  tarea.  Google  lo  sabe  todo.  Déjame 
cambiar la pregunta: si yo tuviera un archivo con, digamos, comentarios 
en Chino, Japonés o Ruso, ¿podría la aplicación procesarlos sin problema?
<beginner> Déjame ensayar...
<@guru> OK
<beginner> No funcionó :'(
<@guru> ¿Qué pasó?
<beginner> El archivo de salida quedó incompleto. Termina justo donde 
aparece el primer caracter en otro idioma.
<@guru> Eso es fácil de solucionar. Simplemente cambias el tipo de dato 
cadena de la aplicación y el método utilizado para leer desde el archivo 
para que funcione con Unicode. Podrías utilizar por ejemplo std::wstring.
<beginner> ¡Más  fácil decirlo que hacerlo!  Tendría  que  comenzar  por 
reemplazar todas las apariciones de std::string por std::wstring. Quizás 
con la opción de 'reemplazar en todos los archivos' del editor que estoy 
utilizando...
<@guru> Sí, es una opción, pero, ¿has pensado que quizás alguien quiera 
utilizar tu aplicación como una librería e integrarla en otro aplicativo? 
Si el aplicativo utiliza wxWidgets seguramente el desarrollador querrá 
utilizar wxString, así como para un aplicativo que haga uso de Qt el 
desarrollador querrá utilizar QString. Igualmente, pueda que el archivo 
al  que  le  quieran  dar  formato  esté  abierto  en  un  editor  y  no 
necesariamente sea un archivo físico en el disco duro. También podría 
ocurrir  que  la  salida  no  quieran  generarla  en  otro  archivo  sino 
directamente en otro editor, o que reemplace el contenido del editor 
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actual. ¿Es esto posible con tu aplicación?
<beginner> ¡Eso sería imposible! ¿Cómo podría alguien crear un programa 
que utilice cualquier tipo de dato cadena, que lea desde cualquier lugar 
y que la salida también pueda ir a otro lugar completamente diferente? 
¡Tan sólo pensar en utilizar un tipo de dato cadena arbitrario no tiene 
el más mínimo sentido! Por ejemplo std::string, wxString y QString tienen 
interfaces  completamente  diferentes.  Además,  mirando  información  de 
std::wstring, las cadenas para ésta deben escribirse anteponiendo una L 
antes  de  la  primera  comilla  doble.  Si  quisiera  que  std::string  aún 
funcionara... no habría forma de hacerlo.
<@guru> ¡Claro que es posible! Es más, una aplicación hoy en día como la 
que hiciste debiera pensarse más bien como una librería y tener sus tipos 
de dato base parametrizados.
<beginner> ¿Parametrizados?
<@guru> Sí. Imagino que has escuchado hablar de templates.
<beginner> ¡Claro que sí! Yo utilizo std::vector en muchas aplicaciones 
y  es  de  gran  ayuda  poder  especificar  el  tipo  de  dato  que  quiero 
almacenar.
<@guru> ¡Tú lo has dicho! Simplemente especificas el tipo de dato a usar 
y std::vector hace toda la magia. El tipo de dato a utilizar está por 
tanto parametrizado. De la misma forma puedes parametrizar el tipo de 
dato cadena, el cómo leer el flujo de entrada y a dónde enviar el flujo 
de salida.
<beginner> Creo que ya todo tiene un poco de sentido. Pero sigue el 
problema de las interfaces. Para los tipos de dato de entrada y salida 
del  programa  puedo  especificar  una  clase  base  y  cada  implementación 
deriva de allí. Eso debiera funcionar... aunque implicaría tener una 
referencia a la clase base para que los llamados a los métodos en ella 
llamen a los de la clase derivada. Eso implicaría trabajar con tipos de 
dato dinámicos, así que mi aplicación también debiera hacerse cargo de 
destruirlos cuando no los necesite más. No era lo que tenía en mente, 
pero puede hacerse. Lo que todavía no entiendo es cómo podría hacer que 
el tipo de dato cadena sea parametrizado y agregar esa L a las cadenas 
cuando sea necesario.
<@guru> Wow, veo que estamos progresando. Es verdad que trabajar con 
tipos de dato dinámicos puede ser innecesario en este caso, pero también 
podrías trabajar con tipos de dato estáticos.
<beginner> ¿Cómo?  ¿No  debo  pues  tener  una  interfaz  definida  en  una 
clase base para que eso funcione?
<@guru> ¿El tipo de dato utilizado en std::vector tiene que heredar de 
algún tipo de dato en particular?
<beginner> No...
<@guru> Pero igual tiene unos requerimientos.
<beginner> Oh... ya veo. O sea que la interfaz puede ser imaginaria.
<@guru> 'Imaginaria'. Ésa palabra está buena para describirla. Sí, ésa 
es la idea. El tipo de dato debe cumplir con unos requerimientos para ser 
utilizado con la clase específica, como en el caso de std::vector.
<beginner> Pero sigue la pregunta de las cadenas...
<@guru> Sí, se me pasó por alto. Es verdad que cada tipo de dato cadena 
tiene una interfaz diferente, pero esto podría solucionarse fácilmente 
haciendo uso de un Adaptador. Para resolver el problema de la L antes de 
una cadena sólo cuando sea necesario podrías utilizar una macro.
<beginner> Me perdí. ¿Qué es un Adaptador?
<@guru> ¿Patrones de diseño? Seguro has escuchado el término.
<beginner> La verdad... no.
<@guru> Sería bueno que leyeras al respecto. Si en verdad quieres ser un 
buen desarrollador de software hoy en día, es de suma importancia conocer 
acerca de patrones de diseño.
<beginner> Está bien, pero... ¿podrías explicarme siquiera qué es un 
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Adaptador?
<@guru> OK. Supongamos que tienes una clase ya existente que necesita de 
un tipo de dato que cumpla con una interfaz específica. Hasta aquí todo 
suena familiar. Resulta también que encontraste otra implementación mucho 
más eficiente de ése tipo de dato, pero la interfaz es completamente 
incompatible.  Aún  así,  ése  tipo  de  dato  hace  exactamente  lo  que  se 
necesita, sólo que el nombre de las funciones y uno que otro parámetro 
son distintos al esperado por la clase. ¿Me sigues?
<beginner> Sí, hasta el momento todo está claro.
<@guru> Si quieres utilizar ése tipo de dato nuevo con el código viejo, 
¿que harías?
<beginner> Pues...  tendría  que  modificar  todo  el  código  viejo  para 
llamar a las funciones nuevas y con los parámetros adecuados, ¿no?
<@guru> Ésa es una decisión que algunas personas toman sin necesidad. Si 
el código existente es muy extenso y está dividido en múltiples archivos, 
hacer este cambio puede tomar mucho tiempo. Además, si otro tipo de dato 
mucho  mejor  aparece  con  otra  interfaz  completamente  diferente,  o 
quisieras darle soporte a todos los tipos de dato que pudieran aparecer, 
esta decisión definitivamente no sería la mejor opción.
<beginner> Pero... ¿qué más podría hacer?
<@guru> Qué tal si creas una nueva clase muy sencilla que tenga todos 
los métodos y significado de los parámetros que espera esa clase que ya 
tenías, que internamente tenga el tipo de dato nuevo, y convierta cada 
llamado que hace la clase existente al llamado específico del nuevo tipo 
de dato. Además, los métodos podrían ser todos inline. Simplemente le 
pasas  este  tipo  de  dato  que  has  creado  al  código  y  todo  debiera 
funcionar... y muy eficientemente.
<beginner> ¿Es entonces esa clase nueva el famoso Adaptador?
<@guru> Correcto.
<beginner> Una  solución  en  verdad  muy  interesante.  ¿Son  todos  los 
patrones de diseño por ése estilo?
<@guru> Sí.  Todos  son  no  más  que  una  solución  a  un  problema  en 
particular. También es importante recordar que en la mayoría de los casos 
un patrón de diseño debe ser 'adaptado' a nuestro caso específico. En 
otros lenguajes de programación la clase Adaptador tendría que haber 
heredado de una clase base, pero en nuestro caso, como estamos haciendo 
uso de templates y tipos de dato estáticos, no es necesario hacerlo.
<beginner> En verdad que debo leer acerca de este tema. Pero falta otra 
pregunta más... la 'L'.
<@guru> En  verdad  es  muy  fácil.  Digamos  que  quieres  que  la  L  se 
anteponga  sólo  cuando  el  programa  se  compile  con  la  macro  UNICODE 
definida, y no se anteponga cuando UNICODE no esté definida.
<beginner> ¿Y cómo la defino?
<@guru> Eso depende del compilador. Por ejemplo en el caso de gcc basta 
con agregar la opción -DUNICODE
<beginner> ¿Y cómo verifico si está definida o no?
<@guru> Haciendo uso de la directiva #ifdef
<beginner> ¿Te importaría darme el ejemplo completo?
<@guru> En lo absoluto. De hecho son muy pocas líneas:
<@guru> #ifdef UNICODE
<@guru> #define STR(x) L ## x
<@guru> #else
<@guru> #define STR(x) x
<@guru> #endif
<beginner> ¿##?
<@guru> Es un operador especial del preprocesador para concatenar. Si en 
el  código  tienes  STR(“hola”)  y  UNICODE  está  definido,  al  momento  de 
compilar, el preprocesador convertirá eso automáticamente a L”hola”. Si 
UNICODE no está definido, el resultado será “hola”.
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<beginner> ¿Así de simple?
<@guru> Así de simple.
<beginner> O sea que x es siempre un tipo de dato cadena.
<@guru> No, para nada. x es cualquier cosa. Si en vez de STR(“hola”) 
escribes STR(IE), el preprocesador generaría LIE con UNICODE definido, y 
quedaría IE cuando UNICODE no esté definido. Igualmente para un número, 
sólo que algo como L123 sería un error.
<beginner> O sea que las macros no hacen chequeo de tipos.
<@guru> Exactamente.
<beginner> Tal parece que tengo más tema para leer. Lo mejor de todo es 
que puedo ir practicando a medida que modifico mi aplicación y la hago 
más flexible con lo que he aprendido hoy. Esto me va a tomar un buen 
tiempo, pero el resultado debiera ser muy satisfactorio.
<@guru> Éxitos...  y  avísame  cuando  hayas  terminado  de  hacerle 




<beginner> Chao, y gracias.
<@guru> De nada. Nos vemos.
*** beginner has quit IRC ***
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1 PROBLEMA DE INVESTIGACIÓN
1.1 TÍTULO DEL PROYECTO
IMPLEMENTACIÓN DE UNA LIBRERÍA QUE PREPROCESE CÓDIGO ESCRITO 
EN  C++  SIGUIENDO  EL  ESTÁNDAR  ISO/IEC  14882  Y  CREAR  UNA 
HERRAMIENTA QUE HAGA USO DE ELLA.
1.2 DEFINICIÓN DEL PROBLEMA
“En  1979,  un  joven  ingeniero  de  Bell  Labs,  Bjarne  Stroustrup,  comenzó  a 
experimentar con extensiones al lenguaje C para hacerlo una mejor herramienta 
para  implementar  proyectos  a  larga  escala.  En  aquellos  días,  un  proyecto 
promedio consistía de decenas de miles de línea de código (LDC).
Cuando los  proyectos  pasaban de las  100.000 LDC,  las  deficiencias  de  C se 
volvieron inaceptables. El trabajo en equipo de forma eficiente está basado, entre 
otras cosas, en la capacidad de desacoplar las fases de desarrollo entre equipos 
individuales – algo que era difícil de lograr en C.
Al agregar clases a C, el lenguaje resultante - “C con clases” - podía ofrecer mejor 
soporte para encapsulamiento y ocultamiento de información. Una clase provee 
una separación notoria  entre  su implementación interna (la  parte  que tiende a 
cambiar) y su interfaz externa. Un objeto-clase tiene un determinado estado desde 
su construcción, y lleva consigo los datos y las operaciones que manipulan dichos 
datos.
En 1983, muchísimas modificaciones y extensiones ya habían sido hechas a C 
con clases. En ése año, el nombre “C++” apareció. Desde entonces, el sufijo ++ se 
ha convertido en un sinónimo de orientación a objetos. Fue también ése el año en 
que  C++ fue  usado  por  primera  vez  fuera  de  AT&T Bell  Labs.  El  número  de 
usuarios  se  fue  duplicando  cada  pocos  meses  –  e  igualmente  el  número  de 
compiladores y extensiones al lenguaje.”1
A partir  de allí  el  lenguaje comenzó a experimentar  muchos cambios,  y varias 
compañías comenzaron a publicar sus propias implementaciones de compiladores 
1 KALEV, pág. 3 (traducción)
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y herramientas para este. Ya que no existía un estándar en el cual basarse, cada 
una  de  estas  compañías  ofrecía  diferentes  versiones  con  más  o  menos 
características que otras, varias de estas siendo incompatibles con las demás. En 
1989, el comité de ANSI se reunió para realizar la labor de estandarización. Luego, 
ISO entró  a  hacer  parte  del  proceso,  y  no fue sino hasta 1998 que el  primer 
estándar internacional de C++ fue aprobado y publicado. Según las reglas de ISO 
el estándar debía entrar a una fase de no-cambios de 5 años. Al cabo de esos 5 
años, en el 2003, una segunda edición del estándar fue publicada, la cual corregía 
algunos errores de la primera publicación, y es esta segunda edición el estándar 
actual que todas las implementaciones de C++ deben cumplir.
Aunque C++ comenzó como una serie de extensiones al lenguaje C, y casi en su 
totalidad  puede  considerarse  C  un  subconjunto  de  C++,  cada  lenguaje  ha 
evolucionado  independientemente.  Aún  en  la  actualidad,  la  mayor  parte  de  C 
continúa siendo un subconjunto de C++, salvo algunas excepciones.
Las primeras implementaciones de C++ fueron realmente traductores. En vez de 
analizar código escrito en C++ y generar a partir de él código en ensamblador, o 
directamente ejecutable, estas generaban primero código en lenguaje C, que era 
posteriormente procesado como tal. Sin embargo, las exigencias del estándar de 
C++ (en especial aquellas relacionadas con el manejo de excepciones) obligaron a 
que  se  implementaran  verdaderos  compiladores  para  este  lenguaje,  que 
lentamente iban implementando más y más características. Aún en la actualidad, 
los desarrolladores de compiladores de C++ siguen esforzándose por cumplir con 
los más pequeños detalles y exigencias impuestas por el estándar en cada nueva 
versión, estando cada vez más cerca de tener una implementación  conforme al  
estándar.
Debido a este lento proceso de cumplir con el estándar, muchas librerías debían 
hacer uso de otras técnicas para implementar diversas partes de ellas al mismo 
tiempo que  hacían  el  código  compilable  bajo  diversos  compiladores.  Un  claro 
ejemplo de ello fue el fuerte uso del preprocesador para implementar algoritmos y 
clases que podrían haberse desarrollado utilizando  templates si  estas hubieran 
estado disponibles desde un comienzo. Este es el caso con la implementación de 
algunos de los contenedores que ofrece la librería wxWidgets. Hoy en día, y con el 
soporte ofrecido por la gran mayoría de compiladores, simplemente se haría uso 
de STL (Standard Template Library).
El preprocesador siempre ha sido una parte primordial del lenguaje C y, como era 
de esperarse, C++ lo heredó. Incluso el programa más simple en C o C++ hace 
por  lo  menos  uso  de  la  directiva  #include,  que  realmente  pertenece  al 
preprocesador. Sin embargo, #include es tan sólo una de tantas directivas que 
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existen.  Otra  serie  de  directivas  muy  comunes  es  el  grupo 
#ifndef/#define/#endif que se utiliza para generar los  guards en archivos 
de cabecera para impedir la doble inclusión del archivo (son realmente muy pocos 
los casos en los que una doble inclusión NO genera errores de compilación). Otros 
usos del preprocesador son la selección de bloques de código dependiendo de la 
plataforma  en  que  se  compile  (indispensable  para  la  programación  multi-
plataforma),  simplificación/generación  de  código,  comprobaciones  (compilador, 
plataforma, C o C++, ...),  reporte de errores (a través de la directiva  #error), 
definición  de  inicializadores  (se  utiliza  mucho  en  POSIX  Threads), 
activación/desactivación de chequeo de errores con la directiva assert, y muchos 
más.
En  la  actualidad  existen  varios  compiladores  y  entornos  de  desarrollo  para 
programar  en  diversos  lenguajes,  incluyendo  C++.  Los  hay  gratuitos  y 
comerciales.  Algunas  otras  compañías  o  grupos  de  desarrolladores  han 
implementado  herramientas  independientes  y  también  integradas  en  IDEs  que 
ayudan  al  desarrollador  a  ser  mucho  más  productivo.  Algunas  de  estas 
herramientas  permiten  detectar  errores  mientras  se  escribe  el  código  del 
programa, completar código y hacer refactoring, entre otras.
Para que tales herramientas puedan funcionar, es necesario examinar el código ya 
escrito y crear una estructura que otros algoritmos puedan utilizar. Esta estructura 
debe ser equivalente al código a partir de la cual se crea, pero debe ser mucho 
más informativa y fácil de analizar. El proceso utilizado para hacer esto consiste en 
separar el código en tokens, luego en producciones y finalmente verificar que todo 
tenga  sentido.  Cada  uno  de  esos  pasos  implican  un  análisis  léxico,  análisis 
sintáctico y  análisis  semántico,  respectivamente;  no  obstante,  el  análisis 
semántico no es más que un algoritmo que recorre la estructura creada después 
de  haber  hecho  los  dos  primeros  análisis  verificando  su  coherencia.  Cuando 
utilizamos lenguajes  como C o  C++,  es  necesario  preprocesar  el  código  para 
poder obtener la secuencia definitiva de tokens. Este es el punto en el que varias 
herramientas  han  fallado,  ya  que  intentan  hacer  el  análisis  de  código  sin 
preprocesarlo de forma correcta antes de comenzar el análisis sintáctico. Además, 
el estándar impone una serie de requerimientos que convierten al preprocesador 
en una herramienta muy potente, pero difícil de implementar.
Durante  la  fase  de  preprocesamiento  se  pueden  detectar  algunos  errores 
comunes, como la redefinición de macros, directivas inexistentes (típicamente mal 
escritas), llamados a macros con el número incorrecto de parámetros, archivos de 
cabecera no encontrados,  errores reportados a través de la  directiva  #error,  
identificadores/números  mal  escritos  y  cadenas  de  caracteres  no  terminadas, 
entre  otros.  Una  correcta  implementación  del  preprocesador  podría  detectar  y 
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reportar todos estos errores indicando nombre de archivo y número de línea donde 
ocurren. Igualmente, la salida del preprocesador, más una etapa final de análisis 
léxico, dejarían el camino abierto para implementar el análisis sintáctico tan sólo 
preocupándose por las producciones gramaticales de este.
Es por ello que pensar en la realización de una librería capaz de analizar código 
escrito en C++ es imposible si no se tiene en cuenta la etapa de preprocesamiento 
y análisis léxico, tal y como lo dicta el estándar actual.
1.3 JUSTIFICACIÓN
Se pretende realizar  una librería capaz de preprocesar  código escrito  en C++, 
almacenando  y  expandiendo  macros,  que  sirva  como  base  para  implementar 
herramientas  que  ayuden  a  los  desarrolladores  en  su  labor,  haciéndolos  más 
eficientes y productivos.
Dicha librería será creada bajo principios de software libre, lo que permitirá que 
otros  desarrolladores  puedan  utilizarla  y  extenderla  para  implementar  nuevas 
herramientas sin ningún tipo de restricciones, excepto aquellas que protegen la 
propiedad  intelectual.  Igualmente,  la  librería  será  desarrollada  en  C++,  lo  que 
ayudará  posteriormente  en  el  mantenimiento  de  ella  misma.  Esto  también 
permitirá que la librería cuente con el apoyo de una comunidad que la ayude a 
crecer y haga uso de ella.
Otra motivación para la realización de este proyecto es poder aportar algo útil a la 
comunidad de software libre, la cual depende de las contribuciones voluntarias 
que desarrolladores a lo largo del mundo puedan brindar. Además, al ser éste un 
proyecto  orientado a  desarrolladores,  ayudará  a  los  mismos en el  proceso de 
creación de software, tanto comercial como libre.
1.4 OBJETIVOS
1.4.1 OBJETIVO GENERAL
Implementar una librería en C++ que preprocese y realice el  análisis léxico de 
código  escrito  en  C++  siguiendo  las  indicaciones  especificadas  por  el  actual 
estándar de dicho lenguaje.
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1.4.2 OBJETIVOS ESPECÍFICOS
● Encontrar  y  separar  todos  los  símbolos  léxicos,  incluyendo  palabras 
reservadas, que hacen parte del lenguaje.
● Extraer  todas  las  producciones  gramaticales  que  hacen  parte  del 
preprocesador.
● Seleccionar una estrategia para diseñar e implementar el análisis léxico y la 
etapa de preprocesamiento.
● Generar una tabla de símbolos que almacene todas las macros.
● Expandir macros siguiendo las reglas definidas por el estándar.
● Crear una herramienta que permita poner a prueba la librería.
● Elaborar la documentación de la librería.
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2 MARCO CONCEPTUAL
2.1 TABLA DE SÍMBOLOS (SYMTAB)
Es  una  estructura  de  datos  utilizada  por  un  traductor  de  lenguaje,  como  un 
compilador o un intérprete, donde cada identificador en el  código fuente de un 
programa es asociado con información que relaciona su declaración o “aparición” 
en el código fuente, como su tipo, ámbito (scope) y, algunas veces, su ubicación.
El  contenido de una tabla de símbolos es una forma de navegar  a  través del 
código de un programa, mostrando todas las definiciones de variables,  clases, 
métodos y funciones allí definidos, así como sus atributos.
En el  caso de un  preprocesador,  la  tabla  de símbolos  está  compuesta de las 
diferentes macros (tipo objeto y tipo función) y su correspondiente definición.
2.2 COMPLETADO DE CÓDIGO (CODE-COMPLETION)
También conocido como autocompletado, es una característica que proveen varios 
editores  de  código  fuente,  procesadores  de  texto  y  navegadores  web.  El 
autocompletado  busca  que  el  programa  realice  predicciones  de  las  posibles 
palabras o frases que el usuario desea escribir sin que el usuario realmente lo 
haga.  La estrategia que normalmente se utiliza es, basado en las palabras ya 
escritas o el contexto en que se encuentra, que al usuario digitar sólo la primera 
parte de la palabra o frase, el programa realice una búsqueda que concuerde con 
lo que el usuario ha digitado hasta el momento y muestre los resultados como 
sugerencias. Cuando esta característica se utiliza con editores de código fuente, 
esto le permite al desarrollador conocer los miembros de un objeto o clase, así 
como la  definición de los métodos – parámetros que recibe,  tipo de dato que 




Es cualquier modificación que se realiza al código de un programa de computador 
que  mejore su legibilidad o simplifique su estructura sin cambiar los resultados.
Refactoring no ayuda a corregir  bugs ni  agregar funcionalidad, pero sí  permite 
mejorar la claridad del código fuente o cambiar su estructura interna y diseño, y 
eliminar  código  muerto,  para  hacer  más  fácil  su  mantenimiento  por  los 
desarrolladores.
Algunos ejemplos de  refactoring incluyen cambiar el  nombre de una variable a 
algo con más sentido, convertir un fragmento de código en una sub-rutina, incluso 
poder  reemplazar  una sentencia  if por  polimorfismo.  Obviamente  algunos  de 
estos cambios son demasiado complejos y requieren que la herramienta que los 
realiza tenga un claro entendimiento del programa al cual se le hacen.
2.4 ENTORNO DE DESARROLLO INTEGRADO (IDE)
Es una aplicación de  software que provee a  un programador características  y 
funcionalidad que lo ayudan a desarrollar software. Un IDE consta típicamente de 
un editor de texto, un compilador y/o intérprete, herramientas de auto-compilado, y 
un depurador. En algunas ocasiones también se ofrece un sistema de control de 
versiones y herramientas para simplificar la elaboración de interfaces gráficas de 
usuario. Los IDE actuales también tienden a integrar un explorador de clases, un 
inspector de objetos y un diagrama de jerarquía, para ser utilizados en desarrollo 
de software orientado a objetos.
Lo  que  un  IDE busca  es  maximizar  la  productividad  de  un  programador  al 
suministrar componentes fuertemente integrados y relacionados con interfaces de 
usuario similares.
Los  IDE son  casi  siempre  creados  para  soportar  un  único  lenguaje  de 
programación.  Algunos  ejemplos  de  IDEs  para  programar  en  C++  incluyen 




“Una plantilla es un molde a partir del cual el compilador genera una familia de 
clases  o  funciones.  Los  estilos  y  conceptos  de  la  programación  en  C++  han 
cambiado considerablemente  desde la  primera implementación  de  plantillas en 
1991 (en cfront 2.0). Inicialmente, las plantillas eran vistas como un soporte para 
clases  contenedoras  genéricas  tales  como  un  Arreglo o  una  Lista.  En  años 
recientes, la experiencia de utilizar plantillas ha mostrado que esta característica 
es más útil  en el diseño e implementación de librerías de propósito general tal 
como la Librería Estándar de Plantillas. Las librerías con plantillas y  frameworks 
son  tanto  eficientes  como  portables.  Con  el  amplio  uso  de  plantillas,  C++  ha 
agregado  mecanismos  más  sofisticados  para  controlar  su  comportamiento  y 
rendimiento, incluyendo especializaciones parciales, especializaciones explícitas, 
plantillas miembro, plantillas exportadas, argumentos de tipo por defecto, y más.”2
2.6 LIBRERÍA ESTÁNDAR DE PLANTILLAS (STL)
“El diseño orientado a objetos ofrece una forma limitada de reutilización de código 
– herencia y polimorfismo. El paradigma de programación genérica está diseñado 
para crear un nivel mayor de reutilización. En vez de utilizar ocultamiento de datos, 
este  se  apoya  en  la  independencia  de  los  datos.  C++  tiene  dos  nuevas 
características que soporta la independencia de datos: plantillas y sobrecarga de 
operadores. Una combinación de estas características le permiten a un algoritmo 
genérico asumir muy poco acerca del objeto actual al cual está siendo aplicado, ya 
sea un tipo de dato fundamental o uno definido por el usuario. Consecuentemente, 
tal  algoritmo no está confinado a un tipo de dato específico,  y tiene un mayor 
potencial de reutilización que aquel de un algoritmo dependiente de tipos.
La  Librería  Estándar  de  Plantillas  (STL)  es  un  framework ejemplar  que  está 
construído en las bases de la programación genérica.  STL es una colección de 
algoritmos genéricos y contenedores que se comunican a través de iteradores.”3
2.7 PROGRAMACIÓN GENÉRICA
“Software  genérico  es  principalmente  software  reutilizable.  La  reutilización  se 
caracteriza  por  dos  aspectos  claves:  adaptabilidad  y  eficiencia.  No  es  difícil 
2 KALEV, pág. 163 (traducción)
3 KALEV, pág. 187 (traducción)
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imaginar componentes de software altamente adaptables que son muy ineficientes 
para ser usados ampliamente (estos son típicamente implementados a través de 
jerarquías  complejas  de  herencia,  funciones  virtuales,  y  un  fuerte  uso  de 
información de tipos en tiempo de ejecución (RTTI)). Por otro lado, componentes 
eficientes son normalmente escritos en código a bajo-nivel y dependientes de la 
plataforma lo cual es tanto no-portable y difícil de mantener. Las plantillas superan 
estas dificultades ya que ellas son chequeadas en tiempo de compilación en vez 
de  tiempo de  ejecución  porque  ellas  no  requieren  ningún  tipo  de  relación  de 
herencia entre los objetos, y porque ellas son aplicables a tipos fundamentales. 
Los componentes genéricos más útiles son los contenedores y los algoritmos. Por 
años, los programadores implementaban sus propios tipos lista, cola, conjuntos y 
otros contenedores para cubrir la carencia de soporte por parte del lenguaje; sin 
embargo,  los  contenedores  “caseros”  sufren  de  serias  desventajas.  No  son 
portables,  en  algunas  ocasiones  son  menos  de  100%  libres  de  errores,  sus 
interfaces varían de una implementación a otra, y ellos pueden ser menos que 
óptimos en términos de rendimiento en tiempo de ejecución y uso de memoria.”4
2.8 LIBRERÍAS Y FRAMEWORKS
“Las librerías son un concepto antiguo. Estas no son más que una colección de 
métodos y clases de utilería  que el  código escrito  por  un desarrollador  puede 
llamar para obtener determinada funcionalidad. Los frameworks, por otra parte, 
contienen algo de funcionalidad o flujo de trabajo y hacen llamados al código del 
desarrollador para extender o hacer el flujo de trabajo uno específico. El principio 
de  los  frameworks  llamando  código  externo  es  conocido  como  “Inversión  de 
Control”.”5
2.9 PATRÓN DE DISEÑO
“Un patrón es una solución a un problema dentro de un contexto. El contexto es la 
situación en la cual el patrón se aplica. Esta debiera ser una situación que ocurre a 
menudo. El  problema se refiere a la meta que se está intentando alcanzar bajo 
dicho contexto, pero también se refiere a cualquier restricción que ocurra en el 
contexto. La solución es lo que se busca: un diseño general que cualquier persona 
pueda aplicar y el cual resuelve la meta y conjunto de restricciones.”6
4 KALEV, pág. 188 (traducción)
5 http://www.ddj.com/blog/architectblog/archives/2006/07/frameworks_vs_l.html   (traducción)
6 FREEMAN & FREEMAN, pág. 579 (traducción)
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La  idea  básica  de  los  patrones  de  diseño  es  proporcionar  una  estructura  e 
interrelación entre los objetos que dan solución a un problema específico. Algunos 
ejemplos son:
● “Singleton: se asegura de que una clase sólo tenga una única instancia, y 
provee un punto de acceso global a esta.”7
● “Adaptador: convierte  una interfaz de una clase en otra  interfaz que el 
cliente espera. El adaptador permite que las clases trabajen entre sí cuando 
no sería posible de otra manera ya que sus interfaces son incompatibles.”8
● “Proxy: provee  un  suplente  para  otro  objeto  con  el  fin  de  controlar  el 
acceso a él.”9
2.10 INTERFAZ DE PROGRAMACIÓN DE APLICACIONES (API)
“Es  el  conjunto  de  funciones  y  procedimientos  (o  métodos  si  se  refiere  a 
programación orientada a objetos) que ofrece cierta biblioteca para ser utilizado 
por otro software como una capa de abstracción.”10
Un  ejemplo  de  ello  es  la  API de  Windows  (WinAPI).  Para  poder  crear  una 
aplicación para Windows es necesario hacer uso de las funciones, estructuras y 
tipos de datos contenidos allí. Con ello se pueden crear ventanas, ejecutar código 
en threads y comunicarse con el hardware, entre otros. De la misma manera cada 
sistema operativo, librería y servicio tiene su propia  API para escribir programas 
que hagan uso de las características que ellos ofrecen.
2.11 PREPROCESADOR
“Es un programa que procesa datos de entrada para producir una salida que es la 
entrada a otro programa. La salida se dice que es una forma preprocesada de los 
datos de entrada, la cual es comúnmente usada por otro programa como lo es un 
compilador. La cantidad y tipo de procesamiento hecho depende de la naturaleza 
del  preprocesador;  algunos  preprocesadores  son  sólo  capaces  de  realizar 
sustituciones textuales  relativamente  simples  y  expansión  de  macros,  mientras 
7 FREEMAN & FREEMAN, pág. 177 (traducción)
8 FREEMAN & FREEMAN, pág. 243 (traducción)
9 FREEMAN & FREEMAN, pág. 460 (traducción)
10 http://es.wikipedia.org/wiki/Application_Programming_Interface  
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que otros tienen el poder de un lenguaje de programación completo.”11
2.12 wxWidgets
“wxWidgets comenzó su desarrollo en 1991 por Julian Smart en la Universidad de 
Edinburgh.  Inicialmente  comenzó  como  un  proyecto  para  crear  aplicaciones 
portables para Unix y Windows, y ha crecido para soportar Mac, WinCE y muchos 
otros  toolkits y  plataformas.  El  número  de  desarrolladores  que  contribuyen  al 
proyecto se cuenta en las docenas y el toolkit tiene una gran cantidad de usuarios 
que  incluye  desde  desarrolladores  de  programas  de  código  abierto  hasta 
corporaciones  tales  como  AOL.  Así  que,  ¿qué  es  tan  especial  acerca  de 
wxWidgets comparado con otros GUI toolkits multi-plataforma?
wxWidgets ofrece una única API fácil de usar para escribir aplicaciones  GUI en 
múltiples plataformas que todavía utilizan los componentes gráficos y utilidades 
nativos  de  la  plataforma.  Tan  sólo  es  enlazar  la  librería  apropiada  para  la 
plataforma  (Windows/Unix/Mac,  otras  apareciendo  prontamente)  y  compilador 
(casi  cualquier  compilador  de  C++),  y  la  aplicación  adoptará  el  look  &  feel 
apropiado para esa plataforma. Además de la gran funcionalidad GUI, wxWidgets 
ofrece: ayuda en línea, programación para redes, flujos (streams), portapapeles y 
drag & drop, multi-hilos, cargar y guardar imágenes en una variedad de formatos 
populares, soporte para bases de datos, visualización e impresión de HTML, y 
muchísimas cosas más.”12
2.13 UNIDAD DE TRADUCCIÓN
“Una unidad de traducción contiene una secuencia de una o más declaraciones. El 
estándar utiliza el término unidad de traducción en vez de archivo fuente porque 
una  única  unidad  de  traducción puede  estar  compuesta  de  más  de  un  único 
archivo fuente: un archivo fuente y los archivos de cabecera que son incluidos a 
través de #include forman una única unidad de traducción.”13
2.14 PROGRAMA BIEN- Y MAL-FORMADO
“Un programa bien-formado es aquel que se realiza de acuerdo a la sintaxis del 
11 http://en.wikipedia.org/wiki/Preprocessor   (traducción)
12 http://www.wxwidgets.org/about/   (traducción)
13 KALEV, pág. 13 (traducción)
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estándar  y  reglas  semánticas  y  obedece  la  regla  de  One  Definition  Rule.  Un 
programa mal-formado es aquel que no cumple estos requerimientos.”14
2.15 COMPORTAMIENTO DEFINIDO POR LA IMPLEMENTACIÓN
“Es  aquel  que  depende  de  la  implementación en  particular;  este  es  un 
comportamiento que cada  implementación debe documentar.  Por  ejemplo,  una 
implementación que documenta el tamaño de los tipos fundamentales, debe decir 
si  el  tipo  de  dato  char puede  tener  valores  negativos,  y  si  se  realiza  stack 
unwinding cuando ocurre una excepción que no es manejada. El comportamiento 
definido por la implementación es también llamado comportamiento  dependiente 
de la implementación.”15
2.16 COMPORTAMIENTO SIN-ESPECIFICAR
“Es aquel que depende de la implementación en particular. La implementación no 
necesita documentar qué ocurre (pero se le permite hacerlo). Por ejemplo, el caso 
que el operador new llame a la función malloc está sin-especificar. Otro ejemplo: 
el tipo de almacenamiento para la copia temporal de un objeto que represente una 
excepción es asignado de una forma sin-especificar (sin embargo, éste no puede 
ser asignado en el free store).
El  comportamiento  definido  por  la  implementación y  el  comportamiento  sin-
especificar son similares. Ambos se refieren a un comportamiento consistente que 
es  específico  de  la  implementación.  Sin  embargo,  el  comportamiento  sin-
especificar normalmente se refiere al mecanismo interno de la implementación, al 
cual los usuarios difícilmente tienen acceso directo. El  comportamiento definido 
por  la  implementación se  refiere  a  mecanismos  del  lenguaje  que  pueden  ser 
usados directamente por los usuarios.”16
2.17 COMPORTAMIENTO INDEFINIDO
“Es aquel para el cual el estándar no impone ningún requerimiento. Esta definición 
puede sonar como un eufemismo ya que el  comportamiento indefinido indica un 
estado que normalmente aparece como resultado de un programa o dato erróneo. 
14 KALEV, pág. 14 (traducción)
15 KALEV, pág. 15 (traducción)
16 Ídem
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El  comportamiento indefinido puede manifestarse como un  crash en tiempo de 
ejecución o como un estado de inestabilidad y no-confiabilidad del programa – o 
puede  incluso  pasar  desapercibido.  Escribir  a  un  buffer más  allá  de  su  límite 
establecido, acceder un array con un índice que se pasa de su tamaño, acceder 
un puntero no asignado, y otras operaciones similares producen comportamiento 
indefinido.”17
2.18 METAPROGRAMACIÓN
“Metaprogramación es la escritura de programas de computador que escriben o 
manipulan otros programas (o a ellos mismos) como sus datos de entrada, o que 
hacen parte del trabajo en tiempo de compilación que de otra manera tendría que 
hacerse  en  tiempo  de  ejecución.  En  muchos  casos,  esto  le  permite  a  los 
programadores hacer más en la misma cantidad de tiempo que les tomaría escribir 
el programa manualmente.
El lenguaje en el cual el metaprograma es escrito es llamado  metalenguaje.  El 
lenguaje de los programas que son manipulados es llamado el lenguaje objeto. La 
habilidad de que un lenguaje de programación sea su propio metalenguaje es 
llamada reflexión.
La  reflexión  es  una  característica  del  lenguaje  muy  valiosa  que  facilita  la 
programación. Tener al lenguaje de programación mismo como el tipo de dato de 
primera  clase (como  en  Lisp y  Rebol)  es  también  muy  útil.  La  programación 
genérica hace uso de alguna característica de metaprogramación dentro de un 
lenguaje, en aquellos lenguajes que lo soportan.
La metaprogramación normalmente funciona en una de dos maneras. La primera 
es dar acceso a la parte interna del motor de tiempo-de-ejecución al código del 
programa a través de APIs. La segunda es la ejecución dinámica de expresiones 
tipo  cadena  que  contienen  comandos  de  programación.  Así,  “los  programas 
pueden escribir  programas”.  Aunque ambas maneras  pueden ser  utilizadas,  la 
mayoría de los lenguajes deciden inclinarse más hacia uno o hacia la otra.”18
17 Ídem
18 http://en.wikipedia.org/wiki/Metaprogramming   (traducción)
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2.19 DISEÑO DE CLASES BASADO EN POLÍTICAS
“En resumen, el  diseño de clases basado en políticas propone ensamblar una 
clase  con  un  comportamiento  complejo  a  partir  de  muchas  clases  pequeñas 
(llamadas políticas), cada una de las cuales se encarga de un único aspecto del 
comportamiento o la estructura. Como el nombre lo sugiere, una política establece 
una interfaz que corresponde a un aspecto específico. Las políticas se pueden 
implementar  de varias maneras siempre y cuando se respete la  interfaz de la 
política.
Ya que es posible mezclar y hacer trabajar juntas diferentes políticas, se puede 
lograr  un  conjunto  combinatorio19 de  comportamientos  haciendo  uso  de  un 
pequeño número de componentes elementales.”20
19 NdT: por 'conjunto combinatorio' el autor se refiere a la gran cantidad de clases específicas que 
se  pueden  generar  a  partir  de  unas  cuantas  políticas,  haciendo  uso  del  término  matemático 
'combinatoria'
20 ALEXANDRESCU, pág. 3 (traducción)
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3 MODELAMIENTO DEL SOFTWARE
Para la realización de este trabajo se decidió utilizar un conjunto de técnicas e 
ideas tales como la metaprogramación, el diseño de clases basado en políticas, 
los patrones de diseño, el desarrollo multi-plataforma y el uso de software libre. La 
principal característica que guió todo el diseño fue el favorecer los tipos de dato 
estáticos  sobre  los  dinámicos  y  la  utilización  de  tipos  de  dato  creados  por  el 
usuario  en  vez  de  tipos  ya  preestablecidos  por  la  librería.  Sin  embargo,  para 
facilitar su uso, la librería ya cuenta con una implementación de los tipos de dato 
básicos.  Así  pues,  el  desarrollador  puede  utilizarlos  directamente,  e  incluso 
mezclarlos con tipos de dato creados por él.
La implementación de la librería requirió un estudio del estándar actual de C++ en 
lo que compete al análisis léxico para el preprocesador, el preprocesamiento como 
tal y el análisis léxico final. De este estudio se extrajo la información relevante, tal 
como  palabras  reservadas,  producciones  gramaticales  del  preprocesador  y  el 
conjunto  de  reglas  que  lo  rigen.  Adicionalmente,  se  agregó  soporte  para  tres 
extensiones al lenguaje: literales de tipo long long con y sin signo, la directiva 
#include_next y  Variadic  Macros  (definidas  en  el  estándar  del  lenguaje  C, 
versión 1999).
3.1 PALABRAS RESERVADAS
El  conjunto  completo  de  palabras  reservadas  para  el  lenguaje  C++  está 
compuesto por dos grupos: keywords y tokens alternativos.
Tabla 1 – Lista de keywords para el lenguaje C++
asm do if return typedef
auto double inline short typeid
bool dynamic_cast int signed typename
break else long sizeof union
case enum mutable static unsigned
catch explicit namespace static_cast using
char export new struct virtual
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class extern operator switch void
const false private template volatile
const_cast float protected this wchar_t
continue for public throw while
default friend register true
delete goto reinterpret_cast try
Fuente: Estándar de C++ - Tabla 3
Tabla 2 – Lista de tokens alternativos para el lenguaje C++
and and_eq bitand bitor compl not
not_eq or or_eq xor xor_eq
Fuente: Estándar de C++ - Tabla 4
3.2 PRODUCCIONES GRAMATICALES DEL PREPROCESADOR
Las reglas gramaticales que rigen la etapa de preprocesamiento se definen de la 
siguiente manera:
Tabla 3 – Directivas de preprocesamiento
preprocessing-file:
           groupopt
group:
       group-part
       group group-part
group-part:
            pp-tokensopt new-line
            if-section
            control-line
if-section:
            if-group elif-groupsopt else-groupopt endif-line
if-group:
          # if     constant-expression new-line groupopt
          # ifdef  identifier new-line groupopt
          # ifndef identifier new-line groupopt
elif-groups:
             elif-group
             elif-groups elif-group
elif-group:
            # elif constant-expression new-line groupopt
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else-group:
            # else new-line groupopt
endif-line:
            # endif new-line
control-line:
            # include pp-tokens new-line
            # define  identifier replacement-list new-line
            # define  identifier lparen identifier-listopt ) replacement-list new-line
            # undef   identifier new-line
            # line    pp-tokens new-line
            # error   pp-tokensopt new-line
            # pragma  pp-tokensopt new-line
            #         new-line
lparen:
        the left-parenthesis character without preceding white-space
replacement-list:
          pp-tokensopt
pp-tokens:
           preprocessing-token
           pp-tokens preprocessing-token
new-line:
          the new-line character
Fuente: Estándar de C++ - Apéndice A, sección A.14
Adicionalmente, es necesario conocer las definiciones de  preprocessing-token y 
pp-tokens, y todas las producciones derivadas.
Tabla 4 – Lista de tokens de preprocesamiento
preprocessing-token:
           header-name
           identifier
           pp-number
           character-literal
           string-literal
           preprocessing-op-or-punc
           each non-white-space character that cannot be one of the above
Fuente: Estándar de C++ - Sección 2.4
Tabla 5 – Nombres de archivo de cabecera
header-name:
          <h-char-sequence>
          "q-char-sequence"
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h-char-sequence:
           h-char
           h-char-sequence h-char
h-char:
        any member of the source character set except
                 new-line and >
q-char-sequence:
           q-char
           q-char-sequence q-char
q-char:
        any member of the source character set except
                 new-line and "
Fuente: Estándar de C++ - Sección 2.8
Tabla 6 – Identificadores
identifier:
            nondigit
            identifier nondigit
            identifier digit
nondigit: one of
               universal-character-name
       _ a b c d e f g h       i j k l m
         n o p q r s t u       v w x y z
         A B C D E F G H       I J K L M
         N O P Q R S T U       V W X Y Z
digit: one of
       0 1 2 3 4 5 6 7 8 9
Fuente: Estándar de C++ - Sección 2.10
Tabla 7 – Definición de pp-number
pp-number:
           digit
           . digit
           pp-number digit
           pp-number nondigit
           pp-number e sign
           pp-number E sign
           pp-number .
Fuente: Estándar de C++ - Sección 2.9
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Tabla 8 – Literal de caracteres
character-literal:
            ’c-char-sequence’
            L’c-char-sequence’
c-char-sequence:
           c-char
           c-char-sequence c-char
c-char:
        any member of the source character set except
                    the single-quote ’, backslash \, or new-line character
        escape-sequence
        universal-character-name
escape-sequence:
           simple-escape-sequence
           octal-escape-sequence
           hexadecimal-escape-sequence
simple-escape-sequence: one of
           \’ \" \? \\
           \a \b \f \n \r \t \v
octal-escape-sequence:
           \ octal-digit
           \ octal-digit octal-digit
           \ octal-digit octal-digit octal-digit
hexadecimal-escape-sequence:
          \x hexadecimal-digit
          hexadecimal-escape-sequence hexadecimal-digit
Fuente: Estándar de C++ - Sección 2.13.2
Tabla 9 – Literal de cadena
string-literal:
             "s-char-sequenceopt"
             L"s-char-sequenceopt"
s-char-sequence:
           s-char
           s-char-sequence s-char
s-char:
        any member of the source character set except
                    the double-quote ", backslash \, or new-line character
        escape-sequence
        universal-character-name
Fuente: Estándar de C++ - Sección 2.13.4
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Tabla 10 – Operadores y punctuators
preprocessing-op-or-punc: one of
         {       }          [       ]      #     ##   (      )
         <:      :>         <%      %>     %:    %:%: ;      :    ...
         new     delete     ?       ::     .     .*
         +       -          *       /      %     ˆ    &      |    ˜
         !       =          <       >      +=    -=   *=     /=   %=
         ˆ=      &=         |=      <<     >>    >>=  <<=    ==   !=
         <=      >=         &&      ||     ++    --   ,      ->*  ->
         and     and_eq     bitand  bitor  compl not  not_eq
         or      or_eq      xor     xor_eq
Fuente: Estándar de C++ - Sección 2.12
3.3 REGLAS PARA LA ETAPA DE PREPROCESAMIENTO
La etapa de preprocesamiento para el lenguaje C++ impone una serie de reglas 
que es necesario seguir al pie de la letra. Algunas de estas reglas, aunque suenan 
simples y coherentes, dificultan la implementación.
Ya  que  los  estándar  se  escriben  en  un  lenguaje  muy  formal,  las  reglas  a 
continuación se explican de forma simplificada.
3.3.1 FASES DE TRADUCCIÓN21
El análisis completo de código escrito en C++, comenzando desde su análisis a 
nivel  de codificación de caracteres hasta generación de código ejecutable está 
dado por las siguientes fases de traducción:
1. Los caracteres del archivo que contiene el código fuente se deben convertir 
a  un  tipo  de  codificación  base.  Cada  indicador  de  fin-de-línea  debe 
reemplazarse  por  un  caracter  de  nueva-línea.  En  general,  estas  dos 
condiciones ya están satisfechas desde un comienzo. Las secuencias de 
trigraphs se deben reemplazar por su código respectivo. Cualquier caracter 
que no haga parte del tipo de codificación base debe ser convertido a un 
código universal que lo represente.
2. Si se encuentra la secuencia de caracteres backslash new-line, ésta debe 
ser eliminada y la siguiente línea de código concatenada a la anterior. Esto 
convierte las líneas físicas (las del archivo) en líneas lógicas. Si un archivo 
no termina en new-line o el caracter justo antes del último new-line es un 
21 ISO/IEC 14882, sección 2.1, pág. 9
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backslash, el comportamiento es indefinido.
3. El archivo se descompone en  tokens de preprocesamiento (pp-tokens)  y 
secuencias de espacios en blanco (los comentarios se consideran espacio 
en blanco). Un archivo no puede terminar en un token incompleto ni en un 
comentario sin finalizar. Cada comentario se reemplaza por un caracter de 
espacio en blanco. Los new-line se deben mantener. Se debe tener cuidado 
al reemplazar secuencias de espacios en blanco por un único espacio en 
blanco, como en el caso de una directiva del tipo #include <>.
4. Las directivas de preprocesamiento son ejecutadas y las invocaciones de 
macros expandidas.  Una directiva de preprocesamiento  #include hace 
que el archivo allí indicado deba ser procesado siguiendo los pasos 1 a 4 
de manera recursiva hasta agotar el archivo.
5. Las secuencias de escape en literales de caracteres y cadenas deben ser 
reemplazados  por  un  miembro  del  tipo  de  codificación  del  entorno  de 
ejecución.
6. Los literales tipo cadena normal adyacentes deben ser concatenados en 
una única cadena. Los literales tipo cadena amplios (aquellos de la forma 
L”...”) adyacentes deben ser concatenados en una única cadena amplia.
7. Los espacios en blanco separando los tokens deben ser descartados. Cada 
token de preprocesamiento debe convertirse en un token final.
8. Las  unidades de  traducción ya  procesadas y  otras  unidades  deben ser 
combinadas  así:  cada  unidad  de  traducción debe  ser  analizada  para 
obtener  la  lista  de  todas  las  instancias  requeridas.  Las  definiciones 
necesarias  de  templates  deben  ser  ubicadas.  Todas  las  instancias  son 
resueltas  y se crea una unidad de  instanciación que ya no depende de 
ninguna otra instancia.
9. Se resuelven todas las referencias a objetos y funciones externos. Para ello 
se enlazan las librerías que satisfacen tales referencias. La salida de esta 
última etapa es agrupada dentro de un único componente que contiene 
toda la información necesaria para ser ejecutado en su entorno.
La librería  implementa las fases 1 a 7.  Las  fases 8 y  9  requieren un  análisis 
sintáctico, semántico, generación de código y enlazado, los cuales están fuera del 
alcance de este proyecto.
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3.3.2 INCLUSIÓN CONDICIONAL22
La expresión que controla la inclusión condicional  tiene que ser una expresión 
constante de tipo entero, excepto: no puede contener una conversión de tipos, los 
identificadores se interpretan como se describe posteriormente, y puede contener 
expresiones de operador unarias de la forma:
defined identificador
o
defined ( identificador )
las cuales se convierten en  1 si el identificador está definido en el momento del 
análisis como el nombre de una macro, cero si no lo está.
Todos los tokens de preprocesamiento que queden deben ser expandidos a través 
de macros y el resultado debe ser una secuencia de tokens.
Las directivas de la forma
# if constant-expression new-line groupopt
# elif constant-expression new-line groupopt
chequean si el valor de constant-expression es diferente de cero.
Antes  de  la  evaluación,  los  llamados  a  macros  en  la  lista  de  tokens  de 
preprocesamiento que se convertirán en  constant-expression son reemplazadas 
(excepto por aquellas modificadas por el operador defined). Si defined resulta 
de el reemplazo de macros, o si se utiliza de una forma distinta a la especificada 
anteriormente,  el  comportamiento  es  indefinido.  Después  de  hacer  todos  los 
reemplazos de macros y la evaluación de cada ocurrencia de defined, todos los 
identificadores  que  quedan  y  keywords,  a  excepción  de  true y false,  son 
reemplazados  por  el  pp-number 0,  y  cada  token de  preprocesamiento  es 
convertido en un  token.  Los  tokens que quedan se convierten en el  constant-
expression el cual debe ser evaluado según las reglas de expresiones-constantes 
aplicables  a  la  etapa  de  preprocesamiento.  Esto  implica  la  conversión  de 
caracteres y valores tipo bool a su representación entera.
22 ISO/IEC 14882, sección 16.1, pág. 308
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Las directivas de preprocesamiento de la forma
# ifdef identifier new-line groupopt
# ifndef identifier new-line groupopt
chequean si  identifier  está definido o no como un nombre de una macro en el 
momento del análisis. Su definición es equivalente a # if defined identifier y 
# if ! defined identifier, respectivamente.
Cada condición de cada directiva es evaluada en orden. Si la condición evalúa a 
falso (cero), el grupo que controla es descartado: las directivas son procesadas 
sólo a través del nombre que determina la directiva para hacer seguimiento del 
nivel de anidamiento de condicionales, el resto de los tokens que correspondan a 
directivas de preprocesamiento son ignorados, igual que el resto de tokens. Sólo 
el  primer  bloque  cuya  condición  evalúe  a  verdadero (diferente  de  cero)  es 
procesado. Si ningún bloque evalúa a verdadero, pero hay un bloque # else, el 
bloque controlado por el # else es procesado. En caso que el bloque # else no 
exista y todas las demás condiciones hayan sido falsas, todo el bloque desde el # 
if hasta el # endif es descartado.
La definición de constant-expression se muestra en la siguiente tabla.
Tabla 11 – Definición de constant-expression
constant-expression:
                 conditional-expression
conditional-expression:
                 logical-or-expression
                 logical-or-expression ? expression : assignment-expression
logical-or-expression:
                 logical-and-expression
                 logical-or-expression || logical-and-expression
logical-and-expression:
                 inclusive-or-expression
                 logical-and-expression && inclusive-or-expression
inclusive-or-expression:
                 exclusive-or-expression
                 inclusive-or-expression | exclusive-or-expression
exclusive-or-expression:
                 and-expression
                 exclusive-or-expression ^ and-expression
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and-expression:
                 equality-expression
                 and-expression & equality-expression
equality-expression:
                 relational-expression
                 equality-expression == relational-expression
                 equality-expression != relational-expression
relational-expression:
                 shift-expression
                 relational-expression <  shift-expression
                 relational-expression >  shift-expression
                 relational-expression <= shift-expression
                 relational-expression >= shift-expression
shift-expression:
                 additive-expression
                 shift-expression >> additive-expression
                 shift-expression << additive-expression
additive-expression:
                 multiplicative-expression
                 additive-expression + multiplicative-expression
                 additive-expression - multiplicative-expression
multiplicative-expression:
                 unary-expression
                 multiplicative-expression * unary-expression
                 multiplicative-expression / unary-expression
                 multiplicative-expression % unary-expression
unary-expression:
                 primary-expression
                 unary-operator unary-expression
primary-expression:
                 literal
                 ( expression )
literal:
                 pp-number
                 character-literal
                 boolean-literal
expression:
                 conditional-expression
                 expression , conditional-expression
Fuente: Estándar de C++ - Apéndice A, sección A.4 (adaptación)
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3.3.3 INCLUSIÓN DE CÓDIGO FUENTE23
Una directiva # include identifica un archivo que debe ser procesado.
Una directiva de preprocesamiento de la forma
# include <h-char-sequence> new-line
busca en una secuencia de rutas un archivo identificado de manera única por la 
secuencia entre los delimitadores < y >, y hace que la directiva se reemplace por 
el  contenido completo del  archivo allí  especificado. El  cómo se especifican las 
rutas o el archivo es definido por la implementación.
Una directiva de preprocesamiento de la forma
# include “q-char-sequence” new-line
hace que la  directiva  se  reemplace  por  el  contenido  completo  del  archivo  allí 
especificado entre los delimitadores “. El nombre del archivo es buscado de forma 
definida  por  la  implementación.  Si  esta  búsqueda no  es  soportada,  o  falla,  la 
directiva se procesa como si hubiera sido leída de la forma
# include <h-char-sequence> new-line
con la misma secuencia de caracteres de la directiva original.
Una directiva de preprocesamiento de la forma
# include pp-tokens new-line
(que no concuerde con ninguno de los dos casos anteriores) es permitida. Los 
tokens de preprocesamiento después de include son procesados como si fueran 
texto normal. Si el resultado de preprocesar la lista de tokens no concuerda con 
ninguno de los primeros casos, el comportamiento es indefinido.
Una directiva # include puede aparecer dentro de un archivo que fue incluido 
anteriormente  por  la  misma directiva  desde  otro  archivo,  y  así  sucesivamente 
hasta un límite definido por la implementación.
23 ISO/IEC 14882, sección 16.2, pág. 309
35
3.3.4 REEMPLAZO DE MACROS24
3.3.4.1 LISTAS DE REEMPLAZO
La secuencia de  tokens que le sigue a la declaración de una macro (esto es, 
después del  nombre de la macro) hasta el  token de  new-line (excluyéndolo) se 
conoce como la lista de reemplazo de una macro.  Esta lista puede ser  vacía. 
Además, todo espacio en blanco al comienzo y al final de la lista de reemplazo 
debe ser descartado, ya que no hace parte de ésta.
Se dice que dos listas de reemplazo son idénticas si y sólo si la lista de tokens de 
preprocesamiento de ambas tienen la misma cantidad, orden, valor, y separación 
de espacios en blanco (el valor de un espacio en blanco no es importante, por lo 
tanto podría estar compuesto de espacios, tabuladores y comentarios y aún se 
consideraría un espacio en blanco).
3.3.4.2 REDEFINICIÓN DE UNA MACRO
Una macro previamente definidida como macro tipo-objeto puede ser redefinida 
por otra macro si y sólo si la segunda definición es también tipo-objeto y las dos 
listas de reemplazo son idénticas, de lo contrario se dice que el programa está mal 
formado.
De  manera  similar,  una  macro  previamente  definida  como  macro  tipo-función 
puede ser redefinida por otra macro si y sólo si la segunda definición es también 
tipo-función, tienen la misma cantidad, nombre y secuencia de parámetros, y las 
listas de reemplazo son idénticas, de lo contrario se dice que el programa está mal 
formado.
3.3.4.3 LLAMADO A UNA MACRO TIPO-FUNCIÓN
El número de argumentos al llamar una macro tipo-función debe concordar con el 
número de parámetros de la definición, y debe existir un  token ) que termine el 
llamado.
24 ISO/IEC 14882, sección 16.3, pág. 310
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3.3.4.4 PARÁMETROS DE UNA MACRO TIPO-FUNCIÓN
El nombre de cada parámetro en una macro tipo-función debe existir una y sólo 
una vez en la lista de declaración de parámetros.
3.3.4.5 NOMBRE DE UNA MACRO
El identificador que le sigue a una secuencia  # define se le conoce como el 
nombre de la macro. Hay un espacio de nombres para guardar los nombres de 
todas las macros que se definan, en la forma de tabla de símbolos.
3.3.4.6 PROCESAMIENTO DE UNA SECUENCIA # identifier
Si se encuentra una secuencia de la forma
# identifier
donde una directiva de preprocesamiento pudiera comenzar,  identifier NO debe 
ser reemplazado.
3.3.4.7 DEFINICIÓN DE UNA MACRO TIPO-OBJETO
Una directiva de preprocesamiento de la forma
# define identifier replacement-list new-line
define  una  macro  tipo-objeto.  Cualquier  aparición  posterior  del  nombre  de  la 
macro es reemplazada por la secuencia de tokens de replacement-list. La lista de 
tokens  que queda después del  reemplazo debe ser  analizada nuevamente  en 
caso  que  haya  que  hacer  más  reemplazos.  Esto  se  debe  hacer  de  manera 
recursiva hasta que no existan más reemplazos posibles.
3.3.4.8 DEFINICIÓN DE UNA MACRO TIPO-FUNCIÓN
Una directiva de preprocesamiento de la forma
# define identifier lparen identifier-listopt ) replacement-list new-line
define una macro tipo-función con parámetros, similar a una función convencional. 
Los  parámetros  están  especificados  por  la  lista  opcional  de  identificadores 
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(identifier-list),  cuyo  ámbito  se  extiende  desde  su  declaración  en  la  lista  de 
identificadores hasta el new-line que termina la directiva. Cada aparición posterior 
del nombre de la macro seguida por un ( como el siguiente token es reemplazada 
por  replacement-list (se  dice  que la  macro  ha  sido  llamada).  La  secuencia  de 
reemplazo  termina  con  el  correspondiente  ),  descartando  cualquier  pareja  de 
paréntesis internos. Un carácter  new-line dentro de la secuencia de  tokens que 
llaman a la macro es considerado un espacio en blanco.
La  secuencia  de  tokens  encerrada  entre  ambos  paréntesis  forma  la  lista  de 
argumentos  para  la  macro  tipo-función.  Los  argumentos  individuales  están 
separados por coma. Si una coma aparece dentro de una pareja de paréntesis 
interna, ésta se considera parte del argumento que se está analizando. Si alguno 
de los argumentos es vacío, el  comportamiento es  indefinido.  Si  alguno de los 
argumentos  contiene  una  secuencia  que  pudiera  ser  una  directiva  de 
preprocesamiento, el comportamiento es indefinido.
3.3.4.9 SUSTITUCIÓN DE ARGUMENTOS
Después de haber  identificado los argumentos para una macro tipo-función,  la 
sustitución de argumentos se lleva a cabo. Si un parámetro en  replacement-list, 
excepto  aquellos  precedidos  por  # o  ## o  antecedidos  por  ##,  debe  ser 
reemplazado  por  el  argumento  correspondiente  después  de  haber  sido 
completamente  expandido (esto  es,  después  de  haber  hecho  sustitución  de 
macros  en  el  argumento).  Cuando  esta  expansión  se  realiza,  los  tokens  que 
forman  el  argumento  deben  considerarse  la  única  secuencia  de  tokens 
disponibles.
3.3.4.10 EL OPERADOR #
Cada token  # en  replacement-list para una macro tipo-función debe seguirle un 
parámetro. Ambos se reemplazan por un único token de tipo literal de cadena que 
contiene el  valor  del  argumento correspondiente.  Cada espacio en blanco que 
separe los tokens del argumento (los comentarios nuevamente son considerados 
espacio en blanco) se convierte en un único espacio en el literal. Sin embargo, 
cualquier  espacio  en  blanco  al  comienzo  y  al  final  de  la  lista  de  tokens  del 
argumento es descartado. El valor de los  tokens se mantiene igual, excepto en 
aquellos casos donde sea necesario insertar secuencias de escape. Para ello se 
debe anteponer un  \ antes de cualquier ocurrencia del  token “ y  \. Si el literal 
resultante no es válido, el comportamiento es indefinido. Adicionalmente, el orden 
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de evaluación de los operadores # y ## está sin-especificar.
3.3.4.11 EL OPERADOR ##
Un token ## no puede ocurrir ni al comienzo ni al final de un replacement-list para 
ningún tipo de macro.
Si, en replacement-list, un parámetro está precedido por o le sigue el token ##, el 
parámetro  es  reemplazado  por  la  secuencia  de  tokens  del  argumento 
correspondiente.
Para  ambos  tipos  de  macros,  antes  de  que  el  replacement-list sea  analizado 
nuevamente para reemplazar más macros, cada aparición del token ## (pero que 
no haya sido incluido a través de un argumento) debe ser eliminado y los tokens 
que lo precedían y seguían son concatenados. Si el resultado de la concatenación 
no es un  token válido,  el  comportamiento es  indefinido.  El  token resultante es 
válido para hacer reemplazos de macro (para que ello ocurra el  token resultante 
debe  ser  de  tipo  identifier y  su  valor  el  nombre  de  una  macro).  El  orden  de 
evaluación de ## está sin-especificar.
3.3.4.12 ANÁLISIS Y REEMPLAZO POSTERIORES
Después que todos los parámetros en replacement-list hayan sido sustituidos, la 
secuencia de tokens resultante debe ser analizada nuevamente. Además, el resto 
de tokens del archivo siendo procesado está disponible para este nuevo análisis.
Si el  nombre de la macro siendo reemplazada se encuentra durante este nuevo 
análisis (esto no incluye el resto de tokens del archivo siendo procesado), ésta no 
es  reemplazada.  Además,  si  durante  un  reemplazo  anidado  se  encuentra  el 
nombre de la macro, ésta tampoco es reemplazada. Estos nombres que no fueron 
reemplazados tampoco pueden reemplazarse en ninguna otra parte incluso si un 
posterior análisis en un contexto completamente diferente podría, en otro caso, 
haberlo reemplazado.
El resultado de una secuencia de tokens completamente reemplazada no se debe 
procesar como una directiva de preprocesamiento incluso si se llegara a parecer a 
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una.
3.3.4.13 ÁMBITO DE LA DEFINICIÓN DE UNA MACRO
Una  definición  de  una  macro  permanece  hasta  que  una  directiva  # undef 
correspondiente la elimine. En caso que no ocurra esto, la definición de la macro 
permanece hasta terminar de procesar la unidad de traducción.
Una directiva de preprocesamiento de la forma
# undef identifier new-line
hace  que  el  identifier especificado  deje  de  ser  el  nombre  de  una  macro.  Si 
identifier no  corresponde  al  nombre  de  una  macro que  haya  sido  definida 
anteriormente, la directiva es ignorada.
3.3.4.14 CONTROL DE LÍNEAS
Una directiva de preprocesamiento de la forma
# line digit-sequence new-line
hace que la implementación se comporte como si la siguiente secuencia de líneas 
de  código  comenzara  con  el  número  de  línea  especificado  en  digit-sequence 
(interpretado como un número entero). Si el número tiene un valor 0 o es mayor 
que 32767, el comportamiento es indefinido.
Una directiva de preprocesamiento de la forma
# line digit-sequence “s-char-sequenceopt” new-line
establece  el  número  de  línea  de  forma  similar  al  caso  anterior  y  cambia  el 
supuesto nombre del archivo fuente por el contenido del literal tipo cadena.
Una directiva de preprocesamiento de la forma
# line pp-tokens new-line
(que  no  concuerde  con  ninguno  de  los  dos  primeros  casos)  se  permite.  La 
secuencia  de  tokens  después  de  line es  preprocesada  normalmente.  Si  el 
resultado después del reemplazo completo no concuerda con ninguno de los dos 
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primeros casos, el comportamiento es  indefinido, de lo contrario, el resultado se 
procesa tal y como lo indique el caso al que corresponda.
3.3.4.15 DIRECTIVA # error
Una directiva de preprocesamiento de la forma
# error pp-tokensopt new-line
hace que la implementación genere un mensaje de error que incluye la secuencia 
de tokens de preprocesamiento, y marca el programa como mal-formado.
3.3.4.16 DIRECTIVA # pragma
Una directiva de preprocesamiento de la forma
# pragma pp-tokensopt new-line
hace  que  la  implementación se  comporte  de  una  manera  definida  por  la 
implementación. Cualquier pragma que no sea reconocida debe ser ignorada.
3.3.4.17 DIRECTIVA NULA
Una directiva de preprocesamiento de la forma
# new-line
no tiene ningún efecto.
3.3.4.18 MACROS PREDEFINIDAS
Los siguientes nombres de macros deben ser definidos por la implementación:
● __LINE__ El número de línea actual en el archivo fuente (constante de tipo 
entero).
● __FILE__ El supuesto nombre del archivo fuente (literal tipo cadena).
● __DATE__ La fecha de procesamiento del archivo (un literal tipo cadena de 
la forma “Mmm dd aaaa”. Si la fecha no está disponible, la implementación 
debe suministrar una fecha válida definida por la implementación.
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● __TIME__ La hora de procesamiento del archivo (un literal tipo cadena de 
la forma “hh:mm:ss”). Si la hora no está disponible, la implementación debe 
suministrar una hora válida definida por la implementación.
● __STDC__ La definición de esta macro y su valor están  definidos por la 
implementación.
● __cplusplus Debe  estar  definido  con  el  valor  199711L cuando  se 
procese un archivo de C++.
3.4 ANÁLISIS Y DISEÑO DE LA LIBRERÍA
Como en cualquier desarrollo de software, el previo análisis y diseño de éste a 
través del uso de diagramas facilita enormemente su entendimiento y su posterior 
implementación. Conociendo ya la lista de todos los requerimientos impuestos por 
el estándar es posible comenzar a crear los diagramas necesarios.
Ya que la librería va a desarrollarse con una metodología orientada a objetos, el 
ampliamente  usado  Lenguaje  de  Modelado  Unificado  (UML)  aparece  como  la 
mejor opción para su diseño. Sin embargo, debido al tamaño y tipo de proyecto, 
aplicar el lenguaje en todo su rigor es innecesario. Es por ello que sólo aquellos 
diagramas que realmente aporten algo al desarrollo de la librería serán utilizados.
Sin duda alguna el diagrama más importante para este caso es el de clases, pero, 
para llegar a él, es necesario saber primero qué se espera de la librería y cómo se 
va a interactuar con ella. Esto nos lleva al diagrama de casos de uso.
3.4.1 DIAGRAMA DE CASOS DE USO
La  interacción  con  la  librería  sugiere  los  siguientes  casos  de  uso,  aquí 
representados en un único diagrama.
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Figura 1 - Casos de uso
Fuente: El autor
A continuación se describe cada uno de estos casos de uso.
SECCIÓN PRINCIPAL
Caso de uso Establecer rutas de búsqueda
Actores Desarrollador
Propósito Indicar al entorno dónde deben buscarse los archivos referenciados por una 
directiva # include
Resumen El desarrollador  debe indicar  la  forma en la  cual  los archivos  deben ser 
buscados en  el  sistema,  y  cómo  sus  nombres  dentro  de  la  directiva  se 
convierten en nombres de archivo físicos o lógicos y cómo obtenerlos
Tipo Primario y Esencial
CURSO NORMAL DE LOS EVENTOS
Acción de los actores Respuesta del sistema
1 El desarrollador, a través de un tipo de dato 
especializado,  provee  al  sistema  la 




Caso de uso Establecer valores por defecto
Actores Desarrollador
Propósito Crear el entorno predefinido para hacer el análisis de código
Resumen El desarrollador debe cargar una lista inicial de macros previa al análisis del 
código en caso que la lista de macros por defecto no sea suficiente
Tipo Primario y Esencial
CURSO NORMAL DE LOS EVENTOS
Acción de los actores Respuesta del sistema
1 El  desarrollador  carga  la  lista  de  macros 
una  a  una  agregándolas  a  la  tabla  de 
símbolos o inserta un archivo físico o lógico 
que  se  analice  antes  del  archivo  fuente 
inicial
SECCIÓN PRINCIPAL
Caso de uso Asignar el archivo fuente inicial
Actores Desarrollador
Propósito Indicar a la librería el archivo a preprocesar
Resumen El  desarrollador  establece  el  archivo  de  entrada  al  sistema  que  será 
analizado por la librería
Tipo Primario y Esencial
CURSO NORMAL DE LOS EVENTOS
Acción de los actores Respuesta del sistema
1 El desarrollador inserta un archivo físico o 
lógico  dentro  del  sistema  estableciéndolo 
como la entrada principal
CURSOS ALTERNOS




Caso de uso Obtener tokens preprocesados
Actores Desarrollador
Propósito Obtener la salida de la etapa de preprocesamiento
Resumen El desarrollador, después de establecer los parámetros iniciales, le pide a la 
librería el resultado de la etapa de preprocesamiento token a token
Tipo Primario y Esencial
CURSO NORMAL DE LOS EVENTOS
Acción de los actores Respuesta del sistema
1 El  desarrollador  hace  un  llamado  para 
obtener el siguiente token
2 El  siguiente  token preprocesado es retornado, 
con  un  token  especial  de  fin-de-tokens 
indicando cuándo se ha agotado el archivo
CURSOS ALTERNOS
Línea 2: Se ha detectado un error. Se debe arrojar una excepción indicando esta condición
Línea  2: Se  ha  encontrado  un  caso  que  debe  ser  ignorado.  Se  debe  indicar  un  caso  de 
'advertencia'
3.4.2 DIAGRAMAS DE SECUENCIA
Figura 2 - Establecer rutas de búsqueda
Fuente: El autor
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Figura 3 - Establecer valores por defecto (caso 1: agregar macro una a una)
Fuente: El autor
Figura 4 - Establecer valores por defecto (caso 2: insertar archivo)
Fuente: El autor
Figura 5 - Asignar el archivo fuente inicial
Fuente: El autor
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Figura 6 - Obtener tokens preprocesados
Fuente: El autor
3.4.3 DIAGRAMAS DE CLASES
3.4.3.1 STRING
Una característica de la librería es que los tipos básicos deben ser definidos por el 
usuario. El tipo de dato más básico e importante que utiliza la librería es  String. 
Cualquier  implementación  de  String tiene  que  adaptarse  a  una  interfaz  ya 
preestablecida que le impone varios requerimientos.  El  desarrollador debe, por 
tanto, crear un Adaptador que convierta todos los llamados que exige la librería a 
sus equivalentes para el tipo de dato String que él quiera usar.
La  librería  ofrece  una  implementación  de  éste  tipo  de  dato  haciendo  uso  de 
std::string, proporcionada por el lenguaje C++. Esta implementación recibe  el 
nombre de STDString. Además, la funcionalidad completa de esta clase se logra a 
través de tres clases y el uso de herencia. Este diseño es puramente práctico. El 
desarrollador sólo tiene que preocuparse por ofrecer la interfaz final.
47
Figura 7 - Diagrama de clases de String e implementación
Fuente: El autor
3.4.3.2 DATAFETCHER
El DataFetcher es el tipo de dato encargado de extraer la información del archivo. 
Sin embargo, el concepto de  archivo es abstracto, ya que no tiene que ser un 
archivo físico en el sistema de archivos de un computador. El contenido de este 
archivo podría  encontrarse  en  una base de datos,  en  memoria,  en  un  equipo 
remoto,  en  un  sistema  de  control  de  versiones,  o  en  un  editor  de  texto,  por 
nombrar unos cuantos.
La  librería  ya  ofrece  dos  implementaciones  de  DataFetcher. La  primera 
implementación recibe el nombre de IStreamDataFetcher que hace uso del tipo de 
dato definido en C++ std::istream. A través de ésta se puede leer de archivos 
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físicos  utilizando  std::ifstream,  de  cadenas  de  texto  utilizando 
std::istringstream, de la entrada por línea de comandos utilizando el objeto 
std::cin,  y cualquier otro tipo de dato definido por el usuario que herede de 
std::istream.  La otra implementación,  StringDataFetcher,  se utiliza para leer 
los datos a partir de una cadena del tipo de dato String que utilice la aplicación.
Figura 8 - Diagrama de clases de DataFetcher e implementaciones
Fuente: El autor
3.4.3.3 SOURCEPROVIDER
El tipo de dato encargado de crear los  DataFetcher específicos y el  que sabe 
dónde  encontrar  cada  archivo es  SourceProvider.  Como  es  de  esperarse,  la 
librería  ofrece  una  implementación  de  este  tipo  de  dato  que  hace  uso  de 
IStreamDataFetcher.  Esta  implementación  recibe  el  nombre  de 
FStreamSourceProvider. Tal y como su nombre lo indica, FStreamSourceProvider 
hace uso de un tipo de dato  std::ifstream. Por lo tanto, su implementación 
exige que los archivos existan en el computador donde se ejecuta la librería, o que 
a través del sistema de archivos se pueda tener acceso a ellos (en el caso de 
sistemas tipo Unix archivos remotos a través de, por ejemplo, NFS, Samba, SSH y 
FTP pueden ser accedidos directamente en el sistema de archivos haciendo uso 
del  comando  mount y  teniendo  las  utilidades  específicas  para  cada  tipo  de 
conexión).
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Figura 9 - Diagrama de clases de SourceProvider e implementación
Fuente: El autor
3.4.3.4 LOOKUPTABLE
Otro tipo de dato básico necesario para la implementación es aquel que permita 
crear una relación llave → dato, donde el tipo de dato de la llave es el tipo de dato 
cadena utilizado en la librería. Un nombre muy común que recibe este tipo de dato 
es  Diccionario (por ejemplo, el lenguaje de programación  Python proporciona un 
tipo de dato con este nombre). C++ ofrece una implementación estándar llamada 
std::map,  y algunas implementaciones ofrecen otro tipo de dato adicional no-
estándar  llamado  std::hash_map.  Ya  que  la  librería  sólo  hace  uso  de  tipos 
estándar,  la  implementación  ofrecida  utiliza  std::map.  Dicha  implementación 
recibe el  nombre de  STDMapStrLookupTable,  la  cual  es implementada en dos 
etapas: primero se crea un tipo de dato STDMapLookupTable en el que se pueda 
especificar  tanto  la  llave como  el  dato que  relaciona,  y  el  tipo  de  dato  final 
STDMapStrLookupTable que predetermina la llave al tipo de dato STDString. Esta 
decisión de diseño permite hacer uso de STDMapLookupTable predeterminándolo 
a otro tipo de dato String definido por el usuario sin tener que volver a escribir la 
implementación completa.
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La principal utilidad de este tipo de dato es almacenar la lista de  keywords del 
lenguaje y la tabla de símbolos (la lista de macros).
3.4.3.5 TOKEN
El tipo de dato base retornado por la librería es el Token. Al igual que los tipos de 
dato anteriormente nombrados, su implementación puede ser proporcionada por el 
desarrollador. Sin embargo, la implementación ofrecida por la librería debiera ser 
más que suficiente. Además, al tipo de dato Token se le puede indicar un tipo de 
dato extra (ExtraTokenInfo) del cual heredaría automáticamente. Esto puede ser 
útil si en una etapa posterior al preprocesamiento conviene poderle agregar más 
información a la clase Token sin tenerla que reescribir. Si este tipo de dato extra no 
es proporcionado, Token heredará automáticamente de un tipo de dato vacío.
Figura 10 - Diagrama de clases de Token
Fuente: El autor
3.4.3.6 TOKENPROVIDER
La librería está compuesta por tres clases principales que se conectan una a la 
otra  para  proporcionar  el  servicio  final  de  entregar  un  token ya  preprocesado. 
Todas estas clases heredan de una clase base llamada TokenProvider de manera 
directa o indirecta. Aquellas que lo hacen de forma indirecta es a través de otra 
clase que provee servicios adicionales, llamada ExtendedTokenProvider, que a su 
vez hereda de TokenProvider. La librería implementa otro tipo de datos adicional: 
STDVectorTokenProvider.  Este  último  es  un  contenedor  de  tokens,  pero  se 
comporta como un TokenProvider: esto es, ofrece el servicio de proveer tokens a 
través  del  método  nextToken.  Como su  nombre  lo  sugiere,  la  implementación 
interna hace uso del tipo de dato de C++ std::vector. El tipo de dato interno no 
51
es realmente importante, ya que en una nueva versión de la librería éste podría 
cambiar  por  ejemplo a  std::list,  std::queue,  std::deque o  alguna otra 
implementación.  Además,  este  tipo  de  dato  es  sólo  para  uso  interno,  y  el 
desarrollador no puede reemplazarlo por otro (en una nueva versión de la librería 
podría hacerse posible).
Un tipo de dato adicional que requieren los ExtendedTokenProvider es NamesSet. 
Éste es otro tipo de dato interno no reemplazable que actualmente se implementa 
haciendo uso del tipo de dato de C++  std::set. Su utilidad es almacenar los 
nombres de las macro siendo reemplazadas durante un llamado recursivo (o en 
otras palabras, cuando la lista de tokens reemplazados es re-analizada).




El análisis léxico para el lenguaje C++ debe hacerse en dos etapas: la primera es 
un análisis léxico para el preprocesador y la segunda el análisis léxico definitivo 
antes de una etapa de análisis gramatical. Para la primera etapa del análisis léxico 
existe  un  tipo  de  dato  llamado  PPLexer.  Su  función  es  leer  línea  a  línea  el 
contenido de un archivo a través de un DataFetcher y producir una secuencia de 
tokens que pueda consumir el Preprocesador.
Para su implementación es necesario tener una lista de keywords. De esta manera 
se facilita la decisión entre los tipos de dato  identifier y un  keyword específico. 
Esto se hace a través de un LookupTable único, proporcionado por un Singleton.
Figura 12 - Diagrama de clases de PPLexer
Fuente: El autor
3.4.3.8 PREPROCESSOR
De  las  tres  clases  principales,  Preprocessor se  encarga  de  hacer  el  trabajo 
pesado. Esto implica interpretar directivas de preprocesamiento, pedir archivos, 
reemplazar  macros,  evaluar  condicionales,  detectar  condiciones  de  error, 
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descartar bloques de código y, en general, seguir todas las reglas impuestas por el 
estándar.
Ya  que  también  existen  directivas  de  preprocesamiento,  pero  estas  no  son 
consideradas keywords, otro LookupTable único se encarga de identificarlas.
Un  tipo  de  dato  que  se  utiliza  a  lo  largo  de  toda  la  librería  y  que  aparece 
referenciado en el diagrama de Preprocessor es el tipo de dato SmartPtr. Este tipo 
de  dato  implementa  un  puntero  inteligente utilizando la  política de  referencias 
contadas.  Aunque en la librería se buscó favorecer  los tipos de dato estáticos 
sobre los dinámicos, en aquellos lugares que se utilizaron estos últimos, se hizo a 
través  de  un  SmartPtr para  garantizar  su  destrucción  sólo  cuando  todas  las 
referencias a él hayan desaparecido. Esto es necesario en el lenguaje C++ ya que 
éste no implementa un garbage collector como lo hacen muchos otros lenguajes 
de programación.  SmartPtr facilita enormemente la administración de memoria, 
cubriendo  así  esta  ausencia  en  el  lenguaje  (cabe  resaltar  que  una  de  las 
decisiones  al  momento  de  diseñar  el  lenguaje  C++  fue  no  otorgarle  garbage 
collection y dejar esta labor al programador si lo consideraba así necesario).
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La tercera clase principal, y fin de la cadena, es Lexer. Esta clase implementa la 
segunda etapa del análisis léxico. Su labor es convertir datos de tipo pp-number a 
literales tipo entero o punto flotante y concatenar literales tipo cadena. A pesar de 
su aparentemente simple labor, la conversión de pp-number a literales numéricos 
puede ser un tanto compleja si  intenta realizarse en un único 'pasón'.  En esta 
implementación se decidió hacerlo de la forma compleja a través de un diagrama 
de estados modificado y el  uso de macros para reducir  la  cantidad de código 
repetido.
Figura 14 - Conversión de pp-number a literal numérico
Fuente: El autor
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Figura 15 - Diagrama de clases de Lexer
Fuente: El autor
3.4.3.10 EXCEPTION
La librería no estaría completa sin su correspondiente jerarquía de excepciones. A 
la cabeza está la clase base Exception. Todas las clases que derivan de Exception 
representan  tanto  condiciones  de  error  como  advertencias.  Algunas  de  estas 
pueden ser arrojadas por PPLexer, Preprocessor, Lexer y SourceProvider.
Ya que las advertencias podrían, dado el caso, ser ignoradas, arrojarlas cuando la 
condición  que  las  causa  se  encuentre  no  es  una  buena  idea.  Por  ejemplo, 
encontrar una directiva de preprocesamiento desconocida genera una advertencia, 
pero si esta directiva aparece mientras se está analizando un bloque delimitado 
por un  # if,  # ifdef,  # ifndef,  # elif o  # else, y en especial si es un 
bloque  anidado,  el  preprocesador  perdería  el  contexto.  Es  por  ello  que  las 
advertencias  son  encoladas y  se  debe  pedir  que  sean  arrojadas  llamando  la 
función  throwWarning de  Preprocessor.  Lexer ya hace esto por el desarrollador. 
Cada vez que un token es pedido a través de  nextToken,  Lexer examina si hay 
advertencias pendientes y, de ser así, las arroja. Esto garantiza que Preprocessor 
no pierda el contexto y al mismo tiempo automatiza el proceso.
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Figura 16 - Diagrama de clases de Exception (parte 1)
Fuente: El autor
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Figura 17 - Diagrama de clases de Exception (parte 2)
Fuente: El autor
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3.5 EJEMPLO DE USO
Para el siguiente ejemplo se supondrá que existe un único directorio que contiene 
todos los archivos que puedan ser incluidos ubicado en  /home/user/ccptests. El 
archivo  fuente  inicial  tendrá  el  nombre  test.cpp.  Como valores  por  defecto  se 
ingresarán dos macros utilizando la técnica de inserción de archivo. El nombre de 
las macros será CCP y TEST. El propósito del ejemplo es preprocesar el archivo 
test.cpp y mostrar su salida por línea de comandos dándole un formato simple.
 1  #include "ccpdefaults.h"
 2  #include <iostream>
 3  
 4  int main()
 5  {
 6      defaultSourceProviderType        fsp;
 7      fsp.addLocalSearchPath(STDString("/home/user/ccptests"));
 8  
 9      try
10      {
11          defaultPPLexerType           myPPLexer(fsp.getSource(STDString("test.cpp")));
12          defaultPreprocessorType      myPreprocessor(fsp, myPPLexer);
13  
14          {
15              STDString builtin
16              (
17                  "#define CCP 7\n"
18                  "#define TEST CCP * 2\n"
19              );
20  
21              defaultStrPPLexerType *myStrPPLexer = new defaultStrPPLexerType;
22              myStrPPLexer->setDataFetcher(defaultStrDataFetcherType(builtin, 
                    STDString("<builtin>")));
23              myPreprocessor.push(myStrPPLexer);
24          }
25  
26          defaultLexerType             myLexer(myPreprocessor);
27          defaultTokenType             tt;
28  
29          do
30          {
31              try
32              {
33                  if (tt.type == ccp::ttLBRACE)
34                  {
35                      std::cout << std::endl;
36                  }
37  
38                  tt = myLexer.nextToken();
39                  std::cout << tt.value.c_str();
40  
41                  if (tt.type == ccp::ttSEMICOLON || tt.type == ccp::ttLBRACE 
                        || tt.type == ccp::ttRBRACE)
42                  {
43                      std::cout << std::endl;
44                  }
45                  else
46                  {
47                      std::cout << " ";
48                  }
49              }
50              catch (const SmartPtr< ccp::Warning<STDString> > &e)
51              {
52                  std::cerr << e->what().c_str() << std::endl;
53                  tt = defaultTokenType(ccp::ttINVALID); // force it to continue
54              }
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55          } while (tt.type != ccp::ttEOT);
56      }
57      catch (const ccp::FileNotFound<STDString> &fnf)
58      {
59          std::cerr << fnf.what().c_str() << std::endl;
60          return 1;
61      }
62      catch (const ccp::Error<STDString> &e)
63      {
64          std::cerr << e.what().c_str() << std::endl;
65          return 1;
66      }
67      catch (const ccp::Exception<STDString> &e)
68      {
69          std::cerr << e.what().c_str() << std::endl;
70          return 1;
71      }
72      catch (...)
73      {
74          std::cerr << "Unhandled exception thrown..." << std::endl;
75          return 2;
76      }
77  }
Tabla 12 - Explicación del ejemplo
Número de línea Explicación
1 Se incluye el archivo ccpdefaults.h que contiene la definición de todos los tipos 
de dato por defecto
2 Este archivo se utiliza para la salida de texto por consola
6 Se instancia un SourceProvider
7 Se agrega la ruta /home/user/ccptests
11 Se instancia  el  PPLexer y  se  inicializa  con  el  archivo  test.cpp (obtenido  a 
través del SourceProvider)
Nota: Si  el  archivo  no  se  puede  abrir  una  excepción  es  arrojada  aquí  y 
capturada en la línea 57
12 Se instancia el Preprocessor y se le asigna el SourceProvider y el PPLexer
15 a 19 Se crea una cadena con la definición de dos macros
21 Se crea el nuevo PPLexer que lee de cadenas
22 Se le asigna al PPLexer la cadena que contiene la definición de las macros y 
se le asigna como nombre de archivo <builtin>
23 Se inserta el PPLexer con la definición de las macros dentro del Preprocessor
26 Se instancia el Lexer y se inicializa con el Preprocessor
27 Se instancia una variable tipo Token para almacenar los tokens retornados por 
el Lexer
33 a 48 Se lee un token y se muestra por pantalla dándole un formato relativamente 
simple (la instrucción de lectura del token se encuentra en la línea 38)
50 a 54 Se capturan todas las advertencias y se ignoran
55 Indica  que  los  tokens  serán  leídos  hasta  encontrar  aquel  que  indique  la 
condición de fin-de-tokens
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57 a 71 Captura todas las posibles excepciones de Error que puedan ocurrir al pedir un 
token y se fuerza la salida del programa
72 a 76 Captura cualquier otra excepción
Fuente: El autor
Como se puede observar, la mayor parte del código se encarga del manejo de 
excepciones y darle formato a la salida. La creación y combinación de los objetos, 
y  la  adquisición  del  siguiente  token tan  sólo  toma  alrededor  de  15  líneas  de 
código.
Para un mejor entendimiento de todos los tipos de dato y métodos, referirse al 
Apéndice A – Referencia de la librería.
3.6 PLUGIN DE PRUEBA
La parte final  del  proyecto se encarga de crear una pequeña herramienta que 
ponga a prueba la librería. Para ello se decidió hacer un plugin para el entorno de 
desarrollo Code::Blocks que permita preprocesar el archivo actualmente abierto. 
Esta salida preprocesada puede visualizarse en un nuevo editor si la opción para 
generarla es activada. Un Logger es agregado al entorno para mostrar cualquier 
error  o  advertencia  producida  por  la  librería.  Adicionalmente,  una  ventana  de 
configuración permite establecer las rutas y las macros por defecto, así como la 
opción de generar el archivo de salida.
3.6.1 INSTALACIÓN DEL PLUGIN
La  instalación  del  plugin  requiere  que  Code::Blocks  haya  sido  instalado 
previamente. Para detalles de cómo obtener e instalar Code::Blocks, refiérase a la 
página web http://www.codeblocks.org/.
● Con el Code::Blocks abierto, dar clic en el menú  Plugins y seleccionar la 
opción Manage plugins...
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Figura 18 - Menú Plugins, opción Manage plugins...
Fuente: El autor
● Dar clic en el botón Install new
Figura 19 - Ventana Manage plugins
Fuente: El autor
● Ubicar el archivo de extensión  cbplugin y abrirlo. Si el plugin es instalado 
correctamente, éste debiera aparecer listado en la ventana Manage plugins.
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Figura 20 - Ventana Manage plugins después de instalar el plugin
Fuente: El autor
Al cerrar la ventana Manage plugins, un nuevo Logger debiera visualizarse en la 
sección Messages del entorno.
Figura 21 - Lista de Loggers mostrando CCPP
Fuente: El autor
3.6.2 CONFIGURACIÓN DEL PLUGIN
Después de instalado, el plugin está listo para usarse con sus valores por defecto. 
Para establecer los valores del entorno que se quiera simular se debe configurar el 
plugin.  Para ello,  en Code::Blocks,  dar  clic  en el  menú  Settings y  luego en la 
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opción Environment...
Figura 22 - Menú Settings, opción Environment...
Fuente: El autor
En la ventana Environment se busca la opción CCPP Settings.
Figura 23 - Ventana Environment, opción CCPP Settings
Fuente: El autor
Si se activa la opción Create output file, el archivo preprocesado será creado en 
un archivo temporal y posteriormente abierto en el entorno (siempre y cuando no 
haya habido errores).
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En el  campo de texto multilínea  List  of  includes se deben copiar  las rutas de 
búsqueda  de  archivos,  una  por  cada  línea.  Por  ejemplo,  para  el  caso  del 
compilador GCC, esta lista se puede obtener con el siguiente comando:
echo | g++ -v -E -x c++ -
En el  campo de texto multilínea  List  of  defines se deben incorporar  todas las 
instrucciones que haya que ejecutar antes de preprocesar el archivo. Típicamente 
se utiliza para establecer las macros por defecto. Por ejemplo, para el caso del 
compilador GCC, esta lista se puede obtener con el siguiente comando:
echo | g++ -E -dM -x c++ -
Como es de esperarse, algunas macro pueden causar conflictos con aquellas que 
la librería define por defecto. En el caso de GCC, sólo la definición de la macro 
__cplusplus causa un conflicto con la definida por la librería.  Una forma de 
resolver este conflicto es borrar la línea que la define. Otra forma aún más práctica 
es utilizar la directiva  #undef __cplusplus antes de pasar la lista de macros 
del compilador.
Figura 24 - Configuración de ejemplo
Fuente: El autor
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3.6.3 EJECUCIÓN DEL PLUGIN
Para ejecutar el plugin es necesario abrir un archivo en el entorno. Con el archivo 
que se quiera preprocesar ya abierto, dar clic en el menú  Plugins y luego en la 
opción CCPP Test Plugin.
Figura 25 - Menú Plugins, opción CCPP Test Plugin
Fuente: El autor
Figura 26 - Resultado de ejecutar el plugin
Fuente: El autor
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En caso que  un  error  haya ocurrido,  el  mensaje  será  mostrado  en  el  Logger 
CCPP. Si la opción Create output file está activa, pero un error fue detectado, el 
archivo de salida no será creado.




El  uso  de  técnicas  de  programación  tales  como  los  Patrones  de  Diseño,  la 
Metaprogramación y  el  Diseño  de  Clases  Basado  en  Políticas,  junto  con 
herramientas del lenguaje, como el uso de templates y STL, ayudan y facilitan la 
creación  de  software  altamente  adaptable,  característica  muy  importante  al 
momento de crear una librería.  Al  darle al  desarrollador la capacidad de elegir 
incluso los tipos de dato básicos que el software utiliza internamente, es posible 
extender las capacidades mismas de la herramienta. Igualmente, esta flexibilidad y 
extensibilidad permite sopesar las diferentes alternativas existentes a la hora de 
desarrollar un proyecto de software y cambiarlas fácilmente si posteriormente se 
decide utilizar otras. Algunos ejemplos de estas alternativas son: la elección entre 
tipos de dato más seguros y tipos de dato más rápidos, técnicas de administración 
de memoria y algoritmos utilizados.
La  creación  de  software  independiente  de  la  plataforma  haciendo  uso  de 
herramientas y  tecnologías  estándar  y  abiertas,  amplía  su campo de acción  y 
facilita  su  integración  con otros  proyectos.  Además,  la  liberación  del  código al 
público invita a otros desarrolladores a involucrarse en el proyecto con el fin de 
mejorarlo  a  través  de  extensiones,  corrección  de  errores  y  mejoras  en  el 
rendimiento.
Ya que la finalidad de esta librería es ofrecer una base para crear herramientas 
más avanzadas, es importante estar atento a las sugerencias y necesidades de 
sus usuarios. Por ello, la librería deberá crecer y adaptarse según el uso que se 
haga de ella. En otras palabras, este proyecto no es más que el primer paso de un 
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