In this paper we study the global scheduling of periodic task systems upon multiprocessor platforms. We first show two very general properties which are well-known for uniprocessor platforms and which remain for multiprocessor platforms: (i) under few and not so restrictive assumptions, we show that feasible schedules of periodic task systems are periodic from some point with a period equal to the least common multiple of task periods and (ii) for the specific case of synchronous periodic task systems, we show that feasible schedules repeat from the origin. We then present our main result: we characterize, for task-level fixed-priority schedulers and for asynchronous constrained or arbitrary deadline periodic task models, upper bounds of the first time instant where the schedule repeats. We show that job-level fixed-priority schedulers are predictable upon unrelated multiprocessor platforms. For task-level fixed-priority schedulers, based on the upper bounds and the predictability property, we provide for asynchronous constrained or arbitrary deadline periodic task sets, exact feasibility tests. Finally, for the job-level fixedpriority EDF scheduler, for which such an upper bound remains unknown, we provide an exact feasibility test as well.
Introduction
The use of computers to control safety-critical real-time functions has increased rapidly over the past few years. As a consequence, real-time systems -computer systems where the correctness of each computation depends on both the logical results of the computation and the time at which these results are produced -have become the focus of much study. Since the concept of "time" is of such importance in real-time application systems, and since these systems typically involve the sharing of one or more resources among various contending processes, the concept of scheduling is integral to real-time system design and analysis.
results indicate that real-time multiprocessor scheduling problems are typically not solved by applying straightforward extensions of techniques used for solving similar uniprocessor problems. Unfortunately, too often, researchers use uniprocessor arguments to study multiprocessor scheduling problems which leads to incorrect properties. This fact motivated our rigorous and formal approach; we will present and prove correct, rigorously, in this paper, our exact feasibility tests (and related properties).
This research. In this paper we consider preemptive global scheduling and we present exact feasibility tests upon multiprocessors for various scheduling policies and various periodic task models.
Our feasibility tests are based on periodicity properties of the schedules and on predictability properties of the considered schedulers. The latter properties are not obvious because of multiprocessor scheduling anomalies (see [8] for details).
More precisely, in the first part of this paper we prove that, under few and no so restrictive assumptions, any feasible schedule of periodic tasks repeat from some point in time. Then we prove that job-level fixed-priority schedulers (e.g., EDF and RM) are predictable upon unrelated multiprocessor platforms.
We also characterize for task-level fixed-priority schedulers and for the various periodic task models an upper bound of the first time instant where the schedule repeats (and its period).
Lastly, we combine the periodicity and predictability properties to provide for these various kind of periodic task sets and various schedulers exact feasibility tests.
Organization. This paper is organized as follows. Section 2 introduces the definitions, the model of computation and our assumptions. We prove the periodicity of feasible schedules of periodic systems in Section 3. In Section 4 we prove that job-level fixed-priority schedulers (e.g., EDF and RM) are predictable upon unrelated multiprocessor platforms and we combine the periodicity and predictability properties to provide for these various kind of periodic task sets and various schedulers exact feasibility tests. Lastly, we conclude in Section 5.
Definitions and assumptions
We consider the scheduling of periodic task systems. A system τ is composed by n periodic tasks τ 1 , τ 2 , ... , τ n , each task is characterized by a period T i , a relative deadline D i , an execution requirement C i and an offset O i . Such a periodic task generates an infinite sequence of jobs, with the k th job arriving at time-instant O i + (k − 1)T i (k = 1, 2, ...), having an execution requirement of C i units, and a deadline at time-instant O i + (k − 1)T i + D i . It is important to notice that we assume in the first part of this manuscript that each task instance of the same task (say τ i ) has the very same execution requirement (C i ); we will relax this assumption in the second part of this manuscript by showing that our analysis is predictable.
We will distinguish between implicit deadline systems where D i = T i , ∀i; constrained deadline systems where D i ≤ T i , ∀i and arbitrary deadline systems where there is no relation between the deadlines and the periods. Notice that arbitrary deadline systems includes constrained deadline ones which includes the implicit deadline ones.
In some cases, we will consider the more general problem of scheduling set of jobs, each job J j = (r j , e j , d j ) is characterized by a release time r j , an execution requirement e i and an absolute deadline d j . The job J j must execute for e j time units over the interval [r j , d j ). A job becomes active from its release time to its completion.
A periodic system is said to be synchronous if there is an instant where all tasks make a new request simultaneously, i.e., ∃t, k 1 , k 2 , ... k n such that ∀i : t = O i + k i T i (see [4] for details). Without loss of generality, we consider O i = 0, ∀i for synchronous systems. Otherwise the system is said to be asynchronous. We consider in this paper multiprocessor platforms π composed of m unrelated processors (or one of its particular cases: uniform and identical platforms): {π 1 , π 2 , ... , π m }. Execution rates s i,j are associated to each task-processor pair, a task τ i that executes on processor π j for t time units completes s i,j × t units of execution. For each task τ i we assume the associated set of processors π n i,1 > π n i,2 > · · · > π n i,m ordered in the decreasing order of the execution rates relatively to the task: s i,n i,1 ≥ s i,n i,2 ≥ · · · ≥ s i,n i,m . For identical execution rates, the ties are broken arbitrarily, but consistently, such that the set of processors associated to each task is total ordered. Consequently, the fastest processor relatively to task τ i is π n i,1 , i.e., the first processor of the ordered set associated to the task. Moreover, for a task τ i in the following we consider that a processor π a is faster than π b (relatively to its associated set of processors) if π a > π b even if we have s i,a = s i,b . For the processor-task pair (π j , τ i ) if s i,j 0 then π j is said to be an eligible processor for τ i . Notice that these concepts and definitions can be trivially adapted to the scheduling of jobs upon unrelated platforms.
We consider in this paper a discrete model, i.e., the characteristics of the tasks and the time are integers.
We define now the notions of the state of the system and the schedule.
Definition 1 (State of the system θ(t)). For any arbitrary deadline system τ = {τ 1 , ... , τ n } we define the state θ(t) of the system τ at instant t as θ : N → (Z × N 2 ) n with θ(t) def = (θ 1 (t), θ 2 (t), ... , θ n (t)) where 
⌉ and 0 ≤ t 3 < C i .)
Notice that at any instant t several jobs of the same task might be active and we consider that the oldest job is scheduled first, i.e., the FIFO rule is used to serve the various jobs of given task.
Definition 2 (Schedule σ(t)). For any task system τ = {τ 1 , ... , τ n } and any set of m processors {π 1 , ... , π m } we define the schedule σ(t) of system τ at instant t as σ : N → {0, 1, ... , n} m where σ(t) def = (σ 1 (t), σ 2 (t), ... , σ m (t)) with
0, if there is no task scheduled on π j at instant t; i, if task τ i is scheduled on π j at instant t.
Notice that Definition 2 can be extended trivially to the scheduling of jobs.
A system τ is said to be feasible upon a multiprocessor platform if there exists at least one schedule in which all tasks meet their deadlines. If A is an algorithm which schedules τ upon a multiprocessor platform to meet its deadlines, then the system τ is said to be A -feasible.
In this work, we consider that task parallelism is forbidden: a task cannot be scheduled at the same instant on different processors, i.e. ∄j 1 j 2 ∈ {1, 2, ... , m} and t ∈ N such that σ j 1 (t) = σ j 2 (t) 0.
The scheduling algorithms considered in this paper are deterministic and work-conserving with the following definitions Definition 3 (Deterministic algorithm). A scheduling algorithm is said to be deterministic if it generates a unique schedule for any given sets of jobs .
In uniprocessor (or identical multiprocessor) scheduling, a work-conserving algorithm is defined to be the one that never idles a processor while there is at least one active task. For unrelated multiprocessors we adopt the following definition:
Definition 4 (Work-conserving algorithm). An unrelated multiprocessor scheduling algorithm is said work-conserving if at each instant, the algorithm schedules jobs to processors as follows: the highest priority (active) job J i is scheduled on its fastest (and eligible) processor π j . The very same rule is then applied to the remaining active jobs on the remaining available processors.
Moreover, we will assume that the decision of the scheduling algorithm at time t is not based on the past, nor on the actual time t but only on the characteristics of active tasks and on the state of the system at time t. More formally, we consider memoryless schedulers.
Definition 5 (Memoryless algorithm)
. A scheduling algorithm is said to be memoryless if the scheduling decision made by it at time t depends only on the characteristics of active tasks and on the current state of the system, i.e., on θ(t).
Consequently, for memoryless and deterministic schedulers we have the following property:
It follows by Definition 4 that a processor π j can be idled and a job J i can be active at the same time if and only if s i,j = 0.
In the following, we will distinguish between two kinds of scheduler: Definition 6 (Task-level fixed-priority). The priorities are assigned to the tasks beforehand, at run-time each job inherits of its task priority and remains constant. Definition 7 (Job-level fixed-priority). A scheduling algorithm is a job-level fixed-priority algorithm if and only if it satisfies the condition that for every pair of jobs J i and J j , if J i has higher priority than J j at some time instant, then J i always has higher priority than J j .
Popular task-level fixed-priority schedulers include the Rate Monotonic (RM) or the Deadline Monotonic (DM); popular job-level fixed-priority schedulers include the Earliest Deadline First (EDF), see [11] for details. We introduce now the availability of the processors for any schedule σ(t).
Definition 9 (Availability of the processors a(t), task scheduling). For any task system τ = {τ 1 , ... , τ n } and any set of m processors {π 1 , ... , π m } we define the availability of the processors a(t) of system τ at instant t as the set of available processors a(t) def = {j | σ j (t) = 0} ⊆ {1, ... , m}.
Periodicity of feasible schedules
It is important to remind that we assume in this section that all task execution requirements are constant, we will relax this assumption in Section 4.
This section contains four parts, we give in each part of this section results concerning the periodicity of feasible schedules. By periodicity (assuming that the period is γ) of a schedule σ, we understand there is a time instant t 0 such that σ(t) = σ(t + γ), ∀t ≥ t 0 .
The first part of this section provides periodicity results for a (very) general scheduling algorithm class: deterministic, memoryless and work-conserving schedulers.
The second part of this section provides periodicity results for synchronous periodic task systems.
The third and the fourth part of this section present periodicity results for task-level fixedpriority scheduling algorithms for constrained and arbitrary deadline systems, respectively.
Periodicity of deterministic, memoryless and work-conserving scheduling algorithms
We show that feasible schedules of periodic task systems obtained using deterministic, memoryless and work-conserving algorithms are periodic from some point. Moreover we prove that the schedule repeats with a period equal to P for a sub-class of such schedulers. Based on that property, we provide two interesting corollaries for preemptive task-level fixedpriority algorithms (Corollary 4) and for preemptive deterministic EDF 1 (Corollary 5).
We present first two preliminary results in order to prove Theorem 3.
1 by deterministic EDF we mean that ambiguous situations are solved deterministically.
Lemma 1.
For any deterministic and memoryless algorithm A , if an asynchronous arbitrary deadline system τ is A -feasible, then the A -feasible schedule of τ on m unrelated processors is periodic with a period divisible by P.
Proof. First notice that from t 0 ≥ O max all tasks are released, and the configuration θ i (t) of each task is a triple of finite integers (α, β, γ) with α ∈ {0, 1, ... , ⌈
⌉}, 0 ≤ β < max 1≤i≤n T i and 0 ≤ γ < max 1≤i≤n C i . Therefore there is a finite number of different system states, hence we can find two distinct instants t 1 and t 2 (t 2 > t 1 ≥ t 0 ) with the same state of the system (θ(t 1 ) = θ(t 2 )). The schedule repeats from that instant with a period dividing t 2 − t 1 , since the scheduler is deterministic and memoryless.
Notice that since the tasks are periodic, the arrival pattern of jobs repeats with a period equal to P from O max .
We prove now by contradiction that t 2 − t 1 is necessarily a multiple of P. We suppose that
. This implies that there are tasks for which the time elapsed since the last activation at t 1 and the time elapsed since the last activation at t 2 are not equal. But this is contradiction with the fact that θ(t 1 ) = θ(t 2 ). Consequently ∆ 1 must be equal to ∆ 2 and, thus, we have t 2 − t 1 = (k 2 − k 1 )P.
For a sub-class of schedulers, we will show that the period of the schedule is P, but first a definition (inspired from [6] ): The next lemma extend results given for arbitrary deadline task systems in the uniprocessor case (see [3] , p. 55 for details). (t + P). This assumption implies that there is a time instant t ′ with R k j ≤ t ′ < t such that δ k +h j j is scheduled at t ′ + P while δ k j is not scheduled at t ′ . We obtain that m higher priority jobs are scheduled at t ′ and among these jobs there is, at least, one job δ k ℓ +h ℓ ℓ of a task τ ℓ with ℓ ∈ {1, 2, ... , n} that is not scheduled at t ′ + P, while δ
(t ′ + P) = C ℓ but this is a contradiction with the fact that t is the first such time instant. Theorem 3. For any preemptive job-level fixed-priority and request-dependent algorithm A and any A -feasible asynchronous arbitrary deadline system τ upon m unrelated processors the schedule is periodic with a period equal to P.
Proof. By Lemma 1 we have that ∃t i = O max + k i P + d, ∀i ∈ {1, 2} with 0 ≤ d < P such that θ(t 1 ) = θ(t 2 ). We know also that the arrivals of jobs of tasks repeat with a period equal to P from O max . Therefore for all time instants t 1 + kP, ∀k < k 2 − k 1 (i.e. t 1 + kP < t 2 ), we have that the time elapsed since the last activation at t 1 + kP is the same for all tasks. Moreover since θ(t 1 ) = θ(t 2 ) we have that ǫ
we also have that ǫ
Consequently we obtain that θ(t 1 ) ≤ θ(t 1 + P) ≤ · · · ≤ θ(t 2 ) and θ(t 1 ) = θ(t 2 ) which implies that θ(t 1 ) = θ(t 1 + P) = · · · = θ(t 2 ).
Corollary 4. For any preemptive task-level fixed-priority algorithm A , if an asynchronous arbitrary deadline system τ is A -feasible upon m unrelated processors is periodic with a period equal to P.
Proof. The result is a direct consequence of Theorem 3, since task-level fixed-priority algorithms are job-level fixed-priority and request-dependent schedulers.
Corollary 5.
A feasible schedule obtained using deterministic request-dependent global EDF on m unrelated processors of an asynchronous arbitrary deadline system τ is periodic with a period equal to P.
Proof. The result is a direct consequence of Theorem 3, since EDF is a job-level fixed-priority scheduler.
The particular case of synchronous periodic systems
In this section we deal with the periodicity of feasible schedules of synchronous periodic systems. Using the results obtained for deterministic, memoryless and work-conserving algorithms we prove in Section 3.2.1 that the feasible schedules of synchronous constrained deadline periodic systems are periodic from time instant equal to 0. In Section 3.2.2 we study arbitrary deadline periodic systems and the periodicity of feasible schedules of these systems using preemptive task-level fixed-priority scheduling algorithms.
Synchronous constrained deadline periodic systems
In this section we deal with the particular case of synchronous periodic task systems and we show the periodicity of feasible schedules.
Theorem 6. For any deterministic, memoryless and work-conserving algorithm A , if a synchronous constrained deadline system τ is A -feasible, then the A -feasible schedule of τ on m unrelated processors is periodic with a period P that begins at instant 0.
Proof. Since τ is a synchronous periodic system, all tasks become active at instants 0 and P. Moreover, since τ is a A -feasible constrained deadline system, all jobs occurred strictly before instant P have finished their execution before or at instant P. Consequently, at instants 0 and P the system is in the same state, i.e. θ(0) = θ(P), and a deterministic and memoryless scheduling algorithm will make the same scheduling decision. The schedule repeats with a period equal to P.
An interesting particular case of Theorem 6 is the following: Corollary 7. A feasible schedule obtained using deterministic global EDF of a synchronous constrained deadline system τ on m identical or unrelated processors is periodic with a period P that begins at instant 0.
Synchronous arbitrary deadline periodic systems
In this section we deal with the particular case of synchronous arbitrary deadlines task systems and we show the periodicity of feasible schedules obtained using preemptive task-level fixed-priority scheduling algorithms.
In the following, and without loss of generality, we consider the tasks ordered in decreasing order of their priorities
Lemma 8. For any preemptive task-level fixed-priority algorithm A and for any synchronous arbitrary deadline system τ on m unrelated processors, if no deadline is missed in the time interval [0, P) and if θ(0) = θ(P), then the schedule of τ is periodic with a period P that begins at instant 0.
Proof. Since at time instants 0 and P the system is in the same state, i.e. θ(0) = θ(P), then at time instants 0 and P a preemptive task-level fixed-priority algorithm will make the same scheduling decision and the scheduled repeats from 0 with a period equal to P. Theorem 9. For any preemptive task-level fixed-priority algorithm A and any synchronous arbitrary deadline system τ on m unrelated processors, if all deadlines are met in [0, P) and θ(0) θ(P), then τ is not A -feasible.
Proof. In the following, we denote by σ (i) the schedule of the task subset τ (i) . Since θ(0) θ(P), there is more than one active job of the same task at P. We define ℓ ∈ {1, 2, ... , n} to be the smallest task index such that τ ℓ has at least two active jobs at P ℓ . In order to prove the property we will prove that τ ℓ will miss a deadline.
By definition of ℓ we have that θ(0) = θ(P ℓ−1 ) (at least for the schedule σ (ℓ−1) ) and by Lemma 8 we have that the time instants, such that at least one processor is available, are periodic with a period P ℓ−1 , i.e., the schedule σ (ℓ−1) obtained by considering only the task subset τ (ℓ−1) is periodic with a period P ℓ−1 . Moreover, since P ℓ is a multiple of P ℓ−1 , we know that the schedule σ (ℓ−1) is periodic with a period P ℓ . Therefore in each time interval [k · P ℓ , (k + 1)P ℓ ) with k ≥ 0 after scheduling τ 1 , τ 2 , ... , τ ℓ−1 there is the same number t ℓ of time instants such that at least one processor is available and where τ ℓ is scheduled. At time instant P ℓ , since the task parallelism is forbidden, there are
such that the job actived at (k ℓ + 1)P ℓ will miss its deadline since it cannot be scheduled before older jobs of τ ℓ and there are k ℓ (P ℓ /T ℓ · (C ℓ − t ℓ )) ≥ D ℓ remaining units for execution of τ ℓ at (k ℓ + 1)P ℓ . Since we consider task-level fixed-priority scheduling, then the tasks τ i with i > ℓ will not interfere with the higher priority tasks already scheduled, particularly with τ ℓ that misses its deadline, and consequently the system is not A -feasible.
Corollary 10. For any preemptive task-level fixed-priority algorithm A and any synchronous arbitrary deadline system τ on m unrelated processors, if τ is A -feasible, then the schedule of A is periodic with a period P that begins at instant 0.
Proof. Since τ is A -feasible, we know by Theorem 9 that θ(0) = θ(P). Moreover, a deterministic and memoryless scheduling algorithm will make the same scheduling decision at those instants. Consequently, the schedule repeats from the origin with a period of P.
Task-level fixed-priority scheduling of asynchronous constrained deadline systems
In this section we give another important result: any feasible schedules on m unrelated processors of asynchronous constrained deadline systems, obtained using preemptive tasklevel fixed-priority algorithms, are periodic from some point (Theorem 11) and we characterize that point.
Without loss of generality we consider the tasks ordered in decreasing order of their priorities
Theorem 11. For any preemptive task-level fixed-priority algorithm A and any A -feasible asynchronous constrained deadline system τ upon m unrelated processors is periodic with a period P from instant S n where S i is defined inductively as follows:
Proof. The proof is made by induction by n (the number of tasks). We denote by σ (i) the schedule obtained by considering only the task subset τ (i) , the first higher priority i tasks {τ 1 , ... , τ i }, and by a (i) the corresponding availability of the processors. Our inductive hypothesis is the following: the schedule σ (k ) is periodic from S k with a period P k for all 1 ≤ k ≤ i.
The property is true in the base case: σ (1) is periodic from S 1 = O 1 with period P 1 , for τ (1) = {τ 1 }: since we consider constrained deadline systems, at instant P 1 = T 1 the previous request of τ 1 has finished its execution and the schedule repeats.
We will now show that any A -feasible schedules of τ (i+1) are periodic with period P i+1 from S i+1 .
Since σ (i) is periodic with a period P i from S i the following equation is verified:
We denote by S i+1
⌉T i+1 } the first request of τ i+1 not before S i .
Since the tasks in τ (i) have higher priority than τ i+1 , then the scheduling of τ i+1 will not interfere with higher priority tasks which are already scheduled. Therefore, we may build σ (i+1) from σ (i) such that the tasks τ 1 , τ 2 , ... , τ i are scheduled at the very same instants and on the very same processors as they were in σ (i) . We apply now the induction step: for all t ≥ S i in σ (i) we have a (i) (t) = a (i) (t + P i ) the availability of the processors repeats. Notice that at those instants t and t + P i the available processors (if any) are the same. Consequently, at only these instants task τ i+1 may be executed.
The instants t with S i+1 ≤ t < S i+1 + P i+1 , where τ i+1 may be executed in σ (i+1) , are periodic with period P i+1 = lcm{P i , T i+1 }. Moreover, since the system is feasible and we consider constrained deadlines, the only active request of τ i+1 at S i+1 (respectively at S i+1 + P i+1 ) is the one activated at S i+1 (respectively at S i+1 + P i+1 ). Consequently, the instants at which the task-level fixed-priority algorithm A schedules τ i+1 are periodic with period P i+1 . Therefore the schedule σ (i+1) repeats from S i+1 with period equal to P i+1 and the property is true for all 1 ≤ k ≤ n, in particular for k = n : σ (n) is periodic with period equal to P from S n and the property follows.
Task-level fixed-priority scheduling of asynchronous arbitrary deadline systems
In this section we present another important result: any feasible schedule on m unrelated processors of asynchronous arbitrary deadline systems, obtained using preemptive tasklevel fixed-priority algorithms, is periodic from some point (Theorem 14). Proof. This result is direct consequence of Lemma 2 since preemptive task-level fixedpriority algorithms are job-level fixed-priority and request-dependent schedulers.
Corollary 13. For any preemptive task-level fixed-priority algorithm A and any asynchronous arbitrary deadline system τ on m unrelated processors, we have that: for each task τ i , for any time instant t ≥ O i , if there is no deadline missed up to time t +P, then either (α i (t) < α i (t +P)) or [α i (t) = α i (t + P) and γ i (t) ≥ γ i (t + P)], where by the triple (α i (t), β i (t), γ i (t)) we denoted θ i (t).
Proof. If α i (t) = 0, then either α i (t + P) > 0 or α i (t + P) = 0 = β i (t + P) = β i (t). Otherwise, α i (t) = n i (t) − m i (t) where n i (t) is the number of jobs actived before or at t, and m i (t) is the number of jobs that have completed their execution before or at t. We have n i (t +P) = n i (t)+ P T i
and by Corollary 12 we obtain that m i (t + P) ≤ m i (t) + P T i
. Consequently α i (t + P) ≥ α i (t), and if
, and β i (t) = ǫ m i (t)+1 ≥ ǫ m i (t)+1+ P T i i (t + P) = β i (t + P).
Theorem 14. For any preemptive task-level fixed-priority algorithm A and any A -feasible asynchronous arbitrary deadline system τ upon m unrelated processors is periodic with a period P from instant S n where S n are defined inductively as follows:
Proof. The proof is made by induction by n (the number of tasks). We denote by σ (i) the schedule obtained by considering only the task subset τ (i) , the first higher priority i tasks {τ 1 , ... , τ i }, and by a (i) the corresponding availability of the processors. Our inductive hypothesis is the following: the schedule σ (k ) is periodic from S k with a period P k , for all 1 ≤ k ≤ i.
The property is true in the base case: σ (1) is periodic from S 1 = O 1 with period P 1 = T 1 , for τ (1) = {τ 1 }: since we consider feasible systems, at instant P 1 + O 1 = T 1 + O 1 the previous job of τ 1 has finished its execution (C 1 ≤ T 1 ) and the schedule repeats.
We will now show that any A -feasible schedule of τ (i+1) is periodic with period P i+1 from S i+1 .
⌉T i+1 }+P i+1 the time instant obtained by adding P i+1 to the time instant which corresponds to the first activation of τ i+1 after S i .
Since the tasks in τ (i) have higher priority than τ i+1 , then the scheduling of τ i+1 will not interfere with higher priority tasks which are already scheduled. Therefore, we may build σ (i+1) from σ (i) such that the tasks τ 1 , τ 2 , ... , τ i are scheduled at the very same instants and on the very same processors as there were in σ (i) . We apply now the induction step: for all t ≥ S i in σ (i) we have a (i) (t) = a (i) (t + P i ) the availability of the processors repeats. Notice that at the instants t and t + P i the available processors (if any) are the same. Hence at only these instants task τ i+1 may be executed in the time interval [ S i+1 , S i+1 + P i+1 ).
The instants t such that S i+1 ≤ t < S i+1 + P i+1 , where τ i+1 may be executed in σ (i+1) , are periodic with period P i+1 , since P i+1 is a multiple of P i and S i+1 ≥ S i . We prove now by contradiction that the system is in the same state at time instant S i+1 and S i+1 + P i+1 . We suppose that θ( S i+1 ) θ( S i+1 + P i+1 ).
We first prove that ∄t ∈ [ S i+1 , S i+1 +P i+1 ) such that at t there is at least one available processor in σ (i) and no job of τ i+1 is scheduled at t in σ (i+1) . If there is such an instant t ′ , then by Corollary 13 we have that θ(t ′ − P i+1 ) = θ(t ′ ) since from the inductive hypothesis (notice that P i+1 is multiple of P i ) and since t ′ − P i+1 ≥ S i+1 − P i+1 ≥ S i ≥ · · · ≥ S 1 we obtain that θ k (t ′ − P i+1 ) = θ k (t ′ ) for 1 ≤ k ≤ i. Consequently, θ( S i+1 ) = θ( S i+1 + P i+1 ) which is in contradiction with our assumption.
Secondly, since θ i+1 ( S i+1 ) θ i+1 ( S i+1 + P i+1 ) then by Corollary 13 we have that either there are less active jobs at S i+1 than at S i+1 + P i+1 , or if there is the same number of active jobs of S i+1 then the oldest active job at S i+1 was executed for more time units than the oldest active at S i+1 + P i+1 . Therefore since ∄t ∈ [ S i+1 , S i+1 + P i+1 ) such that at t there is at least one processor available in σ (i) and no job of τ i+1 is scheduled at t in σ (i+1) , then we have that there are no sufficient time instants when at least one processor is available to schedule all the jobs actived of τ i+1 in the time interval [ S i+1 , S i+1 + P i+1 ). We obtain that the system is not feasible, which is in contradiction with our assumption of τ being feasible.
Consequently θ( S i+1 ) = θ( S i+1 + P i+1 ), moreover by definition of S i+1 (which corresponds to an activation of τ i+1 ) the task activations repeat from S i+1 which proves the property.
Exact feasibility tests
In the previous sections, we assumed that the execution requirement of each task is constant while the designer knows actually only an upper bound on the actual execution requirement, i.e., the worst case execution time (WCET). Consequently, we have to show that our tests are robust, i.e., considering the scenario where all task requirements are the maximal ones is indeed the worst case scenario, which is not obvious upon multiprocessors because of scheduling anomalies. More precisely, we have to show that the considered schedulers upon the considered platforms are predictable. Based on this property of predictability and the periodicity results of Section 3, we provide exact feasibility tests for the various kind schedulers and platforms considered in this work.
First of all, we introduce and formalize the notion of feasibility interval necessary to provide the exact feasibility tests:
Definition 11 (Feasibility interval). For any task system τ = {τ 1 , ... , τ n } and any set of m processors {π 1 , ... , π m }, the feasibility interval is a finite interval such that if no deadline is missed while considering only requests within this interval then no deadline will ever be missed.
Preliminary results
In this section, we consider the scheduling of sets of job J def = J 1 , J 2 , J 3 ..., (finite or infinite set of jobs) and without loss of generality we consider jobs in decreasing order of priorities (J 1 > J 2 > J 3 > · · · ). We suppose that the execution times of each job J i can be any value in the interval [e − }. Notice that the schedule of an ordered set of jobs using a work-conserving and job-level fixed-priority algorithm is unique. Let S(J) be the time instant at which the lowest priority job of J begins its execution in the schedule. Similarly, let F(J) be the time instant at which the lowest priority job of J completes its execution in the schedule. In [8] the authors showed that work-conserving job-level fixed-priority algorithms are predictable on identical processors. We will now extend that result by considering unrelated platforms.
Definition 12 (Predictable algorithms
But first, we will adapt the definition availability of processors (Definition 9) to deal with the scheduling of jobs. We will show now that A (J (i+1) + , t) ⊆ A (J (i+1) , t), for all t.
Since the jobs in J (i) have higher priority than J i+1 , then the scheduling of J i+1 will not interfere with higher priority jobs which are already scheduled. Similarly, J + i+1 will not interfere with higher priority jobs of J (i) + which are already scheduled. Therefore, we may build the schedule σ (i+1) from σ (i) , such that the jobs J 1 , J 2 , ... , J i , are scheduled at the very same instants and on the very same processors as they were in σ (i) . Similarly, we may build σ
Notice that A (J (i+1) , t) will contain the same available processors as A (J (i) , t) for all t except the time instants at which J (i+1) is scheduled, and similarly A (J • there is at least one eligible processor in A (J (i) , t)\A (J (i) + , t) and among them the fastest processor is faster than those belonging to A (J (i) + , t)). Consequently, J i+1 can be scheduled at time instant t on faster processors than J + i+1 .
• there is no eligible processor in A (J (i) , t)\A (J 
The proof is made by induction by ℓ (the number of jobs). We show the second part of each inequality, i.e. S(J (i) ) ≤ S(J Since the jobs in J (i) have higher priority than J i+1 then the scheduling of J i+1 will not interfere with higher priority jobs which are already scheduled. Similarly, J + i+1 will not interfere with higher priority jobs of J (i) + which are already scheduled. Therefore, we may build the schedule σ (i+1) from σ (i) , such that the jobs J 1 , J 2 , ... , J i , are scheduled at the very same instants and on the very same processors as they were in σ (i) . Similarly, we may build σ , but the job J i+1 may also progress at the very same instants on faster processors (relatively to its associated set of processors) or during additional time instants (since we consider work-conserving scheduling). Consequently, F(J (i+1) ) ≤ F(J (i+1) + ).
Asynchronous constrained deadline systems and task-level fixed-priority schedulers
Now we have the material to define an exact feasibility test for asynchronous constrained deadline periodic systems.
Corollary 17. For any preemptive task-level fixed-priority algorithm A and for any asynchronous constrained deadline system τ on m unrelated processors, we have that τ is Afeasible if and only if all deadlines are met in [0, S n + P) and if θ(S n ) = θ(S n + P), where S i are defined inductively in Theorem 11. Moreover, for every task τ i one only has to check the deadlines in the interval [S i , S i + lcm{T j | j ≤ i}).
Proof. The Corollary 17 is a direct consequence of Theorem 11 and Theorem 16, since task-level fixed-priority algorithms are job-level fixed-priority schedulers.
The feasibility test given by Corollary 17 may be improved as it was done in the uniprocessor case [5] , actually the prove remains for multiprocessor platforms since it does not depend on the number of processors, nor on the kind of platforms but on the availability of the processors.
Theorem 18 ([5]
). Let X i be inductively defined by X n = S n , X i = O i + ⌊
⌋T i (i ∈ {n − 1, n − 2, ... , 1}; we have that τ is A -feasible if and only if all deadlines are met in [X 1 , S n + P) and if θ(S n ) = θ(S n + P).
Asynchronous arbitrary deadline systems and task-level fixed-priority policies
Now we have the material to define an exact feasibility test for asynchronous arbitrary deadline periodic systems.
Corollary 19. For any preemptive task-level fixed-priority algorithm A and for any asynchronous arbitrary deadline system τ on m unrelated processors, we have that τ is A -feasible if and only if all deadlines are met in [0, S n + P) and if θ( S n ) = θ( S n + P), where S i are defined inductively in Theorem 14.
Proof. The Corollary 19 is a direct consequence of Theorem 14 and Theorem 16, since task-level fixed-priority algorithms are job-level fixed-priority schedulers.
Notice that the length of our (feasibility) interval is proportional to P (the least common multiple of the periods) which is unfortunately also the case of most feasibility intervals for the simpler uniprocessor scheduling problem (and for identical platforms or simpler task models). In practice, the periods are usually harmonics which limits fairly the term P.
EDF scheduling of asynchronous arbitrary deadline systems
We know by Corollary 5 that any deterministic, request-dependent and feasible EDF schedule is periodic with a period equal to P. Unfortunately, from the best of our knowledge we have no upper bound on the time instant at which the periodic part of the schedule begins. Examples show that O max + P is not such time instant for EDF upon multiprocessors (see [1] for instance). Other examples, show that in some cases the periodic part of the schedule begins after a very huge time interval (i.e., many hyper-periods).
Proof. The result is a direct consequence of Corollary 10 and Theorem 16, since task-level fixed-priority schedulers are priority-driven.
Conclusion
In this paper we studied the global scheduling of periodic task systems upon heterogeneous multiprocessor platforms. We provided exact feasibility tests based on periodicity properties.
For any asynchronous arbitrary deadline periodic task system and any task-level fixedpriority scheduler (e.g., RM) we characterized an upper bound in the schedule where the periodic part begins. Based on that property we provide feasibility intervals (and consequently an exact feasibility tests) for those schedulers.
From the best of our knowledge such an interval is unknown for EDF, a job-level fixedpriority scheduler. Fortunately, based on a periodicity property we provide an algorithm which determine (by simulation means) where the periodicity is already started (if feasible), this algorithm provides an exact feasibility test for EDF upon heterogeneous multiprocessors.
