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1.  Seznamte se s fenoménem grafického intra s omezenou velikostí.  
2.  Prostudujte knihovnu OpenGL a její nadstavby.  
3.  Popište vybrané techniky použitelné v grafickém intru s omezenou velikostí.  
4.  Implementujte grafické intro s použitím OpenGL, aby velikost spustitelné verze nepřesáhla 64kB.  
5.  Zhodnoťte dosažené výsledky a navrhněte možnosti pokračování projektu; vytvořte plakátek pro 






Tato bakalářská práce se zabývá problematikou řešení grafického intra s omezenou velikostí do 64kB. 
Obsahuje stručný úvod k OpenGL, rozebírá techniky a postupy, jak dosáhnout stanovené malé 
výsledné velikosti aplikace, od nastavení kompilátoru, přes procedurální generování textur a modelů 







This bachelor’s thesis describes issues of making graphics intro with limited size below 64kB. 
It contains short introduction to OpenGL, analyses techniques and procedures to reach required small 
sized application, from compiler settings, procedural texture and model generation to final 
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Grafická intra (dema), jsou nekomerční free aplikace. Proč tedy programátoři intra vyvýjejí? 
Odpověď je prostá, pro zábavu a aby ukázali svoje programátorské dovednosti. Tvorba grafického 
intra není záležitost nijak jednoduchá, programátor musí mít smysl pro design a dobře rozumět oblasti 
3D grafiky. Intra jsou aplikace neinteraktivní, uživatel nemůže nijak ovlivnit děj intra, někdy má 
možnost obecného nastavení, jako je rozlišení, úroveň detailů, vypnutí hudby a další. 
Intra mohou být považována za jakousi formu počítačového umění. Začala se objevovat v 80tých 
letech jako doplněk Crack aplikací. Skupiny programátorů prolamující ochrany her a programů, se 
jimy podepisovali pod svá díla. Časem se objevovaly samostatná propracovanější intra, což se dá 
považovat za počátek demoscény. 
  
Tato práce popisuje postupy a techniky při tvorbě takového grafického intra. Věnuje se tématům jako 
je generování textur a modelů, pohyb kamery, simulace odrážení okolí od objektu (zrcadlo), dosažení 







Cílem je vytvořit aplikaci spustitelnou na počítačích se systémem Windows, bez jakýchkoliv 
přídavných knihoven. Aplikace se musí vejít do velikosti 64kB a měla by obsahovat všechny 
náležitosti, které k intrům patří, to znamená přiměřenou délku intra, hudbu. 
Jako téma intra jsem zvolil průlet zdrojem počítače. Dějová část se dělí na tři scény:  
· První scéna je něco jako intro v intru. Obsahuje spoustu krychliček, ze kterých se postupně 
poskládá logo fakulty informačních technologií. 
· Ve druhé scéně je průlet elektrickým vodičem, kde kameru doprovází particle systém ve 
tvaru sinusovky a poletuje po vodiči. 
· Třetí scéna obsahuje samotný zdroj počítače. Ten obsahuje většinu součástek jako skutečný 






3 Úvod do OpenGL 
Open Graphics Library je standardní multiplatformní API. 
OpenGL byla navržena firmou SGI (Silicon Graphics Inc.) a 
je vytvořena s ohledem na to, aby byla použitelná na různých 
typech grafických karet a i tam, kde není podporována 
(softwarové renderování). Předchůdcem této knihovny byla 
programová knihovna IRIS GL (Silicon Graphics IRIS 
Graphics Library).  
 
OpenGL obsahuje přibližně 250 funkcí, pro práci s grafikou. Neobsahuje funkce pro práci s okny. 
Umožňuje snadno vykreslovat primitivy jako jsou body, přímky a polygony, z nichž se pak vytváří 
celé modely, to umožňuje OpenGL být tak nezávyslé na použitém hardwaru. Na každý vykreslovaný 
vrchol OpenGL aplikuje takzvanou transformační matici. Knihovna OpenGL obsahuje funkce pro 
změnu této matice, které provádějí rotaci, posunutí nebo změnu měřítka daného vrcholu. 
Primitivy se vykreslují do Framebufferu, což není nic jiného než pole pixelů o určité velikosti. 
Jednotlivé pixely z tohoto pole se pak mohou snadno vykreslovat na monitor počítače. 
Vykreslované trojúhelníky mohou být potažené texturou, mít námi zadaný barevný nádech, 
průhlednost. 
 
Existují knihovny, které zvyšují použitelnost a možnosti OpenGL, jako je například GLU (OpenGL 
Utilities), která umožňuje používat tesselátory, evaluátory nebo vykreslovat kvadriky jako jsou koule, 
kužely nebo válce. 
 
V OpenGL se hojně využívá takzvaných rozšíření, které nejsou součástí knihovny, ale vytvářejí si je 
výrobci grafických karet, z toho vyplívá, že každý výrobce může do svých karet zaimplementovat 
jiné rozšíření a tak vzniká jistá nekompatibilita. Nicméně základní rozšíření jako je například 







Celý projekt je psán v jazyce C, ve vývojovém prostředí Microsoft Visual Studio 2005. 
Vyjímku tvoří pouze přidaná knihovna na syntézu hudby, která je psána v c++, o tom bude více 
napsáno na následujících stránkách. Základ aplikace tvoří klasické WinAPI. Aplikace má dvě hlavní 
části: okno s nastavením a OpenGL okno samotného intra. Každá část má svou vlastní smyčku zpráv 
a odpovídající funkci pro zpracování zpráv. 
























































5 Generování textur 
Procedurální generování textur je jedna z nejdůležitějších částí z hlediska snížení velikosti aplikace. 
Funkce starající se o generování nejprve alokuje v paměti prostor pro data a pak pouze za pomocí 
určitého algoritmu vyplňuje dvojrozměrné pole tvořící data textury. Veškeré generování se provádí 
ještě před spuštěním intra, podstatná část doby loading screenu zabere právě toto generování textur. 
Pokud se snažíme napodobit materiály z reálného světa jako například železo, plech nebo umělou 
hmotu, musíme mít na paměti, že nejsou jednobarevné a dokonale hladké, ale mají určitou hrubost. 





















5.1 Renderování do textury 
Pokud chceme do generované textury umístit text, setkáme se s menším problémem jak to udělat, 
abychom si mohli měnit velikost, polohu nebo třeba rotaci textu. Mohli bychom text nějakým 
způsobem, algoritmem generovat přímo do datového pole textury, nicméně to by bylo složité a špatně 
nastavitelné, musely by se složitě přepočítávat pozice pixelů při rotaci, nehledě na potíže při 
zvětšování a zmenšování velikosti písma a celé nastavení fontu písma. 
Naskýtá se možnost využít zajímavou techniku renderování do textury, jenž spočívá v tom, že se 
obsah framebufferu zkopíruje do datového pole textury. To znamená, že můžeme vyrenderovat scénu 
stejně jako jsme zvyklí při standardním vykreslování, ale s tím, že nakonec nezavoláme funkci 
SwapBuffers nebo glFlush, místo toho zavoláme glCopyTexImage2D, která framebuffer nakopíruje 
do právě aktivované textury. 
V textuře tak může být naprosto cokoli co umíme vyrenderovat, například otexturovaný čtverec a 
před ním text. Této metody se dá bohatě využít napříklat pro tvorbu zrcadla, kde můžeme scénu 
podruhé vykreslit z pohledu zrcadla. 
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Obrázek 7.1.1: Jedna z textur  kondenzátoru 
 
 
5.2 Perlinův šum 
Perlinův šum je algoritmus, který se dá velmi dobře použít například ke generování textur mraků, 
dřeva, mramoru, krajin, nepředvídatelnosti nebo třeba pohybu. Perlinův šum jde použít pro více 
rozměrů: 1d, 2d, 3d, 4d, více je samozřejmě možné také použít, nicméně se to běžne nepoužívá.  
Funguje tím způsobem, že vygeneruje určitý námi zadaný počet vrstev (oktáv) a ty se nakonec spojí 
dohromady v jednu výslednou vrstvu. Každá oktáva má jinou váhu (amplitudu), v závislosti na tom, 
jaká je nastavená perzistence. Frekvence (dalo by se říct jemnost) každé oktávy je podle vzorce 2n-1, 
tudíž  první oktáva má frekvenci 1, druhá 2, třetí 4 a tak dále. První oktáva má nejvyšší amplitudu, je 
možné si všimnout, že výsledná textura má tvar podle první oktávy. Amplituda každé další oktávy se 
vypočítá jako perzistence krát amplituda oktávy předchozí, tudíž s perzistencí ½ se amplituda každé 
další oktávy sníží o polovinu. 
 




























Algoritmus Perlinova šumu počítá hodnotu každého jednotlivého pixelu zvlášť, abychom tedy 
vygenerovali celou texturu musíme algoritmus aplikovat na všechny pixely textury. Algoritmus má tu 
vlastnost, že hodnoty sousedících pixelů na sebe souvisle navazují, proto se vytvářejí pěkné plynulé 











Od jistého počtu oktáv, se již výsledná textura téměř nemění, nicméně výpočetní náročnost se 
s každou další oktávou nadále zvyšuje. Proto je důležité zvolit správný, přiměřený počet oktáv, aby 
výsledek vypadal dobře a zároveň nebyl příliš výpočetně náročný. Z obrázku [7.2.6] lze poznat, že se 
v tomto případě použití čtyř a pěti oktáv ve výsledku mnoho neliší a pokud nevyžadujeme maximální 
detailnost, je lepší použít pouze oktávy čtyři. V mém intru používám většinou oktávy tři, maximálně 
čtyři. Pro zlepšení výsledku se používá interpolace sousedních pixelů, z nichž nejčastějšími metodami 
jsou lineární, cosinová a kubiská interpolace. Jak již nám napovídá název, lineární je nejjednodušší, 
ale zato nejrychlejší. V mém intru je použita cosinová, jenž má pěkné výsledky a slušnou rychlost, 





5.2.1 Opakovatelnost Perlinova šumu 
Klasický algoritmus pro generování Perlinova šumu nezahrnuje možnost opakovatelnosti textury 
(textura několikrát za sebou, bez znatelného přechodu). Abychom docílili opakovatelnosti, musíme 
buď přidat funkci, která pixely v textuře upraví tak, aby opačné strany textury na sebe navazovaly 
nebo použít metodu mnohem jednodušší. 
Dejme tomu, že chceme generovat opakovatelnou texturu Perlinova šumu o rozměrech 512x512. 
Vygenerujeme standardním způsobem první čtvrtinu textury, to znamená část velkou 256x256 pixelů 
















Obrázek 7.2.1.1: Opakovatelná textura perlinova šumu 
 
 
Vygenerování takovéto opakovatelné textury je dokonce výpočetně a časově mnohem méně náročné, 
než generování celé textury pouze Perlinovým šumem. Je to dáno právě tím, že se generuje pouze 
čtvrtina textury.  
Avšak, jak si lze snadno všimnout, přechody nejsou nijak dokonalé, hlavně u středu je poznat 
symetrický vzor. Přesto je textura velice dobře použitelná, při upravení světlosti a začlenění textury 
do scény, otexturování modelů a hlavně pohybu scény je velmi obtížné poznat nějakou nedokonalost, 










Modely jsou reprezentovány jako množina trojúhelníkú a čtyřúhelníků, které dohromady vytvářejí 
jeden komplexní objekt. 
Aplikace obsahuje modely statické, které jsou uloženy v hlavičkovém souboru models.h, jenž jsou 
zapsány jako dvojice polí. Pole vrcholů, obsahující trojice float čísel, reprezentujících jeden vrchol a 
pole spojení vrcholů do polygonu, obsahující pětice přirozených čísel, z nichž první číslo představuje 
počet vrcholů tvořeného polygonu a může nabývat hodnot 3 (trojúhelník) a 4 (čtyřúhelník). Zbylá 3 
nebo 4 čísla představují čísla vrcholů patřících k polygonu, 
modely dynamické, jenž jsou generovány pouze z OpenGL kvadrik a modely, které jsou kombinací 



















6.1 Výpočet normál 
Protože statické modely neobsahují z důvodu velikosti normály, je nutné je před spuštěním 
samotného intra vypočítat. Rozlišují se zde dva typy normál, face normály (jedna normála pro celý 
polygon) a vertex normály (normála pro každý vrchol). 
Na první pohled by nemuselo být jasné, na kterou stranu budou normály orientovány, když se počítají 
pouze ze tří bodů. Je velmi důležité v jakém pořadí jsou body zapsány, pokud jsou po směru 




















K výpočtu face normály jsou potřeba tři navzájem různé body v prostoru. Odečtením druhého bodu 
od prvního a třetího bodu od prvního vzniknou dva směrové vektory. Teď se provede vektorový 
součin těchto dvou směrových vektorů a jeho výsledek bude vektor normálový, ten ještě 
normalizujeme (změníme tak aby jeho velikost byla jedna) a výsledná normála je na světě. 
Vertexové normály se počítají jako průměr face normál. Cyklicky se vyhledávají polygony, které 
obsahují vrchol, pro který právě počítáme normálu a ze všech nalezených polygonů se zprůměrují 
face normály. Z toho vyplývá, že aby bylo možné vypočítat vertex normály, musí být nejprve 





Pro vykreslování statických modelů je vytvořena funkce drawObject, která má v parametrech 
možnost zvolit automatické generování koordinátů textury a typ normál použitých pro vykreslení 
(face nebo vertex normály). Vykreslování pak probíhá tak, že se prochází celé pole, které spojuje 
vrcholy do polygonů, vyčtou se příslušné vrcholy a vykreslí se polygon. 
Před samotným zavoláním této vykreslovací funkce, je možné nastavit světla, barvu, použité textury, 





Načítání modelů z programů typu Blender nebo 3d Studio Max není příliš vhodné díky velikosti 
formátu modelů. Blender, ale umí exportovat do spousty formátů, jeden z nich je formát “off“. Je to 
jeden z nejjednoduších formátů vůbec, obsahuje jen počet vrcholů, počet faců a samotné vrcholy a 
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face. Tento formát umožňuje vyexportovat pouze jeden, právě označený model, což pro moje potřeby 
bohatě stačilo. 
Jako součást bakalářské práce jsem si napsal malou aplikaci “off2c“ pro převod z tohoto 
jednoduchého formátu přímo na text, který se jen vloží do hlavičkového souboru s modely, což velice 




Obrázek 8.3.1: Blender 
 
 
Blender jsem využil pro vymodelování lopatky ventilátoru, cívky (jedné otočky okolo jádra), 
zakončení cívky, těla tranzistoru, kolena vodiče rezistoru a nožky čipu. 
Tento formát si ssebou nese také pár nevýhod a nedokonalostí. Pokud bychom měli model v Blenderu 
poskládaný z více částí, museli bychom exportovat každou zvlášť a v OpenGL pak nějakým 
způsobem synchronizovat. Stává se také, že některá z os má několikanásobně zvětšené měřítko, takže 
při převodu do tvaru pro hlavičkový soubor se musí upravit. Musí se také dávat pozor na to ,jak 





Celá hlavní (třetí) scéna intra je o průletu zdrojem v počítači. Pro co největší realističnost je zdroj 
v intru sestaven podle skutečného zdroje. Obsahuje točící se ventilátor, pasivní chlazení, spoustu 
elektronických součástek, spoustu barevných vodičů a desku plošného spoje. Pro srovnání zde 












Obrázek 8.4.3: Fotografie zdroje, pohled 2                           Obrázek 8.4.4: Model zdroje, pohled 2 
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6.5 Elektronické součástky 
Můj model zdroje obsahuje 13 typů elektronických součástek. Modely jsou vytvářeny podle 
součástek skutečných. Poměr jejich velikostí a tvar se snaží držet skutečné předlohy. Jsou zde 
následující modely: 4 typy kondenzátorů, 3 typy rezistorů, tranzistor, 2 typy kulatých kondenzátorů, 2 
typy cívek a čip. 
 
 
           
                             




Obrázek 8.5.1: Elektronické součástky 
 
6.6 Display listy 
Display list v sobě obsahuje předvytvořené objekty, v jednoduchosti se do něj uloží příkazy použité 
pro vykreslování, použití textury, změna transformační matice, barvy a podobně. Poté co se jednou 
vykreslí objekty do display listu, se již toto vykreslování nemusí provádět, zavolá se pouze funkce 
vykreslující celý display list. Tato technika urychlí celé vykreslování a sníží nároky na procesor. 
V mém intru mám pro každý výsledný model funkci, která v sobě při prvním vykreslování vytvoří 




BSpline je aproximační křivka, často používana ve 2d a 3d grafice. U Bsplinu se nastavuje řídící 
lomená čára, stupeň křivky a parametrizaci. Křivka má tu vlastnost , že prochází prvním a posledním 
bodem řídícího polygonu. Já používám stupeň křivky 2, ten má tu vlastnost, že výsledná 
aproximovaná křivka prochází středem lomených čar (s vyjímkou první a poslední čáry) a vždy se 
čáry dotkne. To jsou vlastnosti velmi vhodné, protože křivka se pak snáze tvaruje a můžeme lépe 




Obrázek 9.1: BSpline křivka 
 
 
Algoritmem BSpline křivky můžeme spočítat libovolný počet bodů ležících na křivce, čím vyšší 
počet, tím kvalitnější křivka. Pokud chceme křivku vykreslit, vypočtené body se pospojují klasickými 
čárami a ty dohromady vytvoří výslednou křivku. Algoritmu pro výpočet bodu na křivce dáváme čísla 
od 0.0 až 1.0 v závislosti na tom, který bod chceme spočítat, přičemž 0.0 vrátí pozici prvního řídícího 
bodu a 1.0 pozici posledního řídícího bodu. 





Pro každý snímek je nutné počítat pozici kamery v prostoru (x,y,z) a natočení kamery (x,y,z). Pro 
výpočet pozice se využívá algoritmu pro výpočet BSpline. Pozice kamery se počítá jako bychom 
chtěli vypočítat jeden bod na křivce s tím, že algoritmu dáme číslo vypočtené podle aktuálního času a 
délky letu kamery po dané křivce. Tím je pohyb skrz scénu nezávislý na rychlosti počítače, při 
nízkém framerate kamera jednoduše řečeno skáče po větších vzdálenostech. 
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7.1.1 Rotace kamery 
Rotace kamery je provedena tím způsobem, že ke každému řídícímu bodu BSpline křivky jsou navíc 
uloženy úhly rotací pro každou ze tří os. Při průměrování rotace mezi dvěma řídícími body, by při 
dojetí kamery do bodu příslušícímu řídícímu bodu, došlo k nepěknému škubnutí a rozhodně by rotace 
nebyla plynulá. Proto je nutné rotaci nějakým způsobem interpolovat. Z několika interpolačních 
polynomů, které jsem zkoušel nakonec velmi dobře vyhovoval mým požadavkům “Monotoní kubický 
Hermitův interpolační polynom“. Jako ostatní interpolační polynomy prochází všemi řídícími body, 
avšak při interpolování nemá efekt záchvěvu, je lidově řečeno línější. 
Algoritmus má dvě hlavní části: “data preprocessing“ část která se provede pouze jednou při 
vytváření samotné BSpline křivky a část kalkulační, která již počítá požadovanou interpolaci pro 
zvolený bod (od 0.0 do 1.0). 
Rotace podle každé osy se počítá zvlášť, to znamená, že pro každý snímek se algoritmus volá třikrát.  
 
 
7.2 Generování drátu 
Nedílnou součástí modelu zdroje jsou také elektrické vodiče, také druhá scéna intra je průlet dlouhou 
rourou (vodičem). Vkládat do aplikace statické modely drátů je vzhledem k počtu drátů a počtu 
polygonů každého z drátů nemyslitelné a kdybychom se o to pokusili, vypadal by drát pravděpodobně 
velice kostrbatě a nepěkně, nehledě na nemožnost jakékoli editace. Elegantním řešením tohoto 
problému je využítí již implementované BSpline křivky, kolem které budeme táhnout polygony drátu. 
Pro každý vygenerovaný bod BSplinu se speciálním algoritmem vygeneruje pravidelná n-tice bodů 
tak, aby byly stejné všechny vzdálenosti od bodu křivky a vzdálenosti sousedních bodů. Zároveň 
musí být rovina vytvořená těmito body kolmá k vektoru, který tvoří dvojice bodů na BSplinu: 














Obrázek: 9.2.1: Generování drátu 
 
 
Body jednotlivých vygenerovaných n-tic se nakonec pospojují do polygonů a pro všechny polygony 
se vygenerují face a vertex normály. Celé generování se provádí v době loadingu intra, při 
vykreslování scény se již nic počítat a generovat nemusí. 
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8 Efekty, techniky, doplňující moduly 
 
 
8.1 Výpočet FPS 
V intru je možnost zobrazení FPS (frame per second). Počítá se průměrný počet snímků za každou 
sekundu. Výpočet probíhá tím způsobem, že po vykreslení každého snímku se zavolá funkce 
fpsCalculation, která přičte do počítadla snímků jedničku, a testuje se zda čas od poslední aktualizace 
proměnné s průměrnou fps hodnotou již není sekunda nebo víc. V případě, že je tomu tak je, uloží se 




8.2 Odraz od plošného spoje 
Zajímavým efektem je zrcadlový odraz od desky plošného spoje, té byla uměle přidána “lesklost“ 
z důvodu lépe vypadající scény. Pro tento efekt se využívá relativně jednoduché metody vykreslení 
odráženého objektu ještě jednou zrcadlově obráceně pod rovinu odrážecí roviny. Avšak tak úplně 
jednoduché to není, je třeba zařídit, aby se odražený obraz vykresloval pouze na odrážecí ploše 
(desce). To se dá zařídit pomocí tzv. stencil bufferu. Tento buffer má velikost framebufferu, obsahuje 
informace pro každý pixel. Stencil buffer se používá k omezení oblasti kam se může vykreslovat. 
Pracuje se s ním tak, že se nejprve stencil buffer naplní hodnotami a poté se již jen testuje.  
Naplnění stencil bufferu probíhá tím způsobem, že aktivuje mód kreslení do stencil bufferu a pak se 
jednoduše vykreslí nějaké polygony. OpenGL si na pozici kam se jednotlivé pixely polygonů budou 
vykreslovat zapíše určitou hodnotu podle nastavení. Následně se deaktivuje mód kreslení do stencil 
bufferu a aktivuje se mód testování stencil bufferu. Nyní se testuje, zda vykreslovaný pixel náhodou 
není ve stencil bufferu uveden jako pixel, který se nebude vykreslovat a v tom případě se pixel při 
kreslení vynechá. 
 
Nyní víme jak omezit oblast kreslení, dále potřebujeme, aby byl zrcadlově obráceně vykreslovaný 
objekt průhledný, protože nechceme úplně čistý odraz jako u klasického zrcadla, ale pouze odraz 
částečný. Nicméně ve skutečnosti je to provedeno tak, že se odraz vykreslí plně viditelný, ale přes něj 
se vykreslí poloprůhledně ona deska, kterou jsme nazačátku vykreslovali do stencil bufferu. Tak 
vznikne efekt průhledných součástek, i když veskutečnosti je průhledná odrážecí plocha. Aby po 
dokončení kreslení byly pod odrážecí plochou vidět pouze odrazy, musí se nakonec znovu vykreslit 
odrážecí plocha, nyní již neprůhledná, kousek pod odrážecí plochu průhlednou. 
 
Problém nastává ve chvíly, kdy objekt, který chceme vykreslit i s jeho odrazem, je částečně nebo 
úplně ponořen do odrážecí plochy. V takovém případě nám odraz vyleze nad zrcadlo, což je rozhodně 
nežádoucí efekt. Pro napravení tohoto problému se využívá tzv. clipping planes (ořezávací plochy). 
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Vytvoříme si pole typu double o čtyřech hodnotách, jenž představují obecnou rovnici roviny 
v prostoru. Tato rovnice představuje onu ořezávací plochu. Jde s ní rotovat, posouvat ji, zvětšovat, 
platí pro ni transformační matice. Pomocí funkce glClipPlane se tato rovnice aplikuje. Pokud je 
aktivován ořezávací test, tak vše co je za touto rovinou se jednoduše nevykreslí. Tím zabráníme, aby 








8.3 Particle systém 
Ve druhé scéně se nachází částicový systém tvarovaný do sinusovky, který při troše představivosti 
představuje střídavý elektrický proud. Particle systém je větší množství částic, chovajících se podle 
nějakých pravidel a ve výsledku vytvářejících určitý efekt, například oheň, kouř, výbuch, mraky nebo 
třeba fontánu. Částice je malý polygon, většinou potažený texturou gradientu. V particle systému má 
každá jednotlivá částice svoje vlastnosti, jako například aktuální pozice a rychlost, barva, tvar, 
velikost, průhlednost, stav a délka života. Na celý systém může pusobit gravitace, v libovolném 
směru, který si zvolíme, tak způsobíme zrychlení částic. Každá částice má určitou délku života, po 









Celý systém obsahuje 2000 částic. Do tvaru sinusovky se systém natvaruje tím způsobem, že se na 
každou částici v systému aplikuje vzorec, ve kterém je zahrnuta funkce sinus, čas, aktuální pozice 
částice a několik konstant. V intru je potřeba mít už rozběhnutý částicový systém tak, aby v průběhu 
intra zustal stejný a nebyly mezi letícími částicemy mezery a podobně. Toho se dá docílit buď velmi 
dobrým počátečním nastavením částicového systému nebo metodou předpočítání stavu systému. Já 
zvolil druhou metodu, během úvodního načítání se provede 10000 cyklů částicového systému. Během 





OpenGL používá k potažení polygonů tzv. texturovací jednotku. Těch má hned několik, i starší 
grafické karty mívají alespoň 2 takové jednotky, běžné grafické karty dnešní doby mívají 4, 8 a více. 
Multitexturing využívá dvě nebo více těchto jednotek pro potažení toho samého polygonu a textury 
z každé texturovací jednotky určitým způsobem spojí do jedné výsledné textury. Multitexturingu se 
velmi často využívá k simulaci osvětlení (lightmap), to se provede tak, že například v druhé 
texturovací jednotce aktivujeme speciální černobílou texturu, kde bílá barva znamená ponechat 
výsledek beze změny a černá znamená úplně ztmavit. Takže textura tvaru gradientu, s bílou uprostřed 
a černou v krajích, ve výsledné textuře simuluje pěkné kulaté světlo.  
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Použití multitexturingu obecně zlepšuje kvalitu a vzhled textury. Já při multitexturingu využívám 



















Po zavedení multitexturingu (vlastní inicializační funkce na začátku programu) se polygony potahují 
texturamy velmi podobně jako bez jeho použití. Koordináty textury k jednotlivám vrcholům polygonu 
se přiřazují funkcí glMultiTexCoord2fARB namísto klasické glTexCoord2f. Pro každou texturovací 
jednotku, kterou chceme použít, je nutné nastavit koordináty textury. Aktivace jednotlivých textur se 
dělá pro každou jednotku zvlášt tím zpusobem, že se pomocí funkce glActiveTextureARB nastaví jako 





8.5 Syntéza hudby 
Bez hudby by intro působilo polovičním dojmem, hudba je velmi důležitou částí obecně všech 
grafických inter. Vzhledem k velkému omezení velikosti výsledné aplikace, není možné do intra 
umístit hudbu formátu mp3 nebo podobné, protože i s tím nejhorším nastavením kvality by samotná 
hudba zabírala víc než celé intro. Bylo by možné jako hudbu použít formát mid a jemu podobné, 
nicméně, takováto “hudba“ by byla velmi jednoduchá a zdaleka by nesplňovala požadavky 
současných grafických inter.  
V intrech se používají takzvané synthesizery, což jsou v tomhle případě knihovny psané namíru pro 
intra s omezenou velikostí a jimi generovaná hudba svou kvalitou často dohání audio formáty, které 
velikostí nijak nešetří. V mém intru je použit synthesizer od německé skupiny, zabývající se právě 
tvorbou grafických inter, Farbrausch. Synthesizer se jmenuje “V2 synthesizer system“ a byl uvolněn 
pro veřejnost už před pár lety. Stále je to jeden z nejlepších nebo dokonce nejlepší volně šiřitelný 
synthesizer. Synthesizer má svůj vlastní formát “v2m“, který umí přehrát a jako součást celého 
balíčku jsou pluginy VSTi a Buzz machine pro tvorbu hudby k tomuto synthesizeru. 
 20 
 
Knihovna synthesizeru je psaná v c++ a proto je nutné pro ni ve Visual Studiu nastavit “Compile as 
C++ Code“. Jedním ze souborů knihovny je asm soubor, který se překládá zvlášť kompilátorem 
nasm, a který obsahuje příkaz incbin, který při překladu vloží do obj souboru vybraný soubor. Hudba 
ve v2m formátu může zabírat i stovky kB, avšak formát je navrhnut tak, aby byl snadno “sbalitelný“ 




8.5.1 C++ knihovna v C kódu 
Pro spojení C++ knihovny s C kódem bylo potřeba udělat novou knihovnu, která tvoří rozhraní mezi 
C a C++. Tato knihovna bude stále překládaná C++ kompilátorem, avšak volané funkce z libV2 
knihovny se v ní zabalí do funkcí srozumitelných C, to znamená bez použití tříd a jiných pro C++ 
typických konstrukcí. Aby šla tato knihovna tvořící rozhraní slinkovat jak s C tak s C++ kódem, bylo 
nutné použít následující konstrukce: 
 
#ifdef __cplusplus 









8.5.2 Výběr hudby 
Psát k intru vlastní hudbu by daleko přesahovalo rozsah a zadání této bakalářské práce, proto jsem 
hledal hudbu od někoho jiného, která by se alespoň přibližně tématicky hodila k mému intru. Na 
internetu jsem objevil celou kolekci hudebních souboru ve formátu v2m, od více než 4 desítek 





K aliasingu (viditelným čtverečkům) dochází v důsledku nízkého rozlišení monitoru. Technika 
k odstranění tohoto nežádoucího efektu se analogicky nazývá anti-aliasing. V dnešní době má většina 
grafických karet hardwarovou podporu některého z typů FSAA (full-scene anti-aliasing). U 
antialiasingu se většinou uvádí násobek, z něhož vychází výsledná kvalita obrazu. Obecně FSAA 
funguje tak, že se renderuje několikanásobně vyšší rozlišení než rozlišení nastavené, pro každý pixel 
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se renderuje matice subpixelů, naříklad pro FSAAx4 se renderují 4x4 pixely pro každý jeden pixel. 
Pak se rozlišení vyrenderovaného snímku zmenší na původní. Obraz celé scény pak vypadá jemněji, 
bez čtverečků a mnohem reálněji. Tato technika je velmi náročná na výkon GPU a s každým dalším 
násobkem znatelně klesá počet vyrenderovaných snímků za sekundu, proto si ji mohou dovolit spíše 
modernější grafické karty. 
 
Dalším typem antialiasingu je  “multisampling“. Pracuje obdobně jako klasické FSAA metody 
(supersampling), také se renderuje několikanásobně vyšší rozlišení, ale zatímco například 
supersampling zpracovává několikrát každý pixel, multisampling zpracovává pouze pixely, které leží 
na hraně nějakého polygonu. Z toho vyplývá že vnitřek polygonů zůstane nezměněn a vyhladí se 
pouze hrany. Tím se ušetří obrovské množství výpočtů a výsledná scéna vypadá velmi pěkně, 



















Multisampling se v OpenGL nachází jako ARB rozšíření. V aplikaci se hned po vytvoření okna 
zjišťuje zda-li je multisampling grafickou kartou podporován. Pokud ano, tak se právě vytvořené 
okno zavře a vytvoří se okno nové s pixelformátem nastaveným pro multisampling. Každého 
pravděpodobně napadne, proč to neudělat rovnou při prvním vytváření OpenGL okna, je to dáno tím, 















8.7 Nastavení intra 
Můj projekt umožňuje před vlastním spuštěním samotného intra, provést jistá nastavení, která nijak 
neovlivní děj intra, ale pouze grafický nebo hudební výstup. Tuto možnost nastavení ocení především 
majitelé starších grafických karet nebo naopak uživatelé s novými grafickými kartami díky možnosti 
nastavení vysokého rozlišení a tím mnohem kvalitnějšího grafického výstupu. 
 
Nastavit lze: 
· Show FPS - po dobu celého intra se bude zobrazovat framerate 
· Disable music - vypne hudební doprovod 
· Debug mode - po zadání hesla “bakalarka“ se spustí intro v zvláštním režimu, který 
umožní uživateli prolétnout si jednotlivé scény zapomocí šipek a myši. Toto 
nastavení původně sloužilo pouze pro testovací účely, ale zdálo se mi 
zajímavé ho v intru pod heslem ponechat 
· Fullscreen - zobrazí intro v celoobrazovkovém režimu, v opačném případě v okně 
· Antialiasing - zapne vyhlazování typu multisampling 






















9 Výsledná velikost souboru 
Ačkoli se může zdát, že velikost 64kB je bolestně málo, opak je pravdou. Tento prostor postačuje pro 
několika minutová dějově obsáhlá grafická intra doprovázená hudbou v CD kvalitě. 
 
Základní předpoklad pro malou velikost je dobře nastavený kompilátor a linker, což zahrnuje všechny 
optimalizace velikosti, vynechání nepotřebných knihoven. Je téměř nemožné v takovém intru 
používat klasické textury načítané z externího souboru. I textura ve formátu jpg při slušné kompresi 
na úkor snížení kvality by zabírala příliš mnoho místa, když vezmeme v úvahu, že textur je potřeba 
mnohem více než jedna, utvrdí nás to v tom, že textury budeme muset nějakým způsobem generovat. 
Obdobně je to i s modely, není možné načítat modely například z 3D studia Max, když i ten nejmenší 
model je v řádu desítek kilobajtů. 
Nicméňe statickým datům se stejně nevyhneme, pokud chceme něco víc než intro typu vizualizace 
hudby. Nejsnadnější cesta je uložit modely pouze jako pole vrcholů a druhé pole, ve kterém bude 
uloženo jak vrcholy spojit do trojúhelníků nebo čtverců. Zbytek jako například normály se dá za běhu 
programu dopočítat, tím se ušetří spousta místa. 
Co nejvíce funkcí se snažíme napsat sami, abychom zbytečně nemuseli linkovat další knihovny, které 
by navýšily výslednou velikost. Dále je doporučeno používat co nejvíce datový typ float, který zabírá 
pouze 4kB na rozdíl od double, který zabírá 8kB. 
Nedílnou součástí tvorby takového grafického intra je použití nějakého exe packeru, který finální 





9.1  Nastavení kompilátoru 
Za pomocí vhodného nastavení kompilátoru a linkeru, nastavením příslušných přepínačů, 
optimalizací, použitých knihoven lze snížit velikost základní aplikace zobrazující pouze okno, na 
několik málo kilobajtů. 
Uvedu zde některá nejdůležitější nastavení a přepínače. 
 
· /Ox a /Os   - full optimalization / favor small code 
· /Gs    - vypnutí kontroly při práci se zásobníkem 
· /Gr    - funkce přes registry procesoru 
· /NODFAULTLIB:LIBCMT - vynechání knihoven 
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9.2 Exe packery 
Jsou to aplikace snižující velikost exe souborů, mnoho znich je psáno přímo pro 64k intra. 
Ze spustitelného souboru se odstraní všechna nepotřebná, přebytečná data a kód, zkomprimuje a do 
výsledného exe souboru se přibalí navíc dekomprimační nástroj. 
Po spuštění takto zmenšeného souboru se nejprve provede rozbalení a pak se předá řízení právě 
rozbalenému kódu. Aplikace se bude chovat úplně stejně jako by nebyla takto zabalená, doba 
rozbalování bývá tak krátka, že zabalený soubor v rychlosti spouštění často nerozeznáte od originálu. 
Dříve se exe packery s oblibou používaly kvůli malým kapacitám harddisků nebo přenosových médií. 
Na médium o stejné velikosti se vlezlo mnohem více aplikací. V dnešní době vysokokapacitních 
disků a médií, takovéto packery víceméně strácejí smysl a využívají se hlavně pro zvláštní účely jako 
například intra nebo škodlivý software. 
Nevýhodou těchto exe packerů bývá to, že se také používají na zabalení a zamaskování přítomnosti  
všemožných virů a malware. Často se pak stává že antivirové programy hlásí virus, či nebezbečný 
soubor už jen proto, že je použit určitý exe packer, bez toho aniž by skutečně našli něco škodlivého 
nebo protože má podobné některé rysy jako hledaný škodlivý software.  
Exe packery mohou být pouze konzolové aplikace nebo mohou mít i přívětivější GUI, nicméně 
funkčnost je stále stejná. Abych zjistil, který exe packer bude pro mé intro nejlepší provedl jsem 
jejich srovnání. Výsledky jsou popsány dále. 










9.3 Testy exe packerů 
Bez použití exe packerů by grafická intra zabírala většinou stovky kB a rozhodně by se nevešla do 
stanoveného limitu. Hlavně z důvodu vložení audio formátu v2m, který v mém případě zabírá 706 
kB. Celá aplikace bez zabalení zabírá 845 kB. S použitím pro mé intro nejvhodnějšího exe packeru 
“kkrunchy“ se velikost aplikace snížila na 50,5 kB. 
 
Celkem jsem otestoval 4 exe packery, výsledky si můžete prohlédnout v následující tabulce. Původní 













Z testovaných exe packerů naprosto zklamalo “UPX“, ale naopak překvapil “MEW“, testy jen 
potvrdily mnou očekávaný výsledek, exe packer “kkrunchy“ s náskokem zvýtězil. Exe packeru 













Jméno exe packeru Výsledná velikost [B] 
UPX 3.03w 119808 
WinUpack 0.39final 74812 




Velikostní omezení jsem dodržel s velkou rezervou 14,5 kB. Programová část obsahuje 27 
vlastnoručně psaných modulů, které dohromady mají přibližně 5000 řádků (včetně komentářů a 
vynechaných řásků). Délka intra je 3 minuty 55 sekund (včetně půlminutových titulků). Intro po svém 
spuštění spotřebuje přibližně 30 MB paměti. 
 
Pravděpodobně největší problémy byly spojené se samotným vývojovým prostředím, linker ve Visual 
Studiu 2005 očividně není bezchybný a občas při jisté posloupnosti kódu padal (házel vyjímky). 
Proto jsem zkoušel novější Visual Studio 2008, kde stejný kód šel již přeložit bez problémů, nicméně 
zde zase byly problémy se spuštěním aplikace na některých jiných počítačích. Nakonec jsem zůstal u 
verze 2005 s tím, že jsem vynechal část kódu, která dělala problémy.  
Dále jsem hodně času strávil nad funkčním generováním drátu podle BSpline křivky, kde největším 
problémem bylo vygenerování n-tice bodů v prostoru, kolmých na libovolný vektor. 
 
Do budoucna je co vylepšovat v mnoha oblastech, jako jsou například: 
· animace modelů 
· rozpohybování scény 
· pokročilejší osvětlení 
· stíny 
· Catmull-Clark 
· synchronizace s hudbou 
· vlastní synthesizer hudby 
· generování všech modelů procedurálně 
· optimalizační metody pro zrychlení vykreslování 
 
Tato bakalářská práce pro mě byla obrovským přínosem, na začátku její tvorby byly moje znalosti 
OpenGL na úrovni vykreslení rotující otexturované krychle. Během práce na tomto nesnadném 
projektu se mé znalosti z oblasti informačních technologií a především grafiky významným 
způsobem prohloubily. Řekl bych, že výsledek je vcelku obstojný, vezmu-li v potaz, že je to můj 
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