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Capítulo 1 
Introducción y objetivos 
El presente proyecto tiene como objetivo realizar el diseño y la implementación 
del software necesario para poder controlar una maqueta de trenes mediante un 
ordenador. Este software tendrá que ser capaz de interactuar con el hardware 
tanto adquiriendo información como actuando sobre él de forma automatizada, 
siguiendo unas pautas de control establecidas por el usuario. Como se explicará 
más adelante, actualmente no existe software propietario ni libre que cumpla con 
los requisitos de este proyecto y, por tanto, se opta por diseñar e implementar 
una nueva librería con una interfaz bien definida para el control de los diferentes 
dispositivos de la maqueta: semáforos, cambios de vías, sensores, barreras, 
máquinas de tren, etc. 
   
 
 
 
 
Ilustración 1: Comunicación PC-Maqueta 
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Adicionalmente, se propone diseñar e implementar un sistema cliente-servidor 
que permita a diferentes usuarios controlar los dispositivos que componen la 
maqueta, para tal fin se usará un servidor web. Este sistema ha de constar con 
dos entornos o subsistemas claramente diferenciados, el Servidor Web  y el 
Cliente.   
El Servidor Web será el encargado de procesar las peticiones de los diferentes 
Clientes y notificar a todos ellos los eventos que se hayan producido en la 
maqueta: cambio de color de un semáforo, cambio de velocidad de una 
locomotora, etc.  
1.1 Motivación 
La motivación para este proyecto nace a partir de un proyecto docente destinado 
a impartir una asignatura que tiene como objetivo iniciar a estudiantes en el 
diseño y la programación de sistemas en tiempo real. Para conseguir los 
objetivos de esta asignatura se desea potenciar especialmente la aplicación 
práctica de los conocimientos adquiridos programando un sistema de control de 
tráfico ferroviario para una maqueta de trenes, en la que se tratará de controlar 
los diferentes trenes que circulan por la maqueta, los semáforos, cambios de vía, 
obstáculos que se encuentren en medio de la vía, etc. de manera que se eviten 
las posibles situaciones de riesgo: colisiones entre trenes o con objetos situados 
en la vía, descarrilamientos, etc.  
La construcción de la maqueta: montaje de la mesa soporte, elaboración de la 
estructura del circuito, instalación de sensores, cableado de la maqueta, etc. Se 
ha realizado en un proyecto anterior realizado por un alumno de la Universidad 
Politécnica de Catalunya. 
El control de dicha maqueta se realiza a partir de una central digital a la que hay 
que acceder físicamente para poder realizar las diferentes acciones. Con este 
proyecto se pretende automatizar todo el sistema de acciones, y realizar su 
gestión mediante un servidor externo. 
1.2 Propuesta inicial 
Para poder cumplir los objetivos del proyecto, se pretende realizar la 
implementación de una librería de comunicaciones entre el PC y la central digital, 
esta librería debe permitir realizar todas las acciones necesarias para controlar 
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todos los elementos que componen la maqueta y que pueden ser manejados 
desde la central digital. 
Se realizará también una aplicación web, que correrá sobre un servidor del que 
se hará tanto el diseño como la implementación, esté  permita interactuar 
directamente con la maqueta, poniendo a prueba tanto la gestión a tiempo real 
como la eficacia de la librería y del  propio servidor.  
1.3 Fases del proyecto 
Debido a lo extenso del proyecto se ha decidido separarlo en dos partes, cada 
una de ellas orientada a una tarea concreta; por una parte se tratará la 
comunicación PC/Central digital y por otro lado la creación del servidor web para 
la interacción con la maqueta por parte de usuarios externos. 
 
Ilustración 2: Fases del proyecto 
1.3.1 Diseño e implementación del software necesario para el control de la 
maqueta 
Lo que se pretende en esta fase del proyecto es implementar y diseñar una 
librería genérica que permita interactuar con los diferentes dispositivos de la 
maqueta desde un ordenador, accionando y gestionando los eventos según 
interese. 
La propuesta inicial para diseñar la librearía es implementarla usando el lenguaje 
de programación Java, puesto que es el lenguaje en el que se imparte la 
asignatura de programación a tiempo real para la que se hizo la maqueta. 
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1.3.2 Diseño e implementación de un servidor web 
Una vez implementada la librería que permitirá la comunicación entre la central 
digital y el ordenador, se plantea la posibilidad de realizar acciones desde una 
red pública o privada. Para tal fin se decide implementar un servidor web desde 
el que se puedan realizar conexiones a la maqueta e interactuar con esta. 
La finalidad de esta fase del proyecto es permitir que diferentes usuarios puedan 
manejar todos los dispositivos sin que se produzcan colisiones entre las 
locomotoras. 
1.3.3 Estructura de la memoria 
Se ha separado la memoria en 8 Capítulos con sus pertinentes apartados.  
• Capítulo 1: dedicado a la introducción del proyecto y a los objetivos que 
se quieren alcanzar. 
• Capítulo 2: donde se especificará el estado del arte. En este se realizará 
un breve resumen de los diferentes proyectos que existen y la posibilidad 
de ser una alternativa a nuestro proyecto.  
• Capítulo 3: se especificarán en este capítulo los recursos utilizados para 
realizar el desarrollo del proyecto. 
• Capítulo 4: dedicado a la primera parte del proyecto, la especificación, 
diseño e implementación del software necesario para poder realizar el 
control de la maqueta. 
• Capítulo 5: dedicado a la segunda parte del proyecto, la especificación 
diseño e implementación de un modelo cliente-servidor que permita 
controlar la maqueta desde una aplicación web. 
• Capítulo 6: resumen de las tecnologías usadas en el proyecto. 
• Capítulo 7: Opinión personal y conclusiones del proyecto. 
• Capítulo 8: Bibliografía. 
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Capítulo 2 
Estado del arte 
En este capítulo se presenta el estudio y análisis realizado antes del desarrollo 
del presente proyecto. 
La necesidad de diseñar e implementar una librería surge de la inexistencia en el 
mercado de un software que permita conectar de forma sencilla una central 
digital con un ordenador y que además permita la gestión de esta.  
Inicialmente se consideró la posibilidad de usar software de terceros, tanto 
propietario como de libre distribución para poder realizar la conexión y gestión de 
eventos, pero todos ellos fueron descartados.  
Este proyecto tiene una finalidad docente, el estudiante tiene que aprender a 
manipular clases sencillas, entenderlas y explicarlas. Además deberá ser capaz 
de extenderlas y reproducirlas desde cero, por lo que se requiere un diseño claro 
y sencillo que sea fácilmente asimilable por estudiantes con un nivel básico de 
Java. 
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En cuanto al diseño y la implementación de la aplicación web y del servidor por 
diversos motivos que se expondrán a continuación se ha decidido realizar su 
desarrollo partiendo desde cero.  
Inicialmente se valoró la posibilidad de usar software de terceros para crear el 
servicio web, pero fue descartado de inmediato puesto que los requerimientos de 
nuestro proyecto son muy específicos, la mayoría de proyectos están orientados 
a servidores web de mayor envergadura, sin finalidad didáctica y con gran 
capacidad de escalabilidad, para nuestro fin es más ventajoso crear nuestro 
propio servidor web que hacer uso de uno ya creado. También se consideró la 
posibilidad de reciclar código de terceros para realizar la implementación de la 
aplicación web, pero teniendo en cuenta la decisión anterior lo lógico era crear 
también una aplicación propia. 
En conclusión, se decide que el procedimiento correcto para ambas partes del 
proyecto es realizar diseño e implementación del software partiendo desde cero. 
2.1 Proyectos actuales 
Dentro del mercado informático existen diferentes proyectos encargados de 
desarrollar software específico para diferentes centrales digitales, podemos 
destacar entre ellos los comentados a continuación: 
2.1.1 Proyecto Rocrail® 
Rocrail® es actualmente el proyecto más grande para el control de maquetas de 
trenes desde ordenador, este proyecto está destinado al control y diseño de 
maquetas con uno o más ordenadores. Su finalidad es lograr que un conjunto de 
trenes puedan circular de forma manual o automática. 
 
 
 
Ilustración 3: Logo Rocrail® 
El sistema de Rocrail® se basa en el sistema de comunicación Cliente-Servidor 
bajo protocolo TCP/IP. La forma de trabajar de este sistema es conceptualmente 
muy sencilla, el servidor se conecta a la central digital que controla la maqueta y 
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el cliente realiza las conexiones al servidor, su principal ventaja es que permite 
realizar conexiones tanto en un red pública como en una privada. 
Ventajas:  
• En la actualidad Rocrail® tiene una gran cantidad de funcionalidades que 
van desde la gestión automática de trenes, hasta clientes para 
dispositivos móviles como iPad.  
• Tienen una excelente documentación de la mayoría de protocolos y 
centrales digitales. 
• Todo el proyecto está distribuido bajo licencia GNU GPL v3 y GNU LGPL. 
• Soporte para los principales sistemas operativos, Windows, Mac Os y 
Linux. 
• Tienen un foro de consultas muy activo. 
• Tienen implementados gran cantidad de protocolos. 
• Acepta una gran variedad de centrales digitales. 
• Es multilenguaje. 
Inconvenientes: 
• Tiene un diseño demasiado extenso y complejo para un usuario con 
conocimientos básicos. 
• La implementación de la mayoría de clases es demasiado compleja como 
para ser usadas con finalidad docente en cursos de iniciación. 
• El proyecto se ha realizado fundamentalmente en C++, solo algunas 
partes de este están hechas en Java, por lo que se debería portar la 
mayor parte del proyecto si se pretendiera adaptarlo para una asignatura 
de programación en Java. 
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2.1.2 Proyecto JMRI 
JMRI es un proyecto orientado al desarrollo de herramientas genéricas para el 
control de maquetas de trenes. Su finalidad es que sus herramientas sean 
independientes del hardware que se desea usar. 
 
Ilustración 4: Logo JMRI 
Actualmente está constituido por tres herramientas diferentes : 
• DecoderPro® : Herramienta que permite administrar diferentes 
locomotoras. Su principal función es facilitar la programación de las 
centrales digitales, actúa como un IDE que además de permitir programar 
la central también permite la visualización de resultados en tiempo real.  
• PanelPro: Es un panel de control de operaciones, este permite ver el 
estado de cada locomotora, semáforo y cambio de vía e interactuar con 
ellos. 
• Logix: Se trata de un sistema de control de condiciones, su finalidad es 
tomar medidas cuando el usuario realiza un cambio en algún dispositivo 
de la maqueta. En esencia es un medio para configurar la lógica 
especificada por el usuario, de una manera intuitiva sin que el usuario 
tenga que estar familiarizado con la lógica matemática. 
Aunque en términos generales el proyecto se adecua en gran medida a nuestras 
necesidades existen ciertas diferencias fundamentales, por ejemplo: 
• Aunque dispone de un panel de control de locomotoras, este no está 
diseñado para ser utilizado por más de un cliente, es decir, diferentes 
clientes no pueden gestionar al mismo tiempo una misma maqueta. 
• Su sistema de control de condiciones está pensado para que solo un 
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cliente intervenga en la gestión de eventos y acciones de la maqueta, no 
es posible hacer que sea manipulado por más de un usuario. 
• El control de los diferentes elementos no puede ser visualizado por más 
de un cliente. 
• Aunque el diseño del proyecto es más sencillo que el de otros proyectos 
adaptar los aspectos más fundamentales a los requeridos sería más 
costoso que realizar un proyecto completo.  
• La mayoría de implementaciones realizadas en este proyecto son 
demasiado complejas para un fin didáctico. 
2.1.3 Proyecto Hispeed Loconet-Chercker 
Se trata de un programa destinado a monitorizar el comportamiento de sistemas 
Digitrax.  
Ventajas: 
• Permite realizar diferentes configuraciones de los sistemas conectados a 
la red Loconet y guardarlas para una posterior utilización. De esta 
manera se puede determinar qué configuración es la más eficiente para 
nuestras necesidades. 
• Durante la configuración y programación de los diferentes dispositivos 
nos permite visualizar errores en tiempo real. 
• Permite enviar comandos manualmente a los dispositivos de red, tanto a 
semáforos como a locomotoras o sensores. 
• Puede guardar un registro de eventos acontecidos en la maqueta, de 
forma que posteriormente pueden ser repasados para analizar el 
comportamiento de los diferentes elementos, como si de un debug se 
tratara. 
Inconvenientes: 
• Está enfocado al uso concreto de determinados dispositivos, toda la 
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interacción entre el programa y la maqueta se realiza mediante los 
comandos propios del protocolo de cada dispositivo.  
• Este proyecto está completamente programado en C++ y solo tiene 
versión para Windows.  
• Algunas partes pueden ser reutilizadas, pero sería necesario migrar casi 
todo el proyecto a Java y adaptar la mayoría de clases para un fin 
docente. 
2.1.4 Win-Digipet 
Win-Digipet es el programa más intuitivo y completo de conducción de trenes 
digitales de modelismo. En este caso se trata de un programa de pago que nos 
permite realizar multitud de tareas y gestionar nuestra maqueta de una forma 
completamente gráfica, por lo que no se requiere de grandes conocimientos para 
su uso. 
 
Ilustración 5: Logo Win-Digipet 
Ventajas: 
• No tiene límite de tamaño en el diseño de modelos de maquetas. 
• Auto detección de errores en la configuración. 
• Completamente gráfico. 
• Para maquetas extremadamente grandes, permite subdividir los railes 
para poder acceder a las diferentes zonas de forma rápida. 
• Permite generar más de una maqueta, por lo que se puede guardar una 
configuración y cargarla en otro momento. 
• El programa permite controlar una gran cantidad de centrales digitales, 
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además de usar accesorios extra como los mandos a distancia IRIS de 
Intellibox o el Phone-Control de Lenz. 
• Permite manejar de forma tanto autónoma como manual un total de 250 
locomotoras si el sistema lo permite. 
• Se pueden crear perfiles de conducción y rutas automáticas para 
diferentes locomotoras, de forma que los distintos dispositivos de la 
maqueta actúen de forma automática según cada perfil. 
• Se muestra el estado de todos los dispositivos en la pantalla principal, y 
desde ella se puede acceder directamente a la información básica de 
cada uno de ellos. 
• Tiene un sistema de control inteligente que permite analizar los posibles 
conflictos entre los perfiles de ruta usados, evitando colisiones y acciones 
incoherentes de los diferentes dispositivos. 
Inconvenientes:  
• Es un programa de pago y su código fuente no está disponible. 
• Solo puede ser utilizado en Windows y no puede ser portado a ningún 
otro sistema operativo. 
• Aunque presenta excelentes características para el control y gestión de la 
maqueta, su utilización es monousuario, en ningún caso permite la 
participación de más de un usuario en el control de la maqueta. 
• Está claramente destinado a un mercado de pago, como complemento a 
aquellos usuarios que quieren tener una experiencia más realista y 
cercana al mundo de la gestión de redes ferroviarias.  
2.1.5 Otros 
Destacar también algunos programas que por su naturaleza no son de nuestro 
interés pero que pueden servir para futuras ampliaciones del proyecto: 
• MultiControl: Su finalidad es la de emular una central digital desde un 
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ordenador. 
• WinRail: Programa para el diseño de maquetas, no permite control ni 
gestión de los dispositivos. 
• LocoNet Tool: Herramienta que permite gestionar dispositivos tipo LISSY 
y obtener información de eventos. 
• SUSIkomm: Es un cargador de sonidos para sistemas Intellisound.  
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Capítulo 3. 
Recursos 
En este capítulo se describen todos los componentes tanto hardware como 
software utilizados para llevar a cabo el desarrollo de todo el proyecto. 
Diferenciaremos dos tipos de componentes, unos pertenecientes a la maqueta 
física y otros pertenecientes al software. 
3.1 La maqueta y sus componentes 
Como se ha comentado con anterioridad el proyecto parte de un proyecto 
anterior, por tanto es necesario especificar las condiciones iniciales en las que se 
encuentra este. 
Se pueden distinguir en la maqueta  elementos de atrezo y dispositivos digitales 
de control. Por un lado los elementos de atrezo son aquellas partes de la 
maqueta que no tienen relación directa con el sistema de control digital, 
normalmente se usan para darle un carácter más realista a la maqueta. Entre 
estos elementos podemos encontrar árboles, lagos, estaciones o andenes, etc. 
Por otro lado, los dispositivos digitales son aquellos que forman parte del sistema 
de control de acciones de la maqueta, es decir, son aquellos dispositivos que 
permiten realizar acciones o bien sobre los que se pueden realizar acciones.  
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3.1.1 Dispositivos digitales 
Seguidamente se explicará de manera resumida la principal función de los 
dispositivos digitales utilizados en la maqueta. 
• Central Digital: La central digital es el corazón del sistema, se encarga 
de interpretar las señales enviadas por los diferentes dispositivos de la 
maqueta y realizar las acciones pertinentes. En nuestro proyecto se usa 
una central Intellibox de la marca Uhlembrock. 
• S88: Éste es un módulo que gobierna los sensores de ocupación 
instalados en las vías, estos permiten recibir la posición de la locomotora 
en los diferentes tramos de vía de la maqueta. 
• Lissy: Sensor de posicionamiento y reconocimiento de la locomotora, 
este sensor está compuesto por dos elementos, un receptor y un emisor. 
o Receptor: Se trata de un dispositivo que se conecta a la vía y se 
encarga de comunicarse con el emisor mediante dos infrarrojos. 
o Emisor: Normalmente se colocan debajo de las locomotoras con 
la finalidad de controlarlas, cada uno de los emisores tiene una 
dirección digital y mediante la Intellibox es posible realizar 
acciones sobre estos y consecuentemente sobre la locomotora. 
• Módulo MM183: Es un decodificador de impulsos, su función es controlar 
mediante impulsos dispositivos de doble bobina como desvíos y señales. 
• Módulo MM184: Es un decodificador encargado del control digital por 
conmutación de accesorios como semáforos o vías muertas.  
• Semáforos: Los semáforos utilizados en la maqueta son de dos 
posiciones rojo/verde. 
• Desvíos: Los desvíos que se utilizan en la maqueta son de dos tipos, 
uno de dos posiciones y otros de tres, es decir, desvíos que tienen dos 
posiciones de salida y desvíos que tienen tres salidas. 
• Locomotoras: Para circular sobre las vías se usan en la maqueta 5 tipos 
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de locomotoras diferentes. Se pueden usar indistintamente y el limite de 
uso simultaneo viene determinado por la central digital usada. 
Existen también en la maqueta otros dos elementos que por su índole no son de 
interés para el desarrollo de este proyecto, estos son el transformador digital y el 
booster encargado de la amplificación de la señal digital suministrada a la 
maqueta.  
3.1.2 Conexionado y comunicación de los dispositivos 
Para mostrar de forma esquemática como interactúan los diferentes dispositivos 
se puede ver en la siguiente ilustración como se conectan. Se representan  tanto 
los elementos encargados del control digital como los de soporte eléctrico. 
 
Ilustración 6: Esquema de comunicación. 
 
Referencia Descripción 
 
Referencia Descripción 
TRF1 Transformador 1. 
 
SI Set Iris. 
TRF2 Transformador 2. 
 
EL Emisor Lissy. 
BST Booster. 
 
RL Receptor Lissy. 
MM183 Decodificador de 4 entradas. 
 
VM Vías muertas. 
MM184 Decodificador de 4 entradas. 
 
SMF  Semáforo. 
S88 Sensor de ocupación. 
 
DSV Desvío. 
CD Central digital. LOC Locomotora. 
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Las flechas de la figura indican el flujo de información o corriente entre los 
diferentes elementos, siendo más sencillo apreciar cuales de ellos son los que 
interactúan entre si. 
3.2 Especificación de los elementos 
Los componentes básicos que constituyen la maqueta son los semáforos, 
desvíos, vías y locomotoras. A continuación se muestra una representación de la 
ubicación de los diferentes elementos: 
3.2.1 Vías 
Se puede observar en rojo en la siguiente imagen, la disposición de las 140 vías: 
 
Ilustración 7: Tramos de vía. 
 
Cada tramo vía está conectado a un dispositivo s88 el cual es capaz de detectar 
el momento en el que una locomotora entra dentro de la vía y el momento en el 
que esta sale de ella. Estos dispositivos no retornan en ningún momento 
información relativa a la identificación de la locomotora, por tanto, se puede 
saber que una locomotora circula por una vía, pero no cual de ellas lo está 
haciendo. 
3.2.2 Semáforos 
Señalados con un punto rojo se pueden ver en la siguiente imagen la distribución 
de los 54 semáforos que contiene la maqueta:   
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Ilustración 8 Semáforos. 
 
3.2.3 Desvíos 
Marcados en color verde, se presentan seguidamente los 16 desvíos existentes 
en la maqueta: 
 
Ilustración 9: Cambios de vía. 
3.2.4 Lissy 
Marcados en color azul, se presentan a continuación los 7 dispositivos Lissy que 
se pueden encontrar en la maqueta:  
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Ilustración 10 Lissy. 
La colocación de los Lissy no es arbitraria, estos dispositivos están ubicados de 
forma que una locomotora no pueda realizar un circuito cerrado sin pasar por 
encima de uno de estos dispositivos, el motivo es que gracias a estos 
dispositivos podemos saber qué locomotora circula por cada circuito, pudiendo 
así detectar si una locomotora ha realizado un cambio de vía. 
3.2.5 Locomotora 
Actualmente se dispone de 5 locomotoras. Todas ellas pueden realizar las 
funciones básicas, cambiar de dirección y subir o bajar la velocidad, y además 
alguna de las siguientes funciones especiales: 
• Encender y apagar las luces. 
• Cambiar de color las luces dependiendo de la dirección de circulación. 
• Tocar la bocina. 
• Echar humo. 
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Descripción Locomotora 
Marca: Electrotren 
 
Modelo: 269 Renfe 
Funciones: Luces 
Descripción Locomotora 
Marca: Electrotren 
 
 
Modelo: 316 Renfe 
Funciones: Luces 
Descripción Locomotora 
Marca: Märklin 
 
 
Modelo: BR152 
Funciones: Luces 
Descripción Locomotora 
Marca: Märklin 
 
 
Modelo: Reihe 1116 
Funciones: Sonido, Luces 
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3.3 Medios empleados para el desarrollo 
Para la realización del desarrollo de las dos partes del proyecto se han empleado 
los siguientes recursos de hardware y software: 
3.3.1 Recursos de Hardware 
Para la realización del software y la memoria se han utilizado 2 equipos 
informáticos con las siguientes características: 
• Portátil Apple MacBook Pro 2,7 Ghz Intel Core i7 4 GB 1333 MHz DDR3 
• Ordenador de sobremesa, Intel Pentium 4 2,4 Ghz 512 Mib  
3.3.2 Recursos de software 
El software detallado a continuación ha sido usado para el desarrollo de las 
diferentes partes del proyecto: 
Sistemas Operativos: 
• Microsoft Windows XP Service Pack 2 : Ordenador de sobremesa. 
• Debian Squeeze 6.0.6 : Ordenador de sobremesa. 
• Mac Os X 10.8.2 y 10.7 : Portátil 
Integrated Development Enviorement (IDE) y plataformas: 
• NetBeans 7.0 : Software usado para el desarrollo y testeo de la librería. 
Descripción Locomotora 
Marca: Roco 
 
 
Modelo: Ave Renfe 
Funciones: Sonido, Luces 
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• Eclipse Juno 4.2 : Software usado para el desarrollo y testeo del servidor. 
• TextMate: Editor de textos con GUI para Mac Os X 
• Wireshark: Analizador de protocolos utilizado para realizar análisis. 
• Google Chrome V23. Develepers Tools: Para el testing de código. 
• Adobe BrowserLab: Para realizar comprobaciones de CrossBrowsing. 
Software de documentación: 
• Microsoft Word 2011 14.1.0 para Mac Os X: Procesador de textos. 
• Microsoft Excel 2011 14.1.0 para Mac Os X: Programa de manejo de 
hojas de cálculo. 
• Omnigraffle Professional: Software para la creación de gráficos y 
diagramas. 
• Adobe Photoshop CS5: Software para el retoque de imágenes. 
Software de control de versiones: 
• Dropbox: Software de sincronización de ficheros similar a svn. 
3.4 Medios empleados para el despliegue 
Hardware: 
• Ordenador de sobremesa, Intel Pentium 4 2,4 Ghz 512 Mib 
Sistemas Operativos: 
• Debian Squeeze 6.0.6 
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Capítulo 4. 
Especificación, diseño e implementación del 
software necesario para el control de la maqueta 
Esta parte del proyecto tratará de desarrollar la especificación, el diseño e 
implementación de una librería que permita controlar desde un ordenador 
conectado a una central digital una maqueta de trenes. 
El diseño de dicha librería tiene que ser lo más genérico posible. Aunque solo se 
realice la implementación de la versión del protocolo utilizado en la maqueta del 
laboratorio, el diseño deberá contemplar que la librería sea lo más extensible y 
reutilizable posible, de forma que cualquier otro usuario pueda adaptarla a su 
propia maqueta.  
Se realizará el diseño teniendo en cuenta que dicha librería está destinada a 
estudiantes con conocimientos del lenguaje de programación Java, y que se 
están iniciando en el ámbito del diseño y la programación en tiempo real. 
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4.1 Especificación y estudio de funcionalidades 
La librería tiene que ser capaz de cumplir con todos los requisitos necesarios 
para controlar una maqueta de trenes, por tanto será necesario determinar el 
conjunto de funciones que pueden realizarse. 
Una de las partes más importantes de este proyecto es conocer en cualquier 
momento aquellos cambios que se efectúan o realizan en la maqueta, estos 
cambios reciben el nombre de Eventos, es decir, un evento es un proceso o 
acción que acontece dentro de la maqueta. 
En nuestro caso se pueden identificar tres tipos diferentes de funcionalidades, 
las de representación del modelo, las de control y las de gestión de eventos; por 
lo tanto separaremos las funcionalidades en tres subsistemas diferentes. 
4.1.1 Funcionalidades del subsistema de representación del modelo 
Las funcionalidades de representación del modelo son aquellas cuya finalidad es 
identificar el diseño de la maqueta, es decir, qué componentes se han usado 
para componer la maqueta real.  
Podemos distinguir las siguientes funcionalidades de representación del modelo: 
• Añadir componentes: permite añadir elementos, como semáforos, 
cambios de vía, locomotoras o tramos de vía, en la representación del 
diseño de la maqueta. 
• Eliminar componentes: permite eliminar un elemento del tipo 
determinado de la representación del diseño de la maqueta. 
• Modificar elementos: permite modificar el valor de un atributo del 
elemento seleccionado. 
• Lectura de ficheros CSV (coma-separated values): para el 
funcionamiento optimo de la librería, es necesario que el usuario final 
pueda crear en ella los objetos que componen dicha maqueta, con tal fin 
se ha decidido crear un sistema de entrada de elementos o componentes 
que permita de forma sencilla crear una lista de elementos.  
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• Consulta de los componentes: permite consultar el estado de los 
elementos que componen el diseño de la maqueta.  
4.1.2 Funcionalidad del subsistema de  control 
Por su naturaleza existen acciones que están destinadas al control de los 
diferentes elementos de una maqueta, estas son las que nos permiten tomar el 
control de diferentes componentes y hacer que se comporten de un modo 
determinado. En cierto modo estas acciones son eventos dedicados al control de 
un dispositivo específico que no se han producido de forma arbitraria y eventual, 
sino que por el contrario, son eventos producidos intencionadamente o bien por 
deseo del usuario, o bien como respuesta a un evento de gestión. 
Debido a que todos los eventos de control portan información que identifica 
atributos o características concretas de un elemento de la maqueta se 
identificará con un atributo concreto a cada elemento. De esta manera todos los 
elementos tendrán al menos un atributo que los identifique. 
Podemos identificar los siguientes funcionalidades de control: 
Locomotora:  
• Consulta de estado: esta es una funcionalidad asíncrona, en este caso 
el usuario no recibe una respuesta directa a esta solicitud, sino que en 
cuanto se tenga disponible el estado de la locomotora se producirá un 
evento con dicha información.  
• Parada de emergencia: reducción de la velocidad a 0 de forma 
instantánea.  
• Parada: reducción gradual de la velocidad. 
• Cambio de velocidad: establece la nueva velocidad de la locomotora. 
• Establecer la dirección : sentido del movimiento de la locomotora.  
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Ilustración 11 Dirección de la locomotora. 
• Funciones especiales: son aquellas que nos permiten controlar 
funciones propias de cada locomotora, como por ejemplo sonido, luces, 
etc. dado que estas dependen de cada locomotora se ha realizado una 
función genérica que permite modificar cada una de ellas en las 
diferentes las locomotoras. 
Semáforo:  
• Establecer color del semáforo: cambiará el estado del semáforo a color 
verde o rojo. 
 
 
Ilustración 12: Estado de los semáforos. 
Desvíos: 
• Abrir desvío: permitirá que la locomotora realice un cambio de vía. 
 
Ilustración 13: Desvío abierto. 
• Cerrar desvío: la locomotora se mantendrá en la vía por la cual circula. 
 
 
Ilustración 14: Desvío cerrado. 
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Maqueta: 
• Encender y apagar la central digital. 
• Estado de la maqueta: es una función asíncrona que retorna el estado 
de todos los dispositivos que componen la maqueta en el momento de la 
solicitud. 
4.1.3 Funcionalidad del subsistema de gestión de eventos 
Esta es una de las partes más importantes del proyecto debido a que para el 
control en tiempo real se necesita conocer el estado de cada elemento en todo 
momento. 
Una vez que la maqueta está operando es necesario monitorizar todos aquellos 
eventos importantes que se producen de forma eventual para poder atenderlos y 
realizar en caso de ser necesario las acciones adecuadas. 
A efectos de gestión se consideran eventos a todos aquellos sucesos que sean 
detectables y que tengan importancia para la correcta gestión de los diferentes 
componentes de la maqueta, por lo que incluso aquellos eventos producidos por 
otros usuarios deben estudiarse como funcionalidades de gestión. 
En nuestro caso consideraremos las siguientes funcionalidades de gestión: 
Locomotora: 
• Eventos de posición de locomotora: son aquellos producidos por el 
paso de una locomotora sobre un dispositivo que reporta información 
relativa a la ubicación, por lo general son producidos por dispositivos tipo 
Lissy o s88. 
• Eventos de cambio de velocidad: son los producidos por el cambio de 
velocidad de una locomotora. 
• Evento de cambio de estado global: aquellos eventos que reportan el 
estado global de una locomotora. 
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Lissy: 
• Evento de velocidad lissy: estos eventos indican la velocidad de una 
locomotora en el momento que pasar por encima de uno de estos 
dispositivos. 
• Evento de dirección lissy: en este caso se indica la dirección de la 
locomotora en el momento que pasar por encima de un dispositivo. 
S88: 
• Evento de posición de vía: como se ha comentado con anterioridad las 
vías van ligadas a un dispositivo s88, el cual puede reportar información 
de entrada y de salida de la vía, pero no puede en ningún caso indicar 
qué locomotora ha entrado o salido de esta. 
Slot: 
• Evento de modificación de slot: en este caso se identifican los eventos 
que están ligados a cambios en la configuración de la memoria de la 
central digital, por lo general no se registran eventos de este tipo aunque 
es importante contemplar la posibilidad de que tengan que ser 
registrados. 
Sensor: 
• Eventos de modificación de sensores: se identifican en este caso a los 
eventos de cambios de estado en los sensores. Por lo general solo se 
registran eventos de este tipo en la modificación del estado de un cambio 
de vía o en el de cambio de estado de un semáforo. 
Hay que añadir a las funcionalidades de gestión de eventos anteriores aquellas 
pertenecientes a las funcionalidades de control: 
Locomotora:  
• Consulta de estado.  
• Parada de emergencia.  
 ! 34! !
! !
• Parada. 
• Cambio de velocidad. 
• Establecer la dirección. 
• Funciones especiales. 
Semáforo:  
• Establecer el color del semáforo. 
Desvíos: 
• Abrir desvío. 
• Cerrar desvío. 
Maqueta: 
• Encender y apagar la central digital. 
• Estado de la maqueta. 
4.2 Diseño de la librería 
“El diseño es el primer paso en la fase de desarrollo de cualquier producto o sistema de 
ingeniería. El objetivo del diseño es producir un modelo o representación de una entidad 
que se va a construir posteriormente.” 
[Roger S.Pressman – Ingeniería del software, un enfoque práctico 1998] 
En esta fase del proyecto se procederá a detallar todos los pasos necesarios 
para producir el modelo de la librería, concretamente se realizará el diseño de la 
arquitectura de las clases. 
Para realizar el diseño se considerarán las siguientes pautas : 
• Este deberá presentar uniformidad e integración. 
• Se deberá estructurar de forma que se puedan realizar cambios. 
• Conceptualmente estructurado, que permita identificar sus partes. 
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Teniendo en cuenta estas premisas, que la librería tiene que estar escrita en 
Java y la necesidad didáctica del proyecto, se ha decidido que el diseño tiene ser 
un diseño orientado a objetos. En este tipo de diseño se trata con clases de 
objetos en vez de con procedimientos; dichos objetos interactúan entre ellos y 
nosotros definimos las reglas de relación. 
4.2.1 Diseño de funcionalidades 
La explicación del diseño que se expondrá seguidamente se realizará en tres 
partes, el diseño del subsistema de representación del modelo, el diseño del 
subsistema de las funcionalidades de control y finalmente el diseño del 
subsistema de gestión de eventos. 
Subsistema de representación del modelo: 
El diseño de este subsistema se centrará en desarrollo del paquete Model, 
podemos ver un esquema de su contenido en la siguiente imagen. Y 
seguidamente a esta una descripción de su contenido. 
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Ilustración 15: Representación del paquete Model. 
 
Paquete 
    Clase 
Descripción 
Model Paquete en el que se definen las diferentes clases 
de objetos que representan el diseño de la maqueta. 
    Decoder Clase que representa los objetos tipo Decoder del 
modelo. 
    Lissy Clase que representa los objeto destinados a representar 
en el diseño del modelo a los dispositivos tipo Lissy, esta 
clase dispondrá de métodos para poder obtener la 
identificación del objeto, y para notificar eventos relativos 
a las funcionalidades comentadas anteriormente, cambio 
de dirección de una locomotora, notificación de evento, 
cambios de estado etc. 
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    Locomotive Clase que representa los objetos que identifica a las 
locomotoras en el diseño. Esta clase deberá contener 
todos los métodos que permitan obtener el estado de la 
locomotora, así como los métodos de cambio de estado y 
notificación de eventos. 
    Model Clase que representa todos los elementos que configuran 
una instancia concreta de maqueta. 
    Sensor Esta clase representa en el diseño a los sensores. 
Contendrá métodos para poder obtener la identificación 
del sensor, su cambio de estado y el resto de 
funcionalidades para sensores anteriormente 
comentadas. 
    Slot Esta clase identifica el estado de memoria de la central 
digital, contendrá los métodos de estado básicos, es 
decir, métodos de obtención del estado del slot, métodos 
de notificación de eventos y métodos de cambio de 
estado. 
    Track Clase que identifica a los sensores tipo s88 en la 
maqueta. Esta clase deberá contener los métodos de 
identificación de sensor, de notificación de cambio de 
estado y de notificación de evento. 
    TurnOut Esta clase contendrá los métodos que permitan obtener el 
estado e identificación de cada objeto tipo TurnOut, 
además de los métodos de notificación de evento y 
cambio de estado. Esta clase es extendida por los 
diferentes elementos tipo interruptores.  
Tanto los semáforos como los cambios de vía en realidad 
son interruptores on/off, por lo que tanto la clase 
Semaphore como la clase Turning deberán extender 
TurnOut. 
    Semaphore Clase que identifica a los semáforos en el modelo. Como 
se ha comentado anteriormente esta clase hereda de 
TurnOut. 
    Turning Clase que identifica a los cambios de vía en el modelo. 
Como se ha comentado anteriormente esta clase hereda 
de TurnOut. 
 
En conclusión y como ha podido observarse, todas las clases del paquete Model 
deberán contener tres tipos de métodos, los de identificación de sus atributos, 
los de modificación y los de notificación de eventos, es importante comentar que 
la notificación de eventos son métodos que deben ejecutarse cuando se produce 
un evento, con la finalidad de actualizar el estado del modelo. 
Subsistemas de las funcionalidades de control y de gestión: 
Para una mayor comprensión de las funcionalidades de control y de gestión de 
eventos se puede considerar que estas son análogas a la lectura y escritura en 
el proceso de comunicación con la central digital, así en este caso podemos 
decir que las  funcionalidades de control se corresponden con el proceso de 
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escritura y las de gestión al proceso de lectura. Para que esto sea más claro se 
expone en las siguientes líneas una pequeña explicación del funcionamiento del 
proceso lectura / escritura entre el ordenador y la central digital. 
Para que se puedan realizar las funcionalidades de control y para que las 
funcionalidades de gestión tengan efecto, se debe ser capaz de detectar y 
reaccionar ante un evento, por tanto el diseño de la librería se realizará para este 
fin y teniendo en cuenta la forma en que el usuario establece comunicación con 
la maqueta. 
 
 
Características del proceso Lectura/Escritura 
Para que la interacción del usuario con los diferentes elementos sea fluida se 
diseñará la librería de manera que la entrada/salida de datos sea asíncrona, es 
decir, que el usuario pueda interactuar de forma dinámica y fluida con la 
maqueta, sin interrupciones o pausas apreciables por él durante dicho proceso. 
Además, este proceso de comunicación tiene que ser lo más trasparente posible, 
solo debe comunicarse al usuario aquello que sea esencial, y mantener en 
segundo plano todos los procesos secundarios, como puedan ser la verificación 
del mensaje o la generación de otros eventos. 
Finalmente, la librería debe permitir que el usuario tenga el mayor control posible 
sobre todos los elementos de la maqueta, incluida la central digital. Por tanto, se 
deberá tener en cuenta todas las funcionalidades comentadas con anterioridad. 
Estructura de la Entrada / Salida de datos: 
Para llevar a cabo la comunicación entre el ordenador y la central digital será 
necesario disponer de un paquete de Puerto. Este será el que identificará el 
canal de comunicaciones entre ambos elementos. 
Cliente/Usuario Ordenador Central digital 
acción evento 
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Se deberán incluir en él aquellas clases que sean necesarias para permitir que el 
mensaje llegue de un dispositivo a otro, en este caso nos referimos a la 
configuración del puerto, y a los métodos que puedan generarse. 
 
Ilustración 16: Representación del paquete Port. 
 
Paquete 
    Clase 
Descripción 
Port Configuración y clases para el manejo del puerto de 
comunicaciones entre el Ordenador y la Central 
Digital. 
    Configuration Clase que contendrá los parámetros necesarios para 
configurar el puerto y permitir la comunicación a través de 
este. 
    Port Interface que define las operaciones básicas necesarias 
para la comunicación. 
    PortRS232 Esta clase es una implementación concreta del puerto 
(interface Port) para el caso de comunicación vía el puerto 
serie, que es el sistema utilizado por la central digital del 
laboratorio de automatización. En caso de utilizar un puerto 
de comunicación diferente sólo será necesario implementar 
la clase concreta para comunicarse mediante dicho puerto. 
    RS232Exception Clase para representar les diferentes excepciones que se 
pueden producir en la comunicación a través del puerto.. 
 
El Mensaje 
La estructura del mensaje depende de diversos factores, inicialmente hay que 
distinguir entre aquellos mensajes que son enviados o mensajes de salida, de 
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los que son recibidos o mensajes de entrada, pues como se ha mencionado 
anteriormente su funcionalidad y por tanto, tratamiento y finalidad son diferentes. 
Además hay que tener en cuenta que los mensajes están destinados a llevar a 
cabo acciones, por lo que se deberá tener en cuenta la relación “causa – efecto” 
entre los mensajes y el estado de los dispositivos de la maqueta. Sobre esto se 
hablará más adelante en la sección “Gestión de eventos”. 
 
Ilustración 17: Esquema de los mensajes E/S. 
 
• Mensajes de entrada: para el correcto diseño del procedimiento de 
recepción de un mensaje o evento hay que tener en cuenta las diferentes 
etapas por los que este tiene que pasar. En primer lugar hay que recibir 
el mensaje transmitido por el puerto o canal de comunicaciones, en 
segundo lugar es necesario identificar a que tipo de evento se refiere el 
mensaje recibido, y finalmente realizar la acción ligada al evento. 
• Mensajes de salida: en este caso es necesario construir el mensaje que 
se quiere enviar, por tanto deberá conocerse a que evento va ligado este 
mensaje, qué evento se quiere generar o a cual se quiere responder; 
seguidamente se realiza el envío del mensaje a la central digital y se 
comprueba su recepción. 
El conjunto de clases que conforman el puerto, incluidas en el paquete Port, 
forman parte de ambos procesos, pues tanto para enviar como para recibir 
mensajes es necesario conectar con el puerto e interactuar con el. 
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Funcionalidad de control (proceso de escritura) 
 
Ilustración 18: Proceso de escritura. 
El proceso de escritura o proceso que engloba a las funcionalidades de control 
es un proceso mediante el cual el usuario puede enviar información a la 
maqueta, en general para que se realicen acciones en esta, como por ejemplo 
realizar el cambio de estado de algún elemento. 
En la escritura, estos deberán ser transmitidos a la central digital de forma que 
esta pueda identificarlos, evitando que puedan producirse errores tanto en el 
proceso de transmisión como en su escritura. 
Es necesario identificar los diferentes elementos que forman parte de este 
proceso. Podemos distinguir: 
• Medio de comunicación: medio por el cual se transmite el mensaje, 
RS232, Ethernet, PS2 etc. 
• Mensaje: flujo de información útil transmitido por el medio en cuestión. 
Además de tener en cuenta qué información se está transmitiendo será 
también necesario identificar qué características cabe tener en cuenta en 
el momento de procesar el mensaje, como por ejemplo, procedencia del 
mensaje, tipo de mensaje que se recibe y la acción que debe realizarse 
tras su identificación. 
Teniendo en cuenta lo comentado hasta el momento, podemos considerar el 
siguiente paquete en el diseño de las funcionalidades de control: 
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Ilustración 19: Representación del paquete Controlsystem. 
 
Paquete 
    Clase 
Descripción 
Controlsystem Controlador de eventos, se encarga de la gestión de 
estos. 
    RailwayControlSystem Clase controladora de eventos, contiene los métodos 
necesarios para poder añadir los listeners de los objetos 
que componen el diseño de la maqueta, además de los 
métodos de modificación de los objetos 
 
 
Funcionalidad de gestión de eventos (proceso de lectura) 
 
Ilustración 20: Proceso de lectura. 
El proceso de lectura es el proceso mediante el cual un usuario es capaz de 
recibir la información que se ha generado en la maqueta y ha sido transmitida 
por la central digital, es decir, en el proceso de lectura trataremos de captar los 
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eventos generados en la maqueta y transmitidos por la central digital al 
ordenador. Para que su gestión sea adecuada, en primer lugar se deberá captar 
el evento transmitido, para seguidamente identificarlo y tratarlo según le 
corresponda a cada tipo de evento. 
Para el correcto diseño de las clases que permiten realizar este proceso es 
necesario identificar los elementos que forman parte de él, en nuestro caso 
podemos distinguir los mismos elementos que los correspondientes al proceso 
de escritura: 
• Medio de comunicación. 
• Mensaje. 
Teniendo en cuenta lo comentado hasta el momento, podemos considerar el 
siguiente esquema de paquetes en el diseño de las funcionalidades de control: 
 
Ilustración 21: Representación del paquete Events. 
 
Paquete Descripción 
Controlsystem Paquete que va a contener las clases que controlan 
el sistema de eventos. 
Types Paquete contenedor de todos los tipos de eventos 
Listeners Paquete contenedor de todas las interfaces que 
identifican a los receptores de eventos de los 
objetos de la maqueta. 
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Gestión de los eventos, paquete Controlsystem: 
Comentar que aunque su función es la misma, este paquete no es el mismo del 
que se ha hablado anteriormente en la funcionalidad de control. En este caso 
este se dedica al control del sistema de eventos. 
La gestión de eventos es el proceso de respuesta que se genera ante una acción 
del usuario o de la maqueta. Es necesario que durante este proceso no se 
pierdan o se alteren los datos tanto generados como obtenidos. 
En nuestro caso nos basaremos en el método de delegación de eventos para 
definir el diseño de su gestión. Definiremos un conjunto de clases que se 
encargarán del control de los eventos entre los objetos que los generan y los 
listeners, hay que entender a estos últimos como los receptores, y al paquete de 
control como el canal entre ambos. 
• Propuesta de diseño 1: 
 
Ilustración 22: Esquema de diseño 1. 
Hardware
Puerto receptor
(Port RS232)
Lista Tipo 1
Listener Tipo 1
Lista Tipo 2
Listener Tipo 2
Lista Tipo ...
Listener Tipo ...
EventHandler
(Reader)Protocolo
eventHW (byte)
eventSoftware (byte)
eventObjectT1
eventObjectT2
eventObjectT...
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Inicialmente se propone la estructura de clases que se puede ver en la 
ilustración anterior, pero tras un análisis se determina que dicho diseño presenta 
diversos problemas. Por ejemplo este diseño presenta problemas de 
sincronización, el puerto no tiene un buffer que permita almacenar los bytes que 
recibe, y el tiempo de generación de los eventos puede ser menor que el de 
consumo para procesarlos, por lo que estos se podrían perder; además la clase 
EventHandler aunque completamente funcional seria demasiado compleja para 
cumplir los requisitos didácticos del proyecto, tiene que manejar todos los tipos 
de eventos, y presenta problemas de concurrencia. Podemos arreglar estos 
defectos de diseño realizando una restructuración del diagrama, usando una 
estructura de patrón Handler extendido y añadiendo clases que permitan la 
concurrencia. 
• Propuesta de diseño 2: 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ilustración 23: Esquema de diseño 2.  
En primer lugar, y con la finalidad de reducir la complejidad de la clase 
EventHandler y evitar los problemas de concurrencia se ha procedido a 
Hardware
Puerto receptor
(Port RS232)
EventsHandler 
Tipo 1
Listener Tipo 1
EventsHandler 
Tipo 2
Listener Tipo 2
EventsHandler 
Tipo ...
Listener Tipo ...
EventsDispatcher
Protocolo
eventHW (byte)
eventSoftware (byte)
eventObjectT1 eventObjectT2 eventObjectT...
EventsGenerator
eventMessage
Buffer
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separarla en tres funcionalidades diferente, una primera (EventsGenerator), se 
encargará de recibir los bytes y construir el mensaje de forma correcta, 
descartando los errores que se puedan producir durante la lectura del puerto, 
mientras de forma concurrente se pueden realizar otros procesos; una segunda 
se encargará de realizar la función de despachador (EventsDispatcher), esta 
será la encargada de tomar los eventos que van llegando, analizarlos para 
determinar su tipo y finalmente enviar cada uno de estos a los respectivos 
manejadores (EventHandler) quienes se encargan de realizar la segunda función 
dependiendo del tipo de evento que hayan recibido. Además, gracias este diseño 
se consigue poder priorizar los threads de estos handlres. 
Finalmente, y con la finalidad de solucionar los problemas de sincronización 
presentes en el diseño anterior, se han incorporado buffers, de esta manera en 
caso de llegar peticiones a una velocidad mayor que la de lectura se crearan 
colas de eventos sin que se pierda ninguno de ellos. 
Paquete Controlsystem: 
Tras el análisis realizado anteriormente podemos definir las siguientes clases del 
paquete Controlsystem: 
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Ilustración 24: : Representación del subpaquete Controlsystem. 
 
Paquete 
    Clase 
Descripción 
Controlsystem Controlador de las clases que se encarga de la 
gestión de estos. 
    EventsGenerator Objeto encargado de la generación de eventos a partir de 
la recepción de mensajes transmitidos por el puerto. 
Capta los bytes y forma el mensaje descartando aquellos 
errores que se puedan producir durante la lectura del 
puerto. 
    EventsDispatcher Clase despachadora de eventos. Toma cada uno de los 
eventos enviados por EventsGenerator, determina su tipo 
y los envía al Handler correspondiente. 
    EventsHandler Clase manejadora de eventos. Esta clase recibe los 
evento de un tipo concreto y se encarga de realizar las 
acciones correspondientes.  
    EventsControlSystem Clase controladora del sistema de eventos. 
 
Paquete Listeners: 
Para poder realizar la escucha de los diferentes eventos producidos, será 
necesario que las diferentes clases implementen las interfaces adecuadas. 
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Podemos ver en la siguiente ilustración los objetos que representan dichas 
interfaces. 
 
Ilustración 25: : Representación del paquete Listeners. 
 
Paquete 
    Clase 
Descripción 
Listeners Contenedor de todos los objetos Listeners 
    EventListener Interface para eventos. 
    EvtDecoderListener Interface que debe implementar toda clase decoder que 
quiera escuchar los eventos producidos por un decorder. 
    EvtIntelliboxListener Interface que debe ser implementada por la clase de la 
central digital para poder realizar las notificaciones. 
    EvtLissyListener Interface que debe implementar toda clase lissy que 
quiera escuchar los eventos producidos por un lissy. 
    EvtLokListener Interface que debe implementar toda clase locomotora 
que quiera escuchar los eventos producidos por un 
locomotora. 
    EvtSensorListener Interface que debe implementar toda clase sensor que 
quiera escuchar los eventos producidos por un sensor. 
    EvtSlotListener Interface que debe implementar toda clase slot que quiera 
escuchar los eventos producidos por un slot. 
    EvtTrnListener Interface que debe implementar toda clase turnout que 
quiera escuchar los eventos producidos por un turnout. 
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Paquete Types 
Para poder distinguir entre los diferentes tipos de eventos es necesario que 
existan objetos que los identifiquen, de forma que puedan contener la 
información necesaria y los métodos para consultarla. Seguidamente se expone 
en la siguiente ilustración el paquete Types, el cual contendrá dichos objetos. 
 
Ilustración 26: : Representación del paquete Types. 
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Paquete 
    Clase 
Descripción 
Types Contenedor de todos los tipos de eventos. 
    EventDecoderState Clase de estado de los eventos del decoder. 
    EventLissySignalP1 Clase de estado de los eventos generados en las lissy, 
tipo de evento 1. 
    EventLissySignalP2 Clase de estado de los eventos generados en las lissy, 
tipo de evento 2. 
    EventLokDirection Clase de estado de los eventos de dirección de las 
locomotoras. 
    EventLokFstate Clase de estado de los eventos de función especial de las 
locomotoras. 
    EventLokGlobalState Clase de estado de los eventos de estado general de las 
locomotoras. 
    EventLokSpeed Clase de estado de los eventos de cambio de velocidad. 
    EventSensorState Clase de estado de los evento de cambios de estado de 
los sensores. 
    EventSlotConsist Clase de los eventos del cambio de estado de las 
funciones consist del slot de la central digital. 
    EventSlotState Clase de los eventos del cambio de estado de los slot de 
la central digital. 
    EventTrnState Clase de cambio de estado de los cambios de vía y los 
semáforos. 
 
Paquete Protocol 
Debido a la naturaleza del paquete Port este no puede formar parte de un único 
subsistema, pues tanto para escribir como para leer es necesario recurrir a él, 
por tanto el este paquete  formará parte del subsistema de control y del de 
funcionalidades de gestión de eventos. 
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Ilustración 27: Representación del paquete Protocol. 
 
El paquete Protocolo contiene las clases necesarias para definir las reglas que 
permiten poder establecer comunicación con la central digital usada en el 
laboratorio, en este caso, una central digital IntelliBox de la marca Uhlenbrock. 
Por lo general como la la central IntelliBox la mayoría de centrales digitales usan 
el protocolo LocoNet para la comunicación entre dispositivos, por lo que este 
paquete debería ser valido para usar con la mayoría de centrales. 
 
 ! 52! !
! !
Paquete 
    Clase 
Descripción 
protocol Contenedor de las clases que estipulan las reglas 
necesarias para poder establecer comunicación con 
la central digital. 
    Protocol Clase que contiene los métodos necesarios para generar 
los mensajes de control y de gestión de eventos. 
    Message Clase que contiene los métodos necesarios para construir 
el mensaje según el protocolo usado. 
    EventMessage Clase encargada de generar el evento a partir de la 
lectura. 
 
4.3 Implementación de la librería 
4.3.1 Elección del lenguaje de programación 
Debido a que la asignatura de Programación en tiempo real se imparte usando el 
lenguaje de programación Java, nuestra librería se diseñará en este lenguaje.  
Java: 
Aunque en un sentido estricto Java no es un lenguaje de programación 
completamente orientado a objetos, como por ejemplo Ruby, toda su estructura 
de programación gira en torno a clases y contempla la mayor parte de sus 
características como la abstracción, herencia o encapsulamiento entre otros; 
además es multiplataforma, puede ser ejecutado en la mayoría de sistemas 
operativos, ello nos permite que nuestra librería sea completamente portable a la 
mayoría de sistemas operativos del mercado.  
Por otro lado este también presenta algunas desventajas, sobre todo en cuanto a 
rendimiento se refiere, hay que tener en cuenta que las aplicaciones Java corren 
sobre una máquina virtual, por lo general el código del programa tiene que ser o 
bien interpretado en tiempo de ejecución por la máquina virtual, o compilado en 
el momento de cargarse el programa o durante la ejecución de este para generar 
el código nativo del sistema operativo en el que se esté ejecutando, ello provoca 
que en términos de tiempo los programas en java tiendan a ser más costosos.  
4.3.2 La implementación 
Con todas la partes de la librería definidas ya se puede proceder a crear el 
código necesario para generar la librería. 
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Estructura de paquetes y clases: 
 
Ilustración 28: Estructura de la librería. 
 
En la ilustración anterior se puede observar la separación de los diferentes 
paquetes, inicialmente se propone realizar una implementación de un paquete 
por subsistema, pero surgen clases duplicadas, la clase Port y la clase Protocol, 
por lo que se decide extraer estas de los subsistemas y unificarlas en paquetes 
externos. 
Podemos observar en la ilustración anterior en color azul el subsitema de 
funcionalidades de control, en color rojo el subsitema de funcionalidades de 
gestión de eventos, y en color verde el subsistema de funcionalidades de 
representación de modelo. 
Se ha identificado en color negro al paquete contenedor del proyecto Railway, y 
se han añadido tres identificaciones más, en azul/rojo las pertenecientes al 
paquete Port, explicado anteriormente; y también al paquete Protocol, y 
RailwayPort:  Configuration
  Port
  PortRS232
  RS232Exception
Controlsystem:
  RailwayControlSystem
Events
Support:
  ReadCSV
  Reader
  SyncronizedBuffer
Listeners:
  EventsListener
  EvtDecoderListener
  EvtIntelliboxListener
  EvtLissyListener
  EvtLokListener
  EvtSensorListener
  EvtSlotListener
  EvtTrnListener
Controlsystem:
  EventsControlSystem
  EventsDispatcher
  EventsGenerator
  EventsHandler
Model:
  Decoder
  Lissy
  Locomotive
  Model
  Semaphore
  Sensor
  Slot
  Track
  TurnOut
  Turning
Types:
  EventDecoderState
  EventLissySignalP1
  EventLissySignalP2
  EventLokDirection
  EventLokFstate
  EventLokGlobalState
  EventLokSpeed
  EventSensorState
  EventSlotConsist
  EventSlotState
  EventTrnState
Protocol:
  EventMessage
  Message
  Protocol
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finalmente en gris las pertenecientes al paquete Support que seguidamente se 
explicará. 
Paquete Support: 
Se ha añadido al diseño un paquete de soporte, para la implementación de las 
clases de diseño. Este paquete está destinado a aquellas clases que por su 
naturaleza no pueden ser incluidas en ninguno de los subsitemas anteriormente 
mencionados, pero que son necesarias para cumplir con el diseño estipulado, un 
ejemplo de ello son las clases destinadas a generar el buffer de eventos. 
 
Ilustración 29: Representación del paquete Support. 
 
Paquete 
    Clase 
Descripción 
Support Contiene las clases de soporte al diseño. 
    ReadCSV Clase que contiene los métodos necesarios para leer los 
archivos CSV. 
    Reader Interface del para la lectura de bytes. 
    SyncronizedBuffer Clase encargada de generar el buffer sincronizado. 
 
Clase SyncronizedBuffer: 
Llegados a este punto es interesante comentar la implementación de esta clase 
pues presenta algunas peculiaridades.  
El diseño del buffer se centra en el modelo Productor/Consumidor, este modelo 
se basa en el hecho de que existen subprocesos que comparten datos, como 
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sucede con las clases EventsGenerator, EventsDispatcher y EventsHandler; en 
este caso el productor genera un flujo de datos (eventos) que deben ser 
recogidos por el consumidor, este proceso de recogida y envío de eventos ha 
sido explicado anteriormente en el apartado “Funcionalidad de gestión de 
eventos (proceso de lectura)”, en la sección “Propuesta de diseño 2”.  
Este modelo puede presentar un problema que se origina en el momento en que 
el productor va más rápido que el consumidor y genera un segundo dato antes 
de que el consumidor pueda procesar el primero, el consumidor se saltará un 
dato. También puede suceder que el consumidor sea más rápido que el 
productor, puede que no tenga datos que recoger, o bien que recoja varias veces 
el mismo. Para resolver este problema es necesario que lo subprocesos están 
sincronizados. 
Podemos ver en la siguiente ilustración el código de esta clase dónde dichos 
problemas están resueltos: 
 
Ilustración 30: Código de la clase SyncronizedBuffer. 
 
Como se puede observar en la ilustración anterior, dicha clase funciona a partir 
del uso de un atributo tipo LinkedList. Este tipo atributo es una lista que permite 
la organización y manipulación de los elementos con una estructura FIFO (First-
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In-First-Out) de forma eficiente. En nuestro caso particular esto nos permite que 
las clases EventsGenerator, EventsDispatcher y EventsHandler añadan y retiren 
eventos del buffer en el orden que se van produciendo. 
Además, como podemos ver en las líneas 12 y 22 del código anteriormente 
expuesto, se hace uso syncronized, esto es importante pues indica que estos 
métodos están sincronizadas, es decir, que no es posible que dos invocaciones 
de métodos sincronizados en el mismo objeto se intercalen. Cuando un 
subproceso está ejecutando un método sincronizado de un objeto, todos los 
otros subprocesos que invocan métodos sincronizados del mismo objeto se 
bloquean (se suspende su ejecución) hasta que el primer subproceso libera el 
objeto. En el caso del buffer solo un subproceso puede acceder a éste , o bien el 
productor, o bien el consumidor. 
Finalmente podemos ver en las líneas 19 y 24 el uso del método notifyAll(), este 
método es de uso necesario debido a que se debe mantener una coordinación 
entre el productor y el consumidor, de esta manera, cuando el productor ponga 
un evento en el buffer avise al consumidor de que el buffer está disponible para 
que dicho evento sea recogido, de modo análogo, cuando el consumidor recoja 
el evento para tratarlo avisará al productor de que el buffer está vacío. 
4.3.3 Complementos al diseño e implementación 
La documentación de la interface de programación de la aplicación se ha 
realizado mediante la generación de la documentación Javadoc a la cual se 
puede acceder desde https://github.com/RcdFdz/Railway. Donde se han definido 
el conjunto de funciones y procedimientos que ofrece dicha librería. 
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Capítulo 5 
Especificación, diseño e implementación de un 
sistema cliente-servidor para el control de la 
maqueta 
En esta parte del proyecto se tratará el desarrollo de la especificación, el diseño 
e implementación de un sistema cliente-servidor que permitirá conectar a 
diferentes clientes con la maqueta. Dicha aplicación realizará uso de la librería 
implementada en la primera parte de este proyecto, por tanto permitirá realizar 
todas aquellas acciones comunes sobre la maqueta de trenes del laboratorio de 
Automatización Industrial.  
 
Ilustración 31: Comunicación Cliente-Maqueta. 
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5.1 Arquitectura Cliente-Servidor 
La arquitectura cliente-servidor es un modelo en el que las diferentes tareas se 
reparten entre los proveedores de recursos o servicios (servidor) y los 
demandantes llamados (clientes). Este modelo intenta proveer usabilidad, 
flexibilidad y escalabilidad en las comunicaciones. 
La principal importancia de este modelo radica en la centralización de la gestión 
de la información, además de simplificar notablemente el diseño del sistema. 
La comunicación cliente-servidor se realiza de forma sencilla, el cliente realiza 
una petición a un programa, el servidor, quien capta dicha petición y genera una 
o varias respuestas.  
 
Ilustración 32: Esquema de comunicación Cliente-Servidor. 
• Cliente: En el modelo anteriormente expuesto es el cliente el proceso 
que permite al usuario formular peticiones al servidor, es quien inicia la 
comunicación y espera la respuesta, este proceso se repite durante toda 
la comunicación hasta que uno de los dos decide desconectar, por lo 
general el cliente. 
• Servidor: Se entiende que este es el proceso encargado de atener a los 
clientes que hacen peticiones de algun recurso. Al iniciarse el servidor, el 
proceso que actua como servidor espera que lleguen las notificaciones 
de los diferentes clientes, en cuanto la recibe este verifica el contenido e 
inicia el proceso de respuesta. Por lo general el servidor siempre se 
encuentra activo, en escucha, para que cualquier cliente pueda 
conectarse. 
Internet 
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5.1.1 Estudio del modelo 
Para realizar la implementación del modelo se dispondrá de una maqueta real 
con los elementos descritos en la primera parte del proyecto “Especificación, 
diseño e implementación del software necesario para el control de la maqueta”. 
Esta maqueta  actualmente está controlada por una central digital modelo 
Intellibox de Uhlenbrock® que permite comunicaciones mediante el puerto 
RS232. 
A esta central digital se conectará un ordenador de sobremesa el cual actuará 
como servidor web atendiendo las peticiones de los clientes y transfiriéndolas a 
la central digital.  
5.2 Diseño del servidor 
En este apartado se realizará un estudio del diseño del servidor que será 
necesario implementar para cumplir con las necesidades básicas de esta parte 
del proyecto, permitir la comunicación cliente-servidor mediante una aplicación 
Web. 
5.2.1 Especificación y estudio del servidor  
Para que el usuario final pueda interactuar con la maqueta, se implementará una 
interface de usuario basada en una aplicación Web, de esta manera se consigue 
que diversos usuarios puedan interaccionar simultáneamente con la misma 
maqueta sin necesidad de aplicaciones especiales.  
 
Ilustración 33: Comunicación HTTP Cliente-Servidor. 
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Con la implementación de una aplicación Web conseguimos centralizar la 
gestión y administración de las peticiones realizadas por los diferentes usuarios 
y que solo haya un programa realizando peticiones a la central digital, el 
programa que se encuentra instalado en el servidor, disminuyendo así el trafico 
generado. 
Además, actualmente cualquier usuario con una conexión a internet y un 
navegador web tendría acceso a dicha aplicación. 
El servicio Web: 
Un servicio Web es un programa informático que se encuentra en el lado 
servidor, es decir, que forma parte de los procesos ejecutados en la máquina 
que realiza la función de servidor. 
En la actualidad existen multitud de proyectos destinados al servicio Web, 
ejemplos muy conocidos como Apache, IIS o OLServer, la mayoría de ellos 
gratuitos y con gran cantidad de funcionalidades. El principal problema que 
presentan todos ellos es que no son proyectos con una finalidad didáctica, 
aunque por lo general su instalación y configuración es relativamente sencilla su 
código es extenso y complejo. 
Por lo anteriormente expuesto se decide no hacer uso de servidores ya 
existentes y realizar el diseño e implementación de nuestro propio servidor web. 
Protocolo de comunicaciones cliente – servidor: 
En la actualidad casi la totalidad de las comunicaciones realizadas mediante 
servicios web se realizan utilizando el protocolo HTTP (Protocolo de 
transferencia de Hipertexto). Este es un protocolo orientado a transacciones y 
sigue el esquema petición – respuesta entre un cliente y un servidor. Se decide 
por tanto que una característica importante de nuestro servidor es que pueda 
atender este tipo de comunicaciones. 
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Ilustración 34: Comunicación Navegador-Servidor bajo HTTP. 
Características de la comunicación: 
Una de las partes indispensables del proyecto es que todos los clientes puedan 
interaccionar con la misma maqueta de forma simultanea. Esto supone un 
problema importante de diseño, puesto que se requiere de una forma eficiente de 
transmitir todos los eventos a todos los clientes para que estos puedan 
mantenerse actualizados al mismo tiempo. 
 
Ilustración 35: Esquema Cliente-Maqueta. 
En el mercado actual existen diversas tecnologías como Comet, que permiten 
manejar este tipo de situaciones, en nuestro caso nos centraremos en el estudio 
de Server-Sent Events y WebSockets. 
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Server-Sent Events (SSEs) vs WebSockets: 
Por un lado se ha valorado hacer uso de la tecnología SSE, esta  permite 
actualizar un navegador de forma automática, sin que el servidor tenga que 
realizar peticiones para saber si existen actualizaciones. SSEs es enviado sobre 
el protocolo HTTP tradicional, esto implica que no se requiera un protocolo 
especial o la aplicación de un servidor para que funcione. 
Y por otro, hacer uso de WebSocket, este empezó siendo parte de HTML5 y 
actualmente se trabaja como un estándar separado. Una de las principales 
características de esta tecnología es que permite realizar una conexión TCP e 
iniciar con relativa facilidad una petición desde el servidor, en el entorno de 
programación web lo normal es que dichas peticiones se inicien en el lado del 
cliente, por lo que esto supone un gran avance. Esta tecnología proporciona un 
canal de comunicaciones bidireccional y completamente simultaneo sobre un 
único canal (en este caso un socket TCP). Además está diseñada para ser 
implementada en navegadores y servidores web, aunque puede ser utilizada por 
cualquier aplicación cliente – servidor. A diferencia de SSEs, WebSocket 
requiere de un servidor WebSocket que maneje el protocolo. 
En la actualidad ambas tecnologías están siendo estandarizadas, aunque tienen 
soporte para la mayoría de navegadores y servidores. 
SSE:$
Pros Contras 
Funciona sobre HTTP. No es una comunicación bidireccional. 
Actualiza el navegador sin 
necesidad de hacer peticiones 
automáticas. 
No permite comunicaciones sobre un 
único canal. 
No requiere de un servidor ni 
protocolos especiales 
Las comunicaciones no son 
simultaneas. 
 
WebSocket:$
Pros Contras 
Es una comunicación bidireccional. Requiere de un servidor que maneje el 
protocolo 
Permite comunicaciones simultaneas 
sobre un único canal TCP. 
Está en desarrollo y no el 100% de los 
navegadores lo soportan. 
Es una comunicación cercana al 
RealTime. 
 
Al no usar técnicas de polling se 
reduce el consumo de red. 
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Como en nuestro caso la aplicación web requiere que las comunicaciones que 
se realizan contemplen el paso de información en tiempo real y en ambas 
direcciones, no solo actualizaciones del servidor; se hará uso de la tecnología 
WebSocket, pues es un protocolo más rico y eficiente para nuestros propósito. 
5.3 Diseño del cliente 
En este apartado se realizará un estudio del diseño del cliente, se expondrán las 
funciones que se deberán implementar para cumplir con las funciones básicas 
que un usuario puede realizar para interactuar con la maqueta, y se determinará 
el diseño de la interface gráfica de la aplicación. 
5.3.1 Especificación y estudio del cliente 
Como se ha comentado con anterioridad la principal función del cliente es 
permitir al los usuarios interactuar con la maqueta. Para ello es necesario cumplir 
dos requisitos, que el usuario pueda realizar acciones sobre esta, y que pueda 
conocer el estado actual de los dispositivos, por tanto podemos separar las 
funcionalidades en dos tipos diferentes, las de control y las de identificación. 
Funcionalidades de control: 
Es requisito indispensable que el cliente pueda interactuar de forma dinámica 
con la maqueta, y que se puedan realizar en ella las acciones básicas de control, 
es decir, realizar cambios de estado en los diferentes dispositivos. Podemos 
identificar los siguientes cambios de estado: 
• Cambio de estado del semáforo o del cambio de vía. 
• Cambiar el estado de la locomotora: 
• Cambiar la velocidad. 
• Cambiar la dirección. 
• Cambiar el estado de las funciones especiales. 
Funcionalidades de identificación: 
También es necesario que los usuarios puedan identificar de forma sencilla 
aquellos cambios que van sucediendo en la maqueta, de esta manera el usuario 
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puede tener en todo momento conocimiento del estado real de los diferentes 
dispositivos de la maqueta. Se deberá poder identificar los siguientes estados: 
• Estado del semáforo. 
• Estado del cambio de vía. 
• Estado de la locomotora: 
• Velocidad actual. 
• Dirección actual. 
• Estado de las funciones especiales. 
• Posición de la locomotora 
5.3.2 Diseño del entorno del usuario 
Este es el entorno en el que se muestra al usuario la información, y dónde este 
puede realizar las acciones que generaran los eventos en la maqueta. 
Para que la interacción del usuario con la aplicación sea lo más intuitiva posible, 
se intentará realizar un diseño de la interface gráfica lo más sencillo posible, y 
que cuyo aprendizaje de uso sea lo más rápido posible sin inducir a errores. 
Propuesta inicial: 
Inicialmente se propone un diseño homogéneo, con una sola pantalla separada 
en sectores dedicados al control y a la recepción de información, podemos ver 
un ejemplo en la siguiente ilustración: 
 ! 65! !
! !
 
Ilustración 36: Diseño del cliente 1. 
Como se puede observar en la ilustración anterior se decide distribuir la pantalla 
del navegador en diferentes sectores dedicados a diferentes funciones, en este 
caso estos sectores están separados en tres niveles, el primer nivel dedicado al 
contenedor de toda la web, el segundo nivel dedicado a los elementos que 
componen la aplicación y finalmente el tercer nivel el contenedor de los 
elementos dedicados a cumplir las diferentes funciones que realiza nuestra 
aplicación web. 
Primer nivel: 
• Fondo del navegador: este es el elemento que contendrá al resto, en 
nuestro caso se corresponde a la pantalla completa del navegador. 
Segundo nivel: 
• Fondo de la aplicación: con la finalidad de separar la aplicación web de 
la pantalla del navegador se decide añadir un fondo extra, en este caso 
este elemento contendrá las pantallas cuya finalidad es cumplir con las 
diferentes funciones. 
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Tercer nivel: 
• Información de los elementos: en este elemento se mostrará la 
información de las locomotoras, es decir, su velocidad, su dirección y el 
valor de las funciones especiales. 
• Representación de la maqueta: este elementos está destinado a 
mostrar una representación de la maqueta, de forma que el usuario 
pueda identificar de forma visual el estado de los cambios de vía y de los 
semáforos. 
• Controladores: en este casi, este elemento mostrará los elementos que 
pueden ser controlados por el usuario, su finalidad es la de panel de 
control. Se mostrarán en este, las locomotoras, los cambios de vía y los 
semáforos. 
Pros Contras 
Quedan definidos con claridad 
definido los diferentes elementos 
de la maqueta. 
El usuario no puede cerciorarse de que 
realmente estén ocurriendo eventos en la 
maqueta. 
Visualmente simple. Demasiadas capas. 
  El usuario no puede ver si los eventos 
generados están generando cambios en 
la maqueta. 
  Mala distribución del espacio disponible. 
 
Propuesta definitiva: 
Tras evaluar los pros y los contras del diseño anterior se decide realizar ciertas 
modificaciones.  
En primer lugar se juntan el primer y segundo nivel con la finalidad de aumentar 
el espacio útil, de esta manera se pueden redimensionar los elementos del tercer 
nivel y aprovechar mejor el espacio del navegador. 
En segundo lugar, aprovechando la existencia de una cámara Web en el 
laboratorio de automatización industrial se decide insertar un enlace directo a la 
imagen, de esta forma el usuario que interactúa con la maqueta puede ver que 
los cambios están teniendo efecto en la maqueta. 
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Finalmente y con la finalidad de poder tener un flujo de entrada y salida de 
información que permita al usuario ver como se general y se reciben los 
diferentes eventos se decide dividir el elemento Controladores en dos, uno 
dedicado a los controles de los dispositivos y otro a una consola de evento. 
Podemos ver una representación en la ilustración siguiente: 
 
Ilustración 37: Diseño final del cliente. 
Además, para mejorar la usabilidad de la aplicación, se decide dar opciones de 
control al panel de representación de la maqueta, de forma que el usuario puede 
interactuar directamente sobre la representación de la maqueta para cambiar el 
estado de los cambios de vía y semáforos. De esta manera podemos separar los 
paneles en funcionalidades, video y información de los elementos serán paneles 
de funcionalidades de identificación, mientras que controladores y consola de 
eventos serán paneles de control; en el caso del panel de representación de la 
maqueta este relizará la doble función de identificación y control. 
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5.3.3 Estructura del cliente 
Para que la identificación de los diferentes elementos del cliente pueda ser 
fácilmente identificable se ha decidido separar sus partes en diferentes archivos, 
podemos ver esta estructura en la siguiente ilustración: 
 
Ilustración 38: Estructura del cliente. 
 
5.4 Diseño del Daemon 
En este apartado se describirá el proceso seguido para implementar el programa 
encargado de manejar la librería y establecer la comunicación entre la maqueta y 
el servidor. 
Este programa deberá ser capaz de captar los mensajes que provengan del 
cliente a través del servidor, ejecutar las acciones necesarias en la maqueta y 
enviar al cliente a través del servidor la información que sea necesaria. 
5.4.1 Extensión del diseño de funcionalidades 
Con la finalidad de poder usar la librería creada en la primera parte del proyecto 
y para poder cumplir con las necesidades anteriormente expuestas se ha 
decidido incluir dos nuevo subsistema, el subsistema de control Daemon y el 
subsistema Main. 
Cliente
! JavaScript! Librerias!Scripts!
Scripts!Panel!Elementos!Scripts!Panel!Maqueta!Scripts!Panel!Controladores!Scripts!Panel!Video!WebSocket!Style! Imagenes!Script!de!Estilo!Página!principal!
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Además, se han incluido dos clases nuevas, la clase MethodInvoker en el 
paquete Support, y la clase RailwayControlSystemWrapper en el paquete 
Controlsystem: 
Paquete 
    Clase 
Descripción 
support  
    MethodInvoker Esta clase permite realizar reflexión, es decir, 
permite revisar los métodos de una clase durante 
el tiempo de ejecución, ello nos permite recibir 
mensajes directamente del servidor y ejecutarlos 
como métodos de la librería. 
controlsystem  
    RailwayControlSystemWrapper Esta clase está dedicada a convertir los mensajes 
del servidor en métodos que la librería pueda 
ejecutar sobre la maqueta. 
 
Subsistema de control Daemon: 
El diseño de este subsistema se centrará en el desarrollo del paquete Daemon. 
Este es el paquete que contiene el programa principal que hará uso de la librería 
y se encargará de inicializar todos los elementos de la maqueta. Podemos ver el 
en la siguiente ilustración su estructura: 
 
Ilustración 39: Representación del paquete Daemon. 
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Paquete 
    Clase 
Descripción 
Daemon Programa dedicado al manejo de la librería y a la 
comunicación maqueta-servidor 
    CommandReader Clase controladora de eventos, contiene los métodos 
necesarios para poder añadir los listeners de los objetos 
que componen el diseño de la maqueta, además de los 
métodos de modificación de los objetos 
    Daemon La clase Daemon es la encargada de inicializar todos los 
componentes de la librería, tanto añadiendo los listeners 
necesarios, como los elementos proporcionados a través 
del archivo CSV, además, se encargará de poner en estado 
de inicialización a todos los elementos físicos de la 
maqueta, locomotoras, semáforos, cambios de vía etc. 
    ServerNotifier Clase notificadora de eventos. 
 
Subsistema Main: 
Este es el paquete que contiene la clase principal del programa, la encarga de 
lanzar el Daemon y de ejecutar la conexión con el puerto. 
 
Ilustración 40: Representación del paquete Main. 
Paquete 
    Clase 
Descripción 
Main Paquete que contiene la clase principal del programa. 
    main Esta clase es la que contiene el programa principal, 
encargado de lanzar el Daemon y de ejecutar la conexión 
con el puerto. 
 
5.5 Implementación del servidor 
5.5.1 Elección del lenguaje de programación 
Actualmente existen multitud de lenguajes de programación que nos permitirían 
implementar un servidor Web, lenguajes muy comunes como C, C++ o incluso 
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Java. En la mayoría de estos lenguajes realizar la implementación de un servidor 
que cumpla con los requisitos anteriormente comentados, implementación de 
comunicación a tiempo real y control de la maqueta a partir de una librería 
externa; sería conceptualmente complejo y de desarrollo tedioso, por lo que se 
hace necesario buscar una alternativa que simplifique este proceso. 
Go: 
Es un lenguaje de programación de código abierto que hace que sea sencillo 
construir software simple, confiable y eficiente. Este es fue desarrollado por la 
compañía Google Inc en el año 2007. 
Google creó Go con la intención de crear un lenguaje de programación que 
combinara la facilidad de programación del lenguaje interpretado y dinámico, con 
la eficacia y seguridad de un lenguaje compilado. Se puede decir que Go es un 
lenguaje a medio camino entre C y Python. 
Este lenguaje tiene multitud de características, como por ejemplo, aún siendo un 
lenguaje diseñado para la programación de sistemas, provee un recolector de 
basura, reflexión y otras capacidades que son comunes en lenguajes de alto 
nivel; o que sin estar orientado a objetos, puesto que no existe jerarquía de tipos, 
pueda implementar interfaces; pero para nuestro fin las dos características más 
importantes son: el soporte de canales de comunicación y las goroutines, de 
estas características hablaremos seguidamente: 
Canales de comunicación (channels): 
Un canal es una estructura de datos que tiene como principales operaciones leer 
y escribir. Estos son utilizados para comunicar valores,además toda su 
comunicación es síncrona, es decir, para que se pueda leer alguien tiene que 
escribir primero en el canal y viceversa.  
Podemos decir entonces que los canales son un tipo de conducto mediante el 
cual se puede enviar y recibir valores con el operador de canal <- . Estos datos 
fluyen siempre en dirección del operador, podemos ver un ejemplo de su uso en 
la siguiente imagen. 
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Ilustración 41: Uso de canales. 
Goroutines: 
Una goroutines es un hilo de ejecución independiente en un programa. El 
programa principal se ejecuta en una goroutina que es automáticamente 
programada y dirigida por Go durante el tiempo de ejecución, en caso de que se 
quiera realizar un proceso en segundo plano simplemente se tiene que llamar a 
una nueva goroutina, podemos ver un ejemplo en la siguiente imagen: 
 
Ilustración 42: Uso de goroutines. 
5.5.2 La implementación 
Una vez definidas las partes más importantes del servidor se procede a explicar 
de forma general su estructura y la secuencia de datos a través de esta: 
 
Ilustración 43: Estructura y secuencia de datos del Servidor. 
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Como se puede observar en la ilustración anterior el programa principal es 
main(), y de este se separa cuatro subprogramas destinados a funciones 
concretas. 
Por un lado tenemos el subprograma rootHandler(), esta es la encargada de 
servir la página principal a los clientes que se conecten a la web. En este caso 
específico referenciaremos todas las peticiones a index.html. 
Seguidamente tenemos el subprograma handlerConnections(), su principal 
función es manejar los mensajes que van entrando y saliendo del servidor, 
realizando las acciones convenientes según el tipo de mensaje, en este caso 
podemos distinguir tres tipos de mensaje diferentes: 
• Mensaje de nuevo cliente: cuando se recibe un mensaje de conexión 
de un nuevo cliente, handlerConnections notificará al Daemon la 
conexión de este. 
• Mensaje de evento Web: en el momento en el que un usuario realiza 
una acción sobre la maqueta a través del navegador, es necesario que se 
notifique al Daemon dicha acción para que pueda ejecutarla en la 
maqueta. 
• Mensaje del Daemon: como respuesta a los eventos acontecidos en la 
maqueta el Daemon genera salidas de sistema, es decir, mensajes que 
están destinados a ser notificados al usuario, en este caso estos 
mensajes son captados y tratados por el servidor. 
Como puede apreciarse en el diagrama anterior la función HandlerConnections() 
es lanzada como una goroutine, ello nos permite tener un control constante del 
flujo de conexiones de forma paralela al programa principal.  
Podemos ver también el subsistema daemonOut(), su función principal es 
establecer una conexión con el Daemon y permitir un flujo bidireccional de 
información, ello nos permitirá tanto escribir información como leer la salida.  
Como se ha hecho con la función handlerConnections() esta también se ha 
lanzado como una goroutina, permitiendo en este caso tener un subproceso 
paralelo al programa principal que se encarga exclusivamente de la información 
de entrada y salida del Daemon.  
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Comentar llegados a este punto que existe un flujo de datos mediante la 
declaración de un canal entre las funciones daemonOut() y 
handlerConnections(), como se enseña en las líneas 10 y 18 de la siguiente 
imagen, podemos enviar los mensajes de salida del Daemon directamente a ser 
tratados en handlerConnections().  
 
Ilustración 44: Ejemplo 1 de uso de canales. 
Como se ha comentado, este código ilustra la manera en la que se manda la 
información entre ambas funciones. Concretamente lo que hace como podemos 
ver en las líneas 3 y 5 es establecer un hilo de lectura entre el Daemon y el 
servidor; este leerá las salidas del Daemon, las enviará a través de un canal de 
lout a msgFromDaemon, linea 10; y se recibirán en daemonMsg, linea 18. 
Finalmente nos encontramos con el susbistema webSocketServer(), esta 
función es la encargada de la escucha a traves del hilo de comunicación que 
crea el websocket entre el navegador del cliente y el servidor. Como puede verse 
en el diagrama anterior esta función crea dos canales destinados a pasar 
información a handlerConnections() de la mísma forma que lo hace 
DaemonOut(), pero mediante los canales clientsChannel y systemInChannel.  
Podemos ver en la siguiente ilustración de la estructura de la función 
handlerConnections() como a traves de una estructura de control switch case se 
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realiza el control de los mensajes que va recibiendo el servidor desde los 
diferentes clientes y desde el Daemon: 
 
Ilustración 45: Ejemplo 2 de uso de canales. 
 
Como puede apreciarse en la ilustración anterior con Go es muy sencillo realizar 
el control de los mensajes, simplemente es necesario usar canales de 
comunicación dentro de una estructura switch case que se encargue de realizar 
las acciones adecuadas para cada caso, es decir, realizar las acciones que 
corresponden a cada tipo de mensaje dependiendo de la procedencia de este. 
 
5.6 Implementación del cliente 
5.6.1 Elección del lenguaje de programación 
Para el diseño de la aplicación web se utilizará el lenguaje de HTML, un lenguaje 
basado en el uso de etiquetas que se utiliza para describir y traducir la estructura 
y la información en forma de texto, este lenguaje también facilita la inclusión de 
imágenes y otros elementos similares. Actualmente este lenguaje está 
completamente integrado en todos los navegadores web del mercado. 
Con la intención de complementar el lenguaje HTML y con la finalidad de hacer 
visualmente más atractiva la aplicación web se usará el entorno de desarrollo 
CSS, un lenguaje de estilo que define la forma en la que los documentos HTML 
se presentan en el navegador. Mediante este lenguaje se pueden modificar 
fuentes, colores, márgenes, líneas, etc. Además este entorno de diseño nos 
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permite crear un código claro, sencillo y estructurado, de manera que puede ser 
modificado de forma sencilla. 
Como último, se usará para completar el diseño con acciones dinámicas la 
librería JQuery, esta es una librería de JavaScript que simplifica la manera de 
interactuar con el documento HTML, manejar eventos, desarrollar animaciones 
etc. 
5.6.2 La implementación 
Como se ha mencionado durante el diseño se ha decidido separar en archivos 
diferentes la estructura del cliente, de esta manera se facilita a los usuarios 
externos la comprensión de la implementación llevada a cabo. Finalmente se 
pueden distinguir las siguientes partes: 
Página principal: 
Al acceder a un servidor web cualquiera es necesario que ese servidor no 
retorne la página principal  donde se encuentra todo el texto, las imágenes, los 
diferentes scripts etc.  
En nuestro caso el archivo con el contenido principal se llamará “index.html”, en 
este se han incluido los elementos principales del diseño en html, y las 
referencias a los diferentes scripts y librerías que permitirán el funcionamiento de 
la aplicación web. 
Podemos ver en la siguiente ilustración un ejemplo de la estructura de nuestra 
página principal: 
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Ilustración 46: Estructura de index.html. 
Como se puede ver los elementos que componen la página principal van 
indicados por tags de inicio <elemento> y fin </elemento>. Por ejemplo entre los 
tags <head> y </head> se definen el título, línea 4; la dirección de la hoja de 
estilo, línea 5; y los scripts, a partir de la línea 6. Seguidamente entre los tags 
<body> y </body> se definen los elementos que componen la estructura de la 
página. Como puede apreciarse en la línea 13, al definirse un elemento <div> se 
incluyen también los identificadores class=”Clase_del_elemento” e 
id=”Identificación_del_elemento”, estas identificaciones son las que nos 
permitirán dar formato a través de la hoja de estilo a estos elemento, se hablará 
de ello más adelante. 
Librerías: 
Para poder llevar a cabo la implementación del cliente de forma eficiente se ha 
decidido usar diversas librerías de soporte: 
• JQuery: Compuesta por la librería, y una biblioteca de componentes para 
el framework JQuery. La parte principal de esta librería es la función 
sobrecargada JQuery o su alias $, que ofrece distintas funcionalidades 
dependiendo de los parámetros y métodos utilizados, de esta manera se 
simplifica gran cantidad de trabajo al tener que escribir menos cantidad 
de código, pues se recurre a métodos y parámetros ya preestablecidos. 
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• RaphaelJS: Una librería que permite usar el elemento SVG de gráficos 
vectoriales de forma fácil e intuitiva. 
Scripts: 
En este apartado se describen los diferentes scripts utilizados para la 
implementación del proyecto. Todos los scripts están realizados con JavaScript 
junto con el soporte de librerías, veremos un ejemplo en las secciones siguiente. 
Scripts de paneles: 
Para facilitar el desarrollo de cada una de las partes del cliente se han realizado 
estos en diferentes archivos, de esta manera cuando se quieren modificar partes 
del código perteneciente a un panel en concreto solo hay que acceder al archivo 
que identifica el contenido de dicho panel. 
Por ejemplo, en caso de tener que modificar el panel de la maqueta solo sería 
necesario realizar modificaciones en el script TrainsP.js (Panel de trenes). 
Podemos ver un ejemplo de la implementación de dicho panel en la imagen 
siguiente: 
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Ilustración 47: Estructura del script TrainP.js 
 
Es interesante ver el funcionamiento de este script, pues muestra un ejemplo del 
uso de las librería JQuery y Raphael, además de ilustrar de forma sencilla el 
desarrollo seguido para la implementación del cliente. 
En primer lugar podemos ver entre las líneas 7 y 36 la función principal, 
$(document).ready(function(){…}) dentro de la cual se define la mayor parte del 
script. Esta función se encarga principalmente de obtener una referencia al 
documento principal $(document), en este caso nuestro index.html; para luego 
definir mediante el método ready() un evento que se desata al quedar 
completamente cargado el documento y realizar las acciones que se definan en 
function(){…}. 
Como puede verse entre las líneas 1 y 6, han quedado definidas fuera de la 
función principal algunas variables, línea 1; y funciones, línea 3. Esto es debido a 
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que existen atributos dentro de este script que necesitan un acceso global, es 
decir, que necesitan ser accesibles por otros scripts. 
Seguidamente, entre las líneas 8 y 26 podemos ver como se declaran los 
elementos que compondrán nuestra imagen SVG (Gráficos Vectoriales 
Redimensionables) mediante el uso de la librería RaphaelJS. Para empezar es 
necesario crean un lienzo que nos permita dibujar en él, con este fin se declara 
un atributo paper, línea 8, al que se le dan ciertos atributos, como el tamaño y el 
elemento contendor, en este caso un elemento de la página principal con 
identificador rjscanvas, es decir, un definido como <div id=”rjscanvas”></div>.  
A continuación, se definen aquellos elementos que compondrán la imagen SVG, 
en este caso se han definido las vías, líneas 10 a 12; es importante comentar, 
que para definir este tipo de elementos es necesario realizar el dibujo punto a 
punto, en cierto modo es como trazar un dibujo sobre un papel sin levantar el 
lápiz, es decir, hay que definir todos los trazos que componen el dibujo final, la 
vía. Una vez finalizados estos elementos se puede proceder a caracterizarlos, 
color, ancho del trazo etc. para ello simplemente hay que definir sus 
características llamando al método de atributos elemento.attr({…}) se puede ver 
un ejemplo en las líneas 13 y 12. 
De las líneas 16 a 25 se han definido todos los semáforos y cambios de vía. 
Debido a la gran cantidad de elementos de este tipo, y a que todos ellos debían 
tener funciones especiales de las que se hablará en la siguiente sección; se 
decidió crear objetos semáforos y cambios de vía, e incluir en este script solo su 
construcción dentro de un Mapa de elementos. 
Finalmente, de las líneas 26 a 36 se puede ver una función dentro de la función 
principal, en este caso se trata de la función resizePaper() encargada de 
redimensionar la imagen SVG cuando se modifica el tamaño de la ventana. 
Scripts de soporte: 
Se han incluido también algunos scripts de soporte, su finalidad son reducir la 
extensión de los scripts de los paneles y simplificar su lectura.  
• Railroad.js y Semaphore.js: estos dos scripts nos permiten definir un 
objeto tipo cambio de vía, y un objeto tipo semáforo. Hay que tener en 
cuenta que la maqueta cuenta con 56 semáforos y 17 cambios de vía, y 
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cada uno de ellos tiene que ser capaz de realizar funciones, como por 
ejemplo cambiar de color al clicarlos; esto extiende considerablemente la 
definición del objeto, pues necesita de métodos internos que permitan 
realizar estas acciones de forma independiente. Además, la posición de 
cada uno de estos elementos es única, cada semáforo y cambio de vía 
ocupa una posición en la maqueta por lo que se requiere que puedan ser 
creados por separado con los atributos correspondientes, como se ha 
visto en la ilustración anterior. Podemos ver un esquema del objeto 
semáforos a continuación: 
 
Ilustración 48: Estructura del script Semaphore.js. 
 
La primera diferencia que nos encontramos en este script respecto al 
ejemplo anterior es que este no realiza la llamada a 
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$(document).ready(function(){…}), esto es debido por que en este caso 
estamos definiendo un objeto tipo Semaphore, línea 1.  
Básicamente lo que se hace en el desarrollo de este objeto es definir 
aquellas características que lo identifican, en este caso por ejemplo 
podemos ver que se define en la línea 3 la posición en el eje x, 
seguidamente se definirían también la posición en el eje y, el ángulo de 
rotación del dibujo etc. además también se definen los métodos propios 
del objeto, como por ejemplos los definidos entre la línea 11 y 27, en este 
caso se trata de métodos para cambiar el estado del semáforo, es decir, 
pasar de rojo a verde; la posición y el ángulo. Finalmente podemos ver 
entre las líneas 28 i 36 la definición de los eventos, como por ejemplo, los 
eventos que deben producirse al pasar por encima el cursor, línea 28. 
• WebSocket.js: Este script es el encargado de establecer la conexión 
websocket entre el servidor y el cliente, y de gestionar los mensajes que 
se envían y reciben. Podemos ver en la siguiente imagen un esquema de 
su estructura: 
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Ilustración 49: Estructura del script WebSocket.js. 
 
Podemos ver entre las líneas 31 a 33 que es muy sencillo implementar el 
wesocket en la parte cliente, solo hay que crear un 
WebSocket(“ws://URL”) donde la URL es la dirección de la petición del 
websocket. Como podemos ver la petición se realiza mediante ws:// y no 
mediante el habitual http:// , ello se debe a que como hemos comentado 
con anterioridad se trata de protocolos de comunicación diferentes, por 
tanto el servidor al que realizamos la petición tiene que estar capacitado 
para manejar este tipo de peticiones funciona mediante un protocolo 
distinto al HTTP (ws://127.0.0.1/socket), el web socket protocolo. Por 
tanto el servidor debe estar capacitado para manejar dichas peticiones. 
Seguidamente será suficiente con realizar las funciones adecuadas en el 
momento de la recepción de mensajes y cierre de la comunicación, líneas 
32 y 33 respectivamente. 
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En cuanto al tratamiento de mensajes comentar que estos se inician en 
websocket.onMessage, al recibirse un mensaje se ejecuta la función 
onMessage(mensaje) la cual lo evalúa y lo manda a la función 
eventControl(mensaje) dónde se procede a separarlo en por cadenas, 
línea 4; esto se realiza para poder identificar que tipo de mensaje ha sido 
enviado y tratarlo en la sección que le corresponda de la función de 
control.  
Comentar finalmente que las funciones showMessage(mensaje) y 
sendMessage(mensaje) se encargan de enseñar el mensaje por pantalla 
y enviar el mensaje al servidor respectivamente. 
• Motion.js: Con la finalidad de poder mostrar al cliente como circulan las 
locomotoras sobre la maqueta se ha realizado un script que permite dotar 
de animación la imagen SVG creada en el script TrainP.js.  
Este script ha sido desarrollado para identificar los diferentes tramos por 
los que puede pasar una locomotora, se entiende que estos tramos van 
de un cambio de vía a otro, y que una locomotora no puede cambiar de 
vía si no pasa por uno de ellos. A partir de esta premisa se han 
implementado funciones que permitan a una locomotora, representada 
por un punto de color; seguir en movimiento continuo siempre y cuando 
no se encuentre con un cambio de vía que altere su recorrido.  
Además, gracias a los sensores instalados en las vías es posible saber 
cuando una locomotora está circulando por un tramo en concreto, pues 
se reciben mensajes de posición continuamente.  
Debido a la notoria extensión de este script se ilustrará su utilización 
mediante una de las funciones que lo componen: 
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Ilustración 50: Función de ejemplo del script Motion.js. 
En este caso se trata de la función w1() correspondiente al tramo 
waitTrack1, un tramo de espera para paso de locomotoras. En primer 
lugar, línea 2, se obtiene la longitud total del tramo mediante 
getTotalLenght(), un método de los elementos creados con RaphaelJS, 
este nos retorna una longitud en píxeles del tramo en cuestión. En la 
misma línea se realiza una evaluación del contador countT1, esto es muy 
importante pues nos permite determinar si la locomotora viene por un 
lado u otro, se entiende que si el contador es mayor que la longitud viene 
por un lado, y si en cambio es menor, viene por el otro.  
En las siguientes líneas 8 a 23, se evalúa si la locomotora ha llega a una 
posición de cambio de vía y si además lo está haciendo en el sentido 
correcto, recordar que un cambio de vía solo tiene efecto en un sentido 
de la marcha; en caso de que la locomotora circule en las condiciones 
adecuadas, se ejecuta la función, para la función w1() y manda a 
ejecutarse a la función del tramo que corresponda, previo colocar el 
contador y el valor de current, que se ocupa de identificar la nueva 
posición. 
En caso de no encontrarse en circulación sobre un cambio de vía, la 
locomotora actualiza su posición y suma valores al contador countT1, ello 
puede verse en las líneas 24 a 24. 
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Comentar por último que estas funciones se ejecutan mediante la función 
window.setInterval(“función”,retraso), la cual permite ejecutar una función 
continuamente con un retraso determinado; y que dicha ejecución se 
puede parar mediante el uso de la función clearInterval(función), puede 
verse su uso en las líneas 11 y 12. 
Hojas de estivo CSS: 
Como se ha comentado, las hojas de estilo nos proveen una forma sencilla de 
modificar visualmente nuestra página, a partir de un serie de reglas basadas en 
una sintaxis muy simple y potente a la vez. En general es tan simple como llamar 
al elemento que queremos modificar y definir sus características, elemento.{ 
característica: valor; …}. Podemos ver un ejemplo de la hoja de estilo a 
continuación: 
 
Ilustración 51: Estructura del script Style.js. 
En este caso podemos ver la modificación de la clase TrainPanel i del 
identificador rjscanvas, líneas 1 y 13 respectivamente. En el caso de TrainPanel, 
se han definido su posición y tamaño en la imagen, líneas 2 a 6; los efectos de la 
caja, como sombras línea 7; o grosor, líneas 8 y 9; y finalmente su fondo y scroll, 
líneas 10 y 11. En cuanto al elemento rjcanvas simplemente se ha definido su 
posición y su tamaño. 
Podemos ver en las siguientes ilustraciones una comparativa de la aplicación 
web, con y sin uso de hojas de estilo: 
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Ilustración 52: Captura de pantalla, navegador Chrome sin hoja de estilo. 
 
 
 
Ilustración 53: Captura de pantalla, navegador Chrome con hoja de estilo. 
 
Como se puede observar al comparar ambas imágenes, la diferencia de diseño 
usando CSS y sin usarlo es muy importante, cabe mencionar que se hubiera 
podido conseguir un resultado aceptable haciendo uso únicamente de código 
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html, pero su implementación hubiera sido mucho más tediosa y el resultado 
menos vistoso. 
5.7 Implementación del Daemon 
Seguidamente se expondrán los cambios que se han realizado para poder 
incorporar el Daemon a la librería. 
5.7.1 Elección del lenguaje de programación 
Debido a que la librería se ha implementado usando Java, la implementación del 
Daemon también se realizará usando este lenguaje. 
5.7.2 La implementación 
Una vez se han definido en el diseño los paquetes que se tendrán que añadir, y 
las clases necesarias para su funcionamiento se puede proceder a desarrollar el 
Daemon. 
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Estructura de paquetes y clases: 
 
Ilustración 54: Estructura del proyecto. Librería + Daemon. 
En la ilustración anterior se puede aprciar que se han añadido los paquetes 
correspondientes a los subsistemas control Daemon, paquete Daemon de color 
rosa en la ilustración; y al subsistema Main, de color naranja en la ilustración; 
además de las clases MethodInvoker, en el paquete Support; y la clase 
RailwayControlSystemWrapper, en el paquete Controlsystem.  
Paquete Main: 
Se ha decidido mostrar la implementación del paquete Main debido a su 
importancia, este contiene la clase principal de nuestro programa. Esta clase se 
encargará de iniciar la comunicación con el puerto y lanzar el Daemon: 
Railway
Port:
  Configuration
  Port
  PortRS232
  RS232Exception
Controlsystem:
  RailwayControlSystem
  RailwayControlSystemWrapper
Events
Support:
  ReadCSV
  MethodInvoker
  Reader
  SyncronizedBuffer
Listeners:
  EventsListener
  EvtDecoderListener
  EvtIntelliboxListener
  EvtLissyListener
  EvtLokListener
  EvtSensorListener
  EvtSlotListener
  EvtTrnListener
Controlsystem:
  EventsControlSystem
  EventsDispatcher
  EventsGenerator
  EventsHandler
Model:
  Decoder
  Lissy
  Locomotive
  Model
  Semaphore
  Sensor
  Slot
  Track
  TurnOut
  Turning
Types:
  EventDecoderState
  EventLissySignalP1
  EventLissySignalP2
  EventLokDirection
  EventLokFstate
  EventLokGlobalState
  EventLokSpeed
  EventSensorState
  EventSlotConsist
  EventSlotState
  EventTrnState
Protocol:
  EventMessage
  Message
  Protocol
Main:
  Main
Daemon:
  CommanderReader
  Daemon
  ServerNotifier
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Ilustración 55: Esquema de la clase Main.js 
La clase main, consta de dos elementos principales, el puerto y el Daemon. En 
primer lugar debe configurarse el puerto con los parámetros necesarios, en este 
caso la dirección del puerto “/dev/ttys0”, el timeout, la velocidad de transmisión 
de datos, los bits de stop y paridad, podemos ver esta configuración entre las 
líneas 4 y 9. Seguidamente se establece la comunicación con el puerto mediante 
el método open() y se procede a llamar al Daemon, con el fichero que contiene el 
modelo de la maqueta y el puerto como parámetros. Podemos ver un ejemplo de 
ModelLab.csv en la imagen siguiente: 
Ilustración 56: ModelLab.csv 
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Capítulo 6 
Tecnologías usadas en este proyecto 
Git: Sistema de control de versiones. Este sistema ha sido usado ara gestionar 
el histórico de versiones del proyecto, además también se ha usado para 
investigar proyectos que pudieran aportar alternativas a los diferentes problemas 
que han ido surgiendo durante el desarrollo del proyecto.  
URL: https://github.com/ 
Java: Lenguaje de programación orientado a objetos. Se ha usado tanto para el 
desarrollo de la librería de comunicaciones, como para el desarrollo del Daemon 
encargado de usar dicha librería para comunicarse con la central digital. 
URL: http://www.oracle.com/technetwork/java/index.html 
 
HTML: Lenguaje de programación que permite describir hipertexto, es decir, 
texto presentado de forma estructurada, con enlaces a otros documentos  y 
fuentes gráficas. Este lenguaje ha sido usado para el desarrollo de la aplicación 
web que permite el control de la maqueta desde un navegador. 
URL: http://www.w3.org/standards/webdesign/htmlcss 
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CSS: Lenguaje de estilos dedicado a describir la presentación de una página 
web, incluidos colores, diseños y fuentes. Se ha usado para realizar el diseño de 
los elementos descritos en el código HTML de la aplicación web. 
URL: http://www.w3.org/standards/webdesign/htmlcss 
JavaScript: Lenguaje de programación interpretado. Permitiendo mejoras en la 
interface de usuario y páginas web dinámicas. Ha sido usado para realizar los 
diferentes scripts usados que permiten el funcionamiento de la aplicación web. 
URL: http://www.ecma-international.org/publications/standards/Ecma-262.htm 
JQuery: Biblioteca JavaScript que permite interactuar de forma sencilla con los 
documentos html. Usada como complemento en el desarrollo de los scripts. 
URL: http://jquery.com 
RaphaelJS: Biblioteca JavaScript que permite crear y modificar elementos SVG. 
Se ha usado esta biblioteca para el desarrollo de la parte gráfica de la aplicación 
web y para la animación de elementos. 
URL: http://raphaeljs.com 
GO: Lenguaje de programación creado por Google Inc, el cual facilita 
notoriamente el desarrollo de aplicaciones complejas. Este ha sido usado en el 
desarrollo del servidor Web. 
URL: http://golang.org 
WebSockets: Tecnología que proporciona un canal de comunicaciones 
bidireccional y full-duplex sobre un único socket. Esta ha sido usada para 
permitir las comunicaciones realtime. 
URL: http://www.websocket.org 
Loconet: Tecnología de redes similar a Ethernet utilizada para interconectar 
diversos dispositivos en una red y optimizada para maquetes de trenes. Ha sido 
usada para realizar la implementación del protocolo de comunicaciones usado 
por nuestra central digital. 
URL: http://www.digitrax.com/support/loconet/home/ 
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Capítulo 7 
Opinión personal y conclusiones 
En primer lugar, comentar que inicialmente este proyecto estaba exclusivamente 
enfocado a la realización de una librería en Java para el control de una maqueta 
de trenes que iba a ser utilizada en una nueva asignatura de programación a 
tiempo real.  
Cuando me surgió la posibilidad de tomar parte en él no dudé en ningún 
momento de su utilidad y de la cantidad de conocimientos que iba a 
proporcionarme. A día de hoy y analizando con retrospectiva todo el trabajo 
realizado puedo decir con firmeza que ha superado por completo todas mis 
expectativas. 
En mi opinión vale la pena dedicar unos minutos a las siguientes líneas para 
comprender como un proyecto relativamente sencillo puede acabar aportando 
tanto. 
Al iniciar el proyecto nos topamos tanto mi director de proyecto Jordi Marco 
como yo con un problema inesperado, debido a un error en el conexionado de 
los dispositivos que componen la maqueta esta no funcionaba, por lo que fue 
necesario rehacer todo el entramado eléctrico y verificar tanto las conexiones 
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como los dispositivos instalados. Para hacerse una idea de lo que ello significa, 
el montaje de esta maqueta fue el objetivo de otro proyecto final de carrera 
realizado en la Universidad Politécnica de Catalunya; existen en ella 
aproximadamente 500 terminales de conexión, por lo que realizar un testeo 
prueba/error no era una opción. Se tuvo que dedicar una cantidad de tiempo 
considerable a repasar toda la documentación aportada por el proyecto para 
poder desmontar y volver a montar todas las conexiones. Por suerte se 
consiguió que funcionara a la primera. 
Tras reparar la maqueta surgió un nuevo problema, como no se había podido 
probar con anterioridad el funcionamiento de la central digita con la maqueta, 
todos desconocíamos como interactuaba esta con la maqueta y lo más 
importante, como tenía que interactuar un ordenador con ésta. El problema de la 
conexión maqueta – central digital se solventó con relativa celeridad, la 
documentación que aporta Uhlembrock sobre sus centrales digital explican como 
realizar este conexionado con toda cantidad de detalles; en cambio la conexión 
central digital – ordenador trajo una cantidad considerable de problemas.  
 
Por motivos desconocidos la documentación relativa al protocolo de 
comunicaciones que usa la central digital es cuasi nula, y la que hay está en su 
mayor parte mal documentada. Fue necesario realizar ingeniería inversa del 
protocolo para poder realizar nuestra propia documentación (disponible en 
https://github.com/RcdFdz/Railway). 
El proceso usado para realizar ingeniería inversa tomó varios días en empezar a 
dar resultados coherentes, hay que tener en cuenta que este proceso consistía 
en realizar acciones manuales con la central digital, como por ejemplo cambiar la 
velocidad de una locomotora, o cambiar el estado de un semáforo; mientras se 
usaba un sniffer, en este caso un ordenador conectado a la central digital; que se 
ocupada de captar la información que se generaba. Se tardó casi un mes en 
analizar y documentar las funciones necesarias para el diseño del protocolo 
usado por la librería y aproximadamente tres para finalizar el resto de la 
documentación. Paradójicamente esta ha sido una de las partes del proyecto de 
las que más he disfrutado, descifrar y entender algo que a priori es desconocido. 
Además ha proporcionado una base importante para introducirme en el diseño 
de protocolos. 
Aunque en mayor parte el desarrollo de la librería ha podido compaginarse con 
las tareas anteriormente descritas, su diseño fue una tarea ardua. Hay que tener 
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en cuenta que con los conocimientos adquiridos durante la carrera de Ingeniería 
Industrial no es posible afrontar de forma correcta el diseño e implementación de 
ningún software, términos como “especificación”, o “estudio de funcionalidades”, 
conceptos como “patrones de diseño”, o “Buffers sincronizados”, no forman parte 
del temario básico de una carrera de Industriales, por lo que mi director de 
proyecto tuvo que invertir gran cantidad de tiempo y paciencia en enseñarme 
conceptos básicos de diseño y “buenas artes” en la programación. 
Una vez realizada la mayor parte de la implementación de la librería y realizadas 
algunas pruebas con la maqueta surgió un nuevo problema a día de hoy no 
solucionado, aparentemente debido a una falta de tensión en las vías, las 
locomotoras no circulan de forma regular, es decir, su velocidad no es constante 
aunque no se varíe desde la central la velocidad de estas, llegando incluso a 
pararse en mitad del recorrido. Esto es un problema relativamente grave, puesto 
que es necesario recolocar manualmente la locomotora para que esta siga 
funcionando de forma normal. 
Poco tiempo después de iniciar la implementación de la librería se propuso 
ampliar el alcance del proyecto, surgieron algunas ideas interesantes, entre ellas 
realizar el diseño de un entorno gráfico que permita montar una maqueta en el 
ordenador, realizar el control a tiempo real de la maqueta, pudiendo así 
implementar un sistema de control autónomo que no permitiera que hubieran 
accidentes; y finalmente diseñar una aplicación para el control remoto de los 
elementos de la maqueta. En mi opinión para que este proyecto quedara 
completo debían realizarse al menos las dos últimas partes, por un lado diseñar 
una aplicación para el control remoto y por otro un software de control autónomo 
que no permitirá accidentes cuando personas externas a la maqueta estuvieran 
manipulándola a través de la aplicación. 
Inicialmente valoré extender mi proyecto con ambas propuestas, pero por 
sugerencias de mi director (cuestiones de tiempo), decidí realizar el diseño de la 
aplicación. 
En cierto modo esta segunda parte del proyecto ha sido más dinámica, imagino 
que el motivo principal es que el nivel de abstracción en el diseño e 
implementación es menor y además, ya tenía conocimientos básicos de redes de 
comunicación y estructura de redes. Aún así, se presentaron diversos problemas 
durante su desarrollo. 
 ! 96! !
! !
Para empezar fue necesario plantear cómo iban a realizarse las comunicaciones 
entre el cliente y la maqueta, y que tecnología se iba a usar para realizarlas. Hay 
que tener en cuenta que la información tiene que fluir de forma eficiente entre 
ambos, no pueden pasar segundos entre que un cliente realiza una acción y esta 
se ejecuta en la aplicación, gracias al tutor del proyecto Pau Fernández, pude 
avanzar rápido y solucionar estos problemas. Se propuso el uso de websockets, 
y NodeJS, un lenguaje de programación del que no se ha hablado durante el 
proyecto porque finalmente Pau, en mi opinión muy acertadamente sugirió que 
se realizara con GO. 
Hay que mencionar llegados a este punto que para el desarrollo del proyecto he 
tenido que aprender desde cero cuatro lenguajes diferentes, Go, JavaScript, 
HTML y CSS, además de mejorar mis conocimientos de Java. Esto ha sido 
posible gracias a mis coordinadores y a la ingente cantidad de información que 
se puede encontrar en la red.  
Una de las partes más complicadas del desarrollo de la aplicación web ha sido 
conseguir que las locomotoras circulen sobre la imagen de la aplicación web, es 
relativamente sencillo conseguir un movimiento dinámico de un elemento sobre 
una imagen, pero es extremadamente difícil conseguir que este vaya a la misma 
velocidad y por los mismos tramos que la locomotora. Se ha tardado más de una 
semana en poder concretar un método fiable  que permita esta función. 
También surgieron serios quebraderos de cabeza cuando se trató de captar la 
imagen de una webcam ubicada en el laboratorio de automatización industrial 
para usarla en la web. Actualmente con las nuevas etiquetas que proporciona 
HTML5 debería ser trivial insertar video y audio en una web, siempre y cuando 
se realice con el códec adecuado, pero fue imposible implementar el video 
mediante este método. La única forma de hacerlo fue leyendo el código fuente 
de la aplicación web de la webcam e investigando cómo accede esta a las 
imágenes, para finalmente realizar un pequeño script en nuestra aplicación web 
usando los mismos métodos que la webcam. 
Otra parte que me sorprendió notablemente por su dificultad es la de realizar un 
diseño gráfico que sea sencillo e intuitivo, que se entienda rápido y no provoque 
confusiones al usuario. Me resultó especialmente difícil diseñar los cambios de 
vía, hasta que finalmente me decidí por el más elemental de los diseños, un 
circulo de color en el centro de una intersección, según el color gira hacia un lado 
de la vía u otro, sencillo e intuitivo. 
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En conclusión, se puede decir que se han alcanzado todos los objetivos 
propuestos, tanto los de diseño e implementación de la librería como los de 
diseño e implementación de la aplicación web. 
Se ha conseguido en la primera fase del proyecto llegar a un diseño simple y 
genérico que pueda servir para funciones didácticas. Y en la segunda, realizar 
una implementación sencilla y funcional gracias al uso de nuevas tecnologías. 
Este proyecto ha servido para acercarme a la realidad del diseño y la 
implementación, a la realidad tecnológica actual y comprender como evolucionan 
las diferentes tecnologías de comunicación. 
Finalmente me gustaría proponer futuras mejoras, sería interesante revisar el 
código de los scripts de la aplicación web, seguramente alguien con más 
conocimientos de programación podría simplificarlos notablemente. Además, 
podría integrarse el control del puerto en el servidor web, es decir, que no sea el 
Daemon quien abre y cierra el puerto para establecer las comunicaciones, que lo 
realice el servidor. También sería interesante de cara a un futuro proyecto que se 
creara el software de control autónomo, un software semejante a una inteligencia 
artificial que tome decisiones en tiempo real sobre la correcta gestión de los 
elementos de la maqueta. 
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