Deep generative priors are a powerful tool for reconstruction problems with complex data such as images and text. Inverse problems using such models require solving an inference problem of estimating the input and hidden units of the multi-layer network from its output. Maximum a priori (MAP) estimation is a widely-used inference method as it is straightforward to implement, and has been successful in practice. However, rigorous analysis of MAP inference in multi-layer networks is difficult. This work considers a recently-developed method, multilayer vector approximate message passing (ML-VAMP), to study MAP inference in deep networks. It is shown that the mean squared error of the ML-VAMP estimate can be exactly and rigorously characterized in a certain high-dimensional random limit. The proposed method thus provides a tractable method for MAP inference with exact performance guarantees.
I. INTRODUCTION
We consider inference in an L layer stochastic neural network of the form,
where z 0 0 is the initial input, z 0 , = 1, . . . , L − 1 are the intermediate hidden unit outputs and y = z 0 L is the output. The number of layers L is even. The equations (1a) correspond to linear (fully-connected) layers with weights and biases W and b , while (1b) correspond to elementwise activation functions such as sigmoid or ReLU. The signals ξ represent noise terms. A block diagram for the network is shown in the top panel of Fig. 1 . The inference problem is to estimate the initial and hidden states z 0 , = 0, . . . , L−1 from the final output y. We assume that network parameters (the weights, biases and activation functions) are all known (i.e. already trained). Hence, this is not the learning problem. The superscript 0 in z 0 indicates that these are the "true" values, to be distinguished from estimates that we will discuss later.
This inference problem arises commonly when deep networks are used as generative priors. Deep neural networks have been extremely successful in providing probabilistic generative models of complex data such as images, audio and text. The models can be trained either via variational autoencoders [1] , [2] or generative adversarial networks [3] , [4] . In inverse problems, a deep network is used as a generative prior for the data (such as an image) and additional layers are added to model the measurements (such as blurring, occlusion or noise) [5] , [6] . Inference can then be used to reconstruct the original image from the measurements.
Many deep network-based reconstruction methods perform maximum a priori (MAP) estimation via minimization of the negative log likelihood [5] , [6] or an equivalent regularized least-squares objective [7] . MAP minimization is readily implementable and has worked successfully in practice in problems such as inpainting and compressed sensing. MAP estimation also provides an alternative to a separately learned reconstruction network such as [8] - [10] . However, due to the non-convex nature of the objective function, MAP estimation has been difficult to analyze rigorously. For example, results such as [11] provide only general scaling laws while the guarantees in [12] require that a non-convex projection operation can be performed exactly.
To better understand MAP-based reconstruction, this work considers inference in deep networks via approximate message passing (AMP). AMP [13] and its variants refer to a powerful class of techniques for inverse problems that are both computationally efficient and admit provable guarantees in certain high-dimensional limits. Recent works [14] - [17] have developed and analyzed variants of AMP for inference in multi-layer networks such as (1) . The methods generally consider minimum mean squared error (MMSE) inference and estimation of the posterior density of the hidden units z from y. Similar to other AMP methods, such MMSE-based multilayer versions of AMP can be rigorously analyzed in cases with with large random transforms. This work specifically considers an extension of the multi-layer vector AMP (ML-VAMP) method proposed in [15] . ML-VAMP is derived from the recently-developed VAMP method of [18] - [20] which is itself based on expectation propagation [21] and expectation consistent approximate inference [22] , [23] . Importantly, in the case of large random transforms, it is shown in [15] that the reconstruction error of ML-VAMP with MMSE estimation can be exactly predicted, enabling much sharper results than other analysis techniques. Moreover, under certain testable conditions ML-VAMP can provably asymptotically achieve the Bayes optimal estimate, even for non-convex problems.
However, MAP estimation is often preferable to MMSE inference since MAP can be formulated as an unconstrained optimization and implemented easily via standard deep learning optimizers [5]- [7] . This work thus considers a MAP version of ML-VAMP. We show two key results. First, it is shown that the iterations in MAP ML-VAMP can be regarded as a variant of an ADMM-type minimization [24] of the MAP objective. This result is similar to earlier connections between AMP and ADMM in [25] - [27] . In particular, when MAP ML-VAMP converges, its fixed points are critical points of the MAP objective. Secondly, similar to the MMSE ML-VAMP considered in [15] , we can rigorously analyze MAP ML-VAMP ML-VAMP inference algorithm for recovering estimates for the input and hidden states from the output y. in a large system limit (LSL) with high-dimensional random transforms W . It is shown that, in the LSL, the per iteration mean squared error of the estimates can be exactly characterized by a state evolution (SE). The SE tracks the correlation between the estimates and true values at each layer and are only slightly more complex than the SE updates for the MMSE case. The SE enables an exact characterization of the error of MAP estimation as a function of the network architecture, parameters and noise levels.
For space considerations, all proofs are contained in a full paper [28] . In addition to the proofs, the full paper includes further discussion with prior work, as well as algorithm and simulation details.
II. ML-VAMP FOR MAP INFERENCE
We consider inference in a probabilistic setting where, in (1), z 0 0 and ξ are modeled as random vectors with some known densities. Inference can be then performed by MAP estimation,
where J(z, y) is the negative log posterior,
where p(z 0 ) is the prior on the initial input z 0 0 and ln p(z |z −1 ) is defined implicitly from the probability distribution on the noise terms ξ and the updates in (1).
The ML-VAMP algorithm from [15] for the inference problem is shown in Algorithm 1. For each hidden output z , the algorithm produces two estimatesẑ + k andẑ − k indexed by the iteration number k. In each iteration, there is a forward pass that produces the estimatesẑ + k and a reverse pass that produces the estimatesẑ − k . The estimates are produced by a set of estimation functions g ± (·) with parameters θ ± k . The recursions are illustrated in the bottom panel of Fig. 1 .
For MAP inference, we propose the following estimation functions g ± (·): For = 1, . . . , L − 2, let θ = (γ + −1 , γ − ), and Algorithm 1 ML-VAMP Require: Forward estimation functions g + (·), = 0, . . . , L−1 and backward estimation functions g − (·), = 1, . . . , L.
end for 12: 13:
// Reverse Pass
end for 22: end for define the energy function,
In the MMSE inference problem considered in [15] , the estimation functions g ± are given by the expectation with respect to the joint density, p(z − −1 , z + ) ∝ exp[−J (·)]. In this work, we consider the MAP estimation functions given by the mode of this density:
Similar equations hold for = 0 and = L−1 by removing the terms for = 0 and L.
In the MMSE inference in [15] , the parameters θ ± k are selected as,
where the precision levels γ ± k are updated by the recursions,
We can use the same updates for MAP ML-VAMP, although some of our analysis will apply to arbitrary parameterizations.
III. FIXED POINTS AND CONNECTIONS TO ADMM
Our first results relates MAP ML-VAMP to an ADMMtype minimization of the MAP objective (2) . To simplify the presentation, we consider MAP estimation functions (4) with fixed values γ ± > 0. Also, we replace the α ± k updates in Algorithm 1 with fixed values,
Now, to apply ADMM [24] to the MAP optimization (2), we use variable splitting where we replace each variable z with two copies z + and z − . Then, we define the objective function,
over the groups of variables z ± = {z ± }. The minimization in (2) is then equivalent to the constrained optimization,
Corresponding to this constrained optimization, define the augmented Lagrangian,
where s = {s } are a set of dual parameters and γ ± > 0 are weights and η = γ + + γ − . Now, for = 1, . . . , L − 2, define
which represents the terms in the Lagrangian L(·) in (11) that contain z − −1 and z + . Similarly, define L 0 (·) and L L−1 (·) using p(z + 0 ) and p(y|z + L−1 ). Theorem 1. Consider the outputs of the ML-VAMP (Algorithm 1) with MAP estimation functions (4) for fixed γ ± > 0. Suppose lines 9 and 19 are replaced with fixed values α ± k = α ± ∈ (0, 1) from (8). Let,
Then, the forward pass iterations satisfy,
whereas the backward pass iterations satisfy,
for = 0, . . . , L − 1. Further, any fixed point of Algorithm 1 corresponds to a critical point of the Lagrangian (11).
As shown in the above result, the fixed (α ± ) version of ML-VAMP is an ADMM-type algorithm for solving the optimization problem (10) . The full ML-VAMP algorithm adaptively updates (α ± k ) to the take into account information regarding the curvature of the objective in (4) . Note that in (14a) and (15a), we compute the joint minima over (z + −1 , z + ), but only use one of them at a time.
IV. ANALYSIS IN THE LARGE SYSTEM LIMIT
As mentioned in the Introduction, the paper [15] provides an analysis of ML-VAMP with MMSE estimation functions in a certain large system limit (LSL). We extend this analysis to general estimators, including the MAP estimators (4). The LSL analysis has the same basic assumptions as [15] . Details are in the full paper and can be summarized as follows. We consider a sequence of problems indexed by N . For each N , and = 1, 3, . . . , L−1, suppose that the weight matrix W has the SVD We assume that lim N →∞ N /N and lim N →∞ R /N converge to non-zero constants, so that the dimensions grow linearly with N .
For the estimation functions in the linear layers = 1, 3, . . . , L − 1, we assume that they are the MAP estimation functions (4), but the parameters γ + −1 and γ − can be chosen arbitrarily. Since the conditional density p(z |z −1 ) is given by the linear update (1a), the MAP estimation function (4) is identical to the MMSE function and is given by a solution to a least squares problem. For the nonlinear layers, = 0, 2, . . . , L, the estimation functions g (·) can be arbitrary as long as they operate elementwise and are Lipschitz continuous. For simplicity, we will assume that for all the estimation functions, the parameters θ k are deterministic and fixed. However, data dependent parameters can also be considered as in [29] .
We follow the analysis methodology in [30] , and assume that the signal realization z 0 ∈ R N0 for = 0, and the noise realizations ξ in the nonlinear stages = 2, 4, . . . , L, all converge empirically to random variables Z 0 and Ξ . For the linear stages = 1, 3, . . . , L − 1, lets be the zero-padded singular value vector, and we assume that (s ,b ,ξ ) also converge empirically. Now define the quantities
which represent the true vectors z 0 and their transforms. For = 0, 2, . . . , L − 2, we next define the vectors:
The vectorsq ± k andp ± k represent the estimates of q 0 and p 0 . Also, the vectors q ± k and p ± k are the differences r ± k − z 0 or their transforms. These represent errors on the inputs r ± k to the estimation functions g ± (·). Theorem 2. Under the above assumptions, for any fixed iteration k and = 1, . . . , L − 1, the components of p 0 −1 , q 0 , p + k, −1 , q ± k ,q + k , almost surely empirically converge jointly with limits, lim N →∞ (p 0 −1,n , p + k, −1,n , q 0 ,n , q − k ,n , q + k ,n ,q + k ,n )
where the variables P 0 −1 , P + k −1 and Q − k are zero-mean jointly Gaussian random variables with
The identical result holds for = 0 with the variables p + k, −1 and P + k, −1 removed. Also, a similar result holds for the variables p 0 −1 , p + k+1, −1 , p + k, −1 ,q − k+1, . The full paper [28] provides a precise and simple description of the limiting random variables on the right hand side of (19) . In addition, the parameters K ± k and τ ± k can be computed by deterministic recursive formulae, thus representing a state evolution (SE) for the MAP ML-VAMP system. In the case of MMSE estimation functions, the SE equations reduce to those of [29] .
The importance of this limiting model is that we can compute several important performance metrics of the ML-VAMP system. For example, for a non-linear layer, = 0, 2, . . . , L, it is shown in the full paper [28] that the asymptotic mean-squared error (MSE) is given by,
where the expectation can be computed from the model from the random variables in (19) . In this way, we see that MAP ML-VAMP provides a computationally tractable method for computing critical points of the MAP objective with precise predictions on its performance.
V. NUMERICAL SIMULATIONS
To validate the MAP ML-VAMP algorithm and the LSL analysis, we simulate the method in a random synthetic network similar to [29] . Details are given in Appendix ??. Specifically, we consider a network with N 0 = 20 inputs and two hidden stages with 100 and 500 units with ReLU activations. The number of outputs is N y is varied. In the final layer, AWGN noise is added at an SNR of 20 dB. The weight matrices have Gaussian i.i.d. components and the biases b are selected so that the ReLU outputs are non-zero, on average, for 40% of the samples. For each value of N y , we generate 40 random instances of the network and compute (a) the MAP estimate using the Adam optimizer [31] in Tensorflow; (b) the estimate from MAP ML-VAMP; and (c) the MSE for MAP ML-VAMP predicted by the state evolution. Fig. 2 shows the median normalized MSE, 10 log 10 ( z 0 −ẑ + k 2 / z 0 2 ) for the input variable ( = 0) for the three methods. We see that for N y ≥ 100, the actual performance of MAP ML-VAMP matches the SE closely as well as the performance of MAP estimation via a generic solver. For N y < 100, the match is still close, but there is a small discrepancy, likely due to the relatively small size of the problem. Also, for small N y , MAP ML-VAMP appears to achieve a slightly better performance than the Adam optimizer. Since both are optimizing the same objective, the difference is likely due to the ML-VAMP finding better local minima.
To demonstrate that MAP ML-VAMP can also work on a simple non-random dataset, Fig. 3 shows samples of reconstructions results for inpainting for MNIST digits. A VAE [2] is used to train a generative model. The MAP ML-VAMP reconstruction obtains similar results as MAP inference using the Adam optimizer, although sometimes different local minima are found. The main benefit is that MAP ML-VAMP can be rigorously analyzed. Details are in the full paper [28] .
CONCLUSIONS
ML-VAMP with MAP estimation provides a computationally tractable method for performing the MAP inference with performance that can be rigorously and precisely characterized in a certain large system limit. The approach thus offers a new and potentially powerful approach for understanding and improving deep network-based inference. 
