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Naslov: Razvoj aplikacije za inventuro skladǐsča na mobilni platformi An-
droid
Avtor: Boštjan Perčič
Inventura se praviloma izvaja vsako leto in je, zaradi velike količine mate-
rialov v skladǐsču ter nenatančnih podatkov iz preǰsnjih let, velikokrat dolgo
in mučno opravilo. Ob ročnem popisu inventure naletimo na vrsto težav, kot
so: napake pri zapisovanju na list, neodčitani materiali, ki smo jih spregledali
na listu in hkrati na terenu ter primerjava zapisanih količin s pričakovanimi
(glede na stanje v namiznem programu za inventuro), za posamezen material
(dodatna možnost za napake).
Za lažje in bolj natančno izvajanje inventure v skladǐsču smo razvili apli-
kacijo, s katero lahko opravimo isto opravilo hitreje in natančneǰse. Možnost
pojavitve napak je bistveno manǰsa. Med inventuro lahko v aplikaciji hi-
tro najdemo material, ki ga ǐsčemo. Ob zaključku inventure nas aplikacija
opozori na morebitne napake pri vnesenih količinah. Da pa je uporaba apli-
kacije še bolj preprosta, je aplikacija povezana z namiznim programom, preko
katerega pridobi podatke in jih kasneje v omenjeni program tudi izvozi.
Ključne besede: inventura, skladǐsče, Android, iTrdnjava.

Abstract
Title: Development of application for stocktaking of the warehouse on An-
droid mobile platform
Author: Boštjan Perčič
Stocktaking is performed annually and is, due to large quantities of mate-
rials in warehouse and inaccurate data from previous years, often recognized
as a long and tedious task. There are number of problems with manual stock-
taking, such as: errors while writing on the sheet, unread materials that were
overlooked on the sheet and at the same time in the field, and comparing writ-
ten quantities with expected ones (according to the data inside the desktop
stocktaking program), for each material (additional possibility for errors).
To facilitate easier and more accurate implementation of stocktaking in
the warehouse, we have developed an application that helps us perform the
same task faster and more accurately. The possibility of errors occurring is
significantly lower. We can, during the stocktaking in the application, quickly
find the material we are looking for, while at the end of the inventory the
application alerts us for any errors that may have occurred while entering
quantities. To make the application even simpler to use, it’s linked to a
desktop application through which it obtains the data and then also exports
the data back.




Beseda inventura pri ljudeh navadno vzbudi slabo voljo in negodovanje, ker
je izvajanje le-te v preteklosti največkrat potekalo dolgo in s kopico nena-
tančnih podatkov. Zato smo se v podjetju odločili za razvoj Android mobilne
aplikacije iTrdnjava, namenjene predvsem izvajanju inventure v skladǐsčih.
Želeli smo si, da bi s pomočjo programa ljudem izbolǰsali celoten proces inven-
ture ter da bi jim ponudili možnost nakupa celotnega paketa za opravljanje
inventure po razumljivi ceni. Aplikacija je narejena za mobilne naprave z
operacijskim sistemom Android, z najnižjo dovoljeno verzijo 4.3 (Android
Jelly Bean), tako da lahko aplikacijo uporabljamo tudi na svojih osebnih
telefonih.
1.1 Ozadje
Eden izmed razlogov za razvoj iTrdnjave je bil tudi, da smo v podjetju želeli
imeti pokrit celoten sistem inventur na mobilnih napravah. Že eno leto pred
začetkom razvoja nove aplikacije iTrdnjava, smo v podjetju razvili mobilno
aplikacijo iŽezlo, katere namen je bil popis osnovnih sredstev na lokacijah.
Tovrstna oblika inventure je oblika, ki je najbolj razširjena in znana ljudem
ter jo izvajamo v različnih poslopjih (največkrat kar v delovnih prostorih)
podjetja. Inventura z iTrdnjavo je usmerjena v smer popisa materialov v
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skladǐsčih, kjer gre po navadi za bistveno večje količine materialov, poleg tega
je predpisan rahlo drugačen postopek inventure. Namen obeh aplikacij je isti,
popisati in vzdrževati ažurne podatke (vse materiale oz. osnovna sredstva),
da imamo kasneje lažji in hitreǰsi pregled ter nadzor nad njimi. Razlika med
obema aplikacijama je vrsta podatkov, ki jih popisujemo. Aplikacijo iŽezlo
uporabljamo za popis osnovnih sredstev, medtem ko uporabljamo aplikacijo
iTrdnjava za popis materialov v skladǐsču. Obe aplikaciji sicer predstavljata
dodatek računalnǐskima programoma Žezlo in Trdnjava, iz katerih izvažamo
in nato uvažamo podatke o inventuri ter kasneje v njih pripravljamo izpise
in podobno.
1.2 Pregled področja
Na trgu obstaja že kar nekaj aplikacij za inventure, pri tem jih je večina na-
menjenih za inventuro osnovnih sredstev, le manǰsi del teh pa za inventuro
skladǐsča (lahko tudi trgovine ipd.). Večina podjetij, ki ponujajo aplikacijo
za inventuro skladǐsč, ima razvito aplikacijo za namenske mobilne naprave z
operacijskim sistemom Windows Phone ali pa kakšnim drugim operacijskim
sistemom, ki je manj znan ljudem. Kot je že zgoraj omenjeno, je aplikacija
iTrdnjava narejena za operacijski sistem Android in je s tem na voljo večjemu
delu mobilnih naprav, saj ima sistem Android skoraj 75-odstotni delež med
vsemi mobilnimi napravami [8]. Zato, ker je sistem Android tako razširjen,
lahko na trgu najdemo več naprav, ki imajo ustrezne strojne zmogljivosti za
nižjo ceno. Zaradi tega se lahko na podlagi te aplikacije in primernih naprav
izvede inventuro tudi po desetkrat nižji ceni, v primerjavi z nekaterimi dru-
gimi rešitvami konkurenčnih podjetij, kar je ena izmed pomembnih prednosti
pred konkurenčnimi rešitvami. S to aplikacijo smo približali mobilni posto-
pek inventure tudi podjetjem z manǰsim denarnim vložkom za ta namen (na
sliki 1.1 je prikazan naš paket za inventuro, ki vsebuje: mobilno napravo
s sistemom Android, nameščeno aplikacijo iTrdnjava ter čitalec črtnih kod,
ki se poveže z napravo preko USB kabla). Po pregledu konkurenčnih apli-
Diplomska naloga 3
kacij smo ugotovili, da je osnovno delovanje vseh aplikacij precej podobno
(imamo črtne kode, ki jih prebiramo s čitalcem), razlike pa so predvsem pri
pomoči uporabniku. Zelo pomembna razlika v primerjavi z drugimi aplika-
cijami pa je ta, da imamo v iTrdnjavi med celotno inventuro na voljo izpis,
ki nam izpǐse razlike med pričakovanimi količinami odčitanih materialov in
med materiali, ki smo jih do tistega trenutka že odčitali ter možnost popra-
vljanja že odčitanih materialov (to predvsem pride v poštev pri materialih
s količinami). Pomembna razlika v uporabi aplikacij pa je tudi to, da lahko
stranka v primeru težav ali vsebinskih vprašanj naslovi vprašanje, na kate-
rega lahko dobi hiter odgovor oziroma obstaja tudi možnost vodenja skozi
postopek, če je to potrebno.
1.3 Struktura diplome
V 2. poglavju so na kratko opisane tehnologije in orodja, ki smo jih uporabili
za razvoj aplikacije. V 3. poglavju je predstavljena metodologija razvoja, ki
smo jo uporabili ter kako smo jo uporabili pri razvoju aplikacije. Poglavje 4
predstavi potek izdelave aplikacije in samo uporabo le-te ter glavni del naše
Androidne aplikacije - aktivnosti. V 5. poglavju je razložen potek testira-
nja in kakšne težave smo ob tem odkrili ter kako smo se z njimi spoprijeli.
V 6. poglavju je opisan postopek distribucije aplikacije strankam in načini
posodabljanja aplikacije. Na koncu sledi še zaključek.
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V tem poglavju je najprej predstavljen operacijski sistem za mobilne naprave
Android, ki predstavlja pomemben kamenček v mozaiku delovanja aplikacije,
saj je od njega odvisno pravilno delovanje. Kasneje so predstavljene še teh-
nologije in orodja, ki smo jih uporabili pri razvoju aplikacije iTrdnjava.
2.1 Android
Android je operacijski sistem za mobilne naprave, ki ga razvija podjetje Goo-
gle. Temelji na Linuxovem jedru [11] (Linux je prav tako operacijski sistem,
vendar je bila prva verzija objavljena že veliko prej – leta 1991 in je ve-
liko obširneǰsi) in je namenjen predvsem mobilnim napravam na dotik, kot
so pametni telefoni in tablični računalniki. Google je za namene uporabe
Androida v drugih napravah razvil še Android TV za televizorje, Android
Auto za avtomobile ter Wear operacijski sistem za zapestne ure. Še ne-
kaj različic Androida najdemo na igralnih konzolah, digitalnih fotoaparatih,




Slika 2.1: Distribucija različnih verzij Androida skozi čas (od dec. 2009 do
feb. 2018) [3]
2.1.1 Različice Androida
Beleženje različic Androida se je začelo 5. 11. 2007, ko je bila izdana prva
splošna beta verzija Android. Kasneje 23. 9. 2008 je bila izdana prva verzija
Android 1.0 za komercialne namene (zanjo ni uradnega imena, razen verzija
alfa in je sicer edina izmed verzij, izdanih za javnost brez imena). Vse večje
verzije so poimenovane po znanih slaščicah, in sicer po abecednem vrstnem
redu začenši s črko c (ker so bile črke a in b že namenjene oznakama alfa
in beta), kar pa je tudi prikazano na sliki 2.1. Na sliki je predstavljen tudi
odstotek uporabe določenih verzij na napravah skozi čas od verzije Android
1.1 (Petit Four) do verzije 8.1 (Oreo). Opazimo lahko tudi, da v začetku
leta 2018 skoraj ne zaznamo več nameščenih verzij Androida manǰsih od 2.3.
Razlog za to pa je verjetno v tem, da podpore za te verzije že dolgo ni več
ter v povezavi s tem, da lahko le malo katero aplikacijo uporabljamo na teh
verzijah.
Diplomska naloga 7
V povprečju je Android dobil nadgradnjo verzije vsake pol leta in s tem
vedno več dodatnih funkcionalnosti, optimizacije delovanja ter popravke var-
nostnih napak. Osebno menim, da so največje spremembe prǐsle v verziji 7.0
(gledano iz zornega kota razvijalca), ker je bilo takrat ukinjenih kar največ
varnostnih dovoljenj. Do takrat je aplikacija lahko brez posebne uporabni-
kove potrditve pregledovala, spreminjala in upravljala z večino datotek na
najrazličneǰsih lokacijah na napravi. Od verzije 7.0 naprej pa potrebujemo
za vsak dostop, do katerih koli informacij, ki bi lahko načeloma škodovale
uporabniku ali pa bi ga s tem oškodovali, izrecno dovoljenje uporabnika (za
dovoljenje v kodi zaprosimo, nato pa se uporabniku izpǐse dialog v katerem
lahko ali sprejme ali pa zavrne zahtevana dovoljenja). Na sliki 2.2 lahko
vidimo primer, kako poskuša aplikacija iTrdnjava pridobiti dovoljenja.
2.1.2 APK - komplet paketov za Android
APK je zapakirana datoteka, ki se uporablja za distribucijo in namestitev
aplikacij za OS Android. V njej je zapakirana vsa programska koda, glavni
podatki o aplikaciji ter koda za položaj kontrol na oknu (aktivnosti). Vse
to pa je zapisano v formatu, ki ga Android razume (APK deluje na podo-
ben način kot datoteke ’.zip’ ter ’.jar’, saj je iz njih razširjen in prilagojen
Androidu). V primeru poljubne aplikacije so zapakirane naslednje datoteke:
’Manifest’ datoteka, v kateri so podatki o imenu aplikacije, katera dovoljenja
aplikacija potrebuje za namestitev ter imena vseh aktivnosti v aplikaciji; vse
datoteke s končnico ’.java’, v katerih je programska logika aplikacije; datoteke
s končnico ’.xml’, kjer so zapisane vse kontrole in njihov položaj; ter slike in
ostale stvari, ki smo jih vključili v projekt. APK datoteke lahko uporabimo
za namestitev aplikacije na mobilno napravo ali pa za posodobitev verzije,
če želimo pa lahko verzijo tudi znižamo. Med drugim se APK datoteke ve-
liko uporabljajo za prenos in namestitev aplikacij, ki jih preko legalnih oz.
standardnih prenosov ne moremo pridobiti, bodisi zaradi omejitev v državi
bodisi zaradi kakšnih drugih omejitev oz. dovoljenj.
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Slika 2.2: Pridobitev uporabnǐskega dovoljenja za aplikacijo
Diplomska naloga 9
2.1.3 ADB - razhroščevalna povezava za Android
ADB je orodje, s katerim lahko preko računalnika komuniciramo z napravo,
na kateri se izvaja OS Android. Da lahko ADB uporabljamo, moramo mo-
bilno napravo povezati z računalnikom preko USB kabla ali pa preko omrežja
WLAN (Wi-Fi). Za vzpostavitev povezave preko USBja, moramo imeti na
mobilni napravi omogočeno nastavitev razhroščevanja preko USB. Pri pove-
zavi preko omrežja WLAN pa moramo napravo povezati preko IP-naslova.
Ko je povezava med napravo in računalnikom vzpostavljena, lahko izvajamo
ukaze preko ukazne vrstice. Od Android verzije 4.2.2 naprej, je zaradi varno-
sti uveden še dodaten korak, ki uporabnika ob vzpostavljeni povezavi opozori
s pojavnim oknom (v njem je zapisan ključ RSA, s katerim potem računalnik
dobi dovoljenje za izvajanje ukazov), ta pa mora povezavo potrditi. Preko
ADBja lahko izvajamo množico ukazov, največkrat pa uporabljamo ukaze,
kot sta ’push’ in ’pull’, s katerima lahko prenašamo datoteke iz ali na tablico,
ukaz ’install’, s katerim lahko namestimo aplikacijo preko APK datoteke ter
ukaz ’reboot’, s katerim ponovno zaženemo mobilno napravo. ADB pa lahko
uporabljamo tudi za pridobivanje informacij o tablici, to je npr. serijska
številka naprave, ime naprave, število in vrsta datotek na nekem imeniku
ipd.
2.2 Android Studio
Android Studio je uradno integrirano razvojno okolje za operacijski sistem
Android, ki temelji na programski opremi IntelliJ IDEA podjetja JetBrains
in je namenjen izključno za razvoj Android aplikacij. Prvič je bil predsta-
vljen širši javnosti 16. 5. 2013 na Googlovi konferenci I/O. Njegova prva
stabilna verzija je bila izdana decembra 2014, od takrat pa mesečno dobiva
nadgradnje verzij (ob času pisanja je bila zadnja verzija 3.3). Android Stu-
dio za pomoč pri razvoju aplikacij, podpira integracijo z Githubom. Na voljo
so predloge kod in možnost pogona aplikacije na emulatorju (tj. strojna ali
programska oprema, ki omogoča, da trenutni računalnǐski sistem posnema
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obnašanje drugega računalnǐskega sistema) ter mnogo drugih pripomočkov,
ki razvijalcem omogočajo lažje in hitreǰse pisanje programske kode.
2.2.1 Programski jezik Java
Java je programski jezik, ki temelji na implementiranju razredov in je objek-
tno usmerjen programski jezik. Eden izmed glavnih namenov Jave je, da se
lahko javanska aplikacija izvaja na katerikoli platformi, ki podpira Javo, po
tem, ko je javanska programska koda enkrat prevedena (s strani prevajal-
nika). Gre za zelo robusten jezik, saj javanski objekti ne vsebujejo referenc
zunanjih spremenljivk. Samodejno upravljanje s spominom in z zbirko smeti
(ang. garbage collection) delajo Javo bolj preprosto v primerjavi z neka-
terimi drugimi programskimi jeziki. Glede sintakse je Java precej podobna
programskima jezikoma C in C++. Java je že nekaj časa med najbolj upo-
rabljanimi programskimi jeziki na svetu [9], veliko pa se uporablja predvsem
za spletne aplikacije (odjemalec - strežnik) in Androidne aplikacije. Za pro-
gramski jezik Java smo se odločili (to je bila tudi bolj preferenca podjetja),
ker so bile že vse naše aplikacije za OS Android, razvite v programskem jeziku
Java.
2.3 SQLite
SQLite je konstantno razvijajoča se knjižnica, ki deluje neposredno na ciljni
napravi in implementira transakcijski SQL pogon za delo s podatkovnimi
bazami. Ta zastonjska rešitev je na voljo na javni domeni, uporabljajo pa jo
lahko vsi za kakršnekoli namene (tako komercialne kot zasebne). Za razliko
od večine podatkovnih baz SQL, SQLite ne potrebuje strežnǐskega procesa
ter zato neposredno bere in zapisuje podatke v navadne diskovne datoteke.
Zaradi tega lahko podatke shranjene v SQLite bazi uporabljamo tako v 32-
bitnih kot v 64-bitnih sistemih. V primerjavi z drugimi podatkovnimi bazami
SQL je SQLite med najhitreǰsimi, njena uporaba je dokaj preprosta predvsem
zaradi njene razširjenosti. Pred vsako izdajo je SQLite skrbno testirana (na
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njihovi uradni spletni strani je navedeno, da njihova avtomatizirana preizku-
sna zbirka dosega 100 % pokritost testov) in zahvaljujoč temu velja za zelo
zanesljivo podatkovno bazo SQL. Zaradi vseh prednosti je SQLite v ospredju
po razširjenosti med podatkovnimi bazami SQL in še vedno pridobiva na




V tem poglavju je predstavljena uporabljena metodologija razvoja in kako
smo jo uporabili pri aplikaciji.
3.1 Slapovni model
Slapovni model je ena izmed najstareǰsih in najbolj poznanih metodologij
razvoja. Razdeljen je na faze razvoja, ki si sledijo v zaporednem vrstnem
redu, napredek pa večinoma teče ”navzdol”(spominja na slap in po tem je
dobil ime). V prvotni oz. osnovni interpretaciji za slapovni model je pravilo,
da se lahko faza procesa nadaljuje šele, ko je faza pred njo zaključena (v
kasneǰsih izvedbah ali pa v hibridnih slapovnih modelih je mogoče, da je to
pravilo zanemarjeno ali pa prilagojeno).
3.1.1 Analiza zahtev in izdelava specifikacij
Na začetku zberemo vse možne zahteve za sistem, ki ga je treba razviti. Na
podlagi tega naredimo dokument, kjer so natančno opisane funkcionalnosti,
uporabe in značilnosti za želeni sistem.
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Slika 3.1: Faze slapovnega modela
3.1.2 Načrtovanje in arhitektura
Na podlagi dokumenta specifikacij preučimo zahteve in pripravimo sistem-
ski načrt. Če opazimo, da so ugotovljene nepravilnosti ali pa postavljene
nemogoče zahteve, je v tem koraku možno spremeniti oz. prilagoditi načrt,
kar je bistveno lažje narediti v tej fazi, kakor v kateri izmed kasneǰsih faz
razvoja. S pomočjo ugotovitev in zahtev določimo potrebno strojno opremo
in arhitekturo sistema.
3.1.3 Izvedba
Glede na preǰsnjo fazo začnemo razvijati sistem po manǰsih enotah, katere
proti koncu faze integriramo v skupno celoto.
3.1.4 Testiranje
Vsako enoto, razvito v preǰsnji fazi, testiramo ločeno in preizkusimo njeno
funkcionalnost. Temu delu rečemo testiranje enot (ang. Unit testing). Na
koncu testiramo še uspešnost integracije enot ter celoten sistem, da najdemo
Diplomska naloga 15
morebitne napake, ki bi lahko prǐsle tudi zaradi soodvisnosti enot med sabo.
3.1.5 Vpeljava in vzdrževanje
V tej fazi namestimo sistem v odjemalčevo okolje in preverimo, ali sistem
deluje, kot bi moral (vpeljavo oz. integracijo nekateri avtorji definirajo tudi
kot lastno fazo). Po namestitvi nam odjemalec poroča o napakah in težavah,
temu primerno pa ukrepamo s popravki. Da se lahko sistem kosa s težavami,
odkritimi kasneje, ga nenehno izbolǰsujemo in nadgrajujemo.
3.1.6 Prednosti slapovnega modela
Slapovni model je predvsem primeren za manǰse ekipe, saj mora ekipa slediti
fazam razvoja in njihovim zaključkom, da lahko nadaljuje z naslednjo, za kar
so primerni sistemi, ki jih je možno pravilno zastaviti že na začetku. Ima
jasne in preproste faze razvoja, ki smo jih omenili zgoraj, zatorej je tudi hi-
tro naučljiva in člani ekipe ne potrebujejo posebnih izobraževanj na to temo.
Končni cilj sistema je zastavljen že na začetku in je zato viden čez vse faze
razvoja, člani ekipe pa se težje izgubijo v ne toliko pomembnih malenkostih.
Zaradi jasnih faz razvoja in različnih ekip na vsaki fazi je pomembno doku-
mentiranje vsake faze. Zato je prehod informacij med posameznimi fazami
hiter in jedrnat, zaradi tega pa se lahko, ob nepričakovanih menjavah članov
v ekipah, nov član s preučitvijo obstoječe dokumentacije hitro pridruži ekipi
in nadaljuje delo preǰsnjega člana.
3.1.7 Slabosti slapovnega modela
Agilnost oz. ne-agilnost je eden izmed razlogov, zakaj marsikdo ne prakticira
slapovnega modela. V sistemih, kjer lahko pride do veliko sprememb, ali pa
so spremembe strukturne, je v slapovnem modelu potrebnega precej več dela
in časa v primerjavi z drugimi, bolj agilnimi metodologijami. Kot je že zgoraj
omenjeno, je primeren za manǰse sisteme, pri velikih pa bi imeli precej več
težav pri določanju (predvidevanju) potreb za fazo, brez povratne informacije
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naslednje faze. Zelo malo vključuje odjemalca oz. stranke, katerih namen je
vedno pomagati pri projektu v smislu, da se sistem razvija lažje in hitreje.
Velikokrat želijo biti stranke del procesa s komentarji in pojasnili, kaj točno
želijo spremeniti v sistemu med razvojem. Testiranje se začne skoraj na
koncu razvoja, ko se je za razvoj sistema že porabilo veliko časa in denarja,
zato je ob ugotovljenih napakah (predvsem večjih), možna dalǰsa zamuda za
predajo sistema stranki.
3.1.8 Vloga slapovnega modela v procesu razvoja
Na začetku smo začeli s kratkim sestankom o ideji in projektu, kjer smo se
pogovorili o omejitvah, možnostih in načinu delovanja aplikacije ter izvajanju
inventure (obdelali smo fazo analize zahtev in izdelavo specifikacij). Nato smo
naredili dokument, v katerem so bile zapisane: vsebinska osnova za program
(psevdokoda o vsebinskem delovanju programa), kakšne možnosti naj bi imel
ter kako mora odreagirati v določenih situacijah. Na papir smo naredili skico,
kako naj bi bili videti določeni deli aplikacije ter prehode med aktivnostmi.
Vizualno osnovo smo pobrali iz že narejenega programa iŽezlo, začetna skica
okna med popisom pa je prikazana na sliki 3.2.
Načrt in skice smo na kratko pregledali in pokomentirali, nato pa smo
kasneje skupaj opravili še nekaj kratkih sestankov, kjer smo posamezne ideje
ovrgli in dodali nekatere zamisli. Uporabili smo že preverjene tehnologije in
orodja, ki smo jih uporabili pri razvoju aplikacije iŽezlo. Z vsemi smo bili
zadovoljni, med drugim pa tisti čas nismo našli bolǰsih oz. primerljivih oro-
dij in tehnologij, ki bi bila zastonjska. Za operacijski sistem Android smo se
odločili, ker je najbolj razširjen operacijski sistem med mobilnimi napravami
in smo zato dobili veliko množico naprav, na katerih lahko uporabljamo apli-
kacijo iTrdnjava. Za razvoj Android aplikacij je bil v času izbire tehnologij,
najbolj primeren Android Studio, saj je konstantno dobival nadgradnje in
izbolǰsave, hkrati pa je bilo na medomrežju mogoče najti veliko dokumen-
tacije o njegovi uporabi. Za obdelavo podatkov brez uporabe strežnika na
mobilnih napravah je bil najbolj primeren SQLite, saj velja za enega izmed
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Slika 3.2: Prva skica za podobo okna za inventuro
najhitreǰsih sistemov za delo s podatkovnimi bazami, hkrati pa je zelo zane-
sljiv in stabilen. S tem smo tudi zaključili fazo načrtovanja in arhitekture.
Nato smo se lotili izdelave aplikacije in jo razvili v Android Studiu (sam
razvoj aplikacije je opisan v naslednjem poglavju 4). Po tem smo se lotili
testiranja (več v poglavju 5) in ob ugotovljenih napakah oz. izbolǰsavah
popravili aplikacijo, do te mere, da kot razvijalci nismo imeli več pripomb.
Za tem smo aplikacijo predali strankam (več v poglavju 6), ki smo jo nato
tekom uporabe, vzdrževali in nadgrajevali v skladu z željami in potrebami, s





V tem poglavju je predstavljena izdelava aplikacije, opis aktivnosti ter upo-
raba iTrdnjave.
4.1 Izdelava
Ker smo pred izdelavo aplikacije že imeli izkušnje z razvojem Android aplika-
cij, nismo potrebovali dodatnega časa za učenje o uporabi orodij in tehnologij,
ki smo jih potrebovali za razvoj aplikacije. Zato smo se lahko posvetili iz-
bolǰsavam v hitrosti delovanja ter pregledali možnosti implementacije novih
funkcionalnosti. V ta namen smo najprej izvedli viharjenje možganov (ang.
brainstorming), nato pa smo naredili raziskavo še po medomrežju, kako bi
lahko spremenili oz. dodelali stvari, za katere smo vedeli, da je pri njih mogoč
napredek oz. izbolǰsanje. Ko smo preverili, da lahko vse izbolǰsave, ki smo
si jih zamislili, tudi varno vključimo v nadgradnjo ter smo preverili in testi-
rali, ali so te dodatne funkcionalnosti možne, smo se lotili izdelave aplikacije.
Razvoja aplikacije smo se lotili popolnoma od začetka, saj je bilo preveč no-
vih sprememb in funkcionalnosti (tako vsebinskih kot tehničnih), da bi lahko
prevzeli večino kode iz preǰsnje aplikacije (nekaj osnovnih delov smo seveda
obdržal iz aplikacije iŽezlo). Aplikacije je bila obsežneǰsa in zahtevneǰsa od
preǰsnje, vendar pa smo ravno zaradi izkušenj pri preǰsnji aplikaciji napre-
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dovali hitreje. Ob vsakem zapletu ali pomisleku o pravilnosti delovanja smo
se posvetovali s sodelavci v podjetju (če je bila tema tehnične narave, smo
se pogovorili skupaj s programerji, sicer pa z vsebinskimi strokovnjaki za
inventuro). Po preteku nekaj tednov je bila aplikacija narejena do te mere,
da smo lahko testirali vsebinske dele aplikacije in jih potem po potrebi tudi
spremenili. V času po tem smo imeli več iteracij, ko smo določene funkcional-
nosti in izgled v aplikaciji spremenili. Ko smo se strinjali, da je aplikacija v
večjem delu nared, smo skupaj pregledali (predvsem vsebinski strokovnjaki),
ali aplikacija ustreza vsem na začetku dogovorjenim funkcionalnostim in de-
lovanju. Po nekaj popravkih smo čez čas prǐsli do faze zaključka in lahko
smo začeli testirati pravilnost delovanja aplikacije na realnih podatkih.
4.2 Aktivnosti
Aktivnost je ena izmed glavnih komponent Androidne aplikacije in skoraj
vedno komunicira z uporabnikom. Prek nje lahko uporabljamo druge kompo-
nente ter jih interaktivno upravljamo. Aktivnost je največkrat predstavljena
čez cel zaslon, lahko se nastavi kot plavajoče okno (npr. ko želimo prekrivati
druge aplikacije) ali pa kar znotraj druge aktivnosti. V aplikaciji smo se v
večini primerov odločili uporabiti aktivnosti namesto fragmentov, ker se okna
načeloma ne ponavljajo in so nam aktivnosti bile bolǰsa izbira. Fragmente, ki
omogočajo ponovno uporabljive dele uporabnǐskega vmesnika, pa smo upo-
rabili pri ponavljajočih oknih. Taka okna se nam v aplikaciji ponavljajo pri
prikazu obvestil z različnimi izbirami in tam smo uporabili fragmente. Iz ra-
zreda DialogFragment (ki je splošen) smo izpeljali različne vrste fragmentov,
ki smo jih potem uporabili za različne vrste izbirnih obvestil.
4.2.1 Življenjski krog aktivnosti
Aktivnosti so v sistemu predstavljene v skladu (angl. Stack). Ko se začne
nova aktivnost, se ta postavi na vrh sklada in s tem postane glavna tekoča
aktivnost. Preǰsnje aktivnosti bodo vedno pod njo v skladu, dokler ostane
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aktivna oz. dokler je ne zapustimo. Aktivnosti ima štiri glavna stanja:
• Aktivna oz. se izvaja, če je v na zaslonu v ospredju (na vrhu sklada).
• Začasno ustavljena, če je aktivnost izgubila fokus, ampak je še vedno
vidna. Tako stanje se npr. zgodi, ko nad aktivnost pride nova, ki pa ni
razširjena čez cel zaslon in je zato preǰsnja še zmeraj delno vidna. Taka
aktivnost je še vedno živa (ohranja vse informacije in vrednosti), vendar
jo sistem v nevarnih situacijah lahko ugasne (ko zmanjkuje spominskega
prostora).
• Ustavljena, če je aktivnost popolnoma prekrita z drugo aktivnostjo.
Še vedno ohranja vsa stanja in informacije, vendar pa ni več vidna upo-
rabniku, zato bo običajno ugasnjena s strani sistem, ko bo potreboval
več spominskega prostora.
• Ugasnjena, v primeru, če je aktivnost ustavljena ali pa začasno usta-
vljena lahko sistem zahteva naj se konča ali pa jo preprosto ugasne.
Ko je taka aktivnost ponovno prikazana, jo je treba ponovno v celoti
zagnati in vrniti v preǰsnje stanje.
Na sliki 4.1 so prikazana vsa glavna stanja aktivnosti. Pravokotniki predsta-
vljajo metode, ki jih lahko implementiramo, medtem ko aktivnost menjava
stanja. Ovali predstavljajo stanja, ki jih aktivnost lahko zaseda.
V življenjskem ciklu aktivnosti lahko opazimo tri zanke obstoja aktivno-
sti:
• Celotna življenjska doba aktivnosti se začne ob klicu metode onCre-
ate(Bundle) in se konča ob klicu onDestroy(). Ob klicu onCreate(Bundle)
se nastavijo vsa globalna stanja in vrednosti, ob klicu onDestory() pa
se le ta sprostijo.
• Vidna življenjska doba aktivnosti se začne ob klicu metode onStart()
ter konča ob klicu onStop(). Med tem časom uporabnik vidi aktivnost,
ni pa nujno, da jo tudi uporablja.
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Slika 4.1: Življenjski cikel aktivnosti [1]
• Življenjska doba aktivnosti v ospredju se začne ob klicu metode onRe-
sume() in se konča ob klicu onPause(). V tem času je aktivnost v
ospredju in na vrhu sklada. Ker se aktivnost velikokrat premika med
obnovljenim in začasno ustavljenim stanjem, je priporočeno, da obeh
zgoraj omenjenih metod ne obremenjujemo s preveč zahtevno kodo
(takšna menjava stanj se npr. zgodi ob stanju mirovanja naprave, vr-
tenju naprave, na novo ustvarjeni in ugasnjeni aktivnosti itd.).
Diplomska naloga 23
4.3 Uporaba aplikacije
Najprej je treba na napravo iz namiznega programa prenesti podatke o
skladǐsčih, lokacijah, materialih in zalogah. Datoteke si z enim klikom pripra-
vimo v programu Trdnjava (tablica pa mora biti priključena na računalnik
preko USB kabla). Nato lahko aplikacijo zaženemo, ta pa nas v glavni aktiv-
nosti (začetnem oknu) vpraša za dovoljenja, ki jih potrebuje za delovanje. Ob
prvem zagonu aplikacije je treba najprej zagnati prvo inventuro. Program nas
ne spusti v naslednji del programa, kjer se odvija inventura, dokler podatki
niso uvoženi v podatkovno bazo na napravi. Ko želimo začeti inventuro, se iz
glavne aktivnosti pomaknemo v nastavitve s klikom na gumb, ki predstavlja
nastavitve, kjer največkrat samo preverimo, ali se dolžine ujemajo s tistimi
v namiznem programu Trdnjava. Okno z nastavitvami je prikazano na sliki
4.2. Če vidimo, da nekatera polja nimajo enakih vrednosti, jih popravimo,
da lahko potem iz datotek pravilno uvozi podatke ter naše želje, kako naj
program deluje (vrstni red odčitavanja ter različne možnosti za pripravo za-
ključne datoteke). Na tem delu je postavljeno veliko kontrol, ki preprečujejo
uporabniku, da bi naprava prejela napačne podatke in bi posledično zaradi
tega napačno delovala. Del kode za ujemanje dolžin med podatki in nasta-
vitvami je prikazan spodaj. V tej kodi najprej pridobimo dolžine iz vnosnih
polj. Nato preverimo, če se dolžine ujemajo z dolžinami prebranih vrstic iz
uvoznih datotek in prikažemo opozorilo o začetku nove inventure, sicer pa
prikažemo obvestilo, ki uporabniku sporoči , da se dolžine ne ujemajo.
int S = (Integer.parseInt(ETdolzinaIDSkladisca.getText().toString())
+ Integer.parseInt(ETdolzinaNazivSkladisca.getText().toString())
+ Integer.parseInt(ETdolzinaVodenjaLokacij.getText().toString()));
int L = (Integer.parseInt(ETdolzinaIDLokacije.getText().toString())
+ Integer.parseInt(ETdolzinaIDSkladisca.getText().toString()));






int Z = (Integer.parseInt(ETdolzinaIDSkladisca.getText().toString())
+ Integer.parseInt(ETdolzinaSifrePodatka.getText().toString())
+ Integer.parseInt(ETdolzinaKnjizneKolicinePodatka.getText().toString()));
//prebrane vrstice iz datotek primerjamo z dolžinami iz nastavitev
if((dolzinaSklVrste.length() == S || dolzinaSklVrste.equals(""))
&& (dolzinaLokVrste.length() == L || dolzinaLokVrste.equals(""))
&& (dolzinaPodVrste.length() == P || dolzinaPodVrste.equals(""))
&& (dolzinaZalVrste.length() == Z || dolzinaZalVrste.equals(""))){
//klic okna za potrditev sprememb in začetek nove inventure
MyDialogFragment f = new MyDialogFragment();
Bundle args = new Bundle();
args.putStringArray("data", new String[]









Ko so vsi podatki pravilno vneseni, nas aplikacija še zadnjič vpraša, ali
res želimo začeti novo inventuro, saj se po tem koraku podatki iz preǰsnje
inventure pobrǐsejo.
Nato se nam odpre nova aktivnost, v kateri izberemo oz. odčitamo
skladǐsče, v katerem bomo začeli inventuro. Za vnos skladǐsča imamo več
načinov, in sicer: odčitek črtne kode s čitalcem, skladǐsče lahko izberemo
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Slika 4.2: Primer nastavitev v iTrdnjavi
iz seznama skladǐsč ob pritisku na gumb, ki predstavlja povečevalno ste-
klo ali pa ročno vpǐsemo številko črtne kode skladǐsča (kjer lahko nato tudi
izbiramo iz spustnega seznama, ki se prikaže glede na vpisano besedilo). Pro-
gram nas prestavi v naslednji del aplikacije, ki je glavni, saj tukaj odčitavamo
in beležimo spremembe o materialih. V primeru, da z izbranim skladǐsčem
nismo zadovoljni, lahko izberemo gumb ”Novo skladǐsče”, ki nas odpelje
na preǰsnjo aktivnost, potem pa si po zgoraj opisanem postopku izberemo
želeno skladǐsče. V aktivnosti za branje materialov se nam, glede na na-
stavitve, ki smo jih nastavili in glede na lastnosti skladǐsča, pokažeta eno
ali dve vnosni polji. To sta polje za vnos črtne kode materiala in polje za
vnos lokacije (če ima skladǐsče lastnost beleženja po lokacijah potem, je to
polje prikazano, drugače ga ni). Ob odčitku materiala se nam glede na vr-
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sto materiala prikaže polje za vnos količine (če ima material način vodenja
serijskih številk po kosih, potem se polje ne prikaže, zabeleži pa se vrednost
količine 1). Nato pritisnemo gumb ”Potrditev”, le ta pa nas opozori v
primeru, da smo neki material že odčitali ter mu določili količino. Tukaj se
lahko odločimo, da nam program novo količino k preǰsnji prǐsteje oz. od nje
odšteje, da nova količina nadomesti preǰsnjo ali pa prekličemo zadnji odčitek.
Po tem postopku popǐsemo vse materiale (v teoriji), do konca. Na dnu apli-
kacije imamo ves čas v pomoč gumb ”Razlike”, kjer se nam po pritisku nanj
prikažejo materiali, pri katerih so bila ugotovljena večja odstopanja (mate-
riala še nismo odčitali ali pa smo se morebiti zmotili pri vnašanju količine -
preverja se razlika med pričakovanimi zalogami, ki so bile vhodni podatek in
vpisano količino materiala), kar je prikazano na sliki 4.3.
4.3.1 Zaključek inventure
Ko smo s popisom zadovoljni oz. smo z njim končali, pritisnemo gumb “Za-
ključek”, aplikacija pa preveri, ali so med podatki še kakšne razlike in če
so, nam aplikacija ponudi ogled vseh ugotovljenih odstopanj. Postopek pre-
verjanja, ali je do odstopanj med podatki prǐslo, lahko vidimo v program-
ski kodi spodaj, kjer se iterativno premikamo čez seznam vseh pričakovanih
zalog (te smo dobili iz namiznega programa preko uvozne datoteke) in jih
primerjamo s seštevkom prebranih količin po materialih. V primeru, da se
količine med sabo razlikujejo za privzeti faktor, ali če za material obstaja
zapis o pričakovani količini, mi pa ga sploh nismo popisali, se za tak material
pripravi niz znakov, ki je primeren za prikaz vseh potrebnih informacij na
zaslon.
//dbh je objekt za manipuliranje s podatki v bazi





Slika 4.3: Ugotovljena večja odstopanja med količinami
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kolicina = 0;
for (Prebran preb : prebraniByZaloga) {
kolicina += Double.parseDouble(preb.getKnjiznaKolicina());
}
String kol = kolicina + "";
for (int i = kol.length(); i < CHAR_ZA_KOLICINO; i++) {







if (kolicina == 0 || (kolicina < knjiznaKolicina
&& (kolicina * FAKTOR_ODSTOPANJA_KOLICINE
< knjiznaKolicina)) || (kolicina > knjiznaKolicina
&& (kolicina / FAKTOR_ODSTOPANJA_KOLICINE
> knjiznaKolicina))) {
besedilo += kol + zal.getSifraPod() + " "
+ dbh.getNazivBySifra(zal.getSifraPod().trim()) + "\n";
}
}
Če nepravilnosti ni, se izvozna datoteka zapǐse na tablico, drugače pa
v pojavnem oknu pritisnemo gumb ”Nadaljuj”, s katerim sporočimo, da
želimo kljub ugotovljenim odstopanjem, zaključiti inventuro (ta korak lahko
ponovimo večkrat, saj služi le ustvarjanju izvozne datoteke in ne pobrǐse po-
datkov v bazi na tablici). Kasneje se z napravo priključimo na računalnik in
izvozimo izvozno datoteko, ki smo jo predhodno pripravili znotraj aplikacije,
v računalnǐski program Trdnjava, kjer potem kasneje operiramo s popisanimi
ažurnimi podatki.
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4.3.2 Priprava uvoznih in izvoznih datotek
Datoteke za uvoz oz. izvoz morajo imeti isti format zapisovanja. Na voljo
sta dva načina, in sicer zapisovanje glede na dolžino podatkov (v datoteko
se zapǐse maksimalno število znakov za neki podatek, ne glede na to ali je
dolžina realnega podatka manǰsa od maksimalne) ter zapis glede na ločevalec
(torej podatke drug med drugim ločuje ločevalec, ki ga v nastavitvah aplika-
cije določi uporabnik). Uvozne datoteke se največkrat pripravijo v programu
Trdnjava, lahko pa se pripravi tudi na drug način, dokler je datoteka zapisana
v ustreznem formatu. Izvozno datoteko pripravi aplikacije glede na zahteve
uporabnika. Če je v nastavitvah nastavljen ločevalec, se izvozna datoteka pri-
pravi s podatki, ki so ločeni z ločevalcem, če pa je to polje prazno, aplikacija
naredi izvozno datoteko po dolžinah (dolžine pa so prav tako zapisane v na-
stavitvah, zato je treba paziti, da se dolžine na tablici ujemajo z dolžinami v
program, kamor potem izvozimo podatke). Pri uvozu podatkov iz datotek je
v aplikaciji narejena kontrola, ki prepreči nekatere napačne vnose nastavitev.
Aplikacija pred branjem datotek preveri, ali se dolžine za podatke v nasta-
vitvah ujemajo z dolžinami v uvoznih datotekah. Preverja se seštevek dolžin
za neko datoteko (uvozne datoteke so štiri, in sicer datoteka skladǐsč, lokacij,
materialov ter pričakovanih zalog) in dolžina prve vrstice v podani datoteki.
Če je seštevek iz nastavitev manǰsi od dolžine vrstice, potem prekinemo uvoz
podatkov in o tem obvestimo uporabnika. Na ta način preprečimo napake,
povezane z napačnim vnosom podatkov v nastavitvah, vendar pa lahko pride
do tega, da uporabnik vnese napačne nastavitve s tem, da se dolžina ujema s
tistimi iz datotek. Pri tem pa se lahko zgodi, da so šifre, nazivi materialov oz.
lokacij med sabo pomešani oz. vizualno zamaknjeni, kar pa lahko opazimo




Testiranje bi lahko razdelili na dva dela, prvi del, ko smo testirali vsebinsko
pravilnost delovanja na izmǐsljenih podatkih in na drugi del, ko smo pre-
dali aplikacijo testerjem v podjetju. Testiranje z moje strani je potekalo čez
celoten del razvoja aplikacije, medtem ko smo dodajali nove funkcionalno-
sti ali pa smo izdelali potrebne dodelave. Največ testiranja smo opravili po
vsaki iteraciji izdelave, ko smo s sodelavci naredili večje spremembe in potem
potrdili vsebinsko pravilnost, nakar pa smo poskrbeli za manǰse tehnično te-
stiranje aplikacije. Glavno testiranje smo opravili skupaj v podjetju, tako da
smo naredili realen popis inventure. Večjih težav takrat nismo zaznali (našli
smo predvsem kakšne napake v besedilih), dobili pa smo nekaj dodatnih idej
za izbolǰsave in večjo uporabnost aplikacije (da bi naredili inventuro kar se
da lahko in prijazno uporabniku). Popis je izvajalo več zaposlenih, zato da
smo pridobili večjo množico testerjev, ki so na različne načine uporabljali
aplikacijo in podali več drugačnih zamisli o logičnih prehodih v aplikaciji ter
obnašanju programa v določenih primerih. Ko smo opravili glavni del testi-
ranja, smo popravili in dopolnili dele, za katere smo menili, da potrebujejo
popravke. Popravljeno aplikacijo smo nato predali prvi stranki, ki je dobila
iTrdnjavo, s katero smo se predhodno dogovorili, da bodo kot prvi uporabniki
izven našega podjetja testirali aplikacijo in podali svoja mnenja o potenci-
alnih dodatnih izbolǰsavah in napakah. Napak in dodelav pri tej aplikaciji
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je bilo zelo malo, razlog za to pa je verjetno v tem, da smo večino kritičnih
napak našli ter odpravili že v testih ter pri preǰsnji aplikaciji iŽezlo, ki pa
je po osnovnem delovanju (tehničnem) podobna iTrdnjavi. Hkrati tudi ni-
smo imeli večjih težav s strojno opremo (čitalec in tablice), saj smo pridobili
dovolj izkušenj že pri preǰsnji aplikaciji.
5.1 Težave
Največ težav pri aplikaciji iTrdnjava smo imeli predvsem pri razvoju le te,
medtem ko je bilo pri logičnem snovanju in testiranju zelo malo težav.
5.1.1 Ponovna uporaba programske kode
Že takoj na začetku smo naleteli na težavo, saj smo po fazi načrtovanja mislili,
da bomo lahko nekaj stvari uporabili že iz preǰsnje aplikacije iŽezlo. Vendar
pa je bilo v logičnem delovanju ter tehničnih posebnosti v aplikaciji preveč
razlik. Zaradi neizkušenosti pri razvijanju programov, ki spadajo v podobno
logično skupino, nisem upošteval, da bi lahko kasneje integriral nekatere dele
kode v prihodnji aplikaciji. Poleg tega sem pri razvoju iŽezla še pridobival
izkušnje z Android aplikacijami ter razvojnim okoljem Android Studio, zato
takrat nisem dal zadostnega poudarka na kasneǰso združljivost in ponovno
uporabnost nekaterih sklopov aplikacije. Zato smo začeli razvijati aplikacijo
popolnoma od začetka.
5.1.2 Vrtenje zaslona
Naslednja večja težava, pri kateri smo porabili kar nekaj časa, je bila funk-
cionalnost, s katero aplikacija podpira vrtenje zaslona (pri preǰsnji aplikaciji
je bilo vrtenje zaklenjeno ter nastavljeno na pokončni prikaz – angl. portrait
view). Android aplikacije ob vsaki rotaciji na neki način ubijejo trenutno
aktivnost in jo glede na nove velikosti zgradijo na novo. Zato moramo ob
vrtenju poskrbeti, da vse spremenljivke, ki jih aplikacija na tisti aktivnosti
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potrebuje, shranimo in jim nato določimo preǰsnje vrednosti. Shranjevanje
ob spremembi stanja obravnavamo v splošni metodi razreda onSaveInstance-
State(), kasneje pa v metodi onRestoreInstanceState() spremenljivkam dode-
limo prej shranjene vrednosti. Obe metodi moramo v kodi “povoziti” (angl.
override), saj je v njih zapisano privzeto obnašanje ob spremembi stanja, da
lahko aplikacija normalno deluje. Pri tem nismo porabili veliko časa, saj smo
morali samo raziskati, kakšen je pravilen način obravnavanja aplikacije ob
vrtenju. Večja težava, povezana z vrtenjem, je bilo obravnavanje vrtenja z
odprtim pojavnim oknom. Težava je nastala, ker se program različno izvaja
glede na uporabnikovo izbiro v pojavnem oknu (npr. izbirna gumba “Da”
in “Ne”). Ker se ob vrtenju ponovno zgradi celotna aktivnost, se poleg nje
zgradi na novo tudi prej odprto pojavno okno. Zaradi tega pa pojavno okno
izgubi podatek (povezavo na programsko kodo, ki se izvrši ob akciji uporab-
nika) o tem, kaj mora narediti v primeru določene izbire (akcija ima prazno
null vrednost in zato se potem ob kliku na gumb sproži napaka v aplikaciji).
Težavo smo po dolgem iskanju rešitve rešili tako, da smo naredili dva razreda,
ki sta dedovana iz splošnega razreda DialogFragment, v katerih smo potem
preko oznak (ang. tag) razlikovali obvestila in jih s tem napolnili z ustreznimi
vrednostmi. Nato smo v svojem razredu implementirali vmesnike, ki smo jih
potrebovali, skupaj z metodami za različne izbire (kliki na različne izbirne
gumbe v pojavnem oknu). Kasneje, ko smo izdelovali posodobitev aplikacije,
smo zaradi izbolǰsave in nadaljnjega razvoja naredili razred, v katerem smo
potem preko oznak v programu razlikovali različne dialoge, vendar pa smo v
zameno za bolje strukturirano kodo morali vpeljati kar nekaj statičnih spre-
menljivk, ki smo jih klicali v implementiranih metodah (metode za različne
izbire v pojavnih oknih).
Spodaj je prikazan izsek razreda MyDialogFragment, v katerem obravna-
vamo večino različnih vrst obvestil. Na začetku za neko obvestilo pridobimo
oznako, s katero potem ločimo obvestila. Obvestilu dodamo naslov in bese-
dilo, nato pa glede na vrednost spremenljivke znotraj oznake, zgeneriramo
sporočilo; vrednost ”1” pomeni, da ima sporočilo aktivna gumba ”Da” in
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”Ne” (besedilo gumbov spremenimo glede na različna sporočila); vrednost
”2” pomeni, da ima obvestilo aktivne tri izbirne gumbe: ”Da”, ”Ne”,
”Nevtralno”; obvestila z vrednostjo ”3” pa imajo na voljo samo gumb
”Nevtralno” in jih večinoma uporabljamo samo za obveščanje uporabnika.
public class MyDialogFragment extends DialogFragment {
@Override
public Dialog onCreateDialog(Bundle savedInstanceState) {
setCancelable(false);
//vzame vrednosti, ki smo jih nastavili preden se pokliče .show();
String[] data = getArguments().getStringArray("data");
if(data != null) {
final String[] TAG = getTag() != null
? getTag().split(":") : null;






/*vrednosti za tag (split(":"))
* 1 -> vsebuje yes in no
* 2 -> vsebuje yes, no in neu
* 3 -> vsebuje neu
* pazit je treba predvsem na to, da ob klicu funkcije prej






, new DialogInterface.OnClickListener() {
@Override










... //obravnavamo še ostali dve vrednosti ("2" in "3")
}
Na koncu ustvarimo objekt AlertDialog in ga prikažemo. Za tem povečamo
še velikost pisave na gumbih, kar je bila ena izmed povratnih informacij
strank, ki smo jih naknadno implementirali.















Spodaj pa je še prikazan primer uporabe zgornjega razreda, za prikaz
obvestila. Spodnja koda se izvrši v primeru, da je bil na preǰsnjem obvestilu
pritisnjen pritrdilni gumb, ki pa sproži prikaz še enega obvestilo oz. opozorilo.
protected static void tagNastavitvePotrdiSpremembeYes
(Activity activity){
MyDialogFragment f = new MyDialogFragment();
Bundle args = new Bundle();
args.putStringArray("data"
, new String[]{MSG_OPOZORILO





5.1.3 Postavljanje fokusa na prave kontrole
Nekaj težav smo imeli tudi pri določanju fokusa na prave elemente v aktivno-
sti aplikacije, kjer popisujemo oz. odčitavamo materiale. Težava je nastala,
ker je zaradi različnih lastnosti materialov (način vodenja serijskih številk -
brez, kosi in sarže) pri vsakem materialu različno število vnosnih polj, ki jih
potem skrijemo in prikažemo nazaj. Poleg tega bralec črtnih kod ob uspešno
prebrani črtni kodi, poleg prebrane črtne kode, doda še svojo potrditveno
komando, ki se v aplikaciji obravnava podobno kot gumb ”Potrditev” na
navidezni tipkovnici. Vse to skupaj s potrditvenim gumbom (s katerim lahko
uporabnik pritisne potrditev po vnosu količine) povzroča zmedo v dodeljeva-
nju fokusa na pravo mesto (k zmedi malo prispeva tudi delovanje Androida,
kjer se zdi, da se vrstni red fokusov ne kliče vedno v enakem vrstnem redu).
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5.1.4 Nezadostna dovoljenja preko USB kabla
Nekaj težav (oz. kritik, pripomb, izbolǰsav) so nam kasneje med uporabo
aplikacije javile tudi stranke, s katerimi smo potem reševali probleme. V
največ primerih je bila težava ta, da tablica ob posodobitvi aplikacije preko
USB kabla ni imela zadostnih dovoljenj in je temu primerno namizni program
javil napako, saj ni mogel dostopati do tablice z ukazi, ki jih je potreboval.
Namreč od verzije Android 4.3 naprej, za nekatere “kritične” obdelave po-
trebujemo posebna dovoljenja s strani uporabnika (največkrat v taki obliki,
da se na napravi prikaže pojavno okno z vprašanjem ali programu dovolimo
oz. zaupamo uporabo dovoljenj, ki jih potrebuje). Na napravi se pojavi
okno z vprašanjem, ali uporabnik zaupa računalniku (s katerim je naprava
povezana preko USB kabla), zagon akcij oz. ukazov (preko konzole ADB na
računalniku), ki jih omogoča razhroščevanje preko USB kabla (angl. USB
debugging) . Uporabnik potem sprejme, ali zavrne zahteve po dovoljenjih
in če računalnik teh dovoljenj ne pridobi, potem namizni program ne more
komunicirati z aplikacijo. Zahtevano dovoljenje pri prenosu naše aplikacije je
potrebno zaradi namestitve oz. posodobitve APK datotek, ki jih poženemo
preko lupine ADB (angl. ADB shell), ki pa potrebujejo že prej omenjeno
vključeno možnost razhroščevanja preko USB, vendar pa je kar nekaj ljudi
vprašanje o dovoljenju na napravi spregledalo.
5.1.5 Prikaz virtualne tipkovnice
Naslednja pogosta težava je bila, da uporabniki ob izvajanju inventure niso
mogli vpisovati podatkov v aplikacijo preko navidezne tipkovnice. Težava je
bila, ker se ob priključku čitalca na tablico (preko USB kabla), čitalec obnaša
kot fizična tipkovnica in zatorej “povozi” navidezno (sistemsko je rešeno tako,
da če ima naprava dostop do fizične tipkovnice, potem se navidezna tipkov-
nica ne prikazuje, drugače pa je navidezna tipkovnica glavna in se seveda
tudi prikazuje, če nimamo nastavljeno drugače). Rešitev za to težavo je do-
kaj preprosta. V sistemskih nastavitvah je treba ročno vključiti možnost, da
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se navidezna tipkovnica obdrži na zaslonu tudi, ko je na voljo fizična tipkov-
nica (v našem primeru čitalec povezan s tablico). Vendar pa smo kasneje ob
vklopu navidezne tipkovnice zaznali težavo, da se zaradi nje zapis prebrane
črtne kode v polje znotraj aplikacije delno zakasni, hkrati pa se potrditvena
komanda iz čitalca pošlje v istem času kot prej, zato v določenih primerih
pride do tega, da se kontrola sproži, še preden se v polje za črtno kodo ma-
terialov zapǐse celotna črtna koda (aplikacija pa potem prikaže obvestilo, da
je dolžina vpisane črtne kode premajhna in moramo potem ročno klikniti na
potrditev).
5.1.6 Sistemska težava
Nekajkrat pa se je pojavila tudi težava, ko je aplikacija nenadoma nehala
delovati. Aplikacijo je bilo mogoče odpreti, vendar pa potem nobena akcija,
ki je kakorkoli posegala v podatke, ni delovala. Kasneje ob nekaj raziskova-
nja smo ugotovili, da ne deluje tudi nekaj sistemskih funkcij oz. nedelovanje
določenih sistemskih orodij. Ker večino reševanja poteka tako, da se s stranko
povežemo preko namiznega programa, kjer stranka poskrbi, da je tablica po-
vezana preko USB kabla z ustreznimi nastavitvami in dovoljenji na tablici, je
reševanje precej težje kakor pa, če bi imeli to isto tablico fizično pri sebi. Zato
je bilo reševanje te težave precej dolgotrajno. Na koncu smo ugotovili, da
se je težava večkrat pojavila, ko se je tablica sistemsko posodobila. Tablica
je dobila internetni dostop, nakar je dobila obvestilo, da ima na voljo nove
sistemske posodobitve in kasneje se je posodobitev tudi dokončala. V večini
primerov se je posodobitev zgodila uspešno, v nekaj primerih pa je prǐslo do
tako hudih napak pri posodobitvi, da je prenehalo delovanje zapisovanja in
branja datotek na tablici, vklapljanje in izklapljanje sistemskih orodij itd.
Napaka je bila sistemska in se je zgodila neodvisno od naše aplikacije (verje-
tno pa je bil vzrok tudi v kakšni napaki na modelu tablice). Pri tej napaki
smo ob mnogih poizkusih na koncu prǐsli do dogovora, da je najbolje, da
se ob taki težavi tablico preprosto ponastavi na tovarnǐske nastavitve ali pa
stranka dobi novo tablico s strani podjetja, staro pa poskusimo pripraviti za
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uporabo ali pa jo vrnemo proizvajalcu (če je še v obdobju garancije).
5.1.7 Podpisovanje APK datotek
Kot zadnjo težavo pa bi omenil še težavo, na katero smo naleteli najkasneje,
povezana pa je s posodabljanjem aplikacije. Ko v Android Studiu naredimo
oz. zgeneriramo končno (release) APK datoteko, ki jo potem uporabimo za
nadaljnjo distribucijo, imamo možnost, da APK datoteko podpǐsemo s svojim
ključem ter ga tako vsaj nekoliko zaščitimo. Ko smo izdali prvo verzijo
programa, tega podpisa nismo vključili v APK, zaradi česar pa smo imeli
kasneje nekaj težav. Sistem Android namreč ne dovoli nadgradnje aplikacije,
ki ima različen podpis oz. ključ (angl. key), zato je treba v takem primeru
obstoječo aplikacijo najprej izbrisati, da lahko potem namestimo novo. V
program smo v ta namen ob posodobitvi dodali še opozorilo uporabniku, da
se bodo podatki ob nadgradnji pobrisali, tako da ne bi slučajno pobrisali




V tem poglavju sta predstavljena dva načina posodobitve in postopek poso-
dobitve aplikacije iTrdnjava preko internetne povezave na mobilni napravi.
6.1 Posodabljanje
Na začetku razvoja za posodabljanje aplikacije nismo določili in naredili po-
sebne rešitve, zato smo lahko aplikacijo posodobili tako, da smo prenesli APK
datoteko na tablico in na njej potem s klikom na datoteko posodobili pro-
gram. Ta rešitev je bila za časa testiranje v redu, vendar smo kasneje hitro
ugotovili, da potrebujemo še svoj dodaten sistem posodabljanja. Zato smo
pri naslednjih verzijah začeli razvijati tudi svojo rešitev za posodabljanje. Za
začetek smo naredili možnost posodobitve preko že obstoječega namiznega
programa (Trdnjava SQL) s katerim je aplikacija neposredno povezana (od
njega na začetku pridobi podatke, po inventuri pa mu aplikacija odda po-
sodobljene oz. aktualne podatke). Poleg tega načina posodabljanja smo za
to, da je postopek lažji in ima stranka več možnosti za posodobitev, dodali
še posodobitev preko internetne povezave (preko WiFija). Za lastne potrebe
smo kasneje naredili še program v razvojnem okolju Visual Studio in izvršljiv





Za posodobitev preko aplikacije je potreben le klik na gumb “Posodobitev”
znotraj aplikacije v nastavitvah (na sliki 6.1 je prikazan diagram posodobitve)
in pa dostop do WiFija (ter uporabnǐsko ime in geslo, če je le to zahtevano).
Ob kliku za posodobitev se aplikacija najprej poskuša povezati preko WiFija
(če ni vklopljen, ga vklopi), nato pa začne postopek prevzemanja nove verzije
aplikacije s spletne strani podjetja. Za spletni prevzem in kontrolo podatkov
je sodelavec v programskem jeziku php napisal programsko kodo, kjer preveri
podane parametre, ki jih pošlje aplikacija in nato z njimi ustrezno odreagira.
Primer zahteve aplikacije za prevzem nove verzije (ki je mimogrede enaka
kot pri posodobitvi preko kabla samo, da se tam vse odvije preko namiznega
računalnika tukaj pa preko tablice), kjer preko metode GET, strežniku po-
damo zahtevek s parametri: serijska, ki predstavlja serijsko številko tablice,
verzija, ki v primeru prenosa APK datoteke, predstavlja verzijo nameščene
aplikacije na tablici, v primeru potrditve uspešne namestitve, pa predstavlja
nameščeno verzijo aplikacije, prog, kjer je navedena šifro programa (ker je
aplikacij, ki imajo možnost posodabljanja na tak način, več), dl, ki nam pove
ali gre za prenos APK datoteke ali pa za pošiljanje sporočil strežniku ter dn,




Glede na uspešnost zahteve spletni servis vrne odgovor s parametrom,
kjer vrednost: "ok" pomeni, da se je prenos datoteke APK uspešno zgodil,
vrednost "up_to_date" nam pove, da je aplikacija že nadgrajena na zadnjo
možno verzijo, vrednost "error" pa pomeni, da se je zgodila napaka na sple-
tnem servisu ali pa zahteva s podanimi parametri nima ustreznih pooblastil
(stranka aplikacije nima pod vzdrževanjem, je neplačnik) ali pa vsebinske
napake na naši strani (ista serijska številka je vpisana pri več kot eni na-
pravi, programa ni na strani za prenos, IP-naslov, s katerega je bila poslana
zahteva, je blokiran itd.). Glede na to, da pri posodobitvi preko WiFija pri
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zahtevi ne vemo, kateremu podjetju pripada tablice, je pri obdelavi zahteve
ključen podatek serijska številka naprave, preko katere potem spletni servis
preveri podatke pri ustreznem podjetju. Zaradi tega je potrebno vsaj enkrat
aplikacijo ali namestiti ali pa kasneje posodobiti preko namiznega programa,
da se ustreznemu podjetju (šifra delovnega naloga) pripǐse ustrezna serijska
številka tablice (največkrat je to storjeno že v podjetju, še preden se odpošlje
tablico k stranki). Sistem je narejen tako, da lahko, v podjetju, v zapis se-
rijske številke tablice za neko stranko vpǐsemo celotno serijsko številko (ki jo
preberemo na hrbtni strani tablice ali pa v sistemskih nastavitvah tablice)
ali pa vpǐsemo osem devetic (99999999), kar pomeni, da se bo ob zahtevi
za prenos aplikacije na tisto mesto kasneje ob pozitivnem odgovoru zapisala
serijska številka tablice, s katere je bila poslana spletna zahteva. Naslednjič,
ko zaženemo aplikacijo po tem, ko smo jo posodobili, se v ozadju aplikacije
sproži operacija, ki pošlje sporočilo preko medomrežja na podoben način, kot
predhodno pošlje sporočilo za posodobitev. S tem sporoči evidenci v nami-
znih programih, da se je posodobitev dejansko zgodila in ustrezno popravi
podatek o verziji za to tablico. Med postopkom posodobitve lahko pride do
take ali drugačne napake (uporabnik zavrne posodobitev, tablica se lahko
ugasne zaradi prazne baterije, sistemske napake itd.) zaradi česar se posodo-
bitev ne bi zgodila, zato lahko pravilnost posodobitve preverimo šele takrat,
ko je aplikacija ponovno odprta.
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Slika 6.1: Diagram poteka posodobitve preko interneta
Poglavje 7
Zaključek
Namen diplomske naloge je bil izdelati aplikacijo za operacijski sistem An-
droid, ki bo omogočala preprosto opravljanje inventure s čitalcem črtnih kod.
Nalogo smo rešili z razvojem distribucijske aplikacije za mobilne naprave s sis-
temom Android. Z aplikacijo, ki se že uporablja v namene inventure skladǐsč
po podjetjih odjemalcev, smo dosegli vse cilje diplomske naloge. Z uporabo
aplikacije imajo stranke na začetku sicer več dela (v primerjavi z ročnim po-
pisom še vedno manj), vendar se potem časovni vložek vsako leto zmanǰsa
(ker je na začetku treba urediti preǰsnje napačne podatke). Povratne infor-
macije so pozitivne in stranke so zadovoljne, z relativno malo težavami med
inventurami. Za noveǰse uporabnike je vseeno priporočljivo, da se prej po-
svetujejo z nami, da jim za lažjo in bolj varno uporabo podamo napotke o
izvajanju inventure.
Pri popisu materialov je glavni podatek popisa stanje ali smo neki ma-
terial našli in ga tudi odčitali. Poleg tega sta pomembna še dva podatka,
skladǐsče (skupaj z lokacijo) in količina (ki je sicer odvisna od vrste materi-
ala). Pri popisu materialov v skladǐsču imamo več različnih načinov popisa
in vrstnih redov popisa. Prvo razliko lahko opazimo v tem, da se popis vodi
po skladǐsčih, znotraj skladǐsč pa še po lokacijah. Na voljo je tudi možnost
spreminjanja vrstnega reda odčitavanja; najprej lahko odčitavamo material
(črtna koda) in nato lokacijo ter količino, ali pa najprej lokacijo in nato ma-
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terial (črtno kodo) ter količino. Pri popisu materialov v skladǐsču je vključen
še podatek o količini, kjer vpǐsemo kolikšna je količina odčitanega materi-
ala. Vsak material ima lahko različen način vodenja serijskih številk, in sicer
brez serijskih, po kosih ali po saržah (na sliki 7.1 je prikazano okno med
popisom materiala). Pri tem se pojavi izjema, in sicer če ima material način
vodenja serijskih številk po kosih, potem uporabnik količine ne vpǐse saj je
ta pri takem materialu količina vedno 1, pri drugih dveh primerih pa lahko
kasneje tudi povečujemo/zmanǰsujemo oz. nadomestimo količino materiala
(če smo našli material še drugje ali pa smo se pri vnosu zmotili). Na koncu
pri zaključku inventure imamo tudi dodatno kontrolo, da se prepreči večina
napak, in sicer program opozori na večja odstopanja med trenutnim stanjem
količin materialov in odčitanim (program nas opozori in izpǐse material, pri
katerem je ugotovljeno odstopanje vsaj petkratno – kontrola je namenjena
napakam, kjer smo se pri vpisu količine zmotili za faktor deset, bodisi deset-
krat večja bodisi desetkrat manǰsa količina od pričakovane). Po zaključku
inventure uporabnik uvozi podatke iz mobilne naprave na računalnik v na-
mizni program, ki skrbi za podporo skladǐsčno materialnemu poslovanju (v
našem primeru je to program Trdnjava).
Ker je bila aplikacija razvita za sistem Android, je na voljo za večino
mobilnih naprav, zato je možna tudi večja prilagodljivost za distribucijo in
upoštevanje uporabnikovih želja. Preko testiranj smo odkrili večino napak,
nekaj teh napak je bilo sistemskih, nekaj pa strukturnih. Zato smo po izidu
aplikacije, verzije povečevali zgolj zaradi izbolǰsav in dodatnih funkcionalno-
sti.
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Slika 7.1: Primer materiala med popisom
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