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Preámbulo 
Cuando comencé la titulación de Ingeniería Multimedia desconocía qué campos me 
interesaban más y qué camino seguiría. Sin embargo, el mundo web ya resonaba en mi 
cabeza. Más tarde, con asignaturas como Programación Hipermedia I y II descubrí que 
mi objetivo era enfocar mi carrera profesional al desarrollo web. Entonces, llegó el 
Trabajo de Fin Grado ofreciendo la posibilidad de desarrollar un proyecto propio acorde 
a lo aprendido y dándome la oportunidad de mostrar la importancia y utilidad que 
puede tener el campo que tanto me interesaba: el desarrollo web. 
La idea de este proyecto viene motivada por la necesidad actual de ser visible en la web. 
Ya se trate de negocios, ofertas de trabajo o portfolios, la tendencia actual nos lleva a 
existir en la web para poder tener un alcance real. Sin embargo, no todo el mundo posee 
las mismas posibilidades de lograr este hecho. Actualmente, para construir una página 
web con la que ser visible en el mundo de internet es necesario poseer unos 
conocimientos avanzados de desarrollo web o, en su defecto, tener el dinero necesario 
para pagar por estos servicios. 
Es de esta necesidad de la cual surgió la idea de Vowabi. Un constructor de páginas web 
dinámico con una interfaz sencilla orientado a usuarios inexpertos en tecnología o a 
aquellos usuarios que no estén familiarizados con las complejidades del desarrollo web. 
El objetivo principal de este trabajo es, por tanto, que cualquier usuario, tenga 
conocimientos informáticos o no, pueda crear de manera sencilla su propia web 
corporativa. 
Por último, destacar que este trabajo tiene como objetivo de índole personal demostrar 
mi capacidad de desarrollar un proyecto funcional, así como aprender y perfeccionar 
algunas de las tecnologías web que he aprendido a lo largo de la titulación. 
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1 Introducción 
1.1. Contexto 
En la década de los 80, la era tecnológica fue revolucionada por aquella famosa frase de 
Bill Gates: 
“Si no está en Internet, no existe.” 
Fueron muchos los que dudaron de aquella máxima de Bill Gates. Sin embargo, han 
pasado ya muchos años desde que escuchamos esa frase por primera vez y, en la 
actualidad, no parece tan disparatada aquella idea.  
Internet se está convirtiendo en un pilar fundamental de nuestro día a día. La red abarca 
cada día más necesidades y, con ello, su importancia para los negocios y las empresas es 
cada vez mayor. 
Hoy en día, si una marca no está en internet, encontrará muchas dificultades para llegar 
a los consumidores y, por tanto, tendrá mayores dificultades para vender. Esto sucede 
porque en la actualidad, los consumidores están en internet. (PuroMarketing, 2015) 
La red se ha convertido en la fuente de información para los consumidores. Por lo tanto, 
confiar en internet para tener visibilidad en el mundo es cada vez más importante. Los 
consumidores esperan encontrar marcas, tiendas, productos o servicios a través de 
internet. Esperan encontrar lo que buscan y, si no lo hacen, posiblemente se pregunten 
¿por qué no estará esta marca en la red? 
No cabe duda de la importancia de ser visible en la web para los negocios. Sin embargo, 
la posibilidad de tener una de estas webs queda reducida muchas veces a personas con 
un conocimiento informático elevado o a aquellas personas con un poder adquisitivo 
suficiente para pagar por estos servicios.  
Vowabi, nombre con el que ha sido acuñado este trabajo, nace de la motivación de 
ampliar el alcance de estos servicios a un mayor número de personas.  
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1.2. Enfoque Principal 
El enfoque principal de este trabajo es, por tanto, ofrecer un sistema a través del cual 
cualquier usuario, independientemente de sus conocimientos informáticos o su poder 
adquisitivo, pueda crear su propia página web de manera sencilla, dinámica y visual. 
1.3. Defensa del Problema 
En el mundo actual en el que vivimos, marcado por las nuevas tecnologías, es cada vez 
más importante, tal y como hemos comentado antes, tener visibilidad en la red. Esta 
necesidad puede surgir con objetivos empresariales o incluso personales. 
Internet nos abre la posibilidad de compartir nuestras experiencias, de vender nuestros 
productos, de mostrar lo que sabemos hacer, todo esto, de manera global. La red abre 
cada vez más posibilidades. Encontramos páginas para encontrar trabajo, currículums 
online, blogs sobre las aventuras de viajeros, webs contando la historia de una marca e 
infinidad de posibilidades más. 
Imagina compartir tus vivencias con todo el mundo en un solo clic, alcanzar a millones 
de posibles compradores con una sola página o imagina mostrar todo lo que sabes al 
mundo en un sencillo portfolio. Todas estas cosas son ahora posibles, sin embargo, no 
para todos los usuarios son tan sencillas de conseguir. 
En internet encontramos diferentes herramientas para construir estas webs, blogs donde 
publicar nuestras vivencias o personas dispuestas a desarrollar nuestros proyectos. El 
problema surge cuando estas herramientas o estos servicios requieren de conocimientos 
avanzados o de grandes cantidades dinero para conseguir los objetivos que deseamos. 
Cuando encontramos una herramienta sencilla, nos damos cuenta de que no nos permite 
personalizar los detalles que queríamos. Cuando encontramos un sistema gratuito, nos 
damos cuenta de que es necesario saber sobre lenguajes de programación. Y cuando por 
fin encontramos una herramienta con gran personalización y fácil de emplear, 
descubrimos que es necesario pagar una fortuna. Es muy complicado encontrar un 
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servicio sencillo donde personalizar hasta el más mínimo detalle sin necesidad de poseer 
conocimientos informáticos avanzados y, además, sin necesidad de gastar un solo euro. 
Vowabi trata de solucionar este problema y abrir el mundo de internet a un mayor 
número de personas, brindando la posibilidad de construir de manera sencilla páginas 
webs de este estilo, completamente personalizables, de manera dinámica, intuitiva y 
sencilla. 
Este trabajo busca la diferenciación con otros sistemas incluyendo una gran amplitud de 
personalización y, sobre todo, haciendo estos servicios accesibles a un mayor número de 
personas. 
Este trabajo, por tanto, tanta de cubrir las siguientes necesidades principales: 
 Unir a un mayor número de personas 
 Facilitar la creación de páginas web 
 Dar visibilidad global a los productos o servicios de cualquier persona que lo 
necesite 
 Ofrecer una igualdad de condiciones para competir con otras empresas o 
profesionales 
Para conseguir cubrir estas necesidades, este sistema se basa en cuatro principios 
fundamentales: 
 Sencillez 
 Personalización 
 Dinamismo 
 Bajo coste 
En resumen, Vowabi trata de cubrir las necesidades profesionales y personales de 
cualquier perfil en el mundo online a un bajo coste. 
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2 Marco Teórico 
2.1. Estudios previos 
Para el desarrollo de este trabajo se han estudiado diferentes tecnologías, estándares 
web, estrategias de marketing y tendencias de las páginas web actuales, con el objetivo 
de ofrecer un sistema actualizado, usable, práctico y eficaz. 
2.1.1. Uso de internet en España 
Hoy en día, internet ya no es cosa de unos pocos. Cada año aumentan aún más los 
usuarios con acceso a la red.  
Según un estudio del Instituto Nacional de Estadística, en España existen 12,6 millones 
de viviendas familiares con acceso a internet, cifra que se corresponde con el 78,7% de 
los hogares de nuestro país. Este porcentaje es muy elevado con respecto al 38% del año 
2006 y, conforme pasan los años, aumenta cada vez más. (INE, 2015) 
 
Ilustración 1: Viviendas con acceso a internet. Total nacional (% de viviendas) 
Este estudio muestra, además, que más de 27,1 millones de personas, el 78,7% de la 
población de 16 a 74 años, ha utilizado internet en los tres últimos meses. Cifra que 
supera en 2,5 puntos al año anterior. 
Sin embargo, lo más sorprendente es que el número de usuarios frecuentes de internet 
(los que se conectan al menos una vez por semana) son aproximadamente 25,8 millones 
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de personas (el 74.7% de la población). Esto quiere decir que tres de cada cuatro 
personas de 16 a 74 años son usuarios frecuentes de internet. 
Por otro lado, el número de usuarios que realiza compras por internet no es tan elevado 
como en el caso de los usuarios frecuentes a la red. Sin embargo, también va en aumento 
con el paso de los años. 
 
Ilustración 2: Evolución del uso de las TIC por personas de 16 a 74 años. Total nacional (% personas) 
Esta tendencia nos lleva a pensar que dentro de unos pocos años el número de personas 
sin acceso a internet será casi imperceptible.  
Otro dato importante ofrecido por el Instituto Nacional de Estadística, es que la “brecha 
digital” entre generaciones está disminuyendo de manera progresiva a través de los 
años. Esto quiere decir que la diferencia, en número de usuarios con acceso a internet 
entre diferentes rangos de edad, es cada vez menor. 
Desde 2006 a 2010, la diferencia entre los diferentes rangos de edad ha disminuido a la 
mitad. Si esta tendencia continua, dentro de unos años el número de usuarios de internet 
de unos 40 años de edad será prácticamente el mismo que el número de usuarios jóvenes 
de 20 años. 
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Ilustración 3: Uso de Internet en España por franjas de edad 
Como podemos observar, no solo está aumentando el uso de internet entre los usuarios 
jóvenes, sino que aumenta para cualquier rango de edad. Con este aumento progresivo 
del número de usuarios en internet es difícil no volver a pensar en aquella famosa frase 
de Bill Gates. Quizá, dentro de unos años, aquello de “si no está en internet, no existe”, 
se vuelva realidad. 
Todos estos datos nos llevan a pensar, una vez más, en la importancia de ser visible en 
la red para los negocios. Alcanzar a más de 25 millones de personas en España es una 
oportunidad difícil de dejar escapar. 
2.1.2. Uso de internet en el mundo 
El uso de internet no solo aumenta en España, sino que lo hace prácticamente en 
cualquier lugar del mundo.  
La siguiente tabla muestra las estadísticas mundiales del uso de internet en relación a la 
población total. Además, muestra el porcentaje de crecimiento desde el año 2000 hasta 
la actualidad. Los datos han sido extraídos del US Census Bureau, de Eurostats, y otras 
agencias locales de cada país. (Éxito Exportador, 2016) 
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Regiones Población 
(2016) 
Usuarios 
Mar. 31, 2016 
Crecimiento  
(2000-2016) 
Penetración 
(% Población) 
África 1,185,529,578 344,011,583 7,520.3 % 29.0 % 
Asia 4,052,652,889 1,766,289,264 1,445.3 % 43.6 % 
Europa 832,073,224 614,974,023 485.2 % 73.9 % 
Medio Oriente 246,700,900 129,498,735 3,842.4 % 52.5 % 
Norte América 359,492,293 320,067,193 196.1 % 89.0 % 
Latinoamérica/ 
Caribe 
626,054,392 374,461,854 1,972.4 % 59.8 % 
Oceanía/ 
Australia 
37,590,704 27,508,287 261.0 % 73.2 % 
Total Mundial 7,340,093,980 3,576,810,939 890.8 % 48.7 % 
Ilustración 4: Estadísticas mundiales del internet y de la población – 2016 
Como podemos observar, casi el 50% de la población mundial es usuario de Internet. 
Esto quiere decir que, cuando usamos internet, estamos conectados indirectamente con 
más de 3.500.000.000 personas.   
Con datos como estos, no cabe duda de que la presencia en internet es cada día más 
importante. 
2.1.3. Importancia de tener un sitio web 
Ya hemos comentado el número de usuarios con acceso a internet a nivel nacional y 
global y la oportunidad que esto podría suponer para los negocios, pero ¿por qué es 
realmente tan importante tener un sitio web?  
Hoy en día, internet ha cambiado las reglas en todos los aspectos de la vida humana. 
Ahora empleamos internet para relacionarnos con otras personas, programar viajes, 
encontrar pareja, comprar, estudiar, pedir comida, vender, entretenernos, buscar 
información e infinidad de cosas más. 
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Sin embargo, no solo han cambiado las reglas, sino que los consumidores también lo han 
hecho. Saben lo que quieren y dónde encontrarlo. Cualquier consumidor con acceso a 
internet cuenta con un nivel de información muy superior al de otras generaciones. Por 
ello, dar respuesta a sus necesidades es un desafío cada vez más complicado. (Marketing 
Directo, 2015) 
En estos tiempos, tenemos que estar preparados si no queremos pasar desapercibidos 
para los consumidores y la mejor manera de lograrlo es que puedan encontrarnos de la 
forma más rápida y sencilla posible. Es aquí donde entran en juego las páginas web. 
Hace algunos años era imposible pensar en un comercio sin un establecimiento para las 
ventas. Hoy día, es imposible pensar en emprender sin un sitio web. 
Actualmente, tengas un negocio o quieras iniciar uno, no puedes dejar pasar la 
posibilidad de ser visible en internet. Contar con una página web es de suma 
importancia, independientemente de su objetivo. Cada segundo que pasa nuestra 
sociedad está actualizando información de lo que sucede en el mundo y es de vital 
importancia no quedarse atrás.  
Para los negocios, ser visible en la red ofrece una gran cantidad de ventajas. A 
continuación, se detallan algunas de ellas: (Berenstein, 2014) 
 Un sitio web es la tarjeta de presentación de todo el que se dedique a alguna 
actividad comercial o profesional. La mayoría de personas buscan referencias a 
través de los motores de búsqueda. Hoy en día, tener redes sociales no es 
suficiente. 
 Tener un sitio web eleva el prestigio de la empresa y permite a los clientes 
incrementar el nivel de confianza hacia el producto o servicio. 
 Una página web da visibilidad global a los productos, servicios u obras. Cuanta 
más audiencia, más posibilidades hay de alcanzar a clientes potenciales que 
adquieran estos servicios. 
 Un sitio web transmite una imagen de calidad y constante progreso de la 
empresa. 
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 Disponibilidad ilimitada. La página web podrá ser vista por millones de 
usuarios en el mundo, las 24 horas del día y los 365 días del año. 
 Un sitio web ofrece una gran ventaja competitiva. 
 Las páginas web permiten a los visitantes estar actualizados de las novedades, 
promociones y proyectos de la empresa. 
 Contar con un sitio web, permite a las empresas interactuar con los usuarios, 
conocer sus necesidades y quejas. 
 Además, las páginas web suponen un coste bajo comparado con otros medios 
de publicidad y marketing. 
Como podemos observar, la cantidad de ventajas que ofrece un sitio web es 
sorprendente, pero no se trata solo de conjeturas. De acuerdo a los datos publicados por 
un reciente estudio de Greven y GkK (Greven & GfK, 2015), publicado en mayo de 2015, 
para el 90% de los consumidores es vital poder informarse de forma online sobre los 
productos y servicios que ofrecen las empresas. Hasta el 34,4% de los participantes en 
este estudio afirma que no cuenta con una marca a la hora de hacer sus compras cuando 
no encuentran información sobre la misma en internet. 
En los países más desarrollados, está demostrado que la publicación de un sitio web está 
relacionada de manera positiva con el incremento de las ventas, la productividad y el 
valor de mercado de las empresas. No importa el tamaño de la empresa, es de vital 
importancia poder alcanzar a los clientes de manera global, rápida y sencilla. No hay 
nada mejor para lograr esto que el propio internet. 
2.1.4. Importancia de las “Landing Pages” 
Ya hemos comentado la importancia de tener una página web, pero ¿qué papel 
desempeñan en el mundo digital las landing pages? 
Antes de nada, vamos a describir qué es una landing page. Una landing page, o página de 
aterrizaje en castellano, es una página web a la que un usuario llega tras haber pulsado 
en un enlace, banner o anuncio situado en otra página web o portal de internet. En la 
mayoría de los casos, esta página web es una extensión del anuncio donde se detalla la 
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oferta del producto o servicio que se está promocionando y se trata de captar la atención 
del usuario. 
El objetivo principal de una landing page es convertir a los usuarios en clientes finales. 
Por ello, en casi la totalidad de los casos, estas páginas incluyen un formulario para 
recoger información de los visitantes y convertirlos en posibles clientes.   
En definitiva, podemos decir que una landing page es una herramienta clave que hace 
posible atraer tráfico, generar información de los usuarios o vender productos. 
Ahora que ya sabemos qué es una landing page y cuál es su objetivo, vamos a ver por qué 
son tan importantes en la red actualmente. 
Cuando una empresa prepara cualquier tipo de campaña para captar clientes es crucial 
tener una landing page, pero ¿por qué? La principal razón es porque éstas son los canales 
que guían al usuario hacia nuestro objetivo y, además, nos dan la posibilidad de medir 
los resultados. Pero no solo eso, además, encontramos algunas otras ventajas: (Elías, 
2014) 
 Son muy visuales e intuitivas y ayudan a trabajar la imagen de la marca. 
 Son muy efectivas para promocionar ofertas. 
 Permiten recoger datos de calidad de los usuarios que son clientes potenciales 
 Aumentan la rentabilidad de las campañas debido al incremento de la tasa de 
conversión de visitante a cliente final. 
 Permiten hacer seguimiento del éxito de cada campaña 
 Son fáciles de modificar y optimizar en función del resultado de la campaña 
 Permiten comparar el resultado obtenido en cada campaña de marketing y 
comunicación 
 Lenguaje comercial más eficaz que el utilizado en una web corporativa a la hora 
de presentar el producto. 
Como podemos comprobar, utilizar landing pages de manera estratégica para campañas 
de marketing y comunicación puede resultar muy beneficioso para las empresas, 
pudiendo llegar a aumentar sus ventas y beneficios. 
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2.1.5. Estrategias de marketing digital 
Como hemos visto, hay millones de usuarios utilizando internet cada día, entonces, ¿qué 
podemos hacer para ser encontrados? Para ello, existe la optimización en motores de 
búsqueda o SEO. 
El SEO (Search Engine Optimization) es el proceso mediante el cual se realizan cambios en 
la estructura e información de una página web con el objetivo de mejorar la visibilidad 
de este sitio en los diferentes motores de búsqueda. El SEO es necesario para ayudar a 
los motores de búsqueda a entender sobre qué trata cada página. 
La razón más importante por la que es necesario el SEO es porque hace más útil la página 
web tanto para los usuarios como para los motores de búsqueda. Cuanto mejor 
optimizada esté la página web, obtendrá una mejor posición en los buscadores y, por 
tanto, una mayor visibilidad. (Rodríguez, 2015) 
Principales técnicas de posicionamiento SEO 
 Palabras clave: Identificar y seleccionar las palabras clave más adecuadas para 
nuestra página web nos ayudará a aparecer en los primeros resultados de los 
buscadores. 
 URL amigables o semánticas: Este tipo de direcciones web sustituye parámetros 
y valores por palabras (por eso son semánticas) que son más fáciles de entender 
por los buscadores y los usuarios (de ahí amigables). Estas URLs deben contener 
palabras clave y no exceder una longitud para evitar el spam de palabras clave. 
 Etiquetas HTML o meta-etiquetas: Las etiquetas HTML o meta-etiquetas se 
emplean para describir las páginas de nuestro sitio web. Los buscadores leen y 
recogen esta información de las meta-etiquetas de nuestra página y las muestra 
en sus resultados. De este modo, el usuario puede hacerse una idea de lo que 
trata la página sin necesidad de visitarla. 
 Mapa de contenido o Sitemap: El sitemap.xml consiste en un archivo que contiene 
las páginas que los buscadores pueden indexar. Generar este archivo permite a 
los motores de búsqueda conocer todas las páginas de nuestra web. El uso del 
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mapa de contenido o sitemap garantiza una indexación perfecta de nuestra página 
web en los buscadores. 
 Fichero robots: El archivo robots.txt tiene la función de permitir o denegar el 
acceso a diferentes secciones de la página web a algunos o a todos los robots. Su 
uso no afecta al posicionamiento web, pero es muy importante para evitar que se 
indexen ciertas páginas. 
 Estructura lógica: Los apartados de nuestra página web deben tener una 
estructura lógica y para ello necesitamos emplear las etiquetas HTML de 
encabezado (<h1> a <h6>). Estas etiquetas definen el esquema del contenido y 
funcionan como factores de posicionamiento en los buscadores. 
 Contenido de calidad: Es importante que el contenido de la web consiga atrapar 
y cautivar a los usuarios y, para ello, es necesario ofrecerles un contenido de valor 
para ellos. 
 Optimización de imágenes: El contenido visual también es importante para el 
SEO. Para optimizar las imágenes debemos añadir el atributo ALT con el que 
podremos decirles a los motores de búsqueda de qué va nuestra imagen. 
 Velocidad de carga: Es importante optimizar la velocidad de carga de la web 
tanto para el posicionamiento como para la experiencia de usuario. 
2.1.6. La analítica web 
Ahora que ya tenemos definidos los pasos más importantes para que nuestra web 
funcione, ¿cómo podemos comprobar que todos nuestros esfuerzos están dando 
resultados? Para ello, existe la analítica web. 
La analítica web nos permite estudiar y analizar con detalle los resultados de las 
campañas de marketing. Con esta técnica se pretende entender el tráfico del sitio web y 
tomar las decisiones más acertadas para: (Galiano, 2014) 
 Optimizar nuestro sitio web y captar más clientes 
 Mejorar nuestras acciones de marketing 
 Identificar nuestra audiencia y conectar con ella 
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La analítica web no trata de medir el tráfico web de nuestra página web, sino de 
comprenderlo y analizarlo para poder sacarle el mayor partido y, finalmente, conseguir 
los objetivos que nos habíamos propuesto para el sitio web. 
Métricas básicas 
Estas métricas nos permiten analizar el tráfico de nuestra página web, conocer qué 
páginas son las más visitadas, cuánto tiempo permanecen los usuarios en la web o si 
regresan una vez abandonada la página. Estas métricas son las siguientes (Galiano, 
2014): 
 Visitantes únicos o exclusivos 
 Porcentaje de nuevas visitas 
 Páginas vistas 
 Páginas vistas por visita 
 Promedio de tiempo en la página 
 Duración media de la visita 
 Porcentaje de rebote 
 Porcentaje de salida 
Métricas avanzadas (KPI) 
Los KPI (Key Performance Indicators) son indicadores principales del rendimiento. Son 
métricas que nos ayudan a entender cómo lo estamos haciendo en relación a los objetivos 
que nos hemos propuesto. 
2.2. Alcance 
Tras haber definido el contexto del proyecto, la importancia de internet en la vida actual 
y las mejores técnicas para ser visible en la red, es hora de hablar del proyecto software 
relacionado con el trabajo. 
El trabajo consistirá es desarrollar un sistema, orientado a cualquier tipo de usuario, que 
permita la creación de páginas web de manera sencilla, dinámica, personalizable y 
gratuita.  
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Tal como hemos comentado, cada vez es más importante tener visibilidad en la red, y 
este proyecto nace la intención de ofrecer esta posibilidad a un rango mucho más amplio 
de usuarios. 
2.3. Estado del arte 
En la actualidad, si deseamos construir nuestro propio sitio web contamos con dos 
posibilidades principales. La primera de ellas es contratar a un profesional que construya 
la web por nosotros. Sin embargo, esta opción suele requerir de presupuestos bastante 
elevados. La segunda posibilidad es emplear alguna de las herramientas existentes para 
la construcción de páginas web.  
En internet podemos encontrar diversas herramientas para la construcción de páginas 
web, algunas de ellas gratuitas con opciones Premium y, otras, completamente de pago. 
A continuación, destacaremos las más importantes y trataremos de defender las ventajas 
de Vowabi frente a cada una de ellas: 
Wix - http://es.wix.com/ 
Wix es uno de los mejores sistemas internacionales para la construcción de páginas web 
en la actualidad. Ofrece una gran variedad de plantillas y su interfaz es bastante sencilla 
e intuitiva. Las opciones de SEO son amplias y el plan gratuito ofrece bastantes 
posibilidades. Wix, ofrece además alojamiento gratuito bajo subdominios del sistema. 
Más de 80 millones de personas han usado ya este servicio. 
Wix es uno de los mayores competidores de este sistema, por no decir el mayor, debido 
a su gran número de usuarios y a su interfaz completa y sencilla. Sin embargo, Wix no 
permite la utilización de un dominio propio si no pagas por una cuenta superior, 
mientras que Vowabi permite la descarga del proyecto para poder hacer con él lo que 
nosotros queramos. Además, las páginas creadas con esta plataforma incluyen banners 
y elementos publicitarios indicando que el sitio web ha sido realizado con esta 
herramienta, lo que empeora notoriamente la apariencia de la web. 
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Imcreator - http://imcreator.com/ 
Este constructor de páginas web es muy simple y elegante. Se pueden arrastrar 
elementos a la posición deseada y editar los contenidos de manera sencilla. Ofrece 
diseños y plantillas elaborados por diseñadores profesionales. 
Esta opción se acerca bastante a la idea de Vowabi. Sin embargo, no es gratuito publicar 
el proyecto desarrollado. 
Jimdo - http://es.jimdo.com/ 
Jimdo ofrece la posibilidad de comenzar un negocio online, escribir un blog o un boletín 
de noticias, entre algunas otras opciones, de manera gratuita. Sin embargo, este 
constructor web posee un rango de personalización más reducido ajustándose bastante 
a las plantillas que ofrece. 
Weebly - https://www.weebly.com/  
Este constructor web ofrece un proceso de registro muy simple combinado con una gran 
variedad de plantillas y una herramienta de arrastrar y soltar los elementos al lugar 
indicado. Sin embargo, el nivel de personalización de estos elementos no es tan 
avanzado. No permite cambiar la tipografía ni los colores de fondo de algunos 
elementos. Además, el pie de la página no se puede modificar y aparece la marca del 
constructor web. 
Como podemos ver, existen bastantes sistemas similares a este trabajo, tanto en el marco 
nacional como en el extranjero. Algunos de ellos ofrecen características superiores a las 
desarrolladas en este trabajo. Sin embargo, ninguno de ellos ofrece la posibilidad de 
exportar la web realizada.  
La diferenciación de este trabajo frente a los constructores de páginas web existentes se 
busca, por tanto, ofreciendo un sistema gratuito accesible por cualquier perfil de usuario 
y ofreciendo la posibilidad de exportar el proyecto completo sin ocultar ni una sola línea 
de código. De este modo, se ofrece una total libertad al usuario para editar, publicar y 
personalizar sus proyectos de la forma que ellos consideren más oportuna. 
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3 Objetivos 
El proyecto debería cumplir los siguientes objetivos generales: 
 Establecer los requisitos y las especificaciones de la plataforma 
 Definir los casos de uso de la plataforma 
 Definir un modelo de datos adecuado al sistema 
 Analizar las posibles implementaciones con el fin de hallar la más adecuada 
 Desarrollar un prototipo funcional o MVP (Mínimo Producto Viable) que siga las 
especificaciones y el diseño del sistema 
 Realizar pruebas y testeo  
3.1. Objetivo Principal 
El objetivo principal de este trabajo es desarrollar un constructor de páginas web 
dinámico con una interfaz sencilla e intuitiva donde usuarios inexpertos puedan crear 
sus propias páginas web de manera dinámica y visual. 
El sistema consistirá en una aplicación web a través de la cual se podrán crear de manera 
sencilla webs corporativas, landing pages, portfolios y otras webs de este estilo. El sistema 
permitirá elegir entre diferentes bloques, secciones, elementos y estilos preestablecidos 
con tan solo arrastrar estos elementos al lugar deseado. Además, ofrecerá al usuario la 
posibilidad de personalizar estos contenidos a su gusto de manera sencilla. 
El sistema está orientado a usuarios inexpertos en tecnología y a aquellos que no están 
familiarizados con las complejidades del desarrollo web. Asimismo, también podría ser 
una herramienta perfecta para aquellos diseñadores que prefieran trabajar de manera 
visual sin necesidad de enfrentarse a las líneas de código. 
El proyecto busca la diferenciación con otros sistemas incluyendo una gran variedad de 
estilos basados en el material design y el diseño adaptativo. Además, Vowabi permite la 
exportación del proyecto, sin ocultar ninguna línea de código, ofreciendo así una total 
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libertad de personalización y edición. Sin olvidar que el sistema a desarrollar será 
totalmente gratuito. 
3.2. Objetivos Específicos 
Además del objetivo principal, existen algunos objetivos específicos: 
Sistema desarrollado bajo los estándares web 
Es importante que el sistema utilice estándares para ofrecer al usuario la mejor 
experiencia posible. Si no fueran empleados estos estándares, la web podría sufrir un 
mayor tiempo de carga con la consecuente frustración del usuario y posible abandono 
de la web. 
Si el sistema es diseñado de manera correcta, la página web funcionará en los distintos 
navegadores, sistemas operativos y dispositivos. Además, si empleamos los estándares 
web obtendremos un menor coste de producción y mantenimiento del sitio y será más 
accesible para los usuarios. 
Compatible con los distintos navegadores 
Es de crucial importancia que tanto el sistema desarrollado como la web que genera sean 
compatibles con los diferentes navegadores. De este modo, conseguiremos que cualquier 
usuario pueda acceder al sistema. 
Web responsive 
La web generada por el sistema deberá ser responsive y adaptarse a todos los dispositivos 
y resoluciones.  
Para conseguir que la web sea responsive se empleará la técnica “mobile first”, una manera 
de trabajar que comienza siempre la maquetación en los dispositivos con resoluciones 
menores. Las resoluciones en las que se desarrollará el proyecto son las siguientes: 
 Resolución Móvil – De 320px hasta 768px 
 Resolución Tablet – De 769px hasta 1024px 
 Resolución PC – De 1025px en adelante 
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Sistema usable y accesible 
Otro de los elementos de gran importancia en el desarrollo del proyecto será la 
usabilidad y accesibilidad del mismo. El objetivo es conseguir que los usuarios sean 
capaces de alcanzar sus objetivos en el sitio web realizando un esfuerzo mínimo y 
obteniendo unos resultados máximos. 
Para mejorar la experiencia del usuario el sistema incluirá algunos mensajes 
informativos o tooltips explicando las diferentes funcionalidades. Además, se 
desarrollará un sistema sencillo, sin sobrecarga de información, para que el usuario 
pueda sentirse cómodo navegando por el mismo. 
Se incluirán mensajes de error en los formularios y ventanas emergentes o popups para 
las alertas. De este modo, podremos mantener informado al usuario en todo momento 
de lo que sucede en la web sin crearle una sensación de desconcierto. 
Siempre que se realice alguna acción importante, como el borrado de un elemento o 
proyecto, se mostrará un mensaje de confirmación para evitar en todo momento acciones 
accidentales. Se incluirán también iconos de carga para las actividades que puedan 
requerir de tiempo de espera con el fin de transmitir al usuario que la acción que deseaba 
se está llevando a cabo. 
Por último, se utilizará el sistema de drag&drop para añadir elementos a los proyectos. 
De este modo, será más sencillo e intuitivo para los usuarios interactuar con el sistema. 
Con todos estos elementos se pretende mejorar la experiencia de usuario y la usabilidad 
de la web. 
Personalización máxima 
Uno de los objetivos más importantes del sistema es ofrecer una personalización máxima 
de los elementos del proyecto web del usuario.  
Los usuarios podrán editar textos, tamaños de letra, tipografías, interlineados, negritas, 
subrayados, tachados, alineación de textos, orden de elementos, colores de texto, colores 
de fondo e imágenes, entre otras características. 
35 
 
Exportación del proyecto 
El sistema deberá ser capaz de exportar el proyecto web del usuario y comprimirlo en 
un archivo zip. Los ficheros que componen el proyecto podrán ser modificados por el 
usuario e incluirán una carpeta con las imágenes empleadas, así como un archivo 
index.html y su correspondiente hoja de estilo style.css. 
Desarrollo de un CMS 
El sistema contará con un apartado de administración desde el que se realizará el 
mantenimiento de la web y se añadirán, modificarán y editarán elementos, colores, 
proyectos, usuarios y otros elementos del sistema. 
3.3. Lean Canvas 
Para reflejar los problemas y detallar las acciones necesarias para especificar el proyecto, 
se ha llevado a cabo la especificación del Lean Model Canvas: 
 El problema 
 Desarrollo de aplicaciones web bajo altos costes económicos.  
 Bajo grado de personalización en los constructores web existentes. 
 Desarrollo de webs reducido a personas con conocimientos informáticos 
elevados 
Alternativas existentes: Constructores web como Wix o Imcreator. 
Contratación de personal especializado. 
 Solución: 
 Constructor de páginas web dinámico gratuito. 
 Alto grado de personalización. 
 Exportación de la web desarrollada. 
 Sistema sencillo que no requiere de conocimientos informáticos 
avanzados. 
 Métricas clave:  
 Número de usuarios activos 
 Número de proyectos exportados 
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 Promedio de usuarios finales por visita 
 Propuesta de valor única: 
 Constructor de páginas web dinámico con una interfaz sencilla e intuitiva 
donde usuarios inexpertos puedan crear sus propias páginas web de 
manera dinámica, visual y gratuita. 
 Ventaja diferencial: 
 Sistema gratuito 
 Exportación del proyecto 
 Sistema intuitivo y sencillo 
 Alto grado de personalización 
 Canales:  
 Web corporativa 
 Presencia en las redes sociales 
 Vídeo promocional de la aplicación 
 Segmentos de clientes: 
 Usuarios con pocos conocimientos informáticos que deseen tener una 
página web de manera sencilla. 
 Usuarios con conocimientos estándar que precisen de una web de manera 
rápida. 
 Diseñadores gráficos que prefieran trabajar de manera visual sin 
necesidad de enfrentarse a las líneas de código 
Early adopters: Familiares, amigos, compañeros de trabajo y profesores. 
 Estructura de costes:  
 Mantenimiento de servidores 
 Mantenimiento y compra del dominio 
 Hosting 
 Publicidad 
 Fuentes de ingresos: 
 Crowdfunding 
 Asistencia y mantenimiento de las webs de los usuarios 
 Plan de revendedor de alojamiento web 
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4 Desarrollo 
4.1. Descripción General 
Para este apartado se ha seguido el estándar IEEE 830 de especificación de requisitos 
[IEEE, 2008]. 
4.1.1. Funciones del sistema 
La función principal de este sistema, como ya hemos comentado en puntos anteriores, 
es la creación de páginas web de manera dinámica. A continuación, detallaremos las 
funcionalidades del sistema de manera más específica. 
Se tratará de una aplicación web alojada en un dominio, accesible por cualquier persona 
desde cualquiera de los navegadores web y dispositivos. 
El sistema contará, en primer lugar, con una página de registro e inicio de sesión donde 
los usuarios podrán darse de alta y acceder al sistema de manera sencilla. Una vez 
iniciada sesión, los usuarios accederán a su dashboard desde el que podrán crear, editar 
y eliminar proyectos, así como cerrar sesión. 
El sistema tendrá una página de edición de proyectos a la que solo podrá accederse con 
la sesión iniciada. Además, para mejorar la seguridad, se mantendrá el tiempo de sesión 
y se actualizará cada vez que el usuario realice alguna acción. De este modo, si un 
usuario permanece inactivo durante mucho tiempo, su sesión será cerrada por motivos 
de seguridad. 
En la página de edición de proyectos, el usuario podrá añadir bloques de elementos 
predefinidos al lugar deseado mediante drag&drop. Los bloques predefinidos contarán 
con un título descriptivo y una previsualización de su apariencia. Estos bloques, una vez 
añadidos al lugar deseado, podrán ordenarse mediante unas flechas situadas en la 
esquina superior derecha de cada bloque. Además, el usuario podrá eliminar cualquier 
bloque que no desee que permanezca en su proyecto. 
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Los textos de estos bloques podrán modificarse con tan solo situarse sobre ellos. Además, 
podrán modificarse las siguientes características de los bloques de texto: tamaño de letra, 
interlineado, fuente, negrita, subrayado, tachado, cursiva, mayúsculas y orientación del 
texto. 
Las imágenes de estos bloques también podrán ser cambiadas con tan solo hacer clic 
sobre ellas. De este modo, el usuario podrá añadir sus propias imágenes de manera 
sencilla. 
En cuanto al color de los bloques, el usuario podrá arrastrar los colores, situados en un 
menú en la esquina inferior izquierda, al elemento deseado para cambiarlo. Gracias a 
esto, el usuario podrá modificar el color, tanto de letra como de fondo, de todos los 
elementos de su proyecto de manera fácil. 
Desde esta página de edición de proyecto, el usuario podrá también exportar su proyecto 
con tan solo pulsar un botón. El proyecto exportado se comprimirá en un archivo zip y 
contará con un fichero index.html con la estructura de su web, un fichero style.css con la 
personalización configurada y una carpeta uploads con las imágenes de su página web. 
El proyecto exportado será completamente libre de edición. 
Para poder ofrecer todas estas funcionalidades, se desarrollará una API REST con las 
llamadas necesarias para realizar las acciones detalladas. 
Por último, se desarrollará una web administrativa o cms desde el cual, el administrador 
podrá gestionar todo el contenido de la aplicación. Este cms contará con una pantalla de 
inicio de sesión de administradores y un panel principal desde el que se tendrá acceso a 
todas las funcionalidades. Los administradores podrán gestionar usuarios, proyectos, 
bloques predefinidos, elementos y colores. 
4.1.2. Características de los usuarios 
Este proyecto nace con la ambición de ofrecer la posibilidad de crear páginas web a un 
mayor número de personas. Por ello, las características de los usuarios a los que va 
destinado este sistema son muy amplias. 
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Cualquier usuario que tenga la intención, deseo o necesidad de desarrollar una página 
web, podrá hacerlo independientemente de su presupuesto y sus conocimientos 
informáticos. 
Por ello, el sistema está orientado a usuarios inexpertos en tecnología y a aquellos que 
no están familiarizados con las complejidades del desarrollo web. Asimismo, también 
podría ser una herramienta perfecta para aquellas personas que, en la creación de su 
web, prefieran trabajar de manera visual sin necesidad de enfrentarse a las líneas de 
código. 
4.1.3. Restricciones 
En primer lugar, debido a los altos costes de los hosts de altas prestaciones, se hará uso 
del servicio de hosting gratuito Hostinger, lo que podría afectar negativamente a la carga 
y velocidad de la web. 
Por otro lado, debido a los costes de los dominios, se empleará uno gratuito del cual no 
podremos ser propietarios. 
Por último, debido a que este proyecto es muy ambicioso en relación al tiempo del que 
se dispone para su desarrollo, se desarrollará un prototipo funcional y escalable, 
preparado para incluir posibles futuras implementaciones de manera sencilla. 
4.2. Análisis 
Para el desarrollo de la aplicación se lleva a cabo previamente un análisis de las 
diferentes herramientas utilizadas. 
4.2.1. JavaScript Puro vs. JQuery 
Centrándonos en el desarrollo del lado del cliente encontramos dos opciones destacadas: 
JavaScript Puro o jQuery. En primer lugar, vamos a describir cada una de ellas para 
poder escoger la mejor opción para este trabajo.  
JavaScript es un lenguaje de programación comúnmente usado como parte de los 
navegadores web. Su implementación permite interactuar con el usuario, controlar el 
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navegador, comunicarse de manera asíncrona y alterar el contenido del documento web 
que se muestra. 
jQuery, por su parte, es una librería gratuita y multiplataforma de JavaScript diseñada 
para simplificar la programación del lado de cliente para la manipulación de HTML. El 
enfoque modular de la biblioteca jQuery permite la creación de potentes páginas web 
dinámicas y aplicaciones web. Además, es la biblioteca de JavaScript más popular hoy 
en día, utilizada por más del 80% de los 10.000 sitios web más visitados. 
A primera vista, podría parecer que jQuery es la mejor opción para desarrollar una 
aplicación web ya que nos ofrece compatibilidad entre los diferentes navegadores y 
simplificación de operaciones complejas. Sin embargo, su uso también conlleva ciertos 
riesgos a tener en cuenta. Algunos de ellos son los siguientes: 
 Calidad del código – jQuery tiene una comunidad enorme y una curva de 
aprendizaje muy pequeña. Esta es la combinación perfecta para obtener como 
resultado una gran cantidad de plugins de código abierto mal escritos. 
 Ineficiencia – jQuery es muy fácil de escribir de manera ineficiente. Por ejemplo, 
emplear los each de jQuery en lugar de un bucle es innecesario y podría tener un 
impacto negativo en el rendimiento en muchos casos. 
 Código innecesario – jQuery es una biblioteca enorme. En la mayoría de los casos, 
tan solo vamos a utilizar un pequeño subconjunto de características cuando 
estamos cargando una gran cantidad de líneas de código.  
Ahora que hemos vistos los peligros de emplear jQuery, vamos a ver qué ventajas 
supone el uso de JavaScript puro frente al uso de esta librería.   
El beneficio más objetivo de utilizar JavaScript puro es un mejor rendimiento, emplear 
funciones de JavaScript siempre será más rápido que en jQuery. Otro beneficio es la 
mejora de la comprensión de lenguaje que se obtiene. Al final, siempre vamos a necesitar 
tener conocimiento acerca de JavaScript, ya que jQuery está basado en este lenguaje. 
Finalmente, como uno de los objetivos de este trabajo es poner en práctica y perfeccionar 
lo aprendido a lo largo de esta titulación, he decidido escoger la opción de JavaScript 
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puro. De este modo, podré mejorar mis conocimientos de este lenguaje y desarrollar una 
aplicación web con mejor rendimiento. 
4.2.2. Ventajas de PHP 
En cuanto al desarrollo del lado del servidor, he decidido emplear PHP para desarrollar 
la API debido a sus numerosas ventajas. 
PHP es un lenguaje de programación gratuito y de código abierto ampliamente utilizado 
para el desarrollo de páginas web dinámicas. Hoy en día es el módulo más popular para 
el servidor Apache, creciendo un 4% mensual sobre la totalidad de sitios de Internet, de 
acuerdo a las encuestas de Netcraft. (Netcraft, 2013) 
Esta popularidad creciente se debe, principalmente, a sus cuatro grandes características: 
velocidad, estabilidad, seguridad y simplicidad. (Santa María, 2014) 
 Velocidad: Rápido de desarrollar y asegura un tiempo de respuesta rápido. 
Además, está completamente escrito en C, por lo que se ejecuta rápidamente 
utilizando poca memoria. 
 Estabilidad: PHP utiliza su propio sistema de administración de recursos y 
dispone de un sofisticado método de manejo de variables, conformando un 
sistema robusto y estable. 
 Seguridad: PHP provee diferentes niveles de seguridad, configurables desde el 
archivo .ini. 
 Simplicidad: PHP posee una curva de aprendizaje muy baja. Usuarios con 
experiencia en C y C++ pueden utilizar PHP rápidamente. 
Versátil, eficiente, libre, multiplataforma y con una amplia documentación, PHP ha sido 
escogido como lenguaje de programación para el desarrollo de este trabajo. 
4.2.3. API REST 
Para el desarrollo del backend se contempla la posibilidad de desarrollar una API REST. 
A continuación, vamos a ver algunas de sus ventajas e inconvenientes para decidir si es 
una buena opción para este proyecto. 
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¿Qué es REST? 
REST es un tipo de arquitectura de desarrollo web que se apoya totalmente en el 
estándar HTTP. REST permite crear servicios y aplicaciones que pueden ser usadas por 
cualquier dispositivo o cliente que entienda HTTP. 
¿Qué es una API? 
Una API representa una interfaz de comunicación entre componentes software. Se trata 
de un conjunto de llamadas que ofrecen determinados servicios. 
Arquitectura de desarrollo basado en API REST 
El lenguaje del lado del cliente, en este caso JavaScript, es el que solicitará al servidor un 
recurso. El servidor y el cliente web se comunican en un formato de intercambio de 
información, como puede ser JSON. (Álvarez, 2014) 
 
Ilustración 5: Esquema de arquitectura basada en API REST 
Ventajas del desarrollo basado en REST 
 Separación cliente/servidor: Al ser sistemas independientes, si se necesita 
evolucionar alguna de las partes, se puede hacer de manera separada. 
 Independencia de tecnologías/lenguajes: Se puede desarrollar en cualquier tipo 
de tecnología o lenguaje. 
 Fiabilidad, escalabilidad y flexibilidad 
 Experiencia de usuario: En teoría, el desarrollo de sitios web basados en una API 
puede dar un desempeño mayor. 
 Portabilidad: Permite la portabilidad entre plataformas y lenguajes. 
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Puesto que este sistema tiene la ambición de ser completamente escalable y ser accesible 
desde una gran variedad de plataformas, se ha optado por desarrollar una API REST en 
PHP. 
4.2.4. Hosting y dominio 
Con el fin de hacer público este sistema web, se han estudiado los diferentes servicios de 
hosting y dominio gratuitos. 
Buscando entre las mejores opciones para proyectos personales con poco presupuesto 
encontramos Hostinger. Hostinger ofrece la posibilidad de usar su cuenta gratuita con 
límites de transferencia muy amplios y 2GB de espacio. Incluye un panel muy fácil de 
utilizar, un gestor de bases de datos y dos cuentas de email. Además, el servidor tiene 
soporte para PHP y usa bases de datos MySQL. (Hostinger, s.f.) 
Por otro lado, Hostinger no es un hosting muy rápido, tiene una velocidad de carga 
bastante baja y una disponibilidad mejorable. Esto es debido, en gran parte, a que no 
tiene servidores en España. 
Como podemos observar, Hostinger también posee bastantes desventajas. Sin embargo, 
debido a las características de su plan gratuito, se ha optado por emplearlo para el 
hosting de este proyecto. 
En cuanto al dominio, tras una exhaustiva búsqueda, se ha encontrado un proveedor de 
dominios gratuitos: Freenom, el primer proveedor de dominios exclusivamente 
gratuitos del mundo. (Freenom, s.f.) 
Puesto que Freenom facilita la construcción de sitios web de forma gratuita, se ha optado 
por su utilización para el registro del dominio. 
En este caso, el dominio escogido ha sido vowavi.tk. La extensión de TK fue etiquetada 
en 2013 como una de las extensiones de dominios más seguras del mundo, con más de 
20 millones de dominios. 
En cuanto a los derechos legales bajo este dominio, el registrante actúa como usuario del 
nombre de dominio, no como titular. 
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4.2.5. Posibles fuentes de ingresos 
Ahora que ya hemos estudiado las diferentes tecnologías, es hora de estudiar las posibles 
fuentes de ingresos para este sistema. 
Las fuentes de ingresos más habituales para las páginas web, son las siguientes: (Coto, 
2014) 
 Google Adsense: Es la plataforma más extendida a nivel internacional. Permite 
reservar espacios en la web orientados a la inserción de banners publicitarios que 
Google seleccionará automáticamente para buscar la mayor tasa de conversión 
en función de la temática de la web. Cada vez que un usuario haga clic en uno 
de esos anuncios, Google sumará entre 1 céntimo y 5 euros a la cuenta de 
ingresos. En este caso, esta opción no sería la más adecuada, ya que podría 
empeorar la experiencia del usuario. 
 Artículos patrocinados: Conforme la web vaya ganando visitas, se convertirá en 
un lugar interesante para los anunciantes. En este caso, podría tratarse de bloques 
de elementos para los proyectos de los usuarios con contenido (remunerado) de 
un determinado anunciante. 
 Venta de materiales: En algunos casos, puede ser una buena idea crear guías, 
plantillas o recursos profesionales que los usuarios puedan adquirir por un 
módico precio. En este caso, podría tratarse de guías sobre los patrones del 
diseño web o webs ya configuradas por un módico precio. 
 Canal en Youtube: Aunque no está vinculado directamente a la web, la 
realización de pequeños videoturiales, demostraciones o vídeos con la marca 
pueden ser una buena fuente de ingresos gracias a la publicidad que este servicio 
permite insertar en las visualizaciones. 
Otra opción para rentabilizar la web, sería ofrecer alojamiento para los clientes. Una 
forma sencilla y rentable de hacerlo sería comprando un plan de revendedor en una 
buena empresa de alojamiento web. Este método requiere un poco de aprendizaje, pero, 
una vez adquirido, es una fuente muy buena de ingresos pasivos. 
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En el caso de que no queramos comprar un plan de revendedor, también podemos 
ofrecer asistencia y mantenimiento web a nuestros clientes. De este modo, podremos 
ayudar a cada cliente de manera individual con transparencia y la infraestructura 
adecuada. 
Sin embargo, la fuente de ingresos que más podría ajustarse a la filosofía de este proyecto 
es el crowdfunding.  
El crowdfunding nace de los primeros proyectos de código abierto donde los 
desarrolladores ofrecían su trabajo de manera desinteresada. Más tarde, frente al éxito 
de sus proyectos y la necesidad de mantenerlos, empezaron a pedir donaciones. En ese 
momento, entre los creadores, que requerían de financiación, y los usuarios, que 
demandaban proyectos creativos, nacía el crowdfunding, la financiación colectiva, como 
una nueva opción para financiar los proyectos. (Universo Crowfunding, 2013) 
En la actualidad, cada vez existen más webs financiadas a través de esta técnica. Pero, 
¿cómo funciona realmente el crowdfunding? 
El emprendedor envía el proyecto a la web incluyendo una descripción, la cantidad 
necesitada, el tiempo de recaudación y las posibles recompensas para que los usuarios 
interesados en el proyecto puedan hacer la donación que deseen. 
Algunas de las plataformas crowdfunding más conocidas son Lánzanos (Lánzanos, s.f.), 
Verkami (Verkami, s.f.), Goteo (Goteo, s.f.), KickStarter (Kickstarter, s.f.) y Ulule (Ulule, 
s.f.). 
El Crowdfunding, según Javier Martín, director de Loogic (Loogic, s.f.), se basa en la 
idea de: 
Personas con dinero que confían en personas con ideas y juntos trabajan 
para sacar un proyecto adelante. 
Debido a su filosofía y a su creciente popularidad, el crowdfunding será la fuente de 
ingresos principal escogida para el desarrollo de este trabajo. 
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4.3. Metodología 
La duración estimada de este proyecto es de 6 meses. El primer mes se dedicará la 
investigación, especificación y diseño del proyecto, los cuatro meses siguientes se 
dedicarán al desarrollo del software y el último mes se dedicará al desarrollo de esta 
memoria. El último mes de los cuatro meses de desarrollo, se dedicará a solucionar 
cualquier error que pueda surgir, incluir mejoras, realizar el testeo y llevar a cabo las 
revisiones necesarias. 
En este tiempo, debería desarrollarse un prototipo completamente funcional que cumpla 
casi la totalidad de requisitos especificados. Por ello, se empleará una metodología ágil, 
lo que implica un diseño simple, una implementación ligera y funcional, e integración 
continua. 
Para elegir el marco de trabajo a usar en el desarrollo se han tenido en cuenta algunas de 
las características de las aplicaciones web: 
 Escalabilidad - La habilidad para manejar el crecimiento continuo del trabajo de 
manera fluida. 
 Interoperabilidad - La facilidad para comunicarse con diferentes protocolos e 
interfaces de datos. 
 Capacidad de prueba - La habilidad para medir el correcto funcionamiento del 
sistema y sus componentes mediante pruebas. 
4.4. Casos de Uso 
En este sistema encontramos dos roles diferenciados: Rol Usuario Administrador y Rol 
Usuario General. A continuación, se enumeran los diferentes casos de uso agrupados 
por rol de manera general: 
Casos de uso por rol Usuario General 
 Gestión de Sesiones: Registrarse, Autenticarse y Cerrar sesión. 
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 Gestión de Grupo de Elementos: Arrastrar grupo de elementos, Añadir grupo de 
elementos, Borrar grupo de elementos y Ordenar grupo de elementos. 
 Gestión de Proyectos: Crear proyecto, Borrar proyecto, Cambiar nombre 
Proyecto, Editar Proyecto y Exportar proyecto. 
 Gestión de Colores: Arrastrar color y Cambiar color elemento. 
 Gestión de textos: Editar texto y Cambiar propiedades 
 Gestión de imágenes: Subir imagen y Cambiar imagen elemento. 
Casos de uso por rol Usuario Administrador 
 Gestión de Sesiones: Autenticarse y Cerrar sesión. 
 Gestión de Grupo de Elementos: Crear grupo de elementos, Editar grupo de 
elementos, Borrar grupo de elementos, Ordenar grupo de elementos, Asignar 
elementos y Ordenar elementos. 
 Gestión de elementos: Crear elemento, Borrar elemento y Editar elemento. 
 Gestión de Proyectos: Listar Proyectos, Borrar proyecto y Exportar proyecto. 
 Gestión de Usuarios: Listar Usuarios y Borrar usuario 
 Gestión de Colores: Crear color, Editar color, Borrar color y Ordenar color. 
 Gestión de imágenes: Subir imagen, Cambiar imagen grupo de elementos y 
Eliminar imagen. 
En la ILUSTRACIÓN 8 se muestra el diagrama de casos de usos para la Gestión de Sesiones, 
Gestión de Proyectos y Gestión de Grupos de Elementos por parte de ambos roles. 
4.5. Especificación de Requisitos 
Tras la realización de diferentes mokckups, el análisis del proyecto y la especificación de 
los casos de uso, se han destacado los requisitos del sistema. 
4.5.1. Requisitos comunes de los interfaces 
Las interfaces de usuario deberán permitir ingresar toda la información necesaria y 
mostrar la información solicitada por el usuario o administrador en el momento que sea 
requerida. 
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Interfaces de usuario 
La interfaz de usuario debe ser clara e intuitiva con el fin de facilitar la interacción del 
usuario con el sistema. 
Para mejorar la usabilidad de la aplicación, se incluirán pequeños mensajes informativos 
(tooltips) que ayudarán al usuario a hacer un correcto uso de la misma. 
Además, se seguirá una guía de estilo para transmitir un sentimiento de concordancia 
en toda la web. Se empleará una paleta de colores complementarios para que no afecte 
a usuarios daltónicos. 
Interfaces de software 
Para la utilización de la aplicación será necesario un navegador web con conexión a 
internet. Además, el sistema será compatible con los diferentes navegadores web y 
dispositivos. 
Interfaces de comunicación 
Vowabi empleará protocolos de comunicación entre el sistema y la base de datos 
mediante un servidor gratuito, en el cual serán alojados la aplicación y la base de datos. 
4.5.2. Requisitos funcionales 
Tal y como se ha indicado en los casos de uso, disponemos de dos roles diferenciados: 
Rol de Usuario Administrador y Rol de Usuario General. De este modo, los 
identificadores de los requisitos que pertenezcan al Rol de usuario empezarán por U y 
los que pertenezcan al Rol de Administrador comenzarán por A. 
Identificación U-01 
Rol Usuario General 
Nombre Registrarse 
Descripción Desde la página principal de la aplicación el usuario podrá 
registrarse mediante un formulario de registro. 
Requisitos lógicos de 
la información 
Para registrarse será necesario introducir los campos de 
email, contraseña y repite contraseña en el formulario. 
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Identificación U-02 
Rol Usuario General 
Nombre Iniciar Sesión 
Descripción Desde la página principal de la aplicación el usuario podrá 
iniciar sesión mediante un formulario. 
Requisitos lógicos de 
la información 
Para iniciar sesión será necesario introducir los campos de 
email y contraseña en el formulario. 
 
Identificación U-04 
Rol Usuario General 
Nombre Crear Proyecto 
Descripción Desde el dashboard, el usuario podrá crear un nuevo proyecto 
indicando su nombre y una posible descripción. 
Cuando el proyecto sea creado correctamente aparecerá un 
mensaje informativo indicándolo. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-05 
Rol Usuario General 
Nombre Eliminar Proyecto 
Descripción Desde el dashboard, el usuario podrá eliminar cualquiera de 
sus proyectos previamente creados. 
Para proceder a la eliminación deberá confirmar un mensaje 
de alerta para evitar borrados accidentales.  
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-06 
Rol Usuario General 
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Nombre Cambiar nombre del proyecto. 
Descripción Desde el dashboard, el usuario podrá cambiar el nombre de 
cualquiera de sus proyectos. 
Cuando el proyecto sea cambiado correctamente aparecerá 
un mensaje informativo indicándolo. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-07 
Rol Usuario General 
Nombre Editar Proyecto 
Descripción El usuario podrá acceder a la página de edición de sus 
proyectos desde su dashboard. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-08 
Rol Usuario General 
Nombre Añadir grupo de elementos 
Descripción El usuario podrá añadir un grupo de elementos a la posición 
indicada de su proyecto desde el menú lateral de la página 
de edición de proyecto. 
Para añadir el grupo de elementos, el usuario deberá 
arrastrar dicho grupo a la posición desea mediante 
drag&drop. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-09 
Rol Usuario General 
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Nombre Cambiar color elementos 
Descripción El usuario podrá cambiar el color de un elemento empleando 
los colores del menú inferior izquierdo de la página de 
edición de proyecto. 
Para cambiar el color de un elemento, el usuario deberá 
arrastrar dicho color al elemento deseado mediante 
drag&drop. 
Se podrán cambiar tanto colores de fondo como colores de 
letra, dependiendo del tipo de elemento. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-010 
Rol Usuario General 
Nombre Ordenar grupo de elementos 
Descripción El usuario podrá cambiar el orden de los elementos del 
proyecto mediante unas flechas de ordenación situadas en la 
esquina superior derecha de cada grupo de elementos. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-011 
Rol Usuario General 
Nombre Eliminar grupo de elementos 
Descripción El usuario podrá eliminar cualquier grupo de elementos de 
su proyecto mediante un icono de eliminación situado en la 
esquina superior derecha de cada grupo de elementos. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
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Identificación U-012 
Rol Usuario General 
Nombre Editar textos 
Descripción El usuario podrá cambiar cualquier texto de los elementos. 
Para ello, tan solo deberá hacer clic en el texto deseado y 
escribir su contenido. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-013 
Rol Usuario General 
Nombre Subir imágenes 
Descripción El usuario podrá cambiar las imágenes de los elementos que 
las posean subiendo las suyas propias. Para ello, deberá 
hacer clic en la imagen que desee cambiar y subir la foto 
deseada. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-014 
Rol Usuario General 
Nombre Personalizar textos 
Descripción El usuario podrá personalizar los textos de los elementos 
mediante un cuadro de edición de textos. 
Las propiedades que se podrán personalizar son las 
siguientes: mayúsculas y minúsculas, negrita, cursiva, 
subrayado, tachado, tamaño de letra, interlineado, alineación 
del texto y fuente. 
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El cuadro de personalización de textos aparecerá cuando el 
usuario haga clic en el texto deseado y se situará en la parte 
superior del mismo. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-015 
Rol Usuario General 
Nombre Exportar Proyecto 
Descripción El usuario podrá exportar el proyecto que desee mediante un 
botón situado en la página de edición del mismo. 
Al pulsar este botón, se generará un archivo comprimido zip 
que contendrá el proyecto del usuario. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación U-016 
Rol Usuario General 
Nombre Cerrar sesión 
Descripción El usuario podrá cerrar sesión mediante un botón situado en 
la barra superior. 
Requisitos lógicos de 
la información 
El usuario deberá haber iniciado sesión previamente para 
realizar esta acción. 
 
Identificación A-01 
Rol Usuario Administrador 
Nombre Iniciar Sesión 
Descripción Desde la página principal del cms el usuario podrá iniciar 
sesión mediante un formulario. 
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Requisitos lógicos de 
la información 
Para iniciar sesión será necesario introducir los campos de 
email y contraseña en el formulario. 
 
Identificación A-02 
Rol Usuario Administrador 
Nombre Crear, editar, eliminar y ordenar grupos de elementos 
Descripción Desde el dashboard del cms el administrador podrá crear un 
nuevo grupo mediante un formulario con los campos 
nombre obligatorio y descripción opcional. 
Además, podrá eliminar grupos de elementos y ordenar y 
editar los existentes. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-03 
Rol Usuario Administrador 
Nombre Añadir, editar, borrar y ordenar colores. 
Descripción Desde el dashboard del cms el administrador podrá añadir un 
nuevo color mediante un formulario con los campos Nombre 
y Valor. 
Además, podrá borrar cualquier color del sistema y ordenar 
y editar los colores ya añadidos. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-04 
Rol Usuario Administrador 
Nombre Ver y eliminar usuarios 
Descripción Desde el dashboard del cms el administrador podrá ver un 
listado de usuarios y eliminarlos de la base de datos. 
55 
 
Antes del borrado se mostrará un mensaje de confirmación 
para evitar borrados erróneos. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-05 
Rol Usuario Administrador 
Nombre Añadir, eliminar y editar elementos 
Descripción Desde el dashboard del cms el administrador podrá crear un 
nuevo elemento mediante un formulario con los siguientes 
campos: Nombre, CSS, CSS 768, CSS 1024, HTML y JS. 
Además, podrá eliminar elementos y editar los existentes. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-06 
Rol Usuario Administrador 
Nombre Asignar y ordenar elementos en grupos de elementos 
Descripción Desde la página de un grupo de elementos del cms, el 
administrador asignar elementos ya existentes a este grupo o 
crear uno nuevo.  
El administrador siempre deberá indicar el orden de estos 
elementos en el grupo y su elemento padre para organizar 
los bloques de elementos. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-07 
Rol Usuario Administrador 
Nombre Ver y eliminar proyectos 
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Descripción Desde el dashboard del cms el administrador podrá ver un 
listado de los proyectos de los usuarios y eliminarlos de la 
base de datos. 
Antes del borrado se mostrará un mensaje de confirmación 
para evitar borrados erróneos. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-08 
Rol Usuario Administrador  
Nombre Subir imágenes 
Descripción El administrador podrá subir sus propias fotos y asignarlas a 
los grupos de elementos.  
La subida de estas imágenes se hará desde la página de cada 
grupo de elementos en el cms. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
Identificación A-09 
Rol Usuario Administrador 
Nombre Cerrar sesión 
Descripción El administrador podrá cerrar sesión mediante un botón 
situado en la barra superior. 
Requisitos lógicos de 
la información 
El administrador deberá haber iniciado sesión previamente 
para realizar esta acción. 
 
4.5.3. Requisitos no funcionales 
Rendimiento 
El usuario no deberá esperar largos periodos de tiempo a la hora de realizar operaciones. 
El rendimiento del sistema dependerá de la velocidad de conexión del usuario. 
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Seguridad 
Ningún usuario podrá ver los datos personales de otro usuario y en cada operación 
crítica, como eliminar o exportar un proyecto, se comprobarán exhaustivamente los 
datos del usuario. 
Para mejorar la seguridad se mantendrá un tiempo de sesión que se irá actualizando 
cada vez que el usuario realice una petición. Todas las peticiones a la base de datos 
tendrán un encabezado de autorización. 
Fiabilidad 
La interfaz de la aplicación será muy intuitiva y evitará que los usuarios introduzcan 
información errónea involuntariamente. Los usuarios deben sentirse cómodos al utilizar 
la aplicación. 
Disponibilidad 
El sistema estará disponible el 98% del tiempo. El resto del mismo será utilizado para 
mantener la base de datos y reparar los posibles errores que aparezcan. Cualquier 
cambio significativo de la web se realizará en las horas de menos tráfico web. 
Mantenibilidad 
El sistema se mantendrá semanal/mensualmente (según las necesidades) por uno o 
varios administradores. 
Algunas de las tareas de mantenimiento serán realizadas automáticamente de manera 
programada. Se realizarán limpiezas de caché diarias, copias de seguridad semanales y 
limpieza de archivos que no se están empleando. 
Portabilidad 
Será necesario emplear un navegador web con conexión a internet para poder utilizar la 
aplicación web. 
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4.6. Diseño de Arquitectura 
A la hora de diseñar la arquitectura del sistema, se han tenido en cuenta los siguientes 
aspectos generales en las arquitecturas web: 
Escalabilidad 
La escalabilidad es la característica principal de las aplicaciones web. Toda aplicación 
web debe ser capaz de responder a un posible incremento del número de usuarios. Por 
ello, es importante el correcto dimensionamiento de la aplicación y la adaptabilidad del 
sistema ante el posible incremento de demanda. (Universidad de Oviedo) 
Tal como hemos comentado en el punto 4.2.3, se ha optado por el desarrollo de una API 
REST, en gran parte, por la escalabilidad que ofrece. REST ofrece esta escalabilidad como 
resultado de una serie de diseños fundamentales: 
 Un protocolo cliente/servidor sin estado  
 Un conjunto de operaciones bien definidas que se aplican a todos los recursos de 
información. HTTP define un conjunto pequeño de operaciones donde las más 
importantes son POST, GET, PUT y DELETE. 
 Una sintaxis universal para identificar los recursos 
 El uso de hipermedios, tanto para la información de la aplicación como para las 
transiciones de estado de la aplicación 
Separación de responsabilidades 
Otro aspecto importante en las arquitecturas web es la separación de responsabilidades, 
distintas responsabilidades no deben ser delegadas en la misma clase. Esta es la premisa 
base para la separación de capas. 
Hoy en día, la mayoría de arquitecturas web se basan en el diseño de aplicaciones tres 
capas: Capa de presentación, Capa de negocio y Capa de persistencia. Sin embargo, un 
servicio web sin estado como REST puede descomponerse en dos conjuntos de 
responsabilidades como una separación de alto nivel que aclara cómo puede mantenerse 
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un servicio sin estado: Responsabilidad del servidor y Responsabilidad del cliente de la 
aplicación. 
Esta colaboración entre el cliente y el servidor es esencial en los servicios web REST y, 
además, mejora el rendimiento, ahorrando ancho de banda y minimizando el estado de 
la aplicación en el servidor. 
 
Ilustración 6: Separación lógica y física de la interfaz de usuario 
Portabilidad 
Una aplicación web debe poder adaptarse a las distintas arquitecturas físicas posibles en 
el despliegue.  
El protocolo REST separa totalmente la interfaz de usuario del servidor y el 
almacenamiento de datos, lo que mejora notablemente la portabilidad de la interfaz a 
otro tipo de plataformas y permite que los distintos componentes de los desarrollos se 
puedan evolucionar de forma independiente. 
Gestión de la sesión del usuario 
Otro aspecto muy delicado en el desarrollo del sistema es gestión del usuario, la 
caducidad de la información y el refresco de datos. 
En sistemas como REST, sin estado, la técnica más común es la autenticación sin estado 
con tokens. El usuario se autentica en nuestra aplicación con un nombre de usuario y 
contraseña. A partir de entonces, cada petición HTTP que haga el usuario va 
acompañada de un token en la cabecera. Este token no es más que una firma cifrada que 
permite a nuestra API identificar al usuario. Este token se almacena en el lado del cliente 
(por ejemplo, en localStorage o sessionStorage) y la API es la que se encarga de descifrar 
ese token y redirigir el flujo de la aplicación en un sentido u otro. (Azaustre, 2015) 
Cliente
•Presentación y negocio
Servidor
•Negocio y acceso a datos
60 
 
Esta es la técnica escogida para el desarrollo de este sistema, ya que, al no utilizar cookies 
para almacenar la información del usuario, añade más seguridad a la aplicación. De este 
modo, podemos evitar ataques CSRF (Cross-Site Request Forgery) que manipulen la 
sesión. Además, para añadirle una capa extra de seguridad, haremos que el token expire 
después de cierto tiempo de inactividad. 
Aplicación de patrones de diseño 
La aplicación de patrones de diseño acelera el desarrollo de software y facilita el 
mantenimiento de la aplicación. Además, es una solución válida para problemas 
habituales. 
Teniendo en cuenta todos estos aspectos esenciales de las aplicaciones web, tal como 
comentábamos en el punto 4.2.3, se ha optado por el desarrollo de una API REST debido 
a su fiabilidad, escalabilidad, flexibilidad y portabilidad. De este modo, la arquitectura 
de este sistema constará de dos partes completamente diferencias, parte servidor y parte 
cliente, que se comunicarán entre ellas mediante peticiones AJAX a la API REST. 
 
Ilustración 7: Arquitectura del sistema 
4.7. Modelo de Datos 
El modelo de datos escogido para almacenar la información de la aplicación es el modelo 
relacional con MySQL. 
En primer lugar, se ha escogido el lenguaje MySQL debido a sus principales ventajas: 
 Es de código abierto 
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 Velocidad al realizar las operaciones 
 Bajo coste en requerimientos, ya que gracias a su bajo consumo puede ser 
ejecutado en una máquina con pocos recursos. 
 Facilidad de configuración e instalación 
 Baja probabilidad de corromper datos 
Su conectividad, velocidad y seguridad hacen de MySQL una opción muy apropiada 
para acceder a bases de datos en internet y, por tanto, una buena opción para el 
desarrollo de este trabajo. 
Por otro lado, en el modelo relacional todos los datos son almacenados en relaciones, y, 
como cada relación es un conjunto de datos, el orden en el que estos se almacenen no 
tiene relevancia. Esto tiene la ventaja de que es más fácil de entender y utilizar por un 
usuario inexperto. La información puede ser recuperada o almacenada por medio de 
consultas que ofrecen una amplia flexibilidad. 
Este modelo considera la base de datos como una colección de relaciones. De manera 
simple, una relación representa una tabla que no es más que un conjunto de filas, cada 
fila es un conjunto de campos y cada campo representa un valor que, interpretado, 
describe el mundo real. (Wikipedia, 2016) 
En este caso, se ha escogido este modelo, además de por lo comentado, por las siguientes 
ventajas que ofrece: 
 Provee herramientas que garantizan evitar la duplicidad de registros. 
 Garantiza la integridad referencial. De este modo, al eliminar un registro, elimina 
todos los registros relacionados dependientes. 
 Favorece la normalización por ser más comprensible y aplicable. 
Según Thomas H. Grayson, un buen diseño de base de datos debe poseer siempre las 
siguientes cualidades: (Campus MVP, 2014) 
 Reflejar la estructura del problema en el mundo real. 
 Ser capaz de representar todos los datos esperados, incluso con el paso del 
tiempo. 
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 Evitar el almacenamiento de información redundante. 
 Mantener la integridad de los datos a lo largo del tiempo. 
 Ser claro y coherente. 
Tratando de seguir estas pautas, se ha llevado a cabo el diseño e implementación de este 
modelo en la aplicación. En la ILUSTRACIÓN 9 se muestra el modelo Entidad-Relación del 
proyecto. 
 
Ilustración 8: Diagrama de casos de uso 
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Ilustración 9: Modelo Entidad-Relación 
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5 Implementación  
5.1. Software 
En primer lugar, para el diseño del logotipo y el favicon se ha utilizado Adobe Illustrator 
(Illustrator, s.f.) con el fin de obtener una imagen vectorial. Gracias a esto, obtenemos 
una imagen completamente escalable que posee una resolución infinita. Además, la 
imagen puede ser editada de manera sencilla, siempre y cuando se mantenga su formato 
vectorial. 
Para el desarrollo del vídeo promocional de la aplicación se ha empleado Adobe 
AfterEffects (After Effects, s.f.) para la composición y animación de los elementos del 
vídeo, y Adobe Photoshop (Photoshop, s.f.) para la edición de los diferentes elementos 
de la composición. 
Estos tres últimos programas forman parte del pack de Adobe, un software propietario 
de pago. Por ello, para poder emplearlos, se ha hecho uso de una licencia profesional de 
mi lugar de trabajo. 
Como herramienta para la gestión de la base de datos se ha escogido HeidiSQL 
(HeidiSQL, s.f.) por su gran variedad de opciones, por su sencillez y por ser libre y de 
código abierto. Este programa permite navegar y editar los datos, crear y editar tablas, 
vistas, procedimientos, triggers y eventos programados. Además, puede exportar la 
estructura y los datos, ya sea en archivos SQL, portapapeles o en otros servidores. 
Para el desarrollo del sistema en local, se ha escogido el entorno de desarrollo XAMPP 
(XAMPP, s.f.). XAMPP es una distribución de Apache completamente gratuita y fácil de 
instar que contiene MariaDB, PHP y Perl. Se ha escogido este entorno por ser 
multiplataforma y por ser increíblemente fácil de instalar y utilizar. 
Como editor de textos para la escritura del código se ha empleado Sublime Text 3 
(Sublime, s.f.) debido a la gran cantidad de plugins que ofrece y las facilidades que aporta 
a la hora de programar código organizado y limpio. 
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En cuanto al CSS, se ha empleado el programa Prepros (Prepros, s.f.) como pre-
procesador de texto para compilar los archivos de SASS. Este programa es muy sencillo 
de instalar y emplear, ya que compila de manera automática el archivo style.css cada vez 
que se realiza alguna modificación en un fichero de SASS con la extensión scss. 
Como host, se ha escogido el servicio de Hostinger (Hostinger, s.f.), tal y como se ha 
comentado en el punto 4.2.4, por las características que ofrece su plan gratuito. 
Por último, para la conexión con el servidor se ha empleado el cliente FTP Filezilla 
Client (FileZilla, s.f.) que posee las herramientas para realizar las transferencias de 
archivos a través del protocolo de red FTP. Se escogido esta opción por su facilidad de 
uso y por estar considerada como una de las mejores aplicaciones de este campo. 
5.2. Tecnologías 
5.2.1. Frontend (Cliente) 
Tras el estudio previo de las tecnologías, detallado en el punto 4.2, vamos a especificar 
y describir cuáles son las escogidas para el desarrollo de este trabajo haciendo referencia, 
en algunos casos, a este análisis previo. 
HTML5 y CSS3 
Estas dos tecnologías son fundamentales en el desarrollo de cualquier sitio web. Por un 
lado, con HTML5 construiremos el esqueleto de la web y, con CSS, le daremos el estilo y 
la apariencia deseados. 
Se ha hecho uso de la validación de formularios que ofrece HTML5 y se ha maquetado 
siguiendo la estructura idónea para un sitio web, haciendo siempre uso de las nuevas 
etiquetas que este nuevo estándar nos ofrece. 
Se ha empleado la técnica de mobile first con el objetivo de ofrecer una web 
completamente responsive. Mobile first es una técnica que consiste en diseñar pensando 
en los dispositivos móviles en primer lugar. Esta técnica es muy útil y hace que la 
maquetación se mucho más sencilla y dinámica. Es mucho más fácil comenzar por una 
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pantalla pequeña donde caben pocos elementos e ir agregando cosas a medida que van 
cabiendo, que comenzar por pantallas grandes e ir eliminando elementos que no 
sabremos dónde colocar. 
En este caso, no se ha empleado ningún framework para evitar la inclusión de código 
innecesario y poder desarrollar de manera más óptima la estructura de la aplicación web. 
SASS 
Con el fin de hacer el maquetado mucho más rápido, sencillo y refactorizable se ha optado 
por la utilización de SASS, un preprocesador de CSS.  
Una de las ventajas que nos ofrece el uso de este preprocesador es la organización del 
CSS y la posibilidad de hacerlo más modular. SASS (SASS, s.f.) permite crear varios 
archivos .scss y luego compilarlos todos en un solo .css. 
Otro de los grandes beneficios de SASS es la posibilidad de anidar los selectores de CSS 
unos dentro de otros, para así, no tener que repetir una y otra vez la clase del selector 
principal cada vez que queremos darle estilo a alguno de sus hijos. 
Además, SASS permite la declaración de variables, lo que resulta extremadamente útil a 
la hora de mantener una línea de estilo en toda la web. 
Por último, SASS ofrece la posibilidad de incluir mixins, es decir, grupos de declaraciones 
CSS que podremos emplear en cualquier parte de nuestro código. Esto resulta muy útil, 
por ejemplo, para definir los prefijos de los diferentes navegadores en ciertas reglas CSS, 
como por ejemplo flex. 
JavaScript 
Tal y como hemos comentado en el punto 4.2.1, el proyecto ha sido desarrollado 
íntegramente con JavaScript puro con el objetivo de mejorar el rendimiento de la 
aplicación y mejorar los conocimientos acerca de este lenguaje. 
De este modo, podremos ofrecer una mejor experiencia de usuario, evitando largas 
esperas y la posible frustración y abandono de la web por parte del usuario. 
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Librerías 
A pesar de no utilizar el framework de jQuery por las razones comentadas, sí que se han 
empleado algunas otras librerías para mejorar la experiencia del usuario y ofrecer 
funcionalidades demasiado complejas de desarrollar para un proyecto de estas 
cualidades. 
En primer lugar, se ha utilizado el plugin NiceScroll (NiceScroll, s.f.) para incluir barras 
de scroll personalizadas en la web, compatibles con todos los dispositivos y navegadores. 
Es muy fácil de emplear y ofrece barras de desplazamiento con mucho estilo sin ocupar 
la ventana principal lo que, en algunos casos, resulta incómodo para el usuario. 
Por otro lado, para mejorar la experiencia de usuario y ofrecer un feedback en las 
operaciones importantes, se ha incluido la librería de alertas personalizadas SweetAlert 
(SweetAlert, s.f.). Esta librería es compatible con todos los navegadores y funciona en 
cualquier resolución de pantalla. Es muy útil a la hora de mostrar mensajes de error, 
confirmación o alerta al usuario de manera sencilla. 
Para la inclusión de iconos en la aplicación web de manera sencilla, se ha empleado 
Fontello (Fontello, s.f.), un servicio que emplea webfonts para mostrar iconos. La ventaja 
principal de emplear un servicio como este es que las fuentes son vectores, por lo que no 
se produce pixelado en resoluciones mayores. Además, posee un amplio soporte de 
navegadores. 
Por último, para la exportación de los proyectos de los usuarios, se ha empleado una 
librería de JavaScript llamada JSZip (JSZip, s.f.), que se encarga de crear ficheros 
comprimidos zip con una API muy fácil de usar. Tiene soporte en los navegadores 
principales y nos permite exportar de manera organizada, en carpetas, el proyecto del 
usuario en un fichero comprimido. 
5.2.2. Backend (Servidor) 
Como ya hemos comentado en puntos anteriores, para la parte del servidor se ha 
desarrollado una API REST en PHP y un modelo de datos relacional con MySQL. A 
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continuación, detallaremos cada uno de ellos y recordaremos por qué se han elegido 
estas tecnologías para el desarrollo del proyecto. 
API REST en PHP 
Después de barajar diversos lenguajes para desarrollar el backend de la aplicación, 
finalmente se eligió PHP debido a las ventajas que ofrece, tal como comentamos en el 
punto 4.2.2 de este documento.  
Además de ser el lenguaje más utilizado para el desarrollo web, es uno de los lenguajes 
más potentes y flexibles, pudiendo ser utilizado en la mayoría de los servidores web y 
sistemas operativos. Además, PHP está publicado bajo licencia de software libre, por lo 
que no supone ningún coste. 
Se ha desarrollado también una API REST empleando este lenguaje por su fiabilidad, 
escalabilidad, flexibilidad y portabilidad, tal como analizábamos en el punto 4.2.3. 
MySQL 
Para la base de datos, se utiliza el sistema de gestión relacional MySQL, ya que es uno 
de los sistemas más utilizados y con mayor documentación para el desarrollo web. Se ha 
escogido este sistema por sus numerosas ventajas, detalladas en el punto 4.7 del presente 
documento. 
5.3. Desarrollo del proyecto 
Ahora que ya conocemos el contexto, los requisitos, las tecnologías y los objetivos 
principales de este trabajo, es el momento de detallar cómo se ha llevado a cabo desde 
su especificación hasta la culminación del prototipo funcional. 
5.3.1. Nombre del proyecto 
En primer lugar, era necesario encontrar un nombre que describiera la ambición de este 
trabajo. Un nombre que pudiera transmitir todo lo que este proyecto pretende llegar a 
ser. 
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Tras muchos quebraderos de cabeza, se toparon en mi camino una serie de expresiones 
extranjeras cuyo significado no puede ser traducido en nuestra lengua empleando una 
sola palabra. A partir de dos de estas expresiones es de donde surge el nombre de 
Vowabi. 
En primer lugar, la primera sílaba de este curioso nombre viene dada por la expresión 
alemana Vorfreude. Esta expresión podría traducirse del siguiente modo:  
“Sentimiento al pensar y saber que va a suceder algo bueno.” 
Esta expresión podría entenderse como esa ilusión previa que sentimos antes de 
comenzar algo por lo que estamos realmente motivados, a ese sentimiento de que vamos 
a ponerle tanto empeño a algo, que es imposible que salga mal. Como Vowabi nace de 
esa ilusión de poder hacer llegar el mundo web a un mayor número de personas, me 
resultó una palabra idónea para formar la primera sílaba del nombre de este proyecto. 
Las dos últimas sílabas de este nombre provienen de la expresión japonesa Wabi, la cual 
podría traducirse del siguiente modo: 
“Un detalle imperfecto que crea un conjunto elegante.” 
Esta expresión me recordó a la filosofía de este proyecto: construir a partir de pequeñas 
partes sencillas un conjunto web más complejo y, a la vez, elegante. 
5.3.2. Logotipo y Favicon 
Una vez quedó claro el nombre del proyecto, era el momento de diseñar un logotipo 
acorde a la idea que Vowabi quería transmitir. 
Primero, se realizaron algunos bocetos a mano alzada y, cuando se alcanzó una idea más 
sólida, se pasó a diseñarlo empleando el programa Adobe Illustrator, con el fin de 
obtener un logotipo vectorial. 
El logo debía estar formado por los colores corporativos y, a la vez, transmitir la filosofía 
del proyecto. Finalmente, el logotipo quedó del siguiente modo: 
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Ilustración 10: Logotipo 
Con esta geometría, el logotipo de Vowabi intenta transmitir una sensación de 
organización, como la pieza que encaja en un todo. Tratando de evocar al conjunto 
organizado que los usuarios podrán crear a partir de pequeñas piezas que encajen a la 
perfección en su proyecto web. 
Para el diseño del favicon, se ha incluido el logotipo del sistema en una forma circular 
más oscura. De este modo, conseguimos resaltar el logotipo y permitir que la imagen 
pueda distinguirse de manera sencilla, aunque su tamaño sea muy reducido. 
  
Ilustración 11: Favicon 
5.3.3. Colores 
Otro aspecto muy importante en cualquier sitio web son los colores que la componen. 
Cuando se crea un sitio web, es importante seleccionar una correcta paleta cromática 
para comunicar eficazmente el mensaje, crear conciencia de marca y alcanzar a nuestra 
audiencia. 
El esquema de colores de una página web puede ser una herramienta muy eficaz para 
lograr que los visitantes se sientan cómodos e interactúen con el sistema. Asimismo, una 
paleta de colores errónea puede hacer que el visitante abandone el sitio web. 
Una página web debe ser atractiva y convencer a los usuarios a primera vista. Por ello, 
los colores de una web deben transmitir armonía para que el diseño resulte efectivo y 
esté equilibrado. 
Se ha optado por elegir tonos fríos para transmitir una sensación de elegancia y 
serenidad. Además, el color principal es el azul, ya que se trata de un color neutro, 
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orientado a cualquier sexo o edad. Aunque el azul es un color frio, también implica 
calma. Es el color más fácil de recordar y el que a más personas gusta. 
Otro aspecto muy importante es mantener la paleta de colores en todo el sitio web para 
darle uniformidad y sentido. Por ello, se ha tratado de mantener en todo momento esta 
paleta de colores en las diferentes pantallas de la aplicación web. 
Además, se ha seguido una norma muy estandarizada en el actual mundo del diseño 
web: no pasar de tres, o incluso dos, tonos diferentes de colores. De este modo, la paleta 
que ha sido utilizada para dar estilo a la web ha sido la siguiente: 
 
Ilustración 12: Paleta de colores 
5.3.4. Estructura del proyecto 
El proyecto ha sido estructurado de la manera más organizada posible para poder 
navegar por el mismo de manera fácil y poder encontrar archivos y directorios de 
manera lógica. 
En la carpeta raíz del proyecto se encuentran todas aquellas páginas que contienen el 
HTML del proyecto. Aquí encontramos además los ficheros .htaccess y robots.txt. 
En una carpeta llamada include, se encuentran todos aquellos trozos de código HTML 
que pueden ser usados más una vez en las distintas páginas del sitio. Por ejemplo, aquí 
encontramos la cabecera y el pie de la página. 
En la carpeta css encontramos el archivo .css que genera la compilación de SASS 
mediante Prepros. Además, se incluyen los ficheros necesarios para el uso de Fontello. 
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En la carpeta img encontramos todas las imágenes empleadas en la web, como son los 
fondos, el logo del sistema o el favicon. Encontramos también una carpeta llamada 
uploads donde se guardarán las imágenes subidas por los usuarios. 
En la carpeta js encontramos los ficheros JavaScript de la aplicación. Se ha optado por 
separar cada funcionalidad específica en un fichero separado con el fin de conseguir una 
mejor organización. En esta carpeta encontramos también las librerías comentadas 
anteriormente: SweetAlert, NiceScroll y JSZip. 
En la carpeta rest se encuentra la API REST del sistema. En la raíz de la misma 
encontramos su fichero de configuración, el .htaccess y un fichero con funciones 
comunes. Además, este directorio se encuentra compuesto por tres carpetas más, cada 
una de ellas correspondientes al tipo de llamada: POST, GET o DELETE. 
Encontramos además una carpeta cms, donde se encuentra la parte del administrador. 
Esta carpeta sigue la misma estructura que la detallada hasta el momento, como si se 
tratara de un proyecto completamente independiente al sistema. 
Finalmente, encontramos la carpeta sass. En la raíz de la misma se encuentra el fichero 
style.scss, en el que se importan todos los archivos .scss del proyecto. En la carpeta config 
encontramos el archivo _functions.scss, compuesto por las funciones y mixins con los que 
SASS permite trabajar. El archivo _variables.scss también es muy importante, ya que en 
él se definen todas las variables que serán empleadas a lo largo del código, como colores 
o fuentes. En la carpeta modules se encuentran todos los archivos .scss que contienen las 
reglas de estilo para cada una de las páginas. La carpeta mediaquerys se comporta de la 
misma manera que la de modules, pero con la diferencia de que escogemos en qué media 
query deseamos dar estilo. Finalmente, la carpeta ui contiene archivos en los que se 
definen el estilo de ciertos elementos comunes a la interfaz del usuario, como botones o 
campos de formulario. 
5.3.5. Desarrollo del proyecto por iteraciones 
A continuación, vamos a detallar todas y cada una de las funcionalidades del sistema 
desarrolladas separadas por iteraciones. 
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Iteración 1: Configuración del proyecto 
El primer paso llevado a cabo fue la búsqueda, descarga e instalación de todos los 
programas necesarios para el desarrollo del proyecto. Una vez instalados y configurados 
todos estos programas, se llevó a cabo la organización de carpetas descrita en el punto 
anterior. 
Una vez creados todos los ficheros necesarios para el proyecto, se procedió a configurar 
el .htaccess para ocultar las extensiones de los ficheros en la URL y configurar una página 
de error personalizada. 
Para conseguir ocultar las extensiones de los ficheros PHP, se han incluido las siguientes 
líneas: 
IndexIgnore */* 
RewriteEngine On 
RewriteCond %{REQUEST_FILENAME} !-f 
RewriteRule ^([^\.]+)$ $1.php [NC,L] 
Además, se ha configurado una página de error personalizada a la que se llegará cuando 
el sistema no pueda encontrar la página solicitada, para ello se incluye la siguiente línea 
en el fichero .htacces: 
ErrorDocument 404 /404.php 
Una vez configurado este fichero, se crearon los bloques de HTML comunes a las 
diferentes pantallas de la aplicación: la cabecera head.php y el pie foot.php. 
En la cabecera se establecen las diferentes etiquetas meta, se asigna el favicon, se incluye 
la fuente principal de la aplicación web y se incluye el CSS general. Además, se añaden 
las inclusiones necesarias para las diferentes librerías: SweetAlert, NiceScroll, JSZip y 
Fontello. Por otro lado, en el pie se añade la inclusión al fichero JavaScript principal 
main.js. 
Por último, para mantener un control de versiones del sistema se instaló Git (Git, s.f.) y 
se creó un repositorio, primero local y, más tarde, remoto en Bitbucket (Bitbucket, s.f.). 
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Iteración 2: Configuración del host y el dominio 
Una vez configurado el proyecto, era el momento de darse de alta en el servicio de host 
y registrar el dominio. 
En primer lugar, se creó una cuenta en el servicio de dominios gratuitos Freenom 
(Freenom, s.f.) y se registró el dominio Vowabi.tk, del cual solo seremos usuarios, no 
propietarios, como ya hemos comentado anteriormente. Este dominio tiene una fecha de 
caducidad de un año, fecha a partir de la cual será necesario pagar por su 
mantenimiento. 
 
Ilustración 13: Panel de gestión de dominio Freenom 
Una vez registrado el dominio, se creó una cuenta en el servicio de host Hostinger. Una 
vez creada la cuenta se asignó el dominio, antes creado, a esta nueva aplicación. Tras 
esto, se dio de alta una base de datos MySQL y se configuró haciendo uso del servicio 
de phpMyAdmin que proporciona Hostinger. Una vez configurada la base de datos, 
con la ayuda del programa Filezilla Client, se realizó la primera subida de contenido a 
la web. 
Por último, para que todo funcionara correctamente, faltaba cambiar la dirección a la 
que apuntaba el dominio. Para ello, se accedió a los detalles de DNS en el panel de 
Hostinger y se configuraron en el panel de Freenom. De este modo, ya teníamos una 
aplicación funcionando en nuestro dominio. 
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A partir de este momento, todos los cambios realizados en local, eran subidos al host, 
siempre con la ayuda del repositorio para llevar en todo momento un control de 
versiones actualizado. 
Iteración 3: Modelo de datos 
En el punto 4.7 de este documento hemos descrito el modelo de datos que se iba a 
desarrollar y su modelo entidad-relación. A continuación, detallaremos de manera más 
específica cada una de las tablas de este modelo de datos y su función principal en el 
sistema. 
En primer lugar, encontramos la tabla usuario en la que se almacenarán todos los 
usuarios del sistema, tanto administradores como usuarios generales. 
usuario 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
Email VARCHAR (100) Email del usuario. 
Password VARCHAR (20) Contraseña del usuario. 
Nombre VARCHAR (50) Nombre del usuario. 
Clave VARCHAR (35) 
Este será el token que se use en las peticiones para 
realizar la gestión de la sesión del usuario. 
Tiempo TIMESTAMP 
Tiempo de sesión del usuario. Será empleado para 
controlar el tiempo de inactividad del usuario. 
Admin TINYINT (1) 
Este valor será igual a 1 cuando el usuario sea un 
administrador. 
 
Después, encontramos la tabla proyecto en la que se irán almacenando todos los 
proyectos que el usuario cree.  
proyecto 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
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idUsuario INT (11) 
Clave ajena que apunta hacia la tabla usuario. 
Este campo marcará el usuario propietario de ese 
proyecto. 
Nombre VARCHAR (250) Nombre del proyecto. 
Descripción VARCHAR (250) Descripción del proyecto. 
FechaCreacion TIMESTAMP Fecha de creación del proyecto. 
 
Para la gestión de los colores, tenemos la tabla color, la cual será empleada para mostrar 
los colores disponibles para los usuarios en el sistema. 
color 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
Nombre VARCHAR (250) Nombre del color. 
Valor VARCHAR (7) Valor Hexadecimal del color. 
Orden INT (11) 
Este campo servirá para definir el orden de 
aparición de los colores en el sistema. 
 
Por otro lado, para la gestión de las imágenes subidas por los usuarios, tenemos la tabla 
imagen. Esta tabla será de gran utilidad a la hora de limpiar las imágenes que no estén 
siendo empleadas en ningún proyecto. 
imagen 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
Nombre VARCHAR (250) Nombre de la imagen. 
Fichero VARCHAR (250) URL de la imagen desde el sistema. 
FicheroCMS VARCHAR (250) URL de la imagen desde el CMS. 
 
Para la definición de los grupos de elementos predefinidos intervienen varias tablas. En 
primer lugar, está la tabla elemento, en la que se definirán cada uno de los elementos 
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que formarán los grupos. Esta tabla elemento está relacionada con las tablas html, para 
la definición de su estructura HTML, css, para la definición de su estilo CSS, y js, para 
la definición de su código JavaScript asociado. Con estas cuatro tablas podremos definir 
cada uno de los elementos que conforman los grupos de elementos predefinidos, 
definidos en la tabla grupo. Ahora bien, para relacionar estos elementos con los 
diferentes grupos existe una tabla de suma importancia llamada grupo_elemento. En 
ella, se definen los elementos que pertenecen a cada grupo, qué elemento es contenedor 
de otro elemento y el orden de estos elementos dentro del grupo. A continuación, 
veamos cada una de estas tablas por separado: 
grupo 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
Nombre VARCHAR (250) Nombre del grupo de elementos. 
Descripcion VARCHAR (250) Descripción del grupo de elementos. 
Orden INT (11) 
Esta columna servirá para definir el orden de 
aparición de los grupos de elementos en el 
sistema. 
idImagen INT (11) 
Clave ajena que apunta a la tabla imagen. Este 
campo servirá para asociar imágenes con la 
apariencia de los bloques a cada grupo.  
 
elemento 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
Nombre VARCHAR (250) Nombre del elemento. 
Independiente TINYINT (3) 
Este valor será igual a uno cuando el elemento 
pueda ser tratado como elemento 
independiente. 
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ContentEditable TINYINT (3) 
Esta columna será igual a 1 para aquellos 
elementos en los que será posible modificar el 
texto que contienen. 
 
html 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idElemento INT (11) 
Clave ajena que apunta a la tabla elemento. Este 
campo indica el elemento al que pertenece este 
HTML. 
HTML TEXT Valor HTML del elemento. 
 
js 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idElemento INT (11) 
Clave ajena que apunta a la tabla elemento. Este 
campo indica el elemento al que pertenece este 
JavaScript. 
HTML TEXT Valor JavaScript del elemento. 
 
css 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idElemento INT (11) 
Clave ajena que apunta a la tabla elemento. Este 
campo indica el elemento al que pertenece este 
CSS. 
CSS TEXT Valor CSS del elemento. 
CSS_768 TEXT 
Valor CSS del elemento para la media query de 
768 píxeles. 
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CSS_1024 TEXT 
Valor CSS del elemento para la media query de 
1024 píxeles. 
 
grupo_elemento 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idGrupo INT (11) 
Clave ajena que apunta a la tabla grupo. Este 
campo indica el grupo al que pertenece el 
elemento seleccionado. 
idElemento INT (11) 
Clave ajena que apunta a la tabla elemento. Este 
campo indica el elemento que se está 
incluyendo en el grupo seleccionado. 
idPadre INT (11) 
Clave ajena que apunta a la tabla elemento. Este 
campo indica el elemento padre. Es decir, 
indica qué elemento es su contenedor padre. 
Orden INT (11) 
Orden del elemento dentro del grupo o dentro 
de su contenedor padre. 
 
Ahora que ya hemos definido cómo se almacenan los diferentes grupos de elementos 
predefinidos, vamos a ver cómo se asignan estos elementos a los usuarios. Para ello, 
también entran en juego varias tablas. En primer lugar, encontramos la tabla 
elemento_usu, en la que se incluirán todos los elementos que formen parte del proyecto 
del usuario. Del mismo modo que en el caso anterior, esta tabla está relacionada con 
otras tres tablas: html_usu, con la estructura HTML del elemento del usuario, css_usu 
con la apariencia CSS del elemento del usuario y js_usu, con la funcionalidad JS del 
elemento del usuario. 
Estas tablas se han creado aparte de las descritas anteriormente para poder guardar la 
personalización del usuario en cada uno de sus elementos sin interferir en la apariencia 
de los bloques predefinidos. A continuación, se describen cada una de estas tablas por 
separado: 
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elemento_usu 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idProyecto INT (11) 
Clave ajena que apunta a la tabla proyecto. Este 
campo indica el proyecto al que pertenece el 
elemento. 
Nombre VARCHAR (250) Nombre del elemento. 
Orden INT (11) Orden del elemento dentro de su contendor. 
idPadre INT (11) 
Clave ajena que apunta a la tabla 
elemento_usu. Este campo indica qué elemento 
del proyecto del usuario es el contenedor padre 
de este elemento. 
ContentEditable TINYINT (3) 
Esta columna será igual a 1 para aquellos 
elementos en los que será posible modificar el 
texto que contienen. 
idImagen INT (11) 
Clave ajena que apunta a la tabla imagen. Este 
campo servirá para asociar las imágenes 
subidas por los usuarios a cada uno de los 
elementos. 
 
html_usu 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idElemento_usu INT (11) 
Clave ajena que apunta a la tabla 
elemento_usu. Este campo indica el elemento 
del usuario al que pertenece este HTML. 
HTML TEXT Valor HTML del elemento. 
 
js_usu 
Nombre Tipo de Datos Descripción 
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id INT (11) Clave primaria auto incremental. 
idElemento_usu INT (11) 
Clave ajena que apunta a la tabla 
elemento_usu. Este campo indica el elemento 
del usuario al que pertenece este JavaScript. 
JS TEXT Valor JavaScript del elemento. 
 
css_usu 
Nombre Tipo de Datos Descripción 
id INT (11) Clave primaria auto incremental. 
idElemento_usu INT (11) 
Clave ajena que apunta a la tabla 
elemento_usu. Este campo indica el elemento 
del usuario al que pertenece este CSS. 
CSS TEXT Valor CSS del elemento. 
CSS_768 TEXT 
Valor CSS del elemento para la media query de 
768 píxeles. 
CSS_1024 TEXT 
Valor CSS del elemento para la media query de 
1024 píxeles. 
 
Iteración 4: Definición de la API REST 
Una vez definida la estructura de la base de datos, es el momento de estructurar y 
configurar la API. Como hemos comentado en el punto anterior, ésta se encuentra en 
una carpeta llamada rest en la raíz del proyecto. 
En primer lugar, definimos un archivo llamado funciones.php con los parámetros 
necesarios para la configuración. Aquí, se definen variables como son el directorio en el 
que se guardarán las imágenes subidas y el tiempo que durará la sesión del usuario, en 
este caso, treinta minutos. 
Tras esto, se procede a crear el fichero de configuración de acceso a la base de datos, 
llamado configbd.php. En primer lugar, se incluye el fichero definido antes y, a 
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continuación, se abre la conexión a la base de datos del siguiente modo, cambiando los 
parámetros de la función por los de nuestra base de datos: 
$link =  mysqli_connect($_server, $_user, $_password, $_dataBase); 
if (mysqli_connect_errno()) { 
  printf("Fallo en la conexión: %s\n", mysqli_connect_error()); 
  exit(); 
} 
Este fichero, el cual se incluirá en todos los demás ficheros que creemos a continuación, 
incluye, además, las funciones que se encargan de comprobar la sesión del usuario y de 
actualizar su último acceso.  
La primera de ellas, llamada comprobarSesion, recibe el correo electrónico del usuario 
y un token y comprueba si existe ese par en nuestra base de datos y si, además, ese 
usuario no ha agotado su tiempo de sesión. En el caso de que haya agotado su tiempo 
de sesión, se retornará un mensaje de error y, más tarde, se procederá a cerrar la sesión 
del usuario en el lado del cliente. En caso contrario, se actualizará el tiempo del último 
acceso de ese usuario con la otra función, llamada actualizarUltimoAcceso, que recibe 
el correo electrónico y token del usuario y actualiza el tiempo del último acceso al 
momento actual. Este procedimiento se llevará a cabo en cada una de las llamadas que 
se realice a la API con el fin de mantener en todo momento la seguridad del usuario. 
Otro fichero de vital importancia para la API REST, también ubicado en la raíz, es el 
fichero .htaccess. En este fichero se deberán indicar todas y cada una de las llamadas que 
se vaya a realizar a la API para poder redirigir estas peticiones al fichero 
correspondiente. 
En primer lugar, debemos definir las siguientes líneas para poder hacer la redirección 
correctamente y habilitar los encabezados de autorización: 
Options +FollowSymLinks 
RewriteEngine On 
RewriteBase /rest/ 
RewriteRule .* - [E=HTTP_AUTHORIZATION:%{HTTP:Authorization}] 
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A continuación, se muestra un ejemplo de redirección para el caso del registro: 
RewriteCond %{THE_REQUEST} ^POST 
RewriteCond %{REQUEST_FILENAME} !-f 
RewriteCond %{REQUEST_FILENAME} !-d 
RewriteRule ^registro/(.*)$ post/registro.php?prm=$1&%{QUERY_STRING} 
[R=307,L] 
De este modo, todas las peticiones POST que vengan iniciadas por la URL “registro/” 
serán redirigidas al fichero registro.php incluido dentro de la carpeta post. Esta 
definición se realizará para todas las llamadas, ya sean POST, GET o DELETE. 
La API se ha estructurado en tres carpetas principales: post, get y delete. En ellas, se 
incluye un fichero para cada tipo de datos con el fin de agrupar las diferentes llamadas 
y tenerlo todo de un modo más organizado. 
En cada uno de estos ficheros se incluirán las cabeceras necesarias y, tal como hemos 
comentado, comprobaremos la sesión del usuario para todas aquellas peticiones POST 
o DELETE. 
A medida que avance la explicación del proyecto, se irán detallando cada una de las 
funcionalidades implementadas en la API. 
Iteración 5: Organización de JavaScript y CSS e inclusión de librerías 
El JavaScript ha sido separado en varios ficheros para organizar las diferentes 
funcionalidades del sistema.  
En primer lugar, se ha definido un fichero común a todas las pantallas llamado main.js. 
En este fichero se encuentran las funciones encargadas de comprobar la sesión del 
usuario y cerrar sesión. 
Además, se han definido varias funciones útiles en JavaScript puro para hacer el código 
más limpio y facilitar la programación. Por ejemplo, se han incluido funciones para 
añadir clases a un elemento o comprobar si un elemento posee la clase indicada. 
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Se ha incluido también una función para codificar en Base64 el par usuario:clave. Esto 
será necesario para incluir esta información en la cabecera de autorización de cada una 
de las llamadas POST o DELETE a la API REST. 
xhr.setRequestHeader("Authorization", "Basic " + 
Base64.encode(sessionStorage.usuario + ":" + sessionStorage.clave)); 
En este fichero se incluye también la inicialización de la librería NiceScroll que va 
asociada al elemento body del DOM. 
Por otro lado, para la organización del CSS se ha seguido la estructura basada en SASS 
descrita en el punto anterior 5.3.4.  
En el fichero _functions.scss se han incluido todos los mixin necesarios para mantener 
en todo momento la compatibilidad entre navegadores y, en el fichero _variables.scss, 
se ha definido la paleta de colores escogida para mantenerla de manera sencilla a lo largo 
de todo el proceso de maquetación de la web. 
Como ya hemos comentado anteriormente, se ha tratado cada página como un fichero 
diferente para tener diferenciado cada apartado de la aplicación. Sin embargo, se ha 
añadido también un fichero, llamado _common.scss, que incluye los estilos comunes a 
cada interfaz. Esto es muy útil a la hora de desarrollar una página web robusta y con 
coherencia entre sus diferentes apartados. 
Por último, para la inclusión de las otras dos librerías, SweetAlert y JSZip, tan solo ha 
sido necesario incluir sus ficheros JavaScript y CSS. 
Iteración 6: Inicio de sesión, registro y cierre de sesión 
Ahora que ya tenemos definida toda la estructura del proyecto, es el momento de 
comenzar a desarrollar todas y cada una de sus funcionalidades. En primer lugar, 
comenzaremos por la pantalla de inicio de sesión y registro. 
Se realizaron varios bocetos de esta pantalla principal para tratar de ofrecer la mejor 
experiencia de usuario posible. Finalmente, se optó por una pantalla sencilla con el logo 
de la aplicación, una breve descripción y los dos formularios. Una vez diseñada y 
maquetada, la pantalla quedó del siguiente modo: 
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Ilustración 14: Pantalla de inicio de sesión y registro 
Como se puede observar, esta primera pantalla trata de transmitir elegancia, 
organización y sencillez. Para ello, se ha desarrollado un slider sencillo con JavaScript 
puro con imágenes relacionadas con el desarrollo web y la organización. Además, esta 
página es responsive para que pueda accederse a ella desde cualquier dispositivo. 
Las imágenes de este slider han sido seleccionadas de Unsplash (Unsplash, s.f.), una 
plataforma web que ofrece imágenes de alta resolución libres de derechos legales. 
En ambos formularios se ha hecho uso de la validación que ofrece HTML5 para informar 
en todo momento al usuario de las acciones que debe realizar. Además, se ha incluido 
un apartado en la parte inferior de cada formulario para mostrar los posibles errores que 
procedan de la validación en lado del servidor. 
Para el registro se solicita un email y una contraseña que el usuario deberá repetir para 
evitar errores. En primer lugar, se comprueba si esa dirección está disponible con una 
llamada a la API: 
var url = 'rest/login/' + email; 
var xhr = new XMLHttpRequest(); 
xhr.open('GET', url, true); 
xhr.onload = function(){  
… 
} 
xhr.send(); 
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Como podemos observar, todas las llamadas a la API se realizan a través de la interfaz 
XMLHttpRequest. 
Una vez comprobada la disponibilidad de esa dirección de correo electrónico y la 
igualdad entre las dos contraseñas introducidas, se procede al registro del usuario 
mediante una llamada POST a la API con los parámetros necesarios. 
 Cuando el registro es completado correctamente, se muestra un mensaje al usuario, 
empleando la librería SweetAlert, para mantenerle informado en todo momento de lo 
que sucede en la aplicación. 
 
Ilustración 15: Mensaje de alerta con SweetAlert 
Tras aceptar este mensaje el usuario es redirigido al formulario de inicio de sesión con el 
email ya rellenado. De este modo, ahorramos tiempo y mejoramos la experiencia de 
usuario. 
Para el inicio de sesión, tal como hemos comentado en el punto 4.6 del presente 
documento, se llevará a cabo la autenticación mediante token. En primer lugar, el usuario 
se autentica introduciendo su email y contraseña y, en el lado del servidor, se genera su 
token y se inicializa su tiempo de sesión: 
$tiempo = time(); 
$key = md5( $pwd . date('YmdHis', $tiempo) ); 
$mysql  = 'update usuario set Clave="' . $key . '", Tiempo="' . 
date('Y-m-d H:i:s', $tiempo); 
$mysql .= '" where Email="' . $usu . '"'; 
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En este caso generamos el token (key) a partir una codificación en MD5 de la contraseña 
del usuario y la fecha actual.  
Una vez la autenticación se realiza de manera correcta, se almacena este token en el lado 
del cliente empleado el sessionStorage. De este modo, podremos incluirlo en la cabecera 
de cada petición HTTP que realice el usuario para comprobar la sesión.  
Iteración 7: Dashboard 
Una vez que el usuario se registra e inicia sesión en la aplicación, accede a su panel de 
administración o dashboard, una pantalla sencilla donde el usuario podrá gestionar 
todos sus proyectos. 
El estilo de esta pantalla sigue la línea de la página principal, manteniendo la paleta de 
colores e incluyendo el slider como fondo. Esta pantalla también posee un diseño 
adaptativo y su apariencia visual es la siguiente: 
 
Ilustración 16: Dashboard 
Aquí, el usuario podrá crear un nuevo proyecto indicando un nombre y una posible 
descripción. De nuevo, se ha empleado la validación que proporciona HTML5 y se ha 
incluido un pequeño apartado en la parte inferior del formulario para los errores que 
provengan del lado del servidor. Cuando el proyecto es creado correctamente, se 
muestra un mensaje informativo al usuario y se muestra directamente en su listado de 
proyectos sin recargar la página, para evitar esperas innecesarias. 
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En esta pantalla encontramos también un apartado con todos los proyectos del usuario 
y su fecha de creación. Desde aquí, el usuario podrá cambiar el nombre de los proyectos 
con tan sólo situarse sobre el mismo. Además, también podrá eliminar cualquier 
proyecto que no desee seguir editando. Antes de proceder a la eliminación, se muestra 
un mensaje de confirmación, empleando SweetAlert, para evitar borrados indeseados. 
 
Ilustración 17: Mensaje de confirmación con SweetAlert 
Cuando un proyecto es eliminado, todos los elementos del mismo también son 
eliminados debido a la condición ON DELETE CASCADE de estas relaciones MySQL. 
Por último, cuando un usuario selecciona la opción de editar un proyecto, se guarda en 
el sessionStorage el identificador del mismo y se redirige al usuario a la página de edición 
de proyectos. 
Iteración 8: Página de edición de proyectos 
La página de edición de proyectos es la más compleja del sistema, ya que es la que recoge 
la funcionalidad principal de la aplicación: la creación dinámica de páginas web. 
Esta página posee un diseño muy sencillo para evitar que el usuario se pierda en la 
misma y sepa en todo momento qué debe hacer para lograr sus objetivos. Para ello, 
cuando el usuario accede a esta página con un proyecto vacío, aparece un pequeño 
bocadillo informativo indicando cuál es el primer paso para comenzar a construir su 
web. De este modo, conseguimos guiar al usuario y evitamos su frustración. 
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Ilustración 18: Bocadillo informativo 
Esta página está formada por dos menús principales. El primero de ellos se encuentra 
situado en la esquina inferior derecha y contiene los bloques predefinidos. Cuando el 
usuario hace clic en el icono del “+” se despliega un menú en el lado derecho de la 
pantalla con estos bloques. El otro menú se encuentra situado en la esquina inferior 
izquierda y contiene los colores disponibles. Cuando el usuario hace clic en el icono de 
este menú, se despliegan hacia arriba todos los colores disponibles para personalizar la 
web. Más adelante, se explicará con más detalle el funcionamiento de cada uno de estos 
menús. 
En esta página, se mantiene la barra superior del dashboard y se incluyen en ella dos 
botones: uno para volver a la página anterior y otro para proceder a la exportación del 
proyecto. Además, para mejorar la experiencia de usuario, se han incluido tooltips 
informativos que describen el funcionamiento de cada botón. 
 
 
Ilustración 19: Página de edición de proyecto 
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Cuando el usuario accede a esta página se llama a la función encargada de cargar el 
proyecto del usuario. Esta función obtiene todos los elementos del proyecto, los ordena 
y les asocia todas las funciones necesarias para su personalización. Sin embargo, para 
poder explicar esta función, primero es necesario describir otras funcionalidades de las 
que es dependiente. 
Iteración 9: Codificación y decodificación del CSS 
Uno de los elementos más importantes a la hora de personalizar una página web es el 
CSS de cada uno de sus elementos. Por ello, se ha desarrollado un sistema específico 
para este proyecto que se encarga de gestionar de manera dinámica el CSS de los 
proyectos web de los usuarios. 
En primer lugar, era necesario definir una manera de guardar este CSS en la base de 
datos para que, más tarde, pudiera asignarse a los elementos de los usuarios 
independientemente de su identificador. No bastaba con guardar el CSS asociándolo a 
clases o identificadores, porque este método podría conducir a conflictos entre 
elementos. Para solucionar este problema e independizar el CSS de identificadores o 
clases, era necesario confeccionar una manera de codificar el estilo de estos elementos.  
La siguiente idea que surgió fue incluir este CSS en un campo de la base de datos y, más 
tarde, se asignaría al elemento del usuario correspondiente. Sin embargo, esta forma no 
permitía definir propiedades de hover o estilos similares. 
Finalmente, se decidió codificar el CSS en la base de datos del siguiente modo: 
--general-- 
background-color: #A8A8A9; 
color: #FFFFFF; 
--:hover-- 
background-color: #888; 
De este modo, entre los signos “- -“ se indica el tipo de propiedad y, todo lo que haya 
escrito a partir de su aparición, se corresponde a ese estilo, siendo “general” el estilo base 
del elemento. Gracias a esta manera de codificar el CSS, podemos añadir todas las 
propiedades CSS que deseemos a cada elemento. 
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Ahora que ya teníamos la manera de codificar el CSS, era necesario decodificarlo para 
poder aplicarlo a los elementos HTML del usuario. Para ello, se han desarrollado dos 
funciones que se encargan de codificar y decodificar este CSS. 
En primer lugar, tenemos la función parseCSS. Esta función recibe el CSS que hay en el 
campo de la base de datos y lo convierte en un objeto cuyas claves son las propiedades 
de CSS y sus valores, los valores asociados a esta propiedad. Por ejemplo, para la 
muestra de CSS codificado de antes, el resultado de esta función sería el siguiente objeto: 
{ 
"general":  
{"background-color":"#A8A8A9", 
"color":"#FFFFFF"} 
,":hover": 
{"background-color":"#888"} 
} 
Por otro lado, la función deParse, realiza exactamente el proceso inverso. Recibe un 
objeto como el que acabamos de mostrar y lo prepara para su inserción en la base de 
datos. 
Una vez tenemos traducido el campo de la base de datos en un objeto, solo queda 
recorrerlo para pintar el CSS real que irá asociado al elemento deseado. Para ello, se ha 
desarrollado la función setCSS. Esta función recibe el objeto comentado antes y el 
identificador del elemento al que irá asociado y pinta su CSS. 
Todo el CSS del proyecto del usuario se incluye en una etiqueta style situada en la 
cabecera del HTML con el identificador projectStyle. Cabe destacar que, aunque durante 
la edición el estilo se incluye en la propia página, cuando el usuario exporte su proyecto, 
el CSS quedará incluido en un fichero separado. 
Además, tenemos otra función muy similar llamada setCSSWidth, que además de los 
dos parámetros recibidos por la anterior, recibe un tercer parámetro que indica la media 
query a la que va asociada ese CSS. 
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Sin embargo, todas estas funciones no eran suficientes para dar el dinamismo que 
requiere esta aplicación. Por ello, se incluyó un objeto global que contiene en todo 
momento el CSS de los elementos del usuario. De este modo, cambiar una propiedad de 
CSS se convierte en una tarea muy sencilla y, además, esto nos permite resetear el CSS 
siempre que lo necesitemos. Este objeto global, cssDOM, toma su valor en la función 
setCSS e incluye el identificador del elemento al que va asociado cada objeto CSS. 
Asimismo, en la función setCSSWidth rellenamos otros dos objetos globales, uno para 
cada media query: 768px, cssDOM768, y 1024px, cssDOM1024. 
Por último, se desarrolló una función llamada resetCSS que se encarga de eliminar el 
CSS anterior y volver a pintar todas las propiedades definidas en estos objetos globales, 
llamados cssDOM, cssDOM768 y cssDOM1024. En el siguiente punto veremos la 
importancia de esta función a la hora de modificar el CSS de un elemento. 
Iteración 10: Modificación del CSS 
Ya sabemos cómo se codifica y decodifica el CSS en este sistema, ahora es el momento 
de conocer cuáles son las ventajas de estos objetos globales descritos en el punto anterior. 
Vowabi ofrece la posibilidad de modificar prácticamente cualquier propiedad CSS de 
los elementos de los usuarios, por ello, era de especial importancia conseguir realizarlo 
de una manera sencilla y, a la vez, efectiva. 
Para conseguirlo, se ha desarrollado una función llamada changeCSS que, con tan sólo 
recibir el identificador del elemento, la propiedad de CSS y su valor deseado, consigue 
modificar el CSS del elemento, tanto en la base de datos, como en la web del usuario, sin 
necesidad de recargar la página.  
Este sistema de gestión del CSS nos permite modificar cualquier propiedad CSS de 
cualquier elemento de una manera extremadamente sencilla, dotando a Vowabi de una 
gran escalabilidad. 
Ahora bien, ¿cómo funciona este método? En primer lugar, tan solo tenemos que cambiar 
esta propiedad de nuestro objeto global, lo que resulta muy sencillo gracias a las 
propiedades de los objetos de JavaScript: 
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function changeCSS(key, value, idelement){ 
cssDOM[idelement]["general"][key] = value; 
… 
} 
Una vez modificado el objeto, tan sólo tendremos que llamar a la función deParse para 
codificarlo en el lenguaje que hemos definido para la base de datos: 
var css = deParse(cssDOM[id]); 
Ahora, tan sólo queda hacer una llamada a la API para cambiar esta propiedad en la 
base de datos y, cuando confirmemos que se ha realizado correctamente, llamar a la 
función resetCSS. 
Con estos sencillos pasos conseguimos modificar el CSS de cualquier elemento de 
manera fácil y rápida gracias al sistema de gestión de CSS desarrollado. 
Iteración 11: Creación y modificación de elementos HTML 
Del mismo modo que es importante el estilo de los elementos para la personalización de 
una web, también lo es, por supuesto, su estructura. Para ello, también es necesario 
traducir los elementos HTML que provienen de la base de datos a los elementos del 
DOM. 
Este proceso es mucho más sencillo que en el caso del CSS, ya que el HTML puede 
incluirse en la base de datos prácticamente del mismo modo que es pintado en el DOM. 
Por ello, tan solo nos hacen falta dos funciones principales: createHTMLElement y 
changeHTML. 
La primera de ellas se encarga de convertir el HTML que proviene de la base de datos 
en un objeto del DOM. La importancia de esta función consiste en crear el objeto del 
DOM con independencia de las clases o identificadores que se le puedan haber añadido 
en la edición del proyecto por parte del usuario.  
Por otro lado, la segunda función se encarga de editar en la base de datos el HTML del 
elemento que recibe como parámetro. Es aquí donde se hace visible la necesidad de la 
función anterior, ya que, antes de incluir este elemento en la base de datos, deberemos 
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limpiarlo de cualquier clase o identificador y, para conseguirlo, se emplea la función 
createHTMLElement. 
Iteración 12: Estructura de los grupos de elementos predefinidos 
Ya sabemos cómo funcionan las dos propiedades principales de la página web: el CSS y 
el HTML. A continuación, vamos a ver cómo se estructuran los proyectos de los usuarios. 
En la Iteración 3, ya hemos comentado cómo se organiza la base de datos en relación a 
los grupos de elementos. Hemos visto que la tabla que establece la estructura de cada 
bloque predefinido es la llamada grupo_elemento y comentábamos, además, que se 
trataba de una tabla de suma importancia. Ahora bien, ¿por qué es tan importante? 
La estructura de los proyectos de los usuarios está basada, principalmente, en estos 
bloques predefinidos. Cuando un usuario selecciona uno de estos bloques predefinidos 
para su proyecto, el sistema hace una “copia” de este bloque en las tablas reservadas 
para los usuarios: elemento_usu, css_usu, html_usu y js_usu. Por esta razón, es de vital 
importancia entender cómo están estructurados estos bloques en la base de datos para 
conformar el proyecto del usuario. En la tabla grupo_elemento asociamos a cada grupo 
los elementos que lo conforman, indicando qué elemento es contenedor de qué otro y 
marcando su orden.  
En la pantalla de edición de proyectos de los usuarios, estos elementos predefinidos se 
encuentran en el menú lateral derecho y, con tan sólo arrastrarlos al lugar deseado, 
deben poder añadirse al proyecto. Este funcionamiento lo veremos de manera detallada 
en la siguiente iteración. 
Iteración 13: Añadir grupos de elementos a un proyecto 
Como comentábamos, en el menú derecho de la pantalla de edición de proyectos, se 
encuentran los elementos predefinidos. Estos elementos tienen asociada una imagen que 
muestra una previsualización del resultado para facilitar al usuario la elección del 
bloque deseado. 
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Ilustración 20: Menú de bloques predefinidos 
El usuario puede arrastrar cualquiera de estos bloques al lugar deseado para añadirlo al 
proyecto. Para conseguir esto, se añaden unos contendores llamados drop-element en 
las áreas del proyecto en las que se puede añadir un nuevo bloque o elemento. 
Estos contenedores tienen un atributo data-order que indica el orden que deberá tener el 
elemento arrastrado en el proyecto del usuario y tienen asociadas las funciones 
necesarias para el drag&drop de los bloques predefinidos. 
En primer lugar, cuando se listan los bloques predefinidos en el menú, se le asocia a cada 
uno de ellos la función ondragstart. En esta función se asigna a una variable global el 
tipo de elemento que se está arrastrando, en este caso group, y se establece como dato de 
transferencia el identificador del grupo. 
Cuando se arrastra uno de estos bloques a un elemento drop-element es cuando se 
procede a añadir este elemento predefinido al proyecto del usuario. Para ello, se realiza 
una llamada a la API que se encarga de copiar los elementos del grupo predefinido a los 
elementos del usuario. Además, se encarga de reordenar el resto de elementos a los que 
pueda afectar su inserción. 
Para realizar esta acción es necesario formatear los elementos del grupo. Esto sucede 
porque, al encontrarse todos los elementos ordenados en la misma tabla, es muy difícil 
ordenarlos y agruparlos por contendores en una sola consulta SQL. Por ello, se han 
definido varias funciones en PHP que emplean la recursividad para formar un array con 
los datos del grupo antes de proceder al duplicado en las tablas del usuario. 
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Además, como veremos un poco más adelante, formatear el resultado de este modo será 
de vital importancia a la hora de pintar los resultados en el proyecto del usuario. 
Iteración 14: Obtener y mostrar el proyecto del usuario 
Ahora que ya tenemos claro cómo funcionan los bloques predefinidos, vamos a ver la 
llamada a la API que se encarga de obtener un proyecto formateado y la función del lado 
del cliente que se encarga de pintarlo y organizarlo. 
En cuanto a la llamada a la API, sucede lo mismo que en el caso anterior. Como tenemos 
todos los elementos en la tabla elemento_usu, se hace necesario recurrir a la recursividad 
para formatear los resultados. Finalmente, obtenemos un array similar al siguiente: 
[0] => Array ( 
            [id] => 935 
            [Orden] => 0 
            [HTML] => … 
            [CSS] => … 
            [hijos] => Array ( 
                    [0] => Array ( 
                            [id] => 936 
                            [Orden] => 1 
                            [HTML] => … 
                            [CSS] => … 
                            [hijos] => Array ( 
                                    [0] => Array  ( 
                                            [id] => 937 
                                             [Orden] => 1 
                                     [HTML] => … 
                         [CSS] => … 
 …  
Con este resultado formateado ya podemos proceder a pintar el proyecto del usuario 
con JavaScript en el lado del cliente. A continuación, explicaremos el funcionamiento de 
dicha función. 
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En primer lugar, se dibuja el primer elemento drop del proyecto. Recordemos que estos 
elementos se encargan de definir las zonas en las que se puede incluir un nuevo grupo 
de elementos, es decir, las zonas a las que se podrá arrastrar uno de los bloques 
predefinidos. Para facilitar la creación de este tipo de elementos, se ha creado una 
función genérica llamada createDropElement que recibe el orden que deberá llevar 
asociado el elemento y devuelve dicho elemento. 
 
Ilustración 21: Ejemplo de Elemento Drop 
Una vez creado este elemento, se procede a recorrer el objeto formateado de elementos 
que ha devuelto la llamada a la API.  
En cada iteración se crea, en primer lugar, el contendor principal del bloque haciendo 
uso de las funciones comentadas antes: createHTMLElement y setCSS. Una vez creado, 
se procede a pintar sus elementos hijo, siempre que los tenga. Para ello, se ha creado una 
función llamada pintarHijos. Esta función recorre de manera recursiva los elementos 
hijo del contenedor principal y los va pintando dentro del elemento padre que le 
corresponda, también haciendo uso de las funciones comentadas. 
De este modo, ya tendremos un contenedor principal con sus elementos hijo y estos, a 
su vez, con los elementos hijo que les correspondan. 
A cada uno de los contenedores principales se le asocia un bloque de herramientas con 
la función createElementTools. Este bloque de herramientas se sitúa en la esquina 
superior derecha de cada elemento y posee los botones necesarios para poder ordenar 
los bloques y eliminarlos. 
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Ilustración 22: Bloque de herramientas de los elementos 
Además, a cada uno de los elementos añadidos al proyecto se le asocia un atributo data 
con el orden que ocupa en el proyecto. Esto será de vital importancia para mantener la 
ordenación de los elementos en el proyecto. 
Por último, cada uno de los elementos del proyecto posee un identificador con el prefijo 
“el-“ seguido por el id de ese elemento de usuario en la base de datos. Esto será muy útil 
para tener identificados en todo momento los elementos sobre los que trabajamos. 
Iteración 15: Ordenar grupos elementos 
Llegados a este punto, ya tenemos un constructor de páginas web en el que poder añadir 
elementos predefinidos de manera sencilla. Ahora es el momento de darle funcionalidad 
a los botones de ordenación de los bloques de herramientas comentados antes. 
Para conseguir este funcionamiento se ha desarrollado una función llamada 
moveElement que recibe el elemento a mover y la dirección hacia la que lo moveremos: 
arriba o abajo. 
En primer lugar, se realiza una llamada a la API que se encargará de modificar el orden 
de los elementos necesarios para conseguir el movimiento deseado. Para ello, tan solo 
tendremos que intercambiar el orden del elemento actual con el orden del elemento que 
haya arriba o abajo, según lo deseado. 
Una vez se ha modificado correctamente el orden de los elementos en la base de datos, 
se ordenan de manera visual en el proyecto. Gracias a esto nos aseguramos de no realizar 
ninguna acción visual sin haberla transmitido de manera correcta a la base de datos.  
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Iteración 16: Eliminar grupos de elementos 
Ahora, vamos a ver el funcionamiento del botón restante del bloque de herramientas: 
eliminar elemento. 
Cuando el usuario hace clic en este botón, se le muestra un mensaje de confirmación 
para evitar que borre algún elemento de manera indeseada. 
La función que se encarga de eliminar los elementos, removeElement, realiza, en primer 
lugar, una llamada a la API para borrarlo de la base de datos. Sin embargo, en esta 
llamada a la API, no sólo se elimina el elemento deseado, sino que también se procede a 
la reordenación del resto de elementos.  
Siempre debemos tener actualizado en la base de datos el orden que ocupa cada 
elemento en el proyecto del usuario. En caso contrario, el sistema podría resultar 
incoherente y producir fallos. Por ello, cuando un elemento es eliminado, se reduce en 
una unidad el orden de todos los elementos que lo seguían. 
Una vez se completa el borrado y la reordenación en la base de datos de manera 
satisfactoria, se realiza el mismo procedimiento de manera visual. 
Para realizar la reordenación en el lado del cliente, se emplea una función llamada 
resetOrder. Esta función es la que se emplea también cuando un bloque de elementos es 
añadido al proyecto. Ya que, en este caso, también habrá que modificar el orden de los 
elementos que queden por detrás del elemento añadido, incrementando una unidad su 
orden. 
Iteración 17: Colores 
Tal como hemos comentado antes, el menú de los colores se encuentra en la esquina 
inferior izquierda. El usuario podrá arrastrar cualquiera de estos colores al elemento 
deseado para cambiar su color de fondo o de letra, según el tipo de elemento. 
En primer lugar, se hace una llamada a la API para obtener todos los colores definidos 
en la base de datos y pintarlos en el menú. A cada uno de estos colores se le asocia las 
funciones necesarias para el drag&drop. 
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Una vez se han cargado todos los colores y se han asociado todas las funciones necesarias 
para el drag, es el momento de preparar a todos los elementos para el drop. Para ello, se 
ha desarrollado una función llamada createDropColorElement, que se encarga de 
asociar al elemento indicado las funciones de drag&drop necesarias para poder arrastrar 
colores al mismo. 
Una de estas funciones de drag&drop hace que cuando un color pasa por encima de un 
elemento, éste se resalte con un borde azulado para indicar que puede ser modificado. 
De este modo, conseguimos que el usuario esté informado en todo momento de lo que 
sucede y mejoramos su experiencia empleando la aplicación. 
 
Ilustración 23: Drag&Drop colores 
Por último, la función de drag&drop más importante de los elementos es la que se ejecuta 
cuando un color es soltado encima del mismo. En este momento es cuando se tiene que 
proceder a cambiar el CSS del elemento. Para ello, es de gran utilidad la función que 
hemos comentado en la Iteración 10: Modificación del CSS: changeCSS. 
De este modo, para modificar el color de los elementos en el drop, tan sólo deberemos 
hacer lo siguiente: 
changeCSS("background-color", color, idelement);    
o 
changeCSS("color", color, idelement); 
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Iteración 18: Textos 
Ahora que ya podemos ordenar, eliminar o modificar el color de los elementos, es el 
momento de modificar los textos. 
En primer lugar, vamos a ver cómo modificar el contenido verbal de cualquier bloque 
de texto. Para esto se emplea la propiedad contentEditable de los elementos, definida 
en la base de datos. De este modo, podemos establecer qué elementos poseen textos 
editables y cuáles no. 
El procedimiento es muy sencillo. Cuando pintemos un elemento que posea este campo 
de la base de datos a uno, cambiamos su propiedad contentEditable a true y le asociamos 
una función que se ejecute siempre que se realice algún cambio en su contenido. Esta 
función que le asociamos no es otra que la de changeHTML, explicada en la Iteración 
11: Creación y modificación de elementos HTML. 
La siguiente funcionalidad que vamos a comentar es la de modificar las propiedades de 
estos textos. Para ello, se utiliza una barra de herramientas de texto que se sitúa en la 
parte superior de cada elemento. 
Esta barra de herramientas se hace visible cuando un elemento de texto está activo, es 
decir, cuando un usuario hace clic o se sitúa sobre él. Las propiedades que se pueden 
modificar son: mayúsculas, negrita, cursiva, subrayado, tachado, alineación del texto, 
tamaño de letra, interlineado y fuente. 
 
Ilustración 24: Barra de herramientas de texto 
Esta barra de herramienta se ha desarrollado íntegramente con JavaScript puro. Además, 
está preparada para incluir cualquier propiedad de CSS adicional de manera sencilla. 
Todo esto se consigue gracias al sistema de gestión de CSS desarrollado. 
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Por ejemplo, para permitir la modificación del subrayado, bastaría con incluir el 
siguiente botón: 
<button onclick='changeTextCss(this)' data-key='text-decoration' 
data-value='underline' class='btn-small btn tooltip' data-
title='Subrayado'><i class='icon-underline'></i></button> 
Como podemos observar, tan sólo debemos indicar en el atributo data-key la propiedad 
a cambiar y en el atributo data-value el valor que queremos asociarle. Además, con tan 
sólo añadirle la clase tooltip y el atributo data-title conseguimos que aparezca un mensaje 
informativo. 
 
Ilustración 25: Tooltip barra de herramientas de texto 
Gracias a esto, conseguimos un editor de texto completamente escalable y preparado 
para incluir cualquier otra propiedad de manera sencilla. 
Para el caso del tamaño de letra y el interlineado, se obtienen primero los valores actuales 
del texto. De este modo, podemos ofrecer a los usuarios un valor de referencia en el que 
basarse a la hora de realizar sus modificaciones. 
Por último, para el caso de las fuentes se ha incluido una previsualización de cada fuente 
con el fin de ofrecer una manera más sencilla y visual de interactuar con el sistema. 
 
Ilustración 26: Previsualización de fuentes 
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Las fuentes mostradas provienen de un listado de fuentes extraídas de Google Fonts 
(Google, s.f.) y la previsualización se consigue asignando a cada elemento de esta lista 
su tipo de fuente correspondiente. 
Iteración 19: Imágenes 
Ya tenemos los colores y los textos, ahora es el turno de las imágenes. Una página web 
no es completamente nuestra hasta que no podemos subir nuestras propias fotografías. 
Para modificar cualquiera de las imágenes del proyecto, el usuario tan sólo deberá hacer 
clic sobre la imagen deseada y subir la suya propia. Para conseguir esta funcionalidad, 
siempre que pintemos un elemento de tipo imagen, le asociaremos la función 
changeSRC en el clic. Esta función se encarga de activar un elemento input oculto de 
tipo fichero. Cuando el usuario selecciona la foto deseada, se realiza una llamada a la 
API con el formulario de imagen que se encarga de realizar la subida de la misma al 
sistema y de registrarla en la base de datos. Una vez se completa correctamente este 
procedimiento, tan sólo queda cambiar el src de ese elemento por la nueva ruta de 
imagen. 
Por último, comentar que para aquellas imágenes que estén definidas en la propiedad 
background-image de los elementos, el procedimiento es muy similar al que acabamos de 
comentar. 
Iteración 20: Exportar Proyecto 
Ya tenemos un sistema completamente funcional capaz de modificar de manera 
dinámica las propiedades de todos y cada uno de los elementos del proyecto. Ahora tan 
sólo queda poder exportar el proyecto configurado. 
Para ello, se realiza un procedimiento muy similar al que sucede cuando pintamos el 
proyecto del usuario, sólo que, en este caso, el proyecto es pintado en una variable en 
lugar de ser pintado en el DOM. 
Las funciones que se encargan de exportar el proyecto son las mismas que se encargan 
de pintarlo, pero sin incluir todos los elementos de modificación que estas poseen.  
104 
 
La variable en la que se va a “pintar” este proyecto para exportarlo se define de la 
siguiente manera: 
doc = document.implementation.createHTMLDocument("New Document"); 
Además, mantendremos todo el CSS en otra variable en lugar de añadirlo en la cabecera 
del documento, como ocurría en el otro caso. 
Para las imágenes, es necesario hacer uso de una función que convierte el objeto imagen 
en Base64, ya que necesitaremos este formato para incluirlo en nuestro fichero 
comprimido. 
Una vez tenemos toda la estructura del proyecto en la variable del documento, toda su 
apariencia en la variable de estilo y todas las imágenes convertidas a Base64, tan sólo 
queda transformar estas variables en ficheros y comprimirlo todo en un archivo zip. Para 
ello, emplearemos la librería JSZip, ya comentada. 
Tras realizar todo este procedimiento, obtenemos un archivo comprimido que contiene 
un fichero index.html con la estructura de la web del usuario, un fichero style.css con 
su apariencia y una carpeta uploads con todas las imágenes que lo conforman. 
 
Ilustración 27: Estructura del proyecto exportado 
Iteración 21: Iconos de carga 
Para mejorar la experiencia de usuario, se han añadido iconos de carga en todas aquellas 
tareas que puedan llevar un cierto tiempo de espera. De este modo, podemos informar 
al usuario de que su petición está siendo procesada. 
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Ilustración 28: Icono de carga 
Iteración 22: Inicio de sesión CMS 
Para gestionar todos los elementos de este sistema se ha desarrollado un pequeño CMS 
al que podrán acceder aquellos usuarios dados de alta como administradores. 
Este CMS se trata de un directorio incluido dentro del mismo proyecto, pero que 
funciona como un proyecto independiente con su propia API REST. Esto se ha realizado 
de este modo para conseguir una mayor diferenciación entre ambas partes. 
El procedimiento de inicio de sesión es el mismo que para el caso del inicio de sesión en 
la aplicación principal. La diferencia reside en que, en este caso, se tiene en cuenta que 
el usuario que trata de iniciar sesión está dado de alta como administrador. 
El diseño de la página de inicio de sesión sigue el mismo estilo que la del sistema 
principal, tal y como podemos observar en la siguiente captura: 
 
Ilustración 29: Página de inicio de sesión CMS 
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Iteración 23: Dashboard CMS 
Una vez el administrador inicia sesión, accede su dashboard o panel principal. Éste, 
también sigue el mismo estilo que el del sistema principal: 
 
Ilustración 30: Dashboard CMS 
Para este prototipo funcional, tan sólo se han desarrollado dos de las gestiones que 
puede llevar a cabo el usuario administrador: gestión de grupos de elementos y gestión 
de colores. 
Desde este panel principal, el usuario administrador puede eliminar cualquier grupo o 
color, así como crear uno nuevo. Además, siempre que trate de realizar un borrado se le 
solicitará la confirmación previa para evitar borrados erróneos. Desde este panel, 
también podrá ordenar los colores para seleccionar cuáles aparecerán primero en el 
menú de colores del usuario. 
Iteración 24: Edición grupo de elementos CMS 
La siguiente pantalla desarrollada en el CMS es la de edición de grupo de elemento. 
Desde aquí, el administrador podrá asociar una imagen de previsualización a cada 
grupo y ver un listado de los elementos que lo componen. En este caso, las imágenes 
también son guardadas en la base de datos. 
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Ilustración 31: Página de edición de grupos de elementos CMS 
5.3.6. API REST 
A continuación se enumeran las llamadas desarrolladas en la API REST: 
Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Proyecto, Id Grupo, Orden 
Descripción Copia los elementos de un grupo de 
elementos al proyecto del usuario. 
Resultado Devuelve un objeto con el bloque de 
elementos insertado. 
 
Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Proyecto, Id Elemento, Orden, 
Dirección 
Descripción Sube o baja el orden del elemento 
dependiendo de la dirección y reordena 
el resto de elementos. 
Resultado Devuelve true si se la acción se realiza 
correctamente. 
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Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Proyecto, Id Elemento, Orden, Delete 
Descripción Elimina el elemento indicado y reordena 
el resto de elementos. 
Resultado Devuelve true si se la acción se realiza 
correctamente. 
 
Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Elemento, HTML 
Descripción Modifica el HTML del elemento 
indicado. 
Resultado Devuelve true si se la acción se realiza 
correctamente. 
 
Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Elemento, CSS 
Descripción Modifica el CSS del elemento indicado. 
Resultado Devuelve true si se la acción se realiza 
correctamente. 
 
Ruta rest/elemento/ 
Método POST 
Rol Usuario 
Datos de entrada Id Elemento, Imagen, Nombre Imagen 
Descripción Realiza la subida del fichero y la asocia al 
elemento indicado. 
Resultado Devuelve la ruta de la imagen subida. 
 
Ruta rest/login/ 
Método POST 
Rol Usuario 
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Datos de entrada Usuario, Contraseña 
Descripción Comprueba que el usuario y la 
contraseña sean correctos, genera su 
token y actualiza su tiempo de sesión. 
Resultado Devuelve el token y el identificador del 
usuario. 
 
Ruta rest/registro/ 
Método POST 
Rol Usuario 
Datos de entrada Usuario, Contraseña 
Descripción Crea un nuevo usuario con los valores 
indicados. 
Resultado Devuelve true si la acción se realiza 
correctamente. 
 
Ruta rest/color/{ID_color} 
Método GET 
Rol Usuario 
Datos de entrada ID Color 
Descripción  
Resultado Devuelve el color indicado. 
 
Ruta rest/color/?all={BOOL} 
Método GET 
Rol Usuario 
Datos de entrada All 
Descripción  
Resultado Devuelve todos los colores si all es igual 
a true. 
 
Ruta rest/elemento/{ID_ELEMENTO} 
Método GET 
Rol Usuario 
Datos de entrada ID Elemento 
Descripción  
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Resultado Devuelve el elemento indicado junto con 
su CSS, HTML y JS. 
 
Ruta rest/elemento/?idgroup={ID_GRUPO} 
Método GET 
Rol Usuario 
Datos de entrada ID Grupo 
Descripción  
Resultado Devuelve todos los elementos del grupo 
indicado junto con su CSS, HTML y JS. 
 
Ruta rest/grupo/{ID_grupo} 
Método GET 
Rol Usuario 
Datos de entrada ID Color 
Descripción  
Resultado Devuelve el grupo indicado junto con su 
imagen asociada. 
 
Ruta rest/grupo/?all={BOOL} 
Método GET 
Rol Usuario 
Datos de entrada All 
Descripción  
Resultado Devuelve todos los grupos que 
contengan elementos y sus imágenes 
asociadas, siempre que all sea igual a 
true. 
 
Ruta rest/login/{email} 
Método GET 
Rol Usuario 
Datos de entrada Email 
Descripción  
Resultado Devuelve true o false en función de si el 
Email está disponible o no. 
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Ruta rest/proyecto /{ID_PROYECTO} 
Método GET 
Rol Usuario 
Datos de entrada Id Proyecto 
Descripción  
Resultado Devuelve toda la información del 
proyecto con todos sus elementos 
formateados. 
 
Ruta rest/proyecto /?idudu={ID_USUARIO} 
Método GET 
Rol Usuario 
Datos de entrada Id Usuario 
Descripción  
Resultado Devuelve todos los proyectos del 
usuario. 
 
Ruta cms/rest/color 
Método POST 
Rol Administrador 
Datos de entrada Nombre, Valor 
Descripción Inserta el color con el nombre y valor 
indicados. 
Resultado Devuelve true si la acción se realiza 
correctamente. 
 
Ruta cms/rest/color 
Método POST 
Rol Administrador 
Datos de entrada ID color, Orden 
Descripción Modifica el orden del color indicado. 
Resultado Devuelve true si la acción se realiza 
correctamente. 
 
Ruta cms/rest/color 
Método POST 
Rol Administrador 
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Datos de entrada ID color, Delete 
Descripción Elimina el color indicado 
Resultado Devuelve true si la acción se realiza 
correctamente. 
 
Ruta cms/rest/grupo 
Método POST 
Rol Administrador 
Datos de entrada Nombre, Descripción 
Descripción Inserta un nuevo grupo con el nombre y 
descripción indicados. 
Resultado Devuelve true si la acción se realiza 
correctamente. 
 
Ruta cms/rest/grupo 
Método POST 
Rol Administrador 
Datos de entrada ID Grupo, Imagen, Nombre Imagen 
Descripción Realiza la subida del fichero y la asocia al 
grupo indicado. 
Resultado Devuelve la ruta de la imagen subida. 
 
5.3.7. Validación y testeo 
Para terminar con la implementación, se han realizado varias tareas de validación y 
testeo con el fin de comprobar que todo funciona correctamente. 
En primer lugar, el sistema ha sido testeado en todos los navegadores y sistemas 
operativos, comprobando que responde correctamente a los cambios de resolución y 
renderizado de cada navegador. Estas pruebas se han realizado en:  
 Windows: Google Chrome, Firefox, Internet Explorer 10+ 
 OS X: Google Chrome, Firefox, Safari 
 iPhone: Google Chrome, Safari 
 iPad: Google Chrome, Safari 
 Android: Google Chrome 
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Tras esto, se ha pasado la página por el validador oficial del W3C (W3C, s.f.) obteniendo 
un resultado perfecto, sin ningún tipo de alerta o error. 
 
Ilustración 32: Resultados W3C Validator 
Por último, se ha empleado la herramienta Page Speed de Google (Google, s.f.) con el 
fin de comprobar la velocidad y experiencia de usuario de la web. 
Por un lado, los resultados de velocidad son un poco bajos. Obteniendo 68 puntos sobre 
100 puntos de velocidad en el caso del ordenador y tan solo 59 puntos sobre 100 en el 
caso del móvil. Esto podría deberse, en parte, a la velocidad lenta que acarrea el hecho 
de emplear un host gratuito. Por otro lado, la experiencia de usuario en móvil es de 100 
puntos sobre 100, lo que muestra que el sistema está desarrollado pensando en una 
experiencia de usuario máxima. 
 
Ilustración 33: Resultados PageSpeed Google 
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6 Conclusiones 
La realización de este trabajo ha resultado ser una experiencia muy enriquecedora, me 
ha servido para poner en práctica y perfeccionar múltiples de los conocimientos 
adquiridos a lo largo mis estudios pertenecientes al Grado de Ingeniería Multimedia. 
Asignaturas como Programación Hipermedia I y II han sido de gran utilidad para el 
desarrollo de este trabajo. 
Este proyecto se cierra con la satisfacción de haber cumplido los objetivos propuestos, 
ofreciendo un constructor de páginas web dinámico accesible por un mayor número de 
personas. Ahora, las páginas web ya no serán sólo cosa de personas con altos 
conocimientos informáticos, sino que cualquiera, independientemente de su poder 
adquisitivo, podrá tener esa web que tanto desea. 
Con la llegada de Vowabi al mundo web trataremos de hacer cada vez más pequeño el 
grupo de personas que, tal como comentaba Bill Gates, no existe en el mundo por no 
tener su página web. 
No obstante, este trabajo sólo ha sido el principio de todo lo que Vowabi puede llegar a 
ser. 
6.1. Modelo de negocio 
Vowabi nació con la ambición de hacer llegar el mundo web a un mayor número de 
personas y, para conseguirlo, debía tratarse de un sistema sencillo y, a la vez, gratuito. 
Sin embargo, para llevar a cabo la propuesta de valor de este proyecto necesitamos: 
 Ingenieros de Software para mantener y hacer crecer el sistema 
 Infraestructura IT sobre la que basar el sistema 
 Personal de marketing para dar a conocer la marca y ganar visibilidad 
 Mantenimiento del host y el dominio del sistema 
Para conseguir todo esto, es necesario definir una fuente de ingresos principal que no 
influya en la gratuidad del sistema para los usuarios. No podemos incluir publicidad 
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porque esto supondría un problema para la experiencia de usuario. Tampoco podemos 
pedir dinero por la exportación del proyecto porque, entonces, se perdería la filosofía de 
Vowabi. Entonces, ¿qué podemos hacer para cubrir los gastos y ofrecer un sistema 
completo? 
Para ello, existen diversas opciones, como ya hemos estudiado en el punto 4.2.5. Sin 
embargo, la que más encaja con la idea de Vowabi es, sin duda, el crowdfunding, una 
filosofía de recaudación en la que personas con dinero confían en personas con ideas 
para sacar un proyecto adelante. (Loogic, s.f.) 
No obstante, también existen otras opciones que no interfieren en la experiencia del 
usuario. Un ejemplo de ello, sería la posibilidad de contratar un plan de revendedor de 
hosting para ofrecer a los usuarios la ocasión de alojar los sitios web que creen con esta 
herramienta. Además, si esta idea no nos convence, podríamos ofrecer asistencia y 
mantenimiento web a nuestros clientes a cambio de un módico precio. 
Finalmente, se ha optado por la utilización de la filosofía crowdfunding como modelo 
de negocio para cubrir las necesidades del sistema. Sin embargo, si en algún momento 
se tuviera la necesidad de obtener ingresos más allá de cubrir estas necesidades, se 
plantearía la posibilidad de contratar un plan de revendedor de hosting. 
6.2. Mejoras y ampliaciones 
Como hemos comentado, este proyecto tan sólo es el principio de todo lo que Vowabi 
pretende llegar a ser. Para ello, este proyecto se ha desarrollado tratando de ofrecer la 
mayor escalabilidad posible. 
A continuación, se enumeran algunas de las posibles mejoras y ampliaciones de este 
proyecto: 
 Ordenación y eliminación de elementos hijo 
 Posibilidad de que el usuario añada su propio color personalizado 
 Inclusión de más bloques predefinidos 
 Agrupación de los bloques predefinidos por temas o estilos 
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 Incluir el JavaScript asociado en los elementos 
 Hacer que la página web principal sea también explicativa de Vowabi 
 Incluir una previsualización del proyecto antes de exportarlo 
6.3. ¿Dónde encontrar Vowabi? 
Vowabi es accesible desde la web a través del siguiente enlace: 
http://vowabi.tk/index 
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A Glosario 
Los términos del siguiente glosario han sido enumerados por orden alfabético. 
AJAX, 60 
AJAX (Asynchronous JavaScript And XML) es una técnica de desarrollo web para crear 
aplicaciones interactivas. Estas aplicaciones se ejecutan en el lado del cliente mientras se 
mantiene la comunicación asíncrona con el servidor en segundo plano. 
Apache, 41, 64 
Apache es un servidor web HTTP de código abierto para sistemas modernos. Se trata  de 
un servidor seguro, eficiente y extensible que proporciona servicios HTTP. 
API, 13, 14, 15, 38, 41, 42, 43, 58, 59, 60, 67, 68, 72, 81, 82, 83, 84, 85, 86, 93, 95, 96, 97, 98, 
99, 103, 105, 107 
Una API (Application Programming Interface) o interfaz de programación de aplicaciones 
es el conjunto de subrutinas, funciones y procedimientos que ofrece una determinada 
biblioteca para ser utilizado por otro software como una capa de abstracción. 
Array, 95, 96 
Un array o matriz es una disposición sistemática de objetos similares, por lo general, en 
filas y columnas. 
Atributo data, 95, 98, 102 
Los atributos data fueron incluidos en la especificación de HTML5 con el objetivo de ser 
empleados como contenedores de datos privados para la aplicación web. Se trata de 
atributos personalizados que nos permiten añadir datos en el HTML sin afectar a su 
visualización. 
Backend, 41, 68 
En el diseño de software el backend es la parte que se encuentra en el lado del servidor 
y se encarga de la manipulación de los datos. Es decir, se trata de la parte del sistema 
encargada de interactuar con bases de datos o verificar manejos de sesiones.  
CMS, 35, 76, 105, 106 
Un CMS (Content Management System) es un sistema de gestión de contenidos que 
permite crear una estructura de soporte para la creación y administración de contenidos. 
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contentEditable, 101 
Es un atributo de HTML que especifica si el contenido de un elemento es editable o no. 
Dashboard, 37, 49, 50, 54, 55, 56, 87, 89, 106 
El dashboard es una interfaz gráfica de usuario donde el usuario puede administrar el 
software de un sistema. 
DNS, 74 
DNS (Domain Name System) o Sistema de Nombres de Dominio en castellano, es un 
sistema de nomenclatura jerárquico descentralizado para dispositivos conectados a 
redes IP como internet o una red privada. Este sistema asocia información variada con 
nombres de dominios asignados a cada uno de los participantes. Su función más 
importante es "traducir" nombres inteligibles para las personas en identificadores 
binarios asociados con los equipos conectados a la red, esto con el propósito de poder 
localizar y direccionar estos equipos mundialmente. 
Drag, 34, 37, 50, 51, 95, 99, 100 
La acción drag se refiere a la acción de arrastrar un elemento. 
drag&drop, 100 
En las interfaces gráficas de usuario, el drag&drop es una acción en la que el usuario 
selecciona un objeto "agarrándolo" y arrastrándolo y lo "suelta" al lugar deseado.   
Drop, 34, 37, 50, 51, 95, 97, 99, 100 
La acción drop se refiriere a la acción de soltar un elemento. 
Favicon, 64, 70, 72, 73 
Un favicon, del inglés favorites icon, es una pequeña imagen asociada con una página o 
sitio web en particular. Los navegadores suelen mostrarlo en el encabezado de la pestaña 
correspondiente. 
Feedback, 67 
Se refiriere a la realimentación entre dos partes implicadas. 
FTP, 65 
FTP (File Transfer Protocol) es un protocolo de red para la transferencia de archivos entre 
sistemas conectados a una red TCP, basado en la arquitectura cliente-servidor. 
Hipermedios, 58 
Se refiere a los elementos multimedia, incluyendo imágenes, audio, vídeo, etc. 
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Host, 65, 74, 75, 113 
El término host (anfitrión en español) es usado en informática para referirse a las 
computadoras conectadas a una red, que proveen y utilizan servicios de ella. 
HTTP, 42, 58, 59, 82, 87 
HTTP (Hypertext Transfer Protocol) es el protocolo de comunicación que permite las 
transferencias de información en la World Wide Web. 
Material Design, 32 
Material Design es un concepto, una filosofía, unas pautas enfocadas al diseño utilizado 
en Android, pero también en la web y en cualquier plataforma. 
MD5, 87 
MD5 (Message-Digest Algorithm 5) es un algoritmo de reducción criptográfico de 128 bits 
ampliamente usado.  
Media Query, 78, 79, 81, 91, 92 
En desarrollo web, Media Queries es un módulo CSS3 que permite adaptar la 
representación del contenido a características del dispositivo como la resolución de 
pantalla. 
Pixelado, 67 
En gráficos por ordenador, el pixelado, es un efecto causado por visualizar una imagen 
o una sección de una imagen a un tamaño en el que los pixeles individuales son visibles 
al ojo.  
Plugins, 40, 64 
Un complemento o plugin es una aplicación que se relaciona con otra para aportarle una 
función nueva y generalmente muy específica. 
Responsive, 33, 65, 85 
El diseño web responsive es una filosofía de diseño y desarrollo cuyo objetivo es adaptar 
la apariencia de las páginas web al dispositivo que se esté utilizando para visualizarlas. 
Scroll, 67 
Se denomina scroll o desplazamiento al movimiento en 2D de la ventana que se muestra 
en una aplicación informática. 
sessionStorage, 59, 84, 87 
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Mediante el objeto sessionStorage se puede guardar información relativa sólo a la 
ventana actual, es decir, a diferencia de las cookies, aunque tengamos dos ventanas del 
navegador abiertas en una página del mismo dominio, la variable sessionStorage será 
única para cada ventana. 
Slider, 85, 87 
Un slider es una forma de transición y animación entre imágenes. 
Token, 59, 60, 75, 82, 86, 87 
Un token o también llamado componente léxico es una cadena de caracteres que tiene 
un significado coherente en cierto lenguaje de programación. 
Tooltip, 34, 48, 89, 102 
En el campo de la informática, un tooltip (también llamada descripción emergente) es 
una herramienta de ayuda visual, que funciona al situar el cursor sobre algún elemento 
gráfico, mostrando una ayuda adicional para informar al usuario de la finalidad del 
elemento sobre el que se encuentra. 
URL, 27, 73, 76, 83 
URL es una sigla del idioma inglés correspondiente a Uniform Resource Locator 
(Localizador Uniforme de Recursos). Se trata de la secuencia de caracteres que sigue un 
estándar y que permite denominar recursos dentro del entorno de Internet para que 
puedan ser localizados. 
XMLHttpRequest, 85, 86 
XMLHttpRequest (XHR) es una interfaz empleada para realizar peticiones HTTP y 
HTTPS a servidores Web. Para los datos transferidos se usa cualquier codificación 
basada en texto, incluyendo: texto plano, XML, JSON, HTML y codificaciones 
particulares específicas. La interfaz se implementa como una clase de la que una 
aplicación cliente puede generar tantas instancias como necesite para manejar el diálogo 
con el servidor. 
 
 
 
 
 
