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Uvod
Web programeri su u ranim danima morali svaku web-stranicu pisati rucˇno. Azˇuriranje
tih web-stranica je znacˇilo mijenjanje svake stranice posebno. Kako je broj web-stranica ras-
tao postalo je jasno da je azˇuriranje zahtjevno, dugotrajno i u konacˇnici neodrzˇivo. Skupina
poduzetnicˇkih hakera u NCSA-i (The National Center for Supercomputing Applications)
je rijesˇila taj problem stvaranjem okruzˇenja za izradu sucˇelja koje omoguc´ava dinamicˇko
generiranje HTML-a. Ovo okruzˇenje su nazvali the Common Gateway Interface (CGI) i
njime zapocˇinje prva generacija dinamicˇnih web-stranica. Medutim, i CGI je imao svoje
mane, cˇinio je ponovnu upotrebu koˆda tesˇkom, koristio je mnogo ponavljajuc´eg koˆda i
programerima koji ga prvi put koriste bio je tesˇko razumljiv.
Druga generacija zapocˇela je razvojem PHP-a (Hypertext Preprocessor). PHP je rijesˇio
vec´inu mana koje je CGI imao i postao i dan danas najpopularniji alat za razvoj dinamicˇnih
web-stranica. PHP-ov koˆd se jednostavno ugraduje u HTML i, za nekoga tko poznaje HTML,
ucˇenje PHP-a je veoma brzo. No i PHP ima svojih mana. S obzirom da je jednostavan
za korisˇtenje, cˇesto dolazi do ponavljajuc´eg i neurednog koˆda. Nadalje, PHP malo brine
o zasˇtiti programera od sigurnosnih propusta. Vec´ina programera je naucˇila o sigurnosti
podosta kasno, najcˇesˇc´e nakon napada na web-stranice.
Frustracije slicˇne ovima su dovele do razvoja trec´e generacije dinamicˇnih web-stranica.
Najpopularniji od njih su Django i Ruby on Rails. Oni dopusˇtaju razvoj dinamicˇne i
zanimljive Web stranice u kratkom vremenu, omoguc´uju precˇace za cˇeste zadatke (kao
sˇto su prijava korisnika ili unos podataka pomoc´u formi) i jasne konvencije kako rijesˇiti
sigurnosne probleme. Obzirom da slijede Model-Template-View arhitekturu prisiljavaju
korisnika da koristi osnovne obrasce te arhitekture. Time se smanjuje ponavljajuc´i koˆd, ali i
povec´ava sigurnost same stranice.
U ovom radu bit c´e poblizˇe objasˇnjeno sˇto je Django, od cˇega se sastoji, kako se koristi
te njegove prednosti i mane. Na jednostavnim primjerima bit c´e objasˇnjeno kako stvoriti
funkcionalnu web-stranicu, najcˇesˇc´e gresˇke te kako ih otkloniti. Rad c´e pratiti razvoj
web-stranice koja sluzˇi za vodenje znanstvenih cˇlanaka na Prirodoslovno–matematicˇkom
fakultetu.
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Uvod u Django
1.1 Povijest Djanga
The World Online udruzˇenje, koje je odgovorno za proizvodnju i odrzˇavanje nekoliko
lokalnih stranica s vijestima, napredovalo je u razvoju okruzˇenja koje mozˇe zadovoljiti
novinarske rokove. Novinari i upravljacˇki tim su zahtijevali da se dijelovi i cijele stranice
izgrade intenzivno brzo, cˇesto u samo nekoliko dana ili sati. Zbog toga su Simon Willison i
Adrian Holovaty konstruirali web-razvojni okvir. To je bio jedini nacˇin da izrade aplikacije
unutar tih ekstremnih rokova.
U ljeto 2005. godine kada su dovoljno razvili okruzˇenje, tim koji je sad vec´ ukljucˇivao i
Jacob Kaplan-Moss-a, odlucˇio je objaviti okruzˇenje kao otvoreni softver (eng. open source).
Objavili su ga u srpnju 2005. godine i nazvali ga Django, prema poznatom jazz gitaristu
Djangu Reinhardtu.
Django je dobro uspostavljen projekt s nekoliko stotina tisuc´a korisnika i suradnika
diljem svijeta. Oba originalna programera josˇ uvijek pruzˇaju sredisˇnje smjernice za razvoj
okruzˇenja. Obzirom da je Django roden u novinarskom okruzˇenju posebno je dobro
prilagoden za sadrzˇajne stranice (eng. content sites) koje nude dinamicˇke informacije vodene
bazom podataka. No, to ne znacˇi da Django nije upotrebljiv za ostale vrste dinamicˇnih
web-stranica.
Django je nastao iz stvarnog koˆda. Dakle, nije nastao kao dio akademske vjezˇbe ili
komercijalni proizvod pa je fokusiran na rjesˇavanje problema u web-okruzˇenju s kojima su
se susreli i sami programeri. Posljedica toga je Djangovo poboljsˇanje iz dana u dan. Cilj
odrzˇavatelja Djanga je usˇteda vremena, proizvodnja stranica koje je lako odrzˇavati i koje
imaju dobre performanse pod opterec´enjem. Ako nisˇta drugo, programeri su motivirani
svojim vlastitim sebicˇnim zˇeljama da si skrate vrijeme i uzˇivaju u svom poslu.
2
POGLAVLJE 1. UVOD U DJANGO 3
1.2 Arhitekture MVC i MTV
Model-Viewer-Controller (MVC) je arhitekturni obrazac koji sluzˇi za implementiranje
korisnicˇkog sucˇelja. On dijeli dani softver u tri dijela da bi razdvojio originalnu repre-
zentaciju informacija od nacˇina na koji su informacije predstavljene korisniku. Obzirom
da je MVC obrazac, odredene arhitekture koje koriste taj obrazac mogu varirati. Prvo
c´emo objasniti kako se ti dijelovi opisuju u tradicionalnoj definiciji. Centralni dio je model
(eng. model). On zabiljezˇava ponasˇanje aplikacije u terminima same domene problema koja
je neovisna o korisnicˇkom sucˇelju. Direktno pristupa podacima, logici i pravilima aplikacije.
Drugi dio je pogled (eng. viewer). Pogled je svaki izlazni rezultat aplikacije kao sˇto su
dijagram, tablica ili tekst. Omoguc´eno je stvaranje visˇe pogleda jedne informacije. Trec´i
dio je kontrolor (eng. controller) koji prima ulaz i prevodi ga u izlaz razumljiv modelu ili
pogledu. Kontrolor je zapravo posrednik izmedu modela i pogleda u oba smjera.
Model-Template-View je vrsta MVC arhitekture korisˇtena za razvoj web-stranica. On
razdvaja razlicˇite dijelove web-stranice: prikaz, pristup podacima i logiku web-stranice.
MTV omoguc´ava neovisnu izgradnju web-stranica, povec´ava sigurnost sustava te pojednos-
tavljuje odrzˇavanje sustava.
Model
Model (eng. model) definira oblike i odnose podataka u bazama podataka. Model u
Django okruzˇenju je klasa (eng. class) napisana u programskom jeziku Python, odreduje
varijable i metode pridruzˇene odredenim tipovima podataka te ima znacˇenje tablice u bazi
podataka. Pridruzˇene varijable imaju znacˇenje stupca u tablici, a metode definiraju relacije
medu varijablama. Model je usko povezan s bazom podataka i pogledom. Od baze podataka
model dohvac´a trazˇene podatke i prosljeduje ih pogledu. Model nema saznanja o postojanju
predlosˇka i funkcija izvedenih u pogledu. Na taj nacˇin je baza podataka izdvojena od
preostala dva dijela sustava.
Pogled
Namjena pogleda (eng. view) je odrediti koji c´e podaci biti prikazani, odnosno, koji c´e
podaci biti dohvac´eni iz baze podataka i prikazani pomoc´u pogleda u web-pregledniku. U
Django okruzˇenju, prilikom stvaranja web-stranice za svaku pojedinu aplikaciju kreira se
zasebna datoteka pogleda. Datoteka pogleda sastoji se od funkcija napisanih u programskom
jeziku Python. Za svaku stranicu napisana je posebna funkcija koja upravlja izvodenjem
upita. Osim moguc´nosti postavljanja upita modelu za dohvatom podataka, ima moguc´nost
implementacije slanja e-mailova, autentifikacije, provjere ulaznih parametara i mnoge druge.
Pogled ne zna kako su podaci prikazani u web-pregledniku. Posao pogleda je dohvatiti
trazˇene podatke i proslijediti ih visˇem sloju koji c´e ih prikazati u pregledniku.
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Predlozˇak
Predlozˇak (eng. template) je sloj arhitekture MTV-a usko povezan s web-preglednikom.
Predlozˇak je HTML stranica s dodatnim strukturama koje omoguc´avaju prikaz podataka koji
su proslijedeni od pogleda. Zadac´a predlosˇka je sadrzˇaj primljen od pogleda organizirati
i ugraditi u HTML koˆd koji c´e se prikazati u web-pregledniku. Datoteka predlosˇka ima
dodatna ogranicˇenja nemoguc´nosti upisivanja naredbi u programskom jeziku Python. Time
onemoguc´uje mijesˇanje funkcija pojedinih slojeva te pruzˇa dodatnu sigurnost web-stranici.
Dodatne strukture koje omoguc´uju prikaz podataka proslijedenih od pogleda su oznake,
ugradeni filter i ugradene programske strukture, no o tome detaljnije u poglavlju 3.
1.3 Instalacija
Django je ”samo” Python koˆd pa je potrebno prvo provjeriti da li je instaliran Python.
Sva objasˇnjenja se odnose na Linuxovu distribuciju Ubuntu 13.04. Svejedno je koju verziju
Pythona c´emo koristiti od 2.5 do 3.3 jer ih Django sve podrzˇava. Razlike su neznatne jer
sve sˇto je potrebno za Django se u tim verzijama nije mijenjalo. Slike koje prikazuju izgled
rjesˇenja ili isjecˇci koˆda se odnose na Python verziju 2.7.5. Upute i potrebne datoteke za
instalaciju Python-a za sve operacijske sustave nalaze se na [5].
Sljedec´i korak je instalacija Djanga. Posljednja verzija je 1.7 objavljena u rujnu 2014.
godine i radi sa svim verzijama Pythona. Obzirom da je zadnja verzija, time je i najazˇurnija
te podrzˇava sve moguc´nosti koje Django trenutno pruzˇa. Verzije manje od 1.6 rade samo s
verzijama Pythona od 2.5 do 2.7 ukljucˇivo. Visˇe verzije Pythona rade sa Djangom samo
eksperimentalno. Postoje dvije vrste Django verzije, zadnje sluzˇbeno izdanje te razvojno
izdanje. U svrhu razvoja web-stranica potpuno je svejedno koje izdanje se koristi, no drugo
izdanje sluzˇi za poboljsˇanje samog Djanga u koji se i sami mozˇemo ukljucˇiti. Za nasˇe
potrebe je dovoljno imati samo zadnje sluzˇbeno izdanje. Slike koje prikazuju izgled rjesˇenja
ili isjecˇci koˆda se odnose na Django verziju 1.7. Upute i potrebne datoteke za instalaciju
Djanga za sve operacijske sustave nalaze se na [1].
Ukoliko pisˇemo web-stranice koje koriste baze podataka tada je potrebno instalirati
zˇeljenu bazu podataka na racˇunalo. Django podrzˇava rad sa cˇetiri baze podataka: Post-
greSQL, SQLite3, MySQL i Oracle. Nakon odabira baze podataka potrebno je instalirati tu
bazu podataka. Zatim je potrebno instalirati Python biblioteku za odabranu bazu podataka.
To nije potrebno za SQLite3 bazu jer je biblioteka vec´ ukljucˇena u instalaciju baze podataka.
Slike koje prikazuju izgled rjesˇenja ili isjecˇci koˆda se odnose na bazu podataka SQLite3.
Upute i potrebne datoteke za instalaciju odabrane baze podataka za sve operacijske sustave
nalaze se na [2], [3], [4] i [6].
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1.4 Stvaranje Django projekta
Na pocˇetku razvoja web-stranice potrebno je stvoriti direktorij u kojem c´e se nalaziti
svi koˆdovi. Direktorij se mozˇe nalaziti bilo gdje na racˇunalu. U PHP-u se koˆd stavlja u
direktorij /var/www tj. u web-serverov korijen dokumenata (eng. web-server directory root).
To se ne preporucˇa u Djangu jer postoji moguc´nost da c´e korisnici vidjeti izvorni koˆd preko
weba, a to nikako ne zˇelimo.
Da bismo stvorili Django projekt potrebno je uc´i u stvoreni direktorij preko terminala i
pokrenuti naredbu startproject
nikolina@ubuntu:˜/django$ django-admin.py startproject primjer
nikolina@ubuntu:˜/django$ cd primjer
nikolina@ubuntu:˜/django/primjer$ ls
primjer manage.py
nikolina@ubuntu:˜/django/primjer$ cd primjer
nikolina@ubuntu:˜/django/primjer/primjer$ ls
__init__.py settings.py settings.py urls.py wsgi.py
Naredba c´e stvoriti projekt s imenom primjer. Stvoreni direktorij sadrzˇi datoteku
manage.py i novi ugnjezˇdeni direktorij koji se zove isto kao i izvorni. Taj direktorij c´emo
zvati konfiguracijski direktorij projekta radi laksˇeg razumijevanja. manage.py je skripta
koja pruzˇa niz naredbi za pokretanje i odrzˇavanje projekta u Djangu. U konfiguracijskom
direktoriju se nalaze datoteke init .py, settings.py, urls.py i wsgi.py. init .py je prazna
Python skripta koja javlja interpreteru da je direktorij Python paket. settings.py je datoteka
u kojoj se nalaze sve postavke projekta u Djangu. urls.py je datoteka u koju se spremaju
URL obrasci (eng. pattern) projekta. wsgi.py je Python skripta koja pomazˇe pokrenuti
Djangov razvojni server (eng. Django developement server, runserver) i razviti projekt u
produkcijsku okolinu.
Da bismo mogli prikazati nasˇu stranicu potrebno je pokrenuti Djangov razvojni server.
On automatski ponovno ucˇitava nasˇ koˆd sˇto olaksˇava razvoj jer nema nepotrebnih rucˇnih
pokretanja procesa. Da bismo pokrenuli razvojni server u direktoriju projekta (primjer)
potrebno je startati naredbu
python manage.py runserver
Time dobijemo sljedec´i ispis:
Performing system checks...
System check identified no issues (0 silenced).
You have unapplied migrations; your app may not work properly until they are
applied.
Run ’python manage.py migrate’ to apply them.
August 19, 2015 - 12:12:10
Django version 1.7, using settings ’primjer.settings’
Starting development server at http://127.0.0.1:8000/
Quit the server with CONTROL-C.
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Ukoliko se javi gresˇka upozorava nas da nismo postavili migracije na bazi podataka. Mi-
gracija u Djangu je objekt pomoc´u kojeg se pohranjuju promjene koje su napravljenje na
modelima. Naredbom
python manage.py migrate
primijenimo sve migracije na bazu i time se stvori datoteka db.sqlite3 te dobijemo sljedec´i
ispis:
Operations to perform:
Apply all migrations: admin, contenttypes , auth, sessions
Running migrations:
Applying contenttypes.0001_initial... OK
Applying auth.0001_initial... OK
Applying admin.0001_initial... OK
Applying sessions.0001_initial... OK
Nakon toga ponovno pokrenemo naredbu runserver. Otvorimo web-preglednik na adresi
http://127.0.0.1:8000/ i dobijemo prikaz kao na slici 1.1. Adresu na kojoj se nalazi
web-aplikacija dobijemo u ispisu nakon pokretanja naredbe runserver.
Slika 1.1: Pocˇetna stranica projekta
1.5 Stvaranje Django aplikacije
Projekt u Djangu je kolekcija konfiguracija i aplikacija i oni skupa daju web-stranicu.
Ovaj pristup, koji koristi visˇe manjih aplikacija u jednoj web-stranici, se koristi jer se na
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taj nacˇin vec´ stvorene manje aplikacije mogu ubaciti u drugi projekt u Djangu. To se
najcˇesˇc´e koristi za genericˇke aplikacije, kao sˇto su blogovi, i zbog toga stvaranje stranica
zahtjeva minimalan napor. Jedna Django aplikacija odraduje jedan zadatak, odnosno, svaka
aplikacija daje drugu funkcionalnost i uklopljene cˇine jednu web-stranicu. Postoje stvorene
genericˇke aplikacije koje se mogu samo skinuti s weba i uklopiti u projekt, no mi c´emo
ovdje pokazati kako stvoriti vlastitu aplikaciju. Sad kad smo stvorili projekt razvijamo
jednu aplikaciju, pod nazivom osnove, naredbom startapp:
nikolina@ubuntu:˜/django/primjer$ python manage.py startapp osnove
nikolina@ubuntu:˜/django/primjer$ cd osnove
nikolina@ubuntu:˜/django/primjer/osnove$ ls
admin.py migrations urls.py models.py tests.py views.py
__init__.py
Naredba stvara novi direktorij osnove u korijenskom direktoriju projekta i sadrzˇi
sljedec´ih pet datoteka : init .py, tests.py, views.py, admin.py, models.py te direktorij
migrations. init .py ima istu ulogu kao istoimena datoteka nastala pri stvaranju projekta.
tests.py je datoteka u koju se sprema niz test funkcija za testiranje nasˇeg koˆda. views.py je
datoteka u kojoj definiramo niz funkcija koje primaju klijentove upite i vrac´aju odgovore na
te upite, odnosno u njoj definiramo funkcije pogleda. admin.py datoteka sluzˇi za registri-
ranje modela koji se smiju koristiti u aplikaciji. models.py datoteka se koristi za pohranu
definiranih modela, u njoj se definiraju atributi i veze medu podacima. views.py i models.py
su dvije osnovne datoteke koje c´emo koristiti kod razvoja svake aplikacije. U direktorij
migrations se automatski spremaju sve migracije na bazi podataka.
Nakon sˇto smo stvorili aplikaciju, projektu je potrebno rec´i koje smo nove aplikacije
dodali. Udemo u settings.py u konfiguracijskom direktoriju i u varijablu INSTALLED APPS
navedemo nove aplikacije koje smo dodali i koje zˇelimo ukljucˇiti u nasˇ projekt. Varijabla
INSTALLED APPS je tuple (posebna vrsta liste u Python-u) stringova i potrebno je iza
posljednjeg elementa staviti zarez!
1 INSTALLED_APPS = (
2 ’django.contrib.admin’,
3 ’django.contrib.auth’,
4 ’django.contrib.contenttypes’,
5 ’django.contrib.sessions’,
6 ’django.contrib.messages’,
7 ’django.contrib.staticfiles’,
8 ’osnove’,
9 )
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Pogledi
2.1 Pogledi i povezivanje s URL-om
Nakon sˇto smo stvorili aplikaciju zˇelimo da ta aplikacija ima neku funkcionalnost. Sada
krec´emo razvijati dijelove MTV arhitekture i medusobno ih povezivati da bismo dobili
cjelovitu web-stranicu. Zapocˇnimo jednostavnim primjerom. Zˇelimo stvoriti web-stranicu
koja prikazuje tekst ”Ovo je stranica za prikaz clanaka!”. Da bismo prikazali najjednostavniji
tekst na web-stranici potrebne su nam dvije stvari: sadrzˇaj, tj. sami tekst koji c´e se prikazati
te URL, npr. http://www.example.com/tekst/ gdje c´e se taj tekst prikazati. U Djangu
su te dvije stvari razdvojene. Sadrzˇaj se zadaje pomoc´u pogleda, tocˇnije pomoc´u funkcije
pogleda (eng. view function), a URL se zadaje u datoteci urls.py. Ovako izgleda pripadna
funkcija pogleda spremljena u datoteci views.py.
1 from django.http import HttpResponse
2
3 def index(request):
4 return HttpResponse("Ovo je stranica za prikaz clanaka!")
Svaka funkcija pogleda prima barem jedan parametar tipa HttpRequest koji se dogovorno
zove request. Taj objekt sadrzˇi informacije o trenutnom zahtjevu za ovaj pogled koji
postavlja klijent. U ovom jednostavnom primjeru mi ne koristimo parametar request, ali
on uvijek mora biti prvi parametar u funkciji pogleda. Svaka funkcija pogleda vrac´a objekt
tipa HttpResponse. Ovdje on sadrzˇi string (sadrzˇaj) koji sˇaljemo klijentu koji je zatrazˇio
taj pogled.
Projekt josˇ uvijek ne zna za nasˇ pogled, moramo mu tocˇno rec´i da se taj pogled aktivira
na odredenom URL-u (Uniform Resource Locator). Za to trebamo stvoriti datoteku urls.py u
direktoriju nasˇe aplikacije. Ona predstavlja ”sadrzˇaj” nasˇe stranice. Django to prevodi ovako:
”Za odredeni URL pozovi zadani koˆd odnosno pogled”. Primijetimo da ovdje stvaramo novu
datoteku. Dobro je razdvajati URL-ove za svaku aplikaciju. Iako postoji stvorena datoteka
8
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urls.py u konfiguracijskom direktoriju, bolje rjesˇenje je za svaku aplikaciju stvoriti vlastitu
datoteku. Podsjetimo se, vec´ smo naglasili da zˇelimo individualnost aplikacija. Unutar
datoteke urls.py potrebno je dodati varijablu urlpatterns koja oznacˇava preslikavanje
izmedu URL-ova i pogleda. U nasˇem slucˇaju zˇelimo da se pozove funkcija index:
1 from django.conf.urls import patterns , url
2 from osnove import views
3
4 urlpatterns = patterns(’’,
5 url(r’ˆ$’, views.index, name=’index’),
6 )
Varijabla urlpatterns je takoder tuple i iza posljednjeg elementa mora slijediti zarez!
Nadalje, prosljedujemo funkciju pogleda URL-u kao objekt bez poziva funkcije, odnosno
prosljedujemo funkcije kao bilo koje druge varijable.
Obzirom da smo razdvojili popis URL-ova za svaku aplikaciju, sada novostvorenu
datoteku trebamo dodati u originalnu datoteku urls.py nasˇeg projekta koja se nalazi u
konfiguracijskom direktoriju. U varijablu urlpatterns potrebno je dodati popis novih
URL-ova:
1 url(r’ˆosnove/’, include(’osnove.urls’)),
Slika 2.1: Prikaz teksta proslijedenog iz pogleda
Sada ponovno otvorimo preglednik na adresi http://127.0.0.1:8000/osnove i
vidjet c´emo da se tekst prikazao kao na slici 2.1.
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2.2 Regularni izrazi
URL-ovi su zapisani pomoc´u regularnih izraza. Ispred svakog regularnog izraza nalazi
se znak ’r’ koji oznacˇava da je regularni izraz koji slijedi ”raw string” tj. u njegovom izrazu
ne treba interpretirati znak ’\’. U Pythonu taj znak u kombinaciji s drugim odredenim
znakovima oznacˇava posebne znakove, npr. ’\n’. Tablica 2.1 navodi najcˇesˇc´e regex
znakove koje c´emo koristiti za regularne izraze.
Simbol Znacˇenje
$ Kraj stringa
ˆ Pocˇetak stringa
. Bilo koji znak
\w Bilo koje slovo ili znamenka
\d Bilo koja znamenka
[A–Z] Bilo koje veliko slovo od A do Z
[a–z] Bilo koje malo slovo od a do z
[A–Za–z] Bilo koje (veliko ili malo) slovo od A do Z
+ Jedan ili visˇe znakova prethodnog izraza
* Nijedan ili visˇe znakova prethodnog izraza
? Jedan ili nijedan znak prethodnog izraza
{1,3} Izmedu jedan i tri znaka prethodnog izraza
[ˆ] Bilo koji znak osim navedenih u uglatim zagradama
( ) Grupiranje znakova u izraz
Tablica 2.1: Regex znakovi
2.3 Princip labavog spajanja
Labavo spajanje (eng. loose coupling) je pristup u razvoju softvera u kojemu komponente
imaju vrlo malo znanja o drugim odvojenim komponentama. Ako su dvije komponente
labavo spojene tada c´e promjene u jednoj imati malo ili nimalo utjecaja na drugu kompo-
nentu. Primjer ovog pristupa je datoteka urls.py. U Djangovoj aplikaciji URL definicije
i funkcije pogleda ih koje pozivaju su labavo spojeni. Odluka na kojem URL-u c´e biti
odredena funkcija pogleda i sama implemenatacija funkcije su dvije zasebne komponente.
Time je omoguc´eno da mijenjamo funkciju pogleda sˇto nec´e utjecati na URL definiciju ili
obrnuto.
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Na primjer, recimo da nasˇu trenutnu funkciju pogleda, index, zˇelimo staviti na drugi
URL, npr. http://127.0.0.1:8000/osnove/index. Samo c´emo promijeniti definiciju
URL-a u datoteci urls.py u:
1 url(r’ˆindex/’, views.index, name=’index’),
bez da brinemo o samoj funkciji pogleda. Obrnuto, ako zˇelimo promijeniti funkciju pogleda
tako da se prikazˇe drugi sadrzˇaj, promjena nec´e utjecati na URL za koji je funkcija vezana.
Nadalje, ako zˇelimo da se isti tekst (odnosno, ista funkcija pogleda) vezˇe za visˇe razlicˇitih
URL-ova, tada samo dodamo definicije URL-ova za koje zˇelimo vezati tu funkciju, bez da
mijenjamo koˆd funkcije pogleda.
Poglavlje 3
Predlosˇci
3.1 Povezivanje pogleda s predlosˇkom
Django koristi predlosˇke (eng. template) za jednostavnije oblikovanje dizajna stranice
te za odvajanje logike aplikacije od prezentacijskih koncepata. Za stvaranje predozˇaka
potrebno je stvoriti direktorij u kojem c´e se nalaziti svi predlosˇci, stvorimo ga u direktoriju
projekta pod nazivom templates. U njemu c´emo stvoriti direktorij osnove, sˇto sugerira da
c´emo razdvajati predlosˇke za svaku aplikaciju. Zatim je potrebno projektu rec´i gdje se nalaze
svi predlosˇci. U datoteci settings.py potrebno je definirati tuple stringova TEMPLATE DIRS:
1 TEMPLATE_PATH = os.path.join(BASE_DIR, ’templates’)
2 TEMPLATE_DIRS = (
3 TEMPLATE_PATH ,
4 )
Varijabla koja se nalazi u settings.py pod nazivom BASE DIR oznacˇava koji je apsolutni
put direktorija projekta. Koristec´i tu varijablu ne moramo razmisˇljati koji je put do bilo koje
datoteke nasˇeg projekta. Sada c´emo stvoriti novi predlozˇak imena index.html i spremiti ga u
prethodno stvoreni direktorij sa sljedec´im koˆdom:
1 <html>
2 <head>
3 <title>Clanci</title>
4 </head>
5
6 <body>
7 <h1>Ovdje cete moci pronaci</h1>
8 popis <strong>{{ message }}</strong><br />
9 <a href="/osnove/">Pocetna stranica</a><br />
10 </body>
12
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11 </html>
Vidimo da je koˆd vrlo slicˇan klasicˇnom HTML-u, no ima josˇ nekih dodataka kao sˇto je
{{ message }} . Ovo je Djangova varijabla predlosˇka (eng. template variable), no o tome
detaljnije u odjeljku 3.2. Sada je potrebno dodati funkciju pogleda u datoteci views.py kako
bi se prikazao nasˇ predlozˇak na sljedec´i nacˇin:
1 from django.shortcuts import render
2 def introduction(request):
3 dictionary = {’message’: "svih znanstvenih clanaka"}
4 return render(request, ’osnove/index.html’, dictionary)
Konstruiramo rjecˇnik koji koristimo s predlosˇkom, kljucˇ je varijabla predlosˇka, a vri-
jednost je string cˇiju vrijednost zˇelimo da poprimi varijabla message. Rekli smo da svaka
funkcija pogleda vrac´a HttpResponse, no mi ovdje moramo ucˇitati stvoreni predlozˇak,
povezati ga s funkcijom pogleda, a zatim vratiti HttpResponse. Zbog toga koristimo
funkciju render() koja predstavlja precˇac za te radnje. Ne smijemo zaboraviti u datoteku
urls.py dodati URL na kojem zˇelimo da se prikazˇe predlozˇak sa pripadnom funkcijom
pogleda. Rezultat izgleda kao na slici 3.1.
Slika 3.1: Primjer korisˇtenja predlosˇka
U primjeru vidimo da je link prema pocˇetnoj web-stranici koja je takoder dio nasˇeg
projekta eksplicitno napisan. No, da ne bismo svaki put morali trazˇiti koji je odredeni
URL neke stranice i da li je on mapiran u varijabli urlpatterns ovdje nam pomazˇe url
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oznaka. Ona se nalazi, kao i ostale oznake jezika predlozˇaka, unutar {% i %} znakova. Dakle,
prethodni koˆd:
1 <a href="/osnove/">Pocetna stranica</a>
mozˇemo zamijeniti sljedec´im:
1 <a href="{% url ’index’ %}">Pocetna stranica</a>
jer smo svakom novododanom URL-u inicijalizirali opcionalni parametar name. To c´e biti
posebno korisno kada budemo imali veliki broj zadanih URL-ova kako stranica bude rasla.
Korisˇtenjem url oznake se takoder mozˇe prosljedivati parametar u funkciju pogleda na
nacˇin da se parametar navede nakon naziva URL-a unutar oznake. To c´e nam biti potrebno
kad budemo koristili slug-ove, no o tome u odjeljku 5.3.
3.2 Djangov jezik predlozˇaka
Iako predlosˇci podosta licˇe na HTML jezik, da bismo ih koristili u Djangu koristit c´emo
i Djangov jezik predlozˇaka. To je posebna sintaksa koju koristimo dok razvijamo Django
aplikaciju i omoguc´uje razlicˇite manipulacije podacima koji su proslijedeni predlosˇku.
Osnovni dijelovi jezika predlozˇaka su varijabla predlosˇka, oznaka predlosˇka i filter.
Varijabla predlosˇka (eng. template variable) zapisana je unutar znakova {{ i }}. Toj
varijabli je pridruzˇena odredena vrijednost.
Oznaka predlosˇka (eng. template tag) zapisana je unutar znakova {% i %}. U ovom
poglavlju dajemo popis osnovnih oznaka koje c´emo koristiti u razvoju te njihova objasˇnjenja.
if/else
Koristi se u kombinaciji s varijablom predlosˇka i ako je varijabla True tada se prikazuje
sav sadrzˇaj izmedu {% if %} i {% endif %} oznaka. Oznaka else je opcionalna. Ukoliko
je ukljucˇena, ako je varijabla kombinirana s if oznakom True, prikazuje se sav sadrzˇaj
izmedu {% if %} i {% else %} oznaka. Inacˇe, prikazuje se sav sadrzˇaj izmedu {% else
%} i {% endif %} oznaka. Oznaka if takoder prihvac´a and, or i not operatore za tes-
tiranje visˇestrukih varijabli, odnosno negiranje varijable, no ne dopusˇta korisˇtenje and i
or operatora u istoj recˇenici. Dopusˇtena je ponovljena upotreba istog operatora u jednoj
recˇenici. Bitna stvar je da iza svake {% if %} oznake mora doc´i {% endif %} oznaka, inacˇe
c´e Django baciti TemplateSyntaxError iznimku. Slijedi primjer pravilne upotrebe if
oznake.
1 {% if varijabla %}
2 <strong>Varijabla ima valjanu vrijednost!</strong>
3 {% else %}
POGLAVLJE 3. PREDLOSˇCI 15
4 <strong>Varijabla je prazna ili jednaka nuli!</strong>
5 {% endif %}
for
Sljedec´a cˇesto korisˇtena oznaka je for koja simulira klasicˇnu for-petlju u Pythonu.
Sintaksa je {% for X in Y %} gdje je Y polje po kojem se prolazi, a X je element polja Y.
Svaki prolazak kroz petlju znacˇi ispis cijelog sadrzˇaja izmedu {% for %} i {% endfor %}
oznaka. Oznaka for mozˇe sadrzˇavati dodatne parametre kao sˇto je reverse, sˇto znacˇi da
petlja prolazi kroz cijelo polje unatrag. Djangov jezik predlozˇaka dopusˇta ugnijezˇdene for-
petlje. Obzirom da se cˇesto na pocˇetku provjerava da li je lista po kojoj prolazi petlja prazna,
Django je uveo posebnu oznaku koja se koristi u tom slucˇaju, {% empty %}. Oznaka for ne
podrzˇava bilo koju varijaciju tipicˇne naredbe break, tj. nije moguc´e prekinuti petlju prije
nego se ona do kraja izvrti. Ako to zˇelimo, potrebno je postaviti drugacˇiji uvjet na petlju. Sa
svakom for oznakom dobivamo pristup varijabli predlosˇka pod nazivom forloop koja daje
informacije o trenutnom napretku u petlji kao sˇto su: broj dosadasˇnjih prolaza kroz petlju,
broj preostalih prolaza kroz petlju, da li je trenutni prolazak prvi prolazak kroz petlju, da li
je trenutni prolazak zadnji prolazak kroz petlju te referenca na roditeljsku petlju ukoliko
je petlja ugnijezˇdena. Iza svake {% for %} oznake mora se nalaziti {% endfor %} oznaka,
inacˇe c´e Django opet izbaciti iznimku. Slijedi primjer korisˇtenja for oznake.
1 {% for l in lista %}
2 {% if forloop.first %}
3 <strong>Ovo je prvi prolaz kroz petlju!</strong>
4 {{ l }}
5 {% else %}
6 {{ l }}
7 {% empty %}
8 <p>Lista je prazna!</p>
9 {% endfor %}
ifequal
Oznaka ifequal omoguc´uje usporedivanje dviju vrijednosti i ispisivanje sadrzˇaja ako
su oni jednaki. Iza oznaka takoder moraju slijediti zavrsˇne oznake, tj. {% endifequal
%} oznaka. Argumenti u oznakama mogu biti stringovi umjesto varijabli predlosˇka (npr.
’marko’ ili "marko"). Drugi tipovi kao sˇto su rijecˇnici, liste ili Boolean vrijednosti se ne
mogu uporedivati ovim oznakama. U tom slucˇaju jednakosti je potrebno testirati {% if %}
oznakom. Ove oznake podrzˇavaju opcionalnu {% else %} oznaku koja prikazuje sadrzˇaj u
slucˇaju nejednakosti vrijednosti.
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1 {% ifequal string_prvi string_drugi}
2 <p>Stringovi su jednaki.</p>
3 {% endifequal %}
Komentar
Djangov jezik dopusˇta komentiranje koristec´i oznaku {# #}. Sve sˇto se nalazi unutar te
oznake nec´e biti ispisano na doticˇnoj web-stranici. Na ovaj nacˇin nije moguc´e komentirati
visˇe linija koˆda. Za komentiranje visˇe linija koˆda koristi se {% comment %} oznaka iza koje
mora slijediti {% endcomment %} oznaka.
1 {# Ovo je jedan komentar #}
2 {% comment %}
3 Ovo je jos jedan komentar.<br />
4 ...i jos jedan komentar.
5 {% endcomment %}
Filter
Filteri unutar predlosˇka su zapisani u obliku {{ varijabla|filter }}. Oni sluzˇe
za promjenu teksta prije samog prikazivanja. Primjer filtera je {{ name|lower }} koji
varijablu name mijenja tako da sva slova pretvori u mala slova. Filteri se mogu ulancˇavati,
odnosno moguc´e je koristiti nekoliko uzastopnih filtera koji c´e se primijenjivati na istu
vrijednost varijable. Najcˇesˇc´e korisˇteni filteri su: addslashes – dodaje jedan znak ’\’
prije svakog znaka ’\’, date – formatira date ili datetime objekt u format koji je zadan
i length – vrac´a duljinu vrijednosti varijable.
3.3 Bazni predlozˇak
Kod pisanja predlozˇaka imamo puno ponavljajuc´eg koˆda. Svaki predlozˇak mora imati
osnovne elemente kao sˇto su naslov ili zaglavlje odnosno podnozˇje za koje ocˇekujemo
da c´e se pojavljivati u istom obliku na bilo kojem predlosˇku. Nerealno je ocˇekivati da
c´emo svaki puta kopirati isti dio koˆda zaduzˇen za to i zbog toga se Django pobrinuo za sve.
Najjednostavniji nacˇin je da stvorimo bazni predlozˇak iz kojeg c´e se nasljedivati svi ostali
predlosˇci u nasˇoj aplikaciji. U baznom predlosˇku potrebno je stvoriti kostur za standardnu
stranicu sa svim potrebnim sadrzˇajima, neka se zove base.html. U baznom predlosˇku
oznacˇimo sve sˇto c´e se moc´i redefinirati u naslijedenim predlosˇcima (laicˇki recˇeno, sve
ono sˇto c´emo ipak moc´i promijeniti u naslijedenim predlosˇcima). Jedan od primjera je
{% block tijelo %} koji takoder mora zavrsˇavati pripadnom {% endblock %} oznakom.
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On oznacˇava da se sve unutar tog bloka (mislimo na tijelo stranice) mozˇe mijenjati. Dijelovi
u naslijedenom predlosˇku koji se redefiniraju takoder moraju biti unutar {% block %} i {%
endblock %} oznaka. Neka datoteka base.html izgleda ovako:
1 <html>
2 <head>
3 <title>Clanci {% block naslov %}{% endblock %}</title>
4 </head>
5
6 <body>
7 <div>
8 {% block lista %}{% endblock %}
9 </div>
10 <div>
11 {% block tijelo %}{% endblock %}
12 </div>
13 <hr />
14 <div>
15 <a href="{% url ’index’ %}">Pocetna stranica</a>
16 </div>
17 </body>
18 </html>
Moramo uzeti u obzir sve dijelove, odnosno blokove koji c´e nam se ponavljati na
stranicama da ne bismo imali ponavljajuc´i koˆd. Prije pocˇetka moramo razmisliti kako c´e
nam izgledati kostur stranice, da li c´e imati zaglavlje, podnozˇje, sˇto c´e se u njemu nalaziti, da
li c´e imati izbornik sa strane. Kada odlucˇimo sˇto c´ete imati onda stvaramo bazni predlozˇak
jer su to sve dijelovi koji se pojavljuju na svim stranicama. Tako c´emo izbjec´i ponavljanje
koˆda i gubljenje vremena. Ako prepravimo index.html tako da nasljeduje bazni predlozˇak,
izgledat c´e ovako:
1 {% extends ’osnove/base.html ’ %}
2
3 {% block naslov %}- Uvod{% endblock %}
4 {% block lista %}
5 Ovo ce se nalaziti sa strane kao izbornik!
6 {% endblock %}
7 {% block tijelo %}
8 <h1>Ovdje cete moci pronaci</h1>
9 popis <strong>{{ message }}</strong><br />
10 {% endblock %}
Sada c´e sve ostale stranice koje razvijamo imati taj kostur. Naravno, mozˇemo imati i
nekoliko baznih predlozˇaka, npr. drugacˇiji izgled za svaku aplikaciju, zbog toga je kljucˇno
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navesti {% extends %} oznaku.
3.4 Staticˇni mediji u projektu
Nasˇa web-stranica, kako smo je do sada stvorili, je prilicˇno siromasˇna. CSS (Cascading
Style Sheets), JavaScript i slike su osnovne datoteke (eng. static media file) koje mozˇemo
ukljucˇiti u nasˇu web-stranicu da bismo stvorili ljepsˇi stil ili dodali dinamicˇko ponasˇanje. Ove
datoteke se dodaju drugacˇije od obicˇnih HTML dokumenata pa im posvec´ujemo posebno
poglavlje.
Slike
Potrebno je stvoriti direktorij u koji c´emo spremiti sve staticˇne medije, najbolje u
korijenskom direktoriju projekta, pod nazivom static. Zbog jednostavnijeg snalazˇenja stvorit
c´emo poddirektorij images da bismo kasnije razdvojili vrste staticˇnih medija. Odaberemo
neku sliku koju zˇelimo umetnuti u web-stranicu i spremimo je u taj direktorij pod imenom
book.jpg. Zatim, kao i kod stvaranja predlozˇaka, moramo projektu rec´i za nasˇ direktorij, tj.
rec´i mu put do njega. U settings.py dodamo sljedec´e linije koˆda:
1 STATIC_PATH = os.path.join(BASE_DIR ,’static’)
2 STATIC_URL = ’/static/’
3 STATICFILES_DIRS = (
4 STATIC_PATH ,
5 )
Varijabla STATIC URL je vjerojatno vec´ dodana, no ukoliko nije moramo je dodati sami.
U preglednik upisˇemo adresu http://127.0.0.1:8000/static/images/book.jpg i
zadana slika c´e se prikazati. No, to naravno nije zanimljivo. Sada c´emo prethodno stvoreni
predlozˇak izmijeniti kako bi prikazivao sliku zajedno s tekstom na web-stranici. Na pocˇetku
datoteke je potrebno dodati sljedec´i koˆd:
1 {% load staticfiles %}
Time obavjesˇtavamo predlozˇak da c´emo koristiti staticˇke medije. Zatim na mjesto gdje
zˇelimo da se prikazˇe slika dodamo sljedec´i koˆd:
1 <img src="{% static ’images/book.jpg’ %}" alt="Knjiga" />
Primijetimo logiku oznake koja je vrlo slicˇna HTML jeziku. Razlika je u zadavanju
URL-a. Stvorena stranica izgleda kao na slici 3.2.
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Slika 3.2: Prikaz slike unutar stranice
CSS
Jedna od najvazˇnijih stvari u izgradnji web-stranica je njihov stil. On pridonosi dojmu
korisnika. Zbog toga c´e CSS biti jedna od stvari koje c´emo sigurno koristiti u svom projektu.
CSS je stilski jezik koji se rabi za opis prezentacije dokumenta. U pocˇetku razvoja CSS se
pisao unutar samog HTML dokumenta, no ubrzo su programeri shvatili da je bolje rjesˇenje
odvajati ga u zasebnu datoteku. Na taj nacˇin se koristi i danas. Potrebno je prvo stvoriti
direktorij css unutar direktorija static i u njemu datoteku style.css. U njoj definiramo stilove
koje koristimo u svojoj stranici. Svaki element mozˇe biti stiliziran. CSS za odredeni element
opisuje kako c´e biti izrazˇen na ekranu. To radimo tako da pridruzˇimo vrijednosti razlicˇitim
svojstvima povezanih s elementom. Postoji mnogo svojstava koje mozˇemo koristiti. Popis
svojstava se nalazi na [7]. Koristec´i CSS mozˇemo zadati fontove, boje, pozadine, obrube te
poziciju elementa.
Potrebno je josˇ spomenuti CSS selektore. Oni se koriste za mapiranje odredenog stila sa
HTML elementom. Osnovni CSS selektori su: element selektor, identifikacijski selektor i
klasni selektor.
Element selektori se odnose na odredenu HTML oznaku npr. <body>, <h1>, <h2>,
<h3>, <p> i <div>. Stil se primjenjuje na sve instance odredene oznake.
Identifikacijski selektor (eng. ID) se koristi za mapiranje jedinstvenog elementa u
dokumentu. Svaki element mozˇe biti jedinstven ako mu zadamo njegov id atribut. Ovaj tip
selektora pocˇinje # simbolom prije imena.
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Klasni selektor (eng. class) je slicˇan identifikacijskom selektoru, no s klasnim selektorom
mozˇete obuhvatiti visˇe od jednog elementa. Pripadnost klasi se odreduje postavljanjem
class atributa. Ovaj tip selektora pocˇinje . simbolom prije imena.
Nakon sˇto smo odredili stilove elemenata potrebno je datoteku uklopiti u projekt. Unutar
baznog predlosˇka potrebno je dodati sljedec´e linije koˆda:
1 {% load staticfiles %}
2 <link rel="stylesheet" type="text/css" href="{% static
3 ’css/style.css ’ %}" />
Na slici 3.3 mozˇete vidjeti jedan primjer korisˇtenja CSS-a za stiliziranje nasˇe dosadasˇnje
stranice.
Slika 3.3: Umetnje CSS-a u stranicu
3.5 Server staticˇnih medija
Sad smo naucˇili kako prikazati staticˇne medije u projektu. No, ponekad zˇelimo da
korisnici mogu staviti staticˇne medije na nasˇu stranicu, npr. ako zˇele staviti svoju profilnu
sliku prilikom registracije. Za to nam je potreban server na kojem c´e se pohranjivati mediji
koje korisnik doda.
Prvo c´emo stvoriti novi direktorij media u direktoriju projekta. U datoteku urls.py je
potrebno dodati sljedec´e linije koˆda da bi se moglo pristupati varijablama koje se nalaze u
postavkama nasˇeg projekta.
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1 from django.conf import settings
2
3 if settings.DEBUG:
4 urlpatterns += patterns(
5 ’django.views.static’,
6 (r’ˆmedia/(?P<path >.*)’,
7 ’serve’,
8 {’document_root’: settings.MEDIA_ROOT}), )
Zatim je potrebno modificirati datoteku settings.py kako bi projekt znao put do servera:
1 MEDIA_URL = ’/media/’
2 MEDIA_ROOT = os.path.join(BASE_DIR , ’media’)
Sada je server spreman za dodavanja medija. Cˇesto se kombinira sa FileField tipom
atributa unutar modela za dodavanja datoteka na stranicu (mi c´emo ga koristiti za dodavanja
cˇlanaka u PDF-u).
Poglavlje 4
Modeli
4.1 Modeli i baze podataka
U susˇtini, model je objekt koji opisuje neku tablicu podataka. Umjesto direktnog rada
s tablicama baza podataka preko SQL-a, upiti se izrsˇavaju pozivanjem metoda objekta.
Prije rada s modelima potrebno je namjestiti bazu podataka. Nakon sˇto se stvori projekt,
Django automatski dodaje rjecˇnik pod nazivom DATABASES koji se nalazi u settings.py. U
tom rjecˇniku je navedeno koja baza podataka se koristi (ovdje SQLite3). Kljucˇevi koji se
nalaze u tom rjecˇniku su: engine, name, user, password, host i port, no potrebno je
inicijalizirati samo engine i name.
Nakon toga dolazi definiranje modela. Oni se definiraju u datoteci models.py koja se
nalazi u direktoriju pripadne aplikacije. Svaki novi model predstavlja klasu koja mora
naslijediti klasu django.db.models.Model. Slijedi primjer modela:
1 class Autor(models.Model):
2 ime = models.CharField(max_length=128, unique=True)
3 web = models.URLField()
4 email = models.EmailField()
5 def __unicode__(self):
6 return self.ime
7
8 class Clanak(models.Model):
9 autor = models.ManyToManyField(Autor)
10 naslov = models.CharField(max_length=128)
11 detalji = models.TextField(blank=True)
12 pdf = models.FileField(upload_to=’pdf’, blank=True)
13 def __unicode__(self):
14 return self.naslov
22
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Potrebno je navesti listu atributa i njihove tipove sa eventualnim dodatnim parametrima.
Svaki model predstavlja jednu tablicu u bazi podataka, a svaki atribut predstavlja jedan
stupac te tablice. Stvaranje tablica i azˇuriranje u bazi, obzirom na definicije, Django obavlja
sam. Za to se koriste migracijski alati (eng. migration tools). Oni sluzˇe zapravo da, ukoliko
napravimo promjenu u modelu, mozˇemo azˇurirati bazu bez da ju prvo brisˇemo. Prvo treba
inicijalizirati bazu, a to smo napravili kod stvaranja projekta, naredbom
python manage.py migrate
Svaki put kad stvaramo novi model ili mijenjamo postojec´i model potrebno je registrirati te
promjene, a to se izvodi pomoc´u naredbe makemigrations za doticˇnu aplikaciju, npr.
python manage.py makemigrations osnove
Time se stvaraju nove migracije. Da bi se migracije primijenile na bazi potrebno je startati
naredbu migrate. Svaki put kad se mijenja postojec´i model treba izvesti obje naredbe!
nikolina@ubuntu:˜/web/primjer$ python manage.py makemigrations osnove
Migrations for ’osnove ’:
0001_initial.py:
- Create model Autor
- Create model Clanak
nikolina@ubuntu:˜/web/primjer$ python manage.py migrate
Operations to perform:
Apply all migrations: admin, contenttypes , osnove, auth, sessions
Running migrations:
Applying osnove.0001_initial... OK
nikolina@ubuntu:˜/web/primjer$
Sljedec´a stvar je stvaranje superkorisnika koji c´e upravljati bazom naredbom
python manage.py createsuperuser
Ispis izgleda ovako:
nikolina@ubuntu:˜/django/primjer$ python manage.py createsuperuser
Username (leave blank to use ’nikolina ’): root
Email address: nivezic91@gmail.com
Password:
Password (again):
Superuser created successfully.
4.2 Popis tipova atributa i osnovnih parametara modela
Sada c´emo navesti sve tipove atributa modela koje c´e nam biti potrebne u razvoju
aplikacije u tablici 4.1. Parametri oznacˇeni u [] zagradama su opcionalni, ostali su obavezni.
Parametar **options oznacˇava parametre koji su dostupni svim tipovima, a njih c´emo
navesti u tablici 4.2. Django takoder definira polja koja predstavljaju veze medu modelima,
navodimo ih u tablici 4.3. Detalji o tipovima, vezama i parametrima nalaze se na [1].
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Tip Parametri Znacˇenje tipa
AutoField **options IntegerField koji se
automatski povec´ava za
1 prema dosadasˇnjim
ID-evima
BigIntegerField [**options] Slicˇan IntegerField-u,
ali podrzˇava brojeve od
−9223372036854775808
do 9223372036854775807
BinaryField [**options] Za spremanje sirovih binar-
nih podataka
BooleanField **options Prihvac´a True ili False
vrijednost
CharField max length=None,
[**options]
Polje za stringove
CommaSeparatedIntegerField max length=None,
[**options]
Polje integera odvojenih za-
rezom
DateField [auto now=False,
auto now add=False,
**options]
Datum, u Python-u repre-
zentiran datetime.date
instancom
DateTimeField [auto now=False,
auto now add,
**options]
Datum i vrijeme, u
Python-u reprezentiran
datetime.datetime
instancom
DecimalField max digits=None,
decimal places=None,
[**options]
Decimalni broj s fiksnom
tocˇkom, u Python-u repre-
zentiran Decimal instan-
com
EmailField [max length=75,
**options]
CharField koji provje-
rava da li je email adresa
valjana
FileField [upload to=None,
max length=100,
**options]
Polje za datoteku
FilePathField path=None,
[mathc=None,
recursive=False,
max length=100,
**options]
CharField ogranicˇen
na nazive datoteka u
odredenom direktoriju
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Tip Parametri Znacˇenje tipa
FloatField [**options] Floating-point broj, u
Python-u reprezentiran
float instancom
ImageField [upload to=None,
height field=None,
width field=None,
max length=100,
**options]
Nasljeduje sve atribute i
metode od FileField, ali
takoder provjerava je li
objekt valjana slika
IntegerField [**options] Integer, vrijednosti u ras-
ponu od −2147483648 do
2147483647
GenericIPAdressField [protocol=both,
unpack ipv4=False,
**options]
IPv4 ili IPv6 adresa
formata 192.0.2.30 ili
2a02:42fe::4
NullBooleanField [**options] Kao BooleanField, no
dopusˇta da vrijednost bude
Null
PositiveIntegerField [**options] Pozitivni integer, vrijed-
nosti od 0 do 2147483647
PositiveSmallIntegerField [**options] Kao
PositiveIntegerField,
ali prima vrijednosti od 0
do 32767
SlugField [max length=50,
**options]
Slug je skrac´ena oz-
naka za nesˇto, vec´inom
korisˇtena za URL, slicˇno
CharField-u
SmallIntegerField [**options] Kao IntegerField, ali
vrijednosti od −32768 do
32767
TextField [**options] Veliko polje za unos teksta
TimeField [auto now=False,
auto now add=False,
**options]
Vrijeme, u Python-u repre-
zentiram datetime.time
instancom
URLField [max length=200,
**options]
CharField za URL
Tablica 4.1: Tipovi atributa modela
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Parametar Zadana vrijednost
null False
blank False
choices
column ime polja
db index False
db tablespace DEFAULT INDEX TABLESPACE
default
editable True
error messages
help text
primary key
unique
unique for date
unique for month
unique for year
verbose name ime polja gdje su znakovi zamijenjeni razmakom
validators
Tablica 4.2: Opcionalni parametri
Polje Parametri Znacˇenje polja
ForeignKey Othermodel, [**options] veza mnogo : jedan
ManyToManyField Othermodel, [**options] veza mnogo : mnogo
OneToOneField Othermodel, [**options] veza jedan : jedan
Tablica 4.3: Polja povezivanja
4.3 Povezivanje modela i pogleda
Nakon sˇto smo naucˇili kako funkcioniraju osnovni dijelovi Django projekta prema MTV
arhitekturi i kako se pogled povezuje s predlosˇkom, vrijeme je da vidimo kako se podaci iz
baze mogu koristiti preko pogleda. Osnovni koraci su: uvoz potrebnih modela koje c´emo
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koristiti u datoteku views.py, u pogledu zatrazˇiti podatke koje zˇelimo prikazati, proslijediti
podatke koje zˇelimo prikazati predlosˇku, postaviti predlozˇak na nacˇin na koji zˇelimo da se
prikazˇe te mapirati URL.
Prvo mijenjamo datoteku views.py:
1 from osnove.models import Autor, Clanak
2
3 def lista_autora(request):
4 lista = Autor.objects.order_by(’ime’)
5 dictionary = {’authors’: lista}
6
7 return render(request, ’osnove/autori.html’, dictionary)
Sljedec´i je korak urediti predlozˇak kako zˇelimo da se nasˇi podaci prikazˇu. Ovo je jedan
primjer:
1 {% extends ’osnove/base.html ’ %}
2 {% load staticfiles %}
3
4 {% block naslov %}- Popis autora{% endblock %}
5
6 {% block tijelo %}
7 {% if authors %}
8 <h1>Popis autora:</h1>
9 <ul>{% for author in authors %}
10 <li>{{author.ime}}</li>
11 {% endfor %}</ul>
12 {% else %}
13 <strong>Trenutno nemate autora u bazi.</strong>
14 {% endif %}
15 {% endblock %}
Potrebno je jos mapirati URL na kojem zˇelimo da se prikazˇe nasˇa stranica, samo dodamo
sljedec´e u urlpatterns
1 url(r’ˆautori/$’, views.lista_autora , name=’autori’)
Sad odemo na adresu http://127.0.0.1:8000/osnove/autori u pregledniku. Pri-
kaz je na slici 4.1.
4.4 Povezivanje modela i predlosˇka
Do sada smo upoznali osnovne oznake predlosˇka. No, Django nam omoguc´ava da
stvorimo svoje vlastitite oznake. Zamislimo da zˇelimo urediti stranicu tako da se svi nasˇi
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Slika 4.1: Prikaz podataka iz baze
autori koje korisnici mogu pogledati nalaze na dijelu stranice u zasebnom bloku, ali na
svakoj stranici. Ako bismo koristili bazni predlozˇak imali bismo previsˇe ponavljajuc´eg koˆda
u svakom pogledu jer listu autora ne mozˇemo proslijediti direktno baznom predlosˇku. Laksˇi
nacˇin je da stvorimo vlastite oznake predlosˇka.
U svojoj aplikaciji stvorimo direktorij templatetags i u njemu dvije nove datoteke,
init .py koja je prazna te extra tags.py u koju c´emo upisati sljedec´i koˆd:
1 from django import template
2 from osnove.models import Autor
3 register = template.Library()
4
5 @register.inclusion_tag(’osnove/aut.html’)
6 def autori_lista():
7 return {’autori’: Auhor.objects.all()}
Stvorili smo pogled koji pronalazi listu autora i prosljeduje je aut.html predlosˇku. Sada
je potrebno stvoriti taj predlozˇak na sljedec´i nacˇin:
1 {% if autori %}
2 <ul>{% for a in autori %}
3 <li>{{ a.ime }}</li>
4 {% endfor %}
5 </ul>
6 {% else %}
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7 <li><strong>Nemate autora u bazi.</strong></li>
8 {% endif %}
U baznom predlosˇku pristupamo toj oznaci predlosˇka tako da je prvo ucˇitamo naredbom:
1 {% load extra_tags %}
a zatim ga dodamo u stranicu sljedec´im koˆdom u baznom predlosˇku:
1 {% block lista %}
2 {% autori_lista %}
3 {% endblock %}
Izgled stranice je sada prikazan na slici 4.2. Moramo ponovno pokrenuti server svaki
put kad dodamo nove vlastite oznake predlosˇka da bi se one mogli registrirati! Takoder,
mozˇemo stvarati i vlastite parametrizirane oznake predlosˇka.
Slika 4.2: Vlastita oznaka predlosˇka
Poglavlje 5
Ostale moguc´nosti Djanga
5.1 Administracija
Django pruzˇa jednostavno sucˇelje administracije koje omoguc´ava pretrazˇivanje i uredivanje
podataka u bazi. Na slici 4.2 je prikazano sucˇelje administracije na stranici http://127.0.
0.1:8000/admin/.
Slika 5.1: Sucˇelje administracije
Prijava je pomoc´u korisnicˇkog imena i lozinke koje smo stvorili kad smo stvarali
superkorisnika. U sucˇelje administracije je potrebno dodati modele da bismo ih na taj nacˇin
mogli uredivati. Otvorimo osnove/admin.py i dodamo sljedec´i koˆd:
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1 from django.contrib import admin
2 from osnove.models import Autor, Clanak
3
4 admin.site.register(Autor)
5 admin.site.register(Clanak)
Na taj nacˇin preko sucˇelja mozˇemo dodavati retke u tablicama koje smo stvorili. Datoteka
admin.py se mozˇe prilagoditi da se preko sucˇelja mozˇe mijenjati i model, tj. njegovi atributi
ili tipovi.
5.2 Populacijska skripta
Populacijska skripta (eng. population script) je skripta koja pomazˇe u testiranju baze.
Ona popunjava bazu umjesto nas testnim podacima. Da bismo stvorili populacijsku skriptu
stvorimo novu datoteku populate article.py u korijenskom direktoriju projekta i dodamo
sljedec´i koˆd:
1 import os
2 os.environ.setdefault(’DJANGO_SETTINGS_MODULE’,
3 ’primjer.settings’)
4 import django
5 django.setup()
6 from osnove.models import Autor, Clanak
7
8 def populate():
9 prvi_aut = add_auth(name="Marko Markovic",
10 web="www.example.com/autor1",
11 email = "autor1@gmail.com")
12 drugi_aut = add_auth(name="Ivan Juric",
13 web="www.example.com/autor2",
14 email = "autor2@gmail.com")
15
16 add_art(auth=[prvi_aut],
17 title="Znanstveni clanak 1")
18 add_art(auth=[prvi_aut, drugi_aut],
19 title="Znanstveni clanak 2")
20 add_art(auth=[drugi_aut],
21 title="Znanstveni clanak 3")
22
23 for c in Autor.objects.all():
24 for p in Clanak.objects.filter(autor=c):
25 print "- {0} - {1}".format(str(c), str(p))
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26
27 def add_art(auth, title):
28 p = Clanak.objects.get_or_create(naslov=title)[0]
29 for a in auth:
30 p.autor.add(a)
31 return p
32
33 def add_auth(name, web, email):
34 c = Autor.objects.get_or_create(ime=name, web=web,
35 email=email)[0]
36 return c
37
38 if __name__ == ’__main__’:
39 print "Pokrenuta populacijska skripta..."
40 populate()
Populacijsku skriptu izvrsˇavamo na sljedec´i nacˇin:
nikolina@ubuntu:˜/web/primjer$ python populate_clanci.py
Pokrenuta populacijska skripta...
- Marko Markovic - Znanstveni clanak 1
- Marko Markovic - Znanstveni clanak 2
- Ivan Juric - Znanstveni clanak 2
- Ivan Juric - Znanstveni clanak 3
Spremljene promjene u bazi mozˇemo provjeriti tako da odemo na stranicu administracije.
Tamo mozˇemo i rucˇno promijeniti ili dodati podatke. Populacijska skripta je najjednostavniji
nacˇin testiranja koˆda i toplo preporucˇamo njeno korisˇtenje.
5.3 Slug polje
Zˇelimo napraviti da svaki autor ima svoju stranicu, tj. da se na njoj prikazuju detalji
tog autora. Prvo treba postaviti URL-ove za te stranice. To c´emo raditi intuitivno, npr. ako
netko izabere autora Marko Markovic´ tada c´e URL biti ”osnove/autori/Marko Markovic´”.
No, to nije ispravan URL pa stvaramo cˇisti URL (eng. clean URL) na nacˇin da dodamo
slug polje u model Autor: prvo uvezemo funkciju slugify iz Djanga koja zamjenjuje
prazna mjesta s povlakama, velika slova s malima te sva slova pretvara u slova engleske
abecede (npr. ako imamo autora Marko Markovic´ koji ima visˇe rijecˇi, u URL-u c´e funkcija
to zamijeniti u marko-markovic). Zatim redefiniramo postojec´u save() metodu u modelu
Autor koja poziva funkciju slugify i popunjava polje slug pri spremanju instance modela.
Ovako izgleda preradeni model:
1 from django.template.defaultfilters import slugify
2 class Autor(models.Model):
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3 ime = models.CharField(max_length=128, unique=True)
4 web = models.URLField()
5 email = models.EmailField()
6 slug = models.SlugField()
7 def save(self, *args, **kwargs):
8 self.slug = slugify(self.ime)
9 super(Autor, self).save(*args, **kwargs)
10
11 def __unicode__(self):
12 return self.ime
Ne zaboravimo pokrenuti naredbe za promjenu tablica u bazi koristec´i migracijske alate!
Nakon sˇto imamo definirane URL-ove za odredenog autora potrebno je dodati funkciju
pogleda koja c´e za odabranog autora pronac´i sve detalje koje zˇelimo prikazati o autoru
te stvoriti predlozˇak koji c´e prikazivati web-stranicu o detaljima autora. Ovako izgleda
pripadna funkcija pogleda koja prima parametar autor slug pomoc´u kojeg stvaramo upit
bazi podataka:
1 def autor(request, autor_slug):
2 try:
3 autor = Autor.objects.get(slug=autor_slug)
4
5 except Autor.DoesNotExist:
6 pass
7
8 return render(request, ’osnove/autor.html’,
9 {’autor’: autor})
Zatim treba dodati URL na kojem c´e se prikazati stranica o detaljima autora s parame-
trom author slug koji prosljedujemo funkciji pogleda:
1 url(r’ˆautori/(?P<autor_slug >[\w\-]+)/$’, views.autor,
2 name=’autor’),
Ovaj URL prihvac´a sve vrijednosti varijable autor slug koje se sastoje od barem
jednog slova a-z, A-Z, znamenke 0-1 ili znaka -.
Potrebno je ponovno pokrenuti populacijsku skriptu da bi se popunilo slug polje za
do sada dodane autore. Ako zˇelimo da se u sucˇelju administracije slug polje automatski
prilagodava kako mijenjate ime i prezime autora tada trebamo u datoteci admin.py prethodni
koˆd zamijeniti sljedec´im linijama:
1 class AutorAdmin(admin.ModelAdmin):
2 prepopulated_fields = {’slug’:(’ime’,)}
3 admin.site.register(Autor, AutorAdmin)
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Slika 5.2: Stranica odredenog autora
Na ovaj nacˇin mozˇemo stvarati zasebne stranice o svakom podatku iz baze bez da pisˇemo
svaki URL posebno, odnosno da se to radi automatski i logicˇki. Pogledajmo sada kako
izgleda nasˇa stranica na slici 5.2.
5.4 Forme
Web-forme sakupljaju informacije od korisnika i sˇalju povratne informacije natrag njima.
One omoguc´avaju prikaz HTML forme, kao sˇto su textfield ili datepicker, provjeru
poslane informacije po zadanim pravilima, ponovni prikaz forme u slucˇaju validacijskih
gresˇaka te pretvorbu poslanih podataka u relevantni Python tip. Da bismo radili s formama
najprije je potrebno stvoriti datoteku forms.py u direktoriju aplikacije u koje c´e se spremati
klase vezane uz forme. Nuzˇno je stvoriti ModelForm za svaki model koji zˇelimo prikazati
kao formu, prilagoditi formu po zˇelji, prilagoditi pogled koji c´e raditi s formom (prikazivanje
forme, spremanje podataka iz forme, oznacˇavanje gresˇaka), prilagoditi predlozˇak koji c´e
prikazivati formu i dodati URL za pogled ako smo stvorili novi pogled. Stvaranje nove
datoteke forms.py nije potrebno, sav koˆd se mozˇe nalaziti u datoteci models.py, ali ovo cˇini
koˆd cˇisˇc´im i laksˇim.
Klasa ModelForm pomazˇe stvaranju forme od vec´ postojec´eg modela. Slijedi primjer
stvaranja forme za nasˇ model koja c´e korisniku sluzˇiti za dodavanje novog autora.
1 from django import forms
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2 from osnove.models import Autor, Clanak
3
4 class AutorForm(forms.ModelForm):
5 ime = forms.CharField(max_length=128,
6 help_text="Unesite ime autora")
7 web = forms.URLField(max_length=200,
8 help_text="Unesite stranicu autora", required=False)
9 email = forms.EmailField(help_text="Unesite email autora",
10 required=True)
11
12 class Meta:
13 model = Autor
14 fields = (’ime’, ’web’, ’email’,)
Vidimo da klasa sadrzˇi ugnijezˇdenu klasu za povezivanje s postojec´im modelom i opisuje
sˇto c´e se prikazati u polju, a sˇto ne. Definiramo vrste forme koja c´e se prikazati, npr. dopusˇta
samo unos teksta ili znamenaka te da li je vidljiva i da li je korisnik mozˇe mijenjati. Ako
za neki atribut modela ne navedemo vrstu i svojstva, Django c´e svejedno stvoriti formu sa
svojstvima koja su zadana za taj tip atributa. Nakon toga potrebno je preraditi datoteku
views.py za rad s formama na nacˇin da dodamo novu funkciju pogleda.
1 from osnove.forms import AutorForm
2 from django.http import HttpResponseRedirect
3 from django.core.urlresolvers import reverse
4 def dodaj_autora(request):
5 if request.method == ’POST’:
6 form = AutorForm(request.POST)
7
8 if form.is_valid():
9 form.save(commit=True)
10
11 return HttpResponseRedirect(reverse(’uvod’))
12 else:
13 print form.errors
14 else:
15 form = AutorForm()
16 return render(request, ’osnove/dodaj_autora.html’,
17 {’form’: form})
U koˆdu se provjerava da li je metoda zahtjeva POST. Ukoliko zˇelimo prikazati formu tada
je metoda GET, a ukoliko zˇelimo dohvatiti podatke iz forme tada je metoda POST. Django
automatski provjerava da li su podaci valjani, odnosno da li odgovaraju tipu postavljenom
u klasi AutorForm. Ukoliko postoji gresˇka Django c´e ih ispisati. Ako su svi podaci tocˇni
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spremaju se u bazu podataka funkcijom save(), a zatim, koristec´i funkciju reverse(),
korisnik se preusmjerava na pocˇetnu stranicu. Zatim je potrebno napraviti novi predlozˇak za
povezivanje s funkcijom pogleda.
1 {% extends ’osnove/base.html ’ %}
2
3 {% block tijelo %}
4 <form id="autor_form" method="post" action="/osnove/
dodaj_autora/">
5
6 {% csrf_token %}
7 {% for hidden in form.hidden_fields %}
8 {{ hidden }}
9 {% endfor %}
10
11 {% for field in form.visible_fields %}
12 {{ field.errors }}
13 {{ field.help_text }} </br>
14 {{ field }}
15 <br /><br />
16 {% endfor %}
17 <input type="submit" name="submit" value="Stvori
autora" />
18 </form>
19 {% endblock %}
Vidimo da je metoda forme POST i da se svi podaci prosljeduju URL-u osnove/dodaj autora.
Takoder vidimo novu oznaku {% csrf token %}. To je Cross-site request forgery token
koji pomazˇe osigurati HTTP POST akciju. On je nuzˇno potreban u Django okruzˇenju, inacˇe
bi korisnik pri korisˇtenju forme mogao dobiti gresˇke te sprijecˇava napad na stranicu.
Unutar forme imamo dvije petlje, jedna prolazi skrivenim poljima, a druga vidljivim
poljima. Potreba za vidljivim poljima je jasna. No skrivena polja su takoder bitna jer je
HTTP protokol koji ne pamti nikakve podatke o transakcijama (eng. stateless protocol) i
zbog toga ne podrzˇava razlicˇite zahtjeve pa je neke dijelove tesˇko implementirati. Da bi
zahtjevi bili isti stvorena su skrivena polja koja se prosljeduju klijentu i kasnije vrac´aju
nazad serveru. Ona naravno nisu vidljiva klijentu. Nakon toga mapiramo URL sa novom
funkcijom pogleda i vidimo forme koje smo zadali na slici 5.3. Detaljni opis formi, vrsta i
svojstava nalazi se na [1].
POGLAVLJE 5. OSTALE MOGUC´NOSTI DJANGA 37
Slika 5.3: Korisˇtenje formi za dodavanje autora
5.5 Registracija i prijava
Na vec´ini web-stranica je danas potrebno registriranje, odnosno prijava (eng. register
i login). Django u sebi ima ugraden mehanizam za prijavu. Za to c´emo koristiti auth
aplikaciju iz paketa django.contrib.auth. Potrebno je provjeriti da li se u settings.py
nalazi django.contrib.auth i django.contrib.contenttypes. Ako ne, potrebno ih
je dodati u INSTALLED APPS. Lozinke kod prijave se spremaju PBKDF2 algoritmom, sˇto
povec´ava njihovu sigurnost. Opcionalno mogu se zadati hash funkcije da bismo povec´ali
razinu sigurnosti. Jednostavno dodamo tuple stringova PASSWORD HASHERS u kojemu
navedemo funkcije koje zˇelimo koristiti. Django c´e uvijek koristiti prvu navedenu funkciju,
no ukoliko zˇelimo da ih koristi sve potrebno je instalirati Bcrypt. Ako ne navedemo hash
funciju Django c´e koristiti zadanu funkciju PBKDF2PasswordHasher.
Osnovni objekt koji c´emo koristiti u sustavu prijave je User i nalazi se u biblioteci
django.contrib.auth.models.User. Jedna instanca objekta User predstavlja jednu
osobu koja pristupa web-stranici. Sadrzˇi pet primarnih atributa: username, password,
email address, first name, surname te druge atribute kao is active. Popis ostalih
atributa nalazi se u sluzˇbenoj dokumetaciji Djanga na [1]. Ukoliko zˇelimo staviti dodatne
atribute (koji nisu pruzˇeni u User modelu) moramo stvoriti novi model povezan s User.
Zamislimo da svakom korisniku zˇelimo dodati URLField, atribut koji c´e sadrzˇavati web-
stranicu korisnika. Dodat c´emo novi model koji izgleda ovako:
1 from django.contrib.auth.models import User
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2
3 class UserProfile(models.Model):
4 user = models.OneToOneField(User)
5 website = models.URLField(blank=True)
6
7 def __unicode__(self):
8 return self.user.username
Najprije je potrebno uvesti model User da bismo ga mogli koristiti. Uocˇimo da prvo
povezujemo novostvoreni model sa postojec´im, User, vezom jedan prema jedan. Stvaranje
novog modela tako da naslijedimo model User se ne preporucˇa jer je moguc´e da c´e druge
aplikacije takoder morati koristiti model User. Zatim je potrebno promijeniti datoteku
admin.py da bismo novostvoreni model ukljucˇili u sucˇelje administracije. Ne smijemo
zaboraviti azˇurirati bazu podataka nakon stvaranja svakog novog modela!
Sada smo spremni promijeniti nasˇu web-stranicu kako bi omoguc´ila registriranje novim
korisnicima. To c´emo, naravno, napraviti koristec´i novi pogled i predlozˇak. Prvo c´emo
stvoriti dvije nove forme za modele User i UserProfile u datoteci forms.py. Stvaramo
novu funkciju pogleda koja c´e provjeriti jesu li unesˇeni podaci valjani. Moramo stvoriti
predlozˇak koji c´e prikazati nasˇ pogled i, na kraju, mapirati zˇeljeni URL.
1 from django.core.urlresolvers import reverse
2 from django.contrib.auth import authenticate , login
3 from osnove.forms import UserForm , UserProfileForm
4
5 def registracija(request):
6 registered = False
7 if request.method == ’POST’:
8 user_form = UserForm(data=request.POST)
9 profile_form = UserProfileForm(data=request.POST)
10 if user_form.is_valid() and profile_form.is_valid():
11 user = user_form.save()
12 user.set_password(user.password)
13 user.save()
14 profile = profile_form.save(commit=False)
15 profile.user = user
16 profile.save()
17 registered = True
18 else:
19 print user_form.errors, profile_form.errors
20 else:
21 user_form = UserForm()
22 profile_form = UserProfileForm()
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23 return render(request, ’osnove/registracija.html’,
24 {’user_form’: user_form , ’profile_form’:
25 profile_form , ’registered’: registered} )
Slika 5.4 prikazuje stranice za registraciju.
Slika 5.4: Registracija
Nakon sˇto se korisnik uspjesˇno registrira, stranica mora imati moguc´nost prijave i odjave.
Sada stvaramo novu funkciju pogleda te novi predlozˇak za prijavu i odjavu korisnika. U
Djangu postoji funkcija logout() koja se brine za odjavu korisnika i, ako korisnik zˇeli
pristupiti pogledu kojem ne smije, odbija mu pristup.
1 from django.contrib.auth import logout
2
3 def prijava(request):
4 if request.method == ’POST’:
5 username = request.POST.get(’username’)
6 password = request.POST.get(’password’)
7 user = authenticate(username=username ,
8 password=password)
9 if user:
10 if user.is_active:
11 login(request, user)
12 return HttpResponseRedirect(reverse(’uvod’))
13 else:
14 return HttpResponse("Deaktiviran racun!")
15 else:
16 print "Invalid login details:
17 {0}, {1}".format(username , password)
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18 return HttpResponse("Netocni podaci.")
19 else:
20 return render(request, ’osnove/prijava.html’)
21
22 def odjava(request):
23 logout(request)
24 return HttpResponseRedirect(reverse(’uvod’))
Nakon sˇto dodamo URL za prijavu na slici 5.5 mozˇemo vidjeti kako izgleda sustav za
prijavu na nasˇoj stranici.
Slika 5.5: Prijava
Ogranicˇavanje pristupa
Nakon sˇto smo stvorili stranice za registraciju i prijavu korisnika potrebno je odredenim
korisnicima ogranicˇiti pristup, tj. ukoliko korisnik nije prijavljen, ne smije moc´i pristupiti
svim stranicama. U Djangu postoje dva nacˇina kako ogranicˇiti pristup. Prvi je direktno
ispitivanjem request objekta i provjerom je li korisnik valjano prijavljen naredbom
1 if request.user.is_authenticated():
Drugi nacˇin je koristec´i Pythonov decorator. Decorator koji c´emo mi koristiti je
login required() koji samo dodamo na bilo koji pogled za koji zˇelimo da korisnik
bude prijavljen. Da bismo mogli koristiti Pythonov decorator potrebno ga je uvesti, a nalazi
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se u biblioteci django.contrib.auth.decorators. Sada c´emo ogranicˇiti neprijavljenog
korisnika da ne mozˇe dodati autora.
1 from django.contrib.auth.decorators import login_required
2
3 @login_required
4 def dodaj_autora(request):
5 if request.method == ’POST’:
6 form = AutorForm(request.POST)
7
8 if form.is_valid():
9 form.save(commit=True)
10
11 return HttpResponseRedirect(reverse(’uvod’))
12 else:
13 print form.errors
14 else:
15 form = AutorForm()
16 return render(request, ’osnove/dodaj_autora.html’,
17 {’form’: form})
5.6 JQuery
JQuery je posebna vrsta JavaScript biblioteke s namjenom da bude nadogradnja osnov-
nog JavaScript-a. JQuery pojednostavljuje njegovu sintaksu i omoguc´ava bolju interakciju
izmedu JavaScript-a i drugih programskih jezika namjenjenih razvoju web-stranica. Vrlo
jednostavno se mozˇe uklopiti u Django aplikaciju.
JQuery datoteku spremamo u direktorij static zajedno s ostalim staticˇnim medijima. Da
bismo mogli korisiti JQuery potrebno je skinuti verziju JQuery biblioteke ili je eksplicitno
ukljucˇiti u projekt (u base.html) sljedec´om linijom koˆda:
1 <script src="https://ajax.googleapis.com/ajax/libs/jquery
/1.11.1/jquery.min.js" />
2 <script src="{% static "js/osnove-jquery.js" %}" />
Primjer JQuery datoteke vidimo ispod:
1 $(document).ready( function() {
2 $("#lista1").click( function(event) {
3 $("#ul1").toggle();
4 $( "ul.sakrivanje" ).not("#ul1").hide();
5 });
6 });
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5.7 Prednosti Djanga
Sad kad smo naucˇili osnove korisˇtenja Djanga i njegove moguc´nosti vrijeme je da
kazˇemo nesˇto o prednostima Djanga u odnosu na prijasˇnji nacˇin razvoja web-stranica. Kada
je predstavljena MTV arhitektura dizajneri su bili odusˇevljeni. Mogli su dizajnirati izgled
stranice neovisno o programerima s obzirom da su ti dijelovi odvojeni. Nisu morali brinuti
niti o pohrani podataka, niti o upravljanju njima. Mogli su se fokusirati na ono sˇto najbolje
rade, uredivanje izgleda. S druge strane, to je i programerima olaksˇalo posao jer mogu
razmisˇljati samo o koˆdu i podacima, a ne o prezentaciji tih podataka.
Uz to je uvedeno programiranje u objektno orijentiranom jeziku Python koji se dobro
uklapa u razvoj web-stranica. Koristi cˇistu i elegantnu sintaksu te sadrzˇi veliku biblioteku
paketa koji pokrivaju mnoge funkcionalnosti, od visˇedretvenosti do sazˇimanja datoteka.
Takoder podrzˇava rad s razlicˇitim web-serverima i bazama podataka, brz je i stabilan te daje
dobre performanse.
5.8 Sigurnost Djanga
Django dosta brine o sigurnosti web-stranica. Pod sigurnost mislimo na sprjecˇavanje
napada na stranicu od strane zlonamjernih korisnika. U nastavku navodimo najcˇesˇc´e napade
na web-stranice i nacˇin kako je Django smanjio tu moguc´nost. Visˇe o poboljsˇanju sigurnosti
mozˇete procˇitati u [8].
XSS
Cross Site Scripting najrasˇireniji je sigurnosni propust na web-stranicamaa, a dogada
se kad stranica prihvati neprovjerene podatke i posˇalje ih pregledniku. To napadacˇima
omoguc´ava da izvrsˇavaju skripte u pregledniku zˇrtve kada ona posjeti stranicu, cˇime mozˇe
preuzeti kontrolu nad korisnicˇkom sesijom, vandalizirati stranicu ili preusmjeriti korisnika
na zloc´udne stranice. Najcˇesˇc´e se postizˇe spremanjem zlonamjerne skripte u bazu podataka,
odakle c´e biti prikazana drugim korisnicima, ili navodenjem korisnika na klik linka koji c´e
pokrenuti napadacˇku skriptu. No, XSS napadi mogu potjecati od bilo kakvog neovlasˇtenog
izvora podataka kao sˇto su kolacˇic´i ili web-usluge, kad god podaci nisu provjereni prije
ukljucˇivanja u stranicu. U ranim danima razvoja Djanga ovakav propust se rjesˇavao na nacˇin
da se svaka nepouzdana varijabla pusˇtala kroz escape filter. On pretvara opasne znakove u
bezopasne. No, to je prisiljavalo programera da uz svaku varijablu doda filter, a u velikim
projektima se lako moglo dogoditi da neki promakne. U novije vrijeme je uveden Djangov
automatski filter, autoescape. Zadano je da svaki predlozˇak ima ukljucˇenu autoescape
oznaku. Stoga, korisˇtenjem Djangovog sustava predlozˇaka, zasˇtic´eni smo od vec´ine XSS
napada.
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CSRF
Cross-site request forgery napad krade autentifikacijske informacije koje se koriste
za prijavu na ranjivu stranicu. Kad se to izvrsˇi, napadacˇ mozˇe preuzeti kontrolu nad
zˇrtvinom sesijom. Neka je korisnik prijavljen na nasˇu stranicu i sˇalje nam podatke u
formi. Dok je josˇ prijavljen, korisnik ode na zarazˇenu stranicu koja takoder nudi formu
”normalnog” izgleda korisniku. Ta stranica tada sˇalje podatke nasˇoj stanici. Medutim,
kako nasˇa stranica vjeruje da je prijavljen legitimni korisnik, jako je tesˇko otkriti kad
je ovakav napad uspio. Django ima ugradena rjesˇenja zasˇtite od CSRF oblika napada.
Zbog toga smo u predlosˇke ukljucˇivali csrf token koji generira jedinstvenu slucˇajnu
vrijednost u kolacˇic´u i formi. Nakon slanja podataka Django provjerava da li su te dvije
vrijednosti jednake. Zarazˇena stranica ne mozˇe doc´i do vrijednosti iz kolacˇic´a pa u slucˇaju
napada, vrijednosti nec´e biti jednake. No zasˇtita ima i svoja ogranicˇenja jer je moguc´e
onemoguc´iti CSRF modul za cijelu aplikaciju ili za odredene poglede. Django koristi klasu
django.middleware.csrf.CsrfViewMiddleware ukljucˇenu u MIDDLEWARE CLASSES
varijablu u settings.py datoteci koja onemoguc´uje CSRF napade.
SQL injection
SQL Injection je tehnika umetanja koˆda koja unosi zloc´udne SQL upite i naredbe u
polje unosa za izvrsˇavanje nad bazom podataka sˇto dovodi do toga da web-server sˇalje,
odnosno vrac´a informaciju koju ne bi smio vratiti. Kao rezultat, web-server omoguc´ava
pristup informacijama koje bi trebale biti sigurne i izvan dohvata. Na primjer, takvi su
podaci korisnicˇka imena i lozinke. Rezultat toga mozˇe biti brisanje ili curenje podataka.
Django u sebi ima ugraden mehanizam za izbjegavanje koˆda s obzirom da se ne koriste
direktni SQL upiti nego ugradene metode klase Model koje sprijecˇavaju takav nacˇin napada.
Clickjacking
Clickjacking je vrsta napada gdje zarazˇena stranica zapakira drugu stranicu u okvir.
Rezultat ovakvog napada je da korisnik prevarom radi nenamjerne akcije na ciljnoj stranici.
Django omoguc´ava zasˇtitu od Clickjackinga tako sˇto u varijabli MIDDLEWARE CLASSES
ima klasu django.middleware.clickjacking.XFrameOptionsMiddleware koja sp-
rjecˇava da se stranica proslijedi u okvir. Moguc´e je onemoguc´iti zasˇtitu u odredenim
pogledima, no to se ne preporucˇa.
Poglavlje 6
Web-aplikacija za vodenje znanstvenih
cˇlanaka
Dio ovog diplomskog rada je web-aplikacija za vodenje znanstvenih cˇlanaka. Ona
u potpunosti slijedi MTV arhitekturu te koristi sve moguc´nosti Djanga koje su do sada
opisane. U nastavku c´e poblizˇe biti objasˇnjeno sˇto web-aplikacija omoguc´uje te kako je to
realizirano.
Slika 6.1: Pocˇetna stranica
Projekt se sastoji od dvije aplikacije osnove i prijava. Obje nasljeduju bazni predlozˇak
base.html u kojem je definiran kostur i dijelovi svih stranica. Stranica sadrzˇi
zaglavlje koje sadrzˇi trazˇilicu, link na naprednu trazˇilicu te linkove za registraciju i prijavu
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izbornik koji je smjesˇten na lijevoj strani, sadrzˇi dva gumba ”Struke” i ”Popis godina”,
klikom na gumb otvara se popis struka, odnosno godina
podnozˇje koje sadrzˇi linkove na sve stranice kojima korisnik mozˇe pristupiti kao sˇto su
pocˇetna stranica ili dodavanja cˇlanaka
glavni dio koji je predviden za ispis rezultata trazˇenja i detalja pojedinih cˇlanaka, ovisno o
pripadnoj funkciji pogleda.
Prikaz pocˇetne stranice te izgled baznog predlosˇka vidimo na slici 6.1
6.1 Aplikacija osnove
Aplikacija osnove je sredisˇnji dio projekta. U njoj su definirana cˇetiri modela: Autor,
Kategorija, Struka i Clanak. Model Autor opisuje jednog autora cˇlanka i sastoji se od
sljedec´ih atributa:
ime - ime i prezime autora
web - osobna web-stranica autora, nije obavezan
email - email autora
slug - atribut objasˇnjen u odjeljku 5.3.
Struka se sastoji od atributa naziv i predstavlja jednu struku kojoj cˇlanak mozˇe
pripadati (npr. fizika, matematika). Kategorija predstavlja kategoriju u koju cˇlanak mozˇe
biti svrstan (npr. Numericˇka analiza, Strojno ucˇenje). Povezan je modelom Struka vezom
jedan prema mnogo. Clanak predstavlja jedan cˇlanak i u njemu se nalaze osnovni podaci o
cˇlanku:
autori - autori cˇlanka
kategorije - kategorije kojima cˇlanak pripada
dodao - korisnik koji je dodao cˇlanak
vrijeme - datum i vrijeme kada je cˇlanak dodan
naslov - naslov cˇlanka
detalji - opis cˇlanka
kljucne rijeci - kljucˇne rijecˇi cˇlanka
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verzija - verzija cˇlanka
godina - godina nastanka cˇlanka
pdf - apsolutni put do PDF-a cˇlanka unutar direktorija media.
Povezan je s modelima Autor i Kategorija vezom mnogo prema mnogo te modelom
User vezom jedan prema mnogo.
Slika 6.2: Forma za dodavanja autora
Datoteka forms.py se sastoji od dvije forme AutorForm i ClanakForm koje sluzˇe za
upisivanje podataka o novom autoru ili cˇlanku, prikaz je na slikama 6.2 i 6.3.
Datoteka views.py se sastoji od nekoliko funkcija i u nastavku opisujemo njihovu ulogu.
Funkcija pocetna() sluzˇi za prikaz pocˇetne stranice s opisom same aplikacije. Sljedec´e
fukcije primaju parametar slug, pronalaze trazˇenu instancu u bazi podataka (npr. funkcija
clanak() prima parametar clanak slug te u bazi trazˇi doticˇni cˇlanak) i sluzˇe za prikaz
detalja o toj instanci:
• autor()
• clanak()
• kategorija()
• struka()
• godina().
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Slika 6.3: Forma za dodavanja cˇlanka
Slika 6.4: Prikaz detalja o autoru
Detalji o autoru podrazumijevaju
• ime
• web-stranicu (ako postoji)
• email autora
• sve cˇlanke koje je on napisao.
POGLAVLJE 6. WEB-APLIKACIJA ZA VODENJE ZNANSTVENIH CˇLANAKA 48
Prikaz detalja o autoru je na slici 6.4.
Slika 6.5: Prikaz detalja o struci
Detalji o struci su kategorije koje su s njom povezane. Prikaz je na slici 6.5. Detalji o
kategoriji podrazumijevaju cˇlanke koji pripadaju toj kategoriji. Prikaz je na slici 6.6.
Slika 6.6: Prikaz detalja o kategoriji
Detalji o cˇlanku su:
• autori cˇlanka
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• naslov cˇlanka
• opis cˇlanka
• godina nastanka cˇlanka
• kljucˇne rijecˇi
• verzija cˇlanka
• link na cˇlanak u PDF formatu
• linkovi na sve verzije tog cˇlanka
• korisnik koji je dodao cˇlanak i vrijeme dodavanja cˇlanka.
Prikaz detalja o cˇlanku nalazi se na slici 6.7.
Slika 6.7: Prikaz detalja o cˇlanku
Pod detaljima o godini se podrazumijevaju svi cˇlanci nastali u doticˇnoj godini.
Funkcije dodaj autora(), dodaj clanak i dodaj verziju zahtijevaju prijavljenog
korisnika. One dohvac´aju podatke iz forme, provjeravaju njihovu valjanost te ih spremaju u
bazu ili ispisuju gresˇke. Funkcija dodaj verziju sprema vec´ postojec´i cˇlanak s novom
verzijom u bazu podataka. Verzija se automatski povec´ava za 1. Samo korisnik koji je
dodao cˇlanak mozˇe dodati nove verzije u bazu. Nove struke i kategorije mozˇe dodati samo
superkorisnik.
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Funkcija trazi dohvac´a izraz koji je korisnik upisao u trazˇilicu koja se nalazi u za-
glavlju web-stranice. Ona pretrazˇuje bazu podataka prema imenu autora i naslovu cˇlanka.
Funkcija nap trazi je povezana s naprednom trazˇilicom. U njoj korisnik mozˇe pretrazˇivati
prema imenu autora, nazivu cˇlanka, struci, kategoriji i/ili kljucˇnim rijecˇima. Funkcija
dohvac´a podatke iz forme te pretrazˇuje bazu obzirom na korisnikov upit. Prikaz naprednog
pretrazˇivanja je na slici 6.8.
Slika 6.8: Rezultat naprednog pretrazˇivanja
Funkcija pokazi prima parametar clan slug, pronalazi trazˇeni cˇlanak u bazi te u
pregledniku prikazuje PDF cˇlanka.
Svaka funkcija pogleda ima nekoliko linija koˆda, a veliku funkcionalnost. Sada vidimo
koliko je razvoj stranica u Djangu brz i jednostavan.
6.2 Aplikacija prijava
Aplikacija prijava sluzˇi za registriranje i prijavu korisnika. Obzirom da je zasebna
aplikacija mozˇe se ukolopiti u neki drugi projekt u Djangu ili zamijeniti drugom aplikacijom
koja mozˇe pruzˇiti visˇe funkcionalnosti.
Korisnik je predstavljen modelom User na nacˇin koji je opisan u odjeljku 5.5. Dakle,
korisnik se mozˇe registrirati sa svojim osobnim podacima, prijaviti nakon registracije i
odjaviti.
Prijavljeni korisnik mozˇe dodavati autora ili cˇlanak te nove verzija cˇlanka koje je vec´
dodao. Neprijavljeni korisnik mozˇe samo pretrazˇivati i cˇitati cˇlanke.
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Sazˇetak
U ovom radu je predstavljen Django, web-razvojno okruzˇenje iz trec´e generacije razvoja
dinamicˇnih web-stranica, prvi put objavljen 2005. godine. Osnovna prednost Djanga je
korisˇtenje MTV-a, arhitekture kojom se razdvaja prikaz, pristup podacima i logika web-
stranice. MTV arhitektura dijeli jednu stranicu u tri dijela: model - zaduzˇen za komunikaciju
s bazom podataka, predlozˇak - zaduzˇen za prezentiranje podataka, pogled - zaduzˇen za
manipulaciju podacima i prosljedivanje podataka predlosˇku. To omoguc´uje programerima i
dizajnerima jednostavniji i brzˇi razvoj web-stranica te povec´anje sigurnosti same stranice.
Takoder, omoguc´ava jednostavno korisˇtenje formi i dodavanja svih vrsta staticˇnih medija.
Django aplikacija je napisana u jeziku Python. Danas se Djangom koristi veliki broj
korisnika, a predvida se da c´e trec´a generacija kroz neko vrijeme potpuno potisnuti PHP iz
uporabe.
Summary
In this paper we introduced Django, a web framework from the third generation of web
development. It is released in 2005. Django uses the MTV architecture that separates user
interface, data access and request-routing logic. The Django web-page is containing three
components: model, which can create, retrieve, update and delete records in the database,
template, which describes the design of the page, and view, which is responsible for data
manipulation and data forwarding to the template. This allows developers and designers
easier and faster development of web-sites, and increases security of the site itself. It also
allows simple use of forms and adding all types of static media files. Django project is
written in Python. Large number of users use Django, and it is anticipated that the third
generation will repress the use of PHP completely.
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