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ABSTRAKT
Bakalářská práce se věnuje tématu odlehčené kryptografie, konkrétně dvou blokovým
šifrám PRESENT a LBLOCK a hešovací funkci PHOTON. V práci jsou představeny
principy, na kterých kryptografická primitiva pracují, typy zařízení vhodné pro imple-
mentaci, časté útoky a jejich úspěšnost, dále jsou implementována na mikrokontroler
odděleně i jako součást kryptografického protokolu. Implementace byla měřena z hle-
diska času a počtu bytů, které zabírá v jednotlivých pamětích. Výsledky jsou použity
pro porovnání šifer mezi sebou i s hashovací funkcí a pro výběr dvou verzí protokolu
k testování. Jednotlivé verze jsou zhodnoceny i porovnány.
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ABSTRACT
This bachelor thesis focuses on lightweight cryptography. The main focus is on block
ciphers PRESENT and LBLOCK and hash function PHOTON. The theoretical basis
of cryptographic primitives are presented with devices which are commonly used for them,
cryptanalysis attacks and their success rate. The primitives are implemented on micro-
controller separately and in cryptographic protocol. There was measured time and usage
of memories of the implementations. The results were used for comparison of ciphers,
hash function and selection of two versions of the protocol for testing. Each version was
tested and compared to the other.
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ÚVOD
První kapitola se zabývá pojmem „embedded zařízení“, k čemu tato zařízení slouží,
jaká mají omezení a z nich vyplývající situace a okolnosti, za kterých jsou více
či méně využitelná. Dále poukazuje na nejčastěji používané příklady a jejich užiteč-
nost.
Druhá kapitola popisuje kryptografii v obecné rovině. V úvodu jsou vysvětleny
pojmy používané v pozdějším textu, navazuje stručný popis symetrické, asymet-
rické kryptografie a hešovací funkce. Neexistuje univerzální šifra pro všechny účely.
Je třeba vybrat systém vhodný pro danou situaci. Zahrnuje to i problematiku za-
řízení s hardwarovým omezením, tento obor nazýváme lehká kryptografie, popsaná
je ve stejnojmenné sekci.
Kapitola třetí je zaměřena na konkrétní kryptografická primitiva. Těmi jsou sy-
metrické šifry PRESENT, LBLOCK a hašovací funkce PHOTON. Zaměřením kapi-
toly je vysvětlit princip jejich fungování a poukázat na pravděpodobné druhy útoků
a jejich možnosti na úspěch.
Praktická část práce se zaměřuje na kryptografická primitiva popsaná ve třetí
kapitole. Zjišťuje jejich možnost implementace primitiv v jazyce C na mikrokont-
roler výrobce Texas instruments a implementaci realizuje. Ze získaných programů
jsem sestavil protokoly s ohledem na možnosti mikrokontroleru a vytvořeného kódu.




Pro anglické sousloví „embedded systems“ se v češtině ujalo více výrazů. Můžeme to
nazývat vestavěnými zařízeními, vestavěnými systémy, avšak pro identifikaci s pů-
vodním výrazem se častěji používá výraz „embedded zařízení“.
Definic vestavěných zařízení je mnoho. Popis jsem tudíž zaměřil na typické vlast-
nosti. Mnoho z nich jsou hybridní systémy, které jsou složeny z analogových i digi-
tálních částí.
Embedded zařízení by měla být spolehlivá. Ve většině případů jsou bezúdržbová
a vytvořená na míru problému, který řeší. Jsou tedy složitější opravit bez nahrazení
celého zařízení. Nahrazení může být problémem vzhledem k specifickému účelu nebo
mohou být součástí většího celku. Spolehlivost se pojí i s bezpečností. Pokud má
systém pracovat bez kontroly je třeba, aby útočník neměl možnost jej ovlivnit.[8]
Embedded zařízení by měla pracovat v reálném čase. Velká část jsou systémy
reaktivní, u který je to nutností. To jsou systémy reagující na změnu prostředí nebo
na časový okamžik. Rozlišujeme takzvané „tvrdé“ a „měkké“ systémy v reálném
čase. Tvrdé systémy zaručují odezvu ve vymezených hranicích i v kritických okamži-
cích. Je třeba definovat protokoly pro krajní situace, včas detekovat chyby a zajistit
obnovu systému. Měkké systémy nejsou zabezpečeny vůči výjimečným událostem
a mohou být složitější.[8]
Embedded zařízení by měla být energeticky efektivní. V případě, že jsou napájena
z mobilního zdroje určuje životnost do značné míry cenu výrobku na trhu. Pokud
jsou připojena do napájecí sítě mohou vzhledem k počtu znamenat úsporu energie.
[8]
Mikrokontroléry jsou typickým příkladem vestavěného systému. Jsou to pro-
gramovatelné mikropočítače na jediné desce plošných spojů s možností připojení
periferních obvodů. Existuje mnoho druhů s různými vlastnostmi. Na některé je
možné implementovat i plnohodnotné šifrovací standardy, například AES (Advan-
ced Encryption Standard – standard pokročilého šifrování).
RFID čipy (Radio-frequency identification – identifikace na rádiové frekvenci)
byl vytvořen jako identifikátor zboží. Skládá se z vysílače, přijímače a DPS (Data
Processing Subsystem – systém pro zpracování dat). Využití má nespočet, např.
paměti, senzory, šifrování nebo identifikace. Rozlišujeme pasivní a aktivní RFID.





Kryptologie: věda zabývající se šifrováním a dešifrováním. Souhrnná věda pro kryp-
tografii a kryptoanalýzu.
Kryptografie: věda zabývající se vytvářením šifer.
Kryptoanalýza: věda zabývající se dešifrováním.
Zpráva: data, která si přejeme poslat přes šifrovaný kanál.
Šifrový text: zabezpečená data nečitelná útočníkům.
Šifrování: proces tvorby šifrového textu.
Dešifrování: proces tvorby zprávy z šifrového textu.
Klíč: parametr pro šifrování a dešifrování.
Šifra: algoritmus pro šifrování a dešifrování.
Hašovací funkce: reprezentuje data různé délky řetězcem konstantní délky.[7]
2.2 Principy
Pro tvorbu dobrých šifer platí obecná pravidla založená na teorii informace a Kerc-
khoffsovu principu.
• Algoritmus šifry by neměl obsahovat tajnou část.
• Informace by měla být rozložena rovnoměrně v celém šifrovém textu.
• Šifrování i dešifrovaní by měli být efektivní operace.
• Výpočetní náročnost dešifrování šifrového textu bez použití správného klíče by
měla být udávaná velikostí klíče.[7]
2.3 Symetrická kryptografie
Symetrická kryptografie používá jediný klíč pro šifrování i dešifrování. Šifrování po-
mocí jednoho klíče je rychlejší, proto se využívá pro velké množství dat. Takový klíč
nazýváme tajný. Pro sdílení tajného klíče je možné použít systémy asymetrické, které
používají společně s tajným klíčem klíč veřejný. Veřejný klíč není shodný pro obě
strany. Symetrické šifry dělíme na proudové a blokové, podle množství bitů, které
zpracovávají v jeden okamžik.[7]
Proudové šifry pracují na úrovni bitů nebo bytů. Jsou to šifry substituční, na-
hrazují hodnotu bitu (bytu), ale ponechají jeho pozici. Nahrazení probíhá operací
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XOR (operace úplná disjunkce) s pseudonáhodným řetězcem. Ideální proudovou šif-
rou je šifra Vernamova, neboli „One-Time Pad“. Využívá náhodnou sekvenci bitů,
namísto pseudonáhodné, tudíž ji není možné bez klíče dešifrovat.[7]
Blokové šifry pracují s bloky dat různých velikostí. Obsahují principy substituč-
ních i transpozičních (permutačních) šifer. Bloky jsou konstantní délky. V případě,
že zpráva není celočíselný násobek bloku je doplněn výplní. Existují dva hlavní prin-
cipy pro tvorbu blokových šifer. Prvním je SP (substitučně permutační) síť, která
uplatňuje funkce nahrazení a transpozice. Příkladem je AES (Advanced Encryp-
tion Standard – standard pokročilého šifrování) nebo PRESENT, který je popsán
k kapitole 3.1 společně s příkladem SP sítě. Druhým způsobem je Feistelova struk-
tura. Vyskytuje se v šifře DES (Data Encryption Standard) nebo LBLOCK, který
je popsán v kapitole 3.3. [7]
2.4 Asymetrická kryptografie
Asymetrické systémy obsahují dva základní druhy klíče, tajný v veřejný. Veřej-
ným klíčem je možné zprávu zašifrovat, avšak k dešifrování je třeba klíče tajného.
Oproti symetrická kryptografii jsou operace výpočetně náročnější, proto není vhodná
pro přenos většího počtu dat, avšak bezpečnost je vyšší. Příkladem jsou protokol
Diffie-Hellman nebo šifra RSA (Rivest, Shamir, Adleman – digitální podpis, šifrovací
algoritmus).[7]
2.5 Hašovací funkce
Vytváří z řetězců o různých délkách řetězce konstantní délky, hashe. Platí pro ni
vlastnosti vypsané níže.
Jednosměrnost: není možné v časové omezeném úseku spočítat z výstupu vstup
funkce.
Bezkoliznost prvního řádu: nelze spočítat množství vstupů, kde by se výstup
opakoval.
Bezkoliznost druhého řádu: úpravou vstupních nelze získat stejný výstup.
Efektivita: výpočet hashe dostatečně rychlý pro použití v systémech pracujících
v reálném čase.
Nejvýznamnější využití hashů nalezneme v digitálním podpisu, asymetrických
kryptosystémech a funkcích generujících pseudonáhodné posloupnosti. Z digitálního
podpisu je v konečné fázi vytvořen hash, čímž je zajištěna autenticita a integrita.
V asymetrických kryptosystémech slouží k ověření šifrového textu. Je nezbytný
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pro ochranu proti aktivním útokům. Funkce generující pseudonáhodné posloupnosti
pomocí hashů jsou využívány ve značném množství případů, od autentifikačních
protokolů po elektronický obchod.[7]
2.6 Lehká kryptografie
Lehká kryptografie vznikla z potřeby zabezpečit komunikaci mezi výpočetně ome-
zenými zařízeními, na které není možné implementovat standardní kryptografické
protokoly. Omezení výkonu sníží i bezpečnost šifry. Posílení bezpečnosti může na-
pomoci malé množství dat procházející zařízením. Odlehčené šifry mohou být vyví-
jeny i s ohledem na možnost hardwarového nasazení. Neomezuje to jejich nasazení
na softwarové úrovni, ale napomáhá to efektivnějšímu šifrování.[10]
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3 ŠIFRY ODLEHČENÉ KRYPTOGRAFIE
3.1 PRESENT
PRESENT je symetrická bloková šifra. Používá bloky o velikosti 64 bitů a klíč
80 nebo 128 bitů. Oproti používané šifře AES (Advanced Encryption Standard –
standard pokročilého šifrování), kde můžeme zvolit klíč o velikosti až 256 bitů je
šifra méně bezpečná. Je vhodný pro systémy s nižšími požadavky na bezpečnost
a výkon hardwaru. PRESENT je doporučen v použití s 80bitovým klíčem, kde
nejsou kladeny příliš velké požadavky na výpočetní výkon a s ohledem na menší
množství přenášených dat není ohrožena bezpečnost.
3.1.1 Princip
Šifrovací algoritmus je založen na SP (substitučně permutační) síti a skládá se z 31
rund, opakování. V každé rundě je použit rundový podklíč, který provádí operaci
XOR nad zmíněným blokem 64 bitů. Po operaci XOR se použije lineární bitová
permutace a nelineární substituce. Cyklus je ukončen XOR operací s podklíčem.
Výsledkem je šifrový text[1].
Obr. 3.1: Algoritmus šifry PRESENT [1]
Substituční vrstva nahrazuje 4 bity paralelně za pomoci S-boxů (Substitution-
box – tabula pro nahrazení). Bity jsou nahrazeny způsobem znázorněným v tab. 3.1.
Na obrázku s algoritmem šifry obr. 3.1 je vrstva označena sBoxLayer.[2]
Tab. 3.1: S-box tabulka[1]
x 0 1 2 3 4 5 6 7 8 9 A B C D E F
S [x ] C 5 6 B 9 0 A D 3 E F 8 4 7 1 2
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Permutační vrstva využívá operace permutace. V tab. 3.2 lze pozorovat změnu
pozice bitů po projití vrstvou, označenou ve schématu algoritmu obr. 3.1 pLayer.
Písmeno i označuje původní pozici bitu a P(i) novou pozici.[2]
Tab. 3.2: Tabulka permutací[1]
i 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
P(x) 0 16 32 48 1 17 33 49 2 18 34 50 3 19 35 51
i 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
P(x) 4 20 36 52 5 21 37 53 6 22 38 54 7 23 39 55
i 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47
P(x) 8 24 40 56 9 25 41 57 10 26 42 58 11 27 43 59
i 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63
P(x) 12 28 44 60 13 29 45 61 14 30 46 62 15 31 47 63
Key schedule je funkce pro změnu podklíče pro jednotlivé rundy. Na začátku
se budeme zabývat 80bitovým klíčem. Použije se 64 z 80 bitů umístěných vlevo.
Proces začíná změnou pozic bitů o 61 míst doleva, pokračuje vyjmutím čtyřech bitů
zleva a jejich substitucí za pomocí S-boxu tab. 3.1. Označíme si bity v podklíči
jako 𝐾𝑖 = 𝑘63 . . . 𝑘0. Poslední částí key schedule je XOR mezi bity 𝑘19 . . . 𝑘16 a
hodnotou round_counter, která představuje počet rund, které proběhly. Ve verzi
šifry s 128bitovým klíčem je postup obdobný. První a druhý krok je stejný. Určí se
zleva 64 bitů a proběhne posunutí o 61 míst. Pro substituci v S-boxu se použije 8
namísto 4 bitů. V posledním kroku se použijí bity s označením 𝑘66 . . . 𝑘62 pro operaci
XOR. Níže je uveden postup pro 80bitový klíč ve vzorcích.[1]
1. 𝐾𝑖 = 𝑘79 . . . 𝑘15
2. 𝑘79𝑘78 . . . 𝑘1𝑘0 = 𝑘18𝑘17 . . . 𝑘20𝑘19
3. 𝑘79𝑘78𝑘77𝑘76 = 𝑆(𝑘79𝑘78𝑘77𝑘76)
4. 𝑘19𝑘18𝑘17𝑘16𝑘15 = 𝑘19𝑘18𝑘17𝑘16𝑘15 ⊕ round_counter
3.1.2 Použití
Šifra není určena pro nahrazení standardních blokových šifer. Jejím účelem je po-
skytnout středně dobré zabezpečení při malých nárocích na velikost a cenu hardwaru,
na kterém bude implementována.[1]
Present je vhodné nasadit na zařízeních, přes které proudí malé objemy dat a mají
omezené zdroje energie. Doporučeno je použití 80bitového klíče a encryption-only
metody, kde je možné zprávy pouze šifrovat.[1]
16
3.1.3 Kryptoanalýza
Difereciální kryptoanalýza je založena na změnách na výstupních datech při
změnách vstupních dat. Používá se proti blokovým šifrám, avšak v tomto případě
nepřináší úspěch díky množství opakování v základním algoritmu šifry. Při použití 25
opakování, oproti 31, je možnost nalezení jediné diferenciální charakteristiky 2−100.[1]
Lineární kryptoanalýza nalézá lineární souvislosti mezi daty na vstupu a vý-
stupu. Aproximuje šifrovací funkce na operace XOR. Pro provedení aproximace
pro šifru by bylo třeba 284 b, u kterých by jsme znali počáteční a výslednou hodnotu.[1]
Útok hrubou silou je jedním ze základních nástrojů kryptoanalýzy. Principem je
velmi jednoduchý, útočník zkouší všechny možné kombinace dokud nezvolí správnou,
to však vyžaduje velký výpočetní výkon. S běžně dostupnými zdroji se tento útok
ukazuje neefektivní i na PRESENT s kratším klíčem.[2]
Algebraický útok spočívá ve vytvoření soustavy rovnic, které popisují funkce
šifry. Je vhodný pro proudové šifry. Počet rovnic a proměnných zjistíme ze vzorců
𝑒 = 𝑛 × 21 a 𝑣 = 𝑛 × 8, kde n představuje počet S-boxů. Po dosazení hodnot
𝑛 = (31 · 16) + 31 zjistíme, že pro prolomení je třeba vyřešit 11 067 kvadratických
rovnic s 4 216 proměnnými.[2]
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3.2 PHOTON
PHOTON je rodina odlehčených hashovacích funkcí. Tvorba hashe využívá méně
zdrojů hardwaru než je tomu u jiných hashovacích funkcí, například rodina Secure
Hash Alogorythm (SHA) s nejméně náročnou funkcí SHA-1, kterou je možné pova-
žovat za prolomitelnou [4]. Využívá „Extended Sponge functions“, doslovně přelo-
ženo jako „rozšířené houbové funkce“. „Sponge funktions“ využívají dvou fází, těmi
jsou „absorbce“ a „ždímání“.Při „absorbci“ jsou zpracovávána vstupní data po čás-
tech o velikosti vstupní bitové rychlosti. Druhá fáze plní výstupní data po částech
o velikosti výstupní bitové rychlosti. Jednotlivé hašovací funkce z rodiny lze popsat
proměnnými viz níže. Proměnné jsou vyjádřeny v bitech.
• n . . . velikost výstupních dat
• r . . . vstupní bitová rychlost
• r’ . . . výstupní bitová rychlost
• t . . . vnitřní bitová rychlost
• c . . . vnitřní kapacita šifry
• s . . . velikost buňky v permutačních tabulkách
• d . . . počet řad a sloupců permutační tabulky (bez jednotky)
Konkrétní funkce se označuje PHOTON-n/r/r’. Množství funkcí je omezeno množ-
stvím vnitřních bitových rychlostí, které nabývají hodnot pouze 100, 144, 196, 256
a 288 bitů a lze je spočíst pomocí jednoduchého vzorce 𝑡 = 𝑐+ 𝑟.[3]
3.2.1 Princip
Před začátkem zpracování se za zprávu přidá bit s hodnotou 1, a pokud je zpráva
rozdílná od násobku bitové rychlosti r, doplní se bity s hodnotou 0. Tímto postupem
získáme zprávy označené 𝑚0 . . .𝑚𝑙−1. [3]
Následující krok je nastavení hodnoty S, o velikosti t bitů. 1
𝑆0 = {0}𝑡−24||𝑛/4||𝑟||𝑟′ (3.1)
Vzorcem 3.1 se nastaví počáteční hodnota S, která se použije ve vzorci 3.2.
𝑆𝑖+1 = 𝑃𝑡(𝑆𝑖 ⊕ (𝑚𝑖||0𝑐)) (3.2)
Hodnotu hash, o velikosti n bitů, sestavíme zřetězením bloků 𝑧𝑖 nabývajících veli-
kosti r’. V případě, že n není násobkem r’, poslední blok je zkrácen o přebývající
část. Permutaci ve funkci označujeme 𝑃𝑡, rozlišující vlastností je vnitřní bitová rych-
lost. Permutace probíhá ve 12 iteracích, lze ji znázornit v maticích s obsahem 𝑑× 𝑑
1Operátor || vyjadřuje řetězení hodnot, které mají velikost 8 bitů.
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procházející čtyřmi funkcemi: AddCostnant, SubCells, ShiftRows a MixColumnsSe-
rial.
Funkce AddConstant upraví první sloupec matice pomocí funkcí závislých na
množství iterací. První sloupec matice označíme S[i,0], pořadí probíhající iterace v
a výsledný sloupec po aplikaci AddCostnant S’[i,0].
𝑆 ′[i, 0] = 𝑆[i, 0]⊕𝑅𝐶(𝑣)⊕ 𝐼𝐶𝑑(𝑖) (3.3)
RC(v) jsou konstanty určené pro jednotlivé iterace.
𝑅𝐶(𝑣) = [1, 3, 7, 14, 13, 11, 6, 12, 9, 2, 5, 10]
𝐼𝐶𝑑(𝑖) nazýváme vnitřní konstanty. Výběr tabulky závisí na velikosti matice d, výběr
konstanty na řádku i v matici.[3]
SubCells je substituční funkce využívající S-box o velikosti s. V případě použití
buněk o 4 bitech je využit S-box šifry PRESENT tab.3.1, pokud je třeba 8bitových
buněk použijeme S-box šifry AES.[3]
V ShiftRows je posunuta pozice bitů o i doleva.
𝑆 ′[𝑖, 𝑗] = 𝑆[𝑖, (𝑗 + 𝑖) mod 𝑑] (3.4)
MixColumnsSerial je aplikována po sloupcích. Každý sloupec je počítán nezá-
visle. Použita je matice 𝐴𝑡 = 𝑆𝑒𝑟𝑖𝑎𝑙(𝑍0, . . . , 𝑍𝑑−1). Hodnoty 𝑍𝑖 jsou získány z tabu-
lek generovaných pomocí polynomů. Rozlišuje se mezi tabulkami pro 4bitové buňky
nebo pro buňky 8bitové.[3]
(𝑆 ′[(0, . . . , 𝑑− 1), 𝑗])𝑇 = 𝐴𝑑𝑡 × ([(0, . . . , 𝑑− 1), 𝑗])𝑇 (3.5)
3.2.2 Kryptoanalýza
Diferenciální a lineární kryptoanalýza jsou nevhodné pro použití na hašovací
funkci PHOTON. Při nasazení lze dosáhnout prolomení pro nejvýše čtvrtou iteraci
při použití méně bezpečných variant hašovací funkce.[3]
Útoky Rebound a Super-Sbox jsou jedním z nejlepších nástrojů k lámání hašo-
vacích funkcí založených na permutacích podobných těm využívaných v PHOTONu.
Útoky jsou však účinné pouze do osmé iterace z dvanácti. K překonání této hranice
nedokáže pomoci ani vyšší výpočetní výkon útočníka.[3]
Algebraický útok je založen na tvorbě rovnic ze vstupních a výstupních dat.
Množství rovnic ovlivňuje použití konkrétní hash funkce. Pro PHOTON-188/16/16
je nutné vytvořit 9 072 rovnic a 3 456 proměnnými. Útokem není možné dosáhnout
více než osmé iterace.[3]
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3.3 LBLOCK
LBLOCK je blokové šifra s délkou bloku 64 bitů a délkou klíče 80 bitů. Je založena
na Feistelově síti s 32 rundami, iteracemi. Byla vyvinuta pro zařízení s nízkým
výpočetním výkonem a menšími nároky na bezpečnost. V následující části budou
použity tato níže:
• M . . . zpráva; nešifrovaná data
• 𝑋𝑖 . . . polovina zprávy M
• K . . . klíč (80 bitů)
• 𝐾𝑖 . . . rundový podklíč (32 bitů)
• F . . . rundová funkce
• <<< 8 . . . posunutí o 8 bitů vlevo
3.3.1 Princip
Šifrovací algoritmus je znázorněn na obr. 3.2. Před začátkem šifrování je třeba
rozdělit zprávuM na dva celky 𝑋0 a 𝑋1 o velikostech 32 bitů. Po dokončení šifrování
je spojena část 𝑋32 a 𝑋33 do 64bitového bloku šifrového textu.
Obr. 3.2: Algoritmus šifrování šifry LBLOCK [5]
Průběh jedné rundy vyjádříme rovnicí 3.6.
𝑋𝑖 = 𝐹 (𝑋𝑖−1, 𝐾𝑖−1)⊕ (𝑋𝑖−2 <<< 8) (3.6)
Rundová funkce F je popsáná rovnicí 3.7.
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𝐹 (𝑋,𝐾𝑖) = 𝑈 = 𝑃 (𝑆(𝑋 ⊕𝐾𝑖)) (3.7)
Funkce S se skládá z osmi 4bitových S-boxů označených 𝑠0 . . . 𝑠7 v tab. 3.3.
Blok je rozdělen na části po čtyřech bitech. S-box je aplikován na každou část, čímž
se zaručí ovlivnění celého bloku 32 bitů. Funkce P je permutací osmi částí na výstupu
funkce S.[5]
Tab. 3.3: S-box pro LBLOCK [5]
𝑠0 14 9 15 0 13 4 10 11 1 2 8 3 7 6 12 5
𝑠1 4 11 14 9 15 13 0 10 7 12 5 6 2 8 1 3
𝑠2 1 14 7 12 15 13 0 6 11 5 9 3 2 4 8 10
𝑠3 7 6 8 11 0 15 3 14 9 10 12 13 5 2 4 1
𝑠4 14 5 15 0 7 2 12 13 1 8 4 9 11 10 6 3
𝑠5 2 13 11 12 15 14 0 9 7 10 6 3 1 8 4 5
𝑠6 11 9 4 14 0 15 10 13 6 2 5 7 3 8 1 2
𝑠7 13 10 15 0 14 4 9 11 2 1 8 3 7 5 12 6
𝑠8 8 7 14 5 15 13 0 6 11 12 9 10 2 4 1 3
𝑠9 11 5 15 0 7 2 9 13 4 8 1 12 14 10 3 6
Obr. 3.3: Rundová funkce šifry LBLOCK [5]
Dešifrování LBLOCKu probíhá inverzním postupem šifrování. Před začátkem de-
šifrování se rozděluje blok šifrového textu (64 bitů) na dvě části (32 bitů) . Na konci
je složena zpráva M z dvou částí 𝑋0 a 𝑋1.[5]
Key schedule je funkce k tvorbě podklíče𝐾𝑖 z klíče𝐾. Bity klíče𝐾 jsou označeny
𝑘79 . . . 𝑘0. Klíč 𝐾𝑖 je vytvořen z 32 bitů zleva a poté je registr posunut o 29 míst
doleva, dále jsou použity dva S-boxy paralelně na 8 bitů zleva, lze dohledat v tab.
3.3. Poslední částí je operace XOR s hodnotou označující pořadí rundy. Postup je
znázorněn též v krocích níže.[5]
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1. 𝐾𝑖 = 𝑘79𝑘78 . . . 𝑘48
2. 𝐾 <<< 29
3. 𝑘79𝑘78𝑘77𝑘76 = 𝑠9[𝑘79𝑘78𝑘77𝑘76]
4. 𝑘75𝑘74𝑘73𝑘72 = 𝑠8[𝑘75𝑘74𝑘73𝑘72]
5. 𝑘50𝑘49𝑘48𝑘47𝑘46 ⊕ 𝑖
3.3.2 Kryptoanalýza
Diferenciální kryptoanalýza zjišťuje rozdíly výstupu při změnách vstupu. Uva-
žujeme LBLOCK s 15 rundami namísto používaných 32. Nejvyšší pravděpodobnost
nalezení diferenciální charakteristiky je 2−64.[5]
Lineární kryptoanalýza nalézá lineární souvislost mezi zprávou a šifrovým tex-
tem. Nejvyšší pravděpodobnost nalezení souvislosti je 2−33 při použití 15 rund. Tato
pravděpodobnost není dostatečně nízká, aby bylo možné šifru považovat za bezpeč-
nou. Je třeba použít nezkrácenou variantu s 32 rundami.[5]
Útoky na klíč byly v nedávné době značně vylepšeny. Diferenciální kryptoanalýza
zaměřená na klíč se prokázala být účinnou proti šifře KASUMI [6]. Pro LBLOCK
je hraniční čtrnáctá runda, po které je pravděpodobnost nalezení charakteristiky
dostatečně nízká, aby bylo možné šifru považovat za bezpečnou.[5]
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4 TESTOVÁNÍ FUNKCÍ
Tato kapitola se zabývá nasazením blokových šifer PRESENT (sek. 3.1) a LBLOCK
(sek. 3.3) a hashovací funkcí PHOTON (sek. 3.2) a jejich vlastnostmi ve skutečných
podmínkách. Implementace je provedena na softwarové úrovni v jazyce C.
Pro účely testování byl vybrán vývojový set MSP430 od výrobce Texas instru-
ments s mikrokontrolerem MPS430G2955, vývojovou deskou plošných spojů MSP-
TS430DA38 a rozhraním pro debugging MSP-FET430UIF. Na obr. 4.1 vpravo je
vývojová deska připojená 14vodičovým kabelem k debugovací sondě, která je připo-
jena k PC (Personal Computer – osobní počítač) pomocí kabelu USB 2.0 A-B.
Obr. 4.1: Experimentální pracoviště
MPS430G2955 pracuje na kmitočtu 16MHz a využívá RAM (random-access me-
mory – paměť s přímým přístupem) o velikosti 4 kB. Výhodou je krátký čas přechodu
mezi režimy s nízkou spotřebou a aktivním režimem. Mikrokontroler je vystavěn
na 16bitové RISC (Reduced Instruction Set Computing – procesory s redukova-
nou instrukční sadou) architektuře. Veškeré instrukce jsou prováděny jako operace
mezi šestnácti registry za pomoci sedmi adresovacích režimů a čtyřech cílových ope-
randů. To umožňuje efektivní provádění kódu v zájmu nižší spotřeby a rychlejšího
chodu. Technické údaje k MPS430G2955 nalezneme v tab. 4.1. Typickým uplat-
něním je nízkonákladový senzor pro sběr analogových signálů a jejich zpracování.
Na obrázku 4.2 je zobrazena vývojová deska MSP-TS430DA38 osazená výměnným
modulem s mikrokontrolerem na středu a rozhraním pro komunikaci s programáto-
rem MSP-FET430UIF.
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Tab. 4.1: Doplňující údaje k MPS430G2955
Rozsah napájecího napětí 1,8 - 3,6V
Spotřeba proudu v Aktivním režimu (1MHz, 2,2V) 250µA
Spotřeba v Standby režimu 0,7µA
Spotřeba v režimu Vypnuto (při zachování RAM) 0,1µA
RAM 4kB
Přechod Standby → Aktivní režim 1µs
Doba vykonání instrukce (taktu) 62,5 ns
Měření pobíhalo ve vývojovém prostředí CCS (Code Composer Studio). Tento
software je navržen firmou Texas instruments, výrobcem vývojového setu. Použita
byla verze 6.1.1, která obsahuje možnost tvořit projekt pro model MSP430G2955.
Odečítání hodnot probíhalo z dvou funkcí obsažených v CCS. „Memory allo-
cation“ je funkce pro zjištění množství prázdné a přidělené paměti. Další funkcí je
„Profile clock“, která umožňuje měření taktů procesoru. Je vložena přímo v CCS,
to umožňuje měření bez použití jakékoli knihovny. Výhodou je tedy úspora místa
v paměti, nevýhodou je zpomalení běhu programu o několik řádů. Přesnost funkce
byla ověřena pomocí příkazu __delay_cycles(50) a porovnáním s zobrazenou hod-
notou. Alternativou by bylo použít funkci knihovny time.h clock(void), nebo ve-
stavěný časoměřič s použitím knihovny msp430.h. Clock(void) vrací počet taktů
obdobně jako Profile clock, avšak data získané časoměřičem je třeba přepočítat po-
mocí obrácené hodnoty kmitočtu procesoru.
Obr. 4.2: Vývojová deska MSP-TS430DA38
Knihovna se zdrojovým kódem pro kryptografická primitiva užitá pro měření
je uvedena v příloze A. Při měření pamětí byly na mikrokontroler nahrány pouze
funkce nutné pro bezchybný chod. Účel a použití jednotlivých funkcí jsou popsány
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v příslušných sekcích kapitoly 4. Tvorba kódu symetrických šifer probíhala napsá-
ním šifrovacích funkcích podle specifikací v příslušné publikaci, dále jejich úpravou
pro souhlasný chod s testovacími vektory určenými šifře. Pro kontrolu jsem použil
implementaci šifry v jiném jazyce nebo napsání částí kódu v jazyce PYTHON. Po
ověření šifrovacích funkcí jsem je upravil pro dešifrování. Příklad je uveden níže. Při
tvorbě hešovací funkce je postup stejný, avšak není třeba psát dešifrovací funkci.
První příklad kódu představuje Feistelovu strukturu šifry LBLOCK. Dvě části
rozdělené podmínkou se střídají obdobně jako větve struktury. Rovnice 3.6 popisuje
účel. Proměnná zprava a funkce rundovaFce představují proměnnou X a funkci F.
for ( i = 0 ; i < 32 ; i++)
{
i f (1−( i %2))
{
temp = zprava [ 1 ] >> 24 ;
zprava [ 1 ] = ( zprava [ 1 ] << 8) | temp ;




temp = zprava [ 0 ] >> 24 ;
zprava [ 0 ] = ( zprava [ 0 ] << 8) | temp ;
zprava [ 0 ] = zprava [ 0 ] ^ rundovaFce ( zprava [ 1 ] , podk l i c [ i ] ) ;
}
}
Druhý kód uvedený níže je Feistelova struktura určená pro dešifrování. Pozmě-
něno je pouze pořadí příkazů a směr vykonávání for cyklu.
for ( i = 31 ; i >= 0 ; i−−)
{
i f (1−( i %2))
{
zprava [ 0 ] = zprava [ 0 ] ^ rundovaFce ( zprava [ 1 ] , podk l i c [ i ] ) ;
temp = zprava [ 0 ] ;




zprava [ 1 ] = zprava [ 1 ] ^ rundovaFce ( zprava [ 0 ] , podk l i c [ i ] ) ;
temp = zprava [ 1 ] ;




Pro účely testování jsem naspal funkce pro šifrování i dešifrování na principech
šifry PRESENT využívající 80bitový klíč. Zdrojový kód byl napsán podle publikace
PRESENT: An Ultra-Lightweight Block Cipher [1]. Měřena byla spotřeba pamětí
a počet taktů, které jsou vykonány za účelem šifrování nebo dešifrování jednoho
bloku dat. V případě, že je zpracováváno více bloků, je možné ponechat podklíče
spočtené ve funkci keyschedule, uložené v paměti a ušetřit čas jejich výpočtu.
Výsledky měření jsou uvedeny v tab. 4.2. Funkčnost byla ověřena porovnáním vstupu
šifrovací funkce a výstupu dešifrovací funkce, dále porovnáním zprávy a šifrového
textu s testovacími vektory[1].
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Tab. 4.2: Měřené údaje implementace šifry PRESENT
Čas [ms] RAM [byte] ROM [byte] Takty
Šifrovací funkce, keyschedule 37,85 80 1688 605645
Šifrovací funkce 36,63 80 1184 586053
Dešifrovací funkce, keyschedule 37,85 80 1726 605613
Dešifrovací funkce 36,63 80 1192 586031
Keyschedule 1,23 80 850 19618
Na výsledcích můžeme pozorovat, že keyschedule tvoří pouze 3,2 % z celkového
času šifrování a trvale uložený v paměti by využil 2048 bitů, viz. kap. 3.1.
V příloze A nalezneme kód, který byl použit při měření. Šifra PRESENT vy-
užívá tři funkce. První funkcí je keyschedule, která slouží ke spočtení rundových
klíčů. Funkce v parametru převezme klíč o velikost 80 bitů a vrací parametrem
32 rundových klíčů o velikostech 64 bitů. Funkce present šifruje 64bitový blok
dat za pomocí rundových klíčů z keyschedule. V parametru funkce jsou ukazatele
na proměnnou vstav, tj. „vnitřní stav“, a podklic, kde jsou uloženy rundové klíče.
Vnitřní stav představuje zprávu na vstupu a šifrový text na výstupu. Dešifrování
se provádí pomocí presentdes, která funguje obdobným způsobem jako present
s rozdílem v některých částech, které mají obrácený chod vykonávání. PRESENT
využívá tabulky Sbox a Pbox pro šifrování a SboxInv a PboxInv pro dešifrování.
Popsané funkce pracují na principech popsaných v kap. 3.1 s jediným rozdílem. Vý-
počet rundových klíčů není prováděn mezi změnami vnitřního stavu, avšak klíče jsou
spočteny a uloženy předem pro vyšší efektivitu výpočtu.
4.2 LBLOCK
Zdrojový kód vhodný pro měření šifry LBLOCK jsem napsal podle publikace LBlock:
A Lightweight Block Cipher [5]. Výsledky šifrování se shodují s testovacími vektory
uvedenými v publikaci. Dešifrování bylo ověřeno porovnáním výchozího textu s tex-
tem, který byl zašifrován a poté dešifrován. Měřeny byly takty procesoru a paměť
využitá při průběhu programu. Měření bylo provedeno pro šifru s funkcí pro výpo-
čet rundových klíčů i bez zmíněné funkce. V tab. 4.3 můžeme pozorovat výsledky
měření.
Při porovnání doby pro šifrování či dešifrování společně s výpočtem rundových
klíčů s dobou funkce keyschedule zjistíme, že tvoří 22,2 % celkového času. Uložením
podklíčů, které vyžadují 1024 bitů, v paměti můžeme urychlit šifrování více bloků
dat.
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Tab. 4.3: Měřené údaje implementace šifry LBLOCK
Čas [ms] RAM [byte] ROM [byte] Takty
Šifrovací funkce, keyschedule 4,54 80 1704 72632
Šifrovací funkce 3,53 80 1686 56472
Dešifrovací funkce, keyschedule 4,56 80 1796 72920
Dešifrovací funkce 3,55 80 1304 56761
Keyschedule 1,01 80 1146 16156
Funkce šifry LBLOCK nalezneme v příloze A. Hlavními funkcemi jsou lblock a
lblockdes, které provádějí šifrování a dešifrování bloku dat o velikosti 64 bitů za po-
užití 32 rundových klíčů. Každý rundový klíč má velikost 32 bitů. Pro spočtení klíčů
se používá keyscheduleL. Uvnitř Feistelovy struktury je použita rundovaFunkce.
LBLOCK využívá tabulku SboxL. Celkový postup je popsán v kapitole 3.3.
4.3 PHOTON
Zvolil jsem hešovací funkci PHOTON-80/20/16. Kód byl napsán podle publikace
The PHOTON Family of Lightweight Hash Functions[3]. Vypočtený hash se shoduje
s testovacími vektory uvedenými v publikaci. Čas výpočtu byl měřen s ohledem
na délku vstupních dat. Výsledky můžeme pozorovat v grafu 4.3.
Z výsledků měření zjistíme, že se pro žádnou velikost dat neklesne čas pod určitou
hranici. Tato hranice je tvořena dobou, která je potřeba k vytvoření hashe z vnitřního
stavu funkce. Dále se čas mění po 20 bitech, což je rovno vstupní bitové rychlosti.
Pro více bitů než je vyobrazeno v grafu trend pokračuje v navýšení o 899000 taktů
(0,056 s) na 20 bitů. PHOTON využívá 172 bytů paměti RAM a 2920 bytů paměti
ROM.
Funkce photon v příloze A byla napsána pro tuto práci a je hlavní funkcí
pro tvorbu hashe. Funkce rozlišuje fázi „absorbce“ a „ždímání“. V první fázi je
provedena exkluzivní disjunkce vnitřního stavu s bity zprávy o velikosti vstupní bi-
tové rychlosti, následuje permutace. Fáze „ždímání“ začíná permutací a poté jsou
první bity o velikosti výstupní bitové rychlosti uloženy do proměnné hash, která
slouží jako návratová proměnná. Druhá fáze probíhá dokud nejsou vyplněna vý-
stupní data. Permutace využívá funkce FieldMult, kterou jsem převzal od spo-
luautora práce The PHOTON Family of Lightweight Hash Functions. Kód i testo-
vací vektory mohou být nalezeny na stránkách https://sites.google.com/site/
photonhashfunction/home. Použitá verze PHOTONu využívá stejný S-box s blo-



























Délka zprávy [bit] 
Obr. 4.3: Doba průběhu hešovací funkce PHOTON
pro tvorbu hashe jsou „RC“ a „IC“ v části AddConstant a „MSC“ v MixColumnsSe-
rial.
4.4 Kryptografický protokol
Příkladem využití zmíněných kryptografických primitiv je protokol pro komunikaci
embedded zařízení s kolektorem dat.
Zvažovány byly tři úrovně zabezpečení. První je zabezpečení autentičnosti a inte-
grity za použití hesla a ID. Pro vyšší bezpečnost je k následující úrovni přidán čítač
pro odlišení komunikace mezi stejnými prvky v různý čas. Nejvyšší úroveň zabez-
pečení využívá i symetrických šifer pro zajištění důvěrnosti. Klíč pro symetrickou
šifru je vypočten z hesla a čítače. Ve všech případech je možné použít pro zajiš-
tění integrity hešovací funkci PHOTON a pro symetrické šifrování šifru PRESENT
nebo LBLOCK.[11]
Rozhodnuto bylo o nasazení nejlépe zabezpečující varianty. Důvodem byly vyšší
nároky na implementaci hešovací funkce oproti symetrickým šifrám zjištěné ve stej-
nojmenných sekcích kapitoly 4. PHOTON je třeba použít ve všech variantách k
zajištění integrity. Z již zmíněného testování jsem došel k názoru, že nárůst času
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o symetrické šifrování pro menší množství dat není podstatnou zátěží pro zařízení,
na kterém je nasazen.
Komunikace probíhá mezi více koncovými zařízeními a jedním kolektorem. Kon-
cové zařízení má úkol data tvořit a odesílat kolektoru. Kolektor ověří integritu a au-
tentičnost a data krátkodobě nebo dlouhodobě uchová. Pro ověření autenticity je
použito ID, heslo a čítač. ID je unikátní ukazatel pro koncová zařízení. Heslo je
přednastaveno pro každé zařízení. Čítač slouží k odlišení vícenásobné komunikace
mezi stejnými přístroji. Při ověření úspěšného odeslání dat je zvýšena hodnota čí-
tače, při neúspěšné nebo neověřené komunikaci je opakována s původní hodnotou
čítače.[11]
Realizaci protokolu jsem provedl pomocí funkcí v příloze A. ID je tvořeno 16bi-
tovým číslem, heslo má velikost 80 bitů, posledních 8 bitů hesla představuje čítač.
Klíč pro symetrické šifrování pomocí PRESENTu nebo LBLOCKu je spočten PHO-
TONem z hesla a čítače. Hashovací funkce následně spočte hash z ID a dat, která
je třeba odeslat. Tímto způsobem je zajištěna integrita. ID, odesílaná data a vy-
tvořený hash jsou zašifrovány a při odesílání doplněny nešifrovaným ID. Následně
sonda očekává potvrzení, při obdržení potvrzení proběhne kontrola integrity dat,
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Obr. 4.5: Blokové schéma měřené části protokolu
Graf 4.4 zobrazuje dobu, která je třeba k zašifrování dat určených k odeslání
za využití zmíněného protokolu. Rozlišeny jsou dvě varianty podle dvou použitých
blokových šifer PRESENT, označena plnou čarou, a LBLOCK, označena čarou pře-
rušovanou. Výsledek neobsahuje proces ověření, kde je zpráva dešifrována a ově-
řena integrita. V odesílaných datech, vyobrazených na grafu, nejsou zahrnuty nutné
proměnné, jejichž velikosti jsou neměnné a nutné pro správný průběh. Zmíněnými
proměnnými jsou id a hash.
Ověření identity není zahrnuto do času vzhledem k prodlevě při odesílání a pří-
jímání. Ověření proběhne odesláním zprávy od kolektoru k mikrokontroleru. Zpráva
by měla být co nejmenší. Nejmenší možná velikost zprávy bude vyžadovat 2 cykly
dešifrování a spočtení hashe z 20 bitů. Dobu úkonů můžeme dohledat v tab. 4.2,
tab. 4.3 a grafu 4.3. V obr. 4.5 je vyobrazeno blokové schéma měřeného protokolu.
Z výsledků v grafu 4.4 pozorujeme, že funkce neprocházejí počátkem. Je to dáno
výpočtem symetrického klíče a rundových klíčů, šifrováním hodnoty ID a zabezpe-
čením integrity, tyto funkce proběhnou i při odeslání prázdné zprávy. Poměr rozdílu
a doby vykonávání protokolu s šifrou PRESENT se zvyšuje s přibývajícími daty,
ve vyobrazeném definičním oboru se pohybuje od 7 % na začátku po 12 % na konci.
V grafu 4.6 vidíme srovnání počtu taktů pro výpočet jednotlivých kryptografic-
kých primitiv pro různé množství dat. Patrný je rozdíl v symetrických šifrách, který
tvoří rozdíl v křivkách v grafu 4.4. Obdobně jako v grafu 4.4 nejsou započítána data
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PRESENT PHOTON LBLOCK
Obr. 4.6: Rozdělení protokolu na jednotlivá kryptografická primitiva
PHOTON. Částečným důvodem je použití funkce pro dva účely, tvorbu symetrického
klíče a zajištění integrity, která jsou vyobrazena ve schématu na obr. 4.5.
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5 ZÁVĚR
Zařízení, která z velké části budou využívat primitiva lehké kryptografie byla po-
psána v úvodní části bakalářské práce.
V kapitole zabývající se kryptografií je určeno zařazení primitiv, obecné vlast-
nosti jim podobných šifer a standardy, kterými se řídí návrh. V odlehčené kryptogra-
fii nelze opomíjet jakýkoli aspekt funkce, oproti kryptografii určené pro výkonnější
systémy. Řešení je kompromisem mezi bezpečností a praktičností.
Z popisu fungování šifer a hašovací funkce zjistíme jakým způsobem je lze efek-
tivně implementovat pro jakékoli zařízení. Přes podobnost mezi LBLOCKem a PHO-
TONem v obecných parametrech je jejich způsob šifrování značně rozdílný.
Při testování šifer jsem dospěl k názoru, že šifra LBLOCK je vhodnější pro imple-
mentaci na zvoleném zařízeních, vzhledem ke kratšímu času potřebnému k šifrování
bloku dat. Výhodou blokové šifry PRESENT jsou menší nároky na úložný prostor,
ty jsou však minimální a šifry můžeme v tomto ohledu prohlásit za podobné. K
rychlejšímu průběhu šifry LBLOCK přispívá omezení úprav pouze pro čtveřice bitů
s vyjímkou posunu bitů o 29 míst vlevo, menší velikost rundových klíčů, a použití
Feistelovy struktury.
Kryptografický protokol se ukázal jako nevhodný pro systémy pracující v reál-
ném čase kvůli dlouhé době zpracovávání dat. Je však vhodný pro odesílání dat
z výkonnostně omezených zařízení na společný uzel. Z dvou zkoumaných variant je
vhodnější použití symetrické šifry LBLOCK. Rozdíl ve variantách se projeví u šif-
rování většího množství dat. Protokol využívá pouze malou část z mikrokontroleru
(do 10 % v jakémkoli parametru). Výhodným použitím by bylo částečné zpracování
dat na úrovni mikrokontroleru nebo použití méně výkonného zařízení.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
AES Advanced Encryption Standard – standard pokročilého šifrování
DES Data Encryption Standard
SHA Secure Hash Alogorythm
LSB Least Singificant Bit
MSB Most Significant Bit
XOR operace úplná disjunkce
S-box Substitution-box – tabula pro nahrazení
SP substitučně permutační
GE logický člen – hradlo
RFID Radio-frequency identification – identifikace na rádiové frekvenci
DPS Data Processing Subsystem – systém pro zpracování dat
RSA Rivest, Shamir, Adleman – digitální podpis, šifrovací algoritmus
RAM random-access memory – paměť s přímým přístupem
RISC Reduced Instruction Set Computing – procesory s redukovanou
instrukční sadou
CCS Code Composer Studio
PC Personal Computer – osobní počítač
USB Universal Serial Bus
PDF Portable Document Format – Přenosný formát dokumentů
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SEZNAM PŘÍLOH
A Knihovna kryptografických primitiv 36
B Obsah přiloženého DVD 42
35
A KNIHOVNA KRYPTOGRAFICKÝCH PRI-
MITIV
const struct { unsigned int sbox : 4 ;
} Sbox [ 1 6 ] =
{0xc , 0x5 , 0x6 , 0xb , 0x9 , 0x0 , 0xa , 0xd , 0x3 , 0xe , 0xf , 0x8 , 0x4 , 0x7 , 0x1 , 0x2 } ;
const struct { unsigned int sbox : 4 ;
} SboxInv [ 1 6 ] =
{0x5 , 0xe , 0xf , 0x8 , 0xc , 0x1 , 0x2 , 0xd , 0xb , 0x4 , 0x6 , 0x3 , 0x0 , 0x7 , 0x9 , 0xa } ;
const struct { unsigned int rc : 4 ;
} RC[ 1 2 ] =
{1 , 3 , 7 , 14 , 13 , 11 , 6 , 12 , 9 , 2 , 5 , 10} ;
const struct { unsigned int i c : 4 ;
} IC [ 5 ] = {0 , 1 , 3 , 6 , 4} ;
const struct { unsigned int mcs : 4 ;
} MCS[ 5 ] [ 5 ] = {{ 1 , 2 , 9 , 9 , 2} ,
{ 2 , 5 , 3 , 8 , 13} ,
{13 , 11 , 10 , 12 , 1} ,
{ 1 , 15 , 2 , 3 , 14} ,
{14 , 14 , 8 , 5 , 12}};
const short S=4;
const char ReductionPoly = 0x3 ;
const char WORDFILTER = (( char ) 1<<S)−1;
const unsigned short n = 80 , r=20, rvys t= 16 ;
const struct { unsigned int sbox : 4 ;
} SboxL [ 1 0 ] [ 1 6 ] = {
{14 , 9 , 15 , 0 , 13 , 4 , 10 , 11 , 1 , 2 , 8 , 3 , 7 , 6 , 12 , 5} ,
{4 , 11 , 14 , 9 , 15 , 13 , 0 , 10 , 7 , 12 , 5 , 6 , 2 , 8 , 1 , 3} ,
{1 , 14 , 7 , 12 , 15 , 13 , 0 , 6 , 11 , 5 , 9 , 3 , 2 , 4 , 8 , 10} ,
{7 , 6 , 8 , 11 , 0 , 15 , 3 , 14 , 9 , 10 , 12 , 13 , 5 , 2 , 4 , 1} ,
{14 , 5 , 15 , 0 , 7 , 2 , 12 , 13 , 1 , 8 , 4 , 9 , 11 , 10 , 6 , 3} ,
{2 , 13 , 11 , 12 , 15 , 14 , 0 , 9 , 7 , 10 , 6 , 3 , 1 , 8 , 4 , 5} ,
{11 , 9 , 4 , 14 , 0 , 15 , 10 , 13 , 6 , 12 , 5 , 7 , 3 , 8 , 1 , 2} ,
{13 , 10 , 15 , 0 , 14 , 4 , 9 , 11 , 2 , 1 , 8 , 3 , 7 , 5 , 12 , 6} ,
{8 , 7 , 14 , 5 , 15 , 13 , 0 , 6 , 11 , 12 , 9 , 10 , 2 , 4 , 1 , 3} ,
{11 , 5 , 15 , 0 , 7 , 2 , 9 , 13 , 4 , 8 , 1 , 12 , 14 , 10 , 3 , 6}
} ;
const unsigned int Pbox [ 6 4 ] =
{0 ,4 ,8 ,12 ,16 ,20 ,24 ,28 ,32 ,36 ,40 ,44 ,48 ,52 ,56 ,60 ,
1 ,5 ,9 ,13 ,17 ,21 ,25 ,29 ,33 ,37 ,41 ,45 ,49 ,53 ,57 ,61 ,
2 ,6 ,10 ,14 ,18 ,22 ,26 ,30 ,34 ,38 ,42 ,46 ,50 ,54 ,58 ,62 ,
3 ,7 ,11 ,15 ,19 ,23 ,27 ,31 ,35 ,39 ,43 ,47 ,51 ,55 ,59 ,63} ;
const unsigned int PboxInv [ 6 4 ] =
{0 ,16 ,32 ,48 ,1 ,17 ,33 ,49 ,2 ,18 ,34 ,50 ,3 ,19 ,35 ,51 ,
4 ,20 ,36 ,52 ,5 ,21 ,37 ,53 ,6 ,22 ,38 ,54 ,7 ,23 ,39 ,55 ,
8 ,24 ,40 ,56 ,9 ,25 ,41 ,57 ,10 ,26 ,42 ,58 ,11 ,27 ,43 ,59 ,
12 ,28 ,44 ,60 ,13 ,29 ,45 ,61 ,14 ,30 ,46 ,62 ,15 ,31 ,47 ,63} ;
void keyschedule (unsigned int ∗ g l_k l i c , unsigned int ∗ upodkl i c [ 3 2 ] )
{
unsigned short i ;
unsigned int k l i c [ 5 ] , tempkl ic [ 5 ] ;
struct {
unsigned int temp4b : 4 ;
unsigned int temp5b : 5 ;
} Temp;
for ( i = 0 ; i <5; i++)
k l i c [ i ]= g l_k l i c [ i ] ;
for ( i= 0 ; i <4; i++)
upodkl i c [ 0 ] [ i ]= k l i c [ i ] ;
for ( i =1; i <32; i++)
{
tempkl ic [ 0 ] = k l i c [ 0 ] ;
tempkl ic [ 1 ] = k l i c [ 1 ] ;
tempkl ic [ 2 ] = k l i c [ 2 ] ;
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tempkl ic [ 3 ] = k l i c [ 3 ] ;
tempkl ic [ 4 ] = k l i c [ 4 ] ;
//<<<61
k l i c [ 0 ] = ( tempkl ic [3] <<13)|( tempkl ic [4] >>3);
k l i c [ 1 ] = ( tempkl ic [4] <<13)|( tempkl ic [0] >>3);
k l i c [ 2 ] = ( tempkl ic [0] <<13)|( tempkl ic [1] >>3);
k l i c [ 3 ] = ( tempkl ic [1] <<13)|( tempkl ic [2] >>3);
k l i c [ 4 ] = ( tempkl ic [2] <<13)|( tempkl ic [3] >>3);
// sbox
Temp. temp4b = k l i c [ 0 ] >>12;
k l i c [ 0 ] = k l i c [ 0 ] ^ ( ( int )Temp. temp4b << 12 ) ;
Temp. temp4b = Sbox [Temp. temp4b ] . sbox ;
k l i c [ 0 ] = k l i c [ 0 ] | ( ( int )Temp. temp4b << 12 ) ;
// xor
Temp. temp5b = ( k l i c [ 3 ] << 1 ) | ( k l i c [4] >>15);
k l i c [ 3 ] = k l i c [ 3 ] ^ (Temp. temp5b >> 1 ) ;
k l i c [ 4 ] = k l i c [ 4 ] ^ (Temp. temp5b << 15 ) ;
Temp. temp5b = Temp. temp5b ^ i ;
k l i c [ 3 ] = k l i c [ 3 ] | (Temp. temp5b >> 1 ) ;
k l i c [ 4 ] = k l i c [ 4 ] | (Temp. temp5b << 15 ) ;
// p o d k l i c
upodkl i c [ i ] [ 0 ]= k l i c [ 0 ] ;
upodkl i c [ i ] [ 1 ]= k l i c [ 1 ] ;
upodkl i c [ i ] [ 2 ]= k l i c [ 2 ] ;
upodkl i c [ i ] [ 3 ]= k l i c [ 3 ] ;
}
}
void keyscheduleL (unsigned int ∗ g l_k l i c , unsigned long ∗ podk l i c )
{
short i ;
unsigned int k l i c [ 5 ] , tempkl ic [ 5 ] ;
struct { unsigned int temp4b : 4 ;} Temp4b [ 2 ] ;
struct { unsigned int temp3b : 3 ;} Temp3b ;
for ( i = 0 ; i <5; i++)
k l i c [ i ]= g l_k l i c [ i ] ;
for ( i =0; i <32; i++)
{
podk l i c [ i ] =((unsigned long ) k l i c [ 0 ] << 16) ^ k l i c [ 1 ] ;
tempkl ic [ 0 ] = k l i c [ 0 ] ;
tempkl ic [ 1 ] = k l i c [ 1 ] ;
tempkl ic [ 2 ] = k l i c [ 2 ] ;
tempkl ic [ 3 ] = k l i c [ 3 ] ;
tempkl ic [ 4 ] = k l i c [ 4 ] ;
//K <<< 29
k l i c [ 0 ] = ( tempkl ic [ 1 ] << 13) | ( tempkl ic [ 2 ] >> 3 ) ;
k l i c [ 1 ] = ( tempkl ic [ 2 ] << 13) | ( tempkl ic [ 3 ] >> 3 ) ;
k l i c [ 2 ] = ( tempkl ic [ 3 ] << 13) | ( tempkl ic [ 4 ] >> 3 ) ;
k l i c [ 3 ] = ( tempkl ic [ 4 ] << 13) | ( tempkl ic [ 0 ] >> 3 ) ;
k l i c [ 4 ] = ( tempkl ic [ 0 ] << 13) | ( tempkl ic [ 1 ] >> 3 ) ;
// sbox
Temp4b [ 0 ] . temp4b = k l i c [ 0 ] >> 12 ;
Temp4b [ 1 ] . temp4b = k l i c [ 0 ] >> 8 ;
k l i c [ 0 ] = k l i c [ 0 ] ^ (Temp4b [ 0 ] . temp4b << 12 ) ^ (Temp4b [ 1 ] . temp4b << 8 ) ;
Temp4b [ 0 ] . temp4b = SboxL [ 9 ] [ Temp4b [ 0 ] . temp4b ] . sbox ;
Temp4b [ 1 ] . temp4b = SboxL [ 8 ] [ Temp4b [ 1 ] . temp4b ] . sbox ;
k l i c [ 0 ] = k l i c [ 0 ] | ( (unsigned int )Temp4b [ 0 ] . temp4b << 12 ) | ( (unsigned int )Temp4b [ 1 ] . temp4b << 8 ) ;
// xor
Temp3b . temp3b = ( i +1) >> 2 ;
k l i c [ 1 ] = k l i c [ 1 ] ^ Temp3b . temp3b ;
k l i c [ 2 ] = k l i c [ 2 ] ^ ( ( ( i +1) ^ ( (unsigned int )Temp3b . temp3b<<2))<< 14 ) ;
}
}
unsigned long rundovaFce (unsigned long x , unsigned long podk l i c )
{
unsigned long u = x ^ podk l i c ;
struct { unsigned int cast4b : 4 ;
} Cast4b [8 ]= {0 , 0 , 0 , 0 , 0 , 0 , 0 , 0} ;
short j =0;
for ( j =0; j <8; j++)
{
Cast4b [ j ] . cast4b = u >> ( j ∗4 ) ;
Cast4b [ j ] . cast4b = SboxL [ j ] [ Cast4b [ j ] . cast4b ] . sbox ;
37
}
u = ((unsigned long ) Cast4b [ 6 ] . cast4b << 28 ) | ( ( unsigned long ) Cast4b [ 4 ] . cast4b << 24 ) | ( ( unsigned long ) Cast4b [ 7 ] . cast4b << 20 ) | ( ( unsigned long ) Cast4b [ 5 ] . cast4b << 16 ) | ( ( unsigned long ) Cast4b [ 2 ] . cast4b << 12 ) | ( ( unsigned long ) Cast4b [ 0 ] . cast4b << 8 ) | ( ( unsigned long ) Cast4b [ 3 ] . cast4b << 4) | Cast4b [ 1 ] . cast4b ;
return u ;
}
char FieldMult ( char a , char b)
{
char x = a , r e t = 0 ;
int i ;
for ( i = 0 ; i < S ; i++) {
i f ( ( b>>i )&1) r e t ^= x ;
i f ( ( x>>(S−1))&1) {
x <<= 1 ;
x ^= ReductionPoly ;
}
else x <<= 1 ;
}
return r e t&WORDFILTER;
}
void present (unsigned int ∗ vstav , unsigned int ∗ upodkl i c [ 3 2 ] )
{
unsigned int tempvstav [ 4 ] ;
struct {
unsigned int temp1b : 1 ;
unsigned int temp4b : 4 ;
unsigned int temp16b ;
} Temp;
short i , j , k , poz i c e ;
for ( i = 0 ; i <31; i++)
{
// xor
vstav [ 0 ] = vstav [ 0 ] ^ upodkl i c [ i ] [ 0 ] ;
vstav [ 1 ] = vstav [ 1 ] ^ upodkl i c [ i ] [ 1 ] ;
vstav [ 2 ] = vstav [ 2 ] ^ upodkl i c [ i ] [ 2 ] ;
vstav [ 3 ] = vstav [ 3 ] ^ upodkl i c [ i ] [ 3 ] ;
// s b o x l a y e r
for ( j =0; j <4; j++)
{
Temp. temp4b = vstav [ j ] >> 12 ;
Temp. temp4b = Sbox [Temp. temp4b ] . sbox ;
Temp. temp16b = Temp. temp4b ;
Temp. temp4b = vstav [ j ] >> 8 ;
Temp. temp4b = Sbox [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
Temp. temp4b = vstav [ j ] >> 4 ;
Temp. temp4b = Sbox [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
Temp. temp4b = vstav [ j ] ;
Temp. temp4b = Sbox [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
vstav [ j ] = Temp. temp16b ;
}
// p l a y e r
tempvstav [ 0 ] = vstav [ 0 ] ;
tempvstav [ 1 ] = vstav [ 1 ] ;
tempvstav [ 2 ] = vstav [ 2 ] ;
tempvstav [ 3 ] = vstav [ 3 ] ;
for ( j =0; j <4; j++)
{
Temp. temp16b= 0 ;
for ( k=0;k<16;k++)
{
poz i c e = Pbox [ ( j ∗16) + k ] ;
Temp. temp1b = tempvstav [ poz i c e /16 ] >> ( 15 − poz i c e %16);
Temp. temp16b = Temp. temp16b << 1 ;
Temp. temp16b = Temp. temp16b | Temp. temp1b ;
}




vstav [ 0 ] = vstav [ 0 ] ^ upodkl i c [ 3 1 ] [ 0 ] ;
vstav [ 1 ] = vstav [ 1 ] ^ upodkl i c [ 3 1 ] [ 1 ] ;
vstav [ 2 ] = vstav [ 2 ] ^ upodkl i c [ 3 1 ] [ 2 ] ;
vstav [ 3 ] = vstav [ 3 ] ^ upodkl i c [ 3 1 ] [ 3 ] ;
}
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void presentdes (unsigned int ∗ vstav , unsigned int ∗ upodkl i c [ 3 2 ] )
{
unsigned int tempvstav [ 4 ] ;
struct {
unsigned int temp1b : 1 ;
unsigned int temp4b : 4 ;
unsigned int temp16b ;
} Temp;
short i , j , k , poz i c e ;
vstav [ 0 ] = vstav [ 0 ] ^ upodkl i c [ 3 1 ] [ 0 ] ;
vstav [ 1 ] = vstav [ 1 ] ^ upodkl i c [ 3 1 ] [ 1 ] ;
vstav [ 2 ] = vstav [ 2 ] ^ upodkl i c [ 3 1 ] [ 2 ] ;
vstav [ 3 ] = vstav [ 3 ] ^ upodkl i c [ 3 1 ] [ 3 ] ;
for ( i = 30 ; i >=0; i−−)
{
// p l a y e r
tempvstav [ 0 ] = vstav [ 0 ] ;
tempvstav [ 1 ] = vstav [ 1 ] ;
tempvstav [ 2 ] = vstav [ 2 ] ;
tempvstav [ 3 ] = vstav [ 3 ] ;
for ( j =0; j <4; j++)
{
Temp. temp16b= 0 ;
for ( k=0;k<16;k++)
{
poz i c e = PboxInv [ ( j ∗16) + k ] ;
Temp. temp1b = tempvstav [ poz i c e /16 ] >> ( 15 − poz i c e %16);
Temp. temp16b = Temp. temp16b << 1 ;
Temp. temp16b = Temp. temp16b | Temp. temp1b ;
}
vstav [ j ]= Temp. temp16b ;
}
// s b o x l a y e r
for ( j =0; j <4; j++)
{
Temp. temp4b = vstav [ j ] >> 12 ;
Temp. temp4b = SboxInv [Temp. temp4b ] . sbox ;
Temp. temp16b = Temp. temp4b ;
Temp. temp4b = vstav [ j ] >> 8 ;
Temp. temp4b = SboxInv [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
Temp. temp4b = vstav [ j ] >> 4 ;
Temp. temp4b = SboxInv [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
Temp. temp4b = vstav [ j ] ;
Temp. temp4b = SboxInv [Temp. temp4b ] . sbox ;
Temp. temp16b = (Temp. temp16b << 4) | Temp. temp4b ;
vstav [ j ] = Temp. temp16b ;
}
// xor
vstav [ 0 ] = vstav [ 0 ] ^ upodkl i c [ i ] [ 0 ] ;
vstav [ 1 ] = vstav [ 1 ] ^ upodkl i c [ i ] [ 1 ] ;
vstav [ 2 ] = vstav [ 2 ] ^ upodkl i c [ i ] [ 2 ] ;
vstav [ 3 ] = vstav [ 3 ] ^ upodkl i c [ i ] [ 3 ] ;
}
}
void photon (unsigned int ∗ hash , unsigned int delka , unsigned short ∗ zprava )
{
unsigned short i , j , k , l ,m;
struct {unsigned int bunka : 4 ;
unsigned int temp : 4 ; } Bunka [ 5 ] [ 5 ] ;
unsigned int vnthash [ 5 ] ;
i f ( de lka%r !=0)
delka = ( delka /20 +1)∗20;
for ( i =0; i <5; i++)
{
vnthash [ i ]=0;
}
for ( i =0; i <5; i++)
for ( j =0; j <5; j++)
Bunka [ i ] [ i ] . bunka = 0 ;
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Bunka [ 3 ] [ 4 ] . bunka = (n/4) >> 4 ;
Bunka [ 4 ] [ 0 ] . bunka = n/4 ;
Bunka [ 4 ] [ 1 ] . bunka = r >> 4 ;
Bunka [ 4 ] [ 2 ] . bunka = r ;
Bunka [ 4 ] [ 3 ] . bunka = rvyst >> 4 ;
Bunka [ 4 ] [ 4 ] . bunka = rvyst ;
for ( i =0; i <(delka / r + n/ rvyst ) ; i++)
{
i f ( i<delka / r )
{
Bunka [ 0 ] [ 0 ] . bunka = Bunka [ 0 ] [ 0 ] . bunka ^ ( zprava [ i ∗2]>>4);
Bunka [ 0 ] [ 1 ] . bunka = Bunka [ 0 ] [ 1 ] . bunka ^ zprava [ i ∗ 2 ] ;
Bunka [ 0 ] [ 2 ] . bunka = Bunka [ 0 ] [ 2 ] . bunka ^ ( zprava [ i ∗2+1]>>4);
Bunka [ 0 ] [ 3 ] . bunka = Bunka [ 0 ] [ 3 ] . bunka ^ zprava [ i ∗2+1] ;
}
//Permutace





Bunka [ k ] [ 0 ] . bunka ^= RC[ j ] . rc ;
Bunka [ k ] [ 0 ] . bunka ^= IC [ k ] . i c ;
}
// SubCe l l s
for ( k=0;k<5;k++)
{
for ( l =0; l <5; l++)
{
Bunka [ k ] [ l ] . bunka = Sbox [ Bunka [ k ] [ l ] . bunka ] . sbox ;
Bunka [ k ] [ l ] . temp = Bunka [ k ] [ l ] . bunka ;
}
}
// Sh i f tRows
Bunka [ 1 ] [ 0 ] . bunka = Bunka [ 1 ] [ 1 ] . temp ;
Bunka [ 1 ] [ 1 ] . bunka = Bunka [ 1 ] [ 2 ] . temp ;
Bunka [ 1 ] [ 2 ] . bunka = Bunka [ 1 ] [ 3 ] . temp ;
Bunka [ 1 ] [ 3 ] . bunka = Bunka [ 1 ] [ 4 ] . temp ;
Bunka [ 1 ] [ 4 ] . bunka = Bunka [ 1 ] [ 0 ] . temp ;
Bunka [ 2 ] [ 0 ] . bunka = Bunka [ 2 ] [ 2 ] . temp ;
Bunka [ 2 ] [ 1 ] . bunka = Bunka [ 2 ] [ 3 ] . temp ;
Bunka [ 2 ] [ 2 ] . bunka = Bunka [ 2 ] [ 4 ] . temp ;
Bunka [ 2 ] [ 3 ] . bunka = Bunka [ 2 ] [ 0 ] . temp ;
Bunka [ 2 ] [ 4 ] . bunka = Bunka [ 2 ] [ 1 ] . temp ;
Bunka [ 3 ] [ 0 ] . bunka = Bunka [ 3 ] [ 3 ] . temp ;
Bunka [ 3 ] [ 1 ] . bunka = Bunka [ 3 ] [ 4 ] . temp ;
Bunka [ 3 ] [ 2 ] . bunka = Bunka [ 3 ] [ 0 ] . temp ;
Bunka [ 3 ] [ 3 ] . bunka = Bunka [ 3 ] [ 1 ] . temp ;
Bunka [ 3 ] [ 4 ] . bunka = Bunka [ 3 ] [ 2 ] . temp ;
Bunka [ 4 ] [ 0 ] . bunka = Bunka [ 4 ] [ 4 ] . temp ;
Bunka [ 4 ] [ 1 ] . bunka = Bunka [ 4 ] [ 0 ] . temp ;
Bunka [ 4 ] [ 2 ] . bunka = Bunka [ 4 ] [ 1 ] . temp ;
Bunka [ 4 ] [ 3 ] . bunka = Bunka [ 4 ] [ 2 ] . temp ;
Bunka [ 4 ] [ 4 ] . bunka = Bunka [ 4 ] [ 3 ] . temp ;
//MixColumnSeria l
for ( k=0;k<25;k++)
Bunka [ k / 5 ] [ k%5]. temp = Bunka [ k / 5 ] [ k%5]. bunka ;
for ( k=0;k<5;k++)
{
for ( l =0; l <5; l++)
{
Bunka [ l ] [ k ] . bunka = 0 ;
for (m = 0 ; m < 5 ; m++)




i f ( i >=(delka / r ) )
{
for ( j =0; j <4; j++)




for ( i = 0 ; i < 5 ; i++)
hash [ i ] = vnthash [ i ] ;
}
void l b l o ck (unsigned long ∗ zprava , unsigned long ∗ podk l i c )
{
int i ;
unsigned short temp ;
for ( i = 0 ; i < 32 ; i++)
{
i f (1−( i %2))
{
temp = zprava [ 1 ] >> 24 ;
zprava [ 1 ] = ( zprava [ 1 ] << 8) | temp ;




temp = zprava [ 0 ] >> 24 ;
zprava [ 0 ] = ( zprava [ 0 ] << 8) | temp ;




void l b l o ckde s (unsigned long ∗ zprava , unsigned long ∗ podk l i c )
{
int i ;
unsigned short temp ;
for ( i = 31 ; i >= 0 ; i−−)
{
i f (1−( i %2))
{
zprava [ 0 ] = zprava [ 0 ] ^ rundovaFce ( zprava [ 1 ] , podk l i c [ i ] ) ;
temp = zprava [ 0 ] ;




zprava [ 1 ] = zprava [ 1 ] ^ rundovaFce ( zprava [ 0 ] , podk l i c [ i ] ) ;
temp = zprava [ 1 ] ;





B OBSAH PŘILOŽENÉHO DVD
Přiložené DVD obsahuje dva soubory. Jedná se o elektronickou verzi bakalářské
práce ve formátu PDF (Portable Document Format – Přenosný formát dokumentů)
pojmenovanou „Odlehcena_kryptografie_Nekuza.pdf“ a knihovnu kryptografických
primitiv v jazyce C pojmenovanou „Kryptograficky_protokol.c“.
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