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1 – INTRODUCCIÓN 
 
Este documento es la memoria del proyecto final de carrera de Ingeniería Técnica en 
Informática de Sistemas: Implementación de una web para crear y realizar catas, 
recoger y tratar los resultados de dichas catas. 
 En este capítulo se pretende dar una visión general del proyecto, para que el lector se 
haga una pequeña idea del proyecto. Se expone cuáles son las motivaciones iniciales 
del proyecto, qué objetivos se quieren cubrir  y qué beneficio reportará una vez 
terminado. 
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1.1 - Introducción 
El análisis sensorial es una disciplina muy útil para conocer las propiedades 
organolépticas1  de los alimentos, así como de productos de la industria farmacéutica, 
cosméticos, etc, por medio de los sentidos. 
La evaluación sensorial es innata en el hombre ya que desde el momento que se 
prueba algún producto, se hace un juicio acerca de él, si le gusta o disgusta, y describe 
y reconoce sus características de sabor, olor, textura etc.. 
El análisis sensorial se realiza a través de los sentidos. Para este caso, es importante 
que los sentidos se encuentren bien desarrollados para emitir un resultado objetivo y 
no subjetivo. 
El análisis sensorial de los alimentos es un instrumento eficaz para el control de calidad 
y aceptabilidad de un alimento, ya que cuando ese alimento se quiere comercializar, 
debe cumplir los requisitos mínimos de higiene, inocuidad y calidad del producto, para 
que éste sea aceptado por el consumidor, más aún cuando debe ser protegido por un 
nombre comercial los requisitos son mayores, ya que debe poseer las características 
que justifican su reputación como producto comercial. 
La herramienta básica o principal para llevar a cabo el análisis sensorial son las 
personas, en lugar de utilizar una maquina, el instrumento de medición es el ser 
humano, ya que el ser humano es un ser sensitivo, sensible, y una maquina no puede 
dar los resultados que se necesitan para realizar un evaluación efectiva. 
Para llevar a cabo el análisis sensorial de los alimentos, es necesario que se den las 
condiciones adecuadas (tiempo, espacio, entorno) para que éstas no influyan de forma 
negativa en los resultados, los catadores deben estar bien entrenados, lo que significa 
que deben de desarrollar cada vez más todos sus sentidos para que los resultados sean 
objetivos y no subjetivos. 
                                                      
1 Las propiedades organolépticas son el conjunto de descripciones de las 
características físicas que tiene la materia en general, como por ejemplo su sabor, 
textura, olor, color. 
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En nuestro caso queremos desarrollar un programa que nos facilite la labor de 
preparar las pruebas de los alimentos y su recogida de datos para el Laboratorio de la 
Fundación Miquel Agustí. 
En el laboratorio actualmente el análisis sensorial de los datos se obtiene a partir de 
análisis realizados por catadores entrenados en una sala especialmente diseñada para 
este tipo de análisis.  
Actualmente la toma de datos se realiza a través de unas fichas de cata en formato 
papel. Posteriormente estos datos son introducidos manualmente uno a uno en el 
ordenador para ser tratados por algún programa estadístico.  
La reciente incorporación de equipo informático en la sala de análisis ofrece la 
posibilidad de ofrecer a cada catador un pequeño ordenador para la introducción de  
los datos. Esto hace que se requiera un programa informático que sea capaz de dar las 
instrucciones del taste al catador, como facilitar la introducción de datos por el mismo, 
así como el posterior tratamiento de los datos.  
Se pretende, crear una aplicación que permita crear y realizar catas sobre vegetales y 
recoger de forma automática los valores de las puntuaciones que los usuarios en este 
caso catadores asignan a las muestras de las catas, que por lo general serán muestras 
de vegetales de diferentes localidades. 
Todo esto desarrollado en un entorno web, con la opción de exportar los datos de las 
castas para poder ser procesados posteriormente en otras aplicaciones. 
Todo el software utilizado debe ser libre y gratuito. 
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1.2 – Motivación del proyecto 
El proyecto surge como una propuesta de PFC del profesor Luis Pérez Vidal  
perteneciente al Departamento de Lenguajes y Sistemas Informáticos de la FIB. 
Por mi parte, el proyecto me motivó de buen comienzo. La propuesta que colgó el 
profesor Luis Pérez Vidal en la bolsa de PFC’s, me pareció interesante tanto por las 
funcionalidades que tenía que cumplir el proyecto como por la propuesta de 
tecnologías a utilizar. 
Además, el desarrollo de aplicaciones web es parte de mi trabajo en el LCFIB2, y por lo 
tanto me pareció una buena opción para hacer un proyecto. 
En mi trabajo desarrollando aplicaciones en Java y la idea inicial del proyecto era 
desarrollarlo en PHP, lo cual me llamo la atención porque así podría aprender un 
nuevo lenguaje de programación. 
1.3 – Objetivos del proyecto 
Análisis, diseño e implementación de un programa informático que permita la recogida 
y tratamiento de los datos obtenidos en las catas que se realizan para el análisis 
sensorial de muestras de diferentes vegetales (judías, tomates,…). 
En el análisis sensorial los datos se obtienen a partir de análisis realizadas por 
catadores entrenados en una sala especialmente diseñada para este tipo de análisis.  
Actualmente la toma de datos se realiza a través de unas fichas de cata en formato 
papel. Posteriormente estos datos son introducidos manualmente uno a uno en el 
ordenador para ser tratados por algún programa estadístico.  
La reciente incorporación de equipo informático en la sala de análisis ofrece la 
posibilidad de ofrecer a cada catador un pequeño ordenador para la introducción de  
los datos. Esto hace que se requiera un programa informático que sea capaz de dar las 
instrucciones del taste al catador, como facilitar la introducción de datos por el mismo, 
así como el tratamiento de los datos posterior.  
                                                      
2
 Laboratorio de Cálculo de la Facultad de Informática de Barcelona. 
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De esta manera facilita el trabajo en gran medida y permite obtener los resultados en 
tiempo real, de forma que permita comentar con los diferentes catadores los 
resultados del taste que acaban de realizar, con la finalidad de efectuar los pequeños 
ajustes que sean necesarios.  
Entonces se trata de elaborar un programa informático capaz de: dar instrucciones a 
los catadores en tiempo real, presentar un aspecto más o menos atractivo para 
facilitar la introducción de datos, englobar los datos recibidos de los diferentes 
catadores en una sola matriz, realizar algunos análisis estadísticos sencillos (ANOVA, 
LSD...) sobre esta matriz y finalmente devolver los resultados de este análisis en 
formado tabla o gráfico.  
Actualmente las muestras vegetales con las que trabajan el grupo son Judías secas 
(variedad Aguja de gancho, Sta. Pau, Faba (colaboración en Asturias), otras variedades 
tradicionales catalanas como Castellfollit del Boix, Sastre, etc.), tomates de aliñar 
(Montserrat y Pera de Girona), tomates de colgar y Calçots (IGP de Valls).  
Esto hace que el programa deba presentar cierta versatilidad para adaptarse a cada 
variedad puesto que la ficha de análisis varía según la especie vegetal analizada. 
1.4 – Beneficios del proyecto 
El programa permita la recogida y tratamiento de los datos obtenidos en las catas de 
forma automática. Y la creación dinámica de dichas catas. 
Entre las ventajas más grandes que encontraran en los catadores podríamos comentar: 
• Encontraran una descripción e instrucciones para cada atributo del producto 
que tengan que analizar. 
• Sera guiado pasó a paso sobre los atributos  que tiene que analizar. 
• Dispondrá de herramientas de apoyo para realizar las mediciones. 
Por parte de los organizadores, las ventajas del proyecto serian: 
• Obtención y recogida de datos de forma automática. 
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• Permite ver en tiempo real el estado de los resultados (mostrando una 
graficas).  
• Control de usuarios y grupos. 
• Creación de catas de forma dinámica. 
• Base de datos de las catas, de los usuarios, grupos y atributos. 
 
 
 
2 - ANÀLISIS DEL PROYECTO 
 
Un estudio previo del proyecto es necesario para entender el problema y proponer 
una solución lo más eficiente posible. Hemos de comprender todas las funcionalidades 
que son necesarias para el correcto funcionamiento de la aplicación y hacer un estudio 
de las opciones tecnológicas existentes para un proyecto como el nuestro, para luego 
poder decidirnos por la más adecuada. 
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2.1 – Análisis de requisitos 
A la hora de crear una aplicación se debe tener en cuenta las demandas del cliente, 
para que la aplicación resultante cubra todas las necesidades que el cliente crea 
necesarias. Por lo tanto un requisito, es una capacidad que el sistema debe cumplir. 
Hay dos tipos de requisitos, funcionales y no funcionales. 
Los requisitos funcionales son todas las funcionalidades que la aplicación ha de ofrecer 
al usuario. 
Los requisitos no funcionales se refieren a todos los requisitos que ni describen 
información a guardar, ni funciones a realizar. Los requisitos no funcionales más 
habituales son la estabilidad, la portabilidad y el costo. Son las calidades generales 
sobre las que se debe desarrollar el proyecto. 
 
2.1.1 – Requisitos funcionales 
Las funcionalidades básicas que debe cumplir nuestro proyecto, son permitir crear el 
análisis (cata) de un vegetal dándole las instrucciones y los atributos que sean 
necesarios para que este pueda ser resuelto por los catadores, y todo debe ser 
accesible desde una en torno web. Además, hace falta poder exportar los resultados 
en un formato apto para su posterior tratamiento en otras aplicaciones.  
Para facilitar la comprensión del documento separaremos el análisis en 5 
funcionalidades básicas: 
 
Gestión de usuarios y grupos 
Para acceder a la aplicación habrá que registrase atreves del formulario de registro o 
solicitarle a uno de los profesores que nos registre. 
Una vez registrados el usuario aun no tendrá acceso a la aplicación hasta que no sea 
validado su registro por alguno de los profesores, en caso contrario nunca podrá 
acceder a ella. 
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Una vez realizados todos los pasos del registro correctamente, se permitirá al usuario 
acceso a la aplicación mediante un nombre de usuario y contraseña.  
Tanto el administrador como los profesores podrán asignar al nuevo usuario a uno o 
varios grupos, estos grupos son los que brindaran acceso al usuario a las catas 
pertenecientes a ese grupo. 
Tanto el administrador como los profesores podrán administrar los grupos de cata y 
usuarios. 
 
Crear cata. 
La aplicación debe permitir a los profesores crear catas que los catadores puedan 
resolver desde cualquier lugar con acceso a Internet (aunque en nuestro caso todos los 
catadores se encontrar en la misma habitación). 
Las catas deben poder disponer de tantos atributos como se quiera, cada atributo irá 
acompañado de una pequeña descripción y de unas instrucciones que le explicaran al 
catador como debe valorar el producto para cada atributo.  
En cada cata se podrán analizar varias muestras a la vez, tantas como el profesor 
quiera. La puntuación de las diferentes muestras se realizara en paralelo por atributo. 
También se debe poder indicar que un taste no puede ser resuelto por los catadores, 
es decir, se debe poder crear tastes no visibles, al alcance sólo de los profesores.  
 
Preparar cata. 
En cada cata se puede analizar tantas muestras como se quiera, el profesor indicara el 
número de muestras y sus códigos. Cada muestra tendrá dos códigos, el real para 
identificarlo en la BD y en los resultados que siempre será el mismo y uno aleatorio 
que cambiara cada vez que se realice la cata, esto es así por porque los usuarios 
analizaran cada muestra un mínimo de dos veces. 
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Realizar cata. 
Todas las catas creadas por los profesores, excepto las catas marcadas como no 
visibles, pueden ser realizadas por los catadores. Siempre que pertenezcan al grupo del 
cual sea la cata. 
El catador será guiado paso a paso a lo largo de toda la cata, con unas instrucciones 
que deberá seguir. 
Puntuara los diferentes atributos a valorar en cada cata, puntuara a la vez las 
diferentes muestras proporcionadas. 
Al final de la cata se le conducirá a una ventana donde aparecerá la lista de catas que 
puede realizar el usuario, si no tiene permiso para realizar una cata ya ni le aparecerá 
(no será visible para ese usuario). 
El catador puede realizar la cata tantas veces como proponga el profesor, por norma 
general como mínimo la misma cata se realizara dos veces (no tiene porque ser el 
mismo día). 
 
Exportar resultados. 
Los profesores deben poder exportar los resultados en un fichero para así poderlos 
importar a otras aplicaciones, para poderlos tratar posteriormente y realizar 
estadísticas. 
 
Resultados de las catas. 
La aplicación debe guardar los resultados de todas las catas realizadas por todos los 
catadores y permitir a los profesores acceso al  historial de catas y sus resultados.  
Los profesores, también podrán ver unos gráficos generados en tiempo real mostrando 
les los resultados obtenidos que nos indicaran si alguno de los catadores no está 
 2 Análisis del proyecto 
 
17 
haciendo bien su trabajo o se está saliendo de rango. Para así poder llamar la atención 
al catador o corregir alguna cosa, o simplemente preguntarle el porqué de ese valor. 
Los gráficos que utilizaremos para mostrar si algún catador se está saliendo de rango 
serán los denominados box plot. 
 
2.1.2 - Requisitos no funcionales 
Los requisitos no funcionales son los que definen las características generales que 
debe cumplir la aplicación. 
 
Requisitos de usabilidad. 
Este tipo de requisitos tienen que ver con la interfaz entre el usuario y el sistema.  
• La aplicación debe funcionar y ser visible desde cualquier navegador.  
• La aplicación tendrá en conjunto una estructura concreta, con una cabecera, un 
pie de página, un menú a la izquierda, y el contenido al centro de la página  
• La aplicación intentará seguir al máximo las recomendaciones del W3C3 respeto 
al diseño de páginas web. 
 
Requisitos de fiabilidad. 
Este tipo de requisitos, se refieren tanto al tiempo que la aplicación estará online y 
visible desde cualquier lugar, como la robustez de los datos guardados a la BD.  
• Gracias al diseño de la BD, los datos se guardarán de manera segura y con 
facilidad para hacer copias de seguridad. 
 
                                                      
3 World Wide Web Consortium, es el consorcio mundial para los estándares a la 
web. 
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Requisitos de seguridad. 
La aplicación debe cumplir también este tipo de requisitos, referentes a la seguridad 
de la aplicación y el acceso a determinados datos dependiendo del usuario.  
• Autenticación mediante  nombre de usuario y contraseña. 
Requisitos de localización. 
La aplicación se ha de instalar en los entornos del Laboratorio de La Fundación Miquel 
Agustí, puesto que es ahí donde se encuentra la maquina destino.  
La central legal de la fundación esta en Sabadell, Calle de San Pau 34, 08201 Sabadell. 
2.2 - Planificación inicial 
Para la planificación inicial del proyecto, hace falta establecer una relación entre el 
trabajo a realizar y el tiempo estimado para hacerlo. 
Teniendo en cuenta que el proyecto es un PFC de la Ingeniería Técnica Informática de 
Sistemas, y que es un total de 22,5 créditos, estimando unas 20 horas de trabajo para 
cada crédito, tenemos que: 22,5 x 20 = 450 horas de trabajo. Por lo tanto, el proyecto 
debe tener un mínimo de 450 horas proyectadas.  
Debido a motivos laborales, no se puede dedicar la jornada completa al proyecto, por 
el que se destina unas 4-5 horas diarias, equivalente a unas 20-25 horas a la semana. 
Dentro este marco, la estimación inicial es que el proyecto pueda estar completado en 
un periodo de 5-6 meses desde la fecha de inicio.  
Para planificar más fácilmente las tareas, las separaremos en bloques. Los principales 
bloques de cualquier proyecto de software son: 
 
Estudio previo del proyecto. Análisis de requisitos, estudio tecnológico. 
Especificación. Modelo de casos de uso, modelo de comportamiento y modelo 
conceptual. 
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Diseño. Arquitectura de la aplicación, vistas y secuencias. 
Implementación. Aplicación web, exportaciones y vistas. 
Pruebas. Test de la aplicación. 
La primera fase del proyecto, desarrolla los 2 primeros bloques, el estudio previo y la 
especificación del proyecto. E TOTAL 
ESTUDIO PREVIO 
Análisis de requisitos 10 
Estudio tecnológico 10 
Especificación 40 
Casos de uso 40 
TOTAL 100 
Tabla 1: Estudio de horas fase 1 
Esta fase se prevé que se desarrollará en un mes, desde finales de diciembre de 2009 
hasta finales de enero o principios de febrero de 2010. 
La segunda fase, se centra en el diseño de la aplicación y su implementación, además 
de contar también con la fase de pruebas. En esta fase es muy importante el trabajo 
realizado en la fase anterior, puesto que es la base para hacer una buena 
implementación.  
Según la tabla de la segunda fase, esta habría de estar terminada en 4 meses y medio, 
es decir, contando desde principios de febrero, donde acababa la primera fase, hasta 
mediados de junio.  
DISEÑO 
Arquitectura de la aplicación 30 
IMPLEMENTACION 250 
Vistas 40 
TESTING 30 
TOTAL 350 
Tabla 2: Estudio de horas fase 2 
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Entonces, se supone que a finales de junio, antes del último día de lectura de PFCs en 
la FIB, este el proyecto terminado y preparado para ser presentado.  
Las horas totales invertidas en el proyecto, se muestran a la siguiente tabla, que es la 
suma de las dos tablas anteriores.  
TOTAL FASE 1 100 
TOTAL FASE 2 350 
TOTAL 450 
Tabla 3: Estudio de horas fase 1 + 2 
Por lo tanto, el proyecto cumple las horas mínimas necesarias para un proyecto de 
este tipo.  
El diagrama de Gantt de la página siguiente muestra esta planificación. 
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Taula 4: Diagrama de Gantt (Planificación Inicial) 
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2.3 - Estudio Tecnológico 
Además del análisis de requisitos y de la planificación del proyecto, también hace falta 
hacer un estudio tecnológico de las plataformas para diferentes necesidades 
existentes y hacer una selección entre de ellas, teniendo en cuenta sus pros y contras, 
y escoger la opción que mejor se adapte a nuestro proyecto.  
Dentro de este apartado, analizaremos tanto las principales plataformas existentes 
para el desarrollo de aplicaciones web, como los principales sistemas gestores de 
bases de datos para utilizar a nuestro proyecto. 
 
2.3.1 – Servidores web. 
Un servidor web es un programa que implementa el protocolo HTTP (HyperText 
Transfer Protocolo4). Este protocolo pertenece a la capa de aplicación del modelo OSI 
(Open System Interconnection5) y está diseñado para transferir documentos HTML. 
Un servidor web es un programa que se ejecuta continuamente en una máquina, 
manteniéndose a la espera de peticiones por parte de algún cliente y que responde a 
estas peticiones con documentos HTML que se mostrarán formateados en el  
navegador del cliente. 
Los servidores web más conocidos son el Apache del Apache Software Foundation y el 
ISS de Microsoft.  
 
 
                                                      
4 Protocolo de transferencia usando a la web 
 
5 Modelo de referencia de interconexión de sistemas 
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APACHE HTTP SERVER      
Apache es un servidor HTTP gratuito, de código abierto y multi plataforma 
desarrollado por la Apache Software Foundation. Se empieza a desarrollar el año 1995, 
basándose en el popular servidor NCSA HTTPd6 1.3, e implementa el protocolo 
HTTP/1.1.  
De entre sus características, podemos destacar los mensajes de error altamente 
configurables, bases de datos de autenticación y negociación de contenidos aunque ha 
estado criticado por la carencia de una interfaz gráfica de configuración.  
Actualmente, es uno de los servidores HTTP más usados con más de un 50% del total 
de páginas web servidas en cualquier parte del mundo.  
Las prestaciones más importantes de Apache son:  
• Fiabilidad. Apache ofrece una alta fiabilidad, siendo más del 90% de servidores 
con las más altas disponibilidades gestionados por Apache. 
• Gratuito. Es completamente gratuito, y se distribuye bajo licencia Apache 
Software License, que permite modificar completamente el código para 
ajustarlo a las necesidades del desarrollador. 
• Extensibilidad. Se pueden añadir todo tipo de módulos para ampliar las 
capacidades de Apache. Hay gran variedad de módulos que permiten desde 
generar contenido dinámico, atender peticiones encriptadas con SSL, crear 
servidores virtuales por IP o incluso limitar el ancho de banda para cada uno de 
ellos. 
 
                                                      
6 Servidor web desarrollado por el National Center for Supercomputing 
Applications. Proyecto abandonado en 1998. 
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TOMCAT        
 
Tomcat funciona como un contenedor de servlets7 desarrollado bajo el proyecto 
Jakarta del Apache Software Foundation, por el que a veces se lo denomina Apache 
Tomcat o Jakarta Tomcat. Es considerado un servidor de aplicaciones. 
Tomcat implementa las especificaciones de los servlets y de Java Server Pages (JSP8) de 
Sun Microsystems.  
Funciona como cualquier servidor web para servlets y JSPs. Incluye el compilador 
Jasper, que compila JSPs convirtiéndolos en servlets.  
El motor de servlets de tomcat se combina normalmente con el servidor web Apache.  
Tomcat además, también puede funcionar como servidor web por si mismo, pero 
normalmente sólo en entornos de desarrollo, puesto que no ofrece las capacidades de 
otros servidores.  
Funciona bajo cualquier sistema operativo que disponga de la máquina virtual de 
Java9, puesto que fue escrito en este lenguaje. 
                                                      
7 Aplicación que corre en el servidor para generar páginas web dinámicas. 
8 Java Servlet Pages. 
 
9 Lenguaje de programación orientado a objetos desarrollado por Sun 
Microsystems. 
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Microsoft Internet Information Services IIS    
Microsoft Internet Information Services (IIS) consiste en un conjunto de servicios 
(FTP10 , SMTP11 y HTTP/HTTPS) para ordenadores que corren sobre un sistema 
operativo Windows.  
Originalmente sólo era parte de Windows NT, pero después fue añadido tanto a 
Windows 2000 como Windows Server 2003. Windows XP Profesional incluye una 
versión limitada de la IIS. 
Con la IIS, un ordenador se convierte en un servidor de Internet. Es decir, que con este 
servicio instalado se puede publicar páginas web tanto en l  ocal como remotamente.  
El servidor web se basa en varios módulos que amplían sus capacidades, como por 
ejemplo módulos para el Activo Server Pages (ASP12) y ASP.NET o incluso PHP13 o 
Perl14. 
 
2.3.2 – Sistemas Gestores de Base de Datos 
Un sistema Gestor de Base de datos (SGBD, en inglés DBMS) es un software muy 
específico diseñado para servir de interfaz entre la base de datos y las aplicaciones que 
lo utilizan.  
El propósito general de los SGBD es el de gestionar, de manera sencilla y rápida un 
conjunto de datos que la aplicación transformará en información para el usuario.  
                                                      
10 File Transfer Protocol, protocolo para la transferencia de ficheros. 
 
11 Simple Mail Transfer Protocol, protocolo para la transferencia de correo. 
 
12 Solución de software de Microsoft pera la creación de páginas web. 
 
13 Lenguaje de programación para la web. 
 
14
 Lenguaje de programación que data de 1987. 
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Un SGBD ha de ofrecer una abstracción completa de la información que contiene, sin 
que el usuario deba saber ni como se guardan los datos ni dónde. Otras características 
importantes de un SGBD serian la consistencia, integridad y apoyo de los datos, la 
seguridad, el tiempo de respuesta y el control de concurrencia y manejo de 
transacciones.  
Dos de los SGBD más conocidos son Orácle de Orácle Corporation y MySQL de Sun 
Microsystems. 
 
ORACLE       
Orácle es uno de los SGBD relacionales más completo, del que destacan su apoyo para 
las transacciones, su estabilidad y escalabilidad, y su apoyo multi plataforma. 
Su seguridad ha sido criticada bastante gracias a su política de parches de seguridad, 
solucionando a veces vulnerabilidades conocidas de 2 años de antigüedad. 
Su dominio del mercado de los SGBD ha sido casi completo, pero últimamente está 
perdiendo cuota ante de otros SGBD como Microsoft SQL Server de Microsoft o MySQL 
y Postgree SQL, ambos distribuidos libremente. 
MySQL        
MySQL es un SGBD relacional, desde enero de 2008 propiedad de Sun Microsystems, 
desarrollado como un proyecto de software libre bajo licencia GNU GPL.  
Esta licencia permito su uso gratuitamente para aplicaciones gratuitas, pero 
requiriendo la compra de una licencia para empresas que privaticen su uso.  
 2 Análisis del proyecto 
 
27 
Las ventajas de MySQL, aparte de la licencia, son el amplio apoyo del lenguaje SQL15, 
las transacciones y la política de llaves foráneas, replicación de datos conectividad 
segura y las diferentes opciones de almacenamiento dependiente de si se desea más 
velocidad o más número de operaciones disponibles. 
MySQL y PostgreSQL son las dos gestores de bases de datos libres más empleadas. Así 
pues, debía elegir entre ambas. Vemos las ventajas de MySQL sobre PostgreSQL: 
Ventajas: 
• Mayor rendimiento. Mayor velocidad tanto al conectar con el servidor como al 
servir selects y demás. 
• Mejores utilidades de administración (backup, recuperación de errores). 
• Aunque se cuelgue, no suele perder información ni corromper los datos. 
• Mejor integración con PHP. 
• No hay límites en el tamaño de los registros. 
• Mejor control de acceso, en el sentido de que usuarios tienen acceso a que 
tablas y con que permisos.  
• MySQL se comporta mejor que PostgreSQL a la hora de modificar o añadir 
campos a una tabla "en caliente". 
• MySQL consume bastantes menos recursos que PostgreSQL. 
En general, MySQL se utiliza en sistemas en los que la velocidad y el número de 
accesos concurrentes sea algo primordial, y la seguridad no sea muy importante, que 
sería el caso de nuestro sistema. En cambio, para sistemas más serios en las que la 
consistencia de la base de datos sea fundamental (bases de datos con información 
realmente importante como bancos, etc.) PostgreSQL es una mejor opción pese a su 
mayor lentitud. 
 
 
                                                      
15 Structured Query Languaje, es un lenguaje declarativo de acceso a Bases de 
Datos. 
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2.3.3 – Lenguajes 
PHP    
Lenguaje de programación interpretado,
páginas web dinámicas. Es usado principalmente 
servidor pero actualmente puede ser utilizado 
comandos o en la creación de otros tip
interfaz gráfica usando las bibliotecas 
significa “PHP Hypertext Preprocessor”
PHP es un lenguaje interpretado de propós
diseñado especialmente para desarr
HTML. Generalmente se ejecuta en un servidor web, tomando
su entrada y creando páginas web como salida. Puede 
los servidores web y en casi todos los 
encuentra instalado en más de 20 
aunque el número de sitios 
otros nuevos lenguajes no tan poderosos desde agosto de 2005. Es el módulo Apache 
más popular entre las computadoras que utilizan Apache como servidor web.
Al igual que el resto de tecnologías utilizadas, su uso está muy extendido y ofrece una 
alternativa a otros lenguajes de 
de Macromedia. 
A continuación vemos sus ventajas e inconvenientes:
Ventajas: 
• Es un lenguaje multiplataforma, ya que puede ejecutarse tanto en Windows, en 
GNU/Linux o en Mac Os X.
• Capacidad de conexión con l
datos que se utilizan en la actualidad, destaca su conectividad con MySQL.
• Capacidad de expandir su potencial utilizando la enorme cantidad de módulos.
    
 diseñado originalmente para la 
en interpretación del lado del 
desde una interfaz de línea de 
os de programas incluyendo aplicaciones con 
Qt o GTK+. PHP es un acrónimo recursivo que 
. 
ito general ampliamente usado y 
ollo web y puede ser incrustado dentro de código 
 el código en PHP como 
ser desplegado en la mayoría de 
sistemas operativos y plataformas. PHP se 
millones de sitios web y en un millón de servido
en PHP ha compartido algo de su preponderante sitio con 
código cerrado como ASP de Microsoft o ColdFusion 
 
 
a mayoría de los sistemas de gestión de base de 
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creación de 
que está 
res, 
 
 
 
 2 Análisis del proyecto 
 
29 
• Posee una amplia documentación en su página oficial (www.php.net), entre la 
cual se destaca que todas las funciones del sistema están explicadas y 
ejemplificadas en un único archivo de ayuda.  
• Es libre, por lo que se presenta como una alternativa de fácil acceso para todos. 
• Permite las técnicas de Programación Orientada a Objetos. 
• Biblioteca nativa de funciones sumamente amplia e incluida. 
• No requiere definición de tipos de variables. 
• Tiene manejo de excepciones. 
• Aprendizaje muy intuitivo si se ha programado anteriormente con otros 
lenguajes. Esto, junto con su amplia documentación, lo hacen un lenguaje muy 
atractivo. 
 
Inconvenientes: 
• El gran problema de Php es que parece más una colección de montones de 
soluciones a distintos problemas, juntados en un nuevo lenguaje, que un 
lenguaje pensado como tal desde un principio. Además, su gran versatilidad 
hace que programar con él pueda resultar demasiado libre. Todo esto puede 
conllevar a una programación descuidada y desorganizada. Para evitar esto 
utilizaremos uno de los modelos de programación más utilizados en 
aplicaciones web, como es el patrón MVC, descrito anteriormente en el 
apartado de diseño. 
Para implementar este tipo de arquitectura he utilizado Smarty,  un 
motor de plantillas Open Source para PHP que lleva muchos años en el mercado. Con 
él podremos realizar aplicaciones web de calidad separando el código (PHP) de la 
presentación (HTML/CSS). 
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JSP         
Java Server Pages (JSP) es una tecnología Java que permite generar contenido 
dinámico para la web, en forma de documentos HTML, XML16 u otros tipos. Es una 
tecnología de Sun Microsystems, actualmente con su especificación 2.1.  
Los JSP permiten la utilización de código Java mediante scripts. Además es posible 
utilizar algunas acciones JSP predefinidas mediante etiquetas, que a la vez pueden ser 
enriquecidas mediante librerías de etiquetas (tagLibs). Un buen ejemplo son las 
librerías JSTL (Java Standard Tag Library) desarrolladas para la misma Sun 
Microsystems y distribuidas por Apache con el framework Struts17 .  
JSP se puede considerar como una alternativa simplificada de desarrollar servlets, 
puesto que cada versión de especificaciones JSP está vinculada a una versión en 
particular de la especificación de servlets. Es decir, todo lo que podemos hacer en un 
servlet, lo podemos hacer en un JSP, y viceversa.  
Los JSP también deben ser procesados antes de enviar el resultado al cliente. El 
servidor de aplicaciones es quien interpreta el código JSP para construir el documento 
que será servido al cliente (normalmente HTML). 
 
 
 
                                                      
16 Extensible Markup Lenguaje, es un metalenguaje de marcas. 
 
17 Herramienta de soporte para el desarrollo web. 
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.NET         
.NET es un proyecto de Microsoft para crear una nueva plataforma de desarrollo de 
software con énfasis en transparencia de redes, con independencia de la plataforma 
hardware y que permita un rápido desarrollo de aplicaciones.  
.NET podría considerarse una respuesta de Microsoft, dentro del ámbito del entorno 
web, a Sun Microsystems para su plataforma Java y a los diversos Frameworks18 
existentes basados en PHP.  
La plataforma .NET es un componente de software que se puede añadir al sistema 
operativo Windows y que contiene un extenso conjunto de soluciones predefinidas 
para las necesidades generales de la programación de aplicaciones web. 
 
2.3.4 – Decisión tecnológica. 
Una vez revisadas todas las tecnologías existentes actualmente que podrían ayudarnos 
al desarrollo de nuestro proyecto, debemos escoger las qué se ajustan más a nuestra 
propuesta.  
Debido a los requisitos funcionales de la aplicación, la decisión ha sido bastante 
sencilla, respeto al SGBD, usaremos el MYSQL. Ya que dispondremos de una licencia 
gratuita. 
Respeto al lenguaje de programación, hemos decidido usar la tecnología PHP5,  que 
nos da gran capacidad para gestionar cualquier aplicación web como la que nos ocupa 
en este proyecto. 
 
                                                      
18
 un framework es una estructura conceptual y tecnológica de soporte definida, normalmente con 
artefactos o módulos de software concretos, con base en la cual otro proyecto de software puede ser 
organizado y desarrollado. 
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La decisión del servidor está bien atada ya que desde un principio queríamos utilizar 
software libre y sin licencias. Por lo tanto, el servidor web debe ser un APACHE + PHP5.  
Todas estas tecnologías son muy conocidas y reconocidas en cualquier parte del 
mundo, y se puede encontrar información exhaustiva de ellas tanto en libros como por 
Internet. 
 
 
3 – ESPECIFICACIÓN 
 
La especificación es la etapa de la ingeniería del software destinada a definir de 
manera clara y sin ambigüedades las funcionalidades del sistema a desarrollar 
evitando problemas que puedan surgir en las etapas posteriores. Actualmente, el UML 
es la notación estándar para especificar las funcionalidades o propiedades de los 
elementos en un sistema software. 
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3.1 - Modelo de casos de uso 
El modelo de casos de uso, es una de las técnicas que se usan para especificar los 
requisitos funcionales en un sistema software.  
Cada caso de uso proporciona un escenario que indica cómo habría de interactuar el 
sistema con el usuario o con otro sistema para conseguir su objetivo específico. En 
otras palabras, un caso de uso es una secuencia de interacciones entre el sistema y sus 
actores en respuesta a un acontecimiento que inicia un actor sobre el propio sistema. 
 
3.1.1 - Definición de los actores  
En este proyecto, sólo tenemos 2 tipos de actores: Profesor y Catador.  
No nos hace falta un administrador de sistema para administrar los grupos de usuarios 
i usuarios, ya que esta tarea la podrán ejercer los profesores. 
El catador en este caso, es el usuario destinatario de la aplicación. El objetivo es 
realizar las catas. 
El profesor es quien crea las catas que después realizaran los catadores, también lleva 
la gestión de usuarios y grupos. 
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3.1.2 - Diagrama de casos de uso        
 
Dibujo 1: Modelo de casos de uso 
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3.1.3 - Especificación de casos de uso 
 
Pera especificar los casos de uso utilizaremos una estructura como la siguiente: 
Caso de uso: Nombre del caso de uso. 
Actores : Lista de los actores que participan en la acción. 
Resumen: Descripción de la acción. 
Camino típico de acontecimientos: Descripción de les acciones entre el actor y el 
sistema. 
Caminos alternativos : Excepciones del camino típico. 
Entonces, la especificación de los casos de uso de nuestra aplicación es: 
 
Casos de uso: Crear Cata 
Actores: Profesor 
Resumen: El actor crea una nueva cata con nombre y descripción, y si hace 
falta, modificamos los datos predeterminados tales como si la cata es privada, pública 
o  a qué grupo pertenece. Podemos añadir tantos atributos como queramos con su 
respectiva descripción e instrucciones. 
Camino típico de acontecimientos:  
1. el actor indica que quiere crear una nueva cata.  
2. el sistema presenta al actor un formulario con los campos de la cata.  
3. el actor llena el formulario, añade los atributos necesarios para la cata 
usando el caso de uso "añadir atributo a la cata" y envía el formulario.  
4. el sistema valida, guarda los datos y crea una nueva cata. 
 3 Especificación 
 
37 
 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
 
Casos de uso: Añadir atributo 
Actores: Profesor 
Resumen: se crea un nuevo atributo con una explicación sobre el atributo y 
unas instrucciones sobre cómo valorarlo. 
Camino típico de acontecimientos:  
1. el actor indica que quiere crear un nuevo atributo para la cata.  
2. el sistema presenta al actor un formulario con los campos del  atributo.  
3. el actor llena el formulario y envía el formulario.  
4. el sistema valida, guarda los datos y crea el nuevo atributo. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
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Casos de uso: listar catas 
Actores: Profesor, catador 
Resumen: Nos mostrara un listado de todas las catas disponibles y nos dará las 
opciones de editar, realizar o borrar dicha cata. 
Camino típico de acontecimientos:  
1. el actor indica que quiere ver la lista de catas.  
2. el sistema presenta al actor la lista de catas. 
Caminos alternativos: 
2. el sistema indica que no hay ninguna cata creada. 
 
Casos de uso: Editar cata  
Actores: Profesor 
Resumen: editar una cata para modificar cualquiera de sus datos. 
Camino típico de acontecimientos:  
1. el actor indica qué cata quiere editar desde la lista de catas.  
2. el sistema presenta al actor un formulario con los campos de la cata.  
3. el actor modifica el formulario y lo envía.  
4. el sistema valida los datos y modifica los datos guardados. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
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Casos de uso: Preparar cata  
Actores: Profesor 
Resumen: En cada cata no se analiza una sola muestra sino varias, en este 
apartado le indicamos el numero de muestras a analizar y además le asignamos 
un código aleatorio para trabajar con ellas sin ser reconocidas, este proceso lo 
repetimos para cada cata tantas veces como se quiera de forma que se puede 
realizar varias veces la misma cata pero con un numero de muestras diferente y 
códigos de muestra diferentes. 
Camino típico de acontecimientos:  
1. el actor indica qué cata quiere preparar desde la lista de catas.  
2. el sistema presenta al actor un formulario con los campos para preparar la 
cata.  
3. el actor modifica el formulario y lo envía.  
4. el sistema valida los datos y modifica los datos guardados. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
 
Casos de uso: Borrar cata 
Actores: Profesor 
Resumen: Borra una cata existente en la lista de catas. 
Camino típico de acontecimientos:  
 1. el actor indica qué cata quiere borrar desde la lista de catas.  
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2. el sistema comprueba, y si puede borra la cata, devolviendo la nueva lista de 
catas resultante. 
Caminos alternativos: 
2. el sistema comprueba, y no puede borrar la cata. Devuelve la lista de catas 
con un mensaje indicando que no ha podido borrar la cata que se le pedía. 
 
Casos de uso: Realizar cata 
Actores: Profesor, catador 
Resumen: Permite realizar la cata guiándonos paso a paso de cómo hacerlo y 
mostrándonos instrucciones para cada atributo de la cata. 
Camino típico de acontecimientos:  
 1. el actor indica qué cata quiere realizar desde la lista de catas.  
2. el sistema prepara  la cata y presenta una descripción al actor.  
3. el actor indica después de leer la descripción, que quiere iniciar la cata.  
4. el sistema presenta al actor el atributo que toque dentro de la cata.  
5. el actor puntúa el atributo o bien lo deja sin puntuar y envía el formulario.  
6a. si hay más atributos, volvemos al punto 4.  
6b. si no hay más atributos, el sistema guardara las puntuaciones enviadas.  
7. terminada la cata el sistema le  devolverá a la lista de las catas. 
Caminos alternativos: 
5. si el atributo tiene restricciones de tiempo, y el usuario no podrá puntuar el 
atributo antes de que se agote este tiempo.  
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Casos de uso: Listar catadores  
Actores: Profesor 
Resumen: Nos mostrara un listado de todos los usuarios registrados, y nos dará 
la opción de editarlos o borrarlos. 
Camino típico de acontecimientos:  
1. el actor indica que quiere ver la lista de catadores.  
2. el sistema presenta al actor la lista de catadores. 
Caminos alternativos: 
2. el sistema indica que no hay ningún catador en el sistema. 
 
Casos de uso: Editar catador 
Actores: Profesor 
Resumen: Nos permite editar los datos del catador e incluso asignarlo a nuevos 
grupos de cata. 
Camino típico de acontecimientos:  
1. el actor indica qué catador quiere editar desde la lista de catadores.  
2. el sistema presenta al actor un formulario con los campos del catador.  
3. el actor modifica el formulario y lo envía.  
4. el sistema valida los datos y modifica los datos guardados. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
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Casos de uso: Borrar catador 
Actores: Profesor 
Resumen: Permite eliminar aun catador del sistema. 
Camino típico de acontecimientos:  
 1. el actor indica qué catador quiere borrar desde la lista de catadores.  
2. el sistema comprueba, y si puede borrar al catador, devolviendo la nueva 
lista de catadores resultante. 
Caminos alternativos: 
2. el sistema comprueba, y no puede borrar al catador. Devuelve la lista de 
catadores con un mensaje indicando que no ha podido borrar al catador que se 
le pedía. 
 
Casos de uso: Listar inscripciones 
Actores: Profesor 
Resumen: Ver la lista de Inscripciones (catadores aun no registrados en la 
aplicación). 
Camino típico de acontecimientos:  
1. el actor indica que quiere ver la lista de inscripciones.  
2. el sistema presenta al actor la lista de inscripciones. 
Caminos alternativos: 
2. el sistema indica que no hay ninguna inscripciones en el sistema. 
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Casos de uso: Aceptar catador 
Actores: Profesor 
Resumen: Aceptamos la inscripción un nuevo catador que pasara a estar 
registrado en el sistema. 
Camino típico de acontecimientos:  
1. el actor indica qué inscripción de catador quiere aceptar desde la lista de 
inscripciones.  
2. el sistema comprueba, y si puede registrar al catador, devolviendo la nueva 
lista de catadores resultante. 
Caminos alternativos: 
2. el sistema comprueba, y no puede registrar al catador. Devuelve la lista de 
catadores con un mensaje indicando que no ha podido registrar al catador que 
se le pedía. 
 
Casos de uso: Rechazar catador 
Actores: Profesor 
Resumen: Rechazamos la inscripción un nuevo catador, se borrara cualquier 
información suya del  sistema. 
Camino típico de acontecimientos:  
1. el actor indica qué inscripción de catador quiere rechazar desde la lista de 
inscripciones.  
2. el sistema comprueba, y si puede borrar la inscripción, devolviendo la nueva 
lista de inscripciones resultante. 
Caminos alternativos: 
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2. el sistema comprueba, y no puede borrar la inscripción. Devuelve la lista de 
inscripciones con un mensaje indicando que no ha podido borrar la inscripción 
que se le pedía. 
 
Casos de uso: Nuevo catador 
Actores: Profesor 
Resumen: se inserta un nuevo catador en el sistema. 
Camino típico de acontecimientos:  
1. el actor indica que quiere crear un nuevo catador.  
2. el sistema presenta al actor un formulario con los campos del catador.  
3. el actor llena el formulario y envía el formulario.  
4. el sistema valida, guarda los datos y crea al nuevo catador. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
 
Casos de uso: Listar Grupos  
Actores: Profesor 
Resumen: Nos muestra un listado con los diferentes grupos de cata. 
Camino típico de acontecimientos:  
1. el actor indica que quiere ver la lista de grupos.  
2. el sistema presenta al actor la lista de grupos. 
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Caminos alternativos: 
2. el sistema indica que no hay ningún grupo en el sistema. 
 
Casos de uso: Editar grupo 
Actores: Profesor 
Resumen: Nos permite editar los datos de un grupo. 
Camino típico de acontecimientos:  
1. el actor indica qué grupo quiere editar desde la lista de grupos.  
2. el sistema presenta al actor un formulario con los campos del grupo.  
3. el actor modifica el formulario y lo envía.  
4. el sistema valida los datos y modifica los datos guardados. 
Caminos alternativos: 
4. el sistema valida los datos y encuentra algún dato erróneo.  
5. el sistema presenta al actor el formulario mostrando los datos erróneos. 
Volvemos al punto 3. 
 
Casos de uso: Borrar grupo  
Actores: Profesor 
Resumen: Nos permite borra un grupo. 
Camino típico de acontecimientos:  
1. el actor indica qué grupo quiere borrar desde la lista de grupos.  
2. el sistema comprueba, y si puede borrar el grupo, devolviendo la nueva lista 
de grupos resultante. 
 3 Especificación 
 
46 
Caminos alternativos: 
2. el sistema comprueba, y no puede borrar el grupo. Devuelve la lista de 
grupos con un mensaje indicando que no ha podido borrar el grupo que se le 
pedía. 
 
Casos de uso: Eliminar catador del grupo. 
Actores: Profesor 
Resumen: Elimina el catador que le indiquemos del grupo que le indiquemos. 
Camino típico de acontecimientos:  
1. el actor indica qué catador quiere eliminar del grupo desde la lista de 
catadores del grupo.  
2. el sistema comprueba, y si puede eliminar al catador de ese grupo, 
devolviendo la nueva lista de catadores del grupo resultante. 
Caminos alternativos: 
2. el sistema comprueba, y no puede eliminar al catador del grupo 
seleccionado. Devuelve la lista de catadores de ese grupo con un mensaje 
indicando que no ha podido eliminar al catador que se le pedía de dicho grupo. 
 
Casos de uso: Añadir catador al grupo 
Actores: Profesor 
Resumen: Nos permite añadir un nuevo catador a un grupo de cata, de forma 
rápida y sencilla mediante un autocomplete. 
Camino típico de acontecimientos:  
1. el actor se sitúa en el campo para crear un nuevo catador.  
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2. el actor escribe las tres primeras letras del nombre o el apellido del catador y 
a continuación el sistema presenta al actor un desplegable con una lista de 
catadores que coinciden con esas letras en el nombre o apellido.  
3. el actor selecciona uno de los catadores del desplegable y automáticamente 
se rellena el campo con los datos del catador de forma automática 
(autocomplete diseñado con Ajax).  
4. el sistema valida, guarda los datos y añade el nuevo catador al grupo de cata. 
Caminos alternativos: 
3. al introducir las tres primeras letras el sistema no encuentra ninguna 
coincidencia, volveríamos al paso 2 o no añadiríamos ningún catador nuevo al 
grupo de cata. 
 
Casos de uso: Copiar catadores de otro grupo 
Actores: Profesor 
Resumen: Nos permite copiar todos los catadores de un grupo a otro grupo en 
concreto obviando los que ya existan en ese grupo. 
Camino típico de acontecimientos:  
1. el actor se sitúa en el campo para copiar catadores de otro grupo.  
2. el actor selecciona el grupo del cual quiere copiar la lista de catadores. 
3. el actor confirma que quiere copiar todos los miembros de dicho grupo al 
grupo actual. 
4. el sistema comprueba y añade todos los catadores del grupo seleccionado al 
grupo actual, obviando los que ya pertenecía al grupo de cata, devolviendo la 
nueva lista de catadores del grupo resultante. 
Caminos alternativos: 
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3. no existe ningún otro grupo por lo que la lista de otros grupos esta bacía, no 
se pueden copiar catadores al grupo. 
 
Casos de uso:  Exportar resultados 
Actores: profesor 
Resumen: permite exportar los resultados de la BD a un fichero con 
determinado formato, con el fin de que los datos puedan ser tratados por otra 
aplicación. 
1. el actor indica que quiere exportar los datos de la cata.  
2. el sistema genera y presenta al actor un fichero de texto que contiene los 
datos de la cata en el formato correcto para poder ser importados por otra 
aplicación. 
Caminos alternativos: 
2. el sistema indica que no hay ningún dato en el sistema para exportar. 
 
Casos de uso: Ver gráficos 
Actores: Profesor 
Resumen: Nos mostrara unos gráficos de los resultados obtenidos en tiempo 
real de una determinada cata. 
Camino típico de acontecimientos:  
1. el actor indica que quiere ver los gráficos de la cata.  
2. el sistema genera y presenta al actor los gráficos de la cata. 
Caminos alternativos: 
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2. el sistema indica que no hay ningún resultado guardado, por lo tanto no 
puede generar los gráficos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
4 – DISEÑO 
 
La etapa de diseño es la encargada de definir el sistema con suficiente nivel de detalle 
como para permitir su implementación en la siguiente fase. Además, se debe tener en 
cuenta todas las funcionalidades definidas en la etapa de especificación.  
Para explicar esta etapa, haremos un estudio sobre la arquitectura de la aplicación y 
sobre la lógica de los modelos de datos y de secuencia. 
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4.1 – Arquitectura 
La arquitectura del software es un conjunto de decisiones importantes sobre los 
elementos estructurales del sistema, su comportamiento y sobre la organización e 
interacción de la aplicación con estos elementos.  
Decidir cuáles serán estos elementos es una decisión que se basa en las propiedades 
deseadas para el sistema. Dependiendo de los requisitos no funcionales del proyecto, 
normalmente las propiedades a tener en cuenta son eficiencia, fiabilidad, robustez, 
portabilidad, extensibilidad y facilidad de mantenimiento.  
Dependiente de los elementos, estas propiedades pueden variar sustancialmente, y 
por lo tanto es importante escoger correctamente los elementos que usaremos para 
nuestro proyecto.  
Un elemento o componente, es una parte encapsulada de un sistema software, 
presentado como módulo, objeto, clase, etc. Normalmente los denominamos librerías. 
Un patrón arquitectónico expresa un esquema de organización estructural, 
proporciona un conjunto de subsistemas, especifica sus responsabilidades e incluye 
reglas para organizar relaciones entre ellos. 
Para este proyecto, se utilizan los patrones arquitectónicos siguientes:  
• Arquitectura cliente-servidor.  
• Arquitectura de tres capas.  
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4.1.1 - Arquitectura cliente-servidor 
Nuestro proyecto, consiste en una aplicación web, dónde cada usuario podrá realizar  
catas desde cualquier computadora con acceso a Internet y a cualquier hora del día.  
Entonces el usuario (catador) deberá conectar con nuestra aplicación (servidor) para 
poder realizar las catas. 
La arquitectura cliente-servidor, se basa en un programa cliente que se ejecuta en la 
máquina del usuario y hace peticiones a un servidor que las resuelve y devuelve una 
respuesta. 
En este tipo de arquitectura, la capacidad de proceso está repartida entre clientes y 
servidor, aunque normalmente, el servidor es quien debe procesar la mayoría de la 
información para responder a los clientes. 
En nuestro caso, la aplicación cliente será el navegador de cada usuario (Internet 
Explorer, Mozilla Firefox, etc) y el servidor es toda la aplicación que estamos 
desarrollando. 
Cada petición del usuario, será resuelta por el servidor, que devolverá un código que el 
navegador mostrará al usuario.  
 
Dibujo 2: Ejemplo de la arquitectura cliente-servidor 
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4.2 - Arquitectura de 3 capas 
La programación por capas, es un estilo de programación dónde el objetivo principal es 
la separación en diferentes niveles de las lógicas de la aplicación. La ventaja principal 
de la programación por capas, es la facilidad de hacer cambios a una de las capas, sin 
que cualquiera de las otras capas se vea afectada.  
Además, permite distribuir la aplicación en diferentes niveles, dónde cada nivel 
desarrolla un determinado trabajo, permitiendo una gran escalabilidad y dónde por la 
comunicación entre capas sólo hace falta conocer las funciones destinadas a este 
propósito.  
En este proyecto nos centraremos una arquitectura de 3 capas, que actualmente es el 
más utilizado por la mayoría de aplicaciones. Las diferentes capas son:  
• Capa de presentación. Es la capa encargada de mostrar toda la información al 
usuario de la aplicación (sin tratarla) y de recoger todos los datos que el usuario 
introduce (validando el formato previamente). Esta capa se comunica 
únicamente con la capa de negocio, presentándole acontecimientos externos y 
recibiendo las respuestas y resultados. 
 
• Capa de negocio. Aquí es donde, se reciben las peticiones del usuario y se 
envían las respuestas tras el proceso. Se denomina capa de negocio (e incluso 
de lógica del negocio) porque es aquí donde se establecen todas las reglas que 
deben cumplirse. 
Esta capa se comunica con la capa de presentación, para recibir las solicitudes y 
presentar los resultados, y con la capa de datos, para solicitar al gestor de base 
de datos para almacenar o recuperar datos de él. 
 
• Capa de datos. Es la encargada de guardar los datos, de modificarlos y de 
devolverlos si la capa de negocio pide por ellos. Sólo se comunica con la capa 
de negocio, resolviendo sus peticiones de datos. 
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Para describir completamente cada una de las capas, y como las implementaremos en 
este proyecto, haremos un análisis específico para cada capa. 
 
4.2.1 – Capa de presentación  
Tal y como hemos comentado con anterioridad, la capa de presentación es un 
conjunto de interfaces gráficas basadas en acontecimientos que definen la 
comunicación entre usuario y aplicación. 
La interfaz gráfica en este proyecto, es la página que se mostrará al usuario en su 
navegador web, y será el propio navegador el que se encargue de recoger los 
acontecimientos realizados por el usuario y comunicarle a la aplicación. 
Es la capa que contiene las vistas, como hemos dicho anteriormente, sirve para que el 
usuario pueda interactuar a través de los eventos con la capa de negocio y también 
para que pueda ver los resultados. Estos resultados serán aportados por la capa de 
datos a través de la capa de negocio. 
Por otro lado, está la presentación gráfica de la vista, es decir, el diseño externo que es 
el que ve el usuario. Éste es el factor seguramente más importante para un usuario. Da 
igual las funcionalidades que pueda tener una aplicación web, o que la arquitectura del 
sistema sea la correcta, ya que si visualmente no le gusta al usuario o es poco usable, 
difícilmente utilizará esa aplicación. Por tanto, estamos en el punto clave del diseño. 
Teniendo en cuenta estos factores, junto con los requisitos descritos en el apartado de 
análisis de requisitos, se ha creído conveniente una estructura de la aplicación con los 
siguientes elementos: 
• Una cabecera, siempre visible, que está formada por el título del portal.  
 
• En la parte superior, debajo de la cabecera, habrá una menú horizontal que 
variará según el tipo de usuario, Si el usuario no está logueado, aparecerá un 
formulario para poder autentificarte y entrar en la intranet o habrá la opción de 
poder registrarte. En cambio, al estar logueado aparecerá un botón para cerrar 
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la sesión. También aparecerá un menú con los distintos servicios de la 
aplicación, este menú cambiara según el tipo de usuario que seas profesor o 
catador. Si nos situamos encima de las diferentes opciones del menú, la opción 
seleccionada cambiará de color para visualizar mejor que estamos encima de 
ella. Este menú nos permite acceder a las diferentes funcionalidades del 
sistema. 
 
• Un cuerpo, en el cual veremos los datos y los mensajes de la aplicación. Para 
que el usuario sepa en cada momento donde está, habrá el título de la sección 
en la cual está navegando. 
 
• Un pie mostrando “Copyright © 2010”. 
 
Este diseño garantiza una navegación intuitiva, reduciendo los pasos intermedios entre 
pantallas. Otro aspecto importante de diseño es la legibilidad. Éste se centra en que se 
entienda perfectamente el texto de la aplicación gracias a un tamaño de fuente 
correcto y un contraste del color del texto con el fondo. 
Para la comunicación entre la capa de presentación y la capa de negocio hemos 
utilizado el sistema de plantillas Smarty. 
A continuación, mostraré algunas de las pantallas más importantes que encontraremos 
a la hora de navegar por la aplicación: 
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Pantalla inicial 
 
Pantalla de registro 
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Pantalla crear Cata 
 
Pantalla Lista Catas 
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Pantalla Realizar Cata 
 
Pantalla para gestionar los grupos 
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Pantalla para gestionar usuarios 
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4.2.2 – Mapas navegacionales 
En esta sección veremos los diferentes mapas navegacionales del sistema. Éstos 
representan los caminos de navegación entre las diversas pantallas de la aplicación. 
Dicho de otra manera, son la representación gráfica de la organización de la 
información de una estructura web. Expresa todas las relaciones de jerarquía y 
secuencia y permite elaborar escenarios de comportamiento de los usuarios. 
A continuación, podemos ver los mapas navegacionales del sistema: 
 
 
 
 
 
Mapa navegacional pagina principal 
 
 
 
 
 
Mapa navegacional Intranet usuario 
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Intranet Profesor
Crear cata Listar catas Usuarios Grupos Resultados
 
Mapa navegacional Intranet profesores 
 
 
 
 
 
 
 
Mapa navegacional  Registrarse 
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Mapa navegacional Crear cata 
 
 
 
 
 
Usuarios
Listar usuarios
Listar inscripciones
Nuevo usuario
Editar usuario
Borrar usuario
editar
Borrar
Generar listado
Generar listado
Aceptamos usuario
Creamos usuario
Generar listado
Generar listado
 
Mapa navegacional Usuarios 
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Listar catas
Editar cata
Borrar cata
Preparar cata
Borrar cata
Escojemos cata
Escojemos cata
Escojemos cata
Escojemos cata
Generar listado
Generar listado
Generar listado
Generar list do
Generar listado
 
Mapa navegacional Catas 
 
 
 
Usuarios
Listar usuarios
Listar inscripciones
Nuevo usuario
Editar usuario
Borrar usuario
editar
Borrar
Generar listado
Generar listado
Aceptamos usuario
Creamos usuario
Generar listado
Generar listado
 
Mapa navegacional Usuarios 
 4 Diseño 
 
64 
 
 
 
 
Mapa navegacional Grupos 
 
 
 
 
 
Mapa navegacional Resultados 
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4.2.3 – Capa de negocio 
Aquí es donde se reciben las peticiones de los usuarios y se envían las respuestas tras 
el proceso. Se denomina capa de negocio porque es aquí donde se establecen todas las 
reglas que deben cumplirse. 
Esta capa se comunica con la capa de presentación, para recibir las solicitudes y 
presentar los resultados y con la capa de datos para solicitar al gestor de la Base de 
datos almacenar o recuperar datos de ella. 
Para desarrollar esta capa he utilizado el patrón  Front Controler,  para aplicaciones 
Web se recomienda utilizar este patrón que obliga a que todas las peticiones hechas a 
nuestra aplicación pasen por un Php Controlador.  
• El controlador proporciona un punto de entrada único que controla y gestiona 
las peticiones Web realizadas por los clientes.  
• Teniendo este único punto de entrada se evita tener que repetir la misma 
lógica de control en todos los Php. 
 
4.2.4 – Capa de datos 
Es donde residen los datos y es la encargada de acceder a los mismos. Realiza todo el 
almacenamiento de datos, recibe solicitudes de almacenamiento o recuperación de 
información desde la capa de negocio. 
En nuestro caso recoge toda la información de usuarios, grupos, catas y resultados. 
En el siguiente punto  podremos ver el esquema de la Base de Datos. 
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4.2.5 – Diseño de la Base de Datos
Para finalizar la etapa de diseño, veremos el diseño de la base de datos. 
La principal función de nuestra base de datos será guardar toda la inf
necesaria para la aplicación y también será la fuente de datos para la interfaz del 
usuario. 
En la siguiente figura, podemos ver el esquema 
 
Dibujo 3: Relaciones de la BD
 
de las relaciones de la base de datos:
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ormación 
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A continuación mostrare los campos de cada tabla: 
Atributos 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `nombre` varchar(100) NOT NULL, 
  `descripcion` varchar(500) DEFAULT NULL, 
  `instrucciones` varchar(500) DEFAULT NULL, 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `id` (`id`,`nombre`) 
 
 
Atributos_taste 
  `id_taste` int(10) NOT NULL, 
  `id_atributo` int(10) NOT NULL, 
  `orden` int(10) DEFAULT NULL 
 
 
Grupos 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `nombre` varchar(100) COLLATE utf8_spanish_ci NOT NULL, 
  `descripcion` varchar(500) COLLATE utf8_spanish_ci DEFAULT NULL, 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `nombre` (`nombre`) 
 
 
Muestras 
  `id` int(100) NOT NULL AUTO_INCREMENT, 
  `codigo` varchar(10) COLLATE utf8_spanish_ci NOT NULL, 
  `codigo_aleatorio` varchar(10) COLLATE utf8_spanish_ci NOT NULL, 
  `id_cata` int(11) DEFAULT NULL, 
  `fecha` date NOT NULL, 
  PRIMARY KEY (`id`) 
 
 
Puntuaciones 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `sesion` varchar(10) NOT NULL, 
  `id_catador` int(10) DEFAULT NULL, 
  `id_taste` int(10) DEFAULT NULL, 
  `id_atributo` int(10) DEFAULT NULL, 
  `fecha` date DEFAULT NULL, 
  `nota` int(10) DEFAULT NULL, 
  `id_muestra ` varchar(100) NOT NULL, 
  UNIQUE KEY `id` (`id`) 
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Rol 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `rol` varchar(100) NOT NULL, 
  `descripcion` varchar(500) NOT NULL, 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `id` (`id`,`rol`) 
 
 
Servicio 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `nombre` varchar(100) NOT NULL, 
  `descripcion` varchar(500) DEFAULT NULL, 
  `url` varchar(100) DEFAULT NULL, 
  `prioridad` int(11) DEFAULT NULL, 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `id` (`id`,`nombre`) 
 
 
Servicios_rol 
  `id_rol` int(11) NOT NULL, 
  `id_servicio` int(11) NOT NULL 
 
 
Taste 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `fecha_creacion` date DEFAULT NULL, 
  `id_profesor` int(10) NOT NULL, 
  `nombre` varchar(100) NOT NULL, 
  `descripcion` varchar(500) DEFAULT NULL, 
  `fecha_inicio` date DEFAULT NULL, 
  `fecha_fin` date DEFAULT NULL, 
  `visible` varchar(2) NOT NULL, 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `id` (`id`) 
 
 
Tastes_grupos 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `id_taste` varchar(10) NOT NULL, 
  `id_grupo` varchar(10) NOT NULL, 
  PRIMARY KEY (`id`) 
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Tastes_usuario 
  `id_catador` int(11) NOT NULL, 
  `id_taste` int(11) NOT NULL, 
  `fecha` date NOT NULL 
 
 
Usuarios 
  `id_user` int(100) NOT NULL AUTO_INCREMENT, 
  `username` varchar(100) NOT NULL, 
  `nombre` varchar(100) NOT NULL, 
  `apellidos` varchar(100) DEFAULT NULL, 
  `email` varchar(100) NOT NULL, 
  `password` varchar(100) NOT NULL, 
  `insok` varchar(2) DEFAULT NULL, 
  PRIMARY KEY (`id_user`), 
  UNIQUE KEY `id_user` (`id_user`,`username`,`email`) 
 
 
Usuario_grupo 
  `id_usuario` int(11) NOT NULL, 
  `id_grupo` int(11) NOT NULL, 
  PRIMARY KEY (`id_usuario`,`id_grupo`) 
 
 
Usuario_rol 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `id_usuario` int(11) NOT NULL, 
  `id_rol` int(11) NOT NULL, 
  PRIMARY KEY (`id`), 
  KEY `id_rol` (`id_rol`) 
 
 
 
 
 
 
5 – IMPLEMENTACIÓN 
 
Una vez acabada la etapa del diseño del sistema, llega la hora de la implementación. 
En este capítulo, explicaremos qué herramientas hemos utilizado para desarrollar el 
proyecto, como hemos implementado todas y cada una de las partes de nuestro 
proyecto, y explicaremos las tecnologías utilizadas para cada punto, como las hemos 
utilizado y como se han integrado con la aplicación. 
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5.1 – Tecnologías y lenguajes utilizados 
A continuación veremos las diferentes tecnologías y lenguajes de programación 
utilizados, todos con un nexo en común, la WWW (World Wide Web). 
Como ya hemos explicado en el apartado Análisis de Requisitos, hemos utilizado para 
la realización del proyecto el servidor Apache junto con el sistema gestor de bases de 
datos MySQL y el lenguaje de programación PHP acompañado del sistema de plantillas 
Smarty  estas tecnologías y están explicadas en dicho punto. 
A continuación explicare el resto de lenguajes y tecnologías que hemos utilizado: 
 
Javascript 
Javascript es un lenguaje de scripting e interpretado, es decir, que no requiere 
compilación, con una sintaxis semejante a la del lenguaje Java y el lenguaje C, que 
permite crear aplicaciones específicamente orientadas a su funcionamiento en webs. 
Usando Javascript, se pueden crear páginas HTML dinámicas que procesen la entrada 
del usuario y que sean capaces de gestionar datos persistentes usando objetos 
especiales, archivos y bases de datos relacionales. 
El lenguaje Javascript se usa normalmente para ejecutarse en el lado del cliente. 
Cuando un navegador solicita una página, el servidor envía por la red al cliente el 
contenido completo del documento, es decir, el código HTML y también todas las 
sentencias Javascript que pudieran existir en éste. El cliente entonces lee la página de 
forma secuencial desde el principio hasta el final, representando visualmente los 
códigos HTML y ejecutando las sentencias Javascript conforme avanza el proceso de 
lectura e interpretación. 
Para interactuar con una página web se provee al lenguaje Javascript de una 
implementación del DOM (Document Object Model). 
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Las sentencias Javascript colocadas en una página web pueden dar respuesta a eventos 
de usuario, tales como la pulsación de un botón del ratón (clic), la entrada de datos en 
un formulario y la navegación por una página. 
En nuestra aplicación, he usado jQueryUI que nos ahorrará mucho tiempo y 
complicaciones que siempre existen en Javascript. Éste es un framework de Javascript, 
creada inicialmente por John Resig, que permite simplificar la manera de interactuar 
con los documentos HTML, manipular el objeto DOM, manejar eventos, desarrollar 
animaciones y agregar interacción con la tecnología AJAX a páginas web. 
jQueryUI ofrece una serie de funcionalidades basadas en Javascript que de otra 
manera requerirían de mucho más código. Es decir, con las funciones propias de esta 
biblioteca se logran grandes resultados en menos tiempo y espacio. 
 
AJAX 
AJAX son las siglas de Asynchronous Javascript And XML, un conjunto de tecnologías 
que permiten actualizar contenidos web sin volver a cargar la página. Esto abre las 
puertas a páginas web interactivas.  
AJAX es asíncrono puesto que los datos son pedidos y cargados en un segundo plano 
sin interferir en la presentación de la página. Las funciones AJAX son llamadas 
habitualmente desde el Javascript, usando el objeto XMLHttpRequest que está 
disponible en todos los navegadores modernos.  
Ajax también es multi plataforma y se puede usar en varios sistemas operativos, 
navegadores web, etc, puesto que se basa en estándares abiertos como Javascript y 
DOM .  
Ejemplos de aplicaciones que usan AJAX son GoogleMaps, Gmail, eyeOS, Facebook y 
muchas más. 
He utilizado esta tecnología en el proyecto para no tener que recargar la página cada 
vez que, por ejemplo, se añade un nuevo catador aun grupo, se despliega un 
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autocomplete que nos ayuda a seleccionar los nuevos catadores del grupo, este 
autocomplete se carga una sola vez aunque realicemos diferentes búsquedas. 
JQueriUI          
jQuery UI es una biblioteca de componentes para el framework jQuery que le añaden 
un conjunto de plug-ind, widgets y efectos visuales para la creación de aplicaciones 
web. Cada componente o módulo se desarrolla de acuerdo a la filosofía de jQuery 19 
(find something, manipulate it: encuentra algo, manipúlalo). 
 
CSS 
Las hojas de estilo en cascada (Cascading Style Sheets, CSS) son un lenguaje formal 
usado para definir la presentación de un documento estructurado escrito en HTML o 
XML (y por extensión en XHTML), separando la estructura de un documento de su 
presentación.  
CSS permite a los desarrolladores Web controlar el estilo y el formato de múltiples 
páginas Web al mismo tiempo. Cualquier cambio en el estilo marcado para un 
elemento en la CSS afectará a todas las páginas vinculadas a esa CSS en las que 
aparezca ese elemento. 
Las tres formas más conocidas de dar estilo a un documento son las siguientes: 
• Utilizando una hoja de estilo externa que estará vinculada a un documento a 
través del elemento <link>, el cual debe ir situado en la sección <head>. 
 
                                                      
19 jQuery es una biblioteca o framework de Javascript, creada inicialmente por John 
Resig, que permite simplificar la manera de interactuar con los documentos HTML 
 
 5 Implementación 
 
74 
• Utilizando el elemento <style>, en el interior del documento al que se le quiere 
dar estilo, y que generalmente se situaría en la sección <head>. De esta forma 
los estilos serán reconocidos antes de que la página se cargue por completo. 
 
• Utilizando estilos directamente sobre aquellos elementos que lo permiten a 
través del atributo <style> dentro de <body>. Pero este tipo de definición del 
estilo pierde las ventajas que ofrecen las hojas de estilo al mezclarse el 
contenido con la presentación. 
 
Las ventajas de utilizar CSS son: 
• Control centralizado de la presentación de un sitio web completo con lo que se 
agiliza de forma considerable la actualización del mismo. 
 
• Los navegadores permiten a los usuarios especificar su propia hoja de estilo 
local que será aplicada a un sitio web, con lo que aumenta considerablemente 
la accesibilidad. 
 
• Una página puede disponer de diferentes hojas de estilo según el dispositivo 
que la muestre o incluso a elección del usuario. 
 
• El documento HTML en sí mismo es más claro de entender y se consigue 
reducir considerablemente su tamaño si se utiliza correctamente. 
En la aplicación del proyecto he optado por utilizar un documento separado para el 
CSS, ya que de esta forma tenemos todo el código mucho mejor estructurado y 
ordenado. Así tendremos separados los códigos de HTML, Php y CSS. 
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SMARTY       
Smarty es un motor de plantillas Open Source para PHP que lleva muchos años en el 
mercado. Con él podremos realizar aplicaciones web de calidad separando el código 
(PHP) de la presentación (HTML/CSS).  
El lenguaje PHP es completamente abierto, en el sentido de que no requiere 
desarrollar en alguna arquitectura concreta, sino que un fichero puede contener un 
millón de líneas con código PHP y código HTML intercalados, lo cual tiene severas 
desventajas y problemas:  
• Un diseñador tendrá muy difícil manejar el código HTML/CSS de esa página. 
• La escalabilidad es prácticamente nula. 
• Mantener una aplicación así se complica progresivamente. 
• La depuración de ese tipo de aplicaciones se hace muy complicada. 
Pero podemos escribir aplicaciones PHP usando motores de plantillas que separan la 
presentación (HTML/CSS) del código (PHP), solventando de este modo todos esos 
problemas, y ofreciéndonos además multitud de ventajas adicionales. Este es el caso 
de Smarty.  
Estas son las funcionalidades que podremos disfrutar con Smarty:  
• Plantillas limpias fáciles de usar por los diseñadores. 
• Escalabilidad. 
• Mantenimiento más sencillo (al igual que la escalabilidad, únicamente con la 
separación de código y presentación no se consigue un mantenimiento más 
sencillo, también se requerirá de una buena codificación). 
• Depuración óptima del código, al tener ficheros pequeños únicamente con 
código PHP. 
• Posibilidad de introducir comentarios dentro de las plantillas que no se 
enviarán al servidor. Ejemplo: {* comentario smarty *} en lugar de <!-- 
comentario HTML --> 
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• Funciones integradas que facilitan el tratamiento de variables. Ejemplos: 
{foreach}{/foreach}, {if}{else}{/if}. 
• Funciones asistentes para generación de código HTML. Ejemplos: {html_image 
file=”banner.jpg”} generaría <img src="banner.jpg" alt="" 
width="700" height="55" /> 
• Expandir Smarty con más funcionalidades mediante plugins. 
 
Toda la aplicación utiliza el sistema de plantillas Smarty. 
 
Google Charts 
Google Charts es una herramienta muy fácil de utilizar que permito crear de manera 
muy sencilla gráficas de todo tipo. Sólo hace falta añadir los parámetros de formato y 
los datos a una request HTTP, y Google devuelve una imagen PNG de la gráfica son 
disponibles todo tipos de gráficas, desde las típicas gráficas de barras o líneas hasta 
complicadas gráficas radiales o incluso códigos QR.  
Inicialmente, Google Charts era una aplicación interna de Google, para servicios como 
por ejemplo Google Financio, pero a finales de 2007 pensaron que sería útil para todo 
tipo de desarrolladores web, y se tiró el servicio públicamente. Por ejemplo, la 
siguiente gráfica, es una petición URL a: 
http://chart.apis.google.com/chart?cht=p3&chd=t:60,40&chs=250x100&chl=60|40 
 
Dibujo 4: Ejemplo de Google Charts 
 
Para nuestra aplicación hemos utilizado los gráficos denominados Box Plot, en la 
sección de resultados, que nos ayudaran a visualizar en tiempo real  si alguno de los 
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catadores se está saliendo de rango a la hora de puntuar alguna de las catas.
se mostrara los valores mínimo, máximo, él valor del 25% , del 75%, la media y los 
Outliers20, estos últimos serán los catadores que están haciendo algo mal.
Un ejemplo de estos  gráficos
http://chart.apis.google.com/chart?chs=400x225&cht=ls&chd=t0:
1,39,-1|-1,80,-1|-1,30,-1|-1,90,
1&chm=F,FF9900,0,1:4,40|H,0CBF0B,0,1:4,1:20|H,000000,4,1:4,1:40|H,0000FF,3,1:4,1
:20|o,FF0000,5,-1,7|o,FF0000,6,
1,7&chxt=y&chdl=Outliers|Max+Value|Cata%20de%20Tomates|Median|Min+Value&
chco=FF0000,0000FF,FF9900,000000,
 
Dibujo 5: Ejemplo de Google Charts en nuestra aplicación
 
5.2 - Herramientas de desarrollo
A continuación veremos las dos herramientas que utilizado en el desarrollo de la 
aplicación: 
• PhpMayAdmin                                                  
PhpMyAdmin es una herramienta escrita en PHP con la intención de manejar la 
administración de MySQL a través de páginas webs, utilizando Internet.
                                                     
20
 Una puntuación "outlier" es una o varias puntuaciones extremas dentro de una variable
 que utilizamos en nuestra aplicación es: 
-1,15,
-1|-1,5,-
-
0CBF0B 
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 En ellos 
 
-1|-1,24,-1|-
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Actualmente puede crear y eliminar bases de datos, crear, eliminar y alterar tablas, 
borrar, editar y añadir campos, ejecutar cualquier sentencia SQL, administrar claves en 
campos, administrar privilegios, exportar datos en varios formatos y está disponible en 
50 idiomas. Se encuentra disponible bajo la licencia GPL, por tanto, es una herramienta 
de software libre.  
Esta ha sido una herramienta muy útil en el proyecto para la administración de la base 
de datos. 
• FireFox (FireBug)                                                 
Mozilla Firefox es un navegador de Internet libre y de código abierto descendente de 
Mozilla Application Suite, desarrollado por la Corporación Mozilla y la fundación 
Mozilla, además de un gran número de voluntarios externos.  
Es un navegador multi plataforma y está disponible varías versiones de Windows 
HUESO/X y o/GNU/Linux y algunos sistemas basados en Unix.  
Es el segundo navegador más popular de todo el mundo por detras de Internet 
Explorer de Microsoft.  
Para mostrar las páginas web, Firefox utiliza el motor de renderizado Gecko, que 
implementa algunos estándares web actuales además de otras funcionalidades. 
Incluye navegación por pestañas, corrector ortográfico, administrador de descargas y 
un sistema de busqueda que utiliza el motor que el usuario decida. Además, se pueden 
añadir nuevas funcionalidades a través de complementos desarrollados por terceros, 
como por ejemplo FireBug y Tamperdata. 
 FireBug es una extensión creada y diseñada especialmente para desarrolladores web. 
Es un paquete de utilidades con las que se puede analizar, editar, monitoritzar y 
depurar código fuente, CSS, HTML y o/Javascript de una página web.  
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FireBug no es un simple inspector como DOM Inspector, además permito editar y 
guardar los cambios. FireBug está encapsulado en forma de plug-in o complemento de 
Mozilla, es Open Source y de distribución gratuita. 
 
• Tamperdata                                                                           
Se utiliza para ver y modificar las cabeceras HTTP / HTTPS y los parámetros de entrada. 
Traza  la respuesta http tiempo / peticiones. 
 
Aplicaciones de seguridad web de prueba mediante la modificación de los parámetros 
POST. 
En nuestra aplicación lo hemos utilizado a la hora de implementar y del testeo para ver 
los parámetros y sus valores. 
 
 
5.3 – Pruebas 
La fase de pruebas, es de las fases más importantes en el desarrollo del proyecto. A 
través de las pruebas se tiene el poder de determinar si la implementación realizada 
cumple con las funcionalidades y los requisitos establecidos en etapas anteriores a la 
implementación. 
Las pruebas no se pueden limitar sólo a la última fase del desarrollo, una vez la 
aplicación ya está terminada, sino que se han ido realizando pruebas a medida que se 
implementaba procurando comprobar que cada nueva parte funciona correctamente.  
Si una de las partes ya implementadas, provoca un error a la hora de hacer las 
pruebas, se vuelve a implementar esta parte para solucionar el problema, entonces, la 
tarea de pruebas se ha ido repitiendo durante toda la implementación.  
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Se ha tratado de encontrar todos los errores relacionados con funciones erróneas, 
errores de visualización de la información, errores de rendimiento, y errores en la 
ejecución del programa, así como posibles errores en la usabilidad de la aplicación. 
 Hace falta remarcar, que pese a todas las pruebas realizadas, no se puede asegurar la 
ausencia total de errores. 
 
 
6 - CONCLUSIONS 
 
En este capítulo explicaremos las conclusiones a las que hemos llegado una vez 
acabado el proyecto, los objetivos iniciales que hemos consolidado, el detalle de la 
planificación real y la diferencia respeto a la planificación inicial, un pequeño estudio 
económico del proyecto y las posibles líneas de futuro de nuestro proyecto. 
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6.1 - Objetivos consolidados 
Todos los objetivos planteados al inicio del proyecto se han cumplido excepto uno, que 
sería la realización del cálculo estadístico ANOVA de los resultados. Este no se ha 
llegado a cumplir por que se llego a la conclusión en una reunión con usuarios finales 
de la aplicación, de que no era necesario.  Ya que ellos expusieron que ya disponían de 
herramientas de cálculo estadístico más potentes para dichas operaciones, ellos 
estaban especialmente interesados en que los resultados se pudieran exportar, para 
poder ser tratados con otras aplicaciones mas especificas. 
Recalcaron que los cálculos que ellos necesitaban podían variar dependiendo del 
producto en cuestión que se esté analizando en el momento.  
 
Con relación a los otros objetivos la aplicación permite a los usuarios crear y resolver 
catas  a partir de un torno web cómodo, dónde también podrá exportar los resultados 
en formato texto o verlos representados en un grafico y con necesidad de autenticarse 
mediante un usuario y una contraseña.  
Además, tal y como comentamos desde el principio, la aplicación no se limita a un solo 
producto, sino que podemos generalizar todo el proyecto para que podamos realizar 
catas de cualquier vegetal. 
 
Gestión de usuarios y grupos. 
La aplicación permite a los usuarios autenticarse con un username y password. 
Permita la gestión de usuarios y  grupos, donde los usuarios pertenecientes aun grupo, 
solo podrán ver las catas pertenecientes a ese grupo. 
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Crear cata.  
La aplicación permite a los usuarios profesores crear todo tipo de catas, editarlas, 
preparar las muestras para cada cata y borrar las catas. 
 
Realizar cata.  
La aplicación permite a los usuarios catadores resolver todas las catas que los 
profesores marquen como públicas tantas veces como deseen. 
 
Exportar resultados.  
La aplicación permite exportar todos los resultados de cada cata, en un fichero de 
texto. Para así poder trabajar con los datos obtenidos en otras aplicaciones. 
 
Gráficos. 
La aplicación nos permite consultar en todo momento y en tiempo real las graficas de 
los resultados, que nos mostraran si algún catador ha introducido algún valor fuera de 
lo normal. 
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6.2 - Planificación real 
Una vez terminado el proyecto, hace falta comprobar si la planificación inicial se ha 
seguido con éxito, o por el contrario, ha habido una desviación de horas respeto a la 
planificación inicial, y como esto ha afectado al proyecto. 
Tal y como vemos en la tabla de la página siguiente, las horas utilizadas en la primera 
fase del proyecto, la fase de estudio y especificación de la aplicación, son casi las 
mismas que las que se planificaron inicialmente. Las diferencias son básicamente las 
horas invertidas en la especificación de los casos de uso, debido al intento de hacer 
una aplicación fácil y amigable para que su uso no sea sobre cómo hacer ir la 
aplicación. 
 
 
ESTUDIO PREVIO 
Análisis de requisitos 10 
Estudio tecnológico 10 
Especificación 45 
Casos de uso 40 
TOTAL 105 
Tabla 5: Análisis de horas fase 1 (Final) 
 
 
Respeto a la segunda fase, dónde la mayor parte del tiempo se invierte en hacer un 
buen diseño e implementarlo, las diferencias son bastante más acentuadas, sobre todo 
en la implementación. 
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DISEÑO 
Arquitectura de la aplicación 40 
IMPLEMENTACION 300 
Vistas 40 
TESTING 30 
TOTAL 410 
Tabla 6: Análisis de horas fase 2 (Final) 
 
Cómo podemos observar en la tabla anterior, el desvío está básicamente en las horas 
de la implementación. Las 50 horas de más invertidas en este aspecto, son las 65 horas 
que al final se ha desviado el proyecto respeto a la planificación inicial tal y como 
observamos a la tabla siguiente. 
 
TOTAL FASE 1 105 
TOTAL FASE 2 410 
TOTAL 515 
Tabla 7: Análisis de horas fase 1+2 (Final) 
El diagrama de Gantt de la página siguiente muestra esta planificación. 
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Tabla 8: Diagrama de Gantt (Planificación Final) 
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6.3 - Estudio económico 
Para analizar el coste económico del proyecto hace falta que tengamos en cuenta 
tanta los recursos humanos utilizados en la especificación, diseño e implementación 
del proyecto, como el precio de las librerías o programas software utilizados en la 
realización y explotación de la aplicación. 
Respeto a los recursos humanos utilizados hace falta diferenciar las horas de entre los 
diferentes precios de trabajos, como por ejemplo entre analistas y programadores.  
El precio de la hora para un analista es sobre unos 15,00 € la hora, mientras que el 
precio de una hora de un programador es de 10,00 € la hora.  
Entonces, separando las horas de la implementación del resto de horas, el precio total 
de los recursos humanos utilizados en el proyecto, es descrito en la tabla siguiente. 
 
FASE ANALISTA PROGRAMADOR 
Estudio previo 20 0 
Especificación 85 0 
Implementación  0 340 
Vistas 0 40 
Testing 0 30 
Tabla 9: Análisis  de horas analista-programador 
Por lo tanto, el precio total de los recursos humanos utilizados en el proyecto es de: 
DESCRIPCIÓN HORAS PRECIO TOTAL 
Analista 105 35,00€ 3.675,00€ 
Programador 410 20,00€ 8.200,00€ 
TOTAL 515  11.875,00€ 
Tabla 10: Análisis del precio de los recursos humanos 
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Con relación al coste de las librerías utilizadas en el proyecto, puesto que todas las 
librerías son de software libre o de código abierto con licencias gratuitas, no hace falta 
que pagamos nada respeto a este concepto. 
Deberemos fijarnos también con el software o hardware específico dónde se ejecuta la 
aplicación. Como el proyecto estará corriendo en una máquina del laboratorio de la 
fundación, la cual ya está en funcionamiento, y no es específica para el nuestro 
proyecto, podríamos obviar este coste. 
Con relación a la BD, utilizamos MySQL con licencia gratuita, al igual que el resto de 
software utilizado (todo opensource). 
Así entonces, el coste final del proyecto sería de unos 11.875,00€, que es 
completamente el coste de los recursos humanos empleados para el desarrollo de este 
proyecto. 
6.4 - Propuestas de futuro 
Como se ha comentado a lo largo de esta memoria, la aplicación se ha diseñado 
inicialmente para poder hacer ampliaciones añadiendo nuevas funcionalidades a la 
aplicación. Por ejemplo, una de las ampliaciones posibles y ya pensadas, seria poder 
realizar el tratamiento estadístico de los resultados   desde la misma aplicación sin 
necesidad de exportarlos, para posterior tratamiento con  otro programa. 
A corto plazo, está pensado a instalar definitivamente la aplicación en una máquina del 
Laboratorio de la Fundación Miquel Agustí para que pueda ser utilizada por todos los 
profesores que así lo deseen, brindando la posibilidad de hacer uso de una 
herramienta que puede mejorar la manera de introducir los datos y facilitarnos cierta 
ayuda con cada cata y sus atributos. 
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