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Введение. Наблюдающаяся в настоящее 
время популярность web-приложений, обу-
словленная, среди прочего, такими их свой-
ствами, как доступность из любой точки мира 
и относительная независимость от программ-
но-аппаратной платформы, используемой ко-
нечными пользователями, существенно повы-
шает значимость проблемы обеспечения их 
качества.
Одним из аспектов качества современных 
web-приложений является их устойчивость к ата-
кам методом внедрения кода (инъекциям). В соот-
ветствии с данными отчета Открытого проекта обе-
спечения безопасности web-приложений (OWASP) 
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в настоящее время наиболее распространенной 
угрозой для различных типов приложений явля-
ются SQL-инъекции [1]. Уязвимость web-приложе-
ний к данной угрозе возникает при некорректной 
обработке данных, поступающих извне. В зависи-
мости от характера использования этих данных 
web-приложением «сырые» данные (raw data) мо-
гут требовать различного набора преобразований, 
которые должны выполняться на различных этапах 
обработки raw data. Неправильная фильтрация по-
ступающих от пользователя данных позволяет зло-
умышленнику встроить в них фрагменты, которые 
при обработке web-приложением ошибочно рас-
познаются как управляющие, что делает возмож-
ным несанкционированное изменение логики ра-
боты web-приложения.
Существующие технические решения, на-
пример, подготовленные выражения (prepared 
statements), при правильном использовании по-
зволяют избежать подобных ошибок. Однако 
контроль правильности их использования — тру-
доемкая рутинная задача, требующая не только по-
вышенной концентрации внимания, но и хорошего 
знания архитектуры разрабатываемого web-при-
ложения, характера взаимосвязей отдельных его 
модулей и др. Важно также понимать, что любое 
изменение в коде самого web-приложения или 
программного обеспечения, входящего в состав 
платформы (например, обновление web-сервера), 
потенциально способно внести новые уязвимости, 
а также заставить проявиться уже имеющиеся, но 
не замеченные ранее. Следовательно, контроль 
web-приложения на наличие в нем уязвимостей 
необходим на протяжении всего жизненного цик-
ла с момента появления первого прототипа.
Для снижения трудозатрат на осуществле-
ние такого контроля целесообразна разработка 
программного средства (ПС) обнаружения уяз-
вимостей к SQL-инъекциям. Помимо собственно 
ответа на вопрос о их наличии такое ПС, в отличие 
от экспертного контроля, позволяет собрать со-
путствующую информацию, которая может упро-
стить принятие управленческих решений, связан-
ных с обеспечением качества web-приложения.
Модель обнаружения уязвимостей. Как 
показано в одной из наших предыдущих ста-
тей [2], с точки зрения уязвимости к SQL-инъек-
циям web-приложение следует рассматривать 
как набор слоев, обеспечивающих преобразова-
ние запросов пользователей в запросы к систе-
ме управления базами данных (СУБД). При этом 
действия, выполняемые кодом web-приложения, 
сводятся к двум видам преобразований:
– преобразованию данных HTTP-запроса 
в запросы к хранилищу данных;
– преобразованию данных HTTP-запроса 
и данных, полученных из их хранилища, в HTTP-от-
вет (HTML-страницу, JSON- или XML-данные и т. д.).
Модель web-приложения в контексте обна-
ружения уязвимостей к SQL-инъекциям (см. рис.  1) 
рассматривает все web-приложение в целом как 
конечный автомат Мили, входным сигналом кото-
рого является HTTP-запрос, поступающий от клиен-
та, а выходным — ответ на этот запрос. Ответ зави-
сит как от параметров, переданных с запросом, так 
и от данных, полученных из их хранилища. Таким 
образом, в web-приложении имеется внутренняя 
память. Это делает затруднительным его функцио-
нальное тестирование: одни и те же исходные дан-
ные в разное время могут приводить к получению 
различных результатов, бесконечно увеличивая 
множество тестов. Тем не менее, основываясь на 
предложенной модели web-приложения в контек-
сте обнаружения уязвимостей, этот автомат может 
быть разделен на две части: хранилище данных 
и собственно код web-приложения. В этом случае 
код (т. е. web-приложение без частей, отвечаю-
щих за хранение данных между запросами) мо-
жет рассматриваться как сложное преобразование 
HTTP-запроса в запросы к СУБД.
Преимущество такого разделения заклю-
чается в том, что вся необходимая для обнаруже-
ния уязвимостей информация содержится в коде 
web-приложения, а значит становится возмож-
ным его статический анализ, т. е. анализ без запу-
ска web-приложения.
В рамках предлагаемой модели обнаруже-
ния уязвимостей для формальной верификации 
кода web-приложения используется абстрактная 
интерпретация [3]. При этом web-приложение 
рассматривается как множество процедур, связь 
между которыми устанавливается путем их вызо-
ва друг другом. Такой подход к рассмотрению кода 
web-приложения оказывается оправданным, по-
скольку работа с хранилищем данных, так или ина-
че, сводится к вызову стандартных процедур язы-
ка программирования или процедур стандартной 
библиотеки. Операции языка программирования 
также рассматриваются как процедуры.
В соответствии с принципами восходящего 
проектирования точка входа (или главный блок) 
web-приложения также является процедурой, 
параметры и возвращаемое значение которой 
совпадают с входными и выходными данными 
web-приложения, а логика реализована с ис-
пользованием иерархии вызовов более простых 
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процедур, на нижнем уровне которой находятся 
стандартные процедуры.
Во многих языках программирования помимо 
параметров, передаваемых по значению, существу-
ет возможность передавать параметры по указателю 
(ссылке), что позволяет вызываемой процедуре из-
менять значение переменной, использованной в ка-
честве фактического параметра. Также в C-подобных 
языках программирования существуют операции 
с побочными эффектами: например, операции при-
сваивания (=, +=, –= и т. д.), инкремента и декремен-
та. Для того чтобы обеспечить применимость моде-
ли ко всем перечисленным случаям, предлагается 
выделить два вида параметров процедур:
– in-параметры — для описания данных, пе-
редаваемых в процедуру;
– out-параметры — для описания данных, 
возвращаемых из процедуры.
Возвращаемое значение функции рассма-
тривается как особый случай out-параметра.
В рамках предлагаемой модели in- 
и out-параметры используются для обозначения 
передачи данных только в одном направлении 
(либо в процедуру, либо из нее). Параметры, по-
зволяющие выполнять передачу в обоих направ-
лениях, при анализе заменяются сочетанием in- 
и out-параметров.
В статье Джоэла Спольски [4] рассматри-
вается подход, заключающийся в использовании 
венгерской нотации при написании кода web-при-
ложений для обозначения того, является ли содер-
жимое той или иной переменной потенциально 
опасным при подстановке в SQL-запрос. Приме-
нение данного подхода позволяет разрабатывать 
web-приложения, не содержащие уязвимостей 
к SQL-инъекциям, однако при этом требуется доста-
точная квалификация разработчика для правиль-
ного выбора префиксов. Кроме того, изменения 
в коде web-приложения могут потребовать смены 
префикса, отслеживание чего в больших проектах 
является проблематичным. Наконец, данный под-
ход является лишь рекомендацией и не позволяет 
дать ответ на вопрос о наличии или отсутствии уяз-
вимостей в web-приложении. Для получения тако-
го ответа необходимо выполнить переименование 
идентификаторов с правильным выбором префик-
сов, что может оказаться трудоемкой задачей.
Предлагаемая в статье модель обнаружения 
уязвимостей в отличие от указанного подхода [4] 
основана на автоматизированном назначении 
оценок отдельным элементам web-приложений. 
В рамках этой модели выделяются оценки двух 
видов — оценки для данных и оценки для пара-
метров процедур. Такое разделение, во-первых, 
позволяет исключить повторный анализ кода 
процедур за счет сохранения промежуточных ре-
зультатов, а во-вторых, учитывает существование 
процедур (операции языка и библиотечные про-
цедуры), вместо исходного кода которых доступ-
ны только соответствующие оценки.
Система оценок в простейшем случае является 
бинарной и строится так, чтобы ответ на вопрос о пра-
вильности обработки данных web-приложением 
можно было получить сравнением оценок in-пара-
Рис. 1. Представление web-приложения как автомата Мили
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метров (формальных) с оценками фактически пере-
даваемых значений. В дальнейшем при реализации 
программных средств, основанных на предлагаемой 
модели, возможно расширение системы оценок.
Для данных (переменных, констант) пред-
лагается использовать следующие оценки:
– оценку S (safe) получают данные, которые 
могут быть подставлены в текст SQL-запроса и при 
этом не приведут к возникновению уязвимостей;
– оценку U (unsafe) получают данные, кото-
рые при подстановке в текст SQL-запроса могут из-
менить его логику, т. е. привести к SQL-инъекции.
Наилучшей оценкой считается оценка S, на-
ихудшей — оценка U.
Оценка in-параметра равна наихудшей воз-
можной оценке фактического параметра (дан-
ных), при которой его передача в процедуру не 
приведет к возникновению уязвимостей:
– оценку S (safe) получают in-параметры, 
для которых передаваемое значение должно 
иметь оценку не ниже S, т. е. быть надлежащим 
образом обработано;
– оценку U (unsafe) получают in-параметры, 
для которых передаваемое значение должно 
иметь оценку не ниже U, т. е. может быть любым.
Оценки для out-параметров получаются 
в ходе абстрактной интерпретации кода процеду-
ры. Значение оценки out-параметра — это значе-
ние наихудшей оценки для данных, которые про-
цедура может возвращать через out-параметр. 
Эта оценка при анализе вызывающей процедуры 
становится оценкой переменной, в которую запи-
сываются соответствующие данные.
Оценки для out-параметров:
– оценку S (safe) получают out-параметры, 
через которые возвращаются данные с оценкой 
не ниже S;
– оценку U (unsafe) получают out-параме-
тры, через которые возвращаются данные с оцен-
кой не ниже U, т. е. которые следует в дальней-
шем считать потенциально опасными.
В связи со спецификой задачи по обнаруже-
нию уязвимостей, а также из практических соображе-
ний система оценок может быть расширена. Одним 
из способов расширения системы оценок является 
снижение числа ложноположительных срабатыва-
ний. При использовании бинарной системы оценок 
они могут возникать в ряде случаев, например:
– web-приложение в настоящее время не име-
ет уязвимости, однако она может возникнуть в ре-
зультате внесения изменений в код приложения;
– алгоритмы экранирования данных, создан-
ные разработчиками web-приложения, оказывают-
ся слишком сложными для автоматического распоз-
навания моделью обнаружения уязвимостей.
Следует понимать, что модель предполагает 
обнаружение не только уязвимостей, позволяющих 
успешно провести атаку, но и потенциальных уязви-
мостей, которые могут стать эксплуатируемыми при 
изменении кода web-приложения в ходе его даль-
нейшей разработки и/или сопровождения. Наличие 
ложноположительных срабатываний, таким обра-
зом, говорит в первую очередь об общем качестве 
кода приложения, включая его надежность и сопро-
вождаемость, а также ряд других характеристик.
Тем не менее, для практических целей систе-
му оценки имеет смысл дополнить третьим значени-
ем — UDS (user-defined safe — безопасное по опреде-
лению пользователя), позволяющим пользователю 
программного средства обнаружения уязвимостей 
указать, что некоторые параметры процедур, не-
смотря на полученную при автоматическом анализе 
оценку U, на самом деле должны иметь оценку S.
В первом приближении web-приложение 
может быть представлено в виде ориентирован-
ного графа, вершины которого соответствуют про-
цедурам, а дуги отражают выполняемые этими 
процедурами вызовы (направление — от вызыва-
ющей к вызываемой). На рис. 2 представлен упро-
щенный пример такого графа, причем процедура 
является точкой входа.
Очевидно, что анализ кода web-приложе-
ния следует начинать с процедур, для которых 
в графе отсутствуют исходящие дуги к процеду-
рам, не имеющим оценок. Для приведенного 
примера такими процедурами являются p7 и p9.
Особое внимание следует уделить случаям ре-
курсии, которые в графе представлены циклами (вер-
шина p
8
 и множество вершин {p
2
, p4, p5}). Анализ таких 
случаев затруднен тем, что процедуры, участвующие 
в рекурсии, взаимно зависимы. Простейшее реше-
ние данной проблемы — назначить in-параметрам 
таких процедур оценки S, а out-параметрам — оцен-
ки U. Такое решение может привести к росту числа 
ложноположительных срабатываний, что, однако, не 
является проблемой и может быть устранено путем 
выборочного назначения оценок UDS.
Метод оценки качества web-приложений. 
В настоящее время при обсуждении вопросов обе-
спечения качества программных средств (и, в част-
ности, web-приложений) целесообразно опираться 
на международный стандарт ISO/IEC 25010:2011 [5]. 
Модель качества продукта, приводимая в нем, 
является трехуровневой: оценка состоит из ха-
рактеристик, подхарактеристик и мер. Стандарт 
регламентирует состав характеристик и подха-
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рактеристик, расширение модели допускается 
только путем добавления мер к уже существую-
щим подхарактеристикам.
Побочным продуктом статического анали-
за исходных кодов web-приложения являются 
сведения, которые могут быть использованы для 
оценки его качества. В статье «Модель оценки 
качества web-приложений, основанная на обна-
ружении уязвимостей к SQL-инъекциям» [6] вво-
дится несколько понятий, позволяющих более 
кратко и точно описывать способ вычисления 
мер и их физический смысл. На основе этой ин-
формации при оценке качества web-приложений 
в контексте обнаружения уязвимостей предла-
гается использовать за основу модель качества 
web-приложений, структура которой приведена 
на рисунке 3.
Предлагаемые для использования в рамках 
модели качества web-приложения меры можно 
рассчитать на основании собранных при анализе 
Рис. 2. Пример представления кода web-приложения в виде графа
Рис. 3. Модель качества web-приложений в контексте обнаружения уязвимостей
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кода web-приложения данных по одной из двух 
формул:
                                                  ,                                         (1)
                                
      ,
 
                                 (2)
где X — рассчитываемое значение меры; 
A — абсолютная величина, характеризующая то 
или иное свойство ПС; 
B — абсолютная величина, характеризующая мак-
симально возможное значение A (B > 0).
Порядок расчета значений предлагае-
мых мер представлен в таблице 1. Для всех 
предложенных мер выполняются следующие 
условия: A ≤ B, 0 ≤ Xi ≤ 1 (i = 1...6). При этом боль-
шему значению   соответствует более высокий 
уровень качества, т. е. меры удовлетворяют кри-
териям обоснованности — трассируемости и не-
противоречивости [7].
Получение исходных данных для вычисле-
ния значения меры «Устойчивость к SQL-инъек-





при условии расширения объема исходных дан-
ных (имеющихся у анализирующего ПС) сведени-
ями о назначении стандартных процедур.
Для получения интегральной оценки качества 
web-приложения, основанной на предложенных 
мерах, рекомендуется осуществить выбор весовых 
коэффициентов в зависимости от значимости ка-
ждой из мер в рамках конкретного web-приложе-
ния, подлежащего оценке. После этого значения 
подхарактеристик, характеристик и интегральной 
оценки качества могут быть получены по аналогии 
с формулами, предложенными в ГОСТ 28195-99 [8]:
                                                        ,                     (3)
  
                                           
,   
                 
(4)
                                              
          
                         ,                          (5)
где Mjk — значение k-й меры  j-й подхарактеристики; 
Vjk
M
 — значение весового коэффициента меры Mjk; 


























1. Достаточность обработки 
данных
(2)
A — количество точек входа данных, потенциально допускаю-
щих проведение атак
B  — общее количество точек входа данных
2. Стабильность при внесении 
изменений
(1)
A — количество формальных in-параметров с оценкой U
B — общее количество формальных in-параметров
При этом стандартные процедуры не учитываются.
3. Корректность обработки 
данных
(1)
A — количество in-параметров, при передаче которых соблю-
даются правила применения оценок
B — общее количество in-параметров, передаваемых при 
вызовах процедур
4. Избыточность обработки 
данных
(1)
A — количество in-параметров, при передаче которых оценка 
фактического параметра выше (лучше) оценки формального 
параметра
B — общее количество in-параметров, передаваемых при 
вызовах процедур
При этом стандартные процедуры не учитываются.
5. Анализируемость обработки 
данных
(2)
A — количество in-параметров с оценкой UDS
B — общее количество параметров с оценкой S или UDS
6. Устойчивость к SQL-инъекциям (2)
A — количество in-параметров процедур взаимодействия 
с СУБД, имеющих оценку S и получающих параметры с оцен-
кой U
B — общее количество in-параметров процедур взаимодей-
ствия с СУБД
При этом учитываются только стандартные механизмы 
(процедуры) языка / библиотеки для взаимодействия с СУБД.
Таблица 1. Меры качества web-приложений в контексте обнаружения уязвимостей
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                                                             (8)
Предлагаемая модель может дополнять-
ся другими мерами в соответствии со стандар-
том ISO / IEC 25010:2011 для получения оценки 
качества, учитывающей те или иные свойства 
web-приложения, не относящиеся к вопросам его 
уязвимости к SQL-инъекциям. В этом случае ре-
комендуется придерживаться тех же принципов 
выбора мер и их весовых коэффициентов.
Заключение. Рассмотренные в статье 
модель обнаружения уязвимостей к SQL-инъ-
екциям, модель качества web-приложений 
и основанный на них метод оценки качества 
web-приложений предоставляют возможность 
автоматизации трудоемкого процесса анализа 
исходных кодов web-приложений на наличие 
уязвимостей к SQL-инъекциям, а также обе-
спечивают качество web-приложений путем 
отслеживания динамики изменений уровня их 










вычислении значения подхарактеристики; 
Sij — значение j-й подхарактеристики i-й характе-
ристики качества; 
Vij
S — значение весового коэффициента подхарак-
теристики Sij; 
s — общее количество подхарактеристик, исполь-
зуемых при вычислении значения характеристики; 
Ci — значение  i-й характеристики качества; 
Vi
C — значение весового коэффициента характе-
ристики Ci; 
c — общее количество характеристик, используе-
мых при вычислении интегральной оценки каче-
ства web-приложения; 
Q — интегральная оценка качества web-приложения 
с точки зрения уязвимости к SQL-инъекциям.




C таким образом, чтобы 
выполнялись следующие условия:
                                                                                
                                                                              (6)
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