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Network Interpolation∗
Thomas Reeves† , Anil Damle‡ , and Austin R. Benson‡
Abstract. Given a set of snapshots from a temporal network we develop, analyze, and experimentally validate
a so-called network interpolation scheme. Our method allows us to build a plausible, albeit random,
sequence of graphs that transition between any two given graphs. Importantly, our model is well
characterized by a Markov chain, and we leverage this representation to analytically estimate the
hitting time (to a predefined distance to the target graph) and long term behavior of our model.
These observations also serve to provide interpretation and justification for a rate parameter in our
model. Lastly, through a mix of synthetic and real-world data experiments we demonstrate that
our model builds reasonable graph trajectories between snapshots, as measured through various
graph statistics. In these experiments, we find that our interpolation scheme compares favorably to
common network growth models, such as preferential attachment and triadic closure.
Key words. network science, interpolation, dynamic networks
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1. Introduction. Dynamic networks for temporal interactions of complex systems are a
pervasive model throughout the sciences [21]. They are used to analyze, for example, inter-
actions in social networks [13, 30], communication systems [27, 29], digital currency trans-
actions [26, 40], and protein-protein interactions [18, 25]. Often, these dynamic datasets are
recorded as a sequence of “snapshots” (also called “slices” [36] or “layers” [24]), where the
snapshot represents the network at a single point in time or an aggregation of data over a
period of time. A sequence of snapshots is often the fundamental type of data used to derive
methods for dynamic network analysis [3, 11, 17, 19].
Even if dynamic interactions occur in real time, there are a number of reasons why one
may only have access to a sequence of snapshots. A principal reason is that data may only
be collected at regular intervals. Specifically, such scenarios are common in survey data. For
example, sociological studies record social networks of groups at different points in time [9, 14,
34], and U.S. Census data such as the Survey of Income and Program Participation (SIPP)
records job movement by surveying households at regular intervals. An online analog to offline
surveys is Web crawling. In this scenario, sequences of snapshot networks are recorded from a
sequence of crawls that collect network data and are subsequently analyzed for their dynamic
structure [4, 31, 35]. In other cases, temporal network data is aggregated upon public release.
This happens due to privacy concerns in biomedical data [5, 7] or because the interaction
is associated with a regularly scheduled event, such as coauthorship of a computer science
conference paper in a given year [30, 32].
Independent of the manner in which a sequence of snapshots is obtained, a natural prob-
lem is inferring what happens in the network between the snapshots, when the underlying
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true data is not available. Such reverse engineering would enable better real-time data analy-
sis, localization of structural changes in the graph, and understanding of social, financial, or
biological dynamics. More generally, we would like to generate a plausible sequence of graphs
that takes us from one snapshot to the next. Beyond enabling exploration of the network be-
tween snapshots, such a process is valuable in the development of synthetic data for streaming
algorithms by providing test sets (sequences of graphs) anchored to the real data.
A natural first approach to this problem is to appeal to network growth models such as
preferential attachment [1, 28], triadic closure [22, 23], mixture models [38], or stochastic actor
oriented models [43]. In this setup, one would start with a snapshot and use a network growth
model, perhaps with parameters determined by the structure of the next snapshot, as a guess
at how the network evolves. However, there is no guarantee that after an appropriate number
of steps such growth models will be close in structure to the next snapshot, and indeed we see
that this is the case in our experiments outlined in Section 5. Across all of our experiments,
the behavior we observe with these models is that when initiated with one snapshot they do
not have the same structure of the network at the time of the next snapshot.
Colloquially, employing a growth model looks like using an extrapolation method to try
and move from one snapshot to the next—the only considerations are the choice of the param-
eters in a growth model and the starting snapshot. In contrast, because we have a sequence
of snapshots a more apt analogy is to try and build an interpolation strategy. Here we will
use both the starting and ending snapshots and explicitly generate a path between them. To
illustrate the subsequent discussion, Figure 1 shows four graphs produced in an instance of
our network interpolation model.
We propose a temporal network model that, given two sequential snapshots, provides a
path of graphs that begins at one snapshot and ends exactly at the next snapshot—i.e., it
exactly interpolates the snapshots. More specifically, the model provides a feasible sequence
of additions and deletions of edges that transitions between the two snapshots. We stress that
a key benefit of our model is that it does not simply interpolate one-dimensional statistics of
the snapshots (such as the clustering coefficient). It actually provides a sequence of graphs
whose statistics interpolate those of the snapshots.
Of course, absent sufficient additional side information, there could be an infinite number
of potential sequences from one graph to the next. Thus, our model is determined by the
process through which we build the interpolation. More specifically, our model is based on a
Markov chain on graphs. Given a starting graph G and a target graph H, our model makes
a sequence of edits to the graph G; at each step, a biased coin determines whether or not we
increase or decrease the edit distance between H and G by one, where the bias depends on
the current edit distance.
While our model is a Markov chain on the space of all graphs of appropriate size, we
show how to analyze its structure using a much simpler Markov chain on the set of edit
distances between the starting and target graphs. This reduces the dimension of the chain
from exponential in the number of nodes to quadratic in the size of the starting and target
graph. By assuming a flexible bias parameter in the type of transition (increasing or decreasing
edit distance) we are able to provide an analytic expression for the expected hitting time of the
Markov chain, thereby characterizing the expected number of edge additions and deletions
needed to reach the target graph as a function of a rate parameter. We also theoretically
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Figure 1: Example graphs from an instance of our network interpolation model. The top left is
the starting graph (Step 0), and the bottom right is the target graph (which is reached at Step
31); these two graphs are snapshots from a dynamic social network constructed from survey
responses [9]. The other two graphs interpolate between the starting and target graphs and
occur at the indicated intermediate steps indicated, where a single edge is added or deleted
in each step (the target edit distance is set to dt = 0 and the rate parameter is set to s = 1).
show that the limiting distribution is concentrated around the target graph. Our theory is
also validated through numerical experiments.
A further benefit of our model is that it may be adapted beyond just the interpolation
setting. Specifically, rather than being asked to explicitly hit the target graph it can also
evolve to a graph within a given edit distance of the target graph and then fluctuate around
that point. This is useful in several settings. For example, one may assume a given snapshot
is noisy and matching it exactly may not be desirable. Alternatively, this process may be
used to construct long term trajectories of graphs that fluctuate around a given target. These
trajectories, anchored by real-world graphs, may then be used in the development and testing
of streaming algorithms.
Experimentally, we use our model to analyze a number of synthetic and real-world net-
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work snapshot sequences. We show that our model can interpolate between snapshots, while
common extrapolatory growth models deviate substantially from the exhibited structure even
when we fit growth parameters to the snapshots. One key example is that our network in-
terpolation scheme often maintains clustering between snapshots (as measured by the mean
and global clustering coefficients), whereas growth models (even ones based on triadic closure)
fail to reasonably represent the clustering between snapshots in communication, social, and
collaboration networks.
2. Related work. The most relevant models in the literature are snapshot models [15, 44],
which consist of probabilistically generated graphs whose parameters (such as edge connection
probabilities and vertex labels) vary randomly over a series of discrete time steps. Typically,
the number of snapshots is very small compared to the size of the entire graph, whereas the
granularity of our method is at a per-edge level. The main goal of existing snapshot studies
is statistical inference of the model parameters. For example, Bhattacharjee et al. consider
a series of independently drawn graphs with a given community structure that exhibits a
sudden change and study the statistical estimation of the time of the change [8]. We perform
a similar change-point detection experiment in Section 4.
Importantly, snapshot models do not capture the fine-grain changes that take place in a
dynamic network. Network data is becoming increasingly available through fine-grain mea-
surements of temporal interactions [12, 21, 33, 41], and snapshot graphs are designed to capture
coarse-grain structure. Also, snapshot models do not yet fully harness temporal structure to
identify the emergence of structure in an evolutionary framework. Aldecoa and Mar´ın head
toward this direction by proposing a rewiring process from one graph to another as a bench-
mark for evaluating community detection algorithms [2]. In order to tackle the problem of
understanding structure, we need fine-grain models for network evolution.
Another relevant model is the stochastic actor oriented model [43]. Nodes are conceptual-
ized as actors who control their ties to the other actors in the network. Each actor can change
ties at time points determined by a Poisson rate function, and the probability of the actor
toggling a tie given snapshots is estimated [9]. By contrast, our model processes edges one by
one, does not characterize the individual nodes in the network, and operates on a global level.
Finally, another related idea to our research is so-called “network archaeology,” which
reconstructs network histories given a present day snapshot [37, 46]. These methods infer
growth model parameters by running growth models in reverse to find likely ancestors of a
graph. Our model instead interpolates from one snapshot to the next.
3. Network interpolation model. We now concretely present and analyze our model for
network interpolation based on given starting and target graphs. All code and data used for
this paper are available at https://github.com/tr-maker/networkinterpolation.
3.1. Model description. We initialize our model with the starting graph G and target
graph H. For example, we could be given two snapshots of a social network and want to create
a sequence of graphs interpolating between them. At each step, our model makes an update
to G so that it represents the current graph. (The graph H remains fixed throughout the
interpolation.) Our graph evolution model is in terms of the graph edit distance d between G
and H, which is the minimum number of moves (edge or vertex additions or deletions) needed
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to go from the former graph to the latter. Without loss of generality, we assume that G and
H have the same number of vertices n,1 and that moves consist only of edge additions and
deletions. At each step, we change G so that
• with probability ϕ(d), we make some advancing move that decreases the edit distance
d by 1, or
• with probability 1 − ϕ(d), we make some regressing move that increases the edit
distance d by 1.
We have freedom in how the advancing and regressing moves are chosen.2 Advancing moves
(1) add an edge that is in H but not G or (2) delete an edge that is in G but not in H.
Regressing moves (1) delete an edge in G that is also in H or (2) add an edge to G that is
not in H. The simplest model to analyze is when all these possibilities are allowed, and each
advancing (resp. regressing) move is chosen uniformly at random from the set of all possible
advancing (resp. regressing) moves. However, we may for example wish to disallow adding an
edge to G that is not in H. In such a model, we may have outdated edges (edges from the
initial graph that are not in H) but never false edges (edges not in the initial graph nor H).
Another parameter we can control is how the advancing probability ϕ varies as a function
of the current edit distance d to the target. Here we choose it as a sigmoid function of d that is
centered at a given distance dt. In the long term this process generates graphs that fluctuate
around graphs that are edit distance dt from the target graph, and we call dt the target edit
distance. We also need to deal with boundary conditions of d = 0 and d = dm, where dm =
(n
2
)
is the maximum possible edit distance. More formally, ϕ is specified as follows:
• ϕ is a monotonically increasing function of d.
• ϕ(0) = 0, ϕ(dm) = 1, and ϕ(dt) =
1
2
.
These properties are realized if we define, for 0 < d < dm,
(3.1) ϕ(d) = f
(
d− dt
s
)
,
where f is a sigmoid function and s is a rate parameter that controls the hitting time to dt and
the spread of distances around dt in the time-averaged limiting distribution. The standard
logistic function f(x) = (1 + e−x)−1 makes our model analytically tractable, and we use this
function throughout the paper.
Once we have chosen ϕ, Algorithm 3.1 compactly summarizes our model when we choose
to run it for a fixed number of steps. (It is easily adaptable to settings where, e.g., we wish
to terminate when the target distance is first reached—setting this target distance parameter
to zero yields an interpolation scheme.) We note that if we want to store the dynamic graph
at each step, we can save space by storing a sequence of edge updates to the initial graph.
In addition, we do not need to store the set of regressing moves explicitly since they can be
inferred from the advancing moves.
1This is not particularly limiting as there is no restriction on G or H having multiple connected components
or nodes with no edges.
2Because we are only modeling changes in the graph we omit the possibility for the graph to remain the
same. This removes any notion of time from our model, though it could be introduced by further modeling
when the edits occur.
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Algorithm 3.1 Network interpolation
1: Input: G = starting graph, H = target graph, T = number of steps, s = rate, dt = target
edit distance, ϕ(·, s, dt) = advancing probability
2: initialize X = {advancing moves from G to H}
3: initialize Y = {regressing moves from G to H}
4: d← edit distance between G and H
5: for τ = 1 : T do
6: bool ∼ Bernoulli(ϕ(d))
7: if bool then
8: // Make an advancing move.
9: sample a move from X and update G, X , and Y
10: d← d− 1
11: else
12: // Make a regressing move.
13: sample a move from Y and update G, X , and Y
14: d← d+ 1
15: end if
16: end for
Algorithm 3.2 describes in more detail an efficient implementation of Algorithm 3.1 given
the adjacency matrices of the starting and target graphs. If A is the strictly upper triangular
part of the adjacency matrix of the starting graph and B the strictly upper triangular part
of the adjacency matrix of the target graph, then the matrix U = B − A keeps track of the
advancing and regressing moves. An entry of 1 in U indicates an edge that is in not the
current graph but in the target graph; an entry of −1 in U indicates an edge that is in the
current graph but not in the target graph; and an entry of 0 in U indicates an edge that is
both in the current graph and the target graph, or not in either. Therefore, the number of
nonzeros in U is the number of advancing moves (or the edit distance d between the current
graph and the target graph), and the number of zeros of U is the number of regressing moves.
Note that if A and B are sparse, then U is sparse since it contains at most the combined
number of nonzeros of A and B. In addition, as the algorithm progresses, U will get sparser
and sparser as the edit distance between G and H decreases.
Figure 2 shows how various choices of s in (3.1) affect the series of edit distances from the
target graph. For Figure 2 and the remainder of the figures analyzed in Subsection 3.2, the
starting graph is a 50-node Erdo˝s-Re´nyi random graph with edge connection probability 0.5,
the target graph is a 50-node stochastic block model divided into two equally sized clusters
with in-cluster edge connection probability 0.9 and out-of-cluster edge connection probability
0.1, and the target edit distance dt is equal to 10.
3.2. Model analysis. From Algorithm 3.1, our model is a Markov chain on graphs. How-
ever, many interesting properties of our model can be gleaned by looking at just the edit dis-
tances at each step of the interpolation. Our model naturally describes a stochastic process on
edit distances {0, . . . , dm}; this process is in fact Markovian provided that an advancing move
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Algorithm 3.2 Network interpolation (sketch of efficient implementation)
1: Input: A = strictly upper triangular part of adjacency matrix of starting graph, B =
strictly upper triangular part of adjacency matrix of target graph, T = number of steps,
s = rate, dt = target edit distance, ϕ(·, s, dt) = advancing probability
2: initialize U = B −A
3: d← number of nonzeros of U
4: for τ = 1 : T do
5: bool ∼ Bernoulli(ϕ(d))
6: if bool then
7: // Make an advancing move.
8: sample an index i from the nonzero entries of U
9: if U(i) = 1 then
10: A(i)← 1 // Add the corresponding edge to A.
11: else
12: A(i)← 0 // U(i) = −1, so we delete the corresponding edge from A.
13: end if
14: U(i)← 0
15: d← d− 1
16: else
17: // Make a regressing move.
18: sample an index i from the zero entries of U
19: if B(i) = 1 then
20: A(i)← 0, U(i)← 1 // Delete the corresponding edge from A.
21: else
22: A(i)← 1, U(i)← −1 // B(i) = 0, so we add the corresponding edge to A.
23: end if
24: d← d+ 1
25: end if
26: end for
and a regressing move are always possible for 0 < d < dm. This very mild assumption holds
exactly in the simplest case where all possible advancing and regressing moves are allowed,3
and our theoretical estimates under this assumption closely match the experiments.
With the Markov assumption, ϕ(i) describes the transition probability from edit distance
i to edit distance i − 1. The transition probability matrix therefore has 1 − ϕ(i) above the
3It is not strictly true in the case that we disallow false edges (i.e., disallow adding an edge to the current
graph G that is not in the target graph H), since every time an edge that is not in H is removed from G, the
edit distance for which a regressing move is impossible decreases by one.
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Figure 2: Evolution of edit distance from an Erdo˝s-Re´nyi random starting graph to a target
graph of 2 communities, where transitions follow (3.1). The higher the rate parameter s, the
longer the hitting time to dt = 10 and the more spread out the distribution of edit distances.
diagonal and ϕ(i) below the diagonal:


1
ϕ(1) 1− ϕ(1)
ϕ(2) 1− ϕ(2)
. . .
. . .
ϕ(dm − 1) 1− ϕ(dm − 1).
1


.(3.2)
With this, we analyze two important properties of our model: the limiting distribution of
edit distances from the target graph (Proposition 3.1) and the hitting time to a distance dt
from the target graph (Proposition 3.2). These propositions are also of practical importance
for modeling since they quantify the impact of the choice of rate parameter s in (3.1). We
then consider the properties of a random walk on the space of all graphs on n vertices (Propo-
sition 3.3). For these theoretical results, we assume that ϕ is of the form in (3.1) with f the
standard logistic function. To experimentally validate the propositions, we use the simplest
version of the model where each advancing (resp. regressing) move is chosen uniformly at
random from the set of all possible advancing (resp. regressing) moves.
3.2.1. Time-averaged limiting distribution of edit distances. The Markov chain as de-
scribed has period 2: the state at any given time step is either an even or an odd distance away
from the initial edit distance. Nevertheless, the Markov chain has a time-averaged limiting
distribution in the sense that for each state, the proportion of time spent in that state before
step n converges as n→∞ [42].
The left eigenvector corresponding to the eigenvalue 1 of the transition probability matrix
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is represented in unnormalized form as follows:


ϕ(1) · · ·ϕ(dm − 1)
ϕ(2) · · ·ϕ(dm − 1)
(1− ϕ(1))ϕ(3) · · · ϕ(dm − 1)
(1− ϕ(1))(1 − ϕ(2))ϕ(4) · · · ϕ(dm − 1)
· · ·
(1− ϕ(1)) · · · (1− ϕ(dm − 2))
(1− ϕ(1)) · · · (1− ϕ(dm − 1))


T
.(3.3)
The time-averaged limiting distribution v = {vi}
dm
i=0 of the Markov chain is this eigenvector
normalized by the sum of the entries. Although it is possible to do this eigenvector computa-
tion directly, we have the following simpler formula for approximating entries of the eigenvector
around dt.
Proposition 3.1. Assume that dm ≥ 2dt. There exists a constant C such that for every
dt ≥ 2 and 0 < ǫ < 1, if s < C
d2
t
log 1/ǫ , each component of the time-averaged limiting distribution
satisfies the following approximation for 0 < k < dt:
(3.4)
∣∣∣∣∣∣vdt±k −
e−
k(k−1)
2s + e−
k(k+1)
2s
2
(
e−
(dt−1)dt
2s + 2
∑dt−2
i=0 e
−
i(i+1)
2s
)
∣∣∣∣∣∣ < ǫ.
Proof. We can write the entries of v recursively:
(3.5) vi+1 =
1− ϕ(i)
ϕ(i+ 1)
vi, 0 ≤ i < dm.
From (3.5), we make two observations. First, if ϕ(dt + i) = 1− ϕ(dt − i) for all i, then
(3.6) vdt+i = vdt−i.
Second, if we iterate (3.5) k times, we get
vi+k =
1− ϕ(i)
ϕ(i + k)
(
1
ϕ(i+ 1)
− 1
)
· · ·
(
1
ϕ(i+ k − 1)
− 1
)
vi,
so in particular
(3.7) vdt+i =
1/2
f( is)
(
1
f(1s )
− 1
)
· · ·
(
1
f( i−1s )
− 1
)
vdt .
Now assuming that f is the standard logistic function, combining (3.6) and (3.7) gives that
vdt±i =
1
2
(1 + e−
i
s )e−
1
s · · · e−
i−1
s vdt =
1
2
(1 + e−
i
s )e−
i(i−1)
2s vdt =
e−
i(i−1)
2s + e−
i(i+1)
2s
2
vdt .(3.8)
10 T. REEVES, A. DAMLE, AND A. R. BENSON
If dm ≥ 2dt, dt ≥ 2, and s is small enough relative to dt, we can approximate the time-averaged
limiting distribution by assuming that vi is supported on 0 < i < 2dt. Then (3.8) gives
(3.9) 1 = vdt + 2
dt−1∑
i=1
e−
i(i−1)
2s + e−
i(i+1)
2s
2
vdt + ηvdt ,
where the error
(3.10) η < ce−
dt(dt−1)
2s
for some universal constant c. So
1
vdt
= 1 + 2
(
1
2
+
1
2
e−
(dt−1)dt
2s +
dt−2∑
i=1
e−
i(i+1)
2s
)
+ η = e−
(dt−1)dt
2s + 2
dt−2∑
i=0
e−
i(i+1)
2s + η
and so vdt =
1
e−
(dt−1)dt
2s +2
∑dt−2
i=0 e
−
i(i+1)
2s +η
. Going back to (3.8), we get
(3.11) vdt±k =
e−
k(k−1)
2s + e−
k(k+1)
2s
2
(
e−
(dt−1)dt
2s + 2
∑dt−2
i=0 e
−
i(i+1)
2s
)
+ 2η
.
The parenthesized term in the denominator is greater than 1, independent of dt and s. So for
(3.4) to hold, it suffices that η is at most some constant times ǫ, where the constant is also
independent of dt and s. The condition for s in the proposition follows from (3.10).
Figure 3 shows that the analytic formula reasonably approximates the limiting distribution
of edit distances if the distribution of edit distances is not too spread out so that a symmetric
approximation is reasonable.
3.2.2. Expected hitting time to the target edit distance. The next proposition gives an
analytic formula for the expected hitting time.
Proposition 3.2. The expected hitting time hdo to the target edit distance dt, starting at the
initial edit distance do to the target graph, is
(3.12) hdo = (do − dt) + 2
(
dm−do∑
k=1
e−
k(k+1)
2s
1− e−
k(do−dt)
s
1− e−
k
s
)
.
In particular, the hitting time is monotonic in s.
Proof. Let hi be the expected time to hit dt starting from edit distance di. Then we have
the linear recurrence
(3.13) hdt = 0, hi = 1 + ϕ(i)hi−1 + (1− ϕ(i))hi+1.
Let do > dt be the starting edit distance. We are interested in hdo . From (3.13), adding
ϕ(i)hi − hi to both sides, subtracting ϕ(i)hi−1 from both sides, and dividing by ϕ(i) gives
(3.14) hi − hi−1 =
1
ϕ(i)
+
(
1
ϕ(i)
− 1
)
(hi+1 − hi),
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Figure 3: Histogram of the time-averaged limiting distribution of edit distances of an evolution
of a random graph to a target graph consisting of 2 communities, together with its analytic
approximation (Proposition 3.1) for two rate parameters (s = 1, left; and s = 10, right). The
histograms are data from steps 10001–20000 of a simulation. The target distance dt = 10.
which is a recurrence in terms of the successive differences of hitting times. When ϕ(d) =
f
(
d−dt
s
)
is the standard logistic function, then the above equation simplifies to
hi − hi−1 = 1 + e
−
i−dt
s + e−
i−dt
s (hi+1 − hi)
with initial condition hdm − hdm−1 = 1. Rewriting, we get
hk − hk−1 = 1 + 2
(
e−
(dm−1)−dt
s
−···−
k−dt
s + e−
(dm−2)−dt
s
−···−
k−dt
s + · · ·+ e−
k−dt
s
)
.(3.15)
Now sum (3.15) from k = dt + 1 to dm. The left-hand side is then the telescoping sum
hdm − hdt = hdm , and we obtain
hdm =
dm∑
k=dt+1
(
1 + 2
(
e−
dm−1−dt
s
−···−
k−dt
s + e−
dm−2−dt
s
−···−
k−dt
s + · · ·+ e−
k−dt
s
))
.(3.16)
To find the value of hdo , we sum (3.15) from k = do + 1 to dm. The left-hand side is the
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Figure 4: Histograms of hitting times of an evolution of a random graph to a 2-community
target graph. Each histogram corresponds to a rate parameter (s = 1, left; and s = 10, right)
and is based on 1000 trials. The corresponding analytic hitting times from Proposition 3.2
are shown in black lines; the empirical mean hitting times differ from them by less than 0.1%.
The target distance dt is set to 10.
telescoping sum hdm − hdo . Plugging in (3.16) for the value of hdm gives
hdo =
dm∑
k=dt+1
(
1 + 2
(
e−
dm−1−dt
s
−···−
k−dt
s + e−
dm−2−dt
s
−···−
k−dt
s + · · ·+ e−
k−dt
s
))
−
dm∑
k=do+1
(
1 + 2
(
e−
dm−1−dt
s
−
dm−2−dt
s
−···−
k−dt
s + e−
dm−2−dt
s
−···−
k−dt
s + · · ·+ e−
k−dt
s
))
=
do∑
k=dt+1
(
1 + 2
(
e−
dm−1−dt
s
−···−
k−dt
s + e−
dm−2−dt
s
−···−
k−dt
s + · · ·+ e−
k−dt
s
))
= (do − dt) + 2
do−dt∑
k=1
(
e−
k
s + e−
k
s
− k+1
s + · · ·+ e−
k
s
− k+1
s
···−
dm−1−dt
s
)
= (do − dt) + 2
(
e−
1
s
1− e−
do−dt
s
1− e−
1
s
+ e−
3
s
1− e−
2(do−dt)
s
1− e−
2
s
+ e−
6
s
1− e−
3(do−dt)
s
1− e−
3
s
+ · · ·
)
.
If s is small, the terms in (3.12) decay rapidly and can be accurately approximated with
a summation of a few terms. Figure 4 shows that the analytic expression for the hitting time
is very close to the empirical average hitting time if enough terms are included in the sum
in (3.12). This again shows that the Markov model approximates the actual dynamics of
edit distances. For the analytic hitting times, we kept terms in the sum larger than machine
precision; this gave 9 terms for rate s = 1 and 27 terms for rate s = 10.
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3.2.3. The Markov chain on the space of graphs. The previous two results concerned
a Markov chain on the space of edit distances, but our model is actually a Markov chain on
the space of all possible graphs with a fixed number of vertices. Here we analyze the set
of graphs that the model traverses. The exact transition probabilities between the graphs
depends on how the advancing and regressing moves are chosen at each time step, but we
can make some general statements. An n-vertex graph G can be viewed as a
(n
2
)
-dimensional
boolean vector indexed by pairs of nodes, where each entry of the vector indicates whether G
contains the corresponding edge of the complete graph. Thus the set of graphs can be viewed
as the vertices of the
(n
2
)
-dimensional hypercube, and the Markov chain on graphs can be
viewed as a (biased) random walk on this hypercube. The edit distance between two graphs
is the Hamming distance between their boolean vector representations, and we say that two
graphs are adjacent if the edit distance between them is 1. Let the ith layer of the hypercube
be the set of all graphs that are edit distance i from the target graph: the target graph forms
layer 0, the graphs formed by deleting an edge or adding an edge to the target graph form
layer 1, and so on. The farthest layer from the target graph is layer
(n
2
)
, which consists of a
single graph whose edges are precisely the ones that do not exist in the target graph.
Proposition 3.3. Suppose that each advancing (resp. regressing) move is chosen uniformly
at random from the set of all possible advancing (resp. regressing) moves. Then the time-
averaged limiting distribution is uniform on all graphs in the same layer.
Suppose that each advancing (resp. regressing) move is chosen uniformly at random from
the set of all possible advancing (resp. regressing) moves, except that no false edges are allowed.
Then the time-averaged limiting distribution is supported on the subgraphs of the target graph
and is uniform on all such graphs that are in the same layer.
Proof. Note that a graph in layer i is adjacent to i graphs in layer i − 1 and
(n
2
)
− i
graphs layer i + 1. Thus, if pi is the probability that a graph in layer i advances to a graph
in the next lowest layer, then the Markov chain described in the first part of the statement
can be described as follows: for 0 < i <
(n
2
)
, each graph in layer i has a probability pi/i
of transitioning to an adjacent graph in layer i − 1 and probability (1 − pi)/
((n
2
)
− i
)
of
transitioning to an adjacent graph in layer i+ 1. (The graph in layer 0 has probability 1/
(
n
2
)
of transitioning to each graph in layer 1, and the graph in layer
(
n
2
)
has a probability 1/
(
n
2
)
of
transitioning to each graph in layer
(
n
2
)
−1.) The conclusion of the first part of the proposition
holds because there is an automorphism of the Markov chain that sends a given vertex in a
layer to any vertex in the same layer. (Any permutation of the vertices in layer 1 defines a
permutation of the indices of each boolean vector and thus defines an automorphism of the
hypercube graph.) For the second part, the graphs that contain edges not in the target graph
are transient states in the Markov chain, and so in the long term the Markov chain looks like
the chain described in the first part but supported on the subgraphs of the target graph.
4. Synthetic experiments. We now investigate examples of our model where the target
graph is structurally different from the starting graph. This experiment models forensic graph
analysis—given structurally distinct starting and target graphs, can we build a sequence of
graphs between them that captures the change and subsequently analyze the behavior of that
sequence to detect the structural change? We use synthetic graphs in this section as they
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have especially clear structure, but we consider real-data graphs in Section 5.
We consider the stochastic block model (SBM) [20], a widely used model for planted graph
clustering. In this model n vertices are divided into clusters and two vertices are independently
connected by an edge with probability p if they are in the same cluster and smaller probability
q if they are in different clusters. We analyze two scenarios where a starting 2-block graph
evolves into a target 3-block graph. This allows us to explore how community structure affects
the graph transition. In the first scenario, one block in the starting 2-block graph splits into
2 equally sized blocks of half the size. In the second scenario, the 3 blocks in the target graph
are independently chosen and have no a priori relation to the 2 blocks in the starting graph.
For the experiment, we took n = 120 and set p = 0.9 and q = 0.1 for all the block
structures. We ran both evolutions with s = 1 and target distance 0 and stopped the model as
soon as it reached the target graph. (The target distance was 0 and so we stopped when the edit
distance was first 0.) We measured the recovery rate (the fraction of nodes correctly classified)
over time for the 3 clusters in the target graph using a spectral clustering algorithm [10]. We
also measured the subspace distance between the space spanned by eigenvectors associated
with the three largest eigenvalues of the symmetrically normalized adjacency matrix at each
step and the analogous subspace of the symmetrically normalized adjacency matrix of the
final target graph. The subspace distance between two subspaces represented by matrices
U and V with orthonormal columns is
√
1− σmin(UTV )2 [16]. This measures how well the
dominant invariant subspaces of the current and target graph align and therefore if we expect
a spectral algorithm to be able to pick up on the structure of the target graph.
Figure 5 shows the results of this experiment, and both scenarios display striking behavior.
There is a point at which the subspace distance sharply declines, causing the recovery rate to
sharply increase. The first scenario requires noticeably less time to detect the graph transition,
presumably because the community structure of the target graph is related to the starting
graph. Although the experiment is based on synthetic data, it suggests the capabilities of our
model to transition from one structure to another, and the availability of algorithms to detect
structural changes as they occur.
From the same experiment, we looked at the spectrum of the symmetric normalized adja-
cency matrix of the interpolating graphs in both scenarios and compared it to the spectrum
of an algebraic interpolation between the normalized adjacency matrices of the starting and
target graphs, where we ignore the graphs and simply interpolate linearly at equally spaced
intervals between the two matrices. Figure 6 shows the resulting spectra for the first scenario,
and Figure 7 shows the resulting spectra for the second scenario. In both figures, the spectra
from the graph interpolation and linear matrix interpolation are strikingly similar, suggest-
ing that our model can produce plausible spectral information while having the advantage of
providing a sequence of graphs producing that spectral information. This is valuable since
eigenvalue interpolation is in general known to be a difficult problem, especially in situations
where the eigenvalues cross as in the second scenario.
5. Real-data experiments. We now interpolate between snapshots of several real-world
networks, demonstrating that our model can provide a sensible graph interpolation where
graphs and their properties vary “smoothly,” even in the absence of any data between the
snapshots. To interpolate between two graphs, we set the first graph to be the starting graph
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Figure 5: Cluster recovery rate of a 2-block graph evolving into a 3-block graph in two different
scenarios. The recovery rate under spectral clustering is shown in blue, while the subspace
distance between the current eigenspace and the final eigenspace is shown in red. Left: one
block splits into 2 blocks. Right: The 3 blocks in the target graph are independent of the 2
blocks in the starting graph.
Table 1: Summary statistics of undirected snapshot graph datasets.
Dataset # snapshots # nodes # edges (max)
CollegeMsg [39] 2 1899 5852
email-Eu-core [30, 45] 2 1005 16064
van de Bunt students [9] 7 32 59
DBLP coauthorship [32] 9 554885 407575
and the second graph to be the target graph. We then set the target edit distance to be 0 and
ran our interpolation with a specified rate parameter until the target graph is reached. To
interpolate between multiple graphs, we do this procedure for the first and second graphs, then
the second and third graphs, and so on. We then compare our interpolation with extrapolation
methods (growth models) as described below. Table 1 summarizes the datasets we use.
In our first type of example, we consider a strictly growing network and compare our
interpolation with various extrapolations available from network growth models. For this
purpose, we used the first two datasets shown in Table 1. The first one is based on private
messages on a college messaging network [39] and is the only dataset in this section where
the real graph data is available on the fine-grained level of edge edits—the data consists of
timestamped edges indicating communication between two individuals. From this, we create
a growing dynamic graph based on the accumulation of these messages over a period of time.
We took two snapshots: the first snapshot is the empty graph and the second snapshot is the
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Figure 6: Spectrum of the symmetrically normalized adjacency matrix of a 2-block graph
evolving into a 3-block graph, where one block splits into 2 blocks. Left: Graph interpolation.
Right: Equispaced linear interpolation between matrices. The full spectrum is computed at
every step of the graph interpolation (resp. every increment of the equispaced linear inter-
polation), and the most significant eigenvalues are highlighted to distinguish them from the
bulk.
Figure 7: Spectrum of the symmetrically normalized adjacency matrix of a 2-block graph
evolving into a 3-block graph, where the 3 blocks in the target graph are independent of
the 2 blocks in the starting graph. Left: Graph interpolation. Right: Equispaced linear
interpolation between matrices. The full spectrum is computed at every step of the graph
interpolation (resp. every increment of the equispaced linear interpolation), and the most
significant eigenvalues are highlighted to distinguish them from the bulk.
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Figure 8: Evolution of mean and global clustering coefficient in a college message network.
The actual evolution is highlighted in dark blue along with the interpolation and three extrap-
olation methods. The horizontal line indicates the clustering coefficient of the final snapshot.
The interpolation with rate parameter s = 1900 corresponds most closely with the real data.
aggregated graph of all communications within the first 30 days of the dataset.
Figure 8 shows the change in the mean and global clustering coefficient in the actual data
over time compared with our graph model interpolations and three extrapolation methods.
The mean clustering coefficient of a graph is the mean local clustering coefficient across all
nodes, where the local clustering coefficient of a node is the number of connected pairs of
neighbors of the node divided by the total number of pairs of neighbors (and is set to 0 if the
node has degree 0 or 1). The global clustering coefficient of a graph is the number of closed
length-2 paths divided by the total number of length-2 paths in the entire graph.
The interpolations in Figure 8 uses rates s = 1 and s = 1900; the latter was chosen to
match most closely with the real data. To elaborate further, we actually know that the real
dynamic network took 21812 steps between the snapshots, so using Proposition 3.2 we took
s to be the multiple of 50 such that the expected hitting time was closest to the number of
steps taken. In general, a higher rate parameter increases the expected number of steps in the
interpolation, so this parameter can be tuned if an estimate of the number of edits actually
taken from one graph to another is known.
The extrapolations come from three network growth models: uniform attachment, Baraba´si-
Albert preferential attachment [6], and Jackson-Rogers triangle closing [22]. These growth
models all start with a small initial graph. In each step, a new node appears and connects
to a predefined number of nodes (on average) in the existing network according to a proba-
bilistic distribution on the nodes. For uniform attachment, we start with a clique on some m
vertices, and each new node connects to m nodes chosen uniformly at random in the existing
graph. For preferential attachment, we start with a clique on some m vertices, and each new
node connects to m samples of random nodes in the existing graph, chosen with probability
proportional to their degree. For Jackson-Rogers triangle closing, we start with a clique on
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Figure 9: Evolution of mean and global clustering coefficient on the email-Eu-core network
using interpolation and three extrapolation methods. The horizontal line is the clustering
coefficient of the final snapshot. Our interpolation better and more naturally fits the data.
some mr +mn + 1 vertices. At each step, we pick mr nodes in the existing graph uniformly
at random and call them “parent nodes.” The new node connects to each parent node inde-
pendently with probability pr. We also pick mn nodes uniformly at random from the parents’
immediate neighbors and connect to each of them independently with probability pn.
We set the extrapolation parameters to match approximately the average degree of the
target graph. For uniform and preferential attachment, the parameter m is the number of
nodes that each new node connects to, and so we setm to be the nearest integer to the average
degree of the target graph. For the college message network in Figure 8, m = 3 as can be seen
from Table 1. The triangle closing model has parameters mr, pr, mn, and pn. The average
degree, in expectation, of a graph produced by this model is mrpr +mnpn, so we matched
this with the average degree in the dataset. To set a reasonable choice of parameters, we
set pr = pn = 0.5 and experimentally adjusted mn relative to mr until the mean clustering
coefficient of the graph produced by the model approximately matched that of the target
graph. Here we set mr = 5 and mn = 1 (we found that mr = 6 and mn = 0 produced a final
mean clustering coefficient that was as low as the uniform attachment model.)
Figure 8 shows that the extrapolation methods do not yield the correct final mean cluster-
ing coefficient, nor even the correct qualitative behavior for the global clustering coefficient,
instead decreasing rapidly from 1 (corresponding to the starting clique with isolated vertices).
These existing methods are extrapolating from a starting graph, which is not appropriate for
our task. This further motivates the use of our interpolation model.
We repeated our experiments using a European research institution email dataset, which
consists of a single graph indicating emails exchanged between individuals at the institu-
tion [30, 45]. The first snapshot is the empty graph and the second snapshot is the entire
graph. Unlike the college message dataset, the institution message dataset does not have
intermediate edge edit information. Figure 9 shows the change in mean and global clustering
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Figure 10: Evolution of mean and global clustering coefficient in interpolation and three
extrapolations between 7 snapshots of university freshmen friendships. The rate parameter s =
1 for the interpolation. Red circles denote clustering coefficients of the snapshots themselves.
coefficient for our graph model interpolation with rate s = 1 and for the three extrapolation
methods just described. For uniform and preferential attachment, we set m = 16, and for
triangle closing, we set pr = pn = 0.5, mr = 6, and mn = 26. Here we were better able
to fit the triangle closing model to match the final mean clustering coefficient of the target.
However, for the global clustering coefficient, all of the extrapolation methods miss the mark.
Our second type of real-world data example further shows the potential of our model to
produce a feasible interpolation between a series of snapshots. The datasets we used here are
the last two in Table 1. The first dataset consists of 7 snapshots of self-reported friendships
between 32 university freshmen in a survey-based experiment [9]. Figure 10 displays the mean
and global clustering coefficient over time for our interpolation with rate 1 and compares it with
the same three extrapolation models. Although it is less natural to use extrapolation for non-
growing networks, we included a “decaying” component as follows. If the number of edges of
the graph increased between snapshots, then we proceed as before with the usual extrapolation
one edge at a time until the number of edges in the extrapolation equals the number of edges
in the target snapshot. If, on the other hand, the number of edges of the graph decreased
between snapshots, then in each step of the extrapolation we select a “new node” uniformly at
random. From this “new node,” we choose a neighbor to sever connections with. For uniform
attachment, we delete a uniformly random neighbor; for preferential attachment, we delete a
random neighbor inversely weighted by degree; and for triangle closing, we delete a random
neighbor inversely weighted by the number of triangles in which the neighbor participates.
The interpolation and extrapolations in Figure 10 are shown for only one run, but the
qualitative behavior across runs is similar. Notably, we observe that our interpolation scheme
viably interpolates the snapshots while the growth models fail to do so. For the purposes of
verifying consistency across different instances of our interpolation scheme, Figure 11 provides
a quartile box plot of the global clustering coefficient as a function of edit distance for two
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Figure 11: Quartile box plots of global clustering coefficient vs. edit distance of the interpo-
lations between snapshots of university freshmen friendships with rate parameter s = 1. The
quartiles are based on 10000 trials. The mean is in red and the lower and upper limits of the
shaded region are the first and third quartiles, respectively.
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Figure 12: Evolution of mean and global clustering coefficient in interpolation between 9
snapshots of coauthor relationships. The rate parameter s is 1.
pairs of sequential snapshots: one where the beginning and ending clustering coefficients are
similar, and one where they are not. The mean clustering coefficient has a comparable level
of variability.
We repeated the comparison of interpolation and extrapolation using the DBLP coauthor-
ship dataset [32], which is a series of 18 graphs detailing the coauthor relationships among the
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conference proceedings papers on DBLP each year from 2000–2017. To prevent the clustering
coefficients from being unduly influenced by outliers, we ignored papers from the dataset with
more than 10 authors, and we aggregated the coauthorship data every 2 years (thus producing
9 snapshots). The comparison is shown in Figure 12.
In this case, the clustering coefficients for the interpolation dip substantially instead of
staying roughly linear from one snapshot to another. This is because the edits in the interpo-
lation are done uniformly at random. This presumably does not reflect the dynamics of the
actual coauthorship dynamic network, which preserves clustering structure where coauthor-
ship forms cliques in the network. This coauthorship example shows that uniform edits are
not a perfect model for describing changes in a network, and more correlated edit rules may
be necessary to preserve such a high clustering coefficient. We leave this for future work.
6. Conclusions. We developed a model for network interpolation, analyzed quantities of
interest, and motivated it using snapshots from experiments. In doing so, we demonstrated
substantial improvements over extrapolation methods in reconstructing important network
statistics of dynamic graphs. We also provided a conceptual understanding of trajectories
between graphs in terms of edits and edit distances and opened an area of investigation into
the rules that should govern such trajectories.
We emphasize that our model has broad scope: it can be applied to any set of snapshots—
real or synthetic—to generate random, plausible sequences of graphs to move from a starting
graph to a target graph in a wide variety of domains. This makes our model applicable to
generating synthetic streaming datasets with planted structure (including planted partition,
planted clique, and planted coloring) as well as other types of emerging structure in real-world
networks. It also has the potential to be used for on-demand or “live” data mining platforms.
Furthermore, our model is amenable to theoretical analysis and opens up new theoretical
directions in temporal network analysis.
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