Since their first formulation, genetic algorithms (GAs) have been one of the most widely used techniques to solve combinatorial optimization problems. The basic structure of the GAs is known by the scientific community, and thanks to their easy application and good performance, GAs are the focus of a lot of research works annually. Although throughout history there have been many studies analyzing various concepts of GAs, in the literature there are few studies that analyze objectively the influence of using blind crossover operators for combinatorial optimization problems. For this reason, in this paper a deep study on the influence of using them is conducted. The study is based on a comparison of nine techniques applied to four well-known combinatorial optimization problems. Six of the techniques are GAs with different configurations, and the remaining three are evolutionary algorithms that focus exclusively on the mutation process. Finally, to perform a reliable comparison of these results, a statistical study of them is made, performing the normal distribution z-test.
Introduction
Genetic algorithms (GAs) are one of the most successful metaheuristics for solving combinatorial optimization problems. Thanks to their easy application and good performance, GAs have been used to solve many complex problems framed in various fields, as, for example, transport [1, 2] , software engineering [3, 4] , or industry [5, 6] . GAs were proposed in 1975 by Holland [7] , in an attempt to imitate the genetic process of living organisms and the law of the evolution of species. Anyway, their practical use to solve complex optimization problems was shown later, by Goldberg [8] and De Jong [9] .
Throughout history, many researches have focused on the study of genetic algorithms. These studies can be grouped into 3 different categories.
(i) Practical Applications of GAs. These studies focused on the application of GAs for solving specific problems. Among these three categories, this is the most common in the literature. Two subcategories can be identified in this first group of works: variations of a classic GA [10] [11] [12] or hybridization of a GA with some other technique [13] [14] [15] .
(ii) Development of New Operators. These researches present new specific operators, such as crossover [16, 17] or mutation functions [18, 19] . Normally, these operators are heuristic, and they are applied to a particular problem, in which they get a great performance.
(iii) Analysis of the Algorithm Behavior. These works focus on the theoretical and practical analysis of GAs. This kind of research analyzes, for example, behavioural characteristics of the algorithm, as the convergence [20] , or the efficiency of certain phases of the algorithm, such as crossover [21, 22] or mutation phases [23, 24] , or the influence of adapting some parameters, as the crossover and mutation probability [25] [26] [27] . These works attempt to overcome the drawbacks of traditional genetic algorithms and are the source of new problem-solving techniques, such as the adaptive genetic algorithms [28, 29] or the parallel genetic algorithms [30, 31] .
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In this paper a deep study on the influence of using blind crossover operators in GAs for solving combinatorial optimization problems is conducted. This study is developed by means of a comparison between GAs with this kind of operators and EAs based only on mutation operators. Thus, this work could be framed into the third category. Previously, other studies in the literature have had a similar purpose, for example [32] , where the authors tried to validate the hypothesis that the crossover phase of genetic algorithms is not efficient when it is applied to routing problems. In that work, the authors develop several versions of the basic GA with some blind crossover operators (e.g., order crossover (OX) [33] or modified order crossover (MOX) [34] ), and they apply these techniques to the traveling salesman problem [35] . Performances of these GAs are compared with the one of an evolutionary algorithm (EA) based solely on mutations. The comparison is based on the quality of the solution and the runtime. Furthermore, the comparison also takes into account the percentage of deviation from the average values of each parameter.
On the other hand, in [22] the efficiency of six different versions of the classic GA applied to the degree constrained minimal spanning tree problem [36] is compared. Each version has its own crossover function. In that work, the only data shown for each version of the GA is the average value of the results obtained, so, the comparison is performed based only on this criterion. Moreover, the authors do not perform the comparison of the results obtained by a conventional GA and an EA. For this reason, with this study it is not possible to quantify the real influence of the crossover phase in the optimization capacity of a GA.
Together with the above studies, in the literature there are many others that are not comparable with the study presented in this paper. The main reason is that they are focused on other types of problems [21] or because they analyzed only the crossover process of a traditional GA [37] [38] [39] .
The motivation of this work stems from the absence in the literature of a study that proves objectively the efficiency of using blind crossover operators in GAs for combinatorial optimization problems. Although [32] focuses on this topic, it is only applicable to routing problems, and it is only tested with one problem, the TSP. In addition, the comparison of the results done in [32] is not as deep as the one made in the present work. On the other hand, as it has been mentioned, the study presented in the abovementioned [22] is not truly conclusive to prove the real influence of the crossover process in a GA.
Therefore, the goal of this paper is to perform an objective study on the efficiency of blind crossover operators in basic GAs with respect to blind mutation operators in basic EAs. In order to reach this goal, an exhaustive comparison between different versions of genetic and evolutionary algorithms is presented. This comparison includes the following criteria: quality of the results, runtime, and convergence behavior of each of the techniques reviewed. Furthermore, to perform a reliable comparison of these results a statistical study is made. For this purpose, the normal distribution -test is performed. For the experimentation, four different problems have been used: the traveling salesman problem (TSP), the capacitated vehicle routing problem (CVRP) [40] , the N-queens problem (NQP), and the one-dimensional bin packing problem (BPP) [41] .
The rest of the paper is structured as follows. In Section 2 the description of the experimentation is presented. In Section 3, the tests for the TSP are shown. After that, the experiments performed with the CVRP (Section 4) are displayed, followed by those conducted with the NQP and BPP (Sections 5 and 6, resp.). Finally, the work is finished with the conclusions of the study and further work (Section 7).
Description of the Experimentation
In this section a description of the experimentation is made. First, in Section 2.1, the problems used for the tests are introduced. Then, in Section 2.2, the details of the techniques developed are described, including the functions of the different steps of the algorithms. Finally, in Section 2.3 the experimentation setup is presented.
Description of the Problems.
For this study four different combinatorial problems have been used. Two of them are optimization problems of routing, the TSP and the CVRP. In addition, to verify that the results of this study are valid for other types of problems apart from the routing ones, two constraint satisfaction problems have also been used in the experimentation, the NQP and the BPP. These problems were chosen because they are well known, and easy to implement. In addition, they are easily replicable. In this way, any researcher can perform these same tests, either to check the results or to perform them with other crossover functions or different parameters.
The first problem used is the TSP. The TSP is one of the most famous and widely studied problems throughout history in operations research and computer science. It has a great scientific interest, and it is used in a large number of studies [42] [43] [44] . This problem can be defined on a complete graph = ( , ) where = {V 1 , V 2 , . . . , V } is the set of vertexes which represents the nodes of the system, and = {(V , V ) : V , V ∈ , ̸ = } is the set of arcs which represents the interconnection between nodes. Each arc has an associated distance cost . The objective of the TSP is to find a route that visits every customer once (and only once), that is, a Hamiltonian cycle in the graph , and that minimizes the total distance traveled. In a formal way, the TSP can be formulated as follows [45] :
where ∈ {0, 1} , ∀{ , } ∈ ,
subject to constraints ∑
The Scientific World Journal where in (2) a binary variable is 1 if the arc( , ) is used in the solution. Furthermore, is the set of nodes of the system and is the distance between the nodes and . The objective function, (1) , is the sum of all the arcs in the solution used; that is, it is the total distance of the route. Constraints (3) and (4) indicate that each node have to be visited and abandoned only once, while the formula (5) guarantees the absence of subtours and indicates that any subset of nodes has to be abandoned at least 1 time. This restriction is vital, because it avoids the presence of cycles.
Finally, all the solutions are encoded following the path representation [46] . In this way, each individual is encoded by a permutation of numbers, which represents the path. (1, 2, 4, 6, 8, 9, 7, 5, 3) , and its fitness would be ( ) = 12 + 24 + 46 + 68 + 89 +d 97 + 75 + 53 + 31 .
The second selected problem is the CVRP. Due to its complexity and, above all, its applicability to real life, the CVRP is also used in many researches every year [47, 48] . For the TSP, this problem can be defined on a complete graph. In addition, the vertex V 0 represents the depot, and the rest are the customers, each of them with a demand . A fleet of vehicles is available with a limited capacity for each vehicle. The objective of the CVRP is to find a number of routes with a minimum cost such that (i) each route starts and ends at the depot, (ii) each client is visited exactly by one route, and (iii) the total demand of the customers visited by one route does not exceed the total capacity of the vehicle that performs it [49] . This problem could be formulated as follows [40] :
where
and ∈ {0, 1} , ∀ { , } ∈ ; ̸ = .
The formula (6) is the objective function, which is the total distance traveled by all the routes. The variable (11) is a binary variable which is 1 if the vehicle satisfies the demand of the client , and 0 otherwise. The binary variable (12) is 1 if the arc( , ) is used in the solution. Formulas (8) and (9) ensure that every customer is visited by one route only and exactly once. Finally, clause (9) serves to eliminate subtours, where | | is the number of customers and ( ) the minimum number of vehicles to serve all. Finally, the restriction (10) ensures that the sum of all the demands of a route does not exceed the maximum vehicle capacity.
In the case of CVRP, the path representation is also used for the individuals encoding [50] . In this case, the routes are also represented as a permutation of nodes. To distinguish the routes of one solution, they are separated by zeros. In Figure 2 (a) an example of a CVRP is shown. On the other hand, in Figure 2( The third problem is the NQP. This problem is a generalization of the problem of putting eight nonattacking queens on a chessboard [51] , which was introduced by Bezzel in 1848 [52] . The NQP consists of placing queens on a × chess board, in order that they cannot attack each other; that is, on every row, column, and diagonal, only one queen can be placed. This problem is a classical combinatorial design problem (constraint satisfaction problem), which can also be formulated as a combinatorial optimization problem [53] . Although NQP is often used as benchmarking problem, it has also some real applications [54] . In this study, NQP has been formulated as a combinatorial optimization problem, where a solution is coded as a -tuple ( 1 , 2 , . . . , ), which is a permutation of the -tuple (1, 2, . . . , ). Each represents the row occupied by the queen positioned in the th column. Using this representation, vertical and horizontal collisions are avoided. Thus, the fitness function is defined as the number of diagonal collisions along the board. th and th queens collide diagonally if − = − ∀ , : {1, 2, . . . , } ; ̸ = .
The objective is to minimize the number of conflicts, being zero the ideal fitness. An example of an individual for a 6-queens chess board could be seen in Figure 3 . According to the encoding explained, the individual represented in this figure would be encoded as = (2, 1, 4, 6, 5, 3). In addition, its fitness would be 3, since there are three diagonal collisions (2-1, 1-4, and 6-5). This same formulation has been widely used in the literature [55, 56] .
Finally, the last used problem is the BPP. In distribution and production, the fact of packing items into boxes or bins is a daily task. Depending on the shape and size of the items, as well as the form and capacity of bins, a wide amount of different packing problems can be formulated. The BPP is one of the simplest problems in this field [41, 57] , and it is frequently used in the literature as benchmarking problem [58] [59] [60] . The BPP consists in a set of items = { 1 , 2 , . . . , }, each with an associated size and an infinite number of bins of an equal capacity . The objective of the BPP is to pack all the items into a minimum number of bins. Therefore, the objective function is the number of bins, which has to be minimized. In this way, given items and bins, the BPP can be formulated as follows:
subject to constraints ∑ =0 = 1, ∀ ∈ {1, . . . , } , (15)
where ∈ {0, 1} , ∀ ∈ {1, . . . , } ,
and ∈ {0, 1} , ∀{ , } ∈ {1, . . . , } ,
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Parents selection process (4) Crossover phase (5) Mutation phase (6) Survivor selection process (7) until termination criterion reached; (8) Return the fitness of the best individual found Algorithm 1: Pseudocode of all the GAs.
where in (18) is a binary variable which is 1 if item is put in bin , and is a variable which is 1 if bin is used.
In this study, the solutions of this problem are encoded as a permutation of items. To count the number of bins needed for one solution, the size of the items is accumulated in a variable,
. When exceeds , the number of bins is increased in 1, and S is restarted. For example, in a simple instance of 10 items, every item has a = and =15. One possible solution could be = {(1, 3, 5)(7)(9, 2, 4)(6, 8)(10)}, and its fitness would be 5.
General Description of the Developed Techniques.
For the experiments, nine different techniques have been implemented and compared. The first six techniques (GA 1 , GA 2 , GA 3 , GA 4 , GA 5 , and GA 6 ) are conventional GAs with different configurations. The remaining three techniques are EAs (EA 1 , EA 2 , and EA 3 ). The structure used for both GAs is represented in Algorithm 1, and it is considered the conventional one. On the other hand, the flowchart of the EAs is the same, eliminating the parent selection process and crossover phase.
The parametrization of the GAs has been made based on the concepts outlined in many previous studies [61] [62] [63] . According to these researches, the crossover is considered the main operator of genetic algorithms, while the mutation is a secondary operation. In this way, GA 1 and GA 2 have a crossover probability ( ) of 90% and a mutation probability ( ) of 10%. In addition, GA 3 and GA 4 have a = 75% and = 25%. Finally, GA 5 and GA 6 have = 50% and = 50%. On the other hand, all the EAs have a = 0% and a of 100%. For GA 1 , GA 2 , and EA 1 , an initial population composed by 50 randomly created individuals is used. Additionally, for GA 3 , GA 4 , and EA 2 , the population has 75 individuals. Finally, for GA 5 , GA 6 , and EA 3 , a population composed by 100 random created individuals is used. In relation to the parents selection criteria, the well-known binary tournament criteria has been used. Regarding the survivor function, it is 50% elitist-random (which means that half of the population is composed by the best individuals, and the remaining ones are selected at random). About the ending criteria, the execution of each technique finishes when there are + ∑ =1 generations without improvements in the best solution found, where is the size of the problem instance.
To perform a rigorous comparison between different techniques, it is appropriate to use neutral operators throughout the implementation of them. In other words, heuristic operators that use characteristics of the problem and optimize by themselves have to be avoided. Otherwise, by using heuristic operators, the optimization capacity of the technique is influenced by the performance of these operators, and it could not be possible to determine, objectively, which is the real efficiency of the metaheuristic. In this paper, this good practice has been followed in order to make a fair comparison.
With respect to TSP, the well-known 2-opt [64] and the insertion function (IF) [65] have been used as mutation function. The first one is a classic operator which randomly selects two arcs of the solution. Then, these edges are removed from the route, and two new arcs are created, avoiding subtours. On the other hand, the second operator selects and extracts one random node of a solution and inserts it in another random position. Regarding crossover functions, the OX [33] , order based crossover (OBX) [66] , MOX [34] , and the half crossover (HX) [67] have been used. These same mutation and crossover functions have been used for the NQP and BPP.
The OX builds the children by choosing a subroute of one of the parents and maintaining the order of the nodes of the remaining parents. First, two cut points are randomly selected, identical for both parents, and the segments between the cut points are preserved in the children. Then, starting from the second breakpoint, the remaining nodes are inserted in the same order they appear in the other parent (starting also from the second cut point), considering that the nodes that have already been inserted have to be omitted. When the end of the string is reached, it continues through the beginning of this. An example of this type of crossover could be as follows: 
In the OBX, some random positions are selected in a parent tour. The order of the nodes in the selected positions is imposed on the other parent. For example, considering the same parents ( 1 and 2 ) and supposing that the second, third, and sixth positions are selected, the nodes placed in The Scientific World Journal these positions have to be inserted in the same order in the corresponding offspring. In this case, in 2 these nodes are 4, 6, and 5, and they have to be inserted in the first child in this same order. The rest of the route remains in the same order and position as in 1 :
The other child would be the next one, considering that the nodes in the second, third, and sixth positions of are 2, 3, and 6:
In the case of MOX, a random cut point is selected. This cutpoint divides each parent into two sections. The nodes placed on the left part of the cut point impose their position on the other parent. Then, the remaining nodes are inserted in the children in the same order that they appear in the other parent. An example of the working way of this crossover function could be as follows:
The HX is a particular case of the traditional crossover, in which the cut point is made always in the middle of the path. In this way, first, a cut is made in the central position of the parents. Then, the order of nodes placed in the left part remains in the same order in the offspring. The remaining nodes are added in the same position that they can be found in the other parent. An example of the HX could be shown as follows:
On the other hand, for CVRP, the implemented crossover functions are the short route crossover (SRX), the random route crossover (RRX), and the large route crossover (LRX). These operators are a particular case of the traditional crossover, in which the cut point is made always in the middle of the chromosome. The operation of the first of them is the following: first of all, half of the routes (the shortest ones) of one of the parents is inserted in the child. After that, the nodes already selected are removed from the other parent, and the remaining nodes are inserted in the child in the same order (taking into account the vehicle capacity). Assuming a 17-node instance (including the depot), an example could be the following: 
The resulting offprings could be as follows: 
RRX works similar to the SRX. In this case, the routes selected in the first step of the process are selected randomly, instead of choosing the best ones. Finally, in the case of LRX, the selected routes are the longest ones. Regarding the mutation functions for CVRP, the vertex insertion function (VIF) and the swapping function (SF) have been used. The first one selects one random node from one randomly chosen route of the solution. This node is extracted and inserted in another randomly selected route, respecting the capacity constraints. On the other hand, in the swapping function two nodes are selected at random from two random routes to swap their positions, respecting also the capacity constraints.
In order to make the experimentation more understandable, Table 1 summarizes the characteristics of the nine algorithms used for all the problems.
Experimentation Setup.
In this section the common aspects in all the experimentations are introduced. To begin with, all GA 1 , GA 2 , and EA 1 were run on an Intel Core i5 2410 laptop, with 2.30 GHz and a RAM of 4 GB. The rest of the techniques were executed on an Intel Core i7 3930 computer, with 3.20 GHz and a RAM of 16 GB. Java was used as programming language. For every problem 10 different instances have been used, and for each of them 50 runs have been executed. For each experimentation, the average results, average runtime (in seconds), and convergence behaviour of every technique are shown. In addition, the standard deviation of each of them is also shown. Furthermore, for every problem three different experimentations have been performed. In each experimentation, the performance of one EA is compared with the one of two different GAs. The three experimentations differ in the configuration of the techniques.
Additionally, in order to make a fair and rigorous comparison, the normal distribution -test has been performed for all experiments. Thanks to this statistical test, it can be shown whether the differences in the results obtained by each technique are significant or not. The statistic has the following form:
where EA is the average of an EA, EA is the standard deviation of an EA, GA is the average of the other technique,
The Scientific World Journal 7 The value can be positive (+), neutral ( * ), or negative (−). The positive value of indicates that the EA is significantly better. In the opposite case, the EA obtains substantially worse solutions. If is neutral, the difference is not significant. The confidence interval has been stated at 95% ( 0.05 = 1.96). Besides showing the symbolic value of , its numerical value is also displayed. Thus, the difference in results may be seen more easily. Finally, as it has been mentioned that the -test has been performed for the results quality, runtime, and convergence behaviour.
Experimentation with the TSP
In this section the experimentation with the TSP is shown. All the instances have been picked from the well-known TSPLIB benchmark [68] . In Table 2 the results and average runtimes can be found. On the other hand, in Table 3 the convergence behaviour of each technique is displayed. For this purpose, the average number of generations needed to reach the final solution is used. In Table 4 the results of the -test are shown.
Several conclusions can be drawn by analyzing the results shown. First of all, looking at Table 2 it can be seen that, for the three experimentations, all the EAs perform better than the other two techniques in all the instances. According to Table 4 , in the first experimentation, these differences are significant only in two cases compared to GA 1 . On the other hand, these improvements are significant in all but one instance respect to GA 2 . In the second experimentation, the EA 2 gets significantly better results in all the instances compared with the GA 3 and in nine instances (out of ten) compared with GA 4 . Finally, for the last experimentation, the EA 3 significantly outperforms GA 5 in the 100% of the instances and in the 60% (6 out of 10) regarding GA V 6. For this reason, taking into account that EAs never gets worse results than the other two alternatives in the three experiments, the following conclusion can be stated.
Conclusion 1.
According to the experimentation performed, the use of blind crossover operators in genetic algorithms does not offer significant improvements in the results for the TSP.
This conclusion could be explained in the following way. The main purpose of the crossover phase is to obtain new individuals making combinations of the existing ones. Although these operations were designed for the exploitation of the solution space, several studies in the literature discuss this fact [39, 63] . On the other hand, as it has been shown in several works before [69, 70] , blind crossovers between different individuals can be useful to make large jumps along the solution space. For this reason, blind crossover operators applied to the TSP contribute to increase the exploration capability of the algorithm, instead of helping the exploitation.
This way, it could be said that, for the TSP, using blind crossovers helps a broad exploration of the solution space but does not help to make an exhaustive search of promising regions. This is so because it is improbable that the resulting offspring from blind crossovers can improve their parents. In addition, this fact is accentuated when the execution is near to the convergence. To get a deeper search, the existence of a function that makes little jumps in the solution space becomes necessary. The mutation function can handle this goal, and it can also contribute to perform a broad search of promising regions [71, 72] . Thus, an EA can conduct a deep and wide search, obtaining similar (or better) results to the GAs.
Regarding the runtimes, the EAs also outperform their corresponding algorithms in all the instances and experimentations. In addition, in this case these improvements are significant in all of the cases. Besides this, the differences in the runtimes become wider as the size of the instance grows. This is particularly important in real-time applications, where the runtime is a key factor. For these reasons, the following conclusion can be deduced.
Conclusion 2.
In relation to the experimentation performed, the use of blind crossover operators increases significantly the execution time of an evolutionary algorithm applied to the TSP.
This difference in runtime between the GAs and the EAs can be easily explained, in the same manner as explained 8
The Scientific World Journal in the previous works [28] : comparing the working way of the crossover and mutation operators, the former are complex operations in which two individuals combine their characteristics. On the other hand, a mutation is a small modification of a chromosome and requires considerably less time than the previous ones. Thereby, the fact that an EA substitutes the crossover phase in exchange for performing more mutations is perfectly reflected in runtime, giving a great advantage to an EA in this aspect. Finally, if the data presented in Table 3 is analyzed; first, it can be seen that both GA 1 and GA 2 present a better convergence behaviour compared to EA 1 . More specifically, GA 1 is better than EA 1 in the 80% of the cases and GA 2 in all but one. In addition, comparing with the EA 1 , these differences are significantly better for the GA 1 in 60% of the instances, while in 30% they are not significant. In the remaining cases, the differences are substantially better for the EA 1 . Regarding GA 2 , these data are, respectively, 60%, 40%, and 0%. Regarding the second experimentation, GA 4 shows a significantly better convergence behaviour than EA 2 in the 100% of the instances. On the other hand, the GA 3 outperforms EA 2 in the 60% on the cases, with these differences being significant in four instances (out of 10). By the way, EA 2 significantly outperforms GA 3 in two instances. Finally, regarding the last experimentation, the GA 5 and GA 6 present a substantially better convergence in the 90% and 80% of the instances, respectively. In the remaining instances, the EA 3 shows a nonsignificant better performance. Taken into account all these data, the following conclusion can be drawn.
Conclusion 3.
Considering these tests conducted for the TSP, the algorithms that use blind crossover operators
The Scientific World Journal 9 This improvement in the convergence behaviour can be explained as follows. As mentioned above, blind crossover operators can be a great help to make a broad exploration of the solution space. Comparing with the mutation functions, a blind crossover can make more sudden jumps in the solution space. On the other hand, mutations are simple operations which move along the solution space little by little, conducting small jumps. For this reason and depending on the problem complexity, with the crossover functions a broader and faster exploration can be made, and the final solution can be found in less generations.
Furthermore, as has been mentioned above, mutations are an excellent option to explore the solution space. In addition, as can be seen in the results shown in Table 2 , mutations can also take care of the exploitation capacity of the technique. So, using them, similar (or better) solutions can be found.
In conclusion, all the GAs converge faster than their corresponding EA. Thus, comparing with the EAs, all the versions of the GA need less generations to reach the final solution. Anyway, this fact does not mean a better performance. As can be seen in the results presented, the EAs obtain similar or significantly better results for all the TSP instances (needing a substantially smaller runtime).
Experimentation with the CVRP
In this section the experimentation with the CVRP is displayed. In this case, instances have been picked from the CVRP set of Christofides and Eilon (http://neo.lcc.uma.es /vrp (Last update: January 2013)). In Table 5 the results and average runtime can be found. Moreover, the convergence behaviour is shown in Table 6 . Finally, Table 7 displays the statistical -test performed for the CVRP. The conclusions that can be drawn looking at these tables are similar to those mentioned in the previous section. In this case, regarding the quality of the results, and according to the data shown in Table 5 , EA 1 outperforms GA 1 in 80% of the instances and GA 2 in all of them. In addition, looking at Table 7 these improvements are significant in the 60% of the cases compared to GA 1 . On the other hand, 30% the differences are not significant, and in the remaining ones EA 1 gets substantially worse results. Regarding GA 2 , these percentages are, respectively, 90%, 10%, and 0%.
Furthermore, EA 2 performs better than GA 3 in the 90% of the instances and GA 4 in the 80%. In the case of GA 3 , the EA 2 obtains significantly better results in nine instances. In the remaining instance, GA 3 outperforms EA 2 but not substantially. Moreover, EA 2 improves significantly GA 4 in the 50% of the instances. In addition, in the 40% these improvements are not substantially. Additionally, in the remaining instances, EA 2 gets significantly worse results.
Finally, regarding the third experimentation, EA 3 outperforms GA 5 and GA 6 in 80% of the cases. In addition, these improvements are significant in the 60% of the instances regarding both versions of the GAs. On the other hand, EA 3 gets worse results in the 20% of the instances in relation to both GAs, but these differences are not substantial in any case.
With all this, the following finding can be stated.
Conclusion 4.
According to the tests conducted for the CVRP, the use of blind crossover operators does not offer significant improvements in the results. This conclusion can be explained in the same way that Conclusion 1 was explained in Section 3. Regarding the runtime, as in TSP, all the EAs need less time than their corresponding GAs in all the instances, with these improvements being significant in all of the cases for the first two experimentations. In the third experimentation, the differences are substantial in the 90% of the instances. In addition, as in the previous problem, these differences become higher as the size of the instance grows. For this reason, the following conclusion can be deduced.
Conclusion 5.
In the same way as with the TSP, the use of crossover phase for the CVRP increases significantly the execution time of an evolutionary algorithm.
The reasons of this increase in the runtime are the same as those explained in the previous section for the TSP.
Anyway, regarding the convergence behaviour, the results displayed in Table 6 are different in relation to the previously studied problem. Analyzing these outcomes it can be observed how the EAs show better convergence behaviour in all the instances and experimentations. Additionally, these improvements are significant in 80% of the cases compared to GA 2 and GA 3 , in 70% regarding GA 2 , GA 4 , and GA 6 , and in 60% compared to GA 5 . This means that the EAs reach the final solution in less generations than the other alternatives. The following finding can be extracted from these observations.
Conclusion 6.
Contrary to what happens for the TSP and according to the experimentation conducted, the use of blind crossover operators does not improve the convergence behaviour of an evolutionary algorithm applied to the CVRP. This change in the behavior of the EA compared to that observed for the previous problems can be justified as follows. Crossover operators are complex functions that combine the characteristics of two individuals of the population. These functions are easy to design and implement if the problem has not many constraints (e.g., TSP and NQP). Anyway, if the problem has a complex formulation or its restrictions are numerous, the development of a crossover function can be very hard. For this reason, many operators designed for this type of problems include problem dependent heuristics [73, 74] , or they do not consider some of the constraints of the problem [75, 76] . In any case, these operators are difficult to implement and understand, and they increase considerably the complexity of the algorithm and its runtime.
Thus, blind operators are rarely used in solving these complex problems. In addition, their performance is usually not good. An evidence of this last statement is shown in this study: all GA techniques that prioritize the use of blind crossover operators are outperformed by the technique that gives more importance to the mutation phase, in terms of exploration and exploitation.
Experimentation with the NQP
In this section the experimentation with the NQP is detailed. The characteristics of the nine techniques implemented are the same as the algorithms used for the TSP. In Table 8 the results and average runtime can be found. The name of each instance describes the number of queens and the size of the chessboard. In this case, the optimum of each instance is not shown, since it is known that it is 0 for all of them. In addition, Table 9 displays the convergence behaviour of each algorithm. On the other hand, the -test made for this problems is shown in Table 10 .
The conclusions that can be drawn analyzing these tables are similar to those obtained in previous sections. First Table 7 : -test for CVRP. "+" indicates that EA is better. "−" depicts that it is worse. " * " indicates that the difference between the two algorithms is not significant (at 95% confidence level). of all, as can be seen in Table 8 , the EAs obtain better results than their corresponding GAs in all but one of the instances. In the remaining case (8-queens instance), they get the same outcomes. In addition, these improvements are significant in 90% of the instances compared to GA 1 , GA 2 , GA 3 , GA 4 , and GA 6 , with the 8-queens instance being the only where the differences are not significant. Additionally, these improvements are substantial in the 80% of the cases regarding GA 5 , being not significant in the remaining 20%. For these reasons, Conclusions 1 and 4 are also applicable for the NQP. The same happens with runtime. The EAs are never overcomed by any of the genetic algorithms used, obtaining significantly better runtimes in 90% and 60% of cases regarding GA 1 and GA 2 , in 80% of the instances compared to GA 3 and GA 4 , and in 60% and 80% in relation to GA 5 and GA 6 , respectively. Therefore, Conclusions 2 and 5 are also applicable for this problem.
Finally, regarding the convergence behaviour, the results obtained are more similar to those seen for the TSP. Looking at the data displayed in Table 8 , the EA 1 has a better convergence behaviour in 40% of the instances and the GA 1 and GA 2 in the other 60%. According to Table 10 , comparing to GA 1 , the differences in the results are significantly better for the EA 1 in 20% of the instances and significantly worse in 30% of them. In the remaining cases the differences are not substantial. On the other hand, comparing to GA 2 , these percentages are, respectively, 30%, 20%, and 50%.
Regarding the second experimentation, the EA 2 gets a better convergence compared to GA 3 and GA 4 in the 40% of the instances. In the remaining 60%, the EA 2 has been overcomed by at least one of the GAs. Regarding 14 The Scientific World Journal the GA 3 , the differences are not significant in the 60% of the cases. In addition, the EA 2 has showed a substantial better convergence behaviour in 30% of the instances. In the remaining 10% the GA 3 has significantly outperformed the behaviour of EA 2 . On the other hand, compared to GA 4 , these percentages are different, being 50%, 10%, and 40%, respectively. In relation to the third experimentation, the EA 3 has shown a better convergence than GA 5 and GA 6 in the 20% of the cases, being overcomed in the remaining 80%. Compared to GA 5 , the difference in the behaviour is not significant in the 70% of the cases. Furthermore, they are substantially better for the GA in the remaining 30%. On the other hand, the EA 3 has significantly improved the convergence of GA 6 in the 10% of the instances. In addition, in the 40% of the cases the differences are not substantial. Ultimately, in the remaining 50%, GA 6 has shown a significant better convergence behaviour.
For this reason, the following finding can be drawn.
Conclusion 7.
According to the tests conducted, the use of blind crossover operators in the development of genetic algorithms for the NQP entails an improvement in the convergence behavior of the technique.
The NQP is a problem with a simple formulation. For this reason, the convergence behaviour of the GAs is much better than the one shown for the CVRP, since the crossover phase helps the exploration capacity of the technique. In this way, the results obtained in this aspect are similar to those obtained for the TSP. 
Experimentation with the BPP
In this section the experimentation with the BPP is shown. The characteristics of the nine techniques developed are the same as the ones used for the TSP. In Table 11 the results and average runtime can be found. Each instance has been picked from the Scholl/Klein benchmark (http://www.wiwi.unijena.de/entscheidung/binpp/index.htm.). These cases are named , where is 2 (100 items), 3 (200 items), or 4 (500 items); is 1 (capacity of 100), 2 (capacity of 120), and 3 (capacity of 150); is 1 (items size between 1 and 100) and 2 (items size between 20 and 100); is A or B as benchmark indexing parameter. Additionally, Table 12 shows the convergence behaviour of each technique. Furthermore, the -test made for the BPP is shown in Table 13 .
The conclusions that can be obtained in this case are very similar to those drawn for the NQP. As can be seen in Table 11 , the EAs obtain better or same (in two cases only) results in the 100% of the instances, being significantly better in the 90% of the cases. Therefore, Conclusions 1 and 4 can be also applied for this problem. Regarding runtimes, as already seen in the previous experimentations, all the EAs outperform their corresponding GAs. In this case, the EAs obtain significantly better runtimes in the 100% of the instances. In this way, Conclusions 2 and 5 are also valid for the BPP.
Concerning the convergence behavior, the results obtained are similar to those obtained for the NQP. The EAs have a better convergence in the 43.33% cases (13 out of 30), while the GAs perform better in the remaining 56.67%. In addition, comparing to GA 1 , the differences are significantly better for the EA 1 in 10% (1 out of 10) of the cases and significantly worse in 20% (2 out of 10). In the remaining 7 instances these differences are insignificant. Furthermore, regarding GA 2 , these percentages are 30%, 0%, and 70%, respectively. In relation to the second experimentation, the EA 2 shows a substantial better behaviour in 10% of the instances and substantially worse behaviour in 25%. In the rest of the instances, the differences are not substantial. Finally, for the third experimentation these percentages are, respectively, 20%, 40%, and 40%. Thereby, looking at Table 13 it can be said that Conclusion 7 is also applicable for the BPP.
Conclusions and Further Work
In this paper a study on the influence of using blind crossover operators in genetic algorithms applied to combinatorial optimization problem has been conducted. For this purpose, four different well-known combinatorial optimization problems have been used, the traveling salesman problem (TSP), the capacitated vehicle routing problem (CVRP), the N-queens problems (NQP), and the one-dimensional bin packing problem (BPP). For each problem, 10 different instances have been selected, making a total set of 40 cases.
In the experimentation done, the performance of six classic genetic algorithms, each with a different crossover function, has been compared with the one of the three evolutionary algorithms.
In general, regarding the results, the EAs obtain better results in 94.16% of the cases (113 out of 120). In addition, comparing with the GA variants, these improvements are significant in the 81.25% of the cases (195 out of 240). In 17.91% of the cases (43 out of 240) these differences are insignificant, and in the remaining 0.84% (2 out of 240) one GA obtains substantially better results than its corresponding EA. For these reasons, we have the following.
Conclusion 8.
Regarding the results and applicability to the experimentation performed, it is concluded that the use of blind crossover operators in genetic algorithms for solving combinatorial optimization problems provides no significant improvement in the results. In relation to the runtime, the EAs need less time than their corresponding GAs in all of the instances. In addition, these improvements are substantial in 92.91% of the cases (223 out of 240). These data suggest the following finding.
Conclusion 9.
In relation to runtime and according to the experimentation performed, the use of blind crossover operators in genetic algorithms substantially increases the execution time of the technique, without providing an improvement in results.
Regarding the convergence behaviour, the GAs show better performance than the EAs. This means that they need less generations/iterations to find their final solution. Anyway, this fact does not entail better results, or less runtime, as has been mentioned in Conclusions 8 and 9. What it really involves is a greater exploration capacity of the technique. Additionally, this fact is subject to the problem, that is, being treated and being more effective if the problem has an easy formulation. For the experimentation conducted, the EAs show better convergence behaviour in 45.83% of the cases (55 out of 120). Moreover, the statistical test conducted shows that, for simple formulation problems (TSP, NQP, and BPP), the EAs have a significantly better convergence in 12.77% (23 of 180) of the cases. On the other hand, in 41.66% (75 out of 180) of the comparisons, the GAs are substantially better. In the remaining 45.57% the differences are not remarkable. For the CVRP, as has been seen in Section 4, the EAs show a significantly better convergence in the 71.66% (43 out of 60) of the cases. As a result of this, the following finding can be deduced.
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The Scientific World Journal Conclusion 10. Finally, regarding the convergence behaviour and according to the experimentation performed, the study concludes that the use of blind crossover operators in genetic algorithms for solving combinatorial optimization problems with simple formulation entails a better convergence behaviour of the technique, needing less generations to obtain the final solution. Anyway, this fact does not mean better results. On the other hand, for more complex problems, the use of blind crossover operators does not imply a better convergence behavior.
Finally, as a final conclusion of this work and based on the findings that have been proposed along the paper, the following assertion can be concluded.
Conclusion 11.
Based on the experimentation performed, an evolutionary algorithm (based only on mutation and survivor selection functions) is more efficient than a classic genetic algorithm to solve combinatorial optimization problems.
As a final comment, the authors of this study want to clarify that they are aware that there is a large amount of combinatorial optimization problems in the literature. In the same way, there are a lot of blind crossover operators. For these reasons, it could be pretentious to generalize the conclusions of this study to all the combinatorial optimization problems. In this work, to perform the tests, four well-known and widely used problems have been used. The goal of this selection is to choose problems of different types and to obtain conclusions as objective as possible. Following the same philosophy, all the crossover operators that have been used in this study have been previously applied in many studies in the literature. Thereby, the authors of this study are aware that the conclusions drawn are objective and rigorous, but just for the conducted experimentation.
As future work and in order to verify the conclusions of this study, it could be interesting to extend this work to some other combinatorial optimization problems, such as the minimum spanning tree problem [77] or the job-shop scheduling problem [78] . Furthermore, it may be worthwhile to investigate whether these same findings are also applicable to other types of optimization problems, such as continuous optimization.
