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Abstrakt
Pra´ce se zaby´va´ mozˇnostmi programova´nı´ robotu˚ pomocı´ na´stroje Microsoft R© Robo-
tics Developer Studio. Cı´lem pra´ce bylo navrhnout a vypracovat aplikaci pro pru˚zkum
nezna´me mı´stnosti pomocı´ robota, mı´stnost zaznamenat a pokusit se ji zpracovat ve si-
mulova´ne´m prostrˇedı´. Implementace zadany´ch u´loh byla zkouma´na pro dveˇ platformy,
prˇedevsˇı´m pro LEGO NXT a simulovane´ prostrˇedı´ MRDS. Pra´ce popisuje teoretickou
rovinu pouzˇı´va´nı´ na´stroje MRDS k rˇı´zenı´ robotu˚, jeho princip fungova´nı´ a architekturu.
Zaby´va´ se take´ stavebnicı´ LEGO NXT, ktera´ je vyuzˇita k realizaci u´loh.
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Abstract
This thesis deals with possibilities of programming robots using Microsoft R© Robotics
Developer Studio. Goals of this thesis were to design and to implement application for
exploring unknown environment, then it should store explored room and to try use it in
simulation environment. Implementation was done for tho different platforms, mainly
for LEGO NXT and for simulated environment VSE. This thesis describes the theoretical
level, using MRDS to robot control, the operating principle and its architecture. It also
discusses the LEGO NXT, which is used to implement the tasks.
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Seznam pouzˇity´ch zkratek a symbolu˚
MRDS – Microsoft R© Robotics Developer Studio
CCR – Concurrency and Coordination Runtime
VPL – Visual Programming Language
VSE – Visual Simulation Environment
DSS – Decentralized Software Services
DSSP – Decentralized Software Services Protocol
REST – Representational State Transfer
SOAP – Simple Object Access Protocol
HW – Hardware
PC – Personal Computer
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61 U´vod
Robotika se v dnesˇnı´ dobeˇ dosta´va´ cˇı´m da´l vı´c do poprˇedı´. Uzˇ se jı´ neveˇnujı´ pouze kruhy
akademicke´, vojenske´ nebo medicı´nske´, ale i obycˇejnı´ lide´, kterˇı´ majı´ za´jem o robotiku.
Porˇı´dit si sve´ho vlastnı´ho robota se sta´va´ jednodusˇsˇı´m a navı´c roboti zacˇı´najı´ mı´t veˇtsˇı´
a veˇtsˇı´ inteligenci a mozˇnosti jak komunikovat se svy´m okolı´m. Je zrˇejme´, zˇe si cˇloveˇk
doma nevytvorˇı´ robota, ktery´ by umeˇl znesˇkodnit vy´busˇninu nebo operovat, protozˇe se
jedna´ vı´ce o hracˇky v podobeˇ roboticky´ch vysavacˇu˚ nebo hracˇek.
Jako prˇı´klad relativneˇ levne´ho rˇesˇenı´ jak si porˇı´dit a zacˇı´t s roboty je stavebnice LEGO
Mindstorms NXT, ktera´ je pouzˇita v te´to pra´ci. Samozrˇejmeˇ prˇı´chodem prostrˇedı´ MRDS
a jeho na´stroje VSE je mozˇne´ vytvorˇit cˇi pouzˇı´t prˇedprˇipravene´ roboticke´ modely v simu-
lovane´m prostrˇedı´, cozˇ je pro zacˇa´tek a otestovanı´ mozˇnostı´ robotiky postacˇujı´cı´. Ovsˇem
ne vsˇe funguje v simulovane´m prostrˇedı´ stejneˇ jako v tom rea´lne´m.
Cı´lem pra´ce je vytvorˇit aplikaci, ktera´ bude schopna ovla´dat robota tak, aby se byl
schopen pohybovat po nezna´me´ mı´stnosti. Vsˇechny sve´ pohyby by meˇl by´t schopen
zaznamenat a na za´kladeˇ takto zı´skany´ch dat ma´ vytvorˇit obrazmı´stnosti. Tento obraz by
meˇl mı´t po te´ k pouzˇitı´ v simulovane´m prostrˇedı´ VSE, ve ktere´m by se meˇl simulovany´
ekvivalent rea´lne´ho robota pohybovat bez na´razu. Stejneˇ jako rea´lny´ robot by meˇl i
simulovany´ umeˇt se pohybovat po nezna´me´m prostrˇedı´, ktere´ si ma´ zapamatovat a ve
vy´sledku vytvorˇit mapu mı´stnosti.
Po te´ co si robot vytvorˇı´ obraz mı´stnosti by meˇl by´t tuto mı´stnost projet bez kolizı´ s
prˇeka´zˇkami, dı´ky vy´beˇru senzoru˚, ktere´ robot pouzˇı´va´ v te´to pra´ci, projede mı´stnost bez
kolizı´ v podstateˇ jizˇ napoprve´.
Cela´ pra´ce je rozcˇleneˇna do neˇkolika te´maticky´ch celku˚, ktere´ na sebe vı´ce cˇi me´neˇ
navazujı´. Proto je dobre´ si prˇecˇı´st pra´ci od zacˇa´tku, obzvla´sˇt’pokud cˇtena´rˇ nezna´ prostrˇedı´
MRDS a NXT, a obecneˇ prostrˇedı´ robotiky a jejı´ problematiky. Tato pra´ce by meˇla by´t
na´pomocna k jejı´mu lepsˇı´mu pochopenı´ a jednodusˇsˇı´m zacˇa´tku˚m.
V kapitole 2 je prˇedstaveno prostrˇedı´ MRDS, jeho historie, architektura a za´kladnı´
soucˇa´sti tohoto prostrˇedı´ jako je knihovna CCR, ktera´ na´m poma´ha´ s asynchronnı´m pro-
strˇedı´m robotiky, prostrˇedı´ DSS ve ktere´m beˇzˇı´ sluzˇby ovla´dajı´cı´ samotne´ roboty. Da´le je
zde zmı´neˇno prostrˇedı´ VPL a simulacˇnı´ prostrˇedı´ VSE, ktere´ je takte´zˇ vyuzˇito k imple-
mentaci te´to pra´ce. V kapitole 3 se podı´va´me na HW Robota LEGO NXT, ktery´ je pouzˇit
pro vypracova´nı´ u´loh te´to pra´ce. Je zde popsa´na struktura robota, jeho senzoru˚. Da´le v
te´to kapitole zminˇuji jak funguje komunikace mezi robotem a pocˇı´tacˇem a jake´ proble´my
to prˇina´sˇı´. Poslednı´ cˇa´st je veˇnova´na graficke´mu programovacı´mu jazyku NXTG, ktery´
je soucˇa´sti balenı´ tohoto robota. V kapitole 4 je prˇedstavena konfigurace rea´lne´ho a si-
mulovane´ho robota. Nejveˇtsˇı´ pozornot je veˇnova´na tomu simulovane´mu, jelikozˇ prˇi jeho
rˇesˇenı´ jsem musel prˇekonat neˇkolik proble´mu˚. Je zde naprˇı´klad i popsa´no jak vytvorˇit
vlastnı´ model robota pro simulovane´ prostrˇedı´. V kapitole 5 se veˇnuji popisu na´vrhu
jednotlivy´ch sluzˇeb a celkove´mu pohledu na aplikace jako celek. Snazˇı´m se osveˇtlit jak
jsem vymyslel logiku pro ovla´da´nı´ robota tak, aby splnil sve´ u´koly dane´ zada´nı´m. Pomocı´
neˇkolika diagramu˚ je zna´zorneˇno jak jednotlive´ sluzˇby komunikujı´ mezi sebou jako jeden
celek. V kapitole 6 se snazˇı´m popsat implementaci jednotlivy´ch sluzˇeb, ktere´ dajı´ dohro-
7mady aplikaci pro rˇı´zenı´ robota splnˇujı´cı´ zada´nı´. Je zde popsa´no s jaky´mi proble´my jsem
se setkal beˇhem implementace. Hlavneˇ se zde zameˇrˇuji na popis implementace rea´lne´ho
robota a mapovacı´ sluzˇby.
82 Microsoft R© Robotics Developer Studio
Vy´vojove´ prostrˇedı´ Microsoft Robotics Developer Studi je na´stroj urcˇeny´ k vy´voji pro-
gramu˚ ovla´dajı´cı´ch roboty. Tato platforma umozˇnˇuje rˇı´zenı´ rea´lny´ch robotu˚ jako jsou
LEGO NXT, Pioneer, Rumba atd., ale take´ modelovat roboty a prostrˇedı´ v simula´toru.
Prostrˇedı´ MRDS je slozˇeno z neˇkolika cˇa´stı´, ktere´ budou popsa´ny v na´sledujı´cı´ch kapito-
la´ch. Jednotlive´ cˇa´sti platformy jsou CCR, DSS, VPL, VSE, kde nejdu˚lezˇiteˇjsˇı´ jsou prvnı´
dveˇ zminˇovane´, jelikozˇ se starajı´ o obsluhu a vykona´va´nı´ ovla´da´nı´ robotu˚. Kromeˇ stan-
dardnı´ho graficke´ho jazyka VPL je mozˇne´ vytva´rˇet programy take´ v jazyku Visual Basic
.NET, C#, JScript a IronPython. Poslednı´ cˇa´st tvorˇı´ simulovane´ prostrˇedı´ VSE, ve ktere´m je
mozˇne´ vymodelovat prostrˇedı´ vcˇetneˇ simulovany´ch robotu˚ a senzoru˚. Vy´sledne´ aplikace
je mozˇne´ sledovat a rˇı´dit skrz webove´ cˇı´ desktopove´ rozhranı´, ve ktere´m je take´ mozˇne´
zjisˇt’ovat aktua´lnı´ stavy jednotlivy´ch sluzˇeb.
2.1 Historie
Na´stroj pro programova´nı´ robotu˚ Microsoft R© Robotics Studio Developer a s nı´m souvise-
jı´cı´ ty´m, zacˇal vznikat na konci roku 2003, po te´ co neˇkolik spolecˇnostı´ a univerzit oslovilo
spolecˇnost Microsoft. Tandy Trower, ktery´ pracoval pro Billa Gatese, sepsal studii, ve
ktere´ popisuje co by meˇl Microsoft udeˇlat pro podporu programova´nı´ robotu˚, na za´kladeˇ
te´to studie a po analy´ze obchodnı´ch prˇı´lezˇitostı´, se rozhodli, zˇe zalozˇı´ ty´m veˇnujı´cı´ se
te´to problematice. Vy´sledky tohoto ty´mu mu˚zˇeme videˇt v podobeˇ platformy Microsoft
Robotics Developer Studio.
V prosinci 2006 vycha´zı´ prvnı´ verze s oznacˇenı´m 1.0, ktera´ je na´sledova´na v cˇervenci
2007 verzı´ 1.5. Postupem cˇasu vycha´zejı´ dalsˇı´ vy´vojove´ verze azˇ do cˇervence 2009, kdy
vysˇla zatı´m poslednı´ verze s oznacˇenı´m 2008 R2 a ta byla pouzˇita pro implementaci te´to
diplomove´ pra´ce.
2.2 Architektura
Platforma MRDS je zalozˇena na RESTful architekturˇe a aplikace jsou slozˇene´ z jednotli-
vy´ch sluzˇeb, ktere´ mezi sebou komunikujı´ pomocı´ asynchronneˇ posı´lany´ch zpra´v. Zpra´vy
jsou posı´la´ny pomocı´ HTTP protokolu v podobeˇ SOAP zpra´v. Samotne´ sluzˇby jsou vytva´-
rˇeny pomocı´ knihovny CCR, ktera´ se stara´ o obsluhu vla´ken a je velice du˚lezˇitou soucˇa´stı´
tohoto frameworku, jelikozˇ kazˇda´ sluzˇba mu˚zˇe by´t tvorˇena velky´m mnozˇstvı´m vla´ken.
Aktua´lnı´ verzeMRDS je zalozˇena na CLR 2.0 a dı´ky tomu umozˇnˇuje velice dobrou prˇeno-
sitelnost mezi ru˚zny´mi prostrˇedı´mi, jako jsou stolnı´ pocˇı´tacˇe, PDA nebo mobilnı´ telefony
poprˇ. prˇenositelnost mezi ru˚zny´mi operacˇnı´mi syste´my. Jelikozˇ je vsˇe zalozˇeno na webo-
vy´ch sluzˇba´ch, je velice jednoduche´ zı´ska´vat informace o stavech jednotlivy´ch sluzˇeb,
meˇnit jejich konfiguraci atd., a to pouze pomocı´ webove´ho prohlı´zˇecˇe. Navı´c jednotlive´
sluzˇby mohou beˇzˇet na ru˚zny´ch pocˇı´tacˇı´ch apod.
Du˚lezˇite´ je si uveˇdomit, zˇe prˇi vytva´rˇenı´ programu˚ pro ovla´da´nı´ robotu˚ je nutne´
pouzˇı´vat asynchronnı´ho programova´nı´, jelikozˇ v robotice, stejneˇ jako v beˇzˇne´m zˇivoteˇ,
se mu˚zˇe odehra´t neˇkolik uda´lostı´ najednou, naprˇ. prˇi jı´zdeˇ vprˇed mu˚zˇe dojı´t ke stisknutı´
9dotykove´ho senzoru, zpu˚sobene´ na´razem do prˇeka´zˇky. Proto jednotlive´ sluzˇby, ktere´
tvorˇı´ celou aplikaci, fungujı´ neza´visle jedna na druhe´ a komunikujı´ spolu pomocı´ zpra´v.
Tyto zpra´vy jsou ukla´da´ny do fronty, ktera´ se v prostrˇedı´ MRDS nazy´va´ port.
2.3 CCR
Jak jizˇ bylo zmı´neˇno jednou ze za´kladnı´ch komponent je CCR - Conccurency and Co-
ordination Runtime, protozˇe z podstaty robotiky vyply´va´ pozˇadavek na multivla´knove´
aplikace. Tato komponenta usnadnˇuje pra´ci s paralelizacı´, koordinacı´ a rˇı´zenı´m chyb.
Poma´ha´ na´m vytva´rˇet bloky ko´du, ktere´ mohou beˇzˇet neza´visle na sobeˇ. Pokud je to
nutne´, mohou komunikovat pomocı´ zpra´v, ktere´ si prˇeda´vajı´ skrz fronty nazy´vane´ porty.
Dı´ky komunikaci pomocı´ zpra´v nenı´ nutne´ synchronizovat jednotlive´ kusy ko´du beˇhem
spusˇteˇnı´. Pokud je potrˇeba pocˇkat na dokoncˇenı´ dvou nebo vı´ce operacı´, obsahuje tato
knihovna prostrˇedky i k teˇmto veˇcem. Samozrˇejmostı´ jsou soucˇa´sti, ktere´ se starajı´ o
spousˇteˇnı´ jednotlivy´ch u´kolu˚, syste´m pro spra´vu chyb atd.
CCR na´m prˇina´sˇı´ mozˇnost jak jednodusˇe vytvorˇit multivla´knove´ aplikace, bez toho
anizˇ bychom museli psa´t slozˇite´ konstrukce, ktere´ by se na´m staraly o spousˇteˇnı´ a rˇı´zenı´
vla´ken. Nenı´ nutne´ se starat o synchronizaci promeˇnny´ch atd. Avsˇak sta´le je mozˇne´ dojı´t
k zamrznutı´ pokud poskla´da´me ko´d pomocı´ CCR sˇpatneˇ.
2.3.1 Za´kladnı´ funkcˇnost
Pro fungova´nı´ modelu zalozˇene´m na CCR potrˇebujeme neˇkolik za´kladnı´ch prvku˚, ktere´
da´le doplnˇujı´ dalsˇı´ konstrukce knihovny CCR. Na obra´zku 1 mu˚zˇeme videˇt spolupra´ci
neˇkolika za´kladnı´ch konstrukcı´ knihovny CCR, ktere´ budou popsa´ny v na´sledujı´cı´ pod-
kapitola´ch.
Obra´zek 1: Pru˚beˇh zpracova´nı´ zpra´vy v CCR. Zdroj: [1]
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V jednoduchosti se da´ rˇı´ci, zˇe cely´ proces zacˇı´na´ zasla´nı´m zpra´vy. Tato zpra´va je
ulozˇena v portu, ktery´ prˇijı´ma´ zpra´vu dane´ho typu. Zpra´va zu˚sta´va´ ulozˇena v portu
dokud nenı´ vyzvednuta prˇı´jemcem. Po prˇijetı´ je zpracova´na a ze zpra´vy se vytvorˇı´ u´loha.
Tato u´loha je ulozˇena do fronty pro spusˇteˇnı´ a na´sledneˇ posla´na ke spusˇteˇnı´. Kdyzˇ je
u´loha napla´nova´na ke spusˇteˇnı´, je spusˇteˇna prˇı´slusˇna´ obsluha u´lohy. A tato obsluha po
dokoncˇenı´ nejcˇasteˇji vytvorˇı´ novou zpra´vu, ktera´ je zasla´na na neˇjaky´ port a cely´ kolobeˇh
pokracˇuje.
2.3.2 Zpra´va
Za´kladnı´m prvkem pro komunikaci mezi asynchronneˇ beˇzˇı´cı´mi sluzˇbami je vyuzˇit objekt
nazvany´ zpra´va. Tento objekt mu˚zˇe by´t jake´hokoliv typu v ra´mci prostrˇedı´ .NET, ktery´
je serializovatelny´. Beˇhem vyvı´jenı´ nasˇich sluzˇeb si mu˚zˇeme vytvorˇit vlastnı´ typy zpra´v,
ktere´ si budou jednotlive´ sluzˇby posı´lat mezi sebou. Typicky´ prˇı´klad zpra´vy je zasla´nı´
pozˇadavku na provedenı´ operace sluzˇby.
Jelikozˇ sluzˇby mohou beˇzˇet na ru˚zny´ch mı´stech, prˇesneˇji na ru˚zny´ch pocˇı´tacˇı´ch, ktere´
jsou propojeny pomocı´ sı´teˇ, je nutne´ aby objekty, ktere´ budeme posı´lat jako zpra´vy, byly
serializovatelne´. Z tohoto vyply´va´, zˇe zpra´va je prˇed odesla´nı´m serializovana´ do XML,
posla´na skrz sı´t’a na cı´love´m mı´steˇ je opeˇt deserializova´na.
O zpra´veˇ taky neˇkdymluvı´me jako o pozˇadavku nebo odpoveˇdi a to hlavneˇ, vmı´stech
kde se bavı´me o sluzˇba´ch a jejich operacı´ch.
2.3.3 Port
Pod pojmemport si mu˚zˇeme prˇedstavit jednoduchou frontu zalozˇenou na principu FIFO,
ktera´ prˇijı´ma´ zpra´vy urcˇite´ho typu. Zpra´vy jsou uchova´va´ny v portu do doby nezˇ jsou
vyzvednuty, ale za´rovenˇ odesı´latel nenı´ blokova´n, jelikozˇ zpra´va je ulozˇena ve fronteˇ a
odesı´latel mu˚zˇe pokracˇovat ve vykona´va´nı´ cˇinnosti. Samozrˇejmeˇ mohou existovat prˇı´-
pady, kdy odesı´latel cˇeka´ na odpoveˇd’ od prˇı´jemce. Ve vy´pisu 1 vidı´me jednoduchou
deklaraci portu, ktery´ prˇijı´ma´ pouze zpra´vy typu String a odesla´nı´ zpra´vy na port.
Port<String> simplePort = new Port<String>();
simplePort.Post(”Test”) ;
Vy´pis 1: Deklarace portu a umı´steˇnı´ zpra´vy na port
2.3.4 PortSet
V prˇedchozı´ cˇa´sti jsme si uka´zali, jak funguje jednoduchy´ port, ktery´ umozˇnˇuje prˇı´jem
pouze zpra´v jednoho typu. Ale mohou existovat situace kdy potrˇebujeme zajistit prˇı´jem
zpra´v vı´ce typu˚. Dobry´ prˇı´klad je hlavnı´ operacˇnı´ port sluzˇby, ktery´ umı´ prˇijı´mat velke´
mnozˇstvı´ typu˚ zpra´v. Teprve logika obsluhy pak rozhodne, co se ma´ s prˇijaty´m typem
zpra´vy udeˇlat. Pro tuto funkcˇnost jemozˇne´ pouzˇı´t trˇı´du PortSet, ktera´ma´ nadefinovane´
typy zpra´v, ktere´ prˇijı´ma´ podobneˇ jako port.
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PortSet<int, String> simplePortSet = new PortSet<int, String>();
simplePortSet.Post(10);
simplePortSet.Post(”Test”) ;
Vy´pis 2: Deklarace trˇı´dy PortSet
2.3.5 U´loha
Za´kladnı´ jednotkou pra´ce v ra´mci CCR je u´loha. Tato jednotka musı´ by´t po vytvorˇenı´ za-
rˇazena do fronty pro zarˇazenı´ ke zpracova´nı´ a na´sledneˇ zpracova´na. Vsˇechny trˇı´dy, ktere´
majı´ by´t vyuzˇı´va´ny jako u´lohy, musı´ implementovat rozhranı´ ITask. Toto rozhranı´ da´va´
u´loha´m jednotnou formu, kterou musı´ splnˇovat, aby mohly by´t napla´nova´ny a spusˇteˇny.
Pro vykona´nı´ u´lohy musı´ existovat metoda, ktera´ se postara´ o vykona´nı´ pozˇadovane´
u´lohy.
protected override void Start()
{
base.Start() ;
Spawn(BasicTaskHandler);
}
public void BasicTaskHandler()
{
for ( int i = 0; i < 5; i++)
{
Console.Writeline(”Cislo i : ” + i ) ;
}
}
Vy´pis 3: Prˇı´klad jednoduche´ obsluhy u´lohy
V prˇı´kladu 3 je mozˇne´ videˇt u´plneˇ obycˇejny´ prˇı´klad obsluhy neˇjake´ u´lohy, ve skutecˇne´
sluzˇbeˇ bude samozrˇejmeˇ takova´to u´loha vypadatmnohem slozˇiteˇji. Nejjednodusˇsˇı´m zpu˚-
sobem jak vytvorˇit u´lohu a zarˇadit ji do fronty je pouzˇı´t metodu Spawn, ktera´ je zdeˇdeˇna
z trˇı´dy DsspServiceBase, ktera´ je prˇedkem pro vsˇechny sluzˇby v MRDS.
Pokud bychom chteˇli, aby na´sˇ u´kol prˇeda´val neˇjake´ vstupnı´ hodnoty obsluze u´lohy,
mu˚zˇeme to udeˇlat jednodusˇe pomocı´ prˇida´nı´ typu a hodnoty k deklaraci jak je uka´za´no
ve vy´pisu 4
protected override void Start()
{
base.Start() ;
Spawn<int>(5, BasicTaskHandler);
}
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public void BasicTaskHandler(int value)
{
for ( int i = 0; i < value; i++)
{
Console.Writeline(”Cislo i : ” + i ) ;
}
}
Vy´pis 4: Prˇı´klad u´lohy se vstupnı´mi hodnotami
2.3.6 Arbitrˇi a prˇı´jemci
Abychom mohli prˇijate´ zpra´vy zpracovat a zmeˇnit je v u´lohy, potrˇebujeme vytvorˇit prˇı´-
jemce. CCR obsahuje trˇı´du nazvanou Arbiter, ktera´ na´m poma´ha´ s vytvorˇenı´m jednot-
livy´ch prˇı´jemcu˚. Prˇı´jemci jsou ulozˇenı´ ve fronteˇ, ktera´ je soucˇa´stı´ jednotlivy´ch instancı´
trˇı´dy Port nebo PortSet. Tato fronta nenı´ soucˇa´stı´ fronty zpra´v. Vytvorˇenı´ prˇı´jemci
vytva´rˇejı´ jednotlive´ u´lohy, ktere´ jsou na´sledneˇ zpracova´va´ny da´le tı´m, zˇe vyzvednou
zpra´vu z fronty, zpracujı´ ji. Pokud pouzˇı´va´me k vytvorˇenı´ prˇı´jemce trˇı´du Arbiter je
nutne´ prˇı´slusˇnou metodu te´to trˇı´dy aktivovat metodou Activate, ktera´ je zı´ska´na z
trˇı´dy DsspServiceBase. V na´sledujı´cı´ch podkapitola´ch si uka´zˇeme neˇkolik za´kladnı´ch
metod trˇı´dy Arbiter, ktere´ jsou beˇzˇneˇ pouzˇı´vane´. Velice dobrou vlastnostı´ arbitru˚ je
mozˇnost je libovolneˇ kombinovat a tak vytva´rˇet jednoduche´ logicke´ struktury.
2.3.6.1 Arbiter.Receive Jedna´ se o nejcˇasteˇji pouzˇı´vane´ho arbitra. Vytva´rˇı´ prˇı´jemce,
ktery´ cˇeka´ na prˇı´jetı´ zpra´vy. Po prˇijetı´ vytvorˇı´ prˇı´slusˇnou u´lohu. Tento typ arbitra jemozˇno
perzistentneˇ uchovat v portu, tzn. bude existovat a tedy cˇekat na prˇijetı´ zpra´vy dokud
bude existovat prˇı´slusˇny´ port. Vy´pis 5 ukazuje trvale´ho arbitra typu Receive pro instanci
trˇı´dy Port a PortSet. Pokud bychom chteˇli vytvorˇit arbitra, ktery´ by prˇijal pouze jednu
zpra´vu a po te´ by se ukoncˇil, stacˇı´ prvnı´ parametr zmeˇnit na false. Ve vy´pisu navı´c
mu˚zˇeme videˇt dva mozˇne´ zpu˚soby zpracova´nı´, prvnı´ pomocı´ klı´cˇove´ho slova delegate a
druhy´ pomocı´ metody.
Activate(
Arbiter .Receive(true, simplePort,
delegate(int i ) {
Console.WriteLine(”Cislo i: {0}”, i ) ;
}
) ) ;
Activate(
Arbiter .Receive<int>(true, simplePortSet, ReceiveHandler));
private void ReceiveHandler(int i) {
Console.WriteLine(”Cislo i: {0}”, i ) ;
}
Vy´pis 5: Arbiter.Receive
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2.3.6.2 Arbiter.Choice Tento druh arbitra vytva´rˇı´ dva prˇı´jemce, jako parametr prˇebı´ra´
instanci trˇı´dyPortSet apro jednotlive´ typy zpra´v definuje obsluhu.Nejcˇasteˇji se vyuzˇı´va´
prˇi vola´nı´ operacı´ sluzˇeb a cˇeka´nı´ na odpoveˇd’ resp. vy´sledek operace. Arbiter Choice je
mozˇne´ interpretovat jako logickou operaci OR. V prˇı´kladu 6 mu˚zˇeme videˇt zpracova´nı´
zpra´v v simplePortSet, tento prˇı´jemce pocˇka´ na prˇı´chod prvnı´ zpra´vy, jednoho z typu˚
a napla´nuje u´lohu podle typu prˇı´chozı´ zpra´vy. Tento typ arbitra se neukla´da´ persistentneˇ
do pameˇti, ale pouze do prˇı´chodu prvnı´ zpra´vy. Po spusˇteˇnı´ prvnı´ho prˇı´jemce ukoncˇı´
nevyuzˇite´ho prˇı´jemce.
Activate(
Arbiter .Choice(simplePortSet,
delegate(int i )
{
Console.WriteLine(”Cislo i: ” + ) ;
},
delegate(String text )
{
Console.WriteLine(”Text: ” + text ) ;
}
) ) ;
Vy´pis 6: Arbiter.Choice
2.3.6.3 Arbiter.JoinedReceive Dalsˇı´m prˇı´kladem arbitra je Arbiter.JoinedReveive,
ktery´ je podobny´ logicke´mu AND. Funkcˇnost je obdobna´ prˇedesˇle´mu typu, tzn. opeˇt
arbitr vytvorˇı´ dva prˇı´jemce, kterˇı´ cˇekajı´ na prˇı´chod zpra´vy zvolene´ho typu. Narozdı´l od
prˇedchozı´ho typu se tento neukoncˇı´ po spusˇteˇnı´ prvnı´ho, ale vycˇka´ se na spusˇteˇnı´ i dru-
he´ho, navı´c prˇı´jı´ma´ jako vstupnı´ parametry dveˇ instance rˇı´dy Port. Po prˇijetı´ obou typu˚
zpra´v se napla´nuje u´loha, ktera´ se ma´ vykonat. Tento druh je vhodny´ pouzˇı´t v mı´steˇ, kde
potrˇebujeme synchronizaci ko´du, naprˇ. kdyzˇ se dveˇ veˇtve aplikace majı´ sloucˇit v jednu.
Port<int> intPort = new Port<int>();
Port<double> doublePort = new Port<double>();
Activate(
Arbiter .JoinedReceive(false, intPort, doublePort,
delegate(int val1, double val2)
{
Console.WriteLine(”Both values received.”);
}
Vy´pis 7: Arbiter.JoinedReceive
2.3.7 Itera´tory
Jednı´m z velice du˚lezˇity´ch prvku˚ k programova´nı´ operacı´ a sluzˇeb v asynchronnı´m
prostrˇedı´ je itera´tor, ktery´ je zahrnut do knihovny CCR prˇi pouzˇitı´ jazyka C#. Konstrukce
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itera´tor na´m umozˇnˇuje spousˇteˇnı´ ko´du bez blokova´nı´ ostatnı´ch vla´ken, ktere´ mohou by´t
spusˇteˇny beˇhem cˇeka´nı´ na dokoncˇenı´ neˇjake´ asynchronnı´ operace. V podstateˇ cˇeka´ na
prˇijetı´ zpra´vy prˇed tı´m, nezˇ mu˚zˇe pokracˇovat ve vykona´va´nı´.
Itera´tory jsou v ra´mci CCR zalozˇeny na sekvenci u´loh, ktere´ majı´ by´t vykona´ny. Z
programa´torske´ho pohledu vypadajı´, jako kdyby se vsˇe spousˇteˇlo sekvencˇneˇ za sebou,
ale ve skutecˇnosti, docha´zı´ k rozdeˇlenı´ na neˇkolik asynchronnı´ch u´loh.
Abychommohli vyuzˇı´t itera´tor uvnitrˇ metody, musı´ by´t nadeklarova´na s na´vratovy´m
typemIEnumerator<ITask>. Vmı´steˇ, kdedocha´zı´ docha´zı´ k procha´zenı´ sekvence u´loh
itera´toru musı´me pouzˇı´vat konstrukci yield return. V takto oznacˇene´m mı´steˇ bude
docha´zet k prˇerusˇenı´ vykona´va´nı´ metody, pokud bude nutne´ cˇekat na prˇı´chod zpra´vy.
Na konci metody ve ktere´ se vyuzˇı´va´ itera´tor, je nutne´ uve´st konstrukci yield break;,
ktera´ oznamuje, zˇe procha´zenı´ itera´torem je u konce.
public IEnumerator<ITask> IteratorExample() {
yield return Arbiter .Receive(false, simplePort,
delegate(int i )
{
Console.WriteLine(”Cislo i: {0}”, i ) ;
}
yield break;
}
Vy´pis 8: Itera´tor
Jak je videˇt z vy´pisu 8 nejveˇtsˇı´ uplatneˇnı´ koncept itera´toru˚ nalezne u vytva´rˇenı´ prˇı´-
jemcu˚, nejcˇasteˇji prˇi cˇeka´nı´ na odpoveˇd’ z operace neˇjake´ sluzˇby nebo cˇeka´nı´ na prˇecˇtenı´
u´daju˚ ze senzoru˚ atd. Jednodusˇe mu˚zˇeme rˇı´ct, zˇe itera´tory pouzˇijeme vsˇude tam, kde by
dosˇlo ke zbytecˇne´mu zastavenı´ vykona´vanı´ vla´kna z du˚vodu cˇekanı´ na dokoncˇenı´ jine´
operace.
Zby´va´ jesˇteˇ doplnit, jak takovy´ itera´tor spustit. Nejjednodusˇsˇı´ mozˇnost je spustit
itera´tor pomocı´ prˇı´kazu SpawnIterator, ktery´ je obdobou prˇı´kazu Spawn pro spusˇteˇnı´
jednoduche´ u´lohy. Dalsˇı´ mozˇnostı´ je spustit itera´tor jako u´lohu pomocı´ arbitra. Oba tyto
prˇı´pady jsou uvedeny v kra´tke´m vy´pisu 9
// Spusteni iteratoru
SpawnIterator(IteratorExample);
Activate(
Arbiter .FromIteratorHandler(IteratorExample));
Vy´pis 9: Dveˇ mozˇnosti spusˇteˇnı´ itera´toru
Na za´veˇr bych k itera´toru˚m poznamenal, zˇe je samozrˇejmeˇ mozˇne´, stejneˇ jako u beˇzˇne´
u´lohy, poslat i vstupnı´ parametry pomocı´ genericke´ho typu a hodnoty. Itera´toru˚m je
velice du˚lezˇite´ porozumeˇt, jelikozˇ se s jejich pomocı´ vytva´rˇı´ velke´ mnozˇstvı´ ko´du, ktery´
by jiny´mi zpu˚soby bylo velice slozˇite´ napsat.
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2.3.8 Dispatcher
V tuto chvı´li jsme prosˇli cyklus od posla´nı´ zpra´vy azˇ k vytvorˇenı´ a napla´nova´nı´ u´lohy.
Poslednı´ cˇa´st, kterou se budeme zaby´vat je stejneˇ du˚lezˇita´ jako vsˇechny prˇedesˇle´ je
Dispatcher a DispatcherQueue. Dispatcher nenı´ ve sve´ podstateˇ nic jine´ho nezˇ za´-
sobnı´k vla´ken a mu˚zˇeme ho smeˇle prˇirovnat k procesoru pocˇı´tacˇe. Vla´kna inicializova´na
uvnitrˇ trˇı´dy Dispatcher slouzˇı´ ke spousˇteˇnı´ napla´novany´ch u´loh. Kazˇdy´ Dispatcher
mu˚zˇe mı´t libovolne´ mnozˇstvı´ instancı´ trˇı´dy DispatcherQueue.
Po vygenerova´nı´ nove´ sluzˇby, jsou vsˇechny veˇci kolem inicializace trˇı´dDispatcher a
DispatcherQueue vyrˇesˇeny ve spolecˇne´m prˇedkovi vsˇech sluzˇeb DsspServiceBase
a ve veˇtsˇineˇ prˇı´padu˚ nenı´ nutne´ vu˚bec do tohoto standardnı´ho nastavenı´ vu˚bec zasahovat.
Za´kladnı´ nastavenı´ odvozuje MRDS z pocˇtu procesoru˚, respektive z pocˇtu jader, pokud
ma´me vı´ce ja´drovy´ procesor. Minima´lnı´ pocˇet vla´ken je dva, takovy´to Dispatcher se
vytvorˇı´ pokud v konstruktoru zada´me pocˇet vla´ken 0. Pro specia´lneˇ prˇı´pady je mozˇne´
vytvorˇit Dispatcher, ktery´ bude mı´t pouze jedno vla´kno, to znamena´, zˇe v jednu chvı´li
se bude zpracova´vat pouze jedna u´loha.
Jedna z mozˇnostı´, ktera´ nenı´ u´plneˇ vyuzˇı´va´na, je mozˇnost vytvorˇit vı´ce instancı´ trˇı´dy
Dispatcher. Bohuzˇel tato zmı´neˇna´ mozˇnost nenabı´zı´ te´meˇrˇ zˇa´dne´ prakticke´ vyuzˇitı´.
Jedina´ prˇı´lezˇitost, u ktere´ by se toto dalo vyuzˇı´t, je mı´t instanci Dispatcher pro vla´kna
ru˚zny´ch priorit.
Trˇı´da DispatcherQueue slouzˇı´ k ukla´da´nı´ napla´novany´ch u´loh, jejı´ maxima´lnı´ ve-
likost je rovna maximu datove´ho typu int. Fronta implementuje neˇkolik politik pro
ukla´da´nı´ zpra´v. Standardnı´ politika ukla´da´ zpra´vy bez jake´hokoliv omezenı´. Dalsˇı´ poli-
tiky jsou zalozˇeny na omezenı´ch vycha´zejı´cı´ch z parametru˚ dane´ fronty.
Na za´veˇr kapitoly o trˇı´da´ch Dispatcher a DispatcherQueue jesˇteˇ mala´ uka´zka na
vytvorˇenı´ a pouzˇitı´ teˇchto trˇı´d, ale jak jizˇ bylo zmı´neˇno na zacˇa´tku, nenı´ prˇı´lisˇ cˇaste´ ani
nutne´ vytva´rˇet vlastnı´ instance zmı´neˇny´ch trˇı´d.
Ve vy´pisu 10 mu˚zˇeme videˇt vytvorˇenı´ nove´ instance trˇı´dy Dispatcher, ktera´ je v
tomto prˇı´padeˇ inicializovana´ se cˇtyrˇmi vla´kny pro zpracova´nı´ u´loh. Po te´ je vytvorˇena
fronta pro prˇı´jem u´loh a je jı´ prˇirˇazen Dispatcher, ktery´ bude obsluhovat u´lohy v nı´
ulozˇene´. Nakonec je vytvorˇen pomocı´ arbitra seznam operacı´, ktere´ budou ukla´dat sve´
u´lohy do noveˇ vytvorˇene´ fronty.
public void CreateDispatcher()
{
Dispatcher d = new Dispatcher(4, ”TestDispatcher”);
DispatcherQueue dq = new DispatcherQueue(”TestQueue”, d);
Arbiter .Activate(
dq,
Arbiter .FromIteratorHandler(IteratorExample),
Arbiter .FromIteratorHandler(IteratorExample)
) ;
}
Vy´pis 10: Pouzˇitı´ trˇı´d Dispatcher a DispatcherQueue
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2.4 Sluzˇba
Jak uzˇ napovı´da´ architektura MRDS, za´kladnı´mi prvky pro vsˇechny aplikace v ra´mci
platformy jsou sluzˇby, ktere´ jsou postaveny na za´kladech webovy´ch sluzˇeb. Aby sluzˇby
mohly komunikovat mezi sebou a vytva´rˇet celky, musı´ mı´t nadefinova´ny neˇkolik vlast-
nostı´. Za´kladem kazˇde´ sluzˇby je kontrakt, ktery´ na´m identifikuje sluzˇbu, hlavnı´ operacˇnı´
port sluzˇby, do ktere´ho prˇicha´zejı´ zpra´vy z jiny´ch sluzˇeb. Da´le je to stav dane´ sluzˇby
a nakonec take´ jednotlive´ metody nebo operace sluzˇby, pomocı´ ktery´ch sluzˇby komu-
nikujı´ se svy´m okolı´m. Soucˇa´stı´ sluzˇby mu˚zˇe by´t take´ libovolne´ mnozˇstvı´ partneru˚, cˇili
jiny´ch sluzˇeb, se ktery´mi sluzˇba komunikuje. Na obra´zku 2 mu˚zˇeme videˇt, jak jednotlive´
soucˇa´stı´ sluzˇby spolupracujı´.
Funkcˇnost jednotlivy´ch sluzˇeb je postavena na knihovneˇ CCR, prˇedstavene´ v prˇed-
chozı´ kapitole, a knihovneˇDSS, ktera´ se stara´ o beˇh a podporu sluzˇeb, ta budeprˇedstavena
v dalsˇı´ kapitole.
Obra´zek 2: Vizualizace sluzˇby. Zdroj: [1]
2.4.1 Kontrakt
Kontraktem rozumı´me jedinecˇny´ identifika´tor sluzˇby, ktery´ na´m a hlavneˇMRDS poma´ha´
rozlisˇit jednotlive´ sluzˇby od sebe. Kazˇda´ sluzˇba musı´ obsahovat trˇı´du Contract, aby ji
bylomozˇno pouzˇı´vat v ra´mciMRDS.Navı´c tato trˇı´damusı´ obsahovat poleIdentifier s
hodnotouve forma´tuURI, ktera´musı´ by´t unika´tnı´. Vna´sledujı´cı´mprˇı´kladumu˚zˇemevideˇt
standardneˇ vygenerovany´ kontrakt pro sluzˇbu RobotExploration, tento identifika´tor
se na´m vygeneruje pokud nezada´me na´zev identifika´toru prˇi vytva´rˇenı´ sluzˇby.
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public sealed class Contract{
[DataMember]
public const String Identifier = ”http :// schemas.tempuri.org/2010/02/robotexploration.html”;
}
Vy´pis 11: Prˇı´klad kontraktu
V identifika´toru kontraktu mu˚zˇeme pouzˇı´t jake´koliv dome´nove´ jme´no, nebo identifi-
ka´tor cesty, je to cˇisteˇ na na´s, jelikozˇ se nejedna´ o rea´lne´ URL, ktere´ by meˇlo by´t funkcˇnı´.
Identifikace pomocı´ roku a meˇsı´ce na´m zvysˇuje jedinecˇnost na´zvu a navı´c mu˚zˇe slouzˇit k
verzova´nı´ sluzˇeb. Poslednı´ cˇa´st identifika´toru tvorˇı´ na´zev sluzˇby.
Kazˇda´ sluzˇba mu˚zˇe implementovat alternativnı´ kontrakt, tzn. kontrakt ktery´ uzˇ vy-
uzˇı´va´ jina´ sluzˇba, ale chceme prˇekry´t jejı´ chova´nı´ nasˇı´ implementacı´ nebo chceme, aby i
nasˇe sluzˇba vystupovala pro jine´ sluzˇby jako sluzˇba definovana´ alternativnı´m kontrak-
tem. Nejcˇasteˇji se toto pouzˇı´va´ prˇi vytva´rˇenı´ simulovany´ch robotu˚, kdy se definuje trˇı´da
pro pohon robota, ktera´ vyuzˇı´va´ kontraktu sluzˇby DifferentialDrive. Nebo dalsˇı´
prˇı´klad je ultrazvukovy´ senzor pro LEGO NXT, ktery´ vyuzˇı´va´ jako alternativnı´ kontrakt
analogovy´ senzor.
2.4.2 Hlavnı´ operacˇnı´ port
Kazˇda´ sluzˇba ma´ vzˇdy nadefinova´n svu˚j hlavnı´ operacˇnı´ port, ktery´ definuje jake´ typy
zpra´v sluzˇba prˇijı´ma´ a na ktere´mu˚zˇe odpovı´dat. Tento hlavnı´ operacˇnı´ port doplnˇuje kon-
trakt programoveˇ a definuje rozhranı´ sluzˇby. V tomto portu se shromazˇd’ujı´ pozˇadavky
ostatnı´ch sluzˇeb.
Na´sledujı´cı´ prˇı´klad zobrazuje za´kladnı´ definici hlavnı´ho operacˇnı´ho portu, tuto defi-
nici zı´ska´me prˇi vygenerova´nı´ sluzˇby. Obsahuje pouze trˇi typy zpra´v resp. operacı´, ktere´
nabı´zı´. Prvnı´ dveˇ operace, ktere´ jsou zı´ska´ny deˇdicˇnostı´ z prˇedka, slouzˇı´ k zı´ska´nı´ sluzˇby
a k ukoncˇenı´ sluzˇby. Trˇetı´ typ zpra´v, na ktere´ tato sluzˇba reaguje je typ operace GET.
[ServicePort]
public class RobotExplorationOperations : PortSet<DsspDefaultLookup, DsspDefaultDrop, Get>
{
}
Vy´pis 12: Prˇı´klad hlavnı´ho operacˇnı´ho bodu
2.4.3 Stav sluzˇby
V kazˇde´ sluzˇbeˇ nalezneme trˇı´du, ktera´ reprezentuje vnitrˇnı´ stav dane´ sluzˇby. Vlastnosti
stavu mu˚zˇeme rozdeˇlit na dveˇ skupiny, do prvnı´ patrˇı´ vlastnosti, ktere´ se beˇhem doby
beˇhu sluzˇby nemeˇnı´. Jsou to veˇtsˇinou konstanty, ktere´ jsou nutne´ k beˇhu sluzˇby naprˇ.
COMport, Polling frekvence (hodnota urcˇujı´cı´, jak cˇasto se budou nacˇı´tat data ze senzoru˚)
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atd. Druhou skupinou jsou vlastnosti, ktere´ se meˇnı´ v pru˚beˇhu cˇasu. Pokud je sluzˇba
navrhnuta jako konecˇny´ stavovy´ automat, mu˚zˇe by´t v promeˇnne´ ulozˇen aktua´lnı´ stav
tohoto automatu.
public enum STAGE { MOVEFORWARD, MOVEDONE, ROTATIODONE };
public enum ROTATESTAGES { NORMAL, RIGHT90, RIGHT45, LEFT90, LEFT45 };
[DataContract]
public class RobotExplorationState
{
[DataMember]
public STAGE Stage;
[DataMember]
public ROTATESTAGES RotateStage;
}
Vy´pis 13: Prˇı´klad stavu˚ sluzˇby.
2.4.4 Operace sluzˇby
Aby da´vala sluzˇba smysl, musı´ umeˇt komunikovat se svy´m okolı´m. Tato komunikace se
deˇje prostrˇednictvı´m operacı´ sluzˇby. Jak jizˇ bylo zmı´neˇno drˇı´ve, kazˇda´ sluzˇba obsahuje
uzˇ po sve´m vygenerova´nı´ trˇi za´kladnı´ operace. DssDefaultLookup operace zajisˇt’uje
mozˇnost vyhledat sluzˇbu a poskytnout jejı´ kontext. DssDefaultDrop operace zajisˇt’uje
zpracova´nı´ pozˇadavku na ukoncˇenı´ sluzˇby. A nakonec operace typu GET, ktera´ poskytuje
prˇeda´nı´ kopie stavu sluzˇby a je pouze ke cˇtenı´. Sluzˇba mu˚zˇe obsahovat mnoho operacı´,
typy jednotlivy´ch operacı´ najdeme v tabulce 1.
2.4.4.1 Struktura operace . Definice operace je slozˇena z neˇkolika cˇa´stı´ a je ulozˇena
v souboru s prˇı´ponou Type. Nejprve je nutno urcˇit na´zev operace a jejı´ typ, pote´ mu˚zˇeme
nadefinovat obsah pozˇadavku operace, ve ktere´m jsou urcˇene´ vstupnı´ hodnoty operace.
Je to stejne´ jako atributy metody v beˇzˇne´m programu, akora´t u sluzˇby je toto nadefino-
va´no samostatnou trˇı´dou. A nakonec mu˚zˇeme nadefinovat na´vratove´ hodnoty operace.
Nejcˇasteˇji se pouzˇı´va´ trˇı´daPortSet, ve ktere´mu˚zˇemenadefinovat vı´ce typu˚ na´vratovy´ch
hodnot. Pokud potrˇebujeme prˇedat vy´sledek operace, prostrˇednictvı´m odpoveˇdi operace
mu˚zˇeme vytvorˇit opeˇt samostatnou trˇı´du, stejneˇ jako v prˇı´padeˇ pozˇadavku. Neˇktere´ typy
operacı´, jako Submit nebo Update, umozˇnˇujı´ pouzˇı´t prˇeddefinovanou odpoveˇd’ jako
vy´sledek operace, ktera´ neprˇeda´va´ zˇa´dne´ informace jako vy´sledek operace. Mu˚zˇeme si
to prˇedstavit jako metodu s klı´cˇovy´m slovem void. V na´sledujı´cı´m prˇı´kladu je operace
MoveOrder, ktera´ je typuSubmit a prˇijı´ma´ jako vstup trˇı´duMoveOrderRequest a vracı´
DefaultSubmitResponseType nebo Fault pokud nastane beˇhem prova´deˇnı´ operace
chyba.
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Operace Popis
Create Vytvorˇenı´ nove´ sluzˇby
Delete Vymaza´nı´ cˇa´sti nebo cele´ho stavu sluzˇby
Drop Operace k zastavenı´ sluzˇby
Get Operace k zı´ska´nı´ stavu sluzˇby
Insert Operace k prˇida´nı´ informace o stavu sluzˇby
Lookup Operace k zı´ska´nı´ informace stavu sluzˇby a jejı´ho kon-
textu. Pouzˇı´va´ se k zı´ska´nı´ prˇı´stupu ke sluzˇbeˇ.
Query Strukturovana´ obdoba operace Get
Replace Operace k nahrazenı´ cele´ho stavu sluzˇby
Subscribe Operace k vyzˇa´da´nı´ informova´nı´ o zmeˇna´ch stavu
Submit Obdoba operace Update, nemusı´ beˇhem nı´ dojı´t ke
zmeˇneˇ stavu
Update Operace, ktera´ informuje o zmeˇneˇ stavu sluzˇby
Upsert Operace vyvola´ operaci Update pokud existuje sta-
vova´ informace, jinak vyvola´ operaci Insert
Tabulka 1: Typy operacı´ sluzˇeb
public class MoveOrder : Submit<MoveOrderRequest, PortSet<DefaultSubmitResponseType,
Fault>>
{
public MoveOrder() { }
public MoveOrder(MoveOrderRequest body)
: base(body)
{ }
}
[DataContract]
[DataMemberConstructor]
public class MoveOrderRequest
{
[DataMember, DataMemberConstructor]
public double Power;
[DataMember, DataMemberConstructor]
public double Distance;
public MoveOrderRequest() { }
}
Vy´pis 14: Prˇı´klad definice sluzˇby. RobotExploration.cs
Aby sluzˇbamohla obslouzˇit noveˇ nadefinovanou operaci,musı´me jı´ prˇidat do definice
hlavnı´ho operacˇnı´ho portu.
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[ServicePort]
public class RobotExplorationOperations : PortSet<DsspDefaultLookup, DsspDefaultDrop, Get,
MoveOrder>
{
}
Vy´pis 15: Prˇida´nı´ operace MoveOrder do hlavnı´ho operacˇnı´ho portu
Pro takto nadefinovanou operaci uzˇ mu˚zˇeme v hlavnı´m souboru sluzˇby vytvorˇit
samotnou obsluhu a teˇlo operace.
2.4.4.2 Obslouzˇenı´ operace . V prˇedchozı´ cˇa´sti jsme si nadefinovali rozhranı´ sluzˇby
a prˇı´da´nı´m operace do hlavnı´ho operacˇnı´ho portu jsme umozˇnili prˇı´jem zpra´v typu
MoveOrder. K takto nadefinovane´ metodeˇ potrˇebujeme vytvorˇit jeˇsˇteˇ jejı´ teˇlo, ktere´ bude
umeˇt obslouzˇit pozˇadavky na tuto operaci. Opeˇt existuje neˇkolik mozˇnostı´ jak takovouto
obsluhu operace vytvorˇit. Nejjednodusˇsˇı´ cesta je vytvorˇit virtua´lnı´metodu s anotacı´, ktera´
rˇı´ka´, zˇe se jedna´ o obsluhu operace.
[ServiceHandler]
public virtual IEnumerator<ITask> MoveOrderHandler(MoveOrder moveOrder)
{
// / Obsluha operace
moveOrder.ResponsePort.Post(DefaultSubmitResponseType.Instance);
yield break;
}
Vy´pis 16: Obsluha sluzˇby pomocı´ anotace
2.4.4.3 Chova´nı´ obsluhy operace . Pokud potrˇebujeme ovlivnit chova´nı´ obsluhy
operace, mu˚zˇeme to udeˇlat pomocı´ zarˇazenı´ operace do neˇktere´ z kategoriı´ uvedeny´ch v
tabulce 2.
Pokud pouzˇı´va´me obsluhu sluzˇby vytvorˇenou pomocı´ anotace, stacˇı´ pouze nadefino-
vat chova´nı´ operace pomocı´ atributu anotace ServiceHandler takto:
[ServiceHandler(ServiceHandlerBehavior.Exclusive)]
public virtual IEnumerator<ITask> MoveOrderHandler(MoveOrder moveOrder)
Vy´pis 17: Definice chova´nı´ operace
2.4.5 Partnerˇi sluzˇby
Pokud sluzˇba komunikuje s dalsˇı´mi sluzˇbami, nazy´va´me tyto sluzˇby partnery. Aby s nimi
sluzˇba mohla komunikovat, potrˇebujeme nadefinovat seznam partneru˚ sluzˇby. Mu˚zˇeme
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Concurrent Obsluha mu˚zˇe beˇzeˇt soucasneˇ s dalsˇı´mi operacemi
takto oznacˇeny´mi poprˇ. mu˚zˇe by´t sama spusˇteˇna neˇ-
kolikra´t. Takto by se meˇly oznacˇovat obsluhy, ktere´
nemeˇnnı´ stav sluzˇby
Default MRDS vybere jaky´ typ je nejvhodneˇjsˇı´. Vybı´ra´ z
Concurrent, Exclusive a TearDown
Eclusive Obsluha beˇzˇı´ samostatneˇ a beˇhem jeˇjı´ho pru˚-
beˇhu nemu˚zˇe by´t spusˇteˇna jina´ operace oznacˇena´
Concurrent nebo Exclusive.
Indepedent Obsluha beˇzˇı´ neza´visle na ostatnitnı´ch obsluha´ch
TearDown Obsluha operace, ktera´ je spusˇteˇna beˇhem ukoncˇo-
va´nı´ sluzˇby
Tabulka 2: Parametry chova´nı´ operace
to udeˇlat pomocı´ tagu PartnerList nebo jednotlive´ partnery nadefinovat prˇı´mo v
hlavnı´ trˇı´deˇ sluzˇby.
[Partner(”drive” , Contract = drive .Contract. Identifier ,
CreationPolicy = PartnerCreationPolicy.UseExistingOrCreate)]
drive .DriveOperations drivePort = new drive.DriveOperations();
Vy´pis 18: Partner drive
Jak mu˚zˇeme videˇt ve vy´pisu 18 definice partnera obsahuje na´zev partnera, jeho kon-
trakt a politiku pro vytvorˇenı´ partnera. Jednotlive´ politiky pro vytva´rˇenı´ jsou v tabulce
3. Du˚lezˇitou soucˇa´sti definice partnera je nadefinova´nı´ portu, prˇes ktery´ bude probı´hat
komunikace s danou sluzˇbou.
CreateAlways Vytvorˇı´ novou instanci partnerske´ sluzˇby
UseExisting Pouzˇije existujı´cı´ instanci sluzˇby z adresa´rˇe sluzˇby
UseExistingOrCreate Pouzˇije nebo vytvorˇı´ instanci partnerske´ sluzˇby
UsePartnerListEntry Pouzˇije existujı´cı´ instanci z adresa´rˇe sluzˇby. Tato in-
stance je vytvorˇena pomocı´ definice v manifestu
Tabulka 3: Politiky pro vytva´rˇenı´ partnera sluzˇby
2.4.6 Nova´ sluzˇba
Novou sluzˇbu mu˚zˇeme vytvorˇit neˇkolika zpu˚soby. Prvnı´ mozˇnost je vygenerovat sluzˇbu
pomocı´ utility DssNewService, ktera´ je soucˇa´stı´ MRDS. Dalsˇı´ mozˇnostı´ je vytvorˇit
sluzˇbu prostrˇednictvı´m Visual Studia, nebo take´ pomocı´ VPL, pokud pouzˇı´va´me k vy-
tva´rˇenı´ aplikace graficky´ programovacı´ jazyk, ktery´ je soucˇa´stı´ MRDS. V tabulce 4 vidı´me
za´kladnı´ parametry utility DssNewService.
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Na´zev Popis
/service: Definuje na´zev sluzˇby. Povinny´ parametr
/namespace: Definuje namespace sluzˇby
/org: Prefix sluzˇby, ktery´ je pouzˇit pro vytvorˇenı´ kontraktu.
/year: Rok vytvorˇenı´ sluzˇby
/month: Meˇsı´c vytvorˇenı´ sluzˇby
/alt: Alternativnı´ kontrakt, ktery´ sluzˇba implementuje
Tabulka 4: Za´kladnı´ parametry pro DssNewService.exe
Sluzˇbu skontraktemhttp://test.com/service/2010/04/testservice.html
vygenerujeme pomocı´ utility DssNewService takto:
dssnewservice /service:TestService /org:test .com/servive /year:2010 /month:04
Vy´pis 19: Uka´zka vygenerova´nı´ nove´ sluzˇby
2.5 DSS
V prˇedchozı´ kapitole jsme si prˇedstavili sluzˇby jako za´kladnı´ prvek aplikacı´ ovla´dajı´cı´ch
roboty. V te´to kapitole se podı´va´me na knihovnu, kterou si mu˚zˇeme prˇedstavit jako
kontejner pro beˇh vytva´rˇenı´ a beˇh sluzˇeb. Tato knihovna se jmenuje DSS - Decentralized
Software Services. Soucˇa´stı´ te´to kapitoly by meˇly by´t i sluzˇby, ale pro veˇtsˇı´ prˇehlednost
jsem sluzˇba´m vycˇlenil samostatnou kapitolu.
Stejneˇ jako sluzˇby je DSS postaveno na za´kladeˇ knihovny CCR. Pro vsˇechny sluzˇby
existuje spolecˇny´ prˇedchu˚dce, ktery´m je trˇı´da DsspServiceBase. DSS je zodpoveˇdne´
za spousˇteˇnı´ a ukoncˇovanı´ sluzˇeb, jednou z dalsˇı´ch funkcı´ DSS je rozesı´lanı´ zpra´v mezi
sluzˇbami.Ve sve´ podstateˇDSS je pouzeuskupenı´ neˇkolika sluzˇeb, ktere´ spolu komunikujı´.
Jednotlive´ sluzˇby se starajı´ o nacˇı´ta´nı´ konfiguracı´ sluzˇeb, rˇı´zenı´ bezpecˇnosti, udrzˇova´nı´
adresa´rˇe beˇzˇı´cı´ch sluzˇeb atd.
2.5.1 DSSP
Komunikacˇnı´m protokolem pro DSS je prˇı´znacˇneˇ pojmenovany´ DSSP, jehozˇ specifikaci
mu˚zˇeme volneˇ pouzˇı´vat pod licencı´ Microsoft Open Software Promise. Cely´ protokol je
zalozˇen na architekturˇe REST (Representational State Transfer). ProtokolDSSP je obdobny´
protokolu SOAP (Simple Object Access Protocol), ktery´ pouzˇı´vajı´ standardnı´ webove´
sluzˇby. Avsˇak DSSP prˇina´sˇı´ neˇktere´ zmeˇny, jako naprˇı´klad oddeˇlenı´ stavu odchova´nı´
nebo vsˇechny operace jsou reprezentova´ny jako stavove´ operace. Dalsˇı´m rozdı´lem je
viditelnost stavovy´ch informacı´, u webovy´ch sluzˇeb jsou neviditelne´, kdezˇto u sluzˇeb
MRDS je za´kladem, zˇe stavove´ informace sluzˇby jsou viditelne´.
Klı´cˇovou vlastnostı´ obou modelu˚, SOAP i DSSP je, zˇe uda´losti jsou oznamova´ny
asynchronneˇ, cozˇ je velice nutna´ vlastnost pro programova´nı´ roboticky´ch aplikacı´.
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2.5.2 Spojova´nı´ sluzˇeb
Stejneˇ jako je za´kladnı´m stavebnı´mblokemaplikacı´ sluzˇba, tak spojova´nı´ sluzˇeb je za´klad-
nı´m principem vytva´rˇenı´ aplikacı´. Sluzˇby, ktere´ spolu komunikujı´ nazy´va´me partnery a
cely´ proces spojova´nı´ se nazy´va´ orchestrace sluzˇeb. Tı´mto principem jsme schopni vy-
tvorˇit aplikaci z jednotlivy´ch sluzˇeb od nejnizˇsˇı´ po nejvysˇsˇı´ u´rovenˇ.
Sluzˇbymu˚zˇeme rozdeˇlit do trˇı´ za´kladnı´ch kategoriı´. Prvnı´ tvorˇı´ sluzˇby obsluhujı´cı´ sen-
zory sluzˇeb, tyto prˇeda´vajı´ informace vy´sˇ do sluzˇeb, ktere´ nazy´va´me orchestracˇnı´ sluzˇby.
V teˇchto sluzˇba´ch docha´zı´ ke zpracova´nı´ dat, ke zpracova´nı´ logiky, k obsluze uzˇivatel-
ske´ho rozhranı´. Poslednı´ skupinou sluzˇeb jsou aktua´tory, ktere´ se starajı´ o vykona´va´nı´
akcı´ na za´kladeˇ rˇı´dı´cı´ logiky. Do te´to kategorie sluzˇeb spadajı´ nejcˇasteˇji sluzˇby obsluhujı´cı´
pohon robotu˚, poprˇ. jine´ funkcˇnı´ jednotky. Prˇı´klad takto komunikujı´cı´ch sluzˇeb mu˚zˇeme
videˇt na obra´zku 3.
Obra´zek 3: Orchestrace sluzˇeb. Zdroj: [1]
2.5.3 DssHost
Ke spousˇteˇnı´ aplikacı´ vytvorˇeny´ch v prostrˇedı´ MRDS vyuzˇı´va´me program DssHost.
Spusˇteˇnı´m tohoto programu vytvorˇı´me tzv. DSS uzel, ktery´ poskytuje potrˇebne´ beˇhove´
prostrˇedı´ pro spousˇteˇnı´ aplikacı´ a sluzˇeb potrˇebny´ch k jejich beˇhu.
DssHost je v podstateˇ implementacewebove´ho serveru, ktery´ umozˇnˇuje zobrazova´nı´
beˇzˇı´cı´ch sluzˇeb a jiny´ch informacı´ ve webove´m prohlı´zˇecˇi. Tato vlastnost na´m umozˇnˇuje
jednodusˇe komunikovat se sluzˇbami bez nutnosti mı´t specia´lnı´ho klienta. Spolecˇneˇ se
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startem uzlu se nastartujı´ i neˇktere´ za´kladnı´ sluzˇby, ktere´ se starajı´ o fungova´nı´ aplikace.
Da´le se instalacˇnı´ adresa´rˇ oznacˇı´ jako prˇı´pojny´ bod, respektive je oznacˇen jako korˇenovy´.
Kevsˇemsouboru˚ma slozˇka´mvkorˇenove´madresa´rˇi jemozˇnoprˇistupovat jakok loka´lnı´m.
Navı´c vsˇechny sluzˇby spusˇteˇne´ v dane´m uzlu jsou namapova´ny pra´veˇ do korˇenove´ho
adresa´rˇe.
Ke spusˇteˇnı´ aplikace DssHost potrˇebujeme dva porty, avsˇak tyto porty nemajı´ nic
spolecˇne´ho se trˇı´dou Port z knihovny CCR. Ale jedna´ se porty urcˇene´ ke komunikaci.
Prvnı´ port je urcˇen pro komunikaci skrz HTTP protokol s hodnotou 50000. Druhy´m ko-
munikacˇnı´m kana´lem je port s hodnotou 50001, ktery´ je urcˇen ke komunikaci skrz DSSP
ovla´dajı´cı´ sluzˇby. Dalsˇı´m podstatny´m parametrem prˇi spousˇteˇnı´ DSS uzlu je urcˇenı´ ma-
nifestu˚, ktere´ majı´ by´t spusˇteˇny. K samotne´mu spusˇteˇnı´ aplikace na´m stacˇı´ nadefinovat
jako parametr jediny´ sestavujı´cı´ manifest. Pokud vsˇak pouzˇı´va´me rea´lne´ho robota prˇi-
pojujeme ke spusˇteˇnı´ jesˇteˇ manifest popisujı´cı´ pouzˇity´ hardware. Vy´pis 20 ukazuje jak
spustit sluzˇbu.
DssHost /port:50000 /tcpport:50001 /manifest:”RobotExploration/RobotExploration.manifest.xml”
/manifest:”samples/explorer/Explorer.manifest.xml”
Vy´pis 20: Prˇı´klad spusˇteˇnı´ DSS uzlu
2.6 Manifesty
Ke konfiguraci a popisu objektu˚ v ra´mci MRDS se pouzˇı´vajı´ soubory zvane´ manifesty.
Jsou to textove´ soubory zalozˇene´ na standardu XML. Nejcˇasteˇji se manifesty pouzˇı´vajı´ ke
konfiguraci. Za´kladnı´ sadu manifestu˚, ktere´ jsou dostupne´ po instalaci MRDS, je mozˇne´
nale´zt v adresa´rˇi samples\config. K teˇmto za´kladnı´m si mu˚zˇeme vytvorˇit dalsˇı´ pro
potrˇeby nasˇich sluzˇeb. Manifesty mu˚zˇeme rozdeˇlit do neˇkolika skupin.
2.6.1 Sestavujı´cı´ manifesty
Pro prvnı´ kategorii jsem vybral mnozˇinu manifestu˚, ktere´ jsem nazval sestavujı´cı´. Jsou to
soubory ktere´ majı´ koncovku .manifest.xml. Pomocı´ teˇchto souboru˚ se dajı´ nadefino-
vat sluzˇby do jednoho celku. Dalsˇı´ je mozˇnost nadefinovat si hardware, ktery´ bude rea´lneˇ
vyuzˇı´va´n. Takovy´tomanifestmusı´ obsahovat kazˇda´ sluzˇba jelikozˇ pomocı´ neˇj je spusˇteˇna.
Tyto soubory jsou procha´zeny od shora dolu˚, to znamena´, zˇe sluzˇby se startujı´ v porˇadı´
v jake´m jsou nadefinovane´ v manifestu. Jak vypada´ za´kladnı´ manifest po vygenerova´nı´
je mozˇne´ videˇt ve vy´pisu 21. Takovy´to manifest spustı´ pouze sluzˇbu testservice.
<Manifest
xmlns=”http :// schemas.microsoft.com/xw/2004/10/manifest.html”
xmlns:dssp=”http://schemas.microsoft.com/xw/2004/10/dssp.html”
>
<CreateServiceList>
<ServiceRecordType>
<dssp:Contract>http://test.com/service/2010/04/testservice.html</dssp:Contract>
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</ServiceRecordType>
</CreateServiceList>
</Manifest>
Vy´pis 21: Uka´zka za´kladnı´ho manifestu
Pokud prˇed spusˇteˇnı´m aplikace zna´me vsˇechny sluzˇby, ktere´ budeme pouzˇı´vat a
majı´ by´t spusˇteˇny soucˇasneˇ s hlavnı´ sluzˇbou, je nejvhodneˇjsˇı´ pouzˇı´t pra´veˇ manifesty.
Nepotrˇebujeme totizˇ prˇida´vat do sluzˇeb ko´d, ktery´ by se staral o spousˇteˇnı´ sluzˇeb a
zı´ska´va´nı´ jejich kontextu.
Pokud bude nasˇe sluzˇba komunikovat s rea´lny´m robotemmu˚zˇeme si pro neˇj prˇipravit
manifest. Nejprvemusı´memı´t prˇipravenmanifest s definicı´ sluzˇeb, ktere´ budou obsluho-
vat hardwarovou jednotku. A teprve po te´ mu˚zˇeme pomocı´ proxy trˇı´d k nim prˇistoupit.
Vsˇe bude uka´za´no v kapitole veˇnujı´cı´ se vytva´rˇenı´ a u´praveˇ manifestu˚.
2.6.2 Konfiguracˇnı´ manifest
Dalsˇı´m typem manifestu jsou soubory s koncovkou .config.xml, ktere´ slouzˇı´ k ukla´-
da´nı´ informacı´ o sluzˇbeˇ. Pouzˇı´vajı´ se k ukla´da´nı´ stavovy´ch informacı´ sluzˇby. Beˇzˇneˇ je
mu˚zˇeme videˇt u sluzˇeb, ktere´ potrˇebujı´ mı´t nastavenou pocˇa´tecˇnı´ konfiguraci. Nejcˇasteˇji
jsou videˇt u sluzˇeb, ktere´ pracujı´ s rea´lny´m hardwarem, jelikozˇ obsahujı´ informace po-
trˇebne´ k prˇipojenı´ nebo jine´ parametry, ktere´ jsou potrˇebne´ pro nastavenı´. Jme´no souboru
je vzˇdy odvozeno od na´zvu sluzˇby, pro kterou obsahuje nastavenı´. Naprˇ. pro sluzˇbu
legonxtbrickv2, ktera´ se stara´ o prˇı´pojenı´ k jednotce LEGO NXT, je konfiguracˇnı´
soubor pojmenova´n legonxtbrickv2.config.xml. Ve vy´pisu 22 mu˚zˇeme videˇt jak
vypada´ konfigurace pro sluzˇbu legonxtbrickv2.
<NxtBrickState xmlns:s=”http://www.w3.org/2003/05/soap−envelope” xmlns:wsa=”http://schemas.
xmlsoap.org/ws/2004/08/addressing” xmlns:d=”http://schemas.microsoft.com/xw/2004/10/dssp.
html” xmlns=”http://schemas.microsoft.com/robotics/2007/07/lego/nxt/brick.html”>
<Configuration>
<SerialPort>16</SerialPort>
<BaudRate>115200</BaudRate>
<ConnectionType>Bluetooth</ConnectionType>
<ShowInBrowser>true</ShowInBrowser>
</Configuration>
</NxtBrickState>
Vy´pis 22: Uka´zka konfigurace pro sluzˇbu legonxtbrickv2
2.6.3 Popis simulacˇnı´ sce´ny
Poslednı´m manifestem je soubor s koncovkou .SimulationEngineState.xml, ve
ktere´m je popsa´na sce´na ze simula´toru. V podstateˇ se jedna´ o popis vsˇech objektu˚, ktere´
jsou soucˇa´stı´ simulace. Steˇny, podlahy, gravitace atd., pro to vsˇe mu˚zˇeme najı´t za´znam
v takove´mto typu manifestu. Samozrˇejmeˇ nechybı´ popis vlastnostı´ obsazˇeny´ch objektu˚.
Takove´to soubory jsou velice obsa´hle´, proto je nenı´ jednoduche´ upravovat rucˇneˇ, obsahujı´
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neˇkolik tisı´c rˇa´dek. Jedna z mozˇnostı´, jak takovy´ manifest zı´skat, je spustit prostrˇedı´ VSE
a sce´nu si vytvorˇit a po te´ ulozˇit pomocı´ prˇı´slusˇny´ch funkcı´.
2.6.4 Tvorba a editace manifestu˚
Jelikozˇ manifesty jsou obycˇejne´ soubory zalozˇene´ na standartu XML, mu˚zˇeme takove´
soubory vytva´rˇet a editovat pomocı´ obycˇejne´ho textove´ho editoru. V takove´m prˇı´padeˇ
potrˇebujeme vsˇak zna´t vsˇechny mozˇnosti nastavenı´ jednotlivy´ch sluzˇeb, jejich kontrakty
atd. Pokud bychom chteˇli vytva´rˇet sce´ny pro simulaci, tak na´s cˇeka´ napsat neˇkolik tisı´c
rˇa´dek. Proto spolecˇnost Microsoft prˇina´sˇı´ v ra´mci prostrˇedı´ MRDS mozˇnosti, jak takove´
manifesty vytvorˇit.
Jedna z mozˇnostı´, jak vytvorˇit manifest, je vygenerovat sluzˇbu pomocı´ utility
DssNewService nebo pomocı´ MS Visual Studia, pokud k vy´voji pouzˇı´va´me progra-
movacı´ jazyk C# nebo jiny´ podporovany´ ve VS. Takto vsˇak zı´ska´me pouze za´kladnı´
manifest, ktery´ pak musı´me upravovat sami rucˇneˇ. Cozˇ by pro konfiguraci vlastnı´ch
sluzˇeb nemeˇlo by´t obtı´zˇne´.
Nejlepsˇı´ na´stroj pro vytva´rˇenı´ a u´pravu manifestu˚ je na´stroj DSSME, ktery´ je soucˇa´stı´
instalace platformyMRDS. Umozˇnˇuje vytva´rˇet a editovat sestavovacı´ a konfiguracˇnı´ ma-
nifesty sluzˇeb. Prˇi vytva´rˇenı´ novy´ch manifestu˚ jsme omezenı´ na vyuzˇitı´ jizˇ existujı´cı´ch
sluzˇeb, ze ktery´ch mu˚zˇeme vybudovat novy´ manifest. U sluzˇeb, ktere´ jsou konfiguro-
vatelne´, umozˇnˇuje prove´st nastavenı´ jednotlivy´ch parametru˚. Jediny´ proble´m, na ktery´
jsem narazil u tohoto na´stroje byl, zˇe nenı´ mozˇne´ prˇena´sˇet manifesty mezi jednotlivy´mi
verzemi MRDS.
Jako prˇı´klad vyuzˇiji sestavovacı´ho manifestu, vytvorˇene´ho v editoru DSSME pro
u´cˇely konfigurace rea´lne´ho robota sestavene´ho ze stavebnice LEGO NXT. Na obra´zku 4
mu˚zˇeme videˇt graficke´ zobrazenı´ manifestu, ktery´ obsahuje neˇkolik sluzˇeb zastupujı´cı´
obsluhu skutecˇne´ho hardwaru.
Kdyzˇ ma´me prˇipravenmanifest, mu˚zˇeme zacˇı´t pouzˇı´vat takto nakonfigurovane´ho ro-
bota ve svy´ch sluzˇba´ch, jelikozˇ jednotlive´ prvky jsou prezentova´ny jako sluzˇby, ktere´ majı´
kontrakty. Pokud tedy zajistı´me, zˇe jednotlive´ sluzˇby tohoto manifestu budou spusˇteˇny,
mu˚zˇeme se k nim prˇipojit jako k partneru˚m.
2.7 VPL - Graficke´ programova´nı´ robotu˚
Alternativnı´ mozˇnostı´, jak vytva´rˇet programy v prostrˇedı´MRDS, a za´rovenˇ nejjednodusˇsˇı´
je vyuzˇı´t na´stroje VPL, ktery´ je soucˇa´stı´ jeho instalace. Jedna´ se graficky´ programovacı´
na´stroj, ktery´ vyuzˇı´va´ vsˇechny mozˇnosti platformy MRDS. Programova´nı´ probı´ha´ jed-
nodusˇe metodou drag and drop, kdy si uzˇivatel vybı´ra´ ze sluzˇeb, ktere´ jsou k dispozici
v MRDS. Tyto sluzˇby musı´ by´t zkompilova´ny v podobeˇ knihovny DLL v instalacˇnı´m
adresa´rˇi MRDS\bin. Tento na´stroj je urcˇen pro lidi, kterˇı´ neumı´ programovat v zˇa´dne´m
programovacı´m jazyce, ale chteˇjı´ vyvı´jet za´kladnı´ aplikace pro roboty. Ale stejneˇ tak dobry´
mu˚zˇe by´t i pro profesiona´ly, kterˇı´ v neˇmmohou rychle vytva´rˇet jednoduche´ sluzˇby, jelikozˇ
vy´sledne´ sluzˇby je mozˇne´ exportovat do jazyka C#.
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Obra´zek 4: Sestavovacı´ manifest pro hw robota
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Aplikace, respektive sluzˇby, mu˚zˇeme skla´dat z ru˚zny´ch bloku˚, ktere´ se obecneˇ na-
zy´vajı´ aktivity. At’ uzˇ to jsou bloky, ktere´ prˇedstavujı´ sluzˇby jako na obra´zku 5 nebo
bloky, pomocı´ ktery´ch mu˚zˇeme rozsˇı´rˇit logiku sluzˇeb. Bloky sluzˇeb mohou prˇedstavovat
sluzˇby od nejnizˇsˇı´ u´rovneˇ (sluzˇby obsluhujı´cı´ hardware), azˇ po sluzˇby s komplexnı´ logi-
kou. Jednotlive´ bloky jsou propojeny pomocı´ ”linek”, reprezentujı´cı´ch prˇenos zpra´v mezi
bloky.
Obra´zek 5: Uka´zka bloku, prˇedstavujı´cı´ho sluzˇbu
Na obra´zku 5 je videˇt blok sluzˇby starajı´cı´ se o pohonnou jednotku, na jejı´ leve´ straneˇ
je sˇipecˇka mı´rˇı´cı´ do sluzˇby, ktera´ symbolizuje prˇı´chozı´ pozˇadavky na obslouzˇenı´ danou
sluzˇbou. Naopak na jejı´ druhe´ straneˇ jsou dva symboly, ktere´ znamenajı´ vy´stup ze sluzˇby.
Prvnı´ je sˇipka smeˇrˇujı´cı´ ven, ktera´ symbolizuje odpoveˇd’na volanou operaci. Druhy´ sym-
bol reprezentuje ozna´menı´, nejcˇasteˇji o zmeˇneˇ stavu sluzˇby nebo dokoncˇenı´ pozˇadovane´
operace. Vlastnosti jednotlivy´ch aktivit mu˚zˇeme nastavit prˇı´mo v editoru VPL, pomocı´
kliknutı´ na blok aktivity a nastavenı´ jejich parametru˚. Vsˇechny konfigurace vcˇetneˇ vsˇech
ostatnı´ch u´daju˚, jsou ulozˇeny v podobeˇ manifestu˚.
Stejneˇ jako sluzˇby, mu˚zˇeme i jednotlive´ diagramy vytvorˇene´ pomocı´ VPL, skla´dat do
sebe. To znamena´, zˇe blok aktivity mu˚zˇe skry´vat jiny´ diagram. Toto je vhodne´ vyuzˇı´-
vat, pokud vytva´rˇı´me slozˇiteˇjsˇı´ sluzˇby, ktere´ mohou obsahovat velke´ mnozˇstvı´ aktivit a
snadno bychom se v nich ztratili.
2.8 VSE - Simulovane´ prostrˇedı´
Poslednı´ du˚lezˇitou cˇa´stı´, kterou zı´ska´me nainstalova´nı´m prostrˇedı´ MRDS, je VSE - Visual
Simulation Environment. Jedna´ se o simula´tor 3D prostrˇedı´ se zachova´nı´m fyzika´lnı´ch
za´konu˚. Ve VSE je mozˇne´ vytva´rˇet simulovane´ sce´ny jak pro vnitrˇnı´ tak i pro venkovnı´
prostory. Hned po instalaci mu˚zˇeme vyuzˇı´t neˇkolika prˇedprˇipraveny´ch sce´n.
V za´kladnı´ instalaci se nacha´zı´ neˇkolik za´kladnı´ch simulovany´ch roboticky´ch jedno-
tek, ktere´ mohou by´t doplneˇny o nasˇe vlastnı´. Jak sestavit vlastnı´ho robota je popsa´no
v kapitole ?? veˇnujı´cı´ se implementaci. Za´kladnı´mi jednotkami jsou LEGO NXT, iRobot
Create a MobileRobots Pioneer 3DX.
Simula´tor najde sve´ uplatneˇnı´ vmnoha prˇı´padech.Mu˚zˇeme tı´m usˇetrˇit na´klady na na´-
kup robota nebo mu˚zˇeme zabra´nit jeho znicˇenı´ nespra´vneˇ napsany´m programem. Mu˚zˇe
simulovat nove´ algoritmy, ktere´ chceme prˇidat k ovla´da´nı´ robota, respektive simula´tor
mu˚zˇe fungovat jako testovacı´ prostrˇedı´ pro vy´voj roboticky´ch aplikacı´. Navı´c mu˚zˇeme
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vyvı´jet aplikace pro roboty, kterˇı´ jesˇteˇ naprˇ. nejsou vyrobeni. Samozrˇejmeˇ nemu˚zˇe simu-
la´tor nahradit skutecˇne´ prostrˇedı´, jelikozˇ ne vsˇe je v rea´lne´m sveˇteˇ tak idea´lnı´, jako v tom
simulovane´m.
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3 LEGO NXT Mindstorms
3.1 Popis
LEGO NXT je programovatelna´ stavebnice spolecˇnosti LEGO, pomocı´ ktere´ je mozˇne´
sestavit mnoho druhu˚ robotu˚. NXT verze nahrazuje sve´ho prˇedchu˚dce s oznacˇenı´m Ro-
botics Inveton Systems nebo take´ RCX. NXT je vyda´va´no v aktua´lnı´ verzi 2.0. Pro tuto
pra´ci byla pouzˇita verze 1.0, ktera´ obsahuje rˇı´dı´cı´ kostku, 4 senzory a 3 servo motory.
3.2 NXT Kostka
Za´kladnı´ komponentou je rˇı´dı´cı´ kostka, ktera´ je mozkem cele´ stavebnice. Ve sve´ podstateˇ
je to maly´ pocˇı´tacˇ, ktery´ mu˚zˇe mı´t prˇipojene´ 4 senzory a trˇi motory, pomocı´ kabelu˚ RJ12.
Kostka komunikuje s uzˇivatelem skrzmonochromaticky´ displej o velikosti 100 x 64 pixelu˚
a 4 navigacˇnı´ch tlacˇı´tek. Kostka je za´rovenˇ schopna´ prˇehra´vat zvuky. K napa´jenı´ slouzˇı´
sˇest baterek AA nebo je mozˇno dokoupit dobı´jecı´ Li-Ion baterii.
Se svy´m okolı´m kostka komunikuje prostrˇednictvı´m portu USB, ktery´ se nejcˇasteˇji
pouzˇı´va´ k nahra´va´nı´ nove´ho firmwaru. Du˚lezˇiteˇjsˇı´m kana´lem je integrovane´ rozhranı´
Bluetooth v2.0, pomocı´ ktere´ho kostka mu˚zˇe komunikovat azˇ se trˇemi zarˇı´zenı´mi sou-
cˇasneˇ.
Z technicke´ho hlediska je kostka poha´neˇna 32-bitovy´m procesoremARM7 pracujı´cı´m
na frekvenci 48 MHz s 256 KB Flash pameˇtı´ a 64 KB RAM. Pro programy je mozˇno vyuzˇı´t
necely´ch 100 KB pameˇti.
Obra´zek 6: NXT Kostka. Zdroj: [4]
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3.3 NXT a komunikace pomocı´ Bluetooth
Tento text je zalozˇen na cˇla´nku [2], ktery´ jsem nalezl prˇi hleda´nı´ rˇesˇenı´ proble´mu s
komunikacı´ mezi programem beˇzˇı´cı´m na PC a robotem, ktery´ bude popsa´n v kapitole
popisujı´cı´ rˇesˇenı´.
Robot respektive rˇı´dı´cı´ kostka je schopna komunikovat se trˇemi dalsˇı´mi zarˇı´zenı´mi
najednou. Na´s bude ovsˇem zajı´mat pouze komunikace NXT a PC. V komunikaci je vzˇdy
jeden prvek Master a druhy´ Slave. Ten kdo vytva´rˇı´ komunikaci je vzˇdy Master a stara´
se o rˇı´zenı´ komunikace mezi komunikujı´cı´mi stranami. Stara´ se o vyzveda´va´nı´ zpra´v od
podrˇı´zene´ strany.
Zpra´vy mezi jednotlivy´mi prvky komunikace jsou posı´la´ny skrz posˇtovnı´ schra´nky,
ktery´ch NXT obsahuje 10 (V NXT-G cˇı´slova´ny 1 - 10). Kazˇda´ schra´nka mu˚zˇe obsahovat 5
zpra´v, pokud dojde k tomu, zˇe schra´nka je plna´, nejstarsˇı´ zpra´va je prˇepsa´na noveˇjsˇı´ cozˇ
mu˚zˇe a prˇi neˇktery´ch u´loha´ch zpu˚sobuje velke´ proble´my.
Existujı´ dveˇ mozˇnosti komunikace. Jedna kdy, jsou skrz Bluetooth posı´la´ny prˇı´mo
prˇı´kazy, ktere´ majı´ by´t vykona´ny kostkou, at’ uzˇ to spusˇteˇnı´ je spusˇteˇnı´ pohybu nebo
cˇtenı´ ze senzoru. Druhou mozˇnostı´ je zası´la´nı´ jen dat mezi dveˇma programy. Vzhledem
k tomu, zˇe kostka musı´ prˇepı´nat mezi odesı´la´nı´m a prˇijı´ma´nı´m, prˇicˇemzˇ prˇepı´nanı´ se
prova´dı´ velice pomalu, podle dokumentace [3] toto prˇepnutı´ trva´ kolem 30 ms. Z cˇehozˇ
v kombinaci s omezenı´m zmı´neˇne´m v prˇedchozı´m odstavci vyply´va´, zˇe nenı´ mozˇne´
provozovat velice intenzivnı´ komunikaci a je nutne´ hledat techniky, ktere´ zamezı´ prˇetecˇenı´
schra´nky, pokud potrˇebujeme zna´t obsah vsˇech zpra´v.
3.4 NXT Sensory
LEGONXTobsahuje v balenı´ neˇkolik za´kladnı´ch senzoru˚, ktere´mu˚zˇemepouzˇı´t prˇi stavbeˇ
robota. Jsou to dotykovy´, ultrazvukovy´, sveˇtelny´ a zvukovy´. K teˇmto za´kladnı´m existuje
rˇada dalsˇı´ch senzoru˚, ktere´ je mozˇne´ dokoupit a tak rozsˇı´rˇit mozˇnosti NXT. Du˚lezˇite´
je poznamenat, zˇe pro veˇtsˇinu doplnˇujı´cı´ch senzoru˚ existujı´ manifesty pro pouzˇitı´ v
prostrˇedı´ MRDS.
3.4.1 Dotykovy´ senzor
Jedna´ se o obycˇejne´ cˇidlo, ktere´ reaguje na dotek, a to jak na zma´cˇknutı´ tak na uvolneˇnı´. Je
to za´kladnı´ senzor, ktery´ je pouzˇı´va´n k rozpozna´va´nı´ kolizı´ robota s neˇjakou prˇeka´zˇkou.
3.4.2 Ultrazvukovy´ senzor
Senzor zalozˇeny´ na principu ultrazvuku, ktery´ pomocı´ odrazu zvuku zkouma´ vzda´lenost
odprˇedmeˇtu. Snı´macˇ vracı´ hodnoty v rozsahu 0 - 255 cm. Proble´m je, zˇe hodnota 255mu˚zˇe
znamenat i vzda´lenosti, ktere´ prˇesahujı´ tuto hodnotu. Dalsˇı´ nevy´hodou tohoto snı´macˇe
je, zˇe neˇktere´ povrchy nebo materia´ly rozptylujı´ cˇi pohlcujı´ signa´l, a tedy v neˇktery´ch
prˇı´padech je nepouzˇitelny´.
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3.4.3 Dalsˇı´ senzory
Dalsˇı´mi senzory, ktere´ jsou v za´kladnı´m balenı´ jsou zvukovy´ a sveˇtelny´ senzor, ktery´
reaguje na zvuky respektive sleduje zmeˇny odstı´nu v odrazech sve´ho sveˇtelne´ho zdroje.
Dalsˇı´ mozˇnostı´, jak rozsˇı´rˇit schopnosti robota, je dokoupit dalsˇı´ senzory z nabı´dky. Kromeˇ
spolecˇnosti LEGO doda´vajı´ senzory pro tyto roboty jesˇteˇ firmy HiTechnic, MindSensors,
Vernier a dalsˇı´. Tyto firmy nabı´zejı´ celou rˇadu senzoru˚, mezi nejzajı´maveˇjsˇı´ patrˇı´ kompas,
akcelerometr, infracˇerveny´ snı´macˇ ad. Existujı´ i neˇktere´ specia´lnı´ snı´macˇe, jako teplomeˇr
nebo senzor pro meˇrˇenı´ pH.
3.5 NXT-G
Spolecˇneˇ s robotem dosta´va´me v krabici i mozˇnost nainstalovat si programovacı´ na´stroj
LEGOMindstorms NXT-G, ktery´ umozˇnˇuje jednodusˇe vytva´rˇet aplikace pro roboty. Pro-
gramy vytvorˇene´ pomocı´ tohoto na´stroje jsou po zkompilova´nı´ nahra´ny prˇı´mo do kostky
robota, jejich vy´hoda vycha´zı´ z toho, zˇe programy jsou male´ v rˇa´du neˇkolika kB a rˇı´dı´
robota prˇı´mo na nejnizˇsˇı´ u´rovni. Na rozdı´l od MRDS, ktere´ rˇı´dı´ robota na ba´zi neusta´le´
komunikace mezi kostkou a rˇı´dı´cı´m programem beˇzˇı´cı´m na jine´m stroji.
Programova´nı´ probı´ha´ pomocı´ sestavova´nı´ bloku˚, ktere´ prˇedstavujı´ jednotlive´ cˇa´sti
robota, logicke´ prvky, smycˇky, Bluetooth komunikaci a dalsˇı´ bloky ktere´ mu˚zˇeme pouzˇı´t
v programech. Jak vypada´ blok je mozˇne´ videˇt na obra´zku 16. V za´kladnı´ instalaci se
nacha´zı´ neˇkolik desı´tek bloku˚. Na internetu je mozˇne´ sta´hnout dalsˇı´ desı´tky azˇ stovky
bloku˚, ktere´ na´m mohou usnadnit vytva´rˇenı´ programu˚. Je mozˇne´ takte´zˇ sta´hnout SDK
pro vytva´rˇenı´ vlastnı´ch bloku˚, vytvorˇeny´ch pomocı´ za´kladnı´ch instrukcı´ robota. Dalsˇı´
mozˇnostı´ vytvorˇenı´ vlastnı´ho bloku je prˇipravit si jej pomocı´ na´stroje LEGOMindstorms
NXT-G, avsˇak nevy´hodou je, zˇe tyto bloky by´vajı´ neu´meˇrneˇ velike´ oproti prˇı´mo napro-
gramovany´m bloku˚m. A take´ nenı´ vzˇdymozˇne´ vytvorˇit blok potrˇebny´ch vlastnostı´, naprˇ.
prˇevod z textu na cˇı´slo. Takto vytvorˇene´ bloky se spı´sˇe hodı´ pro nahrazova´nı´ opakujı´cı´ch
se cˇa´stı´, jelikozˇ jsme schopni pomoci nich usˇetrˇit neˇjake´ to mı´sto v pameˇti.
Ve spodnı´ cˇa´sti bloku je vy´suvna´ cˇa´st, ktera´ na´m umozˇnˇuje komunikovat s ostatnı´mi
bloky prˇeda´va´nı´m zpra´v. Jedineˇ tak mu˚zˇou bloky komunikovat, jelikozˇ pokud pouze se-
stavı´me bloky do rˇady, docha´zı´ pouze k jejich postupne´mu spousˇteˇnı´. Bloky se propojujı´
pomocı´ linek, ktere´ prˇedstavujı´ posı´lanı´ zpra´v. Kazˇda´ zpra´va je neˇjake´ho typu, pokud
propojı´me nekompatibilnı´ typy, jsme na to upozorneˇni prˇi kompilaci. Informace k jed-
notlivy´m za´kladnı´m bloku˚m najdeme v na´poveˇdeˇ, s vysveˇtlenı´m, k cˇemu je dobry´ jaky´
vstup a vy´stup, jake´ho jsou typu a hlavneˇ jak vstupy ovlivnˇujı´ chova´nı´ bloku. Hlavnı´
cˇa´stı´, jak ovlivnit chova´nı´ bloku zı´ska´me po kliknutı´ na samotny´ blok v leve´ spodnı´ cˇa´sti
obrazovky, kde se zobrazı´ vlastnosti komponenty.
Velice dobrou mozˇnostı´ jak tento na´stroj vyuzˇı´t je naprogramovat pomocı´ neˇj neˇktere´
cˇa´sti rˇı´zenı´, ktere´ je jinak slozˇite´ vytvorˇit v MRDS nebo nespra´vneˇ fungujı´. Komunikace
probı´ha´ pomocı´ posı´lanı´ zpra´v nejcˇasteˇji skrz Bluetooth. Jelikozˇ prodlevy mezi spousˇ-
teˇnı´m jednotlivy´ch programu˚ v kostce jsou relativneˇ velke´ 1 - 3 vterˇiny, proto je dobre´
vytvorˇit pouze jeden rˇı´dı´cı´ program, ktery´ prˇijı´ma´ zpra´vy a podle obsahu na neˇ reaguje.
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Obra´zek 7: Blok v programu LEGOMindstorms NXT-G
Obra´zek 8: Vlastnosti bloku
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Proble´mem vsˇak je, zˇe jediny´ typ zpra´vy, ktery´ je mozˇne´ z MRDS do NXT-G a zpeˇt zaslat,
je String. Ostatnı´ typy nejsou kompatibilnı´.
Drˇı´ve nezˇ bude mozˇne´ progra´mky napsane´ v NXT-G vyuzˇı´t v aplikacı´ch prostrˇedı´
MRDS, je nutne´ ucˇinit neˇkolik kroku˚. Prvnı´m krokem je vytvorˇit manifest, ve ktere´m je
nadefinova´na sluzˇba pro komunikaci s kostkou NXT a taky sluzˇba s na´zvem IO. Ta se
stara´ o komunikaci mezi kostkou a rˇı´dı´cı´ aplikacı´. Jesˇteˇ prˇed prvnı´m vyuzˇitı´m aplikace
ulozˇene´ v kostce je nutno tuto aplikaci spustit, jak je uka´za´no ve vy´pisu 23.
io .StartLegoProgramRequest request = new io.StartLegoProgramRequest();
request.Program = rp.Body.Filename;
Activate(
Arbiter .Choice( ioPort.StartProgram(request),
delegate(DefaultSubmitResponseType response){
LogInfo(”Start program successful.”);
},
delegate(Fault fault )
{
LogError(”Start program error: ” + fault .Reason[0].Value);
}
) ) ;
Vy´pis 23: Start programu
Ve chvı´li kdy na´m program beˇzˇı´, mu˚zˇeme zacˇı´t komunikovat s kostkou pomocı´ zası´-
la´nı´ a prˇijı´ma´nı´m zpra´v, jak je uka´za´no ve vy´pisu 24.
// Prijem zpravy z mailboxu 1
io .ReceiveBluetoothMessageRequest request = new io.ReceiveBluetoothMessageRequest();
request.Mailbox = 1;
Activate(
Arbiter .Choice( ioPort.ReceiveBluetoothMessage(request),
ReceiveMessage,
delegate(Fault fault ) { Console.WriteLine(”Error receveiving ” + fault .Reason[0].Value); }
) ) ;
// Odeslani zpravy do mailboxu 2
io .BluetoothMessage message = new io.BluetoothMessage();
message.Message = sar.Body.State.ToString();
message.Mailbox = 2;
ioPort .SendBluetoothMessage(message);
Vy´pis 24: Prˇı´jem a posı´lanı´ zpra´v
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4 Konfigurace robotu˚
V na´sledujı´cı´ch trˇech kapitola´ch bych se chteˇl zaby´vat prakticky´mi poznatky, ktere´ jsem
nasbı´ral beˇhemvytva´rˇenı´ jednotlivy´ch u´loh te´to pra´ce. Jednalo se o u´koly ru˚zne´ obtı´zˇnosti
a nebylo vzˇdy jednoduche´ najı´t rˇesˇenı´. Nezˇ se pokusı´m vysveˇtlit rˇesˇenı´ te´to pra´ce, chteˇl
bych se zaby´vat popisem simulovane´ho a rea´lne´ho robota.
4.1 Konfigurace simulovane´ho robota
Na za´kladeˇ rozsˇirˇitelnosti prostrˇedı´ VSE byl pro potrˇeby te´to pra´ce naprogramova´n novy´
model robota. Jako vzor pro tvorbu tohoto robota poslouzˇil rea´lny´ robot ze stavebnice
LEGO, ktery´ je popsa´n pozdeˇji. Jelikozˇ zˇa´dny´ z prˇedprˇipraveny´ch modelu˚ nevyhovoval,
bylo nutne´ vytvorˇit cely´ model od pocˇa´tku. Celou tvorbu se budu snazˇit popsat v na´-
sledujı´cı´ch kapitola´ch. Obra´zek 9 ukazuje, jak spolu komunikujı´ jednotlive´ sluzˇby tvorˇı´cı´
simulovane´ho robota.
Obra´zek 9: Komunikace sluzˇeb simulovane´ho robota
4.1.1 Simulacˇnı´ sluzˇba
Na samotne´m pocˇa´tku potrˇebujeme sluzˇbu, ktera´ se na´m postara´ o vytvorˇenı´ simulacˇ-
nı´ho prostrˇedı´, aby bylo mozˇne´ samotne´ho robota neˇkam umı´stit. Jedna´ se o sluzˇbu,
ktera´ zajisˇt’uje komunikaci se sluzˇbou SimulationEngine, takova´ sluzˇba po te´ mu˚zˇe
prˇida´vat, nahrazovat nebo mazat entity v simulacˇnı´m prostrˇedı´ prostrˇednictvı´m portu
SimulationEnginePort. O vytvorˇenı´ samotne´ sce´ny pouzˇı´vane´ prˇi implementaci te´to
pra´ce si povı´me o neˇco pozdeˇji.
Jen propochopenı´ jak takovou sluzˇbuvytvorˇit, uvedememaly´ prˇı´klad, na ktere´mby to
meˇlo by´t jasneˇjsˇı´. Ve sve´ podstateˇ potrˇebujemepro vytvorˇenı´ za´kladnı´ simulacˇnı´ sce´ny pa´r
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entit jako obloha, podlozˇka, kameru a osveˇtlenı´. Samozrˇejmostı´ je vytvorˇenı´ partnerstvı´
se sluzˇbou SimulationEngine, abychom mohli vu˚bec neˇjake´ entity prˇida´vat.
// Vytvoreni partnerstvi se SimulationEngine
[Partner(”Engine”, Contract = engineproxy.Contract. Identifier ,
CreationPolicy = PartnerCreationPolicy.UseExistingOrCreate)]
private SimulationEnginePort engine = new SimulationEnginePort();
// Metoda Start s pridanim zakladnich entit do sceny
protected override void Start()
{
SetupSimulationEnvironment();
AddSky();
AddLight();
AddGround();
base.Start() ;
}
// Pridani umisteni kamery
private void SetupSimulationEnvironment()
{
CameraView view = new CameraView();
view.EyePosition = new Vector3(−1.65f, 0.5f, −0.29f);
view.LookAtPoint = new Vector3(0, 0, 0);
SimulationEngine.GlobalInstancePort.Update(view);
}
// Pridani oblohy s texturou skydome.dds a sky diff.dds
private void AddSky()
{
SkyDomeEntity sky = new SkyDomeEntity(”skydome.dds”, ”sky diff.dds”);
SimulationEngine.GlobalInstancePort.Insert(sky);
}
// Pridani osvetleni sceny
private void AddLight() {
LightSourceEntity sun = new LightSourceEntity();
sun.State.Name = ”Sun”;
sun.Type = LightSourceEntityType.Directional;
sun.Color = new Vector4(0.8f, 0.8f , 0.8f , 1);
sun.Direction = new Vector3(0.5f, −0.75f, 0.5f) ;
SimulationEngine.GlobalInstancePort.Insert(sun);
}
// Pridani podlahy
private void AddGround()
{
HeightFieldEntity ground = new HeightFieldEntity(”Ground”, ”Gravel.dds”,
new MaterialProperties(”ground”, 0.2f, 0.5f , 0.5f )
) ;
SimulationEngine.GlobalInstancePort.Insert(ground);
}
Vy´pis 25: Vytvorˇenı´ simulacˇnı´ sce´ny
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Takto vytvorˇene´ simulacˇnı´ prostrˇedı´ mu˚zˇeme zacˇı´t vyuzˇı´vat ve sluzˇba´ch, ktere´ vyuzˇı´-
vajı´ ke sve´mu beˇhu simulaci. K takovy´m sluzˇba´m naprˇı´klad bude patrˇit sluzˇba vytva´rˇejı´cı´
simulovane´ho robota.
Jesˇteˇ bych ra´d uvedl jeden prˇı´klad na vytvorˇenı´ fyzicky´ch entit, ktere´ na´m budou
vytva´rˇet steˇny, prˇeka´zˇky, cˇa´sti a robota atd. Jedna´ se o za´kladnı´ stavebnı´ prvek vsˇech
objektu˚ uvnitrˇ sce´ny, a je proto nutne´ zna´t, jak se takovy´to prvek vytvorˇı´.
BoxShape PlatformBase = new BoxShape(
new BoxShapeProperties(
”PlatformBase”, // Unikatni nazev entity , unikatnost je dulezita
1.0f , // hmotnost entity v kilogramech
new Pose(
new Vector3(0, 0.06f, −0.09f)), // Umisteni entity , prazdny konstruktor znamena
relativni umoisteni
new Vector3(0.13f, 0.09f, 0.005f)) ) ; // Rozmery entity
Vy´pis 26: Za´kladnı´ prvek
4.1.2 Podvozek a pohon
Cele´ vytva´rˇenı´ nove´ho modelu robota zacˇneme od nejdu˚lezˇiteˇjsˇı´ cˇa´sti, a tou je sluzˇba
vytva´rˇejı´cı´ podvozek s jednotkou obstara´vajı´cı´ pohon. Stejneˇ, jako u rea´lne´ho modelu,
je tato cˇa´st nejteˇzˇsˇı´ a tvorˇı´ ji cˇa´st zvana´ sˇasi, dveˇ prˇednı´ kola, ktera´ se starajı´ o pohyb
a ota´cˇenı´ robota a zadnı´ male´ otocˇne´ kolecˇko zvane´ caster, ktere´ poma´ha´ prˇi ota´cˇenı´
robota a v simula´toru se modeluje pomocı´ koule.
Jako nejlepsˇı´ a nejjednodusˇsˇı´ prostrˇedek pro vytvorˇenı´ podvozku a kostry robota se
jevı´ trˇı´da DifferentialDriveEntity, ktera´ prˇesneˇ odpovı´da´ nasˇim pozˇadavku˚m na
podvozek. Stacˇı´ na specifikovat rozmeˇry jednotlivy´ch soucˇa´stı´, ktere´ tvorˇı´ pozˇadovany´
celek a samozrˇejmeˇ vytvorˇit jednotlive´ objekty, ktere´ se majı´ zobrazit. Tı´m, zˇe trˇı´da je po-
tomek zmı´neˇne´ sluzˇby, mu˚zˇeme vyuzˇı´t ve svy´ch programech operaci DriveDistance,
slouzˇı´cı´ k pohybu na urcˇenou vzda´lenost, a RotateDegrees, ktera´ zajisˇt’uje otocˇenı´ ro-
bota o pozˇadovane´ stupneˇ. Du˚lezˇite´ je poznamenat, zˇe tato trˇı´da implementuje kontrakt
sluzˇby simulateddifferentialdrive, ktera´ rˇı´ka´ , zˇe se jedna´ o obecnou jednotku
pro pohyb a mu˚zˇeme vyuzˇı´t stejnou trˇı´du jako k obsluze rea´lne´ho robota.
V te´to pra´ci je navı´c tato sluzˇba vyuzˇita k vytvorˇenı´ cele´ konstrukce robota a externeˇ
se k nı´ prˇida´vajı´ dva senzory potrˇebne´ pro implementaci u´loh souvisejı´cı´ch se zada´nı´m.
Uka´zky pro tuto kapitolu jsou docela rozsa´hle´ a proto jsou k nalezenı´ v prˇı´loze. Pro
prˇedstavu se mu˚zˇeme na obra´zku 10, podı´vat jak takovy´ noveˇ vytvorˇeny´ robot mu˚zˇe
vypadat. Tento model je pouze za´kladnı´. Je mozˇne´ jej pokry´t texturami jednotlivy´ch cˇa´stı´,
poprˇ. prˇidat dalsˇı´ vlastnosti neˇktery´ch cˇa´stı´.
4.1.3 Simulovany´ dotykovy´ senzor
Jeden ze senzoru˚, ktere´ mohou by´t pouzˇity v simulacˇnı´m prostrˇedı´ je dotykovy´ senzor.
Pro tyto u´cˇely jemozˇne´ vyuzˇı´t instanci trˇı´dyBumperArrayEntity, ktera´ je soucˇa´stı´ VSE.
U simulovane´ho bumperu je pa´r veˇcı´, na ktere´ je nutne´ si da´t pozor prˇi jeho vytva´rˇenı´.
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Obra´zek 10: Model simulovane´ho robota
Prvnı´ proble´m je, zˇe i kdyzˇ zada´va´me konstruktoru simulovane´ho bumperu roz-
meˇry, nevytvorˇı´ fyzicky´ objekt prˇedstavujı´cı´ dotykovy´ senzor. Proto je nutne´ objekt, ktery´
fyzicky prˇedstavuje bumper vytvorˇit jinde, v te´to pra´ci jej vytva´rˇı´ sluzˇba starajı´cı´ se o vy-
tva´rˇenı´ podvozku. Trˇı´da BumperArrayEntity vytvorˇı´ pouze pru˚hledny´ objekt, ktery´
se chova´ jako dotykove´ cˇidlo a prˇi kontaktu s prˇeka´zˇkou cˇi steˇnou oznamuje tuto uda´lost.
Sluzˇba vytva´rˇejı´cı´ tento simulovany´ senzor komunikuje se sluzˇbou, ktera´ kontroluje, jestli
nedosˇlo v simulovane´m prostrˇedı´ ke kontaktu s jiny´m objektem a pokud k tomu dojde,
vyvola´ ozna´menı´ te´to uda´losti. Da´le je dobre´ poznamenat, zˇe simulovany´ bumper imple-
mentuje kontrakt obecne´ho bumperu, proto mu˚zˇe pouzˇı´vat stejnou sluzˇbu pro obsluhu
dotykove´ho cˇidla simulovane´ho a rea´lne´ho.
Druhy´ problem je rozdı´l vmnozˇstvı´ ozna´menı´ o kontaktu, rea´lny´ bumper vyda´ pouze
jedno ozna´menı´ prˇi kontaktu a druhe´ prˇi uvolneˇnı´ naproti tomu simulovany´ bumper
vyda´va´ ozna´menı´ v kra´tky´ch cˇasovy´ch intervalech porˇa´d, dokud nedojde k uvolneˇnı´
kontaktu. Proto je nutne´ tento rozdı´l bra´t v u´vahu a prˇi na´vrhu sluzˇeb tuto skutecˇnost
neopomenout.
Vy´pis 27 vytva´rˇı´ pru˚hlednou jednotku, ktera´ kontroluje, jestli dosˇlo k dotyku nebo
ne. Da´le je ve vy´pisu uka´za´no, jak vytvorˇit sluzˇbu, ktera´ se stara´ o prˇeda´va´nı´ ozna´menı´
o zmeˇna´ch stavu dotykove´ho senzoru. Ve vy´pisu nenı´ zahrnutu vytvorˇenı´ fyzicke´ho
objektu, zna´zornˇujı´cı´ho simulovany´ dotykovy´ senzor, ale hodnoty pouzˇite´ pro vytvorˇenı´
pru˚hledne´ entity je mozˇne´ pouzˇı´t k jeho vytvorˇenı´. Tento objekt je v implementaci te´to
pra´ce vytva´rˇen ve sluzˇbeˇ starajı´cı´ se o vytva´rˇenı´ podvozku a v podstateˇ cele´ho fyzicke´ho
modelu robota.
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BoxShape frontBumper = new BoxShape(
new BoxShapeProperties(
” front ” , 0.001f, // mass
new Pose(new Vector3(0, 0.06f, −0.09f)), //position
new Vector3(0.13f, 0.09f, 0.005f)) ) ;
frontBumper.State.EnableContactNotifications = true;
BumperArrayEntity bumperArray = new BumperArrayEntity(frontBumper);
bumperArray.State.Name = ”LegoNXTBUmpers”;
bumperArray.ServiceContract = bumperProxy.Contract.Identifier;
bumperProxy.Contract.CreateService(
ConstructorPort,
Microsoft.Robotics.Simulation.Partners.CreateEntityPartner(
”http :// localhost / ” + bumperArray.State.Name));
Vy´pis 27: Vytvorˇenı´ simulovane´ho bumperu
4.1.4 Simulovany´ ultrazvukovy´ senzor
Na rozdı´l od simulovane´ho dotykove´ho senzoru, ktery´ je soucˇa´stı´ VSE, nebyla situace s
tı´mto typem simulovane´ho senzoru tak jednoducha´. Po dlouhe´m zkouma´nı´ platformy
MRDS jsem objevil, zˇe aktua´lnı´ verze 2008 R2 obsahuje simulovanou entitu pro ultrazvu-
kovy´ senzor. Bohuzˇel po dlouhe´m boji, kdy se mi podarˇilo simulovanou entitu spra´vneˇ
spustit, jsem zjistil zˇe instance trˇı´dy SonarEntity nenı´ tak u´plneˇ simulovany´ ekvivalent
rea´lne´ho ultrazvukove´ho cˇidla, ale deˇdı´ ze trˇı´dy LaserEntity, ktera´ se stara´ o cˇinnost
simulovane´ho laserove´ho senzoru. Hlavnı´m proble´mem takove´hoto deˇdeˇnı´ byly odlisˇne´
vlastnosti cˇidel, jelikozˇ laserovy´ senzor ma´ rozsah 180 stupnˇu˚ mı´sto neˇkolika stupnˇu˚,
ktery´ch vyuzˇı´va´ ultrazvukovy´ senzor. Navı´c tento senzor je velice na´rocˇny´ na syste´move´
prostrˇedky, proto jsem se rozhodl tento standardnı´ simulovany´ senzor nevyuzˇı´t a zkusit
hledat alternativnı´ rˇesˇenı´.
Po dlouhe´m hleda´nı´ na internetu a po u´vaha´ch, jak napsat takovy´ senzor jsem ob-
jevil knihovny francouzske´ spolecˇnosti SimplySim, ktera´ tvrdila ve svy´ch propagacˇnı´ch
materia´lech, zˇe jejich senzor je prˇesnou implementacı´ pro simulovany´ LEGO NXT ul-
trazvukovy´ senzor. Proto jsem si sta´hl ze stra´nek spolecˇnosti knihovny pro verzi MRDS
2008 R2, a zacˇal zkoumat, jak jejich senzor prˇidat ke sve´mu robotu. Po nalezenı´ na´poveˇdy,
schovane´ na jejich stra´nce, jsem vytvorˇil instanci senzoru. Proto jsem do svy´ch sluzˇeb prˇi-
dal partnerstvı´ se sluzˇbou pro ultrazvukovy´ senzor stavebnice LEGO. Po spusˇteˇnı´ sluzˇeb
to vypadalo, zˇe vsˇe beˇzˇı´ v porˇa´dku avsˇak neprˇicha´zely zˇa´dna´ ozna´menı´ o vzda´lenostech
nameˇrˇeny´ch senzorem. Bylo to zpu˚sobeno sˇpatneˇ nava´zany´m partnerstvı´m. Informaci,
jak propojit simulovany´ ultrazvukovy´ senzor spolecˇnosti SimplySim jsem zı´skal prˇı´mo
od tvu˚rcu˚, kterˇı´ velice rychle a ochotneˇ odpovı´dali name´ dotazy zası´lane´ prostrˇednictvı´m
elektronicke´ posˇty.
Cely´ proble´m spocˇı´val v tom, zˇe simulovany´ senzor prˇeda´va´ hodnoty prostrˇednic-
tvı´m analogove´ho senzoru, a proto i v me´m programu jsemmusel nahradit ultrazvukovy´
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senzor za analogovy´ a zı´ska´vat data takto. Jedinou nevy´hodou analogove´ho senzoru je,
zˇe vesˇkere´ informace oznamuje pomocı´ operace typu Replace, ktera´ je generova´na v
kra´tky´ch intervalech, cozˇ zpu˚sobuje, zˇe i kdyzˇ se robot nepohybuje resp. nedocha´zı´ ke
zmeˇneˇ hodnoty, neusta´le se meˇnı´ stav senzoru. Toto cele´ jsem vyrˇesˇil obalenı´m prˇı´cho-
zı´ch zpra´v do vlastnı´ metody typu Update, a tı´m pa´dem v programu dosta´va´m pouze
informace o zmeˇna´ch vzda´lenostı´.
Jesˇteˇ bych ra´d upozornil, zˇe vy´sˇe zmı´neˇny´ simulovany´ senzor vyuzˇı´va´ standardneˇ
dveˇ sluzˇby, jedna prˇedstavuje vy´pocˇet ultrazvukove´ho senzoru a druha´ je pro analogovy´
senzor, pomocı´ ktere´ senzor prˇeda´va´ informace da´le. Toto vsˇe je dobrˇe videˇt ve vy´pisu
28. Jesˇteˇ pozna´mka, prˇi vytva´rˇenı´ simulovane´ho ultrazvukove´ho senzoru je vytvorˇen i
fyzicky´ objekt, reprezentujı´cı´ ho ve VSE.
// Metoda pro vytvoreni Ultrazvukove Entity
private ultrasonic . UltrasonicEntity CreateSonarSS() {
ultrasonic . UltrasonicEntity sonarSS;
sonarSS = new ultrasonic.UltrasonicEntity();
sonarSS.Box = new BoxShape( // Vytvoreni objektu simulovaneho senzoru
new BoxShapeProperties(
0.1f ,
new Pose(new Vector3(
0f ,
0.165f,
0f) ) ,
new Vector3(0.03f, 0.03f, 0.03f) ) ) ;
sonarSS.MeasureCone = 10f; // Rozsah senzoru ve stupnich
sonarSS.MaxDistance = 2f; // Maximalni merena vzdalenost v metrech
sonarSS.Scale = 100f; // Meritko
sonarSS.State.Name = ”LegoNxtSonar”; // Unikatni nazev sluzby
return sonarSS;
}
// Metoda spoustejici sluzbu simulovaneho ultrazvukoveho senzoru
private void RegisterSonarSS() {
DsspResponsePort<CreateResponse> responsePort =
ultrasonic .Proxy.Contract.CreateService(
ConstructorPort,
Microsoft.Robotics.Simulation.Partners.CreateEntityPartner(”http :// localhost / ”
+
sonar.State.Name)); // Spusti sluzbu
// Po spusteni a pridani sluzby do simulatoru spusti metodu SubscribeToSonarSS
Activate(
Arbiter .Choice(responsePort, SubscribeToSonarSS, LogError));
}
// Metoda spoustejici analogovy senzor a vytvoreni propojeni mezi ultrazvukovym senzorem a
// analogovym senzorem
private void SubscribeToSonarSS(CreateResponse response)
{
analog.AnalogSensorOperations analogPort =
ServiceForwarder<analog.AnalogSensorOperations>(response.Service +
” /analogsensor”);
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analog.AnalogSensorOperations analogNotify =
new analog.AnalogSensorOperations();
Arbiter .Receive<analog.Replace>(true, analogNotify,
delegate(analog.Replace replace) {
}) ;
analogPort.Subscribe(analogNotify, typeof(analog.Replace));
}
Vy´pis 28: Vytvorˇenı´ simulovane´ho ultrazvukove´ho senzoru
4.1.5 Startovacı´ sluzˇba
V tuto chvı´li bychom meˇli mı´t prˇipraveny vsˇechny potrˇebne´ cˇa´sti k vytvorˇenı´ modelu
robota pro simula´tor VSE. Jen pro shrnutı´ bych ra´d prˇipomneˇl, zˇe robot se skla´da´ ze
za´kladnı´ sluzˇby, ktera´ vytva´rˇı´ podvozek a potazˇmo v me´m prˇı´padeˇ celou kostru robota.
Da´le ma´me vytvorˇen dotykovy´ a ultrazvukovy´ senzor. A nakonec je tady jesˇteˇ sluzˇba,
ktera´ to da´ cele´ dohromady a prˇipravı´ model robota k pouzˇı´va´nı´ jako celku.
protected override void Start() {
bumper = AddBumper(); // Vytvoreni dotykoveho senzoru
sonar = CreateSonarSS(); // Vytvoreni ultrazvukoveho senzoru
ExplorerRobotWithDrive robot = new ExplorerRobotWithDrive(”ExplorerRobotWithDrive
”, new Vector3(0, 0, 0)); // VYtvoreni modelu robota s umistenim v prostredi na
pozici 0,0,0
robot. InsertEntity (bumper); // Pridani bupmeru k robotovi
robot. InsertEntity (sonar); // Pridani sonaru k robotovi
SimulationEngine.GlobalInstancePort.Insert(robot); // Pridani robota do simulatoru
RegisterSonarSS(); // Nastartovani ultrazvukoveho senzoru
base.Start() ;
}
Vy´pis 29: Vytvorˇenı´ celku robota
4.2 Konfigurace rea´lne´ho robota
Pro implementaci u´loh v te´to diplomove´ pra´ci byla pro stavbu robota vyuzˇita stavebnice
LEGO NXT. Podvozek robota je sestaven ze dvou prˇednı´ch kol, ktere´ se starajı´ spolecˇneˇ
s motory o pohyb a ota´cˇenı´ robota. V zadnı´ cˇa´sti je jesˇteˇ male´ pomocne´ kolecˇko, ktere´ je
vyuzˇı´va´no prˇedevsˇı´m k ota´cˇenı´.
Ke zkouma´nı´ okolı´ vyuzˇı´va´ robot dvou senzoru˚, ktere´ byly vybra´ny, a to ultrazvukovy´
a dotykovy´. Tyto dva snı´macˇe se uka´zaly jako nejlepsˇı´ pro rˇesˇenı´ dane´ u´lohy, jelikozˇ
pomocı´ nich mu˚zˇeme zı´skat velice snadno obraz mı´stnosti, ve ktere´ se robot pohybuje.
Jesˇteˇ bych dodal, zˇe ultrazvukovy´ senzor je umı´steˇn na motoru, cˇı´mzˇ je umozˇneˇno jeho
ota´cˇenı´, bez nutnosti ota´cˇet cele´ho robota. Samozrˇejmou soucˇa´stı´ je rˇı´dı´cı´ kostka, ktera´
deˇla´ prostrˇednı´ka mezi prvky robota a pocˇı´tacˇem, ktery´ vyda´va´ rˇı´dı´cı´ prˇı´kazy a prˇijı´ma´
u´daje se senzoru˚. Vy´sledne´ho robotamu˚zˇete videˇt na obra´zku 11, na´vod na jeho sestavenı´
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Obra´zek 11: Model rea´lne´ho robota. Zdroj: www.nxtprograms.com
se nacha´zı´ na prˇilozˇene´m DVD. Model byl prˇevzat ze stra´nek www.nxtprograms.com,
na ktere´ je mozˇne´ nale´zt mnoho na´vodu˚ na sestavenı´ robota.
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5 Na´vrh
Beˇhem prvnı´ch u´vah o na´vrhu aplikace splnˇujı´cı´ zadanı´ jsem myslel, zˇe budu mı´t pouze
jeden spolecˇny´ program pro rea´lne´ho a simulovane´ho robota. Jenzˇe to se beˇhem imple-
mentace uka´zalo jako nesplnitelne´, proto jsemmusel zacˇı´t na´vrh od znova.Na´vrh rozpadl
se na dveˇ cˇa´sti, jedna obsluhuje robota v prostrˇedı´ VSE a druha´ robota sestavene´ho z Lega.
Obecneˇ lze rˇı´ci, zˇe se architektura skla´da´ ze sluzˇeb logiky robota, ovla´dajı´cı´ch robota,
mapova´nı´ prostrˇedı´ a dalsˇı´ch. Oba modely majı´ spolecˇne´ cˇa´sti, ktere´ budou popsa´ny
spolecˇneˇ.
5.1 Strategie pru˚zkumu obvodu mı´stnosti
Strategie nenı´ samostatnou sluzˇbou, ale je zahrnuta v centra´lnı´m rˇı´dı´cı´m prvku, ktery´ je
popsa´n v dalsˇı´ podkapitole. V te´to cˇa´sti bych se chteˇl pokusit o popis, jak vu˚bec se robot
v te´to pra´ci snazˇı´ prozkoumat prostrˇedı´, aby se v neˇm na´sledneˇ mohl pohybovat. Dı´ky
zvoleny´m senzoru˚m se robot doka´zˇe pohybovat po mı´stnosti bez kolize jizˇ beˇhem prvnı´
jı´zdy.
Po nastartova´nı´ sluzˇby se robot pokousˇı´ zjistit, kde se nale´za´ nejblizˇsˇı´ steˇna, od ktere´
by mohl zacˇı´t pru˚zkum. Nejprve zmeˇrˇı´ vzda´lenost ke steˇneˇ, na kterou je natocˇen po
spusˇteˇnı´, potom se na sve´m mı´steˇ pootocˇı´ trˇikra´t o 90 stupnˇu˚ a prˇi kazˇde´m pootocˇenı´
provedemeˇrˇenı´. Na´sledneˇ vyhodnotı´, ktera´ vzda´lenost je nejkratsˇı´, pokud si jsou vsˇechny
vzda´lenosti rovny, robot jede doprˇedu V momenteˇ, kdy nalezne nejblizˇsˇı´ steˇnu, zacˇı´na´
samotne´ zkouma´nı´ prostrˇedı´. Tento ”startovacı´” algoritmusmu˚zˇeme videˇt na obra´zku 12
v podobeˇ aktivitnı´ho diagramu.
Pru˚zkum tedy startuje, kdyzˇ je robot natocˇen o 90 stupnˇu˚ odprava od steˇny, to zna-
mena´ zˇe steˇnuma´ po leve´m boku. Takovou polohu nazy´va´mnorma´lnı´ nebo taky za´kladnı´
polohu. Toto je za´kladnı´ pozice, dalsˇı´ povolenou pozicı´ je poloha prˇi natocˇenı´ o 45 stupnˇu˚
od sve´ norma´lnı´ pozice. Jesˇteˇ bych ra´d poznamenal, zˇe robot by nemeˇl by´t ke steˇneˇ blı´zˇe
nezˇ 20 cm a vı´ce nezˇ 50 cm. Prvnı´ vzda´lenost je velikost za´kladnı´ho kroku, o ktery´ se robot
posouva´ doprˇedu, resp. dozadu. Ale vrat’me se k popisu algoritmu, ktery´ robot vyuzˇı´va´
ke sve´ cˇinnosti. Kdyzˇ v popisu pouzˇı´va´m minusove´ hodnoty pro vyja´drˇenı´ stupnˇu˚ ma´m
na mysli stupneˇ proti hodinovy´ch rucˇicˇek a opacˇneˇ.
Popis zacˇneme na jednoduche´ cˇtvercove´ mı´stnosti. V tomto prˇı´padeˇ by se meˇl robot
nacha´zet v pozici, kdy je natocˇen o 90 stupnˇu˚ od steˇny, pak tedy provede celkem trˇi
meˇrˇenı´. Nejprve zmeˇrˇı´ vzda´lenost prˇed sebou, pak vzda´lenost o -90 stupnˇu˚ od sve´ polohy,
cˇili vzda´lenost smeˇrem ke steˇneˇ a nakonec vzda´lenost o -45 stupnˇu˚. Na´sledneˇ porovna´
zı´skane´ hodnoty a vybere nejmensˇı´ z nich, podle vybrane´ nejmensˇı´ vzda´lenosti proveden
natocˇenı´ robota pokud je to nutne´ a posune se o 20 cm vprˇed.
Dalsˇı´ mozˇnostı´, ktere´ jsou do rˇesˇeny´ch u´loh zahrnuty, je mozˇnost, zˇe se steˇny lomı´
o 45 stupnˇu˚ vu˚cˇi sve´ pu˚vodnı´ poloze. Pokud nastane tato mozˇnost, robot se natocˇı´ o 45
stupnˇu˚ po smeˇru hodinovy´ch rucˇicˇek a pokracˇuje ve sve´ cˇinnosti, pouze s tı´m rozdı´lem,
zˇe meˇrˇenı´ prova´dı´ pouze o -45 a 45 stupnˇu˚ od sve´ polohy, snazˇı´ se tedy dostat do sve´
norma´lnı´ polohy.
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Obra´zek 12: Aktivitnı´ diagram pro startovacı´ algoritmus
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Dalsˇı´m mozˇny´m krokem je ota´cˇenı´ doprava, pokud narazı´ robot na roh mı´stnosti.
Jelikozˇ ji objı´zˇdı´ vzˇdy po smeˇru hodinovy´ch rucˇicˇek potrˇebuje pouze urcˇit, jestli se ma´
natocˇit o 45 neb 90 stupnˇu˚ doprava. Poslednı´ mozˇnostı´ je prˇı´pad kdy robot potrˇebuje pro
pokracˇova´nı´ couva´nı´. Nejprve se vzˇdy snazˇı´ podı´vat doprava, jestli by se nemohl pootocˇit
tam, pokud to nenı´ mozˇne´ musı´ robot couvnout o standardnı´ vzda´lenost zpa´tky.
Toto je tedy za´kladnı´ popis funkcˇnosti robota, tak jak jsem ho navrhl pro tuto pra´ci. V
implementaci docha´zı´ k rozdı´lnostem mezi jednotlivy´mi prostrˇedı´mi, jelikozˇ funkcˇnost
simulovane´ho a rea´lne´ho robota se lisˇı´. Pomocı´ vy´sˇe popsane´ho algoritmu je schopen
robot prozkoumat obvod mı´stnosti. K pru˚zkumu vnitrˇnı´ch prostoru˚ mı´stnosti pouzˇı´va´
jiny´ algoritmus, ktery´ je vı´ce spjaty´ se za´znamem mı´stnosti do mapy. Jesˇteˇ je dobre´
poznamenat, zˇe robot objı´zˇdı´mı´stnost dokudnenarazı´ na pocˇa´tecˇnı´ bod, rozeznat pocˇa´tek
mu poma´ha´ mapovacı´ sluzˇba, ktera´ je popsa´na jinde.
5.2 Centra´lnı´ rˇı´dı´cı´ prvek
Jako centra´lnı´ rˇı´dı´cı´ prvek oznacˇujeme sluzˇbu, ktera´ je prima´rneˇ spousˇteˇna a za´rovenˇ
se stara´ o spousˇteˇnı´ vsˇech cˇa´stı´ potrˇebny´ch k provozu aplikace. Tato sluzˇba obsahuje v
prˇı´padeˇ te´to pra´ce i logiku rˇı´zenı´ robota, kterou by bylo mozˇne´ prˇesunout do samostatne´
sluzˇby a tuto za´kladnı´ sluzˇbu degradovat pouze na obycˇejnou startovacı´ sluzˇbu.
Po dlouhe´ u´vaze, jak nejle´pe vytvorˇit hlavnı´ sluzˇbu pro rˇı´zenı´ robota v asynchronneˇ
komunikujı´cı´m prostrˇedı´, jsem zvolil jedno ze za´kladnı´ch informaticky´ch rˇesˇenı´, a to
konecˇny´ stavovy´ automat. Dalo by se rˇı´ct, zˇe automaty existujı´ v podstateˇ trˇi. Prvnı´
se stara´ o prˇipraveni robota na pru˚zkum mı´stnosti, druhy´ se stara´ o pru˚zkum obvodu
mı´stnosti. A trˇetı´ se stara´ pru˚zkum obsahu mı´stnosti.
5.3 Mapovacı´ sluzˇba
Sluzˇba, ktera´ se stara´ o mapova´nı´ pohybu robota je dalsˇı´ sluzˇba, ktera´ je spolecˇna´ pro
obeˇ prostrˇedı´ a asi jedina´, ktera´ je pouzˇita naprosto stejneˇ v obou prostrˇedı´ch. Jejı´ za´-
kladnı´ funkce je jednoducha´. Prˇijı´ma´ informace z rˇı´dı´cı´ sluzˇby a vytva´rˇı´ si v pameˇti
obraz prostoru, ktery´ robot prozkouma´va´. Dalsˇı´ jejı´ funkcı´ je, zˇe hlı´da´ robota beˇhem pru˚-
zkumu obvodu mı´stnosti, jestli nedorazil na pocˇa´tek. Ve chvı´li, kdy je pru˚zkum obvodu
mı´stnosti hotov, prˇepı´na´ se do mo´du, kdy poma´ha´ dohledat rˇı´dı´cı´ sluzˇbeˇ pra´zdna´ mı´sta
uvnitrˇ mı´stnosti a snazˇı´ se je zaplnit. Jak tedy takova´ sluzˇba funguje se budu snazˇit osveˇt-
lit v na´sledujı´cı´ch odstavcı´ch, jelikozˇ tato sluzˇba hraje i velkou roli v pru˚zkumu obsahu
mı´stnosti.
Za´kladem je opeˇt stavovy´ automat, ktery´ se stara´ o urcˇova´nı´ natocˇenı´ robota oproti
pocˇa´tku. Jako pocˇa´tek se bere za´kladnı´ stav robota, tedy kdy je natocˇen o 90 stupnˇu˚
doprava vu˚cˇi steˇneˇ. Dalsˇı´ du˚lezˇity´ objekt, ktery´ si tato sluzˇba musı´ udrzˇovat v pameˇti je
matice, ve ktere´ jsou ulozˇeny hodnoty o stavu pru˚zkumu mı´stnosti. V tabulce 5 je mozˇne´
videˇt jaky´ch hodnot mohou jednotliva´ polı´cˇka naby´vat.
Mapovacı´ sluzˇba nenı´ nutna´ beˇhem ”startovacı´” fa´ze proto je postacˇujı´cı´, kdyzˇ je
aktivova´na azˇ po dokoncˇenı´ te´to fa´ze. Beˇhem fa´ze pru˚zkumu obvodu prˇijı´ma´ informace
z rˇı´dı´cı´ sluzˇby, ktera´ ji posı´la´ vy´sledky z meˇrˇenı´ a smeˇr, ktery´m by se robot meˇl da´le
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Hodnota Popis
UNKNOWN Oznacˇenı´ pro neprozkoumane´ polı´cˇko, pocˇa´tecˇnı´
hodnota pro vsˇechna polı´cˇka
ENVIRONMENT Hodnota oznacˇujı´cı´ volne´ polı´cˇko, na ktere´m se neob-
jevuje zˇa´dna´ prˇeka´zˇka a robot ho mu˚zˇe vyuzˇı´vat
WALL Oznacˇenı´ pro zed’ mı´stnosti, pouzˇito prˇi pru˚zkumu
obvodu mı´stnosti
INSIDE Hodnota oznacˇujı´cı´ prˇeka´zˇku uvnitrˇ mı´stnosti
Tabulka 5: Hodnoty polı´cˇek matice
pohybovat. Hodnoty popisujı´cı´ vzda´lenost ulozˇı´ do matice s popisem typu polı´cˇka a
podle smeˇru se snazˇı´ urcˇit kam se robot bude pohybovat a tedy ktere´ dalsˇı´ polı´cˇko se bude
zapisovat. Dalsˇı´ podstatnou funkcı´, kterou tato sluzˇba vykona´va´ je zastavenı´ pru˚zkumu
obvodu, kdy se jı´ rˇı´dı´cı´ sluzˇba pokazˇde´ pta´ jestli uzˇ robot neobjel celou mı´stnost a nemeˇl
by skoncˇit.
Prˇed dalsˇı´ fa´zi, bychom si meˇli nadefinovat neˇkolik pojmu˚, ktere´ jizˇ byly nebo budou
vyuzˇity v tomto textu. Jsou to pojmy polı´cˇko a matice. Pro za´znam u´daju˚ potrˇebny´ch k
popisu mı´stnosti je vyuzˇito dynamicke´ matice, ktera´ se umı´ zveˇtsˇovat na vsˇechny strany
podle potrˇeby. Jednotlive´ prvky matice tvorˇı´ polı´cˇka, ktera´ na´m poskytujı´ informace o
dane´m mı´steˇ v mı´stnosti. Kazˇde´ polı´cˇko matice reprezentuje cˇa´st mı´stnosti o velikosti 20
x 20 cm, jelikozˇ to je velikost, kterou robot urazı´ v kazˇde´m kroku.
V dalsˇı´ fa´zi, ktera´ se snazˇı´ zmapovat vnitrˇnı´ prostory mı´stnosti, hraje tato sluzˇba
mnohem veˇtsˇı´ roli. Nejprve se ze zı´skany´ch dat, ktera´ ma´ ulozˇene´ v matici, snazˇı´ zı´skat
vsˇechna neprozkoumana´ polı´cˇka uvnitrˇ mı´stnosti. Z takto zı´skane´ho seznamu se vzˇdy
snazˇı´ zı´skat nejblizˇsˇı´ neprozkoumane´ polı´cˇko od toho aktua´lnı´ho a nave´st robota na toto
mı´sto. Takto pokracˇuje azˇ do doby, nezˇ je cely´ obsah mı´stnosti pokryt. Pro zı´ska´nı´ nej-
blizˇsˇı´ho polı´cˇka je vyuzˇit jednoduchy´ vy´pocˇet vzda´lenosti, ktery´ nezohlednˇuje skutecˇnou
de´lku nejkratsˇı´ cesty. Proto se mu˚zˇe sta´t, zˇe dveˇ nejblizˇsˇı´ polı´cˇka deˇlı´ zed’ a robot je tedy
navigova´n sˇpatneˇ. Pokud v tomto prˇı´padeˇ robot narazı´ na zed’ zachova´ se stejneˇ, jako v
prˇı´padeˇ, zˇe beˇhem zkouma´nı´ obsahu narazı´ na prˇeka´zˇku v cesteˇ. Jednodusˇe najde opeˇt
nejblizˇsˇı´ volne´ polı´cˇko od toho aktua´lnı´ho, kde se nacha´zı´, a nasmeˇrˇuje robota k neˇmu.
Poslednı´ funkcı´ te´to sluzˇby je, zˇe vy´sledny´ obrazmı´stnosti v podobeˇmatice umı´ ulozˇit
do souboru. Toto je prakticke´ pro mapova´nı´ rea´lny´ch mı´stnostı´, me´neˇ uzˇ pro simulova-
ne´ho robota. Zı´skany´ obraz mı´stnosti mu˚zˇeme vyuzˇı´t ve sluzˇbeˇ MazeSimulator, ktera´
bude popsa´na v cˇa´sti veˇnujı´cı´ se implementaci. Tato sluzˇba umı´ z obra´zku vytvorˇit v
simula´toru sce´nu v neˇm ulozˇenou, pokud jsou dodrzˇena neˇktera´ pravidla. O nich se
zmı´nı´m v kapitolce veˇnovane´ te´to sluzˇbeˇ.
5.4 Simulovane´ prostrˇedı´
Za´kladnı´ mysˇlenkou MRDS je rozdeˇlit ovla´da´nı´ do neˇkolika samostatny´ch sluzˇeb, ktere´
spolu asynchronneˇ komunikujı´. Take´ na´vrh pro rˇı´zenı´ robota je rozdeˇlen do neˇkolika
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sluzˇeb, ktere´ se starajı´ o jednotlive´ cˇa´sti rˇı´zenı´ robota. Na obra´zku 13 je mozˇne´ videˇt
celkovy´ koncept aplikace urcˇene´ pro prostrˇedı´ VSE.
Obra´zek 13: Propojenı´ simulovany´ch sluzˇeb
Kompletnı´ aplikace pro VSE je navrzˇena tak, zˇe simulovane´ prostrˇedı´ vytva´rˇı´ z prˇed-
definovane´ho obra´zku sluzˇba MazeSimulator. V obra´zku zmı´neˇna´ sluzˇba Simulovany´
robot prˇedstavuje implementaci sluzˇby, reprezentujı´cı´ model robota. Samozrˇejmostı´ jsou
sluzˇby jako centra´lnı´ rˇı´dı´cı´ prvek nebo mapovacı´ sluzˇba.
5.5 Rea´lny´ robot
Stejneˇ jako na´vrh aplikace pro simulovane´ prostrˇedı´, je i program pro rea´lne´ho robota
sestaven z neˇkolika sluzˇeb, ktere´ obsluhujı´ jednotlive´ cˇa´sti. Prvnı´ na´vrh aplikace byl
urcˇen zcela pro implementaci v prostrˇedı´ MRDS, cozˇ se vsˇak uka´zalo jako nefungujı´cı´
rˇesˇenı´, ktere´ muselo by´t nahrazeno alternativou. Proble´m pravdeˇpodobneˇ pramenil z
komunikace mezi pocˇı´tacˇem a rˇı´dı´cı´ kostkou pomocı´ Bluetooth, jak je popsa´no v kapitole
veˇnujı´cı´ se LEGONXT. Proto se fina´lnı´ na´vrh lisˇı´ od na´vrhu pu˚vodnı´ho viz. obra´zky 14 a
15.
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Obra´zek 14: Pu˚vodnı´ na´vrh sestavenı´ sluzˇeb
Obra´zek 15: Fina´lnı´ na´vrh sestavenı´ sluzˇeb
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6 Implementace
Poslednı´ cˇa´st me´ pra´ce se veˇnuje implementaci jednotlivy´ch sluzˇeb. Z du˚vodu rozdı´lnosti
mezi simulovany´m a skutecˇny´m prostrˇedı´m uva´dı´m dveˇ ru˚zne´ implementace, ktere´ je
mozˇne´ nale´zt na prˇilozˇene´m DVD. Budu se veˇnovat pouze popisu implementace re-
spektive funkcˇnosti sluzˇby MazeSimulator, po te´ se podı´va´me jak jsou utvorˇeny rˇı´dı´cı´
struktury pro oba typy robotu˚ a nakonec si prˇedstavı´me implementaci mapovacı´ sluzˇby.
6.1 MazeSimulator
MazeSimulator je aplikace respektive sluzˇba prˇevzata z prˇı´lohy ke knize [1], ktera´ se jevila
velice vy´hodna´ k vyuzˇitı´ vme´ aplikaci. Jedna´ se o sluzˇbu vytva´rˇejı´cı´ prostrˇedı´ simulovane´
sce´ny a to z prˇeddefinovane´ho obra´zku. Ja´ pouzˇı´va´m ve sve´ pra´ci obra´zky typu JPG.
Pouzˇitı´ te´to sluzˇby je velice jednoduche´ v konfiguracˇnı´m manifestu je nutne´ pouze
nastavit cestu a jme´no obra´zku jak je videˇt ve vy´pisu 30 a po te´ je mozˇne´ sluzˇbu spustit.
<Maze>mistnost.bmp</Maze>
Vy´pis 30: Konfigurace vstupnı´ho obra´zku
Pu˚vodneˇ je sluzˇba urcˇena pro dva typy robotu˚. Teˇmito roboty jsou Pioneer 3DX a
LEGO NXT, ovsˇem pro potrˇeby te´to pra´ce jsem potrˇeboval prˇidat model sve´ho robota
proto jsem upravil patrˇicˇnou metodu, ktera´ se stara´ o prˇida´nı´ robota do prostoru. Navı´c
jsem zavedl sve´ho robota v sestavovacı´m manifestu te´to sluzˇby a tı´m ma´m zarucˇeno,
zˇe dojde ke spusˇteˇnı´ i sluzˇby starajı´cı´ se o me´ho robota, vcˇetneˇ vsˇech podpu˚rny´ch. Po-
mocı´ te´to je robot tedy prˇida´n do simulacˇnı´ sce´ny, kterou na´m sluzˇba vytvorˇila. Da´le
se tato sluzˇba stara´ i komunikaci mezi simulovany´m sveˇtem a rˇı´dı´cı´mi prvky aplikace
prostrˇednictvı´m SimulationEnginePort.
Aby bylo mozˇne´ sluzˇbu MazeSimulator vyuzˇı´t je nutne´ dodrzˇet neˇkolik za´kladnı´ch
pravidel, na ktere´ se nynı´ podı´va´me. Pokudneuva´dı´me v taguMaze cestu k souboru tak je
nutne´ mı´t takovy´to soubor zkopı´rova´n ve slozˇce MRDS\store\media\maze textures.
Tento obra´zek mu˚zˇe obsahovat pouze 16 barev, ktere´ je sluzˇba schopna reprezentovat
jako prˇeka´zˇky. Seznam barev je zobrazen na obra´zku colorpalette16.bmp ve slozˇce
sluzˇby. Obra´zek mu˚zˇe by´t v neˇkolika forma´tech, nejvhodneˇjsˇı´ je obycˇejny´ bmp soubor,
ktery´ mu˚zˇeme vytvorˇit i v programu malovanı´ ve Windows. Dalsˇı´ mozˇne´ forma´ty jsou
GIF a JPG.Avsˇak JPG forma´tma´ nevy´hodu v tom, zˇe je ztra´tovy´ kompresnı´ forma´t amu˚zˇe
tudı´zˇ dojı´t ke ztra´teˇ informacı´. Objekty a jejich vy´sˇka v simula´toru je oznacˇena barvou,
ktera´ je na obra´zku. Barva, ktera´ se nacha´zı´ leve´m hornı´m rohu je pouzˇita pro podlahu
a proto by nemeˇla by´t pouzˇita pro zˇa´dny´ jiny´ objekt ve sce´neˇ. Dalsˇı´ barvy jsou vyuzˇity,
pro vytvorˇenı´ dalsˇı´ch objektu˚, je vzˇdy dobre´ vybrat bravu, ktera´ bude prˇedstavovat steˇnu
a tou ohranicˇit cely´ obra´zek, abychom zajistili konzistenci prostrˇedı´ a taky to, zˇe robot
nevyjede mimo vytycˇeny´ prostor.
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6.2 Knihovna RobotControl
Nezˇ se dostanu k popisu jednotlivy´ch rˇı´dı´cı´ch sluzˇeb, chteˇl bych se zmı´nit o knihovneˇ
RobotControl, ktera´ prˇevzala roli pomocne´ knihovny. Jejı´m obsahem je neˇkolik slu-
zˇeb, ktere´ jsem vytvorˇil tak, aby poskytovali co nejveˇtsˇı´ komfort pro pouzˇitı´ v ostatnı´ch
sluzˇba´ch. Ve veˇtsˇineˇ prˇı´padu˚ tyto sluzˇby pouze prˇekry´vajı´ funkcˇnost pu˚vodnı´ch sluzˇeb
komunikujı´cı´ch s jednotlivy´mi senzory nebo motory.
Tato knihovna vznikala jesˇteˇ v dobeˇ, kdy jsem si myslel, zˇe bude stacˇit pouze jedna
rˇı´dı´cı´ sluzˇba pro obeˇ prostrˇedı´, cozˇ se pozdeˇji uka´zalo jako nerea´lne´ nebo jsem nenasˇel
rˇesˇenı´, ktere´ by to umozˇnˇovalo. Proto obsahuje i sluzˇby, ktere´ se starajı´ o obsluhu sluzˇeb
pro LEGONXT, i kdyzˇ ve vy´sledne´ pra´ci nejsou plneˇ vyuzˇity. V na´sledujı´cı´ch podkapito-
la´ch bych ra´d prˇedstavil vsˇechny sluzˇby, hlavneˇ se budu veˇnovat teˇm, ktere´ se se podı´lejı´
na vy´sledny´ch aplikacı´ch.
6.2.1 Sluzˇba RobotControl.Drive
Klı´cˇova´ a nejproblematicˇteˇjsˇı´ sluzˇba kvu˚li, ktere´ dosˇlo k rozdeˇlenı´ na dveˇ rˇı´dı´cı´ aplikace.
Proble´m nenı´ v tom, zˇe by sluzˇba byla sˇpatneˇ napsana´, ale v tom, zˇe docha´zı´ ke ztra´teˇ
potvrzovacı´ch zpra´v z rea´lne´ho robota. Tomuto proble´mu se budu vı´ce veˇnovat v kapitole
6.3.
Tato sluzˇba je tedy pouzˇita hlavneˇ pro simulovany´ model, u ktere´ho funguje bez
proble´mu zpu˚sobujı´cı´ch zastavenı´ programu robota. U te´to sluzˇby jsem si nadefinoval
dveˇ za´kladnı´ metody, ktere´ se starajı´ o provoz robota. Jsou tometody pro pojı´zˇdeˇnı´ robota
SetMove a pro ota´cˇenı´ SetRotation. Obeˇ metody jsou ve sve´m za´kladeˇ podobne´, i
kdyzˇ vykona´vajı´ jinou cˇinnost. Obeˇ operace jsou typu Submit a obeˇ pracujı´ v mo´du
Exclusive, navı´c aby se tyto metody ukoncˇili musı´ pohyb resp. rotace probeˇhnout cela´
v porˇa´dku. Teprve po te´ je dokoncˇena hlavnı´ u´loha operace, je vydane´ ozna´menı´ typu
Update, zˇe sluzˇba Drive dokoncˇila svou cˇinnost.
K te´to sluzˇbeˇ si dovolı´m jednu malou uka´zku, ktera´ je s maly´mi zmeˇnami pouzˇitelna´
pro obeˇ operace. Jedna´ se o metodu, ktera´ hlı´da´ dokoncˇenı´ pohybu resp. rotace robota. U
pohybu se sleduje vlastnost DriveDistanceStage, u rotace RotateDegreesStage.
Tato metoda je klı´cˇova´ pro ukoncˇenı´ dvou vy´sˇe popsany´ch operacı´ sluzˇby a ve vy´pisu 31
je metoda, ktera´ na dokoncˇenı´ pohybu.
private IEnumerator<ITask> DriveDistanceHandler(drive.DriveDistance distance) {
if (distance.Body.DriveDistanceStage == drive.DriveStage.Canceled) {
completitionPort .Post(distance.Body.DriveDistanceStage);
} else if (distance.Body.DriveDistanceStage == drive.DriveStage.Completed) {
completitionPort .Post(distance.Body.DriveDistanceStage);
}
yield break;
}
Vy´pis 31: Metoda cˇekajı´cı´ na dokoncˇenı´ nebo zrusˇenı´ pohybu
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6.2.2 Sluzˇba RobotControl.SimulatedSonar
Jak je z na´zvu patrne´ jedna´ se u sluzˇbu, ktera´ se stara´ o obsluhu simulovane´ho ultrazvu-
kove´ho cˇidla. Jak jizˇ jsem se zmı´nil v kapitole veˇnujı´cı´ se vytvorˇenı´ simulovane´ho robota,
je tento senzor a ozna´menı´ z neˇj prˇicha´zejı´cı´ tvorˇen analogovy´m senzorem. Sluzˇba ana-
logove´ho senzoru vsˇak poskytuje pravidelneˇ vyvola´vanou operaci typu Replace, i v
prˇı´padeˇ, zˇe nedocha´zı´ ke zmeˇneˇ vzda´lenosti od zdi cˇi prˇeka´zˇky.
Neusta´le vyvola´vanı´ operace Replace je nezˇa´doucı´ a proto jsem vytvorˇil tuto sluzˇbu,
ktera´ prˇijı´ma´ ozna´menı´ z analogove´ho senzoru a testuje jestli se zmeˇnila vzda´lenost od
poslednı´ho ozna´menı´. Pokud dojde ke zmeˇneˇ ozna´mı´ tuto uda´lost ostatnı´m sluzˇba´m
pomoci operace Update jak mu˚zˇeme videˇt ve vypı´su 32.
private void AnalogReplace(analog.Replace replace) {
double currentMeasurement = Math.Round(replace.Body.RawMeasurement, MidpointRounding.
AwayFromZero);
if (lastMeasurement != currentMeasurement)
{
state .Distance = currentMeasurement;
mainPort.Post(new Update( state));
}
lastMeasurement = currentMeasurement;
}
Vy´pis 32: Kontrola zmeˇn vzda´lenosti simulovane´ho ultrazvukove´ho cˇidla
6.2.3 Sluzˇba RobotControl.NXTGRun
Toto je poslednı´ sluzˇba, ktere´ se budeme veˇnovat prˇi popisu sluzˇeb na implementovany´ch
v knihovneˇ RobotControl. Sluzˇba se veˇnuje komunikaci mezi rˇı´dı´cı´ sluzˇbou a kostkou
robota LEGONXT, z cˇehozˇ vyply´va´, zˇe je pouzˇı´vana´ v aplikaci pro fyzicke´ho robota. Tato
sluzˇba vznikla po vsˇech neu´speˇsˇny´ch pokusech zprovoznit komunikaci cˇisteˇ pomoci
MRDS a jazyka C#. Jejı´m u´kolem je zjednodusˇit komunikaci pro spusˇteˇnı´ ovla´dacı´ sluzˇby
na robotovi a hlavneˇ zjednodusˇit zası´lanı´ a prˇı´jem zpra´v mezi robotem a rˇı´dı´cı´ sluzˇbou,
ktera´ rozhoduje o dalsˇı´ch krocı´ch.
Sluzˇba obsahuje dveˇ operace, ktere´ se starajı´ o drˇı´ve zmı´neˇne´ operace. Prvnı´ operace
jen spousˇtı´ rˇı´dı´cı´ program a je typu Submit. Druha´ sluzˇba je jizˇ o neˇco zajı´maveˇjsˇı´, je take´
typu Submit avsˇak prˇijı´ma´ jako vstupnı´ parametr pocˇet zpra´v, ktere´ by meˇla operace
provedena´ na robotovi vra´tit. Jesˇteˇ doplnı´m, zˇe tato metoda se stara´ jak o zası´lanı´, tak i
o prˇijı´manı´ zpra´v, tı´m zˇe nastartuje prˇı´slusˇne´ metody. Prvnı´ se stara´ o cˇeka´nı´ na prˇijetı´
pozˇadovane´ho pocˇtu zpra´v a druha´ o jejich samotne´ prˇijetı´, kdy zkousˇı´ prˇijmout zpra´vy
z robota ve zvolene´m intervalu. V me´m prˇı´padeˇ to zkousˇı´ kazˇdy´ch 100 ms, tato hodnota
se uka´zala vy´hodna´ z du˚vodu, zˇe nedocha´zı´ ke zbytecˇne´mu cˇtenı´ pra´zdny´ch zpra´v mezi
prˇı´chodem jednotlivy´ch zpra´v. Obeˇ tyto metody mu˚zˇeme videˇt ve vy´pisu 33. Ra´d bych
jesˇteˇ podotkl, zˇe vy´pisy ke spusˇteˇnı´ programu v kostce a vy´meˇny zpra´v jsou v drˇı´veˇjsˇı´
kapitole ve vy´pisu 23 resp. 24
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private IEnumerator<ITask> ReceiveMessages() {
receive = true;
while (receive)
{
Thread.Sleep( state.Poll) ;
io .ReceiveBluetoothMessageRequest request = new io.ReceiveBluetoothMessageRequest();
request.Mailbox = 1;
Activate(
Arbiter .Choice( ioPort.ReceiveBluetoothMessage(request),
ReceiveMessage,
delegate(Fault fault ) {Console.WriteLine(”Error receveiving ” + fault .Reason[0].Value); }
) ) ;
}
yield break;
}
private void ReceiveMessage(io.BluetoothMessage message) {
int distance = int .Parse(message.Message);
distancePort.Post(distance);
}
private void DistanceHandler(int[] array) {
receive = false;
state .messages = array;
mainPort.Post(new NXTUpdate( state));
}
Vy´pis 33: Metody obsluhujı´cı´ prˇijem zpra´v z kostky
6.3 Rˇı´dı´cı´ sluzˇba rea´lne´ho robota
Nynı´ konecˇneˇ vysveˇtlil proble´m, ktery´ vyvolal rˇadu u´prav a zmeˇnil implementaci pro
rea´lne´ho robota od za´kladu. Proble´m vyvstal v podstateˇ jediny´, ale za´sadnı´, a to v tom, zˇe
se cˇas od cˇasu sta´valo, zˇe robot prˇestal reagovat na prˇı´kazy k pohybu. Nebo pohyb vu˚bec
nedokoncˇil, poprˇı´padeˇ kdyzˇ pohyb dokoncˇil, tak o tom neinformoval rˇı´dı´cı´ sluzˇbu. To
zpu˚sobovalo zastavenı´ beˇhu programu, jelikozˇ aplikace vyzˇaduje znalost prˇesneˇ ujety´ch
u´seku˚ k rˇı´zenı´ beˇhu programu a za´znamu vmapovacı´ sluzˇbeˇ. I kdyzˇ jsem zkousˇel mnoho
zpu˚sobu˚, jak vyrˇesˇit tento proble´m, tak se mi to nezdarˇilo, a proto bylo nutne´ sa´hnout k
alternativnı´mu rˇesˇenı´, ktere´ znamenalo rozdeˇlit rˇesˇenı´ na dveˇ.
Jako alternativu jsem zvolil kombinaci implementace rˇı´zenı´ pomocı´MRDS v jazyce C#
a vykona´vanı´ obsluhy robota pomocı´ programovacı´ho jazyka NXT-G. Tyto dveˇ cˇa´sti fun-
gujı´ na principu vy´meˇny zpra´v, kdy rˇı´dicı´ sluzˇba zası´la´ zpra´vy, ktere´ obsahujı´ informace
o tom, jakou cˇinnost ma´ robot vykonat a pokud je to nutne´, cˇeka´ na prˇı´jem zpra´v. Pro-
gram beˇzˇı´cı´ v kostce funguje jako nekonecˇna´ smycˇka, ktera´ vzˇdy po ukoncˇenı´ sve´ hlavnı´
cˇinnosti cˇeka´ na zasla´nı´ informace, jestli bude beˇh programu pokracˇovat nebo ne. Pokud
ano, vracı´ se na zacˇa´tek a opeˇt cˇeka´ na prˇı´jem zpra´vy, ktera´ urcˇı´ dalsˇı´ cˇinnost robota.
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Beˇhem vykona´va´nı´ hlavnı´ cˇinnosti jsou postupneˇ z robota odesı´la´ny zpra´vy, nejcˇasteˇji s
nameˇrˇeny´mi hodnotami vzda´lenosti robota od prˇeka´zˇky. Prˇı´jem a zası´la´nı´ pouzˇı´vajı´ od-
deˇlene´ schra´nky k vy´meˇneˇ zpra´v, i kdyzˇ je toto pouze bezpecˇnostnı´ opatrˇenı´ prˇed ztra´tou
zpra´v. V rea´lne´ situaci by nemeˇlo nastat, zˇe se schra´nka prˇeplnı´, jelikozˇ jsou odesı´la´ny
nejvy´sˇe trˇi zpra´vy z robota do rˇı´dı´cı´ sluzˇby a jedna zpra´va je prˇijı´ma´na.
Program v rˇı´dı´cı´ kostce je rozdeˇlen na neˇkolik veˇtvı´, ktere´ se starajı´ o jednotlive´ u´koly.
O tom, ktery´ se provede je rozhodnuto na za´kladeˇ prˇijate´ hodnoty z pocˇı´tacˇe. Tato hodnota
je cˇı´selne´ho charakteru, ale jak jsem zmı´nil v kapitole veˇnujı´cı´ se NXT-G, mezi MRDS a
mezi kostkou NXT je mozˇne´ zası´lat pouze textove´ zpra´vy, proto jsem musel v NXT-G
zacˇı´t prˇijı´mat typ rˇeteˇzec a po te´ ho prˇeve´st na cˇı´slo. Tuto operaci vsˇak standardnı´ NXT-G
neumı´ a proto jsem musel doinstalovat nejprve update pro programovacı´ prostrˇedı´ a po
te´ doinstalovat novy´ blok, ktery´ jsem na sˇel na internetu. V tabulce 6 je mozˇne´ videˇt
jednotlive´ cˇı´selne´ ko´dy s vy´znamy, pouzˇite´ pro komunikaci.
Hodnota Popis
-3 Robot pouze pokracˇuje v jı´zdeˇ pod u´hlem
-2 Robot se prˇed pokracˇova´nı´m otocˇı´ o 45 stupnˇu˚ doleva
-1 Robot se prˇed pokracˇova´nı´m otocˇı´ o 45 stupnˇu˚ do-
prava
0 Robot prˇed pokracˇova´nı´m nemusı´ vykonat zˇa´dnou
dodatecˇnou cˇinnost
1 Robot se prˇed pokracˇova´nı´m otocˇı´ o 90 stupnˇu˚ do-
prava
2 Robot se prˇed pokracˇova´nı´m otocˇı´ o 90 stupnˇu˚ doleva
3 Hodnota pouzˇita k ozna´menı´, zˇe robot se vra´til do
norma´lnı´ polohy otocˇenı´m doleva o 45 stupnˇu˚
4 Podobne´ hodnoteˇ 3 s tı´m rozdı´lem, zˇe se robot ota´cˇı´ o
45 stupnˇu˚ doprava
10 Hodnota zpu˚sobı´ couva´nı´ robota o jednu rotaci zpeˇt
10 Hodnota vyuzˇı´va´na k meˇrˇenı´ vzda´lenostı´ vpravo od
robota bez rotace
99 Hodnota, kterou musı´ kostka prˇijmout prˇed pokracˇo-
va´nı´m smycˇky
Tabulka 6: Ko´dy pro komunikaci mezi robotem a NXTG
V tabulce 6 se zminˇuji o pokracˇova´nı´, tı´m myslı´m cˇinnosti navazujı´cı´ na prvnı´ u´lohy
programu v kostce. Ra´d bych poznamenal, zˇe tyto cˇı´selne´ ko´dy se pouzˇı´vajı´ k urcˇenı´,
jestli je nutne´ natocˇit robota a o kolik. Dalsˇı´ veˇcı´, kterou cˇı´selne´ hodnoty urcˇujı´, je co se
bude dı´t po dokoncˇenı´ rotace. Pro hodnoty mensˇı´ nezˇ 10 platı´, zˇe po dokoncˇenı´ s nimi
souvisejı´cı´ch akcı´ se posune robot o jednu rotaci prˇednı´ch kol vprˇed. Tato hodnota je
klı´cˇova´ i prˇi zjisˇt’ova´nı´ vzda´lenostı´ robota od prˇeka´zˇky, hodnotymensˇı´ nezˇ nula pouzˇı´vajı´
jiny´ princip nezˇ hodnoty veˇtsˇı´ nezˇ nulou vcˇetneˇ nuly. Pokud robot prˇı´jme hodnotu veˇtsˇı´
nezˇ 10, znamena´ to, zˇe se bude prova´deˇt jina´ sekvence kroku˚. Touto sekvencı´ mu˚zˇe by´t
54
zjisˇt’ova´nı´ vzda´lenostı´ vpravo od robota, pouzˇite´ prˇed otocˇenı´m robota doprava nebo jı´
mu˚zˇe by´t prˇı´pad, kdy se robot dostane do slepe´ ulicˇky a potrˇebujeme robota posunout
zpeˇt.
Nynı´ zmı´nı´me jakprobı´ha´ urcˇova´nı´ toho jak sema´ postupovat da´l v rˇı´zenı´. Jak vyply´va´
z na´vrhu, je vnitrˇnı´ struktura sluzˇby navrzˇena jako stavovy´ automat, kdy si pamatujeme
poslednı´ stav a podle reakce od ostatnı´ch sluzˇeb prˇecha´zı´ sluzˇba do jine´ho stavu. Popis
vnitrˇnı´ funkcionality zacˇneme ve chvı´li, kdy rˇı´dı´cı´ sluzˇbama´ vykonat novy´ pohyb robota.
Pozˇadavek na pohyb robota je ucˇineˇn zmeˇnou stavu sluzˇby se vstupnı´m parametrem
urcˇujı´cı´m, co se ma´ vykonat. Po te´ robot zmeˇnı´ poslednı´ stav robota, vyvola´ zasla´nı´
zpra´vy robotu s pozˇadavkem na vykona´nı´ cˇinnosti. V tuto chvı´li se rˇı´dı´cı´ program uspı´ a
cˇeka´ na vyrˇı´zenı´ sve´ho pozˇadavku. Ve chvı´li kdy obdrzˇı´ vsˇechny zpra´vy, ktere´ pozˇadoval,
mu˚zˇe zmeˇnit stav, ktery´ vyvola´ zpracova´nı´ dat.
Zpracova´nı´ prˇijaty´ch u´daju˚ je rozdı´lne´ v za´vislosti na pra´veˇ skoncˇene´ cˇinnosti, a deˇlı´
se na trˇi cˇa´sti. Obecneˇ se da´ rˇı´ci, zˇe v tomtomı´steˇ pouze rˇı´dı´cı´ program rozhodne o dalsˇı´m
kroku robota. Drˇı´ve nezˇ zacˇne prˇipravovat dalsˇı´ krok, posˇle aktua´lneˇ prˇijate´ hodnoty
do mapovacı´ sluzˇby, ktera´ se postara´ o jejich za´pis. Pote´ pozˇa´da´ mapovacı´ sluzˇbu o
posun kurzoru pro za´pis ve smeˇru dalsˇı´ho kroku. Prˇedtı´m nezˇ vsˇak zmeˇnı´ stav pro
vykona´nı´ dalsˇı´ho kroku, musı´ rˇı´dı´cı´ sluzˇba se dota´zat mapovacı´ sluzˇby, zda-li mu˚zˇe jesˇteˇ
pokracˇovat.
Do te´to chvı´le jsemnastı´nil implementaci slozˇiteˇjsˇı´ cˇa´sti, ktera´ se stara´ o zjisˇteˇnı´ obvodu
mı´stnosti, pokud robot dojede do mı´sta ze ktere´ho zacˇal je prvnı´ cˇa´st u konce. Pote´ je na
mapovacı´ sluzˇbeˇ, jestli rozhodne, zda-li se ma´ nebo nema´ pokracˇovat. Pokud je urcˇeno
pomocı´ jejich vy´pocˇtu˚, zˇe mı´stnost ma´ obsahuje neˇjaka´ neprozkoumana´ polı´cˇka, je nutne´
je navsˇtı´vit a zaznamenat je do mapy. Tato cˇinnost je mnohem jednodusˇsˇı´ a pouzˇı´va´ se
k nı´ druhy´ program nahrany´ v kostce, ktery´ na za´kladeˇ prˇijaty´ch pokynu˚ natocˇı´ robota
do pozˇadovane´ polohy, posune ho o jedno polı´cˇko vprˇed a vracı´ rˇı´dı´cı´ sluzˇbeˇ vy´sledek
meˇrˇenı´ vzda´lenosti prˇed robotem. Toto meˇrˇenı´ je vyuzˇito v prˇı´padeˇ, zˇe robot stojı´ prˇed
polı´cˇkem, ktere´ mu vybrala mapovacı´ sluzˇba. Pra´veˇ ona je zodpoveˇdna´ za vy´beˇr polı´cˇka,
ktere´ ma´ by´t navsˇtı´veno a zjisˇteˇno, co se na neˇm nacha´zı´. Ve chvı´li, kdy mapovacı´ sluzˇba
rozhodne, zˇe jsou vsˇechna polı´cˇka navsˇtı´vena, prohleda´vanı´ koncˇı´.
Jesˇteˇ bych ra´d poznamenal, zˇe na prˇilozˇene´m DVD je mozˇne´ nale´zt i pu˚vodnı´ imple-
mentaci urcˇenou k rˇı´zenı´ robota cˇisteˇ pomocı´MRDS a jazyka C#. Ale jak jizˇ jsem se zmı´nil,
tato implementace nenı´ prˇı´lisˇ funkcˇnı´, pravdeˇpodobneˇ z du˚vodu proble´mu˚ v mnozˇstvı´
komunikace mezi robotem a pocˇı´tacˇem, jestli jsem spra´vneˇ pochopil funkcˇnost sluzˇeb rˇe-
sˇı´cı´ch tyto za´lezˇitosti, posı´lajı´ informaci prˇi kazˇde´m otocˇenı´ kol o 1 stupenˇ, k urcˇenı´ o kolik
se majı´ jesˇteˇ pootocˇit. Toto je pravdeˇpodobneˇ nejveˇtsˇı´ proble´m. Pro prˇı´padne´ za´jemce cˇi
pokracˇovatele je proto soucˇa´stı´ DVD i pu˚vodnı´ rˇesˇenı´.
6.4 Rˇı´dı´cı´ sluzˇba simulovane´ho robota
To co se nepodarˇilo vyrˇesˇit u fyzicke´ho modelu robota, jsem vyrˇesˇil u toho simulova-
ne´ho. Ten je napsa´n cely´ pomocı´ programovacı´ho jazyka C# a simulacˇnı´ho prostrˇedı´ VSE.
Ikdyzˇ obsahuje jednu odlisˇnost v prova´deˇnı´ sve´ u´lohy oproti rea´lne´mu robotovi. Zatı´mco
u rea´lne´ho robota se prˇi meˇrˇenı´ vzda´lenostı´ od prˇeka´zˇky kolem robota otacˇı´ pouze ultra-
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zvukovy´ senzor, u toho simulovane´ho v du˚sledku neexistence simulovane´ho motoru, se
musı´ ota´cˇet cely´ robot. To ovsˇem zpu˚sobuje male´ nedostatky v pohybu, jelikozˇ ota´cˇenı´
robota nenı´ u´plneˇ prˇesne´. Proto obcˇas robot prova´dı´ korekce a zbytecˇne´ natocˇenı´ o 45
stupnˇu˚ spojene´ s pohybem vprˇed. Tyto zbytecˇne´ pohyby jsem omezil zveˇtsˇenı´m mini-
ma´lnı´ vzda´lenosti od steˇny pro natocˇenı´ o 45 stupnˇu˚. Proto veˇtsˇinou robot vykona´va´
pohyby, kdy jede vodorovneˇ kolem steˇny nebo meˇnı´ smeˇr o 90 stupnˇu˚.
Za´kladem pro implementaci jsou sluzˇby MazeSimulator, simulovany´ model robota a
mapovacı´ sluzˇba a takte´zˇ sluzˇby komunikujı´cı´ se senzory a pohonem robota. Vsˇechny
tyto sluzˇby jsou dirigova´ny pomoc rˇı´dı´cı´ sluzˇby, ktera´ je pojmenovana´ RobotExplorer-
Simulation. Stejneˇ jako u rea´lne´ho robota je ovla´da´nı´ te´to rˇı´dı´cı´ sluzˇby postaveno na
za´kladeˇ stavove´ho automatu popsane´ho v kapitola´ch veˇnujı´cı´ch se na´vrhu. Nejprve se
sluzˇba snazˇı´ o prozkouma´nı´ obvodu virtua´lnı´ mı´stnosti, ve ktere´ se nacha´zı´. Postupuje
po jednotlivy´ch krocı´ch, o velikosti 20 cm, po ktere´m na´sleduje meˇrˇenı´. Na za´kladeˇ meˇ-
rˇenı´ se rozhodne co se bude dı´t da´le a prˇed vykona´nı´m na´sledujı´cı´ho kroku se dota´zˇe
mapovacı´ sluzˇby, jestli mu˚zˇe pokracˇovat nebo jı´zˇ dojel do pu˚vodnı´ho bodu, od ktere´ho
zacˇı´nal meˇrˇenı´.
6.5 Mapovacı´ sluzˇba
Jedinou spolecˇnou sluzˇboupro obeˇ implementace jemapovacı´ sluzˇba. Jedna´ se o pomeˇrneˇ
rozsa´hlou sluzˇbu, ktera´ se stara´ v prvnı´ fa´zi pouze o za´znam obvodu mı´stnosti. V druhe´
fa´zi prozkouma´va´ obsah mı´stnosti. A nakonec ukla´da´ vytvorˇenou mapu souboru.
K ukla´da´nı´ map do pameˇti se vyuzˇı´va´ objekt zvany´ Matrix. Je to objekt prˇedstavujı´cı´
matici, vektere´ kazˇdy´ prvekobsahujeneˇjakouhodnotuvy´cˇtove´ho typuMATRIX ITEM TYPE.
Jeho jednotlive´ polozˇky jsou popsa´ny v tabulce 5. Kazˇde´ polı´cˇko matice tedy prˇedstavuje
popis prostrˇedı´, ve ktere´m se robot pohybuje.
Cela´ matice je z pohledu jazyka C# naimplementovana´ jako seznam seznamu˚ obsa-
hujı´cı´ch informace o jednotlivy´ch prvcı´ch matice. Kazˇdy´ seznam ma´ pevneˇ nastavenou
velikost. Na pocˇa´tku ma´ matice velikost 10 x 10, v prˇı´padeˇ potrˇeby se dynamicky zveˇtsˇı´.
Samotna´matice nabı´zı´ neˇkolik verˇejny´chmetod pomocı´, ktery´ch jemozˇno s nı´ komuniko-
vat. A mnohem veˇtsˇı´ mnozˇstvı´ priva´tnı´ch metod pro rˇesˇenı´ sve´ logiky. Za´klad veˇrˇejny´ch
metod urcˇeny´ch ke komunikaci s okolı´m je metoda na prˇida´nı´ nove´ho prvku, metoda na
zjisˇteˇnı´ jestli robot dosa´hl startovnı´ pozice a metoda k navra´cenı´ nejblizˇsˇı´ho polı´cˇka. Z
priva´tnı´ch metod bych jmenoval metody pro prˇida´nı´ rˇa´dku, sloupce, pro vy´pocˇet nepro-
zkoumany´ch polı´cˇek a nejblizˇsˇı´ho volne´ho polı´cˇka.Matice si take´ navı´c pamatuje aktua´lnı´
pozici kurzoru, ktery´ urcˇuje mı´sto za´pisu. Du˚leˇzˇity´m u´dajem je informace o pocˇa´tecˇnı´m
polı´cˇku, podle ktere´ho se urcˇuje ukoncˇenı´ urcˇova´nı´ obvodu. Toto polı´cˇko je na zacˇa´tku je
nastaveno na hodnotu X = 1 a Y = 1. Ve chvı´li kdy docha´zı´ k prˇida´va´nı´ sloupecˇku prˇed
neˇj nebo rˇa´dku nad neˇj, je tato hodnota meˇneˇna spolecˇneˇ se zmeˇnou v pocˇtu rˇa´dek cˇi
sloupcu˚.
Dalsˇı´ du˚lezˇitou informacı´, kterou potrˇebuje mapovacı´ sluzˇba k pra´ci je informace o
stavu natocˇenı´ robota. Robot mu˚zˇe by´t natocˇen do 8 smeˇru˚, natocˇenı´ je relativnı´ a je vzˇdy
urcˇeno vzhledem k pocˇa´tecˇnı´m podmı´nka´m. Na zacˇa´tku je tedy robot natocˇen o 0 stupnˇu˚
z pohledu mapovacı´ sluzˇby zacˇı´na´ pohyb zleva doprava.
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Jak jsem jizˇ neˇkolikra´t zmı´nil, prohleda´va´nı´ mı´stnosti zacˇı´na´ urcˇenı´m jejı´ho obvodu.
Samotne´ mapovanı´ zacˇı´na´ ve chvı´li kdy je robot v blı´zkosti steˇny, to je pro prˇı´pad, zˇe
je nutne´ vykonat ”startovacı´” sekvenci, pomocı´ ktere´ se robot dostane z prostoru na
okraj mı´stnosti. Robot zacˇı´na´ mapovanı´ v bodeˇ X = 1 a Y = 1. Je to da´no tı´m, zˇe robot
prˇi prohleda´va´nı´ obvodu v podstateˇ prozkouma´va´ vzˇdy dveˇ polı´cˇka, jedno po ktere´m
projı´zˇdı´ a druhe´ je polı´cˇko tvorˇı´cı´ steˇnu, proto jematice nastavena o jedno polı´cˇko od kraje
jizˇ od pocˇa´tku. Po te´ pokracˇuje podle instrukcı´ z rˇı´dı´cı´ sluzˇby. S rˇı´dı´cı´ sluzˇby tedy vzˇdy
obdrzˇı´ informaci o tom, ktery´m smeˇrem se chce vydat robot, podle te´to hodnoty vypocˇte
posun kurzoru pro za´pis v matici. Ve chvı´li kdy robot objede cely´ obvod mı´stnosti koncˇı´
prvnı´ fa´ze te´to sluzˇby.
Ve druhe´ fa´zı´ probı´ha´ na zacˇa´tku vy´pocˇet volny´ch polı´cˇek uvnitrˇ mı´stnosti. Pokud
existujı´ uvnitrˇ mı´stnosti neˇjaka´ volna´ polı´cˇka zacˇı´na´ jejich pru˚zkum. Jelikozˇ robot dorazil
do pocˇa´tecˇnı´ho bodu zacˇı´na´ vy´pocˇet odtud. Z vytvorˇene´ho seznamu volny´ch polı´cˇek na-
jde polı´cˇko, ktere´ je nejblı´zˇe tomu aktua´lnı´mu. V tuto chvı´lı´ posı´la´ rˇı´dı´cı´ sluzˇbeˇ informaci,
jak ma´ natocˇit robota a ktery´m smeˇrem se ma´ vydat. Po kazˇde´m kroku se zkontroluje
jestli robot nedosa´hl pozˇadovane´ho polı´cˇka nebo jestli na polı´cˇku, ktere´ meˇl navsˇtı´vit nenı´
prˇeka´zˇka. Pokud by se stalo, zˇe mezi aktua´lnı´m polı´cˇkem a nejblizˇsˇı´m volny´m polı´cˇkem
lezˇı´ zed’, mapovacı´ sluzˇba se snazˇı´ najı´t dalsˇı´ volne´ polı´cˇko. Prohleda´va´nı´ koncˇı´ ve chvı´li,
kdy nezby´va´ zˇa´dne´ volne´ polı´cˇko.
Poslednı´ cˇa´stı´ te´to sluzˇby tvorˇı´ za´pis fina´lnı´ pozice. Ve chvı´li kdy ma´me prozkouma-
nou celou mı´stnost, mu˚zˇeme pozˇadovat aby tyto vy´sledky byly neˇjak zaznamena´ny. V
prˇı´padeˇ te´to sluzˇby se vy´sledna´ matice ukla´da´ do obra´zku, tak aby mohl by´t vyuzˇit naprˇ.
ve sluzˇbeˇ MazeSimulator. Jelikozˇ pro oznacˇenı´ polı´cˇek ma´me pouze cˇtyrˇi hodnoty pou-
zˇijeme tedy i cˇtyrˇi barvy na oznacˇenı´ vsˇech objektu˚ v matici. Jesˇteˇ je nutne´ poznamenat,
zˇe prˇed procesem prˇekreslenı´ z matice do obra´zku je nutne´ matici zveˇtsˇit o jeden polı´cˇko
na kazˇde´ straneˇ a oznacˇit ho hodnotou urcˇenou pro oznacˇenı´ volne´ho prostrˇedı´. Toto
opatrˇenı´ je nutne´ kvu˚li sluzˇbeˇ MazeSimulator, ktera´ na za´kladeˇ leve´ho hornı´ho pixelu
urcˇuje barvu pro podlahu.
Na obra´zku 17 mu˚zˇeme videˇt uka´zkovy´ vy´stup z mapovacı´ sluzˇby, ktery´ za´rovenˇ
mu˚zˇe slouzˇit jako vstup pro sluzˇbuMazeSimulator. Tento obra´zek vznikl beˇhem testova´nı´
na umeˇle vytvorˇene´ mı´stnosti z krabic.
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Obra´zek 17: Uka´zka mozˇne´ho vy´stupu z mapovacı´ sluzˇby
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7 Za´veˇr
Jednı´m z cı´lu˚ te´to pra´ce bylo nastudovat prostrˇedı´ MRDS, cozˇ se uka´zalo jakomimorˇa´dneˇ
slozˇity´ u´kol, jelikozˇ se jedna´ o velice rozsa´hle´ prostrˇedı´, ktere´ skry´va´ spoustu mozˇnostı´ a
na nova´cˇky lı´cˇı´ velke´ mnozˇstvı´ pastı´. Prvnı´ pastı´ je nutnost uveˇdomit si, zˇe prˇi vytva´rˇenı´
aplikacı´ pro roboty je nutno prˇemy´sˇlet odlisˇneˇ nezˇ prˇi psanı´ klasicky´ch desktopovy´ch
nebo webovy´ch aplikacı´. Robotika je prostrˇedı´, ktere´ se chova´ asynchronneˇ a je nutne´
tomu prˇizpu˚sobit i sve´ mysˇlenı´. Cele´ prostrˇedı´ prˇina´sˇı´ mnoho zajı´mavy´ch konceptu˚,
ktere´ se snazˇı´ pra´ci ulehcˇit.
Knihovna CCR se snazˇı´ pomoci uzˇivatelu˚m te´to platformy ulehcˇit pra´ci s vla´kny. At’
uzˇ se jedna´ o jejich vytva´rˇenı´, nebo o to, zˇe nemusı´ myslet ani na za´mky u promeˇnny´ch
spolecˇny´ch. Stacˇı´ si pouze zapamatovat pa´r za´kladnı´ch konstrukcı´, pomocı´ ktery´ch se dajı´
vytva´rˇet velice komplexnı´ aplikace a cele´ pozadı´ tvorˇene´ vla´kny je vytvorˇeno za na´s. U
sluzˇeb vytvorˇeny´ch pomocı´ dalsˇı´ cˇa´sti zvane´ DSS, je videˇt jak lze skloubit i programova´nı´
zda´nliveˇ neslucˇitelny´ch prostrˇedı´ jako je robotika a webove´ sluzˇby. Vyuzˇitı´ architektury
REST prˇina´sˇı´ lehkost do vytva´rˇenı´ sluzˇeb i do komunikace sluzˇeb a jejich skla´da´nı´ do
jednoho celku.
Pro zacˇı´najı´cı´ a programovacı´ jazyky neznale´ lidi nabı´zı´ platforma MRDS graficke´
prostrˇedı´ VPL, pomocı´ ktere´ho mohou vytva´rˇet plnohodnotne´ aplikace. Navı´c je mozˇne´
programy vytvorˇene´ pomocı´ tohoto na´stroje i prˇeve´st do programovacı´ho jazyka C#.
Poslednı´ uzˇitecˇnou soucˇa´stı´ MRDS je simulacˇnı´ prostrˇedı´ VSE, ve ktere´m mu˚zˇeme zacˇı´t s
programova´nı´m robotu˚ okamzˇiteˇ anizˇ bychomvlastnili fyzicky neˇjake´ho robota.Mu˚zˇeme
si v neˇm vytvorˇit libovolne´ prostrˇedı´ se zachova´nı´m fyzika´lnı´ch vlastnostı´.
Ale abych jenom nechva´lil prostrˇedı´ MRDS, musı´m podotknout, zˇe jsem musel rˇesˇit
i velice slozˇite´ proble´my, ktere´ ne vzˇdy bylo mozˇne´ rˇesˇit pomocı´ prostrˇedku˚ tohoto pro-
strˇedı´. Nejpatrneˇjsˇı´ to bylo prˇi komunikaci mezi rˇı´dı´cı´m programem, beˇzˇı´cı´m na pocˇı´tacˇi
a robotickou jednotkou sestavenou z Lega NXT. Proble´my vyu´stily v rozdeˇlenı´ rˇesˇenı´
rˇı´zenı´ pro rea´lne´ho a simulovane´ho robota. Dalsˇı´m proble´mem, ktery´ jsem rˇesˇil byla im-
plementace simulovane´ho ultrazvukove´ho senzoru. Tento senzor by meˇl by´t v soucˇasne´
verzi VSE obsazˇeny´, bohuzˇel je postaven na za´kladeˇ laserove´ho senzoru a proto byl zcela
nevhodny´ pro pouzˇitı´ ve vy´sledne´ aplikaci. Toto vyu´stilo v nalezenı´ alternativnı´ho rˇesˇenı´,
ktery´m se stal senzor spolecˇnosti SimplySim.
Pro realizaci u´kolu te´to pra´ce meˇl by´t pouzˇit robot postaveny´ ze stavebnice LEGO
NXT, ktery´ je cenoveˇ dostupny´, je jednodusˇe rozsˇirˇitelny´ o mnozˇstvı´ prˇı´davny´ch senzoru˚.
Navı´c se jedna´ o klasickou stavebnici ze se´rie LEGO Technic, a mu˚zˇeme si tedy hra´t se se-
stavenı´m fina´lnı´ podoby robota podle nasˇı´ libosti nebo mu˚zˇeme vyuzˇı´t neˇktery´ z na´vodu˚
zverˇejneˇny´ch na internetu. Po prozkouma´nı´ mozˇnostı´, jsem si vybral pro implementaci
u´loh te´to pra´ce dva senzory. A to dotykovy´ senzor, ktery´ by meˇl slouzˇit pro odhalova´nı´
nı´zky´ch prˇeka´zˇek prˇed robotem a druhy´m zvoleny´m byl ultrazvukovy´ senzor, ktery´ na´m
umozˇnˇujemeˇrˇit vzda´lenosti robota odprˇeka´zˇky.A jesˇteˇ jednuveˇc bylo nutnoprozkoumat
a to graficky´ programovacı´ jazyk NXT-G, ktery´ je soucˇa´stı´ distribuce.
Po prostudova´nı´ a pochopenı´ vsˇech potrˇebny´ch znalostı´ se bylo mozˇne´ vrhnout na
rˇesˇenı´ u´lohy urcˇene´ v zada´nı´. Vsˇe zacˇalo vy´beˇrem modelu fyzicke´ho robota, po jeho
sestavenı´ bylo mozˇne´ prova´deˇt vsˇechny pokusy o sestavenı´ vy´sledne´ aplikace. Z pocˇa´tku
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vsˇe vypadalo dobrˇe, po vytvorˇenı´ prvnı´ verze rˇı´dı´cı´ aplikace robot jezdil bez proble´mu˚.
Ale to bylo jenom zda´nı´. Ve chvı´li, kdy se prˇidalo cˇeka´nı´ na ujetı´ prˇesne´ vzda´lenosti
k obycˇejne´mu jezˇdeˇnı´ objevil se proble´m popsany´ vy´sˇe. Proto bylo nutne´ cˇa´st ovla´dacı´
logiky prˇesunout z jazyka C# do NXT-G a ulehcˇit tak komunikaci mezi pocˇı´tacˇem a
robotem, ktera´ probı´hala pomocı´ Bluetooth. Ve chvı´li, kdy byly neˇktere´ cˇa´sti prˇevedeny
na ko´d v NXT-G, bylo mozˇne´ pokracˇovat, a to prˇida´nı´m mapovacı´ sluzˇby, ktera´ se stara´
o za´znam pohybu robota v mı´stnosti a snazˇı´ se jı´ zmapovat pro dalsˇı´ pouzˇitı´ a na´sledneˇ i
ulozˇit do vy´sledne´ho obra´zku.
Jednı´m z teˇchto pouzˇitı´ je mozˇnost vyuzˇı´t obra´zek s mapou mı´stnosti jako za´klad pro
vytvorˇenı´ simulovane´ho prostrˇedı´. K tomu jsem pouzˇil sluzˇbu s na´zvem MazeSimula-
tor, kterou jsem si vypu˚jcˇil z knihy [1]. Ve chvı´li, kdy existovalo simulovane´ prostrˇedı´,
vznikl dalsˇı´ u´kol, a to vytvorˇit simulovany´ model robota, ktery´ by se podobal tomu
rea´lne´mu. Nejprve bylo nutne´ pochopit jak takovy´ model vu˚bec vytvorˇit. V podstateˇ je-
diny´m proble´m prˇi jeho tvorbeˇ byla neexistence simulovane´ho ultrazvukove´ho senzoru
ve standardnı´ instalaci MRDS jak je popsa´no vy´sˇe.
Beˇhem studia i rˇesˇenı´ u´kolu˚ a proble´mu˚ jsem narazil na neˇkolik mozˇnostı´ jak pra´ci
rozsˇı´rˇit, poprˇ. co by bylo dobre´ prostudovat v oblasti funkcˇnosti neˇktery´ch prostrˇedku˚
MRDS. Jako prvnı´ mozˇnost rozsˇı´rˇenı´ bych videˇl vylepsˇenı´ mapovacı´ sluzˇby, ktera´ by
le´pe doka´zala posı´lat robota k nejblizˇsˇı´mu volne´mu polı´cˇku v mı´stnosti. V soucˇasne´
verzi pouze pocˇı´ta´ vzda´lenosti bez zjisˇt’ova´nı´ , jestli mezi polı´cˇky nelezˇı´ naprˇ. zed’. Dalsˇı´
mozˇnostı´ jak tuto pra´ci vylepsˇit by bylo vytvorˇit samostatnou jednotku pro strategii a
logiku rˇı´zenı´, jejı´ soucˇa´stı´ by mohlo by´t i rˇesˇenı´ k nalezenı´ nejblizˇsˇı´ho volne´ho polı´cˇka.
Zajı´mavy´m rˇesˇenı´m by bylo propojit obeˇ sluzˇby do jedne´. To znamena´, zˇe naprˇı´klad
prˇi pru˚zkumu mı´stnosti rea´lny´m robotem by se v simula´toru zobrazoval jeho pohyb i s
vykreslova´nı´m mapy mı´stnosti.
Asi nejzajı´maveˇjsˇı´ u´kol bych videˇl ve vytvorˇenı´ vlastnı´ch sluzˇeb ”ovladacˇu˚”, ktery´mi
by se nahradily pu˚vodnı´ dodane´ vMRDS.Mohl by se tı´m da´t vyrˇesˇit proble´m s pohybem
robota. Toto je mozˇne´ dı´ky otevrˇenosti komunikacˇnı´ho protokolu stavebnice LEGONXT,
ktery´ je ke stazˇenı´ na stra´nka´ch spolecˇnosti LEGO. Pokudby se podarˇilo vytvorˇit fungujı´cı´
sluzˇbu, ktera´ by nezahlcovala komunikacimezi robotem a pocˇı´tacˇem, dalo by se uvazˇovat
o sjednocenı´ rˇı´dicı´ch prvku˚ pro rea´lne´ho a simulovane´ho robota do jedne´ aplikace.
Nezˇ jsem zacˇal tvorˇit tuto pra´ci, neveˇdeˇl jsem o robotice ani o programova´nı´ v MRDS
vu˚bec nic. Po dokoncˇenı´ mohu smeˇle tvrdit, zˇe jsem se naucˇil spoustu novy´ch veˇcı´,
ktere´ meˇ obohatily. Myslı´m si, zˇe velky´m prˇı´nosem bylo poznat asynchronnı´ prostrˇedı´.
Cela´ tato pra´ce byla velika´ vy´zva, jelikozˇ dodnes neexistuje kompletnı´ dokumentace k
MRDS, ktera´ by popisovala kompletnı´ prostrˇedı´. Jedina´ pouzˇitelna´ je kniha [1], pomocı´
ktere´ se dajı´ pochopit zacˇa´tky. Z tohoto du˚vodu se da´ kazˇdy´ cˇloveˇk, ktery´ se da´ do
programova´nı´ robotu˚ pomocı´ MRDS povazˇovat za pru˚kopnı´ka, jelikozˇ kazˇdy´ mu˚zˇe prˇijı´t
na neˇco nove´ho.
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A Obsah DVD
Popis obsahu jednotlivy´ch adresa´rˇu˚:
• Text - Obsahuje elektronickou verzi tohoto textu v podobeˇ pdf
• Knihovny - Obsahuje potrˇebne´ knihovny
• Impelementace - Obsahuje jednotlive´ implementace sluzˇeb
• Implementace\MazeSimulator - Obsahuje vsˇe potrˇebne´ ke spusˇteˇnı´ sluzˇbyMa-
zeSimulator
• Implementace\Simulace - Obsahuje sluzˇby potrˇebne´ ke spusˇteˇnı´ simulace
• Implementace\NXT - Obsahuje progra´mky potrˇebne´ pro obsluhu robota, vytvo-
rˇene´ v prostrˇedı´ LEGO Mindstorms NXT
• Implementace\Concept - Pu˚vodnı´ implementace sluzˇeb obsluhy robota
• Implementace\Final - Koncova´ verze sluzˇeb pro obsluhu rea´lne´ho robota
• Distribuce - zde jsou ulozˇeny vsˇechny zkompilovane´ sluzˇby vcˇetneˇ manifestu˚
• Navod - Na´vod na sestavenı´ robota
• Ostatni -Obsahujedalsˇı´ informacekprogramova´nı´ LEGONXTvprostrˇedı´MRDS,
obra´zky, diagramy, dokumenty
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B Prˇı´prava prostrˇedı´ a spusˇteˇnı´ sluzˇeb
B.1 Pozˇadavky na nainstalovany´ software
• Microsoft Visual Studio 2008
• Microsoft Robotics Developer Studio 2008 R2 Academic edition
• Lego Mindstorms NXT
B.2 Postup instalace sluzˇeb
V momenteˇ kdy ma´me nainstalova´ny obeˇ vy´sˇe zmı´neˇne´ aplikace, mu˚zˇeme pokracˇovat
na´sledujı´cı´mi kroky:
1. Pro prˇı´pad, zˇe bychom chteˇli sluzˇby upravovat, poprˇ. si je spustit ze zdrojovy´ch
ko´du˚, potom musı´me zkopı´rovat z adresa´rˇe Implementace na prˇilozˇene´m DVD do
instalacˇnı´ho adresa´rˇ MRDS
2. Pro prˇı´pad, zˇe chceme sluzˇby pouze spustit je nutne´ vsˇechny sluzˇby zkopı´rovat z
prˇilozˇene´ho DVD ze slozˇky Distribuce do MRDS\bin.
3. Pokud budeme spousˇteˇt pouze simulacˇnı´ cˇa´st te´to pra´ce, mu˚zˇeme v tuto chvı´li
prˇejı´t k cˇa´sti veˇnujı´cı´ se spousˇteˇnı´. Pokud ne, potrˇebujeme sestavit robota podle
prˇilozˇene´ho na´vodu.
4. Ve chvı´li, kdy ma´me sestavene´ho robota, musı´me do neˇj nahra´t rˇı´dicı´ software.
5. Nejprve je vsˇak nutne´ nahra´t update pro prostrˇedı´ LEGO Mindstorms NXT, ktery´
najdeme na prˇilozˇene´m DVD v adresa´rˇi Knihovny\Dynamic Block Update.
Tento update se bohuzˇel jizˇ nenacha´zı´ na oficia´lnı´ch stra´nka´ch, proto je prˇilozˇen na
DVD.
6. Po aktualizaci vy´vojove´ho prostrˇedı´ Lego Mindstorms NXT, nalezneme nabı´dku
Tools ->Block Import and Export Wizard. Pomocı´ nı´ mu˚zˇeme naimportovat novy´
programovy´ blok potrˇebny´ pro provoz vy´sledne´ aplikace. Blok se nacha´zı´ v adresa´rˇi
Knihovny\TextBlocks a ve skutecˇnosti obsahuje vı´ce bloku˚, na´s ovsˇem zajı´ma´
pouze ten starajı´cı´ se o konverzi rˇeteˇzce na cˇı´slo. Tento blok je stazˇen ze stra´nek:
http://www.nxtasy.org/repository/nxt-g-blocks/ [cit. 2010-05-01]
7. Jesˇteˇ zby´va´ poslednı´ krok ke zprovozneˇnı´ robota. Musı´me do neˇj nahra´t rˇı´dı´cı´
software, se ktery´m komunikuje rˇı´dı´cı´ sluzˇba vytvorˇena´ v MRDS. Nejprve je nutne´
mezi robotem a Lego Mindstorms NXT vytvorˇit spojenı´, bud’ pomocı´ Bluetooth
nebo USB. Pote´ otevrˇı´t ze slozˇky na DVD Implementace\NXT oba programy a
nahra´t je do kostky.
8. Tı´mto je prˇı´prava prˇed spusˇteˇnı´m hotova.
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B.3 Spusˇteˇnı´ sluzˇeb
V tuto chvı´li bychom meˇli mı´t jizˇ vsˇe potrˇebne´ nainstalovane´ a zkopı´rovane´ a zby´va´
jizˇ poslednı´ krok k tomu, aby se virtua´lnı´ cˇi rea´lny´ robot rozjel. Tady je popis kroku˚
potrˇebny´ch ke spusˇteˇnı´.
1. Spustit prˇı´kazovou rˇa´dku pro MRDS
2. Potom se prˇesunout pomocı´ prˇı´kladu cd do slozˇky s pozˇadovanou sluzˇbou
3. Pokud jsme ve slozˇce sluzˇby stacˇı´ pouzˇı´t prˇı´kaz dsshost nebo vyuzˇı´t prˇipraveny´ch
spousˇteˇcı´ch souboru˚ s koncovkou .cmd (Pouze dveˇ slozˇky obsahujı´ smysluplne´
sluzˇby ke spusˇteˇnı´ a to NXTExplorationRobot a RobotExplorerSimulation)
4. Pokud jsme dospeˇli do tohoto bodu bez chyb, meˇla by se pra´veˇ startovat sluzˇba pro
ovla´da´nı´ robota
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C Vytvorˇenı´ podvozku simulovane´ho robota
public class ExplorerRobotWithDrive : ExplorerRobot {
public ExplorerRobotWithDrive()
{ }
public ExplorerRobotWithDrive(string name, Vector3 initPos)
: base(name, initPos)
{ }
public override void Initialize (Microsoft.Xna.Framework.Graphics.GraphicsDevice device
, PhysicsEngine physicsEngine)
{
base.ServiceContract = drive.Contract. Identifier ;
base. Initialize (device, physicsEngine);
}
}
public class ExplorerRobot : DifferentialDriveEntity {
public ExplorerRobot()
{ }
public ExplorerRobot(string name, Vector3 initialPos) {
InitValue (name, initialPos ) ;
InitPlatform () ;
InitWheels() ;
InitCaster () ;
}
private void InitValue (string name, Vector3 initialPos)
{
// Robot parameters
MASS = 1.5f;
CHASSIS DIMENSIONS = new Vector3(0.07f, 0.035f, 0.16f);
CHASSIS CLEARANCE = 0.015f;
FRONT WHEEL RADIUS = 0.0275f; // Front wheel diameter = 5.5 cm
FRONT WHEEL WIDTH = 0.025f;
CASTER WHEEL RADIUS = 0.0125f; // Caster (back wheel) diameter = 2.5 cm
FRONT AXLE DEPTH OFFSET = −0.05f;
FRONT WHEEL MASS = 0.1f;
MotorTorqueScaling = 20;
// Robot settings
base.State.Name = name;
base.State.Pose.Position = initialPos ;
base.State.MassDensity.Mass = MASS;
// Chassis positions
BoxShapeProperties motorBaseDesc = new BoxShapeProperties(”chassis”, MASS,
new Pose(new Vector3(
0,
CHASSIS CLEARANCE + CHASSIS DIMENSIONS.Y / 2,
0)) ,
CHASSIS DIMENSIONS);
motorBaseDesc.Material = new MaterialProperties(”chassisMaterial”, 0.0f, 1.0f, 1.0f ) ;
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motorBaseDesc.Name = ”ChassisShape”;
ChassisShape = new BoxShape(motorBaseDesc);
// Caster Wheel Position
CASTER WHEEL POSITION = new Vector3(
0,
CASTER WHEEL RADIUS,
CHASSIS DIMENSIONS.Z / 2 − CASTER WHEEL RADIUS);
// RIGHT Front Wheel
RIGHT FRONT WHEEL POSITION = new Vector3(
CHASSIS DIMENSIONS.X / 2 + FRONT WHEEL WIDTH,
FRONT WHEEL RADIUS,
FRONT AXLE DEPTH OFFSET);
// Left front wheel
LEFT FRONT WHEEL POSITION = new Vector3(
−CHASSIS DIMENSIONS.X / 2 − FRONT WHEEL WIDTH,
FRONT WHEEL RADIUS,
FRONT AXLE DEPTH OFFSET);
}
private void InitWheels() {
// RightWheel
WheelShapeProperties wheelFRProp = new WheelShapeProperties(
”FrontRightWheel”, FRONT WHEEL MASS, FRONT WHEEL RADIUS);
wheelFRProp.Flags |= WheelShapeBehavior.OverrideAxleSpeed;
wheelFRProp.InnerRadius = 0.7f ∗ FRONT WHEEL RADIUS;
wheelFRProp.LocalPose = new Pose(RIGHT FRONT WHEEL POSITION);
RightWheel = new WheelEntity(wheelFRProp);
RightWheel.State.Name = base.State.Name + ”Right Wheel”;
RightWheel.State.Assets.Mesh = WheelMesh;
RightWheel.Parent = this;
// Left Wheel
WheelShapeProperties wheelFLProp = new WheelShapeProperties(
”FrontLeftWheel”, FRONT WHEEL MASS, FRONT WHEEL RADIUS);
wheelFLProp.Flags |= WheelShapeBehavior.OverrideAxleSpeed;
wheelFLProp.InnerRadius = 0.7f ∗ FRONT WHEEL RADIUS;
wheelFLProp.LocalPose = new Pose(LEFT FRONT WHEEL POSITION);
LeftWheel = new WheelEntity(wheelFLProp);
LeftWheel.State.Name = base.State.Name + ”Left Wheel”;
LeftWheel.State.Assets.Mesh = WheelMesh;
LeftWheel.Parent = this;
}
private void InitCaster () {
CasterWheelShape = new SphereShape(
new SphereShapeProperties(”rear wheel”, 0.001f,
new Pose(CASTER WHEEL POSITION),
CASTER WHEEL RADIUS));
CasterWheelShape.State.Name = ”Caster Wheel”;
CasterWheelShape.State.Material = new MaterialProperties(”small friction with anisotropy”,
0.5f , 0.5f , 1);
CasterWheelShape.State.Material.Advanced = new MaterialAdvancedProperties();
CasterWheelShape.State.Material.Advanced.AnisotropicDynamicFriction = 0.3f;
CasterWheelShape.State.Material.Advanced.AnisotropicStaticFriction = 0.4f;
CasterWheelShape.State.Material.Advanced.AnisotropyDirection = new Vector3(0, 0, 1);
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}
private void InitPlatform () {
// base.State.PhysicsPrimitives.Add(box);
Vector3 RVConsole dimensions = new Vector3(0.005f, 0.13f, 0.005f);
Vector3 LVConsole dimensions = new Vector3(0.005f, 0.13f, 0.005f);
Vector3 PlatformBase Dimension = new Vector3(0.07f, 0.045f, 0.12f);
Vector3 RHConsole dimensions = new Vector3(0.005f, 0.005f, 0.05f);
Vector3 LHConsole dimensions = new Vector3(0.005f, 0.005f, 0.05f);
Vector3 BumperPlatform dimensions = new Vector3(0.13f, 0.09f, 0.005f);
Vector3 UpperConsole dimensions = new Vector3(0.07f, 0.005f, 0.005f);
// Right Vertical console
BoxShape RVconsole = new BoxShape(
new BoxShapeProperties(
”RVConsole”, 0.001f,
new Pose(new Vector3(
CHASSIS DIMENSIONS.X / 2,
CHASSIS CLEARANCE + RVConsole dimensions.Y / 2,
0)) ,
RVConsole dimensions));
base.State.PhysicsPrimitives.Add(RVconsole);
BoxShape LVConsole = new BoxShape(
new BoxShapeProperties(
”LVConsole”, 0.05f,
new Pose(new Vector3(
−CHASSIS DIMENSIONS.X / 2,
CHASSIS CLEARANCE + RVConsole dimensions.Y / 2,
0)) ,
LVConsole dimensions));
base.State.PhysicsPrimitives.Add(LVConsole);
BoxShape PlatformBase = new BoxShape(
new BoxShapeProperties(
”PlatformBase”, 1.0f,
new Pose(
new Vector3(
0,
CHASSIS CLEARANCE + RVConsole dimensions.Y / 2 + PlatformBase Dimension.Y / 2,
−0.02f)),
PlatformBase Dimension));
base.State.PhysicsPrimitives.Add(PlatformBase);
BoxShape RHConsole = new BoxShape(
new BoxShapeProperties(
”RHConsole”, 0.001f,
new Pose(
new Vector3(
CHASSIS DIMENSIONS.X / 2,
CHASSIS CLEARANCE + RVConsole dimensions.Y / 2 + PlatformBase Dimension.Y / 2,
−CHASSIS DIMENSIONS.Z / 2 + RHConsole dimensions.Z / 3)),
RHConsole dimensions));
base.State.PhysicsPrimitives.Add(RHConsole);
BoxShape LHConsole = new BoxShape(
new BoxShapeProperties(
”LHConsole”, 0.001f,
new Pose(
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new Vector3(
−CHASSIS DIMENSIONS.X / 2,
CHASSIS CLEARANCE + RVConsole dimensions.Y / 2 + PlatformBase Dimension.Y / 2,
−CHASSIS DIMENSIONS.Z / 2 + LHConsole dimensions.Z / 3)),
LHConsole dimensions));
base.State.PhysicsPrimitives.Add(LHConsole);
BoxShape BumperPlatform = new BoxShape(
new BoxShapeProperties(
”BumperPlatform”, 0.05f,
new Pose(
new Vector3(
0,
CHASSIS CLEARANCE + BumperPlatform dimensions.Y / 2,
−CHASSIS DIMENSIONS.Z / 2 − 0.01f)),
BumperPlatform dimensions));
base.State.PhysicsPrimitives.Add(BumperPlatform);
BoxShape UpperConsole = new BoxShape(
new BoxShapeProperties(
”UpperConsole”, 0.001f,
new Pose(
new Vector3(
0f ,
CHASSIS CLEARANCE + RVConsole dimensions.Y,
0f) ) ,
UpperConsole dimensions));
base.State.PhysicsPrimitives.Add(UpperConsole);
}
}
