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En el siguiente trabajo se ha desarrollado y diseñado un modulo digital para el 
análisis espectral de señales de audio con la finalidad de poder tratar y 
analizar dicha señal. El diseño se ha realizado en dos partes claramente 
diferenciadas; una  parte del diseño se encarga de analizar las muestras de 
entrada y colocarlas en la posición correcta para el posterior cálculo de las 
mismas y para la visualización correcta de los resultados. En la otra parte del 
diseño se realiza la FFT de las muestras de entrada. 
 
Todo el diseño se ha orientado para un desarrollo en un lenguaje de alto nivel 
como es ahora el entorno VHDL. En concreto el diseño se descarga sobre una 
FPGA de la familia VIRTEXII de XILINX de dimensiones 500  y encapsulado 
fg256. 
 
En el primer capitulo, hemos  presentado los sistemas digitales que se 
encuentran en el mercado prestando especial atención a la familia de las 
FPGA que es el dispositivo utilizado en nuestro proyecto. 
 
A continuación, hemos introducido la DFT (Discrete Fourier Transform ) y con 
mas detalle hemos analizado la FFT (Fast Fourier Transform) en sus dos 
modalidades Decimación en tiempo y Decimación en frecuencia. 
 
En el tercer capitulo, hemos analizado componente por componente la entidad 
FFT 16 point que forma nuestro diseño analizando su funcionamiento, su 
forma y su carga computacional , asi como  la utilización de los recursos sobre 
la FPGA y su posterior simulación sobre casos propuestos. 
 
Finalmente hemos extraído las conclusiones pertinentes y hemos realizado un 
estudio sobre las posibilidades de implementación y desarrollo del proyecto 
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This project has served as a way to develop and design a digital module for 
analyzing audio signals in order to treat and analyze its signal. The design has 
been made into two clear parts: on the one hand, one part of this design is in 
charge of analyzing the samples in and places them into its correct position. 
This will let us calculate the samples in and visualize the results correctly. On 
the other hand, the other part of the design will be in charge of realizing the 
FFT of the samples in. 
 
All the design has been oriented to develop a high level language as it is the 
VHDL environment. This design discharges itself to a FPGA of family VIRTEXll 
of XILINX dimensions 500 type fg256. 
 
In the first chapter, we have introduced the digital systems, which are found in 
the market taking special attention to FPGA family. This is the device used in 
our project.  
 
After that, we have introduced the DFT (Discrete Fourier Transform) and have 
analyzed the FFT( Fast Fourier Transform) in depth taking into account its two 
modalities Decimation in time and  Decimation in frequency. 
 
In chapter number three, we have analyzed component by component the FFT 
16 point entity, which is included in our project analyzing how it works, its form 
and its slice usage, not forgetting also, the reclamation of resources above 
FPGA and after that, its simulation above proposed cases. 
  
Finally, we have made our conclusions and have presented a study about the 
implementation and development possibilities of this project in order to develop 
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El objetivo del trabajo realizado se basa en el diseño de un módulo digital para 
el análisis de señales de audio. Para ello, utilizamos un lenguaje de alto nivel 
VHDL (Hardware Description Language)  con la intención de generar un fichero 
que contenga la configuración, que se denomina “bitstream”, y poderlo 
descargar sobre un sistema digital programable adecuado, como es ahora una 
FPGA (Field Programmable Gate Array) de Xilinx, y simular su funcionamiento. 
Para ello, realizamos la FFT (Fast Fourier Transform) Radix4 DIT (Decimación 
en tiempo) de las muestras de entrada y mostramos el resultado en un display 
o simulador de Xilinx. 
 
En el capítulo 1, enumeramos y explicamos  detalladamente los sistemas 
digitales que se encuentran actualmente en el mercado. Dentro de los sistemas 
digitales diferenciamos entre soluciones software y soluciones hardware y 
dentro de este último grupo destacamos los sistemas digitales programables 
puesto que en esta clase se encuentran dispositivos tan importantes como son 
los PLD (Programmable Logic Device) y las FPGA´s. Una vez introducidos los 
sistemas digitales, explicamos detalladamente la estructura y características de 
las FPGA´s para posteriormente centrarnos en la familia VirtexII de Xilinx. 
Finalmente, enumeramos conceptos básicos de VHDL y programación de 
lógica programable necesarios para la comprensión del proceso de diseño. 
Para concluir con el capítulo, exponemos las conclusiones y beneficios de la 
programación con las FPGA´s. 
 
En el capítulo 2, exponemos teóricamente la DFT (Discrete Fourier Transform) 
y la FFT (Fast Fourier Transform) su desarrollo matemático, sus principales 
propiedades y su carga computacional. Dentro de la FFT estudiamos la DIT y la 
DIF (Decimación en frecuencia). Finalmente, estudiamos el operador Butterfaly 
(mariposa) de la FFT en sus dos versiones más extendidas como son Radix2 y 
Radix4. 
 
En el capítulo 3, una vez expuestos todos los conceptos teóricos y de 
programación necesarios para la comprensión del trabajo, se muestra el diseño 
del módulo digital tanto en su forma, como funcionamiento y simulación del 
mismo. En primer lugar, presentamos la entidad principal y a continuación, 
analizamos, uno a uno, todos los componentes que forman la entidad principal. 
Finalmente mostramos el resultado final de la entidad y analizamos el gasto 
computacional del diseño para ver así si es posible descargar el proyecto sobre 
la FPGA utilizada. 
 
En el capítulo 4, exponemos las conclusiones extraídas después del diseño y 
las características que nos han llevado a adoptar las diferentes soluciones para 
el diseño del módulo. Finalmente, exponemos las ventajas e inconvenientes de 
las diferentes soluciones adoptadas en el proyecto. 
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CAPITULO 1.SISTEMAS DIGITALES Y FPGA´S. 
1.1. Introducción. 
 
En la actualidad los sistemas electrónicos y  sistemas de telecomunicaciones 
utilizados en la industria alcanzan un nivel de complejidad y unos 
requerimientos de funcionamiento muy complejos. Estos diseños implementan 
multitud de funciones y operaciones que deben realizarse de manera rápida y 
precisa. Por este motivo, el desarrollo de nuevas plataformas hardware  y 
circuitos integrados  digitales programables más potentes es una realidad en la 
estrategia empresarial de la actualidad. 
 
A continuación les presentaremos una breve explicación de los sistemas 
digitales que se encuentran en el mercado, centrándonos en las FPGAs  ya 
que se trata del componente utilizado en nuestro proyecto. 
 
 
1.2. Sistemas Digitales. 
 
Dentro de los sistemas digitales que se encuentran en el mercado se puede 
hacer una primera distinción entre ellos según se trate de una solución software 
o por el contrario tengamos una solución hardware. 
 
En el primer caso o solución software, también denominados sistemas digitales 
ocesadosPrm  ó de arquitectura fija, se encuentran dispositivos como los 
esprocesadorm , resControladom ó ASSP( resControladom  de aplicación 
específica). Todos estos dispositivos tienen la característica común que la 
entrada de diseño se basa en un lenguaje de alto nivel entre ellos el más 
común es assembler. 
 
En el otro extremo se encuentran las soluciones Hardware ó de arquitectura 
configurable. En este caso la entrada de diseño se basa en esquemáticos o 
lenguajes HDL (Hardware Description Language).En esta gama de productos 
incidiremos más puesto que es aquí donde se encuentra la gama de FPGA´s. 
 
 
1.2.1. Soluciones Software. 
 
Dentro de esta clase podemos destacar: 
 
· Pm  
· Cm  
· DSPs 
· ASSP 
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1.2.2. Soluciones Hardware. 
 
Dentro de esta clase se distinguen tres grandes grupos: 
 
1. Componentes discretos o circuitos integrados basados en puertas 
lógicas. 
 
La entrada de diseño se hace sobre los propios componentes o sobre la 
placa (PCB Printed Circuit Board). Este tipo de diseño presenta los 
siguientes inconvenientes: 
 
· Elevada área necesaria para el diseño. 
· Elevada complejidad de Routing o conexionado de los 
componentes de esta manera el diseño es complicado y encarece 
el precio final del producto. 
· Baja flexibilidad  de diseño, es decir, se encuentran bastante 
limitados en diseños relativamente complicados. 
· Elevado consumo del dispositivo. 
 
 
2. Lógica programable . 
 
Se entiende por dispositivo programable aquel circuito de propósito 
general que posee  una estructura interna que puede ser modificada, por 
el usuario final o por el fabricante, para implementar una amplia gama de 
aplicaciones.  
 
El primer dispositivo que cumplió estas características era una memoria 
PROM. Este componente puede realizar un comportamiento de circuito 
utilizando las líneas de direcciones como entradas y las de datos como 
salidas implementando  una tabla de verdad. Podemos encontrar dos 
tipos básicos de PROM: 
 
· Programables por máscara (en la fábrica). Proporcionan mejores 
prestaciones. Son las denominadas PROM de conexiones 
hardwired. 
· Programables en el campo (field) por en usuario final. Son las 
EPROM y EEPROM. Proporcionan peores prestaciones, pero son 
menos costosas para volúmenes pequeños de producción y se 
pueden programar de manera inmediata. 
 
A este punto le prestaremos especial atención puesto que dentro de este 
grupo se encuentran los dispositivos FPGA´s que utilizaremos en 
nuestro diseño. Así pues, haremos una lista con sus ventajas e 
inconvenientes y enumeraremos los dispositivos que componen esta 
clase en el apartado (1.3) para finalmente analizar las FPGA´s en el 
apartado (1.4). 
 
Entre las ventajas que presentan se puede destacar: 
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· Son dispositivos eficientes si implementan circuitos no superiores 
a unos centenares de puertas lógicas. 
· Ofrecen una respuesta rápida ya que las pistas de interconexión 
son pequeñas y además conseguimos una pequeña capacidad 
parásita  entre pistas. 
· Circuito integrado más pequeño en dimensiones que la placa 
PCB. 
· Los recursos lógicos y la interconexión es programable por lo que 
se abre un gran abanico de posibilidades de programación del 
diseño. 
 
Entre los inconvenientes cabe destacar: 
 
· arquitectura rígida, su estructura está completamente fijada y está 
limitado por un número fijo de biestables y entradas /salidas. 
· Fuertemente restringidos por su capacidad. 
 
 
3. Dispositivos no programables. 
 
ASIC (Aplication Specific Integrated Current). Son dispositivos de 
aplicación específica que proporcionan muy buenas prestaciones y alta 
capacidad de procesado. 
 
Entre sus características cabe destacar: 
 
· Muy alta densidad de integración en cada chip. 
· Muy alta velocidad de operación con señales y optimización del 
chip. 




1.3. Sistemas Digitales Programables. 
 
A continuación se presentan los diferentes dispositivos que componen el grupo 
de lógica programable: 
 
1.3.1. PLD Programmable Logic Device. 
 
El PLD se compone de una matriz de puertas AND conectada a otra matriz de 
puertas OR más biestables. Cualquier circuito lógico se puede implementar, por 
tanto, como suma de productos. 
 
Dentro de la gama de PLD se puede hacer otra distinción entre: 
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1. SPLD (Simples Programmable Logic Device) el cual presenta como 
principal característica que la estructura de interconexión es a 1 nivel. En 
este grupo se encuentran: 
 
· PAL: Se trata de la versión más básica dentro de los 
S.D.Programambles. Se compone de un plano de puertas AND 
programable y otro fijo  no programable de puertas OR. A 





Figura 1.1. Estructura PAL. 
 
 
· PLA: Se trata de un avance sobre la PAL , es más flexible que la PAL 
se pueden programar las conexiones entre los dos planos, es decir 
tanto el plano AND como el OR son programables. Estos dispositivos 






Figura 1.2. Estructura PLA. 
Sistemas digitales y FPGA´s   7 
2. CPLD ( Complex Programmable Logia Device ) cuya estructura de 
interconexión se realiza a 2 niveles, es decir, en el circuito integrado hay 
presentes varias PAL´s integradas y comunicadas mediante un bus 
general  lo que provoca un plano AND complejo con una realimentación 
de señales. Así pues el número de puertas AND que presentan es muy 
superior al las SPLD. Entre las características de estos dispositivos cabe 
destacar : 
 
Fan in:   número máximo de entradas puertas AND. 
Fan out:  número máximo de puertas que pueden actuar como salida. 
 
 
1.3.2. MPGA(Mask-Programmble Gate Array). 
 
Cuyo principal representante está constituido por un conjunto de transistores 
más circuitería de E/S. Se unen mediante pistas de metal que hay que trazar 
de forma óptima, siendo esta la máscara que se envía al fabricante. Así pues 




1.3.3. FPGA(Field Programmable Gate Array). 
 
Introducidas por Xilinx en 1985. También se denominan LCA (Logic Cell Array). 
Consisten en una matriz bidimensional de bloques configurables que se 
pueden conectar mediante recursos generales de interconexión. Estos recursos 
incluyen segmentos de pista de diferentes longitudes, más unos conmutadores 
programables para enlazar bloques a pistas o pistas entre sí. En realidad, lo 
que se programa en una FPGA son los conmutadores que sirven para realizar 
las conexiones entre los diferentes bloques, más la configuración de los 
bloques. 
 
A las FPGAs  le dedicaremos un apartado a continuación puesto que se trata 
del dispositivo utilizado en nuestro proyecto. 
 
 




Las FPGA´s son dispositivos que se sitúan en la familia de los 
S.D.Programables con alta densidad de integración y grandes posibilidades de 
utilización gracias a su facilidad de programación. 
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Antes de continuar con la presentación de las FPGAs daremos unas 
definiciones que nos harán comprender mejor el funcionamiento y las 
características que estas ofrecen. 
 
Hardware estático: Conjunto de elementos materiales de los sistemas 
electrónicos. Tiene una existencia física (se puede “tocar”). 
 
Hardware reconfigurable: Es el que se describe mediante un lenguaje HDL, 
(Hardware Description Language) y que permite especificar con todo detalle su 
estructura y funcionalidad. A partir de este código se generan unos ficheros de 
configuración  (bitstreams) para que los dispositivos del tipo FPGA funcionen 
según lo descrito. Su naturaleza es completamente diferente a la del hardware 
estático y se desarrolla de una manera muy similar a como se hace con el 
software. 
 
En nuestro proyecto nos centráremos en el lenguaje VHDL y las FPGAs de 
Xilinx. Hay múltiples familias lógicas dentro de XILINX. Las primeras que 
surgieron son: XC2000 (descatalogada en el año 1999), XC3000 y XC4000, 
correspondientes respectivamente a la primera, segunda y tercera generación 
de dispositivos, que se distinguen por el tipo de bloque lógico configurable 
(CLB) que contienen. En la actualidad existen también las familias de FPGA 
SpartanII, SpartanIII, Virtex, VirtexII y VirtexPro y las actuales Virtex IV. 
 
Por supuesto, no todas las FPGA son iguales. Dependiendo del fabricante nos  
podemos encontrar con diferentes soluciones. Las FPGAs que existen en la 
actualidad en el mercado se pueden clasificar como pertenecientes a cuatro 
grandes familias, dependiendo de la estructura que adoptan los bloques lógicos 
que tengan definidos. A continuación los exponemos y su forma se puede 
observar en la figura 1.3. 
 
1. Matriz simétrica, como son las de XILINX 
2. Basada en canales, ACTEL 
3. PLD jerárquica, ALTERA o CPLDs de XILINX. 
4. Mar de puertas, ORCA 
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Figura 1.3. Estructura interna diferentes familias FPGA´s 
 
 
1.4.2. Estructura FPGA´S. 
 
Las FPGAs son dispositivos que nos permiten implementar circuitos digitales.  
Se componen de  bloques iguales, configurables, llamados CLBs (Comfigurable 
Lógic Block), que se unen dinámicamente según cómo se especifique en la 
memoria de configuración. De esta forma, cambiando el contenido de la 
memoria, se establecen unas determinadas uniones diferentes entre los CLBs, 
obteniéndose un dispositivo u otro. 
 
El fichero que contiene la configuración se denomina bitstream. La 
característica fundamental de las FPGAs es que se pueden “convertir” en 
cualquier diseño digital, según el bitstream que se cargue en su memoria de 
configuración. 
 
Un FPGA puede alcanzar una alta densidad de integración en un solo circuito 
integrado (reúnen millones de puertas lógicas) y con velocidades de 
tratamiento de la información de entrada muy altas. Aunque su estructura está 
completamente fijada a nivel de silicio, la flexibilidad en su programación es 
muy grande debido a los amplios recursos de interconexión de que disponen 
entre las células CLBs y así consigue generar funciones lógicas de salida muy 
complejas de una menera rápida y eficaz. 
 




    
 
  
Figura 1.4.  Estructura interna FPGA 
 
 
Los elementos básicos que constituyen una FPGA como las de Xilinx se 
pueden ver en la figura 1.4 y son los siguientes: 
 
1. Bloques lógicos, cuya estructura y contenido se denomina arquitectura. Hay 
muchos tipos de arquitecturas, que varian principalmente en complejidad. 
Suelen incluir biestables para facilitar la implementación de circuitos 
secuenciales. Otros módulos de importancia son los bloques de Entrada/Salida. 
 
2. Recursos de interconexión, cuya estructura y contenido se denominan 
arquitectura de rutado. 
 
3. Memoria RAM, que se carga durante el RESET para configurar bloques y 
conectarlos. 
 
El bloque lógico ha de ser capaz de proporcionar una función lógica en general 
y reprogramable. La mejor forma de realizar esto es mediante una tabla de 
valores “preasignados" o tablas de look-up". Básicamente, una tabla de look-up 
(LUTs ) es una memoria, con un circuito de control que se encarga de cargar 
los datos. Cuando se aplica en una dirección las entradas de la función 
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booleana la memoria devuelve un dato, lo que se puede hacer corresponder 
con la salida requerida. Falta añadir los componentes necesarios para 
desempeñar funciones no implementables con una memoria, tales como una 
batería de registros, multiplexores, buffers etc. Estos componentes están en 
posiciones fijas del dispositivo. La ventaja de la utilización de este tipo de tablas 
es su gran flexibilidad. El inconveniente es obvio: ocupan mucho espacio y no 
son muy aprovechables. 
 
 
1.4.3. Características  FPGA´S. 
 
Entre las numerosas ventajas que proporciona el uso de FPGAs cabe  destacar 
principalmente las siguientes: 
 
· Bajo coste de prototipado del diseño.  
· Corto tiempo de producción. 
· Alta densidad de integración en un solo chip. 
· Alta velocidad de tratamiento de las señales de entrada. 
 
Entre los inconvenientes de su utilización frente a tecnologías superiores como  
los dispositivos ASIC destacaremos: 
 
· Baja velocidad de operación y optimización del chip pues a menudo 
quedan recursos sin utilizar debido a la falta de canales de conexión. 
· Retardos introducidos en la señal debido a los canales de conexión que 




1.5. FPGA VIRTEXII XILINX. 
 
1.5.1.  Introducción. 
 
A continuación nos disponemos a describir la FPGA utilizada en nuestro 
proyecto. En concreto se trata de una FPGA VirtexII dimensiones 500 y 
encapsulado fg 256 de la familia de Xilinx  y sus características técnicas se las 
presentamos a continuación. 
 
 
1.5.2. Características técnicas. 
 
En primer lugar expondremos como se identifican los diferentes dispositivos 
FPGA´s de Xilinx. Su nomenclatura es: Tipo dispositivo-velocidad-tipo paquete-
numero pins entrada/salida-temperatura funcionamiento. A continuación, 
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destacamos del Data sheet de Xillinx las figuras que indican el número de 




Figura 1.5.  Nomenclatura  FPGA Xilinx. 
 





Figura 1.6.  Slices  FPGA VirtexII. 
 




Figura 1.7.  I/O Block  FPGA VirtexII. 
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Para realizar un prototipo con las FPGA´s es necesario tener algunos 
conceptos claros sobre la programación e implementación del diseño sobre el 
dispositivo. A continuación les exponemos las etapas de diseño de las FPGA´s 
de Xilinx  e introduciremos el lenguaje VHDL. 
 
 
1.6.2. Etapas de diseño FPGA de Xilinx. 
 
Para plantearse el diseño de un prototipo e implementarlo sobre un dispositivo 
lógico programable, como es en nuestro caso una FPGA, el diseño se ha de 
realizar siguiendo unas etapas que expondremos a continuación. 
 
1. Entrada de diseño :  Esta puede realizarse por diferentes métodos. Cada 
uno tiene sus características y sus ventajas e inconvenientes pero el 
más utilizado en la práctica es la programación bajo lenguajes de alto 
nivel como es ahora VHDL( Hardware Description Language). Pero esta 
no es la única forma de entrada de diseño sino que también podemos 
realizarla mediante la entrada o captura de esquemáticos o mediante 
representación grafica de estados (grafos). 
 
2. Herramientas de verificación : Una vez realizado el diseño debemos 
comprobar su funcionamiento y realizar una simulación del conjunto en 
general. 
 
3. Herramientas de implementación : En esta etapa y una vez visto el 
correcto funcionamiento del sistema después de su simulación 
deberemos optimizar su funcionamiento así como retrasos y 
restricciones del sistema. 
 
Esta etapa consta de diferentes partes que son las siguientes según  su 
orden de ejecución: 
· Translate 
· Map 
· Place & Route 
 
4. Herramientas de programación : Donde  se realiza la descarga del 
diseño sobre  una plataforma Hardware, en nuestro caso la FPGA a 
utilizar. 
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En nuestro proyecto hemos realizado satisfactoriamente la etapa uno utilizando 
el leguaje VHDL y la etapa dos utilizando la herramienta ModelSimXE que 
ofrece gratuitamente Xilinx en su página web. 
 
 
1.6.3. El lenguaje VHDL. 
 
VHDL (VHSIC Hardware Description Language) basado en el estándar IEEE 
Std 1076- año 1987. Se puede decir que VHDL es la suma de VHSIC (Very 
High Speed Integrated Circuit) mas  HDL (Hardware Description Language). 
 
VHDL  es un lenguaje de descripción hardware de amplia utilización entre los 
diseñadores de electrónica digital. Se creó inicialmente para la descripción y 
simulación de circuitos integrados de aplicación específica (ASICs), aunque en 
la actualidad se aprovecha su gran potencial para la descripción y simulación 
de sistemas digitales complejos. 
 
Es un lenguaje de gran potencial (sirve tanto para simulación a diferentes 
niveles como para síntesis) y por tanto de mucha complejidad. Sin embargo, si 
se describe un diseño que se desea sintetizar, se utiliza una parte pequeña del 
lenguaje, por lo que no es tan complicada su utilización. 
 
VHDL ofrece tres estilos principales de descripción: 
 
1. Nivel de comportamiento: define la funcionalidad de un elemento 
mediante un algoritmo secuencial sin hacer referencia alguna a la forma 
de implementación del elemento.  
 
2. Nivel de flujo de datos (dataflow): el elemento que se describe se 
especifica mediante un conjunto de ecuaciones que utilizan operadores 
aritméticos y lógicos o funciones definidas por el diseñador. También es 
conocido como nivel RTL ( Register Transfer Level ), pues las 
ecuaciones representan el flujo de información a través de los módulos 
funcionales RTL asociados a los operadores o funciones. 
 
3. Nivel estructural: se especifica el elemento como un listado de 
componentes y como se interconexionan. 
 
En nuestro proyecto hemos utilizado el nivel estructural puesto que es, a 





Para concluir con este primer capítulo del proyecto haremos un breve resumen 
de los sistemas dígitales y de sus características y  finalmente razonaremos la 
elección utilizada para nuestro diseño. 
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En la figura 1.8 representamos los principales sistemas digitales ordenándolos 




Figura 1.8  Clasificación sistemas digitales. 
 
 
Como se puede observar, las mejores prestaciones las proporciona un diseño 
no programable como son ahora los ASIC (Aplication Specific Integrated 
Current), consiguiéndose a costa de elevados costes y enorme complejidad de 
diseño. 
 
En el otro extremo del abanico de posibilidades se encuentra la implementación 
software, que es muy barata y flexible, pero que en determinados casos no es 
válida para alcanzar un nivel de prestaciones relativamente alto. 
 
Entre estas dos opciones se puede elegir la fabricación de un circuito 
electrónico realizado mediante dispositivos lógicos programables PLD 
utilizando células estándar o circuitos integrados específicos, o recurrir a un 
circuito ya fabricado que se pueda “programar" in situ, como son las FPGAs. 
De estas dos opciones la primera proporciona mejores prestaciones, aunque es 
más cara y exige un ciclo de diseño relativamente largo. 
 
Por otro lado, los dispositivos lógicos programables como las FPGAs o MPGAs 
ofrecen una buena oferta para realizar diseños electrónicos digitales con un 
buen compromiso coste-prestaciones. Y lo que es mejor, permiten obtener una 
implementación en un tiempo de diseño relativamente corto y un coste de 
realización muy bajo, por lo que suele ser una buena opción para la 
implementación de prototipos. 
 
Actualmente, los dispositivos FPGA son empleados en todo tipo de 
aplicaciones tanto científicas como de consumo, por ejemplo, en reproductores 
de CD, tarjetas de expansión para PC´s, dispositivos para telecomunicaciones, 
tareas de control, etc. 
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CAPITULO 2. DISCRETE FOURIER TRANSFORM DFT. 




En este capítulo nos proponemos describir teóricamente la DFT y más 
concretamente nos centraremos en la FFT DIT (Decimación en tiempo) al 
tratarse esta de la opción utilizada en nuestro proyecto para realizar la 
transformación de las muestras de entrada del dispositivo. Así pues, 
empezaremos el capítulo con la definición de la DFT, continuaremos definiendo 
la transformación rápida de Fourier FFT  analizando las dos posibles formas de 
análisis de las muestras DIT (Decimación en tiempo) y DIF (Decimación en 
frecuencia). Finalmente, estudiaremos el operador Butterflay (mariposa) de la 
FFT. 
 




La transformada discreta de Fourier (DFT) es la transformada de Fourier para 
secuencias de longitud finita, es decir, la transformada se calcula sobre el 
intervalo temporal 0 < n < N-1, siendo N la longitud de una secuencia de 
duración finita (ver ref[1]). 
 
Entre las principales  aplicaciones de la DFT podemos destacar: 
 
· La estimación espectral  enmascaradas por ruido o interferencias.  
· Comunicaciones digitales. 
· Identificación de la función de transferencia de sistemas a partir de su 
comportamiento frecuencial.  
 
 
2.2.2. Desarrollo matemático. 
 
Partimos de una señal f(t) finita en tiempo.Esta señal es muestreada con un 








Fig 2.1 Muestreo señal f(t). 




   
























     (2.2) 
 
 
Si particularizamos este  resultado con f[n]  como secuencia finita  de longitud  





Si consideramos el periodo de muestreo T normalizado a la unidad T = 1 y  
representamos la transformada en términos de k, siempre  con 0 < k < N – 1, 




Figura2.2 Circunferencia radio unidad en que se evalúa la DFT 
 
 
En este punto podemos definir dos nuevos términos como: 
 
· Frecuencia discreta: k
Nk
p2
=W   (2.4) 
 






















Figura 2.3. Resolución frecuencial DFT. 
 
Observemos que la frecuencia mínima o “frecuencia de bin” se produce cuando 
tenemos el término K=0, y la frecuencia máxima es con K=N, es decir, con el 
número total de muestras de la entrada. 
 



















                                    (2.6) 
                                                           
 








Para concluir con el desarrollo matemático de la DFT definiremos la ecuación 
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2.2.3. Periodicidad de la DFT. 
 
La DFT es periódica de periodo N, es decir, F[k]=F [k+N]. Así pues la 
evaluación  en el intervalo frecuencial [0, k] da el mismo resultado que su 
evaluación en el intervalo [k, k+N], y así sucesivamente. 
 






   
Esta propiedad de la DFT será muy interesante en el procesado digital de 
señales en el caso de tener secuencias periódicas puesto que calculando la 
DFT de un periodo exacto de la señal, es decir, calculando solo una parte del 





Figura2.4 Periodicidad de la IDFT en el tiempo 
 
 
Recordemos también que esta periodicidad  de la antitransformada puede 
llevar a errores por aliasing temporal  en el caso de no usar todas las muestras 
de la DFT periódica para hallar la antitransformada. En el caso de una 
secuencia de N muestras, y sólo muestreamos M (siendo M < N) muestras para 
calcular la IDFT. En este caso se produce aliasing temporal y la secuencia 
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Figura 2.5. Efecto solapamiento o aliasing. 
  
2.2.4. Carga computacional de la DFT. 
 
La carga computacional que soporta el sistema por el  método de la DFT 
implica 2N  multiplicaciones complejas o  (4 x (N x N) multiplicaciones reales, y 
N x (N-1) adiciones complejas o 4 x N x (N-1) adiciones reales. 
 
 




El algoritmo de la Fast Fourier Transform (FFT) fue propuesto por Cooley y 
Tukey en el año 1965. La eficiencia de dicho algoritmo se basa en las 
propiedades de simetría y periodicidad del fasor  o twiddle factor Wn. Por el 
contrario el algoritmo esta limitado a que la longitud de la secuencia N a de ser 
potencia de 2, es decir se ha de cumplir: N= 
m2  y en el caso de que no sea así 
se deberán añadir  ceros a la secuencia hasta conseguir un número potencia 
de 2, lo que se conoce como zero-padding. 
 
 
2.3.2. Desarrollo matemático. 
 
El algoritmo de la FFT  aprovecha las propiedades de simetría y periodicidad 
del fasor o twiddle factor  WN, evitando operaciones redundantes de la DFT. 
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Los diferentes algoritmos de la FFT se pueden clasificar  según si el cómputo 
se realiza en tiempo o en frecuencia. En el primer caso se  realiza una 
reordenación previa de las muestras temporales y el resultado queda ordenado 
correctamente. En el segundo caso, o computo en frecuencia, se realizan los 
cálculos según llegan las muestras y al final del proceso se debe realizar una 
reordenación del las muestras de  salida. Así pues, dividiremos este apartado 
en dos partes, una en que se produce la decimación en tiempo y la siguiente en 
que la decimación se produce en frecuencia. En ambas desarrollaremos 
matemáticamente su forma. 
 
 
2.3.2.1. FFT Decimation-In-Time (Decimación en tiempo). 
 
Radix2: en este algoritmo las muestras de entrada son potencia de 2, es decir, 
mN 2= . El algoritmo se basa en la división de las muestras en pares e impares. 
Con ello dividimos la secuencia de duración N en dos secuencias de longitud 





Figura 2.6. FFT DIT Radix2. 
 
 















































              (2.11) 
 
 
La primera parte del termino muestra las muestras pares mientras que la 
segunda parte corresponde a las muestras impares. 
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Radix4:  en este algoritmo las muestras de entrada son potencia de 4, es decir, 
mN 4= . En este caso la decimación se realiza sobre secuencias de longitud 




Figura 2.7. FFT DIT Radix4. 
 
 
















































































(2.12)     
 
 
2.3.2.2. FFT Decimación –In-Frecuency (Decimación en frecuencia). 
 
Se expresa la FFT como suma de las FFT de dos secuencias, la primera con 
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El diezmado en frecuencia se obtiene dividiendo la secuencia de salida (X[k]) 
en dos ecuaciones: 
 















++=++=          (2.14) 
 
 
· y otro para los índices impares: 
 
 
                        (2.15) 
 
 
X [2k] y X [2k+1] son los resultados del DFT de N/2 puntos realizado con las 




2.3.3. Carga computacional de la FFT. 
 
El algoritmo de la FFT utiliza del orden de (N/2) 2Log  (N) multiplicaciones 
complejas y N 2Log (N) adiciones complejas. Como vemos el número de 
operaciones crece con relación al número de operaciones del orden  de 
2Log de N mientras que con la DFT crecía del orden 
2
N . Así pues, podemos 
comprobar que el ahorro computacional es considerable.  
 
Como podemos observar en la figura 2.8 una FFT Radix4 se puede 
implementar como una FFT Radix2 con 2 etapas. Sin embargo, las 
prestaciones que ofrece la operación Radix4 son claramente superiores a la 
Radix2. Esto es debido a que el número de etapas se reduce a 4log (N). Con 
ello reducimos el número de multiplicaciones en un 25% por el contrario el 
número de adiciones y substracciones se incrementa entorno al 10%. Esto es 
debido a que la operación butterflay Radix-4 requiere 4 multiplicaciones y 2 
sumas. 
 
(a + jb)* (x + jy) =  ax+by + j( bx + ay)     (2.14) 
  
 
Sin embargo con el fin de reducir carga computacional en la FPGA y por tanto 
consumo de Slices y retardo total  la operación mariposa se realiza con el uso 













































Figura 2.8. Radix2 VS Radix4 
 
Para finalizar este apartado mostraremos una tabla con la comparación de las 




Tabla 2.1. Comparación carga computacional FFT, DFT. 
 
 DFT FFT Radix2 FFT Radix4 
Nº multiplicaciones 2N  )log()2( N
N  )log()8
3( NN  
Nº 
adiciones/substracciones 
2N -N N log(N) )log()2
3( NN  
Nº operaciones crece 
razón 
2N  N log (N) N log (N) 
 
 




Para concluir con este capítulo de presentación de la FFT debemos exponer el 
operador básico de la FFT, el llamado operador mariposa que realiza la 
operación de transformación de las muestras. Una  vez echo el diezmado de 
las muestras y descompuestas en DFT de x muestras. El número de muestras 
x marcará el orden de la operación mariposa. 
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Así pues, se pueden programar operadores mariposa Radix2  o Radix4 que 
son los más comunes. Pero también existe la posibilidad de programar una 
FFT Radix8 o FFT Radix16 aunque son algoritmos poco usados debido a su 
complejidad de programación ya que requiere multiplicaciones de las muestras 
dentro de la operación mariposa y un escalado para los twiddle factor del 
proceso. A continuación analizaremos los operadores Radix2 y Radix4. 
 
 
2.3.4.2. Operador mariposa Radix2. 
 
Cuando el número de muestras de entrada al operador x es igual a 2 se trata 
de una FFT Radix2 y procesará en paralelo las dos muestras de entrada. Su 
diagrama es el que se muestra a continuación: 
 
 
Figura 2.8. Operador mariposa Radix2. 
 
K
NW  representa el twiddle factor y multiplica a las muestras de entrada a y b 
(representadas como números complejos).La figura representa una suma y 






















En el caso de utilizar una operación mariposa Radix2 el numero de muestras 
de la FFT ha de ser potencia de 2,es decir N= m2 . 
 
 
2.3.4.3. Operador mariposa Radix4. 
 
En el caso de tener x=4 , o cuatro muestras a la entrada tendremos una FFT 
Radix4 y en este caso procesará las cuatro muestras de entrada en paralelo. 
Su diagrama se muestra a continuación. 
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Figura 2.9. Operador mariposa Radix4. 
 
En el caso de utilizar una operación mariposa Radix4 el numero de muestras 
de la FFT ha de ser potencia de 4, es decir N= m4 . 
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En este capítulo  explicaremos detalladamente el desarrollo del diseño del 
modulo digital para el análisis espectral de señales de audio, desde el 
planteamiento del sistema hasta la programación del sistema total prestando 




3.2. Visión general del diseño. 
 
La intención de nuestro proyecto se basa en crear un modulo digital capaz de 
realizar  la transformación de las muestras de entrada (que provendrán de 
señales de audio ) mediante el cálculo de la FFT  y mostrar por pantalla el 
resultado obtenido en la transformación. Un esquema sencillo del sistema se 




Figura 3.1. Esquema general diseño. 
 
Con la finalidad de obtener un diseño con más posibilidades de mercado 
hemos considerado dos posibilidades respecto a la señal de entrada. Así pues, 
podemos tener una señal banda base en la banda de audio (hasta 20 KHz) que 
podemos recoger del propio lugar de análisis o, también consideramos la 
posibilidad de que la señal pueda ser enviada desde un dispositivo remoto (en 
este caso el análisis será diferente puesto que la señal nos llega trasladada en 
banda a frecuencia FI, pero este tema lo trataremos en puntos 
posteriores).Esta  señal de audio  pasará por una etapa de pre-amplificación o 
CAG (Control Automático de Ganancia). En el punto A tenemos una señal r(t) 
que en el caso en que la señal se analiza “in situ” será señal de audio en banda 
base hasta 20 KHz; por su parte, si la señal viene trasladada deberemos 
bajarla a banda base antes de su procesado. 
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Esta señal r(t) es muestreada por un conversor A/D (analógico-digital) por lo 
que en el punto B tenemos la señal muestreada cada Ts (Tiempo de símbolo) 
de la forma r(nTs) con 32 bits por símbolo (También en este caso la 
presentación de las muestras varia según sea la señal en banda base o no, 
pero esto se explicará detalladamente en apartados posteriores). 
 
Finalmente, la señal muestreada y digitalizada la introducimos en la unidad de 
procesado o FPGA de Xilinx donde realizamos la FFT Radix4 DIT (Decimación 
en tiempo), y presentamos el resultado por un display. 
 
Para explicar el diseño realizado en el proyecto comenzaremos mostrando la 
entidad principal FFT y posteriormente explicaremos detalladamente cada 
componente que forma la entidad FFT comentando su comportamiento, función 
y mostrando sus simulaciones. Finalmente mostraremos la entidad FFT con 
todos sus componentes. 
 
 
3.3. Entidad FFT 16 point. 
 
La entidad desarrollada en el diseño consta de tres entradas, una para la 
muestra de entrada [sample(31:0)] que es 32 bits (seguiremos el estándar IEEE 
754). Este formato considera los primeros 16 bits como la parte real de la 
muestra de entrada y los 16 bits restantes serán para la parte imaginaria de la 
muestra que  ocuparían los 16 bits menos significativos. Las otras dos entradas 
corresponden a la señal de clock y reset. Además la entidad cuenta con dos 
salidas Iout(16:0) y Qout(16:0) que corresponden a la parte real e imaginaria de 





Figura 3.2. Módulo FFT. 
 
El código de la entidad principal se adjunta en los anexos A.1. 
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En primer lugar, analizaremos el caso general en que analizamos la señal de 
audio en banda base hasta 20 KHz. En principio este es funcionamiento normal 
del dispositivo pero también hemos considerado la posibilidad de analizar una 
señal transmitida a frecuencia de FI y hacer un muestreo en banda. Este caso 
lo expondremos posteriormente como una posibilidad de aumentar las 
prestaciones del dispositivo. 
 
3.3.1.2. Memoria de las muestras. 
 
Este es el primer componente que se encuentran las muestras de entrada en la 
entidad. Principalmente cumple dos funciones, la primera, es separar la parte 
real de la imaginaria de la muestra y la segunda, almacenar los datos de 
entrada. 
 
Con el fin de realizar la FFT de manera concurrente, es decir hacer los cálculos 
paralelos y así ahorrar tiempo de procesado, introducimos las muestras por una 
única entrada de 32 bits (16 bits para parte real y 16 bits restantes para parte 
imaginaria) y dos componentes denominados por nosotros “memory”  
almacenan las muestras de entrada, un componente almacenará la parte real 
de las muestras y el otro la parte imaginaria de las misma muestras 
(opcionalmente la parte imaginaria puede estar a tierra). 
 
El componente “memory” constará de una entrada de 16 bits y tantas salidas 
como muestras vayan a ser analizadas, en nuestro caso 16 muestras. Además 
de las señales de entrada clock y reset. 
 
Para su programación hemos realizado un contador desde 0 hasta 15 y así irá 
separando la parte real/imaginaria de la muestra de entrada según vayan 
entrando. El código del componente se puede analizar en el anexo A.2. Su 




Figura 3.3. Componente memory. 
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Figura 3.4. Simulación memory. 
 
 
La ocupación de recursos sobre la FPGA utilizada se muestra a continuación: 
 
Device utilization summary: 
Selected Device : 2v250fg256-6  
 
 Number of Slices:                     155  out of   1536    10%   
 Number of Slice Flip Flops:           262  out of   3072     8%   
 Number of 4 input LUTs:                21  out of   3072     0%   
 Number of bonded IOBs:                274  out of    172   159% (*)  
 Number of GCLKs:                        1  out of     16     6%   
 
Figura 3.5. Resumen utilización recursos sobre FPGA VirtexII. 
 
 
Como podemos observar en este resumen el número de recursos tan solo es 
del 10% pero hemos de tener en cuenta que solo se trata de un componente de 
la entidad. Aunque el número de entradas/salidas sea superior al 100% esto no 
es relevante puesto que este componente no es la entidad FFT que será este 
el programa que se descargue sobre la placa. 
 
En la siguiente figura mostramos el resumen de los recursos temporales que 
utiliza el componente “memory”: 
 
Timing Summary: 
Speed Grade: -6 
   Minimum period: 3.251ns (Maximum Frequency: 307.645MHz) 
   Minimum input arrival time before clock: 3.011ns 
   Maximum output required time after clock: 4.575ns 
 
Figura 3.6. Resumen recursos temporales memory. 
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Como podemos observar, a la vista de los resultados, los recursos temporales 
no supondrán una dificultad puesto que la frecuencia máxima de entrada es 
muy superior a la frecuencia de muestreo de la señal de audio que se suele 
situar sobre 40 MHz. 
 
 
3.4.1.3. DDC (Digital Down Converter). 
 
Con la intención de ampliar el uso y prestaciones de nuestro diseño hemos 
incluido la posibilidad de analizar señales de audio que sean transmitidas en la 
banda de FI desde un dispositivo remoto. Solo es necesario incluir un DDC y 
conseguiremos separar la fase y la quadratura de las muestras de entrada. 
 
El DDC posee la característica de extraer la fase y la quadratura de una señal 
paso banda sin necesidad de multiplicar por senos ni cosenos, solamente, 
separando muestras pares e impares de las muestras de entrada. Esto es 
posible solamente con algunas frecuencias de muestreo de la señal pero 
permite un ahorro computacional muy considerable. 
 
La justificación matemática la exponemos a continuación y finalizaremos el 
apartado con una figura en que se muestra el diseño. El código del 
componente se muestra en el anexo A.3. así como el código del divisor de 
frecuencia necesario después de la  separación de la fase y la quadratura. 
 









Partimos de la señal pasa banda r(t)  con la forma: 
 
twtqtwtittwtstr 000 sin)(cos)())(cos()()( -=+= f        (3.1) 


















-=      (3.2) 
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Figura 3.7. Esquema DDC. 
 
 
De esta forma, vemos que separando las muestras de entrada en par/impar y 
multiplicando por +1/-1 cada rama, es posible separar la fase y quadratura de 
una señal paso banda centrada a la frecuencia FI. Hemos de resaltar también 
que se produce una reducción de la frecuencia de muestreo a 
2
sf  . Por ello se 
hace necesario dividir la frecuencia con un divisor de frecuencia. 
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Para concluir con este apartado, mostraremos la simulación del DDC paso por 
paso, explicando su modo de funcionamiento y finalmente, simularemos el 
divisor de frecuencia necesario para el correcto funcionamiento del sistema. 
 
El sistema consta de una entrada de las muestras y dos más para el clock y 
reset. En primer lugar, separa muestras pares de impares gracias a un 
contador  y un inversor que cambiará cada flanco de subida del clock. Así 
cuando el reset alcance el nivel 0 el DDC irá separando alternativamente 






Figura 3.8. Simulación selector par/impar. 
 
 
En este punto se  produce el aumento temporal de las muestras y por 
consiguiente es necesario dividir la frecuencia por dos para tratar las muestras. 
Para ello nos diseñamos el divisorX2 que su simulación se muestra a 
continuación:    
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Figura 3.9. Simulación divisor frecuenciaX2. 
 
 
Finalmente, el sistema multiplica las muestras pares por uno (las dejas igual), y 
las impares por -1 (hacemos el complemento a dos de la muestra). Su 
simulación es equivalente a la del sistema completo puesto que el primer paso 





Figura 3.10. Simulación DDC. 
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3.3.2. Operador mariposa Radix4. 
 
A continuación, explicaremos el proceso que hemos seguido para realizar la operación 
mariposa radix4, es decir, realiza la FFT de cuatro muestras. Par ello, recordaremos la 




Figura 3.11. Esquema Radix4. 
 
 
Podemos observar a partir de la figura: 
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((()( +-++-+=     (3.10) 
 
 
A la vista de los resultados y escogiendo adecuadamente las muestras que 
tenemos guardadas en el componente “memory” y posteriormente 
agregándoles los correspondientes twiddle factor podemos generar una 
operación mariposa general para nuestro diseño. Ahora prestaremos especial 
atención a los twiddle factor y recordaremos la propiedad de la FFT para 
realizar una expresión general del componente mariposa. 
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Como vamos a comprobar a continuación, los twiddle factor se pueden 
simplificar a N valores y no 2N  como podríamos pensar gracias a las 
propiedades de periodicidad de los twiddle factor. Aquí lo demostramos para 
nuestra operación mariposa de 4 muestras. 
 
Para N=4  muestras existen tenemos 4 raíces  complejas de la circumferncia 









































Figura 3.9. Raíces complejas de  la unidad. 
 
 
Y así se puede simplificar enormemente la complejidad de los Twiddle factors 




Figura 3.10. Matriz complejas de  la unidad. 
 
 
Para representar los twiddle factor hemos adoptado también dos soluciones 
diferentes. En el primero de los casos se representan como integers  con el 
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valor del twiddle factor escalado y posteriormente mediante la división binaria 
(despreciando los bits menos significativos) obtenemos la contribución 
frecuencial de la muestra. 
 
La segunda solución adoptada para el proyecto la realizamos mediante coma 
flotante (floating point) que aunque conlleva más carga computacional y por 
tanto mayor uso de recursos (Slices) esta representación es más precisa. 
Veámoslo en la siguiente comparación de gastos de recursos entre las dos 
soluciones planteadas: 
Selected Device : 2v250fg256-6  
 
 Number of Slices:                     363  out of   1536    23%   
 Number of Slice Flip Flops:           416  out of   3072    13%   
 Number of 4 input LUTs:               291  out of   3072     9%   
 Number of bonded IOBs:                258  out of    172   150% (*)  
 Number of MULT18X18s:                   6  out of     24    25%   
 Number of GCLKs:                        1  out of     16     6%   
 
Tabla3.1. Recursos FPGA con twiddle factor representados como coma 
flotante. 
 
Selected Device : 2v250fg456-6  
 
 Number of Slices:                     230  out of   1536    15%     
 Number of Slice Flip Flops:           215  out of   3072    7%   
 Number of 4 input LUTs:               307  out of   3072    10%   
 Number of bonded IOBs:                770  out of    200   65%   
 Number of GCLKs:                        1  out of     16     6%   
 
Tabla3.2. Recursos FPGA con twiddle factor representado como enteros. 
 
Recordaremos brevemente la representación mediante floating point. 
 
El estándar IEEE 754 Floating point Numbers establece los formatos para la 
representación en coma flotante. Este declara: 
 
 
Tabla 3.3. Representación coma flotante. 
 
Floatin point Signe Exponent Fraction 
Single precision 1 8 23 








Figura 3.11. Formato IEEE 754. 
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El valor del factor es representado por: 
 
       (3.12) 
 
En la actualidad el uso de la representación en coma flotante está muy 
extendido y existen multitud de páginas web en que realiza la conversión a 
coma flotante al instante. En cualquier caso, nosotros implementamos un 
programa en entorno C para ejecutar en Linux o lenguaje C y realiza la 
conversión de número fraccionario a coma flotante. El código del programa se 
adjunta en el anexo B. 
 





Figura 3.12. Multipllicación floating point. 
 
 
Para calcular el signo lo implementamos utilizando una puerta XOR, el 
exponente se  implementa con una suma binaria y finalmente la mantissa se 
implementa con una multiplicación binaria (Recordemos que el tamaño del 
factor variará a razón L1+L2-1). 
 
Para acabar con el apartado mostraremos su forma y su simulación. El código 
del componente se adjunta en Anexo A.4. 
 
 
Su forma seria: 
 
).1(2)1( )127( fn es --=
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Figura 3.13. Operador mariposa Radix4. 
 




Figura 3.14. Simulación operador mariposa Radix4. 
 
 
3.3.3. Salida de las muestras del módulo. 
 
Una vez realizada la operación de la FFT de las 16 muestras, hemos de 
presentar los resultados. Para ello, utilizamos un componente semejante al  
presentado anteriormente como “memory” pero con el funcionamiento inverso, 
es decir, el componente consta de 16 entradas para las muestras reales o 
imaginarias según el caso y una sola salida. Así, guardamos el resultado de la 
FFT en una memoria de N=16 puntos (tantos como muestras de entrada) que 
posteriormente sacaremos por pantalla. 
 
La forma del componente es: 
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Figura 3.16. Simulación salida muestras 
 
Como podemos observar las muestras ya salen ordenadas por la forma de 
procesar los datos en la decimación en tiempo. 
 
Para finalizar con el apartado, presentaremos la utilización de recursos del 
componente sobre la FPGA. 
 
Device utilization summary: 
Selected Device : 2v250fg256-6  
 
 Number of Slices:                     134  out of   1536     8%   
 Number of Slice Flip Flops:            46  out of   3072     1%   
 Number of 4 input LUTs:               261  out of   3072     8%   
 Number of bonded IOBs:                274  out of    172   159% (*)  
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 Number of GCLKs:                        1  out of     16     6%   
 
Timing Summary: 
Speed Grade: -6 
 
   Minimum period: 4.623ns (Maximum Frequency: 216.333MHz) 
   Minimum input arrival time before clock: 4.091ns 
   Maximum output required time after clock: 4.711ns 
 
Figura 3.17. Utilización recursos salida muestras. 
 
 
3.4. Estructura y carga computacional del diseño. 
 
Hasta ahora hemos analizado componente a componente las partes que 
forman nuestro diseño, ahora veremos la estructura general de su 
funcionamiento y el gasto de recursos sobre la placa de la FPGA utilizada. 
 
El algoritmo de la FFT  es procesado de manera concurrente por la FPGA, es 
decir, hace los cálculos en paralelo, solamente es necesario que el operador 
mariposa tenga las cuatro muestras de entrada y comenzará a operar. Al tener 
las muestras guardadas en el componente “memory” las operaciones tendrán 
un retardo de cuatro muestras de entrada pero por el contrario realizara los 
cálculos de todas las muestras de forma paralela. Veámoslo en las siguientes 




 Figura 3.18. FFT radix4 2 stage. 
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 Figura 3.19. FFT radix4 2 stage DIT. 
 
Como podemos observar en el proceso de la FFT  de 16 muestras son 
necesarios 8 operadores mariposa Radix4 implementados en dos estados. El 
interconexionado entre los operadores mariposa serán en este caso muy 
importantes para el corecto funcionamiento del proceso de la FFT. 
 




 Figura 3.20. Esquema FFT radix4 2 stage DIT. 
 
El esquema obtenido en el diseño es correcto tanto en lo que se refiere al 
número de componentes como al interconexionado de dichos componentes. Se 
puede observar las entradas de las muestras a la entidad, que son los pins más 
oscuros de la izquierda, estan  directamente conectado al componente 
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“memory” (uno para la parte real, otro para la parte imaginaria). A continuación 
se encuentran los cuatro operadores mariposa en dos estados, así que en total  
tenemos ocho componentes. Finalmente tenemos los componentes salida que 
ordenas las muestras para presentarlas por pantalla. El diseño es correcto. 
 
El resumen de utilización del diseño se muestra a continuación: 
 
Device utilization summary: 
Selected Device : 2v250fg256-6  
 
 Number of Slices:                    2016  out of   1536   131% (*)  
 Number of Slice Flip Flops:          2392  out of   3072    77%   
 Number of 4 input LUTs:              2737  out of   3072    89%   
 Number of bonded IOBs:                 66  out of    172    38%   
 Number of MULT18X18s:                  16  out of     24    66%   
 Number of GCLKs:                        1  out of     16     6%   
 
Timing Summary: 
Speed Grade: -6 
 
   Minimum period: 5.621ns (Maximum Frequency: 177.904MHz) 
   Minimum input arrival time before clock: 4.224ns 
   Maximum output required time after clock: 4.711ns 
 
Figura 3.21. Resumen FFT radix4 . 
 
Como podemos observar en el resumen, el gasto de recursos se estima sobre 
unos 2000 slices que con la FPGA que nosotros simulamos no contiene 
suficientes slices. El simulador de Xilinx no nos permite simular el 
funcionamiento con la FPGA Virtex II dimensión 500 que consta de unos 3000 
slices. Pero nos permite simular el funcionamiento con una ViertexE de 
dimensiones 300 y encapsulado pq456 que tiene semejante número de 
recursos sobre 3000 slices.  Con esta FPGA la síntesis sería: 
 
Device utilization summary: 
Selected Device : v300efg456-6  
 
 Number of Slices:                    2958  out of   3072    96%   
 Number of Slice Flip Flops:          2396  out of   6144    38%   
 Number of 4 input LUTs:              4469  out of   6144    72%   
 Number of bonded IOBs:                 66  out of    316    20%   
 Number of GCLKs:                        1  out of      4    25%   
 
Timing Summary: 
Speed Grade: -6 
   Minimum period: 14.548ns (Maximum Frequency: 68.738MHz) 
   Minimum input arrival time before clock: 17.195ns 
   Maximum output required time after clock: 6.744ns 
 
Figura 3.21. Resumen FFT radix4 . 
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En este caso la capacidad de la FPGA si es suficiente y así demostramos que 
es posible descargar el diseño sobre la FPGA elegida para el diseño. 
 
Finalmente, mostraremos su simulación y para comparar los resultados nos 
ayudamos del programa Matlab donde realizamos una FFT de 16 muestras y 
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CAPITULO 4. CONCLUSIONES. 
 
Una vez planteado el desarrollo del diseño  del módulo digital  para el análisis 
espectral de señales de audio, debíamos escoger la opción más adecuada 
para su implementación y desarrollo del proyecto. Después de un estudio de 
los sistemas digitales que se encuentran actualmente en el mercado, decidimos 
programar el sistema con una FPGA VirtexII de Xilinx. En concreto, se trata de 
la FPGA de la familia VirtexII  de dimensiones 500 y encapsulado pq240. 
 
Esta elección se basa en las excepcionales características que ofrece el 
dispositivo FPGA gracias a la alta densidad de integración de recursos lógicos 
en un solo chip  y a la alta velocidad de tratamiento de las señales de entrada 
ya que las operaciones se realizan de manera concurrente o paralelo. Además, 
con la elección de las FPGA´s nos situamos en una posición intermedia entre 
prestaciones y complejidad de desarrollo de los sistemas digitales 
 
El  modelo elegido de FPGA viene dado por las necesidades de recursos 
lógicos para realizar la FFT y, por ese motivo, nos vemos obligados a elegir un 
modelo intermedio como es la VirtexII  de dimensiones 500 y encapsulado 
pq240 entre la amplia gama de FPGA´s que ofrece Xilinx. 
 
Para realizar el diseño del módulo digital, hemos  pensado que la entrada del 
diseño sería más eficiente con un lenguaje de alto nivel como es ahora el 
VHDL aunque esta opción no es la única posible sino que también es posible 
hacerlo mediante esquemáticos o gráfica de estados (grafos). El lenguaje 
VHDL es una herramienta muy importante en el diseño de sistemas digitales y 
de gran potencial en la programación de las FPGA´s. 
 
Una vez realizado el diseño, nos planteamos la simulación del sistema. Para 
ello hacemos servir la herramienta que proporciona Xilinx en su página web, 
que se trata de un simulador ModelSim XE que es capaz de simular el 
comportamiento sobre una FPGA sin necesidad de realizar la descarga del 
programa sobre el chip. 
 
Después de un estudio de la DFT (Discrete Fourier Transform) y sus 
propiedades, analizamos la FFT (Fast Furier Transform) en sus dos 
posibilidades de programación DIT (decimación en tiempo) y DIF (Decimación 
en frecuencia). En el primer caso, FFT decimado en tiempo, la muestras se 
separan en pares e impares y se realiza la FFT de las muestras separadas 
quedando las muestras ordenadas a la salida. En el segundo caso, decimado 
en frecuencia, primero se realiza la FFT por separado de la primera mitad de 
las muestras y de la segunda mitad, posteriormente, se hace la reordenación 
de las muestras de salida. 
 
En el proyecto hemos adoptado la opción de realizar la FFT DIT  porque al 
tener las muestras guardadas en el componente “memory” para separarlas en 
parte real o imaginaria es sencillo escoger la muestra adecuada para hacer la 
separación entre muestras pares e impares y así a la salida del módulo 
tendremos las muestras ordenadas. 
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Un proceso esencial para la programación de la FFT es el operador Butterflay 
(Mariposa). Las muestras de entrada en el operador mariposa marcan el orden 
del operador. Así  pues, si tenemos dos muestras de entrada al operador se 
trata de una FFT Radix2, en el caso de tener ocho muestras de entrada se 
tratará de una FFT Radix8. Tenemos la posibilidad de programar un operador 
mariposa Radix2 o Radix4 puesto que las opciones Radix8 o Radix16 
conllevan una enorme complejidad de programación. 
 
La opción FFT Radix4 es la opción adoptada en nuestro proyecto puesto que, 
al tener 16 muestras de entrada, con esta opción solo son necesarios dos 
stage (estados o fases) para realizar la transformada de todas las muestras de 
entrada, mientras que si utilizamos una Radix2 son necesarios cuatro estados 
con el retraso de procesado que ello conlleva. Además, la carga computacional 
se reduce considerablemente con la adopción de Radix4 puesto que el número 
de multiplicaciones se reduce en un 25 % respecto a la Radix2 y el número de 
adiciones se aumenta en un 10%, pero la carga computacional total se reduce 
puesto que las multiplicaciones complejas conllevan un enorme gasto 
computacional, mucho mayor que las adiciones o substracciones. 
 
Con el dispositivo FPGA elegido y la versión FFT Radix4 como programación 
para el cálculo de las muestras de entrada, solamente nos queda por decidir la 
representación de la muestras de entrada. Hemos elegido el formato que 
marca el estándar IEEE 754. Este estándar define la representación de las 
muestras como bloque de 32 bits donde los primeros 16 bits representan la 
parte real de la muestra, mientras que los siguiente 16 bits (los menos 
significativos) marcará la parte imaginaria de la muestra. Con este estándar, la 
separación  de parte real e imaginaria es muy sencilla y fácil de implementar 
sobre la FPGA. 
 
El diseño del módulo digital para el análisis espectral de las señales se plantea 
con todas las premisas anteriormente expuestas. A continuación, mostraremos 
un esquema del diseño y posteriormente comentaremos la elección de cada 




Figura 4.1. Esquema módulo digital. 
 
 
El componente “memory” es el primero que se encuentran las muestras al 
entrar al módulo digital. Esta fase del diseño realiza dos funciones en el 
conjunto general. En primer lugar, es el componente encargado de realizar la 
separación entre parte real e imaginaria escogiendo los primeros 16 bits de la 
muestra para la parte real o los últimos 16 bits para la parte imaginaria. La 
segunda función del componente es almcenar el valor de la muestras para así 
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tenerlas ordenadas y poder escoger la adecuada para realizar la FFT DIT 
(Recordemos que esta versión hace una separación entre muestras pares e 
impares antes de la operación mariposa). Así pues, serán necesarios dos 
componentes “memory” (de 16 entradas y 1 salida) uno para la parte real y otro 
para la parte imaginaria (este puede estar a tierra opcionalmente) y tendremos 
ordenadas y almacenadas las muestras de entrada. 
 
A continuación, las muestras pasan al módulo Butterflay Radix4 donde se 
realiza la FFT de las 16 muestras de entrada. Para ello, lo realizamos mediante 
cuatro componentes Radix4 y dos fases. Un esquema de lo expuesto se 





Figura 4.2. Esquema FFT Radix4 2 stage. 
 
 
Con este planteamiento y al tener las muestras almacenadas y separadas 
podemos realizar la FFT de una manera concurrente o paralela, solo será 
necesario tener las cuatro muestras de entrada de cada  componente y el 
retraso total de procesado vendrá dado por el tiempo de procesado de cada 
Radix4 por dos estados más el introducido por el interconexionado de los 
componentes. 
 
Para la representación de los twiddle factor hemos adoptado dos soluciones. 
La primera, aunque conlleva mayor carga computacional, es más exacta y 
permite mayor precisión. Esta representación se basa en el estándar IEEE 
Floating point y los favores vienen representados en coma flotante de 32 bits. 
Por tanto, el análisis ha de tener siempre presente la representación en el 
estándar propuesto con signo, exponente y fracción. La segunda solución,  
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adoptada en el diseño, se basa en la representación de los twiddle factor como 
enteros y después deberemos  realizar un escalado de las muestras obtenidas. 
Este sistema es más sencillo y conlleva menos carga computacional sobre la 
FPGA pero también es menos eficiente. 
 
Después de realizar la FFT de las 16 muestras de entrada, debemos presentar 
los resultados por pantalla. Al realizar la DIT (Decimación en tiempo) las 
muestras ya vienen ordenadas y mediante el componente “salida” las 
canalizamos a las salidas de la entidad FFT, la parte real a la salida de fase (I) 
de la entidad y la parte imaginaria  a la salida de quadratura  de la entidad (Q). 
 
El esquema general del diseño con sus componentes separados en diferentes 
colores se muestra a continuación: 
 
 
 Figura 4.3. Esquema entidad FFT Radix4. 
 
 
Los componentes amarillos corresponden al componente “memory”, uno para 
las muestras reales y el otro para las muestras imaginarias.  
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Los componentes rojos corresponden a los componentes Radix4 y aparecen 
cuatro por estado, así pues un total de ocho componentes. Cada componente 
analiza la parte real e imaginaria. 
 
Finalmente, los componentes en azul corresponden con “salida” y aquí también 
tenemos uno para la parte real y otro para la parte imaginaria. Este 
componente esta directamente conectado a la salida de la entidad. 
 
Para la simulación del diseño nos ayudamos del simulador que proporciona 
Xilinx en su página web. En el caso de utilizar una VirtexII, esta deberá ser el 
modelo 500 o superior puesto que el número de recursos o slices es superior a 
2000. Pero el simulador ModelSim XE solo nos permite escoger hasta el 
modelo 250, por lo cual el número de recursos es insuficiente. Para solucionar 
este caso podemos simular el funcionamiento con una ViertexE de 





Figura 4.4. Simulación FFT 16 point. 
 
 
Como podemos observar en la siguiente figura el diseño se puede descagar 
sobre una placa VitexII con dimensión 500 o superior o también con una 
VirtexE con dimensión 300. 
 
Device utilization summary: 
--------------------------- 
Selected Device : v300efg456-6  
 
 Number of Slices:                    2958  out of   3072    96%   
 Number of Slice Flip Flops:          2396  out of   6144    38%   
 Number of 4 input LUTs:              4469  out of   6144    72%   
 Number of bonded IOBs:                 66  out of    316    20%   
 Number of GCLKs:                        1  out of      4    25%   





Speed Grade: -6 
 
   Minimum period: 14.548ns (Maximum Frequency: 68.738MHz) 
   Minimum input arrival time before clock: 17.195ns 
   Maximum output required time after clock: 6.744ns 
   Maximum combinational path delay: No path found 
 
Figura 4.5. Esquema recursos VirtexE 300 pq456. 
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5. ANEXOS. 
 
A.1. Entidad FFT. 
 
-- Company:  
-- Engineer: 
-- 
-- Create Date:    20:37:53 06/19/05 
-- Design Name:     
-- Module Name:    FastFourier - Behavioral 
-- Project Name:    
-- Target Device:   






-- Revision 0.01 - File Created 








---- Uncomment the following library declaration if instantiating 




entity FastFourier is 
 
Port(  clock :  in std_logic ; 
   reset :  in std_logic ; 
   sample : in std_logic_vector(31 downto 0); 
   Iout :   out std_logic_vector(15 downto 0); 
   Qout :   out std_logic_vector(15 downto 0) 
  ); 
end FastFourier; 
 
architecture Behavioral of FastFourier is 
 
 
--Type vector_out is array (15 downto 0) of std_logic_vector(15 downto 0); 
--Type vector_Qout is array (15 downto 0) of std_logic_vector(15 downto 0); 
 
--Declaración de los componentes que forman la entidad. 
component memostres  
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    Port ( clock : in std_logic; 
           reset : in std_logic; 
           entrada : in std_logic_vector(15 downto 0); 
           OUT0 : out std_logic_vector(15 downto 0); 
           OUT1 : out std_logic_vector(15 downto 0); 
           OUT2 : out std_logic_vector(15 downto 0); 
           OUT3 : out std_logic_vector(15 downto 0); 
           OUT4 : out std_logic_vector(15 downto 0); 
           OUT5 : out std_logic_vector(15 downto 0); 
           OUT6 : out std_logic_vector(15 downto 0); 
           OUT7 : out std_logic_vector(15 downto 0); 
           OUT8 : out std_logic_vector(15 downto 0); 
           OUT9 : out std_logic_vector(15 downto 0); 
           OUT10 : out std_logic_vector(15 downto 0); 
           OUT11 : out std_logic_vector(15 downto 0); 
           OUT12 : out std_logic_vector(15 downto 0); 
           OUT13 : out std_logic_vector(15 downto 0); 
           OUT14 : out std_logic_vector(15 downto 0); 
           OUT15 : out std_logic_vector(15 downto 0) 




component R00  
  Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 
           h_Im : out std_logic_vector(15 downto 0) 




component r01  
generic( 
    W_1_Re : std_logic_vector(31 downto 
0):="00000100011101100010010011011101"; --zre:1bit(sig+);5bit(expo-
Anexos    57 
1);26bit(0.923) 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100110000111001010110000001"; --zim:1bit(sig-);5bit(expo-1);26bit(-
0.382) 
    W_21_Re :std_logic_vector(31 downto 
0):="00000100001011010011111101111101";--gre:1bit(sig+);5bit(expo-
1);26bit(0.707) 
    W_21_Im :std_logic_vector(31 downto 
0):="10000100001011010011111101111101";--gim:1bit(sig-);5bit(expo-1);26bit(-
0.707) 
    W_31_Re :std_logic_vector(31 downto 
0):="00000100110000111001010110000001";--hre:1bit(sig+);5bit(expo-
1);26bit(0.382) 
    W_31_Im :std_logic_vector(31 downto 
0):="10000100011101100010010011011101" --him:1bit(sig-);5bit(expo-1);26bit(-
0.923) 
--    ESC :  std_logic_vector(25 downto 
0):="00000000000000000001100100"  
    ); 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 




component rr02  
 
  generic( 
      W_1_Re : std_logic_vector(31 downto 
0):="00000100001011010011111101111101"; --zre:0.707 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; --zim:-0.707 
    W_21_Re :std_logic_vector(31 downto 
0):="00000000000000000000000000000000"; --gre:0 
    W_21_Im :std_logic_vector(31 downto 
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0):="00000000000000000000000000000001"; --gim:-1 
    W_31_Re :std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; --hre:-0.707 
    W_31_Im :std_logic_vector(31 downto 
0):="10000100001011010011111101111101" --him:-0.707 
       ); 
  Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 







    W_1_Re : std_logic_vector(31 downto 
0):="00000100110000111001010110000001"; --zre:0.382 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100011101100010010011011101"; --zim:-0.923 
    W_21_Re : std_logic_vector(31 downto 
0):="10000100001011010011111101111101";--gre=gim:-0.707 
    W_21_Im : std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; 
    W_31_Re :std_logic_vector(31 downto 
0):="10000100011101100010010011011101"; --him:-0.923 
    W_31_Im :std_logic_vector(31 downto 
0):="00000100110000111001010110000001" 
    ); 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
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           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 





    Port ( clock : in std_logic; 
           reset : in std_logic; 
           gre10 : in std_logic_vector(15 downto 0); 
           hre10 : in std_logic_vector(15 downto 0); 
           yre10 : in std_logic_vector(15 downto 0); 
           zre10 : in std_logic_vector(15 downto 0); 
           gre11 : in std_logic_vector(15 downto 0); 
           hre11 : in std_logic_vector(15 downto 0); 
           yre11 : in std_logic_vector(15 downto 0); 
           zre11 : in std_logic_vector(15 downto 0); 
           gre12 : in std_logic_vector(15 downto 0); 
           hre12 : in std_logic_vector(15 downto 0); 
           yre12 : in std_logic_vector(15 downto 0); 
           zre12 : in std_logic_vector(15 downto 0); 
           gre13 : in std_logic_vector(15 downto 0); 
           hre13 : in std_logic_vector(15 downto 0); 
           yre13 : in std_logic_vector(15 downto 0); 
           zre13 : in std_logic_vector(15 downto 0); 





:std_logic_vector(15 downto 0); 
signal xre01,xim01,xn2re01,xn2im01,xn4re01,xn4im01,x3n4re01,x3n4im01 
:std_logic_vector(15 downto 0); 
signal xre02,xim02,xn2re02,xn2im02,xn4re02,xn4im02,x3n4re02,x3n4im02 
:std_logic_vector(15 downto 0); 
signal xre03,xim03,xn2re03,xn2im03,xn4re03,xn4im03,x3n4re03,x3n4im03 
:std_logic_vector(15 downto 0); 
 
signal yre00,yim00,zre00,zim00,gre00,gim00,hre00,him00 :std_logic_vector(15 
downto 0); 
signal yre01,yim01,zre01,zim01,gre01,gim01,hre01,him01 :std_logic_vector(15 
downto 0); 
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signal yre02,yim02,zre02,zim02,gre02,gim02,hre02,him02 :std_logic_vector(15 
downto 0); 






















 port map( 
 clock=>clock, 
   reset=>reset, 
   entrada=>sample(31 downto 16), 
 OUT0=>xre00, 
   OUT1=>xre01, 
   OUT2=>xre02, 
   OUT3=>xre03, 
   OUT4=>xn4re00, 
   OUT5=>xn4re01, 
   OUT6=>xn4re02, 
   OUT7=>xn4re03, 
   OUT8=>xn2re00, 
   OUT9=>xn2re01, 
   OUT10=>xn2re02, 
   OUT11=>xn2re03, 
   OUT12=>x3n4re00, 
   OUT13=>x3n4re01, 
   OUT14=>x3n4re02, 
   OUT15=>x3n4re03 
  ); 
 
FFT1:memostres 
 port map( 
 clock=>clock, 
   reset=>reset, 
Anexos    61 
   entrada=>sample(15 downto 0), 
 OUT0=>xim00, 
   OUT1=>xim01, 
   OUT2=>xim02, 
   OUT3=>xim03, 
   OUT4=>xn4im00, 
   OUT5=>xn4im01, 
   OUT6=>xn4im02, 
   OUT7=>xn4im03, 
   OUT8=>xn2im00, 
   OUT9=>xn2im01, 
   OUT10=>xn2im02, 
   OUT11=>xn2im03, 
   OUT12=>x3n4im00, 
   OUT13=>x3n4im01, 
   OUT14=>x3n4im02, 
   OUT15=>x3n4im03 
  ); 
 
FFT2:r00 
 port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>xre00, 
           S_N4_Re=>xn4re00, 
           S_N2_Re=>xn2re00, 
           S_3N4_Re=>x3n4re00, 
           S_Im =>xim00, 
           S_N4_Im=>xn4im00, 
           S_N2_Im =>xn2im00, 
           S_3N4_Im=>x3n4im00, 
           y_Re =>yre00, 
           g_Re =>gre00, 
           z_Re =>zre00, 
           h_Re =>hre00, 
           y_Im =>yim00, 
           g_Im =>gim00, 
           z_Im =>zim00, 
           h_Im =>him00 
    ); 
 
FFT3:r01 
port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>xre01, 
           S_N4_Re=>xn4re01, 
           S_N2_Re=>xn2re01, 
           S_3N4_Re=>x3n4re01, 
           S_Im =>xim01, 
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           S_N4_Im=>xn4im01, 
           S_N2_Im =>xn2im01, 
           S_3N4_Im=>x3n4im01, 
           y_Re =>yre01, 
           g_Re =>gre01, 
           z_Re =>zre01, 
           h_Re =>hre01, 
           y_Im =>yim01, 
           g_Im =>gim01, 
           z_Im =>zim01, 
           h_Im =>him01 
    ); 
 
FFT4:rr02 
port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>xre02, 
           S_N4_Re=>xn4re02, 
           S_N2_Re=>xn2re02, 
           S_3N4_Re=>x3n4re02, 
           S_Im =>xim02, 
           S_N4_Im=>xn4im02, 
           S_N2_Im =>xn2im02, 
           S_3N4_Im=>x3n4im02, 
           y_Re =>yre02, 
           g_Re =>gre02, 
           z_Re =>zre02, 
           h_Re =>hre02, 
           y_Im =>yim02, 
           g_Im =>gim02, 
           z_Im =>zim02, 
           h_Im =>him02 
    ); 
 
FFT5:r03 
 port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>xre03, 
           S_N4_Re=>xn4re03, 
           S_N2_Re=>xn2re03, 
           S_3N4_Re=>x3n4re03, 
           S_Im =>xim03, 
           S_N4_Im=>xn4im03, 
           S_N2_Im =>xn2im03, 
           S_3N4_Im=>x3n4im03, 
           y_Re =>yre03, 
           g_Re =>gre03, 
           z_Re =>zre03, 
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           h_Re =>hre03, 
           y_Im =>yim03, 
           g_Im =>gim03, 
           z_Im =>zim03, 
           h_Im =>him03 
    ); 
 
FFT6:r00 
port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>yre00, 
           S_N4_Re=>yre01, 
           S_N2_Re=>yre02, 
           S_3N4_Re=>yre03, 
           S_Im =>yim00, 
           S_N4_Im=>yim01, 
           S_N2_Im =>yim02, 
           S_3N4_Im=>yim03, 
           y_Re =>yre100, 
           g_Re =>gre100, 
           z_Re =>zre100, 
           h_Re =>hre100, 
           y_Im =>yim100, 
           g_Im =>gim100, 
           z_Im =>zim100, 
           h_Im =>him100 




port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>zre00, 
           S_N4_Re=>zre01, 
           S_N2_Re=>zre02, 
           S_3N4_Re=>zre03, 
           S_Im =>zim00, 
           S_N4_Im=>zim01, 
           S_N2_Im =>zim02, 
           S_3N4_Im=>zim03, 
           y_Re =>yre101, 
           g_Re =>gre101, 
           z_Re =>zre101, 
           h_Re =>hre101, 
           y_Im =>yim101, 
           g_Im =>gim101, 
           z_Im =>zim101, 
           h_Im =>him101 
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    ); 
FFT8:r00 
port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>gre00, 
           S_N4_Re=>gre01, 
           S_N2_Re=>gre02, 
           S_3N4_Re=>gre03, 
           S_Im =>gim00, 
           S_N4_Im=>gim01, 
           S_N2_Im =>gim02, 
           S_3N4_Im=>gim03, 
           y_Re =>yre102, 
           g_Re =>gre102, 
           z_Re =>zre102, 
           h_Re =>hre102, 
           y_Im =>yim102, 
           g_Im =>gim102, 
           z_Im =>zim102, 
           h_Im =>him102 
    ); 
 
FFT9:r00 
port map(    
     clock=>clock, 
           reset=>reset, 
           S_Re=>hre00, 
           S_N4_Re=>hre01, 
           S_N2_Re=>hre02, 
           S_3N4_Re=>hre03, 
           S_Im =>him00, 
           S_N4_Im=>him01, 
           S_N2_Im =>him02, 
           S_3N4_Im=>him03, 
           y_Re =>yre103, 
           g_Re =>gre103, 
           z_Re =>zre103, 
           h_Re =>hre103, 
           y_Im =>yim103, 
           g_Im =>gim103, 
           z_Im =>zim103, 
           h_Im =>him103 
    ); 
 
FFT10:sortida 
port map(  clock=>clock, 
           reset=>reset, 
           gre10=>gre100, 
           hre10=>hre100, 
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           yre10=>yre100, 
           zre10=>zre100, 
           gre11=>gre101, 
           hre11=>hre101, 
           yre11=>yre101, 
           zre11=>zre101, 
           gre12=>gre102, 
           hre12=>hre102, 
           yre12=>yre102, 
           zre12=>zre102, 
           gre13=>gre103, 
           hre13=>hre103, 
           yre13=>yre103, 
           zre13=>zre103, 
           salida=>Iout 
     ); 
 
FFT11:sortida 
port map(  clock=>clock, 
           reset=>reset, 
           gre10=>gim100, 
           hre10=>him100, 
           yre10=>yim100, 
           zre10=>zim100, 
           gre11=>gim101, 
           hre11=>him101, 
           yre11=>yim101, 
           zre11=>zim101, 
           gre12=>gim102, 
           hre12=>him102, 
           yre12=>yim102, 
           zre12=>zim102, 
           gre13=>gim103, 
           hre13=>him103, 
           yre13=>yim103, 
           zre13=>zim103, 
           salida=>Qout 
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A.2. Componente Memory. 
 
-- Company:  
-- Engineer: 
-- Create Date:    14:53:40 05/31/05 
-- Design Name:     
-- Module Name:    mem_samples - Behavioral 
-- Project Name:    
-- Target Device:   
-- Tool versions:   
-- Description: 
-- Revision 0.01 - File Created 







---- Uncomment the following library declaration if instantiating 




entity mem_samples is 
  Port ( clock : in std_logic; 
           reset : in std_logic; 
           entrada : in std_logic_vector(31 downto 0); 
           OUTre0 : out std_logic_vector(15 downto 0); 
     OUTim0 : out std_logic_vector(15 downto 0); 
           OUTre1 : out std_logic_vector(15 downto 0); 
     OUTim1 : out std_logic_vector(15 downto 0); 
           OUTre2 : out std_logic_vector(15 downto 0); 
     OUTim2 : out std_logic_vector(15 downto 0); 
           OUTre3 : out std_logic_vector(15 downto 0); 
     OUTim3 : out std_logic_vector(15 downto 0); 
           OUTre4 : out std_logic_vector(15 downto 0); 
     OUTim4 : out std_logic_vector(15 downto 0); 
           OUTre5 : out std_logic_vector(15 downto 0); 
     OUTim5 : out std_logic_vector(15 downto 0); 
           OUTre6 : out std_logic_vector(15 downto 0); 
     OUTim6 : out std_logic_vector(15 downto 0); 
           OUTre7 : out std_logic_vector(15 downto 0); 
     OUTim7 : out std_logic_vector(15 downto 0); 
           OUTre8 : out std_logic_vector(15 downto 0); 
     OUTim8 : out std_logic_vector(15 downto 0); 
           OUTre9 : out std_logic_vector(15 downto 0); 
     OUTim9 : out std_logic_vector(15 downto 0); 
           OUTre10 : out std_logic_vector(15 downto 0); 
     OUTim10 : out std_logic_vector(15 downto 0); 
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           OUTre11 : out std_logic_vector(15 downto 0); 
     OUTim11 : out std_logic_vector(15 downto 0); 
           OUTre12 : out std_logic_vector(15 downto 0); 
     OUTim12 : out std_logic_vector(15 downto 0); 
           OUTre13 : out std_logic_vector(15 downto 0); 
     OUTim13 : out std_logic_vector(15 downto 0); 
           OUTre14 : out std_logic_vector(15 downto 0); 
     OUTim14 : out std_logic_vector(15 downto 0); 
           OUTre15 : out std_logic_vector(15 downto 0); 
     OUTim15 : out std_logic_vector(15 downto 0) 
     ); 
end mem_samples; 
 
architecture Behavioral of mem_samples is 
signal count : natural :=0; 
begin 
 
process (clock,reset)  
--variable count: natural :=0; 
begin 
    
 if (reset = '1') then  
  outre0<= (others =>'0'); 
  outre1<=(others =>'0'); 
  outre2<=(others =>'0'); 
  outre3<=(others =>'0'); 
  outre4<=(others =>'0'); 
  outre5<=(others =>'0'); 
  outre6<=(others =>'0'); 
  outre7<=(others =>'0'); 
  outre8<=(others =>'0'); 
  outre9<=(others =>'0'); 
  outre10<=(others =>'0'); 
  outre11<=(others =>'0'); 
  outre12<=(others =>'0'); 
  outre13<=(others =>'0'); 
  outre14<=(others =>'0'); 
  outre15<=(others =>'0'); 
 
  outim0<= (others =>'0'); 
  outim1<=(others =>'0'); 
  outim2<=(others =>'0'); 
  outim3<=(others =>'0'); 
  outim4<=(others =>'0'); 
  outim5<=(others =>'0'); 
  outim6<=(others =>'0'); 
  outim7<=(others =>'0'); 
  outim8<=(others =>'0'); 
  outim9<=(others =>'0'); 
  outim10<=(others =>'0'); 
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  outim11<=(others =>'0'); 
  outim12<=(others =>'0'); 
  outim13<=(others =>'0'); 
  outim14<=(others =>'0'); 
  outim15<=(others =>'0'); 
  
 else if ( clock='1' and clock'event) then 
  count <= count + 1; 
         
  case count is 
 
   when 0 => outre0(15 downto 0) <= entrada(31 downto 
16); 
             outim0(15 downto 0) <= entrada(15 downto 
0); 
   when 1 => outre1(15 downto 0) <= entrada(31 downto 
16); 
            outim1(15 downto 0) <= entrada(15 downto 
0); 
   when 2 => outre2(15 downto 0) <= entrada(31 downto 
16); 
            outim2(15 downto 0) <= entrada(15 downto 
0); 
   when 3 => outre3(15 downto 0) <= entrada(31 downto 
16); 
               outim3(15 downto 0) <= entrada(15 downto 0); 
   when 4 => outre4(15 downto 0) <= entrada(31 downto 
16); 
     outim4(15 downto 0) <= entrada(15 downto 0); 
   when 5 => outre5(15 downto 0) <= entrada(31 downto 
16); 
     outim5(15 downto 0) <= entrada(15 downto 0); 
   when 6 => outre6(15 downto 0) <= entrada(31 downto 
16); 
     outim6(15 downto 0) <= entrada(15 downto 0); 
   when 7 => outre7(15 downto 0) <= entrada(31 downto 
16); 
     outim7(15 downto 0) <= entrada(15 downto 0); 
   when 8 => outre8(15 downto 0) <= entrada(31 downto 
16); 
     outim8(15 downto 0) <= entrada(15 downto 0); 
   when 9 => outre9(15 downto 0) <= entrada(31 downto 
16); 
     outim9(15 downto 0) <= entrada(15 downto 0); 
   when 10 => outre10(15 downto 0) <= entrada(31 
downto 16); 
     outim10(15 downto 0) <= entrada(15 downto 0); 
   when 11 => outre11(15 downto 0) <= entrada(31 
downto 16); 
     outim11(15 downto 0) <= entrada(15 downto 0); 
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   when 12 => outre12(15 downto 0) <= entrada(31 
downto 16); 
     outim12(15 downto 0) <= entrada(15 downto 0); 
   when 13 => outre13(15 downto 0) <= entrada(31 
downto 16); 
     outim13(15 downto 0) <= entrada(15 downto 0); 
   when 14 => outre14(15 downto 0) <= entrada(31 
downto 16); 
    outim14(15 downto 0) <= entrada(15 downto 0); 
   when 15 => outre15(15 downto 0) <= entrada(31 
downto 16); 
    outim15(15 downto 0) <= entrada(15 downto 0); 
   when others => count <= 0; 
  end case; 
   end if; 












--  Uncomment the following lines to use the declarations that are 




entity bjada_banda_base is 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           sample : in std_logic_vector(15 downto 0); 
           Ibanda_base : out std_logic_vector(15 downto 0); 
           Qbanda_base : out std_logic_vector(15 downto 0)); 
end bjada_banda_base; 
 
architecture Behavioral of bjada_banda_base is 
 
-- Declaracion  de todos los componentes que forman la entidad ppal. 
 
component selector 
 Port ( clock : in std_logic; 
           reset : in std_logic; 
   impar:in std_logic; 
           sample : in std_logic_vector(15 downto 0); 
           I : out std_logic_vector(15 downto 0); 




 Port ( clock : in std_logic; 
           reset : in std_logic; 
           impar : in std_logic; 
           Iin : in std_logic_vector(15 downto 0); 
           Qin : in std_logic_vector(15 downto 0); 
           Iout : out std_logic_vector(15 downto 0); 




 Port ( clock : in std_logic; 
           reset : in std_logic; 
           ininver : in std_logic; 
           outinver : out std_logic); 
end component; 
--Declaración de la señales que interconectaran los diferentes 
componentes 
signal impar: std_logic ; 
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signal I,Q : std_logic_vector(15 downto 0); 
Type Ivector is array (15 downto 0) of std_logic_vector(15 downto 0); 
Type Qvector is array (15 downto 0) of std_logic_vector(15 downto 0); 
 


















































--  Uncomment the following lines to use the declarations that are 




entity mult_altern is 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           impar : in std_logic; 
           Iin : in std_logic_vector(15 downto 0); 
           Qin : in std_logic_vector(15 downto 0); 
           Iout : out std_logic_vector(15 downto 0); 
           Qout : out std_logic_vector(15 downto 0)); 
end mult_altern; 
 
architecture Behavioral of mult_altern is 
signal Iant,Qant:std_logic_vector(15 downto 0); 
signal Iant_neg,Qant_neg,Iant_CA2,Qant_CA2:std_logic_vector(15 
downto 0); 
signal bit_alt: std_logic_vector(15 downto 0):=(others=>'1'); 
signal bit_baix: std_logic_vector(15 downto 0):=(others=>'0'); 






Iant_neg<=(Iant xor bit_alt); 






 if (reset='1') then 
  Iout<=(others=>'0'); 
  Qout<=(others=>'0'); 
 elsif (clock'event and clock='1') then 
  if (impar='0') then  --nº normal 
  Iout<=Iant; 
  Qout<=Qant; 
  elsif (impar='1')then --CA2 
  -- Iant<=(not Iin); 
  -- Qant<=(not Qin); 
  -- Ipost<= Iant'right+'1'; 
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  -- Qpost<= Qant'right+'1'; 
  -- Iout<=Ipost; 
  -- Qout<=Qpost; 
  --Iout<= conv_std_logic_vector (Iin*(-1),15); 
  --Qout<= conv_std_logic_vector (Qin*(-1),15); 
  -- Qout<=Qin*(-1); 
  Iout<=Iant_CA2; 
  Qout<=Qant_CA2; 
  end if;  
  end if; 
  end process; 
  --Iout<=Iouten; 








--  Uncomment the following lines to use the declarations that are 




entity selector is 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
   impar:in std_logic; 
           sample : in std_logic_vector(15 downto 0); 
           I : out std_logic_vector(15 downto 0); 
           Q : out std_logic_vector(15 downto 0)); 
end selector; 
 





 if (reset='1') then 
  I<=(others=>'0'); 
  Q<=(others=>'0'); 
  elsif (clock='1' and clock'event) then 
 
   if (impar='0') then I<= sample; 
   elsif (impar='1') then Q<=sample; 
   end if; 
 end if; 
end process; 
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end Behavioral; 
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-------------------------------------------------------------------------------- 
-- Company:  
-- Engineer: 
-- 
-- Create Date:    20:13:17 06/17/05 
-- Design Name:     
-- Module Name:    R00 - Behavioral 
-- Project Name:    
-- Target Device:   






-- Revision 0.01 - File Created 








---- Uncomment the following library declaration if instantiating 




entity R00 is 
  Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 
           h_Im : out std_logic_vector(15 downto 0) 
     ); 
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end R00; 
 





if (reset='1') then  
      y_Re <= (others=>'0'); 
           g_Re <= (others=>'0'); 
           z_Re <= (others=>'0'); 
           h_Re <= (others=>'0'); 
           y_Im <= (others=>'0'); 
           g_Im <= (others=>'0'); 
           z_Im <= (others=>'0'); 
           h_Im <= (others=>'0'); 
else if (clock'event and clock ='1')then 
      --falta por introducir los twdilles factor y las j 
 y_Re<= SXT ((S_Re + S_N2_Re)+(S_N4_Re + S_3N4_Re),16); 
 y_Im<= SXT ((S_Im + S_N2_Im)+(S_N4_Im + S_3N4_Im),16); 
 
 z_Re<= SXT ((S_Re - S_N2_Re)-(S_N4_Re - S_3N4_Re),16); 
 z_Im<= SXT ((S_Im - S_N2_Im)-(S_N4_Im - S_3N4_Im),16); 
 
 g_Re<= SXT ((S_3N4_Re - S_N4_Re)+(S_Re + S_N2_Re),16); 
 g_Im<= SXT ((S_3N4_Im - S_N4_Im)+(S_Im + S_N2_Im),16); 
 
 h_Re<= SXT (( S_N4_Re - S_3N4_Re)+(S_Re - S_N2_Re),16); 
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-------------------------------------------------------------------------------- 
-- Company:  
-- Engineer: 
-- 
-- Create Date:    23:43:00 06/17/05 
-- Design Name:     
-- Module Name:    r01 - Behavioral 
-- Project Name:    
-- Target Device:   






-- Revision 0.01 - File Created 








---- Uncomment the following library declaration if instantiating 




entity r01 is  
generic( 
    W_1_Re : std_logic_vector(31 downto 
0):="00000100011101100010010011011101"; --zre:1bit(sig+);5bit(expo-
1);26bit(0.923) 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100110000111001010110000001"; --zim:1bit(sig-);5bit(expo-
1);26bit(-0.382) 
    W_21_Re :std_logic_vector(31 downto 
0):="00000100001011010011111101111101";--gre:1bit(sig+);5bit(expo-
1);26bit(0.707) 
    W_21_Im :std_logic_vector(31 downto 
0):="10000100001011010011111101111101";--gim:1bit(sig-);5bit(expo-
1);26bit(-0.707) 
    W_31_Re :std_logic_vector(31 downto 
0):="00000100110000111001010110000001";--hre:1bit(sig+);5bit(expo-
1);26bit(0.382) 
    W_31_Im :std_logic_vector(31 downto 
0):="10000100011101100010010011011101" --him:1bit(sig-);5bit(expo-
1);26bit(-0.923) 
--    ESC :  std_logic_vector(25 downto 
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0):="00000000000000000001100100"  
    ); 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 




architecture Behavioral of r01 is 
--Declaro señales auxiliares para hacer la multiplicacion(26+16-1=41bits). 
signal zreant,zimant: std_logic_vector(15 downto 0); 
signal greant,gimant: std_logic_vector(15 downto 0); 
signal hreant,himant: std_logic_vector(15 downto 0); 
 
signal zremult,zimmult : std_logic_vector(41 downto 0); 
signal gremult,gimmult : std_logic_vector(41 downto 0); 
signal hremult,himmult : std_logic_vector(41 downto 0); 
 
signal zremult2,zimmult2 : std_logic_vector(37 downto 0); 
signal gremult2,gimmult2 : std_logic_vector(37 downto 0); 





-- Declaro una cte que llamare CA2 con el fin de poder hacer el complento 
a 2 cuando  
-- el twiddle factor sea negativo. 
 




if (reset='1') then  
      y_Re <= (others=>'0'); 
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           g_Re <= (others=>'0'); 
           z_Re <= (others=>'0'); 
           h_Re <= (others=>'0'); 
           y_Im <= (others=>'0'); 
           g_Im <= (others=>'0'); 
           z_Im <= (others=>'0'); 
           h_Im <= (others=>'0'); 
else if (clock'event and clock ='1')then 
 --falta por introducir  las j 
 y_Re<= SXT (((S_Re + S_N2_Re)+(S_N4_Re + S_3N4_Re)),16); 
        




 zreant(15 downto 0)<= SXT (((S_Re - S_N2_Re)-(S_N4_Re - 
S_3N4_Re)),16);  -- hago las sumas      -- Division 100 
 zremult(41 downto 0)<= zreant(15 downto 0) * W_1_Re(25 downto 
0); 
 if (W_1_Re(31)='0') then  zremult2(37 downto 0)<= zremult(37 
downto 0); 
 else if (W_1_Re (31)='1') then zremult2(37 downto 0)<= (zremult(37 
downto 0)xor CA2)+1; 
 end if; 
 end if;        
 z_Re<= EXT (zremult2 , 16);      
           --tranformo 16 
bits. 
 
 zimant(15 downto 0)<= SXT (((S_Im - S_N2_Im)-(S_N4_Im - 
S_3N4_Im)),16);  -- hago las sumas      -- Division 100 
 zimmult(41 downto 0)<= zimant(15 downto 0) * W_1_Im(25 downto 
0); 
 if (W_1_Im(31)='0') then zimmult2(37 downto 0)<= zimmult(37 
downto 0); 
 else if(W_1_Im(31)='1') then zimmult2(37 downto 0)<= (zimmult(37 
downto 0)xor CA2 )+1; 
 end if; 
 end if;          --divido 8 
 z_Im<= EXT (zimmult2 , 16);      





 greant(15 downto 0)<= SXT (((S_3N4_Re - S_N4_Re)+(S_Re + 
S_N2_Re)),16);  -- hago las sumas      -- Division 100 
 gremult(41 downto 0)<= greant(15 downto 0) * W_21_Re(25 downto 
0); 
 if (W_21_Re(31)='0') then  gremult2(37 downto 0)<= gremult(37 
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downto 0); 
 else if (W_21_Re(31)='1') then gremult2(37 downto 0)<= (gremult(37 
downto 0)xor CA2)+1;        --divido 8 
           
    -- convierte a stdlogicvector 
 end if; 
 end if; 
 g_Re<= EXT (gremult2 , 16); 
 
 
 gimant(15 downto 0)<= SXT (((S_3N4_Im - S_N4_Im)+(S_Im + 
S_N2_Im)),16);  -- hago las sumas      -- Division 100 
 gimmult(41 downto 0)<= gimant(15 downto 0) * W_21_Im(25 downto 
0); 
 if (W_21_Im(31)='0') then  gimmult2(37 downto 0)<= 
gimmult(37 downto 0); 
 else if (W_21_Im(31)='1') then gimmult2(37 downto 0)<= 
(gimmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
 end if;    --multiplico twddle augmenta tamaño vector. 
-- gimmult2(37 downto 0)<= (gimmult(37 downto 0) xor CA2)+1; 
         --divido 8 
 g_Im<= EXT (gimmult2 , 16); 
  
          
 hreant(15 downto 0)<= SXT ((( S_N4_Re - S_3N4_Re)+(S_Re - 
S_N2_Re)),16); 
 hremult(41 downto 0)<= hreant(15 downto 0) * W_31_Re(25 downto 
0); 
 if (W_31_Re(31)='0') then  hremult2(37 downto 0)<= hremult(37 
downto 0); 
 else if (W_31_Re(31)='1') then hremult2(37 downto 0)<= (hremult(37 
downto 0)xor CA2)+1;        --divido 8 
           
    -- convierte a stdlogicvector 
 end if; 
 end if;   
 hremult2(37 downto 0)<= hremult(37 downto 0);   
       --divido 8 
 h_Re<= EXT (hremult2 , 16); 
 
  himant(15 downto 0)<= SXT ((( S_N4_Im - S_3N4_Im)+(S_Im - 
S_N2_Im)),16); 
 himmult(41 downto 0)<= himant(15 downto 0) * W_31_Im(25 downto 
0); 
 if (W_31_Im(31)='0') then  himmult2(37 downto 0)<= 
himmult(37 downto 0); 
 else if (W_31_Im(31)='1') then himmult2(37 downto 0)<= 
Anexos    81 
(himmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
 end if;   
 himmult2(37 downto 0)<= (himmult(37 downto 0) xor CA2 ) +1; 
         --divido 8 
 h_Im<= EXT (himmult2 , 16); 
 
 end if; 
























-- Company:  
-- Engineer: 
-- Create Date:    23:56:20 06/17/05 
-- Design Name:     
-- Module Name:    rr02 - Behavioral 
-- Project Name:    
-- Target Device:   
-- Tool versions:   
-- Description: 
-- Revision: 
-- Revision 0.01 - File Created 







---- Uncomment the following library declaration if instantiating 




entity rr02 is 
 
  generic( 
      W_1_Re : std_logic_vector(31 downto 
0):="00000100001011010011111101111101"; --zre:0.707 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; --zim:-0.707 
    W_21_Re :std_logic_vector(31 downto 
0):="00000000000000000000000000000000"; --gre:0 
    W_21_Im :std_logic_vector(31 downto 
0):="00000000000000000000000000000001"; --gim:-1 
    W_31_Re :std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; --hre:-0.707 
    W_31_Im :std_logic_vector(31 downto 
0):="10000100001011010011111101111101" --him:-0.707 
       ); 
  Port ( clock : in std_logic; 
           reset : in std_logic; 
           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
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           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 




architecture Behavioral of rr02 is 
--Declaro señales auxiliares para hacer la multiplicacion(26+16-1=41bits). 
signal zreant,zimant: std_logic_vector(15 downto 0); 
signal greant,gimant: std_logic_vector(15 downto 0); 
signal hreant,himant: std_logic_vector(15 downto 0); 
 
signal zremult,zimmult : std_logic_vector(41 downto 0); 
signal gremult,gimmult : std_logic_vector(41 downto 0); 
signal hremult,himmult : std_logic_vector(41 downto 0); 
 
signal zremult2,zimmult2 : std_logic_vector(37 downto 0); 
signal gremult2,gimmult2 : std_logic_vector(37 downto 0); 





-- Declaro una cte que llamare CA2 con el fin de poder hacer el complento 
a 2 cuando  
-- el twiddle factor sea negativo. 
 




if (reset='1') then  
      y_Re <= (others=>'0'); 
           g_Re <= (others=>'0'); 
           z_Re <= (others=>'0'); 
           h_Re <= (others=>'0'); 
           y_Im <= (others=>'0'); 
           g_Im <= (others=>'0'); 
           z_Im <= (others=>'0'); 
           h_Im <= (others=>'0'); 
else if (clock'event and clock ='1')then 
 --falta por introducir  las j 
 y_Re<= SXT (((S_Re + S_N2_Re)+(S_N4_Re + S_3N4_Re)),16); 
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 y_Im<= SXT (((S_Im + S_N2_Im)+(S_N4_Im + S_3N4_Im)),16); 
 
 zreant(15 downto 0)<= SXT (((S_Re - S_N2_Re)-(S_N4_Re - 
S_3N4_Re)),16);  -- hago las sumas      -- Division 100 
 zremult(41 downto 0)<= zreant(15 downto 0) * W_1_Re(25 downto 
0); 
 if (W_1_Re(31)='0') then  zremult2(37 downto 0)<= zremult(37 
downto 0); 
 else if (W_1_Re (31)='1') then zremult2(37 downto 0)<= (zremult(37 
downto 0)xor CA2)+1; 
 end if; 
 end if;        
 z_Re<= EXT (zremult2 , 16);      
           --tranformo 16 
bits. 
 
 zimant(15 downto 0)<= SXT (((S_Im - S_N2_Im)-(S_N4_Im - 
S_3N4_Im)),16);  -- hago las sumas      -- Division 100 
 zimmult(41 downto 0)<= zimant(15 downto 0) * W_1_Im(25 downto 
0); 
 if (W_1_Im(31)='0') then zimmult2(37 downto 0)<= zimmult(37 
downto 0); 
 else if(W_1_Im(31)='1') then zimmult2(37 downto 0)<= (zimmult(37 
downto 0)xor CA2 )+1; 
 end if; 
 end if;          --divido 8 
 z_Im<= EXT (zimmult2 , 16);      




 greant(15 downto 0)<= SXT (((S_3N4_Re - S_N4_Re)+(S_Re + 
S_N2_Re)),16);  -- hago las sumas      -- Division 100 
 gremult(41 downto 0)<= greant(15 downto 0) * W_21_Re(25 downto 
0); 
 if (W_21_Re(31)='0') then  gremult2(37 downto 0)<= gremult(37 
downto 0); 
 else if (W_21_Re(31)='1') then gremult2(37 downto 0)<= (gremult(37 
downto 0)xor CA2)+1;        --divido 8 
           
    -- convierte a stdlogicvector 
 end if; 
 end if; 
 g_Re<= EXT (gremult2 , 16); 
 
 
 gimant(15 downto 0)<= SXT (((S_3N4_Im - S_N4_Im)+(S_Im + 
S_N2_Im)),16);  -- hago las sumas      -- Division 100 
 gimmult(41 downto 0)<= gimant(15 downto 0) * W_21_Im(25 downto 
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0); 
 if (W_21_Im(31)='0') then  gimmult2(37 downto 0)<= 
gimmult(37 downto 0); 
 else if (W_21_Im(31)='1') then gimmult2(37 downto 0)<= 
(gimmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
 end if;    --multiplico twddle augmenta tamaño vector. 
-- gimmult2(37 downto 0)<= (gimmult(37 downto 0) xor CA2)+1; 
         --divido 8 
 g_Im<= EXT (gimmult2 , 16); 
  
          
 hreant(15 downto 0)<= SXT ((( S_N4_Re - S_3N4_Re)+(S_Re - 
S_N2_Re)),16); 
 hremult(41 downto 0)<= hreant(15 downto 0) * W_31_Re(25 downto 
0); 
 if (W_31_Re(31)='0') then  hremult2(37 downto 0)<= hremult(37 
downto 0); 
 else if (W_31_Re(31)='1') then hremult2(37 downto 0)<= (hremult(37 
downto 0)xor CA2)+1;        --divido 8 
           
    -- convierte a stdlogicvector 
 end if; 
 end if;   
 hremult2(37 downto 0)<= hremult(37 downto 0);   
       --divido 8 
 h_Re<= EXT (hremult2 , 16); 
 
  himant(15 downto 0)<= SXT ((( S_N4_Im - S_3N4_Im)+(S_Im - 
S_N2_Im)),16); 
 himmult(41 downto 0)<= himant(15 downto 0) * W_31_Im(25 downto 
0); 
 if (W_31_Im(31)='0') then  himmult2(37 downto 0)<= 
himmult(37 downto 0); 
 else if (W_31_Im(31)='1') then himmult2(37 downto 0)<= 
(himmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
 end if;   
 himmult2(37 downto 0)<= (himmult(37 downto 0) xor CA2 ) +1; 
         --divido 8 
 h_Im<= EXT (himmult2 , 16); 
 
 end if; 
 end if; 
end process; 
end Behavioral; 




-- Company:  
-- Engineer: 
-- 
-- Create Date:    23:51:24 06/17/05 
-- Design Name:     
-- Module Name:    r02 - Behavioral 
-- Project Name:    
-- Target Device:   






-- Revision 0.01 - File Created 








---- Uncomment the following library declaration if instantiating 




   
entity r03 is 
 
 generic( 
    W_1_Re : std_logic_vector(31 downto 
0):="00000100110000111001010110000001"; --zre:0.382 
    W_1_Im : std_logic_vector(31 downto 
0):="10000100011101100010010011011101"; --zim:-0.923 
    W_21_Re : std_logic_vector(31 downto 
0):="10000100001011010011111101111101";--gre=gim:-0.707 
    W_21_Im : std_logic_vector(31 downto 
0):="10000100001011010011111101111101"; 
    W_31_Re :std_logic_vector(31 downto 
0):="10000100011101100010010011011101"; --him:-0.923 
    W_31_Im :std_logic_vector(31 downto 
0):="00000100110000111001010110000001" 
    ); 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
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           S_Re : in std_logic_vector(15 downto 0); 
           S_N4_Re : in std_logic_vector(15 downto 0); 
           S_N2_Re : in std_logic_vector(15 downto 0); 
           S_3N4_Re : in std_logic_vector(15 downto 0); 
           S_Im : in std_logic_vector(15 downto 0); 
           S_N4_Im : in std_logic_vector(15 downto 0); 
           S_N2_Im : in std_logic_vector(15 downto 0); 
           S_3N4_Im : in std_logic_vector(15 downto 0); 
           y_Re : out std_logic_vector(15 downto 0); 
           g_Re : out std_logic_vector(15 downto 0); 
           z_Re : out std_logic_vector(15 downto 0); 
           h_Re : out std_logic_vector(15 downto 0); 
           y_Im : out std_logic_vector(15 downto 0); 
           g_Im : out std_logic_vector(15 downto 0); 
           z_Im : out std_logic_vector(15 downto 0); 




architecture Behavioral of r03 is 
--Declaro señales auxiliares para hacer la multiplicacion(26+16-1=41bits). 
signal zreant,zimant: std_logic_vector(15 downto 0); 
signal greant,gimant: std_logic_vector(15 downto 0); 
signal hreant,himant: std_logic_vector(15 downto 0); 
 
signal zremult,zimmult : std_logic_vector(41 downto 0); 
signal gremult,gimmult : std_logic_vector(41 downto 0); 
signal hremult,himmult : std_logic_vector(41 downto 0); 
 
signal zremult2,zimmult2 : std_logic_vector(37 downto 0); 
signal gremult2,gimmult2 : std_logic_vector(37 downto 0); 





-- Declaro una cte que llamare CA2 con el fin de poder hacer el complento 
a 2 cuando  
-- el twiddle factor sea negativo. 
 




if (reset='1') then  
      y_Re <= (others=>'0'); 
           g_Re <= (others=>'0'); 
           z_Re <= (others=>'0'); 
           h_Re <= (others=>'0'); 
           y_Im <= (others=>'0'); 
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           g_Im <= (others=>'0'); 
           z_Im <= (others=>'0'); 
           h_Im <= (others=>'0'); 
else if (clock'event and clock ='1')then 
 --falta por introducir  las j 
 y_Re<= SXT (((S_Re + S_N2_Re)+(S_N4_Re + S_3N4_Re)),16); 
        




 zreant(15 downto 0)<= SXT (((S_Re - S_N2_Re)-(S_N4_Re - 
S_3N4_Re)),16);  -- hago las sumas      -- Division 100 
 zremult(41 downto 0)<= zreant(15 downto 0) * W_1_Re(25 downto 
0); 
 if (W_1_Re(31)='0') then  zremult2(37 downto 0)<= zremult(37 
downto 0); 
 else if (W_1_Re (31)='1') then zremult2(37 downto 0)<= (zremult(37 
downto 0)xor CA2)+1; 
 end if; 
 end if;        
 z_Re<= EXT (zremult2 , 16);      
           --tranformo 16 
bits. 
 
 zimant(15 downto 0)<= SXT (((S_Im - S_N2_Im)-(S_N4_Im - 
S_3N4_Im)),16);  -- hago las sumas      -- Division 100 
 zimmult(41 downto 0)<= zimant(15 downto 0) * W_1_Im(25 downto 
0); 
 if (W_1_Im(31)='0') then zimmult2(37 downto 0)<= zimmult(37 
downto 0); 
 else if(W_1_Im(31)='1') then zimmult2(37 downto 0)<= (zimmult(37 
downto 0)xor CA2 )+1; 
 end if; 
 end if;          --divido 8 
 z_Im<= EXT (zimmult2 , 16);      





 greant(15 downto 0)<= SXT (((S_3N4_Re - S_N4_Re)+(S_Re + 
S_N2_Re)),16);  -- hago las sumas      -- Division 100 
 gremult(41 downto 0)<= greant(15 downto 0) * W_21_Re(25 downto 
0); 
 if (W_21_Re(31)='0') then  gremult2(37 downto 0)<= gremult(37 
downto 0); 
 else if (W_21_Re(31)='1') then gremult2(37 downto 0)<= (gremult(37 
downto 0)xor CA2)+1;        --divido 8 
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    -- convierte a stdlogicvector 
 end if; 
 end if; 
 g_Re<= EXT (gremult2 , 16); 
 
 
 gimant(15 downto 0)<= SXT (((S_3N4_Im - S_N4_Im)+(S_Im + 
S_N2_Im)),16);  -- hago las sumas      -- Division 100 
 gimmult(41 downto 0)<= gimant(15 downto 0) * W_21_Im(25 downto 
0); 
 if (W_21_Im(31)='0') then  gimmult2(37 downto 0)<= 
gimmult(37 downto 0); 
 else if (W_21_Im(31)='1') then gimmult2(37 downto 0)<= 
(gimmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
 end if;    --multiplico twddle augmenta tamaño vector. 
-- gimmult2(37 downto 0)<= (gimmult(37 downto 0) xor CA2)+1; 
         --divido 8 
 g_Im<= EXT (gimmult2 , 16); 
  
          
 hreant(15 downto 0)<= SXT ((( S_N4_Re - S_3N4_Re)+(S_Re - 
S_N2_Re)),16); 
 hremult(41 downto 0)<= hreant(15 downto 0) * W_31_Re(25 downto 
0); 
 if (W_31_Re(31)='0') then  hremult2(37 downto 0)<= hremult(37 
downto 0); 
 else if (W_31_Re(31)='1') then hremult2(37 downto 0)<= (hremult(37 
downto 0)xor CA2)+1;        --divido 8 
           
    -- convierte a stdlogicvector 
 end if; 
 end if;   
 hremult2(37 downto 0)<= hremult(37 downto 0);   
       --divido 8 
 h_Re<= EXT (hremult2 , 16); 
 
  himant(15 downto 0)<= SXT ((( S_N4_Im - S_3N4_Im)+(S_Im - 
S_N2_Im)),16); 
 himmult(41 downto 0)<= himant(15 downto 0) * W_31_Im(25 downto 
0); 
 if (W_31_Im(31)='0') then  himmult2(37 downto 0)<= 
himmult(37 downto 0); 
 else if (W_31_Im(31)='1') then himmult2(37 downto 0)<= 
(himmult(37 downto 0)xor CA2)+1;        --
divido 8          
      -- convierte a stdlogicvector 
 end if; 
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 end if;   
 himmult2(37 downto 0)<= (himmult(37 downto 0) xor CA2 ) +1; 
         --divido 8 
 h_Im<= EXT (himmult2 , 16); 
 
 end if; 
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A.5. Salida muestras. 
 
-------------------------------------------------------------------------------- 
-- Company:  
-- Engineer: 
-- 
-- Create Date:    12:41:07 06/26/05 
-- Design Name:     
-- Module Name:    sortida - Behavioral 
-- Project Name:    
-- Target Device:   




-- Revision 0.01 - File Created 








---- Uncomment the following library declaration if instantiating 




entity sortida is 
    Port ( clock : in std_logic; 
           reset : in std_logic; 
           gre10 : in std_logic_vector(15 downto 0); 
           hre10 : in std_logic_vector(15 downto 0); 
           yre10 : in std_logic_vector(15 downto 0); 
           zre10 : in std_logic_vector(15 downto 0); 
           gre11 : in std_logic_vector(15 downto 0); 
           hre11 : in std_logic_vector(15 downto 0); 
           yre11 : in std_logic_vector(15 downto 0); 
           zre11 : in std_logic_vector(15 downto 0); 
           gre12 : in std_logic_vector(15 downto 0); 
           hre12 : in std_logic_vector(15 downto 0); 
           yre12 : in std_logic_vector(15 downto 0); 
           zre12 : in std_logic_vector(15 downto 0); 
           gre13 : in std_logic_vector(15 downto 0); 
           hre13 : in std_logic_vector(15 downto 0); 
           yre13 : in std_logic_vector(15 downto 0); 
           zre13 : in std_logic_vector(15 downto 0); 
           salida : out std_logic_vector(15 downto 0)); 
end sortida; 
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architecture Behavioral of sortida is 
 
type vector is array (15 downto 0)of std_logic_vector(15 downto 0); 
signal pipeline : vector; 
signal counter : natural :=0; 
begin 
 
 pipeline(0)<= gre10; 
 pipeline(1)<= hre10; 
 pipeline(2)<= yre10; 
 pipeline(3)<= zre10; 
 pipeline(4)<= gre11; 
 pipeline(5)<= hre11; 
 pipeline(6)<= yre11; 
 pipeline(7)<= zre11; 
 pipeline(8)<= gre12; 
 pipeline(9)<= hre12; 
 pipeline(10)<= yre12; 
 pipeline(11)<= zre12; 
 pipeline(12)<= gre13; 
 pipeline(13)<= hre13; 
 pipeline(14)<= yre13; 
 pipeline(15)<= zre13; 
 
 




 if reset='1' then  
  salida<= (others=>'0'); 
 else if (clock'event and clock ='1') then  
 counter <= counter + 1; 
 
 case counter is 
  when 0 =>  salida <= pipeline(0); 
  when 1 =>  salida <= pipeline(1); 
  when 2 =>  salida <= pipeline(2); 
  when 3 =>  salida <= pipeline(3); 
  when 4 =>  salida <= pipeline(4); 
  when 5 =>  salida <= pipeline(5); 
  when 6 =>  salida <= pipeline(6); 
  when 7 =>  salida <= pipeline(7); 
  when 8 =>  salida <= pipeline(8); 
  when 9 =>  salida <= pipeline(9); 
  when 10 =>  salida <= pipeline(10); 
  when 11 =>  salida <= pipeline(11); 
  when 12 =>  salida <= pipeline(12); 
  when 13 =>  salida <= pipeline(13); 
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  when 14 =>  salida <= pipeline(14); 
  when 15 =>  salida <= pipeline(15); 
  when others => counter<=0;  
  end case; 
  end if; 
  end if; 
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puts ("Numero a convertir: " ); 
scanf ( "%f", &c ); 
for   ( i=0 ; i < 50 ; i++ ) 
{ 
 c = c*2.0; 
 if ( c == 1 ) 
 { 
  resultado[i]=1; 
  printf ( "%i\n", resultado[i] ); 
  exit(1); 




  if ( c > 1) 
  { 
   c = c - 1; 
   resultado[i]=1; 
   printf ( "%i", resultado[i] ); 
  } 
  else 
  { 
   resultado[i]=0; 
   printf ( "%i", resultado[i] ); 
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