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Path planning for fixed-wing aircraft in obstacle rich environments requires the consid-
eration of the motion constraints of the aircraft. Most existing motion planning algorithms
for systems with dynamics are single query planners, which leads to a large computation
overhead if multiple path planning problems are solved. This paper presents a roadmap-
based multi-query path planner which generates feasible paths for a simplified dynamics
model of a fixed-wing unmanned aircraft. Due to the multi-query property multiple path
queries can be solved efficiently once the roadmap is constructed. Quasi-random Hammer-
sley sets are used to place samples in a four dimensional configuration space to account for
the motion constraints of the aircraft, which is modeled by the superposition of a Dubins
vehicle in the horizontal plane and a double integrator with state and input constraint in
the vertical plane. The optimization of roadmap parameters and post-processing of paths
are discussed in detail. Simulation results show the applicability of the suggested planner.
I. Introduction
Small unmanned fixed-wing aircraft can operate at low altitudes while preserving the beneficial range and
endurance properties of fixed-wing aircraft in comparison to rotorcrafts. However, due to the nonholonomic
constraints caused by the dynamics of the aircraft path planning for low flying fixed-wing aircraft in obstacle
rich environment such as urban terrain requires addressing the constraints at an early stage of the path
planning process. Hence, a feasible path is a path that is collision free within a given clearance distance,
reaches the desired goal positions and is flyable by the aircraft, i.e. feasible with respect to the dynamics of
the aircraft. Low altitude operation is desirable for purposes of for example terrain masking or applications
which require a sensor to be within range of targets on the ground such as for example communication with
unattended ground sensors.
DLR Institute of Flight Systems develops multiple autonomous flying platforms and performs research
aiming at maximized onboard information processing, decision-making and flight control. Prometheus (see
fig.1) is a fixed-wing unmanned aircraft (UA) with 25 kg maximum takeoff weight.1 A roadmap-based multi-
query-path planner is part of the onboard mission planning and execution framework (MiPlEx)2,3 developed
for the ARTIS (Autonomous Rotorcraft Testbed for Intelligent Systems) rotorcraft UA family.4 Based upon
this planner we develop and implement a multi-query path planning algorithm for the operation of a low
flying fixed-wing unmanned aircraft. The multi-query property of the planning method supports solving
combinatorial optimization problems.
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The objective of this paper is to illustrate the implementation of the roadmap path planner for the
Prometheus unmanned fixed-wing aircraft. However, the approach could be applied to virtually any fixed-
wing aircraft with similar motion constraints.
The remainder of this paper is organized as follows: The next section introduces the problem in more
detail and derives requirements for the planning algorithm. An analysis of related work then leads to choice
of the path planning method and the description of the suggested roadmap planning approach and post-
processing steps. Subsequently the choice of key parameters is presented and simulations are carried out to
verify the choice of parameters and show further optimization of the algorithm.
II. Problem Description
Planning paths for unmanned fixed-wing aircraft operating close to the ground in obstacle rich environ-
ment is a challenging problem which can be defined as follows:
Given the workspace denotedW which is R3, the obstacle space O which is a subset ofW, find a path, i.e.
a sequence of configurations q in the free configuration space Cfree from an initial configuration q0 to a goal
configuration qs. A configuration q consists of the position of the vehicle inW and an its orientation given by
the Euler angles. The set of all possible configurations form the configuration space C which can be divided
into the free configuration space Cfree and the set of all configurations that are in collision with an obstacle
Cobs. The aircraft is subject to nonholonomic and kinodynamic constraints, where nonholonomic constraints
refer to nonintegrable velocity constraints on C and kinodynamic constraints are second-order constraints,5
i.e. acceleration constraints. Such path must not contain inevitable collision states (ICS),6 which are states,
i.e. configurations, velocities and accelerations of which the configuration q(t0) is q(t0) ∈ Cfree but necessarily
lead to collision, i.e. q(t0 + δt) ∈ Cobs due to the acceleration and velocity at t0.
Generally, computing shortest paths in the 3-D space with polyhedral obstacles is NP-hard.7
Additionally, a typical UA mission comprises not only one goal but multiple goal positions. Thus,
scheduling of multiple waypoints needs typically to be accomplished. For example the exact solution of a
prototypical task scheduling problem, the traveling salesman problem has a runtime complexity of O(n!)8
For example a problem with seven target locations would result in 56 path queries to compute the cost of
traveling between each possible pair of targets assuming that the cost between two targets depends on the
direction of travel. Overall there exist 7! = 5,040 tours which would need to be computed before the best
tour can be identified. Thus, the path planner must provide a rapid path query method.
In summary the following requirements need to be satisfied by a suitable planning approach:
1. The path should be close to cost optimal, where the cost is computed using a metric. In this work we
consider path length as the only cost of a path.
2. W is R3 and the planned path must include a height profile.
3. The path needs to be feasible with respect to the kinodynamic and nonholonomic constraints of the
aircraft.
4. The path must not contain segments within Cobs or lead to ICS.
5. The planner must be capable of computing paths between multiple start and goal configurations rapidly,
i.e. the planner needs to be multi-query capable.
6. The chosen approach must in principle be suitable for real time topological updates, dynamic replanning
and higher level plan repairing.
Figure 1: Prometheus UA
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The roadmap-based path planner for the DLR ARTIS family of unmanned helicopters is presented in
ref. 9. It is shown that quasi-random and lattice sampling achieve superior coverage of the workspace
compared to pseudorandom sampling while the number of samples is minimized by evaluating the dispersion
and discrepancy of the samples. To address motion constraints of helicopters in fast forward flight, a recursive
PRM using motion primitives is suggested in ref. 10 to plan paths in changing environments. The motion
primitives are generated offline and connect the samples. However, the recursive nature of the roadmap
does not guarantee real-time replanning in case of large changes to the workspace, as a worst case execution
time cannot be derived. To provide safe operation of the aircraft states that lead to collisions with obstacles
must be avoided. Thus, inevitable collision states (ICS) are especially of interest if the world knowledge is
incomplete and the aircraft relies on sensors to detect obstacles. However, it is difficult to compute ICS fast
enough in order to avoid them.6,11 Bekris lays a foundation in ref. 6 on how to compute ICS in sampling-
based path planners. A real-time sampling-based planner for dynamic environments which computes paths
with respect to kinodynamic constraints and its application to a simplified helicopter model was presented
in ref. 12. To avoid deadends and thus ICS while modifying the search graph a safety concept is introduced
which comprises a collision safe computation time. However, this planning algorithm builds on single-query
planning algorithms and is not well-suited to problems which require multiple path queries. Recently, the
basic PRM and RRT algorithm were proven to be suboptimal.13 However, provably optimal versions of
these algorithms called RRT* and PRM* were presented, for which the solution converges asymptotically
to the optimal solution. These methods require a steering function to connect nodes, which might invoke
numerical trajectory optimization for systems with dynamics.14 Obermeyer presents a roadmap-based path
planner for fixed-wing UAV for intelligence, surveillance and reconnaissance missions where a given number
of static ground targets represented by polygons need to be visited. The UA is modeled as a Dubins vehicle
and samples along the edges of the target areas are connected to obtain a roadmap.15 The azimuth of
these samples is determined using Halton sequences. As it is assumed that the aircraft travels at constant
altitude, the problem is reduced to a planar planning problem. The problem of task scheduling is addressed
in ref. 4 using a combination of a 3D roadmap planner using deterministic quasirandom sampling and a task
assignment and task scheduling algorithm.
IV. Planning Approach
Sampling-based planning methods are favorable in higher dimensional configuration spaces with non-
convex obstacle regions that can hardly be solved optimally by conventional / numerical optimization tech-
niques. In challenging environments such as urban terrain considering the nonholonomic and kinodynamic
constraints of the aircraft is critical to successful path planning, which can be achieved for example using
the two approaches depicted in fig. 2
• Creating samples in W, connecting them by straight-line segments and using post-processing to create
feasible edges (fig. 2a).
• Creating samples in C and connecting them with an appropriate steering function (fig. 2b).
The first option yields straight-forward and fast collision checking for edges against obstacles9 and requires
the generation of samples in R3. However, no guarantee exists, that a collision-free post-processed solution
path exists. More dynamic path segments are ”retro fitted” on top of an approximated linear solution for
which feasibility can only be guaranteed if the vehicle can stop. However, post-processing remains useful
for approximate planning results (e.g. ”raw” output from sampling based planners) in order to maximize
planning resolution and thus minimize graph search time. The second option as shown in fig. 2b requires
sampling in four dimensions and a steering function to connect the samples with valid paths. The first 3
dimensions are coordinates in R3 and the fourth dimension corresponds to an orientation, here the flight
path azimuth. The fifth dimension, the flight path angle is set to zero in the sampling process. Collision
checking for the resulting curves in R3 against the obstacles is more complicated as for the straight edges.
However, the resulting edges if collision-free are guaranteed to be feasible and collision-free. Furthermore,
they do not require post-processing, accelerating the path planning, once a graph of curved edges is built.
We chose the second approach, as we assume that the motion constraints will strongly influence the path
in urban scenarios with narrow street canyons. Thus, a steering function for the system x=steer(qstart, qgoal)
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(a) Post-Processing Approach (b) Feasible connection between samples
Figure 2: Two options to connect samples in either W or C
Wingspan 3,2 m
Weight 25 kg
max. Airspeed. 55 m/s
Cruise speed 25 m/s
rmin 64 m
Table 1: Prometheus data
is necessary to drive the system from one configuration to another, where x is a trajectory in W, i.e. a path
with velocity profile. We model the aircraft as Dubins aircraft16 to obtain such steering function.
A. Aircraft Model
The horizontal movement of the aircraft is approximated by Dubins car kinematics, i.e. a vehicle moving
forward with constant velocity and a minimum turn radius. The vertical movement of the aircraft is modeled
as double integrator with bounded acceleration and velocity. Using superposition analogous to ref. 12 of the
shortest horizontal path17 and the path resulting from time optimal bang-bang control for the vertical
component a flight path between two positions in 3D and their prescribed orientation is computed. The
shortest path for a Dubins car between an initial position and orientation to a final position and orientation
consists of circular arcs and straight line segments and can be found by computing all possible 6 shortest
path candidates as given in ref. 17 and choosing the shortest. All paths are either of the family ”curve,
straight, curve” or of the family ”curve, curve, curve” depending on the relation between start and goal
position and orientation. Using the superposition of the horizontal and vertical solution as described in
Ref. 9 to match the execution time of the horizontal movement and vertical movement invokes iterative
search over the admissible maximum acceleration of the vertical dynamics. If the execution time of the time
optimal vertical control command sequence is slower than the execution time of the horizontal path, circular
revolutions are added to the horizontal Dubins path.
Table 1 lists relevant data of the Prometheus UA. In particular the cruising speed of 25 m/s together
with a desired bank angle of φ = 45 result in a minimum turn radius of rmin = v
2/(tan(φ) · g) = 64m. The
climb rate and the acceleration bound were set to vc,max = 10m/s and az,max = 20m/s
2
B. Free-Space representation
An advantage of using a graph to represent the free configuration space in path planning is that a set of
well-understood graph search algorithms exist, and that multiple target configurations can be persistently
represented. For global roadmap planners, the planning process is divided into a pre-processing phase,
in which the free space representation is built, and in a query phase corresponding to searches with the
free space graph. The multi-query property makes roadmap-based approaches favorable in the context of
scheduling multiple waypoints.
4 of 16


























































An important issue to consider in the representation of the configuration space is the notion of completeness.
An algorithm is considered to be complete if for any input it correctly reports whether there is a solution in
a finite amount of time. In sampling-based approaches, weaker notions of completeness are tolerated. Deter-
ministic sampling enables planners to be resolution complete, in the sense that if it is possible to solve the
query at a given sampling resolution, they will provide a solution. On the other hand, the original probabilis-
tic roadmaps18 and other randomized variants are only probabilistically complete, that is, the probability
tends to one that a solution will be found (if it exists) as the number of samples grows to infinity. The
problem with this randomization of common pseudo-random roadmaps is that any machine implementation
generates a sequence of pseudo-random numbers, which can lead to relatively large irregularities although a
more uniform distribution is desired. Hence, the work in ref. 19 defends the use of deterministic sampling
sources that can produce the effect that would theoretically be expected from uniform random sampling.
Deterministic sampling with non-trivial functions like a Halton sequence20 can be slower time-wise than
pseudo-random sampling. Since the time for collision checks in the graph construction is much higher than
the time to build the sampling sources, time is not a crucial runtime factor for choosing a sampling approach
in this work. Such approaches can also be called quasi-random approaches.
Sampling techniques for the three position components are well understood and the different effects of
pseudorandom, quasi-random and lattice based sampling are studied for example in ref. 9. In this work we
rely on the quasi-random sampling using Hammersley sequences to generate the position components of the
samples. Other than in ref. 9, however, a directional component is necessary to build a roadmap for the
Dubins aircraft. Thus, each sample needs to include orientations, too. In this paper, we only consider the
azimuth of the sample, the flight path angle is set to zero degree. Thus, we effectively search for a direction
in R2 which can be understood as sampling S1.5 The azimuth is defined to be χ ∈ [0, 2π). A deterministic
sampling based on the Hammersley sequence is implemented to generate the azimuth angles of each sample as
follows. The Hammersley sequence21 for R3 is increased by one dimension to (k/n, Φp1(k), Φp2(k), Φp3(k)).
By linearly mapping Φp3(k)→ χ ∈ [0, 2π) we implement a quasirandom sampling of the azimuth angle.
2. Graph
The generated samples are connected using the steering function based on the Dubins aircraft explained
above and a graph is created. However, as the UA is a fixed-wing aircraft, it can only move forward. As the
samples have a prescribed heading every node can only be left in one direction leading to a graph with only
directed edges. Therefore, each pair of nodes is always connected by two directed edges with usually different
cost. The roadmap is not a fully connected graph, i.e. not every node is connected to every node within the
graph which avoids collision-checking especially as very long edges are more likely to collide with obstacles
at low altitude. Thus, a neighborhood of nodes needs to be determined within which connection attempts
between samples are made. Either considering the k-nearest neighbors22 or introducing a neighborhood
radius23 have been shown to be most efficient:
1. Neighborhood radius: A node is connected to all nodes, which are within a predefined radius around
it in R3
2. k-Nearest: A node is connected to its k-nearest neighbors.
In this work a neighborhood radius is chosen by default to limit the number of edges in the graph. If no
connection can be made, the k-nearest approach is used with a low number for k (k< 10).
Standard graph search algorithms like A*24 or D* Lite25 are then used to find a path on the roadmap.5
3. Collision Checking
During roadmap construction, every edge has to be checked for collision with the polygonal obstacle rep-
resentation. Collision checking is computationally costly compared to generating samples. Since one of
the requirements for this planner that is should be online capable in future versions, i.e. starting with an
incomplete or inaccurate world model, which is updated in flight, we use the same methods for straight line
segment collision checking and world model storage and indexing as described in ref. 9.
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Since obstacle changes can potentially move configurations from Cobs to Cfree, the roadmap in this ap-
proach covers C with edges marked nontraversable if a collision can occur. This avoids the need for an online
re-sampling of a previously unreachable volume when it is rendered free. However, this requires a full update
of all affected edges costs in the roadmap if an obstacle is fed into the system.
Space partitioning can be used to avoid useless intersection tests. Voxel grids have been chosen for
the space partitioning as they are fairly easy to represent, need no balancing, and allow straight forward
dimensional volume expansions. As the polygons representing the obstacles are in R3, the voxel grid is
implemented in the workspace W.
The 3-D voxel grid is used to index polygonal objects for collision checking and graph edges that need
to be updated in the case of an unforeseen obstacle pop up. This global spatial index divides the known
configuration space into coarse sections. Each edge within is then checked for collision against the polygons
in the same section using the method explained in ref. 26.
However, other than in the previous work the edges connecting two nodes are not straight line segments
but curves in R3 as computed by the steering function. For collision checking, these curves are approximated
by piece-wise straight line segments which are then tested for collision as described above. If one of the
segments intersects with an obstacle, the whole edge is marked as untraversable.
Thus, the necessary number of collision checks depends on the discretization stepsize. Figure 3a shows
the discretization of a curve segment. Each individual segment is of length d. Increasing d results in a
coarser representation of the circular path but reduces the number of straight line segments, thus reducing



















(b) Maximum discretization error fmax made for a
turn with radius rmin using stepsize d.
Figure 3: Discretizing circular arcs with straight line segments results in an increasing approximation error
with increasing length of the straight line segements.
The maximum approximation error fmax can be computed using α = d/r:
fmax = r · (1− cos(α/2)) (1)
Figure 3b depicts the approximation error depending on the stepsize, rmin corresponds the minimum turning
radius of the Prometheus UA.
The approximation error grows with the stepsize. Thus, when checking for collisions, this error has to be
accounted for by either inflating the size of the aircraft model or the obstacles. Given a minimum turning
radius rmin = 64m, the approximation error is depicted for stepsizes up to dmax = 100m which is equivalent
to α = 90◦. A stepsize of d = 50m leads to an approximation error f = 5m. We set the stepsize to d = 40m
(α ≈ 35◦) for the remainder of this work. This corresponds to an approximation error of f = 3.5m. Com-
bining this with the wingspan of 3.2m and a safety margin a tunnel of 7 meter radius around each straight
line path segment is required to be collision free in order for the edge to be declared collision free. Figure 4
illustrates collision checking for a roadmap node. Blue edges are collision free and red edges are in collision
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Figure 4: Red edges are outgoing edges of one node in collision with an obstacle. Blue edges are outgoing
edges that are collision free.
Figure 5: Illustration of a roadmap with a reduced number of nodes. All incoming edges are blue, all outgoing
edges are red. The length of the edges in the figure is limited for clarity.
with at least one obstacle with respect to the criteria above and are declared untraversable during path
planning.
Finally, figure 5 graphically illustrates a roadmap. Several nodes and their incoming (red) and outgoing
(blue) edges are shown. Only collision free edges are drawn. To help visualize the roadmap the edges are
not fully drawn but only the beginning and the end of each respective edge.
4. Inserting User Waypoints
In order to search a path from an initial configuration to one or multiple final configurations using the a
priori built roadmap, they need to be connected to the roadmap.
Thus, before inserting a waypoint chosen by an operator into the roadmap, there must exist outgoing
edges connecting it to other nodes of the graph. A node that does not have at least one traversable outgoing
edge can be considered to be an ICS. If a user waypoint is determined to be an ICS, all incoming edges
are marked as untraversable. Checking if user waypoints lead to ICS can only be performed after all user
waypoints have been inserted, as otherwise a newly added waypoint might change the properties of the
already inserted waypoints.
Possibly, an operator might not want to specify the azimuth for each of them. Thus, two user azimuth
preference are accounted for when inserting additional nodes to the roadmap. Either the operator wishes to
define the path azimuth at the waypoint or the azimuth is arbitrary and only the position of the waypoint
is of importance.
The use of Dubins paths, however, requires a defined azimuth for any user waypoint. Especially in chal-
lenging environments defining the azimuth for a waypoint requires consideration as the aircraft’s constraint
might not allow for arbitrary azimuth angles. Thus, the following approach to automated azimuth generation
for user waypoints is proposed and implemented.
For any waypoint without defined azimuth, the algorithm iterates over 36 azimuths in 10◦ increments
starting at 0◦. For every iteration, the node is connected to all neighbors through incoming and outgoing
edges. The azimuth that results in the largest number of collision free edges for the node is assigned to the
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Figure 6: After inserting start (right) and goal node (left) to the roadmap (a), graph search using the
roadmap (b) leads to the shortest path (c).
waypoint.
Finally, figure 6 depicts the process of finding a path between operator set start and goal using the
roadmap. In (a) start position- (top of the figure) and goal (bottom) are inserted into the roadmap. The
following pictures show the resulting path after search. First, the nodes belonging to the path and all their
outgoing edges are shown and then the resulting path.
V. Post-processing
The previous section described the process of finding a path on a roadmap of space curves using a graph
search algorithm. As the roadmap only contains connections which are feasible for the Dubins aircraft by
construction, post-processing of the solution is not necessary. However, by applying post-processing, the
path can be further optimized with respect to its length. Shortcut optimization as discussed below is also
present in the ARTIS roadmap planner. Additionally, the ARTIS roadmap planner offers the option of
spline-based interpolation of the linear path segments to provide a smooth flight path. For the fixed-wing
aircraft, the added orientation dimension motivates post-processing of node orientation.
A. Shortcut optimization
As the roadmap is not fully connected, i.e. not every node is connected to every other note of the graph,
possible shorter paths might exist, which can be obtained by skipping nodes which are part of the solution
but not set by the operator.
During the process of short-cut optimization, an attempt to directly connect the predecessor and successor
of every node which is part of the solution is made. If the connection using the Dubins aircraft yields a
collision-free path, this edge is added to the roadmap.
If the cost of using the new edge is lower than the initial cost, the solution path is modified accordingly.
Fig. 8 (a) illustrates the post-processing process. Three user waypoins with prescribed heading as indicated
by the arrows are connected by the path indicated by the yellow solid line. The blue path depicts the
improved path after short-cut optimization.
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The azimuth of each roadmap node, that is not explicitly specified by the user, is determined by the deter-
ministic sampling process. Thus, once a solution is found, the azimuth of each node, which is part of the
solution can be modified in order to achieve a shorter path.
Fig. 7 depicts this path smoothing process. The heading of the three nodes are shown by the arrows. The
original solution path (black dashed line) contains turns as the intermediate node has a prescribed azimuth
that requires the turns.
The dotted line connects the first and the third node with a straight line. The angle α of this straight







Figure 7: Smoothing of the dashed bold line; the resulting path is the bold line.
The resulting path is checked for collisions with the obstacles. Even if it is collision-free, the resulting
path (q1, q2N , q3) could be longer, than the previous path (q1, q2, q3). If the resulting path is collision-free
and shorter than the initial path, the solution is updated. Smoothing the whole path comprises iterating




Figure 8: Post-processing of an initial solution.
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Figure 9: (a) shows a sparse test environment with few large obstacles. (b) shows the urban scenario (Berlin
city) obtained using remote sensing resulting in a digital elevation map to create a polygonal world model
VI. Optimization of Roadmap-Parameters
The results obtained from the this planning approach depend on the choice of several parameters such
as the distance between samples and the sampling strategy. The following section covers the choice of these
parameters based on test scenarios.
The roadmap planner should not be optimized towards one special scenario. It should rather be applicable
and efficient for a wide range of scenarios. Thus, finding a set of parameters that allow different environment
types is the main focus of this section.
A. Test scenarios
To evaluate the planner, we use two scenarios, where one is sparsely populated with large obstacles, and
the other one is an urban scenario which is densely populated with obstacles and represented the center of
downtown Berlin in Germany. Both are shown in fig. 9. Several tall building are higher than most of the
other building such that direct connections between waypoints are not possible even above the roofs of most
buildings. All measurements were performed on a Pentium 4 desktop system with 3Ghz and 2GB RAM.
The planner is implemented using C++, compiled with the VC8 compiler and executed under Microsoft
Windows XP 32bit.
B. Sampling density
In sparse terrain a low sampling density is sufficient to compute solutions for most path queries. However,
urban terrain, i.e. environments with a high obstacle density require a higher sampling density due to the
more challenging configuration space. However, increasing the sampling density requires more computation
time and memory. Thus, a trade-off needs to be found.
Due to the dynamic constraints of the aircraft, introducing a minimum Euclidean distance between two
samples is beneficial. Even if connecting very close nodes is possible, the benefit of adding these edges to
the roadmap is outweighed by the cost of computation and storage as these edges are rather long due to the
necessary turns.
C. Sampling strategy - Neighborhood definition
As mentioned before, the chosen roadmap is not a fully connected graph. The presented planning approach
uses a neighborhood radius to determine which nodes to connect. The following points favor shorter edges,
i.e. a smaller neighborhood radius. Collision checking for long edges is computationally expensive.5 As each
edge is approximated using straight line segments multiple collision checks need to be performed for longer
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Figure 10: Number of edges for a node depending on the neighborhood radius and the distance between
samples.
(a) (b)
Figure 11: Non post-processed paths with neighborhood radius 2, 4 · rmin (a) and 3 · rmin (b) for a sample
distance of 50 m
edges. Furthermore, longer edges are more likely to intersect with obstacles. Thus, very long edges should
be avoided. Figure 10 shows the number of neighbors of a sample depending on the neighborhood radius for
different numbers of samples. The number of neighbors grows exponentially with the radius. Especially for
densely sampled roadmaps, the neighborhood radius should be chosen small.
However, the neighborhood radius must at least be equivalent to the minimum distance between samples
as determined by the sampling density. Furthermore, paths resulting from roadmaps with very short edges
tend to exhibit multiple unnecessary turns as due to the azimuth sampling, nodes which are close to each
other with respect to the Euclidean distance in R3 might have different azimuth angles. Thus, increasing
the neighborhood radius typically yields shorter solution paths. Fig. 11 shows this behavior, where the same
path query is solved using roadmaps with two different neighborhood radii without post-processing. While
for 2, 4 · rmin the resulting path contains multiple turns, a larger neighborhood radius of 3 · rmin yields a
much straighter path. The choice of an appropriate value for the neighborhood radius based on simulations
will be discussed in a later section.
VII. Simulation
The following simulations were conducted in the sparse environment as well as in Berlin downtown to
guide the choice of the aforementioned roadmap parameters and to illustrate the planners applicability.
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(a) Sparse without post-processing

























(b) Sparse with post-processing

























(c) Berlin without post-processing

























(d) Berlin with post-processing
Figure 12: Path cost for different sampling distances and neighborhood radii for the sparse and the Berlin
downtown scenario.
A. Parameter Variation
To determine the sampling density and neighborhood radius, simulations are carried out using varying
parameter sets to determine a feasible combination. The sampling density and the neighborhood radius are
varied and the costs of the resulting paths with and without post-processing are compared. The results
are depicted in fig. 12. The neighborhood radius is given in multiples of rmin. Each cell in the figure
corresponds to one set of parameters. The cost is color-coded using different shades of grey, where lighter
shades correspond to lower costs. Black cells refer to parameter setting for which at least one user waypoint
cannot be reached using the roadmap.
The figure shows that the solution quality decreases with increasing distance between samples and de-
creasing neighborhood radius. Additionally, the scenario ”Berlin”, i.e. the urban scenario seems to be more
difficult than the sparse scenario. The following section covers this aspect in more detail.
For the sparse scenario, a sampling distance of approximately 55 m and a neighborhood radius of 2, 5·rmin
lead to good results. The post-processing has a significant influence on the overall length of the path. Even
poor initial solutions benefit significantly from post-processing. As most of the obstacles have the same
height, the shortcut optimization is very efficient at altitudes above the roofs of the buildings.
For the denser urban scenario, sparse sampling leads to planning failure as can be observed by the black
cells in the figure. A neighborhood radius smaller than 2, 5 · rmin also leads to bad results. Results start to
improve for radii equal or larger than 3 · rmin. However, the distance between samples should not exceed 50
m. Post-processing does not have such a strong effect on the path as it had in the previous scenario. The
environment contains several tall building which prohibit significant shortcut optimization.
12 of 16































































































Figure 13: Roadmap construction time for the sparse scenario (a) and downtown Berlin (b).
Fig. 13 shows the roadmap construction time for different sampling densities and neighborhood radii.
The roadmap for the sparse scenario (left) requires a lower construction time than the scenario Berlin, as
its dimensions are much smaller. A neighborhood radius 3, 5 · rmin leads to a initial roadmap construction
time of 600 seconds for the urban scenario. However, as discussed before, a sample distance of 50 m and
a neighborhood radius of 3 · rmin already yield short paths. This parameter setting requires a shorter
computation time of only 180 seconds.
Finding a balance between good coverage of the free space and computation time is difficult. Figure 14
shows the number of edges within the roadmap for which the horizontal path is of type CCC over the
neighborhood radius. For neighborhood radii smaller than twice the minimal turning radius, one third of all
connections is of type CCC which is in general not desirable, as these edges tend to be long and collision-
prone. For neighborhood radii greater and above 2, 8 · rmin good solutions even without post-processing are
achievable. For the urban Berlin scenario the distance between samples cannot be greater than 50 m to
obtain good results. Increasing the neighborhood radius to more than 3 · rmin increases the computation
time excessively. Thus, a distance between samples of 50 m and a neighborhood radius of 3 · rmin yields the
best trade-off for the two scenarios evaluated.
B. Excluding paths of type CCC from the roadmap
As explained previously, time optimal paths for a Dubins vehicle are either of type CSC or CCC. Paths of
type CCC are typically only time-optimal, if the Euclidean distance between start and goal configuration
is very small and there is a significant difference in azimuths. However, the path length of a CCC path is
usually long compared to the Euclidean distance between the two configurations. As the objective of the
path planner is to find a short path, CCC paths are usually not part of a solution paths. This raises the
question, whether CCC tpye paths should not be considered during roadmap construction. As shown above,
the percentage of CCC type connections in the roadmap for reasonable neighborhood-radii is small. Thus,
excluding CCC paths from the roadmap only reduces the number of total edges in the graph by a small
fraction for the neighborhood radius determined above.
For neighborhood radius of approximately 3 ·rmin fig. 15 shows the time savings due to the reduced num-
ber of collision checks if CCC edges are excluded from the roadmap during roadmap construction. Filtering
CCC edges reduces the computation time by 13 % and 17 % respectively.
However, filtering these edges might results in nodes being disconnected from the graph which can only
be connected to the roadmap by means of collision-free CCC paths. Thus, in a worst-case scenario the
possible sole solution path to a user defined waypoint might be filtered. Thus, the filtering is optional in our
implementation.
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Figure 15: Roadmap construction time for the sparse scenario (a) and Berlin downtown (b).
C. Resolution of the world representation
As explained before, the terrain is represented using a polygonal world representation. However, there is a
trade-off between necessary storage, computation time spend collision checking against each polygon within
a certain volume and the accuracy of the world model.
Depending on the required precision the resolution of the world model can be adapted. As the roadmap
can be understood as free-space representation, the resolution of the world model has to be higher than
the sampling density. Furthermore, the chosen resolution also depends on the the terrain itself. Especially
urban terrain requires a high resolution to represent narrow street canyons with sufficient accuracy. As
computation and storage increases significantly with resolution, we use the mesh simplification procedure
presented in ref. 27
However, for unmanned aircraft with limited maneuverability a world representation at a very high
resolution is not efficient as modeling for example narrow passages that cannot be entered by the vehicle due
to its constraints could be omitted from the world model.
We used the Berlin downtown scenario to evaluate different resolutions. To force the path to enter narrow
passages, waypoints were placed accordingly, see fig. 16.
Table 2 lists memory footprint of the world model for the original model, the simplified mesh and whether
the planning succeeded for terrain representations with a resolution of 1 m, 2 m, 4 m and 8. A safety distance
of 5 m was used. Only the world representations at 1 m and 2 m resolution lead to an overall successful
plan. For 4 m and 8 m not all user waypoints could be reached.
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Figure 16: Path before (yellow) and after post-processing (blue) through multiple waypoints close to the
ground in downtown Berlin.
x/y-Res. [m] Size. [MB] Size. red. [MB] RM [s] Goal reached
1 729 276 611 Y
2 181 99 286 Y
4 45 32 191 N
Table 2: Comparison of different world resolutions
Table 2 depicts the storage footprint of the world model with and without the aforementioned mesh
simplification. Roadmap construction was only performed for the simplified meshes. Reducing the resolution
from 1 m to 4 m reduces the memory requirement by a factor of 8. The roadmap construction is sped up by
a factor of 3.
A high resolution is in general beneficial for complex urban terrains. For the given planner and vehicle, a
resolution of 2 m is found to be suitable, which allows for optimal use of the aircraft’s capabilities. A higher
resolution increases the computation time without improving the results. The sampling density needs to be
chosen accordingly in order to leverage the high world model resolution.
Finally, fig. 16 shows the paths obtained for the example urban scenario inlcuding post-processing using
the parameters determined above.
VIII. Conclusion
This paper presented the development of a path planner for the Prometheus fixed-wing aircraft operating
in environments densely populated by obstacles. We use a Dubins aircraft model to account for the dynamic
and nonholonmic constraints of the aircraft and build a roadmap using deterministic sampling in position and
azimuth to generate roadmap nodes. Optional geometric post-processing steps improve the found paths with
respect to its length. A good set of parameters for the roadmap including sampling density and neighborhood
radius is obtained through simulation studies of varying parameter sets. The planner solves path planning
queries quickly even in challenging environments and produces intuitive and short paths which are feasible
with respect to the constraints of the Dubins aircraft. Most computation is done once before any path
query is performed. Thus multiple path queries can be answered rapidly. This helps solving task scheduling
problems with real flight path length information obtained from the roadmap planner. Future research could
consider smoothing the flight path angle or adding the flight path angle as a degree of freedom in the sampling
process. Additionally, the online capabilities for pop-up obstacles as presented in ref. 9 could be examined
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as the current implementation brings the necessary foundation but has not yet been made completely online
capable.
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