Abstract. Supporting service discovery by semantic service specifications is currently an important research area. While the approaches for the annotation of individual services are well researched, determining the semantics of compositions of services remains an open research issue. In this paper, we present an approach to generate the semantics of service compositions from the semantics of the contained services. To do this we assume a formal Workflow net model of the service composition. With an example use case we show how this works in practice.
Introduction
Discovery, composition, and management of services are the most important tasks in a service-oriented architecture (SOA) [1, 2] . To perform them successfully in a large service landscape, semantic specifications of service functionality are important [3] [4] [5] . While several approaches for the description of individual service functionality exist, how to determine the functionality of service compositions remains largely unclear. It is the aggregation of the functionality of the individual services inside the composition. But determining this in the presence of complex control flow constructs is challenging. In this paper, we provide a formal model for the calculation of service composition functionality based on Petri nets that allows us to calculate the functionality for processes containing and-or xor-splits and joins.
There a several approaches for the description of individual service functionality through semantic service specification. The two most prominent approaches are OWL-S [6] and WSMO [7] . In OWL-S a service has a service profile that contains the functionality description consisting of input, output, precondition, and effect. These four elements describe the functionality of the service. The input describes the input parameters of the service; the output describes what the service returns. With precondition and effect logical expressions can be formulated to describe the states in which the service is invokable and that are reached by invoking the service. WSMO has a very similar model: A service has capability consisting of precondition, assumption, postcondition, and effect. While precondition and postcondition correspond to input and output in OWL-S, assumption and effect correspond to precondition and effect in OWL-S. So while they differ in syntax, terminology, and in the logical foundations used to express service functionality, they both agree on extending service descriptions by logical expressions to describe the situation in which a service is invokable and the effects on the situation by invoking the service [8] . Having semantic service specifications, facilitates the discovery of services. As the functionality of services is known, matchmaking can be used to find services matching given preconditions and effects. Composition and management both heavily rely on discovery so semantic service specifications support them as well.
We argue that knowing what a service composition does is equally important as knowing what individual services do. A service composition is not the task of creating the process but the resulting process that can be enacted. Knowing the functionality of a service composition is important if discovery is not only performed on individual services but also on service compositions. While no individual service fulfills the request, an existing composition might fulfill it. Finding it, saves us from re-modeling it. Also service compositions can be exposed as services again. This service requires a semantic service specification. By giving means to calculate the functionality of the new service from the functionality of the services it is composed of, the publication of the new service is simplified.
One might be interested in what a service composition does to verify that it works as expected. After modeling a service composition, one can calculate the functionality and check, manually or automated, whether it provides the desired functionality. This verification task can also be part of a semi-automated service composition approach. In [9] and [10] we introduced three mixed initiative features for semi-automated composition: filter inappropriate services, suggest partial plans, and check validity. While the two first features can be implemented using existing service matchmaking and automated service composition approaches, the last one can be realized by the work presented in this paper. A last use case for the verification of service composition is the verification of automated service composition results. While proofs for the correctness of automated service composition approaches exist, bugs in the implementation or incorrect service specifications can lead to erroneous service compositions. Checking whether the created service composition serves the intended purpose, can detect some of problems.
In the next section, we will give a short overview of Petri nets and workflow nets. Then in Section 3 we will present our formal model on how to express the semantics of services inside a Petri net. This model will serve as the foundations for the algorithms presented in Section 4 for the calculation of service composition preconditions and effects. Afterwards, in Section 5, we will show how this algorithm works with a service composition example and demonstrate our tool that implements these algorithms. The paper closes with an overview of related work in Section 6 and the conclusion in Section 7.
Preliminaries: Petri nets & Workflow nets
This section describes the notions of Petri nets and workflow nets. A Petri net is a directed bipartite graph. It contains two sets of vertices: places and transitions.
The directed edges connect either a place with a transition or a transition with a place. Definition 1. A Petri net is a triple n = (P, T, f ) with:
The sets of places and transitions are disjoint : P ∩ T = ∅ The input and output places of a transition t are denoted with ·t and t·. Each place can host multiple token. The assignment of tokens to the places of a Petri net is called the marking:
A marking is function m : P → N that assigns to each place the number of tokens in this place.
The marking represents the state of the Petri net. State changes of the Petri net result in different markings. State changes can occur when an enabled transition fires: Definition 3. A transition t is enabled if all its input places ·t contain at least one token.
If a transition t fires one token is removed from each input place and one token is added to each output place.
Petri nets are a very generic concept to describe processes. Workflow nets restrict the notation of Petri nets to a subset sufficient for modeling the control flow of workflows:
-The net has one input place i (no incoming transitions) -The net has one output place o (not outgoing transitions) -Every vertex v ∈ P ∩ T is on a path from the input place to the output pace.
A workflow net is sound if it terminates with one token in place o and no tokens in any other place and it does not contain any dead tasks. In the following we will limit ourselves to sound workflow nets to model service compositions.
Formal Model
To support the calculation of service composition functionality, workflow nets need to be extended to incorporate service semantics. Before this can be done, we first need to define a few basic concepts. A service is a discrete business functionality. It is described by a service specification:
Definition 5. A service specification s = (I, O, pre, ef f ) is a tuple with -I: List of input parameters consisting of variables ∈ V -O: List of output parameters consisting of variables ∈ V -pre: The precondition of the service is a logical expression and must be satisfied in order to invoke the service. -ef f : The effect of the service is a logical expression. It describes the changes to the current state resulting from the invocation of the service.
A service invocation i = (s, z) is a pair consisting of a service specification s and a variable assignment z : V → T ground that assigns every variable a ground term. Variables v ∈ V are all the elements from I and O plus the variables in pre and ef f .
IN V is the set of all possible service invocations for a given set of service specifications.
Service invocations represent the atomic elements of service compositions. They are ordered in such a way to reach the goal of the service composition. In a workflow net they are the transitions. Hence, to represent them in a workflow net, the definition for workflow nets needs to be extended:
Definition 6. A semantic workflow net is a 4-tuple sn = (P, T, f, l s ) is a Petri net n = (P, T, f ) with a function l s : T → IN V that maps each transition to a service invocation.
Finally, we need to refine the concept of states. In a workflow net the state is the marking assigning tokens to the place of the net. But given logically specified service semantics, a logical state exists as well. The logical state is a logical expression assigned to each marking of a workflow net. How these states are calculated will be presented in the next section.
Calculation of Service Composition Precondition and Effect
How to calculate the precondition and effect of given a semantic workflow net is described in this section. First the effect calculation will be introduced. Afterwards it is shown how this algorithm can be modified and extended to calculate preconditions. To do this, we need to define what happens when a service is invoked:
Invoking service s variable assignment z in state a leads to a state transition. This can be defined by the state transition function γ(a, i) = a ef f \ ({x|¬x ∈ ef f } {¬x|if x ∈ ef f }). γ is a partial function only defined if a |= pre.
If an invokable service is invoked, all its effects are added to the state. Then all the facts of the state which are negated in the effects and all negated facts of the state which are not negated in the effects are removed from the new state.
Calculation of Effects
The calculation of the effects of a service composition works by recursively defining the current state for markings of the workflow net. Before we can show how this is done, we need to introduce the reachability graph:
Definition 8. Given a semantic workflow net n = (P, T, f, l s ) and an initial marking m 1 the reachability graph is a directed, labeled graph mg = (V, E, l V , l E ). The vertices V represent the possible markings. The labeling function l V : V → M assigns to each vertex the according marking. The edges E represent the transitions of the Petri net. The labeling function l E : E → T assigns a transition to every edge.
Given this notion of a reachability graph the logical state for a given marking can be defined based on the logical states of its preceding markings:
The effect of a service composition is the logical state assigned to its final marking.
This means that the state for a marking is given by the states of its preceding markings and the effects of the transitions leading from them to the current marking. If a marking has more than one incoming marking, several actual states are possible. To express this in one state, all possible states are combined disjunctively. With this possibility to calculate the logical state for a marking, the effect of a workflow net is the state assigned to its final marking. To show how this works we will now look at three prominent examples: sequence, and-split and -join, xor-split and join. For each, its effect will be calculated.
First, Figure 1 shows a workflow net containing a sequence and all possible markings. The initial marking is m 1 T with s m1 = {}; m 3 is the final marking and we want to calculate s 3 . To calculate it we need to solve γ(s m2 , t 2 ) which can be reduced to γ(γ(s m1 , t 1 ), t 2 ) = γ(γ({}, t 1 ), t 2 ) = a ∧ b
Similarly compositions with and-splits and -joins work (Fig. 2) . This process has the following markings:
This results in the reachability graph displayed in Figure 3 . To calculate the service composition effect, the logical state assigned to the final marking M 6 needs to be calculated. This state is given by 
As you can see, even though the algorithm introduced a disjunction, it can be reduced to the expected outcome. Finally, let us look at a composition with xor-splits and -joins. This composition is depicted in Figure 4 . It has the following markings: The initial marking has two succeeding markings: m 2 and m 3 . And both markings have exactly one succeeding marking m 4 , the final marking. Calculating the state s m4 works as follows: s m4 = γ(s m2 , t 3 )∨γ(s m3 , t 4 ) = γ(γ(s m1 , t 1 ), t 3 )∨ γ(γ(s m1 , t 2 ), t 4 ) = (a ∧ c) ∨ (b ∧ d). So this results in an effect for the composition one might expected. Either t 1 and t 3 or t 2 and t 4 are invoked. Actually, the service effect also allows for a third possibility: all four transitions are invoked. This does not map exactly to the semantics of the Workflow net, which forbids this possibility. While using exclusive or would solve this problem, it opens up another one. The previous Workflow net contained an and-split and an and-join. In it the transitions t 2 and t 3 can fire in arbitrary order leading to distinct markings. In logics, the order of propositions is irrelevant, rendering (a ∧ b ∧ c) and (a∧c∧b) equivalent. Using inclusive or, this means that they can be merged. But with an exclusive or this results in a contradiction. Therefore, we choose the inclusive or leading to composition effects that are less restrictive than implied by the Workflow net. One possible solution to overcome this problem, is to replace the inclusive or by an exclusive or only after the whole calculation is finished and possible contradictions are resolved. This is allowed if only those axioms of the boolean algebra (A, ∧, ∨) are used that are also defined in the corresponding boolean ring (A, ⊕, ∧) plus idempotence.
In all examples listed above, the service effects were quite simple consisting of a singular fact. But service effects can be more complicated. They can contain conjunctions and disjunctions. In the next section, we will look at such a more complicated example. They may also contain first-order literals containing variables. Of course, these variables must be grounded in the service invocations assigned to the transitions.
The main restriction the algorithm currently has is that it does not allow for cycles in the workflow net. Because if it encounters a workflow net with cycles, the algorithm is not guaranteed to terminate. But for acyclic workflow nets termination is guaranteed.
Precondition Calculation
If it is possible to calculate the effects of a service composition, calculating the precondition should work similarly. In principle, this works like the effect calculation in reverse. Instead of calculating the state achieved when invoking the service composition, we want to determine the requirements on a state necessary to invoke the service. This works by starting from the initial marking and adding up all the preconditions until reaching the final marking. But there is one important distinction. Preconditions of services inside the compositions can be fulfilled by the effects of preceding services. These preconditions do not need to specified as part of the service composition precondition.
Definition 10. The precondition pre m for a marking m is given by pre m = pre m ∪ (pre i − s m ) for all pairs pre m and i with i = l s (l E (e)) where e = (m, m ) ∈ E and pre m is the precondition of m . The final marking has the empty precondition pre f inal .
The precondition of a service composition, is the precondition pre m1 of its initial marking.
So instead of traversing the reachability graph backward until reaching the initial marking, the graph is traversed forward until the final marking is reached. Before adding the precondition of a service to the precondition of a marking, all the facts already known in the current logical state are removed. This ensures that preconditions satisfied by other services are not added to the precondition of the service composition. The current logical state can be calculated given the method for service composition effects described earlier.
As this algorithm is quite similar to the effect calculation algorithm, only one example will be demonstrated: the process with and-splits and -joins from Figure 4 . In contrast to the other figures, it also lists the preconditions for the services. To calculate the precondition of composition, we need to calculate the precondition for m 1 . It is given by
. Intuitively, we connect the two possible paths disjunctively and remove the precondition of t 3 because it is already fulfilled by the effect of t 1 .
To sum up, in this section we have seen how service composition preconditions and effects can be calculated. Both algorithms, are based on traversing the reachability graph containing all possible state transitions. The algorithm to calculate service composition preconditions requires the calculation of logical states for each marking except for the final marking. Having calculated the precondition, the effect calculation is reduced to determining the logical state for this final marking without traversing the reachability graph.
Example & Tooling
In this section a more complicated example is introduced and it is shown how it can be analyzed with our tool. The tool is a command line tool implemented in Java that reads Petri nets specified in the LoLA format [11] . We extended this format to incorporate preconditions and effects of transitions. An extract from our example looks like this: PLACE s1, s2, s3, s4, s5, s6, s7,s8; Such a file defines places, transitions and the initial marking for a Petri net. Each TRANSITION contains two additional sub-elements, PRECONDITION and EFFECT, describing the semantics of this transition. The example used in this section is an order process (Fig. 5) . After ordering, shipment and sending the receipt are done in parallel. Depending on the requested shipper, one out of two allowed shippers is selected. Preceding the two shipment services are empty transitions. They do not perform any functionality but just decide which route should be taken. This example contains an and-split, an and-join, an xor-split, and an xor-join. To not overload the diagram, it does not contain the semantics for the transitions. They are instead depicted in Table5.
Transition Precondition
Effect order ordered send receipt ordered rsent shipping1 ordered ∧ shipper1 shipped shipping2 ordered ∧ shipper2 shipped close rsent ∧ shipped order closed Table 1 . Preconditions and Effects of the Services Using the tool, it is possible to calculate the semantics of the composition. As the effect it calculates order c losed ∧ ordered ∧ rsent ∧ shipped. The interesting fact about this effect is that it does not contain a xor even though the composition contained an xor-split. But as both possible paths have the same semantics (the order is shipped) this is explainable. The calculated precondition is (ordered∧rsent∧shipped∧shipper1)⊕(ordered∧rsent∧shipped∧shipper2). Obviously, the preconditions fulfilled by preceding services are not removed from the composition's precondition. This is a weakness of the current implementation. It uses a simplistic, propositional reasoner developed specifically for this tool. One of the next steps, is to replace it by a full fledged reasoner like Pellet.
Related Work
The algorithms presented allow the calculation of service composition preconditions and effects. This allows for the automated generation of service specification and the verification of service compositions.
In spite of these possible applications, only a few similar approaches exist. Koschmider and Ried [12] present a work that sounds quite similar to the one we present in this paper: Semantic Annotation of Petri nets. They show how Petri nets can be expressed in OWL to allow reasoning about their properties. So they are using Semantic Web technologies to prove properties about the syntactic structure of the process. Our approach instead extends the syntactic structure by semantic service annotations and uses known syntactic properties of the control flow to derive the semantics of the whole composition. In [13] they apply their formalism to allow for the auto completion of business processes.
Much more similar is the work by Narayanan and McIlraith [14] . They present an execution semantics for DAML-S (now OWL-S) based on Petri nets. The main difference to our approach is that they express atomic DAML-S processes (or services) as Petri nets. Each service consists of several places and transitions mapping the preconditions and effects to Petri net constructs. In our approach each service corresponds to exactly one transition in the Petri net. Another difference is that we define formally how the Petri net is build up from the atomic services whereas Narayanan and McIlraith only state this informally.
Many approaches for the automated composition of services exist [15] [16] [17] [18] [19] . They can be seen as related work as their algorithms create a service composition with a requested functionality. But they all fail to make this explicit. This gap is filled by this paper.
In the Tools4BPEL project the relationship between Petri nets and service compositions in general is investigated. This includes the mapping of BPEL processes to Petri nets [20] . This work can be used to create the Workflow nets necessary for the presented algorithm.
Conclusion
In this paper we presented an approach to calculate the preconditions and effects of service compositions based on semantics of individual services and a Petri net representation of the service composition. Using this approach it is now possible to automatically calculate the preconditions and effects for service compositions. This allows us to verify the correctness of compositions and their publication as services. We also introduced a tool that implements the described algorithms.
In the future we want to extend the precondition and effect calculation to cyclic Workflow nets. To reach this goal, both algorithms need to be adjusted to detect previously visited markings in the reachability graph. This functionality can then be used to ensure termination of the algorithm. Additionally, it needs to be discussed what a cycle or loop means semantically. If the only modification to the algorithms is to prevent visiting the same marking multiple times, the semantics of a composition with loops is equivalent to the semantics of an identical composition without the backward transition. This is not very useful.
Reasoning about loops only makes sense if service preconditions and effects are described using first-order logic. Otherwise, multiple runs through the same loop do not change anything. Therefore, a new reasoner is necessary as the very simple reasoner currently used is not sufficient for this. So a next step is to integrate a full-fledged reasoner.
