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Resumen
Este trabajo tiene como objetivo mostrar algunas soluciones a los problemas encon-
trados en el desarrollo de un equipo de fu´tbol de robots que compitio´ en el campeonato
mundial Robocup 2004. Los robots desarrollados toman sus decisiones basa´ndose en un
modelo abstracto del entorno donde se encuentran, el cual debe ser lo ma´s preciso posible.
Por lo tanto, es imprescindible tratar de minimizar los errores que ocurren en la percepcio´n
del entorno realizada por el sistema de visio´n y los errores que pueden ocurrir al ejecutar
las acciones por parte del robot. Estas acciones podr´ıan tener un resultado diferente al
esperado en el modelo, debido a la carga de las bater´ıas, la superficie del campo de juego,
pequen˜as diferencias entre dos motores, etc. El trabajo incluye adema´s una evaluacio´n de
las soluciones y los resultados obtenidos.
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1. Introduccio´n
Este trabajo surge del desarrollo de un equipo de fu´tbol de robots [6] que compitio´ en el
campeonato mundial Robocup 2004 [5]. Como se explicara´ en detalle ma´s adelante, los robots
dispon´ıan de un sistema de visio´n global y de dos motores para su desplazamiento. Este trabajo
tiene como objetivo mostrar algunas soluciones a los problemas comu´nmente encontrados en la
percepcio´n de los objetos por parte del sistema de visio´n y tambie´n a problemas que pueden
ocurrir al ejecutar las acciones ba´sicas utilizando los motores.
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Como los robots desarrollados no son completamente reactivos, e´stos toman sus decisiones
basa´ndose en un modelo abstracto del entorno donde se encuentran, el cual debe ser lo ma´s
preciso posible. En busca de este objetivo, es imprescindible tratar de minimizar los errores que
ocurren tanto en la etapa de sensado, as´ı como tambie´n al momento de ejecutarse las acciones
que modifican el entorno en el que se situ´an.
Por ejemplo, el sistema de visio´n suele presentar ciertas imperfecciones. Un objeto esta´tico
dentro del campo de juego ilustra esta situacio´n, ya que la informacio´n provista por el sistema de
visio´n no es siempre la misma, en algunos casos variando considerablemente. Esto podr´ıa llevar
a la construccio´n de un modelo abstracto donde las posiciones de los objetos sean diferentes a
las reales, lo cual producir´ıa que se tomen decisiones incorrectas.
Con respecto a las acciones llevadas a cabo por los robots, es importante destacar que no
puede asumirse de antemano que dichas acciones tendra´n el resultado esperado en el modelo.
En este trabajo consideramos los siguientes posibles problemas: la carga de las bater´ıas que
accionan los motores de los robots afectan el rendimiento de e´stos, el tipo de superficie del
campo de juego afecta la respuesta de los motores, la inercia del robot tiene efectos sobre la
accio´n realizada, y por u´ltimo, pequen˜as diferencias entre dos motores que deber´ıan ser iguales
dificultan algunas acciones ba´sicas.
2. El entorno de desarrollo
Los problemas y soluciones que se presentan en este trabajo surgen del desarrollo de un
equipo de robots para competir en la liga E-League [3] del campeonato mundial de fu´tbol de
robots Robocup 2004. Robocup [4, 5] es un evento internacional cuyo objetivo es el desarrollo
de tecnolog´ıa en el a´rea de robo´tica e inteligencia artificial. En particular, E-league tiene como
objetivo principal priorizar el desarrollo de la inteligencia de los robots por sobre el desarrollo
de costosos y complejos componentes electro´nicos.
Un partido de la E-league se juega en una cancha de 1.52 x 2.74 metros y cada equipo tiene
como ma´ximo 4 jugadores que incluye al arquero. Los robots pueden tener disen˜os diferentes
mientras satisfagan las siguientes restricciones:
Un ma´ximo de 22 cm de dia´metro.
Un ma´ximo de 15 cm de alto.
A lo sumo 3 actuadores (motores).
Aunque no existen restricciones sobre el disen˜o de la inteligencia provista a los robots, su
comportamiento deber´ıa respetar las reglas tradicionales del fu´tbol.
Es importante destacar que aunque los robots sean programados para respetar el regla-
mento de un partido de fu´tbol, esta reglas pueden violarse por errores cometidos por el robot.
Por ejemplo, un error en el mecanismo de visio´n puede producir que un robot choque a otro
cometiendo una infraccio´n.
En E-league, la informacio´n del mundo real es provista por un sistema de visio´n global
comu´n a ambos equipos. Este sistema incluye una ca´mara de video conectada a un servidor
Figura 1: Esquema del hardware involucrado en la E-league [9]
(ver Figura 1) y un software de reconocimiento de ima´genes llamado Doraemon [10, 8] capaz
de distinguir los distintos objetos (jugadores y pelota) dentro del campo de juego.
La informacio´n de los objetos reconocidos por el Doraemon es enviada desde el servidor de
visio´n a las computadoras de los equipos participantes en un paquete con el formato mostrado
en la Figura 2
0 No. obj. Frame no. Time diff.
1 CamX CamY CamZ
2 Type Name Found? PosX PosY PosZ Orient. VelX VelY
... . . . . . . . . . . . . . . . . . . . . . . . . . . .
10 Type Name Found? PosX PosY PosZ Orient. VelX VelY
Figura 2: Formato de los datos provistos por el doraemon
En nuestro caso, del paquete de informacio´n anterior, para cada objeto se extraen u´nica-
mente algunos datos: si fue encontrado o no por el mecanismo de visio´n (found o nofnd), su
posicio´n en la coordenadas X e Y, su orientacio´n, y su velocidad en coordenadas X e Y. Por
ejemplo, para el robot 1 podr´ıa obtenerse la siguiente informacio´n “found 100 250 120 0 0”. La
coordenada X corresponde al ancho de la cancha y la coordenada Y al largo de la misma. La
orientacio´n es un valor entre 0 y 359 grados, y la velocidad puede tomar cualquier valor entero.
3. Disen˜o de los robots y las primitivas de movimiento
Debido a que la E-league tiene como objetivo el desarrollo de la inteligencia de los robots por
sobre el desarrollo de hardware, nuestros robots fueron construidos con Lego Mindstorms [2, 1].
Las principales ventajas de usar Lego son su bajo costo y la facilidad y flexibilidad en el armado
de cada robot. Sin embargo, una desventaja la presentan sus dispositivos de movimiento los
cuales introducen errores al realizar acciones muy precisas. Por ejemplo, el error al intentar
rotar un determinado a´ngulo puede ser de hasta 5 grados.
Figura 3: Dos de los robots del equipo
En el disen˜o f´ısico de los robots nuestro objetivo fue que cuenten con los siguientes movimien-
tos ba´sicos: ir hacia delante, ir hacia atra´s, rotar sobre s´ı mismo en ambas direcciones y realizar
arcos. Estas acciones ba´sicas sera´n denominadas de ahora en ma´s primitivas de movimiento.
El disen˜o elegido consta de so´lo 2 motores, con transmisio´n directa a cada rueda. Los motores
fueron ubicados en el centro del robot para permitir la rotacio´n sobre su eje. Se decidio´ emplear
este disen˜o debido a que permite realizar todas las primitivas de movimiento sin la necesidad
de un tercer motor para darle direccio´n al robot, simplificando adema´s la programacio´n.
La primitivas de movimiento empleadas esta´n caracterizadas por tres elementos: la direccio´n,
la velocidad de cada motor, y el tiempo durante el cual se ejecuta dicha primitiva (en el orden
de los milisegundos). Para la ejecucio´n de una primitiva, cada motor recibe durante un cierto
intervalo de tiempo dos elementos: la direccio´n (adelante o atra´s) y la velocidad representada
por un valor entero entre 0 y 255.
La decisio´n de utilizar primitivas de corta ejecucio´n en el tiempo se debe a que esto favorece
la reactividad en un entorno dina´mico, como lo es un partido de fu´tbol, donde todos los obje-
tos se encuentran en movimiento simultaneo. Con lo cual los objetivos de cada robot pueden
cambiar muy ra´pidamente.
4. Posibles errores en el sensado y en las acciones
Como muestra el esquema de la Figura 1, para cada robot un agente de software utilizara´ la
informacio´n provista por el sistema de visio´n global, y tomara´ decisiones que se transformara´n en
primitivas de movimiento las cuales sera´n trasmitidas a los robots a trave´s de sen˜ales infrarrojas.
En este esquema existen dos puntos cr´ıticos en los cuales pueden introducirse errores: el sistema
de visio´n y la ejecucio´n por parte de los robots de las primitivas de movimiento.
4.1. Errores en la visio´n
Si bien el sistema de visio´n permite aislarse de la captura de la informacio´n y concentrarse
solamente en la toma de decisiones, este sistema presenta ciertas imperfecciones. Esto podr´ıa
llevar a la construccio´n de un modelo abstracto para los agentes de software donde los posibles
errores en la visio´n produzcan que se tomen decisiones incorrectas. Un objeto esta´tico dentro
del campo de juego ilustra esta situacio´n, ya que la informacio´n provista por el sistema de visio´n
no es siempre la misma, en algunos casos variando considerablemente. Por ejemplo, estando
la pelota detenida es comu´n que el sistema de visio´n entregue la siguiente informacio´n en el
tiempo:
“ball found 100 250 0 0 0”
“ball found 100 255 0 0 0”
“ball found 105 240 0 0 0”
“ball found 102 252 0 0 0”
Los errores del sistema de visio´n se pueden categorizar de la siguiente forma:
El objeto no es encontrado.
El objeto es encontrado aunque su ubicacio´n no es la correcta.
La informacio´n de un objeto es correcta pero desactualizada.
El primer caso ocurre cuando el sistema de visio´n no logra reconocer el objeto. Por consi-
guiente el sistema de visio´n global informa de esta situacio´n a trave´s del para´metro encontrado
indicando adema´s que la informacio´n provista no es certera. Por ejemplo, en la siguiente se-
cuencia el cuarto elemento corresponde a un error en el cual el sistema no logro´ reconocer al
robot 1.
“robot1 found 100 250 120 5 0”
“robot1 found 105 250 120 5 0”
“robot1 found 110 250 120 5 0”
“robot1 nofnd 150 350 190 0 0”
“robot1 found 120 250 120 5 0”
El segundo problema ocurre cuando un objeto es encontrado durante un per´ıodo de tiempo
en una determinada ubicacio´n y de repente aparece en otra posicio´n, muy distinta a la anterior,
sin que el objeto se halla podido desplazar hacia esa ubicacio´n tan ra´pidamente. Por ejemplo, en
la siguiente secuencia el quinto elemento corresponde a un error en el cual el sistema reconocio´ al
robot 1 en una ubicacio´n incorrecta.
“robot1 found 100 250 120 5 0”
“robot1 found 105 250 120 5 0”
“robot1 found 110 250 120 5 0”
“robot1 found 115 250 120 5 0”
“robot1 found 800 550 120 5 0”
“robot1 found 125 250 120 5 0”
La situacio´n en que la informacio´n es correcta pero desactualizada se da generalmente con
los objetos en movimiento, donde si bien la informacio´n es coherente no es correcta debido a
que pertenece a un instante de tiempo anterior. Un ejemplo de esto se ve claramente en el caso
en el cual el objetivo es avanzar hasta una determinada posicio´n donde el robot debe deterse.
Debido al retraso inherente de la informacio´n el robot se detiene varios cent´ımetros despue´s.
4.2. Errores en la ejecucio´n de las primitivas de movimiento
Una vez que la informacio´n proveniente del sistema de visio´n es procesada, y las decisiones
en base a esta informacio´n fueron tomadas por un agente de software, una accio´n debe ser
ejecutada por el robot. El problema aqu´ı, es que no puede asumirse de antemano que la accio´n
que realizara´ el robot tendra´ el resultado esperado. Pueden existir diferentes fuentes de error al
ejecutar las primitivas y en consecuencia las acciones realizadas podra´n discernir de lo esperado
en el modelo abstracto.
Hemos categorizado a los errores al ejecutar acciones de la siguiente forma:
La carga de las bater´ıas que accionan los motores de los robots afectan el rendimiento de
e´stos.
El tipo de superficie del campo de juego afecta la respuesta de los motores.
La inercia del robot, al momento de realizar la accio´n, tiene efectos sobre la accio´n misma.
La diferencia entre motores similares dificulta algunas acciones ba´sicas.
La fuente de alimentacio´n de los robots son 6 bater´ıas AA, las cuales, con el transcurso del
tiempo se van descargando, influyendo directamente en la respuesta de los motores a las primi-
tivas de movimiento. Por ejemplo, al ejecutar la primitiva de movimiento rotar con la ma´xima
fuerza con la bater´ıas totalmente cargadas, se obten´ıa una rotacio´n de aproximadamente 100
grados. Mientras que esta misma primitiva ejecutada con las bater´ıas a la mitad de su carga,
se obten´ıa una rotacio´n mucho menor, donde la diferencia era mayor a 30 grados.
El segundo problema ocurre debido a que la superficie sobre la cual se juegan los partidos
de la liga no es u´nica, pudiendo variar entre parquet, alfombra, cera´micos, cemento, etc. El
rozamiento caracter´ıstico de cada terreno puede generar que los efectos de una misma accio´n
tenga consecuencias dispares.
Debido a la inercia del robot al momento de realizar la accio´n, el resultado de e´sta puede
variar considerablemente. Por lo tanto, la accio´n depende no solo de s´ı misma, sino tambie´n del
estado de movimiento del robot al momento de realizarla. Una prueba que se puede realizar
para ver este problema, es la de ejecutar dos “dash” (movimiento hacia adelante) consecutivos
primero con un intervalo de tiempo entre los “dash” y luego sin el intervalo. En el primer caso
la distancia recorrida es menor.
Por u´ltimo, si bien todos los motores de Lego son de las mismas caracter´ısticas, existen
pequen˜as diferencias entre ellos, lo cual puede influir en la ejecucio´n de ciertas acciones ba´sicas.
Como por ejemplo avanzar en l´ınea recta. Si a un robot le indicamos que avance hacia adelante,
utilizando ambos motores a la misma velocidad, como puede ocurrir que los motores no giren
exactamente a igual velocidad, la trayectoria recorrida no siempre sera´ una l´ınea recta.
5. Soluciones Propuestas
A continuacio´n se detallan algunas soluciones propuestas para los problemas tanto de visio´n
como de accio´n anteriormente descritos. Dichas soluciones buscan privilegiar simplicidad en su
implementacio´n, con el objetivo de minimizar el tiempo de respuesta, e intentan obtener un
resultado coherente.
5.1. Soluciones a problemas de visio´n
En el caso del problema de los objetos no encontrados, una solucio´n trivial ser´ıa descartar
los nuevos valores y reemplazarlo por el u´ltimo valor considerado como certero. Esta implemen-
tacio´n es viable en un entorno en el cual esta situacio´n ocurre muy espora´dicamente, haciendo
innecesaria una solucio´n ma´s compleja.
Sin embargo, cuando este problema se presenta con la suficiente continuidad como para
afectar la toma de decisiones, es necesario disponer de una mejor solucio´n. Para esto, una
alternativa es predecir la posicio´n futura del objeto de acuerdo a posiciones y las velocidades
previas del mismo, considerando el tiempo transcurrido desde ese instante.
Consideremos la siguiente secuencia:
“robot1 found 100 250 120 5 0”
“robot1 found 105 250 120 5 0”
“robot1 found 110 250 120 3 -2”
“robot1 nofnd 150 350 190 0 0”
La solucio´n consistir´ıa en reemplazar la ultima lectura “robot1 nofnd 150 350 190 0 0” por
la prediccio´n “robot1 found 113 248 120 3 -2”.
En el caso que el objeto es encontrado pero su ubicacio´n no es la correcta, si bien pueden
utilizarse las soluciones explicadas antes, previamente se debe determinar cuando una ubicacio´n
es incorrecta. Para esto, una primera aproximacio´n es determinar si la distancia a la u´ltima
ubicacio´n es mayor que un determinado valor. Una mejor solucio´n, pero que a su vez requiere
de mayor co´mputo, ser´ıa predecir la posicio´n y calcular la diferencia con la observada, si esta
diferencia es menor que un determinado valor se acepta dicho valor y sino se utiliza la posicio´n
predicha.
Por u´ltimo, el caso cuya solucio´n requiere de mayor elaboracio´n, es cuando la informacio´n
es correcta pero esta´ desactualizada. Una solucio´n posible es predecir la posicio´n del objeto
utilizando el vector velocidad. Cuando se conoce las acciones ejecutadas, es decir, cuando se
trata de la posicio´n propia, es posible realizar una prediccio´n mas precisa, teniendo en cuenta,
justamente las acciones realizadas y sus consecuencias.
5.2. Soluciones a problemas de Acciones
Con respecto a la diferencia que existe entre las acciones esperadas y las realmente obtenidas,
estas pueden clasificarse en dos grandes ramas:
Los errores esta´ticos.
Los errores dina´micos.
5.2.1. Errores esta´ticos
Los errores considerados esta´ticos son de naturaleza determinista, es decir, al ejecutar la
misma accio´n repetidas veces, en general el error encontrado es siempre el mismo. Las causas
de estos errores pueden ser, por ejemplo, la superficie sobre el cual se desplazan los robots o las
diferencias entre motores similares.
Un caso t´ıpico en donde la diferencia de terrenos modifica el comportamiento de los robots
es al girar una determinada cantidad de grados, por ejemplo 90. Esto se debe a que el giro
dependera´ del tiempo en que permanezcan encendidos los motores y de la resistencia aplicada
sobre las ruedas. Al variar las superficies, var´ıa dicha resistencia, por lo tanto, para mantener el
giro constante se debe aumentar o disminuir el tiempo en que los motores permanecen prendidos.
Para lograr esto hay dos alternativas, la primera ser´ıa buscar los distintos valores que se adecu´en
a las instrucciones de rotacio´n deseadas. Es decir, ir probando manualmente con distintos valores
de tiempo hasta determinar cual es el que logra el giro esperado. Una solucio´n mejor, aunque
ma´s elaborada consiste en que el agente mismo sea el encargado de realizar estas pruebas
automa´ticamente. A este proceso lo hemos denominado “autocalibracio´n esta´tica”, y consiste
en programar al agente de manera que antes de jugar un partido ejecute diferentes pruebas con
el objetivo de ir comparando la accio´n ejecutada con el resultado obtenido y automa´ticamente
modificar sus para´metros para lograr que el resultado de la accio´n ejecutada sea lo mas cercano
posible a lo esperado. Este proceso de autocalibracio´n esta´tica puede considerarse como un
entrenamiento previo o reconocimiento del terreno y hardware a usar.
Para las diferencias entre motores similares existen diversas soluciones, una posibilidad ser´ıa,
en caso de poseer varios kits de Legos, intercambiar entre los distintos motores para obtener
pares con similares respuestas. Una mejor aproximacio´n es, dado dos motores arbitrarios, uno
ligeramente mas ra´pido que el otro, disminuir la potencia del ma´s veloz hasta que ambos giren
a la misma velocidad. Esto tambie´n puede solucionarse incorporando a la velocidad del motor
como un para´metro y realizando una autocalibracio´n esta´tica.
Un ejemplo de esta autocalibracio´n ser´ıa, para el caso de querer avanzar en linea recta,
que el agente almacene su posicio´n actual, se desplace hacia delante y con su nueva posicio´n
determinar si realmente su trayectoria fue en linea recta. Si este no ha sido el caso, determinar en
que sentido sufrio´ la desviacio´n, realizar una pequen˜a correccio´n sobre el motor correspondiente
e intentarlo nuevamente. Luego, se repite este procedimiento hasta que el error obtenido sea
menor al error tolerado.
5.2.2. Errores dina´micos
Los errores dina´micos son aquellos que dependen de una circunstancia particular de juego
y var´ıan a lo largo del partido. Esta caracter´ıstica hace que dichos errores sean casi imposibles
de predecir y muy dif´ıciles de corregir. La causa de estos errores pueden ser el drenaje de la
bater´ıa, la inercia al momento de realizar la accio´n, entre otras.
La carga de las bater´ıas influye directamente en la velocidad de los motores y, en consecuen-
cia, a medida que transcurre el tiempo ampl´ıa la brecha entre el comportamiento esperado y el
realizado. Debido a las reglas del juego no es posible reemplazar las bater´ıas ni mucho menos
modificar co´digo alguno durante un partido, luego toda solucio´n a este problema debe implicar
decisiones tomadas por el agente de manera auto´noma. Una forma de lograr esto ser´ıa que
el robot tenga una base de conocimiento sobre las acciones que puede ejecutar y el resultado
de las mismas. Dicha base de conocimiento podr´ıa ser actualizada con el correr del partido,
observando para cada accio´n ejecutada el resultado obtenido. Esto no so´lo es dif´ıcil de lograr,
sino que adema´s, implica una carga extra en la toma de decisiones del agente, aumentando el
tiempo de respuesta lo cual en ciertos casos lo torna inviable.
Luego, una solucio´n intermedia a este problema ser´ıa actualizar la base de conocimiento
solamente en aquellas situaciones donde no influya tanto una toma de decisio´n tard´ıa. Por
ejemplo, que el arquero realice estas actualizaciones so´lo cuando la pelota este´ muy lejos del
arco propio. Se debe tener en cuenta, que en ciertas ocasiones la accio´n ejecutada no es la
esperada debido a circunstancias de juego, como por ejemplo el hecho de impactar contra otro
robot, en cuyo caso no se deber´ıa actualizar la base de conocimiento.
En ciertos casos la accio´n ejecutada no es la esperada debido a la inercia del robot al
momento de realizarla. Una de las alternativas para solucionar este problema es mantener la
informacio´n para cada accio´n, con la accio´n previa correspondiente y el resultado obtenido.
Esto genera una tabla de N × N donde N es la cantidad de acciones que puede realizar el
robot. Cuando N es muy grande, esta solucio´n se torna inviable. Un posible simplificacio´n es
solamente diferenciar para cada accio´n, si los motores se estaban moviendo previamente y en
que sentido.
6. Evaluacio´n de las soluciones y resultados obtenidos
6.1. Visio´n
Para el caso de los objetos no encontrados, la solucio´n que nuestro equipo utilizo´ fue la ma´s
simple, es decir, mantener la u´ltima informacio´n certera. No se implemento´ una solucio´n ma´s
elaborada debido a que en nuestro laboratorio no era necesaria, ya que e´stos errores ocurr´ıan
espora´dicamente. A diferencia de lo esperado, en la competencia las condiciones no eran las
o´ptimas, generando estos errores ma´s frecuentemente.
La otra alternativa propuesta, que consist´ıa en predecir la posicio´n actual en base a la
historia previa, fue implementada por uno de nuestros competidores. Esto les permitio´ un mejor
desempen˜o en ocasiones donde el per´ıodo de tiempo en que los objetos no eran reconocidos era
mayor al que nosotros espera´bamos. Sin embargo, esta solucio´n tambie´n fallaba cuando este
intervalo de tiempo se extend´ıa demasiado.
Para el caso en que el objeto era encontrado, pero su ubicacio´n no era la correcta, el
me´todo que utilizamos para reconocer esta situacio´n fue la de determinar la distancia entre
las dos u´ltimas ubicaciones. Si e´sta era menor que un ma´ximo desplazamiento posible, la nueva
ubicacio´n era tomada como va´lida. En caso contrario, se utilizaba una prediccio´n.
Cuando la informacio´n obtenida era correcta aunque desactualizada, los resultados obtenidos
por la utilizacio´n de predicciones simples no fueron lo suficientemente satisfactorios como para
poder ser tomados en cuenta. Las soluciones para lograr una prediccio´n capaz de permitir una
mejor toma de decisiones requer´ıan de una amplia base de conocimientos y mayor tiempo de
procesamiento. El costo adicional de mantener esta base de conocimiento sumando al incremento
en tiempo de ejecucio´n en cada toma de decisio´n puede hacer que esta solucio´n no sea viable.
6.2. Accio´n
Lo solucio´n implementada para contemplar el problema de los distintos resultados de las
primitivas de movimiento debida a la diferencia entre las superficies del terreno, as´ı como el
nivel de carga de las bater´ıas fue la de autocalibracio´n esta´tica.
Antes de cada partido, cada primitiva se ejecutaba repetidas veces, descartando el valor
mı´nimo y el ma´ximo, y promediando los restantes valores. De e´sta forma, se pod´ıa predecir el
resultado obtenido de cada primitiva en funcio´n de esa cancha en particular, y del nivel de carga
de las bater´ıas. Los valores obtenidos eran almacenados en una base de conocimiento, la cual era
utilizada para la toma de decisiones. Los resultados obtenidos a trave´s de esta implementacio´n
fueron satisfactorios, pero su precisio´n depend´ıa en gran parte de la exactitud de la informacio´n
provista por el sistema de visio´n.
Para las diferencias entre motores similares la solucio´n implementada fue, primero buscar
las pares de motores con menor diferencia de velocidad. Una vez hecho esto, se bajo´ la potencia
suministrada al motor ma´s ra´pido, logrando que cada robot puede desplazarse en l´ınea recta.
Esta fue la implementacio´n utilizada en un principio, y debido a que los resultados obtenidos
fueron satisfactorios a lo largo de todo el proyecto, no fue necesario una implementacio´n ma´s
compleja como hubiera sido una calibracio´n automa´tica previo a cada partido.
Como los resultados obtenidos por la autocalibracio´n esta´tica fueron satisfactorios y adema´s
considerando que en cada partido utiliza´bamos bater´ıas con ma´xima carga inicial, se decidio´ no
incluir una autocalibracio´n dina´mica en el co´digo de los agentes.
7. Conclusiones y Trabajo Futuro
En general, cualquier robot que genere un modelo abstracto del entorno donde se encuentra
para tomar decisiones, necesita que este modelo sea los ma´s preciso posible. En busca de este
objetivo, es imprescindible tratar de minimizar los errores que ocurren tanto en la etapa de
sensado, as´ı como tambie´n al momento de ejecutarse las acciones que modifican el entorno en
que esta´ situado.
Si bien con la intencio´n de minimizar la brecha existente entre la realidad y el modelo,
es posible utilizar hardware ma´s preciso, las distintas propuestas presentadas en este trabajo
permiten una solucio´n ma´s econo´mica buscando a la vez que la eficiencia sea comparable a la
provista por la alternativa anterior.
Como trabajo futuro se planea perfeccionar las te´cnicas de correccio´n de errores un mo´dulo
de ”filtrado”que reciba el paquete de informacio´n del servidor de visio´n y para aquellos valores
que no son confiables realice las correcciones correspondientes. Adema´s se experimentara´ la
utilizacio´n de un mecanismo de autocalibracio´n dina´mica.
Aunque el desarrollo de este trabajo esta´ basado principalmente en la E-League, las so-
luciones propuestas en este trabajo podr´ıan extrapolarse a otros dominios de aplicacio´n y en
particular a otras ligas de Robocup. En E-League se provee una visio´n global donde cada robot
conoce la ubicacio´n de todos los objetos dentro del campo de juego. Sin embargo, el esp´ıritu
de la Robocup es que las condiciones de juego sean las ma´s cercanas a la de un partido real,
para ello la visio´n de los robots deber´ıa ser parcial, dependiendo de la ubicacio´n y orientacio´n
del robot (como es el caso de las ligas simuladas [7]).
Con un visio´n parcial surgen nuevas complicaciones en la determinacio´n de la ubicacio´n
de los dema´s jugadores dentro del campo. Con estas nuevas restricciones la prediccio´n de la
ubicacio´n de los jugadores cambia radicalmente debido a que e´stos pueden no ser visibles por un
largo per´ıodo de tiempo, generando la necesidad de nuevas te´cnicas de correccio´n y prediccio´n.
Como complemento, es posible emplear te´cnicas de comunicacio´n entre agentes de un mismo
equipo para compartir la visio´n de cada uno.
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