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Abstrakt
Tato práce se zabývá porovnáním zpu˚sobu˚ pro uložení dat v databázových systémech a
to rˇadkoveˇ orientovaného ukládání a sloupcoveˇ orientovaného ukládání. Rˇádkoveˇ ori-
entované ukládání je rozšírˇené o index typu B+-strom a soucˇastí práce je implementace
sloupcoveˇ orientovaného úložišteˇ a RLE komprimace v tomto úložišti. Tato implemen-
tace porovnává ru˚zné dotazy pro všechny zpu˚soby ukládání dat a to hlavneˇ podle cˇasu
vykonání dotazu, pocˇtu I/O operací a komprimacˇního pomeˇru.
Klícˇová slova: sloupcoveˇ orientované ukládání, rˇádkoveˇ orienované ukládání, kompri-
mace, RLE, B-strom
Abstract
This work compares ways of storing data in database systems - row-oriented storage
and column-oriented storage. The row-oriented storage is extended by B+-tree index and
this work also contains implementation of colum-oriented storage and RLE compression.
This implementation compares various queries for each technique by duration of query,
I/O operations a compression ratio.
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Seznam použitých zkratek a symbolu˚
ANSI – American National Standards Institute
c-store – Column store
CPU – Central Processing Unit
DBMS – Database management system
DDL – Data definition language
DML – Data manipulation language
MS – Microsoft
NULL – oznacˇení pro žádnou hodnotu nebo nic
I/O – Input / Output
IBM – International Business Machines Corporation
OLAP – Online analytical processing
RAM – Random-access memory
RDF – Resource Description Framework
RDL – Report Definition Language
RLE – Run-length Encoding
SEQUEL – Structured English Query Language
SRˇBD – Systém rˇízení báze dat
SQL – Structured Query Language
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41 Úvod
Tato práce se zabývá možnostmi pro uložení dat v databázových systémech. U rˇádkoveˇ
orientovaného ukládání, který ukládá data horizontálneˇ se budeme dále veˇnovat inde-
xu˚m, které se využívají pro optimalizaci výkonu prˇi vyhledávání dat. Nasazení sloup-
coveˇ orientovaného ukládání prˇínáší cˇasté opakování hodnot ve sloupci, proto se podí-
váme na možnosti komprimace dat ve sloupcích. Soucˇástí práce je implementace sloup-
coveˇ orientovaného úložišteˇ, nad kterým provedeme testy a porovnání s ostatními zpu˚-
soby ukládání dat. Pro prˇiblížení implementace obsahuje práce neˇkolik výpisu˚ du˚leži-
tých zdrojových kodu˚ se slovním popisem.
Práce je rozdeˇlena do sedmi kapitol. Kapitola 2 prˇedstavuje databázové systémy. Po-
díváme se, co je databázový systém, seznámíme se s historií jeho vzniku a tím, jak vypadá
dnes. V této kapitole se zameˇrˇíme také na jazyk SQL, který byl vyvinut pro manipulaci s
daty, definici dat a rˇízení práv v SRˇBD. Další kapitola s porˇadovým cˇíslem 3 poukáže na
rozdíly rˇádkoveˇ a sloupcoveˇ orientovaných databázových systému˚. Ukážeme si prˇíklady
ukládání dat a jejich hlavní výhody a nevýhody. Ve sloupcoveˇ orientovaném ukládání si
ukážeme možnosti nasazení a v rˇádkoveˇ orientovaném ukládání si predstavíme B-strom
a B+-strom, který jako index slouží pro zrychlení vyhledávání dat. Soucˇastí prˇedstavení
B+-stromu je také demonstrace vyhledávání a vkládání. V kapitole 4 se budeme veˇno-
vat možnostem komprimace v databázových systémech. Nejprve se podíváme, co je to
komprimace a jak se deˇlí komprimace a nasledneˇ si ukážeme princip neˇkolik kódovacích
algoritmu˚ a prˇíklady jejich použití. Podrobneˇji se budeme veˇnovat kódování RLE.
Na zacˇátku kapitoly 5 si prˇedstavíme stávající rˇešení databázového systému Rade-
gastDB1 a jeho použití. Následuje popis funkcionality již implementovaného rˇádkoveˇ ori-
entovaného ukládání a B+-strom indexu. Dále se dostaneme k implementaci sloupcoveˇ
orientovaného ukládání a u tohoto ukládání si ukážeme implementaci komprimace po-
mocí RLE. Kapitola 6 popisuje prostrˇedí pro testování, kolekci dat pro testování, prˇipra-
vené dotazy a samotné testování. V testech se zameˇrˇíme na cˇasy vykonávání dotazu˚, po-
cˇet diskových prˇístupu˚ prˇi vykonávání dotazu˚ a taky na velikost dat na disku v prˇípadeˇ
komprimace.V záveˇru kapitoly jsou vyhodnoceny výsledky testu˚ podložené tabulky a
grafy.
Záveˇr 7 shrnuje dosažené výsledky a poznatky získané v této práci.
1http://db.cs.vsb.cz/SubPages/Projects/Projects.aspx
52 Databázové systémy
Když navštívíte veˇtší webový portál jako vyhledávacˇ (Google, Bing, Yahoo, cˇeský Se-
znam), socialní sít (Facebook, Twitter, LinkedIn) nebo jakýkoliv web, který pracuje s in-
formacemi, je na pozadí databázový systém, který zpracovává všechny uživatelské poža-
davky. Veˇtší spolecˇnosti, které potrˇebují ukládat ru˚zné informace taky využívají databáze
pro vyšší efektivitu práce.
Ješteˇ než vznikly první SRˇBD, používaly se pro uchovávání informací kartotéky, které
bylo možné usporˇádat a trˇídit podle urcˇitých kritérií. Správa kartoték byla ale pro cˇloveˇka
prˇíliš nárocˇná a zdlouhavá, takže byla snaha prˇevést tuto práci na stroje. S velkým po-
krokem vývoje pocˇítacˇu˚ ve druhé polovineˇ 20. století zacˇaly vznikat první databázové
systémy. Postupneˇ se objevují pojmy jako SQL, jazyky pro manipulaci a definici dat -
DML, DDL.
Existují stovky SRˇBD, které vychází z relacˇního modelu dat, který v roce 1970 poprvé
uvedl E.F. Codd [2]. Název tohoto modelu vychází z relacˇní algebry, což je matematický
aparát, na kterém relacˇní model dat staví. V tomto modelu jsou údaje usporˇádány do
tabulek. Tabulka zpravidla shromažd’uje údaje o jednom druhu objektu˚. Mu˚žeme tak
mít naprˇíklad tabulku s osobními údaji zameˇstnancu˚. Jednotlivé rˇádky odpovídají jed-
notlivým zameˇstnancu˚m. Sloupcu˚m tabulky obvykle rˇíkáme v databázové terminologii
atributy a jednotlivé rˇádky se pak nazývají záznamy.
V dnešní dobeˇ disponují databázové systémy ru˚znými funkcemi a silnými nástroji
pro práci s daty jako uložené procedury, funkce nebo transakce. Za zmínku urcˇiteˇ stojí
zotavitelnost a vysoká dostupnost (záloha dat, clustering). V této oblasti existuje na trhu
mnoho rˇešení ze kterých lze vybírat. Pro menší webový systém bude veˇtšinou stacˇit jed-
nodušší open source databáze MySQL2. Naopak pro velkou firmu s nároky na výkon a
dostupnost je samozrˇejmeˇ lepší rešení MS SQL3 nebo Oracle4. Mezi nejznámeˇjší použí-
vané SRˇBD patrˇí dále naprˇ. PostgreSQL5, SQLite6 [1].
Na SRˇBD klademe tyto požadavky: [1]
• umožnˇuje uživatelu˚m vytvorˇit novou databázi i tabulky a její schéma (jazyk DDL),






6• podporuje ukládání velkého objemu dat,
• podporuje databázové transakce, které splnˇují ACID vlastnosti [1]:
– trvalost dat - zmeˇny, které se provedou jako výsledek úspeˇšných transakcí,
jsou skutecˇneˇ uloženy v databázi a již nemohou být ztraceny,
– izolace - prˇístup k datu˚m od více uživatelu˚ soucˇasneˇ bez neocˇekávané inter-
akce mezi uživateli,
– atomicida - databázová transakce je jako operace dále nedeˇlitelná. Provede se
bud’ jako celek, nebo se neprovede vu˚bec,
– konzistence - transakce prˇevede databázi z jednoho konzistentního stavu do
jiného. Transakce tedy zarucˇuje, že do databáze budou zapsána pouze platná
data. Jesliže by meˇlo dojít k zapsání dat, která porušují integritní omezení, celá
transakce bude vrácena zpeˇt a nedojde k žádným zmeˇnám.
2.1 Jazyk SQL
Strukturovaný dotazovací jazyk SQL byl vyvinut v 70. letech 20. století ve firmeˇ IBM
prˇi výzkumu relacˇních SRˇBD [8]. Nejprv však vznikl jazyk SEQUEL (Structured English
Query Language). Cílem bylo vytvorˇit jazyk, ve kterém by se prˇíkazy tvorˇily syntakticky
co nejblíže prˇirozenému jazyku (anglicˇtineˇ).
Relacˇní databáze byly stále významneˇjší, a bylo nutné jejich jazyk standardizovat.
Americký institut ANSI pu˚vodneˇ chteˇl vydat jako standard zcela nový jazyk RDL. SQL
se však prosadil jako de facto standard a ANSI založil nový standard na tomto jazyku.
Tento standard bývá oznacˇován jako SQL-86 podle roku kdy byl prˇijat.
V soucˇasnosti je mnoho databázových systému˚ založeno na jazyce SQL, ale imple-
mentace nejsou plneˇ prizpu˚sobené standardu ISO. A naopak, každá z nich obsahuje
prvky a konstrukce, které nejsou ve standardech obsaženy. Prˇenositelnost SQL dotazu˚
mezi jednotlivými SRˇBD je proto omezená [1].
Deˇlení jazyka SQL:
• prˇíkazy pro manipulaci s daty (SELECT, INSERT, UPDATE, DELETE, . . . ),
• prˇíkazy pro definici dat (CREATE, ALTER, DROP, . . . ),
• prˇíkazy pro rˇízení prˇístupových práv (GRANT, REVOKE),
• prˇíkazy pro rˇízení transakcí (START TRANSACTION, COMMIT, ROLLBACK),
• ostatní nebo speciální prˇíkazy.
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Databázové systémy cˇasto uchovávají velký objem dat a proto je du˚ležité zvolit nejvhod-
nejší zpu˚sob fyzické implementace SRˇBD. Sloupcoveˇ orientované databáze ukládájí data
do sloupcu˚, zatímco rˇádkoveˇ orientované databázové systémy po rˇádcích. Každý ze zpu˚-
sobu˚ ukládání má své výhody a nevýhody. Je tedy nutné urcˇit, kdy je který zpu˚sob vý-
hodneˇjší nasadit [3].
3.1 Porovnání rˇádkoveˇ a sloupcoveˇ orientovaných databázových systému˚
Na obrázku 1 mu˚žeme videˇt tabulku, která obsahuje seznam produktu˚ a jejich ceny. V
rˇádkoveˇ orientovaném databázovém systému je videˇt, že záznam/položka je uložena
pohromadeˇ na jednom rˇádku. V sloupcoveˇ orientovaném databázovém systému je zá-
znam rozdeˇlen na tolik cˇástí, kolik má tabulka sloupcu˚. Pohromadeˇ jsou tedy uloženy
všechny hodnoty prvního sloupce, všechny hodnoty druhého sloupce, atd [3].
Obrázek 1: Porovnání fyzické implementace SRˇBD
3.2 Rˇádkoveˇ orientované ukládání (row-store)
Rˇádkoveˇ orientovaný zpu˚sob ukládání dat v podstateˇ odpovídá rozložení klasické ta-
bulky. Jeden rˇádek tabulky je uložen pohromadeˇ, za ním další, atd (viz obrázek 2). Rˇád-
koveˇ orientované ukádání je navrženo tak, aby systém efektivneˇ vrátil data pro celý rˇá-
dek s použitím co nejméneˇ operací. Pro zvýšení výkonu podporuje veˇtšina SRˇBD použití
indexu˚, které ukládají hodnoty vybraných sloupcu˚ s ukazateli na rˇádek, kde se nachází
celý záznam entity [3].
Výhody:
• jednoduché vkládání/zmeˇna záznamu˚,
• úcˇinneˇjší prˇi dotazování více atributu˚ najednou.
8Obrázek 2: Rˇádkoveˇ orientovaný SRˇBD
Nevýhody:
• mu˚že cˇíst nepotrˇebné data,
• slabá úcˇinnost prˇi kompresi oproti sloupcoveˇ orientovanému SRˇBD.
3.3 Sloupcoveˇ orientované ukládání (column-store)
Zpu˚sob ukládání dat do sloupcu˚ je nejvýhodneˇjší, pokud SQL dotaz zahrnuje jen neˇkteré
sloupce tabulky a selektivita dotazu je nízká. Tím se výrazneˇ sníží pocˇet I/O operací a
hlavneˇ cˇas potrˇebný pro vykonání dotazu.
Ve sloupcoveˇ orientovaném uložení se vždy uloží pohromadeˇ celý sloupec tabulky
(viz obrázek 3). Serˇazením dat ve sloupci podle hodnot dostáváme velké možnosti pro
komprimaci dat, protože se mohou cˇasto opakovat stejné hodnoty za sebou. Aby bylo
možné spojit jednotlivé atributy entity, vkládá se ke každému atributu unikátní hodnota
- cˇíslo rˇádku. Hodnoty z ru˚zných sloupcu˚, které mají stejné cˇíslo rˇádku, dávájí dohro-
mady logický rˇádek tabulky [3].
Výhody:
• vysoký výkon u read-only databází, protože se neprovádeˇjí INSERT/UPDATE ope-
race, které jsou nárocˇné z du˚vodu rozdeˇlení dat sloupcu˚,
• stejné nebo podobné hodnoty jsou uloženy pohromadeˇ, protože ve sloupci jsou
data stejného charakteru,
• prˇi práci jen s neˇkterými atributy tabulky se výrazneˇ sníží pocˇet prˇístupu˚ na disk,
což je nejnárocˇneˇjší operace databázového systému, protože prˇistupujeme jen k da-
tu˚m vybraných sloupcu˚, které navíc mu˚žeme cˇíst sekvencˇneˇ
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• vysoký kompresní pomeˇr z du˚vodu cˇastého opakování hodnot ve sloupci - snížení
nákladu na diskovu kapacitu a také snížení pocˇtu I/O (cˇím méneˇ dat, tím méneˇ
I/O),
• úcˇinneˇjší prˇi agregaci nad mnoha záznamy, ale jen pokud se necˇtou všechny sloupce,
• zmeˇna hodnot v jednom sloupci pro všechny záznamy bez zásahu do ostatních
sloupcu˚.
Nevýhody:
• vložení jednoho záznamu do tabulky vyžaduje prˇístup k více uzlu˚m (pro každý
sloupec),
• nišší výkon prˇi dotazování více atributu˚ najednou.
• vkládáním unikátního cˇísla rˇádku ke každé hodnoteˇ ve sloupci se zvyšuje celková
velikost dat
Nasazení slopcoveˇ orientovaného úložište je nejvýhodneˇjší tam, kde prˇevládají SELECT
operace a operace INSERT/UPDATE se provádeˇjí ideálneˇ jen v dávkách, aby nezateˇžo-
vali systém prˇi cˇtení. Je to naprˇ.: [5]
• Datové sklady - Data Warehousing,
• Dolování dat - Data mining,
• Google Big Table [6],
• Vyhledávání informací - Terabyte TREC7,





B-strom je stromová datová struktura, která uchovává setrˇídeˇné data a umožnˇuje vy-
hledávání, vkládání a smazání. Oproti binárnimu stromu umožnˇuje existenci více než
dvou potomku˚. B-strom je optimalizován pro cˇtení a zápis velkých bloku˚ dat a proto je
hlavneˇ využíván u souborových systému˚ a databází. Prˇíklad B-stromu mu˚žeme videˇt na
obrázku 4.
B-strom uvedl Rudolf Bayer v roce 1970. Složitost vyhledávání, mazání a vkládání
ve stromu je log O(logN), kde N je pocˇet položek ve stromu. Protože stránky B-stromu
nemusí být vždy naplneˇny daty dosahuje využití pameˇti 50% [9].
B-strom prˇedstavuje velice efektivní strukturu pro uchovávání a vyhledávání hodnot.
Její použití je výhodné zejména v prˇípadeˇ, že se hodnoty nevejdou do operacˇní pameˇti
a musejí se uchovávat v sekundární pameˇti - naprˇ. na pevném disku. Potom se snažíme
omezit na minimum pocˇet prˇístupu˚ na disk, protože práveˇ prˇístup na disk je v tomto
prˇípadeˇ cˇasoveˇ nejnárocˇneˇjší operace [9].
Obrázek 4: B-strom
B-strom rˇádu n (maximální pocˇet potomku˚) musí splnˇovat tyto podmínky:
• všechny uzly, které nemají další potomky musí být na stejné úrovni,
• všechny uzly kromeˇ korˇene maji maximálneˇ n a minimálneˇ [n2 ] potomku˚,
• korˇen má nejvýše n potomku˚, minimum je 1
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3.5 B+-strom
B+-strom vychází z B-stromu ale na rozdíl od B-stromu má všechny klícˇe uložené v lis-
tech (viz obrázek 5). Ukazatele na klícˇe jsou však uloženy i ve vnitrˇních uzlech a v ko-
rˇenu. Navíc má B+-strom všechny listy spojeny pomocí ukazatele na nasledující list, co
umožnuje B+-stromu jak nahodný prˇístup tak i sekvencˇní prˇístup [10].
Obrázek 5: B+-strom
Vyhledávání v B+-stromu rˇádu 4 na obrázku 5 demonstruje nasledující prˇíklad:
Budeme hledat naprˇíklad cˇíslo 16. Zacˇínáme u korˇene, který má jen dva potomky. Cˇíslo
16 je veˇtší než 6, takže pokracˇujeme do pravého ulzu (15, 18). Z leva porovnáváme
všechny klícˇe ulzu˚ s vyhledávaným cˇíslem 16. Protože 16 > 15 a 16 < 18, tak pokracˇu-
jeme do uzlu (15, 16). Znova porovnáváme všechny klícˇe v uzlu až po nalezení cˇísla
16. Kdyby cˇíslo 16 nebylo ani v tomto posledním uzlu, tak vyhledávání koncˇí.
Prˇi vkládání do B+-stromu nejprve postupujeme jako prˇi vyhledávání. Pokud již klícˇ
existuje, tak vkládání ukoncˇíme. Pokud neexistuje, pak jej vložíme do listu a odsuneme
veˇtší klícˇe smeˇrem doprava. To ale jen za prˇedpokladu, že v uzlu je volné místo pro nový
klícˇ. Obtížneˇjší situace nastane, když chceme vložit klícˇ do uzlu, který je úplneˇ plný. V
tomto prˇípadeˇ ho musíme rozdeˇlit na dva uzly a to tak, že se vybere prostrˇední klícˇ z prˇe-
plneˇného uzlu a vytvorˇí ukazatel v rodicˇi. Vytvorˇí se nový uzel, do kterého se prˇesune
prostrˇední klícˇ a všechny klícˇe vpravo od neˇj. Pokud se ale stane, že vkládáme klícˇ do
rodicˇe, který je již také plný, rozšteˇpíme i tento uzel a opeˇt jeden klícˇ pošleme jeho rodicˇi.
To deˇláme tak dlouho, dokud nenarazíme na rodicˇe, ve kterém je volné místo pro klícˇ.
Pokud takto dojdeme až do korˇenu a ten je také plný, rozšteˇpíme korˇen a pro nahoru
posílaný klícˇ vytvorˇíme nový uzel, který se stane novým korˇenem obsahujícím jen jeden
klícˇ [9].
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Obrázek 6 demonstruje vkládání cˇísla 2 prˇi maximálním pocˇtu 3 klícˇu˚ v uzlu. Vyhledá-
váním se dostaneme až do uzlu (1, 3, 4), který je již plný. Následuje tedy rozšteˇpení
uzlu na uzly (1, 2) a (3, 4). Klícˇ 3 se vloží do rodicˇe, který pu˚vodneˇ obsahoval jen
klícˇ 5.
Obrázek 6: Vkládání cˇísla 2
Kvu˚li podporˇe náhodného prˇístupu nebo rozsahového vyhledávání umožnˇují data-
bázové systémy vytvárˇet sekundární indexy (B+-stromy) pro tabulky. Sekundární index
zahrnuje hodnoty indexovaných sloupcu˚ a identifikátor prˇíslušného rˇádku tabulky. Veˇt-
šina komercˇních databázových systému˚, vcˇetneˇ IBM DB29, Sybase Adaptive Server 10,
MS SQL Server 11 a Oracle 12 podporuje sekundární indexy pro jejich tradicˇní
tabulky [10].
9The SQL Reference. DB2 Universal Database Version 5.2 Publication
10Sybase SQL Server, Transact- SQL. (Jser’s Guide, Document ID:32300 -01-1100-02, December 1995
11Microsoft SQL Server, SQL Server 7.0 Storage Engine, White Paper, October 19980
12Oracle8i Concepts, Release 8.1.5: Oracle Corporation, Part Number A67781-01, February 1999
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4 Komprimace dat
Komprimace dat je zpracování pocˇítacˇových dat s cílem zmenšit jejich objem prˇi soucˇas-
ném zachování informací v datech obsažených. Obecneˇ se jedná o snahu zmenšit velikost
datových souboru˚, což je výhodné pro jejich archivaci nebo pro prˇenos prˇes sít’ s omeze-
nou rychlostí (snížení doby nutné pro prˇenos).
Komprimaci dat lze rozdeˇlit do dvou základních kategorií:
• Ztrátová komprimace – prˇi komprimaci jsou neˇkteré informace nenávratneˇ ztra-
ceny a nelze je zpeˇt zrekonstruovat. Používá se tam, kde je možné ztrátu neˇkterých
informací tolerovat a kde nevýhoda urcˇitého zkreslení je bohateˇ vyvážena velmi vý-
znamným zmenšením souboru. Používá se pro kompresi zvuku a obrazu (videa),
prˇi jejichž vnímání si cˇloveˇk chybeˇjících údaju˚ nevšimne nebo si je dokáže domyslet
(do urcˇité míry).
• Bezeztrátová komprimace – obvykle není tak úcˇinná jako ztrátová komprimace dat.
Velkou výhodou je, že komprimovaný soubor lze opacˇným postupem rekonstruo-
vat do pu˚vodní podoby. Naprˇ. prˇi komprimaci programu˚, textu˚, binárních souboru˚,
databází apod.
4.1 Komprimace ve sloupcoveˇ orientovaném úložišti
Ve sloupcoveˇ orientovaných SRˇBD se ukládají hodnoty stejného sloupce za sebou a tím
vzniká cˇasté opakování stejných hodnot. Toto opakování vytvárˇí vhodné podmínky pro
použití komprimace.
Meˇjme naprˇíklad databázi, která obsahuje informace o zákaznicích (jméno, telefon, e-
mail, ulice, meˇsto, PSCˇ, atd.). Uložení teˇchto dat do sloupcu˚ umožnˇuje uložit všechny
jména pohromadeˇ, všechny telefonní cˇísla pohromadeˇ, atd. Telefonní cˇísla, ulice, meˇsta
budou urcˇiteˇ velmi podobné nebo se budou opakovat. Serˇazení sloupce navíc umožní
kompresi víc hodnot najednou. Komprimace samozrˇejmeˇ nemá vliv jen na kompresní
pomeˇr a tím snížení nároku˚ na diskový prostor. Pokud jsou data komprimována, jsou
menší nároky také na pameˇt a pro nacˇtení dat z disku do pameˇti tak stacˇí méneˇ prˇístupu˚
na disk [4].
4.2 Kódování
Pro komprimaci dat uložených v databázi lze použít více odlišných kódovacích algo-
ritmu˚, neboli kompresních schémat. Každé kompresní schéma má nejlepší využití v od-
lišných prˇípadech a prˇi splneˇní urcˇitých podmínek. Publikace Integrating Compression
and Execution in Column-Oriented Database Systems [4] uvádí, že prˇi pocˇtu 60 000 000
rˇádku˚ jejich dosažené výsledky ru˚zných kódování vytvárˇí algoritmus, který je možné
využít pro rozhodování, které kódování použít pro sloupec. Tento algoritmuts popisuje
obrázek 7.
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Obrázek 7: Strom popisující rozhodování, které kódování použít [4]
4.3 Potlacˇení NULL hodnot (NULL Suppresion)
Existuje mnoho variant techniky potlacˇení NULL hodnot, ale hlavní myšlenka je, že po
sobeˇ jdoucí NULL nebo prázdné hodnoty jsou smazány a nahrazeny popisem “kolik jich
bylo” a “kde existovali”. Tohle kompresní schéma funguje dobrˇe pokud se cˇasto vyskytují
NULL nebo prázdné hodnoty [4].
4.4 Slovníkové kódování
Slovníkové kódování je pravdeˇpodobneˇ nejrozšírˇeneˇjší schéma komprimace v dnešních
databázových systémech [4]. Nahrazuje frekventované hodnoty hodnotami, které mají
menší velikost. Algoritmy v této skupineˇ vytvárˇejí v pru˚beˇhu komprimace slovník na
základeˇ dat již zkomprimovaných, v neˇmž se pak snaží najít data, která se teprve mají
komprimovat. Pokud jsou data nalezena ve slovníku, algoritmus zapíše pozici dat ve
slovníku místo samotných dat (viz obrázek 8).
Pod slovníkové kódování patrˇí i Lempel-Ziv kódování, které je nejvíc používanou
technikou pro beztrátovou souborovou komprimaci. Na tomto algoritmu je založený
UNIX-ový komprimacˇní prˇikaz gzip. Hlavní myšlenka algoritmu je, že nahrazuje sku-
pinu znaku˚, která se již v prˇedchozích datech objevila odkazem na prˇedchozí výskyt [4].
Naprˇíklad komprimace rˇeteˇzce "Leze leze po železe" by vypadala takto: "Leze
l[2,3] po že[5,4]"
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Obrázek 8: Slovníkové kódovaní
4.5 RLE (Run-length kódování)
RLE kóduje posloupnost stejných hodnot do dvojic (délka, hodnota). Jedná se o algo-
ritmus, který lze aplikovat na jakýkoliv druh dat. Na jejich charakteru však velice silneˇ
závisí výsledný kompresní pomeˇr. Základním principem je sloucˇit znaky, které se opa-
kují vícekrát za sebou. Tento algoritmus je využíván naprˇ. pro komprimaci grafických
souboru˚.
Jako prˇíklad mu˚žeme uvést komprimaci dat 6133331111122222. Jako identifikátor
délky zvolíme naprˇ. znak *. Cˇíslo 6 se neopakuje, tak se vloží hodnota *16. Další cˇíslo je
1, které se také neopakuje, tak nastává stejná situace - *11. Dále máme cˇíslo 3, které se
již ale opakuje 4-krát, vloží se tedy *43. Komprimace celého reteˇzce bude vypadat takto:
*16*11*43*51*52. V prˇípadeˇ velikosti jednoho cˇísla 4 bajty budou mít data prˇed kom-
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primací velikost 64 bajtu˚ (16 cˇísel * 4 bajty). Po komprimaci se velikost zmeˇnší na 40 bajtu˚
(10 cˇísel * 4 bajty).
Prˇi použití RLE komprimace v databázích je du˚ležitý zpu˚sob uložení dat. Prˇi rˇádkoveˇ
orientovaném ukládání je kódovaní použito hlavneˇ pro komprimaci dlouhých textových
atributu˚, které mají hodneˇ mezer nebo opakujících se znaku˚ [4]. Širší využití je u sloup-
coveˇ orientovaného ukládání, kde jsou hodnoty atributu˚ uloženy pohromadeˇ a kompri-
mují se hodnoty naprˇícˇ celým sloupcem. Komprimaci dat ve sloupcoveˇ orientovaném
ukádání zobrazuje obrázek 9.
Obrázek 9: RLE kódovaní
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4.6 Bit-Vektor kódování
Bit-Vektor kódování je užitecˇné, když má sloupec omezený pocˇet možných hodnot. V
tomto typu kódování je vytvorˇen bitový rˇeteˇzec pro každou unikátní hodnotu, a pomocí
bitových hodnot 0/1 se znacˇí jestli na dané pozici je nebo není [4].
Naprˇíklad pro komprimaci dat 113223113321 by se vytvorˇily 3 bitové rˇeteˇzce:
• rˇeteˇzec pro hodnotu 1: 110000110001
• rˇeteˇzec pro hodnotu 2: 000110000010
• rˇeteˇzec pro hodnotu 3: 001001001100
V prˇípadeˇ komprimace cˇíselných hodnot o velikosti 4 bajty, by meˇli vstupní data ve-
likost 12 cˇísel * 4 bajty = 48 bajtu˚. Komprimace pomocí bit-vektor kódování by zmenšila
velikost na 3 rˇeteˇzce * 12 cˇísel = 36 bitu˚ = 4,5 bajtu˚.
18
5 Vlastní implementace v databázovém systému
5.1 Návrh implementace
Pro porovnávání a testování zpu˚sobu˚ ukládání dat je nejprve nutná jejich implementace.
Pro implementaci do databázového systému bude použit existující projekt databázového
systému RadegastDB13, který byl na Katedrˇe informatiky VŠB-TU vyvinut. Tento databá-
zový systém pracuje s entitami jako s instacemi trˇídy cTuple. Trˇída cTuple reprezentuje
n-rozmeˇrný prvek, který obsahuje pole prvku˚ stejného datového typu. Tato trˇída vyža-
duje pro vytvorˇení parametr typu cSpaceDescriptor, který obsahuje všechna meta-
data informace o konkrétní instanci trˇídy cTuple jako naprˇ. rozmeˇr, který bude v našem
prˇípadeˇ pocˇet atributu˚ entity a datové typy.
Jako pole entit budeme využívat sekvencˇní pole cSequentialArray, kterému se
prˇi definici specifikuje generický typ cTuple. Toto sekvencˇní pole prˇi zavolání metody
Create naváže spojení s databází QuickDB, prˇicˇemž je nutné prˇedat této metodeˇ jako
parametr referenci na již existující instanci trˇídy cQuickDB. Pro vytvorˇení instance trˇídy
cQuickDB není vyžadován parametr. Dále je nutné pro vytvorˇení databáze zavolat me-
todu cQuickDB::Create(), která vyžaduje neˇkolik vstupních parametru˚:
• DATABASE_NAME - název databázového souboru, na disku bude vytvorˇen sou-
bor .dat + další potrˇebné soubory s týmto prefixem
• CACHE_SIZE - maximální velikost mezipameˇti
• MAX_NODE_INMEM_SIZE - maximální velikost uzlu v pameˇti
• BLOCK_SIZE - max. velikost jednoho uzlu na disku (v našem prˇípadeˇ 8192 B)
Rˇádkoveˇ orientované úložišteˇ tedy nevyžaduje žádnou další implementaci. Stacˇí jedno
sekvencˇní pole do kterého budeme vkládat entity jako prvek typu cTuple. Entity budou
tedy vloženy vedle sebe a vzniká tak rˇádkoveˇ orientované ukládání. Jako reprezentace
rˇádkoveˇ orientovaného ukládání byla vytvorˇena trˇída cRowsStoreArray s kontrukto-
rem, který ocˇekává parametr int attrLen - pocˇet atributu˚ entity.
Pro výhledávání dat v tabulce slouží trˇída cSequentialArrayContext a její me-
tody OpenContext (otevrˇe a nastaví na první položku), Advance (posunutí kurzoru na
další prvek v poli) a CloseContext (uzavrˇení). Hodnoty atributu˚ získáme pomocí sta-
tické metody trˇídy cTuple::GetUInt(), které mimo jiné prˇedáme jako parametr index
sloupce požadované hodnoty.
Pro zrychlení vyhledávání v rˇádkoveˇ orientovaném ukládání jsme zvolili index typu
B+-strom. Implementaci ukládání dat s tímto indexem reprezentuje trˇída
cRowStoreBTreeArray. Hlavní logika B+-stromu se nachází v již existující trˇídeˇ cBpTree,
13http://db.cs.vsb.cz/SubPages/Projects/Projects.aspx
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která pro vytvorˇení vyžaduje hlavicˇkový objekt typu cBpTreeheader. Pomocí tohoto
objektu musíme povolit vkládání duplicitních klícˇu do pole. Slouží k tomu metoda
DuplicatesAllowed(), které prˇedáme parametr true. Vyhledávání v B+-stromu nám
zajištuje metoda PointQuery(), která vyhledává podle parametru typu cTuple.
Pro sloupcoveˇ orientované úložišteˇ musíme naimplementovat ukládání tak, že se bu-
dou ukládat vedle sebe hodnoty sloupce a toho docílíme tak, že pro každý atribut vy-
tvorˇíme samostatné sekvencˇní pole, do kterého budeme vkládat jen hodnoty jednoho
atributu. Tyto hodnoty tak budou fyzicky oddeˇlené od hodnot jiných atributu˚. Toto roz-
deˇlení do více sekvencˇních polí demonstruje obrázek 10).
Obrázek 10: Sekvencˇní pole
Ve sloupcoveˇ orientovaném ukládání budeme dále implementovat komprimaci dat
pomocí RLE kódování, protože na rozdíl od rˇádkoveˇ orientovaného ukádání se stejné
nebo podobné hodnoty ukládájí za sebou, a tak jsou vytvorˇeny vhodné podmínky pro
nasazení tohoto kódování. RLE kódování bude do sloupcoveˇ orientovaného úložišteˇ im-
plementováno s použitím stávajícého sekvencˇného pole. Prˇi vkládání do pole probeˇhne
komprimace a selekt operace mu˚žou být podle situace provedeny nad daty komprimo-
vanými nebo se provede dekomprimace. RLE kódování komprimuje data do dvojic (hod-
nota, pocˇet opakování) a abychom mohli data zpeˇtneˇ dekomprimovat, musíme rozlíšit,
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zda se jedná o hodnotu nebo pocˇet opakování. Pro pocˇet opakování tedy budeme nasta-
vovat první bit na 1 (viz obrázek 11).
Obrázek 11: RLE bitové oznacˇení
5.2 Implementace sloupcoveˇ orientovaného úložišteˇ
Implementace sloupcoveˇ orientovaného ukládání se nachází v trˇídeˇ
cColumnStoreArray. Na rozdíl od rˇádkoveˇ orientovaného ukládání je nutné vytvorˇit
tolik sekvencˇních polí, kolik má tabulka atributu˚. Vytvorˇíme tedy místo jednoho objektu
(cSequentialArray, cSequentialArrayHeader, cSequentialArrayContext)
pole objektu˚ teˇchto typu˚. Vytvorˇení popisuje výpis kódu 1.
1 mContext = new cSequentialArrayContext<cTuple>∗[attrLen];
2 mHeader = new cSequentialArrayHeader<cTuple>∗[attrLen];
3 mSeqArray = new cSequentialArray<cTuple>∗[attrLen];




8 headerName << "seqArray" << i;
9 string tmp = headerName.str();
10 mHeader[i] = new cSequentialArrayHeader<cTuple>(tmp.c_str(), BLOCK_SIZE, mSpaceDsc,
cDStructConst::DSMODE_DEFAULT);
11 mHeader[i]−>SetCodeType(ELIAS_DELTA);
12 // sequential array
13 mSeqArray[i] = new cSequentialArray<cTuple>();
14 mContext[i] = new cSequentialArrayContext<cTuple>();
15
16 if (!mSeqArray[i]−>Create(mHeader[i], quickDB))
17 {
18 printf ( "Sequential array: creation failed\n") ;
19 }
20 }
Výpis 1: Vytvorˇení sloupcoveˇ orientovaného úložišteˇ
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Složiteˇjší tak bude i vkládání prvku˚, protože jedna entita se musí rozdeˇlit a vložit
do neˇkolik sekvencˇních polí. Pro metodu Insert() jsme pro jednotnost všech zpu˚sobu˚
ukádání dat zvolili parametr cTuple. Musíme tedy z jednoho tohoto objektu vytvorˇit
tolik objektu˚, kolik má entita atributu˚. Vkládání prvku˚ popisuje výpis kódu 2.
1 void cColumnStoreArray::Insert(cTuple ∗tuple)
2 {
3 cTuple ∗t = new cTuple(mSpaceDsc, 1);
4 for ( int i = 0; i < attributesLen; i++)
5 {
6 unsigned int currentValue = tuple−>GetUInt(i, mSpaceDscAll);
7 // insert
8 t−>SetValue(0, currentValue, mSpaceDsc);
9 mSeqArray[i]−>AddItem(nodeid, position, ∗t);
10 }
11 delete t ;
12 }
Výpis 2: Vkádání do sloupcoveˇ orientovaného úložišteˇ
5.3 Implementace RLE komprimace ve sloupcoveˇ orientovaném úložišti
Sloupcoveˇ orientované komprimované pole pomocí RLE kódování v našem projektu na-
jdeme pod názvem trˇídy cColumnStoreCompressedArray. Oproti implementaci bez
komprimace obsahuje pole unsingned int lastInserted entity, které slouží pro
zapamatování poslední vložené hodnoty do sloupce a další pole o stejné velikosti pro
pocˇítání pocˇtu opakování vložených hodnot do sloupce.
Prˇi opakování hodnot je v RLE kódování nutné vložit v páru dvojici (pocˇet opako-
vání, hodnota). Abychom mohli rozlišit, zda se jedná o hodnotu nebo o pocˇet opakování,
budeme hodnotu pocˇtu opakování oznacˇovat pomocí prvího bitu a to tak, že 0 znacˇí hod-
notu a 1 znacˇí pocˇet opakování. Pro bitové operace byly vytvorˇeny nasledující metody:
• MarkAsLengthValue - oznacˇí jako pocˇet opakování (první bit = 1)
• CheckForLengthValue - kontroluje první bit (0 = false, 1 = true)
• GetRealValue - vrátí realní hodnotu v prˇípade pocˇtu opakování (první bit = 0)
Vkládání (komprimace) dat
Pokud je vkládaný prvek první v tabulce, provede se okamžité vložení (viz rˇádek 15).
Pokud již neˇjaký prvek byl vložen, provede se kontrola opakování hodnoty (rˇádek 22).
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Pokud se jedná o opakování (aktuálneˇ vkládaná hodnota je stejná jako poslední vklá-
daná), navýší se pocˇet opakování v poli pro prˇíslušný sloupec (rˇádek 24). Když je vklá-
daná hodnota jiná než prˇedchozí, provede se dále kontrola pocˇtu opakování poslední
hodnoty (rˇádek 28) a v prˇípadeˇ, že se jedná o opakování, se tento pocˇet vloží do data-
báze s nastaveným prvním bitem na 1 (rˇádek 35). Následneˇ se vloží aktuálneˇ vkládaná
hodnota. Tento algoritmus popisuje výpis kódu 3.
Problém prˇi tomto vkládání nastane ve chvíli, když bude poslední vložená hodnota
stejná jako ta prˇedchozí, protože vložení pocˇtu opakování probíha až po vložení hodnoty,
která je jiná jako prˇedchozí. Toto jsme vyrˇešili pomocí metody FinishInsert(), která
provede vložení všech pocˇtu˚ opakování na konec sloupce. Tuto metodu není nutné volat
po každem vkládání dat. Pokud se vkládá více dat po sobeˇ, jde o tzv. dávku, stacˇí zavolat
tuto metodu po posledním vložení.
1 bool cColumnStoreCompressedArray::Insert(cTuple ∗tuple)
2 {
3 cTuple ∗tValue = new cTuple(mSpaceDsc, 1);
4 cTuple ∗tLength = new cTuple(mSpaceDsc, 1);
5
6 for ( int i = 0; i < attributesLen; i++)
7 {
8 unsigned int currentValue = tuple−>GetUInt(i, mSpaceDscAll);
9 int runLengthsTotalCounter = 0;
10
11 if ( isFirstInsert ) // prvni se vzdy vlozi
12 {
13 // insert
14 tValue−>SetValue(0, currentValue, mSpaceDsc);






21 unsigned int lastValue = lastInserted [ i ];






28 if (runLength[i] > 1) // vlozeni runlength pred dalsi hodnotou
29 {
30 unsigned int runLenghtValue = runLength[i];
31 MarkAsLengthValue(runLenghtValue); // nastaveni prvniho bitu na 1
32
33 // insert
34 tLength−>SetValue(0, runLenghtValue, mSpaceDsc);
35 mSeqArray[i]−>AddItem(nodeid, position, ∗tLength);
36
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37 runLength[i] = 1; // vychozi hodnota
38 }
39 // insert
40 tValue−>SetValue(0, currentValue, mSpaceDsc);





46 lastInserted [ i ] = currentValue;
47 }







Výpis 3: RLE Vložení dat / komprimace
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6 Porovnání zpu˚sobu˚ ukládání dat
Pro testování všech zpu˚sobu˚ ukládání dat bylo vytvorˇeno neˇkolik testovacích dotazu˚,
které budeme porovnávat nad velkou kolekcí dat. Zameˇrˇíme se naprˇ. na cˇas vkládání
dat, který podle získaných informací ocˇekáváme menší u rˇádkoveˇ orientovaného uklá-
dání. Select operace nad jedním sloupcem by zas meˇly být rychlejší u sloupcoveˇ ori-
entovaného úložišteˇ. Zajímavé výsledky také ocˇekáváme od použití B+-strom indexu u
rˇádkoveˇ orientovaného ukládání. Komprimace pomocí RLE nám urcˇiteˇ prˇinese zrychlení
a menší objem dat.
6.1 Vybavení hardware a aplikace pro testování
Všechny testy budou spušteny na stejném pocˇítacˇi s dvoujádrovým procesorem Intel
Core i3-4130 @ 3.4GHz, pameˇt RAM 8GB, obycˇejný pevný disk 7200rpm. Operacˇní sys-
tém této sestavy je Windows 8.1 Pro x64. Pro vývoj aplikace bylo použité vývojové pro-
strˇedí od Microsoftu Visual Studio 2013 a programovací jazyk C++.
Aplikace byla zkompilována v režimu release a na pozadí operacˇního systému beˇ-
želi jen systémové procesy. Konzolová aplikace umožnuje vybrat požadovaný test ze se-
znamu pro každý zpu˚sob uložení dat, viz obrázek 12.
Obrázek 12: Konzolová aplikace
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6.2 Kolekce dat
Testovací data prˇedstavuje textový soubor dataset.txt14, který obsahuje 4 999 999
rˇádku˚. Každý rˇádek má 12 cˇíselných hodnot oddeˇlených cˇárkou. Nacˇítání teˇchto dat do
dvou-rozmeˇrného pole aplikace zajištuje statická trˇída cTestCollection a její metoda
fileopen. Charakter dat pro vybrané sloupce použité pro testování popisuje tabulka 13.
Obrázek 13: Testovací data
6.3 Testovací dotazy
Celkem bylo vytvorˇeno 8 testovacích dotazu˚:
Q1. Selekce s agregací nad prvním sloupcem
Pvní sloupec obsahuje hodnoty, které se opakují velmi cˇasto. Z celkového pocˇtu 4 999
999 rˇádku˚ je duplicitních 4 996 127 . Dotaz bude vyhledávat cˇíslo 1492 , které nalezne
3933-krát. U toho dotazu ocˇekáváme kvu˚li cˇastému opakování vysoký výkon u colum-
store databáze komprimované pomocí RLE kódování.
Zápis v jazyce SQL: SELECT COUNT(*) FROM table WHERE column0 = 1492
14https://goo.gl/su2WJJ
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Q2. Selekce s agregací nad pátým sloupcem
V tomto sloupci se hodnoty opakují zrˇídka. Duplicitních hodnot je prˇibližneˇ 70%. Dotaz
vrátí 4957 shod pro podmínku vyhledávání cˇísla 590.
Zápis v jazyce SQL: SELECT COUNT(*) FROM table WHERE column4 = 590
Q3. Selekce s agregací nad osmým sloupcem
Tento sloupec obsahuje všechny hodnoty unikátní. Podmínka po vyhledáván je cˇíslo
2711340.
Zápis v jazyce SQL: SELECT COUNT(*) FROM table WHERE column7 = 2711340
Q4. Selekce s agregací nad sloupci 1 až 5
Dotaz v tomto testu vyhledává záznam, který splnˇuje 5 podmínek (pro každý sloupec
jedna). Pocˇet výsledku˚: 1.
Zápis v jazyce SQL: SELECT COUNT(*) FROM table WHERE column0 = 590 AND
column1 = 16209 AND column2 = 1 AND column3 = 181 AND column4 = 292
Q5. Výpocˇet pru˚meˇrné hodnoty prvního sloupce
Agregace nad sloupcem s výpocˇtem pru˚meˇrné hodnoty.
Zápis v jazyce SQL: SELECT AVG(column0) FROM table
Q6. Nalezení nejmenší hodnoty v prvním sloupci
Agregace nad sloupcem s nalezením nejmenší hodnoty.
Zápis v jazyce SQL: SELECT MIN(column0) FROM table
Q7. Projekce všech sloupcu˚
Dotaz vypíše všechna data tabulky.
Zápis v jazyce SQL: SELECT * FROM table
Q8. Projekce sloupcu˚ 1 až 5 se selekcí
Dotaz vypíše atributy 1 - 5 entity, která splnˇuje podmínku column3 = 181
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Zápis v jazyce SQL: SELECT column0, coulumn1, column2, column3, column4
FROM table WHERE column3 = 181
6.4 Výsledky testování
Prˇí vkládání dat do databází jsme hli podobné výsledky u všech zpu˚sobu˚ uložení dat.
Nejpomalejší bylo sloupcoveˇ orientované úložišteˇ, protože pri vkládání musí entitu roz-
deˇlit do více sloupcu˚. Nejlepší cˇas, a tedy rychlejší než rˇádkoveˇ orientované úložišteˇ,
bylo sloupcoveˇ orientované úložišteˇ s RLE komprimací a to z toho du˚vodu, že dat bylo
po komprimaci méneˇ a probeˇhlo tím pádem méneˇ vložení do databáze. Komprimace
zmenšila velikost dat na 70% pu˚vodní velikosti. Kompletní cˇasy vkládání dat a velikost
datového souboru databáze po naplneˇní daty zobrazuje tabulka 14.
Obrázek 14: Vkládání dat
Dotazy pro pru˚chod jedním sloupcem (testy Q1 - Q3) byly rychlejší prˇibližneˇ o 50% u
sloupcoveˇ orientovaného úložišteˇ oproti rˇádkoveˇ orientovanému úložišti. Test Q4, který
prochází 5 sloupcu˚, byl taky rychlejší u sloupcoveˇ orientovaného úložišteˇ, ale rozdíl již
nebyl tak velký. Agregacˇní testy (Q5, Q6) dopadli podobneˇ jako testy Q1 - Q3. U testu
Q7, který cˇte všechna data tabulky, mu˚žeme videˇt prˇibližneˇ stejný cˇas a pocˇet diskových
prˇístupu˚ u sloupcoveˇ i rˇádkoveˇ orientovaného úložišteˇ. Z celkového porovnání výsledku˚
dotazu˚ pro rˇádkoveˇ a sloupcoveˇ orientovaného úložišteˇ je videˇt, že u rˇádkoveˇ orientova-
ného úložišteˇ jsou hodnoty cˇasu a diskových prˇístupu˚ u všech testech podobné, zatímco
u sloupcoveˇ orientovaného úložišteˇ jsou výsledky zavíslé na pocˇtu sloupcích, se kterými
pracuje testovací dotaz.
Pro sloupcoveˇ orientované úložišteˇ komprimované pomocí RLE kódování je u tes-
tech Q1 - Q3 pozoruhodné, jak se meˇní cˇasy podle toho, jak cˇasto se opakují hodnoty
ve sloupci. Prˇi velmi cˇastém opakování (test Q1) se cˇas snížil na 0,58% pu˚vodního cˇasu
bez komprimace, ale pro sloupec kde se žádné hodnoty neopakovali (test Q3) zu˚stal cˇas
prˇibližneˇ stejný, jako bez komprimace. Agregacˇní testy nad jedným sloupcem (Q5, Q6)
dosáhly výsledky porovnatelné s testem Q1, protože se nemusela provádeˇt dekompri-
mace celého sloupce. Neprˇíznivé výsledky s použítím komprimace dosáhly testy Q4, Q7,
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Q8, které pracují s více sloupci, a pro jejich spojení do logického rˇádku byla potrˇebná de-
komprimace dat.
S použitím a B+-strom indexu u rˇádkoveˇ orientovaného úložišteˇ nad sloupcem pou-
žitém pro selekci v testech Q1 - Q3 jsme získali nejlepší cˇasy vykonání dotazu˚ a to v rˇá-
dech desítek milisekund. Pro agregacˇní testy by použití indexu nemeˇlo smysl, protože se
agregace provádí nad celou tabulkou a je nutný pru˚chod všemi rˇádky tabulky. Všechny
nameˇrˇené cˇasy trvání dotazu˚ a také pocˇty diskových prˇístupu˚ zobrazují tabulky 15, 16 a
grafy 17, 18.
Obrázek 15: Výsledky dotazu˚ podle cˇasu [ms]
Obrázek 16: Výsledky dotazu˚ podle pocˇtu diskových prˇístupu˚
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Obrázek 17: Graf výsledku˚ podle cˇasu [ms]
Obrázek 18: Graf výsledku˚ podle pocˇtu diskových prˇístupu˚
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7 Záveˇr
V této práci jsme porovnali možnosti ukládání dat a to rˇádkoveˇ orientovaného ukládání a
sloupcoveˇ orientovaného ukládání. Nejzásádneˇjší rozdíl je ve fyzické implementaci, kde
rˇádkoveˇ orientované ukládání ukládá data horizontálneˇ a sloupcoveˇ orientované uklá-
dání vertikálneˇ. Ukázali jsme si výhody a nevýhody obou zpu˚sobu˚ ukádání dat a v které
oblasti je nejvýhodneˇjší jejich nasazení.
Provedené testy nad našimi implementovanými systémy potvrdily prˇedpoklady z úvodu
této práce. Vkládání dat je rychlejší u rˇádkoveˇ orientovaného ukládání, ale na druhou
stranu prˇi použití RLE kódování a zárovenˇ cˇastém opakování hodnot u sloupcoveˇ ori-
entovaného ukládání mu˚že být cˇas vkládání dat ješte rychlejší jako u rˇádkoveˇ oriento-
vaného ukládání. Sloupcoveˇ orientované úložišteˇ prokázalo nejlepší výsledky prˇi práci s
jedním nebo menším pocˇtem atributu˚ tabulky.
Po vytvorˇení indexu v rˇádkoveˇ orientovaném úložišti na sloupci použitém v selekci jsme
dostali nejlepší cˇasy zpracování dotazu˚. Indexy mohou být velmi užitecˇné, ale musíme
myslet na to, že index zabírá dašlí místo v pameˇti, které mu˚že být u velkých tabulek veˇtší
jako data samotná. Prˇi vkládání a zmeˇneˇ dat je nutné provést zmeˇny také v indexu a tím
se zpomalují tyto operace. Pro správné fungování indexu˚ je navíc du˚ležité veˇdeˇt, jaké
dotazy jsou používané nad tabulkou a jaká data tabulka obsahuje. Prˇi špatném vytvorˇení
indexu˚, nebo vytvorˇení prˇíliš mnoho indexu˚, je jejich vliv na zpracování dat spíše nega-
tivní.
Komprimace v databázových systémech prˇináší znacˇné výhody a námi zvolené kódo-
vání RLE ve sloupcoveˇ orientovaného ukládání nám to potvrdilo. Hlavním faktorem
pro dosažení nejlepších výsledku˚ komprimace, zmenšení objemu dat, je u RLE kódování
opakování stejných hodnot za sebou. V našem prˇípadeˇ se zmenšila velikost dat na 70%
pu˚vodní velikosti. V prˇípadeˇ výskytu více stejných hodnot by byly výsledky ješte lepší.
Komprimace prˇináší také ekonomické výhody. Pokud by databáze za 10 let narostla do
velikosti 100 GB a dostala se tak na hranici kapacity diskového pole, tak s použitím kom-
primace mu˚žeme provozovat databázi neˇkolik dalších let bez rozširování kapacity.
Shrnutím výsledku˚ mu˚žeme jednoznacˇneˇ potvrdit, že sloupcoveˇ orientované ukládání
má mezi databázovýmí technologiemi zasloužené místo a uplatneˇní si najdou hlavneˇ u
veˇtších datových skladu˚ pro analýzu dat. Tohoto jsou si veˇdomi i vývojárˇi nejvýznamneˇj-
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9 Seznam prˇíloh na CD/DVD
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dataset.txt - kolekce testovacích dat
