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RESUMEN 




En este Trabajo Fin de Grado se ha desarrollado un sistema que permite la creación de 
redes inalámbricas de sensores a un coste muy reducido, junto con su supervisión a través de 
una aplicación para dispositivos inteligentes, así como el almacenamiento de los datos 
generados en blockchain, lo que facilita su compraventa y garantiza su inmutabilidad. 
En primer lugar, se ha desarrollado un sistema electrónico para la creación de la red 
de sensores, donde se han contemplado tres tipos de nodos: inicial, intermedios y final. Se 
han empledo microcontroladores junto con un sistema de transmisor-receptor a 2.4 GHz de 
bajo coste para la comunicación entre nodos, y un sistema bluetooth para la comunicación 
con el dispositivo inteligente. 
Para la supervisión de la red se ha desarrollado una aplicación para Android que se 
conecta con la red de sensores mediante bluetooth, y que representa los datos recibidos 
clasificados por red y nodo. El diseño de la aplicación ha sido concebido para que resulte 
polivalente y sea independientemente de la red. Además, se ha incluido la opción de 
publicación de los datos en una red de blockchain. 
La incorporación de blockchain para el almacenamiento y compraventa de los datos 
supone un elemento novedoso que permite la creación de un histórico inmutable de los datos 
y la obtención de un rendimiento económico de una forma sencilla. 
Todos estos elementos suponen el desarrollar un sistema o conjunto de herramientas 
que permiten crear un proyecto completo desde la generación de los datos hasta su 
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In this Final Project, a system has been developed that allows for the creation of 
wireless sensor networks at a very low cost, together with their supervision using an 
application for intelligent devices, and the storage of generated data in blockchain, which 
facilitates their purchase and sale and guarantees their immutability. 
First of all, an electronic system has been developed for the creation of the sensor 
network, where three types of nodes have been considered: initial, intermediate and final. 
Microcontrollers have been used together with a low-cost 2.4-GHz transceiver system for 
communication between nodes, and a Bluetooth system for communication with the 
intelligent device. 
In order to monitor the network activity, an Android application has been developed 
that connects to the sensor network via Bluetooth, and displays received data classified by 
network and node. It has been designed to be a multi-purpose application that remains 
independent of the network. It also offers the possibility of publishing the data on a blockchain 
network, if desired. 
 The incorporation of blockchain for the storage and commercialization of data 
constitutes an innovative approach that allows for the creation of an immutable data history, 
as well as the generation of economic benefits in a simple way. 
All these elements imply the development of a system or set of tools that allow for the 












SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
 
ÍNDICES 
 Javier Fraile Pérez de Arilucea  JUL-18 
 
ÍNDICE DE CONTENIDO 
Memoria .................................................................................................................................... 1 
1. Introducción .................................................................................................................................... 1 
1.1. Motivación ............................................................................................................................... 1 
1.2. Antecedentes ........................................................................................................................... 2 
1.3. Objeto del trabajo .................................................................................................................... 3 
1.4. Objetivos .................................................................................................................................. 4 
2. Referencias ...................................................................................................................................... 6 
3. Protocolo de comunicación ............................................................................................................. 7 
3.1. Comunicación entre el nodo principal y un dispositivo móvil ................................................. 7 
3.2. Comunicación entre nodos ...................................................................................................... 8 
4. Diseño de la red ............................................................................................................................. 10 
4.1. Nodo principal ....................................................................................................................... 10 
4.2. Nodos intermedios ................................................................................................................ 15 
4.3. Nodo final .............................................................................................................................. 17 
5. Diseño de la aplicación para el dispositivo móvil .......................................................................... 20 
5.1. Funcionamiento general ........................................................................................................ 20 
5.2. Conexión Bluetooth ............................................................................................................... 23 
5.3. Representación de datos ....................................................................................................... 27 
5.4. Actividad base ........................................................................................................................ 29 
5.5. Otros archivos ........................................................................................................................ 31 
6. Blockchain ...................................................................................................................................... 34 
6.1. Presentación de la tecnología y su funcionalidad ................................................................. 34 
6.2. Smart contract ....................................................................................................................... 35 
6.3. Aplicación Android ................................................................................................................. 38 
6.4. Scripts Python ........................................................................................................................ 39 
6.4.1. SensoresEvento .............................................................................................................. 40 
6.4.2. Abisensores .................................................................................................................... 42 
6.4.3. APIsensores ................................................................................................................... 42 
6.4.4. GuardarDatos ................................................................................................................ 42 
6.4.5. Decodificar ..................................................................................................................... 43 
6.4.6. Frontend ........................................................................................................................ 43 
6.4.7. BotTelegram .................................................................................................................. 48 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
 
ÍNDICES 
 Javier Fraile Pérez de Arilucea  JUL-18 
 
7. Conclusiones .................................................................................................................................. 50 
Anexo 1. Programación del nodo principal ............................................................................ 1 
Anexo 2. Programación de nodos intermedios ....................................................................... 8 
Anexo 3. Programación del nodo final ................................................................................. 11 
Anexo 4. Programación del dispositivo móvil ...................................................................... 13 
Anexo 4.1 MainActivity ..................................................................................................................... 13 
Anexo 4.2 LocalService ...................................................................................................................... 19 
Anexo 4.3 Nodo ................................................................................................................................. 22 
Anexo 4.4 BaseActivity ...................................................................................................................... 28 
Anexo 4.5 Layout Activity MainActivity ............................................................................................ 31 
Anexo 4.6 Layout Activity Nodo ........................................................................................................ 32 
Anexo 4.7 Layout Content MainActivity ........................................................................................... 33 
Anexo 4.8 Layout Content Nodo ....................................................................................................... 35 
Anexo 4.9 Menu ................................................................................................................................ 36 
Anexo 4.10 Strings (español) ............................................................................................................. 37 
Anexo 4.11 Manifest ......................................................................................................................... 38 
Anexo 4.12 build.Gradle .................................................................................................................... 39 
Anexo 5. Blockchain ............................................................................................................... 40 
Anexo 5.1 Smart contract .................................................................................................................. 40 
Anexo 5.2 Aplicación Android ........................................................................................................... 43 
Anexo 5.2.1 Settings ...................................................................................................................... 43 
Anexo 5.2.2 Apicall ........................................................................................................................ 45 
Anexo 5.3 Python scritps ................................................................................................................... 47 
Anexo 5.3.1 SensoresEvento ......................................................................................................... 47 
Anexo 5.3.2 Abisensores ............................................................................................................... 50 
Anexo 5.3.3 APIsensores ............................................................................................................... 58 
Anexo 5.3.4 GuardarDatos ............................................................................................................ 59 
Anexo 5.3.5 Decodificar ................................................................................................................ 60 
Anexo 5.3.6 Frontend .................................................................................................................... 61 
Anexo 5.3.7 BotTelegram .............................................................................................................. 65 
Planos ......................................................................................................................................... 1 
Esquema conexionado nodo inicial ..................................................................................................... 2 
Esquema conexionado nodo intermedio ............................................................................................ 3 
Esquema conexionado nodo final ....................................................................................................... 4 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
 
ÍNDICES 
 Javier Fraile Pérez de Arilucea  JUL-18 
 
Diagrama de flujo conexión ................................................................................................................ 5 
Esquemas almacenamiento y extracción de datos ............................................................................. 6 
Pliego de condiciones ................................................................................................................ 1 
1. Introducción .................................................................................................................................... 1 
2. Condiciones Generales .................................................................................................................... 1 
3. Condiciones Administrativas ........................................................................................................... 1 
4. Condiciones de funcionamiento ...................................................................................................... 2 
4.1. Nodos ....................................................................................................................................... 2 
4.2. Aplicación móvil ....................................................................................................................... 2 
4.3. Ordenador ................................................................................................................................ 2 
4.4. Blockchain ................................................................................................................................ 3 
Presupuesto ............................................................................................................................... 1 
 
  
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
 
ÍNDICES 
 Javier Fraile Pérez de Arilucea  JUL-18 
 
INDICE DE FIGURAS 
Figura 1 Previsiones de crecimiento en el número de dispositivos IoT. ................................................. 1 
Figura 2 Clasificación por sectores de las áreas con mayor potencial IoT. ............................................. 2 
Figura 3 Esquema de interconexión de módulos en el nodo principal. ................................................ 11 
Figura 4 Módulo HC-06 para la comunicación bluetooth. .................................................................... 11 
Figura 5 Módulo nrf24l01 para la comunicación con otros nodos. ...................................................... 12 
Figura 6 Patillaje del microprocesador de la placa Arduino. ................................................................. 13 
Figura 7 Esquema de interconexión en un nodo intermedio. ............................................................... 16 
Figura 8 Esquema de interconexión en el nodo final. ........................................................................... 18 
Figura 9 Patillaje del microprocesador de la placa Arduino. ................................................................. 18 
Figura 10 Pantalla inicial… ………….…………………………………………………………………………………………………… 21 
Figura 11 Pantalla inicial con los dispositivos encontrados. ................................................................. 21 
Figura 12 Actividad nodo con datos. ………………………………………………………………………………………………..22 
Figura 13 Menu lateral completo. ......................................................................................................... 22 
Figura 14 Menú lateral, estado inicial. .................................................................................................. 22 
Figura 15 Pantalla nodos sin datos. ....................................................................................................... 22 
Figura 16 Diagrama de flujo conexión................................................................................................... 23 
Figura 17 Ciclo de vida actividad Android. ............................................................................................ 26 
Figura 18 Menú lateral. ......................................................................................................................... 30 
Figura 19 Barra superior. Figura 20 Botón flecha. ............................................................................. 30 
Figura 21 Settings. ................................................................................................................................. 39 
Figura 22 Proceso completado .............................................................................................................. 45 
Figura 23 Balance .................................................................................................................................. 45 
Figura 24 Coste ...................................................................................................................................... 45 
Figura 25 Data original .......................................................................................................................... 46 
Figura 26 Data Paso 1: cadena dividida................................................................................................. 46 
Figura 27 Paso 2: ceros eliminados ....................................................................................................... 47 
Figura 28 Resultado ............................................................................................................................... 47 
Figura 29 Front ...................................................................................................................................... 48 





SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
 
ÍNDICES 
 Javier Fraile Pérez de Arilucea  JUL-18 
 
INDICE   DE TABLAS 
Tabla 1 Código Identificador/Unidades................................................................................................... 8 
Tabla 2  Valor de activación correspondiente a cada nodo .................................................................... 9 
Tabla 3 Identificadores de los nodos..................................................................................................... 14 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  






El interés por conocer la situación de procesos e instalaciones en tiempo real es algo 
actualmente en auge con el incremento de plataformas y servicios relacionados con el 
denominado IoT (Internet of Things). 
El IoT provocará una transformación en las empresas y traerá aparejados grandes 
cambios en la forma en la que los individuos y las sociedades entienden cómo la tecnología y 
sus aplicaciones se relacionan con el mundo. 
Diversos estudios han mostrado que el mercado del IoT crecerá exponencialmente en 
los próximos años (figura 1). En particular, dos compañías tecnológicas (Cisco y Ericsson) han 
publicado datos acerca del potencial asociado a los dispositivos IoT; ambas han pronosticado 
en torno a 50.000 millones de dispositivos conectados para el año 2020. Además, empresas 
de investigación como Gartner, IHS Global Insight, ABI Research o la empresa especializada en 
IoT Habor Research han elaborado sus propias estimaciones. Todas ellas coinciden en el 
elevado potencial de crecimiento de este mercado, en el que se perfilan las siguientes 
tendencias: 
• Un crecimiento anual estimado en el número de dispositivos conectados 
comprendido entre el 14% y el 29%. 
• Una media de hasta seis dispositivos (no sólo smartphones) por cada habitante 
del planeta en 2020. 
• Un incremento destacado en los ingresos generados por IoT durante los 
próximos años. 
 
Figura 1 Previsiones de crecimiento en el número de dispositivos IoT. 
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Los expertos también destacan la gran variedad de campos en los cuales se va a 
generalizar el uso de la tecnología IoT. Como se muestra en la figura 2, pueden distinguirse 
dos grandes ramas: 
• Los sistemas enfocados al consumidor, con un 45% de los dispositivos, dentro 
de los cuales los dedicados a la salud supondrán entre un 5% y un 15% del total. 
• Los orientados al mundo empresarial, con el 55% de los dispositivos, entre los 
que destacan los relacionados con los procesos productivos. 
 
Figura 2 Clasificación por sectores de las áreas con mayor potencial IoT. 
En el ámbito del IoT merece una mención especial, por su relevancia creciente, el 
concepto de “Smartcity”. La aplicación de la tecnología IoT a todos los elementos que 
componen una ciudad, desde la iluminación de las calles hasta el riego de los jardines, pasando 
por el control de la recogida de residuos o la regulación del tráfico y los aparcamientos, va a 
suponer un cambio trascendental en la forma en la que los ciudadanos se relacionan con la 
ciudad y reciben sus servicios. 
Esta gran proyección del IoT puede suponer una gran oportunidad laboral para los 
Ingenieros Electrónicos que se sepan adaptar a los nuevos sistemas y a la nueva forma de 
concebir el mundo. 
 
1.2. Antecedentes 
El objeto de este trabajo nace de la curiosidad que siempre he tenido por los 
dispositivos electrónicos microprogramables de pequeño tamaño, debido especialmente a la 
enorme versatilidad que ofrecen para la realización de tareas muy diversas. En este contexto, 
la irrupción de los nuevos dispositivos orientados al IoT contribuyó a acrecentar ese interés 
por su conocimiento y utilización, de modo que la necesidad de seleccionar un tema sobre el 
que desarrollar el TFG constituía una oportunidad idónea para ello. 
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De forma paralela, al iniciar mi actividad profesional en el mundo laboral tuve que 
acometer el desarrollo de un dispositivo destinado al control de la calidad de un proceso, lo 
cual contribuyó a consolidar mi interés por los dispositivos IoT. Durante la investigación previa 
que realicé para definir el modo de llevar a cabo ese proyecto, pude constatar que la gran 
mayoría de los sistemas comerciales presentaba un coste muy elevado en relación con la 
funcionalidad que ofrecía. 
Dado que ello dejaba abierta la posibilidad de ofertar nuevos productos en condiciones 
más ventajosas que las de mercado, y podía constituir, de hecho, una oportunidad de negocio, 
tomé una doble decisión. Por una parte, para dar solución a los requerimientos del cliente, 
desarrollaría un equipo nuevo a medida, adaptado a las necesidades del proceso a controlar. 
Por otra parte, como objeto del TFG, me plantearía la creación de una solución más global, 
que pudiera ser fácilmente aplicable a proyectos diversos. 
De este modo fue como surgió la idea de desarrollar una solución para la sensorización 
de un lugar o proceso, bien sea en el ámbito agrario, industrial o residencial, de una forma 
económica y sencilla de implementar. 
 
1.3. Objeto del trabajo 
El objeto general de este TFG es el diseño y configuración de una plataforma para el 
desarrollo de redes de sensores de bajo coste y fácil configuración, mediante la utilización de 
hardware libre, así como su control desde un dispositivo inteligente e inalámbrico, como por 
ejemplo un teléfono móvil o tablet. 
Con el propósito de poder supervisar una gran cantidad de elementos, incluso aunque 
no se encuentren físicamente interconectados entre sí, pueden emplearse nodos situados en 
los diversos lugares de interés, dotados de comunicación inalámbrica entre sí. Los sistemas de 
este tipo pueden variar en cuanto al formato de la comunicación o la frecuencia en la que 
trabajan. El objeto de este TFG comprende la selección del dispositivo empleado para la 
transmisión y recepción de información, junto con la configuración de cada uno de los nodos, 
así como del protocolo de comunicación empleado. 
Asimismo, para poder hacer uso de los datos generados por los sensores se pueden 
emplear diferentes sistemas: conexión directa a un ordenador, almacenamiento en la nube, 
etc. La solución apropiada dependerá tanto de la ubicación del sistema como de los elementos 
disponibles para el conexionado entre la red de sensores y el medio de visualización, como, 
por ejemplo, bluetooth, wifi, GSM, SIGFOX, o cualquier otro sistema de comunicación o de 
conexión a red.  La correcta programación del sistema empleado para la visualización de los 
datos, junto con el formato de la comunicación, es también objeto de este TFG. 
Concretamente, se ha contemplado como objetivo la utilización de la reciente tecnología 
blockchain para el almacenamiento y recuperación de la información generada, abriendo 
nuevas posibilidades, como pueden ser la venta de los datos o la garantía de su inalterabilidad. 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  




El objetivo general del TFG es el desarrollo de una plataforma para la creación de redes 
de sensores de bajo coste y de fácil instalación, de tal manera que cualquier persona sin un 
gran conocimiento sobre electrónica, y sin nociones sobre desarrollo de aplicaciones para 
dispositivos móviles, pueda crear la red y usar la aplicación para supervisarla (siempre y 
cuando se respete el protocolo de comunicación). Para ello, se establecen dos objetivos 
principales. 
El primero de ellos consiste en la selección de los diferentes elementos que conforman 
cada uno de los nodos, junto con su configuración. Todo ello debe obedecer a las siguientes 
premisas: 
• Debe de ser un sistema fácil de adaptar a las necesidades del usuario, es decir, 
añadir un nuevo nodo a la red o un nuevo sensor al nodo no debe suponer una 
gran inversión de tiempo. 
• Debe de ser un sistema de bajo coste. 
Durante el desarrollo de esta primera parte se creará el formato de la red y se 
diferenciarán tres tipos de nodos: 
• Nodo principal: aquél al que se conectará el dispositivo inteligente, de forma 
inalámbrica, para visualizar los datos. 
• Nodos intermedios: cada uno de ellos tendrá interconexión inalámbrica con otros 
dos nodos. 
• Nodo final: último nodo de la red, conectado únicamente a otro nodo. 
El segundo objetivo del trabajo consistirá en realizar una aplicación para el sistema 
operativo Android, desde la cual se visualizará la información generada por los sensores, que 
será recibida desde el nodo principal mediante bluetooth. El desarrollo de esta aplicación 
parte de una única premisa: debe ser válida para cualquier número de nodos y para cualquier 
número de sensores en cada nodo, de modo que una variación en la cantidad de cualquiera 
de ellos no debe requerir una modificación de la aplicación. 
Como objetivo adicional, que fue contemplado durante la etapa final de desarrollo del 
proyecto, se decidió incorporar un nuevo elemento de carácter innovador, como es el 
almacenamiento de datos en blockchain, para aportar una nueva dimensión al 
almacenamiento de los datos. 
Con el objeto de que el presente documento resulte más visual, y pueda ser entendido 
y seguido de una forma más clara, se ilustrará mediante el uso de una red de muestra, formada 
por tres nodos, controlada desde un móvil con sistema operativo Android. Se considera que 
dicha red resulta suficientemente representativa para permitir la comprensión del 
funcionamiento y del formato de la comunicación de la red, ya que consta de un nodo 
principal, uno intermedio y uno final. Sin embargo, ello no significa que el número máximo de 
nodos a emplear en el sistema sea de tres, ya que, como se ha mencionado con anterioridad, 
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no se contempla un límite teórico en el número de nodos del sistema. Desde el punto de vista 
práctico, el límite quedaría marcado por la capacidad para procesar toda la información 
intercambiada, tanto por parte de los microcontroladores de los distintos nodos como por el 
dispositivo móvil. 
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3. Protocolo de comunicación 
Con el objetivo de poder conectar los diferentes elementos que forman el sistema de 
un modo sencillo, se ha desarrollado un protocolo de comunicación propio, gracias al cual se 
pueden controlar todos los parámetros intercambiados entre los distintos elementos, así 
como el formato y el tiempo de actualización de la información en el muestreo de los datos. 
 
3.1. Comunicación entre el nodo principal y un dispositivo móvil 
En la comunicación con el dispositivo móvil, una vez ha sido establecida la conexión, 
se procede a realizar la solicitud de información a la red. Esta solicitud siempre tiene el mismo 
formato: 
• Numero de nodo + carácter de finalización; por ejemplo, si se selecciona el 
nodo 1, la trama que se enviará será 1F. 
De este modo, la red sabrá que debe enviar su respuesta, que será diferente según si 
se trata del primer envío, o si, por el contrario, ya se ha recibido algún valor leído de los 
sensores. 
Si se trata del primer envío, es decir, cuando no se ha recibido nada del sistema 
electrónico con anterioridad, éste responderá con una cadena informativa acerca de la 
estructura de la red, que tendrá el siguiente formato: 
• El carácter de inicio (“%%”), que sirve para que la aplicación pueda diferenciar 
si se trata de una cadena que contiene los valores leídos de los sensores, o si 
contiene otro tipo de información (en este caso, los parámetros relacionados 
con la denominación de la red). 
• A continuación del carácter de inicio se especifica el número de nodos en la 
red, y seguidamente un elemento separador (“/”). 
• Después de este carácter, se incluye el nombre asignado a la red, y seguido, 
nuevamente, otro elemento separador (“%”). 
• Para finalizar la trama, se añaden los nombres de cada uno de los nodos que 
forman la red, separados entre sí mediante el mismo carácter empleado 
anteriormente (“%”). 
A continuación se muestra el formato de la trama para la red ejemplo, donde “NRed” 
es la variable en la que se almacena la trama a enviar: 
 
Si, por el contrario, se trata de la cadena que contiene los valores leídos de los 
sensores, su formato será el siguiente: 
NRed="%%" + Numero_Nodos + "/" + Nombre_Red + "%" +  
Nombre_Nodo_0 + "%" + Nombre_Nodo_1 + "%" + Nombre_Nodo_2 +"%" 
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• En primer lugar, se sitúa el nombre identificativo del sensor. Es el valor que 
queremos que se muestre en el dispositivo móvil, para poder distinguir de qué 
sensor se trata. Tras este valor se coloca un carácter separador (“|”). 
• A continuación de este carácter se añade la lectura del valor medido por el 
sensor. Seguidamente se coloca otro carácter separador (en este caso, “/”). 
• Por último, se añade el número identificativo de las unidades de la magnitud 
medida. Para que la aplicación muestre las unidades de la medida, se le debe 
enviar su código identificador, según se muestra en la tabla 1. Para terminar 
se añade otro carácter final (“!”). 
Tabla 1 Código Identificador/Unidades 












11 True (1) 




El formato explicado corresponde a una trama para un único sensor; si se envía la 




3.2. Comunicación entre nodos 
Las tramas enviadas por los nodos difieren para cada tipo de nodo, que puede ser el 
nodo principal, uno de los nodos intermedios, o el nodo final. 
• En el caso del nodo principal, como ya se ha explicado, primero se recibe la 
trama que indica el nodo seleccionado. A continuación, dependiendo del valor 
recibido, o bien se responde con la trama de la medida, si el nodo seleccionado 
ID_Sensor1 + "|" + Valor_Sensor1 + "/" + Unidades_Sensor1 + "!"+  
ID_Sensor2 + "|" + Valor_Sensor2 + "/" + Unidades_Sensor2 + "!" 
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era el propio nodo principal, o bien se envía un nuevo valor de activación al 
nodo siguiente. Este valor responde al siguiente patrón: 
Tabla 2  Valor de activación correspondiente a cada nodo 
Nodo Seleccionado Valor activación enviado 
Nodo 1 10 
Nodo 2 20 
… … 
Nodo X X*10 
Una vez enviado este valor, se pausa el sistema durante 100 ms para evitar 
posibles interferencias, y pasado este tiempo el sistema se pone en modo 
escucha, esperando la respuesta del nodo siguiente. Dicha respuesta, que 
estará contenida dentro de un array de cadenas de caracteres en el nodo 
emisor, se almacenará en otro array del mismo tipo en el nodo receptor, array 
que se irá sobrescribiendo con cada nueva recepción de datos, siempre 
respetando el siguiente esquema: 
 
• En los nodos intermedios, primeramente se recibe el valor de activación 
procedente del nodo anterior; cuando dicho valor corresponde al nodo 
receptor, éste procederá al envío de los diferentes parámetros de los sensores, 
que, como se ha mencionado anteriormente, estarán contenidos en un “array” 
de cadenas de caracteres conforme al esquema anterior. 
Si, por el contrario, el valor de activación no corresponde con el del nodo 
receptor, se redirigirá hacia el nodo siguiente, y después de un pequeño 
tiempo de espera (50 ms) se pondrá en modo escucha, esperando la respuesta. 
• Si se trata del último nodo de la red, responderá automáticamente enviando 
el conjunto de datos leídos de los sensores. 
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4. Diseño de la red 
El primer condicionante que se tuvo en cuenta a la hora de diseñar la red fue la 
selección del dispositivo empleado para la emisión y recepción de la información. Después de 
haber considerado diversas opciones que implicaban el uso de sistemas comerciales como 
XBee, Sigfox o LoRa, su elevado coste me hizo decantarme por crear mi propio protocolo 
mediante el empleo de un módulo de bajo coste, como es el nrf24l01. 
El principal motivo para la selección de este módulo fue precisamente su coste, que, 
tal como se muestra en la tabla de precios recogida en el Presupuesto, es muy inferior al de 
los sistemas comerciales. La segunda razón para su elección fue la disponibilidad del módulo 
en dos versiones de diferente potencia de transmisión. Existe una versión de corto alcance, 
unos 20 metros, y otra de largo alcance, con una distancia efectiva teórica de 1100 metros (en 
condiciones reales, y con una tasa de error baja, unos 250 metros). La existencia de esta 
segunda versión fue uno de los factores que determinaron la topología de red seleccionada, 
como se explica a continuación. 
Como topología de red, en un primer momento se consideró la posibilidad de creación 
de una red centralizada, en la que todos los nodos secundarios estuviesen conectados a un 
único nodo central. El problema que presentaba esta topología, por el cual fue descartada, es 
que la necesidad de tener que conectar todos los nodos con el central limita la distancia 
máxima a la que se pueden situar los nodos distribuidos, impidiendo de este modo el 
despliegue de una red amplia capaz de cubrir grandes distancias. 
Teniendo en cuenta este último requisito, se decidió diseñar una red multi-salto (multi-
hop), en la cual cada nodo está conectado con el nodo anterior y con el siguiente (en caso de 
existir). La principal desventaja que presenta esta configuración es que obliga a viajar a la 
información a través de diversos nodos intermedios hasta alcanzar el nodo principal. Por el 
contrario, cuenta con la ventaja de permitir una mayor distancia entre el nodo principal y otros 
nodos de la red, pudiéndose desplegar redes de mayor extensión. 
 
4.1. Nodo principal 
En el nodo principal, cuya programación puede consultarse en el Anexo 1, se ubican el 
módulo bluetooth, destinado a la comunicación con el dispositivo móvil, y el emisor-receptor, 
para la comunicación con otros nodos, ambos conectados a la placa principal Arduino, según 
se muestra en la figura 3. 
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Figura 3 Esquema de interconexión de módulos en el nodo principal. 
Para la comunicación bluetooth se seleccionó un HC-06, módulo ampliamente 
empleado y de coste reducido. Cuenta con 4 patillas: VCC, GND, RX, TX. Las patillas de 
alimentación, VCC y GND, se conectan a los pines de 5V y tierra, respectivamente, de la placa 
Arduino, mientras que las otras dos se conectan a los pines 6 y 7, que han sido configurados 
mediante programación para este fin. 
 
Figura 4 Módulo HC-06 para la comunicación bluetooth. 
En el pin 7 de la placa Arduino se conecta directamente la patilla TX del módulo 
bluetooth, mientras que en la conexión de RX se emplea un divisor de tensión para reducir la 
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tensión de entrada desde los 5V proporcionados por Arduino hasta los 3.3V de trabajo del 
módulo. El esquema de conexionado se muestra en la figura 3. 
Para la programación de la comunicación bluetooth se emplea la librería 
“SoftwareSerial”, con la que se puede crear un puerto serie simulado asignando los pines de 
TX y RX que se desee. En este caso se han empleado los pines 6 y 7, como se indicado 
anteriormente. El funcionamiento es bastante simple. Una vez definido el sistema, mediante 
la indicación de un nombre y los pines deseados, se inicializa la velocidad de transmisión 
(baudrate), en este caso 9600, en la función setup(). Una vez hecho esto, ya se pueden emplear 
dos funciones: read() y write(). La primera lee la información recibida a través de bluetooth, 
que llega en formato ASCII, mientras que la segunda permite enviar la información deseada, 
también vía bluetooth. 
En lo referente al módulo para la comunicación con otros nodos, nrf24l01, la conexión 
es algo más compleja. Como se muestra en la figura 5, cuenta con 8 pines. 
 
Figura 5 Módulo nrf24l01 para la comunicación con otros nodos. 
Los terminales de alimentación, VCC y GND, se conectan a las salidas correspondientes 
de la placa Arduino, teniendo en cuenta que, puesto que la tensión de trabajo del módulo es 
de 3.3V, el pin VCC va conectado con la salida de 3.3V de Arduino. 
De los otros 6 pines se emplean 5, quedando sin uso el número 8, que corresponde a 
IRQ (Interrupt Request). Los pines SCK (Serial Clock), MOSI (Master Out Slave In) y MISO 
(Master In Slave Out) necesariamente deben estar conectados a las patillas 13, 11 y 12, 
respectivamente, de la placa Arduino, dado que corresponden a los pines de los mismos 
nombres y funciones que posee el microprocesador, como se puede ver en la figura 6. Sin 
embargo, los 2 pines restantes, CE (Chip Enable) y CS (Chip Select), pueden conectarse a 
distintas patillas de la placa Arduino; en este caso el sistema ha sido configurado para su 
conexión a los terminales 9 y 10, respectivamente. 
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Figura 6 Patillaje del microprocesador de la placa Arduino. 
Para el correcto funcionamiento del módulo se emplean las librerías “nRF24L01” y 
“RF24”. Lo primero es asignar los pines a los cuales se conectarán CE y CS, como ya se ha 
comentado en este caso se han usado el 9 y el 10, junto con un nombre identificativo, para el 
que se ha empleado “radio”. Después se crea una variable para contener la dirección de 
conexión con el nodo siguiente, que será posteriormente empleada para establecer la 
conexión para el envío y recepción de datos. A continuación, ya en la función setup() de 
Arduino, se realizan las siguientes operaciones: 
• Se ejecuta la función begin(), que hace al módulo comenzar a funcionar. 
• Se ajusta la potencia de la trasmisión; en este caso, debido a la topología de la 
red, se configura a máxima potencia, ya que interesa poder situar el siguiente 
nodo a la mayor distancia posible. 
• Se selecciona el canal de transmisión, se ha seleccionado el 100. 
• Se abre la conexión con el nodo siguiente a través de la dirección contenida en 
la variable anteriormente comentada. 
Después de la configuración, cuando el sistema ya está funcionando, en la función 
loop() del programa de Arduino se emplean las siguientes funciones contenidas en las librerías 
del módulo: 
• openWritingPipe(dirección): abre una conexión de escritura con la dirección 
deseada. 
• startListening(): activa el modo escucha del módulo para recibir los datos del 
nodo siguiente. 
• available(): comprueba que existe conexión con el nodo siguiente. 
• read(Values,size): lee la información enviada desde el nodo siguiente y la 
almacena en la variable Values, mientras el tamaño del mensaje no supere el 
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valor de la variable size, la cual representa el tamaño máximo permitido para 
el mensaje. 
Además de emplear las funciones propias de cada módulo, en este nodo principal se 
realizan varias acciones para implementar el protocolo de comunicación propio que ha sido 
diseñado, y para adecuar los datos, tanto para su envío como para su recepción. Las funciones 
nuevas que han sido creadas, y que son empleadas en este nodo, todas ellas en la función 
loop(), son: 
• ComienzoBluetooth(): esta función se ejecuta la primera vez que se conecta el 
dispositivo móvil con el nodo principal. En primer lugar se envía la información 
relativa a la red y posteriormente se reciben los datos enviados por el 
dispositivo móvil hasta que se detecta el carácter de finalización. 
 
• Enviar(): en esta función se procesa el valor recibido desde el dispositivo móvil 
a través del módulo bluetooth. Cuando coincide con el identificador del propio 
nodo principal, realiza una llamada a la función Convertir(). Si, por el contrario, 
el valor recibido corresponde a uno de los nodos siguientes, entonces envía el 
valor de activación correspondiente, según muestra la tabla 3, al siguiente 
nodo, usando para ello la función de escritura del módulo nrf24l01. Después de 
enviar este dato, ejecutará la función Recibir(). 
Tabla 3 Identificadores de los nodos. 
Número de nodo 
Valor transmitido 
vía bluetooth 
Valor de activación 
enviado al nodo 
0 (Principal) -- -- 
1 49 10 
2 50 20 
… … … 
X ASCII(X) X*10 
 
• Recibir(): dentro de esta función primero se comprueba si existe un transmisor 
enviando información y, en caso afirmativo, se usa la función de lectura del 
nrf24l01 para guardar la información recibida en una variable. Después se inicia 
la función Convertir(), con la cual se adapta la información recibida al formato 
de envío al dispositivo móvil. Cuando este proceso se completa se realiza el 
envío por bluetooth usando la función EnviarBluetooth(String cad), siendo cad 
la cadena creada en Convertir(). 
 
• Convertir(): En esta función se adapta la información recibida desde el nodo 
anterior, o la generada por los sensores del propio nodo, al formato del 
protocolo de comunicación presentado en apartados anteriores. Para ello se 
hace uso de diferentes bucles for, que adaptan la información contenida en la 
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variable Recibido[], la cual almacena los valores relacionados con las lecturas 
de los sensores: 
o En primer lugar, se sustituye el numero identificativo del sensor por su 
nombre correspondiente. Estos nombres están almacenados en unas 
variables declaradas al comienzo del código. 
o El siguiente paso es transformar los números en cadenas de caracteres, 
para poder concatenar todos los valores en una única cadena. 
o Por último, se recorre toda la variable concatenando los valores para 
formar una cadena para cada uno de los sensores (nombre sensor, valor 
sensor y unidades), de acuerdo con el protocolo de comunicación 
diseñado, y se añaden los caracteres de separación necesarios entre 
cada uno de los valores leídos de la variable. Una vez formada esta 
cadena, se envía empleando la función “EnviarBluetoothFila” y se 
resetea la cadena para prepararla para el siguiente sensor. Una vez que 
se ha recorrido todo el array, se envía el carácter de finalización (“#”). 
 
• EnviarBluetooth(String cad): La última función en ejecutarse es la que realiza 
el envío de la información al dispositivo móvil. En primer lugar convierte la 
cadena de entrada a un array de caracteres, transformación que resulta 
necesaria porque la función de escritura propia del módulo bluetooth sólo 
permite enviar caracteres individuales. Después, y dado que la aplicación del 
dispositivo móvil nunca llega a recibir el primer carácter enviado, se hace 
necesario enviar un carácter cualquiera de relleno, por ejemplo “0”, seguido de 
los caracteres contenidos en el array recién creado, y, en último lugar, el 
carácter de finalización (“#”). 
 
• EnviarBluetoothFila(String Cad, int contenvio): similar a la anterior, compara 
si se trata del primer valor de la cadena (para ello comprueba el valor de 
“contenvio”); si es así, envía el primer carácter (“0”), y a continuación la cadena 
“Cad”. 
 
4.2. Nodos intermedios 
En los nodos intermedios, cuya programación puede consultarse en el Anexo 2, se 
ubica únicamente el emisor-receptor para la comunicación con otros nodos, conectado a la 
placa principal Arduino según se muestra en la figura 7. 
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Figura 7 Esquema de interconexión en un nodo intermedio. 
Dado que en el caso de los nodos intermedios el sistema empleado es el mismo que 
en el nodo principal, Arduino UNO, el conexionado del módulo es igual. Si se hubiesen 
empleado otros sistemas, como Arduino Mega (el cual será utilizado con fines ilustrativos en 
el nodo final), Arduino Nano, etc., tanto el conexionado del módulo como su programación 
hubieran sido diferentes. 
Al igual que en el nodo principal, para el correcto funcionamiento del módulo se 
emplean las librerías “nRF24L01” y “RF24”. Como los nodos intermedios se conectan con otros 
dos (el anterior y el siguiente en la red), se han de emplear dos variables distintas para 
almacenar la dirección de conexión con cada nodo. Después de la declaración de variables, se 
configura el nodo en la función setup() de Arduino, en la que se realizan las siguientes 
operaciones: 
• Primero se ejecuta la función que inicia el módulo emisor-receptor, begin(). 
• A continuación se configura la potencia de la red y el canal de emisión del 
mismo modo que en el nodo principal. 
• Por último, se abre la comunicación con los nodos anterior y posterior, usando 
para ello las direcciones previamente declaradas en las variables comentadas 
con anterioridad, y se pone el sistema en modo escucha. 
Cuando el sistema ya se encuentra en régimen de funcionamiento continuo, en la 
función loop() del programa de Arduino se emplean las funciones contenidas en las librerías 
del módulo ya explicadas en el apartado 5.1.  
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Los nodos intermedios funcionan del modo que se describe a continuación. Con el 
sistema en modo escucha, cuando se recibe un valor de activación desde el nodo anterior se 
almacena en una variable y se comprueba si corresponde al propio nodo intermedio que lo ha 
recibido, o si, por el contrario, hace referencia a uno de los nodos posteriores, en base a la 
tabla 2 (tabla del 5.1). 
Si el valor de activación corresponde al propio nodo, primero se detiene el modo 
escucha y se inicia el modo escritura hacia el nodo anterior. Seguidamente se leen los valores 
de los sensores y se almacenan en una matriz, junto con los parámetros identificadores de 
cada uno de ellos (el nombre asignado al sensor y las unidades de la medida). Por último, se 
envían los valores contenidos en la matriz al nodo anterior. 
Si, por el contrario, el valor de activación corresponde a un nodo posterior en la red, 
se detiene el modo escucha y se abre la escritura hacia el nodo siguiente, al que se envía dicho 
valor de activación recibido del nodo anterior. Si el envío es correcto, se inicia el modo escucha 
y se queda a la espera de recibir información desde el nodo siguiente. Cuando esto ocurre, se 
detiene nuevamente el modo escucha y se abre el envío hacia el nodo anterior. Se guardan 
los valores recibidos en la matriz a enviar mediante un bucle for, y a continuación se envían. 
Finalmente, vuelve a comenzar la función loop(). 
 
4.3. Nodo final 
Para este nodo se ha empleado, con fines ilustrativos, un modelo de Arduino distinto, 
Arduino Mega, mostrando de este modo la polivalencia del sistema en cuanto a sus 
posibilidades de configuración, que permiten adaptarlo a las necesidades de cada aplicación. 
Este modelo de Arduino, gracias a sus 54 entradas digitales y 16 analógicas, es el más 
apropiado para nodos que requirieran la monitorización de una gran cantidad de parámetros. 
Por el contrario, cuando se desea que el nodo sea del menor tamaño posible, es más 
conveniente emplear un Arduino Nano o Mini. 
En el nodo final, cuya programación puede consultarse en el Anexo 3, se ubica 
únicamente el emisor-receptor para la comunicación con otros nodos, conectado a la placa 
principal Arduino según se muestra en la figura 8. 
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Figura 8 Esquema de interconexión en el nodo final. 
Al tratarse de un modelo distinto de Arduino, el conexionado es distinto del 
correspondiente a los nodos principal e intermedios. Mientras que los pines de alimentación 
se mantienen, es decir, VCC se conecta a la salida de 3.3 V y GND se conecta al terminal GND 
de la placa de Arduino, la conexión de los otros 5 pines utilizados en la placa del emisor-
receptor cambia (al igual que en los otros nodos, no es necesario utilizar el pin IRQ). Los pines 
SCK (Serial Clock), MOSI (Master Out Slave In) y MISO (Master In Slave Out) necesariamente 
deben estar conectados a las patillas 52, 51 y 50, respectivamente, de la placa Arduino, dado 
que corresponden a los pines de los mismos nombres y funciones que posee el 
microprocesador, como se puede ver en la figura 9. Los 2 pines restantes, CE (Chip Enable) y 
CS (Chip Select), pueden conectarse a distintas patillas de la placa Arduino; en este caso el 
sistema ha sido configurado para su conexión a los terminales 48 y 49, respectivamente. 
 
 
Figura 9 Patillaje del microprocesador de la placa Arduino. 
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Al igual que en los otros nodos, para el correcto funcionamiento del módulo se 
emplean las librerías “nRF24L01” y “RF24”. Como este nodo se conectará únicamente con el 
anterior, su configuración, así como su funcionamiento, es bastante simple. 
En el setup() se realiza la misma configuración que en los nodos anteriores. Primero se 
ejecuta la función que inicia el módulo emisor-receptor, begin(), después se configura la 
potencia de la red y el canal de emisión, y, por último, se abre la comunicación con el nodo 
anterior y se pone el sistema en modo escucha. 
En el loop() se espera hasta que se recibe un valor de activación a través del emisor-
receptor. Cuando esto ocurre, se comprueba si coincide con el valor de activación del nodo, 
como es de esperar, en cuyo caso se deja de escuchar y se abre una conexión de escritura con 
el nodo anterior. Seguidamente se leen los sensores y se añaden los valores leídos a la matriz, 
junto con los parámetros identificativos (nombre del sensor y unidades de la medida). Hecho 
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5. Diseño de la aplicación para el dispositivo móvil 
La aplicación ha sido desarrollada mediante el programa Android Studio, herramienta 
gratuita desarrollada por Google que cuenta con una extensa documentación. Además, se ha 
empleado la librería “Butterknife”, junto con el plugin “Zelency”, que facilita la gestión de los 
diferentes elementos que componen la interfaz, permitiendo de este modo una mayor 
velocidad de desarrollo. 
El planteamiento inicial consistía en haber implementado una aplicación específica 
para el ejemplo desarrollado, la cual tuviese en su menú de selección los tres nodos 
previamente descritos, de modo que se abriese una actividad distinta al seleccionar cada uno 
de ellos. Dentro de esta actividad se encontrarían los sensores concretos del nodo, tal como 
hubiesen sido preconfigurados en la aplicación. Sin embargo, ello provocaría tener que 
actualizar la aplicación cada vez que se añadiese un sensor nuevo en alguno de los nodos. 
A medida que fue avanzando el desarrollo del proyecto, se modificó el planteamiento 
inicial en favor de una aplicación dinámica más versátil, que no tuviese predefinidos ni el 
número de nodos ni el número de sensores por nodo, de tal manera que se emplease una 
única actividad para todos los nodos. De este modo, tanto el contenido de la actividad como 
el número de nodos a mostrar estarían únicamente condicionados por la información recibida 
desde el nodo principal. 
Para mayor claridad a la hora de exponer la aplicación, se desarrolla primero su 
funcionamiento general, detallando posteriormente cada una de sus actividades, clases, hojas 
de interfaz, etc. en los siguientes subapartados. 
 
5.1. Funcionamiento general 
Al iniciar la aplicación, lo primero que aparece es la actividad principal. En su parte 
superior se muestra una lista con los dispositivos bluetooth conocidos, y en la parte inferior 
un botón que permite buscar nuevos dispositivos (figura 10). Cuando se pulsa, comienza la 
búsqueda y los dispositivos encontrados se van añadiendo a un nuevo campo que aparece en 
la zona intermedia de la pantalla (figura 11). Una vez seleccionado el dispositivo deseado, se 
establece la conexión. 
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 Figura 10 Pantalla inicial. Figura 11 Pantalla inicial con los dispositivos encontrados. 
Seguidamente debe abrirse el menú lateral (figura 12), destinado a centralizar el 
acceso a los distintos nodos de la red, para pulsar el nodo principal, que inicialmente es el 
único disponible. De este modo, se accede a una actividad vacía con un único botón para 
recibir datos (figura 13). Cuando se pulsa, se muestra en la parte superior una tabla con la 
información recibida de los sensores del nodo principal. Además, a partir de los datos relativos 
a la estructura de la red recibidos del nodo principal, se procede a actualizar su nombre en el 
menú lateral, así como a añadir el resto de los nodos. A partir de ese momento, ya se puede 
seleccionar el nodo que se desee. 
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 Figura 14 Menú lateral, estado inicial. Figura 15 Pantalla nodos sin datos. 
Figura 13 Menu lateral completo Figura 12 Actividad nodo con datos 
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5.2. Conexión Bluetooth 
La figura 16 muestra un diagrama de flujo que representa el proceso de conexión 
bluetooth, incluyendo las funciones que en él intervienen, que serán detalladas a lo 
largo del presente apartado. 
 
Figura 16 Diagrama de flujo conexión. 
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La conexión bluetooth se compone de dos partes diferenciadas: 
• MainActivity (Anexo 4.1): muestra los dispositivos disponibles para 
conectarse. 
• LocalService (Anexo 4.2): establece la conexión. 
En primer lugar se describe MainActivity que contiene las funciones necesarias para 
detectar y mostrar los dispositivos bluetooth a los que poder conectarse, las cuales son 
descritas a continuación. 
OnCreate(): engloba las acciones que se llevan a cabo cuando se inicia la actividad. En 
primer lugar, se llama al archivo de diseño correspondiente (“activity_main”), seguidamente 
se asigna el adaptador bluetooth a una variable, y, finalmente, se inician los arrays que 
contendrán los nombres y direcciones MAC de los dispositivos, junto con las clases vista, 
propias de Java, correspondientes a los diferentes elementos que conforman el interfaz. 
A continuación se ejecutan las funciones dispConocidosShow() y BluetoothONOFF(), las 
cuales se exponen seguidamente.  Además, se registra el transmisor-receptor “mReceiver”, 
que es un elemento propio de Android que se encarga de la recepción y gestión de los intentos 
de transmisión. 
Como medida adicional, debido a una modificación en el sistema de permisos de 
Android para las versiones posteriores a la 6.0, es necesario contar con el permiso de 
localización para poder buscar dispositivos bluetooth. Por esta razón, lo último que se realiza 
en esta función es la comprobación de la versión de Android y, si es pertinente, la solicitud del 
permiso. 
• BucarDispositivos(): función que se ejecuta cuando se pulsa el botón que se 
encuentra en la parte inferior de la pantalla. Al pulsar una vez, se inicia la 
búsqueda de dispositivos (lo cual implica que se ejecuta la función que inicia el 
modo Discovery) y se cambia el texto del botón. Cuando se pulsa por segunda 
vez, se detiene la búsqueda y se recupera el texto original en el botón. 
• dispConocidosShow(): muestra el array correspondiente a los dispositivos con 
los cuales ya se ha establecido conexión anteriormente y lo rellena. 
• BluetoothONOFF(): comprueba si la funcionalidad bluetooth está activada, y 
en caso negativo solicita su activación. 
• onDestroy(): función propia del ciclo de actividad de Android que se ejecuta 
cuando se cierra la actividad, provocando la cancelación del modo Discovery y 
la eliminación del registro del transmisor-receptor “mReceiver”, el cual permite 
la comunicación bluetooth en esta actividad. 
• BroadcastReceiver(): función que se registra con el transmisor-receptor 
“mReceiver”. Cuando se ejecuta, hace visible el título “dispNuevosTitulo” y 
añade al array “dispNuevosArray” el nombre y la dirección MAC de los 
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dispositivos encontrados. Si no encuentra ningún dispositivo nuevo, añade un 
mensaje indicativo. 
• mDeviceClickListener(): función que se ejecuta al pulsar alguno de los 
elementos que forman las tablas. Cuando esto ocurre se inicia la función 
ConnectBT(). 
• ConnectBT(): Primero ejecuta en segundo plano la llamada a la función Socket() 
contenida en el servicio (explicado más adelante). Cuando termina de 
ejecutarse esa función, muestra un mensaje en pantalla indicando el éxito o el 
fallo del intento de conexión. 
• Msg(String s): muestra el mensaje indicado en “s” como un texto en pantalla. 
• onStart(): función propia de Android que se ejecuta cuando se inicia la 
actividad. En este caso se utiliza para realizar una llamada al servicio y 
establecer una conexión con él. 
• ServiceConnection(): establece la conexión con el servicio. 
Conviene destacar que cuando se estable una conexión bluetooth con otro dispositivo 
solamente se mantiene mientras la actividad permanece activa, tal como refleja la figura 17. 
Ello supone un problema cuando se desea, como en el caso presente, poder representar 
conjuntamente la información recibida en distintas actividades. Esta fue una de las 
dificultades encontradas durante el desarrollo del trabajo que más tiempo costó resolver, 
dado que todas las alternativas encontradas o bien no eran aplicables a las necesidades del 
proyecto, o bien no funcionaban como era deseado una vez implementadas. 
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Figura 17 Ciclo de vida actividad Android. 
Después de mucho investigar, se encontró la solución al problema mediante la 
utilización de un servicio. Como se describe en la guía de Android, un servicio es un 
componente de una aplicación que puede realizar operaciones de larga ejecución en segundo 
plano y que no proporciona una interfaz de usuario. Con esta idea se desarrolló el servicio 
denominado “LocalService”, que lleva a cabo las funciones que se enumeran en los siguientes 
párrafos. 
Primero se declaran una serie de variables que serán empleadas en las diferentes 
funciones, entre las que se encuentran: 
• Un adaptador bluetooth: mBtAdapter. 
• Un socket con el cual se establecerá la conexión: btSocket. 
• Una función de conexión: mConnectedThread. 
• Un UUID o “Identificador único universal”, que sirve para identificar y validar 
las conexiones entre dispositivos bluetooth. Como en este caso se va a conectar 
con un dispositivo serie, hay que emplear uno concreto, el 00001101-0000-
1000-8000-00805F9B34FB. 
• Un string en el cual se almacenarán los valores recibidos por bluetooth: 
readMessage. 
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Después figuran las funciones empleadas en el servicio.  
• LocalBinder(): crea la función que permite a las actividades acceder a las 
funciones contenidas en el servicio. 
• BluetoothSocket Socket (String addrress): en esta función se usa la cadena de 
entrada que contiene la dirección MAC del dispositivo al que se quiere 
conectar. Se crea el “socket” con que se realizará la conexión y seguidamente 
se intenta conectar; si la conexión es correcta se ejecuta la función 
“ConnectedThread (btSocket)”, si no lo es se captura la excepción para que no 
haya problemas de funcionamiento. 
• Enviar (String string): ejecuta la función “write” con la cadena “string”. 
• ConnectedThread: se crean los dos flujos de datos, tanto de entrada como de 
salida. 
• Run(): recibe los caracteres que llegan vía bluetooth y los almacena en una 
variable hasta que recibe el carácter final ‘#’, momento en el que guarda la 
cadena en “readMessage”. 
• write (String input): envía la cadena de entrada a un buffer, desde el que es 
transmitida vía bluetooth. 
• getReadMessage(): envía el valor contenido dentro de la variable 
“readMessage” a la actividad que esté siendo ejecutada en el momento. 
Cada actividad, además del archivo .java que contiene las funciones expuestas, 
también cuenta con otro archivo de interfaz en el cual se diseña la forma en la que se 
representa la información para el usuario. 
 
5.3. Representación de datos 
La representación de la información recibida se realiza en la actividad denominada 
“Nodo”. Esta actividad implementa el layout “activity_nodo”, el cual incluye a su vez, como se 
explica más adelante, otro layout denominado “content_nodo”, en el que únicamente hay dos 
elementos, una tabla y un botón. En la tabla se representarán los datos recibidos, mostrando 
en cada fila los parámetros propios de cada sensor: su nombre, el valor medido y las unidades 
de la medición. El botón se emplea para iniciar la recepción de datos en la actividad; cuando 
es pulsado se ejecuta la función “RecibirDatos()”, la cual se explica más adelante. 
Para explicar el funcionamiento de esta actividad se van a detallar por separado las 
funciones propias de Android, comunes para todas las actividades, y las creadas 
específicamente para esta actividad. 
Entre las propias de Android se encuentran: 
• OnCreate(): al igual que en la actividad principal, esta función integra las 
acciones que se llevan a cabo cuando se inicia la actividad. En primer lugar, se 
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llama al archivo de diseño correspondiente (“activity_nodo”). Seguidamente se 
almacena (en la variable nodoSel) el valor enviado desde la actividad anterior, 
el cual indica cuál de los nodos ha sido el seleccionado. A continuación, se 
genera la cadena a enviar al nodo principal (cadInicial), la cual le indicará qué 
nodo ha sido el seleccionado. El siguiente paso consiste en generar el menú 
lateral de selección de nodos, para lo cual es necesario primeramente leer de 
la memoria del dispositivo los valores almacenados que contienen tanto el 
nombre de la red como los de los nodos que la forman. Entonces se llama a las 
funciones “SetNombreRed” y “SetNombreOpcionMenu”, contenidas en la 
actividad base, para asignar los valores leídos de la memoria a los elementos 
correspondientes del menú. Finalmente se ejecuta un bucle for, desde el que 
se llama nuevamente a la función “SetNombreOpcionMenu”, junto con la 
función “showOpcionMenu”, para mostrar el resto de los nodos de la red con 
sus respectivos nombres. 
• onStart(): función propia de Android que se ejecuta cuando se inicia la 
actividad. En este caso, al igual que en la actividad principal, se utiliza para 
realizar una llamada al servicio y establecer una conexión con él. 
• ServiceConnection(): establece la conexión con el servicio. 
Por su parte, las funciones desarrolladas para esta actividad son: 
• RecibirDatos(): en esta función se realiza el envío de los datos al nodo principal, 
empleando para ello las funciones contenidas en el servicio “LocalService”. Una 
vez se ha enviado la cadena de inicio (contenida en “cadInicial”) al nodo, se 
emplea una clase de Java denominada “Handler” para enviar y procesar 
mensajes. Junto a ella también se utiliza la función “postDelayed” para poder 
ejecutar una acción transcurrido un tiempo. En este caso se ejecuta un 
interface denominado mAction de tipo “Runnable”, esto es, una función que se 
ejecuta en un hilo de ejecución.  
• mAction: contiene a la función “run()”, en la que se reciben los datos desde el 
nodo principal (en la variable “recib”), y se adaptan eliminando caracteres 
innecesarios. Una vez hecho esto, se llama a la función “separar()”, la cual se 
explica a continuación.  Por último, se vuelve a llamar al handler y se ejecuta 
nuevamente el runnable mAction, con lo que se consigue que la recepción de 
los datos se produzca de forma cíclica y continuada durante toda la ejecución 
de la actividad. 
• separar(): en esta función se adapta la cadena de datos recibidos al formato 
deseado; para ello se emplea un bucle for que recorre la cadena concatenando 
los diferentes caracteres hasta que encuentra los caracteres limitadores. Se 
distinguen dos situaciones: 
o La primera tiene lugar cuando se recibe un “%” como carácter inicial de 
la cadena, lo cual indica la recepción del número de nodos que forman 
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la red junto con sus nombres. Esta cadena se divide en tres elementos: 
el número de nodos que forman la red, el nombre de la red y el nombre 
de los nodos. En primer lugar, estos valores se almacenan en el 
dispositivo, empleando para ello “SharedPreferences”, esto es, un 
sistema clave-valor para el almacenamiento de datos. Posteriormente 
se representan en los elementos correspondientes del menú, haciendo 
uso de las funciones contenidas en la actividad base. 
o La segunda posibilidad que se contempla se produce cuando se reciben 
datos de los sensores, en cuyo caso se separa la cadena en tres 
elementos: nombre del sensor, valor medido y valor indicador de las 
unidades. Una vez separados los elementos, se llama a la función 
“AddTabla”, especificando como parámetros de entrada el nombre del 
sensor y el valor medido, tal y como han sido recibidos, junto con las 
unidades apropiadas, determinadas por medio de su valor identificativo 
conforme a la correspondencia recogida en la tabla 1. El reemplazo de 
las unidades se realiza mediante una llamada a la función Unidades, en 
la que, dependiendo del valor de la entrada, se devuelven las unidades 
correspondientes 
Una vez ha finalizado la ejecución de la función “AddTabla”, se 
comprueba si está habilitado el almacenamiento de datos en 
blockchain; si es así, se hace una llamada a la función “Api”, detallada 
en el apartado 7.3 (Blockchain, Aplicación Android). 
Además, cada vez que se recibe una nueva cadena se borra el contenido de la 
tabla que muestra la información. Dado que esta tabla se define en la 
aplicación, si se quisiese añadir más unidades bastaría con publicar una 
actualización de la aplicación en la que se incluyesen. 
• AddTabla(String Unidades, String Nombre, String Valor): en esta función se 
generan las filas con los parámetros de entrada y se añaden a la tabla. 
 
5.4. Actividad base 
Cada una de las actividades anteriores (el servicio no) supone una extensión de una 
actividad jerárquicamente superior denominada actividad base, nombrada como 
“BaseActivity” en este caso. De este modo, es posible utilizar todas las funciones que contiene, 
lo cual permite reducir la extensión del código en cada una de las actividades que dependen 
de ella. 
Dentro de esta actividad base, se ubican los elementos que se desea que estén 
disponibles para todas las actividades, que son todos los relacionados con el menú lateral 
(figura 18) y la barra superior (figura 19), así como la función para el botón con forma de flecha 
(figura 20) disponible en el sistema operativo Android. 
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Figura 18 Menú lateral. 
   
 Figura 19 Barra superior. Figura 20 Botón flecha. 
Más detalladamente se encuentran los siguientes elementos: 
Una actividad: 
• AppCombarActivity: actividad propia de AndroidStudio que permite añadir la 
barra superior a la aplicación. Además, se implementa otro elemento 
denominado “NavigationVie…” el cual nos permite añadir el menú lateral. 
Se declaran una serie de variables: 
• menú: variable de tipo Menu que se emplea cuando se realizan modificaciones 
sobre el menú lateral. 
• NodoSel: entero que recoge el número del nodo seleccionado cuando se pulsa 
en un elemento del menú lateral. 
• EXTRA_MESSAGE: cadena empleada cuando se pulsa un elemento del menú y 
se inicia una nueva actividad. Contiene un identificador que relaciona el valor 
enviado desde la actividad origen (en este caso el valor de NodoSel) con el valor 
que se recibirá en la nueva actividad. 
Se emplean las siguientes funciones: 
• onStart(): crea los elementos que constituyen tanto el menú como la barra 
superior: una variable “toolbar”, que corresponde a la barra superior, y es 
inicializada mediante la función “setSupportActionBar”, un “drawerLayout” 
que permite “localizar” los diferentes elementos que se mostrarán en la 
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pantalla, un “ActionBarDrawerToggle” que posibilita una interacción fácil y 
cómoda con el menú lateral, y un “navigationView” en el cual se encuentra el 
menú. 
• onBackPressed(): atribuye acciones a la flecha del sistema operativo. Tiene dos 
funcionalidades, dependiendo de la situación: si el menú lateral está abierto, lo 
cierra, y si está cerrado, abre la actividad principal. 
• onNavigationItemSelected(MenuItem ítem): detecta qué elemento del menú 
se ha seleccionado y lo almacena en la variable “id”, después lo compara con 
los nombres de los elementos del menú, y si alguno coincide se abre una nueva 
actividad. Si el elemento seleccionado es un nodo, se abre la actividad “nodo” 
y se envía el valor de “NodoSel” para que la nueva actividad detecte cuál es el 
nodo pulsado. 
Cabe señalar que, dado que este documento presenta una aplicación ejemplo, 
en esta función se muestra únicamente un máximo de hasta seis nodos 
posibles. Si se quisiese aumentar el número de nodos, simplemente habría que 
copiar y pegar las funciones “if”, así como añadir los elementos id 
correspondientes en el archivo de tipo menú (explicado en la sección “otros 
archivos”), pudiéndose añadir de este modo en el menú todos los elementos 
que se desee, sin un límite teórico. 
SetNombreRed (String NombreRed): cambia el valor del elemento del menú 
“Nombre_Red” por el valor de la cadena “NombreRed”. 
• SetNombreOpcionMenu(int id, String string): indica en la variable “id” el valor 
del elemento del menú que se desea cambiar y lo sustituye por el valor de la 
variable “string”. 
• hideOpcionMenu(int id): oculta el elemento del menú indicado en la variable. 
• showOpcionMenu(int id): muestra, si está oculto, el elemento del menú 
indicado en el “id”. 
• deleteOpcionMenu(int id): elimina el elemento indicado del menú. 
 
5.5. Otros archivos 
Al crear la aplicación se genera un elevado número de archivos, aunque muchos de 
ellos son simplemente declaraciones de ciertos elementos, o no son trascendentes para su 
funcionamiento. En esta sección se describen algunos de ellos. 
• Archivos de interfaz (layout): definen los diferentes elementos que se 
muestran en la pantalla. Para facilitar el diseño se dividen en dos tipos: 
o Activity: en este archivo se declaran los elementos que forman parte 
del interfaz pero que no son exclusivos de la actividad, como son la 
barra superior y el menú lateral, los cuales se muestran en todas las 
actividades. Además, se incluye el layout siguiente: Content.  
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o Content: dentro de él se crean los elementos que serán parte principal 
de la actividad. Por ejemplo, “content_main” responde al tipo 
“LinearLayout”, que muestra todos los elementos verticalmente uno a 
continuación de otro. En cambio, “content_nodo” está configurado 
como “RelativeLayout”, que hace que la posición de cada elemento 
quede condicionada por la de otro. 
• Archivos de menú: se indican los diferentes elementos que formaran el menú. 
En este caso se dividen en dos grupos: 
o Los nodos disponibles: en el ejemplo presentado únicamente se han 
incluido seis nodos en el menú, pero este número se podría aumentar 
sin un límite teórico sin más que copiar y pegar un “ítem” de los 
anteriores y sustituir el id y el título. 
Además, todos los nodos a excepción del central están configurados 
para arrancar en modo oculto, lo cual significa que cuando se inicie la 
aplicación únicamente se mostrará el nodo principal en el menú, de 
modo que los demás no se harán visibles hasta que no se hayan 
recibido los datos vía bluetooth. 
o Los elementos de configuración: aquí se encuentran dos elementos, 
“conexión”, que permite conectar con la actividad principal cuando es 
pulsado, y la parte de “Ajustes” donde se pueden configurar diferentes 
elementos relacionados con la parte de blockchain, explicada mas 
adelante. 
• Archivos de cadenas: con el fin de fomentar buenas prácticas de programación 
en el desarrollo de la aplicación, cuando se crea el proyecto se genera un 
archivo denominado “strings”, destinado a contener todas las cadenas 
empleadas en la aplicación. De este modo se facilita la adaptación de la 
aplicación a otros idiomas.  
Cuando se quiere adaptar la aplicación para su empleo en varios idiomas, se 
crea un archivo strings para cada uno de los idiomas deseados; en este 
proyecto se ha creado uno base en español y otro en inglés. Gracias a esta 
diferenciación, el idioma que mostrará la aplicación será el que tenga 
configurado el dispositivo en el que se esté ejecutando.  
• Manifest: cuando se crea el proyecto de la aplicación automáticamente se 
genera un archivo denominado “AndroidManifest”, que debe contener ciertos 
elementos que forman parte de la aplicación, junto con algunos elementos de 
configuración: 
o Los permisos que requiera la aplicación, en este caso el acceso a las 
funcionalidades bluetooth y localización del dispositivo. 
o El título de la aplicación, SesNe (llamado desde el archivo de cadenas) 
en este caso, así como su icono. 
o El tema de color a emplear. 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
33 Javier Fraile Pérez de Arilucea  JUL-18 
 
MEMORIA 
o Las actividades que conforman el sistema, junto con su configuración: 
MainActivity, que no puede faltar, y Nodo. Como parte de la 
configuración se especifica la orientación con la que se muestra la 
información. MainActivity admite tanto orientación horizontal como 
vertical, mientras que Nodo solamente permite orientación vertical 
(android:screenOrientation="portrait"). 
o El servicio LocalService, explicado en el punto 6.2. 
• Gradle: permite definir algunos de los parámetros base de la aplicación, como 
son la versión de Android para la cual se está diseñando 
(“compileSdkVersion”), así como la versión más antigua que aceptará 
(“minSdkVersion”). Además, en la parte de “dependencies” se definen las 
librerías empleadas en la aplicación. 
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Como elemento innovador, y debido a que sus posibles aplicaciones se ajustan al 
funcionamiento del sistema desarrollado, se han añadido una serie de funcionalidades 
basadas en blockchain. Dado que se trata de una tecnología nueva y relativamente 
desconocida, se ha optado por dedicarle un apartado íntegro de la memoria, con el fin de 
poder ofrecer una visión de conjunto del trabajo realizado.  
Blockchain es una tecnología de la cual se habla mucho últimamente, aunque la 
mayoría de las veces únicamente mediante ideas, posibles funcionalidades, o sobre su 
aplicación en criptomonedas; en raras ocasiones se muestran hechos y aplicaciones reales y 
viables de la tecnología. Lo que se pretende mostrar con este proyecto es una de las posibles 
aplicaciones que esta tecnología tiene en el mundo de la electrónica. No se aportará una 
explicación al detalle de su funcionamiento, dado que el volumen de la información excedería 
el alcance de este Trabajo Fin de Grado. 
La presentación se dividirá en diferentes subapartados para una mayor claridad. En 
primer lugar, se expondrá una introducción sobre qué es esta tecnología y por qué se ha usado 
en este proyecto, así como las herramientas, lenguajes de programación y otros elementos 
involucrados en el desarrollo. A continuación, se abordará la parte relacionada con el “Smart 
contract”, concepto que se explica en el siguiente apartado, necesario para poder almacenar 
y extraer los datos. Seguidamente se presentará la parte de la aplicación de Android 
relacionada con blockchain. Por último, se expondrán los diferentes scripts que han sido 
desarrollados en Python para interactuar con la red. 
 
6.1. Presentación de la tecnología y su funcionalidad 
Con el empleo de esta tecnología se ha pretendido mostrar dos aplicaciones posibles 
que pueden resultar de utilidad. Por una parte se ha creado un almacenamiento permanente 
e inmutable de la información, de tal manera que se consiga un registro histórico de los valores 
generados por los sensores que pueda servir, si fuese necesario, como certificado de calidad. 
Por otra parte se ha tratado de dar un valor añadido a estos datos almacenados; en lugar de 
ser simplemente información disponible para el dueño del sistema, se ha creado un 
mecanismo por el cual cualquier persona interesada en los datos va a poder adquirirlos 
mediante el pago de una pequeña cantidad de un token ya existente en la red. De esta manera, 
cualquier persona que quiera realizar algún estudio, desarrollar un algoritmo de optimización, 
u otras aplicaciones para las cuales se necesitan datos, tendrá un modo de conseguir la 
información que necesita, a la vez que el dueño de los datos podrá obtener un rendimiento 
económico a partir de ellos. 
Como red de blockchain en este proyecto se ha empleado Quorum, red desarrollada 
por el banco JP Morgan, basada en Ethereum pero con un protocolo de consenso distintito al 
de Ethereum estándar y sin la existencia de una criptomoneda, con lo cual las transacciones 
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son de coste cero. Este último factor es determinante para este proyecto, al ser un sistema 
que almacena mucha información pero en transacciones muy pequeñas. En una red como 
Ethereum estándar esto tendría un coste en ether (criptomoneda propia de la red Ethereum) 
muy elevado a la larga, de modo que no compensaría su utilización. Ello implicaría tener que 
buscar otro tipo de soluciones, como el empleo de redes paralelas como µRaiden, las cuales 
todavía se encuentran en un estado muy temprano de desarrollo y no aportan la fiabilidad 
necesaria al sistema. 
Conviene aclarar algunos términos que aparecerán a lo largo del documento: 
• Dirección: es un conjunto de caracteres alfanuméricos únicos que representan 
un par clave publica/privada. 
• Clave publica/privada: concepto perteneciente al mundo de la criptografía 
asimétrica que se refiere a un método criptográfico que emplea un par de 
claves para el envío de mensajes cifrados. Ambas claves pertenecen a la misma 
persona. La clave pública, que es generada a partir de la privada puede ser 
conocida sin riesgo por todo el mundo, mientras que la clave privada 
únicamente debe ser conocida por su dueño.  
La red de blockchain tiene constancia del número de ether que le pertenecen 
a la clave pública. Cuando su dueño quiera realizar una transacción la firmará 
con su clave privada, de tal manera que la red sabrá que ha sido él quien la ha 
enviado. De este modo, únicamente el dueño de la clave privada puede 
interactuar con todo lo relacionado con su clave pública. 
• Smart contract: es un programa que “vive” y se ejecuta en la red de blockchain. 
Una vez ha sido desplegado dentro de ella es imposible modificarlo. Los datos 
almacenados por el mismo nunca se podrán borrar y los pagos realizados serán 
automáticos y no se podrán evitar. Se ha empleado en este proyecto por su 
inmutabilidad. 
• Gas: es un parámetro propio de Ethereum. Dado que se trata de una red 
descentralizada, en la que todos los nodos deben ejecutar todas las 
operaciones, es necesario limitar el periodo de ejecución máximo de cada 
transacción para evitar que se puedan producir bucles infinitos que bloqueen 
el sistema. Este límite, basado en la potencia computacional necesaria para 
cada transacción, es el lo que se denomina gas. 
• Token: concepto relacionado con blockchain que admite explicaciones variadas 
en contextos diversos; en el caso de este proyecto puede interpretarse como 
una moneda con la que poder pagar, de igual modo que con una criptomoneda. 
 
6.2. Smart contract 
Como se acaba de mencionar, un Smart contract es un conjunto de líneas de código 
que se ejecutan dentro de la red. Al emplear una red basada en Ethereum es posible 
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desarrollar estos contratos en cinco lenguajes de programación distintos: Solidity, LLL, 
Serpent, Mutan y Viper. 
Para este proyecto el contrato ha sido desarrollado empleando Solidity, por ser el más 
extendido en su uso. Para poner en contexto el desarrollo es interesante destacar que la 
versión 0.1.0 de Solidity, la primera en el changelog de Github, se publicó el 10 de julio de 
2015, poniendo de manifiesto que se trata de un lenguaje de programación muy joven que 
está en constante desarrollo (prácticamente cada mes sale una nueva versión). Todavía cuenta 
con una comunidad bastante reducida, lo cual hace que la resolución de algunos problemas 
sea muy costosa. 
El código del contrato desarrollado se encuentra en el anexo 5.1. Para poder hacer uso 
de él, debe existir previamente en la red; es decir, el contrato ha tenido que ser ejecutado en 
la red y, de este modo, podrá ser accesible desde otros contratos. La primera línea del código 
contiene el indicador de la versión de Solidity empleada en su desarrollo, en este caso la 
0.4.21. A continuación se muestra un primer contrato, denominado “TokenInterface”, que 
contiene únicamente las funciones del contrato del token ya desplegado en la red  que se van 
a usar, en este caso únicamente “transferFrom”. Esto permitirá realizar el envío de los tokens 
cuando se compren los datos. 
El siguiente es un contrato empleado para “asignar propiedad”, de modo que se 
designa como dueño a quien lo despliega. Contiene un modificador que, al ser aplicado a una 
función permite restringir su ejecución a su dueño. 
El último contrato es el que se desplegará en la red. Dentro de él se encuentran las 
declaraciones de los eventos y las variables en la parte inicial, y de las funciones en la final. En 
primer lugar, se declara el evento que se activa cuando se compran los datos. Un evento es 
un modo de comunicarse con el exterior de la red, indicando que ha habido un cambio o algo 
relevante dentro de ella. En este caso se emplea para poder recibir los datos en el exterior de 
la red cuando se realiza el pago. El motivo para hacerlo mediante un evento se debe a que, en 
el momento de la redacción de este proyecto, las transacciones en Solidity no devuelven 
información fuera de la red. Para que una función devuelva información fuera de la red debe 
de ser del tipo “view”, pero este tipo de funciones no pueden ejecutar transacciones, sino 
únicamente ejecutar el “return”. 
A continuación se declaran las variables: 
• Datos: estructura que se empleará para almacenar los datos de los sensores. 
Contiene tres arrays de cadenas: una para las unidades, otra para el nombre 
del sensor, y se emplea una cadena también para el almacenamiento de las 
lecturas de los sensores porque Solidity no permite trabajar con números 
decimales. Asimismo contiene un entero sin signo de 256 bits para almacenar 
el “timestamp” de cuándo se publican los datos.  
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• Nodo: otra estructura que almacena dos contenidos: un “mapping” (esto es, un 
sistema de clave/valor) para poder almacenar los valores de una forma 
organizada, en el que se emplea la estructura “Datos” como valor y el nombre 
del nodo de la red como clave, y un array de cadenas que contiene la lista de 
nodos en la red. 
•  Red: mapping que emplea el nombre de la red como clave y la estructura Nodo 
como valor. 
• networks: array de cadenas para almacenar todas las redes que hay. 
• owner: mapping para relacionar las redes con sus dueños. 
Lo siguiente son las funciones: 
• setTokenContractAddress: establece la dirección del contrato del token y crea 
el interfaz de conexión con el contrato. Tiene como parámetro de entrada una 
dirección, y cuenta con el modificador “onlyOwner”, que solo permite la 
ejecución por parte del dueño del contrato. Esto se hizo esto para evitar que 
cualquier persona pudiera cambiar la dirección por otra distinta de la del token, 
lo cual provocaría un mal funcionamiento del sistema. 
• SaveData: almacena los valores recibidos dentro de la red. Para ello tiene como 
parámetros de entrada: el nombre de la red, el nombre del nodo, las unidades, 
el nombre del sensor y la medida del sensor. Con todo esto, en primer lugar se 
comprueba si la red especificada ya existe; en caso contrario se almacena 
dentro del array “networks”. A continuación, se comprueba si existe el nodo y, 
al igual que con la red, si no existe se almacena en un array, en este caso 
“nodelist”. Por ultimo se almacenan los valores leídos; para ello se hace un 
“push” sobre el array correspondiente para cada una de las medidas, 
empleando el mapeo en base a la red y al nodo. 
• BuyData: esta función es la empleada para la adquisición de los datos por parte 
de un comprador. Entre los parámetros de entrada se especifican los nombres 
de la red seleccionada y de su nodo, además de indicarse la posición del array 
de valores que se desea extraer. Esto se hace de este modo debido a una 
limitación de Solidity, que como ya se ha mencionado es un lenguaje muy joven 
y aún en desarrollo. En el momento de elaborar este proyecto, Solidity no 
permite devolver arrays de cadenas, por lo que, para devolver un array 
completo, es necesario recorrerlo entero posición a posición e ir concatenando 
los valores (esto se detalla en el punto 7.4, Scripts Python). Una vez ejecutada 
la función, en primer lugar se comprueba si quien la ha ejecutado es el dueño 
de la red seleccionada; en caso negativo se hace una llamada a la función 
“transferFrom” del contrato del token con el fin de hacer un envío de 10 tokens 
desde la dirección de quien ejecuta la función (msg.sender) hacia la dirección 
del dueño de la red. Para que este envío se pueda llevar a cabo, el ejecutor de 
la función previamente ha tenido que autorizar al contrato (el de 
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almacenamiento de los datos) a gastar en su nombre una cierta cantidad de 
tokens. 
Una vez hecho el envío de los tokens, se genera un evento que indica el nombre 
de la red y el nodo, así como las medidas leídas de los diferentes arrays. 
• OwnerReturn: Indica quién es el dueño de la red. 
• tokenA: Devuelve la dirección del contrato del token. 
Debido a la limitación expuesta en la función BuyData, se desarrollaron una serie de 
funciones para determinar diferentes parámetros necesarios para poder obtener todos los 
datos pertenecientes a una red (por ejemplo, el número total de datos por nodo, el número 
total de nodos por red, etc.): 
• networksNumber: Devuelve el número total de redes. 
• networkName: Devuelve el nombre de la red en la posición _n. 
• nodesNumber: Devuelve el número de nodos en la red. 
• nodeName: Devuelve el nombre del nodo. 
• datosNumber: Devuelve la cantidad de datos almacenados para ese nodo. 
Para disponer de una visión de conjunto, lo que se permite con este contrato es, por 
un lado, almacenar los datos de los sensores dentro de la red empleando la función SaveData, 
y, por otro, permitir recuperar esos datos tanto por parte del dueño, sin coste, o de cualquier 
otra persona, pagando por la información. Para poder seleccionar los datos deseados, las 
redes se clasifican en base a su nombre y a los nodos que las componen. El procedimiento 
concreto de extracción de la información se detalla más adelante, en el apartado 7.4 (Scripts 
Python). 
 
6.3. Aplicación Android 
En lo concerniente a la aplicación, se han incluido dos elementos relacionados con la 
parte de blockchain: una nueva actividad, denominada “settings” (Anexo 5.2.1), a la cual se 
accede pulsando en el elemento del menú lateral “Ajustes”, y una nueva clase de Java (Anexo 
5.2.2), denominada “apicall”, dentro de la cual almacenar la función o funciones necesarias 
para interaccionar con la red. 
El funcionamiento de la actividad “settings” es bastante simple; como se muestra en 
la figura 21, contiene dos campos de texto, un “checkbox” y un botón para guardar. En los 
campos de texto se debe escribir la siguiente información: en el superior la dirección que se 
empleará para publicar los datos recibidos de los sensores, y en el inferior la clave privada 
correspondiente a esa dirección. El “checkbox” se emplea para activar o desactivar el 
almacenamiento de datos en blockchain, y el botón para guardar los ajustes. 
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Figura 21 Settings. 
Una vez pulsado el botón de guardar, estos datos se almacenan empleando 
“SharedPreferences”, al igual que se hace para almacenar los nombres de la red y los nodos 
en la función “separar()”. 
La clase de Java, por su parte, contiene una función denominada “Api”, la cual recibe 
como parámetros de entrada los siguientes valores:  
• Contexto que llama a la función. 
• Nombre de la red. 
• Nombre del nodo. 
• Medida del sensor.  
• Unidades. 
• Nombre del sensor. 
Dentro de esta función se forma la URL con la cual se realizará una petición GET para 
enviar los datos a las ApiRest que los publicarán dentro de la red de Quorum. El motivo para 
el empleo de esta ApiRest se expone en el apartado siguiente, donde se detallan los scripts de 
Python desarrollados. 
 
6.4. Scripts Python 
Para poder establecer la conexión con la red, tanto para la publicación de los datos 
como para su compra, se desarrollaron una serie de scripts en Python que ofrecen toda la 
funcionalidad que necesita el sistema. Debido a que son varios, con mayor o menor 
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complejidad, se desarrollará cada uno en un apartado independiente, y se añadirá también 
un apartado en el que se explique el flujo de entrada y salida de los datos. 
6.4.1. SensoresEvento 
(Anexo 5.3.1) En este script se almacenan las funciones que serán empleadas en la 
comunicación con el contrato, las cuales serán llamadas desde los otros scripts. Dentro de él, 
en primer lugar se establece la conexión con la red; para ello se crea un conector http 
empleando la librería “web3”, que nos devuelve una especie de socket que nos permitirá 
comunicarnos con la red. 
Una vez tenemos el socket con la red, se establece la conexión con el contrato. Para 
ello se necesitan dos elementos, su dirección y el “abi” correspondiente al código. La dirección 
indica la “localización” del contrato dentro de la red, mientras que el abi es una variable con 
formato “json” que se obtiene al compilar el código y que representa el conjunto de funciones 
y variables con las que cuenta el contrato. Para dar una mayor claridad al código, el abi se ha 
almacenado en un script diferente denominado “Abisensores”, el cual se importa al comienzo 
del script. Con estos dos valores se establece la conexión con el contrato, y se crea una variable 
llamada “contrato”, la cual se empleará cada vez que se quiera interactuar con una función 
del contrato desplegado en la red. 
Lo siguiente que se muestra en el script son las funciones necesarias para la interacción 
con el contrato: 
• GuardarDato (From, Clave, Red, nodo, sensor, unidades, medida): esta función es una 
versión simplificada de la empleada para publicar los datos en la red que existe en el 
script “GuardarDato”; el motivo para mantenerla en este script se debe a que es una 
función que permite explicar una amplia variedad de elementos relacionados con las 
llamadas a las funciones de los contratos. Recibe siete parámetros de entrada: 
o From: indica la dirección desde la que se ejecutará la transacción; también será 
la dirección que se convertirá en la dueña de los datos enviados. 
o Clave: clave privada de la dirección anterior. Para poder ejecutar la transacción 
es necesario autorizarla mediante el empleo de esta clave. 
o Red: Nombre de la red de sensores a la que pertenecen los datos. 
o Nodo: Nombre del nodo al que pertenecen los datos. 
o Sensor: Nombre del sensor. 
o Unidades: Unidades de la medición. 
o Medida: Lectura del sensor. 
Dentro de esta función, en primer lugar se desbloquea la dirección “From”, empleando 
la clave privada durante un periodo de tiempo para poder ejecutar la transacción 
(publicar los datos). Una vez desbloqueada la dirección se ejecuta la transacción, en la 
cual se indica quién la realiza, el gas que se va a emplear, y la función que se quiere 
ejecutar, SaveData, junto con los parámetros que necesita esta función para ser 
ejecutada. 
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• Redes(): genera una lista de las redes que hay almacenadas en el contrato. Para ello, 
en primer lugar se hace una llamada a la función “networksNumber” del contrato, que 
indica la cantidad total de redes almacenadas. Posteriormente, en un bucle for, se 
ejecuta la función “networkName” desde cero hasta el valor de networksNumber, con 
el fin de ir añadiendo a la lista los nombres de todas las redes que hay en el sistema. 
La razón por la que esta función se ejecuta mediante el un bucle for radica en la 
limitación de Solidity comentada anteriormente de no permitir devolver arrays de 
cadenas. 
• Nodos (red): funciona de una forma similar a la anterior. En este caso se usa como 
parámetro de entrada la red elegida y, a continuación, se realiza un proceso similar: 
primero se obtiene el numero de nodos en la red (función “nodesNumber”) y después, 
en un bucle for, se va llamando a la función “nodeName” y añadiendo el resultado a 
una lista. 
• SacarDato (Red, From, Key): se llama cuando se sacan los datos. Recibe como 
parámetros de entrada la red seleccionada, junto con la dirección que ejecuta la 
función y su clave privada. Se contemplan dos posibilidades: si se selecciona una red 
se devolverán únicamente los datos de esa red, mientras que si no se selecciona 
ninguna y se manda un “0” en su lugar, se devolverán los datos de todas las redes que 
hay almacenadas. 
En el primer caso, cuando se selecciona una red, en primer lugar se obtiene la lista de 
los nodos que forman parte de la red mediante una llamada a la función “Nodos”, para 
ejecutar a continuación un bucle for que va recorriendo la lista de los nodos y 
ejecutando la función “MedidasHistorico”, explicada más adelante. 
En el segundo caso, cuando no se indica la red, primero se obtiene la lista de redes y 
después se ejecuta un bucle for que recorre esta lista, dentro del cual se ejecuta la 
misma acción que en el caso anterior: se obtienen los nodos de la red y se va llamando 
a “MedidasHistorico”. 
• NumDato (red, nodo): devuelve el número de datos almacenados en el nodo de la red 
especificado como argumento de entrada. 
• MedidaN (red, nodo, n, From, Key): se emplean los parámetros de entrada que indican 
la red seleccionada, el nodo y la posición en el array del valor que se desea extraer 
para ejecutar una transacción a la función del contrato “BuyData”. Para ello se 
especifican también la dirección desde la que se ejecuta la transacción y la clave 
privada. 
• MedidasHistorico (red, nodo, From, Key): en primer lugar obtiene el número de 
elementos que hay en el nodo; para ello emplea los parámetros de entrada del nombre 
de la red y el nodo elegido, y, mediante un bucle for, recorre desde cero hasta el 
numero total de elementos. En el interior de este bucle ejecuta la función “MedidaN” 
para ir ejecutando las transacciones correspondientes a cada elemento. 
• ContDatos (Red): funciona de una forma similar a “SacarDato”, con la diferencia de 
que dentro del bucle for, en lugar de ejecutarse la función “MedidasHistorico”, se 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
42 Javier Fraile Pérez de Arilucea  JUL-18 
 
MEMORIA 
ejecuta la función “NumDatos”, con lo que se obtiene el numero de datos que hay en 
la red indicada. 
Este script está diseñado para simplificar el uso de los demás; por ello contiene todas 
las funciones necesarias para poder comunicarse con el contrato. 
6.4.2. Abisensores 
(Anexo 5.3.2) Dentro de este script se encuentra el abi correspondiente al contrato. 
Como se ha comentado, se trata de un fichero en formato “json” que contiene las funciones 
y las variables, así como una función que, al ser llamada, devuelve el propio abi. 
6.4.3. APIsensores 
(Anexo 5.3.3) Para poder publicar los datos dentro de la red desde la aplicación del 
móvil, se deben enviar a una APIREST que los reciba y los publique. Este script contiene una 
Api, creada con la librería flask, que se mantiene a la escucha en el puerto 15000.  
Contiene un único método GET, el cual realiza una llamada a la función “GuardarDato”, 
contenida en el script del mismo nombre. Para realizar esta llamada se toman los argumentos 
que componen la llamada, y se asignan a las diferentes variables que son necesarias para 
ejecutar la función GuardarDato, tal como se muestra en el siguiente ejemplo: 
 
6.4.4. GuardarDatos 
(Anexo 5.3.4) En este script se realiza el envío de los datos al contrato. Al igual que en 
el caso de “sensoresEvento”, lo primero que se hace es establecer la conexión con la red y con 
el contrato. A continuación, se declara una clave privada de tipo Fernet, para lo cual se importa 
la librería “cryptography”. 
La razón para emplear una clave para encriptar los valores recibidos nace de una de las 
características fundamentales de blockchain: la necesidad de que las transacciones sean 
públicas, para que toda la información sea visible y pueda conocerse en todo momento lo que 
sucede en la red. Sin embargo, cuando se trata de enviar los datos, no pueden ser publicados 
directamente sobre la red porque cualquiera que consultase el historial de transacciones del 
bloque podría conocer la información enviada y, de este modo, obtener los datos sin 
necesidad de pagar. Para evitarlo, una vez recibidos los datos en la ApiRest, y antes de ser 
publicados en Quorum, se encriptan empleando el sistema Fernet. Se trata de un sistema que 
emplea una clave privada para encriptar los datos, de tal manera que, si no se dispone de ella, 
no es posible descifrarlos y solo se visualiza un conjunto de caracteres sin sentido. De este 
modo se consigue compatibilizar la necesaria privacidad de la información con el carácter 
público y auditable inherente a blockchain. 
"http://ip:15000/sensores/guardar?address=" + Address + "&clave=" + Key + 
"&red=" + Nom_Red + "&nodo=" + Nom_Nodo + "&sensornombre=" + Nom_sensor + 
"&unidades=" + Unidades + "&medida=" + Lectura; 
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Por ejemplo, si la API recibe un valor de 20.5 (supongamos que se trata de la medida 
de un sensor de temperatura), el resultado después de encriptarlo podría ser algo como lo 
siguiente: 
 
Como se puede ver, no es posible conocer la información enviada, una vez encriptada, 
si no se dispone de la clave privada. 
La función “GuardarDato lleva a cabo el siguiente proceso: en primer lugar desbloquea 
la cuenta, para lo que emplea los parámetros From y Key, y seguidamente los valores de 
entrada de los sensores. 
Los valores de entrada son cadenas, pero para poder encriptar con Fernet se necesita 
que sean bytes, razón por la que, en primer lugar, se convierten las cadenas a bytes 
empleando la función “encode”. A continuación se encriptan los bytes y se convierten en 
cadena. Por último, se eliminan los dos caracteres iniciales y el último, dado que son símbolos 
que se añaden al convertir en cadena y que generan problemas al desencriptar. Una vez los 
datos están listos, se hace una transacción a SaveData con los valores del nombre de la red y 
del nodo, junto con el nombre del sensor, las unidades y la medida del sensor encriptados. 
Con esto los datos ya estarán publicados en el contrato. 
6.4.5. Decodificar 
(Anexo 5.3.5) Este script, al igual que APIsensores, contiene una APIrest desarrollada 
empleando flask que implementa un único método GET. Esta API se encuentra en el puerto 
20500 y cumple con la función de desencriptar los datos leídos de la red cuando se extraen. 
Para ello, en la llamada a la API se suministran los datos encriptados como argumento, se 
desencriptan en la función “dec”, y se devuelven en la respuesta a la petición. 
De este modo se dispone de un sistema que permite desencriptar los datos, pero sin 
necesidad de facilitar la clave privada a quien los extrae de la red. 
6.4.6. Frontend 
(Anexo 5.3.6) Para poder extraer de una forma cómoda y sencilla los datos de la red, 
se ha desarrollado el front mostrado en la figura 29, empleando para ello la librería “tkinter” 
de Python. 
En este script, al igual que en los anteriores, lo primero que se hace es establecer la 
conexión con la red y con el contrato; una vez ha sido realizada, se inicia la variable “cont”, 
que se empleará para contar los valores que se extraigan. Para que la descripción del sistema 
sea más fácil de entender, en lugar de explicar las funciones según el orden de aparición en el 
script, se expondrán siguiendo el orden lógico de ejecución. 
gAAAAABbMVdQ0KD3k9bYL7OWulJOY5emoodtjAUmgIcXWjUyY6Gsq6v52OYsyRSF5d17kWcsj
gSxXMhaARgwyqK9sQHxFQMu7g== 
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Se crea una clase llamada “Aplicación”, dentro de la cual se agrupan las funciones 
directamente relacionadas con el front, y no con el tratamiento de los datos. Estas funciones 
son: 
• __init__(self): en ella se definen las características de la interfaz: tamaño, si se pueden 
modificar las dimensiones por parte del usuario, icono y título. Junto a éstos, se 
definen los elementos que forman parte de la interfaz, en orden de superior a inferior 
a la hora de mostrarse: 
o LAddress: label que muestra el texto “Dirección”. 
o TextAddress: campo de texto en el que se escribe la dirección que se empleará 
para comprar los datos. 
o LClave: label que muestra el texto “Clave”. 
o TextKey: campo de texto en el que se escribe la clave privada de la dirección 
que se empleará para comprar los datos. 
o BotonBalance: cuando se pulsa, se ejecuta la función “Balance”. 
o BotonBuy: ejecuta la función “buyData”. 
o combobox: muestra la lista de redes almacenadas en el contrato. 
o LMessage: label empleado para mostrar diferentes mensajes al usuario 
durante el uso de la aplicación. 
Además de los elementos comentados arriba, en la ejecución de esta función se hace 
una llamada a la función “Redes”, contenida en el script “sensoresEvento”, y se añade 
el resultado a la lista de elementos del combobox. 
 
• buyData(self): en primer lugar, se obtiene la información especificada a través de los 
diferentes campos de la aplicación: el nombre de la red seleccionada en el combobox, 
la dirección introducida en el primer campo de texto, y la clave privada facilitada en el 
segundo campo de texto. En el caso de estos dos últimos se debe eliminar el carácter 
final, dado que al ejecutar el “get” se añade “/n” y no es necesario. 
A partir del nombre de la red seleccionada se obtiene el número de datos que se van 
a extraer mediante una llamada a la función “ContaDatos” del script “sensoresEvento”. 
A continuación, se crea el filtro de eventos que permitirá capturar los eventos 
generados por la función “BuyData” y se inicia la captura de los eventos mediante la 
función “log_loop”. Durante el desarrollo de este sistema surgió un problema: era 
necesario poder capturar los eventos, pero al mismo tiempo ejecutar la función que 
los genera. Para solucionarlo se recurrió a la librería “threading”, que permite ejecutar 
un proceso en un hilo en segundo plano y mantener la ejecución del programa en el 
principal. De este modo, se consigue que la función “log_loop” se ejecute en segundo 
plano mientras el programa continúa en el hilo principal. Una vez iniciada la captura se 
llama a la función “SacarDato” (contenida, al igual que las anteriores, en el script 
“sensoresEvento”), y cuando el proceso de extracción de los datos ha acabado se 
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modifica el texto del “label” “LMessage” para pasar a mostrar el texto “Process 
Complete”, tal como se muestra en la figura 22. 
 
Figura 22 Proceso completado 
 
• Balance(self): hace una llamada a la api que comunica con el contrato del token (esta 
api debe estar ejecutándose), y le envía la dirección introducida en el campo de texto 
“TextAddress”. La api responde con la cantidad de tokens disponibles en la dirección, 
cantidad que se muestra en el label “LMessage”, como puede verse en la figura 23. 
 
Figura 23 Balance 
• selection_changed (self, event): detecta los cambios en la selección de los elementos 
del “combobox”, pasando a mostrar en “LMessage” el coste que tendrá comprar los 
datos de la red seleccionada (figura 24). 
 
Figura 24 Coste 
Junto a éstas se encuentran, fuera de la clase, las funciones relacionadas con el 
tratamiento de los datos extraídos de la red: 
• log_loop(event_filter, poll_interval, cont, last, red): en la ejecución de esta función se 
emplean como parámetros de entrada: el filtro que detecta el evento, la frecuencia de 
repetición de la función, el valor del contador “cont”, el número de datos que se van a 
extraer (“last”) y el nombre de la red.  
Con estos valores se ejecuta un bucle while entre el valor de “cont” y el valor de “last”, 
y en su interior un for que detecta cuándo se producen nuevos eventos en la red de 
Quorum. Cuando esto ocurre, se llama a la función “GetData” indicando el evento (una 
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variable de tipo diccionario) y el número del dato que se ha leído, lo cual devuelve los 
datos extraídos de la red y preparados para ser guardados. Se incrementa el valor de 
“cont” y se añaden los datos a la lista “valores”. Si los valores de “cont” y “last” son 
iguales, significa que no hay más datos a extraer, y se llama a la función “SavaDataCsv” 
para guardar los datos. 
 
• GetData(event, cont): recibe el diccionario “event” como parámetro de entrada, y 
selecciona el elemento “data” del mismo. En él están los datos que se han extraído de 
la red, pero sin haber sido procesados, por lo que están cifrados y además incluyen 
datos que no interesan. Para poder adaptarlos se recurre a la función “stripData”. 
 
• stripData(data, cont): la variable data contiene una gran cantidad de información en 




Figura 25 Data original 
Parte de esta información es añadida por la red con fines que no son de interés en esta 
aplicación. Por ello, el primer paso consiste en eliminar los 335 dígitos iniciales, y a 
continuación se divide la cadena eliminando la mayoría de los ceros que conectan cada 
una de las series de caracteres (Figura 26). 
 
 
Figura 26 Data Paso 1: cadena dividida 
Ejecutando un bucle for se recorren los seis elementos que ahora forman parte de data 
(pueden ser siete si hay un conjunto de ceros al final, pero se trata de un valor que no 
interesa) y se adaptan para mostrar la información. En todos los casos se eliminan los 
ceros contenidos al principio de la cadena (figura 27), dado que se sabe que ninguna 
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de ellas puede comenzar por cero, ya que los primeros dígitos de cada una de las seis 
cadenas indican el número de dígitos total, que nunca es cero. 
 
 
Figura 27 Paso 2: ceros eliminados 
 Después se hace una diferenciación dependiendo del valor que se vaya a leer: 
o Timestamp: es siempre el primer valor de los seis que se reciben; debe ser 
convertido de hexadecimal a decimal, y posteriormente de formato 
“epochtime” a año, mes, día, hora, minuto, y segundo. Para ello es necesario 
eliminar las cifras fraccionarias que no son necesarias. 
o Otros datos: el resto de datos, al tratarse de cadenas, deben ser procesados de 
un modo distinto. En primer lugar se eliminan los dígitos que indican la 
longitud. Después se comprueba si el número de dígitos es par o impar. Al 
tratarse de parejas de dígitos hexadecimales, de 4 bits cada uno, no puede 
haber un número impar de dígitos; si es impar significa que el último dígito era 
un cero que ha sido eliminado en uno de los pasos anteriores, por lo que se 
añade un cero al final. Con los datos ya ajustados en longitud se comprueba si 
se trata de valores encriptados o no. Si no lo son (nombre de la red y del nodo), 
se convierten de hexadecimal a ASCII y se añade el resultado a la lista 
“resultado”. Si, por el contrario, se trata de datos encriptados, lo cual se sabe 
porque la longitud es notablemente mayor, se realiza una petición GET sobre 
la APIRest en la que se esta ejecutando el script “Decodificar”. La respuesta de 
esta petición contiene los datos ya desencriptados que se añaden a la lista 
“resultado”. 
 
Acabado este proceso, se obtiene una lista que contiene los datos extraídos en forma 
legible (figura 28). 
 
 
Figura 28 Resultado 
El último paso restante consiste en repetir este proceso tantas veces como se indique 
en la función “log_loop” y finalmente, como se ha comentado anteriormente, guardar 
los datos en el archivo csv. 
 
• SavaDataCsv(name, datos): cuando se acaban de añadir los datos extraídos a la lista 
en la función “log_loop” se llama a esta función, que, empleando un “with”, genera un 
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archivo CSV, y, mediante un bucle for, recorre la lista de entrada “datos” almacenando 
los valores dentro del archivo “name”. De este modo se genera un archivo en un 
formato estándar para facilitar el uso de los datos extraídos. 
 
Figura 29 Front 
6.4.7. BotTelegram 
(Anexo 5.3.7) Para poder enviar los datos a la red es necesario poseer una dirección 
dentro de ella. Para generarla se consideraron diferentes alternativas, como, por ejemplo, 
hacerlo desde la propia aplicación del móvil, mediante un script en Python. Al final se optó 
por una solución más universal, que puede ser accesible para cualquiera de una forma fácil, y 
que, además, añade otro elemento novedoso al proyecto. 
Se optó por desarrollar un bot para la aplicación de mensajería Telegram, que es una 
aplicación ampliamente usada que permite crear bots en Python de una forma muy cómoda. 
El primer paso para hacerlo consiste en obtener un token para el bot; para ello hay que hablar 
con el bot de la propia red, llamado “BotFather”, al que se le indica la voluntad de crear un 
bot, junto con su nombre, de modo que devuelve el token correspondiente al bot. 
Una vez se dispone del token, se emplea la librería “telegram” de Python para 
establecer, en primer lugar, la conexión con la red de Quorum, y, a continuación, la conexión 
con el bot que se ha creado, para lo que se emplea el token. Se crea la conexión denominada 
“dispatcher”, que es una clase propia de la librería empleada que permite gestionar la 
conexión con los bot. A continuación, dentro de la función main se definen los diferentes 
comandos a los que responderá el bot, en este caso únicamente responde ante el comando 
“Direccion”. Estos comandos se definen empleando el dispatcher y usando las funciones 
add_handler (crea un nuevo gestor para comandos) y CommandHandler (declara el  
comando). CommandHandler define el comando, y especifica si tiene argumentos de entrada, 
así como la función que se ejecutará cuando se envíe el comando.  
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En este caso, cuando se recibe “Direccion” llega como argumento la clave privada y se 
ejecuta la función “newAddress”; con esto se llama a la red de Quorum y se ejecuta la función 
“personal.newAccount(key)”, siendo key el valor de la clave privada. Esta función devolverá la 
dirección creada, que será la respuesta del bot de telegram ante el comando (figura 30). 
 
Figura 30 Bot Telegram 
Finalmente, solo habrá que copiar y pegar la respuesta del bot en el campo 
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Haciendo un esfuerzo por condensar todo el proceso de desarrollo seguido durante la 
realización del presente TFG, sus hitos más destacables serían: 
• Selección de un sistema de comunicación entre nodos capaz de cubrir largas 
distancias con un coste reducido. Con tal fin se ha optado por una topología de red 
que, además, permite reducir las interferencias producidas entre nodos. 
• Implementación de un prototipo que incluye los tres tipos posibles de nodos en la 
red: principal, intermedios y final. 
• Selección del método de comunicación entre la red y el dispositivo inteligente. 
• Desarrollo de una aplicación versátil para dispositivos móviles, válida para 
cualquier número de nodos y de sensores por nodo, que permite recibir datos 
desde el nodo principal empleando bluetooth. 
• Habilitación del almacenamiento y recuperación de la información mediante 
blockchain, permitiendo la venta de los datos generados por los sensores. 
El conjunto desarrollado podría ser considerado la primera versión de un sistema con 
un gran potencial. Entre las posibles mejoras que podrían tenerse en cuenta de cara a 
versiones posteriores, cabría plantearse la sustitución del Arduino Uno empleado en el nodo 
principal por un ESP32. Las principales razones para ello residen en su conectividad, pues 
incorpora bluetooth de baja energía y wifi, lo cual permitiría ofrecer al usuario también este 
último tipo de conexión. El empleo de este dispositivo no supondría un gran incremento de 
coste, dado que su precio es inferior a diez euros. 
Una vez implementada esta modificación, la siguiente mejora posible sería la 
incorporación de un menú desplegable en la aplicación del dispositivo móvil que permitiese 
seleccionar el modo de conexión deseado: wifi o bluetooth. 
 
 





Fdo.: D. Javier Fraile Pérez de Arilucea 
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Anexo 1. Programación del nodo principal 
/////////////////////////NODO 0/////////////////////////////// 
#include <SPI.h> // Libreria de SPI para la comunicacion con el modulo 
nRF24L01 
//Librerias para el control del modulo nRF 
#include <nRF24L01.h>  
#include <RF24.h> 
#include <SoftwareSerial.h>   // Incluimos la librería  SoftwareSerial   
 
 
RF24 radio(9, 10);//Declaracion de los pines de control CE y CSN para el 
modulo, se define "radio" 
SoftwareSerial BT(6,7);    // Definimos los pines RX y TX del Arduino 
conectados al Bluetooth 
 
 
//Se crean las 6 direcciones posibles para las Pipes P0 - P5;  
//Las direcciones es un numero de 40bits para este caso se usa uint_64_t de 
64bits 
const uint64_t direccion = 0x7878787878LL; 
 
//Variable para almacenar el numero de nodo recibido desde el bluetooth en 
formato ASCI 
String Check="0";  
 
//Nodo seleccionado enviar para solicitar informacion sensores 
int activ[1]; 
 
//Variables nodo 0 
int LongitudCadenaN0=12; //Numero de sensores *3 
String RecibidaN0[12]; //Array enteros convertida en Strings 
String CadenaCompletaN0=""; // Array Strings convertida en una Cadena 
String NombresNodo0[]={"Temperatura","Luminosidad","Humedad","Presion"}; 
 
//Variables nodo 1 
int LongitudCadenaN1=9; //Numero de sensores *3 
int RecibidoN1[9]; //Array enteros recibida del Nodo 1 
String RecibidaN1[9]; //Array enteros convertida en Strings 
String CadenaCompletaN1; // Array Strings convertida en una Cadena 
String NombresNodo1[]={"RiegoPlantas","PresionInduccion","AlturaAgua"}; 
 
//Variables nodo 2 
int LongitudCadenaN2=15; //Numero de sensores *3 
int RecibidoN2[15]; //Array enteros recibida del Nodo 2 
String RecibidaN2[15]; //Array enteros convertida en Strings 





int Recibido[18]; //Cadena para almacenar los datos recibidos del nodo 1 
int contenvio=0; 
 
//Temporizadores deteccion actividad 
int temp_conexionI=0,temp_conexionF=0; 
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void setup() {   
  BT.begin(9600);       // Inicializamos el puerto serie BT que hemos 
creado 
  // put your setup code here, to run once: 
 
 Serial.begin(9600); 
 Serial.println("Serial begin"); 
 
//Configuracion de la comunicacion 
  radio.begin(); //Inicio del modulo nRF24L01+ 
  //radio.setRetries(15, 15);// Cinfiguracion del numero maximo de 
reintentos 
  radio.setPALevel(RF24_PA_MAX);  // Se configura a la maxima potencia 
  radio.setChannel(100); // Apertura del canal especifico 
   
  //Apertura de las lineas de comunicacion con un maximo de 6 direcciones 
  radio.openReadingPipe(0, direccion); 
  radio.startListening(); //Se inicia en modo de escucha, a la espera de 
alertas de las alarmas 
} 
 
     
 
void loop() { 
  DatosSimulados(); 
     
  if (comenzar==0){ 
    ComienzoBluetooth(); 
  }else{ 
 
    if (ciclo_primero==1){ 
    temp=BT.read();} 
 
    if(temp.equals("70")){ 
      Serial.println("45655555555556541656161"); 
     }else{ 
      NodoSel=temp; 
     } 
      
    Check = NodoSel; 
    if (enviar==1){ 
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    Enviar(); 
     
    }  
    delay(10);   
  }   
  //temp_conexionF=millis(); 
 
  //if (temp_conexionF-temp_conexionI>(2*1000*60)){ //Interrumpe la 
comunicacion si no se detecta actividad 
 //   activ[0]=0; 




  Serial.println("Enviar"); 
  Serial.println("+++++++++++++++++++++"); 
  if (Check.equals("48")){ 
    activ[0]=1;  //Valor activacion nodo 0 
  } 
   
  if (Check.equals("49")){ 
    activ[0]=10;  //Valor activacion nodo 1 
  } 
  if (Check.equals("50")){ 
    activ[0]=20;  //Valor activacion nodo 2 
  } 
   Serial.println(activ[0]); 
  bool ok = 0; 
  radio.stopListening(); // Paramos la escucha para poder escribir 
  radio.openWritingPipe(direccion); //Se abre el puerto de escritura para 
la direccion del modulo 1 
  ok = radio.write(activ, sizeof(activ));    //Envia el valor de activacion 
al nodo 1 y comprueba is se hace correctamente 
  Serial.println(ok); 
  if (ok && (activ[0]==10 || activ[0]==20)) 
      { 
        Serial.println("eviado..."); 
        radio.startListening(); //Se inicia el modo de escucha 
        Recibir(); //Ejecuta la funcion recibir 
      }else 
      { 
        if (activ[0]==1){ 
          Convertir(); 
        } 
      } 




delay(200); //Espera para que comience el envio en el otro nodo 
  //Lee el dato recibido 
  if (radio.available()) //Si hay un emisor 
  { 
    bool done = false; 
    while(!done) //Recibe los valores 
    { 
    radio.read(Recibido, sizeof(Recibido)); //Recibe los valores del nodo 1 
    Serial.println(Recibido[0]); 
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    Convertir(); //Ejecuta la funcion "Convertir" 
     
    if (Recibido[6] != 0) done=true;  //Se comprueba que se han recibido 
valores 
    } 
  }else 
  {     
      Serial.println("No radio available"); 
  } 
  //if 
(activ[0]==10){Serial.println(CadenaCompletaN1);EnviarBluetooth(CadenaCompl
etaN1);} 





   
//////////////////////////////////////////////////////////////// 
void Convertir(){     //Adapta los valores recibidos para mandarlos al 
dispositivo 
  int cont=0; 
  contenvio = 0; 
  Serial.println("-------------------"); 
  Serial.println(Recibido[15]); 
  Serial.println(Recibido[16]); 
  Serial.println(Recibido[17]); 
   
  // Recibido del nodo 1 -------------------------------------------------- 
  if (activ[0]==10){ 
    CadenaCompletaN1="";  //Vacia la cadena a Enviar 
    for (int t=0; t<LongitudCadenaN1; t=t+3){ //Convierte los numero a los 
parametros medidos 
        RecibidaN1[t]=NombresNodo1[t/3]; 
    } 
    for (int t=1; t<LongitudCadenaN1; t=t+3){ //Convierte los numeros en 
Strings 
      RecibidaN1[t]=String(Recibido[t]); 
    } 
 
    for (int t=2; t<LongitudCadenaN1; t=t+3){ 
      RecibidaN1[t]=String(Recibido[t]); 
    } 
   
    for (int t=0; t<LongitudCadenaN1; t++){ //Forma la cadena final 
      CadenaCompletaN1 +=  RecibidaN1[t]; 
      if (cont==0){CadenaCompletaN1 +=  "|";} 
      if (cont==1){CadenaCompletaN1 +=   "/";} 
      if (cont==2){CadenaCompletaN1 +=   "!";} 
      cont=cont+1; 
      if (cont==3){ 
        cont=0; 
        //Serial.print("....................");Serial.println(CadenaComplet
aN1); 
        EnviarBluetoothFila(CadenaCompletaN1, contenvio); 
        CadenaCompletaN1=""; 
        if (contenvio==0){contenvio=1;} 
      } 
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    } 
    BT.write("#"); 
  } 
   
 
  // Recibido del nodo 2 -------------------------------------------------- 
  if (activ[0]==20){ 
    CadenaCompletaN2="";  //Vacia la cadena a Enviar 
    for (int t=0; t<LongitudCadenaN2; t=t+3){ //Convierte los numero a los 
parametros medidos 
        RecibidaN2[t]=NombresNodo2[t/3]; 
    } 
    for (int t=1; t<LongitudCadenaN2; t=t+3){ //Convierte los numeros en 
Strings 
      RecibidaN2[t]=String(Recibido[t]); 
    } 
 
    for (int t=2; t<LongitudCadenaN2; t=t+3){ 
      RecibidaN2[t]=String(Recibido[t]); 
    } 
   
    for (int t=0; t<LongitudCadenaN2; t++){ //Forma la cadena final 
      CadenaCompletaN2 +=  RecibidaN2[t]; 
      if (cont==0){CadenaCompletaN2 +=  "|";} 
      if (cont==1){CadenaCompletaN2 +=   "/";} 
      if (cont==2){CadenaCompletaN2 +=   "!";} 
      cont=cont+1; 
      if (cont==3){ 
        cont=0; 
        Serial.println(CadenaCompletaN2); 
        EnviarBluetoothFila(CadenaCompletaN2, contenvio); 
        CadenaCompletaN2=""; 
        if (contenvio==0){contenvio=1;} 
      } 
    } 
    BT.write("#"); 
  } 
   
  // Lectura del nodo 0 -------------------------------------------------- 
  if (activ[0]==1){         
    CadenaCompletaN0="";  //Vacia la cadena a Enviar 
    for (int t=0; t<LongitudCadenaN0; t=t+3){ //Convierte los numero a los 
parametros medidos 
      RecibidaN0[t]=NombresNodo0[t/3]; 
    } 
    for (int t=1; t<LongitudCadenaN0; t=t+3){ //Convierte los numeros en 
Strings 
      RecibidaN0[t]=String(Recibido[t]); 
    } 
    for (int t=2; t<LongitudCadenaN0; t=t+3){ 
      RecibidaN0[t]=String(Recibido[t]); 
    } 
    for (int t=0; t<LongitudCadenaN0; t++){ //Forma la cadena final 
      CadenaCompletaN0 +=  RecibidaN0[t]; 
      if (cont==0){CadenaCompletaN0 +=  "|";} 
      if (cont==1){CadenaCompletaN0 +=   "/";} 
      if (cont==2){CadenaCompletaN0 +=   "!";} 
      cont=cont+1; 
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      if (cont==3){ 
        cont=0; 
        Serial.println(CadenaCompletaN0); 
        EnviarBluetoothFila(CadenaCompletaN0, contenvio); 
        CadenaCompletaN0=""; 
        if (contenvio==0){contenvio=1;} 
      } 
    } 
    BT.write("#"); 
  } 
} 
 
void EnviarBluetoothFila(String Cad, int contenvio){ 
      //Serial.println(Cad); 
      char charBuf[100]; 
      Cad.toCharArray(charBuf, 100); 
      if (contenvio == 0){BT.write("0");} 
      BT.write(charBuf); 
} 
 
void EnviarBluetooth(String Cad){ 
      char charBuf[200]; 
      Cad.toCharArray(charBuf, 200); 
      BT.write("0"); 
      BT.write(charBuf); 
      BT.write("#"); //Caracter final 
 




//Tiene que haber una cadena ha recibir al principio para que el bluetooth 
no se cierre 
//Cuando se recibe una "F", se deja de enviar esta cadena, se sale de este 
bucle, y se  
//pone enviar a 0, con esto se empieza a enviar la cadena 
void ComienzoBluetooth(){ 
  NRed="%%" + Numero_Nodos + "/" + Nombre_Red + "%" + Nombre_Nodo_0 + "%" + 
Nombre_Nodo_1 + "%" + Nombre_Nodo_2 +"%"; 
  do{ 
    EnviarBluetooth(NRed); 
    temp=BT.read(); 
    Serial.println(temp); 
     if(temp.equals("70")){ 
      comenzar=1; 
      enviar=1; 
     }else{ 
      NodoSel=temp; 
     } 
     delay(500); 
  }while(comenzar==0); 
} 
 
void DatosSimulados() { 
    Recibido[0]=1; //Numero de sensor 
    Recibido[1]=random(20,25);//Valor 
    Recibido[2]=0; //Identificador unidades 
    //Sensor 2 
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    Recibido[3]=2; 
    Recibido[4]=random(2000,5000); 
    Recibido[5]=5; 
    //Sensor 3 
    Recibido[6]=3; 
    Recibido[7]=random(40,60);  
    Recibido[8]=6; 
    //Sensor 4 
    Recibido[9]=4;  
    Recibido[10]=random(90,110)/100; 
    Recibido[11]=3;  
    //Caracter final       
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Anexo 2. Programación de nodos intermedios 
/////////////////////////NODO 1/////////////////////////////// 
#include <SPI.h> //libreria para el uso del modulo SPI 





#define  TRIGGER_PIN  6 
#define  ECHO_PIN     7 
#define MAX_DISTANCE 200  









RF24 radio(9, 10); //Declaracion de los pines de control CE y CSN para el 
modulo, se define el objeto "radio" 
 
//Comunicacion con el nodo 0 
const uint64_t direccion = 0x7878787878LL; // Direccion comunicacion con el 
nodo 0 
int EnviarN1[9]; //Array para almacenar los valores de los sensores del 
nodo 1 a mandar al nodo 0  
int activRec[1]; //Valor de activacion recibido del nodo 0 
 
//Comunicacion con el nodo 2 
const uint64_t direccion2 = 0xB3B4B5B6F1LL; //Direccion comunicacion con el 
nodo 2 
int EnviarN2[15]; //Array para almacenar los valores de los sensores del 
nodo 2 a mandar al nodo 0  
int activEnv[1]; //Valor de activacion enviado al nodo 2 
int RecibidoN2[15]; //Array enteros recibida del Nodo 2 
int LongitudCadenaN2=15; //Numero de sensores en el nodo 2 *2 
 
String Recibida[15]; //Array enteros convertida en Strins 
String CadenaCompleta; // Array Strings convertida en una Cadena 
 





void setup() { 
  Serial.begin(9600); 
  Serial.println("Serial begin"); 
   
  radio.begin(); //Inicio del modulo nRF24L01+ 
  radio.setPALevel(RF24_PA_LOW);  // Configuracion en modo de baja potencia 
  radio.setChannel(100); // Apertura del canal de comunicacion 
  radio.openReadingPipe(0, direccion);  
  radio.openReadingPipe(1, direccion2); 
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  radio.startListening(); // iniciamos en modo de escucha 
} 
 
void loop() { 
  radio.startListening(); //Comienza a escuchar 
   
  if ( radio.available() && sendd==0) //Si hay un emisor y no se ha 
recibido todavia empieza a recibir 
  { 
    bool Recibido = false; 
    while (!Recibido) //Escucha mensajes hasta que se reciba algo  
    { 
     radio.read(activRec,sizeof(activRec)); //Recibe el mensaje y lo guarda 
en "activRec" 
     Serial.println(activRec[0]); 
     if (activRec[0] != 0) Recibido=true;  //Confirma que se ha recibido 
algo 
     sendd=1; 
    } 
  } 
  else 
  {     
      Serial.println("No radio available");  
  } 
  if (activRec[0] == 10 && sendd==1) //Si se recibe el valor de activacion 
del nodo 1, lee los sensores y responde. 
        { 
        radio.stopListening(); //Deja de escuchar para poder escribir 
        radio.openWritingPipe(direccion); //Crea una conexion con+ la 




        //Sensor 1 
        EnviarN1[0]=1; //Numero de sensor 
        EnviarN1[1]=20;//Valor 
        EnviarN1[2]=1; //Identificador unidades 
        //Sensor 2 
        EnviarN1[3]=2; 
        EnviarN1[4]=tmp; 
        EnviarN1[5]=3; 
        //Sensor 3 
        EnviarN1[6]=3; 
        EnviarN1[7]=sonar.ping_cm();  
        EnviarN1[8]=2; 
       //Caracter final       
        EnviarN1[18]=9;   
        tmp = tmp + 1; 
        radio.write(EnviarN1, sizeof(EnviarN1));    //Manda el valor 
alamacenado en la variable Enviar 
        sendd=0; //Se pone "sendd" a cero para volver a escuchar 
        Serial.println(EnviarN1[16]); 
        Serial.println(EnviarN1[17]); 
        } 
   if (activRec[0] == 20 && sendd==1) //Si se recibe el valor de activacion 
del nodo 2, se comunica con el nodo 2 
        {     
           Enviar2();   
VALORES SIMULADOS 
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           sendd=0; 





  Serial.println("Enviar"); 
  activEnv[0]=20; //Valor de activacion del nodo 2 
  bool ok = 0; 
  radio.stopListening(); // Paramos la escucha para poder escribir 
  radio.openWritingPipe(direccion2); //Se abre el puerto de escritura para 
la direccion del modulo 1 
  ok = radio.write(activEnv, sizeof(activEnv));   //Envia el valor de 
activacion al nodo 2 y comprueba is se hace correctamente 
 
  if (ok) 
      { 
        Serial.println("eviado..."); 
        radio.startListening(); //Se inicia el modo de escucha 
        Recibir(); //Ejecuta la funcion recibir 
        radio.stopListening(); //Deja de escuchar para poder escribir 
        radio.openWritingPipe(direccion); //Crea una conexion con la 
direccion en modo escritura  
         
        for (int i=0; i<LongitudCadenaN2; i++){ 
            EnviarN2[i]=RecibidoN2[i];      //Los valores recibidos del 
nodo 2 se pasan al array "EnviarN2" para ser enviado al nodo 0 
        }      
         
        radio.write(EnviarN2, sizeof(EnviarN2));  //Se envian los valores 
del nodo 2 al nodo 0 
         
      }else 
      { 
        Serial.println("fallo en envio!"); 
      } 




delay(50); //Espera para que comience el envio en el otro nodo 
  //Lee el dato recibido 
  if (radio.available()) //Si hay un emisor 
  { 
    bool done = false; 
    while(!done) //Recibe todos los valores 
    { 
    radio.read(RecibidoN2, sizeof(RecibidoN2)); //Recibe los valores del 
nodo 2 
    Convertir();    //Ejecuta la funcion "Convertir" 
     
    if (RecibidoN2[6] != 0) done=true; //Se comprueba que se han recibido 
valores 
    } 
  }else 
  {     
      Serial.println("No radio available"); 
  } 
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Anexo 3. Programación del nodo final 
/////////////////////////NODO 2/////////////////////////////// 
#include <SPI.h> //libreria para el uso del modulo SPI 





RF24 radio(48, 49); //Declaracion de los pines de control CE y CSN para el 
modulo, se define el objeto "radio" 
 
//Comunicacion con el nodo 1 
const uint64_t direccion = 0xB3B4B5B6F1LL; // En esta parte LL significa 
LongLong para asegurar el dato de 64bits 
int activ[1]; //Valor de activacion recibido del nodo 1 
int Enviar[15]; //Array para almacenar los valores de los sensores a mandar 








void setup() { 
  Serial.begin(9600); 
  Serial.println("Serial begin"); 
   
  radio.begin(); //Inicio del modulo nRF24L01+ 
  radio.setPALevel(RF24_PA_LOW);  // Configuracion en modo de baja potencia 
  radio.setChannel(100); // Apertura del canal de comunicacion 
  radio.openReadingPipe(0, direccion);  




void loop() { 
  radio.startListening(); 
   
  if ( radio.available() && sendd==0)//Si hay un emisor y no se ha recibido 
todavia empieza a recibir 
  { 
    bool done = false; 
    while (!done) //Escucha mensajes hasta que se reciba algo  
    { 
     radio.read(activ, sizeof(activ)); //Recibe el mensaje y lo guarda en 
"activ" 
     Serial.println(activ[0]); 
     if (activ[0] != 0) done=true; //Confirma que se ha recibido algo 
     sendd=1; 
    } 
  } 
  else 
  {     
      Serial.println("No radio available"); 
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  } 
  if (activ[0] == 20 && sendd==1) //Apagar alarma, pero siempre esta armada 
        { 
        radio.stopListening(); //Paramos el modo de escucha para poder 
escribir 
        radio.openWritingPipe(direccion); //Se abre el puerto de escritura 
 
 
         
 //Sensor 1 
        Enviar[0]=1; //Numero de sensor 
        Enviar[1]=60;//Valor 
        Enviar[2]=1; //Identificador unidades 
        //Sensor 2 
        Enviar[3]=2; 
        Enviar[4]=15; 
        Enviar[5]=3; 
        //Sensor 3 
        Enviar[6]=3; 
        Enviar[7]=10;  
        Enviar[8]=2; 
        //Sensor 4 
        Enviar[9]=4;  
        Enviar[10]=1500; 
        Enviar[11]=5;  
        //Sensor 5 
        Enviar[12]=5; 
        Enviar[13]=290; 
        Enviar[14]=4; 
        //Caracter final       
        Enviar[15]=9;   
               
        radio.write(Enviar, sizeof(Enviar)); //Manda el valor alamacenado 
en la variable Enviar 
        sendd=0; //Se pone "sendd" a cero para volver a escuchar    
        i=i+1; 
        Serial.println("0000000000000000000000000000"); 




SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
13 Javier Fraile Pérez de Arilucea  JUL-18 
 
ANEXOS 
Anexo 4. Programación del dispositivo móvil 








































import static java.security.AccessController.getContext; 
 
public class MainActivity extends BaseActivity { 
 
    //Elementos que forman parte del interfaz usando las funciones de 
butterknife 
    @BindView(R.id.disp_conocidos_titulo) 
    TextView dispConocidosTitulo; 
    @BindView(R.id.disp_conocidos_lista) 
    ListView dispConocidosLista; 
    @BindView(R.id.disp_nuevos_titulo) 
    TextView dispNuevosTitulo; 
    @BindView(R.id.disp_nuevos_lista) 
    ListView dispNuevosLista; 
    @BindView(R.id.boton_buscar) 
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    Button botonBuscar; 
 
 
    ArrayAdapter<String> dispConocidosArray; 
    ArrayAdapter<String> dispNuevosArray; 
 
    public static String addressEnv; 
 
    private BluetoothAdapter mBtAdapter; 
    private BluetoothSocket btSocket; 
    private boolean isBtConnected = false; 
 
    int Cancelar_buscar = 0; 
 
    LocalService mService; 
    boolean mBound = false; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
        ButterKnife.bind(this); 
 
        //Selecciona el conector bluetooth 
        mBtAdapter = BluetoothAdapter.getDefaultAdapter(); 
 
        //Iniciar los array. 
        dispConocidosArray = new ArrayAdapter<String>(this, 
R.layout.nombre_disp); 
        dispNuevosArray = new ArrayAdapter<String>(this, 
R.layout.nombre_disp); 
 
        //Se asigna la vista 
        dispConocidosLista.setOnItemClickListener(mDeviceClickListener); 
        dispNuevosLista.setOnItemClickListener(mDeviceClickListener); 
 
        //Mostramos los dispositivos conocidos 
        dispConocidosShow(); 
        BluetoothONOFF(); 
 
        // 
        IntentFilter filter = new 
IntentFilter(BluetoothDevice.ACTION_FOUND); 
        this.registerReceiver(mReceiver, filter); 
 
        // Register for broadcasts when discovery has finished 
        filter = new 
IntentFilter(BluetoothAdapter.ACTION_DISCOVERY_FINISHED); 
        this.registerReceiver(mReceiver, filter); 
 
        //////////////////Compraobacion persmiso localizan para android 
>=6.0//////////////////////// 
        // Comprobar permiso 
        int permissionCheck = ContextCompat.checkSelfPermission(this, 
Manifest.permission.ACCESS_FINE_LOCATION); 
 
        if (permissionCheck == PackageManager.PERMISSION_GRANTED) { 
        } else { 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
15 Javier Fraile Pérez de Arilucea  JUL-18 
 
ANEXOS 
            // Explicar permiso 
            if (ActivityCompat.shouldShowRequestPermissionRationale(this, 
Manifest.permission.ACCESS_FINE_LOCATION)) { 
                Toast.makeText(this, R.string.JustificacionPermiso, 
                        Toast.LENGTH_SHORT).show(); 
            } 
 
            // Solicitar el permiso 
            if (Build.VERSION.SDK_INT >= Build.VERSION_CODES.M) { 
                requestPermissions(new 
String[]{Manifest.permission.ACCESS_FINE_LOCATION}, 1); 
            } 
            //////////////////////////////////////////////////////// 
        } 
    } 
 
    @OnClick(R.id.boton_buscar) 
    public void BucarDispositivos() { 
        //Activa bluetooth 
        if (mBtAdapter.isDiscovering() == false && Cancelar_buscar == 0) { 
            mBtAdapter.startDiscovery(); 
            botonBuscar.setText(R.string.BotontParar); 
            Cancelar_buscar = 1; 
        } 
 
        if (mBtAdapter.isDiscovering() && Cancelar_buscar == 2) { 
            mBtAdapter.cancelDiscovery(); 
            botonBuscar.setText(R.string.BotontEmpezar); 
            Cancelar_buscar = 0; 
        } 
 
        if (Cancelar_buscar == 1) { 
            Cancelar_buscar = 2; 
        } 
    } 
    //Muestra los dispositivos conocidos 
    public void dispConocidosShow() { 
        dispConocidosTitulo.setVisibility(View.VISIBLE); 
        dispConocidosLista.setAdapter(dispConocidosArray); 
 
        Set<BluetoothDevice> dispConocidos = mBtAdapter.getBondedDevices(); 
 
        // If there are paired devices, add each one to the ArrayAdapter 
        if (dispConocidos.size() > 0) { 
            for (BluetoothDevice device : dispConocidos) { 
                dispConocidosArray.add(device.getName() + "\n" + 
device.getAddress()); 
            } 
        } else { 
            dispConocidosArray.add("No hay dispositivos conocidos"); 
        } 
    } 
    //Activa el bluetooth 
    private void BluetoothONOFF() { 
        // Check device has Bluetooth and that it is turned on 
        if (mBtAdapter == null) { 
            Toast.makeText(getBaseContext(), R.string.DispNoTieneBluetooth, 
Toast.LENGTH_SHORT).show(); 
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        } else { 
            if (mBtAdapter.isEnabled()) { 
                Toast.makeText(getBaseContext(), R.string.BluetoothActiv, 
Toast.LENGTH_SHORT).show(); 
                //mBtAdapter.startDiscovery(); 
            } else { 
                //Prompt user to turn on Bluetooth 
                Intent enableBtIntent = new 
Intent(BluetoothAdapter.ACTION_REQUEST_ENABLE); 
                startActivityForResult(enableBtIntent, 1); 
                //mBtAdapter.startDiscovery(); 
            } 
        } 
    } 
 
    @Override 
    protected void onDestroy() { 
        super.onDestroy(); 
 
        if (mBtAdapter != null) { 
            mBtAdapter.cancelDiscovery(); 
        } 
 
        // Unregister broadcast listeners 
        this.unregisterReceiver(mReceiver); 
    } 
    // 
    private final BroadcastReceiver mReceiver = new BroadcastReceiver() { 
        @Override 
        public void onReceive(Context context, Intent intent) { 
            dispNuevosTitulo.setVisibility(View.VISIBLE); 
            dispNuevosLista.setAdapter(dispNuevosArray); 
            String action = intent.getAction(); 
 
            if (BluetoothDevice.ACTION_FOUND.equals(action)) { 
                BluetoothDevice device = 
intent.getParcelableExtra(BluetoothDevice.EXTRA_DEVICE); 
                if (device.getBondState() != BluetoothDevice.BOND_BONDED) { 
                    dispNuevosArray.add(device.getName() + "\n" + 
device.getAddress()); 
                } 
            } else if 
(BluetoothAdapter.ACTION_DISCOVERY_FINISHED.equals(action)) { 
                Toast.makeText(getBaseContext(), R.string.BusquedaAcabada, 
Toast.LENGTH_SHORT).show(); 
                botonBuscar.setText(R.string.BotontEmpezar); 
                if (dispNuevosArray.getCount() == 0) { 
                    dispNuevosArray.add("No hay dispositivos nuevos"); 
                } 
 
            } 
        } 
    }; 
    //Detecta la pulsacion sobre la lista de dispositivos bluetooth 
    private AdapterView.OnItemClickListener mDeviceClickListener 
            = new AdapterView.OnItemClickListener() { 
        public void onItemClick(AdapterView<?> av, View v, int arg2, long 
arg3) { 
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            mBtAdapter.cancelDiscovery(); 
            String info = ((TextView) v).getText().toString(); 
            String address = info.substring(info.length() - 17); 
            addressEnv = address; 
            new ConnectBT().execute(); 
 
        } 
    }; 
 
    //Estable la conexion con el dispositivo bluetooth 
    private class ConnectBT extends AsyncTask<Void, Void, Void>  // UI 
thread 
    { 
        private boolean ConnectSuccess = true; 
 
        @Override 
        protected Void doInBackground(Void... devices) { 
 
            btSocket = mService.Socket(addressEnv); 
 
            return null; 
 
        } 
        @Override 
        protected void onPostExecute(Void result) 
        { 
            super.onPostExecute(result); 
 
            if (!ConnectSuccess) 
            { 
                msg("Connection Failed. Is it a SPP Bluetooth? Try 
again."); 
                finish(); 
            } 
            else 
            { 
                msg("Connected."); 
                isBtConnected = true; 
            } 
 
        } 
    } 
 
    //Muestra mensajes en pantalla 
    private void msg(String s) { 
        Toast.makeText(getApplicationContext(), s, 
Toast.LENGTH_LONG).show(); 
    } 
 
    @Override 
    protected void onStart() { 
        super.onStart(); 
        // Bind to LocalService 
        Intent intent = new Intent(this, LocalService.class); 
        bindService(intent, mConnection, Context.BIND_AUTO_CREATE); 
    } 
 
    @Override 
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    protected void onStop() { 
        super.onStop(); 
        // Unbind from the service 
     /*    if (mBound) { 
            unbindService(mConnection); 
            mBound = false; 
        }*/ 
    } 
 
    //Estable conexion con el servicio 
    private ServiceConnection mConnection = new ServiceConnection() { 
 
        @Override 
        public void onServiceConnected(ComponentName className, 
                                       IBinder service) { 
            LocalService.LocalBinder binder = (LocalService.LocalBinder) 
service; 
            mService = binder.getService(); 
            mBound = true; 
        } 
 
        @Override 
        public void onServiceDisconnected(ComponentName arg0) { 
            mBound = false; 
        } 
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public class LocalService extends Service { 
    private final IBinder mBinder = new LocalBinder(); 
 
    //Devuelve la cadena contenida en readMessage 
    public String getReadMessage() { 
        return readMessage; 
    } 
    String readMessage=""; 
 
    //Se declaran los diferentes elementos de la conexion bluetooth 
    private BluetoothAdapter mBtAdapter; 
    private BluetoothSocket btSocket; 
    private boolean isBtConnected = false; 
    private ConnectedThread mConnectedThread; 
 
    //UUID de dispositivos serie 
    static final UUID myUUID = UUID.fromString("00001101-0000-1000-8000-
00805F9B34FB"); 
 
    //Clase empleada para el Binder 
    public class LocalBinder extends Binder { 
        public LocalService getService() { 
            return LocalService.this; 
        } 
    } 
 
    public IBinder onBind(Intent intent) { 
        return mBinder; 
    } 
 
    // Cliente bluetooth 
    public BluetoothSocket Socket(String addrress) { 
        try { 
            if (btSocket == null || !isBtConnected) { 
                mBtAdapter = BluetoothAdapter.getDefaultAdapter(); 
                BluetoothDevice dispositivo = 
mBtAdapter.getRemoteDevice(addrress); 
                btSocket = 
dispositivo.createInsecureRfcommSocketToServiceRecord(myUUID); 
            } 
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        } catch (IOException e) { 
            Toast.makeText(getApplicationContext(), "1", 
Toast.LENGTH_LONG).show(); 
 
        } 
        BluetoothAdapter.getDefaultAdapter().cancelDiscovery(); 
        try { 
            btSocket.connect(); 
        } catch (IOException e) { 
            e.printStackTrace(); 
        } 
 
        mConnectedThread = new ConnectedThread(btSocket); 
        mConnectedThread.start(); 
        return btSocket; 
    } 
    //Envia al dispositivo bluetooth 
    public void Enviar(String string) { 
        if (btSocket != null) { 
            mConnectedThread.write(string); 
        } 
    } 
    //Estable la conexion con el dispositivo 
    private class ConnectedThread extends Thread { 
        private final InputStream mmInStream; 
        private final OutputStream mmOutStream; 
 
        //Se crea el hilo de conexion 
        public ConnectedThread(BluetoothSocket socket) { 
            InputStream tmpIn = null; 
            OutputStream tmpOut = null; 
 
            try { 
                tmpIn = socket.getInputStream(); 
                tmpOut = socket.getOutputStream(); 
            } catch (IOException e) { } 
 
            mmInStream = tmpIn; 
            mmOutStream = tmpOut; 
        } 
 
 
        public void run() { 
            int bytes = 0; 
 
            // Recibe caracteres hasta que se reciba el caracter final 
            while (true) { 
                try { 
                    String msg = ""; 
                    char ch; 
                    while((ch= (char) mmInStream.read())!='#') { 
                        bytes++; 
                        msg+=ch; 
                    } 
                    readMessage = msg; 
                } catch (IOException e) { 
                    break; 
                } 
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            } 
        } 
 
        public void write(String input) { 
            byte[] msgBuffer = input.getBytes();           //Convierte la 
cadena en un buffer de bytes 
            try { 
                mmOutStream.write(msgBuffer);              //Envia el 
buffer 
            } catch (IOException e) { 
                Toast.makeText(getBaseContext(), "Connection Failure", 
Toast.LENGTH_LONG).show(); 
            } 
        } 
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 * Created by Javier on 08/07/2017. 
 */ 
 
public class Nodo  extends BaseActivity { 
 
    @BindView(R.id.boton_recibir) 
    Button button2; 
    @BindView(R.id.tabla) 
    TableLayout tabla; 
 
    //Variables recibir 
    LocalService mService; 
    boolean mBound = false; 
    String recib; 
    String s=""; 
    String s2=""; 
    int lon=0; 
    Handler mHandlerRecibir; 
 
    int NodoSel=0; 
 
    //Separar-crear filas 
    String NSensor=""; //Variable para almacenar el nombre del sensor 
    String VSensor=""; //Variable para almacenar la magnitud medida por el 
sensor 
    String USensor=""; //Variable para almacenar el tipo del sensor 
 
    int Ncompletado=0; 
    int Vcompletado=0; 
    int Ucompletado=0; 
 
    int CharDiv=0; //Caracter indica barra divisora 
    int CharDiv2=0; //Caracter indica barra divisora 
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    String cadInicial=""; 
 
    //Strings configuracion menu 
    String NumNodo=""; //Numero de nodos 
    String NomNodo=""; //Nombre de los nodos 
    int Contador_Nodos=0; 
    int Menu_config=0; 
 
    private int 
Menu_IDs[]={R.id.R1NUno,R.id.R1NDos,R.id.R1NTres,R.id.R1NCuatro,R.id.R1NCin
co,R.id.R1NSeis}; 
    private String Menu_N[]={"0","0","0","0","0","0","0","0","0","0","0"}; 
    private int NumNodoI=0; //Numero de los nodos en int 
 
 
    //Lectura datos 
    String Nom_Red=""; 
    String Nom_Cent=""; 
 
    //Auxiliar unidades 
    String Unidades=""; 
 
    //Almacenar datos blockchain 
    boolean blockAlmacenar = false; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_nodo); 
        ButterKnife.bind(this); 
 
        Intent intent = getIntent(); 
        NodoSel = intent.getIntExtra("NodoSel",0); 
 
        cadInicial = Integer.toString(NodoSel) + "F"; 
 
        SharedPreferences settings = getSharedPreferences("Menu", 0); 
        NumNodoI = settings.getInt("NumNodoI", 0); 
        Nom_Red = settings.getString("NomRed", "Red"); 
        Nom_Cent = settings.getString("NomCent", "Nodo 0"); 
        SetNombreRed(Nom_Red); 
        SetNombreOpcionMenu(R.id.R1NCentral,Nom_Cent); 
 
        for (int i=0; i<NumNodoI-1; i++){ 
            String NomGuardar = "Menu_N" + Integer.toString(i+1); 
            String Nom_Nodo = settings.getString(NomGuardar, ""); 
            SetNombreOpcionMenu(Menu_IDs[i],Nom_Nodo); 
            Menu_N[i+1]=Nom_Nodo; 
            showOpcionMenu(Menu_IDs[i]); 
        } 
        if (NodoSel == 0){ 
            setTitle(Nom_Cent); 
        } else { 
            setTitle(Menu_N[NodoSel]); 
        } 
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        SharedPreferences blockchain = getSharedPreferences("Block", 0); 
        blockAlmacenar = blockchain.getBoolean("Send", false); 
    } 
 
    //Envia el numero del nodo seleccionado y comienza a recibir datos 
    @OnClick(R.id.boton_recibir) 
    public void RecibirDatos() { 
        mService.Enviar(cadInicial); 
        mHandlerRecibir = new Handler(); 
        mHandlerRecibir.postDelayed(mAction, 500); 
    } 
 
    //Runnable para recibir los datos 
    Runnable mAction = new Runnable() { 
        @Override 
        public void run() { 
            //mService.Enviar(cadInicial); 
            recib = mService.getReadMessage(); 
            lon = recib.length(); 
            s2 = recib.substring(1, lon); 
            separar(); 
            mHandlerRecibir.postDelayed(mAction, 1000); 
        } 
    }; 
 
    void separar(){ 
        tabla.removeAllViews(); 
        //Separa la cadena de nombres de los nodos 
        if (s2.substring(0, 1).equals("%")){ //Comprueba que se recibe el 
caracter inicial 
            //Define el sistema de almacenamiento 
            SharedPreferences settings = getSharedPreferences("Menu", 0); 
            SharedPreferences.Editor editor = settings.edit(); 
            if (Menu_config==0) {   //Comprueba que no se ha creado el menu 
todavia 
                s2 = s2.substring(2, s2.length()); 
                for (int i = 0; i < s2.length(); i++) { 
                    if (s2.substring(i, i + 1).equals("/")) { 
                        Ncompletado = 1; 
                        CharDiv = 1; 
                    } else { 
                        if (Ncompletado == 0) { 
                            NumNodo = NumNodo + s2.substring(i, i + 1); 
                        } 
                    } 
                    if (Ncompletado == 1) { 
                        if (s2.substring(i, i + 1).equals("%")) { 
                            Vcompletado = 1; 
                        } else { 
                            if (Ncompletado == 1 && Vcompletado == 0 && 
CharDiv == 0) 
                                NomNodo = NomNodo + s2.substring(i, i + 1); 
                        } 
                    } 
                    NumNodoI = Integer.parseInt(NumNodo); 
                    editor.putInt("NumNodoI", NumNodoI); 
                    editor.commit(); 
                    NumNodoI = NumNodoI + 1; 
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                    if (Vcompletado == 1 && NumNodoI > 0) { 
                        if (Contador_Nodos == 0) { 
                            Nom_Red = NomNodo; 
                            SetNombreRed(NomNodo); 
                                editor.putString("NomRed", NomNodo); 
                                editor.commit(); 
                        }else{ 
                            if (Contador_Nodos == 1){ 
                                
SetNombreOpcionMenu(R.id.R1NCentral,NomNodo); 
                                editor.putString("NomCent", NomNodo); 
                                editor.commit(); 
                            }else{ 
                                
SetNombreOpcionMenu(Menu_IDs[Contador_Nodos-2],NomNodo); 
                                Menu_N[Contador_Nodos-2]=NomNodo; 
                                String NomGuardar = "Menu_N" + 
Integer.toString(Contador_Nodos-1); 
                                editor.putString(NomGuardar, NomNodo); 
                                editor.commit(); 
                            } 
                        } 
                        NomNodo = ""; 
                        Vcompletado = 0; 
                        Contador_Nodos = Contador_Nodos + 1; 
                        NumNodoI = NumNodoI - 1; 
                    } 
                    CharDiv = 0; 
                } 
                Menu_config=1; 
            } 
            Contador_Nodos=0; 
            //Muestra los nodos disponibles 
            for (int i=0; i<NumNodoI-1; i++){ 
                showOpcionMenu(Menu_IDs[i]); 
            } 
        
}else{/////////////////////////////////////////////////////////////////////
/////////////////// 
            for (int i=0;i<s2.length(); i++){ 
                if (s2.substring(i, i+1).equals("|")) { 
                    Ncompletado=1; 
                    CharDiv=1; 
                }else { 
                    if (Ncompletado == 0) { 
                        NSensor = NSensor + s2.substring(i, i+1); 
                    } 
                } 
                if (s2.substring(i, i+1).equals("/")){ 
                    Vcompletado=1; 
                    CharDiv2=1; 
                }else{ 
                    if (Ncompletado==1 && Vcompletado==0 && CharDiv==0) 
                        VSensor=VSensor+s2.substring(i,i+1); 
                } 
                if (s2.substring(i, i+1).equals("!")){ 
                    Ucompletado=1; 
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                }else{ 
                    if (Ncompletado==1 && Vcompletado==1 && CharDiv2==0) 
                        USensor=USensor+s2.substring(i,i+1); 
                } 
 
                if (Ucompletado==1){ 
                    USensor = Unidades(USensor); 
                    AddTabla(USensor,NSensor,VSensor); 
 
                    if (blockAlmacenar == true) { 
                        String nodo = (String) getTitle(); 
                        String rsp = apicall.Api(this, Nom_Red,  nodo, 
VSensor, NSensor, USensor); 
                    } 
                    Ncompletado=0; 
                    Vcompletado=0; 
                    Ucompletado=0; 
                    VSensor=""; 
                    NSensor=""; 
                    USensor=""; 
                } 
                CharDiv=0; 
                if (Vcompletado==1) {CharDiv2=0;} 
            } 
            Ncompletado=0; 
        } 
    } 
    //Cambia el valor recibido de las unidades por su correspondiente 
    String Unidades (String sel) { 
        String unidades = "-"; 
        if (sel.equals("0")){ unidades = "C"; 
        }else if(sel.equals("1")){unidades = "m"; 
        }else if(sel.equals("2")){unidades = "cm"; 
        }else if(sel.equals("3")){unidades = "bar"; 
        }else if(sel.equals("4")){unidades = "mL"; 
        }else if(sel.equals("5")){unidades = "Lm"; 
        }else if(sel.equals("6")){unidades = "RH%"; 
        }else if(sel.equals("7")){unidades = "V"; 
        }else if(sel.equals("8")){unidades = "mV"; 
        }else if(sel.equals("9")){unidades = "A"; 
        }else if(sel.equals("10")){unidades = "mA"; 
        }else if(sel.equals("11")){unidades = "True"; 
        }else if(sel.equals("12")){unidades = "False"; 
        }else if(sel.equals("13")){unidades = "m/s"; 
        }else if(sel.equals("14")){unidades = "g"; 
        }else if(sel.equals("15")){unidades = "kg"; 
        }else {unidades = "-"; 
        } 
        return unidades; 
    } 
 
    void AddTabla(String Unidades, String Nombre, String Valor){ 
        //Declaracion campos 
        TableRow row = (TableRow) 
getLayoutInflater().inflate(R.layout.fila, null); 
        TextView nombreSensor,valorSensor,unidadesSensor; 
 
        //Escribe el nombre del sensor 
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        nombreSensor = (TextView) row.findViewById(R.id.nombreSensor); 
        nombreSensor.setTextColor(Color.rgb(255,255,255)); 
        nombreSensor.setText(Nombre); 
 
        //Escribe el valor del sensor 
        valorSensor = (TextView) row.findViewById(R.id.valorSensor); 
        valorSensor.setTextColor(Color.rgb(255,255,255)); 
        valorSensor.setText(Valor); 
 
        //Escribe las unidades 
        unidadesSensor = (TextView) row.findViewById(R.id.Unidades); 
        unidadesSensor.setTextColor(Color.rgb(255,255,255)); 
        unidadesSensor.setText(Unidades); 
 
        //Añade la fila 
        tabla.addView(row); 
 
    } 
 
 
    @Override 
    protected void onStart() { 
        super.onStart(); 
        // Bind to LocalService 
        Intent intent = new Intent(this, LocalService.class); 
        bindService(intent, mConnection, Context.BIND_AUTO_CREATE); 
    } 
 
    @Override 
    protected void onStop() { 
        super.onStop(); 
        // Unbind from the service 
      /*  if (mBound) { 
            unbindService(mConnection); 
            mBound = false; 
        }*/ 
    } 
 
    private ServiceConnection mConnection = new ServiceConnection() { 
 
        @Override 
        public void onServiceConnected(ComponentName className, 
                                       IBinder service) { 
            // We've bound to LocalService, cast the IBinder and get 
LocalService instance 
            LocalService.LocalBinder binder = (LocalService.LocalBinder) 
service; 
            mService = binder.getService(); 
            mBound = true; 
        } 
 
        @Override 
        public void onServiceDisconnected(ComponentName arg0) { 
            mBound = false; 
        } 
    }; 
 
} 
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public class BaseActivity extends AppCompatActivity 
        implements NavigationView.OnNavigationItemSelectedListener  { 
     
    private Menu menu; 
    int NodoSel; 
    public final static String EXTRA_MESSAGE = "NodoSel"; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
    } 
    protected  void onStart() { 
        super.onStart(); 
    //Muestra la barra superior y el menu 
    Toolbar toolbar = (Toolbar) findViewById(R.id.toolbar); 
    setSupportActionBar(toolbar); 
 
    DrawerLayout drawer = (DrawerLayout) findViewById(R.id.drawer_layout); 
    ActionBarDrawerToggle toggle = new ActionBarDrawerToggle( 
            this, drawer, toolbar, R.string.navigation_drawer_open, 
R.string.navigation_drawer_close); 
    toggle.syncState(); 
 
    final NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
    navigationView.setNavigationItemSelectedListener(this); 
 
} 
    //Funcion pulsar el boton "atras" 
    @Override 
    public void onBackPressed() { 
        DrawerLayout drawer = (DrawerLayout) 
findViewById(R.id.drawer_layout); 
        if (drawer.isDrawerOpen(GravityCompat.START)) { 
            drawer.closeDrawer(GravityCompat.START); 
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        } else { 
            Intent intent = new Intent(this, MainActivity.class); 
            startActivity(intent); 
        } 
    } 
    //Elementos del menu 
    @SuppressWarnings("StatementWithEmptyBody") 
    @Override 
    public boolean onNavigationItemSelected(MenuItem item) { 
        // Handle navigation view item clicks here. 
        int id = item.getItemId(); 
 
        if (id == R.id.R1NCentral) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=0; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NUno) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=1; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NDos) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=2; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NTres) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=3; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NCuatro) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=4; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NCinco) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=5; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.R1NSeis) { 
            Intent intent = new Intent(this, Nodo.class); 
            NodoSel=6; 
            intent.putExtra(EXTRA_MESSAGE, NodoSel); 
            startActivity(intent); 
 
        } else if (id == R.id.Ajustes) { 
 
        } else if (id == R.id.Conexion) { 
            Intent intent = new Intent(this, MainActivity.class); 
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            startActivity(intent); 
        } 
        DrawerLayout drawer = (DrawerLayout) 
findViewById(R.id.drawer_layout); 
        drawer.closeDrawer(GravityCompat.START); 
        return true; 
    } 
 
 
    /**Modificar valores elementos menu lateral*/ 
    //Cambiar nombre red 
    public void SetNombreRed (String NombreRed){ 
        final NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
        View header=navigationView.getHeaderView(0); 
        TextView NombRed = (TextView) header.findViewById(R.id.Nombre_Red); 
        NombRed.setText(NombreRed); 
    } 
    //Cambiar nombre opcion 
    public void SetNombreOpcionMenu(int id, String string) 
    {   NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
        menu = navigationView.getMenu(); 
        MenuItem item = menu.findItem(id); 
        item.setTitle(string); 
    } 
    //Ocultar opcion 
    public void hideOpcionMenu(int id) 
    {   NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
        menu = navigationView.getMenu(); 
        MenuItem item = menu.findItem(id); 
        item.setVisible(false); 
    } 
    //Mostrar opcion 
    public void showOpcionMenu(int id) 
    {   NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
        menu = navigationView.getMenu(); 
        MenuItem item = menu.findItem(id); 
        item.setVisible(true); 
    } 
    //Eliminar opcion 
    public void deleteOpcionMenu(int id) 
    {   NavigationView navigationView = (NavigationView) 
findViewById(R.id.nav_view); 
        menu = navigationView.getMenu(); 
        menu.removeItem(id); 
    } 
} 
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Anexo 4.5 Layout Activity MainActivity 
<?xml version="1.0" encoding="utf-8"?> 
<android.support.v4.widget.DrawerLayout 
xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:id="@+id/drawer_layout" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:fitsSystemWindows="true" 
    tools:openDrawer="start"> 
 
    <include layout="@layout/content_main"/> 
 
    <include 
        layout="@layout/app_bar_main" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" /> 
 
    <android.support.design.widget.NavigationView 
        android:id="@+id/nav_view" 
        android:layout_width="wrap_content" 
        android:layout_height="match_parent" 
        android:layout_gravity="start" 
        android:fitsSystemWindows="true" 
        android:background="@drawable/deg_dra_menu" 
        app:itemTextColor="#FFF" 
        app:itemIconTint="#FF0" 
        app:headerLayout="@layout/nav_header_main" 
        app:menu="@menu/red_1_menu" 
        app:theme="@style/TemaMenu" 
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Anexo 4.6 Layout Activity Nodo 
<?xml version="1.0" encoding="utf-8"?> 
<android.support.v4.widget.DrawerLayout 
xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:id="@+id/drawer_layout" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:fitsSystemWindows="true" 
    tools:openDrawer="start"> 
 
    <include layout="@layout/content_nodo"/> 
 
    <include 
        layout="@layout/app_bar_main" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" /> 
 
    <android.support.design.widget.NavigationView 
        android:id="@+id/nav_view" 
        android:layout_width="wrap_content" 
        android:layout_height="match_parent" 
        android:layout_gravity="start" 
        android:fitsSystemWindows="true" 
        android:background="@drawable/deg_dra_menu" 
        app:itemTextColor="#FFF" 
        app:itemIconTint="#FF0" 
        app:headerLayout="@layout/nav_header_main" 
        app:menu="@menu/red_1_menu" 
        app:theme="@style/TemaMenu" 
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Anexo 4.7 Layout Content MainActivity 
<?xml version="1.0" encoding="utf-8"?> 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:id="@+id/content_main" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:paddingBottom="@dimen/activity_vertical_margin" 
    android:paddingLeft="@dimen/activity_horizontal_margin" 
    android:paddingRight="@dimen/activity_horizontal_margin" 
    android:paddingTop="58dp" 
    app:layout_behavior="@string/appbar_scrolling_view_behavior" 
    tools:context="com.dev.javier.redsensores.MainActivity" 
    tools:showIn="@layout/activity_main" 
    android:background="#AAAAAAAA" 
    android:orientation="vertical" 
    > 
 
    <TextView 
        android:id="@+id/disp_conocidos_titulo" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:background="#d2860d" 
        android:paddingLeft="5dp" 
        android:text="@string/DispConHeader" 
        android:textColor="#fff" 
        android:visibility="gone" 
        /> 
 
    <ListView 
        android:id="@+id/disp_conocidos_lista" 
        android:layout_width="match_parent" 
        android:layout_height="218dp" 
        android:headerDividersEnabled="false" /> 
 
    <TextView 
        android:id="@+id/disp_nuevos_titulo" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:background="#d2860d" 
        android:paddingLeft="5dp" 
        android:text="@string/DispNuevosHeader" 
        android:textColor="#FFF" 
        android:visibility="gone" 
        /> 
 
    <ListView 
        android:id="@+id/disp_nuevos_lista" 
        android:layout_width="match_parent" 
        android:layout_height="match_parent" 
        android:layout_weight="2" 
        /> 
 
    <Button 
        android:id="@+id/boton_buscar" 
        android:layout_width="match_parent" 
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        android:layout_height="wrap_content" 
        android:text="@string/BotontEmpezar" 
        android:theme="@style/MyButton" 
        android:onClick="BucarDispositivos" 
        android:layout_alignParentTop="true" 
        android:layout_alignParentLeft="true" 
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Anexo 4.8 Layout Content Nodo 
<?xml version="1.0" encoding="utf-8"?> 
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:id="@+id/content_r1_ncent" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:paddingBottom="@dimen/activity_vertical_margin" 
    android:paddingLeft="@dimen/activity_horizontal_margin" 
    android:paddingRight="@dimen/activity_horizontal_margin" 
    android:paddingTop="58dp" 
    app:layout_behavior="@string/appbar_scrolling_view_behavior" 
    tools:context="com.dev.javier.redsensores.Nodo" 
    tools:showIn="@layout/activity_nodo" 
    android:background="#AAAAAAAA" 
    > 
 
    <ScrollView 
        android:layout_width="fill_parent" 
        android:layout_height="fill_parent" 
        android:scrollbars="none" 
        android:layout_weight="1"> 
        <TableLayout 
            android:layout_width="match_parent" 
            android:layout_height="match_parent" 
            android:id="@+id/tabla" 
            android:stretchColumns="1" 
            android:divider="#FFFF" 
            android:showDividers="middle" 
            android:layout_alignParentTop="true" 
            android:layout_alignParentLeft="true" 
            android:layout_alignParentStart="true"> 
 
            <include layout="@layout/fila"></include> 
        </TableLayout> 
    </ScrollView> 
 
    <Button 
        android:id="@+id/boton_recibir" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:text="@string/RecibirDatos" 
        android:theme="@style/MyButton" 
        android:onClick="RecibirDatos" 
        android:layout_alignParentBottom="true" 
        android:layout_alignParentLeft="true" 
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Anexo 4.9 Menu 
<?xml version="1.0" encoding="utf-8"?> 
<menu xmlns:android="http://schemas.android.com/apk/res/android"> 
 
    <group android:checkableBehavior="single"> 
        <item 
            android:id="@+id/R1NCentral" 
            android:icon="@drawable/ic_nodo_central" 
            android:title="@string/NCentral" /> 
        <item 
            android:id="@+id/R1NUno" 
            android:icon="@drawable/ic_nodo_dist1" 
            android:title="@string/NUno" 
            android:visible="false"/> 
        <item 
            android:id="@+id/R1NDos" 
            android:icon="@drawable/ic_nodo_dist2" 
            android:title="@string/NDos" 
            android:visible="false"/> 
        <item 
            android:id="@+id/R1NTres" 
            android:icon="@drawable/ic_nodo_dist3" 
            android:title="@string/NTres" 
            android:visible="false"/> 
        <item 
            android:id="@+id/R1NCuatro" 
            android:icon="@drawable/ic_nodo_dist4" 
            android:title="@string/NCuatro" 
            android:visible="false"/> 
        <item 
            android:id="@+id/R1NCinco" 
            android:icon="@drawable/ic_nodo_dist5" 
            android:title="@string/NCinco" 
            android:visible="false"/> 
        <item 
            android:id="@+id/R1NSeis" 
            android:icon="@drawable/ic_nodo_dist6" 
            android:title="@string/NSeis" 
            android:visible="false"/> 
 
    </group> 
 
    <item android:title="@string/TitConfig"> 
        <menu> 
            <item 
                android:id="@+id/Ajustes" 
                android:icon="@drawable/ic_action_settings" 
                android:title="@string/Ajustes" /> 
            <item 
                android:id="@+id/Conexion" 
                android:icon="@drawable/ic_action_bluetooth" 
                android:title="@string/Conexion" /> 
        </menu> 
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Anexo 4.10 Strings (español) 
<resources> 
    <string name="app_name">SesNe</string> 
 
    <string name="navigation_drawer_open">Abre menu lateral</string> 
    <string name="navigation_drawer_close">Cierra menu lateral</string> 
 
 
    <!--Menu lateral--> 
    <string name="NCentral">Nodo principal</string> 
    <string name="NUno">Nodo distribuido 1</string> 
    <string name="NDos">Nodo distribuido 2</string> 
    <string name="NTres">Nodo distribuido 3</string> 
    <string name="NCuatro">Nodo distribuido 4</string> 
    <string name="NCinco">Nodo distribuido 5</string> 
    <string name="NSeis">Nodo distribuido 6</string> 
    <string name="TitConfig">Configuración</string> 
    <string name="Ajustes">Ajustes</string> 
    <string name="Conexion">Conexión</string> 
 
    <!--MainActivity--> 
    <string name="JustificacionPermiso">El permiso es necesario para 
utilizar el bluetooth.</string> 
    <string name="BotontParar">Parar</string> 
    <string name="BotontEmpezar">Buscar Dispositivo</string> 
    <string name="DispNoTieneBluetooth">El dispositivo no soporta 
Bluetooth</string> 
    <string name="BluetoothActiv">El Bluetooth esta activado</string> 
    <string name="BusquedaAcabada">Busqueda finalizada</string> 
    <string name="DispConHeader">Dispositivos conocidos</string> 
    <string name="DispNuevosHeader">Dispositivos nuevos</string> 
    <string name="NoDispCon">No hay dispositivos conocidos</string> 
    <string name="NoDispNuevo">No hay dispositivos nuevos</string> 
 
    <string name="RecibirDatos">Empezar a recibir</string> 
 
    <!--Menu desplegable--> 
    <string-array name="Redes"> 
        <item>Red 1</item> 
    </string-array> 
 
    <!--Titulos activities--> 
    <string name="title_activity_main2">Red 1 Nodo Central</string> 
    <string name="title_activity_r2__nodo_cent">Red 2 Nodo Central</string> 
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Anexo 4.11 Manifest 
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    package="com.dev.javier.redsensores"> 
 
    <uses-permission android:name="android.permission.BLUETOOTH" /> 
    <uses-permission android:name="android.permission.BLUETOOTH_ADMIN" /> 
    <uses-permission android:name="android.permission.ACCESS_FINE_LOCATION" 
/> 
 
    <application 
        android:allowBackup="true" 
        android:icon="@mipmap/ic_launcher" 
        android:label="@string/app_name" 
        android:supportsRtl="true" 
        android:theme="@style/AppThemeMio"> 
        <activity 
            android:name=".MainActivity" 
            android:label="@string/app_name" 
            android:theme="@style/AppTheme.NoActionBar"> 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category android:name="android.intent.category.LAUNCHER" 
/> 
            </intent-filter> 
        </activity> 
        <activity 
            android:name=".Nodo" 
            android:label="@string/title_activity_main2" 
            android:theme="@style/AppTheme.NoActionBar" 
            android:screenOrientation="portrait"/> 
<activity 
    android:name=".Settings" 
    android:label="@string/title_activity_settings" 
    android:screenOrientation="portrait" 
    android:theme="@style/AppTheme.NoActionBar" /> 
 
        <service 
            android:name=".LocalService" 
            android:enabled="true" 
            android:exported="true" /> 
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Anexo 4.12 build.Gradle 
apply plugin: 'com.android.application' 
 
android { 
    compileSdkVersion 25 
    buildToolsVersion '26.0.2' 
    defaultConfig { 
        applicationId "com.dev.javier.redsensores" 
        minSdkVersion 16 
        targetSdkVersion 25 
        versionCode 1 
        versionName "1.0" 
        testInstrumentationRunner 
"android.support.test.runner.AndroidJUnitRunner" 
    } 
    buildTypes { 
        release { 
            minifyEnabled false 
            proguardFiles getDefaultProguardFile('proguard-android.txt'), 
'proguard-rules.pro' 
        } 




    implementation fileTree(dir: 'libs', include: ['*.jar']) 
    androidTestCompile('com.android.support.test.espresso:espresso-
core:2.2.2', { 
        exclude group: 'com.android.support', module: 'support-annotations' 
    }) 
    implementation 'com.android.support:appcompat-v7:25.0.1' 
    implementation 'com.android.support:design:25.0.1' 
    testCompile 'junit:junit:4.12' 
 
    compile "com.jakewharton:butterknife:8.0.0" 
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ANEXOS 
Anexo 5. Blockchain 
Anexo 5.1 Smart contract 
pragma solidity ^0.4.21; 
 
//Contrato interface con el token 
contract TokenInterface { 
    function transferFrom(address _from, address _to, uint256 _value) public returns (bool ok); 
} 
 
//Contrato almacenamiento de los datos de los sensores 
contract SensorData { 
    //Evento compra de datos 
    event Data(string _address, string _nomNodo, string _sensorname, string _value, string _units, 
uint256 _time); 
     
    //Almacena los datos de recibidos 
    struct Datos { 
        string[] units; 
        string[] sensorname; 
        string[] value; 
        uint256[] timestamp; 
    } 
    //Mapea los datos referenciados a los nodos 
    struct Nodo { 
        mapping (string => Datos) Nodo; 
        string[] nodeslist; 
    } 
 
    //Mapea los nodos en referencia a las redes 
    mapping (string => Nodo) Red; 
     
    //Array para almacenar los nombres de la redes 
    string[] networks; 
     
    //Mapea las redes con relacion a los dueños 
    mapping (string => address) owner; 
     
    //Interface para llamar al token 
    TokenInterface token; 
     
    //Set de la direccion del token 
    function setTokenContractAddress(address _address) external { 
        token = TokenInterface(_address); 
    } 
     
     
    //Guarda los datos 
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    function SaveData(string _nomRed, string _nomNodo, string _units, string _sensorname, string 
_value) public { 
        //Comprueba si el nombre de la red ya existe 
        if (owner[_nomRed] == 0) { 
            owner[_nomRed] = msg.sender; 
            networks.push(_nomRed); 
        } 
        //Comprueba si el nombre del nodo ya existe 
        if (Red[_nomRed].Nodo[_nomNodo].units.length == 0) { 
            Red[_nomRed].nodeslist.push(_nomNodo); 
        } 
         
        //Guarda los datos 
        if (msg.sender == owner[_nomRed]) { 
            Red[_nomRed].Nodo[_nomNodo].units.push(_units); 
            Red[_nomRed].Nodo[_nomNodo].sensorname.push(_value); 
            Red[_nomRed].Nodo[_nomNodo].value.push(_sensorname); 
            Red[_nomRed].Nodo[_nomNodo].timestamp.push(now); 
        } 
    } 
     
    //Compra los datos 
    function BuyData (string _nomRed, string _nomNodo, uint _pos) public returns(uint256, string, 
string, string) { 
        if (msg.sender != owner[_nomRed]) {  
            token.transferFrom(msg.sender, owner[_nomRed], 10); 
        } 
 
        emit Data(_nomRed, _nomNodo, Red[_nomRed].Nodo[_nomNodo].sensorname[_pos], 
Red[_nomRed].Nodo[_nomNodo].value[_pos], Red[_nomRed].Nodo[_nomNodo].units[_pos], 
Red[_nomRed].Nodo[_nomNodo].timestamp[_pos]); 
    } 
     
    //Indica quien es el dueño de la red 
    function OwnerReturn(string _nomRed) public view returns(address) { 
            return(owner[_nomRed]);    
    } 
     
    //Devuelve la direccion del contrato del token 
    function tokenA() public view returns(address) { 
        return token; 
    } 
     
    //Devuelve el numero total de redes 
    function networksNumber() public view returns(uint) { 
        return networks.length; 
    } 
     
    //Devuelve el nombre de la red en la posicion _n 
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
42 Javier Fraile Pérez de Arilucea  JUL-18 
 
ANEXOS 
    function networkName(uint _n) public view returns(string) { 
        return networks[_n]; 
    } 
     
    //Devuelve el numero de nodos en la red 
    function nodesNumber(string _nomRed) public view returns(uint) { 
        return Red[_nomRed].nodeslist.length; 
    } 
     
    //Devuelve el nombre del nodo 
    function nodeName(string _nomRed, uint _n) public view returns(string) { 
        return Red[_nomRed].nodeslist[_n]; 
    } 
    //Devuelve la cantidad de datos almacenada para ese nodo 
    function datosNumber(string _nomRed, string _nomNodo) public view returns(uint256) { 
        return Red[_nomRed].Nodo[_nomNodo].units.length; 
    } 
} 
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ANEXOS 
Anexo 5.2 Aplicación Android 



















 * Created by Javier on 08/07/2017. 
 */ 
public class Settings extends BaseActivity { 
 
    //Variables recibir 
    LocalService mService; 
    boolean mBound = false; 
 
    //Almacenar datos blockchain 
    boolean blockAlmacenar = false; 
    @BindView(R.id.boton_config) 
    Button botonConfig; 
    @BindView(R.id.TextAddress) 
    EditText TextAddress; 
    @BindView(R.id.TextKey) 
    EditText TextKey; 
    @BindView(R.id.BoolSaveData) 
    CheckBox BoolSaveData; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_settings); 
        ButterKnife.bind(this); 
 
        SharedPreferences blockchain = getSharedPreferences("Block", 0); 
        String Address = blockchain.getString("Address", "0x0"); 
        blockAlmacenar = blockchain.getBoolean("Send", false); 
 
        BoolSaveData.setChecked(blockAlmacenar); 
        TextAddress.setText(Address); 
    } 
 
    @Override 
    protected void onStart() { 
        super.onStart(); 
        // Bind to LocalService 
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        Intent intent = new Intent(this, LocalService.class); 
        bindService(intent, mConnection, Context.BIND_AUTO_CREATE); 
    } 
 
    @Override 
    protected void onStop() { 
        super.onStop(); 
        // Unbind from the service 
      /*  if (mBound) { 
            unbindService(mConnection); 
            mBound = false; 
        }*/ 
    } 
 
    private ServiceConnection mConnection = new ServiceConnection() { 
 
        @Override 
        public void onServiceConnected(ComponentName className, 
                                       IBinder service) { 
            // We've bound to LocalService, cast the IBinder and get 
LocalService instance 
            LocalService.LocalBinder binder = (LocalService.LocalBinder) 
service; 
            mService = binder.getService(); 
            mBound = true; 
        } 
 
        @Override 
        public void onServiceDisconnected(ComponentName arg0) { 
            mBound = false; 
        } 
    }; 
 
    //Muestra mensajes en pantalla 
    private void msg(String s) { 
        Toast.makeText(getApplicationContext(), s, 
Toast.LENGTH_LONG).show(); 
    } 
 
    @OnClick(R.id.boton_config) 
    public void SetConfig() { 
        Editable key = TextKey.getText(); 
        Editable address = TextAddress.getText(); 
 
        Boolean Send =  BoolSaveData.isChecked(); 
        SharedPreferences blockchain = getSharedPreferences("Block", 0); 
        SharedPreferences.Editor editor = blockchain.edit(); 
        editor.putString("Address", address.toString()); 
        editor.putString("Key", key.toString()); 
        editor.putBoolean("Send", Send); 
        editor.commit(); 
 
        msg("Saved"); 
    } 
} 
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public class apicall { 
 
    public static String Api(Context context, String Nom_Red, String 
Nom_Nodo, String Lectura, String Unidades, String Nom_sensor) { 
 
        SharedPreferences blockchain = 
context.getSharedPreferences("Block", 0); 
        String Address = blockchain.getString("Address", "0x0"); 
        String Key = blockchain.getString("Key", "00000"); 
 
        String json = ""; 
        String sql = "http://ip:15000/sensores/guardar?address=" + Address 
+ "&clave=" + Key + "&red=" + Nom_Red + "&nodo=" + Nom_Nodo + 
"&sensornombre=" + Nom_sensor + "&unidades=" + Unidades + "&medida=" + 
Lectura; 
 
        StrictMode.ThreadPolicy policy = new 
StrictMode.ThreadPolicy.Builder().permitAll().build(); 
        StrictMode.setThreadPolicy(policy); 
 
        URL url = null; 
        HttpURLConnection conn; 
 
        try { 
            url = new URL(sql); 
            conn = (HttpURLConnection) url.openConnection(); 
 
            conn.setRequestMethod("GET"); 
 
            conn.connect(); 
 
            BufferedReader in = new BufferedReader(new 
InputStreamReader(conn.getInputStream())); 
 
            String inputLine; 
 
            StringBuffer response = new StringBuffer(); 
 
 
            while ((inputLine = in.readLine()) != null) { 
                response.append(inputLine); 
            } 
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            json = response.toString(); 
            Log.d("a", json); 
 
 
        } catch (MalformedURLException e) { 
            e.printStackTrace(); 
        } catch (IOException e) { 
            e.printStackTrace(); 
        } 
        return (json); 




SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
47 Javier Fraile Pérez de Arilucea  JUL-18 
 
ANEXOS 
Anexo 5.3 Python scritps 
Anexo 5.3.1 SensoresEvento 
# -*- coding: utf-8 -*- 
import time 
import datetime 
import web3       





web3 = Web3(HTTPProvider('http://ip:22000')) 
 
abi = abisensores.abi() 
''' 
''' 
scAddress = "0x2dcc8ccc1705d10a9599225f667678de984cd01f" 
scAddress = Web3.toChecksumAddress(scAddress) 
 
contrato = web3.eth.contract(address=scAddress, abi=abi); 
 
#Almacenar datos dentro de la cadena de bloques 
def GuardarDato (From, Clave, Red, nodo, sensor, unidades, medida): 
    From = Web3.toChecksumAddress(From) 
    web3.personal.unlockAccount(From, Clave, 3600); 
     
    res = contrato.transact({'from': From, 'gas': 4700000}).SaveData(Red, nodo, unidades, sensor, 
str(medida)) 
    return (res) 
 
#Obtener las redes que hay dentro de la la cadena de bloques 
def Redes (): 
    NumeroRedes = contrato.call().networksNumber() 
    redesLista=[] 
    for i in range (0, NumeroRedes): 
        red = contrato.call().networkName(i) 
        redesLista.append(red) 
    return (redesLista) 
 
#Obtener los nodos pertenecen a la red 
def Nodos (red): 
    NumeroNodos = contrato.call().nodesNumber(red) 
    nodosLista = [] 
    for i in range (0, NumeroNodos): 
        nodosLista.append(contrato.call().nodeName(red, i)) 
    return (nodosLista) 
 
#Sacar todos los datos almacenados en la cadena de bloques 
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def SacarDato (Red, From, Key): 
    if (Red == "0"): 
        listaRedes = Redes() 
        for red in listaRedes: 
            redb = red 
            NodosLista = Nodos(redb) 
            #resultado.append(red) 
            for nodo in NodosLista: 
                #resultado.append(nodo) 
                nodob = nodo 
                MedidasHistorico(red, nodob, From, Key) 
                 
    elif (Red != "0"): 
        NodosLista = Nodos(Red) 
        #resultado.append(red) 
        for nodo in NodosLista: 
            #resultado.append(nodo) 
            nodob = nodo 
            MedidasHistorico(Red, nodo, From, Key)      
 
#Obten el numero de datos dentro de un nodo 
def NumDato (red, nodo): 
    NumeroDatos = contrato.call().datosNumber(red, nodo) 




def MedidaN(red, nodo, n, From, Key): 
    From = Web3.toChecksumAddress(From) 
    web3.personal.unlockAccount(From, Key, 5); 
    res = contrato.transact({'from': web3.eth.accounts[0], 'gas': 4700000}).BuyData(red, nodo, n) 
     
     
def MedidasHistorico (red, nodo, From, Key): 
    n = NumDato(red, nodo) 
    n = n+1 
    for i in range (0, n): 
        MedidaN(str(red), str(nodo),i, From, Key) 
 
#Coste de obtencion de todos los datos 
def ContDatos (Red): 
    NumDatos = 0 
    if (Red == "0"): 
        listaRedes = Redes() 
        for red in listaRedes: 
            NodosLista = Nodos(red) 
            for nodo in NodosLista: 
                #resultado.append(nodo) 
                NumDatos = NumDatos + NumDato(red, nodo) 
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    elif (Red != "0"): 
        red = Red 
        NodosLista = Nodos(red) 
        #resultado.append(red) 
        for nodo in NodosLista: 
            #resultado.append(nodo) 
            NumDatos = NumDatos + NumDato(red, nodo) 
     
    return (NumDatos) 
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Anexo 5.3.2 Abisensores 
# -*- coding: utf-8 -*- 
def abi(): 
   abi = [ 
 { 
  "constant": "false", 
  "inputs": [ 
   { 
    "name": "_from", 
    "type": "address" 
   }, 
   { 
    "name": "_to", 
    "type": "address" 
   }, 
   { 
    "name": "_value", 
    "type": "uint256" 
   } 
  ], 
  "name": "transferFrom", 
  "outputs": [], 
  "payable": "false", 
  "stateMutability": "nonpayable", 
  "type": "function" 
 }, 
 { 
  "constant": "false", 
  "inputs": [ 
   { 
    "name": "_to", 
    "type": "address" 
   }, 
   { 
    "name": "_value", 
    "type": "uint256" 
   } 
  ], 
  "name": "transfer", 
  "outputs": [], 
  "payable": "false", 
  "stateMutability": "nonpayable", 
  "type": "function" 
 }, 
 { 
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  "constant": "true", 
  "inputs": [], 
  "name": "tokenA", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "address" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   } 
  ], 
  "name": "OwnerReturn", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "address" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [], 
  "name": "networksNumber", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "uint256" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
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  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   }, 
   { 
    "name": "_n", 
    "type": "uint256" 
   } 
  ], 
  "name": "nodeName", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "string" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_n", 
    "type": "uint256" 
   } 
  ], 
  "name": "networkName", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "string" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "false", 
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  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   }, 
   { 
    "name": "_nomNodo", 
    "type": "string" 
   }, 
   { 
    "name": "_units", 
    "type": "string" 
   }, 
   { 
    "name": "_sensorname", 
    "type": "string" 
   }, 
   { 
    "name": "_value", 
    "type": "string" 
   } 
  ], 
  "name": "SaveData", 
  "outputs": [], 
  "payable": "false", 
  "stateMutability": "nonpayable", 
  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   }, 
   { 
    "name": "_nomNodo", 
    "type": "string" 
   }, 
   { 
    "name": "_n", 
    "type": "uint32" 
   } 
  ], 
  "name": "datosNumberdos", 
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  "outputs": [ 
   { 
    "name": "", 
    "type": "uint256" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "false", 
  "inputs": [ 
   { 
    "name": "_address", 
    "type": "address" 
   } 
  ], 
  "name": "setTokenContractAddress", 
  "outputs": [], 
  "payable": "false", 
  "stateMutability": "nonpayable", 
  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   }, 
   { 
    "name": "_nomNodo", 
    "type": "string" 
   } 
  ], 
  "name": "datosNumber", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "uint256" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
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  "type": "function" 
 }, 
 { 
  "constant": "true", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   } 
  ], 
  "name": "nodesNumber", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "uint256" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "view", 
  "type": "function" 
 }, 
 { 
  "constant": "false", 
  "inputs": [ 
   { 
    "name": "_nomRed", 
    "type": "string" 
   }, 
   { 
    "name": "_nomNodo", 
    "type": "string" 
   }, 
   { 
    "name": "_pos", 
    "type": "uint256" 
   } 
  ], 
  "name": "BuyData", 
  "outputs": [ 
   { 
    "name": "", 
    "type": "uint256" 
   }, 
   { 
    "name": "", 
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    "type": "string" 
   }, 
   { 
    "name": "", 
    "type": "string" 
   }, 
   { 
    "name": "", 
    "type": "string" 
   } 
  ], 
  "payable": "false", 
  "stateMutability": "nonpayable", 
  "type": "function" 
 }, 
 { 
  "anonymous": "false", 
  "inputs": [ 
   { 
    "indexed": "false", 
    "name": "_address", 
    "type": "string" 
   }, 
   { 
    "indexed": "false", 
    "name": "_nomNodo", 
    "type": "string" 
   }, 
   { 
    "indexed": "false", 
    "name": "_sensorname", 
    "type": "string" 
   }, 
   { 
    "indexed": "false", 
    "name": "_value", 
    "type": "string" 
   }, 
   { 
    "indexed": "false", 
    "name": "_units", 
    "type": "string" 
   }, 
   { 
    "indexed": "false", 
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    "name": "_time", 
    "type": "uint256" 
   } 
  ], 
  "name": "Data", 
  "type": "event" 
 } 
] 
   return(abi) 
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Anexo 5.3.3 APIsensores 
# -*- coding: utf-8 -*- 
from flask import Flask, request    
from web3 import Web3 
import GuardarDato 
 




    red = request.args.get('red') 
    nodo = request.args.get('nodo') 
    sensor = request.args.get('sensornombre') 
    unidades = request.args.get('unidades') 
    medida = request.args.get('medida')     
    address = request.args.get('address') 
    clave = request.args.get('clave') 
    res = GuardarDato.GuardarDato(str(address), str(clave), str(red), str(nodo), str(sensor), 
str(unidades), medida) 
    return (res) 
 
if __name__ == '__main__': 
    app.run(debug=True,host='0.0.0.0',port=15000) 
  
SISTEMA PARA EL DESARROLLO DE REDES DE SENSORES GESTIONADO 
DESDE DISPOSITIVO INTELIGENTE CON ALMACENAMIENTO Y 
COMPRA DE DATOS EMPLEANDO BLOCKCHAIN.  
  
59 Javier Fraile Pérez de Arilucea  JUL-18 
 
ANEXOS 
Anexo 5.3.4 GuardarDatos 
# -*- coding: utf-8 -*- 
import time 
import datetime 
from cryptography.fernet import Fernet 
import web3       





web3 = Web3(HTTPProvider('http://ip:22000')) 
 
abi = abisensores.abi() 
''' 
''' 
scAddress = "0x2dcc8ccc1705d10a9599225f667678de984cd01f" 
scAddress = Web3.toChecksumAddress(scAddress) 
 
contrato = web3.eth.contract(address=scAddress, abi=abi); 
 
ferne = Fernet('wwLsHZjctSuq8rWV-edfiQvAsDmP6ZZ4UMO6O9VpICM='.encode()) 
 
#Almacenar datos dentro de la cadena de bloques 
def GuardarDato (From, Key, Red, nodo, sensor, unidades, medida): 
    From = Web3.toChecksumAddress(From) 
    web3.personal.unlockAccount(From, Key, 5); 
     
    unidades = unidades.encode() 
    unidades = str(ferne.encrypt(unidades)) 
    unidades = unidades[2:-1] 
     
    sensor = sensor.encode() 
    sensor = str(ferne.encrypt(sensor)) 
    sensor = sensor[2:-1] 
     
    medida = medida.encode() 
    medida = str(ferne.encrypt(medida)) 
    medida = medida[2:-1] 
     
    res = contrato.transact({'from': From, 'gas': 4700000}).SaveData(Red, nodo, unidades, sensor, 
medida) 
    return (res) 
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Anexo 5.3.5 Decodificar 
# -*- coding: utf-8 -*- 
from cryptography.fernet import Fernet 
from flask import Flask, request  
 
app = Flask(__name__) 
 




    valor = request.args.get('value') 
    json = str(ferne.decrypt(valor.encode())) 
    #print(valor) 
    return str(json) 
 
if __name__ == '__main__': 
    app.run(debug=True,host='0.0.0.0',port=20500) 
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Anexo 5.3.6 Frontend 
# -*- coding: utf-8 -*- 
from tkinter import * 
from tkinter import ttk 
import time 
import requests 




import web3       





web3 = Web3(HTTPProvider('http://ip:22000')) 
 
abi = abisensores.abi() 
 
scAddress = "0x2dcc8ccc1705d10a9599225f667678de984cd01f" 
scAddress = Web3.toChecksumAddress(scAddress) 
 
cont = 0 
 
def SavaDataCsv(name, datos): 
    name = name + ".csv" 
    with open(name, "w") as output: 
        writer = csv.writer(output, lineterminator='\n') 
        for i in datos: 
            writer.writerow([i])     
 
def stripData(data, cont): 
    print(data) 
    resultado =[] 
    data = data[335:] 
    data = [pair for pair in data.split('0000000000')  if pair!=''] 
    print(data) 
    for i in range (0, 6): 
        datos = data[i] 
        datos = datos.lstrip("0") 
        print(datos) 
        if i == 0: #Si es el timestamp 
            valor = int(datos, 16) #Se convierte a decimal y se elmininan los milisegundos 
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            valor = datetime.datetime.fromtimestamp(valor/1000000000+time.altzone).strftime('%Y-%m-
%d %H:%M:%S') 
            resultado.append(valor) 
        elif i > 0: 
            if (len(datos) >= 32):  #Elimina los carateres que indican la longitud 
                datos = datos[2:]   #Elimina 2 
            else: 
                datos = datos[1:]   #Elimina 1 
            if (len(datos) % 2 != 0):   #Si hay un numero impar de caracteres añade un 0 al final 
                datos = datos + "0" 
            valor = str(codecs.decode(datos, "hex")) 
            valor = valor[2:-1] 
            if (len(valor) > 25): 
                url = "http://ip:20500/decode?value=" + valor 
                valor = requests.get(url) 
                valor = valor.text 
                valor = valor[2:-1] 
            resultado.append(valor) 
    return(resultado) 
 
def GetData(event, cont): 
    data = event["data"] 
    dato = stripData(data, cont) 
    return (dato) 
 
def log_loop(event_filter, poll_interval, cont, last, red): 
    valores = [] 
    while cont < last: 
        for event in event_filter.get_new_entries(): 
            nuevoDato = GetData(event, cont) 
            cont = cont + 1 
            valores.append(nuevoDato) 
            if (cont == last): 
                 if (red == "0"): 
                     red = "All"  
                 SavaDataCsv(red, valores) 
 
class Aplicacion(): 
    def __init__(self): 
         
        self.raiz = Tk() 
        #Se configura la ventana, dimensiones, icono y titulo 
        self.raiz.geometry('500x220') 
        self.raiz.resizable(width=False,height=False) 
        self.raiz.iconbitmap('C:\\Users\\Javier\\Desktop\\TFG_Block\\icon.ico')         
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        self.raiz.title('Compra de datos') 
         
        #Elementos label y textbox de la direccion 
        self.LAddress = Label(self.raiz, text="Dirección", font=("Helvetica", 15)) 
        self.LAddress.pack(side=TOP) 
        self.TextAddress = Text(self.raiz, width=45, height=1,font=("Helvetica", 15)) 
        self.TextAddress.pack(side=TOP) 
         
        #Elementos de la clave privada 
        self.LClave = Label(self.raiz, text="Clave", font=("Helvetica", 15)) 
        self.LClave.pack(side=TOP) 
        self.TextKey = Text(self.raiz, width=45, height=2,font=("Helvetica", 15)) 
        self.TextKey.pack(side=TOP) 
         
        #Informacion 
        self.LMessage = Label(self.raiz, text="Los datos se almacenarán en un csv con el nombre de la 
red", font=("Helvetica", 9)) 
        self.LMessage.pack(side=BOTTOM) 
         
        #Balance cuenta        
        self.BotonBalance = ttk.Button(self.raiz, text='Balance', command=self.Balance)                
        self.BotonBalance.pack(side=TOP, anchor=W, expand=NO) 
         
        #Boton comprar datos         
        self.BotonBuy = ttk.Button(self.raiz, text='Comprar Datos', command=self.buyData)                
        self.BotonBuy.pack(side=LEFT) 
         
        #Combobox que contiene las redes 
        self.combobox = ttk.Combobox(self.raiz, state="readonly") 
        self.combobox.set("Selecciona la red")   
        self.combobox.bind("<<ComboboxSelected>>", self.selection_changed) 
        #Llama a la funcion que devuelve la lista de redes y añadelas al combobox 
        res = sensoresEvento.Redes() 
        res.append("All") 
        self.combobox["values"] = res                          
        self.combobox.pack(side=RIGHT) 
         
        self.BotonBuy.focus_set()         
        self.raiz.mainloop() 
     
    #Funcion del boton BotonBuy 
    def buyData(self): 
        sel = self.combobox.get() 
         
        From = self.TextAddress.get("1.0",END) 
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        From = From[:-1] 
 
        Key = self.TextKey.get("1.0",END) 
        Key = Key[:-1] 
         
        if (sel == "All"): 
            sel = "0" 
        totaldatos = sensoresEvento.ContDatos(sel) 
        block_filter = web3.eth.filter({"Deposit": scAddress}) 
        worker = Thread(target=log_loop, args=(block_filter, 0, cont, totaldatos, sel)) 
        worker.start() 
        sensoresEvento.SacarDato(sel, From, Key) 
        self.LMessage['text'] = 'Process Complete' 
     
    #Funcion del boton BotonBuy 
    def Balance(self): 
        From = self.TextAddress.get("1.0",END) 
        From = From[:-1] 
        url = "http://ìp:16000/token/balance?address=" + From 
        valor = requests.get(url) 
        valor = valor.text 
        if (len(valor) < 30): 
            self.LMessage['text'] = "La cuenta introducida contiene: " + valor + " Arken" 
        else: 
            self.LMessage['text'] = "La cuenta introducida no es correcta" 
         
     
    #Cambio en el combobox 
    def selection_changed(self, event): 
        sel = self.combobox.get() 
        if (sel == "All"): 
            sel = "0" 
        cost = sensoresEvento.ContDatos(sel)*10 




    mi_app = Aplicacion() 
    return 0 
 
if __name__ == '__main__': 
    main() 
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Anexo 5.3.7 BotTelegram 
# -*- coding: utf-8 -*- 
import base64 
import os 
import web3      #Se importan las librerias 
from web3 import Web3, HTTPProvider 
 
from telegram.ext import Updater 
from telegram.ext import CommandHandler 
import telegram 
     
web3 = Web3(HTTPProvider('http://ip:22000'))  #Se establece la conexion 
 
#Se crea la conexion con el bot 
TokenPhotoBlock = "528645043:AAERGU8LjK1O1dzI83gKODS4G-In00Prkn8" 
updater = Updater(token=TokenPhotoBlock) 
dispatcher = updater.dispatcher 
 
def main(): 
    def newAddress(bot, update, args): 
        chatID=update.message.chat_id 
        key = str(args[0]) 
        address = web3.personal.newAccount(key) 
        bot.send_message(chat_id=update.message.chat_id, text='Tu nueva dirección es:') 
        bot.send_message(chat_id=update.message.chat_id, text=address) 
     
    def start(bot, update): 
        updates = bot.get_updates() 
        chatID=update.message.chat_id 
        bot.send_message(chat_id=chatID, text="Comandos:  ") 
        bot.send_message(chat_id=chatID, text="/Direccion {Key}") 
     
    dispatcher.add_handler(CommandHandler("Direccion", newAddress, pass_args=True))  
    dispatcher.add_handler(CommandHandler('Start', start)) 
     
    updater.start_polling() 
    updater.idle() 
     
if __name__ == '__main__': 
    main() 
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Pliego de condiciones 
1.  Introducción 
El autor de este proyecto ha cursado los estudios de Grado en Ingeniería Electrónica 
Industrial y Automática en la Universidad de La Rioja, cumpliendo con el Reglamento de la 
Universidad de La Rioja sobre Trabajos Fin de Grado regulados conforme al Real Decreto 
1393/2007, aprobado en Consejo de Gobierno el 4 de mayo de 2017, así como con el 
Procedimiento sobre Trabajo Fin de Grado de la Escuela Técnica Superior de Ingeniería 
Industrial, aprobado por la Comisión Académica de la Escuela el 19 de enero de 2018. 
El objeto de este Pliego de Condiciones es recoger y establecer todas las disposiciones 
técnicas, administrativas y económicas, y las normativas que han de regir este proyecto. 
El diseño de este proyecto y sus características han sido descritos en detalle en la 
memoria del proyecto y sus anexos. 
Las condiciones que se especifican en este documento tratan de cumplir con la calidad 
esperada para este proyecto. En caso de no realizarse según estas condiciones, el proyectista 
no se responsabilizará de los fallos o averías que puedan ocasionarse en su funcionamiento, 
ni de los problemas derivados que podrían repercutir sobre terceras personas. 
 
2. Condiciones Generales 
Este proyecto se ajusta a los reglamentos y normativas electrónicas vigentes. Una vez 
terminado el proyecto se podrán llevar a cabo modificaciones. 
3. Condiciones Administrativas 
El proyecto consta de los siguientes documentos: 
• Un Índice General, que indica la página de comienzo de cada uno de los 
documentos que forman el proyecto. 
• Una Memoria, donde se consideran las necesidades a satisfacer y los factores 
técnicos a tener en cuenta, entrando en profundidad en las posibles soluciones 
técnicas y en la justificación de la solución elegida. 
• Anexos, donde se recoge la documentación considerada de interés para 
ampliar la descripción detallada de los componentes del sistema. 
• Una serie de Planos, que describen tanto los esquemas de conexionado entre 
las distintas placas de circuito impreso que componen cada unidad, como los 
diagramas de flujo de las operaciones que lleva a cabo el software desarrollado. 
• Un Pliego de Condiciones, el presente documento, en el que se establecen las 
diferentes condiciones técnicas, económicas y administrativas para que el 
proyecto pueda materializarse, evitando posibles malinterpretaciones. 
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• Un Presupuesto, donde se recoge el coste de todos los componentes utilizados 
y la suma total, que, junto con la mano de obra, representa el coste final del 
proyecto. Dicho presupuesto contiene la valoración económica global, 
desglosada y ordenada por partidas. 
4. Condiciones de funcionamiento 
A continuación, se detallan todas las condiciones, tanto de hardware como de 
software, necesarias para el correcto funcionamiento del sistema. 
4.1. Nodos 
En los componentes electrónicos se consideran las siguientes limitaciones para 
obtener un rendimiento óptimo del sistema: 
• Distancia máxima entre nodos: 
o Con transmisor de corta distancia 20 metros. 
o Transmisor larga distancia 250 metros. 
• Distancia máxima entre el nodo principal y el dispositivo móvil inferior a 10 metros. 
• Temperatura de funcionamiento entre -10 y 60 ºC. 
• Alimentación inferior o igual a 7 V. 
• Se aconseja si se emplea el sistema al aire libre proveerlo de un encapsulado de 
categoría IP66 o superior. 
4.2. Aplicación móvil 
Los siguientes requisitos son necesarios para la correcta ejecución de la aplicación: 
• Versión de Android superior o igual a Android 4.1 (Jelly Bean). 
• Conectividad bluetooth no “low energy”. 
4.3. Ordenador 
Para la programación de los diferentes nodos de la red se necesita un ordenador que 
cuente con el siguiente software instalado: 
• Arduino IDE, junto con las librerías: 
o nRF24L01.h 
o RF24.h 
Para la compra o extracción de los datos de la red de blockchain es necesario contar 
con: 
• Dirección en la red. 
• Python 3, version superior a Python 3.6. 
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Se recomienda emplear Anaconda con Spyder, dado que ya incluye por defecto varias 
de las librerías listadas, así como una versión compatible de Python. 
4.4. Blockchain 
Para el correcto funcionamiento de la parte relacionada con blockchain es necesario 
que existan los siguientes elementos: 
• Una red de Quorum o Ethereum. 
• Un token que cumpla con el estándar erc20 existente dentro de la red. 
• Api que comunique con el contrato del token y permita obtener el balance de 
tokens. 
• Un sistema local o en cloud, con IP fija preferiblemente, en el que se ejecutarán 
los scripts apisensores y desencriptar. 
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Código Descripción Unidades Precio(€)/Unidad Total (€) 
 
C0.1 Materiales 
C0.1.1 Bluetooth 1 3 3 
C0.1.2 Sistema controlador  
C0.1.2.1 Arduino Uno 2 5 10 
C0.1.2.2 Arduino Mega 1 8 8 
C0.1.3 Sistema comunicación  




TOTAL EJECUCIÓN: 9046 € 
IVA 21%: 1899.66 € 
TOTAL: 10945.66 €  
 
Asciende el coste total del proyecto a la cantidad de diez mil novecientos cuarenta y 
cinco euros con sesenta y seis céntimos de euro. 




Fdo.: D. Javier Fraile Pérez de Arilucea 
C0.2 Mano de obra Horas €/Hora Total (€) 
C0.2.1 Horas investigación 20 35 700 
C0.2.2 Horas diseño  
C0.2.2.1 Electrónica 5 45 225 
C0.2.2.2 Aplicación 10 40 400 
C0.2.2.3 Blockchain 5 60 300 
C0.2.3 Horas programación  
C0.2.3.1 Electrónica 40 45 1800 
C0.2.3.2 Aplicación 80 40 3200 
C0.2.3.3 Blockchain 40 60 2400 
Total 9025 
