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DESCRIPCIÓN:  
 
Se implementan tres algoritmos de ataques de inyección de código. Teniendo en 
cuenta estos algoritmos se definen los requerimientos para diseñar y desarrollar el 
prototipo, se describe la arquitectura de la aplicación, además del escenario de 
pruebas donde se encuentran los servicios Web a ser atacados. Por último se 
indican los niveles de vulnerabilidad encontrados en cada una de las 
implementaciones seleccionadas y se finaliza con un análisis de los resultados y 
algunas conclusiones de la investigación. 
 
METODOLOGÍA:  
 
En un principio es un estudio de tipo exploratorio, que tiene como objetivo la 
formulación del problema, que en este caso es encontrar vulnerabilidades iniciales 
en el sistema, para posibilitar una investigación más precisa y el desarrollo de un 
proceso de ataque que logre vulnerarlo. En la segunda fase se convierte en un 
estudio de tipo descriptivo, mediante en el cual se presentan y describen las 
vulnerabilidades identificadas, de acuerdo a los indicadores definidos para tal fin. 
 
PALABRAS CLAVE:  
 
Ejemplo: API, REST, CODE-INJECTION, JAX-RS, SEGURIDAD, HTTP. 
 
CONCLUSIONES:  
 
Actualmente no se cuenta con un software que realice análisis de vulnerabilidades 
a Rest Services implementados con JAX-RS, la aproximación a este tipo de 
soluciones son herramientas que realizan pruebas de penetración de seguridad a 
plataformas Web. 
 
Con el fin de realizar un aporte a las evaluaciones realizadas a REST Service 
implementadas con JAX-RS, se desarrolló un prototipo que implementa inyección 
de código a las peticiones que consumen estos REST Services, esto con el fin de 
identificar el nivel de vulnerabilidad de API.  
 
Durante esta investigación se determinó que los principales inconvenientes de 
vulnerabilidad presentados en aplicaciones JAX-RS, son causados por la forma en 
la cual es codificado su código fuente, esto se debe al desconocimiento de la API 
JAX-RS y del estilo de arquitectura REST. 
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Otro factor que está ligado a la mala codificación del servicio, es la falta de 
controles específicos como son los filtros, validaciones y las malas prácticas de 
programación, las cuales logran revelar y exponer los detalles del servicio, estos 
son indicios que informan  al atacante las vulnerabilidades presentadas en los 
REST Services. 
 
Debido a que REST es un estilo de arquitectura aplicado a sistemas distribuidos, 
podemos determinar al servidor y al cliente como actores de cada 
petición/respuesta, este último tiene total control sobre la representación del 
recurso, quien también puede inyectar algún método que altere el funcionamiento 
del REST Service.  
 
Estas inyecciones de código son posibles debido a la forma en la cual se deben de 
extraer los datos, es decir a través de mensajes HTTP. Las inyecciones son 
realizadas a través del cliente, ya que como mencionamos anteriormente, él es 
quien tiene control total sobre recurso, desde la petición hasta la respuesta. 
Los textos de representación XML y JSON son otra entrada de vulnerabilidad, ya 
que por defecto los analizadores comunes XML y JSON de Java, contienen una 
configuración insegura que no contempla protección sobre estas 
representaciones, permitiendo al atacante inyectar valores que alteren la 
representación y flujo de los recursos. 
 
Por otra parte se pudo determinar que la implementación Restlet genera un buen 
nivel de seguridad. Esto se debe gracias a la forma propia en la cual se codifica, 
captura y procesan los datos de las peticiones, logrando que no sea tan factible la 
inyección de parámetros HTTP. 
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