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Abstract 
The objective of this thesis is to develop a low false-alarm-rate fall-down 
detection system for senior health care with an inertial measurement unit (IMU) and a 
microcontroller embedded with machine learning algorithm. Fatal delay in medical 
treatment caused by unconsciousness after seniors’ fall-down results in thousands of 
death each year in US. Several different types of fall-down detection systems have been 
developed for seniors, especially those who live alone to send emergency notification to 
their families or emergency care agents. Recently, research has been conducted to reduce 
the high false-alarm-rate that fall-down detection systems suffer due to poor motion 
recognition. In this work, a prototype IMU-based smart fall-down detection system and 
low false-alarm-rate fall-down recognition algorithms have been newly developed. 
The fall-down detection system is composed of a combination of 3-axis 
gyroscope and a 3-axis accelerometer as the sensing unit, a push button and alarm as 
input/output, and a microcontroller as the control and data processing unit. The system 
combines angular velocity provided by the gyroscope and acceleration provided by the 
accelerometer to get the inclination data for orientation characterization. The impact data 
derived from the acceleration indicates the severity of the fall-down. The system has been 
calibrated by commercially available IMU to ensure its accuracy and stability. Fall-down 
and other motions are simulated with this system in this work.   
A low false-alarm-rate fall-down detection algorithm based on machine learning 
is developed and fully characterized in this work. The algorithm allows the detection 
system to be customizable by collecting false-alarm reports from the users. The algorithm 
extracts the pattern of similar false-alarm motions then trains the motion database to 
classify them as “safe motion”. Motions similar to known “safe motion” will be ignored 
by the detection system to reduce the false-alarm-rate.  With 50 sets of “safe motion” 
training data for the test of the development system, the achieved specificity of the fall-
down detection system is 90 % which means a false-alarm-rate of 10 % with a relatively 
high sensitivity of 96 %.  
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In conclusion, the low false-alarm-rate fall-down detection system with an inertial 
measurement unit (IMU) and a microcontroller embedded with machine learning 
algorithm has been successfully developed and characterized in this work, and the 
developed system can be greatly helpful for the health care of senior fall-down. 
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Chapter 1 
Introduction 
1.1 Review 
Annually over 1.6 million seniors in US get injured due to fall-down and 
thousands of those falls lead cause of death [1 - 3]. Many deaths or severe injuries after 
fall-down result from a delayed treatment caused by the alone and unconscious situation 
of the seniors [4 - 9]. Medical care needs to be provided promptly to the seniors who lives 
alone to save their lives after an unconscious fall-down. Fall-down detection systems 
have been developed in recent years to help seniors contact emergency service when they 
lose their consciousness due to falls. 
For the realization of automated fall-down detection and alarm system, motion 
recognition algorithms in addition to detection sensors have been explored in recent 
research. The majority of fall-down detection systems have been divided into two 
categories: acceleration based and vision based [10 - 13]. The vision based approach uses 
camera and image analysis technique to capture the moment of falls while the 
acceleration based solution focuses on the impact and postures before and after falls [11]. 
Neither detection methods have absolute advantage over the other. The vision based 
solution is typically more accurate but limited by the amount of cameras [14]. The 
acceleration based approach is easy to employ but needs more effort in motion 
recognition algorithm to avoid false alarms. 
The sensors that have been used to recognize motions are typically inertial 
measurement unit (IMU) which is composed of an accelerometer and a gyroscope. An 
IMU can give information on an object’s orientation and acceleration which we can use 
to describe a person’s motion.  In perspective of fall-down detection, the gyroscope can 
give the orientation information in a form of rotation angles to help determine the posture 
of a person and the accelerometer can measure the impact of a violent motion. By 
simulating and modeling falls and activities of daily living (ADL), we can use the 
orientation and acceleration parameters to classify different motions mathematically. 
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In recent years, smartphone becomes widely used with a development of micro 
sensors technology [15]. Embedded with accelerometer, gyroscope, micro-processor and 
communication units, smartphone is a fully functioned fall-down detection device. Many 
researchers have built and tested their fall-down detection system based on a smartphone 
software. Figure 1.1 shows a Samsung Galaxy S2 with Android system based fall-down 
detection system reported by Bing-Shiang Yang, Tu-Ting Lee, and Cheng-Wei Lin [16]. 
They claimed a sensitivity of 95.24 % and specificity of 94.25 % for actual fall-down test 
[16].  
 
Figure 1.1 Illustration of 3-axis rotation of a smartphone based IMU worn by a person 
[16]. 
The vision approach requires a lot of calculations and the amount and locations of 
cameras is still an unsolved problem [11]. A self-contained device with both hardware 
and software design will provide a cost-efficient way to sense and alarm the falls of 
seniors. IMU based solution will become a major trend in fall-down detection field in the 
future. 
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1.2 Motivation and Objective 
The existing fall-down detection systems are suffering from a high false alarm 
rate. Sensitivity and specificity is the core of a fall-down detection system with good 
performance [17 - 19]. Many fall-down detection systems are designed and tested by 
young people wearing them. The accuracy and usability is questionable because activity 
of daily livings varies from persons in different ages. A fall-down detector with poor 
sensitivity is not able to detect most of the falls and a fall-down detector with poor 
specificity will annoy the user with a large amount of false alarm. In the criteria design of 
a simple threshold based detector, the specificity is always a trade-off of sensitivity. The 
patterns of falls and ADL need to be characterized specifically in order to draw a clearer 
boundary between them. 
Smartphone based solution has been very popular in fall-down detection research 
[20]. Most smartphone based systems were tested with the smartphone firmly attached to 
a person’s chest or waist where is not a smartphone is designed to place. The algorithm 
will not work properly if the smartphone is placed in a pocket or held in hand. Before a 
detection algorithm for a freely moving device is designed, the smartphone can be easily 
replaced by a more professional detection device with a smaller size. 
The objective of this thesis is to design a miniature fall-down detection system 
with sensors and micro-controllers and to develop a smart algorithm based on machine 
learning to reduce the false alarm rate of the detection system. The work includes 
hardware and firmware design for system setup, data processing, and algorithm 
development.  
 
 
 
 
  
4 
 
1.3 Outline 
The introduction to fall-down detection systems is described in Chapter 1 together 
with motivation and objectives of this research.  
The thesis includes two main sections. Chapter 2 introduces the entire structure of 
the fall-down detection system including hardware design, data interpretation, and system 
test. Chapter 3 focuses on the machine learning based algorithm development and 
experimental results. 
The last chapter is the conclusion with some suggestion on future work on 
customizable fall-down detectors.   
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Chapter 2 
Fall-down Detection System 
2.1 Introduction 
The fall-down detection system which is developed in this work consists of a 
sensing unit, a data processing and control unit, and a communication unit. Falls and 
ADL are sensed by an inertial measurement unit (IMU) which is composed of an 
accelerometer and a gyroscope [21, 22]. To character a 3-D motion, the system employs a 
3-axis accelerometer and gyroscope illustrated in Figure 2.1. The IMU gives information 
on gestures and impacts of a person. 
The data processing and control unit is mainly a micro-controller. It reads raw 
acceleration and angular velocity data from the IMU sensor and interprets it to total 
acceleration and inclination angle.  The motion data is analyzed and selectively stored by 
the micro-controller for machine learning purpose. The micro-controller also controls a 
push button and alarm for users to communicate with the device. 
 
Figure 2.1 Inertial measurement unit consists of 3-axis accelerometer and gyroscope. 
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The communication unit is functioned with a wireless transceiver in a proposed 
communication protocol illustrated in Figure 2.2. The fall-down detector plays a role of 
web server [23, 24]. The client software, for example, installed in a PC or a smartphone 
can receive the alarm through Internet when an emergency happens [25].  
 
Figure 2.2 Communication protocol of the fall-down detection system.  
2.2 System Setup 
The IMU we used in our fall-down detection system is MPU-6050 manufactured 
by InvenSense. It consists of a 3-axis MEMS accelerometer and 3-axis MEMS gyroscope 
with 16-bit ADCs. The gyroscope has a range of ±2000 degrees per second (dps) and the 
accelerometer can measure a maximum of ±16 g. The evaluation board footprint is shown 
in Figure 2.3 [26]. The digital IMU in slave mode communicates with its master device in 
I2C protocol at 400 kHz via SDA and SCL pins as shown in figure 2.4. The master device 
(micro-controller) send configuration via I2C bus to set the full-scale range of the IMU to 
±2000 dps and ±16 g. The interrupt is programmed to be triggered when new data is 
available to read. The other regular register settings can be found in the MPU-6050 
datasheet. 
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Figure 2.3 Foot print of MPU-6050 board. 
 
Figure 2.4 Connection diagram of MPU 6050 in slave mode to a processor. 
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The IMU sends 16-bit acceleration and angular speed data to the micro-controller 
via the two-wire bus [27]. The micro-controller we used in this work is an AVR micro-
controller with 2.4 GHz RF transceiver manufactured by Atmel. The microcontroller and 
its connections to the IMU, push button, and alarm are illustrated in Figure 2.5 below.  
The Atmel micro-controller does not have a designated I2C interface. Instead, it 
functions with a two-wire interface that can be shared by Atmel two-wire interface serial 
memory and I2C protocol. The TWCK pin shown in Figure 2.6 is physically connected to 
SCK pin of the IMU and the TWD pin is connected to the SDA pin. The I2C bus needs to 
be connected to VDD via two pull-up resistors for both the clock and data connections.  
 
 
 
Figure 2.5 Micro-controller structure and connections to peripherals. 
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Figure 2.6 Two-wire interface of the micro-controller. 
The 16-bit IMU data is divided into most significant byte (MSB) and least 
significant byte (LSB) for the 8-bit bus transfer. The data does not combine until it is 
directed to the flash memory by the peripheral DMA controller (PDMA). The PDMA 
controller directly transfers data from I2C bus to the memory to avoid CPU intervention 
[27]. The address of PDMA channels is programmed to point to the two-wire interface 
before the initial transfer. The PDMA controller transfers IMU data to a first-in-first-out 
(FIFO) buffer in flash memory. CPU will continuously fetch data from the FIFO buffer to 
interpret then put into another FIFO buffer for analysis. The algorithm will be discussed 
later in Chapter 2.3. 
A push button and alarm is connected to the GPIO port of the micro-controller. 
The GPIO pin connected to the push button is programmed into input mode and the 
GPIO pin connected to the alarm is programmed into output. The function of the push 
button and alarm will be discussed in Chapter 3 in detail.  
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2.3 Data Interpretation and Calibration 
The IMU sensor provides acceleration in x, y, and z direction and angular speed 
in roll, yaw, and pitch rotation. In our fall-down detection system, we need total 
acceleration and inclination angles in roll, yaw, and pitch rotation. Thus, we need to 
interpret the raw data from IMU to the parameters we desire. 
For a 3-axis accelerometer, we note the acceleration in x, y, and z direction as 
, , and . When the device is placed upward and z axis is parallel to the gravity,  
is equal to 1 g. As the device starts to rotate along x or y axis,  will decrease and we 
will notice a change in  or . The angles between the total acceleration vector and x, 
y, and z can be calculated using formula (1), (2), and (3): 
,  (1) 
,  (2) 
 ,  (3) 
where  x, y, and z are the angles shown in Figure 2.7.  is also known 
as the magnitude of total acceleration. The total acceleration vector 
 is normalized to force . 
By performing arccosine calculation, we can get the rotation angle x, y, and z. As 
long as the total acceleration remains 1 g, the rotation data we extract from accelerations 
is accurate. However, the fall-down detection device is not always stationary. When there 
is an external acceleration other than gravity, the rotation data extracted from 
accelerations will no longer be accurate [28]. Therefore, the gyroscope will take the role 
of calculating inclinations.  
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Figure 2.7 Acceleration vectors in a 3-dimension space. 
Gyroscope measures the angular speed about x, y, and z axis. The rotations about 
x, y, and z axis are known as roll, pitch and yaw. The inclination angles change is equal 
to , , and where  is the 
period of sampling. The inclination at  second is expressed as 
. The initial inclination  is obtained by the acceleration 
data using formula (1), (2), and (3). The inclination at  second then can be derived by: 
.   (4) 
 Gyroscopes are not 100 % accurate either. It has drift issue and the systematic 
error will accumulate. There are many algorithms and filters that can be used to correct 
gyroscope results. In this work we combine the results from accelerometer and gyroscope 
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to improve the quality of inclination data [28]. The method is originally introduced by 
starlino and we tested and selected the parameters by our own.  
As shown in Figure 2.8, the rotation vector  can be divided into 3 elements 
, , and  along x, y, and z axis. , , and  is calculated 
using formula:  
              (5) 
 
   (6) 
  (7) 
 
The rotation vector  we get from the gyroscope data will combine with the 
acceleration vector  to get a new vector  using the formula: 
      (8), 
where  is the gyroscope trust index. We can adjust  to get the most accurate 
inclination results based on our IMU sensor [9].    
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Figure 2.8 Rotation vectors in a 3-dimension space. 
To calibrate the IMU sensor, we have tried . The result is shown 
in Table 2.1. The test was performed by putting the IMU on a stationary table. We 
calculated the inclinations after 10 minutes versus the initial inclination. The result below 
is averaged by 10 sets of data. It shows that based on the IMU we choose, we get the best 
results by setting  to 8.  
 
Table 2.1 Gyroscope trust index test results 
ω_gyro 1 2 3 4 5 6 7 8 9 10 
drift(°) 0.0704 0.0649 0.0552 0.0445 0.0358 0.0281 0.0129 0.0071 0.0127 0.0293 
ω_gyro 11 12 13 14 15 16 17 18 19 20 
drift(°) 0.0972 0.2556 0.3588 0.4199 1.0014 0.8948 0.6899 0.6286 1.0890 0.6321 
 
The MPU-6050 IMU has a self-test function before initiation [29]. We have 
enabled that self-test in our firmware. It is known that accelerometers may get damaged 
when dropped or operated beyond its limits. It is important for a health care device to 
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examine itself before put into usage. If the self-test fails, the alarm will sound to warn the 
user that a system error exists. 
 
2.4 Experimental Results 
The fall-down detection system in this work was tested by us wearing the device 
on the chest in Figure 2.9. To verify the performance of IMU, four different motions were 
simulated. The interpreted motion data were transferred to the computer for plotting. 
Theoretically the device should also work if worn on the waist. However, the acceleration 
and inclination would significantly differ from the data obtained by wearing the device 
on the chest. Thus, all the thresholds and criteria described in Chapter 3 later should be 
adjusted accordingly if the device was worn on the waist.  
 
Figure 2.9 Illustration of a person wearing the fall-down detection device. 
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Figures 2.10 - 2.13 show the total acceleration and rotation plot of falling forward, 
falling aside, lying down, and walking. A fall-down always comes with an acceleration 
peak which is clearly shown in Figures 2.10 (a) and 2.11 (a). The acceleration plot of 
lying down in Figure 2.12 (a) also has an acceleration peak but it is less deep and the 
peak is below 20 m/s2. The threshold is set by averaging falls and lying-down data to find 
the boundary. Another feature of falls is the gesture change. In Figures 2.10 (b) and 2.11 
(b) we can see the inclination angle in one of the rotation direction is significantly 
changed after the acceleration peak. When a person falls down, the person’s gesture will 
change from standing to lying. The person will pitch or yaw depending on which 
direction he falls to. The rotation angle is the second criteria to help determine a fall-
down. It can be noticed that in Figure 2.13 (a) and (b) the acceleration has several peaks 
but the rotation is relatively steady when a person is running.  
We also simulated other motions like jumping, sitting down, and standing up to 
verify the threshold for both acceleration and rotation angles. It was impossible to test all 
kinds of activities of daily living. The motions that we simulated were used for setting 
criteria and verifying the system. We simulated and analyzed as many motions as 
necessary to get a clear boundary between falls and typical safe motion. By set the 
boundary closed to ADL, we could get a high sensitivity. The motions in falls and ALD 
mix-up zone were mostly classified as falls. This resulted in a low specificity which is a 
high false alarm rate. We reduced the false alarm rate by using machine learning 
algorithm described in Chapter 3. 
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Figure 2.10 Total acceleration and pitch, roll, and yaw rotation of falling forward. 
 
 
a) 
b) 
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Figure 2.11 Total acceleration and pitch, roll, and yaw rotation of falling aside. 
 
a) 
b) 
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Figure 2.12 Total acceleration and pitch, roll, and yaw rotation of lying down. 
 
 
 
a) 
b) 
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Figure 2.13 Total acceleration and pitch, roll, and yaw rotation of walking 
 
 
 
a) 
b) 
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2.5 Conclusions 
The fall-down detection system we built in this work is qualified to measure the 
acceleration and inclination changes during falls. The device is attached to the main body 
of a person to maximize the stability of the sensor. We combine data from accelerometer 
and gyroscope to solve gyroscope drift issue. This makes the system ready for long term 
health care monitoring. The system is calibrated and self-tested based on stationary drift 
examination to ensure performance. Fall-down and ADL are simulated to find a boundary 
between them. The threshold we set based on the boundary ensures a maximum 
sensitivity. The specificity is traded off in result from forced high sensitivity by drawing 
the boundary closed to fall-down. This ensures that the system is able to detect most of 
falls to provide a maximum reliability.  
There is no one simple boundary that can separate all falls and ADL. It requires a 
lot of work to test and classify all kinds of ADL in order to increase specificity. The 
specificity can be improved by using machine learning algorithm to actively add patterns 
of ADL to the memory. This will be covered in Chapter 3. 
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Chapter 3 
Fall-down Detection Algorithm 
3.1 Introduction 
Activities of daily living have a very large variety and some motions or postures 
can be similar to falls from acceleration and inclination perspective [30]. To reduce false 
alarm rate of a fall-down detection system, ADL must be clearly separated from falls [19]. 
In reality, simple lying-down motions by the same person are never identical in numerical 
world [31]. The accelerations and inclination data forms a cluster with random elements. 
Figure 3.1 is a scatter plot of falling forward and lying down. There is no one simple 
boundary that can perfectly separate the motions. If a boundary is drawn closer to fall-
down, the system sensitivity will drop because more fall-down will fall into lying-down 
motion. If the boundary is closer to lying-down, the specificity will drop due to the 
increased number of false alarm. The situation can be solved by drawing multiple 
boundary but the parameters of motions are not predictable. Also the work load is heavy 
if we repeat the solution for all the other ADL. 
To improve the specificity of fall-down detection, there is a better way with less 
work load. By embedding machine learning algorithm, the system is able to actively 
memorize and classify new motions [32]. The users can train the device according to 
their own ADL to customize the system for themselves. The false alarm rate will 
gradually decrease after more and more ADL that exceed pre-set criteria are memorized.  
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Figure 3.1 Acceleration and inclination scatter plot of falling forward and lying down. 
 
3.2 Motion Pattern Characterization 
 There are six parameters we can obtain from the IMU data: x acceleration, y 
acceleration, z acceleration, roll inclination, pitch inclination, and yaw inclination. To 
simplify motion pattern characterization and minimize feature space dimensions, firstly 
we combine accelerations to obtain the total acceleration. A fall-down motion always 
comes with a strong impact which may happen along any axis. The total acceleration 
vector will point to the direction that the person falls into. To differentiate falls from 
lying-down or other safe motions, we focus on the magnitude of the total acceleration 
instead of its direction. It does not matter which direction the person falls into. As long as 
the magnitude of the total acceleration reaches the threshold, the motion will be 
considered as a fall-down. Table 3.1 shows sensitivity and specificity data under different 
thresholds. The sensitivity decreases when we set a high threshold because some weaker 
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fall-down may be classified as safe motion. The specificity increases when the threshold 
goes up because less strong ADL will be classified as fall-down.  
Table 3.1 Sensitivity and specificity results of different thresholds. 
Threshold(m/s2) 18 18.5 19 19.5 20 
Sensitivity 98% 98% 96% 96% 94% 
Specificity 22% 23% 27% 30% 40% 
Threshold(m/s2) 20.5 21 21.5 22 22.5 
Sensitivity 92% 91% 89% 87% 84% 
Specificity 42% 43% 43% 44% 44% 
 
We set the acceleration threshold at 20 m/s2 because the gain of specificity is less 
than the loss of sensitivity when the threshold goes higher. The specificity can be 
improved by applying machine learning algorithm later. The threshold is set to obtain a 
relatively high sensitivity with acceptable specificity.  
Now the accelerations are combined into one parameter. We need to simplify the 
parameters of inclinations. For fall-down detection, we do not care the horizontal rotation, 
like turning to the left or right. This means that the yaw inclination can be removed from 
the parameters.   
Parameter simplification reduces CPU work load and saves memory space. These 
advantages are a trade-off of specificity performance. With original six parameters, ADL 
can be better described and classified. However, the fall-down detection system is a 
mobile device thus we need to consider its power consumption. The specificitywill  
continuously improve as the device collects more and more training sets. Thus, it is 
optimal to simplify parameters for a longer battery life. 
Roll and pitch rotations are combined using formula: 
              (9) 
The sensitivity result of different inclination  is shown below in Table 3.2. All fall-
down motions detected by our system has an inclination change of at least 60°.  
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Now we get both thresholds for accelerations and inclinations. In summary, the 
motion pattern is described by total acceleration, roll inclination, and pitch inclination. 
The combined inclination and acceleration data are used in criteria test.  
 
Table 3.2 Sensitivity result of different inclination thresholds 
Inclination (°) 45 50 55 60 65 
Sensitivity 100% 100% 100% 100% 98% 
Inclination (°) 70 75 80 85 90 
Sensitivity 95% 93% 92% 73% 52% 
 
3.3 Motion Data Classification 
Machine learning is applied in fall-down detection algorithm to reduce false alarm 
rate. Figure 3.2 shows two phases of machine learning algorithm. Recall that the fall-
down detection system has a push button input and an alarm output. If a motion reaches 
the threshold in last section which is 20 m/s2 for acceleration and 60° for inclination, the 
alarm will sound to warn the user that a potential fall-down is detected. The user can 
clear the alarm by using the push button if it is a false alarm. The parameters of the 
detected motion will be stored in the memory and labeled as potential safe motion.  
The potential safe motion is a training set to the machine learning algorithm. The 
machine learning algorithm we use in this work is k-nearest neighbor classification. 
Similar motions will form a cluster in feature space. The new training set is added to 
feature space for the nearest cluster match [33]. The distance between new training set 
and centroid of clusters is calculated by: 
               (10), 
where  and  are the parameters of a motion. The distance between new data and all 
existing data will be calculated to find k-nearest neighbor. We set k to 3 given that the 
initial specificity is 40 %.  
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Figure 3.2 Block diagram of two phases of machine learning. 
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The algorithm is illustrated in the flow chart in Figure 3.3. The micro-controller 
continuously fetches acceleration and angular speed data from the FIFO buffer. Total 
acceleration will be calculated to check if it is larger than 20 m/s2. If acceleration is 
beyond the threshold, the inclination difference will be calculated. If the inclination 
exceeds 60 degrees, then the motion parameters will be compared with known motions in 
feature space. If the new motion is mostly similar to a fall-down, then the alarm will be 
triggered. The user has 15 seconds to clear the alarm by pushing the button otherwise the 
system will send an emergency notice to the pre-set contacts. If the user claims that the 
motion is a false alarm, the motion will be stored in feature space as a newly added 
training set.  
40 sets of training data were added to the system as shown in Figure 3.4. It can be 
seen that each cluster has well separation from the others. The training set data were 
obtained by simulating falling forward, falling aside, jumping, and lying down with the 
system built in Chapter 2.   
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Figure 3.3 Flow chart of fall-down detection algorithm. 
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Figure 3.4 Motion clusters of falling forward, falling aside, jumping, and lying down. 
 
3.4 Experimental Results 
To test the performance of machine learning algorithm, we simulated 50 fall-
down including 25 falling forward motion and 25 falling aside motion and 50 lying-down 
with and without machine learning algorithm. It was difficult to wear two devices side by 
side to compare the performance thus we conducted the test separately and tried our best 
to maintain the consistence of falls. The device with machine learning algorithm in our 
test was trained beforehand to maximize its reliability.  
Table 3.3 gives the results of sensitivity and specificity for device with and 
without machine learning. Note that sensitivity and specificity are calculated by: 
   (11) 
   (12) 
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Table 3.3 Sensitivity and specificity comparison between system with and without 
machine learning algorithm. 
 
The specificity of the system significantly increased from 40 % to 90 % with 
machine learning algorithm. The sensitivity change might result from the flaw of 
comparison experiment which was inconsistence of simulated test. 
3.5 Conclusions 
Simple classification by drawing boundaries between falls and ADL are 
inefficient and inaccurate. To reduce false alarm rate, machine learning is the optimal 
solution with customizability. Machine learning algorithm allows user to train the device 
when a false alarm is triggered. Similar motions to safe motions in feature space will not 
accidently sound the alarm. The machine learning algorithm increases the specificity of 
the fall-down detection system from 40 % to 90 %.  If the power consumption issue can 
be solved by utilizing higher capacity batteries, the specificity can potentially be reduced 
more with all original six parameters used in feature space.  
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Chapter 4 
Conclusion and Recommendations 
4.1 Summary 
In this research a fall-down detection system with machine learning algorithm has 
been developed. The fall-down detection system utilizes IMU sensor which consists an 
accelerometer and gyroscope to sense motions and postures. The system is able to 
measure accelerations up to 16 g and angular speed up to 2000 dps. This is sufficient for 
fall-down and ADL measurement. Push button and alarm design allows user to interact 
with the system to reduce the trouble brought by false alarm. The system is able to send 
fall-down warning to remote client device of emergency care or personal contact through 
Internet. 
The developed system was tested and calibrated by a person wearing the detection 
device on his chest. Fall-downs to different direction and typical ADL similar to falls 
were simulated to verify the device. The accelerations and inclinations of fall-down and 
ADL were compared to determine thresholds of fall-down. By setting acceleration 
threshold at 20 m/s2 and inclination threshold at 60 degrees we get an optimal system 
sensitivity of 94 %。 
The system combines both acceleration data and inclination data to reduce 
gyroscope drift. The stability of IMU is maximized by testing and setting the best 
gyroscope trust index. K-nn algorithm is introduced in this work to help reduce false 
alarm rate of the system. The system gets trained by the user with different patterns of the 
user’s ADL. New motion data is classified by calculation the distances to labeled data 
sets in feature space. Machine learning algorithm increases specificity of the system from 
40 % to 90 % without sacrificing sensitivity performance.  
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4.2 Recommendations 
The fall-detection system communication is based on Wi-Fi protocol. Wireless 
transceivers consume a lot of power. As a portable medical care device, the system 
should remain miniaturized with a long battery life. It is recommended to move the Wi-Fi 
transceiver from the portable fall-down detection device to an external PC or smartphone. 
The fall-down detection device will communicate with the PC via Bluetooth in Figure 4.1. 
Bluetooth has stable signal strength in a medium-size house with significantly less power 
consumption. 
 
Figure 4.1 Communication protocol with Bluetooth and Wi-Fi. 
With Bluetooth protocol, it is possible to pass the role of data processing from on-
chip micro-controller to a powerful PC CPU with large memory storage. The on-chip 
micro-controller will only transfer the data from IMU sensor to an external PC via 
Bluetooth. This will extend the battery life of the fall-down detection system. Also, more 
complicated machine learning algorithm could be embedded for a powerful CPU at the 
PC end. 
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1. Y.K. Sui, C.M. Ahn, and C.H. Ahn, “A New Smart Fall-Down Detector for 
Senior Healthcare System Using Inertial Microsensors”, IEEE EMBC, 36th 
Annual International Conference, pp. 590-593, Chicago, 2014. 
 
2. Y.K. Sui, C.M. Ahn, and C.H. Ahn, “A Low False Alarm Rate System for Senior 
Fall-Down Detection Using Machine Learning”, submitted to IEEE Sensors 
Journal, 2015. 
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1.2 Schematic 
The schematic of the custom device is show below. The schematic includes 
microcontroller, MPU6050, push button and ic alarm based on 555 timer. 
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1.3 Additional Result 
Below is the accleration and orientation data of running and sitting down as 
additional result for reference. 
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1.4 Code 
The code includes functions for gyroscope drift correction and knn algorithm. The 
code will require module drivers for differnet microctrollers. 
/* 
 * I2C.c 
 *  Author: Yongkun 
 * Program Description: 
 * This file contains functions for I2C communication 
 */  
 
#include "twi.h" 
#include <math.h> 
 
typedef struct { 
 uint8_t *receive; 
 uint8_t *transmit; 
} data_package; 
 
double impact; 
double pow_x; 
double pow_y; 
double pow_z; 
double accel_sum; 
double acceleration_x; 
double acceleration_y; 
double acceleration_z; 
 
 
/* create data package*/ 
data_package package={ 
 .receive=(void *)receive_package, 
 .transmit=(void *)transmit_package 
} 
 
/*initialize i2c bus*/ 
initalize_i2c(MPU6050_ADDR|MASK); 
 
/* i2c communication function transceive i2c data*/ 
static void i2c_communication(void) 
{ 
  
/*start i2c transfer*/ 
start_i2c(package); 
 
/*check i2c status using driver functions*/ 
while(1){ 
 if(check_i2c() == IDLE){ 
  switch(check_i2c()){ 
   case TRANSMISSION: 
   i2c_transmission(); 
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   break; 
    
   case RECEIVE: 
   i2c_receive(); 
   break; 
    
   default: 
   i2c_fail(); 
   break; 
  } 
 } 
} 
} 
 
double v_accx; 
double v_accy; 
double v_accz; 
 
/* data interpretation*/ 
static void translate_data_accelerometer(void) 
{ 
 /*calculate impact*/ 
 pow_x = pow(acceleration_x, 2); 
 pow_y = pow(acceleration_y, 2); 
 pow_z = pow(acceleration_z, 2); 
  
 accel_sum = pow_x+pow_y+pow_z; 
  
 impact=sqrt(accel_sum); 
  
 v_accx=acceleration_x/impact; 
 v_accy=acceleration_y/impact; 
 v_accz=acceleration_z/impact; 
} 
 
double theta_yaw; 
double theta_pitch; 
double theta_roll; 
double v_gyrox; 
double v_gyroy; 
double v_gyroz; 
double index_yaw; 
double index_pitch; 
double temp_0; 
double temp_1; 
double temp_2; 
 
static void translate_data_gyro(void) 
{ 
 i2c_receive(); 
 theta_yaw=theta_yaw+package.receive/MPU_6050_SAMPLE_RATE; 
 i2c_receive(); 
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 theta_pitch=theta_pitch+package.receive/MPU_6050_SAMPLE_RATE; 
 i2c_receive(); 
 theta_roll=theta_roll+package.receive/MPU_6050_SAMPLE_RATE; 
  
 index_yaw=cos(theta_yaw)*tan(theta_pitch); 
 index_pitch=cos(theta_pitch)*tan(theta_yaw); 
 temp_0=1+pow(index_yaw,2); 
 temp_1=1+pow(index_pitch,2); 
 v_gyrox=sin(theta_yaw)/(sqrt(temp_0)); 
 v_gyroy=sin(theta_pitch)/(sqrt(temp_1)); 
 temp_2=1-pow(v_gyrox,2)-pow(v_gyroy,2); 
 v_gyroz=sqrt(1-temp_2); 
} 
 
int gyro_trust_index; 
double adjust_vector_x; 
double adjust_vector_y; 
double adjust_vector_z; 
 
/*gyro trust index*/ 
static void gyro_drift(void) 
{ 
 adjust_vector_x=(v_accx+v_gyrox*gyro_trust_index)/(1+gyro_trust_index); 
 adjust_vector_y=(v_accy+v_gyrox*gyro_trust_index)/(1+gyro_trust_index); 
 adjust_vector_z=(v_accz+v_gyrox*gyro_trust_index)/(1+gyro_trust_index); 
} 
/* 
 * knn.c 
 *  Author: Yongkun 
 * Program Description: 
 * This file contains functions for knn algorithm 
 */  
 
#include <math.h> 
 
static void euclidean_distance(double distance) 
{ 
 double sum_square=0; 
 for(int i=0;i<3;i++) 
 { 
  sum_square=sum_square+pow((new_data[i]-data_set[i]),2); 
 } 
 distance = sqrt(sum_square); 
} 
 
static void distance_rank(double distance[size]) 
{ 
 int temp_value=0; 
 for(int i=0;i<size;i++) 
 { 
  for(int j=0;j<size;j++) 
  { 
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   if(distance[i]<distance[j]) 
   { 
    temp_value=distance[i]; 
    distance[i]=distance[j]; 
    distance[j]=temp_value; 
   } 
  } 
 } 
} 
 
static void knn(int flag_index) 
{ 
 double sum_fall=0; 
 double sum_adl=0; 
 for(int i=0;i<3;i++){ 
  if(data_label==0){ 
 sum_fall=sum_fall+data_set[i]/pow(distance[i],2); 
  } 
  else{ 
 sum_adl=sum_adl+data_set[i]/pow(distance[i],2); 
  } 
 } 
  
 if(sum_fall>sum_adl) 
 { 
  flag_index=1; 
 } 
 else{ 
  flag_index=0; 
 } 
} 
 
