Binary search tree and framed ALOHA algorithms are commonly adopted to solve the anti-collision problem in RFID systems. In this letter, the read efficiency of these two anti-collision algorithms is compared through computer simulations. Simulation results indicate the framed ALOHA algorithm requires less total read time than the binary search tree algorithm. The initial frame length strongly affects the uplink throughput for the framed ALOHA algorithm.
Introduction
There are two main categories of anti-collision algorithms in RFID systems: tree-based and ALOHA-based protocols [1] . A tree-based algorithm includes a binary search tree and a query tree. For tree-based protocols, the binary search procedure is commonly adopted in several standards, such as ISO/IEC 18000-6 Type B [2] . The tree-based algorithms have been studied extensively to improve the performance of RFID anti-collision in the literature [3] , [4] . An ALOHAbased algorithm includes pure ALOHA, slotted ALOHA, and framed ALOHA. Of the ALOHA-based protocols, the framed ALOHA is commonly adopted in some standards, such as ISO 14443-3, ISO 18000-6 Type A, and EPCglobal UHF Class 1 Generation 2 [2] , [5] , [6] . There are several techniques for improving the performance of framed ALOHA anti-collision algorithms [7] , [8] .
Although the binary search tree and framed ALOHA protocols are commonly adopted for anti-collision in RFID systems, the differences in performance of the two protocols have not been reported in detail according to our knowledge. This letter compares the read efficiency of the binary search tree algorithm with that of the framed ALOHA algorithm. Although there are many advanced techniques to improve read efficiency for both the tree-based and ALOHA-based algorithms, only basic models are adopted for some RFID standards. Therefore, we use the basic models defined in RFID standards to compare the read efficiency for the two types of RFID anti-collision algorithms. 
RFID Anti-Collision Algorithms

Binary Search Tree Protocol
The binary search tree protocol is adopted in ISO 18000-6 Type B [2] to solve the anti-collision problem. For the binary tree protocol, each tag has a 1-bit random number generator and an 8-bit counter, which are used to determine whether or not the tag will transmit its ID. A read process begins with a group select command from the interrogator. We assume the group select is a two-byte length command; one byte is used for command code; the other byte is used to store group ID. Tags that belong to the selected group shall set their internal counters to 0 and are moved to the ID state in which the interrogator may use the identification commands, such as FAIL, SUCCESS, and EMPTY, to run the collision arbitration algorithm. All tags in the ID state with the counter at 0 shall transmit their IDs. There are three possible outcomes for the transmission: collision, successful transmission, and empty. The interrogator uses the FAIL, SUCCESS, and EMPTY commands to acknowledge the selected tags and start the next read round. Hence, we define a read round for the binary tree is the period between two successive identification commands. Also, in our simulations for binary tree algorithm, we assume each tag transmits its ID at full length (4 bytes in this study). This algorithm is called static binary search tree [1] .
If there are n tags to be read, the average total number of time slots for uplink transmissions (from tags to the reader) can be expressed as [3] :
wherec TS (n) denotes average number of collisions, and z TS (n) denotes average number of idle slots. The third term "+n" on the right-hand of (1) represents the n time slots corresponding to successful transmission slots. Note thatt TS (n) = 2.885n,c TS (n) = 1.443n, andz TS (n) = 0.442n [3] . In addition to the time required for uplink transmissions, we need to measure the time required for the control commands to be transmitted via the downlink channel (from the reader to tags). Therefore, in order to compute the total read time, we developed a C++ code based on the Monte Carlo simulation method.
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This section outlines a typical framed ALOHA algorithm, which is adopted in ISO 14443-3 and 18000-6 Type A. In the framed ALOHA anti-collision algorithm, the reader initiates a read process by broadcasting a request command to all the tags under its coverage. This request command also includes a parameter L, called the frame length, by which each tag randomly selects one of the time slots of a frame and transmits its ID at the selected time slot. One more round is required if collisions occur. In a read round, the reader needs to send some Next-Slot or Slot-Marker commands to define the start of each time slot. The command overhead for ALOHA is taken into account in the read efficiency calculation in the study. For each read round, the frame length can be adjusted dynamically according to the transmission results, E, S , and C, in the last round. This scheme is called dynamic framed ALOHA. The analysis of the dynamic framed ALOHA can be divided into two primary parts [8] . The first part focuses on how to estimate the tag backlog according to transmission results in the past. A low bound measure 2C can be used to estimate the backlog. We use the low bound method as a baseline measurement. The other part concentrates on determining an appropriate frame size to achieve maximum throughput. In fact, maximum throughput can be easily achieved if the frame length is set to the number of tags that need to be read [8] . In this letter, the dynamic frame length for each read round is set to the low bound measure 2C for the backlog.
Merits for Evaluating Read Efficiency
Total Read Time
Completing the read of a tag population as fast as possible is one of the primary concerns for RFID anti-collision algorithms. The total read time depends on the efficiency of channel contention mechanism and the actual data rate supported by the physical hardware. In order to obtain the read time independent of actual data rate, we measure the time period in terms of slots or bytes, which can then be easily converted into time if the actual data rate is known. Since we assume the length of tag ID is 4 bytes here, the duration of a time slot for uplink transmission is equal to the length of tag ID.
The total read time can be expressed as
where T com , T s , T e , T c , and T ack , represent command time, successful transmission time, empty time, collision time, and acknowledgement time, respectively. As previously mentioned, the reader requires different kinds of command to instruct tags how to respond in the anti-collision process. Acknowledgements are also required for the tags to move into sleep mode when their IDs are received correctly.
The length of a command is set to 1 byte here. For framed ALOHA, the length of read request command is also 1 byte, but must be followed by a 1-byte parameter for frame size. The acknowledgement command length is assumed to be one byte. Successful transmission time and acknowledgement time are constant overheads in the sense that each tag must transmit its ID and has to be acknowledged for successful transmission. Hence, reducing the number of commands, idle slots, and collision slots is very important to improve the efficiency of the anti-collision algorithm.
Uplink Normalized Throughput
Uplink normalized throughput is defined as
This throughput can be used to evaluate the efficiency of the uplink radio channel (from tags to the reader). For the binary search tree algorithm, average throughput can be obtained from [3] . Its value is equal to 0.347 and independent of the number of tags. For the famed ALOHA algorithm, the throughput can be obtained by computer simulation. Simulation results are presented below. In the study, some commands are sent from the reader to tags. One can treat the communications as downlink transmissions. On the other hand, tags send their IDs to the reader in some separate time slots. These transmissions can be treated as uplink communications consisting of empty, collision and successful slots. Hence, it is worthwhile to compare the performance of uplink measured in time slot between the two anti-collision algorithms. Another reason for measuring uplink performance in time slot is that the simulation results need to be verified by comparing with the analytical results derived from the other work [3] in which the time slot is used to measure the uplink performance.
Results
In order to examine the performance of RFID anti-collision schemes, we developed a C++ code to simulate the read procedures. The Monte Carlo technique was employed to compute the average values of some important merits, such as total read time and uplink normalized throughput. All experiments were simulated 10,000 times in order to ensure the convergence of simulation results. Note that our simulations do not take capture effect into consideration. The command and ID lengths used in our simulations are presented in Table 1 .
We first compare the total read time for the binary tree and framed ALOHA algorithms. Simulation results are shown in Fig. 1 . The total read time for the binary tree algorithm is linearly dependent on the number of tags. Also, the dynamic frame length ALOHA requires less read time to complete the read process, particularly when the tag quantity has a large value. The effect of initial frame length on Table 1 Command and ID lengths used in the simulations. Fig. 1 Simulation results for the total read time required to complete a read process. read efficiency can be observed. The use of initial frame length 128 leads to the least read time when the number of tags is greater than 100. Figure 2 presents simulation results for the average number of collision slots. For the binary tree algorithm, the average number of collision slots linearly increases with the tag quantity. Simulation results are in good agreement with analytical results derived in [3] . For example, when there are 100 tags, simulation results indicated the binary search tree experiences about 145 collision time slots, a value very close to 1.443n. Figure 2 also reveals the binary tree algorithm suffers from less collision time slots than the framed ALOHA algorithm with initial frame length 32 if the number of tags is greater than about 120. However, both the initial frame lengths 64 and 128 cause fewer collision slots.
Simulation results for empty time slots during a read process are shown in Fig. 3 . We can observe from the results that the number of empty slots for the binary tree is about 0.44 of tag quantity. Again, simulation results agree well with the theoretical value 0.442n. Figure 3 also shows the framed ALOHA algorithm wastes more empty slots than the binary tree algorithm, particularly when initial frame length is large. Figure 4 presents the uplink time slots required to complete a read process. The uplink time slots consist of successful slots, empty slots, and collisions slots. We find that the binary tree algorithm requires less uplink time slots than the framed ALOHA algorithm with initial frame length 32 when the number of tags is greater than 60. However, when the number of tags is greater than 70, the framed ALOHA with initial frame length 128 and the binary tree algorithm require almost the same uplink slots. Figure 5 shows the total number of rounds required to complete the read of a tag population. The binary tree algorithm requires much more read rounds than the framed ALOHA algorithm. This large number of read rounds leads to more read commands in the read process, and therefore, reduces the read efficiency. This is the primary reason that the framed ALOHA requires less total read time. Since the required read rounds for initial frame lengths 32, 64, and 128 have almost the same value, only the case of initial frame length 32 is presented here.
Results for normalized uplink throughput are presented in Fig. 6 . The binary search tree algorithm has an almost fixed throughput of 0.347. This simulation result is consistent with the analytical result in [3] . For framed ALOHA, maximum throughput occurs when the initial frame size is equal to the number of tags which needs to be read. We also observe the maximum value is 0.368, which is larger than the value for the binary tree algorithm. The initial frame length affects the performance of framed ALOHA anti-collision algorithm. We find that if the number of tags is less than the initial frame length, throughput decreases rapidly. This is because a few tags contend for channel within a large frame. This condition results in a large number of empty slots and therefore decreases the throughput.
Conclusions
In this letter we have compared the read efficiency of the binary search algorithm with that of the framed ALOHA algorithm. We have found from simulation results that the dynamic frame length ALOHA algorithm requires less time than the binary search tree algorithm to complete the read of a tag population. This is due to its ability to complete the read process in a few rounds. Fewer read rounds lead to fewer read commands, resulting in better read efficiency. However, the initial frame length strongly affects the uplink throughput for the framed ALOHA.
