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Figure 1: A first draft of a computational clock.
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Abstract
In a near future scenario, we will replace some of our
everyday objects with counterparts in form of
Computational Objects (COs). COs look similar to the
original object; however, inside them there are input
sensors, output devices such as displays and a CPU.
Furthermore, COs still convey the context and meaning
that the original object had. For instance, a clock is
associated with time and thus users could expect its CO
version to display time-related data. We suggest that any
user should be able to easily code new appearances and
behaviors for his or her own objects. Using creative coding
as a base, we propose to add the notions of affordances
and conventions to this programming context. Moreover,
we suggest that COs could be used as a creativity support
tool although modifying their behavior beyond
conventions could confuse the user. Finally, we reckon
that with the proper tools, users could also make physical
modifications to COs. For example, a retractile cord can
be attached to the clock and be used to pull data out and
display them in a linear layout.
Introduction
The Organic User Interfaces (OUI) vision[10, 11] describes
a world where everyday objects are equipped with
computing capabilities (computational objects – COs).
Holman et al. [11] defines OUI as: “An Organic User
Interface is a computer interface that uses a non-planar
display as a primary means of output, as well as input.
When flexible, OUIs have the ability to become the data
on display through deformation, either via manipulation or
actuation. Their fluid physics-based graphics are shaped
through multi-touch and bi-manual gestures.” This vision
is made possible by the advances in flexible and curved
displays [3] and new touch and sensing technologies
[19, 7]. Holman et al. [10] argue that this new reality
“raises fundamental questions for the user interface
design: how should this organic form be designed?”. In
this vision, designers have a central role and will need new
tools more adapted to organic design. Nonetheless, we
think that designers are only one part of the equation. As
demonstrated by the rise in popularity of the “maker”
culture, users are not only interested in consuming




















future of object creation
Figure 2: With the maker
movement, new emergent
technologies enable easy
prototyping. In this article we
describe the challenge of taking
into account the affordances and
context to code for these new
interactive objects.
Three main roles can be identified in this situation
(Figure 2 (a)): the designer, who designs the objects using
computational materials; the programmer, that creates
the applications running on the COs; and the end-user,
who uses the object. The maker culture tends to blur the
lines between these roles (Figure 2 (b)). We intend to
focus on reducing and even bridging the gap between the
programmer and the end-user roles (green section in
Figure 2 (a)). In this work, we assume the existence of
such COs and abstract the physicality (i.e. how to build
COs) to explore the application development process.
Once computational materials and components have
become more widespread, a key aspect to consider will be
how users will code for their COs. Each COs has its own
sensors and display capabilities. Moreover, unlike a
computer or a smartphone, a CO has a use case scenario,
context, and history that predates its computing
capabilities. Let us consider a computational clock, given
its nature the tasks and applications created for it will be
time related. Nevertheless, it could also be an internet
browser or a calculator, but it could create confusion.
In this article, building on the concepts of smart
objects [2] and OUIs [11], we propose to add new uses to
COs and we discuss how these new uses will impact the
design of such objects. We explore solutions to program
COs, their use as a creativity support tool and ways of
detecting the boundaries that would deprive COs from
their conventions.
Related Work
A future populated by computational objects is described
by different views and paradigms. The Internet of Things
is a paradigm in which objects are able to interact with
each other and cooperate to achieve common goals [2].
Radical Atoms [12] is a vision for human interactions
based on a hypothetical physical material that is
bidirectionally coupled with a digital model. Consequently,
a change in the underlying model is reflected in the
physical shape of the object (actuation) and vice-versa.
Organic User Interfaces (OUI) defined by Holman et al.
[11] describe a future where thin and flexible displays and
touch sensors will wrap everyday objects. Therefore, any
part of an object can be a sensor and/or a display.
Holman et al. also presents the concept of
hyper-contextualization of the interface to emphasis the
fact that some types of COs “should only express a few
essential actions, ones that are subject to their form
factor” [10]. We position ourselves along the OUI vision
although we recognize that these three visions overlap and
complement each other and that they may occur in a near
(OUI) or distant future (Radical Atoms).
The term affordance reflects the actionable properties
between the world (object) and an actor (user).
Therefore, shape- or color-changing objects also change
their perceived affordances. Objects not only convey
affordances but also conventions, as introduced by Gibson
[6] and Norman [15], conventions are often cultural and
learned. Whereas they do not physically prevent an
activity, they prohibit some activities and encourage
others [16]. SketchSpace [9] is an environment that uses a
Kinect and a projector for adding virtual affordances to an
object. Thereby, designers can explore the design
possibilities of computational materials without the
necessity of adding instrumentation such as inertial, touch
and proximity sensors. SketchSpace is aimed at assisting




Figure 3: Adding new
affordances to a computational
clock.
Reality Editor [8] enables users to edit the behavior of
smart objects with a mobile augmented reality system.
Users can map inputs and outputs of different devices by
directly pointing the Reality Editor to the smart objects
and drawing connections between them on the screen.
This tool targets end-users whereas we focus more on the
gap between users and programmers.
Creative coding is one of the cornerstone of the maker
culture. Creative coding toolkits such as Processing [17]
or VVVV [1] can help novice programmers and artists.
These tools intent to foster creativity by reducing the loop
between the code writing and the results. Moreover, they
provide high-level interfaces to hardware components such
as cameras, Kinects and game controllers. Furthermore,
they promote experimentation and reusing of existing
code from the community. We consider creative coding as
a suitable approach to encourage users to explore and
modify the functionality of their COs.
In this work, we build on the pre-existing approach of
creative coding and add the notion of affordances and
conventions in the programming framework. Our goal is
to help and guide users in their exploration of COs
capabilities. We also consider that the user may be the
creator of the object, and that he or she could modify its
design to create new applications.
Creative Coding on Objects
Everyday objects advance with fashion and their evolution
is currently lead by the industrial majors. However, during
the next decade, the creation of customized objects with
computing capabilities may change our way of
consumption. In fact, these highly customizable objects
will provide a richer experience than traditional objects. In
this section, we explore the existing and new capabilities
of a hypothetical computational clock.
Building on existing affordances
The creation of an object is guided by the function of the
object and its affordances. Our example of a CO is a
clock. Its function will be to display time. It will be
equipped with physical hands, a tilt sensor to sense its
overall orientation, a circular display and a speaker. It will
have preloaded a default application that displays the
current time using the physical hands, like any other
clock. When a user connects the clock to his development
environment, it will expose its affordances (e.g. hands can
be input or output, screen as output) and conventions
(e.g. time-related purposes). This will allow the user to
quickly explore and experiment with them. Moreover, the
clock will expose its current program so that the user is
not forced to create applications from scratch.
At this point, the user might want to create a new
application that displays his financial transactions of the
current year using the clock. He can change the scale of
the clock to display the twelve months (January to
December) instead of the traditional 1 to 12 numbers.
Then, he can create a bar chart based on his financial
data, map this chart to a circle and render it on the
circular display of the clock. Finally, he can map the
position of the hands to change the date of the displayed












Figure 4: A class diagram
exposes the affordances and
functions of a CO.
The direct manipulation of the hands of a clock is not a
natural thing to do according to conventions. This issue
could appear while modifying other COs. Consequently,
we propose the possibility of adding new affordances. The
first additional affordance that we propose is to create a
rotating frame. It can be used to select a time without
touching the hands (Figure 3 (bottom)). Another
desirable feature would be to display parts of the chart in
a linear layout to better compare the values. We could
attach a retractable wire on the side of the clock’s canvas.
When pulled, the wire drags the chart out of the screen
and displays it on the wall (Figure 3 (center)). When the




One approach to expose the functionality of COs is to
consider them as programming objects. Therefore, a
corresponding class diagram included in the CO
instructions will expose its affordances in form of
attributes and functions, as illustrated in Figure 4.
Nonetheless, this method is close to the programmer view.
Conventions will aid the user to intuit the affordances of
the objects that will be available during the programming
task; however this only suppose a help. We suggest that
visual clues on the CO will create a natural understanding
of the possible affordances. For instance, the different
output elements can be highlighted with different colors or
change their values when the user selects their
corresponding attribute. The hand of the clock would
glow green and start to rotate quickly when the user
chooses this affordance in the help of the object.
Correspondingly, for input affordances, the value of its
current status can be drawn on them. Incidentally,
semantic definition of computational objects may provide
richer descriptions of their affordances to the users.
Programming
Similarly to Processing, it is possible to use a 4th
generation programming language as the instructions that
dictate the behavior of computational objects.
Programming languages are proximate to the computer
scientist; however, visual coding (e.g. vvvv [1]) could
remove the necessity of writing code and the possibility of
committing syntax errors. It has been shown that children
can learn to program using visual blocks that represent
code instructions [18]. Moreover, following the idea of
Picode [14] images can be used as representations of
different states of the computational object.
Consequently, users could indicate to the CO the desired
behavior in an easier way. Reality Editor [8] propose to
program CO by wiring components. In spite of not being
an expressive or versatile method, users understand the
metaphor easily. It seems interesting to explore other
metaphors that facilitate end-user programming.
Programming Environment
The device used to program can mold the way of coding
and the user experience. We consider important to
explore programming on different settings. Coding on a
Personal Computer seems like the most versatile
environment, suited even for power programmers. A
Tablet is more portable and appropriate for visual
programming. Nevertheless, programming on the surface
of the CO or in a projection close to it will situate
programming into context.







Figure 5: A CO can be either
very close to its original purpose
(top), have data and
functionalities related (middle
top) or unrelated (middle
bottom) to its original function
or be completely hacked away
from its original purpose.
A computational object could be seen as an expressive and
adaptable proving ground for creative exploration. There
are specific guidelines designed to measure the creativity
support index (CSI) of a tool [5]. In a future experiment
we plan to compare the CSI of a computational object
and a pure virtual version of it. We expect that
affordances will guide the programming experience of the
computational object. Thereby, the user will use
conventions as creative seeds that mitigate the blank page
problem. If a computational object can be the clay in
which artists sculpt, a room with several of these objects
offers more possibilities and can serve as a full installation.
Although conventions could be taken into account by the
user, creativity and artistic exploration also reside in the
boundaries. Therefore, creative coding of COs may help
to explore the border between conventions and discords.
To What Extent Can Functionalities Be Extended Without
Losing the Advantages Of Conventions?
Transferring some of the tasks from multipurpose devices
such as computers and smartphones to computational
objects aims at leveraging users conventions. However,
the functionality of the computational object can get out
of the scope of its conventions (Figure 5). We reckon that
a better understanding of user’s conventions is necessary.
For doing so, we can measure the usability of a CO as a
system [4] while running different applications.
Furthermore, it is possible to determine the accuracy of a
user describing what an application does, using for
instance the applications derived from the creativity
support experiment.
Conclusion
Computational objects have the potential to drastically
change how we interact with our everyday items. We
think that it is worthwhile to develop and implement a
view where users are empowered by the ability of shaping
the behavior and appearance of the entities that surround
them. To this end, we will produce prototypes, using tools
from the maker community, to add new affordances to
common objects. Then, we will explore how to clearly
expose their affordances to the coder and evaluate how
COs can stimulate creativity. Finally, we will evaluate the
boundaries where an object’s design begin to break apart.
We think that, given the proper tools, creative users can
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