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Kapitel 1EinleitungMittlerweile existiert eine nahezu unuberschaubare Menge von Fileformaten. Obwohl das Schlag-wort Multimedia in aller Munde ist, bestimmen doch weitgehend unimediale Formate das Ge-schehen. So gibt es Filestandards aus den Bereichen Datenbanken, Tabellenkalkulation, Gra-k, Video (auch multimedial mit Bild und Ton), Sound, . . . . Die isolierte Handhabung dieserFormate ist haug unbefriedigend. Es entsteht der Wunsch nach Uberfuhrungstools. Ein Musi-ker, der spontan am Keyboard nach ansprechenden Melodien sucht, mu anschlieend zu Pa-pier und Bleistift greifen und in Form von Noten das Gefundene niederschreiben. Der Gedan-ke an Automatisierung liegt nahe. Ein Multimediaformat, das Notenbild und Klang vereint,existiert noch nicht. Somit mu der vom Keyboard erzeugte MIDI-Datenstrom in einen Doku-mentenstandard konvertiert werden. Hierfur ist MusicTEX besonders gut geeignet. Dieses Ma-kropaket fur TEXbzw. LATEXbeinhaltet alle wesentlichen Elemente der Notenlehre. Das ASCII-Format bietet daruber hinaus die Moglichkeit, das automatisch generierte File nachtraglich mitvergleichsweise niedrigem Aufwand zu editieren, um eigene Wunsche, wie z.B. spezielle Uber-schriften, einzubringen. Da MIDI sehr weit verbreitet ist und viele KonvertierungsprogrammeMIDI verstehen, ist auch eine Visualisierung anderer Musikformate (RMI, MOD u.a.) uber MI-DI als Zwischenformat moglich.
3
Kapitel 2Vorbetrachtungen2.1 Grundelemente der NotenlehreFolgende Notenwerte existieren:G ganze Note# halbe Note" Viertelnote! Achtelnote(! 116 Note)! 132 Note*! 164 Note+!Analog gibt es Pausen bestimmter Zahlzeit:G ganze Pause halbe Pause Viertelpause> Achtelpause? 116 Pause@ 132 PauseA 164 PauseBStehen mehrere Fahnchennoten hintereinander, so konnen diese durch Balken, englisch:beams, verbunden werden.Die Anzahl der Balken an einer Note ist identisch mit der Anzahl von Fahnchen, die dieser No-te angehangen werden muten. G! ! ! ! ! !Wird eine Note nur extrem kurz (im Vergleich zu ihrer Zahlzeit ca. ein Viertel) angeschla-gen, so spricht man von staccato. Im Gegensatz dazu wird der ieende Ubergang von Notenals legato bezeichnet. G! legato! ! ! 2  staccato!Steht rechts neben der Note ein Punkt, so verlangert sich die Zahlzeit um die Halfte. Fol-gen zwei Punkte, so wird die Note um die Halfte und nochmal um die Halfte der Halfte langergespielt, insgesamt also 1.75 * (die eigentliche Zahlzeit). Ein Beispiel hierfur zeigt das Bild:4
KAPITEL 2. VORBETRACHTUNGEN 5G .! ..!Bezuglich der Notenhohe gibt es Halb- und Ganztone. Das Voranstellen eines Kreuzeshebt die Notenhohe um einen halben Ton an, ein b senkt ihn um einen Halbton. Mit dem Auf-hebungszeichen kann eine gultige Halbtonverschiebung zuruckgenommen werden. Die an dieTonart gebundenen Halbtone besitzen globale Gultigkeit, da heit, sie gelten am Anfang jedesTaktabschnittes. Innerhalb des Taktabschnittes bewirken Kreuze, b-Zeichen bzw. Aufhebungs-zeichen die Abweichung von den globalen Einstellungen. Diese Zeichen haben jedoch lokalenCharakter. Sie wirken nur bis zum nachsten Taktstrich (barre).G 444! 2! 6!Lautstarken kann man sowohl statisch als auch dynamisch angeben. Die statischen Wer-te sind: f: fortissimo possibile (so stark wie moglich)  : fortissimo (sehr stark) f : forte (stark) mf : mezzoforte (mittelstark) mp : mezzopiano (mittelstark) p : piano (leise) pp : pianissimo (sehr leise) ppp: pianissimo possibile (so leise wie moglich)Werden die Tone lauter, so handelt es sich um crescendo, werden sie leiser, um diminuendo.Gcrescendo! ! ! diminuendo! !Der zeitgleiche Zusammenklang mehrerer Tone wird als Akkord bezeichnet und wie eineNote behandelt. So besitz ein Viertelnotenakkord die Zahlzeit ein Viertel. Der Akkord gehortzu nur einer Stimme, obwohl er selbst mehrstimmig ist.G!!!!Das soll fur diesen kleinen Exkurs genugen. Weitergehende Informationen zur Notenleh-re enthalt [Lit2Schenk].
KAPITEL 2. VORBETRACHTUNGEN 62.2 Die Fileformate2.2.1 MIDI1984 wurde auf Bestreben der beiden groen Keyboardhersteller Roland und Sequential Circuitein Schnittstellenstandard fur Synthesizer verabschiedet. Um weitestgehend systemunabhangigzu sein, wurde auerdem ein neues Dateiformat speziziert - das MIDI Fileformat [Lit1Born].MIDI-Files beginnen mit einem Header-Chunk, dem sich mindestens ein (u.U. viele) Track-Chunk anschliet.Header-ChunkBytes Bemerkung4 ID (MThd)4 Headerlange2 MIDI-Typ2 Anzahl der Tracks2 ZeitformatGultige MIDI-Typen sind: Typ 0: 1 Track Typ 1: mehrere unabhangige Tracks, die z.B. unterschiedliche Instrumente reprasentieren,aber gleichzeitig gespielt werden konnen Typ 2: mehrere Tracks, die komplette Abschnitte eines Musikstuckes bzw. sogar verschie-dene Stucke enthaltenAm ublichsten ist der Typ 1.Zeitformat: Geschwindigkeit in Ticks pro Viertelnote - das hochstwertigste Bit 15 ist mit 0 belegt SMPTE-Time Code, der den Bezug der Tone zu Frames ermoglicht (hauptsachlich in derFilm- und Videotechnik verwendet) - das hochstwertigste Bit 15 ist gesetztTrack-ChunkBytes Bemerkung4 ID (MTrk)4 Tracklangen DatenbereichDer Datenbereich enthalt eine Sequenz von MIDI-Events, denen jeweils eine Deltazeit vorange-stellt ist. Damit ist der zeitliche Abstand des Events relativ zum vorherigen Event bestimmt. DieDeltazeit besitzt eine variable Lange. Jedes Zeitbyte beinhaltet 7 Datenbits. Das hochstwertig-ste Bit gibt an, ob weitere Zeitbytes folgen. In diesem Fall ist Bit7 gleich 1, beim letzen Byte 0.Die gultigen MIDI-Events sind in den folgenden Tabellen dargestellt:
KAPITEL 2. VORBETRACHTUNGEN 7Kanal bezogene EventsCode Datenbytes Bemerkung0x8 2 Note auf Kanal aus0x9 2 Note auf Kanal an0xA 2 Aftertouch (polyphon)0xB 2 Anderung von Steuerfunktionen0xC 1 Programmwechsel0xD 1 Aftertouch (monophon)0xE 2 Anderung der TonhohensteuerungSystem - EventsCode Datenbytes Bemerkung0xF0 n Integration neuer Funktionen - System Exclusive0xF2 2 Song Pointer0xF3 1 Song Select0xF6 0 Tune-Request0xF7 0 Ende einer System Exclusive Sequenz0xF8 0 Zeitsynchronisation0xFA 0 Rucksetzen des Song Position Pointer - Start0xFB 0 Fortsetzung nach nachsten 0xF8 Event0xFC 0 Unterbrechung der laufenden Sequenz - Stop- der Song Position Pointer bleibt unverandert0xFE 0 Verbindungscheck zum MIDI-System0xFF 0 System - ResetMeta - EventsCode Datenbytes Bemerkung0xFF0002 1 Numerierung von Pattern oder Tracks0xFF01 n Speicherung von Texten0xFF02 n Copyright Message0xFF03 n Zuordnung von Namen fur Sequenzen bzw. Tracks0xFF04 n Instrumentennamen0xFF05 n Song Text0xFF06 n Marker setzen0xFF07 n Cue-Point, fur Vertonung von Videos und Filmen0xFF2001 1 Bezug der folgenden Meta-Events zu einem Kanal0xFF2F00 0 Trackende0xFF5103 3 Setze Tempo0xFF5405 5 SMPTE - Oset0xFF5804 4 Taktart0xFF5902 2 Tonart0xFF7F n systemspezische Informationsubertragung
KAPITEL 2. VORBETRACHTUNGEN 82.2.2 MusicTEXAnalog der Notenlehre ist der Umfang vom Makropaket MusicTEX enorm gro. Deshalb be-schranke ich mich im folgenden auf die wesentlichsten der von mir im Programm verwendetenMusicTEX-Konstrukte.Am Anfang eines jeden MusicTEX-Files mussen einige \input-Anweisungen stehen (musicnft,musictex und wenn vorhanden musicadd). Mit \musicsize=16 kann die Grosse der Notenzeilenfestgesetzt werden. Gultig sind die Werte 16 und 20. \facteur-Anweisungen dienen der Angabevon Abstanden. Die folgenden Erklarungen sollen anhand von Beispielen vorgenommen werden.Wesentliche Kopf- und Rahmenelemente sind:TEX-Kommandosequenz Erklarung\nbinstrumentsf2g Es werden 2 Instrumente genutzt.\instrumentiifPianog Das zweite Instrument ist ein Klavier.\nbporteesiv=1 Instrument 4 besteht aus einem Sta.\cleftoksv=f6000g Der unterste Sta von Instrument 5 ist einBass-Sta, die folgenden sind Violine-Stas.\generalmeterf\meterfracf2gf4gg Alle Instrumente mit ihren Stas stehenim 24 Takt.\signaturegeneralef0g Es handelt sich um eine vorzeichenlose Tonart.Sie gilt fur alle Instrumente und deren Stas.\normal normale Notengroe\debutmorceau Notenbeginn\nmorceau Ende des Musikstuckes\suspmorceau Unterbrechung des Musikstuckes\reprmorceau Fortsetzung des Musikstuckes, das durch\suspmorceau unterbrochen worden istIm folgenden sind Kommandos des Notenteiles aufgelistet:
KAPITEL 2. VORBETRACHTUNGEN 9TEX-Kommandosequenz Erklarung\Notes Beginn einer Folge von Noten\enotes Ende einer Folge von Noten(gleichzeitige Noten sollten in einer Sequenz zwischen\Notes und \enotes stehen!)\NOTes analog \Notes, blo mit groerem Notenabstand\zcharnote fegf\qpg zeichnet auf Position e eine 14 Pause\barre erzeugt einen Taktstrich\wh a ganze Note auf Position a\hu b halbe Note mit Stiel nach oben auf Position b\hl b halbe Note mit Stiel nach unten auf Position b\qu b Viertelnote mit Stiel nach oben auf Position b\cu b Achtelnote mit Stiel nach oben auf Position b\ccu b 116 Note auf Position b mit Stiel nach oben\cccu b analog 132 Note\ccccu b analog 164 Note\qu f=cg Viertelnote mit Aufhebungszeichen in Hohe von c\qu f cg Viertelnote mit b als Vorzeichen\qu f^cg Viertelnote mit Kreuz als Vorzeichen\pt h\cl h auf Position h bendet sich eine punktierte18 Note mit Stiel nach unten.\ppt h\cl h analog, blo doppelt punktiert\pause ganze Pause\hpause halbe Pause\qp Viertelpause\ds Achtelpause\qs 116 Pause\hs 132 Pause\qqs 164 Pause\lst g Note mit Position g ist Staccatonote.Die Punkt wird unter die Note gezeichnet.\ust g analog, blo mit Punkt uber der Note
KAPITEL 2. VORBETRACHTUNGEN 10Etwas komplexere Kommandosequenzen:\zq {=f}\zq i\qu k Akkorde werden angegeben, indem die No-ten von der kleinsten bis zur hochsten auf-gezahlt werden. Sie beginnen mit \zq, fallsViertelnotenkopfe gezeichnet werden sollen,mit \zh, falls leere Notenkopfe (halbe No-ten) an den Akkord herangehangen werdensollen. Dann folgt die tiefste Note des Ak-kords (hier mit Aufhebungszeichen). DiesesKommando schreibt man auch fur die mitt-leren Noten. Der letzten Note ist \qu voran-gestellt. Hiermit wird gesagt, da der Vier-telkopfnotenakkord mit einem Stiel zu verse-hen ist, der nach oben (upper) geht. Es folgtdie Notenposition.\itenu4p ... \tten 4 Legatobogen (hier als tenuto); beginnt mit\iten gefolgt von u (upper) oder l (lower). Alsnachstes mu eine Nummer angegeben wer-den (0 bis 6, bei musicadd bis 9). p ist einePositionsangabe. Beendet wird legato durch\tten und Angabe der Nummer.\ibu0f0\qh0{cge}\tbu0\qh0g Es handelt sich um den Code eines einfachenBeams aus Achtelnoten. Er beginnt mit \i(initiate). Es folgen ein bis vier bs, je nachBalkenzahl (bei 164 Noten 4). Als nachsteswird wieder die Orientierung angegeben (hierupper). Es folgt eine eindeutige Nummer. DerBalken bzw. die Balken werden auf Hohe des fgezeichnet. Als letztes Initialisierungselementmu der Anstieg des Beams speziziert wer-den (hier 0). Die am Beam beteiligten No-ten (bis auf die letzte) folgen auf \q. Auer-dem mu angegeben werden, ob die Note amBeam hangt (h) oder auf ihm steht (b). ImBeispiel sind gleich 3 hangende Noten mitfg zusammengefat. Beendet wird ein Beamdurch \tb gefolgt von der Orientierung undder Nummer. Es schliet sich die letzte No-te an.Achtung: Es gibt fur Legatobogenund Beams blo einen Nummernraum!Mochte man nicht alle Balken terminieren,so gibt man z.B. \tbbb an. Dadurch werdender 164 und der 132 Balken beendet. KommenBalken hinzu, so schreibt man z.B. \nbb (eskommt der 116 Balken hinzu).
KAPITEL 2. VORBETRACHTUNGEN 11Die Notenpositionen sind zum Verstandnis eines MusicTEX-Files auerordentlich wichtig. Ausden anschlieenden Notenzeilen werden sie ersichtlich.I `A# `B# `C# `D# `E# `F# `G# A# B# C# D# E# F# G# H'A# I'B# J'C# K'D# L'E# M'F# N'G# a# b# c# d#G a# b# c# d# e# f# g# h'a# i'b# j'c# k'd# l'e# m'f# n'g# o"a# p"b# q"c# r"d# s"e# t"f# u"g# v'''a# w'''b# x'''c# y'''d# z'''e#Diese Darstellung ist der zu [Sw1Taupin] gehorenden Dokumentation entnommen.
Kapitel 3Implementation3.1 EntwurfsmethodikDer Entstehung des MIDI nach TEXKonverters lat sich kein Entwurfsmodell eindeutig zuord-nen. Das Prinzip entsprach im wesentlichen dem top-down Entwurf, da heit der schrittweisenZerlegung des Problems in Teilprobleme. Nach intensiver Studie der Fileformate mute uberdie Strukturierung durch Beantwortung der folgenden Fragen entschieden werden:1. Wie gelangt man vom MIDI-Format zum MusicTEX-Format?(a) Welche Informationen sind wesentlich, welche konnen verworfen werden?(b) Welche Abhangigkeiten existieren zwischen bestimmten MIDI-Events und entspre-chenden MusicTEX-Kommandos?(c) Gibt es eine zu favorisierende Datenstruktur?(d) Wie sollte diese beschaen sein, und welchen Anforderungen mu sie gerecht werden?(e) In welcher Reihenfolge sind die Informationen zu bearbeiten?(f) Wie ist das Programm funktionell zu strukturieren?2. Wie kann ich eine spezielle Funktion umsetzen?(a) Welchen Algorithmus verwende ich?(b) Wo mu ich aus Grunden des Aufwandes abstrahieren?(c) Welchem Niveau sollen die errechneten Daten entsprechen?(d) Wie ist zwischen Zeit- und Speicherplatzaufwand abzuwagen?3. Welchen optischen Anspruchen soll das MusicTEX-Dokument genugen?Mit der Beantwortung dieser Fragen ergab sich ein Konzept, das im schrittweisen Aus-programmieren der einzelnen Prozeduren mundete. Die Implementierung der einzelnen Funk-tionen entsprach am ehesten der "code and x\ Methode, die zwar verrufen, auf niedrigem Le-vel aber unumganglich ist. Zur Validierung ("x\) diente die Funktion debug out mit deren Hil-fe der jeweils aktuelle Inhalt der Datenstruktur ausgelesen werden konnte.Das eigentliche Problem bestand darin, die Informationen des MIDI-Files (a) in die des TEX-Files (b) zu uberfuhren. 12
KAPITEL 3. IMPLEMENTATION 13P: a ! bDie Abbildung P als auch b selbst sind mehrdeutig, da die Uberfuhrung nichtdeterministischenCharakter hat. Ziel war, ein ubliches und aus Sicht des Nutzers akzeptierbares Ergebnis b zu ge-nerieren. Der Umgang mit solch aufgeweichten Begrien setzt sicher etwas Kreativitat voraus.3.2 Tools zur EntscheidungsndungAusgangspunkt fur die Programmierung war das Programm "readmidi\ [Sw2Anders] , dessenFunktionalitat lediglich durch weitere MIDI-Event Behandlungsroutinen erweitert werden mu-te. Tools wie MOZART [Sw3Web] (Windows 3.1) und Rosegarden [Sw4CG] (IRIX) erlaubendie Eingabe von Noten und das Ablegen der Daten in MIDI-Files. Damit war es moglich, dieUmsetzung bestimmter Notenelemente in MIDI-Events nachzuvollziehen. Die durchaus unter-schiedliche Vorgehensweise beider Programme begrenzte den moglichen Spielraum.Dazu ein Beispiel:Rosegarden setzt Noten, die weder legato noch staccato sind, so um, da sie uber ih-re volle Zahlzeit gespielt werden. MOZART bricht solche Noten eher ab, das heit,innerhalb einer Melodie endet die Note bevor die sich anschlieende beginnt. BeiMOZART werden nur Legatonoten uber die volle Zeit gespielt, also erst mit demEnde ihrer Zahlzeit auf einem der 16 physischen MIDI-Kanale ausgeschaltet.Da die letztere Vorgehensweise oensichtlich am ehesten legato entspricht, orientiert sich diesesProjekt naher an MOZART als an Rosegarden.3.3 DatenstrukturSequentielles Ein- und sofortiges Wiederauslesen der Daten ist aufgrund der Komplexitat derAufgabe nicht tragbar. Die deshalb erforderliche Datenstruktur mu geeignet sein hinsichtlich:1. der Speicherung variabel groer Datenmengen2. der Moglichkeiten fur die Verarbeitung der Daten3. des Ablegens unterschiedlichster InformationenDa die Tracks (Stimmen) der MIDI-Files vom Typ 1 (ublichster Typ) unabhangig sind, empehltsich eine autonome Bearbeitung. Die zeitliche Ordnung der MIDI-Events innerhalb von Tracksmu erhalten bleiben. Fur all diese Restriktionen ist eine einfach verkettete Liste pro Track ge-eignet. Die interne Reprasentation eines ein-Track MIDI-Files konnte folgendermaen aussehen:
KAPITEL 3. IMPLEMENTATION 14begin[0] ! bind ! bind ! . . . ! bind ! nilbegin[1] ! nil...begin[MAXTRACKS -1] ! nilDabei ist bind folgendermaen deniert:struct bind {char marker;unsigned long time;struct bind *next;void *data;};Der Datenbereich, auf den data zeigt, ist variabel, durch marker jedoch eindeutig bestimmt.So gibt es: Lautstarkeinformationen:struct Loudness { /* marker == 'p' */int statics, dynamics;};Eines der beiden Bytes ist immer 0, das jeweils andere ungleich 0. Folgende Tabellen zei-gen die moglichen Belegungen und die entsprechende Bedeutung:statics dynamicsWert Bemerkung Wert Bemerkung1 ppp 1 kurzes crescendo2 pp 2 mittleres crescendo3 p 3 langes crescendo4 mp 4 sehr langes crescendo5 mf 5 kurzes diminuendo6 f 6 mittleres diminuendo7  7 langes diminuendo8 f 8 sehr langes diminuendo Tonartinformationen:struct KeySig { /* marker == 'k' */short sign;};
KAPITEL 3. IMPLEMENTATION 15Die Semantik von sign ist entsprechend der Spezikation des MIDI-Meta-Events "Key Si-gnature\:{ falls (Bit7 == 0), so handelt es sich um eine Kreuztonart, sonst B-Tonart{ die niederwertigsten 4 Bit geben die Anzahl der Vorzeichenstriche anDie Kodierung wurde aus dem MIDI-Standard ubernommen, da sie fur mid2tex gut ge-eignet ist. Taktartinformationen:struct TimeSig { /* marker == 't' */short nom, denom;};nom gibt den Zahler, denom den Nenner des Taktes an. Taktstrichinformationen:! besitzen keinen Datenteil (marker == 'b'). Textinformationen:struct Lyric { /* marker == 'l' */char *text;};Die Speicherzellen fur die Liedtextelemente mussen entsprechend der Textlange erst allo-ciert werden, da noch keine Textvariable deniert ist. Pauseninformationen:struct Rest { /* marker == 'r' */char position;int kind;char flg;};Ist g gesetzt, so wird die Pause aus Platzgrunden um 0.56*NOTESKIP nach rechts ver-schoben. Bit8 von position weist darauf hin, da die Pause in die Baregion geschriebenwerden mu, Bit7 bedeutet Violineregion (das ist wichtig fur Tracks, deren Spektrum uberBa und Violine reicht). Beide Bits zusammen durfen nie gesetzt sein! Die niederwertig-sten 6 Bit denieren den Index im Array "positions\, welches die Codes fur alle unterstutz-ten Positionsangaben der Notenelemente enthalt. Die Belegung fur kind ist im Folgendendargestellt:
KAPITEL 3. IMPLEMENTATION 16kind0 164 Pause1 132 Pause2 116 Pause3 18 Pause4 14 Pause5 12 Pause6 11 Pause Noteninformationen:struct Note { /* marker == 'n' */short octave, pitch, loud;unsigned long end;int duration;short flags;int beam_nr, slur_nr;char note_pos, slur_pos, beam_pos;char treated;char next_beamn_kind;struct Note *accord_next;};Die 2Byte-Variablen octave und pitch spezizieren die zu Grunde liegende Frequenz. louddient als Ma fur die Lautstarke und ist somit Ausgangspunkt fur die Berechnung stati-scher und dynamischer Lautstarkeinformationen. Noten besitzen nicht blo eine Anfangs-zeit ((bind *)->time) , sondern auch ein Ende. Diese Zeit wird im 4Byte Wert end ab-gelegt. duration gibt an, wie lange der Ton gespielt wird, ist also immer kleiner oder gleichder Dierenz aus Endzeit und Anfangszeit. Legatobogen (slurs) und Notenbalken (beams)mussen durch eine Nummer eindeutig identiziert werden konnen (beam nr, slur nr). Die3 Positionsangaben note pos, slur pos und beam pos enthalten auf den niederwertigsten6 Stellen den Index fur das Positionsarray (positions). Bei slur pos und beam pos zeigtBit6 den Beginn eines Legatobogens bzw. eines Balkens an. Bit7 weit auf einen obe-ren Balken/Legatobogen hin. Ist Bit7 gleich 0, so handelt es sich um einen unteren Bal-ken/Legatobogen. Die beiden hochstwertigsten Bits von note pos geben das Vorzeichender Note an (00 keines, 01 Kreuz, 10 B, 11 Aufhebungszeichen). treated dient den be-arbeitenden Funktionen, um Noten als bereits behandelt zu markieren. next beamn kindgibt bei Noten die "gebeamt\ sind an, wieviel Balken die nachste Note am jeweiligen be-am hat. Das ist wichtig fur die Ausgabe des MusicTEX-Files. Akkorde zahlen wie Ein-zelnoten. Deshalb ist es unpraktikabel, alle Noten eines Akkords in der einfach verkette-ten Liste zu belassen, wenn der Akkord erkannt wurde. Die Noten eines Akkords werdenuber accord next verpointert. Oen ist noch die Belegung von Flags, die aus Grunden derKomplexitat in einer Tabelle dargestellt ist:
KAPITEL 3. IMPLEMENTATION 17agsBits Bedeutung0 Note ist punktiert1 Note ist doppelt punktiert2 Note ist staccato3-5 Zahlzeit (Bit5Bit4Bit3: 000 164 , 001 132 , 010 116 , 011 18 ,100 14 , 101 12 , 110 11)6 letzte Beamnote7 letzte Slurnote8 Note mu in die Violineregion9 Note mu in die Baregion10 Fahnchen nach unten (nicht gesetzt ! nach oben)11-14 Bit14Bit13Bit12Bit11: Wert des Anstieges eines Beams15 Orientierung des Beams (1 ! fallend, 0 ! steigend)Uber die zeitliche Ordnung hinaus existiert noch eine Ordnung uber zeitgleichen Events:Taktstrich (Barre) ! Tonart ! Takt ! Lyrik ! Lautstarke ! Pause ! NoteBeispiel dazu (schematisch dargestellt):Zeit: n-3 n n n+10. . . ! marker: . . . ! marker: 'r' ! marker: 'n' ! marker: . . . ! . . .# # # #. . . Pause Note . . .3.4 TopologieEs existieren 4 Quelltextmodule: readmidi.c . . . beinhaltet samtliche Funktionen fur das Einlesen des MIDI-Files. In die-ses Modul ist auerdem die main-Funktion integriert.Zum Lesen des MIDI-Files wird aus main heraus die Funktion read track entsprechendder Anzahl von Tracks bzw. so oft wie notig (falls nur ein einziger Track in MusicTEX-Code uberfuhrt werden soll) gerufen. read track liest den Track-Kopf und springt im An-schlu daran die Funktion ReadEvent an, solange bis von dieser ein EndOfTrack-Event er-kannt wurde. Die Funktion ReadEvent liest zuerst die dem Ereignis vorangestellte Delta-zeit und dann den eigentlichen Eventcode. Entsprechend dieses Codes wird eine Behand-lungsroutine angesprungen (z.B. ReadMidiMetaEvent), die dann u.U. wiederum eine vonvielen Behandlungsroutinen anspringt (z.B. ReadMidiInstrumentName). liste.c Da Noten erst nach dem Ausschalten in die einfach verkettete Liste, die den Kernder Datenstruktur bildet, aufgenommen werden konnen, mussen aktive Noten zwischen-gespeichert werden. Auch dazu wird eine einfach verkettete Liste verwendet. Funktionenfur den Zugri auf diese temporare Struktur sind im Modul liste.c zusammengefat.
KAPITEL 3. IMPLEMENTATION 18 dyn.c . . . ist das grote Modul und bildet das eigentliche Kernstuck. Alle Funktionen, diedie Hauptdatenstruktur bearbeiten, sind hier zu nden. Elemente, die unmittelbar aus be-stimmten MIDI-Events resultieren, konnen mit ins dyn event eingefugt werden. debug outermoglicht das Auslesen der Liste im Debug-Modus (wird durch Denition von DEBUGaktiviert). Die zentralen Bearbeitungsfunktionen, wie z.B. insert notetimes and slurs, wer-den unmittelbar durch main gerufen. texgen.c . . . enthalt Routinen zum Auslesen des MusicTEX-Files. Kernstuck bildet dieFunktion write texle.3.5 Wesentliche Funktionen und ihre WirkungsweiseIm folgenden werden konkrete Stellen im Code durch eindeutige Marken (in Form von Kom-mentaren) referenziert. Das soll dem besseren Verstandnis dienen.3.5.1 mainFur den Aufruf des Programmes gibt es zwei Moglichkeiten:<programmname> [-<tracknummer>] <midifile> [<texfile>]<programmname> -c <midifile>-c steht fur "count only\ und startet das Programm in einem Modus, welcher lediglich die An-zahl der Tracks ausgibt, jedoch kein TEX-File erzeugt. Falls beim Aufruf 1 eine Tracknummerspeziziert wird, so wird nur dieser eine Track nach MusicTEX-Code uberfuhrt, sonst alle (imRahmen des Moglichen).main beginnt mit der Auswertung der Argumente:mainmark1 Falls in der Kommandozeile kein TEX-Filename angegeben und -c nicht gesetzt wur-de, so wird ein Name fur das MusicTEX-File benotigt. Dazu wird die MIDI-File-Endungdurch eine TEX-Endung substituiert. Falls das MIDI-File mit einem Grobuchstaben be-ginnt, wird .TEX , sonst .tex angehangen. Der Name wird zunachst auf der globalen Va-riablen texlename abgelegt.mainmark2 Nachdem das MIDI-File geonet wurde, kann mit dem Einlesen des Kopfes begon-nen werden. Zum Abspeichern der Daten dient der struct head (siehe readmidi.h bzw. mi-di.h).mainmark3 Falls das '-c'-Argument gesetzt war, so kann das Programm sofort beendet und dieAnzahl der Tracks ausgegeben werden.mainmark4 Alle Events durfen nur zu speziellen durch den one64tel-Wert teilbaren Zeiten auf-treten. Das wird spater gewahrleisten, da die detect rests-Funktion korrekte Zahlzeitenfur die Takte erzeugt. Beispiel: Ist eine 164 Note genau 6 Einheiten lang, so durfen Ereig-nisse nur zu den Zeitpunkten 0, 6, 12 usw. auftreten. Diese diskreten Zeiten liefert dieFunktion get valid time, die immer dann gerufen wird, wenn ein Datum mit moglicher-weise inkorrekter Anfangszeit in die Liste durch ins dyn event aufgenommen werden soll.
KAPITEL 3. IMPLEMENTATION 19mainmark5 Es schliet sich die Initialisierung weiterer Variablen an. nom0 und key0 bringenzum Ausdruck, da bisher weder ein Takt- noch ein Tonartevent gelesen wurde. Das istwichtig fur MIDI-Files, deren Takt- und Tonartinformation im ersten, einem eigentlichleeren Track, stehen. nom0, denom0 und key0 dienen dazu, die Daten des ersten Tracksaufzunehmen und, falls der nachste Track keine Takt- und Tonartinformation besitzt, diegespeicherten Werte auf diesen Track anzuwenden. Gilt zu diesem Zeitpunkt noch (nom0== 0) bzw. (key0 == 0), so sind fur das jeweilige Event die default-Werte 44 Takt und C-DUR bzw. A-MOLL gultig.mainmark6 Wurde auf der Kommandozeile kein spezieller Track speziziert, mu jeder Trackeingelesen und verarbeitet werden. Ist dies nicht der Fall, so wird bis zum angegebenenTrack gelesen, und im Anschlu daran werden nur die Daten des einen interessierendenTracks nach MusicTEX-Code uberfuhrt.mainmark7 Abschlieend mu das TEX-File geonet, geschrieben und wieder geschlossen wer-den.3.5.2 ins dyn eventDie Funktion ins dyn event dient dem Einfugen von Noten, Taktart, Lyrik, Tonart und Takt-strichen in die dynamische Struktur. Andere Informationen, wie Pausen und Lautstarkeinfor-mationen, konnen keinem MIDI-Event zugeordnet, sondern mussen durch umfangreiche Berech-nungen erkannt werden.insdmark1 Zuerst mu fur das bindende Element Speicherplatz allociert werden. Im Anschludaran werden marker und time gesetzt.insdmark2 Je nach Ereignis mussen jetzt (mit Ausnahme der Barre 'b') noch Datenbereicheangefordert und, soweit moglich, belegt werden.insdmark3 Ist das getan, so mu das Element entsprechend der denierten Ordnung in die Ket-te eingehangen werden (erst Zeitpunkt suchen, dann Rangfolge zeitgleicher Ereignisse be-achten).3.5.3 split notesDa im MIDI-File keine Restriktionen bzgl. der Dauer von Noten existieren, kann es vorkom-men, da manche Noten langer sind als 4*per quarter (langer als eine ganze Note) oder einenTaktstrich uberklingen. Diese Noten mussen in mehrere aufgespalten werden, um die korrekteArbeitsweise der sich anschlieenden Funktionen gewahrleisten zu konnen.splnmark1 Die Zeigervariablen dynhelp3 und dynhelp2 dienen dazu, die dynamische Strukturzu durchlaufen. Sie werden mit dem entsprechenden Element von begin initialisiert.splnmark2 dynhelp3 lauft immer bis zum nachsten Taktstrich, dessen Zeit wesentlich ist. dyn-help2 dient zum Prufen der Noten, was im kritischen Fall ein Aufspliten des einen in zweiElemente nach sich zieht.Der Algorithmus der Notenuberprufung mit eventueller Trennung von Noten konnte sicherlichauch mit relativ geringem Aufwand rekursiv implementiert werden.
KAPITEL 3. IMPLEMENTATION 203.5.4 detect accordsdeacmark1 Am Anfang wird ein Element des Feldes akt durch die entsprechende Eintragung inbegin initialisiert. Durch standiges Weiterschieben dieses Zeigers wird spater nil erreichtund die Funktion abgebrochen.deacmark2 Fur die Berechnung von Akkorden sind blo Noten von Interesse. Gilt (reg == 0),so wird der Track uber zwei Notenzeilen (Ba und Violine) gezeichnet. Es mu ausge-schlossen sein, da ein Akkord aus Noten unterschiedlicher Bereiche gebildet wird. Des-halb wird attention auf 1 gesetzt, falls die aktuelle Note eine Banote ist und (reg == 0)gilt. Damit kann spater getestet werden, ob das Anhangen einer Violinennote zulassig ist.deacmark3 Alle Nachfolger der aktuellen Note, die die gleiche Anfangszeit haben, werden jetztunter Zuhilfenahme von attention und der Notendauer gepruft. Kriterium fur Akkord-noten ist ein gleicher duration-Wert. Beim Erkennen eines Akkordes werden seine Notenuber accord next verpointert. Aufgrund der Vorsortierung von Noten nach der Frequenzist gewahrleistet, da ((NOTENZEIGER ! (note pos & 0x3f)) kleiner als (NOTENZEI-GER! accord next! (note pos & 0x3f))) gilt. Die frei werdenden bind-Elemente mussenaus der Liste entfernt und deallociert werden.3.5.5 insert notetimes and slursDiese Funktion ist sehr einfach gehalten. Per Zeigervariable wird die Liste durchlaufen und furjede erkannte Note die Funktion detect note value gerufen.3.5.6 detect note valuednvmark1 Bei jeder Note wird zunachst das Flag fur Legatoende gesetzt. Mittels einer while-Schleife wird der erste Notenwert gesucht, der groer oder gleich der Notendauer der ak-tuellen Note ist. Dies geschieht unter Zuhilfenahme des Feldes faktor und der KonstanteNORMFAKTOR, die eine Normierung auf ganze Zahlenwerte erzwingen. Damit sind dieWerte problemlos vergleichbar. Sollte die sich anschlieende Warnung ausgegeben werden,so mu das bedenklich stimmen, da zu lange Noten bereits in split notes beseitigt wurden.dnvmark2 Wird eine Note uber ihre volle Zahlzeit gespielt, so kann es sich um legato oder stac-cato handeln. Die Funktion note with time hat zwei Ruckgabeparameter, die einer beson-deren Erklarung bedurfen, desicion und ok. Desicion ist genau dann 1, wenn es eine No-te gibt, die zu dem Zeitpunkt beginnt, an dem die zu untersuchende Note endet. ok gibtan, ob die gefundene Note in der richtigen Region (Violine oder Ba) liegt.dnvmark3 Falls sich einer Note keine zweite unmittelbar anschliet, die Zahlzeit ausreichendkurz ist und bei Multiplikation mit 4 der nachste Taktstrich nicht uberschritten wird, sowird die Note als Staccatonote deniert. Diese Vorgehensweise ist sicher etwas starr, ent-spricht jedoch exakt der Umsetzung von Staccatonote bei MOZART.dnvmark4 Wurde eine unmittelbar folgende Note innerhalb der richtigen Region gefunden, sohandelt es sich um legato. In allen noch nicht betrachteten Fallen wird die Note als"normal\ interpretiert. Bei allen nicht Legatonoten mu am Funktionsende das Legato-Endeag wieder geloscht werden.
KAPITEL 3. IMPLEMENTATION 213.5.7 detect note positions with signsBei Noten mu man unterscheiden zwischen der eigentlichen Frequenz und der Position, auf dersie gezeichnet werden. Die Zuordnung ist mehrdeutig, da durch Voranstellen eines Kreuzes odereines Bs die der Position zugeordnete Frequenz um einen Halbton nach oben bzw. nach untenverschoben werden kann. Um diese Mehrdeutigkeit einzugrenzen, sind hier Bs innerhalb vonKreuztonarten und Kreuze innerhalb von B-Tonarten verboten. Desweiteren wird stets versucht,zuerst ohne Notenvorzeichen auszukommen. Falls das nicht gelingt, mu ein Kreuz, ein B oderein Aufhebungszeichen gesetzt werden. Der Entscheidungsbaum ist im Folgenden dargestellt:Start auf 0 Niveauin Kreuztonart (B-Tonart)Ganztonbleibe auf 0 NiveauVorzeichen gesetzt? HalbtonZugri auf -1 (+1) NiveauVorzeichen gesetzt?ja nein ja neinNote ohne Vorzeichen Note ohne Vorzeichen Kreuz (B) aufauf 0 Niveau auf -1 (+1) Niveau -1 (+1) NiveauZugri auf -1 (+1) NiveauWurde ein Ganzton getroen?ja neinIst das Vorzeichen gesetzt? Note mit Aufhebungszeichenauf 0 Niveauja neinNote ohne Vorzeichen Note mit Aufhebungszeichenauf -1 (+1) Niveau auf 0 NiveauDabei charakterisiert das 0 Niveau die eigentliche Notenfrequenz. -1 (+1) Niveau referen-ziert die um einen halben Ton tiefer (hoher) liegende Frequenz. Die Notenausgabeposition ent-spricht immer einem Ganzton, der mit Hilfe von pitch to pos der eigentlichen Position zugeord-net wird.
KAPITEL 3. IMPLEMENTATION 22dnpsmark1 Ein Feldelement von akt dient wiederum zum Durchlaufen der Liste. cross stellt ei-ne Art Flag fur die Kreuztonart dar. Gilt (cross == 0), so handelt es sich um eine B-Tonart. Im Folgenden werden 3 Felder eine besondere Rolle spielen. crosses und bs gebendie Reihenfolge der Vorzeichenaktivierung fur die Notenpositionen an. So kann bei gege-bener Vorzeichenstrichzahl abgelesen werden, auf welchen Positionen Vorzeichen global(entsprechend der Tonart) aktiv sind. Das Feld process enthalt Informationen zu Ganz-und Halbtonen (Bit6), globalen Vorzeichen (Bit7) und zu den jeweils aktuellen Vorzei-chen (Bit0 fur die Oktave 0, . . . , Bit5 fur die Oktave 5). Indiziert wird process durch denPitchwert der jeweiligen Note.dnpsmark2 Innerhalb der folgenden do-while Schleife werden alle Noten eines Akkordes (even-tuell auch blo eine einzige) behandelt. Die Verfahrensweise kann der Baumdarstellungentnommen werden. Das Feld pitchtopos ist fur die Errechnung der Notenposition wichtig.dnpsmark3 Ein Tonartereignis zieht die Veranderung der in process abgelegten Vorzeichenakti-vierungen nach sich. Gegebenenfalls mu auch cross modiziert werden.dnpsmark4 Taktstriche sind von Interesse, da hier die Gultigkeit der lokalen Vorzeichen endet.Bit7 mu auf die Bits 0 bis 5 fur alle Pitchwerte kopiert werden.3.5.8 set slur regionsDiese Funktion dient der Eintragung des Flags fur Legatobeginn (0x40 von slur pos) sowie derFestlegung einer Region. Das ist wichtig, da im Folgenden ausgeschlossen werden mu, da Le-gatonoten des Violinenbereiches per Balken (beam) mit Banoten verbunden werden bzw. um-gekehrt. Beams uber mehrere Regionen sind zwar in MusicTEX moglich, ziehen aber ein paarunerwunschte Nebeneekte nach sich.3.5.9 beam detectbdmark1 Innerhalb einer while Schleife wird die gesamte Liste durchlaufen. Von Interesse sindblo die Noten, die kleiner oder gleich der 18 Note sind.bdmark2 Mit dynhelp wird jetzt zum nachsten Taktstrich gesprungen. Die etwas ungewohnli-che Initialisierung von ok durch 8, 9 oder 10 erzwingt in note with time die Suche nachFahnchennoten.bdmark3 Falls zur Zeit not! end eine Fahnchennote gefunden wurde, diese in der richtigen Re-gion ist und kein Taktstrich ubersprungen wurde (ist bei den fur dieses Projekt verwende-ten Taktstrichen nicht moglich), so mussen noch weitere Tests durchgefuhrt werden. DieNote, an die eine andere "gebeamt\ werden soll, mu das Legato-Endeag gesetzt haben,falls es eine Legatonote ist. Die Note, welche angehangen werden soll, darf nur dann ei-ne Legatonote sein, wenn sie die erste Note des Legato ist. Aufgrund beider Restriktio-nen kann ausgeschlossen werden, da Legatobogen durch Balken bzw. durch die Stiele vonBalkennoten geschnitten werden. Desweiteren darf die anzuhangende Note nicht bereitseinem anderen Balken zugeordnet sein.bdmark4 Genugt die durch note with time gefundene Note nicht den gesamten Anforderungen,so mu weitergesucht werden.
KAPITEL 3. IMPLEMENTATION 23bdmark5 Falls innerhalb der letzten Bearbeitungsphase remsign auf Null gesetzt wurde, sokonnen die Noten (not *) und (not2 *) durch einen Balken verbunden werden. Wurde zu(not *) noch keine Balkennummer vergeben, so wird dies jetzt getan. Dafur stellt globaleinen garantiert eindeutigen Wert zur Verfugung. Bei (not *) wird gegebenenfalls ein be-reits aktiviertes Balkenendeag geloscht, bei (not2 *) wird dieses Flag gesetzt. Die Infor-mation uber die Region mu bis zur letzten Balkennote immer weiter vererbt werden (mithilfsvariable helpshort).3.5.10 set beam regionsDie Funktion set beam regions ist in ihrer Arbeitweise der Funktion set slur regions ahnlich.sbrmark1 Wird ein Balkenbeginn gefunden, (beam nr && (!treated)), so mu der Beam bis zumEnde (ags & 0x40) gelesen werden. Dabei wird eine durchschnittliche Notenhohe errech-net und der Balken auf Grundlage dieser einer speziellen Region (Ba oder Violine) zuge-ordnet, falls das nicht schon geschehen ist.sbrmark2 Im nachsten Teil mu der entsprechende Listenabschnitt ein zweites mal durchlaufenwerden, um die Region in alle Noten des Balkens eintragen zu konnen. Die hier prakti-zierte Methode ist sicher etwas unubersichtlich und unnotig zeitaufwendig. Es ware theo-retisch sauberer gewesen, eine Datenstruktur stack (mit den Operationen push, pop, in-it) zu implementieren. Im ersten Zyklus hatten die am Balken beteiligten Noten in denKeller gelegt werden konnen. Durch Leeren des stacks ware es dann moglich gewesen, dieAngabe der Region in samtliche structs zu schreiben. Eine solche Vorgehensweise ist je-doch mit einem hoheren Programmieraufwand verbunden.3.5.11 slur geometrysgeomark1 Per while Schleife wird wiederum die gesamte Liste durchlaufen. Wird eine Note ge-funden, fur die eine Legatonummer, aber noch keine Legato-Positionsangabe existiert, sohandelt es sich um die erste Note eines noch nicht bearbeiteten Legatobogens.sgeomark2 Um zu erfahren, wann der Legatobogen beendet wird, mu jetzt in der Liste vorwartsgelaufen werden. Die Endezeit wird auf der lokalen vorzeichenlosen Variable endtime ab-gespeichert.sgeomark3 Die Positionen der von Legatobeginn bis Legatoende liegenden Noten mussen in dasFeld used eingetragen werden. Daruber hinaus werden die Positionen der hochsten (ma-ximum) und der tiefsten (minimum) Legatonote abgespeichert.sgeomark4 Jetzt wird unterhalb von minimum sowie oberhalb von maximum (mit Toleranz 3)je ein freier Bereich gesucht. Ausgewahlt und auf sp abgespeichert wird der, der den bei-den Randnoten (Legatoanfang und Legatoende) am nachsten liegt.sgeomark5 In der folgenden while Schleife wird die Legato-Bogenposition in alle am Legatobo-gen beteiligten Noten eingetragen. Daruber hinaus werden uberall dort "lower stems\ ge-setzt ("upper\ gilt per default), wo ein nach oben gerichteter Notenstiel den Legatobogenschneiden wurde.
KAPITEL 3. IMPLEMENTATION 243.5.12 detect restsdrmark1 Die gesamte Funktion ist ziemlich kurz und ubersichtlich, da die eigentliche Bearbei-tung durch deal with takt und process helprest realisiert wird. Mit einer aueren whileSchleife wird wieder die gesamte Liste abgearbeitet. Allerdings springt die Laufvariabledabei von einem Taktabschnitt zum nachsten.drmark2 Fur jeden Taktabschnitt und jede Region (es gibt 2 genau dann wenn (regio == 0))werden die bearbeitenden Funktionen gerufen. deal with takt ordnet die Noten stur inMelodien ein bis alle behandelt sind. Die entstehenden Freiraume zwischen benachbartenNoten werden durch die Funktion ins helprest in eine temporare Struktur eingefugt. pro-cess helprest lauft in folgenden 3 Etappen ab:1. verbinde Pausen wenn moglich (Pause1 (a bis b) und Pause2 (b bis c) konnen durchPause3 (a bis c) substituiert werden)2. teile Pausen entsprechend dem Nenner des Taktes (z.B.: im 24 Takt mussen diePausen- und Notenwerte 18 Note + 14 Pause + 18 Note geschrieben werden als 18 No-te + 18 Pause + 18 Pause + 18 Note, damit die Aufteilung 14 + 14 erhalten bleibt)3. ordne den Pause Zahlzeiten zu (wieder mit NORMFAKTOR und faktors); da No-ten nur zu diskreten durch die Dauer einer 164 Note teilbaren Zeiten beginnen (da-mit auch enden), sind auch die Freiraume exakt durch Pausen ausfullbar3.5.13 beam geometryIn der Funktion beam geometry geht es darum, jedem Balken eine Position und einen Anstiegzuzuordnen. Da durch beam detect bzw. set beam regions nahezu keine geometrischen Charak-teristika des Notenbildes ausgewertet wurden, kann es in Einzelfallen notig sein, einen bereitserkannten Balken in zwei aufzutrennen.bgmark1 Das Feld akt dient wiederum dem Durchlaufen der Liste. measurecounter spielt inhalt-lich keine Rolle (ist fur das Debugging gunstig, da ersichtlich wird, in welchem Takt eine be-sondere Situation aufgetreten ist). dynhelp3 verweist immer auf das erste Ereignis im Takt.bgmark2 Beim Auftreten eines Taktstriches mussen measurecounter und dynhelp3 aktualisiertwerden.bgmark3 Falls eine Note mit leerer treated Eintragung und gultiger beam nr (ungleich Null) ge-funden wird, so mu dieser Balken bearbeitet werden.bgmark4 Nach der Initialisierung einiger Variablen (sbpos dient der Speicherung der durch Le-gatobogen und Balken belegten Positionen) wird vom Taktbeginn (dynhelp3) bis zur ak-tuellen Balkenanfangsnote (Feldelement von akt) die Liste durchlaufen. Am Schlu (dyn-help2 erreicht dynhelp) stehen im Feld sbpos alle zum aktuellen Zeitpunkt (akt ! time)belegten (sbposelement ungleich Null) Positionen. Es mu erwahnt werden, da sowohlbei Legatobogen als auch bei Balken die im MusicTEX-File anzugebende nicht mit dertatsachlichen Position ubereinstimmt. Bei Balken ist die Dierenz der Hohen besondersgro. Deshalb wird mit der Konstante UPPLOWSHIFT die eine Position durch Additi-on bzw. Subtraktion in die andere uberfuhrt (je nachdem, ob der Balken unterhalb oderoberhalb der Noten liegt).
KAPITEL 3. IMPLEMENTATION 25bgmark5 Da existierende Legatobogen und Balken nicht geschnitten werden durfen, wird fur denneuen Balken eine obere (upp) und eine untere (low) Grenze entsprechend sbpos gesetzt.Das gultige Gebiet wird durch einen mit 1 belegten Bereich in usedpos gekennzeichnet.bgmark6 Jetzt wird in Richtung der letzten Balkennote vorwarts gelaufen. Entsprechend derbelegten Positionen wird der gultige Bereich in usedpos immer mehr eingeschrankt. Wirdeine Note des zu behandelnden Balkens erreicht, deren Position ungultig ist (usedpos istan dieser Stelle 0), so mu der Balken in zwei aufgeteilt werden. Im optimalen Fall bleibtnach dem Erreichen der letzten Balkennote ein zulassiger Bereich ubrig, der fur die Po-sition des Balkens ausreichend Spielraum bietet. Am Ende dieses Programmabschnitteskennzeichnen die Zeiger dynhelp und not2 die letzte Note des aktuellen Balkens (wurdeder ursprungliche Balken geteilt, so referenzieren dynhelp und not2 die letzte Note des er-sten Teilbalkens).bgmark7 Im Folgenden wird zuerst der Hohenunterschied der beiden Randnoten (Balkenanfangund Balkenende) auf der Variable helpmaxone abgelegt. orientag weist auf einen steigen-den Balken hin ((orientag == 0) gdw. Balken fallend). Beide Variablen dienen spaterder Berechnung des Anstieges. Entsprechend der mittleren Hohe der Balkennoten (ergibtsich aus hochster -maxb und tiefster -minb Note) wird jetzt zuerst nach einer oberen oderunteren Position gesucht (tiefe Noten sollten einen oberen, hohe Note einen unteren Bal-ken bekommen). Ein Bereich gilt als ausreichend gro fur den Balken, wenn er groer als (helpmaxone2 + BEAMTOLERANCE) ist. Wie der Name bereits sagt, deniert BEAMTO-LERACE einen Toleranzwert, der fur ausreichend Abstand zwischen dem Balken und an-deren Elementen des Notenbildes sorgt. Solange kein genugend groer freier Bereich gefun-den wird, mu weitergesucht werden (erst in der anderen Richtung, dann zwischen minbund maxb). Am Ende steht in pos die Position, die in das MusicTEX-File eingetragen wer-den mu und in realpos die Position, die durch den Balken tatsachlich belegt wird. validwird auf 0 gesetzt, falls kein ausreichend groer Bereich (groer als MINBEAMBROAD)gefunden wurde. Die Variable maxone enthalt die Groe des freien Gebietes.bgmark8 Ist valid ungleich Null, so kann der Balken gezeichnet werden. Mit Hilfe von maxone,helpmaxone und orientag wird ein Wert fur sl (Anstieg des Beams) errechnet. Falls sichder Balken oberhalb der Noten bendet, mu in pos das hochstwertigste Bit gesetzt wer-den.bgmark9 Jetzt mussen sowohl die gefundenen Werte (Position und Anstieg) als auch Beginn-und Endeag bei den Noten dieses Balkens eingetragen werden.bgmark10 Wird der Code fur (valid == 0) abgearbeitet, so ist der gefundene Bereich nicht aus-reichend gro und der Balkeneintrag mu geloscht werden.3.5.14 calculate rest positionscrpmark1 Die Funktion calculate rest positions beginnt mit der Initialisierund der Laufvaria-ble (Feldelement von akt), des Taktzahlers measurecounter und der Felder cur slur undcur beam, die spater die durch Legatobogen und Balken belegten Positionen kennzeich-nen. Die Funktion tritt wiederum in eine while Schleife ein (durchlaufen der gesamten Li-ste). Dabei werden die Elemente Note, Taktstrich und Pause behandelt.
KAPITEL 3. IMPLEMENTATION 26crpmark2 Falls eine Pause gefunden wird, so werden im Anschlu daran alle Elemente der ak-tuellen Zeit (rtime) uberpruft. Die Positionen der aktiven Legatobogen und Balken sowieder zeitgleichen Noten und ihren Stielen werden in das Feld full eingetragen. Die Anzahlder Pausen der Zeit rtime wird in der Variable restcount mitgefuhrt.crpmark3 Entsprechend der Region (Violine oder Ba) werden jetzt einige Parameter fur diezwei folgenden while-Schleifen gesetzt.crpmark4 Die erste Schleife durchlauft das Array full etwas unterhalb der Mitte beginnend biszur hochsten moglichen Position. Der Zyklus bricht ab, wenn ein ausreichend groes frei-es Gebiet gefunden wurde. Wie gro dieses sein mu, hangt von der Groe der jewei-ligen Pause (resthigh) und der Konstante RESTTOLERANCE ab. Desweiteren werdenzur richtigen Justierung das Feld halfresthigh und HALFRESTTOLERANCE verwendet.Vorsicht! Es gilt (halfresthighelement != resthighelement2 ).crpmark5 Die zweite Schleife lauft entgegengesetzt, von etwas oberhalb der Mitte bis zur tief-sten moglichen Position. Wird ein ausreichend groer freier Bereich gefunden, so wird die-ser nur dann nach bestpos ubernommen, falls die Pause sich in diesem Fall naher an derMitte bendet als mit der alten bestpos Eintragung.crpmark6 Wurde bestpos noch nicht belegt, so mu die Pause in den groten zur Verfugungstehenden freien Bereich geschrieben werden. Da dieser aber oensichtlich nicht gro ge-nug ist, wird die Pause spater leicht nach rechts verschoben, damit keine Kollisionen auf-treten. Auf die Notwendigkeit dieser Rechtsverschiebung weist re ! g hin.crpmark7 Bevor das Feld full um den neuen Pausenbereich korrigiert wird und die nachste zeit-gleiche Pause behandelt werden kann (falls es noch eine gibt) mu die Position fur halbeund ganze Pausen modiziert und fur alle Pausen eingetragen werden (auf re! position).crpmark8 Die Uberprufung der Positionen der Elemente von rtime reicht nicht aus. Es muauerdem bekannt sein, welche Bereiche momentan von Legatobogen und Balken belegtwerden. Deshalb werden in die Felder cur slur und cur beam alle Beams bzw. Slurs ein-getragen und nach ihrem Ende wieder entfernt.3.5.15 set loudness infosDie Funktion set loudness infos ruft die Funktion ins levent und fugt damit Lautstarkeelemen-te in die dynamische Liste ein. Der zweite Parameter von ins levent gibt an, ob es sich um ei-ne statische (1) oder dynamische (0) Lautstarkeeintragung handelt.slimark1 Nach dem Einsprung in set loudness infos werden alle notigen Initialisierungen vorge-nommen. staticag und dynamicag geben an, ob ein entsprechendes Lautstarkeelementerzeugt werden soll oder nicht (staticag = 1 bedeuted also, da zu Beginn jedes Trackseine statische Lautstarkeeintragung in die Liste vorgenommen werden mu). Die wesent-lichste Datenstruktur bildet das Feld loudrecarr, auf dem die letzten 6 Durchschnittswer-te (criterium), statischen Werte (range) und Zeiten (time) eingetragen werden.slimark2 Die Basis fur eine Eintragung in loudrecarr bilden jeweils zeitgleiche Noten. Das ge-setzte staticag provoziert die Generierung eines statischen Lautstarkeevents.
KAPITEL 3. IMPLEMENTATION 27slimark3 Das Feld loudrecarr wird so indiziert, da es einen Ring bildet. Das j-te Elementvon loudrecarr besitzt genau dann eine Zeiteintragung, wenn der Ring gefullt ist. Dannkonnen die dynamischen Ereignisse (wie z.B. das Lauterwerden der Music) erkannt undper ins levent in die Liste eingefugt werden. Pegelt sich die Lautstarke nach einer Schwan-kung wieder ein, dann wird auerdem das staticag gesetzt.slimark4 Behandelte Elemente von loudrecarr mussen geloscht werden, indem das time-Feld auf0 gesetzt wird.3.5.16 write texleDurch die MusicTEX-Syntax ist diese Funktion nahezu selbsterklarend. Da sie jedoch sehr um-fangreich ist, sollen im Folgenden wiederum einige markante Punkte herausgegrien werden.wtmark1 Im ersten Teil wird durch Zusammenhangen der Strings fur Instrumenten- und Track-name eine Notenzeilenbezeichnung gebildet. Tracks ohne Noten bzw. die, welche zuvielsind, werden geloscht.wtmark2 Die Stimmen werden umgekehrt, da bei MusicTEX die letzten Notenzeilen zuerst auf-geschrieben werden mussen.wtmark3 Jetzt kann der Kopf geschrieben werden.wtmark4 Mit \debutmorceau wird die Notensequenz eingeleitet.wtmark5 Taktstriche werden als \barre oder \alaligne (erzwingt Zeilenumbruch) geschrieben.wtmark6 Anderungen bei Takt oder Tonart werden erst nach \changecontext sichtbar.wtmark7 Innerhalb von Takten konnen Ton- und Taktart ebenfalls geandert werden (obwohlTaktartanderungen kritisch fur die Zahlzeit waren).wtmark8 Zwischen \Notes und \enotes konnen alle zeitgleichen Lautstarke-, Lyrik-, Pausen-und Notenevents ausgegeben werden.wtmark9 Die Verarbeitung von Noten ist etwas diziler. Zuerst werden vorhandene Legato-Eintragungen geschrieben. Dem schliet sich die Behandlung von Balken an. Es mu un-terschieden werden zwischen der Initialisierung von Beams (\i ), dem Ende von Beams (\t) und dem Hinzufugen einzelner Teilbalken an bereits vorhandene (\n ). Mit dem Aufrufvon write note wird der eigentliche Notencode bzw. ein ganzer Akkord ausgegeben.wtmark10 Das MusicTEX-File endet mit dem Befehl \nmorceau und einem sich anschlieen-den \end .3.6 Einunahme auf die FunktionalitatDie Vielfalt der Moglichkeiten fur die Argumentangabe beim Programmstart ist etwas durftig.Trotzdem kann die Funktionsweise des Programmes innerhalb bestimmter Grenzen durch Kon-stantendenitionen variiert werden:INTERFACTEUR Abstand zwischen benachbarten Instrumenten
KAPITEL 3. IMPLEMENTATION 28BOTTOMFACTEUR Abstand zwischen den NotenzeilenMUSICSIZE Groe der Elemente des NotenbildesPAGENUMBERS Flag fur SeitennummernangabeMEASURENUMBERS Flag fur TaktnummernangabeLINEBREAKER falls an Taktstrichen festgestellt wird, da seit dem letzten Zeilenumbruchmindestens LINEBREAKER Zeitpunkte bearbeitet wurden, so wird der nachste Zeile-numbruch erzwungenINNERBARMAX falls im letzten Takt mindestens INNERBARMAX Zeitpunkte behandeltwurden, so wird ein Zeilenumbruch erzwungenINNERBARZ werden innerhalb eines Taktes mehr als INNERBARZ Zeitpunkte registriert,so kann mitten im Takt ein Zeilenumbruch herbeigefuhrt werden (Achtung! Dadurchwerden Noten schwer lesbar!)BASSLYRICPOSITION Position von Liedtexten im BabereichVIOLINELYRICPOSITION Position von Liedtexten im ViolinenbereichBASSLOUDNESSPOSITION Position von Lautstarkeinformationen im BabereichVIOLINELOUDNESSPOSITION Position von Lautstarkeinformationen im Violinenbe-reichDa Liedtexte und Lautstarkeinformationen ublicherweise auf einer konstanten Position ausge-geben werden, lohnt es sich nicht, Kollisionstests durchzufuhren (das endet u.U. bei dem Resul-tat, da keine Position frei ist). Allerdings sollte der Nutzer bei unschonen Uberlappungen ver-suchen, die letzten vier der oben aufgefuhrten Konstanten zu modizieren.
Kapitel 4ValidierungDie Korrektheit von Programmen dieser Groe lat sich nicht mathematisch beweisen. Es kommtvielmehr darauf an zu zeigen, da die Software bei unterschiedlichsten Eingaben akzeptable Er-gebnisse liefert. Viele FTP-Archive beinhalten frei verfugbare MIDI-Files. Desweiteren bestehtdie Moglichkeit, MIDI-Files selbst zu generieren, entweder mit Tools wie MOZART und Ro-segarden oder direkt am Keyboard. Dabei mu der MIDI-OUT Anschlu des Keyboards mitdem MIDI-IN Anschlu der Soundkarte verbunden werden. Auerdem mu beiden Endsyste-men mitgeteilt werden, welche Kanale (0 bis 15) mit welchem Interface (MIDI-IN, MIDI-OUT)gekoppelt werden mussen. Leider konnte im Rahmen dieses Projektes aus Zeitgrunden kein der-artiger Versuch durchgefuhrt werden.Um Fehlerursachen zu nden, wurde der Debugger gdb [Sw6Gnu] verwendet. Durch den Aufrufvon gcc [Sw5Gnu] mit der Option -ggdb konnten sowohl ubliche debug-Informationen als auchgdb-Erweiterungen in den Code eingebunden werden. Beispiel einer gdb-Sitzung:linhost:/home/koa/project/prog > gdb mid2texGDB is free software and you are welcome to distribute copies of itunder certain conditions; type "show copying" to see the conditions.There is absolutely no warranty for GDB; type "show warranty" for details.GDB 4.13 (i486-slackware-linux), Copyright 1994 Free Software Foundation, Inc...(gdb) break readmidi.c:1037Breakpoint 1 at 0xf324: file readmidi.c, line 1037.(gdb) run -2 elise.midStarting program: /home/koa/project/prog/mid2tex -2 elise.midBreakpoint 1, main (argc=3, argv=0xbffff9fc) at readmidi.c:10371037 write_texfile();(gdb) info localslenhelp = 30opthelp = 1 '\001'(gdb) continueContinuing.Program exited normally.(gdb) quitlinhost:/home/koa/project/prog > 29
Kapitel 5Analyse5.1 Speicherplatz und ZeitverhaltenZwischen Speicherplatz und Zeitverhalten existiert ein direkter Zusammenhang. Versucht mandas Programm schneller zu machen, so steigt ublicherweise der Bedarf an der Ressource Spei-cher bzw. umgekehrt. Der Programmierer strebt dabei (ein sicherlich subjektives) Optimum an(subjektiv darf nicht im nichtdeterministischen Sinn verstanden werden ! fur jeden Program-mierer existiert eine endliche Anzahl von Nebenbedingungen, deren Bedeutung durch ihn ein-geschatzt werden mu).Fur hinreichend groe MIDI-Files kann der Speicheraufwand durch die Groe der einfach ver-ketteten Liste abgeschatzt werden. Setzt man INTEGER-Werte und Zeiger mit 4Byte an, soergeben sich fur die unterschiedlichen Structs folgende Bedarfszahlen:Name Speicheraufwand in Bytebind 13Note 33TimeSig 4Lyric 4KeySig 2Rest 6Loudness 8Das (ohne Option durch gcc ubersetzte) mid2tex-Programm wird im Folgenden durch konkre-te Eingabeles analysiert (ohne deniertes DEBUG):Groe Speicher-des Anzahl von Ereignissen bedarf LaufzeitMIDI-Files der Liste inName in KByte 'n' 't' 'l' 'k' 'b' 'r' 'p' in KByte sekbrandbrg.mid 140,5 18451 19 0 19 2496 27169 18 1365,6 32,0sinfon5.mid 89,4 10833 15 0 15 3749 17509 7683 1017,1 27,0elise.mid 20,0 1992 5 0 5 628 1641 4 128,1 3,3frueh.mid 6,4 520 4 0 7 380 467 3 37,1 1,1mzduet1.mid 2,5 438 2 0 2 130 83 2 23,0 0,7morley.mid 1,9 305 3 0 3 99 9 3 15,3 0,55.mid 0,2 20 1 0 1 4 1 1 1,0 0,130
KAPITEL 5. ANALYSE 31Akkorde wurden in dieser Aufstellung mit nur einem "struct Note\ veranschlagt, d.h. ver-nachlassigt. Die Programmausfuhrung erfolgte auf einem INTEL80486 mit 8MByte RAM,256KByte "on board\ Cache und gestartetem X. Dennoch stellte der Hauptspeicher keinenernstzunehmenden Engpa dar (ohne gestartetes X wurden fur "mid2tex brandbrg.mid\ ca.30 sek benotigt). Setzt man fur den Code und die restlichen Daten einen Speicherbedarf von500KByte an und geht man davon aus, da MIDI-Files 150KByte Groe eigentlich nicht uber-steigen, so liegt der Speicherbedarf des Programmes unter 2MByte.Die folgende Darstellung bezieht sich auf die Laufzeit:                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                                
Die Groe des MIDI-Files ist dem Bedarf an Zeit und dem verwendeten Speicher nahe-zu proportional, bezieht man eine Art oset fur Code und statische Daten mit ein. Eine we-sentliche Rolle spielt jedoch auch der prozentuale Anteil der fur das MusicTEX-File relevantenEvents bezogen auf die Gesamtzahl von Events im MIDI-File.Insgesamt bleib festzuhalten: Speicherbedarf und Laufzeit steigen linear!5.2 Moglichkeiten und GrenzenTEX-Files sind ASCII-Files und als solche mit zahlreichen Tools (z.B Texteditoren) modizier-bar. Der Aufruf von TEX [Sw7] geschieht durch:tex <texfilename>Dabei wird ein DVI-File generiert, das z.B. durch:dvips [-o <outputfile.ps>] <inputfile.dvi>
KAPITEL 5. ANALYSE 32(dvips [Sw8RES] ) in eine Postscript-Datei uberfuhrt werden kann. Infolgedessen sind die No-ten auf nahezu allen Ausgabegeraten darstellbar.Zu experimentellen Zwecken kann mit mid2tex die Visualisierung von MIDI-Files erfol-gen. Als Ergebnis entsteht jedoch meistens ein Notenbild, das von Musikern (z.B. Pianisten) nurschwer gespielt werden kann. Musikalische Stimmen sind haug viel zu uberladen und zeitglei-che Ereignisse raumlich versetzt (durch mogliche Kollisionen bzw. "spacing\ Noten und Pau-sen). Dadurch wird das Notenbild schwer uberschaubar. Desweiteren werden Noten erzeugt, dieper Hand nicht exakt spielbar sind (punktierte 132 und 164 Noten). Die Verfahrensweise fur dieErkennung von staccato ist sehr starr. Deshalb treten Staccatonoten nur sehr selten auf (eineAusnahme bilden MusicTEX-Files, die aus MOZART-MIDI-Files erzeugt wurden).
Anhang ABeispieleA.1 5.tex - MOZART MIDI-File 5.mid5.tex generated by mid2texG 44 mf" " 2 # ! ! ! ! ! !G ! ! !! B ! ! ! !F V! ! !
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ANHANG A. BEISPIELE 34A.2 elise.tex - zweiter Track von elise.midelise.tex generated by mid2texPiano RHG 38 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