delays.
These concepts are covered from the perspective of the modeler. Finally, in the tutorial, we will attempt to make these ideas concrete through the use of a number of examples and exercises.
INTRODUCTION
This paper introduces the major world views of simulation modeling from the perspective of a person about to begin development of his or her first model using a discrete-event simulation language. The purpose is to give modelers increased understanding of the world views built into the major commercially available simulation languages, Both the article and the tutorial are introductory in nature and are meant for the reader new to discrete-event simulation.
First, we discuss the basic concepts: system state, events, entities, and activities. Then we discuss the event-scheduling world view, historically the first approach to discrete-event systems simulation. Finally we discuss the process interaction and transaction flow world views, and their implementation through process procedures, block diagrams, or archmde representations.
In the tutorial, we will illustrate how a modeler may take more than one view of a given problem, leading to a number of possible models of one system.
Through an example, we illustrate how a simple problem can be modeled in more than one way, depettding both on the world view of the language being used as well as the view taken by the modeler.
Many important issues of simulation are not discussed in this paper, but are discussed in other papers in the introductory series.
BASIC CONCEPTS
There are a number of concepts underlying all the major world views in discrete-event simulation modeling.
These include system and model, system state, entities and attributes, lists, event and event notices, resources, and activities and delays.
System and Model
A model is simply a representation of a system. The system should be defined with clear boundaries between the outside world and the portion of the world being simulated. Generally, the system components are simulated in varying degrees of detail, depending upon their perceived importance with respect to the modeling objectives, while the outside world is simulated only to the extent that specific events impinge upon the system. A simple example is random arrivals (from the outside world) that place demands upon system resources.
A Examples: an arrival to a system; the a]mpletion of service at a particular service center; a breakdown of a machine. In Section 2.6, we distinguish two types of event, the primary or unconditional event, and the secondary or conditional event.
Entities, Attributes and Lk+ts
An entity in a model represents some object or element of the system that needs to be explicitly modeled. An entity may be dynamic in nature in the sense that it "moves" through the system, or it may be static in the sense that it services other entities.
Examples: a customer in a queueing system (dynamic entity); a server in a service system (dynamic or static depending on how modeled). An entity may have one or more attributes, or
properties, that belong to that entity. There may be many entities of a particular entity class, nll having the same attributes but each having its own value for an attribute.
Examples:
(1) The set of all customers is an entity class with attributes of demand, due date and priority. Each individual customer entity may have unique values for demand, due date and pricrit y.
(2) A server may have a service rate and a schedule.
Typically, entities are managed by attaching them to resources (discussed next in section 2.5) that provide service to them, by attaching them to event notices (thus suspending their activity until some future time), or by placing them into an ordered list. Lists of entities are used to represent queues, places in a system where entities are forced to wait due to scarce resources or other system conditions.
In the simulation literature (and in simulation languages), lists are variously referred to as queues, files, chains or some other similar term. A list may have a FIFO ordering (first-in, first-out), so that entities are joined to the back of the list and removed from the front of the list. In fact, a list may be FIFO, LIFO (last-in, first-out), or sequenced by a specified attribute of an entity. For example, a set of entities representing orders may be sequenced on a list from smallest to largest due date, representing the priority in which orders are to be handled.
Resources
A resource is a type of entity that provides service to other entities.
A An activity is a definite duration of time that is explicitly defined by the modeler. It may be a constant duration, a random duration (definition based on a random number generator), a formula, or a value from an input data file; it may be computed by any means within the model.
The key is that it is definite and known to the model at the instant it begins. The nature of an activity is expressed by the following pseudo-code:
WAIT FOR X TIME UNITS where x is explicitly defined by the modeler and is either independent of past, ctm-ent and future system state, or is at most a computable function of past and cutrent system state. As we will see, an activity time usually "holds" a dynamic entity for its duration. A discrete-event model is one in which the system state variables change only at those discrete points in time at which events occur. Events occur from time to time as a consequence of activity times and delays. Entities may compete for system resources, possibly joining queues while waiting for a free resource. Activity and delay times may "hold" entities for durations of time.
Such a discrete-event model is carried out over time (or "run", not solved) by a mechanism that moves simulated time forward from current event to next event, updating system state at each event time, and freeing and capturing system resources. The underlying mechanism involves event "scheduling"
and event execution in proper order with respect to simulated time.
WORLD VIEWS
The representation of a discrete-event model and the implementation of the event-scheduling mechanism is a function of the world view. We will discuss the major world views used by the popular and time-tested major simulation languages in use in the USA today.
These world views are event orientation, process interaction, and transaction flow.
Event oriented world view
When using the event oriented world view, a modeler first identifies all events and their effect on system state. Then he or she writes event routines that completely define the consequence of each event.
Recatl that an event occtms in an instant of time, so that an event routine occurs in zero simulated time.
The consequences of an event may include: Event notices on the event list are ranked from smalleat to largest event time.
The event notice at the top of the event list defines the imminent event or the event to occur next in simulated time. Every simulation has one stopping event, the event that designates simulation completion. It may be a primary event, as for example, "stop the simulation after exactly 8 simulated hours".
Or it may be a conditional event, such as "stop the simulation after 100 customers have completed service".
The event oriented world view is implemented by the event scheduling algorithm: 1. Initialize the model, as described drove. 5. If the simulation is not complete, go to step 2. Otherwise, stop the simulation and report results . In
Step 4, one of the event routines is executed. In this manner a simulation is carried forward in time, from event to event, until the stopping event occurs.
Event oriented simulations may contain entities that are created upon the occurrence of certain events, whose attributes change when other events occur, and which capture resources and join queuea. However, the point of view is that of an event and to envision the "flow" of an entity through the system takes imagination and an understanding of the entit y's interaction with the possibly many events affecting it. A number of commercially available simulation languages that emphasize a process interaction or transaction flow world view also have an (optional) built-in event-scheduling world view, and allow a model to be a mix of process and event oriented routines.
Example:
A simple single server queue can be modeled with three primary events:
-Amival event -Service completion event -Stopping event Consequently, the model will have three event routines.
The arrival routine would increment the number of customers in the system (i.e. change system state) and conditionally trigger a "begin service" event. That is, if the server's status was idle upon arrival, the server becomes busy.
Beginning service is a conditional event. Similarly, the modeler would have to develop the logic and code for the other two primary events.
Process interaction world view
The process interaction world view provides a way to represent a system's behavior from the point of view of the dynamic entities moving through the system. A process is a time-ordered sequence of events, activities and delays that describe the flow of a dynamic entity through a system. 
