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Tato bakala´rˇska´ pra´ce pojedna´va´ o pravdeˇpodobnostn´ıch algoritmech pro hleda´n´ı cesty
robota. Obsahuje teoreticky´ popis pravdeˇpodobnostn´ıch algoritmu˚ vcˇetneˇ diskuze nad im-
plementacˇn´ımi detaily, prˇiblizˇuje jejich vyuzˇit´ı a popisuje jednotlive´ algoritmy – PRM, EST,
RRT a SRT vcˇetneˇ jejich dalˇs´ıch modifikac´ı. Soucˇa´st´ı pra´ce jsou java applety zna´zornˇuj´ıc´ı
vybrane´ algoritmy a take´ webove´ stra´nky veˇnovane´ te´to problematice.
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Abstract
This thesis deals with sampling-based algorithms for robot path planning. Theoretical prin-
ciples of probabilistic path finding and its implementation details are discussed here. The
second part focuses on individual algorithms – PRM, EST, RRT and SRT and its modificati-
ons. Java applets for visualisation of algorithms and web pages related with sampling-based
algorithms are included on the CD.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ informacˇ-
n´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Tato bakala´rˇska´ pra´ce ma´ za c´ıl prˇibl´ızˇit metody pro hleda´n´ı cesty robota v prostoru,
konkre´tneˇ tzv. pravdeˇpodobnostn´ı algoritmy.
Nab´ız´ı prˇehled za´kladn´ıch metod a prˇ´ıstup˚u vcˇetneˇ teoreticky´ch implementacˇna´ch de-
tail˚u a take´ rozbor prakticke´ implementace uvedeny´ch metod ve formeˇ java applet˚u.
1.1 Hleda´n´ı cesty robota v prostoru
Jedn´ım ze za´kladn´ıch u´kol˚u, ktere´ rˇesˇ´ı robotika, je pohyb robot˚u a s n´ım spojene´ vyhleda´va´n´ı
cesty ve spojite´m prostoru.
Pohyb robota ve spojite´m prostoru nelze rˇesˇit stejneˇ snadno, jako pohyb v diskre´tn´ım
prostoru (urcˇene´m grafem), pro ktery´ existuj´ı proveˇrˇene´ deterministicke´ algoritmy. Jeden z
mozˇny´ch prˇ´ıstup˚u tedy spocˇ´ıva´ v navzorkova´n´ı spojite´ho prostoru a na´sledne´m vyhleda´n´ı
cesty pra´veˇ pomoc´ı deterministicky´ch algoritmu˚ – a pra´veˇ takto pracuj´ı i pravdeˇpodobnostn´ı
algoritmy.
Pravdeˇpodobnostn´ı algoritmy (PA), jak uzˇ na´zev napov´ıda´, funguj´ı na za´kladeˇ na´hod-
ne´ho vy´beˇru bod˚u v prostoru a v jejich na´sledne´m pospojova´n´ı do grafu, ve ktere´m uzˇ se
cesta vyhleda´ neˇktery´m za´kladn´ım algoritmem (naprˇ´ıklad Dijkstrovy´m).
Prˇi hleda´n´ı cesty robota ve spojite´m prostoru rozliˇsujeme dva prˇ´ıpady – hleda´n´ı v nezna´-
me´m prostoru nebo hleda´n´ı cesty v prostoru, ve ktere´m zna´me rozmı´steˇn´ı vsˇech prˇeka´zˇek.
V prˇ´ıpadeˇ pohybu v nezna´me´m prostoru se pouzˇ´ıvaj´ı naprˇ´ıklad bug algoritmy, ktere´ pracuj´ı
na principu postupne´ho prozkouma´va´n´ı prostoru azˇ beˇhem pohybu robota, zat´ımco pro po-
hyb v prˇedem zna´me´m prostoru uzˇ´ıva´me pravdeˇpodobnostn´ı algoritmy. Pravdeˇpodobnostn´ı
algoritmy lze take´ oznacˇit jako off-line algoritmy, protozˇe vy´pocˇet hleda´n´ı cesty probeˇhne
jesˇteˇ prˇed samotny´m pohybem robota.
Existuj´ı i jine´ algoritmy pro hleda´n´ı cesty ve zna´me´m prostoru (naprˇ´ıklad GVD, Gene-
ralized Voronoi Diagram), ale pravdeˇpodobnostn´ı algoritmy lze pouzˇ´ıt nejen pro jednoduche´
prostory, ale take´ pro komplikovane´ hleda´n´ı cesty ve v´ıcedimenziona´ln´ım prostoru u robot˚u
s v´ıce stupni volnosti.
1.2 Rozdeˇlen´ı pravdeˇpodobnostn´ıch algoritmu˚
Pravdeˇpodobnostn´ı algoritmy lze rozdeˇlit prima´rneˇ podle toho, zda jimi vytvorˇeny´ graf
zachycuj´ıc´ı dany´ prostor mu˚zˇeme vyuzˇ´ıt opakovaneˇ - tedy k hleda´n´ı cesty mezi r˚uzny´mi
body:
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• Vı´cedotazove´ – algoritmus nejprve vytvorˇ´ı graf (s´ıt’ bod˚u, roadmap) zachycuj´ıc´ı
dany´ prostor a pomoc´ı tohoto grafu lze opakovaneˇ hledat cestu mezi libovolny´mi
dveˇma body prostoru. Patrˇ´ı sem PRM a jeho dalˇs´ı modifikace.
• Jednodotazove´ – algoritmus vytva´rˇ´ı strom mezi dveˇma konkre´tn´ımi body v prostoru
a tento strom tedy nelze v´ıcekra´t pouzˇ´ıt k vyhleda´n´ı cesty mezi jiny´mi body. Do te´to
kategorie patrˇ´ı RRT a EST.
• Kombinovane´ – algoritmus SRT, ktery´ stoj´ı na pomez´ı prvn´ıch dvou kategori´ı, pro-
tozˇe jej lze vyuzˇ´ıt k opakovane´mu vyhleda´va´n´ı, ale mu˚zˇe by´t rychlejˇs´ı nezˇ jednodota-
zovy´ a nav´ıc jednodotazove´ algoritmy interneˇ vyuzˇ´ıva´. SRT je obecneˇ nejvy´konneˇjˇs´ım
algoritmem [2].
Acˇkoliv jsou mezi konkre´tn´ımi algoritmy rozd´ıly a take´ za´lezˇ´ı na prostoru, ve ktere´m pra-
cuj´ı, lze obecneˇ rˇ´ıci, zˇe jednodotazove´ algoritmy by´vaj´ı rychlejˇs´ı pro nalezen´ı jedne´ konkre´tn´ı
cesty mezi dveˇma body. Pokud ale pozˇadujeme hleda´n´ı cest mezi r˚uzny´mi body v jednom
prostoru, jsou vhodneˇjˇs´ı v´ıcedotazove´ algoritmy, ktery´m sice delˇs´ı dobu trva´ vytvorˇen´ı grafu,
ale ten lze potom pouzˇ´ıt opakovaneˇ a dalˇs´ı hleda´n´ı jsou rychlejˇs´ı nezˇ u jednodotazovy´ch
metod [2].
1.3 PA ve v´ıcerozmeˇrne´m prostoru
Nejjednodusˇsˇ´ım proble´mem, ktery´ pravdeˇpodobnostn´ı algoritmy rˇesˇ´ı, je vyhleda´n´ı trajek-
torie pohybu staticke´ho robota ve dvourozmeˇrne´m nebo trojrozmeˇrne´m prostoru.
Jsou ale vhodne´ i pro komplikovaneˇjˇs´ı pohyb robota slozˇeny´ z jeho posunu a pohybu jeho
cˇa´st´ı (naprˇ´ıklad roboticka´ ramena) – v takove´m prˇ´ıpadeˇ kazˇdy´ stupenˇ volnosti robota re-
prezentujeme jako dalˇs´ı rozmeˇr prostoru.
Obra´zek 1.1: PA se pouzˇ´ıvaj´ı i ke slozˇiteˇjˇs´ım u´kol˚um hleda´n´ı cesty pro roboty s v´ıce stupni
volnosti - naprˇ´ıklad pro roboticka´ ramena [8].
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1.4 Proble´m steˇhova´n´ı klav´ıru
Pravdeˇpodobnostn´ı algoritmy lze pouzˇ´ıt prˇi rˇesˇen´ı typicke´ho u´kolu hleda´n´ı cesty, tzv. pro-
ble´mu steˇhova´n´ı klav´ıru (piano mover’s problem), ktery´ spocˇ´ıva´ v nalezen´ı volne´ cesty pro
prˇesun klav´ıru z jednoho mı´sta trojrozmeˇrne´ho prostoru s prˇeka´zˇkami do druhe´ho.
Za prˇedpokladu, zˇe zna´me topologii klav´ıru i dane´ho prostoru s prˇeka´zˇkami a zˇe mu˚-
zˇeme s klav´ırem libovolneˇ manipulovat, lze polohu kazˇde´ho bodu klav´ıru jednoznacˇneˇ urcˇit
pomoc´ı sˇesti promeˇnny´ch - sourˇadnic x, y, z vybrane´ho referencˇn´ıho bodu klav´ıru a da´le pak
trˇemi u´daji o natocˇen´ı klav´ıru podle kazˇde´ sourˇadne´ osy. Teˇchto sˇest promeˇnny´ch tedy jed-
noznacˇneˇ urcˇuje konfiguraci robota a cely´ prostor s prˇeka´zˇkami pak bude mı´t sˇest rozmeˇr˚u
[2].
Pro lepsˇ´ı prˇedstavu je dobra´ zjednodusˇena´ varianta proble´mu steˇhova´n´ı klav´ıru - tzv.
proble´m steˇhova´n´ı pohovky (sofa mover’s problem). V tomto prˇ´ıpadeˇ se jedna´ o steˇhova´n´ı
pohovky po zemi, tedy pouze ve dvourozmeˇrne´m prostoru. Konfigurace pohovky je tak ur-
cˇena dveˇma sourˇadnicemi referencˇn´ıho bodu plus jedn´ım u´dajem o natocˇen´ı pohovky. T´ım
dostaneme trojrozmeˇrny´ prostor, ktery´ si lze prˇedstavit jako plochu s prˇeka´zˇkami ”vytazˇe-
ny´mi nahoru“ do trˇet´ıho rozmeˇru a kazˇdou pozici pohovky na podlaze take´ ”vytazˇenou“ do
trˇet´ıho rozmeˇru, prˇicˇemzˇ cˇ´ımzˇ ”vy´sˇe“ pohovka je, t´ım v´ıce je otocˇena´. V tomto trojrozmeˇr-
ne´m prostoru pak najdeme pravdeˇpodobnostn´ımi algoritmy cestu a vy´sledek mu˚zˇeme pro
lepsˇ´ı prˇedstavu promı´tnout zpa´tky do dvou rozmeˇr˚u.
Obra´zek 1.2: Uka´zka pr˚umeˇtu aut´ıcˇka ze 3D konfiguracˇn´ıho prostoru zpeˇt do 2D prostoru,
algoritmus RRT [4].
Zobecneˇny´ steˇhovac´ı proble´m (generalized mover’s problem) zahrnuje oba prˇedchoz´ı pro-
ble´my, protozˇe se zaby´va´ vyhleda´n´ım cesty pro robota s libovolny´m pocˇtem stupnˇ˚u volnosti.
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Hleda´n´ı cesty proto prob´ıha´ ve v´ıcerozmeˇrne´m prostoru a pro tyto vy´pocˇetneˇ na´rocˇne´ u´koly
jsou idea´ln´ı pra´veˇ pravdeˇpodobnostn´ı algoritmy [2].
1.5 Vlastnosti PA
Jedn´ım z d˚ulezˇity´ch hledisek, ktery´m se hodnot´ı algoritmy, je jejich u´plnost. U´plnost zaru-
cˇuje, zˇe algoritmus v konecˇne´m cˇase vzˇdy najde rˇesˇen´ı, pokud neˇjake´ rˇesˇen´ı existuje.
Pokud bychom chteˇli pro hleda´n´ı cesty pouzˇ´ıt neˇjaky´ u´plny´ algoritmus, byli bychom
kv˚uli vy´pocˇetn´ı na´rocˇnosti v praxi omezeni zhruba deseti stupni volnosti robota [2]. Proto
se k teˇmto slozˇitejˇs´ım vy´pocˇt˚um vyuzˇ´ıva´ pravdeˇpodobnostn´ıch algoritmu˚, ktere´ jsou tzv.
pravdeˇpodobnostneˇ u´plne´. Znamena´ to, zˇe pokud existuje rˇesˇen´ı (existuje cesta mezi star-
tovn´ı a c´ılovou konfigurac´ı), algoritmus ji s urcˇitou pravdeˇpodobnost´ı vzˇdycky najde – tedy
cˇ´ım de´le necha´me algoritmus beˇzˇet, t´ım je pravdeˇpodobneˇjˇs´ı, zˇe v hleda´n´ı uspeˇje.
Vy´konnost pravdeˇpodobnostn´ıch algoritmu˚ silneˇ za´vis´ı na metodeˇ rozhoduj´ıc´ı o tom,
zda je dana´ na´hodneˇ vybrana´ konfigurace volna´, nebo koliduje s prˇeka´zˇkou. Vy´konnost je
take´ ovlivneˇna vy´beˇrem spojovac´ı a vzda´lenostn´ı funkce.
Obecneˇ nejvy´konneˇjˇs´ım pravdeˇpodobnostn´ım algoritmem je SRT, ktery´ kombinuje jed-






Pravdeˇpodobnostn´ı algoritmy maj´ı velmi sˇiroke´ vyuzˇit´ı a daj´ı se pouzˇ´ıt pro vsˇechny roboty,
kterˇ´ı se pohybuj´ı ve zna´me´m stavove´m prostoru.
PA se vyuzˇ´ıvaj´ı pro rˇ´ızen´ı pohybu robot˚u ve dvourozmeˇrne´m prostoru, at’ uzˇ jde o ne-
holonomicke´ (vsˇesmeˇrove´) roboty, nebo zjednodusˇene´ roboty typu auto. Prˇi vyuzˇit´ı tzv.
control based algoritmu˚ je mozˇne´ do hleda´n´ı cesty zahrnout take´ dynamiku pohybu. Ve
trojrozmeˇrne´m prostoru lze pravdeˇpodobnostn´ımi algoritmy rˇ´ıdit take´ pohyb robot˚u po-
hybuj´ıc´ıch se pra´veˇ ve trˇech rozmeˇrech, naprˇ´ıklad humanoidn´ıch robot˚u nebo roboticky´ch
ramen. [2].
Obra´zek 2.1: Uka´zka ”rozpojovac´ı“ u´lohy – c´ılem je oddeˇlit od sebe dva objekty ve tvaru
p´ısmene α [5].
Typicky´m vyuzˇit´ım PA jsou roboticka´ ramena u vy´robn´ıch linek. Ty maj´ı cˇasto velmi
mnoho stupnˇ˚u volnosti (v [7] je zmı´neˇn prˇ´ıklad roboticke´ vy´robn´ı linky obsahuj´ıc´ı prˇeka´zˇky
slozˇene´ z 43 530 polygon˚u a roboticke´ rameno slozˇene´ z 4 053 polygon˚u), takzˇe PA jsou pro
takove´ u´lohy velmi vhodne´.
Pomoc´ı PA se rˇ´ıd´ı i soucˇasny´ pohyb neˇkolika robot˚u za´rovenˇ, naprˇ´ıklad soucˇinnost
v´ıce roboticky´ch ramen u vy´robn´ı linky. V takovy´ch prˇ´ıpadech je mozˇne´ hledat cestu vsˇech
robot˚u nara´z (hleda´n´ı tedy prob´ıha´ ve v´ıcedimenziona´ln´ım prostoru dane´m soucˇtem stupnˇ˚u
volnosti vsˇech robot˚u), nebo pro kazˇde´ho robota zvla´sˇt’ (po nalezen´ı cest je pak nutne´ cestu
kazˇde´ho robota korigovat, aby nekolidovala z ostatn´ımi) [2].
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Dalˇs´ı oblast´ı, kde PA nale´zaj´ı uplatneˇn´ı, jsou u´lohy, prˇi ktery´ch robot manipuluje s prˇed-
meˇty. U nich lze pohyb robota s prˇedmeˇtem nebo bez prˇedmeˇtu rˇ´ıdit i s uvazˇova´n´ım dy-
namiky pohybu (pomoc´ı control-based algoritmu˚). Samozrˇejmeˇ je take´ mozˇne´ rˇ´ıdit robota,
ktery´ mus´ı prˇesunout v´ıce prˇedmeˇt˚u a je prˇitom v prostoru omezen prˇeka´zˇkami i ostatn´ımi
prˇedmeˇty, se ktery´mi pra´veˇ nemanipuluje [2].
PA jsou take´ schopny rˇesˇit ”rozpojovac´ı“ u´lohy, jejichzˇ typicky´m prˇ´ıkladem jsou deˇtske´
hlavolamy obsahuj´ıc´ı dveˇ samostatne´, ale propojene´ cˇa´sti (viz obr. 2.1).
Doka´zˇou take´ rˇesˇit manipulaci s deformovatelny´mi objekty. V takovy´ch prˇ´ıpadech je
nutne´ deformovatelny´ objekt aproximovat neˇkolika stavy, ktere´ mu˚zˇe naby´vat a uvazˇovat
prˇitom deformacˇn´ı energii (v´ıce viz [2]).
Obra´zek 2.2: PA se vyuzˇ´ıvaj´ı prˇi modelova´n´ı molekul – na obra´zku uka´zka molekuly, jej´ızˇ
pohyblive´ cˇa´sti jsou zna´zorneˇny sˇipkami [1].
Vy´znamny´m prˇ´ınosem PA je zarovna´va´n´ı (dokova´n´ı) objekt˚u. Prˇ´ıkladem mu˚zˇe by´t za-
chycen´ı druzˇice na obeˇzˇne´ dra´ze pomoc´ı roboticke´ho ramena raketopla´nu a na´sledne´ ulozˇen´ı
druzˇice do na´kladove´ho prostoru [2].
K podobny´m u´kol˚um se PA pouzˇ´ıvaj´ı v biochemii, kde se pomoc´ı nich zkoumaj´ı mozˇnosti
vazeb u slozˇity´ch molekula´rn´ıch struktur nebo take´ pohyb jednotlivy´ch cˇa´st´ı molekul prˇi




Pravdeˇpodobnostn´ı algoritmy jsou slozˇeny z neˇkolika za´kladn´ıch metod, ktere´ zajiˇst’uj´ı pra´ci
s grafem, jako je prˇida´va´n´ı uzl˚u, hran a urcˇova´n´ı vzda´lenost´ı mezi teˇmito uzly.
3.1 Vzorkova´n´ı na´hodny´ch bod˚u z konfiguracˇn´ıho prostoru
Vy´beˇr konfigurac´ı z konfiguracˇn´ıho prostoru je velmi d˚ulezˇity´, nebot’ na neˇm za´vis´ı budouc´ı
pokryt´ı prostoru grafem.
Nejjednodusˇsˇ´ım, avsˇak dostacˇuj´ıc´ım zp˚usobem vy´beˇru na´hodny´ch konfigurac´ı je oby-
cˇejne´ generova´n´ı na´hodny´ch hodnot s rovnomeˇrny´m rozlozˇen´ım pravdeˇpodobnosti. Pro
kazˇdy´ stupenˇ volnosti generujeme na´hodnou hodnotu z jej´ıho povolene´ho rozsahu. Ome-
zen´ım jsou okraje prostoru, ve ktere´m se robot pohybuje, nebo rozsah u´hl˚u, ve ktere´m
se mu˚zˇe nata´cˇet samotny´ robot nebo jeho klouby [2]. U u´hl˚u natocˇen´ı je trˇeba vyloucˇit
prˇ´ıpadne´ duplicitn´ı konfigurace s urcˇity´mi hodnotami (naprˇ´ıklad pokud je robot ve 2D pro-
storu ova´lny´ a nepotrˇebujeme rozliˇsit jeho prˇedn´ı a zadn´ı cˇa´st, pracujeme s jeho nata´cˇen´ım
pouze mezi 0◦ a 180◦).
Acˇkoliv vzorkova´n´ı s rovnomeˇrny´m rozlozˇen´ım pravdeˇpodobnosti funguje vzˇdy, v neˇk-
tery´ch specificky´ch situac´ıch je ma´lo efektivn´ı, protozˇe mu˚zˇe by´t potrˇeba vzorkovat stavovy´
prostor v neˇktery´ch urcˇity´ch husteˇji. Takovy´m prˇ´ıpadem je hleda´n´ı cesty v prostoru, ktery´
obsahuje tzv. u´zke´ pr˚uchody (narrow passages) – ty vznikaj´ı mezi prˇeka´zˇkami, ktere´ od sebe
oddeˇluje u´zky´ koridor volne´ho prostoru. Pokud robot mus´ı nutneˇ t´ımto u´zky´m pr˚uchodem
proj´ıt, je rovnomeˇrne´ rozlozˇen´ı pravdeˇpodobnosti cˇasto nedostatecˇne´, protozˇe je mala´ prav-
deˇpodobnost, zˇe bude zvolena na´hodna´ konfigurace pra´veˇ z u´zke´ho pr˚uchodu (prˇ´ıpadneˇ zˇe
hrana mezi dveˇma body z opacˇny´ch stran u´zke´ho pr˚uchodu nebude kolidovat s prˇeka´zˇkami)
[2].
Nedostatky vzorkova´n´ı v okol´ı u´zky´ch pr˚uchod˚u se rˇesˇ´ı dveˇmi zp˚usoby: filtrovac´ımi
nebo retrakcˇn´ımi algoritmy. Ty prvn´ı se snazˇ´ı pomoc´ı na´hodny´ch vzork˚u zachytit r˚uzny´mi
technikami volny´ prostor v okol´ı u´zky´ch pr˚uchod˚u, zat´ımco ty druhe´ pracuj´ı na principu
”zmensˇen´ı“ prˇeka´zˇek a t´ım zveˇtsˇen´ı u´zky´ch pr˚uchod˚u a na´sledne´ u´praveˇ grafu podle p˚uvodni
velikosti prˇeka´zˇek [2].
Jedn´ım z fitrovac´ıch algoritmu˚ je RBB – Randomized Bridge Builder [3]. Ten vycha´z´ı
z prˇedpokladu, zˇe u´zke´ pr˚uchody jsou oblasti, ktery´mi robot mu˚zˇe proj´ıt jen v jednom smeˇru
a nesmı´ se odchylovat do stran kolmo k tomuto smeˇru. Vyuzˇ´ıva´ takzvany´ ”most“, cozˇ je
u´secˇka mezi dveˇma prˇeka´zˇkami, jej´ızˇ konce (”nosn´ıky mostu“) se nacha´z´ı uvnitrˇ prˇeka´zˇek a
strˇedovy´ bod u´secˇky lezˇ´ı ve volne´m prostoru. RBB tedy generuje vzˇdy dva na´hodne´ body
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Obra´zek 3.1: Uka´zka filtrovac´ıch algoritmu˚ pro vzorkova´n´ı v okol´ı u´zky´ch pr˚uchod˚u. Most
prˇes u´zky´ pr˚uchod (a) a porovna´n´ı bod˚u vygenerovany´ch ve volne´m prostoru pomoc´ı Gaus-
sovske´ho vzorkova´n´ı (b) a algoritmu RBB (c) [3].
s rovnomeˇrny´m rozlozˇen´ım pravdeˇpodobnosti. Pokud oba dva body koliduj´ı s prˇeka´zˇkami,
algoritmus otestuje bod uprostrˇed jejich spojnice a pokud ten lezˇ´ı ve volne´m prostoru, prˇida´
jej do grafu.
Algoritmus 3.1 RBB – Randomized Bridge Builder [3].
1: repeat
2: na´hodneˇ vyber x z konfig. prostoru C s rovnomeˇrny´m rozlozˇen´ım pravdeˇpodob.
3: if x /∈ Cfree then
4: na´hodneˇ vyber x′ z okol´ı x pomoc´ı pravdeˇpodob. funkce λx
5: if x′ /∈ Cfree then
6: p← bod ve strˇedu u´secˇky x, x′
7: if p ∈ Cfree then




Dalˇs´ı mozˇnost´ı vzorkova´n´ı v okol´ı u´zky´ch pr˚uchod˚u je vyuzˇit´ı tzv. Gaussovske´ho vzor-
kova´n´ı [2]. To pracuje na principu prˇida´va´n´ı do grafu pouze takovy´ch bod˚u, u ktery´ch je
pravdeˇpodobne´, zˇe se nacha´z´ı u hranic prˇeka´zˇek. Nejprve je vygenerova´ na´hodny´ bod q1
s rovnomeˇrny´m rozlozˇen´ım pravdeˇpodobnosti a pote´ je urcˇena de´lka kroku step s gaussov-
sky´m rozlozˇen´ım pravdeˇpodobnosti. Ve vzda´lenosti step od q1 je pak v na´hdne´m smeˇru
vygenerova´n novy´ bod q2. Pokud jsou oba body q1 i q2 uvnitrˇ prˇeka´zˇky, nebo naopak oba
ve volne´m prostoru, algoritmus do grafu neprˇida´ ani jeden z nich a pokracˇuje da´le. Pouze
v prˇ´ıpadeˇ, zˇe jeden z bod˚u se nacha´z´ı uvnitrˇ prˇeka´zˇky a druhy´ ve volne´m prostoru, je ten
z volne´ho prostoru prˇida´n do grafu.
Mezi vy´konne´ retrakcˇn´ı zp˚usoby hleda´n´ı cesty prˇes u´zke´ pr˚uchody patrˇ´ı SSRP (Small-
Step Retraction Planner, [7]). Ten nejdrˇ´ıve provede ”zmensˇen´ı prˇeka´zˇek“, cˇ´ımzˇ rozsˇ´ıˇr´ı volny´
konfiguracˇn´ı prostor vcˇetneˇ u´zke´ho pr˚uchodu. Pote´ sna´ze vyhleda´ cestu v tomto prostoru
a na za´veˇr provede upraven´ı nalezene´ cesty tak, aby vyhovovala p˚uvodn´ımu volne´mu pro-
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storu. Vlastn´ı upravova´n´ı cesty se prova´d´ı bud’ prˇi umist’ova´n´ı bod˚u do grafu (”pesimis-
ticka´“ varianta), nebo azˇ po nalezen´ı cesty (”optimisticka´“ varianta), prˇicˇemzˇ druha´ varianta
je rychlejˇs´ı, ale nen´ı pravdeˇpodobnostneˇ u´plna´. Jako nejvhodneˇjˇs´ı se tedy jev´ı vyuzˇ´ıt ”op-
timistickou“ variantu a azˇ v prˇ´ıpadeˇ jej´ıho neu´speˇchu pouzˇ´ıt ”pesimistickou“.
Obra´zek 3.2: Algoritmus SSRP je urcˇen pro hleda´n´ı cesty v prostoru s u´zky´mi pr˚uchody.
Obra´zek zachycuje fa´ze tohoto algoritmu – 1. zmensˇen´ı prostoru prˇeka´zˇek, 2 + 3. vytvorˇen´ı
grafu a jeho u´prava pro p˚uvodn´ı prostor [7].
Proble´mem pro rovnomeˇrne´ rozlozˇen´ı pravdeˇpodobnosti nemusej´ı by´t jen u´zke´ pr˚uchody,
ale take´ veˇtsˇ´ı mnozˇstv´ı obycˇejny´ch prˇeka´zˇek. V takove´m prˇ´ıpadeˇ je vhodne´ pouzˇ´ıt modifikaci
PRM, algoritmus OBPRM.
Algoritmus OBPRM (Obstacle PRM, [2]) se snazˇ´ı do grafu prˇida´vat body na okraj´ıch
prˇeka´zˇek, protozˇe ty hraj´ı vy´znamnou roli prˇi zachycen´ı volne´ho konfiguracˇn´ıho prostoru.
Dosahuje toho na´lseduj´ıc´ım zp˚usobem: pro kazˇdou na´hodneˇ vygenerovanou konfiguraci qin,
ktera´ koliduje s prˇeka´zˇkou, najde v na´hodne´m smeˇru volnou konfiguraci qout. Pote´ deˇlen´ım
intervalu mezi qin a qout najde volnou konfiguraci q co nejbl´ızˇe od okraje prˇeka´zˇky a pra´veˇ
tu prˇida´ da´ grafu.
Existuj´ı i dalˇs´ı slozˇiteˇjˇs´ı postupy pro efektivn´ı vzorkova´n´ı prostor˚u s u´zky´mi pr˚uchody,
naprˇ´ıklad pomoc´ı obecny´ch Voronoi diagramu˚ (GVD, Generalized Voronoi Diagrams) [2].
3.2 Vy´beˇr nejblizˇsˇ´ıch uzl˚u z grafu
Pro spojova´n´ı uzl˚u do grafu je d˚ulezˇita´ funkce, ktera´ vyhleda´ n nejblizˇsˇ´ıch uzl˚u ke kazˇde´mu
zadane´mu uzlu. Pojem nejbliˇzsˇ´ı za´vis´ı na metrice dane´ho prostoru a bude da´le diskutova´n
v cˇa´sti 3.3 o vzda´lenostn´ıch funkc´ıch.
Nejblizˇsˇ´ı body mu˚zˇeme hledat bud’ prosty´m meˇrˇen´ım vzda´lenosti vsˇech bod˚u, nebo
neˇktery´mi sofistikovaneˇjˇs´ımi postupy.
Prvn´ı prˇ´ıpad je jednoduchy´ - zmeˇrˇ´ıme od vybrane´ho bodu vzda´lenost ke vsˇem bod˚um
grafu a zapamatujeme si prˇitom n nejblizˇsˇ´ıch bod˚u. Tato metoda je ale pochopitelneˇ velmi
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neefektivn´ı a se vzr˚ustaj´ıc´ım pocˇtem bod˚u v grafu nebo se vzr˚ustaj´ıc´ım pocˇtem dimenz´ı
zpomaluje cely´ pravdeˇpodobnostn´ı algoritmus [2].
Sofistikovaneˇjˇs´ı metodou je vyuzˇit´ı kd-stromu. Kd-strom je vytva´rˇen tak, zˇe se rekur-
zivneˇ deˇl´ı d-rozmeˇrny´ graf na dveˇ cˇa´sti se stejny´m pocˇtem bod˚u do te´ doby, nezˇ je v kazˇde´
cˇa´sti takto rozdeˇlene´ho prostoru pra´veˇ jeden bod. Takto vznikla´ struktura je ulozˇena do
bina´rn´ıho stromu, v neˇmzˇ jsou nekoncove´ uzly tvorˇeny deˇl´ıc´ımi plochami a listy stromu
tvorˇ´ı body [2].
Obra´zek 3.3: Kd-strom – uka´zka deˇlen´ı dvourozmeˇrne´ho prostoru s body a jemu odpov´ıdaj´ıc´ı
bina´rn´ı strom.
Kd-strom ma´ tu vy´hodu, zˇe cely´ graf najednou zpracuje a ulozˇ´ı do struktury stromu
(s cˇasovou slozˇitost´ı O(d ∗ n log n)), ve ktere´ pak vsˇechna vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u
prob´ıhaj´ı s cˇasovou slozˇitost´ı O(n1−1/d+m), kde d je pocˇet dimenz´ı prostoru, n pocˇet bod˚u
v neˇm a m je pocˇet nejblizˇsˇ´ıch soused˚u, ktere´ chceme vybrat [2].
3.3 Vzda´lenostn´ı funkce
Vzda´lenostn´ı funkce (oznacˇovana´ jako dist, C × C ← <+ ∪ 0), je d˚ulezˇita´ pro vy´beˇr nej-
blizˇsˇ´ıch uzl˚u grafu. Za´kladn´ım prˇ´ıstupem je zobrazen´ı konfigurac´ı robota ve v´ıcerozmeˇrne´m
prostoru a spocˇten´ı jejich euklidovske´ vzda´lenosti:
dist(q′, q′′) =| emb(q′)− emb(q′′) |
(funkce emb() je euklidovska´ vzda´lenost bodu od pocˇa´tku sourˇadne´ soustavy) [2]
Pro staticke´ roboty, kterˇ´ı nemaj´ı zˇa´dne´ klouby, se vzda´lenost mu˚zˇe vyja´drˇit pomoc´ı
na´sleduj´ıc´ı funkce:
dist(q′, q′′) = wt× | X ′ −X ′′ | +wr × f(R′, R′′)
(| X ′ − X ′′ | je euklidovska´ vzda´lenost dvou konfigurac´ı, ma´ tedy vy´znam translace
robota; f(R′, R′′) je funkce, ktera´ vrac´ı prˇiblizˇnou ”rotacˇn´ı“ vzda´lenost - naprˇ´ıklad de´lku
krˇivky, po ktere´ se pohybuje vybrany´ bod robota mezi dveˇma konfiguracemi; wt a wr jsou
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pak koeficienty upravuj´ıc´ı vza´jemnou vy´znamnost slozˇek translace a rotace pro celkovou
vzda´lenost) [2].
3.4 Spojova´n´ı dvou konfigurac´ı
Funkce spojova´n´ı dvou konfigurac´ı (∆, local planner) ma´ za u´kol v grafu spojit dveˇ konfi-
gurace robota, prˇicˇemzˇ j´ım nalezena´ cesta nesmı´ kolidovat s prˇeka´zˇkami.
Hlavn´ım krite´riem spojovac´ıch funkc´ı je jejich vy´konnost v tom smyslu, zˇe jsou schopny
u´cˇinneˇ naj´ıt volnou cestu mezi dveˇma konfiguracemi. Nejjednodusˇsˇ´ı mozˇnou spojovac´ı
funkc´ı je spojova´n´ı dvou konfigurac´ı v prostoru u´secˇkou – ta ale samozrˇejmeˇ nen´ı prˇ´ıliˇs
vy´konna´, protozˇe cestu nenajde, pokud se mezi dany´mi konfiguracemi nacha´z´ı prˇeka´zˇka.
Pokud tedy pozˇadujeme vy´konnou spojovac´ı funkci, mu˚zˇeme zvolit neˇktery´ z jednodotazo-
vy´ch pravdeˇpodobnostn´ıch algoritmu˚, jako jsou EST nebo RRT [2].
Proti vy´konnosti spojovac´ıch funkc´ı p˚usob´ı jejich cˇasova´ a vy´pocˇetn´ı na´rocˇnost. Jedno-
dotazove´ algoritmy sice najdou cestu mezi dveˇma body i v komplikovaneˇjˇs´ıch prˇ´ıpadech, ale
zase jsou oproti pouhe´mu spojova´n´ı u´secˇkou pomalejˇs´ı a na´rocˇneˇjˇs´ı, takzˇe v praxi mus´ıme
zvolit, ktera´ vlastnost je pro danou implementaci pravdeˇpodobnostn´ıho algoritmu vy´znam-
neˇjˇs´ı. PRM algoritmus vyuzˇ´ıva´ spojova´n´ı u´secˇkou, SRT zase jednodotazove´ algoritmy.
Obra´zek 3.4: Srovna´n´ı dvou spojovac´ıch funkc´ı - inkrementa´ln´ı a rekurzivn´ıho deˇlen´ı. Za-
t´ımco prvn´ı zjist´ı po peˇti kroc´ıch, zˇe cesta mezi body q′ a q′′ koliduje s prˇeka´zˇkou, druha´ to
zjist´ı uzˇ po trˇech kroc´ıch.
U spojovac´ıch funkc´ı sledujeme take´ dalˇs´ı dveˇ d˚ulezˇite´ vlastnosti – zda je symetricka´ a
deterministicka´. Symetricky´ algoritmus zarucˇuje, zˇe pro hleda´n´ı cesty z bodu A do bodu
B najde stejnou cestu jako pro hleda´n´ı z B do A. V praxi jde o obvykly´ prˇ´ıpad, ale s ne-
symetricky´mi algoritmy se mu˚zˇeme take´ setkat – naprˇ´ıklad pokud ma´me robota, ktery´ ma´
asymetricky´ p˚udorys (kuprˇ´ıkladu vycˇn´ıvaj´ıc´ı rameno na jedne´ straneˇ), tak projde kolem
prˇeka´zˇky jen v jednom smeˇru. Pokud potrˇebujeme v takove´m prˇ´ıpadeˇ uchova´vat informace
o mozˇne´m spojen´ı dvou vrchol˚u grafu, mus´ı by´t tento graf orientovany´.
Deterministicky´ algoritmus najde prˇi kazˇde´m sve´m vola´n´ı pro dva body A, B stejnou
cestu, zarucˇuje tedy cˇasovou invarianci. Dı´ky te´to vlastnosti nemus´ıme uchova´vat dodatecˇ-
nou informaci o cesteˇ (hraneˇ) mezi dveˇma uzly grafu.
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Spojovac´ı funkce mus´ı neˇjaky´m zp˚usobem interpolovat vsˇechny konfigurace mezi dveˇma
krajn´ımi a ty kontrolovat, zda nekoliduj´ı s prˇeka´zˇkami. Algoritmy EST a RRT, ktere´ se
daj´ı pouzˇ´ıt jako spojovac´ı funkce, budou podrobneˇ rozebra´ny v samostatny´ch kapitola´ch,
ale i za´kladn´ı funkci spojuj´ıc´ı dveˇ konfigurace u´secˇkou lze implementovat v´ıce zp˚usoby -
inkrementa´lneˇ a rekurzivn´ım deˇlen´ım [2].
Obeˇ dveˇ funkce spojuj´ıc´ı konfigurace u´secˇkou nejprve danou u´secˇku mezi body q′ a
q′′ diskretizuj´ı na posloupnost hodnot q1, q2 . . . qn – liˇs´ı se pouze ve zp˚usobu te´to diskreti-
zace. Obeˇ dveˇ potom interpoluj´ı oddeˇleneˇ translacˇn´ı a rotacˇn´ı slozˇku konfigurace v bodech
q1, q2 . . . qn a v nich potom testuj´ı konfigurace robota, zda jsou volne´, nebo koliduj´ı s prˇeka´zˇ-
kou. Inkrementa´ln´ı verze postupneˇ interpoluje vsˇechny mozˇne´ konfigurace mezi pocˇa´tecˇn´ı
a koncovou konfigurac´ı s urcˇitou de´lkou kroku. Verze pouzˇ´ıvaj´ıc´ı rekurzivn´ı deˇlen´ı pracuje
na´sledovneˇ: rozdeˇl´ı u´secˇku mezi pocˇa´tecˇn´ı a koncovou konfigurac´ı na polovinu, otestuje pro-
strˇedn´ı konfiguraci na kolizi s prˇeka´zˇkami a rekurzivneˇ se zavola´ pro obeˇ poloviny rozdeˇlene´
u´secˇky. Algoritmus koncˇ´ı ve chv´ıli, kdy narazil na konfiguraci koliduj´ıc´ı s prˇeka´zˇkou, nebo
pokud vsˇechna rekurzivn´ı vola´n´ı skoncˇ´ı bez koliz´ı s u´secˇkou kratsˇ´ı nezˇ je de´lka kroku [2].
U obou metod je d˚ulezˇita´ volba de´lky kroku. Meˇla by by´t v rozumne´ mı´ˇre pokud mozˇno
co nejmensˇ´ı, cozˇ sice zvysˇuje vy´pocˇetn´ı na´rocˇnost algoritmu, ale pokud bychom zvolili veˇtsˇ´ı
de´lku kroku, metoda by nefungovala spra´vneˇ pro prˇeka´zˇky mensˇ´ı nezˇ rozliˇsovac´ı schopnost
metody. Mohlo by se totizˇ sta´t, zˇe mezi dveˇma sousedn´ımi testovany´mi konfiguracemi by
se vyskytovala prˇeka´zˇka mensˇ´ı nezˇ de´lka kroku a metoda by ji v˚ubec nedetekovala.
Rekurzivn´ı deˇlen´ı by´va´ obecneˇ efektivneˇjˇs´ı, protozˇe drˇ´ıve odhal´ı kolize. Je to z toho
d˚uvodu, zˇe delˇs´ı cesty maj´ı veˇtsˇ´ı pravdeˇpodobnost, zˇe budou kolidovat s prˇeka´zˇkou - a
subdivision pracuje s delˇs´ımi cestami, zat´ımco inkrementa´ln´ı prˇ´ıstup postupuje po kra´tky´ch
u´sec´ıch [2].
3.5 Zkracova´n´ı a vyhlazova´n´ı cesty (postprocessing)
Kdyzˇ ktery´mkoliv pravdpodobnostn´ım algoritmem nalezneme cestu mezi pocˇa´tecˇn´ım a c´ı-
lovy´m bodem, mu˚zˇeme tuto cestu da´le upravovat, aby vyhovovala urcˇity´m pozˇadavk˚um.
Nejcˇasteˇjˇs´ım pozˇdadavkem je nalezenou cestu zkra´tit. Nesousedn´ı body cesty je totizˇ
cˇasto mozˇne´ prˇ´ımo spojit, ale beˇhem konstrukce grafu spojeny nebyly z d˚uvodu, zˇe jsou
prˇ´ıliˇs daleko na to, aby byly navza´jem zahrnuty do seznamu svy´ch nejblizˇsˇ´ıch bod˚u. Kratsˇ´ı
cestu z´ıska´me v prˇ´ıpadeˇ, zˇe se na´m podarˇ´ı spojit dva nesousedn´ı body cesty. Existuje v´ıce
variant, jak vyb´ırat dva nesousedn´ı body cesty - naprˇ´ıklad vybrat dva na´hodne´ body cesty
nebo tzv. hladovy´ prˇ´ıstup [2].
Hladovy´ prˇ´ıstup funguje tak, zˇe se snazˇ´ıme z pocˇa´tecˇn´ıho bodu postupneˇ prˇ´ımo (u´secˇkou,
pokud tedy nepracujeme s jinou spojovac´ı funkc´ı) spojit c´ılovy´ bod a pokud neuspeˇjeme,
tak prˇedposledn´ı bod atd. Pokud nelze pocˇa´tecˇn´ı bod spojit s zˇa´dny´m jiny´m uzlem, nezˇ
s jeho prˇ´ımy´m na´sledn´ıkem v cesteˇ, pokracˇujeme stejny´m zp˚usobem da´le, jen se pokousˇ´ıme
spojovat body smeˇrem od c´ıle s t´ımto na´sledn´ıkem pocˇa´tku atd. [2]
Dalˇs´ım pozˇadavkem je vyhladit nalezenou cestu. K tomu je vhodne´ pouzˇ´ıt body nalezene´
cesty jako rˇ´ıd´ıc´ı body pro spline a pote´ testovat body na takto vznikle´ krˇivce, zda nekoliduj´ı
s prˇeka´zˇkami [2].
Zkracova´n´ı i vyhlazova´n´ı cesty zpomaluje cely´ pravdeˇpodobnostn´ı algoritmus, takzˇe je





Soucˇa´st´ı te´to bakala´rˇske´ pra´ce je take´ vytvorˇen´ı java applet˚u demonstruj´ıc´ıch jednotlive´
pravdeˇpodobnostn´ı algoritmy.
V te´to kapitole bude popsa´no ovla´da´n´ı applet˚u a hlavneˇ implementace za´kladn´ı funkcˇ-
nosti applet˚u – rˇ´ızen´ı simulace, obecne´ funkce pro pra´ci se simulacˇn´ım prostorem, graficke´
zobrazen´ı simulace a popis za´kladn´ıch nastaven´ı. Vzhledem k vyuzˇit´ı deˇdicˇnosti i kompo-
zice je tato za´kladn´ı funkcˇnost vyuzˇita u vsˇech applet˚u. Detaily implementace jednotlivy´ch
applet˚u jsou popsa´ny samostatneˇ v kapitola´ch u prˇ´ıslusˇny´ch algoritmu˚.
Programova´ dokumentace bakala´rˇske´ pra´ce vygenerovana´ na´strojem Javadoc je ulozˇena
na prˇilozˇene´m CD.
4.1 Ovla´da´n´ı applet˚u
Applety jsou vertika´lneˇ rozvrzˇeny na trˇi hlavn´ı cˇa´sti – nahorˇe ovla´dac´ı prvky, uprostrˇed
zobrazovac´ı plocha simulacˇn´ıho prostoru a dole pak stavova´ liˇsta, ktera´ zobrazuje informace
o prob´ıhaj´ıc´ı simulaci nebo tipy pro ovla´da´n´ı appletu.
Z ovla´dac´ıch tlacˇ´ıtek jsou prvn´ı cˇtyrˇi urcˇeny k rˇ´ızen´ı simulace – Run to next phase/Stop,
Run all/Reset, zatrzˇ´ıtko Slow sim a jezdec pro ovla´da´n´ı rychlosti. Vpravo se nacha´z´ı tlacˇ´ıtko
Settings pro nastaven´ı appletu (to je prˇ´ıstupne´ pouze prˇed zacˇa´tkem nebo po ukoncˇen´ı cele´
simulace) a Help pro na´poveˇdu. Beˇhem simulace se v za´vislosti na pr˚ubeˇhu objevuj´ı mezi
jednotlivy´mi simulacˇn´ımi fa´zemi dalˇs´ı ovla´dac´ı tlacˇ´ıtka, naprˇ´ıklad pro u´pravu prˇeka´zˇek nebo
editaci grafu.
Uprostrˇed appletu je sveˇtle vykreslena simulacˇn´ı plocha se sˇedeˇ zbarveny´mi prˇeka´zˇ-
kami a prˇ´ıpadneˇ s vytva´rˇeny´mi grafy. Pokud je to mozˇne´, tak se u bod˚u (uzl˚u) grafu
zobrazuj´ı cˇ´ısla vyjedrˇuj´ıc´ı vzda´lenost od pocˇa´tecˇn´ıho bodu. Je-li zatrzˇena volba Slow sim,
plocha se pr˚ubeˇzˇneˇ prˇekresluje v souladu s informacemi zobrazovany´mi ve stavove´ liˇsteˇ.
Ve stavove´ liˇsteˇ se zobrazuj´ı aktua´ln´ı informace o pr˚ubeˇhu simulace nebo o mozˇnostech
nastaven´ı a ovla´da´n´ı appletu.
Simulaci lze spustit bud’ tlacˇ´ıtkem Run to next phase, ktere´ provede simulaci pouze
jedne´ fa´ze (viz 4.3) a pak ji zastav´ı, nebo tlacˇ´ıtkem Run all, ktere´ provede simulaci azˇ do
konce v prˇ´ıpadeˇ, zˇe v zˇa´dne´ fa´zi nenastala chyba. Rychlost simulace lze ovlivnˇovat jezdcem
a take´ zatzˇ´ıtkem Slow sim, po jehozˇ deaktivaci se prˇestanou zobrazovat jednotlive´ pr˚ubeˇzˇne´
kroky simulace.
Beˇhem simulace je mozˇne´ jej´ı beˇh zastavit tlacˇ´ıtkem Stop, ktere´ ukoncˇ´ı pra´veˇ prob´ıhaj´ıc´ı
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Obra´zek 4.1: Uzˇivatelske´ rozhran´ı applet˚u. Nahorˇe ovla´dac´ı prvky, uprostrˇed zobrazovac´ı
plocha simulacˇn´ıho prostoru a dole stavova´ liˇsta zobrazuj´ıc´ı informace o simulaci.
fa´zi. Mezi fa´zemi je aktivn´ı tlacˇ´ıtko Reset (nacha´z´ı se na mı´steˇ tlacˇ´ıtka Run all), ktere´
resetuje celou simulaci, takzˇe je mozˇne´ ji zacˇ´ıt znovu od zacˇa´tku.
Kromeˇ prˇedem nastaveny´ch parametr˚u prˇed zacˇa´tkem simulace (pomoc´ı tlacˇ´ıtka Settings)
umozˇnˇuj´ı applety mezi neˇktery´mi fa´zemi tyto akce:
• Zmeˇnit polohu startu nebo c´ıle (Move Start/Goal) – umozˇnˇuje kliknut´ım
levy´m tlacˇ´ıtkem mysˇi do volne´ho prostoru simulacˇn´ı plochy zmeˇnit polohu startovn´ıho
bodu robota. Kliknut´ım pravy´m tlacˇ´ıtkem lze zmeˇnit polohu c´ıle. Tuto akci je mozˇne´
prova´deˇt pouze prˇed zaha´jen´ım a po skoncˇen´ı simulace.
• Prˇidat prˇeka´zˇku (Add Obstacle) – umozˇnˇuje do simulacˇn´ı plochy vlozˇit novy´
polygon prˇeka´zˇky. Kliknut´ım do simulacˇn´ı plochy je prˇida´n novy´ bod polygonu, dvoj-
klikem se polygon uzavrˇe (spojen´ım posledn´ıho bodu s prvn´ım) a je prˇida´n do prostoru
jako nova´ prˇeka´zˇka. Tuto akci je mozˇne´ prova´deˇt pouze prˇed zaha´jen´ım a po skoncˇen´ı
simulace.
• Odstranit prˇeka´zˇku (Remove Obstacle) – umozˇnˇuje smazat libovolnou prˇeka´zˇku
kliknut´ım kamkoliv do te´to prˇeka´zˇky v simulacˇn´ı plosˇe. Tuto akci je mozˇne´ prova´deˇt
pouze prˇed zaha´jen´ım a po skoncˇen´ı simulace.
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• Prˇidat bod do grafu (Add Point) – kliknut´ım do simulacˇn´ı plochy je prˇida´n do
grafu novy´ bod, pokud lezˇ´ı ve volne´m konfiguracˇn´ım prostoru. Tuto akci je mozˇne´
prova´deˇt pouze po ukoncˇen´ı fa´ze generova´n´ı novy´ch bod˚u, ktera´ se vyskytuje u v´ıce-
dotazovy´ch algoritmu˚ – PRM a SRT.
• Vyhladit nalezenou cestu (Smooth Path) – provede vyhlazovac´ı algoritmus pro
zkra´cen´ı nalezene´ cesty (viz 3.5). Tuto akci je mozˇne´ prova´deˇt azˇ pote´, kdy byla cesta
od startu k c´ıli u´speˇsˇneˇ nalezena.
4.2 Hierarchie trˇ´ıd
Vsˇechny trˇ´ıdy, vytvorˇene´ v ra´mci te´to bakala´rˇske´ pra´ce, se nacha´zej´ı v bal´ıku SBAApplets
(Sampling-Based Algorithms Applets) a lze je zjednodusˇeneˇ rozdeˇlit do teˇchto kategori´ı:
Obra´zek 4.2: Sche´ma zachycuj´ıc´ı hierarchii nejd˚ulezˇiteˇjˇs´ıch trˇ´ıd implmentace applet˚u. Sˇipky
naznacˇuj´ı deˇdicˇnost, spojovac´ı cˇa´ry kompozici.
• Jednotlive´ applety – tyto trˇ´ıdy spojuj´ı vsˇechny n´ızˇe uvedene´ trˇ´ıdy do konkre´tn´ıch
applet˚u a umozˇnˇuj´ı spusˇteˇn´ı simulace.
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Do te´to kategorie patrˇ´ı PRMApplet, ESTApplet, RRTApplet a SRTApplet.
• Jednotlive´ simulacˇn´ı trˇ´ıdy – jedna´ se o trˇ´ıdy, ktere´ implementuj´ı konkre´tn´ı prav-
deˇpodobnostn´ı algoritmy. Tyto trˇ´ıdy budou popsa´ny podrobneˇ u jednotlivy´ch PA v
prˇ´ıslusˇny´ch kapitola´ch te´to pra´ce.
Do te´to kategorie patrˇ´ı PRMSim, ESTSim, RRTSim a SRTSim.
• Trˇ´ıdy pro nastaven´ı jednotlivy´ch applet˚u – vytva´rˇej´ı graficke´ uzˇivatelske´ roz-
hran´ı pro nastavova´n´ı parametr˚u jednotlivy´ch applet˚u s pravdeˇpodobnostn´ımi algo-
ritmy. Da´le take´ umozˇnˇuj´ı zobrazen´ı na´poveˇdy ke konkre´tn´ım nastaven´ım.
Do te´to kategorie patrˇ´ı PRMSettingsPanel, ESTSettingsPanel, RRTSettingsPanel a
SRTSettingsPanel.
• Za´kladn´ı simulacˇn´ı trˇ´ıdy – tyto trˇ´ıdy poskytuj´ı obecne´ funkce pro pra´ci se simu-
lacˇn´ım prostorem (naprˇ´ıklad pro pra´ci s grafy) a take´ funkce pro rˇ´ızen´ı simulace. Jsou
vyuzˇ´ıva´ny vsˇemi konkre´tn´ımi simulacˇn´ımi trˇ´ıdami jednotlivy´ch PA.
Do te´to kategorie patrˇ´ı trˇ´ıdy Roadmap a SimRoadmap a take´ SingleQuerySim.
• Pomocne´ trˇ´ıdy pro pra´ci s grafy – jsou vyuzˇ´ıva´ny k uchova´va´n´ı informac´ı o
grafech, hrana´ch a uzlech grafu. Jedna´ se o trˇ´ıdy Graph, Edge a Vertex.
• Za´kladn´ı vykreslovac´ı trˇ´ıdy – do te´to kategorie patrˇ´ı jedina´ trˇ´ıda – Roadmap-
Canvas. Ta poskytuje funkce pro vykreslova´n´ı graf˚u, prˇeka´zˇek a dalˇs´ıch objekt˚u v
simulacˇn´ım prostoru. Da´le take´ umozˇnˇuje grafickou editaci prostoru, jako naprˇ´ıklad
prˇesun startovn´ı pozice nebo prˇida´va´n´ı nebo uzl˚u do grafu.
• Trˇ´ıdy pro za´kladn´ı funkcˇnost applet˚u – patrˇ´ı sem trˇ´ıda BasicApplet, ktera´ po-
skytuje za´kladn´ı kostru pro vsˇechny applety. Da´le sem patrˇ´ı UpdateThread, ktera´ ve
zvla´sˇtn´ım vla´kneˇ prˇekresluje applet beˇhem simulace a take´ mala´ komponenta slouzˇ´ıc´ı
pro vy´beˇr sady prˇeka´zˇek – ObstacleSet.
• Trˇ´ıdy pro na´poveˇdu – jedna´ se o trˇ´ıdy vyuzˇ´ıvane´ v uzˇivatelske´m rozhran´ı applet˚u
pro zobrazen´ı na´poveˇdy. Patrˇ´ı sem HelpPanel, HelpTexts a HelpButton.
Applety deˇd´ı sve´ rozvrzˇen´ı a ovla´dac´ı prvky ze trˇ´ıdy BasicApplet, vykreslovac´ı funkce
prˇeb´ıraj´ı z RoadmapCanvas, obecne´ simulacˇn´ı funkce z Roadmap a dalˇs´ı simulacˇn´ı funkce
za´visle´ na vykreslova´n´ı ze trˇ´ıdy SimRoadmap. Sche´ma teˇchto za´vislost´ı zachycuje diagram
4.2.
S prˇihle´dnut´ım k sˇirsˇ´ı mozˇnosti vyuzˇit´ı jsem applety vcˇetneˇ dokumentace vytvorˇil v
anglicke´m jazyce.
Velka´ veˇtsˇina algoritmu˚ zabudovany´ch v appletech je nevhodna´ k vlastn´ı simulaci prav-
deˇpodobnostn´ıch metod, protozˇe vzhledem k povaze zada´n´ı bylo nutne´ beˇhem prova´deˇn´ı
algoritmu˚ zobrazovat informace o pr˚ubeˇhu simulace a pr˚ubeˇzˇneˇ simulaci vizualizovat.
4.3 Implementace rˇ´ızen´ı simulace
Nejd˚ulezˇiteˇjˇs´ı soucˇa´st´ı applet˚u jsou samozrˇejmeˇ trˇ´ıdy zajiˇst’uj´ıc´ı beˇh simulace.
Vsˇechny applety pracuj´ı na principu rozdeˇlen´ı algoritmu˚ do neˇkolika samostatny´ch fa´z´ı,
jako je naprˇ´ıklad vytva´rˇen´ı grafu, vyhleda´va´n´ı cesty v neˇm apod. Seznam teˇchto fa´z´ı je
uveden u kazˇde´ho apletu v na´poveˇdeˇ (tlacˇ´ıtko Help).
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Prˇi inicializaci appletu se vytvorˇ´ı nove´ simulacˇn´ı vla´kno konkre´tn´ıho pravdeˇpodobnost-
n´ıho algoritmu – tedy PRMSim, ESTSim, RRTSim nebo SRTSim. Toto vla´kno je po sve´m
startu uspa´no a probuzeno mu˚zˇe by´t azˇ stisknut´ım stacˇ´ıtka Run all nebo Run to next phase.
Po takove´to aktivaci je proveden jeden krok simulace (pokud bylo spusˇteˇn´ı vyvola´no
tlacˇ´ıtkem Run to next phase nebo pokud byl prvn´ı krok neu´speˇsˇny´), nebo cela´ simulace.
Spusˇteˇn´ı simulacˇn´ıho kroku prob´ıha´ konkre´tneˇ na´sledovneˇ: po aktivaci simulacˇn´ıho
vla´kna je nastaven prˇ´ıznak prob´ıhaj´ıc´ı simulace a pocˇ´ıtadlo aktua´lneˇ prob´ıhaj´ıc´ı fa´ze je
zveˇtsˇen o jedna. Pote´ je zavola´na funkce executePhase(), ktera´ pra´veˇ na za´kladeˇ pocˇ´ıta-
dla prob´ıhaj´ıc´ı fa´ze vola´ funkce odpov´ıdaj´ıc´ı dane´ fa´zi simulace, jako naprˇ´ıklad generova´n´ı
novy´ch bod˚u u PRM, spojova´n´ı stromu˚ u SRT, reset simulace prˇed prvn´ı fa´z´ı a podobneˇ.
Informace o u´speˇsˇne´m proveden´ı funkce volane´ pro danou fa´zi je prˇeda´na zpeˇt funkci
executePhase() a ta ji da´le prˇeda´ do simulacˇn´ıho vla´kna. To na jej´ım za´kladeˇ mu˚zˇe umozˇnit
spusˇteˇn´ı dalˇs´ı fa´ze, nebo vla´kno znovu usp´ı a cˇeka´ na prˇ´ıpadne´ znovuspusˇteˇn´ı simulace
novy´m probuzen´ım tohoto vla´kna.
Jednotlive´ fa´ze simulace maj´ı samozrˇejmeˇ vliv i na graficke´ uzˇivatelske´ rozhran´ı ap-
pletu, konkre´tneˇ na zobrazova´n´ı r˚uzny´ch tlacˇ´ıtek pro editaci simulacˇn´ıho prostoru, jak bylo
popsa´no v cˇa´sti 4.1.
Beˇhem simulace veˇtsˇina funkc´ı vykona´vaj´ıc´ıch prˇ´ıslusˇne´ fa´ze umozˇnˇuje zobrazovat jed-
notlive´ prob´ıhaj´ıc´ı kroky (pomoc´ı zatrzˇ´ıtka Slow sim), jako naprˇ´ıklad prˇida´n´ı bodu do grafu
a podobneˇ. V pr˚ubeˇhu teˇchto funkc´ı je proto nutne´ zobrazovat informace do stavove´ho rˇa´dku
appletu a na standardn´ı vy´stup a hlavneˇ pr˚ubeˇzˇneˇ prˇekreslovat pla´tno se simulacˇn´ım pro-
storem. K tomuto vsˇemu slouzˇ´ı funkce updateCanvas() ze trˇ´ıdy SimRoadmap, ktera´ vytva´rˇ´ı
nove´ vla´kno trˇ´ıdy UpdateThread, jezˇ se postara´ o prˇekreslen´ı pla´tna (prˇ´ıpadneˇ zadane´ cˇa´sti
pla´tna) a aktualizaci textu ve stavove´ liˇsteˇ. Po vytvorˇen´ı tohoto vla´kna je samotna´ simulace
na neˇkolik milisekund uspa´na v za´vislosti na nastavene´ simulacˇn´ı rychlosti.
Aby bylo mozˇne´ simulaci kdykoliv v jej´ım pr˚ubeˇhu zastavit, mus´ı simulacˇn´ı funkce pravi-
delneˇ testovat prˇ´ıznak zastaven´ı. Nen´ı totizˇ mozˇne´ simulaci zastavit v libovolne´m okamzˇiku,
protozˇe by mohla by´t narusˇena konzistance simulacˇn´ıch dat.
4.4 Za´kladn´ı simulacˇn´ı funkce
Za´kladn´ı simulacˇn´ı funkce jsou vyuzˇ´ıva´ny vsˇemi pravdeˇpodobnostn´ımi algoritmy.
Ve trˇ´ıdeˇ Roadmap se nacha´z´ı ty pomocne´ funkce pro simulaci PA, ktere´ jsou neza´visle´
na prezentacˇn´ım vy´stupu. Neobsahuj´ı tedy zˇa´dne´ pr˚ubeˇzˇne´ zobrazova´n´ı stavu simulace uzˇi-
vateli ani funkce pro rˇ´ızen´ı simulace. Dı´ky tomu je lze trˇ´ıdu Roadmap prˇ´ımo vyuzˇ´ıt i k
prˇ´ıpadne´ jine´ implementaci PA mimo tyto demonstracˇn´ı applety.
Nejd˚ulezˇiteˇjˇs´ı funkce ze trˇ´ıdy Roadmap poskytuj´ı za´kladn´ı abstrakci pro pra´ci s grafy.
Patrˇ´ı sem booleovske´ funkce pro zjiˇsteˇn´ı, zda zadany´ bod lezˇ´ı ve volne´m konfiguracˇn´ım
prostoru (isPointCollisionFree()) nebo zda ve volne´m konfiguracˇn´ım prostoru lezˇ´ı cela´ za-
dana´ hrana grafu (isEdgeCollisionFree()). Da´le Roadmap poskytuje funkce pro vy´beˇr uzl˚u
nejblizˇsˇ´ıch zadane´mu bodu (selectNeighbors()), pro vy´beˇr sousedn´ıch uzl˚u grafu spojeny´ch
se zadany´m uzlem hranami (pointGraphNeighbors()), pro vyhleda´n´ı cesty v grafu pomoc´ı
Dijkstrova algoritmu (dijkstraSearch()), pro vytva´rˇen´ı cesty (addPathPoint()), pro za´kladn´ı
vyhlazen´ı cesty ”hladovy´m prˇ´ıstupem“ (smoothPath()) a take´ pro reset vsˇech simulacˇn´ıch
promeˇnny´ch (resetSimulation()).
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Trˇ´ıda SimRoadmap rozsˇiˇruje trˇ´ıdu Roadmap o dalˇs´ı pomocne´ simulacˇn´ı funkce, ale tyto
funkce uzˇ za´visej´ı na prezentacˇn´ım vy´stupu. Jedna´ se o funkce pro rˇ´ızen´ı simulace, pro vy-
kona´va´n´ı neˇktery´ch simulacˇn´ıch fa´z´ı a take´ o dalˇs´ı pomocne´ funkce pro pra´ci se simulacˇn´ım
prostorem.
Rˇ´ızen´ı cele´ simulace (viz 4.3) ma´ v SimRoadmap na starosti metoda run(), ve ktere´ beˇzˇ´ı
v nekonecˇne´ smycˇce posloupnost vola´n´ı u´kon˚u k prova´deˇn´ı jednotlivy´ch fa´z´ı. Du˚lezˇita´ je
take´ jizˇ zmı´neˇna´ funkce updateCanvas pro aktualizaci zobrazen´ı simulace.
Funkce pro vykona´va´n´ı simulacˇn´ıch fa´z´ı implementuje SimRoadmap dveˇ - moveRobot()
pro pohyb robota po cesteˇ od pocˇa´tecˇn´ıho do c´ılove´ho bodu a smoothPath(), ktera´ prˇe-
kry´va´ funkci ze trˇ´ıdy Roadmap a oproti n´ı umozˇnˇuje zobrazova´n´ı pr˚ubeˇzˇny´ch informac´ı prˇi
vyhlazova´n´ı cesty.
Mezi funkce trˇ´ıdy SimRoadmap pro pra´ci se simulacˇn´ım prostorem lze zarˇadit funkci
moveRobotOnEdge(), ktera´ zajiˇst’uje pohyb robota po jedne´ hraneˇ grafu a jeho pr˚ubeˇzˇne´
prˇekreslova´n´ı, da´le pak funkci setObstacleSet() pro prˇida´n´ı prˇedprˇipravene´ sady prˇeka´zˇek
do simulace, setWaitTime() pro nastaven´ı rychlosti simulace a take´ resetSimulation(), ktera´
prˇekry´va´ metodu z Roadmap. Trˇ´ıda SimRoadmap take´ obsahuje neˇkolik metod pro pra´ci se
zvy´razneˇny´mi cˇa´stmi grafu - setHighlightedPoint(), resetHighlightedPoint() apod.
4.5 Graficke´ zobrazen´ı simulace
C´ılem vytvorˇeny´ch applet˚u je na´zorneˇ vizualizovat principy pravdeˇpodobnostn´ıch algo-
ritmu˚, takzˇe graficke´ zobrazen´ı prob´ıhaj´ıc´ı simulace je velmi d˚ulezˇite´.
Vsˇechny prvky simulace se zobrazuj´ı v simulacˇn´ım prostoru, ktery´ je reprezentova´n
trˇ´ıdou RoadmapCanvas, odvozenou od pla´tna (Canvas) z bal´ıku java.awt. Prˇi sve´m prˇe-
kreslova´n´ı tedy RoadmapCanvas vykresluje prˇeka´zˇky (tmaveˇ sˇedou barvou), robota (sveˇtle
modrou), c´ılovou pozici (zelenou, oznacˇena p´ısmenem ”G“), v prˇ´ıpadeˇ potrˇeby mrˇ´ızˇku s hod-
notou funkce hustoty (pouze pro algoritmus EST) a hlavneˇ grafy navzorkovane´ho prostoru
pravdeˇpodobnostn´ıch algoritmu˚. Tyto grafy jsou reprezentova´ny uzly (vertices, vykresleny
tmaveˇ modrou nebo tmaveˇ hneˇdou barvou) a hranami (edges, vykresleny sveˇtle sˇedou) a
pokud v simulaci jizˇ lze urcˇit vzda´lenost bod˚u od startovn´ı pozice robota (v prˇ´ıpadeˇ dvou-
stromovy´ch verz´ı algoritmu˚ EST a RRT te´zˇ od c´ılove´), zobrazuje se u bod˚u grafu cˇ´ıselna´
informace o jejich vzda´lenosti pra´veˇ od pocˇa´tecˇn´ı (resp. c´ılove´) pozice.
Kromeˇ za´kladn´ı vykreslovac´ı barvy je u veˇtsˇiny teˇchto prvk˚u umozˇneˇno jejich zvy´razneˇne´
zobrazen´ı jinou barvou, cozˇ je uzˇitecˇne´ pra´veˇ pro zpomalenou vizualizaci pr˚ubeˇhu simulace
algoritmu˚.
Trˇ´ıda RoadmapCanvas kromeˇ vykreslova´n´ı take´ poskytuje funkce pro u´pravu simulacˇ-
n´ıho prostoru pomoc´ı mysˇi. Mezi tyto funkce patrˇ´ı obsluha prˇida´va´n´ı a maza´n´ı prˇeka´zˇek,
zmeˇna pocˇa´tecˇn´ı a c´ılove´ pozice a rucˇn´ı prˇida´va´n´ı bod˚u do grafu. Podrobneˇji o teˇchto akc´ıch
pojedna´va´ cˇa´st 4.1.
4.6 Za´kladn´ı nastaven´ı simulace
Vsˇechny applety lze po stisknut´ı tlacˇ´ıtka Settings prˇed zaha´jen´ım a po ukoncˇen´ı simulace
konfigurovat.
Veˇtsˇina nastaven´ı je specificka´ pro kazˇdy´ applet, ale na´sleduj´ıc´ıch peˇt promeˇnny´ch je
spolecˇny´ch vsˇem:
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• Pocˇet bod˚u v grafu (Points to generate in the roadmap) – urcˇuje, kolik bod˚u se
ma´ snazˇit simulace vytvorˇit ve volne´m konfiguracˇn´ım prostoru.
Pokud tato hodnota nen´ı dosazˇena a dalˇs´ı body se uzˇ se nedarˇ´ı vytvorˇit, pak je dana´
fa´ze simulace neu´speˇsˇneˇ ukoncˇena. Prˇi zada´n´ı n´ızke´ hodnoty vznikaj´ı ”ˇr´ıdke´“ grafy,
ktere´ mohou nedostatecˇneˇ zachycovat volny´ konfiguracˇn´ı prostor. Prˇi prˇ´ıliˇs vysoky´ch
hodnota´ch je zase vygenerova´no mnoho bod˚u, cozˇ mu˚zˇe by´t zbytecˇne´ a mu˚zˇe to
zpomalovat simulaci.
U jednodotazovy´ch algoritmu˚ ma´ tato hodnota odliˇsny´ vy´znam - urcˇuje naopak horn´ı
mez pocˇtu bod˚u ve stromu (prˇ´ıpadneˇ v obou stromech dohromady) a pokud nen´ı
nalezena cesta pomoc´ı stromu˚ drˇ´ıve, nezˇ pocˇet bod˚u ve stromeˇ (stromech) dosa´hne
te´to hodnoty, tak je fa´ze simulace neu´speˇsˇneˇ ukoncˇena.
U algoritmu SRT znamena´ tato hodnota za´rovenˇ take´ pocˇet stromu˚, ktere´ maj´ı by´t
do simulace prˇida´ny.
• Maxima´ln´ı pocˇet pokus˚u pro nalezen´ı volne´ konfigurace (Max. attempts to
find free configuration) – tato hodnota urcˇuje maxima´ln´ı pocˇet pokus˚u prˇi hleda´n´ı
nove´ konfigurace z volne´ho konfiguracˇn´ıho prostoru. Pokud nen´ı ani po tomto pocˇtu
pokus˚u volna´ konfigurace nalezena, je dana´ fa´ze simulace neu´speˇsˇneˇ ukoncˇena.
• Pr˚umeˇr bod˚u grafu (Point size (diameter)) – urcˇuje pr˚umeˇr bod˚u grafu, jak budou
vykreslova´ny v simulacˇn´ım prostoru.
• Pr˚umeˇr robota (Robot size) – urcˇuje pr˚umeˇr robota. Tato hodnota´ ma´ vliv na
zjiˇst’ova´n´ı, zda libovolny´ bod koliduje s prˇeka´zˇkou. Nekontroluje se totizˇ jen pozice
strˇedu bod˚u, ale pozice cele´ plochy robota, ktery´ se v tomto bodu mu˚zˇe potenciona´lneˇ
nacha´zet. Samozrˇejmeˇ ma´ tato hodnota vliv take´ na vykreslova´n´ı robota.
• Sada prˇeka´zˇek (Obstacle set) – hodnota prˇeddefinovany´ch sad prˇeka´zˇek, mezi nimzˇ
je naprˇ´ıklad labyrint, prostor s u´zky´m pr˚uchodem a neˇkolik na´hodny´ch sad prˇeka´zˇek.
Vsˇechny u´daje o vzda´lenostech a rozmeˇrech v simulaci jsou uvedeny v pixelech.
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Kapitola 5
PRM algoritmus – Probabilistic
roadmaps
PRM algoritmus (Probabilistic roadmaps) je za´kladn´ım pravdeˇpodobnostn´ım algoritmem,
ktery´ dobrˇe ilustruje principy pravdeˇpodobnostn´ıch algoritmu˚ a existuje velke´ mnozˇstv´ı jeho
modifikac´ı a vylepsˇen´ı. PRM je vhodny´ pro v´ıcerozmeˇrne´ proble´my (roboti s v´ıce stupni
volnosti), ve sve´ za´kladn´ı podobeˇ zhruba azˇ pro 12 stupnˇ˚u volnosti [2].
Jedna´ se o v´ıcedotazovy´ algoritmus a pracuje ve dvou fa´z´ıch:
1. Vytvorˇen´ı grafu (roadmapy) Tato fa´ze se da´ take´ nazvat jako ucˇ´ıc´ı fa´ze. Jsou
vyb´ıra´ny na´hodne´ konfigurace z volne´ho konfiguracˇn´ıho prostoru a ty jsou prˇida´va´ny
do grafu a pote´ vza´jemneˇ spojova´ny. Vznikly´ graf by meˇl co nejle´pe zachycovat volny´
konfiguracˇn´ı prostor, aby v neˇm bylo mozˇne´ v dalˇs´ı fa´zi vyhledat cestu [2].
2. Vyhleda´n´ı cesty Druha´ fa´ze - vyhleda´va´n´ı cesty v grafu - se mu˚zˇe opakovat libo-
volneˇkra´t, protozˇe PRM je v´ıcedotazovy´ a hleda´n´ı cesty pracuje s grafem vytvorˇeny´m
v prvn´ı cˇa´sti, ktery´ by meˇl dobrˇe zachycovat cely´ volny´ konfiguracˇn´ı prostor a meˇl by
tedy by´t pouzˇitelny´ pro jake´koliv hleda´n´ı mezi dveˇma libovolny´mi body. V te´to fa´zi
probeˇhnou nejprve pokusy o napojen´ı pozˇadovane´ho pocˇa´tecˇn´ıho a c´ılove´ho bodu a
pokud se tyto body povede napojit do grafu, probeˇhne vyhleda´n´ı cesty v tomto grafu,
naprˇ´ıklad pomoc´ı Dijkstrova algoritmu [2].
5.1 Vytva´rˇen´ı grafu (roadmapy)
V prvn´ı fa´zi algoritmu PRM se vytva´rˇ´ı neorientovany´ graf G = (V, E). V je mnozˇina uzl˚u
grafu, tedy konfigurac´ı robota v prostoru (v za´kladn´ım prˇ´ıpadeˇ se jedna´ o volne´ konfigurace).
E je mnozˇina hran spojuj´ıc´ıch uzly (viz n´ızˇe – spojovac´ı funkce) tak, zˇe dana´ hrana (cesta)
nekoliduje s prˇeka´zˇkami.
Du˚lezˇite´ d´ılcˇ´ı funkce pro vytva´rˇen´ı grafu:
1. Spojovac´ı funkce (∆, local planner)
Pro vstupn´ı uzly q′, q′′ ∈ Cfree vra´t´ı bud’ cestu spojuj´ıc´ı tyto dva body a nekoliduj´ıc´ı
s prˇeka´zˇkami, nebo NIL v prˇ´ıpadeˇ, zˇe tyto body nelze kv˚uli prˇeka´zˇka´m spojit. Pro
za´kladn´ı variantu PRM je to funkce spojuj´ıc´ı dva uzly u´secˇkou, tedy deterministicka´
a symetricka´.
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2. Vzda´lenostn´ı funkce (dist)
C × C ← <+ ∪ 0
Funkce vracej´ıc´ı vzda´lenost libovolny´ch dvou uzl˚u grafu, je vyuzˇ´ıva´na prˇi vyhleda´va´n´ı
nejblizˇsˇ´ıch uzl˚u. Podrobneˇji viz 3.3.
Algoritmus 5.1 Algoritmus pro konstrukci grafu PRM [2].
Vstup:
n: pocˇet uzl˚u, kolik ma´ mı´t graf po proveden´ı algoritmu
k: pocˇet sousedn´ıch uzl˚u urcˇeny´ch pro napojen´ı
Vy´stup:
Graf G = (V, E)
1: V ← ∅
2: E ← ∅
3: while | V |< n do
4: repeat
5: q ← na´hodna´ konfigurace z C
6: until q je volna´ konfigurace
7: V ← V ∪ {q}
8: end while
9: for all q ∈ V do
10: Nq ← k nejbliˇzsˇ´ıch soused˚u podle vzda´lenostn´ı funkce dist
11: for all q′ ∈ Nq do
12: if (q, q′) /∈ E and ∆(q, q′) 6= NIL then




Algoritmus pro konstrukci grafu (roadmapy) funguje na´sledovneˇ:
Na pocˇa´tku ma´me v grafu pra´zdnou mnozˇinu vrchol˚u i hran. Postupneˇ generujeme sou-
rˇadnice na´hodne´ho bodu (konfigurace robota) z C a urcˇ´ıme, zda bod koliduje s prˇeka´zˇkou.
Pokud tento bod s prˇeka´zˇkou nekoliduje (lezˇ´ı v Cfree), prˇida´me jej jako novy´ vrchol do
grafu.
Takto postupujeme azˇ do chv´ıle, nezˇ graf G obsahuje pra´veˇ pozˇadovany´ch n bod˚u.
Ve druhe´ cˇa´sti algoritmu uzˇ pak pracujeme s body vlozˇeny´mi do grafu G v prvn´ı cˇa´sti.
Postupneˇ ke kazˇde´mu bodu z grafu najdeme k jemu nejblizˇsˇ´ıch bod˚u q′ pomoc´ı funkce pro
vy´beˇr nejblizˇsˇ´ıch soused˚u (3.2). Potom testujeme pomoc´ı spojovac´ı funkce (3.4) cestu mezi
vybrany´m bodem q a kazˇdy´m jeho nejblizˇsˇ´ım sousedem q′. V prˇ´ıpadeˇ nalezen´ı nekolizn´ı cesty
je tato u´secˇka prˇida´na jako nova´ hrana do grafu. Pokud bychom pouzˇili mı´sto spojova´n´ı
u´secˇkou neˇjakou nedeterministickou funkci, museli bychom jej´ı vy´sledek uchova´vat pro dalˇs´ı
pouzˇit´ı, avsˇak to uzˇ by se nejednalo o za´kladn´ı PRM algoritmus.
Volba pocˇtu bod˚u grafu n a pocˇtu nejblizˇsˇ´ıch bod˚u k pro pokus o spojen´ı je kl´ıcˇova´,
protozˇe pra´veˇ na teˇchto hodnota´ch za´vis´ı u´speˇsˇnost pokryt´ı konfiguracˇn´ıho prostoru. Po-
kud zvol´ıme tyto hodnoty nizˇsˇ´ı, algoritmus bude me´neˇ vy´pocˇetneˇ na´rocˇny´, avsˇak na u´kor
u´speˇsˇnosti hleda´n´ı cesty. Pro vysˇsˇ´ı hodnoty n a k bude vy´sledny´ graf obsahovat v´ıce bod˚u




Druha´ fa´ze algoritmu PRM se mu˚zˇe libovolneˇkra´t opakovat – pro kazˇdy´ dotaz lze totizˇ
vyuzˇ´ıt graf vytvorˇeny´ uzˇ v prvn´ı fa´zi PRM. K tomuto grafu se ve druhe´ fa´zi algoritmus
snazˇ´ı napojit pocˇa´tecˇn´ı qinit a c´ılovy´ agoal bod.
Algoritmus 5.2 Algoritmus pro nalezen´ı cesty v grafu PRM [2].
Vstup:
qinit: pocˇa´tecˇn´ı konfigurace robota
qgoal: c´ılova´ konfigurace robota
k: pocˇet sousedn´ıch uzl˚u urcˇeny´ch pro napojen´ı
G = (V, E): Graf vytvorˇeny´ algoritmem 5.1
Vy´stup:
Cesta z qinit do qgoal
1: Nqinit ← k nejbliˇzsˇ´ıch soused˚u uzlu qinit z V podle vzda´lenostn´ı funkce dist
2: Nqgoal ← k nejbliˇzsˇ´ıch soused˚u uzlu qgoal z V podle vzda´lenostn´ı funkce dist
3: V ← V ∪ {qinit} ∪ {qgoal}
4: q′ ← nejbliˇzsˇ´ı sousedn´ı uzel uzlu qinit vybrany´ z Nqinit
5: repeat
6: if ∆(qinit, q′) 6= NIL then
7: E ← E ∪ (qinit, q′)
8: else
9: q′ ← dalˇs´ı sousedn´ı uzel uzlu qinit vybrany´ z Nqinit
10: end if
11: until uzel qinit byl u´speˇsˇneˇ napojen nebo Nqinit je pra´zdny´
12: q′ ← nejbliˇzsˇ´ı sousedn´ı uzel uzlu qgoal vybrany´ z Nqgoal
13: repeat
14: if ∆(qgoal, q′) 6= NIL then
15: E ← E ∪ (qgoal, q′)
16: else
17: q′ ← dalˇs´ı sousedn´ı uzel uzlu qgoal vybrany´ z Nqgoal
18: end if
19: until uzel qgoal byl u´speˇsˇneˇ napojen nebo Nqgoal je pra´zdny´
20: P ← nejkratˇs´ı cesta z qinit do qgoal pomoc´ı G





Nejprve je potrˇeba napojit pocˇa´tecˇn´ı a c´ılovy´ bod do grafu G. To se prova´d´ı podobneˇ
jako napojova´n´ı uzl˚u v prvn´ı fa´zi – funkc´ı pro vy´beˇr nejblizˇsˇ´ıch soused˚u z´ıska´me k nejblizˇsˇ´ıch
bod˚u a ty se pak postupneˇ snazˇ´ıme u´secˇkou spojit s pocˇa´tecˇn´ım (resp. c´ılovy´m) bodem tak,
aby u´secˇka (cesta) nekolidovala s prˇeka´zˇkami. Hodnota k v te´to fa´zi nemus´ı by´t stejna´ jako
ta z fa´ze minule´, protozˇe v tomto prˇ´ıpadeˇ je vy´beˇr a pokus o napojen´ı nejblizˇsˇ´ıch bod˚u
proveden pouze dvakra´t a prˇ´ıpadna´ vysˇsˇ´ı hodnota k tedy nema´ prakticky zˇa´dny´ vliv na
vy´konnost algoritmu.
24
Obra´zek 5.1: Uka´zka appletu s nalezenou cestou v grafu PRM. Pocˇa´tecˇn´ı bod je vlevo
nahorˇe, c´ılovy´ vpravo dole. Graf je zna´zorneˇn jednotlivy´mi uzly (u kazˇde´ho uzlu je zobrazena
vzda´lenost od pocˇa´tecˇn´ıho bodu, spocˇ´ıtana´ prˇi vyhleda´va´n´ı nejkratsˇ´ı cesty) a hranami,
prˇeka´zˇky sˇedy´mi polygony a nalezena´ nejkratsˇ´ı cesta je vyznacˇena silneˇjˇs´ı cˇarou od pocˇa´tku
do c´ıle.
Pokud se podarˇ´ı napojit pocˇa´tecˇn´ı a za´rovenˇ i c´ılovy´ bod do grafu, zby´va´ jen pouzˇ´ıt
libovolny´ algoritmus pro vyhleda´n´ı (nejkratsˇ´ı) cesty v grafu. Nejcˇasteˇji se pouzˇ´ıva´ Dijkstr˚uv
algoritmus (ten je vhodny´ pro hleda´n´ı nejkratsˇ´ı cesty v nemeˇnne´m grafu, cozˇ je pra´veˇ tento
prˇ´ıpad), prˇ´ıpadneˇ A*. Nalezenou cestu lze potom tedy popsat seznamem po sobeˇ jdouc´ıch
vrchol˚u grafu G, mezi ktery´mi existuj´ı v tomto grafu hrany.
Uvedeny´ algortmus pro dotazovac´ı fa´zi PRM ale nezarucˇuje, zˇe po napojen´ı startovn´ıho a
c´ılove´ho bodu bude cesta mezi nimi vzˇdy nalezena. Pokud totizˇ graf nedostatecˇneˇ zachycuje
volny´ konfiguracˇn´ı prostor a je tvorˇen oddeˇleny´mi komponentami, mu˚zˇe se sta´t, zˇe pocˇa´tecˇn´ı
bod je napojen k jine´ komponenteˇ nezˇ c´ılovy´ a neexistuje tedy mezi nimi cesta. V takove´m
prˇ´ıpadeˇ jsou dveˇ mozˇnosti jak cestu nale´zt – prˇida´n´ım dalˇs´ıch bod˚u do grafu nebo pokusem
napojit oba body ke stejne´ komponenteˇ [2].
Prvn´ı mozˇnost spocˇ´ıva´ v prˇida´n´ı dalˇs´ıch bod˚u do grafu. Pokud je v˚ubec mozˇne´ oddeˇ-
lene´ komponenty grafu propojit (tedy pokud se nejedna´ naprˇ´ıklad o konfiguracˇn´ı prostor
oddeˇleny´ prˇeka´zˇkou na dveˇ cˇa´sti), pak prˇida´n´ım dalˇs´ıch bod˚u do grafu zvysˇujeme prav-
deˇpodobnost propojen´ı komponent. Body mu˚zˇeme prˇidat opakova´n´ım algoritmu 5.1 s t´ım
rozd´ılem, zˇe na zacˇa´tku neinicializujeme pra´zdny´ graf (rˇa´dek 1 a 2), ale pracujeme s jizˇ
drˇ´ıve vytvorˇeny´m grafem.
Druhou mozˇnost´ı je pokusit se napojit pocˇa´tecˇn´ı a c´ılovy´ bod ke stejne´ komponenteˇ
grafu G. Mu˚zˇeme procha´zet postupneˇ vsˇechny komponenty grafu a ty prˇedat jako vstup
25
algoritmu 5.2. Pokud dojde k napojen´ı obou bod˚u k jedne´ komponenteˇ, pak je zarucˇeno, zˇe
mezi nimi existuje cesta [2].
5.3 Implementace PRM appletu
Protozˇe PRM je za´kladn´ım a nejjednodusˇsˇ´ım pravdeˇpodobnostn´ım algoritmem, byla jeho
implementace d´ıky uzˇ prˇepraveny´m za´kladn´ım funkc´ım pro pra´ci s grafem, ktere´ jsou im-
plementova´ny ve trˇ´ıda´ch Roadmap a SimRoadmap, trivia´ln´ı.
Simulace PRM algoritmu prob´ıha´ v peˇti fa´z´ıch:
1. Generova´n´ı na´hodny´ch bod˚u
2. Spojen´ı bod˚u do grafu
3. Napojen´ı starovn´ıho a c´ılove´ho bodu
4. Vyhleda´n´ı cesty a jej´ı prˇ´ıpadne´ vyhlazen´ı
5. Prˇesun robota do c´ıle
Vsˇechny funkce, ktere´ realizuj´ı tyto fa´ze, jsou prˇ´ımo soucˇa´st´ı trˇ´ıdy PRMSim, kromeˇ
posledn´ı, ktera´ je stejneˇ jako u ostatn´ıch applet˚u vykona´va´na funkc´ı moveRobot() zdeˇdeˇnou
ze SimRoadmap (viz. 4).
Prvn´ı fa´ze simulace, generova´n´ı na´hodny´ch bod˚u ve volne´m konfiguracˇn´ım prostoru, je
implementova´na ve funkci generatePoints(). Ta prob´ıha´ prˇesneˇ podle prvn´ıch osmi rˇa´dk˚u
algoritmu 5.1 pro konstrukci PRM grafu a prˇi vygenerova´n´ı kazˇde´ho nove´ho bodu umozˇnˇuje
prˇi zpomalene´ simulaci tento bod zvy´raznit a zobrazit o neˇm dalˇs´ı informace ve stavove´
liˇsteˇ. Druha´ fa´ze spocˇ´ıva´ v pospojova´n´ı bl´ızky´ch bod˚u grafu hranami. Tu prova´d´ı funkce
connectRoadmap() opeˇt podle algoritmu 5.1, podle 9. azˇ 16. rˇa´dku. Prˇi zpomalene´ simulaci
tato funkce zobrazuje vsˇechny pokusy o napojen´ı sousedn´ıch bod˚u.
Trˇet´ı simulacˇn´ı fa´ze se pokousˇ´ı napojit nejprve pocˇa´tecˇn´ı a pote´ c´ılovy´ bod do vznik-
le´ho grafu. Tuto akci obstara´va´ funkce addStartAndGoal() podle algoritmu 5.2. Cˇtvrta´ fa´ze
prob´ıha´ v rezˇii funkce searchPath(), ktera´ je implementac´ı Dijkstrova algoritmu doplneˇne´ho
o pr˚ubeˇzˇne´ zobrazova´n´ı vza´lenosti jizˇ urcˇeny´ch bod˚u.
Posledn´ı fa´ze je stejneˇ jako u ostatn´ıch applet˚u prova´deˇna funkc´ı moveRobot(), ktera´ je
zdeˇdeˇna ze trˇ´ıdy SimRoadmap.
Co se ty´cˇe specia´ln´ıch nastaven´ı simulace, tak PRM applet obsahuje oproti za´kladn´ım
nastaven´ım (zmı´neˇny´m v cˇa´sti 4.6) pouze jedno. T´ım je hodnota Pocˇet nejbliˇzsˇ´ıch soused˚u
pro napojen´ı (Closest neighbors to examine), ktera´ uda´va´, s kolika nejblizˇs´ımi sousedy se
ma´ kazˇdy´ uzel pokousˇet spojit hranou. Vysˇsˇ´ı hodnota tohoto nastaven´ı sice zvysˇuje pravdeˇ-
podobnost, zˇe dany´ uzel bude spojen alesponˇ s jedn´ım sousedem, ale take´ zvysˇuje na´rocˇnost





EST je vy´konny´ jednodotazovy´ algoritmus, ktery´ se cˇasto vyuzˇ´ıva´ pro rˇesˇen´ı kinodynamic-
ky´ch u´loh. Pracuje, podobneˇ jako RRT, se stromem ukotveny´m v pocˇa´tecˇn´ım (a v prˇ´ıpadeˇ
dvoustromove´ verze i v c´ılove´m) bodeˇ a tento strom se postupneˇ veˇtv´ı do volne´ho konfigu-
racˇn´ıho prsotoru.
6.1 Vytva´rˇen´ı stromu
Algoritmus EST mu˚zˇe pracovat ve dvou varianta´ch – bud’ vytva´rˇ´ı dva stromy (ukotvene´
v pocˇa´tecˇn´ı a c´ılove´ pozici), nebo pracuje jen s jedn´ım stromem (ukotveny´ v pocˇa´tecˇn´ı
pozici), cozˇ je vhodne´ pro kinodynamicke´ u´lohy [2].
Obra´zek 6.1: Uka´zka zp˚usobu prˇida´va´n´ı nove´ho uzlu do stromu EST. Bod q byl vybra´n ze
stromu na za´kladeˇ pravdeˇpodobnostn´ı funkce piT a q′rand je na´hodneˇ zvoleny´ bod z volne´ho
konfiguracˇn´ıho prostoru. Pro takto vybrany´ bod q′rand dojde k rozsˇ´ıˇren´ı stromu – je do neˇj
prˇida´n pra´veˇ bod q′rand a hrana (q, q
′




Prˇida´va´n´ı novy´ch uzl˚u a hran do stromu se rˇ´ıd´ı algoritmem Build EST (6.1) a Extend
EST (6.2):
Pomoc´ı pravdeˇpodobnostn´ı funkce piT (viz da´le) na´hodneˇ vybereme jeden z uzˇ existu-
j´ıc´ıch uzl˚u stromu a k neˇmu vygenerujeme novy´, na´hodny´ bod z jeho okol´ı. Pote´ pomoc´ı
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spojovac´ı funkce (u´secˇkou) zjist´ıme, zde mezi nimi existuje cesta a pokud ano, novy´ bod i
tuto cestu (hranu) prˇida´me do stromu.
Oproti PRM tedy prˇida´va´me do grafu jen ty uzly, ktere´ se podarˇ´ı napojit do stromu –
pokud tedy v za´veˇrecˇne´ fa´zi prˇipoj´ıme do stromu i pocˇa´tecˇn´ı a c´ılovy´ bod, pak je jiste´, zˇe
hledana´ cesta existuje.
Algoritmus 6.1 Build EST – algoritmus pro konstrukci stromu EST [2].
Vstup:
q0: korˇenovy´ uzel stromu
n: maxima´ln´ı pocˇet pokus˚u o rozsˇ´ırˇen´ı stromu
Vy´stup:
Strom T = (V, E), ktery´ ma´ korˇen q0 a maxima´lneˇ n uzl˚u
1: V ← {q0}
2: E ← ∅
3: for i = 1 to n do




Algoritmus 6.2 Extend EST – algoritmus pro expanzi EST stromu [2].
Vstup:
Strom T = (V, E) (EST strom))
q: konfigurace ∈ V , ze ktere´ bude strom expandovat
Vy´stup:
Nova´ konfigurace (uzel) qnew v okol´ı bodu q, nebo NIL v prˇ´ıpadeˇ neu´speˇchu
1: qnew ← na´hodneˇ vybrana´ volna´ konfigurace v okol´ı bodu q
2: if ∆(q, qnew) then
3: V ← V ∪ {qnew}




6.2 Vy´beˇr pravdeˇpodobnostn´ı funkce
Prˇi vytva´rˇen´ı stromu je nejd˚ulezˇiteˇjˇs´ı u´cˇinneˇ vyb´ırat ze stromu na´hodne´ body, urcˇene´ pro
prˇipojova´n´ı dalˇs´ıch novy´ch bod˚u. Pravdeˇpodobnostn´ı funkce totizˇ nesmı´ zp˚usobovat ”prˇe-
vzorkova´n´ı“ (oversampling) v neˇktery´ch mı´stech (zejme´na kolem pocˇa´tku, prˇ´ıpadneˇ c´ıle),
protozˇe by to snizˇovalo efektivitu algoritmu. Je tedy potrˇeba zvolit takovou pravdeˇpodob-
nostn´ı funkci piT , ktera´ bude zarucˇovat generova´n´ı novy´ch na´hodny´ch bod˚u s vysˇsˇ´ı pravdeˇ-
podobnost´ı v prostoru me´neˇ pokryte´m stomem [2].
V praxi se osveˇdcˇilo uchova´vat o kazˇde´m bodu stromu informaci wT (q), ktera´ vyjadrˇuje
hustotu okoln´ıch bod˚u. Ta se da´ spocˇ´ıtat nejjednodusˇeji vy´cˇtem bod˚u v prˇedem definovane´m
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okol´ı kazˇde´ho bodu. Pokud rozlozˇen´ı pravdeˇpodobnosti definujeme jako inverzn´ı k te´to
funkci hustoty okol´ı, z´ıska´me pravdeˇpodobnostn´ı rozlozˇen´ı piT , ktere´ uprˇednostnˇuje me´neˇ
pokryte´ oblasti a umozˇnˇuje tak stromu expandovat do neprozkoumany´ch cˇa´st´ı prostoru [2].
Rozumnou aproximac´ı toho zp˚usobu je pak metoda pracuj´ıc´ı s prostorem rozdeˇleny´m
na pravidelnou mrˇ´ızˇku [2], ktera´ uchova´va´ informaci o pocˇtu uzl˚u stromu v kazˇde´ bunˇce
te´to mrˇ´ızˇky. Nove´ uzly jsou pak prˇida´va´ny s veˇtsˇ´ı pravdeˇpodobnost´ı do me´neˇ ”obsazeny´ch“
buneˇk. U tohoto zp˚usobu se jednodusˇe aktualizuje mrˇ´ızˇka po prˇida´n´ı nove´ho uzlu do stomu
a je tedy vhodneˇjˇs´ı pro na´rocˇneˇjˇs´ı u´lohy.
Protozˇe pravdeˇpodobnostn´ı funkce piT pro generova´n´ı novy´ch vzork˚u je pro EST algo-
ritmus za´sadn´ı, existuje mnoho dalˇs´ıch variant. Mu˚zˇeme kromeˇ pocˇtu soused˚u zohlednˇovat
take´ porˇad´ı, ve ktere´m byly uzly prˇida´ny do stromu, vzda´lenost uzl˚u od pocˇa´tku nebo
mu˚zˇeme vyuzˇ´ıt A∗cost funkci [2], ktera´ kombinuje hodnotu vzda´lenosti od pocˇa´tku s ocˇeka´-
vanou hodnotou vzda´lenosti k c´ıli. Prˇi implementaci EST appletu jsem mimo jine´ pouzˇil i
modifikaci vy´sˇe zmı´neˇne´ho ”mrˇ´ızˇkove´ho“ prˇ´ıstupu, jak bude podrobneˇji popsa´no v 6.5
6.3 Napojen´ı stromu˚
V prˇ´ıpadeˇ jednostromove´ verze je mozˇne´ algoritmus EST ukoncˇit v prˇ´ıpadeˇ, zˇe noveˇ prˇidany´
bod lze prˇ´ımo spojit s c´ılovy´m.
Obra´zek 6.2: Spojova´n´ı dvou EST stromu˚. Po prˇida´n´ı nove´ho uzlu q do stromu Tinit se tento
uzel pokousˇ´ı spojit s nejblizˇsˇ´ımi sousedn´ımi body ze druhe´ho stromu Tgoal. Pro nejblizˇsˇ´ı
bod x se spojen´ı nepovede, ale d´ıky dalˇs´ımu bl´ızke´mu bodu y jsou oba dva stromy u´speˇsˇneˇ
spojeny.
Pokud EST pracuje se dveˇma stromy, je potrˇeba, podobneˇ jako u RRT algoritmu, stromy
spojit a t´ım zajistit existenci cesty mezi pocˇa´tkem a c´ılem. Stromy jsou u´speˇsˇneˇ spojeny
v prˇ´ıpadeˇ, zˇe je nalezena cesta mezi libovolny´m bodem z prvn´ıho stromu a jiny´m bodem
z druhe´ho stromu. Pomoc´ı stejne´ pravdeˇpodobnostn´ı funkce piT jako prˇi generova´n´ı EST
stromu vybereme jeden uzel z prvn´ıho stromu. Pak najdeme k neˇmu nejblizˇsˇ´ı uzel z dru-
he´ho stromu a pokus´ıme se je spojit u´secˇkou. Pokud se spojen´ı bod˚u podarˇ´ı, tak oba dva
stromy mohou by´t propojeny a cesta mezi pocˇa´tkem a c´ılem se z´ıska´ spojen´ım posloupnost´ı
mezi korˇeny stromu˚ a teˇmito spojovac´ımi uzly. V prˇ´ıpadeˇ neu´speˇsˇne´ho propojen´ı stromu˚ se
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stromy vymeˇn´ı a cely´ spojovac´ı postup se opakuje [2].
6.4 SBL algoritmus
SBL (Single-query, Bi-directional, Lazy-collision checking, [2]) je jednodotazovy´ algoritmus,
ktery´ pracuje podobneˇ jako EST. SBL take´ pracuje se dveˇma stromy, ukotveny´mi v po-
cˇa´tku a c´ıli, ale liˇs´ı se ve zp˚usobu prˇida´va´n´ı novy´ch bod˚u a hran do stromu – SBL totizˇ
netestuje, zde mezi novy´m bodem a vybrany´m bodem ze stromu existuje hrana nekoliduj´ıc´ı
s prˇeka´zˇkou. SBL algoritmus novy´ bod a hranu prˇida´ do stromu vzˇdy, takzˇe vznikle´ stromy
nelezˇ´ı jen ve volne´m konfiguracˇn´ım prostoru, ale mu˚zˇou kolidovat i s prˇeka´zˇkami.
Vyhodnocova´n´ı legitimity hran prob´ıha´ azˇ na za´veˇr a to jen u teˇch hran, ktere´ jsou
soucˇa´st´ı hledane´ cesty. Dı´ky te´to vlastnosti algoritmus usˇetrˇ´ı prostrˇedky, ktere´ by jinak
zabralo vyhodnocova´n´ı vsˇech hran.
Obra´zek 6.3: Uka´zka nalezene´ cesty pomoc´ı EST appletu pracuj´ıc´ıho s pravdeˇpodobnostn´ı
funkc´ı zalozˇenou na mrˇ´ızˇce.
Pokud zvol´ıme pro SBL pravdeˇpodobnostn´ı funkci zalozˇenou na mrˇ´ızˇce (6.2) a vyb´ıra´me
pro napojova´n´ı prˇednostneˇ bunˇky mrˇ´ızˇky obsahuj´ıc´ı me´neˇ uzl˚u stromu, je SBL algoritmus
velmi rychly´ a vy´konny´.
6.5 Implementace EST appletu
Specialitou EST algoritmu oproti ostatn´ım PA je pravdeˇpodobnostn´ı funkce pro vy´beˇr uzl˚u,
ze ktery´ch se ma´ EST strom rozsˇiˇrovat.
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V simulacˇn´ı trˇ´ıdeˇ EST appletu (ESTSim) jsou implementova´ny dva prˇ´ıstupy pro vy´beˇr
uzl˚u – na za´kladeˇ pocˇtu uzl˚u v okol´ı a pomoc´ı mrˇ´ızˇky.
Prvn´ı prˇ´ıstup s vysˇsˇ´ı pravdeˇpodobnost´ı vyb´ıra´ uzly s mensˇ´ı hustotou okoln´ıch bod˚u,
prˇicˇemzˇ pojem ”okol´ı“ je prostor kolem kazˇde´ho bodu do vzda´lenosti urcˇene´ promeˇnnou
generateNeighborhoodSize. Hustota okol´ı je pak pro kazˇdy´ bod da´na jako
Σx′(generateNeighborhoodSize− dist(x, x′))
, kde x′ jsou vsˇechny body v dane´m okol´ı bodu x. Hodnoty hustoty jsou uchova´va´ny ve
zvla´sˇtn´ı hashovac´ı tabulce, ve ktere´ je jako kl´ıcˇ pouzˇita hash hodnota uzlu. Pro prˇida´va´n´ı
uzl˚u do grafu je proto vyuzˇ´ıva´na funkce recomputePointDensity, ktera´ za´rovenˇ s prˇida´n´ım
bodu prˇepocˇ´ıta´ hustotu okoln´ıch bod˚u v te´to tabulce, a pro na´hodny´ vy´beˇr bodu (s veˇtsˇ´ı
pravdeˇpodobnost´ı bodu s rˇ´ıdky´m okol´ım) pak funkce getSparsePoint.
Druhy´ prˇ´ıstup deˇl´ı simulacˇn´ı prostor pomoc´ı mrˇ´ızˇky na mensˇ´ı cˇtvercove´ oblasti – bunˇky.
Vy´beˇr bodu pro expanzi v tomto prˇ´ıpadeˇ spocˇ´ıva´ nejprve ve vy´beˇru bunˇky s nejmensˇ´ı
hustotou bod˚u uvnitrˇ a pote´ je na´hodneˇ vybra´n bod z te´to bunˇky. Hustota buneˇk je da´na
pocˇtem bod˚u, ktere´ se uvnitrˇ n´ı nacha´z´ı. Pro pra´ci s bunˇkami jsem ve trˇ´ıdeˇ ESTSim vytvorˇil
vnorˇenou trˇ´ıdu Cell, ktera´ uchova´va´ informace o bodech v te´to bunˇce, hustoteˇ a o pozici v
mrˇ´ızˇce. Da´le poskytuje metody pro prˇida´n´ı bodu do bunˇky a pro vy´beˇr na´hodne´ho bodu z
n´ı – addVertex() a getRandomVertex().
Obra´zek 6.4: Bod ve vzda´lenosti 364 se nacha´z´ı v bunˇce, ve ktere´ je sice jediny´ a proto bude
prˇi za´kladn´ım prˇ´ıstupu tato bunˇka cˇasto vyb´ıra´na pro expanzi, ale kv˚uli prˇeka´zˇce uzˇ v te´to
bunˇce nen´ı mnoho mı´sta pro dalˇs´ı body, takzˇe budou expanze neu´speˇsˇne´.
Po implementaci obou zmı´neˇny´ch prˇ´ıstup˚u jsem zjistil, zˇe efektivita pravdeˇpodobnostn´ı
funkce prˇi generova´n´ı stromu˚ je nizˇsˇ´ı, pokud se oblast vymezena´ pro urcˇova´n´ı hustoty
(tedy okol´ı bodu nebo bunˇka) nenacha´z´ı cela´ ve volne´m konfiguracˇn´ım prostoru. Pokud
tedy naprˇ´ıklad polovinu bunˇky zab´ıra´ prˇeka´zˇka, nemu˚zˇe by´t v te´to bunˇce nikdy tolik bod˚u,
jako v bunˇce bez prˇeka´zˇek a dojde drˇ´ıve ke stavu ”zahlcen´ı“ bunˇky, kdy uzˇ nen´ı mozˇne´
do n´ı prˇida´vat dalˇs´ı body. Bunˇky s mensˇ´ı plochou volne´ho konfiguracˇn´ıho prostoru proto
pr˚umeˇrneˇ obsahuj´ı me´neˇ bod˚u a jsou t´ım pa´dem cˇasteˇji vyb´ıra´ny pro expanzi, i kdyzˇ expanze
z nich uzˇ nemus´ı by´t mozˇna´ (viz obra´zek 6.4). Podobneˇ je tomu take´ u prˇ´ıstupu s pocˇ´ıta´n´ım
hustoty na za´kladeˇ bod˚u v okol´ı bodu, kdy se v tomto okol´ı nacha´z´ı prˇeka´zˇka.
Aby se prˇedesˇlo tomuto neefektivn´ımu vy´beˇru bod˚u pro expanzi, bylo by mozˇne´ hustotu
vyjadrˇovat se zohledneˇn´ım pomeˇru plochy volne´ho konfiguracˇn´ıho prostoru k cele´ plosˇe dane´
bunˇky/okol´ı bodu. Dalˇs´ı mozˇnost´ı je nastaven´ı vzda´lenosti pro generova´n´ı novy´ch bod˚u
vy´razneˇ veˇtsˇ´ı, nezˇ rozmeˇry bunˇky, cozˇ ale rˇesˇ´ı proble´m jen cˇa´stecˇneˇ. V EST appletu jsem
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Rozlozˇen´ı prˇeka´zˇek Za´kladn´ı prˇ´ıstup Vylepsˇeny´ prˇ´ıstup
Na´hodne´ I. 145 106
Na´hodne´ II. 381 261
Na´hodne´ III. 130 96
U´zky´ pr˚uchod 217 148
Mnoho prˇeka´zˇek 339 226
Labyrint 2034 1086
Celkem pr˚umeˇrneˇ 649 385
Tabulka 6.1: Srovna´n´ı dvou prˇ´ıstup˚u pro vy´beˇr buneˇk pro pokus o expanzi EST stromu –
za´kladn´ıho (podle pocˇtu bod˚u, ktere´ obsahuj´ı) a vylepsˇene´ho (podle pocˇtu bod˚u a neu´speˇsˇ-
ny´ch pokus˚u o expanzi z bunˇky) prˇ´ıstupu. Tabulka zachycuje nameˇrˇene´ hodnoty celkove´ho
pocˇtu pokus˚u o expanzi, nezˇ byla nalezena cesta. Tyto hodnoty byly u kazˇde´ho rozlozˇen´ı
prˇeka´zˇek z´ıska´ny jako pr˚umeˇr z 200 meˇrˇen´ı (jedna polovina prˇi simulaci s jedn´ım stromem,
druha´ se dveˇma stromy).
pro vy´beˇr buneˇk pouzˇil jesˇteˇ jiny´ prˇ´ıstup – po kazˇde´ neu´speˇsˇne´ expanzi z dane´ bunˇky je
inkrementova´no jej´ı pocˇ´ıtadlo bod˚u. Toto pocˇ´ıtadlo pak tedy vyjadrˇuje soucˇet pocˇtu bod˚u
v bunˇce a pocˇtu neu´speˇsˇny´ch pokus˚u o expanzi te´to bunˇky. Prˇi generova´n´ı stromu jsou
d´ıky tomu cˇasteˇji vyb´ıra´ny bunˇky s mensˇ´ım pocˇtem bod˚u a s mensˇ´ım pocˇtem neu´speˇsˇny´ch
pokus˚u o expanzi, cozˇ prˇi rovnosti pocˇtu bod˚u uprˇednostnˇuje pro vy´beˇr noveˇji prˇidane´
bunˇky, ktere´ maj´ı mensˇ´ı hodnotu neu´speˇsˇny´ch pokus˚u.
Na toto vylepsˇn´ı jsem nikde v literaturˇe nenarazil, takzˇe jsem se sv˚uj prˇedpoklad, zˇe
opravdu zefektivnˇuje EST algoritmus, snazˇil experimenta´lneˇ oveˇrˇit. Porovna´n´ı tohoto prˇ´ı-
stupu s obycˇejny´m vy´beˇrem buneˇk podle pocˇtu bod˚u v nich je zachyceno v tabulce 6.1, ze
ktere´ plyne, zˇe tato modifikace je pro vy´beˇr buneˇk opravdu efektivneˇjˇs´ı.
Samotna´ simulace EST algoritmu prob´ıha´ ve trˇech fa´z´ıch:
1. Vytva´rˇen´ı EST stromu˚
2. Vyhleda´n´ı cesty a jej´ı prˇ´ıpadne´ vyhlazen´ı
3. Prˇesun robota do c´ıle
Prvn´ı dveˇ fa´ze jsou realizova´ny funkcemi prˇ´ımo ze trˇ´ıdy ESTSim, trˇet´ı je jako u ostatn´ıch
applet˚u vykona´va´na funkc´ı moveRobot() zdeˇdeˇnou ze SimRoadmap (viz. 4).
Nejd˚ulezˇiteˇjˇs´ı – prvn´ı – fa´zi prova´d´ı funkce buildEST(). Ta pracuje podobneˇ, jako je
popsa´no v algoritmu 6.1. Narozd´ıl od tohoto algoritmu ale po kazˇde´m u´speˇsˇne´m prˇida´n´ı
nove´ho bodu do grafu testuje, zda uzˇ nelze generova´n´ı u´speˇsˇneˇ ukoncˇit. Prˇi jednostromove´
varianteˇ je to realizova´no pokusem o spojen´ı nove´ho bodu s c´ılovy´m pomoc´ı funkce mer-
geWithGoal(), u dvoustromove´ verze pokusem o spojen´ı nove´ho bodu s ktery´mkoliv bodem
ze druhe´ho stromu, cozˇ prova´d´ı funkce mergeEST().
Pokud je generova´n´ı EST stromu/stromu˚ ukoncˇeno u´speˇsˇneˇ, ve druhe´ fa´zi je pomoc´ı
funkce searchPath() vyhleda´na cesta. V prˇ´ıpadeˇ jednostromove´ verze pomoc´ı posloupnosti
cesty od c´ıle ke korˇeni stromu (tedy do pocˇa´tecˇn´ıho bodu robota), v prˇ´ıpadeˇ dvoustromove´
varianty pomoc´ı funkce searchTwoTrees() ze trˇ´ıdy SingleQuerySim, ktera´ cestu vytvorˇ´ı
spojen´ım dvou cest od bodu, ktery´ stromy spojuje, do jejich korˇen˚u.
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EST applet obsahuje oproti za´kladn´ım nastaven´ım (zmı´neˇny´m v cˇa´sti 4.6) neˇkolik na-
staven´ı specia´ln´ıch. Je mozˇne´ si vybrat mezi jedno- a dvoustromovou verz´ı simulace (Single
tree nebo Two trees (bidirectional)), mezi pravdeˇpodobnostn´ı funkc´ı zalozˇenou na hustoteˇ
bod˚u v okol´ı bodu (Simple approach) nebo zalozˇenou na mrˇ´ızˇce (Grid approach).
Lze nastavit zobrazova´n´ı vsˇech bod˚u, ktere´ jsou na´hodneˇ generova´ny, i kdyzˇ potom
nejsou prˇida´ny do grafu (Show all random points). Prˇi vybrane´ pravdeˇpodobnostn´ı funkci
zalozˇene´ na mrˇ´ızˇce je mozˇne´ aktivovat optimalizaci zohlednˇuj´ıc´ı i pocˇet neu´speˇsˇny´ch expanz´ı
z bunˇky, jak bylo popsa´no vy´sˇe v te´to cˇa´sti. K tomu slouzˇ´ı zatzˇ´ıtko Progressive cell select.
Dalˇs´ı nastaven´ı se ty´ka´ velikosti bunˇky mrˇ´ızˇky (Cell size), velikosti okol´ı pro generova´n´ı
nove´ho bodu (Neighborhood size to generate point) a polomeˇr oblasti pro vy´pocˇet hustoty





Pravdeˇpodobnostn´ı algoritmus PRM rozeb´ırany´ v minule´ kapitole byl uka´zkou v´ıcedotazo-
ve´ho algoritmu. Pokud ale potrˇebujeme prove´st jen jedno hleda´n´ı mezi dveˇma konkre´tn´ımi
body prostoru, mu˚zˇe by´t efektivneˇjˇs´ı pouzˇ´ıt neˇktery´ z jednodotazovy´ch algoritmu˚. Vyhneme
se t´ım fa´zi budova´n´ı grafu zachycuj´ıc´ıho cely´ konfiguracˇn´ı prostor, protozˇe k nalezen´ı cesty
mezi dveˇma body stacˇ´ı vytvorˇit graf jen mezi teˇmito body a zbytek konfiguracˇn´ıho prostoru
uzˇ na´s obvykle nezaj´ıma´.
Jedn´ım z prvn´ıch jednodotazovy´ch algoritmu˚ byl RPP [2], ktery´ vyuzˇ´ıval k hleda´n´ı cesty
potencia´lova´ pole mezi prˇeka´zˇkami a pokud hleda´n´ı uv´ızlo v loka´ln´ım minimu, algoritmus
se z neˇj pokusil dostat pomoc´ı na´hodny´ch pohyb˚u.
Dalˇs´ımi za´stupci jednodotazovy´ch algoritmu˚ jsou RRT (Rapidly-exploring Random
Trees) a EST (Expansive-Spaces Trees). Oba dva pracuj´ı se dveˇma stromy, jejichzˇ
korˇeny jsou v pocˇa´tecˇn´ım a c´ılove´m bodeˇ. Tyto dva stromy se postupneˇ rozsˇiˇruj´ı po volne´m
konfiguracˇn´ım prostoru a algoritmy koncˇ´ı ve chv´ıli, kdy lze oba stromy spojit. Mı´sto dvou
stromu˚ je mozˇne´ pracovat jen s jedn´ım, ktery´ by pak meˇl korˇen v pocˇa´tecˇn´ım stavu, a proto
jsou oba algoritmy vhodne´ pro tzv. kinodynamicke´ (kinodynamic, [6]) u´lohy, cozˇ jsou u´lohy,
kdy mus´ıme prˇi hleda´n´ı cesty uvazˇovat rychlost a zrychlen´ı robota.
7.1 Vytva´rˇen´ı stromu˚
Za´kladn´ım principem algoritmu RRT je vyuzˇit´ı dvou stromu˚ Tinit a Tgoal, jejichzˇ korˇe-
nem jsou startovn´ı a c´ılovy´ bod pro hleda´n´ı cesty – qinit a qgoal. V prvn´ı fa´zi algoritmu je
tedy potrˇeba vytvorˇit tyto dva stromy.
Oba dva stromy se buduj´ı za´rovenˇ – postupneˇ se prˇida´va´ jeden novy´ uzel do Tinit a
vza´peˇt´ı do Tgoal. Uzel se prˇida´va´ podle algoritmu Build RRT (7.1) a Extend RRT (7.2):
Nejprve vygenerujeme na´hodny´ bod qrand z volne´ho konfiguracˇn´ıho prostoru. K neˇmu
pomoc´ı vzda´lenostn´ı funkce vybereme nejblizˇsˇ´ı bod qnear ze stromu, se ktery´m pra´veˇ pra-
cujeme, a ve vzda´lenosti step size pak z´ıska´me novy´ bod qnew. Potom pomoc´ı spojovac´ı
funkce zjist´ıme, zda je mozˇne´ tento novy´ bod prˇidat do grafu – tedy jestli existuje nekolizn´ı
cesta mezi qnear a qnew. Pokud takova´ cesta existuje, prˇida´me ke stromu tuto hranu a take´
bod qnew jako novy´ list.
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Obra´zek 7.1: Uka´zka zp˚usobu prˇida´va´n´ı nove´ho uzlu do stromu RRT. Bod qrand je na´hodneˇ
vybra´n z volne´ho konfiguracˇn´ıho prostoru a pote´ je ze stromu T nalezen k neˇmu nejblizˇsˇ´ı
bod qnear. Nova´ konfigurace qnew pro prˇida´n´ı do stromu pak lezˇ´ı ve vzda´lenosti step size
od qnear ve smeˇru ke qrand.
Algoritmus 7.1 Build RRT – algoritmus pro konstrukci stromu RRT [2].
Vstup:
q0: korˇenovy´ uzel stromu
n: maxima´ln´ı pocˇet pokus˚u o rozsˇ´ırˇen´ı stromu
Vy´stup:
Strom T = (V, E), ktery´ ma´ korˇen q0 a maxima´lneˇ n uzl˚u
1: V ← {q0}
2: E ← ∅
3: for i = 1 to n do




7.2 Volba de´lky kroku prˇi vytva´rˇen´ı stromu˚
Zvla´sˇtn´ı roli u algoritmu RRT hraje volba de´lky kroku step size. Pokud pracujeme s kon-
stantn´ı de´lkou kroku, nemeˇla by by´t ani prˇ´ıliˇs kra´tka´ (potom by vznikalo velke´ mnozˇstv´ı
uzl˚u stromu bl´ızko sebe a algoritmus by byl me´neˇ vy´konny´), ani prˇ´ıliˇs dlouha´ (pak by prˇi
velke´m mnozˇstv´ı prˇeka´zˇek mohlo by´t obt´ızˇne´ prˇidat novy´ uzel a algoritmus Build RRT
(7.1) by mohl neu´speˇsˇneˇ skoncˇit) [2].
De´lka kroku mu˚zˇe by´t take´ dynamicky volena´ na za´kladeˇ vzda´lenosti q a qnear. Pokud
mu˚zˇeme umı´stit qnew do veˇtsˇ´ı vzda´lenosti od stromu, strom pak rychleji expanduje do
volne´ho prostoru [2].
Dalˇs´ı mozˇnost´ı je vyuzˇ´ıt algoritmus Connect RRT (7.3). Ten spocˇ´ıva´ v opakova´n´ı za´-
kladn´ıho algoritmu Extend RRT (7.2) tak dlouho, dokud je mozˇne´ postupneˇ posouvat qnew
smeˇrem k na´hodne´mu bodu qrand o konstantn´ı hodnotu step size. Pokud bychom chteˇl
zabra´nit prˇ´ıliˇsne´mu ”zahusˇt’ova´n´ı“ grafu novy´mi body smeˇrem ke qrand, je mozˇne´ prˇida´-
vat pouze posledn´ı bod, ktery´ jesˇteˇ nekoliduje s prˇeka´zˇkou [2]. Tento algoritmus je take´
vyuzˇ´ıva´n pro spojova´n´ı stromu˚, jak bude vysveˇtleno v na´sleduj´ıc´ı cˇa´sti.
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Algoritmus 7.2 Extend RRT – algoritmus pro expanzi RRT stromu [2].
Vstup:
Strom T = (V, E) (RRT strom))
q: konfigurace, ke ktere´ bude strom expandovat
Vy´stup:
Nova´ konfigurace (uzel) qnew (ve smeˇru ke q), nebo NIL v prˇ´ıpadeˇ neu´speˇchu
1: qnear ← nejbliˇzsˇ´ı soused bodu q ze stromu T
2: qnew ← bod na u´secˇce qnear, q ve vzda´lenosti step size od near
3: if qnew nekoliduje s prˇeka´zˇkou then
4: V ← V ∪ {qnew}




Algoritmus 7.3 Connect RRT – algoritmus pro expanzi stromu RRT [2].
Vstup:
Strom T = (V, E) (RRT strom))
qrand: konfigurace, ke ktere´ bude strom expandovat
Vy´stup:
connected pokud se uzel q podarˇ´ı napojit; jinak failure
1: repeat
2: qnew ← extendRRT(T, q)
3: until (qnew = q or qnew = NIL)






Algoritmus RRT, respektive jeho hlavn´ı cˇa´st – vytva´rˇen´ı stromu˚ – koncˇ´ı ve chv´ıli, kdy
se podarˇ´ı oba dva stromy spojit. Protozˇe jeden ze stromu˚ ma´ korˇen v pocˇa´tecˇn´ım a druhy´
v c´ılove´m bodeˇ, jejich spojen´ım dostaneme graf obsahuj´ıc´ı hledanou cestu mezi teˇmito body.
Tu oproti algoritmu PRM nemus´ıme vyhleda´vat zˇa´dny´m dalˇs´ım algoritmem, ale dostaneme
ji pouhy´m spojen´ım cest od list˚u, ktere´ spojily stromy, ke korˇen˚um.
Spojen´ı dvou stromu˚ mu˚zˇeme zkousˇet po kazˇde´m prˇida´n´ı nove´ho bodu qnew do jednoho
ze stromu˚. Je mozˇne´ pokousˇet se napojit tento noveˇ prˇidany´ bod se ktery´mkoliv z bod˚u ze
druhe´ho stromu, nebo lze vyuzˇ´ıt algoritmu Connect RRT (7.3).
Ke spojova´n´ı stromu˚ za vyuzˇit´ı agoritmu Connect RRT (7.3) slouzˇ´ı algoritmus Merge
RRT (7.4). Nejprve je do jednoho ze stromu˚ prˇida´n novy´ bod qnew (pomoc´ı Extend RRT )
a ten je vza´peˇt´ı pouzˇit jako vstup qrand opeˇt pro Extend RRT, ktery´ je ted’ ale vola´n pro
druhy´ strom. Pokud je mozˇne´ spojit druhy´ strom s qnew, je tento bod prˇida´n i do druhe´ho
stromu a pomoc´ı neˇj jsou oba stromy spojeny a cely´ algoritmus u´speˇsˇneˇ koncˇ´ı. V prˇ´ıpadeˇ
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Obra´zek 7.2: Spojova´n´ı dvou RRT stromu˚. Bod qrand je na´hodneˇ vybra´n z volne´ho konfigu-
racˇn´ıho prostoru a na´sledneˇ jsou k neˇmu rozsˇiˇrova´ny oba dva stromy (ze svy´ch nejblizˇsˇ´ıch
bod˚u – q1 a q2). Pokud obeˇ rozsˇiˇrova´n´ı skoncˇ´ı u´speˇsˇneˇ v bodeˇ qrand, jsou stromy t´ımto
bodem spojeny.
neu´speˇchu je mozˇne´ oba dva stromy vymeˇnit a Merge RRT opakovat s novy´m qrand na
pocˇa´tku, ale nema´ smysl jej opakovat mnohokra´t, protozˇe by to zpomalovalo cely´ RRT
algoritmus [2].
U algoritmu MergeRRT je mozˇne´ mı´sto vola´n´ı Extend RRT volat ConnectRRT, aby se
stromy podarˇilo spojit drˇ´ıve jesˇteˇ v situac´ıch, kdy jsou od sebe vzda´leneˇjˇs´ı, nezˇ je step size.
Je take´ mozˇne´ zvolit kompromis a Connect RRT volat jen na jednom z rˇa´dk˚u 3 a 5 algoritmu
Merge RRT (7.4) [2].
7.4 Implementace RRT appletu
RRT algoritmus prob´ıha´ ve trˇech fa´z´ıch:
1. Vytva´rˇen´ı RRT stromu˚
2. Vyhleda´n´ı cesty a jej´ı prˇ´ıpadne´ vyhlazen´ı
3. Prˇesun robota do c´ıle
Prvn´ı dveˇ fa´ze jsou realizova´ny funkcemi prˇ´ımo ze trˇ´ıdy RRTSim, trˇet´ı je jako u ostatn´ıch
applet˚u vykona´va´na funkc´ı moveRobot() zdeˇdeˇnou ze SimRoadmap (viz. 4).
Nejd˚ulezˇiteˇjˇs´ı – prvn´ı – fa´zi prova´d´ı funkce buildRRT(). Ta pracuje podobneˇ, jako je
popsa´no v algoritmu 7.1. Je prˇitom mozˇne´ vyuzˇ´ıt jak prˇida´va´n´ı bod˚u pouze do vzda´lenosti
stepSize (funkce extendRRT() podle algoritmu 7.2), tak ”hladovy´“ prˇ´ıstup (funkce con-
nectRRT podle algoritmu 7.3). U hladove´ho prˇ´ıstupu je mozˇne´ nastavit (volba Add only
end point if greedy), zda se budou do stromu prˇida´vat vsˇechny body smeˇrem k na´hodne´mu
bodu, dokud to bude mozˇne´ – pokud je tato volba aktivova´na, je prˇida´n pouze posledn´ı
bod.
Funkce buildRRT po prˇida´n´ı kazˇde´ho nove´ho bodu do stromu zkousˇ´ı, zda uzˇ nelze ge-
nerova´n´ı u´speˇsˇneˇ ukoncˇit. Prˇi jednostromove´ varianteˇ je to realizova´no pokusem o spojen´ı
37
Algoritmus 7.4 Merge RRT – algoritmus pro spojen´ı dvou RRT stromu˚ [2].
Vstup:
T1: prvn´ı RRT strom
T2: druhy´ RRT strom
l: maxima´ln´ı pocˇet pokus˚u o spojen´ı strom˚u T1 a T2
Vy´stup:
merged pokud se podarˇ´ı stromy spojit; jinak failure
1: for i = 1 to l do
2: qrand ← na´hodneˇ vybrany´ bod z volne´ho konfiguracˇn´ıho prostoru
3: qnew,1 ← extendRRT(T1, qrand)
4: if qnew,1 6= NIL then
5: qnew,2 ← extendRRT(T2, qnew,1)







nove´ho bodu s c´ılovy´m pomoc´ı funkce mergeWithGoal(). U dvoustromove´ verze se prˇi hla-
dove´m prˇ´ıstupu vyuzˇ´ıva´ funkce mergeRRTGreedy() (viz algoritmus 7.4), prˇi norma´ln´ım
pak mergeRRTNotGreedy(), ktera´ se snazˇ´ı spojit novy´ bod s neˇktery´m bodem ze druhe´ho
stromu.
Pokud je generova´n´ı RRT stromu/stromu˚ ukoncˇeno u´speˇsˇneˇ, ve druhe´ fa´zi je vyhle-
da´na cesta od startu k c´ıli. V prˇ´ıpadeˇ jednostromove´ simulace pomoc´ı searchPath() jako
posloupnost cesty od c´ıle ke korˇeni stromu (tedy do pocˇa´tecˇn´ıho bodu robota), v prˇ´ıpadeˇ
dvoustromove´ simulace pak pomoc´ı funkce searchTwoTreesGreedy() pro hladovy´ prˇ´ıstup,
nebo funkc´ı searchTwoTrees() pro norma´ln´ı. U obou prˇ´ıstup˚u dvoustromovy´ch simulac´ı je
cesta z´ıska´na podobneˇ – spojen´ım dvou cest od bodu, ktery´ stromy spojuje, do jejich korˇen˚u.
RRT applet obsahuje oproti za´kladn´ım nastaven´ım (zmı´neˇny´m v cˇa´sti 4.6) neˇkolik speci-
a´ln´ıch. Jedna´ se o vy´sˇe zmı´neˇny´ vy´beˇr jedno- nebo dvoustromove´ simulace (Ariadne’s Clew
nebo Two trees (bidirectional)), mozˇnost nastaven´ı hladove´ho prˇ´ıstupu prˇi expanzi stromu
(Greedy step size), nastaven´ı prˇida´va´n´ı pouze posledn´ıho bodu prˇi hladove´m prˇ´ıstupu (Add
only end point if greedy) a stjneˇ jako u EST volba Show all random points, ktera´ povoluje
zobrazova´n´ı vsˇech bod˚u, ktere´ jsou na´hodneˇ generova´ny, i kdyzˇ potom nejsou prˇida´ny do
grafu.
Pro expanzi RRT stromu je d˚ulezˇita´ hodnota de´lky kroku (Step size), ktera´ definuje, v
jake´ vzda´lenosti od bodu nejblizˇsˇ´ıho na´hodne´mu bodu se bude algoritmus pokousˇet vytvorˇit
novy´ bod pro prˇida´n´ı do stromu. Pokud je tato hodnota prˇ´ıliˇs mala´, bude se vytva´rˇet
zbytecˇneˇ mnoho bod˚u a strom bude r˚ust ve volne´m prostoru pomaleji. Pokud by vsˇak tato
hodnota byla prˇ´ıliˇs velka´, vzrostla by pravdeˇpodobnost, zˇe body v te´to vzda´lenosti budou
kolidovat s prˇeka´zˇkami.
Posledn´ım specia´ln´ım nastaven´ım RRT appletu je hodnota Max. attempts to merge trees,
ktera´ urcˇuje maximum pokus˚u o spojen´ı stromu˚ ve funkci mergeRRTGreedy().
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Obra´zek 7.3: Uka´zka appletu s nalezenou cestou pomoc´ı dvou stromu˚ RRT. Pocˇa´tecˇn´ı bod je
vlevo nahorˇe, c´ılovy´ vpravo dole – na druhe´ straneˇ prostoru rozdeˇlene´ho u´zky´m pr˚uchodem.
Stromy jsou zna´zorneˇny jednotlivy´mi uzly (u kazˇde´ho uzlu je zobrazena vzda´lenost od
pocˇa´tecˇn´ıho bodu, spocˇ´ıtana´ prˇi vyhleda´va´n´ı nejkratsˇ´ı cesty) a hranami, prˇeka´zˇky sˇedy´mi
polygony a nalezena´ nejkratsˇ´ı cesta je vyznacˇena silneˇjˇs´ı cˇarou od pocˇa´tku do c´ıle. V te´to
uka´zce byl pro expanzi stromu˚ pouzˇit pouze algoritmus 7.2.
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Kapitola 8
SRT algoritmus – Sampling-Based
Roadmap of Trees
Algoritmus SRT (Sampling-Based Roadmap of Trees) stoj´ı na pomez´ı mezi jednodotazo-
vy´mi a v´ıcedotazovy´mi algoritmy. Jeho principem je totizˇ vytvorˇen´ı grafu (roadmapy),
prˇicˇemzˇ k jeho konstrukci se jako spojovac´ı funkce pouzˇ´ıva´ neˇktery´ z jednodotazovy´ch al-
goritmu˚.
Z tohoto pohledu je tedy SRT v´ıcedotazovy´ – jakmile je jednou vytvorˇen graf, mu˚zˇeme
jej opakovaneˇ vyuzˇ´ıvat k hleda´n´ı cesty mezi libovolny´mi body prostoru. Na druhou stranu
je ale SRT vhodny´ i k pouzˇit´ı jen pro jeden dotaz, nebot’ mu˚zˇe by´t efektivneˇjˇs´ı, nezˇ samotne´
jednodotazove´ algoritmy [2].
8.1 Vytvorˇen´ı SRT grafu
Jako u vsˇech pravdeˇpodobnostn´ıch algoritmu˚, je i u SRT nutne´ nejprve vytvorˇit graf (road-
mapu). Na zacˇa´tku pomoc´ı neˇktere´ vzorkovac´ı funkce, naprˇ´ıklad s rovnomeˇrny´m rozlozˇen´ım
pravdeˇpodobnosti, postupneˇ vygenerujeme n volny´ch konfigurac´ı v prostoru. Potom polo-
zˇ´ıme kazˇdy´ z teˇchto bod˚u jako korˇen stromu T1, . . . , Tn, ty prˇida´me do grafu GT a u kazˇde´ho
stromu provedeme l pokus˚u o jeho rozsˇ´ıˇren´ı pomoc´ı neˇktere´ho z jednodotazovy´ch algoritmu˚,
nejcˇasteˇji pomoc´ı EST nebo RRT.
Po te´to u´vodn´ı fa´zi ma´me tedy graf GT obsahuj´ıc´ı jako vrcholy jednotlive´ stromy
T1, . . . , Tn ukotvene´ v p˚uvodneˇ navzorkovany´ch bodech prostoru. Dalˇs´ım krokem je pro-
pojen´ı teˇchto stromu˚, ktere´ se prova´d´ı podle algoritmu Connect SRT (8.1):
Postupneˇ pro kazˇdy´ strom Ti najdeme jeho k nejblizˇsˇ´ıch soused˚u a r dalˇs´ıch na´hodny´ch
stromu˚ a oznacˇ´ıme je jako NTi . Vzda´lenost stromu˚ urcˇujeme zpr˚umeˇrova´n´ım vsˇech bod˚u
stromu do jednoho fiktivn´ıho rˇ´ıd´ıc´ıho a pak uzˇ urcˇen´ım vzda´lenosti teˇchto dvou rˇ´ıd´ıc´ıch
bod˚u stromu˚. Pote´ postupneˇ zpracova´va´me vsˇechny stromy Tj v NTi – zkontrolujeme,
zda uzˇ nejsou spojeny s Ti a v prˇ´ıpadeˇ zˇe ne, tak ze zpracova´vane´ho stromu Ti na´hodneˇ
vybereme neˇkolik bod˚u a ty se pokousˇ´ıme napojit na jim nejblizˇsˇ´ı bod z kazˇde´ho stromu Tj .
Pokus o spojen´ı stromu˚ prova´d´ıme nejprve rychly´m jednoduchy´m spojovac´ım algoritmem
(spojuj´ıc´ım body u´secˇkou) a teprve v prˇ´ıpadeˇ neu´speˇchu pak robustn´ım algoritmem pro
spojova´n´ı dvou stromu˚, naprˇ´ıklad Connect RRT (7.3,).
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Algoritmus 8.1 Connect SRT – algoritmus pro propojen´ı stromu˚ [2].
Vstup:
VT : seznam vsˇech strom˚u
k: pocˇet nejbliˇzsˇ´ıch sousedn´ıch strom˚u urcˇeny´ch pro napojen´ı
r: pocˇet na´hodny´ch strom˚u urcˇeny´ch pro napojen´ı
Vy´stup:
Graf GT = (VT , ET ) slozˇeny´ ze strom˚u
1: ET ← ∅
2: for all Ti ∈ VT do
3: NTi ← k sousedn´ıch a r na´hodny´ch strom˚u z VT stromu Ti
4: for all Tj ∈ NTi do
5: if Ti a Tj nejsou soucˇa´st´ı jedne´ komponenty grafu GT then
6: merged = FALSE
7: Si ← seznam na´hodneˇ vybrany´ch bod˚u z Ti
8: for all qi ∈ Si and merged = FALSE do
9: qj ← bod z Tj nejbliˇzsˇ´ı bodu qi
10: if ∆(qi, qj) then
11: ET ← ET ∪ {(Ti, Tj)}
12: merged = TRUE
13: end if
14: end for
15: if merged = FALSE and MergeTrees(Ti, Tj) then






Vy´sledkem algoritmu Connect SRT (8.1) je graf, ktery´ je slozˇen z neˇkolika, nebo v idea´ln´ım
prˇ´ıpadeˇ z jedne´ komponenty (spojeny´ch stromu˚). Pro vyhleda´n´ı cesty v prostoru pak stacˇ´ı
napojit pocˇa´tecˇn´ı a c´ılovy´ bod do tohoto grafu.
Napojen´ı se da´ prove´st opeˇt pomoc´ı stromu˚. Do qinit a qgoal umı´st´ıme korˇeny novy´ch
stromu˚ a v neˇkolika kroc´ıch do nich prˇida´me uzly. Potom mu˚zˇeme tyto stromy, podobneˇ
jako v algoritmu Connect SRT (8.1), zkusit napojit k ostatn´ım stromu˚m z grafu GT . Pokud
se povede pocˇa´tecˇn´ı i c´ılovy´ strom napojit ke stejne´ komponenteˇ grafu, pak je hledana´ cesta
u´speˇsˇneˇ nalezena [2].
8.3 Vlastnosti SRT
SRT algoritmus zauj´ıma´ tak trochu vy´sadn´ı postaven´ı mezi pravdeˇpodobnostn´ımi algo-
ritmy, protozˇe jednou z jeho zaj´ımavy´ch vlastnost´ı je, zˇe po nastaven´ı urcˇity´ch parametr˚u
degenruje na PRM, nebo take´ na EST, prˇ´ıpadneˇ RRT algoritmus [2].
Pokud nastav´ıme pocˇet krok˚u pro pocˇa´tecˇn´ı expanzi stromu˚ na nulu, pak z kazˇde´ho
stromu z˚ustane pouze korˇen, tedy jeden, bod, stejneˇ jako u PRM. A pokud da´le nastav´ıme
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Obra´zek 8.1: Uka´zka SRT appletu.
pocˇet opakova´n´ı druhe´ spojovac´ı funkce (rˇa´dek 15 algoritmu Connect SRT, 8.1) take´ na
nulu, budou se body spojovat pouze pomoc´ı za´kladn´ı spojovac´ı funkce – u´secˇkou (rˇa´dek
10). S takovy´mi parametry se pak ze SRT sta´va´ obycˇejny´ PRM algoritmus.
Druhy´m extre´mem je nastavit na pocˇa´tku nula bod˚u a tedy zˇa´dny´ strom pro prˇida´n´ı
do grafu. V takove´m prˇ´ıpadeˇ neprobeˇhne vytvorˇen´ı grafu a algoritmus prˇejde rovnou k do-
tazovac´ı fa´zi, ve ktere´ se pouzˇije neˇktery´ jednodotazovy´ algoritmus pro vyhleda´n´ı cesty. Prˇi
te´to varianteˇ pak SRT degeneruje na algoritmus pouzˇity´ v dotazovac´ı fa´zi, tedy na EST
nebo RRT.
SRT je sa´m o sobeˇ velmi vy´konny´ algoritmus, nav´ıc je vhodny´ pro paralelizaci. Vytva´rˇen´ı
grafu totizˇ spocˇ´ıva´ v prˇida´va´n´ı novy´ch bod˚u k navza´jem neza´visly´m stromu˚m. V prvn´ı fa´zi
tak lze u´plneˇ oddeˇlit tyto vy´pocˇty, cozˇ je vy´hodou zejme´na pro na´rocˇneˇjˇs´ı v´ıcedimenzina´ln´ı
u´lohy [2].
8.4 Implementace SRT appletu
Implementace SRT appletu kombinuje upravene´ algoritmy pouzˇite´ jak u PRM, tak u RRT,
ktery´ je interneˇ vyuzˇit pro expanzi stromu˚.
SRT pracuje prˇeva´zˇneˇ na u´rovni graf˚u, takzˇe pro uchova´n´ı dalˇs´ıch informac´ı o nich
(pozice teˇzˇiˇsteˇ pro vy´pocˇet vzda´lenost´ı graf˚u, informace o komponenteˇ, ke ktere´ graf na´lezˇ´ı,
vzda´lenost od pocˇa´tecˇn´ıho bodu, informace o napojen´ı na sousedn´ı grafy...) byla v SRTSim
vytvorˇena vnitrˇn´ı trˇ´ıda SRTGraph.
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Vlastn´ı SRT algoritmus prob´ıha´ v sˇesti fa´z´ıch:
1. Generova´n´ı na´hodny´ch bod˚u jako korˇen˚u novy´ch stromu˚
2. Expanze stromu˚
3. Spojen´ı stromu˚ do jednoho grafu (roadmapy)
4. Prˇida´n´ı stromu˚ z pocˇa´tecˇn´ıho a c´ılove´ho bodu do grafu
5. Vyhleda´n´ı cesty a jej´ı prˇ´ıpadne´ vyhlazen´ı
6. Prˇesun robota do c´ıle
Kromeˇ posledn´ı jsou vsˇechny fa´ze realizova´ny funkcemi prˇ´ımo ze trˇ´ıdy RRTSim. Posledn´ı
je stejneˇ jako u ostatn´ıch applet˚u vykona´va´na funkc´ı moveRobot(), zdeˇdeˇnou ze SimRoad-
map (viz. 4).
V prvn´ı fa´zi jsou, podobneˇ jako u PRM algoritmu, na´hodneˇ vygenerova´ny body ve vol-
ne´m konfiguracˇn´ım prostoru. Tyto body nejsou ale jako u PRM vkla´da´ny do jednoho grafu,
ale kazˇdy´ z nich se sta´va´ korˇenem jine´ho grafu. Prvn´ı fa´zi realizuje funkce generatePoints().
Ve druhe´ fa´zi funkce expandTrees() postupneˇ expanduje vsˇechny body a z kazˇde´ho z
nich se snazˇ´ı vytvorˇit pomoc´ı algoritmu RRT strom obsahuj´ıc´ı pointsInTree bod˚u.
Trˇet´ı fa´ze, realizovana´ funkc´ı connectSRT(), postupneˇ ke kazˇde´mu stromu vyb´ıra´ ur-
cˇity´ pocˇet jeho nejblizˇsˇ´ıch soused˚u a dalˇs´ıch na´hodny´ch stromu˚. Pote´ vzˇdy na´hodneˇ vybere
neˇkolik bod˚u z dane´ho stromu a k neˇmu najde nejblizˇsˇ´ı sousedn´ı body z vybrane´ho soused-
n´ıho/na´hodne´ho stromu. Pokud lze tyto dva body spojit, stromy jsou propojeny do jedne´
komponenty a je v nich uchova´na informace o bodech, ktere´ je propojuj´ı.
Funkce addStartAndGoal() ve cˇtvrte´ fa´zi vytva´rˇ´ı stromy z pocˇa´tecˇn´ıho a c´ılove´ho bodu,
podobneˇ jako u ostatn´ıch stromu˚ ve druhe´ fa´zi, a pokousˇ´ı se je prˇipojit (jako ve trˇet´ı fa´zi)
k ostatn´ım stromu˚m. Pokud je tato fa´ze u´speˇsˇna´ a grafy nav´ıc zachycuj´ı volny´ konfiguracˇn´ı
prostor natolik dobrˇe, zˇe jsou vsˇechny spojeny v jednu komponentu, pak je zarucˇeno, zˇe
existuje cesta od pocˇa´tku do c´ıle.
Vyhleda´n´ı cesty ma´ na starost funkce searchPath(). Ta nejprve vyhleda´ nejkratsˇ´ı cestu
na u´rovni stromu˚ Dijkstrovy´m algoritmem (pro vyhleda´va´n´ı vyuzˇ´ıva´ abstrakci stromu˚ jako
bod˚u – jejich teˇzˇiˇsteˇ) a fina´ln´ı cestu z´ıska´ pomoc´ı funkce computeLocalTreePath(), ktera´
vrac´ı cestu jedn´ım stromem od jeho jedne´ hranice (bodu) se sousedn´ım stromem ke druhe´.
Posledn´ı fa´ze je, stejneˇ jako u ostatn´ıch pravdeˇpodobnostn´ıch algoritmu˚, realizova´na
funkc´ı moveRobot() ze trˇ´ıdy SimRoadmap.
U SRT appletu je mozˇne´ meˇnit za´kladn´ı parametry, ktere´ uzˇ byly zmı´neˇny v kapitole 4,
a take´ neˇkolik dalˇs´ıch, souvisej´ıc´ıch se samotny´mi grafy.
Pocˇet stromu˚, ktere´ maj´ı by´t v simulaci (Trees to generate in the roadmap), je jiny´mi
slovy take´ pocˇet korˇenovy´ch bod˚u, ktere´ se maj´ı v prvn´ı fa´zi vygenerovat. Tato hodnota
tedy odpov´ıda´ promeˇnne´ pointCount, jak jizˇ bylo zmı´neˇno v kapitole 4.
Da´le je mozˇne´ nastavit pocˇet bod˚u, ktery´ se ma´ generovat v kazˇde´m stromu (point-
sInTree). Stejneˇ jako u prˇedchoz´ıho nastaven´ı je nutne´ naj´ıt kompromis mezi prˇ´ıliˇs n´ızkou
hodnotou (pak by stromy byly me´neˇ rozveˇtvene´ a bylo by obt´ızˇneˇjˇs´ı je propojit) a zby-
tecˇneˇ vysokou hodnotou (ta by zp˚usobovala prˇehusˇteˇn´ı simulacˇn´ıho prostoru, cozˇ by meˇlo
za na´sledek pomalejˇs´ı beˇh simulace).
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De´lka kroku (Step size) se vztahuje k RRT algoritmu, ktery´ je vyuzˇ´ıva´n pro expanzi
jednotlivy´ch stromu˚. Podrobnosti k tomuto nastaven´ı byly uvedeny v cˇa´sti 7.4.
Dalˇs´ı nastaven´ı souvis´ı s grafy: pocˇet sousedn´ıch (Neighbor trees to select) a na´hodny´ch
(Random trees to select) stromu˚ pro pokus o napojen´ı a pocˇet bod˚u z kazˇde´ho stromu, ktere´
se budou napojova´n´ı u´cˇastnit (Random points to select from tree).
Soucˇa´st´ı nastaven´ı SRT appletu je, stejneˇ jako u obou jednodotazovy´ch algoritmu˚, mozˇ-
nost zobrazova´n´ı vsˇech bod˚u, ktere´ jsou na´hodneˇ generova´ny, i kdyzˇ potom nejsou prˇida´ny




V ra´mci bakala´rˇske´ pra´ce jsem vytvorˇil cˇtyrˇi demonstracˇn´ı java applety. Tyto applety pro
vizualizaci algoritmu˚ hleda´n´ı cesty pracuj´ı se za´kladn´ımi druhy pravdeˇpodobnostn´ıch algo-
ritmu˚ – PRM, EST, RRT a SRT.
Prˇi implementaci applet˚u jsem se soustrˇedil zejme´na na jejich na´zornost a mozˇnosti na-
staven´ı parametr˚u. Beˇhem simulace je mozˇne´ zpomaleneˇ zobrazovat jednotlive´ prob´ıhaj´ıc´ı
kroky a informace o nich. Na´zornost podporuje take´ zvy´raznˇova´n´ı pra´veˇ zpracova´vany´ch
uzl˚u, hran a graf˚u v simulaci. U kazˇde´ho appletu je mozˇne´ experimentovat se vsˇemi d˚ulezˇi-
ty´mi nastaven´ımi, takzˇe jsou vhodne´ jak pro za´kladn´ı sezna´men´ı se s principy pravdeˇpodob-
nostn´ıch algoritmu˚, tak pro vyzkousˇen´ı vlivu r˚uzny´ch nastaven´ı na jejich chova´n´ı. Z vy´sˇe
uvedeny´ch vlastnost´ı applet˚u vyply´va´, zˇe jejich implementace PA nen´ı vhodna´ pro vyuzˇit´ı
v praxi, ale hod´ı se k vy´ukovy´m u´cˇel˚um.
Prˇi vytva´rˇen´ı EST appletu jsem pouzˇil vlastn´ı modifikaci pro vy´beˇr buneˇk k expanzi
stromu, ktera´ zefektivnˇuje cely´ algoritmus. Experimenta´ln´ı srovna´n´ı te´to modifikace a jeho
rozbor se nacha´z´ı v cˇa´sti 6.5.
Bakala´rˇska´ pra´ce kromeˇ applet˚u take´ zahrnuje teoreticky´ popis pravdeˇpodobnostn´ıch
algoritmu˚ vcˇetneˇ diskuze nad implementacˇn´ımi detaily, prˇiblizˇuje vyuzˇit´ı PA a popisuje
jednotlive´ algoritmy. Tato textova´ cˇa´st pra´ce byla spolecˇneˇ s applety a jejich zdrojovy´mi






Stav robota, ktery´ lze prˇesneˇ popsat urcˇity´m pocˇtem promeˇnny´ch. Pocˇet promeˇnny´ch od-
pov´ıda´ dimenz´ım prostoru, ve ktere´m bude algoritmus hleda´n´ı cesty pracovat (podrobneˇji
viz 1.3) a za´vis´ı na dimenz´ıch prostoru, ve ktere´m se robot pohybuje, na dimenz´ıch robota
a prˇ´ıpadneˇ na pocˇtu kloub˚u robota. Pocˇet promeˇnny´ch tak odpov´ıda´ pocˇtu stupnˇ˚u volnosti
robota.
Volna´ konfigurace (collision-free configuration)
Je to takova´ konfigurace, ve ktere´ robot zˇa´dny´m bodem sve´ho objemu nekoliduje prˇeka´zˇkou.
Konfiguracˇn´ı prostor (configuration space)
N -rozmeˇrny´ prostor, ktery´ zahrnuje vsˇechny mozˇne´ konfigurace robota. Znacˇ´ı se C.
Volny´ konfiguracˇn´ı prostor (free configuration space)
N -rozmeˇrny´ prostor, ktery´ zahrnuje vsˇechny mozˇne´ volne´ konfigurace robota. Znacˇ´ı se
Cfree.
Cesta
V kontextu pravdeˇpodobnostn´ıch algoritmu˚ se jedna´ o posloupnost volny´ch konfigurac´ı
robota, ktera´ spojuje startovn´ı a c´ılovou pozici.
Roadmap
Graf zachycuj´ıc´ı konkre´tn´ı konfiguracˇn´ı prostor. Obvykle zachycuje volny´ konfiguracˇn´ı pro-




Specia´ln´ı typ souvisle´ho grafu, ktery´ neobsahuje kruzˇnice. Jeho dobrˇe vyuzˇitelnou vlastnost´ı
je, zˇe z kazˇde´ho jeho uzlu vede pra´veˇ jedna cesta ke korˇeni.
Stupenˇ volnosti (degree of freedom, DOF)
Odpov´ıda´ neza´visle´ promeˇnne´ popisuj´ıc´ı konfiguraci robota. Prˇ´ıkladem jsou trˇi stupneˇ vol-
nosti u proble´mu steˇhova´n´ı pohovky (sofa mover’s problem) – dva popisuj´ı polohu rˇ´ıd´ıc´ıho
bodu ve dvourozmeˇrne´m prostoru a trˇet´ım stupneˇm volnosti je u´daj o natocˇen´ı pohovky
(podrobneˇji viz 1.3).
Lazy modifikace algoritmu˚
Jedna´ se o takove´ modifikace algoritmu˚, ve ktery´ch jsou do grafu (roadmapy) prˇida´va´ny i
konfigurace, ktere´ koliduj´ı s prˇeka´zˇkami.
Algoritmus spojova´n´ı dvou konfigurac´ı (∆, local planner)
Algoritmus, ktery´ ma´ za u´kol v grafu spojit dveˇ konfigurace robota. V nejjednodusˇsˇ´ım prˇ´ı-
padeˇ je symetricky´ (najde stejnou cestu prˇi hleda´n´ı z A do B i z B do A) a deterministicky´
(prˇi kazˇde´m vola´n´ı pro dva stejne´ body vra´t´ı stejnou cestu), tedy se naprˇ´ıklad snazˇ´ı spo-
jit dveˇ konfigurace v prostoru u´secˇkou. Vy´konneˇjˇs´ı local planner mu˚zˇe vytva´rˇet slozˇiteˇjˇs´ı
krˇivky, nebo mu˚zˇe by´t slozˇen z neˇktere´ho jednodotazove´ho pravdeˇpodobnostn´ıho algoritmu
(podrobneˇji viz 3.4).
Holonomicky´ a neholonomicky´ robot (holonomic, nonholono-
mic robot)
Pohyblive´ roboty lze rozdeˇlit podle toho, zda se doka´zˇ´ı bez omezen´ı pohybovat do vsˇech
smeˇr˚u prostoru, ve ktere´m se vyskytuj´ı. ”Prˇ´ıkladem holonomicke´ho robota je vsˇesmeˇrovy´
robot, neholonomicky´ je robot pohybuj´ıc´ı se jako obycˇejne´ auto, protozˇe jeho pohyb do




Disk CD prˇilozˇeny´ k te´to bakala´rˇske´ pra´ci obsahuje na´sleduj´ıc´ı slozˇky:
• applety – zdrojove´ ko´dy vsˇech java applet˚u (Java verze 1.6) a jejich soucˇa´st´ı
• technicka zprava – zdrojovy´ text te´to technicke´ zpra´vy ve forma´tu LATEX vcˇetneˇ
vsˇech soubor˚u potrˇebny´ch pro jej´ı prˇeklad
• web – webove´ stra´nky ve forma´tu HTML (s pouzˇit´ım PHP verze 5); webove´ stra´nky
jsou te´zˇ dostupne´ na adrese http://www.stud.fit.vutbr.cz/∼xkvasn03/bakalarka/
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