Implementation of communication stack and graphical interface with free development tools. by GORENC, ANDREJ
 Univerza v Ljubljani 
Fakulteta za elektrotehniko 
Andrej Gorenc 
Izvedba komunikacijskega protokola in grafičnega 
vmesnika z uporabo prosto dostopnih programskih 
orodij 
DIPLOMSKO DELO UNIVERZITETNEGA ŠTUDIJA 
Mentor: doc. dr. Mitja Nemec, univ. dipl. inž. el. 
 
 
 
 
 
Ljubljana, 2016 
   
 Zahvala 
Diplomsko delo je nastajalo s podporo oseb, ki so na različne načine pripomogle k 
zaključku mojega dodiplomskega študija. 
Vsekakor se moram posebej zahvaliti dr. Mitji Nemcu, ki je sprejel vlogo mentorja ter 
pomembno vplival na izdelavo naloge. Prav tako velja zahvala ekipi laboratorija 
LRTME. Ta je s svojim časom in znanjem pomenila veliko oporo pri nastajanju dela. 
Dodatno se posebej zahvaljujem dr. Alešu Lebanu, ki je skupaj z dr. Nemcem pozitivno 
vplival, da je nastajajoča programska koda prišla v končno obliko. Zavedam se, da je 
branje in revizija programskih kod zahtevno delo, zaradi česar sem jima zelo hvaležen. 
Na koncu gre posebna zahvala moji družini, še posebno moji materi, ki je podpirala in 
spodbujala moj študij tudi v težjih časih. Z vsem srcem pa se za potrpežljivost, pomoč in 
za čas, ki ga je zahtevalo diplomsko delo, zahvaljujem tudi svoji ženi Alenki in hčerki 
Melanii, ki sta venomer navdih vsega dobrega v mojem življenju. 
 
  
  
 VSEBINA 
 
1 UVOD ............................................................................................................................................................... 5 
2 KOMUNIKACIJSKI PROTOKOL IN RAZVOJ LRTME PROTOCOM ................................................ 8 
2.1 LRTME KOMUNIKACIJSKI PROTOKOL IN RAZVOJNO OKOLJE ................................................................... 8 
2.1.1 Opis LRTME protokola ..................................................................................................................... 8 
2.1.2 Gradniki komunikacije .................................................................................................................... 14 
2.1.2.1 Ciklično redundantno preverjanje - CRC ................................................................................................ 15 
2.1.2.2 Oblike podatkov ...................................................................................................................................... 15 
2.1.2.2.1 Števila s fiksno vejico in IQ format .................................................................................................... 16 
2.1.3 Programska oprema in testno okolje ............................................................................................... 19 
2.1.3.1 C# - Microsoft Visual C# Express 2010 .................................................................................................. 19 
2.1.3.2 Microsoft Windows 7/XP & Microsoft Virtual PC 2007 ........................................................................ 21 
2.1.4 Strojna oprema in testno okolje ....................................................................................................... 24 
2.1.4.1 Komunikacijski pretvornik ...................................................................................................................... 25 
2.2 IZVEDBA LRTME PROTOKOLA IN GRAFIČNEGA VMESNIKA .................................................................... 30 
2.2.1 Razvoj programa LRTME ProtoCom .............................................................................................. 31 
2.2.1.1 Verzija 1.0 – preizkus pravilne izbire programskega orodja ................................................................... 31 
2.2.1.2 Verzija 2.0 – razvoj gradnikov programa ter primerne umestitve v kodo ............................................... 36 
2.2.1.3 Verzija 3.0 – končna verzija .................................................................................................................... 38 
2.2.2 Zgradba programa – shema ............................................................................................................ 40 
3 ZAKLJUČEK ................................................................................................................................................ 59 
4 VIRI ................................................................................................................................................................ 61 
 
 Seznam slik 
Slika 1: Prikaz primera povezave procesnega elementa, pretvorniške naprave ter komunikacijskega pretvornika 
in računalnika _______________________________________________________________________________ 6 
Slika 2: Shema možne uporabe LRTME komunikacijskega pretvornika ter programa LRTME ProtoCom _______ 6 
Slika 3: Fizični nivo priklopa LRTME 4-žilno (levo) in 2-žilno (desno); TIA-485 standard _____________________ 9 
Slika 4: Sestava LRTME paketa _________________________________________________________________ 9 
Slika 5: Diagram stanj gospodarja _____________________________________________________________ 13 
Slika 6: Diagram stanj sužnja __________________________________________________________________ 14 
Slika 7: Oblika podatka zapisanega v I8Q24 matematičnem formatu __________________________________ 17 
Slika 8: Razvojna plošča s krmilnikom TI TMS 320F2808 ____________________________________________ 25 
Slika 9: Komunikacijski pretvornik LRTME ________________________________________________________ 26 
Slika 10: Shema komunikacijskega pretvornika z digitalnimi ter analognimi vhodi in izhodi, komunikacijskima 
protokoloma MODBUS in LRTME ter zaslonom in tipkovnico ________________________________________ 26 
Slika 11: Pogovorno okno obvestila obstoja XML datoteke __________________________________________ 32 
Slika 12: Slika nastavljanja komunikacije s serijskimi vrati ___________________________________________ 32 
Slika 13: Uporabniški vmesnik programa LRTME ProtoCom _________________________________________ 33 
Slika 14: Slika uporabniškega vmesnika LRTME ProtoCom - verzija 2.0 ________________________________ 37 
Slika 15: Okno za nastavljanje parametrov komunikacije - verzija 2.0 _________________________________ 38 
Slika 16: Uporabniški vmesnik programa LRTME ProtoCom verzija 3.0 ________________________________ 38 
Slika 17: Shema programa LRTME ProtoCom kot ga vidi uporabnik ___________________________________ 41 
Slika 18: Shema programa LRTME ProtoCom, kot ga »vidi« računalnik ________________________________ 42 
Slika 19: Shema inicializacije programskih komponent programa LRTME ProtoCom ______________________ 43 
Slika 20: Shema metod Windows forme _________________________________________________________ 44 
Slika 21: Shema objekta Portek ________________________________________________________________ 45 
Slika 22: Shema metod upravljanja komunikacije _________________________________________________ 46 
Slika 23: Metode upravljanja komunikacije ______________________________________________________ 47 
Slika 24: Metode programa LRTME ProtoCom ____________________________________________________ 48 
Slika 25: Shema metode Poslano_T_Elapsed() ____________________________________________________ 49 
Slika 26: Shema metode Ciklicno_Posiljanje() _____________________________________________________ 50 
Slika 27: Shema metode za preverjanje naslova naprav, Preverjanje_ID() ______________________________ 51 
Slika 28: Shema metode za posodabljanje vrednosti grafa Graf_Posodobi() ____________________________ 51 
Slika 29: Shema metode za posodabljanje grafa, ki prejema vrednost tisočih vzorcev, Graf_Posodobi_1k() ___ 52 
Slika 30: Shema metode, ki skrbi za pravilen prikaz trenutnega stanja naprave, Stanje_Naprave() __________ 52 
Slika 31: Shema metode, ki poskrbi za prikaz stanja vrat, Stanje_Vrat() ________________________________ 52 
Slika 32: Shema metode, ki poskrbi za prejem podatkov, Communica_Recieved() ________________________ 53 
Slika 33: Shema metode, ki sestavi pravilen paket za LRTME komunikacijo, Send_Paket() _________________ 54 
Slika 34: Shema metode, ki pošlje LRTME paket na serijska vrata, Poslji_COMu() ________________________ 55 
Slika 35: Metoda Chk_Bx_Poslano_ChkStateChanged() poskrbi za prikaz poslanega paketa v diagnostičnem 
oknu _____________________________________________________________________________________ 56 
Slika 36: Shema metod pretvorb programa LRTME ProtoCom _______________________________________ 57 
 Slika 37: Shema razreda CommunicationManager ________________________________________________ 58 
 
 Seznam tabel 
Tabela 1: Prikaz okvirnega pomena bitov ukaza __________________________________________________ 11 
Tabela 2: Prikaz razpona 32-bitnega IQ števila ___________________________________________________ 18 
Tabela 3: .NET verzije in vključenost v operacijskih sistemih _________________________________________ 21 
Tabela 4: Primerjava virtualizacijskih rešitev _____________________________________________________ 23 
Tabela 5: Tabela ukazov LRTME komunikacijskega pretvornika ______________________________________ 29 
 
  
1 
Povzetek 
Diplomsko delo obravnava aktualen problem raziskovalne dejavnosti pri zajemanju in 
manipuliranju podatkov. Laboratorij za regulacijsko tehniko in močnostno elektrotehniko 
(LRTME) je razvil poseben komunikacijski pretvornik, ki premosti težave uporabnikov pri 
krmiljenju različnih pretvorniških naprav. Pričujoče diplomsko delo preučuje novo rešitev 
povezave tega komunikacijskega pretvornika z osebnim računalnikom preko protokola 
LRTME z uporabo prostodostopnih programskih orodij. Rezultat je računalniški program, s 
katerim uporabnik vzpostavi dvosmerno komunikacijo s komunikacijskim pretvornikom ter 
nato zajema in manipulira podatke. 
V uvodu se seznanimo s tematiko ter prikažemo cilj našega dela in diplomske naloge. To 
je poiskati dobro rešitev, upoštevaje dostopnost in zahtevana znanja ter načine sestave, testiranj 
in uporabe programa LRTME ProtoCom, kot produkta za končnega uporabnika. 
Naslednje poglavje namenimo komunikaciji in komunikacijskemu protokolu. 
Opredelimo protokol LRTME. Preučimo odkrivanje napak prenosa, natančnost podatkov ter 
hitrost tolmačenja le teh. 
Pri odločitvi katera programska orodja so najprimernejša, preučimo izbiro programskega 
jezika C#, razvojnega okolja Microsoft Visual C# Express 2010 in izvajanje testov v virtualnih 
okoljih. Konec poglavja posvetimo strojni opremi, ki uokvirja temo diplomskega dela. 
Samo izvedbo LRTME protokola in izdelavo grafičnega vmesnika predstavimo po 
razvojnih stopnjah razvijanega programa LRTME ProtoCom. Omejimo se na tri verzije. Prva 
nam poda potrditev izbire programskega orodja, druga nas pripelje po različnih poteh do 
organiziranosti in osnovnih gradnikov programske kode. Tretja pa pokaže povzetek prvih dveh 
v končni obliki. Zadnjo verzijo oziroma kjer je primerneje tudi drugo, nato razdelamo po 
shemah. 
V zaključku diplomskega dela podajamo ugotovitve ter možnosti nadaljnjega razvoja 
oziroma praktične uporabe izsledkov našega dela. 
 
 
Ključne besede: LRTME ProtoCom, protokol, pretvornik, serijska komunikacija, Visual 
Studio, C#, virtualizacija, IQ matematika, MODBUS
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Abstract 
The diploma thesis encapsulates the problem of capturing and manipulating data in 
response to the needs of the research community. The Laboratory for Control Engineering and 
Power Electrical Engineering (LRTME) developed a specific device, a communication 
converter, that overcomes the problem of controlling different conversion equipment. The 
presented work focuses on providing a new solution for interfacing this device with user’s PC 
through LRTME protocol using freely available programing software and tools. The end result 
is a computer program which enables the user to establish a two-way communication with the 
communication converter and thereby to capture and manipulate data. 
In the introduction we introduce the thesis topic and the objective of our work. That is to 
find a suitable solution, taking into account the availability and the required knowledge, the 
skills, the ways of composition, testing and use of the LRTME ProtoCom program as a product 
for the end user. 
The next chapter is devoted to the communication and the communication protocol. We 
define the LRTME protocol. We study the communication error checking, accuracy of data and 
the speed of interpreting it. 
Before deciding on which tools are the most appropriate, we examine the programing 
language C#, the development environment of Microsoft Visual C# Express 2010 and testing 
within virtual environments. The end of the chapter is dedicated to hardware encapsulating the 
diploma thesis. 
We present the execution of LRTME protocol and the development of graphical user 
interface in a chapter with three development stages or versions of LRTME ProtoCom. The 
first one confirms the selection of the development environment. The second one led us through 
various paths in getting the optimal organisation and building blocks of the code. The last, the 
third version, is a summation of the first two and a final product for the studied application of 
interfacing the PC with the LRTME interface. The third version or where more appropriate the 
second one is then presented in diagrams. 
The conclusion of the thesis presents our findings and the possibilities for further 
development and practical application of results of our work. 
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1 Uvod 
Komunikacija in želja po reguliranju dnevno veča število naprav, ki so sposobne 
komunicirati med seboj ter poročati in nastavljati lastnosti opazovanih veličin. Že v 
povprečnem gospodinjstvu te naprave opazimo kot regulatorje ogrevalnih, klimatskih sistemov, 
domofone, avtomatska vrata, razna IR stikala in podobno. Drugače rečeno so to procesni 
elementi, ki poskrbijo za pretvorbo ali meritev električne veličine nekega procesa. V našem 
primeru so to različni usmerniki, razsmerniki, mostiči ter preostale pretvorniške naprave, ki jih 
uporabljamo za upravljanje električnih veličin. Dostopnost teh nam je dana preko različnih 
komunikacijskih načinov, ki so običajno lastni eni sami napravi in niso mišljeni za univerzalno 
rabo na drugih napravah. 
Tovrsten odnos snovalcev pretvorniških naprav terja od uporabnika spoznanje s 
specifičnim komunikacijskim pretvornikom preden doseže bistvo svojega dela. Le-to je seveda 
dodatno ovirano z željo po delu z novo veličino ali pretvorniško napravo oziroma posledično s 
prilagajanjem celotnega procesa na delovanje nove naprave. Čas zanje in sredstva uporabnika 
se torej razporedijo na upravljanje različnih komunikacijskih pretvornikov, namesto da bi se 
popolnoma usmerili v osnovno dejavnost ali cilj, za katerega zajete, uporabljene veličine, 
običajno niti ne predstavljajo pomembnejšega dela. 
V Laboratoriju za regulacijsko tehniko in močnostno elektrotehniko (LRTME) Fakultete 
za elektrotehniko Univerze v Ljubljani, je seveda pretvorniških naprav mnogo, kar je privedlo 
do razvoja komunikacijskega pretvornika [1], ki bi ga bilo mogoče uporabiti na različnih 
pretvorniških napravah. Odvisno od sposobnosti pretvorniške naprave lahko tak vmesnik z njo 
komunicira oziroma jo upravlja preko digitalnih vhodov, izhodov ali pa preko modula za 
MODBUS povezavo [2]. 
Široko uporabljeni MODBUS protokol je zaradi svoje časovne togosti in drugih lastnosti 
neprimeren za komunikacijo z računalnikom. Za to isto komunikacijo pa je težavna, če že ne 
nemogoča, uporaba analognih, digitalnih vhodov in izhodov, ki so sestavni deli 
komunikacijskega pretvornika na sliki 1. Pomemben korak k rešitvi problema je v omenjenem 
laboratoriju razvit LRTME protokol [3]. Ta je sposoben povezati ostale gradnike 
komunikacijskega pretvornika, medtem pa je sam primeren za računalniško komunikacijo. 
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Slika 1: Prikaz primera povezave procesnega elementa, pretvorniške naprave ter komunikacijskega pretvornika 
in računalnika  
 
Pomen komunikacijskega pretvornika se dodatno poveča, v kolikor izrabimo tudi 
možnosti informacijskih tehnologij, katerih raba je danes skorajda neomejena. Informacijski 
sistemi nam tako omogočajo napredno uporabo, prikaz, analizo, hranjenje ter manipulacijo 
podatkov in komunikacije izvedene s pretvorniško napravo. Primerna izbira in raba ter seveda 
odprtost, modularnost in prilagodljivost programske kode pa podpira praktično skorajda 
neskončne možnosti dela s prvotnimi veličinami, ki jim je posamezna pretvorniška naprava 
namenjena. 
Na sliki 1 je poudarjeno označena tematika pričujočega diplomskega dela. To je uporaba 
LRTME protokola in razvoj programskega okolja za delo z računalnikom. Na sliki 2 pa vidimo 
nove možnosti, ki jih bo diplomsko delo omogočilo. Od računalnika desno se nam tako odpre 
svet povezav v računalniške sisteme in omrežja. 
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Slika 2: Shema možne uporabe LRTME komunikacijskega pretvornika ter programa LRTME ProtoCom 
 
7 
Diplomsko delo bo predstavilo univerzalni komunikacijski pretvornik ter njegovo 
delovanje le v grobem, saj nas to ne bo posebej zanimalo. Več pozornosti bomo namenili 
LRTME protokolu oziroma njegovi komunikacij z osebnim računalnikom. Bistvo dela je 
raziskovanje programskega dela za komunikacijo preko LRTME protokola. Pregledali bomo 
torej možnosti, ki nam jih daje razvojno orodje za izdelavo programa, ki bo deloval na osebnem 
računalniku ter se bo znal povezati s komunikacijskim pretvornikom in bo v najboljši meri 
izpolnil pričakovanja do programske opreme. 
Razvili bomo računalniški program, ki ga bomo poimenovali LRTME ProtoCom. Na sliki 
2 je z rdečo obrobo narisan računalnik, na katerem teče in je ključen člen v verigi,  manipulacije 
fizikalne veličine. 
Pri izbiri razvojnega okolja nas bo vodilo načelo proste dostopnosti, možnosti nadaljnjega 
razvoja, preprostosti za rabo ter minimalno prilagajanje uporabnikov, saj upoštevamo, da le-ti 
po definiciji ne bodo programerji temveč strokovnjaki drugih področij, pri čemer je njihov 
interes usmerjen v manipulirane veličine in ne v razvijanje programa kot končnega izdelka. 
Naše zahteve pri izbiri programskega jezika in programskega ogrodja oziroma platforme 
bodo vodile v čim večjo razširjenost ter sposobnosti preproste implementacije v informacijsko 
delovno okolje uporabnika. S tem mislimo strojno opremo, ki se uporablja, ter operacijski 
sistem na njej in seveda preprostost uporabe pridobljenih podatkov ter njihove povezave v nove 
in obstoječe podatkovne baze in podobno. 
Diplomsko delo bo tako podalo tudi strukturno zgradbo programa, ki bo najbolje služilo 
kot osnova za nadaljnji razvoj. To pa pomeni, da bo tak program zgrajen zelo modularno in ga 
bo mogoče z majhnim prilagajanjem pripraviti za različna okolja, kar bomo tudi preko razvoja 
programa preizkusili. 
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2 Komunikacijski protokol in razvoj LRTME ProtoCom 
Cilj našega dela je poiskati in uporabiti ustrezna orodja, ki nas bodo privedla do 
uporabnega in razširljivega programja za polno komunikacijo s komunikacijskim pretvornikom 
preko osebnega računalnika z uporabo LRTME protokola. 
Ker je protokol poimenovan po laboratoriju, ki ga je razvil, je smotrno, da tudi ime 
razvitega programa vsebuje to oznako. Poleg tega je program razvit v okviru istega laboratorija. 
Imenu smo dodali še besedo ProtoCom, s čimer nakažemo bistvo programa. To je komunikacijo 
po protokolu (ang. Protocol Communication). 
Jedro diplomskega dela je od nas zahtevalo spoznanje z elementi informacijske 
tehnologije ter seveda elektrotehniškega dela uporabljenih naprav oziroma vmesnika. 
Da pa ne bi pretirano zahajali v posamične podrobnosti vsega, kar je bilo potrebno 
raziskati, bomo v tem poglavju opisali zgolj tisto, kar je bilo nujno za sam program LRTME 
ProtoCom oziroma njegov razvoj. Mestoma se bomo sicer dotaknili določenih tehnologij, kjer 
bo to nujno pomembno za razumevanje poteka dela, vendar v globino ne bomo segali. 
2.1 LRTME komunikacijski protokol in razvojno okolje 
V tem poglavju oziroma posamičnih podpoglavjih si bomo postavili temelje za v uvodu 
podane zahteve oziroma teze razvoja programskega okolja. Ta bo uporabniku z najmanj 
dodatnega dela oziroma sredstev omogočal polno uporabo manipuliranih količin pretvorniških 
naprav. 
Ugotovili bomo torej, kakšne so lastnosti LRTME protokola, katero razvojno okolje je 
primerno za razvoj takega programa, kako bomo vzpostavili komunikacijo s komunikacijskim 
pretvornikom in njene lastnosti. Kratko podpoglavje bomo namenili tudi strojni opremi oziroma 
samemu komunikacijskemu pretvorniku. 
2.1.1 Opis LRTME protokola 
Kot smo že omenili, se je LRTME protokol [3] razvil iz lastnih potreb Laboratorija za 
regulacijsko tehniko in močnostno elektrotehniko. Široko razširjeni serijski MODBUS 
protokol, ki se večinoma uporablja v te namene, je namreč časovno preveč tog za serijsko 
komunikacijo z osebnim računalnikom. Je pa osnova na kateri sloni LRTME protokol. 
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Komunikacijski pretvornik tako uporablja za komunikacijo s pretvorniškimi napravami 
MODBUS protokol, za komunikacijo z računalnikom, ki ga upravlja, pa LRTME protokol. 
Naj omenimo, da sta na fizičnem nivoju 2-žilna oziroma 4-žilna povezava identični 
povezavam definicij MODBUS protokola. Enako velja tudi za ostale lastnosti. Povezave se tako 
tvorijo na UART (ang. Universal Asynchronous Receiver-Transmitter) vratih preko DE-9 pin 
konektorjev (ta tip konektorja se včasih poimenuje tudi kot »COM port«). Razlika pa je, kot že 
omenjeno, v časovnem dojemanju komunikacijskih zahtev na podatkovnem nivoju. 
 
Na sliki 3 je prikazan fizični nivo priklopa LRTME (TIA-485 standard). 
 
 
Slika 3: Fizični nivo priklopa LRTME 4-žilno (levo) in 2-žilno (desno); TIA-485 standard   
 
Na podatkovnem nivoju je LRTME komunikacija sestavljena po paketih (ang. Frame). 
Osnovni delec paketa je 1 byte. 
 
Na sliki 4 je prikazana sestava LRTME paketa. 
 
 
Slika 4: Sestava LRTME paketa 
 
Na zgornji sliki lahko vidimo osnovne gradnike paketa: 
 
 NASLOV destinacije, sestavljen iz dveh bajtov; 
 dva bajta, ki vsebujeta ŠTEVILO BAJT-OV paketa, brez zadnjih dveh bajtov, ki nosita 
CRC kodo [4]; 
 UKAZ, ki je prav tako sestavljen iz dveh bajtov; 
 PODATKI zasegajo od 0 do 65528 bajtov, pri čemer pa je zaželeno, da je njihovo število 
sodo; 
 CRC koda, ki obsega dva bajta. 
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Posamezne dele paketa bomo obravnavali v naslednjih poglavjih; predvsem bo v 
praktičnem delu bolj jasna vloga posamičnih delov paketa. Na tem mestu dodajmo še, da imajo 
naslovi že določene omejitve, ki jih moramo spoštovati, in sicer je predvideno naslednje: 
 
 0x0000  t.i. »Multicast« naslov, oziroma paket namenjen vsem napravam 
na vodilu; 
 0x0001 – 0x0010 naslovi, namenjeni osebnemu računalniku; 
 0x0011 – 0x007F posamezne enote na vodilu; 
 0x0080 – 0x00FF rezerviran del, ki pa ni v uporabi. 
 
Specifikacija LRTME protokola podaja tudi priporočila in zahteve glede ukazov, ki jih 
nosi paket. Zahtevano je, da mora biti ukaz vedno dolg 16 bitov. Imamo pa tudi nekaj ukazov, 
ki so že rezervirani: 
 
 0x0000  t.i. »nop« (ang. No operation – ukaz brez pomena); 
 0xFFFF  pošlji identifikacijo – ID (svoj naslov); z naslovom 0x0000 
poizvemo po vseh napravah na vodilu; 
 0xFFF0  pošiljam identifikacijo – ID; naprava v podatku pošlje svoj 
naslov. 
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V tabeli 1 je prikazan okvirni pomen bitov ukaza. 
 
Bit Pomen 
15 1 -> pričakujem povratni odgovor 
14  
13 1 -> zadnji bajt v podatkih je slep, dodan samo zato, da je št. bajtov sodo 
12 1 -> dodana CRC koda 
11 1 -> v podatkih se nahaja MODBUS paket 
10  
9 1 -> naslov in tip podatka je določen z LSB-jem ukaza 
8 0 -> hočem podatek, 1 -> pošiljam podatek 
7 
Želen naslov podatka znotraj naprave npr.: pošiljam stanje LED-ice na pinu 1 
(0x0101) v podatovnem bytu pa se nahaja stanje LED-ice (0x00 ali 0x01) 
6 
5 
4 
3 
2 
1 
0 
Tabela 1: Prikaz okvirnega pomena bitov ukaza 
Ukazi so sicer odvisni od posamezne priključene naprave, kot pa bomo videli tudi pri 
sestavi programa LRTME ProtoCom, je vsekakor praktično, če že ne priporočljivo, da ima vsak 
ukaz tudi povratni ukaz oziroma enoličen odgovor. Na ta način programska aplikacija, ki 
uporablja LRTME komunikacijski protokol pravilno in edinstveno interpretira odgovore na 
poslani ukaz. Zelo poenostavljeno povedano to pomeni, da v kolikor bi aplikacija naročila 
komunikacijskemu pretvorniku, naj na pretvorniški napravi prižge zeleno luč, je eden boljših 
odgovorov naprave ob pravilni izvedbi ukaza potrditev, da je prižgana zelena luč. Manj 
informacije bi nosil na primer odgovor, ki bi nam povedal, da je prižgana luč. Še slabše bi bilo 
v primeru, če bi bil odgovor enak vsakič, ko podamo kakršenkoli ukaz ali pa v najslabšem 
primeru naprava sploh ne bi odgovorila, četudi bi pravilno sprejela in izvedla ukaz. 
Sam podatkovni del enega paketa je lahko oblikovan v t.i. surovi obliki ali pa kot niz 
ASCII vrednosti. Tudi sama vsebina ni posebej omejena in je prepuščena potrebam posamične 
aplikacije. V nadaljevanju bomo tako videli različne vsebine podatkov. Na kratko si bomo 
ogledali tudi vsebino, podano v IQ matematični obliki [5], [6], ki je v uporabi pri Texas 
Instruments (v nadaljevanju tudi TI) oziroma nekaterih njihovih DSP mikrokrmilnikih. Oblika 
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podaja poseben zapis tako celih kot decimalnih mest številske vrednosti, ki je uporabljena v 
podatkovnem delu paketa. Obliko smo implementirali v eni od verzij LRTME ProtoCom-a. 
Pravilnost prenesenega po LRTME protokolu ugotavljamo preko v paket vstavljene CRC 
(ciklično redundantno preverjanje, ang. Cyclic redundancy check) kode. Na kratko povedano, 
je v LRTME paketu CRC dva bajta dolga vrednost, ki se preko določenega algoritma izračuna 
iz vsebine celotnega paketa. Rezultat se nato prida na rep paketa. Če se CRC kodi med poslanim 
in prejetim ne razlikujeta, je bil z veliko verjetnostjo paket pretočen brez napak. Kako smo se 
tega lotili v našem projektu, si bomo podrobneje ogledali v naslednjih poglavjih. 
Poglavitni del te naloge se ukvarja z aplikacijskim razvojem oziroma implementacijo 
protokola v aplikacije.  
Na tem nivoju LRTME protokol določa dva tipa naprav, tj. v vlogi gospodarja ali sužnja. 
Navedeno je tudi, da naj bo manj odzivna naprava gospodar. Glede na tip sporočil, lahko 
gospodar pošilja dve. Prošnjo, da suženj pošlje podatek (ang. Request) ter ukaz (ang. 
Instruction). Suženj pa je omejen na zgolj en tip sporočila. To je odgovor (ang. Response). Le-
tega pošlje vedno, ne glede na tip podatka, ki ga prejme s strani gospodarja. 
 
  
13 
Na slikah 5 in 6 so predstavljeni diagrami stanj gospodarja in sužnja, ki jih je treba 
upoštevati ob razvoju aplikacij. 
 
Brez
komunikacije
Komunikacija
 Odpri vrata 
 Zapri vrata 
 
Vrata odprta
Aktivirana komunikacija
Ni 
odgovora
Čakaj
1s
Čakaj
1s
Pošlji
Paket
Čakaj
Paket
iz 
aplikacije
Procesiraj 
odgovor
Prekoračena
časovna omejitev
CRC
napaka
Povpraševanje po ID
Prekoračena
časovna omejitev
Prejet paket
Veljaven ID
Pravilen
odgovor
 
Slika 5: Diagram stanj gospodarja  
14 
Pripravljen
Pošlji
podatke
Pripni 
podatke
Obdelaj 
niz
Shrani
podatke
Čakaj
celoten
paket
Sprosti
podatke
Prvi bajt
Prekoračena
časovna
omejitev
Naslednji
bajt
Niz
ni
pripravljen
 
Slika 6: Diagram stanj sužnja  
 
Na diagramih je razvidno, da se za sinhronizacijo komunikacije uporablja časovna 
sinhronizacija. Suženj pričakuje paket s strani gospodarja 0,5 sekunde. V kolikor po preteku 
tega časa ni prejel celotnega paketa, prejeto preprosto zavrže ter se zopet postavi v stanje 
pričakovanja paketa. Gospodar na drugi strani po poslanem sporočilu čaka na odgovor 1 
sekundo. Če le tega ne dobi, lahko poskusi ponovno vzpostaviti komunikacijo. To lahko napravi 
zgolj z začetnim ukazom 0xFFF0, ki zahteva od sužnja, da mu pošlje svoj ID oziroma 
identifikacijo. Ko gospodar le-to prejme, se šteje, da je komunikacija vzpostavljena in se lahko 
nadaljuje s pošiljanjem drugih paketov. 
V diagramu gospodarja je na začetku tudi nakazano, da mora napisana aplikacija odpreti 
vrata preden je možno karkoli urejati na njih. To je seveda odvisno od sistema, na katerem 
aplikacija teče. Ta korak bo viden tudi pri vseh verzijah naše aplikacije. 
2.1.2 Gradniki komunikacije 
Način komunikacije je podan v specifikaciji LRTME protokola, a je vseeno veliko 
prepuščeno uporabnikom protokola. Ti tako recimo niso omejeni z uporabo točno določenih 
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oblik podatkov, njihovih pomenov ali celo kod ukazov, dokler ne kršijo rezerviranih parametrov 
s strani specifikacije. 
Specifikacija LRTME protokola od nas zahteva preverjanje prenesenih paketov. Da nam 
na izbiro dva načina, izmed katerih pa si sami, glede na aplikacijo, izberemo primernejšega. 
 
2.1.2.1 Ciklično redundantno preverjanje - CRC 
Kakršnakoli komunikacija je podvržena napakam prenosa. Da pa bi le-te zmanjšali 
oziroma jih pravočasno odkrili, se poslužujemo različnih tehnik. 
V prenosih digitalnih podatkov se napake večinoma odkrivajo preko preverjanja ciklične 
redundance. 
CRC ali ciklično redundantno preverjanje je način, pri katerem preko izračuna različnih 
algoritmov ugotavljamo ostanek deljenja binarnih podatkov s polinomi. Ta tehnika je zaradi 
svoje preprostosti in zanesljivosti veliko bolj popularna, kot na primer preverjanje paritete 
podatkov. Slednja metoda namreč odpove takoj, ko se v prenosu zgodi sodo število napak. 
Princip delovanja CRC-ja je sledeč. Vsakič, ko neka naprava prebere, pošlje ali uporabi 
nek blok podatkov, ki ima pridano CRC kodo, lahko veljavnost podatkov oziroma prenosa 
preveri tako, da iz repa bloka odstrani CRC kodo. Iz preostanka izračuna svojo CRC kodo ter 
jo primerja z blokovno CRC. Če je le-ta enaka, kot je pridana na koncu bloka podatkov, do 
napake pri prenosu ni prišlo. Če temu ni tako, naprava dejanje pridobivanja bloka ponovi. 
V praksi je v uporabi veliko različnih algoritmov oziroma polinomov za izračun CRC 
kod. Specifikacija LRTME protokola nam ponudi dva polinoma, in sicer 16-bitni CRC-16-IBM 
s polinomom 1+X2+X15+X16 ter v RFC podani 8-bitni Fletcher checksum. 
Sami smo uporabili CRC-16-IBM, ki je bil uporabljen v naših napravah, s katerimi je 
LRTME ProtoCom opravljal komunikacijo. Omenimo, da se ta način preverjanja uporablja tudi 
v MODBUSu, ki ga uporablja tudi komunikacijski pretvornik, kateremu je v bistvu naš LRTME 
ProtoCom namenjen. Vseeno pa je ProtoCom zasnovan modularno, kar pomeni, da bi lahko 
brez težav z manjšo spremembo uporabili katerikoli drug CRC. 
LRTME ProtoCom za izračun CRC napravi novo instanco razreda CRC_Modbus, le-ta 
pa ima v sebi zapisani tabeli možnih bajtov višjega in nižjega dela CRC kode. Oba dela nato 
izberemo preko indeksacije, opravljene skozi podatke sporočila. Postopek je opisan v literaturi 
[2] MODBUS over Serial Line – Specification and Implementation Guide v1.02. Njegova 
prednost je v tem, da je veliko hitrejši, kot bi bila vsakokratna kalkulacija CRC kode. 
2.1.2.2  Oblike podatkov 
Čeprav specifikacija LRTME protokola ne zapoveduje ne oblike ne vsebine 
podatkovnega dela paketov, omenja zaželeno sodost števila bajtov ter lastnost, da so lahko 
bodisi v t.i. surovi obliki, bodisi v obliki formata ASCII. 
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Pri implementaciji protokola v vse naše verzije programa LRTME ProtoCom se tako 
nismo omejevali glede oblike podatkov ali njihove vsebine. Ta je bila večinoma pogojena z 
dojemanjem oziroma zahtevami po obliki s strani priključenih naprav, pošiljali pa smo pakete 
v obliki nizov, večinoma šestnajstiških vrednosti. 
Pomembna prednost obravnavanja podatkovnega dela kot niza je v tem, da C# odlično 
obravnava nize ter da je prenos vrednosti znotraj programske kode dokaj preprost. 
V programu imamo tako kar nekaj metod, ki so namenjene pretvarjanju formata 
podatkov. Uporabljamo jih glede na zahteve trenutne metode, medtem ko večinoma vedno v 
spremenljivkah ohranjamo vrednost, zapisano v niz. 
Za nadaljnji razvoj programa bi bilo smotrno razmisliti o ohranjanju pretvorbenih metod 
iz ene verzije programa v drugo. Najbolje bi bilo, da bi se ob zadostnem nakopičenju verzij, 
metode pretvorb preneslo v posebno knjižnico ali razred. S tem bi bodočim uporabnikom 
omogočili bogato paleto pretvorb za znane elektrotehniške ali druge aplikacije oziroma 
obravnavo na komunikacijski pretvornik priključenih naprav oziroma njihovih podatkov. 
V vseh verzijah programov smo tovrstne metode postavili na eno mesto v sekcijo, 
imenovano metode pretvorb. Tu najdemo na primer metode: 
 
 string ByteArrayToString(byte[] ba); 
 byte[] StringToByteArray(String hex); 
 decimal I8Q24ToDec(string Podatki); 
 string DecToI8Q24(string Podatki); 
 decimal StringHexToDec(string Podatki). 
 
Za podrobnejše delovanje posameznih metod smo zapisali izčrpne komentarje v izvorni 
kodi, ki je dostopna skupaj s tem delom. 
Vseeno pa se na kratko ustavimo pri številih v IQ obliki, ki smo jo morali uporabiti pri 
verzijah 1.0 in 2.0. 
 
2.1.2.2.1 Števila s fiksno vejico in IQ format 
Na testnih laboratorijskih ploščah je potekala simulacija pridobivanja podatkov iz 
naprave, ki je pošiljala podatke v IQ formatu preko LRTME protokola. Ta situacija je 
ekvivalent priklopu hitrega DSP-ja. DSP je kratica za Digital Signal Processor in pomeni 
mikroprocesor, namenjen hitrim manipulacijam v pretvorbah med analognimi in digitalnimi 
signali podjetja TI (npr. mikroprocesor iz serije TMS320C28x, priključen na vmesnik, ki preko 
LRTME protokola komunicira s PC-jem, na katerem teče LRTME ProtoCom). V realni 
aplikaciji bi to srečali pri vodenju sinhronskega motorja [16] z omenjenim DSP-jem. 
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Ti DSP procesorji nimajo enote oziroma nabora ukazov za računanje z racionalnimi 
števili oziroma z operacijami števil s plavajočo vejico. Pri podjetju TI so očitano slabost rešili 
s t. i. IQ matematiko, pri kateri navajajo celo večjo hitrost procesiranja, kot jo dosegajo drugi 
produkti z vgrajeno dodatno enoto. IQ števila pa so v bistvu števila s fiksno vejico. 
V samo matematiko IQ se ne bomo poglabljali. Literaturo zanjo smo zapisali med vire 
[5], [6]. Omenimo pa to, da TI ponuja knjižnice, ki jih lahko uporabimo v svoji programski kodi 
za manipulacijo z IQ števili.  
Na sliki 7 je predstavljen primer IQ števila, zapisanega v I8Q24, saj le-ta odlično ponazori 
idejo oblike. 
 
Slika 7: Oblika podatka zapisanega v I8Q24 matematičnem formatu 
 
Kot vidimo, predstavlja oznaka I8Q24 32-bitno število, pri čemer je 8 bitov namenjenih 
celemu številu, preostalih 24 bitov pa decimalnim mestom. 
Prednost tovrstne oblike je, da DSP ne potrebuje dodatne enote za preračunavanje. Za 
razliko od števil s plavajočo vejico pa natančnost ni odvisna od eksponenta. Natančnost števila 
izberemo, s tem definiramo tip podatka ter tako zagotovimo primerno hitrost DSPja. 
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V tabeli 2 je prikazan razpon 32-bitnega IQ števila.  
 
Tip podatka  Razpon Natančnost  
 Min  Max  
I2Q30 -2  1.999 999 999  0.000 000 001  
I3Q29 -4  3.999 999 998  0.000 000 002  
I4Q28 -8  7.999 999 996  0.000 000 004  
I5Q27 -16  15.999 999 993  0.000 000 007  
I6Q26 -32  31.999 999 985  0.000 000 015  
I7Q25 -64  63.999 999 970  0.000 000 030  
I8Q24 -128  127.999 999 940  0.000 000 060  
I9Q23 -256  255.999 999 981  0.000 000 119  
I10Q22 -512  511.999 999 762  0.000 000 238  
I11Q21 -1024  1023.999 999 523  0.000 000 477  
I12Q20 -2048  2047.999 999 046  0.000 000 954  
I13Q19 -4096  4095.999 998 093  0.000 001 907  
I14Q18 -8192  8191.999 996 185  0.000 003 815  
I15Q17 -16384  16383.999 992 371  0.000 007 629  
I16Q16 -32768  32767.999 984 741  0.000 015 259  
I17Q15 -65536  65535.999 969 482  0.000 030 518  
I18Q14 -131072  131071.999 938 965  0.000 061 035  
I19Q13 -262144  262143.999 877 930  0.000 122 070  
I20Q12 -524288  524287.999 755 859  0.000 244 141  
I21Q11 -1048576  1048575.999 511 719  0.000 488 281  
I22Q10 -2097152  2097151.999 023 437  0.000 976 563  
I23Q9 -4194304  4194303.998 046 875  0.001 953 125  
I24Q8 -8388608  8388607.996 093 750  0.003 906 250  
I25Q7 -16777216  16777215.992 187 500  0.007 812 500  
I26Q6 -33554432  33554431.984 375 000  0.015 625 000  
I27Q5 -67108864  67108863.968 750 000  0.031 250 000  
I28Q4 -134217728  134217727.937 500 000  0.062 500 000  
I29Q3 -268435456  268435455.875 000 000  0.125 000 000  
I30Q2 -536870912  536870911.750 000 000  0.250 000 000  
I31Q1 -1073741824  1 073741823.500 000 000  0.500 000 000  
Tabela 2: Prikaz razpona 32-bitnega IQ števila 
Čeprav nam TI ponudi knjižnico z naborom funkcij, je mi nismo uporabljali. Smo pa 
razvili pretvorbe I8Q24ToDec oziroma DecToI8Q24, ki so nam omogočale delo z običajnimi 
knjižnicami, kar je zadostovalo za naše delo in programsko kodo. Od nadaljnjih uporabnikov 
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je odvisno, kako bodo uporabili te metode, ali se bodo odločili za njihov nadaljnji razvoj, ali pa 
bodo raje uporabili TI knjižnico. Namen našega dela je bil namreč tudi ta, da pripravimo teren, 
pri čemer zgradba programske kode nadaljnjega razvoja ne ovira. Z implementacijo metod 
pretvorb smo to zagotovili. 
2.1.3 Programska oprema in testno okolje 
Programska oprema za razvoj, razvojni jezik in testno okolje so bili podrejeni pogojem 
proste dostopnosti ali minimalnim stroškom, preprostosti in dosegljivosti uporabnikom, ki bodo 
aplikacijo uporabili za nadaljnji razvoj oziroma za pokritje lastnih potreb funkcionalnosti, ki 
jim jo le-ta prinaša. 
Če smo za razvoj aplikacije uporabili računalnik z nameščenim 32-bitnim operacijskim 
sistemom Microsoft (v nadaljevanju tudi MS) Windows 7 Professional, je bilo smiselno, da 
preverimo njeno delovanje tudi v času razvoja aplikacije najbolj razširjenem operacijskem 
sistemu na osebnih računalnikih. To je Microsoft Windows XP Professional v 32-bitni izvedbi. 
Omenjeni operacijski sistem oziroma različica Professional je večinoma v uporabi v podjetjih 
in organizacijah zaradi domenske prijave in rabe sredstev, zaradi česar je dodatno upravičena 
smiselnost testiranja prav na tej verziji. V izogib uporabi več fizičnih testnih računalnikov, na 
katerih bi preskušali pravilno delovanje aplikacije, smo se poslužili virtualnega okolja oziroma 
virtualnih računalnikov [7].  
2.1.3.1 C# - Microsoft Visual C# Express 2010 
Ko smo začeli s pripravami na delo, smo morali ugotoviti, kateri elementi bodo najbolj 
primerni za izvedbo aplikacije. Tu smo morali upoštevati vidik uporabnika ter primernost glede 
na strojno opremo. 
V prvem primeru je pomembno razumevanje, da pisanje aplikacije ali spreminjanje kode 
ni jedro uporabnikovega dela, znanja ali stroke. LRME protokol je bil spisan s strani inženirjev 
elektrotehnike, večinoma za lastne potrebe v okviru lastnega laboratorija. Čeprav so ti 
uporabniki običajno vešči tako nižje-nivojskih kot višje-nivojskih programskih jezikov, jih je 
nesmiselno obremenjevati z učenjem novih programskih jezikov, zgolj zavoljo naše aplikacije. 
Tekom študija in dela se vsak inženir elektrotehnike sreča vsaj z eno od oblik 
programskega jezika C. Te so si med seboj zelo podobne ali pa celo izvirajo ena iz druge, kar 
omogoča tudi lažje razumevanje ali prehod iz ene na drugo obliko. Mi smo si izbrali programski 
jezik C# [8], [9], [10], [11]. Preko razvoja različnih verzij aplikacije LRTME ProtoCom se je 
izkazalo, da izbrani programski jezik popolnoma pokrije zahteve in želje, ki jih imamo do 
aplikacije ter tudi njene morebitne razširitve. 
C# je več-konceptualen višje-nivojski programski jezik. Pomen navedenega ugotovimo 
iz nastanka jezika. Ta je nastal kot kombinacija programskih jezikov C, C++ in Jave, kar 
pomeni, da vsebuje lastnosti in dele vseh treh. Razvilo ga je podjetje Microsoft Corporation 
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[12] z namenom pridobitve objektno orientiranega jezika, ki deluje neodvisno od platform, 
četudi je primarno zamišljeno, da se izvaja v okolju operacijskega sistema Microsoft Windows. 
C# je objektno orientiran, kar nam omogoča izvajanje različnih modulov oziroma 
podsklope programa, kar bo razvidno v poglavju, kjer so predstavljene različne verzije LRTME 
ProtoCom-a. Njegova zelo uporabna lastnost je navezava na .Net ogrodje [13], [14], kar 
omogoča izjemno lahko uporabo sredstev računalnika na katerem teče. Nadaljnja lastnost ali 
uporabnost pa je tudi ADO.NET (ang. ActiveX Data Object for .NET), ki je del novejšega 
.NET-a in omogoča programerju lahek način uporabe zbirk podatkov, kar seveda zelo razširi 
uporabnost LRTME ProtoCom-a. 
S strani uporabnika je treba uokviriti tudi finančni vidik programske aplikacije ter 
omejitve na omejene proračune laboratorijev. Vsekakor pri izbiri orodij to ni zanemarljivo 
dejstvo. 
Nadalje moramo upoštevati tudi strojna okolja, kjer se bo naša aplikacija uporabljala. 
Zaradi cenovne dostopnosti ter razširjenosti osebnih računalnikov je logičen sklep, da bo 
aplikacija LRTME ProtoCom tekla na njih v okoljih operacijskih sistemov MS Windows. Ena 
od zahtev, ki smo ji morali zadostiti pa je, da mora LRTME ProtoCom v teh sistemih delovati 
samostojno bodisi z minimalno zahtevnostjo namestitve, bodisi zgolj z zagonom izvršilne 
datoteke, pri čemer aplikacija deluje lokalno v t.i. prenosnem (ang. Portable) načinu. To 
pomeni, da se aplikacija izvaja zgolj v delovnem pomnilniku računalnika in uporablja njegova 
strojna sredstva, medtem ko pusti programski del računalnika nedotaknjen ali minimalno 
spremenjen. Za seboj tako ne pušča sledi ali datotek na trdih diskih. 
Ogrodje .Net, ki ga LRTME ProtoCom uporablja za interakcijo s strojno in programsko 
opremo osebnega računalnika, je večinoma na njem že prisotno bodisi v samem operacijskem 
sistemu bodisi zaradi potreb drugih aplikacij, na primer orodja za nastavitve parametrov 
grafičnega gonilnika računalnika. To nam omogoča minimalno namestitev oziroma uporabo 
aplikacije v prenosnem načinu. 
Iz podatkov, predstavljenih v tabeli 3, je razvidno, da se .NET dodaja kot privzeti gradnik 
v operacijskih sistemih MS Windows. Dodatno imamo po verzijah naveden datum izida ter 
razvojno okolje, ki je lastno določeni verziji. 
 
Verzija Številka verzije Datum izdaje MS Visual Studio Privzeto v sistemu MS Windows 
1.0 1.0.3705.0 13.02.2002 
 
MS Visual 
Studio .NET 
MS Windows XP Tablet and Media 
Center Editions 
1.1 1.1.4322.573 24.04.2003 MS Visual Studio 
.NET 2003 
MS Windows Server 2003 
2.0 2.0.50727.42 07.11.2005 MS Visual Studio 
2005 
MS Windows Server 2003 R2 
3.0 3.0.4506.30 06.11.2006  MS Windows Vista, MS Windows 
Server 2008 
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3.5 3.5.21022.8 19.11.2007 MS Visual Studio 
2008 
MS Windows 7, MS Windows 
Server 2008 R2 
4.0 4.0.30319.1 12.04.2010 MS Visual Studio 
2010 
MS Windows 7 
4.5 4.5.40805 19.09.2011 
(Predogled za razvijalce) 
MS Visual Studio '11' MS Windows 8, MS Windows 
Server 8 
Tabela 3: .NET verzije in vključenost v operacijskih sistemih 
V zadnjih odstavkih zapisane želje so torej vodile v izbiro razvojnega okolja Microsoft 
Visual C# Express 2010 [15] in .Net ogrodja verzije 4.0. Oboje nam omogoča prosto dostopno 
razvojno okolje z veliko naprednih funkcij, pri čemer smo minimalno omejeni. Brezplačna 
uporaba je na primer omejena zgolj s funkcijami razvojnega okolja ali IDE (ang. IDE - 
Integrated development environment). V primeru, da želimo več funkcij, je na voljo Microsoft 
Visual Studio 2010 Professional kot naslednja stopnica, katerega cena je v času pisanja 
diplomskega dela znašala okoli 800 $. Vendar, kot smo že zapisali, pri prosto dostopni različici 
nismo pogrešali bistvenih funkcij oziroma smo omejitve z lahkoto prestopili s primernim 
pristopom (npr. pri »razhroščevanju«). Posledica tega je tudi v vseh razvojnih fazah ohranjeno 
diagnostično okno in možnosti prikaza poteka komunikacije v LRTME ProtoCom-u. 
Zahteva po prosto dostopnih programskih orodjih je botrovala izpustitvi ene od možnosti, 
ki bi jo morda predlagali v ogled bodočim uporabnikom. To je možnost upravljanja z 
različicami (ang. Versioning). V grobem to pomeni, da se sproti, ko razvijamo program, 
beležijo spremembe, kar nam kasneje omogoča povrnitve ali popolnoma ločen razvoj ene od 
vmesnih stopenj programa ob ohranitvi končne verzije. 
Preučili smo nekaj možnosti prosto dostopnih orodij, namenjenih temu, a smo ugotovili, 
da so ali zapletene za uporabo (npr. zahtevajo dodajanje sintaks, ki jih nato dodatek za sledenje 
prepoznava, kar pa se ne ujema s strategijo prijaznosti do uporabnika) ali pa se rešitve izkažejo 
za neprimerne, saj zahtevajo za svojo namestitev Microsoft Visual Studio 2010 Professional. 
Naslednja slabost teh orodij je, da nekatera zahtevajo strežnik, na katerem se nato shranjujejo 
različne verzije. Tak pristop je v rabi v podjetjih oziroma okoljih, ko je razvijalcev več in na ta 
način lažje sodelujejo pri razvoju. Zadnje nekako presega namen našega programa in 
pričakovanega uporabnika. 
Vsekakor pa predlagamo vpogled v upravljanje z različicami v primeru razširitve v 
diplomi zadanih okvirjev, zahtev oziroma lastnosti programa. 
2.1.3.2 Microsoft Windows 7/XP & Microsoft Virtual PC 2007 
Vsako verzijo programa, ki je nastala pri pripravi diplomskega dela, smo tudi preizkusili 
in zagotovili, da bo program deloval v okolju, za katerega bo namenjen. 
Ker je bila naša naloga poiskati orodja in nakazati smernice, smo se omejili na preizkus 
v najbolj razširjenih operacijskih sistemih enega proizvajalca. V času pisanja je bil to Microsoft 
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Windows XP, vedno več pa je bilo tudi računalnikov z nameščenim Microsoft Windows 7 
operacijskim sistemom. Smiselno smo se odločili opraviti preizkuse na obeh. 
Zaradi pričakovane rabe programa v domenskih računalniških okoljih smo izbrali 
Professional različice operacijskih sistemov, četudi nam zaradi .Net ogrodja raba drugih verzij 
ne bi smela povzročati težav. 
Pri svojem delu smo uporabili virtualna okolja, da bi se izognili večkratnemu vnovičnemu 
nameščanju operacijskih sistemov. Slednje bi bilo namreč potrebno, če bi hoteli zagotoviti, da 
na delovanje programa ne vpliva katera od že preizkušenih verzij. Uporaba virtualnih okolij je 
smiselna tudi zaradi predvidevanja, da se bodo prav ta uporabljala za preizkuse v nadaljnjem 
razvoju programa. 
Izbira virtualnih okolij je velika. Najbolj razširjeni so VMware ter Microsoftova Hyper-
V ter Virtual PC. Čeprav smo imeli ob razvoju na razpolago vse tri, smo izbiro omejili ob 
upoštevanju predvidenega uporabnika oziroma nadaljnje razvijalce programa. Microsoftov 
Hyper-V je strežniško virtualno okolje in čeprav obstaja tudi brezplačna različica, je težko 
verjeti, da bodo imeli uporabniki namenski strežnik za testiranje oziroma dostop do strežnika 
Microsoft Windows 2008. Iz enakega razloga se nismo odločili za VMware-ov strežniški ESXi 
produkt. 
Če se torej omejimo na produkte, namenjene namiznim sistemom, izbiro skrčimo na 
Microsoft Virtual PC, Microsoft Virtual PC 2007 ter VMware Player.  
V tabeli 4 je na kratko predstavljena primerjava med virtualnimi okolji, ki so namenjena 
namiznim sistemom. 
 
 Microsoft Windows 
Virtual PC 
Microsoft Windows 
Virtual PC 2007 
VMware Player 3.0 
Opis Narejen za uporabo MS 
Windows XP Mode. 
Neopazno združi virtualni 
operacijski sistem MS 
Windows XP s sistemom MS 
Windows 7.  
Omogoča, da tudi starejše 
različice operacijskih 
sistemov MS Windows 
(Vista, XP) poganjajo 
virtualne sisteme. 
Preprost za uporabo s polno 
podporo za gostitev MS 
Windows in Linux 
operacijskih sistemov. 
Deluje na: MS Windows 7 MS Windows XP in 
novejših. 
MS Windows XP in novejših 
ter na Linux edicijah. 
Zahtevana strojna 
virualizacijska 
podpora 
Da Ne Da 
Kreiranje virtualnih 
strojev 
Da Da Da 
Uporaba virtualnih 
strojev drugih 
programov 
Ne, podpira samo VHD 
navidezne trde diske. 
Ne, podpira samo VHD 
navidezne trde diske. 
Podpira vse VMware 
produkte, VHD diske ter 
Symantec arhivske slike. 
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Goščeni sistemi MS Windows XP in novejši. 
Drugi operacijski sistemi 
niso uradno podprti. 
MS Windows 98 in novejši, 
IBM OS/2, drugi operacijski 
sistemi niso uradno podprti. 
MS Windows 3.1 in novejši, 
DOS, Solaris, FreeBSD in 
novejše LINUX distribucije. 
Podpora 64-bitnih 
sistemov (ob uporabi 
64-bitne gostiteljske 
CPE) 
Ne Ne Ne 
Integracija z 
namizjem gostitelja 
Da. Podprto zaganjanje 
programov iz gostiteljevega 
start menija. Programi 
objavljeni v start meniju 
goščenega sistema se 
avtomatično objavijo v start 
meniju gostitelja. 
Ne Da, v podprtih operacijskih 
sistemih z uporabo Unity 
načina. Pridobimo majhen 
dodatni meni, ki nam 
omogoči zaganjanje 
programov iz navideznega 
OS. 
Podpora USB 
periferije 
Da. Četudi niso prepoznani s 
strani gostiteljskega sistema. 
Ne Da 
Tabela 4: Primerjava virtualizacijskih rešitev 
Če pogledamo zgornjo tabelo, takoj ugotovimo namen Microsoft Virtual PC. Ta je v 
osnovi namenjen kompatibilnosti starejših programov na novem operacijskem sistemu MS 
Windows 7. V praksi se namreč podjetja nerada odločajo za nove operacijske sisteme, saj to za 
sabo potegne velike stroške menjave drugih programov. MS Virtual PC je odgovor na te 
zadržke. To vsekakor ni kritično za naš namen. 
Na hitro bi lahko rekli, da VMware ponuja več funkcij oziroma bolj poln paket možnosti 
za razvojna okolja in zagotovo nadaljnjim uporabnikom izsledkov te diplomske naloge 
predlagamo vpogled v to rešitev. 
Sami smo se odločili za Microsoft Virtual PC 2007. Poglavitni razlog tiči v tem, da ni 
zahtevana uporaba strojne podpore virtualizacije. Čeprav ima večina novejših računalnikov le-
to že vgrajeno, naš prenosnik, na katerem smo izvajali razvoje ter testiranja ni imel primernega 
procesorja. Kot smo že omenili, je naš cilj ponuditi najbolj preprosto rešitev, ki od uporabnika 
ne zahteva posebnih prilagajanj. Uporaba MS Virtual PC 2007 je za nas pomenila točno to. 
Omenimo tudi, da čeprav ima VMware player več funkcij, le-teh pri izbranem virtualnem 
okolju nismo nikoli pogrešali. Prav tako ob pogledu na tabelo ugotovimo, da MS Virtual PC 
2007 ne podpira USB naprav. To pa ni veljalo za USB na COM pretvornik, ki smo ga uporabili 
na gostiteljskem računalniku, saj ga goščeni operacijski sistem prepozna kot običajna serijska 
vrata. 
Na koncu izbire ponovno poudarimo, da izbiramo prosto dostopne oziroma brezplačne 
rešitve z namenom minimalnih stroškov. Pri rabi virtualnih strojev pa je treba paziti tudi na 
licenčne omejitve ter stroške operacijskih sistemov virtualnih računalnikov. Načeloma mora 
biti vsak od virtualnih strojev tudi licenčno krit, kar lahko v nekaterih primerih pomeni tudi 
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nabavo operacijskih sistemov. Nadaljnjim razvijalcem iz tega dela predlagamo ogled možnosti, 
ki jih ponuja Microsoftova MSDN naročnina (ang. MSDN subscription, Miscrosoft Developer 
Network Subscription). Ta je namenjena razvijalcem in je pri organizacijah, ki imajo navadno 
za Microsoftove programe že sklenjeno eno od naročnin, že vključena v ceno le-te oziroma je 
dostopnejša po ugodni ceni. Omogoča pa praktično neomejeno rabo Microsoftovih produktov 
v razvojnih okoljih. V času pisanja diplomskega dela je samostojna naročnina stala 748 € 
oziroma skupaj z nakupom razvojnega okolja Visual Studio Professional 1283 €. Seveda pa so 
lahko cene, kot že omenjeno, nižje ob obstoječih naročninah ali stvar dogovora, glede na 
posamično organizacijo, iz katere prihaja uporabnik. 
2.1.4 Strojna oprema in testno okolje  
Diplomsko delo je nastajalo na različnih osebnih računalnikih, saj .Net oziroma MS 
Visual Studio nista pretirano zahtevna glede strojne opreme. Minimalne zahteve za normalno 
delovanje so: 
 
 1,6 GHz ali hitrejši procesor; 
 1 GB (32 bit) ali 2 GB (64 bit) delovnega pomnilnika (če teče na virtualnem računalniku 
dodamo še 512 MB); 
 3 GB prostega prostora na disku, kjer je nameščen; 
 5400/min trdi disk; 
 DirektX 9 združljivo grafično kartico z minimalno ločljivostjo 1024 x 768; 
 DVD-ROM enoto. 
 
Te specifikacije preseže večina aktualnih osebnih računalnikov. Programsko pa razvojno 
okolje teče, ne glede na 32- ali 64-bitno arhitekturo, v vseh Microsoft Windows različicah, z 
izjemo Start edicij. 
Programe smo razvijali večinoma na prenosnem računalniku Dell Studio 1735 (Intel Core 
2 Duo T5800 2,0 GHz CPU, 3 GB RAM, 80GB HDD, 5400/min, DirektX 11, DVD-RW DL) 
z nameščenim 32-bitnim MS Windows 7 Professional operacijskim sistemom. Ta prenosnik ni 
idealna izbira,  uporabili smo ga, ker je bil na voljo. Njegovi glavni pomanjkljivosti sta 32-bitni 
sistem ter dejstvo, da nima vgrajenih serijskih vrat (RS232). Ker za komunikacijo s strojno 
opremo poskrbi .Net ogrodje, smo priklopili USB na COM pretvornik in tako programi kot 
virtualni računalniki niso razločili, da gre za pretvornik. Pomanjkljivost 32-bitnega sistema se 
je opazila pri poganjanju dveh virtualnih računalnikov, saj jim nismo mogli podati več 
delovnega spomina. Gostiteljski ga zase v povprečju potrebuje okoli 1,5 do 2 GB, zato ga ne 
ostane veliko za virtualne računalnike. 32-bitni sistem pa ne bi znal delati z več, četudi bi dodali 
še kak spominski modul. 
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Vsekakor priporočamo malo boljši procesor, s čimer bi lahko poganjali virtualizacijska 
okolja, ki zahtevajo strojno podporo, ter seveda 64-bitni gostiteljski sistem z več delovnega 
pomnilnika. Čeprav je naš disk imel zahtevani minimum hitrosti 5400/min, predlagamo hitrejši 
disk ali pa vsaj, tako kot smo storili sami, uporabo ReadyBoost tehnologije. Razvojno okolje 
MS Visual Studio 2010 ter virtualni stroji namreč opravijo veliko operacij s trdim diskom, kar 
se zelo pozna pri zagonskem času in na splošno pri delu, če uporabljamo vse hkrati. 
Na sliki 8 lahko vidimo razvojno ploščo, ki smo jo uporabili za testiranje LRTME 
ProtoCom-a na različnih razvojnih stopnjah. Razvojna plošča je imela na sebi program, ki je 
simuliral preproste naprave, priključene na komunikacijski pretvornik, ki komunicirajo z 
računalnikom preko LRTME protokola. Njihovi odzivi so bili predvideni in preprosti, kar nam 
je omogočalo optimiziranje posameznih metod programa in samega poteka. 
 
 
Slika 8: Razvojna plošča s krmilnikom TI TMS 320F2808 
 
Na sliki vidimo, da je računalnik priklopljen preko UART vrat ter preko ploščatih kablov 
priklopljena dodatna plošča za spreminjanje oziroma simuliranje spremembe analognih 
vrednosti. 
V samo zgradbo in podrobnosti razvojne plošče se ne bomo spuščali, saj je bila samo 
vmesni člen, dokler nam v polni meri ni bil na voljo pravi komunikacijski pretvornik. 
2.1.4.1 Komunikacijski pretvornik 
Diplomsko delo, njegovi izsledki ter razviti program LRTME ProtoCom, so namenjeni 
uporabi oziroma izrabi vseh funkcionalnosti komunikacijskega pretvornika. 
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Na sliki 9 je prikazan komunikacijski pretvornik LRTME 
 
 
Slika 9: Komunikacijski pretvornik LRTME 
 
 
Opis in delovanje 
Večino časa smo obravnavali komunikacijski pretvornik »black box«. Vseeno pa je treba 
poznati vsaj njegovo osnovno zgradbo in delovanje. 
Na fizičnem nivoju komunikacijski pretvornik poleg ohišja in napajanja sestavljajo 
razvojna plošča s programom, LCD prikazovalnik ter izbirne tipke, ki omogočajo ročno 
upravljanje komunikacijskega pretvornika. 
 
Slika 10 predstavlja shemo komunikacijskega pretvornika z digitalnimi in analognimi 
vhodi in izhodi, komunikacijskima protokoloma MODBUS in LRTME, zaslonom in 
tipkovnico. 
 
 
Slika 10: Shema komunikacijskega pretvornika z digitalnimi ter analognimi vhodi in izhodi, komunikacijskima 
protokoloma MODBUS in LRTME ter zaslonom in tipkovnico 
 
Razvojna plošča EVB 18F8527 nosi mikrokrmilnik Microchip PIC18F8527 [17]. Le-ta 
je jedro komunikacijskega pretvornika in če na kratko podamo njegove karakteristike, 
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ugotovimo, da je njegova hitrost določena s kremenčevim kristalom s frekvenco 10 MHz. 
Nadalje, da je to na harvardski arhitekturi zgrajen 8-bitni mikrokrmilnik z 48 kB bliskovnega 
pomnilnika in 4960 bajtov delovnega pomnilnika. Iz stališča vhodno izhodnih enot je 
pomembno, da razpolaga z naslednjimi tehničnimi karakteristikami, ki jih uporabljamo za 
serijsko komunikacijo: 
 
 10-bitni 16-kanalni analogno-digitalni pretvornik;  
 dva modula za pulzno-širinsko modulacijo (PWM);  
 dva modula MSSP (v Microchipu razvit modul »Master Synchronous Serial Port« je 
namenjen SPI in tudi strojni implementaciji I2C komunikacije) ter  
 dva modula EUSART (Microchipov »Enhanced Universal Synchronous Asynchronous 
Receiver Transmitter«, katerega ena glavnih značilnosti je samodejno odkrivanje baud 
razmerja prejetih signalov). 
 
Poleg tega ima še dva primerjalnika in pet časovnikov. 
V mikrokrmilniku se izvaja program, spisan v programskem jeziku C. Ta program 
oziroma koda je nato prevedena v strojni kod preko rabe Microchipovega C18 prevajalnika. 
Podobno kot pri nastanku programa LRTME ProtoCom, lahko samo programsko kodo 
napišemo oziroma sestavimo v različnih okoljih, dokler se le držimo zakonitosti programskega 
jezika ter v tem primeru tudi zmožnostim prevajalnika C18 oziroma končno mikrokrmilnika. 
Podjetje Microchip za lažje rokovanje oziroma razvoj programov za svoje krmilnike ponuja 
razvojno okolje MPLAB. To omogoča uporabniku prijazen način pisanja programov v njemu 
znanih programskih jezikih. Nadalje ponuja tudi direktno povezavo z mikrokrmilnikom v času 
nastajanja programov. S tem ima uporabnik omogočen dinamičen vpogled v stanja registrov ter 
v programski in podatkovni pomnilnik mikrokrmilnika tudi ob izvajanju programa. Ta način 
oziroma to lastnost imenujemo »In-Circut Debugging« (angl. ICD – In-Circuit Debugger). 
V sam program krmilnika se ne bomo poglabljali. Povejmo pa, da se tako kot LRTME 
ProtoCom podreja zahtevi po modularnosti oziroma odprtosti do nadaljnjih sprememb oziroma 
razvoja. Program poskrbi tudi za to, da je možno rokovati s komunikacijskim pretvornikom 
preko fizičnih tipk na ohišju ter preko MODBUS oziroma LRTME protokola. Nas je zanimalo 
predvsem slednje ter prevajanje ukazov, ki smo jih pošiljali preko naše aplikacije na priključeno 
pretvorniško napravo. Tu smo torej potrebovali brezhibno sledenje smernicam LRTME 
protokola ob upoštevanju komunikacijskemu pretvorniku lastnih LRTME ukazov.  
  
28 
V tabeli 5 so zapisani ukazi LRTME komunikacijskega pretvornika. 
 
Opis Naslov Št. bajtov Ukaz Podatki 
Pošlji ID 0x0020 6 0xFFFF   
Pošlji 8-bitni podatek iz naslova 0x0020 10 0x9081 32-bitni naslov 
Shrani 8-bitni podatek na naslov 0x0020 11 0x9182 
32-bitni naslov, 8-bitni 
podatek 
Pošlji 16-bitni podatek iz naslova 0x0020 10 0x9083 32-bitni naslov 
Shrani 16-bitni podatek na naslov 0x0020 12 0x9184 
32-bitni naslov, 16-bitni 
podatek 
Pošlji 32-bitni podatek iz naslova 0x0020 10 0x9085 32-bitni naslov 
Shrani 32-bitni podatek na naslov 0x0020 14 0x9186 
32-bitni naslov, 32-bitni 
podatek 
Pošlji stanje ADC 0x0020 6 0x9212   
Spreminjaj vrednost LED1 0x0020 6 0x9310   
Spreminjaj vrednost LED2 0x0020 6 0x9311   
Pošlji paket napravi na 
MODBUSu 0x0020 6 + n 0x9B13 
n podatkov za modbus 
napravo (sodo število 
podatkov) 
Omogoči komunikacijo 0x0020 6 0x9114   
Onemogoči komunikacijo 0x0020 6 0x9115   
Nastavi vrednost PWMja 0x0020 8 0xB316 
vrednost duty cycla (med 0 
(0%) in 100 (100%)) 
Vračanje ID-ja 0x0003 8 0xFFF0 16-bitni naslov naprave 
Odgovor na prejet podatek 0x0003 6 0x11FF   
Vračanje vrednosti ADC 0x0003 8 0x1112 16-bitni podatek 
Vračanje 8-bitnega podatka iz 32-
bitnega naslova 0x0003 11 0x1382 8-bitni podatek 
Vračanje 16-bitnega podatka iz 
32-bitnega naslova 0x0003 12 0x1384 16-bitni podatek 
Vračanje 32-bitnega podatka iz 
32-bitnega naslova 0x0003 14 0x1386 32-bitni podatek 
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Pošiljanje prejetga MODBUS 
paketa računalniku 0x0003 6 + n 0x1913 
n bajtov prejetih prek 
MODBUSa 
Tabela 5: Tabela ukazov LRTME komunikacijskega pretvornika  
V tabeli so prikazani podprti LRTME ukazi, kot jih pozna komunikacijski pretvornik 
oziroma na njem izvajani program. Kot bomo videli pri poglavju opisa LRTME ProtoCom 
verzije 3.0, je modularnost oziroma možnost spreminjanja programa komunikacijskega 
pretvornika zelo dobro premišljena poteza, saj smo tudi sami opazili potrebo po uporabni 
spremembi odziva komunikacijskega pretvornika na poslane ukaze.  
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2.2 Izvedba LRTME protokola in grafičnega vmesnika 
Program LRTME ProtoCom smo razvijali v več stopnjah. To smo naredili ne toliko zaradi 
popolnega zajetja hroščev končne verzije - katere namen ni biti končna stopnja razvoja - pač pa 
zaradi praktičnega preizkusa izbranih tehnologij razvoja. V procesu smo razvili tudi nekaj 
načinov reševanja praktičnih pretvorb vhodnih ter izhodnih podatkov ter seveda poskusili 
ugotoviti časovno najkrajše rutine osnovnega programa. Slednje tako omogoča manjšo rabo 
procesorskega časa oziroma brezhibno delovanje tudi na procesorsko šibkejših računalnikih. 
Povedali smo že, da smo za testiranja namestitve razvitih programov uporabili 
Microsoftov Virtual PC 2007. To smo naredili tako, da smo ob vsaki stopnji, ki je bila dovolj 
stabilna, preverili še delovanje namestitve oziroma delovanje programa na virtualnem 
računalniku, ki ni vseboval sledi prejšnjih testiranj. Izkazalo se je, da je, po pričakovanjih, .Net 
dobro opravil vlogo mediatorja med programsko kodo in strojno opremo. Namestitve so 
potekale brez zapletov, pri čemer smo preizkusili tudi namestitev, ko na virtualnem računalniku 
ni bilo prednameščene prave verzije .Net ogrodja. Namestitveni program je poskrbel, da smo 
bili na to opozorjeni ter nas napotil na pridobitev prave verzije z interneta. Namenoma nismo 
želeli vkomponirati .Net namestitve v našo namestitveno datoteko, saj smo tako poskrbeli 
predvsem za njen manjši odtis ter tudi za to, da se nam ni bilo treba ukvarjati s pripeto verzijo 
.Net oziroma njenimi popravki. Seveda pa ta možnost obstaja, kar bi bilo mogoče dobrodošlo 
za računalnike, ki ne bi imeli dostopa do interneta. Zavoljo doslednosti smo preverili tudi 
namestitve in delovanje takega paketa, a le na zadnjih stopnjah posameznih verzij programa. 
Virtualna okolja omogočajo ogromno možnosti testiranj in simulacij situacij. Zelo na 
kratko smo preučili tudi možnost popolne mobilnosti, kar pomeni, da smo naredili dva virtualna 
računalnika ter jih medsebojno povezali preko virtualnih serijskih vrat gostiteljskega 
računalnika. Vrata smo povezali z virtualnim t. i. Null modemom [18]. Uporabili smo program 
com0com, ki je emulator povezave null modem. Tako smo simulirali okolje dveh fizičnih 
računalnikov, ki sta povezana preko serijskih vrat. Pri tem nas je vodila ideja, da lahko na enem 
od njih teče LRTME ProtoCom, medtem ko lahko na drugem teče simulator komunikacijskega 
pretvornika. Čeprav slednjega nismo realizirali, pa smo preverili delovanje komunikacije med 
navideznimi računalniki. Eden je imel nameščen LRTME ProtoCom, drugi pa program Hterm 
[19], s katerim smo ročno posredovali ukaze. Komunikacija je delovala brezhibno. Upamo si 
torej trditi, da se lahko večina razvoja in testiranj programa izvede popolnoma avtonomno na 
prenosniku daleč od realnega komunikacijskega pretvornika. 
Čeprav smo mestoma uporabljali virtualno okolje za testiranje, pa to ni nujno. Microsoft 
Visual C# Express 2010 ponuja preprosto, stabilno okolje za testiranje tudi med sestavo 
programa in seveda tudi na vseh na računalnik priklopljenih oziroma prepoznanih napravah. 
Tudi to smo pri našem delu izkoriščali. 
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Za uporabnika je verjetno najbolj zanimiva osnovna shema programa, ki mu bo pomagala 
pri razumevanju gradnikov LRTME ProtoCom-a in njegove strukture. Temu bomo v 
nadaljevanju namenili krajše podpoglavje. 
Na koncu pa bomo podali tudi glavne dele samega programa oziroma naše končne verzije 
3.0. 
2.2.1 Razvoj programa LRTME ProtoCom 
S kratkim sprehodom skozi razvoj programa bomo razložili, kako je vsaka od stopenj 
pripeljala do končne verzije. Potrdili bomo pravilne izbire tehnologije ter pripisali razlike glede 
na prejšnjo različico. 
V posamezne spremenljivke, metode, razrede in poteke v programski kodi se ne bomo 
podrobno spuščali, omenili bomo samo pomembnejše za posamezno razvojno stopnjo, kjer bo 
to nujno za razumevanje. Konec koncev ni namen diplomske naloge učenje programiranja in je 
nadaljnji razvoj prepuščen bodočim uporabnikom glede na lastne preference. Vsekakor pa je 
bralec vabljen, da si ogleda izvorno kodo ter diagrame poteka programa, da dobi bolj podroben 
vpogled v posamezne dele. 
2.2.1.1 Verzija 1.0 – preizkus pravilne izbire programskega orodja 
Pri prvi verziji smo imeli največ dela z ugotavljanjem primernih tehnologij testiranja 
programa tako v virtualnem okolju, kot v povezavi s testno strojno opremo oziroma z razvojno 
ploščo. 
Kot smo že omenili, se je izkazala za ustrezno kombinacija Virtual PC 2007 ter uporaba 
programa, ki je napravil navidezna serijska vrata, medsebojno povezana v t. i. Null modem 
povezavi. 
Pravilna izbira uporabe .Net okolja ter MS Visual C# Express 2010 pa se je potrdila v 
vsakem koraku in napisani vrstici kode, saj nikoli nismo naleteli na njune omejitve. 
V prvi verziji programa smo začrtali izgled ter način zagona, ki sta nas nato spremljala 
skozi vse nadaljnje verzije, izhajali pa smo iz osnovnih zahtev. 
Ko uporabljamo serijska vrata osebnega računalnika, je zelo pomembno, da pravilno 
razberemo imena obstoječih serijskih vrat [20], [21], da pri izbiranju izberemo želena, ter da 
komunikacijo pravilno parametriziramo. Seveda moramo tudi pravilno začeti in zaključiti delo 
z izbranimi vrati. Nespoštovanje teh zahtev lahko privede do prepovedanega stanja v programu 
oziroma tudi do nepravilnega delovanja operacijskega sistema računalnika. 
Ena naših želja je bila tudi, da bi lahko posegali v parametre komunikacije s 
spreminjanjem ene izmed preprostih oblik tekstovnih datotek, prav tako pa naj ne bi bili 
parametri dostopni zgolj s posegom v kodo. 
Zgornja dva odstavka sta privedla do strukture in zagona programa na način, da program 
ob prvem zagonu ustvari XML datoteko, v katero prenese lastnosti serijskih vrat, kot jih vidi 
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operacijski sistem. Prvi zagon omenjamo zato, ker ob drugem zagonu izvršilne datoteke 
program ob preverjanju obstoja XML datoteke uporabnika pred ustvarjanjem nove vpraša, ali 
želi obdržati obstoječo. 
Namen tega je razviden iz preferenčnega sistema, ki smo ga uvedli v XML datoteko. 
Preko njega program uporabniku prikaže v prvem oknu že podano izbiro komunikacije oziroma 
parametrov. S tem smo olajšali delo uporabnika, ki mu tako ni potrebno vsakič znova nastavljati 
parametrov, pri čemer smo zadostili prej podanim zahtevam. Vsekakor je za uporabnika bolj 
dobrodošlo nastavljanje parametrov preko spustnih seznamov, kot pa preko spreminjanja teksta 
v datoteki, kar je seveda tudi podvrženo možnostim vnosnih napak. 
 
Sliki 11 in 12 kažeta omenjeni pogovorni okni. Kot lahko vidimo pri oknu za nastavitev 
parametrov, smo poleg lastnosti serijskih vrat podali tudi možnost izbire imena naprave. Le-ta 
je zelo pomembna za uporabnike, ki bi želeli program razvijati ter uporabljati v nadaljevanju z 
različnimi napravami oziroma komunikacijskimi pretvorniki. 
 
 
Slika 11: Pogovorno okno obvestila obstoja XML datoteke 
 
 
Slika 12: Slika nastavljanja komunikacije s serijskimi vrati 
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Podajmo še primer XML datoteke, ki se ustvari ob prvem zagonu oziroma ob želji, da se 
ustvari nova datoteka. 
 
<?xml version="1.0"?> 
<Root> 
  <Port>COM100,COM200,COM20</Port> 
  <Speed> 
  110,300,1200,2400,4800,9600,19200,38400,57600,115200,230400,460800,921600 
  </Speed> 
  <DataBits>5,6,7,8</DataBits> 
  <PortParity>None,Odd,Even,Mark,Space</PortParity> 
  <StopBit>None,One,Two,OnePointFive</StopBit> 
  <DeviceName>0000,0040</DeviceName> 
  <Selection>0,9,3,0,1,1</Selection> 
  <Selection_Text>COM100,115200,8,None,One,0040</Selection_Text> 
</Root> 
 
Kot vidimo, smo se držali klasične dolge oblike XML datoteke. Vozla Selection in 
Selection_Text podajata preferenčno izbiro. 
Za boljše razumevanje opisa delovanja kode si oglejmo kar uporabniški vmesnik 
programa, ki se uporabniku prikaže, ko se odloči, da je nastavil parametre komunikacije in 
zaključi prejšnje pogovorno okno. 
 
Na sliki 13 je prikazan uporabniški vmesnik programa LRTME ProtoCom. 
 
 
Slika 13: Uporabniški vmesnik programa LRTME ProtoCom 
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Iz popolnoma funkcionalnega vidika so bile ob začetku pisanja programa podane zahteve, 
da bi lahko spremljali stanje naprave oziroma serijskih vrat. Temu primerno smo poleg gumbov 
prikazali tudi to, in sicer z indikatorji stanja. V primeru napak nas ti opozorijo na to. 
Akcije, ki jih izvajajo gumbi, pa niso bile pogojene zgolj z našimi zahtevami, ampak tudi 
z zahtevami strojne opreme. Gumb »Nastavitve« je tako namenjen spreminjanju parametrov 
komunikacije. Z njim prikličemo prejšnje okno, s katerim lahko na novo nastavimo parametre. 
Na tem mestu pa smo morali poskrbeti tudi za robustnost programa. Izkazalo se je namreč, da 
je delo s serijskimi vrati zelo kočljivo, v kolikor ne poskrbimo za vse možne incidente. Tu 
mislimo na nehotene prekinitve povezav, izklope USB pretvornika ter kakršnokoli neprimerno 
preskakovanje po programski kodi, ki posledično ne bi upoštevala zakasnitev komunikacije ali 
dela z vrati. Kljub izredni stabilnosti operacijskega sistema računalnika smo ga s takšno napako 
lahko popolnoma »zamrznili«. Eden od načinov zavarovanja proti temu je tudi gumb za zagon 
komunikacije. Ta je v svoji metodi oziroma kodi, ki se izvede s klikom, poskrbel, da so vrata 
pravilno odprta preden pričnemo s komunikacijo. Njegov napis pa se nato spremeni iz »Zaženi« 
v »Ustavi«. 
Poleg gumbov na desni, smo naredili za tehnike zanimiv prikaz komunikacije. Tu lahko 
le-to spremljamo ter ob morebitnih napakah hitro postavimo diagnozo. V naslednjih verzijah 
programa, kjer so se operacije oziroma metode pokazale za časovno kritične oziroma je bilo 
treba določiti varen potek kode, smo funkcionalnost tega okna še razširili, ker se je izkazal za 
izjemno dobro orodje. Tudi zato smo ga ohranili vse do zadnje verzije. 
Razvojna plošča, ki smo jo uporabili pri tej verziji programa in je služila za simulator 
komunikacijskega pretvornika, je bila gnana s programsko kodo, ki je omogočala LRTME 
komunikacijo ter nastavljanje dveh parametrov imenovanih »Perioda« in »Amplituda«. Ta dva 
sta nato naredila korelacijo na izhodno veličino. Na tem mestu smo se spoznali tudi z zanimivo 
IQ matematiko, saj sta bili vrednosti frekvence oziroma periode v formatu I8Q24. To smo nato 
upoštevali tudi v svoji programski kodi. 
Parametra »Amplituda« in »Perioda« sta se fizično odražala v hitrosti utripanja ter v 
jakosti svetlikanja LED lučke na razvojni plošči. 
Kodo povpraševanj oziroma komunikacije smo uredili tako, da smo dovolili asinhrono 
spreminjanje oziroma pošiljanje njunih vrednosti razvojni plošči, medtem ko smo sinhrono z 
razmaki, definiranimi kot »interval vzorčenja«, povpraševali po vrednostih »vhoda«. 
Na tem mestu smo temeljito preverili pravilen način programskega komuniciranja s 
serijskimi vrati. Ugotovili smo, da je treba biti zelo pozoren pri izbiranju intervalov, saj kaj 
kmalu posežemo v čas, ko, na primer, vrata popolnoma legitimno še niso končala prejemanja 
oziroma pošiljanja sporočil. Na programerjevi strani je, da je pozoren na svojo kodo oziroma 
da spoštuje določene čase, na katere vplivajo tudi poteki in časovna trajanja izbrane metode 
programskega jezika. 
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Uporabniški vmesnik programa vsebuje tudi graf in kaže trenutno vrednost vhoda 
oziroma njegovih zadnjih sto vrednosti, v kolikor smo jih že zajeli. Iz zajetih vrednosti se 
sprotno računa in izpisuje tudi njihova povprečna in trenutna vrednost. Vrednost vhoda smo 
fizično na razvojni plošči spreminjali s potenciometrom, pri čemer smo morali program spisati 
tako, da je prikazal oziroma preračunal prave vrednosti.  
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2.2.1.2 Verzija 2.0 – razvoj gradnikov programa ter primerne umestitve v kodo 
Prva verzija oziroma stopnja razvoja programa ali gradnikov LRTME ProtoCom-a je bila 
nadgrajena z novo verzijo programske kode, ki je tekla na novi razvojni plošči. 
V prejšnji verziji smo nastavljali ter spremljali posamične veličine, v tej pa smo se 
spopadli z novimi zahtevami. Opazovali smo dve veličini, od katerih je ena prinesla sto vzorcev. 
Ti so na grafu podali sinusno krivuljo, kar je bilo zelo dobrodošlo pri preračunavanjih vrednosti, 
saj smo tako takoj ugotovili morebitno napako. 
Kompleksnost tokratne komunikacije nas je usmerila v optimalno organiziranje izvorne 
kode. Kaj hitro se je namreč pokazalo, da smo prekršili časovni potek izvajanja posameznih 
delov. S primernim konceptom poteka (v literaturi se največkrat za to uporablja angleški izraz 
»Workflow«) smo tako poskrbeli za še dodatno robustnost progama, ki nas je vodila vse do 
končne verzije. 
Eden od razvojnih korakov je bil tudi sestava sklopa »Prikaz komunikacije«. Ta omogoča 
uporabniku sprotno izbiro prikazanih podatkov oziroma poteka komunikacije v diagnostičnem 
oknu. Izkaže se, da je pri krajnih vrednostih oziroma hitrostih vzorčenja veličin tudi prikaz v 
diagnostičnem oknu procesorsko zahteven oziroma bolje rečeno, potrebuje svoj čas ter tako 
vpliva na program. 
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Na sliki 14 je prikazan uporabniški vmesnik LRTME ProtoCom - verzija 2.0. 
 
 
Slika 14: Slika uporabniškega vmesnika LRTME ProtoCom - verzija 2.0 
 
Časovne odvisnosti oziroma organiziranosti programske kode na tem mestu ne bomo 
razdelali, saj se je ohranila vse do verzije 3.0 in bomo le-to nazorno prikazali v shemah. 
Povejmo pa, da smo v eni od zadnjih različic verzije 2 dodelali tudi okno oziroma način 
nastavljanja parametrov komunikacije. Ker je bila tokratna razvojna plošča drugače 
poimenovana kot prva, smo dodali spustne sezname za izbiro imen naprave oziroma 
računalnika, s katerim komunicira, kot so dovoljeni po specifikaciji LRTME protokola. 
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Na sliki 15 je prikazano okno za nastavljanje parametrov komunikacije – verzija 2.0.  
 
 
Slika 15: Okno za nastavljanje parametrov komunikacije - verzija 2.0 
2.2.1.3 Verzija 3.0 – končna verzija 
V t. i. končni verziji našega programa smo vključili znanje, pridobljeno v prejšnjih 
verzijah, ter videz in kodo prilagodili na rabo z uporabniškim vmesnikom, opisanim v prejšnjih 
poglavjih diplomskega dela.  
 
Na sliki 16 je prikazan uporabniški vmesnik programa LRTME ProtoCom - verzija 3.0. 
 
 
Slika 16: Uporabniški vmesnik programa LRTME ProtoCom verzija 3.0 
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Že iz maske programa je razvidno, da smo ga priredili za delo krmiljenja PWM-a, LED 
lučk, spremljanju stanja ADC ter komunikacijo preko MODBUS protokola, obenem pa smo 
ohranili vse preglede oziroma indikacije komunikacije. 
Na tem mestu opišimo zanimive ugotovitve, do katerih smo prišli pri manipulaciji 
omenjenih veličin in komunikaciji s komunikacijskim pretvornikom. Za razliko od testnih 
razvojnih plošč, je komunikacijski pretvornik od nas zahteval poseben potek vzpostavitve 
komunikacije. Le-to smo morali najprej zagnati s posebno serijo ukazov. V kolikor bi vmes 
prišlo do prekinitve, se komunikacijski pretvornik ne bi več pogovarjal z našim programom, s 
čimer načeloma ni nič narobe. Komunikacijski pretvornik je imel pri tem specifiko, da na 
nekatere ukaze ni vračal odgovora. Tega v prejšnjih programih nismo predvideli, saj tudi ni 
predvideno v LRTME protokolu. Vseeno pa se je v tem primeru zelo dobro izkazala 
modularnost naše kode, saj smo jo po ugotovitvi posebnosti zelo hitro prilagodili in program je 
stekel naprej. 
Prav tako nas je komunikacija s komunikacijskim pretvornikom pripeljala do ugotovitve, 
ki smo jo zapisali že v poglavju 2.1.1. Torej, ko pošljemo ukaz napravi preko komunikacijskega 
pretvornika, je zelo dobro, da v odgovoru dobimo ne samo potrditev izvedbe, temveč tudi stanje 
po izvedenem ukazu. Konkretno povedano, ko smo komunikacijskemu pretvorniku ukazali, naj 
prižge katero od LED lučk, v odgovoru ni povedal, v kakšnem stanju je lučka. Prav tako nismo 
imeli ukaza, s katerim bi lahko preverili stanje LED lučke. To pa je lahko zelo neugodno, saj 
naš program tako ne more vedeti, v kakšnem stanju se nahaja veličina. Čeprav je to pravzaprav 
bolj vidik, na katerega morajo biti pripravljeni snovalci naprav, pa je prav, da se tega zavedamo 
tudi pri nadaljnjih razvojih LRTME ProtoCom-a in mogoče o tem opozorimo morebitne 
sodelavce, ki bi pripravili tako napravo. 
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2.2.2 Zgradba programa – shema 
V prejšnjih poglavjih nismo šli v podrobnosti zgradbe ali shem posameznih verzij, saj bi 
to privedlo do nepotrebnega pisanja. Vsaka od verzij je pripeljala do končne verzije 3.0. Ker pa 
je verzija 2.0 po zgradbi bolj polna in da večjo informacijo o organiziranosti kode, bomo v večji 
meri podajali sheme le-te. 
 
Program LRTME ProtoCom bomo shematično prikazali kot ga vidi uporabnik in kot ga 
»vidi« računalnik. Podoben prikaz bomo nato uporabili tudi za posamezne gradnike programa. 
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Na sliki 17 je predstavljena shema programa LRTME ProtoCom, kot ga vidi uporabnik. 
 
Zagon programa
Ali obdržimo 
obstoječo XML 
datoteko?
Izbrišemo XML 
datoteko
NE
Uporabniku prikažemo Windows 
formo v kateri lahko izbere parametre 
serijskih vrat.
V primeru, da XML datoteka obstaja 
vprašamo uporabnika ali jo želi 
obdržati.
Kreiramo novo XML datoteko s 
pridobljenimi vrednostmi trenutnega 
PC okolja.
S pritiskom na gumb „Zaženi“ uporabnik 
zažene komunikacijo z napravo.
(Gumb se preimenuje v „Ustavi“)
Če se izbrana serijska vrata pravilno 
odpro, program uporabnika obvesti 
preko diagnostičnega okna ter preko 
indikatorja, ki se spremeni iz rdečega 
križca v zeleno kljukico.
Ko naprava pošlje pravilen ID, program 
uporabnika obvesti preko 
diagnostičnega okna ter preko 
indikatorja, ki se spremeni iz rdečega 
križca v zeleno kljukico.
V teku komunikacije se dinamično 
prikazujejo trenutne vrednosti na 
grafu ter na posameznih poljih 
namenjenih posameznim vrednostim. 
Perioda, amplituda ter vrednosti 
vhoda.
Uporabnik lahko spreminja vrednosti:
- periode,
- amplitude,
- intervala vzorčenja.
S klikom na gumb „Ustavi “ se komunikacija 
zaključi.
(Gumb se preimenuje v „Zaženi“)
Zaustavitev programa
DA
Uporabnik lahko dinamično izbira, kaj 
se bo prikazovalo v diagnostičnem 
oknu:
- obvestila komunikacije (privzeto).
- časovni potek komunikacije,
- poslane ukaze (privzeto),
- prejete odgovore.
 
Slika 17: Shema programa LRTME ProtoCom kot ga vidi uporabnik 
 
Shema kaže potek programa oziroma pot, ki jo opravi uporabnik, ko zažene izvršilno 
datoteko. Program ga v primeru, da že imamo XML datoteko, kjer so zapisani parametri 
serijskih vrat računalnika, vpraša ali želi le-to obdržati ali pa program preveri stanje ter napravi 
novo. Ko uporabnik v naslednjem oknu potrdi izbrane parametre, že lahko prične z delom 
oziroma s komunikacijo. Ob pritisku na gumb »Zaženi« glavnega okna bo le-ta stekla. Dokler 
znova ne pritisne tega gumba, ki se preimenuje v »Ustavi«, lahko prosto spreminja parametre 
ter opazuje veličine oziroma podrobnosti komunikacije preko kontrol v glavnem oknu. 
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Same parametre vrat lahko uporabnik seveda tudi spremeni s klikom na gumb 
»Nastavitve«, vendar je treba pred takšno spremembo aktivno komunikacijo zaključiti s klikom 
na gumb »Ustavi«. 
V shemi je zapisano, da uporabnik spreminja vrednosti periode, amplitude in intervala 
vzorčenja. To jemljimo splošno oziroma lastno verzijama 1.0 in 2.0, medtem ko v verziji 3.0 
uporabnik spreminja druge vrednosti. 
Naslednja shema, ki podaja grobo odvijanje programa, kot to vidi računalnik, je najbolj 
zanimiva za uporabnika, ki si bo program prilagodil za svoje delo. Zgradba je zelo preprosto 
določena, saj tako odlično zadosti potrebam po preprostosti in lahkem razumevanju in 
spreminjanju kode za nadaljnje uporabnike. 
Takoj ob zagonu se inicializirajo programske komponente in za tem še parametri metod 
programa, ki so potrebni za pravilen potek. 
Vse do zaustavitve programa krmilimo komunikacijo oziroma napravo preko GUI-ja 
(grafični uporabniški vmesnik, ang. Graphical User Interface) z uporabo metod programa, ki za 
svoje delo uporabljajo tudi metode pretvorb za različne preračune. 
 
Na sliki 18 je prikazana shema programa LRTME ProtoCom, kot ga »vidi« računalnik. 
 
Zagon programa
Inicializacija 
programskih 
komponent
Metode 
windows 
forme
Kreiramo:
- Instanco razreda CommunicationManager.cs (manipulacija s serijskimi vrati PC-).
- Globalno dostopne spremenljivke.
- Časovnike.
- Delegate.
Upravljanje 
komunikacije 
preko GUI
- Pridobimo paramatre serijskih vrat računalnika ter jih zapišemo.
- Nastavimo parametre komunikacije.
- Nastavimo osnovne/zaćetne parametre programa (Časovnike, dogodke,..).
Upravljanje z 
napravo preko 
GUI
Metode 
programa
Metode 
pretvorb
Zaustavitev programa
 
Slika 18: Shema programa LRTME ProtoCom, kot ga »vidi« računalnik 
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Kaj razumemo kot inicializacijo programskih komponent, nazorno kaže sledeča shema. 
Vidimo, da smo k temu pripeli poleg same inicializacije časovnikov, delegatov in spremenljivk 
tudi kreiranje objekta, ki skrbi za njihov zajem. 
 
Na sliki 19 je predstavljena shema inicializacije programskih komponent programa 
LRTME ProtoCom. 
 
Inicializacija programskih komponent
Kreacija objekta Communica iz 
razreda 
CommunicationManager.cs
Inicializacija 
globalno dostopnih 
spremenljivk
Inicializacija 
časovnikov
Inicializacija 
delegatov
 
Slika 19: Shema inicializacije programskih komponent programa LRTME ProtoCom 
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Metode »windows forme«, ki jih kaže shema na sliki 20, poskrbijo za pravilno nastavitev 
parametrov programa. 
 
Metode windows forme
Main_Form_Load() PrvaNastavitev()
Napravimo prvo nastavitev vrat
-  Kreiramo instanco Port_Scan.cs;
- Zaženemo novo formo, ki prvotno pridobi 
parametre komunikacije iz XML datoteke.
Objekt Portek
Ime_Xml_Datoteke
Main_Form() InitializeComponent()
- Določitev vrednosti časovnikov.
- Priklopi dogodkov.
- Nastavitve grafov.
Port_Scan_ButtonClicked() Nastavitve komunikacije iz objekta Portek prenesemo v objekt Communica.
 
Slika 20: Shema metod Windows forme 
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Razred »CommunicatonManager« nam služi kot načrt za izvedene objekte komunikacije. 
Shema na sliki 21 kaže na njegovi osnovi kreiran in uporabljen objekt »Portek«. 
 
Objekt Portek
Port_Scan()
Delegati
Kreacija objekta 
Communicator
Globalno dostopne 
spremenljivke
Za manipulacijo serijskih vrat PC-ja, ustvarimo objekt razreda CommunicatorManager.cs.
Prenos izbranih parametrov v Main_Form.
Port_Scan_Load()
Port_Scan() InitializeComponent()
StoreXML_PortScan()
Ali XML 
datoteka 
obstaja?
Ali jo 
uporabimo?
DA
Kreiranje nove 
XML datoteke
NE
NE
Pregledamo serijska 
vrata računalnika in 
sestavimo XML 
datoteko
LoadValues()
DA
Inicializacija komponent forme
Iz XML datoteke preberemo vrednosti ter jih 
prenesemo v spustne sezname, iz katerih uporabnik 
lahko itbira.
SetDefaults()
Nastavimo privzete izbire spustnih seznamov, kot so 
opredeljene v specifikacijah komunikacije.
Uporabnik izbira iz 
spustnih seznamov.
Klik na gumba v 
Vredu oziroma 
Prekliči.
Klik na Vredu
Shranimo izbor v 
XML datoteko
Posredujemo izbor 
delegatom
Klik na gumb 
Prekliči
Zapremo formo
 
Slika 21: Shema objekta Portek 
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Komunikacijo upravljamo preko kontrol GUI-ja. Te poženejo metode, kar je v grobem 
predstavljeno v shemi na sliki 22. 
 
Upravljanje komunikacije preko GUI
Bttn_Prt_Sttngs_Click()
Ali komunikacija 
poteka?
Objekt PortekNE
Poziv uporabniku, 
naj prekine 
komunikacijo.
DA
Klik na gumb Nastavitve.
Odpremo formo za nastavitev komunikacijskih parametrov.
Bttn_Rn_Sttngs()
Klik na gumb Zaženi/Ustavi.
S klikom bodisi ustavimo, bodisi zaženemo komunikacijo.
V primeru, da gre za ponovni zagon komunikacije primerno 
poskrbimo za grafe, prejete vrednosti,...
Ali komunikacija 
poteka?
- Preimenujemo gumb v Zaženi.
- Zapremo vrata.
- Postavimo ID naprave kot nepreverjen.
- Uporabniku preko indikatorja prikažemo stanje naprave.
DA
- Preimenujemo gumb v Ustavi.
- Počistimo morebitne vrednosti na grafu.
- Odpremo vrata.
- Sprožimo preverjanje ID priključene naprave.
NE
Preverjanje_ID()
 
Slika 22: Shema metod upravljanja komunikacije 
 
Namen programa se izkaže predvsem s krmiljenjem naprave oziroma uporabniškega 
vmesnika, kar nam je omogočeno preko metod kontrol, ki so namenjene temu.  
 
Na kratko smo jih podali v shemi na sliki 23, ki sledi in nam opiše njihove lastnosti. Ker 
zadnja verzija 3.0 v svoji maski oziroma GUI ne potrebuje veliko teh metod, je vsekakor 
dobrodošlo, da podajamo metode, ki jih potrebujemo v prejšnjih verzijah. Povejmo tudi, da smo 
zajeli najbolj pogoste načine kontrol vnosa in interakcije, kar bo bodočim uporabnikom v veliko 
pomoč pri prilagajanju kode svojim zahtevam. 
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Upravljanje z napravo preko GUI
Txt_Bx_Amplituda_Chng()
Ko se spremeni vnosno polje amplituda, preverimo vtipkano ali ustreza dovoljenim vrednostim.
V kolikor ustreza, premaknemo tudi jeziček drsnika.
V kolikor sprememba ne ustreza, o tem obvestimo uporabnika.
Txt_Bx_Perioda_Chng()
Ko se spremeni vnosno polje perioda, preverimo vtipkano ali ustreza dovoljenim vrednostim.
V kolikor ustreza, premaknemo tudi jeziček drsnika.
V kolikor sprememba ne ustreza, o tem obvestimo uporabnika.
Trck_Br_Amplituda_Scroll() Ko se spremeni drsnik amplitude, spremenimo vrednost na vnosnem polju amplitude.
Trck_Br_Perioda_Scroll() Ko se spremeni drsnik periode, spremenimo vrednost na vnosnem polju periode.
Entr_Amplituda() Če je bila na tipkovnici pritisnjena tipka potrditev, pošljemo vrednost zapisano v vnosnem oknu.
Entr_Perioda() Če je bila na tipkovnici pritisnjena tipka potrditev, pošljemo vrednost zapisano v vnosnem oknu.
Trck_Br_Amplituda_MouseUp()
Ko spustimo desni gumb miške po tem, ko smo nastavili vrednost na drsniku, se vrednost, ki je 
izpisana v vnosnem polju pošlje.
Trck_Br_Perioda_MouseUp()
Ko spustimo desni gumb miške po tem, ko smo nastavili vrednost na drsniku, se vrednost, ki je 
izpisana v vnosnem polju pošlje.
Trck_Br_Amplituda_KeyUp()
Če je bila na tipkovnici po pritisku spuščena katerakoli tipka izmed naslednjih: dol, gor, stran gor, 
stran dol; se vrednost, ki je izpisana v vnosnem polju pošlje.
Trck_Br_Perioda_KeyUp()
Če je bila na tipkovnici po pritisku spuščena katerakoli tipka izmed naslednjih: dol, gor, stran gor, 
stran dol; se vrednost, ki je izpisana v vnosnem polju pošlje.
 
Slika 23: Metode upravljanja komunikacije 
 
Kot smo že omenili, se upravljanje s komunikacijo oziroma z napravo v ozadju odvija 
preko metod programa, ki za svoje delo izkoriščajo funkcionalnosti metod pretvorb.  
V nadaljevanju si oglejmo te gradnike. Kot zanimivost lahko povemo, da smo se strogo 
držali univerzalnosti rešitve in smo, na primer, v komunikacijah posebej preverjali naslovnike 
paketov. S tem smo kodo držali v specifikacijah LRTME protokola ter omogočili delovanje 
tudi v okolju, kjer je več komunikacijskih pretvornikov in naprav. Tako naš program 
komunicira točno z določenimi napravami in ga samo okolje ne zavede. 
Na sliki 24 so navedene metode programa LRTME ProtoCom. 
 
48 
Metode programa
Poslano_T_Elapsed()
Ciklikcno_Posiljanje()
Preverjanje_ID()
Graf_Posodobi()
Stanje_Naprave()
Stanje_Vrat()
Communica_Recieved()
Send_Paket()
Poslji_COMu()
Graf_Posodobi_1k()
Chck_Bx_Poslano_ChckStateChanged()
 
Slika 24: Metode programa LRTME ProtoCom 
 
Na sliki 25 je razdelana metoda Poslano_T_Elapsed(). 
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Poslano_T_Elapsed()
Poslano_T_Elapsed() Pretek časa prejemanja.
Po pretečenem času prejemanja ali ob klicu metode, preverimo dobljeno. Podatke primerno razdelimo, prikažemo oziroma ukrepamo v primeru napak.
Pretek časa preje anja.
Po pretečene  času preje anja ali ob klicu etode, preveri o dobljeno. Podatke pri erno razdeli o, prikaže o oziro a ukrepa o v pri eru napak.
- Inicializiramo lokalne spremenljivke.
- Pridobimo naslov naprave, s katero želimo komunicirati iz XML datoteke.
Prejeto uredimo in razdelimo prejet po sklopih, ki so lastni LRTME paketu.
Ali je naslovnik 
pravi?
Preverjanje 
CRC
DA
Ali je CRC 
pravilen?
Objekt CRC_koda Kreiramo objekt razreda CRC_Modbus.cs.
Sprožimo ponovno preverjanje ID naprave.
Preverjanje_ID()
NE
Manipulacija 
prejetih 
podatkov
Ali smo sploh kaj 
prejeli?
Obvestimo uporabnikaNE
Sprožimo ponovno preverjanje ID naprave.
Preverjanje_ID()
DA
Ali je prejeto 
rezultat 
povpraševanja po 
ID?
Na GUI z indikatorjem prikažemo, da je naprava pripravljena.Je ID pravilen?DA DA
Sprožimo ponovno preverjanje ID naprave.
Preverjanje_ID()
NE
Prikaz 
podatkov
NE
Dodano zgolj za možnost nadgradnje programa za 
uporabo v „multimaster“ okolju.
Ali je prejeta 
vrednost periode?
(8301)
Ali je prejeta 
vrednost amplitude?
(8302)
Ali je prejeta 
vrednost vhoda?
(8303)
NE
NE
- Pretvorimo vrednost I8Q24ToDec().
- Prikažemo na GUI; Graf_Posodobi().
DA
- Pretvorimo vrednost I8Q24ToDec().
- Prikažemo na GUI; Graf_Posodobi().
DA
- Pretvorimo vrednost Vrednost_vhoda().
- Normiramo na razpon od 0 do 1.
- Prikažemo na GUI Graf_Posodobi().
DA
- Odgovor na neznan ukaz.
- Sprožimo ponovno preverjanje ID naprave.
  Preverjanje_ID()
Ali je prejeta 
vrednost signala?
(8304)
- Pretvorimo vrednosti iz niza v  array.
- Prikažemo na GUI Graf_Posodobi_1k().
DA
NE
Ali je prejeta zgolj 
potrditev?
(8381 ali 8382)
- Postavimo Ukaz = 0-
- S tem bo v naslednjem ciklu proženo 
povpraševanje s prvim ukazom.
DA
Globalno potrdimo 
sprejem.
Sprejem_OK =1
DA
NE
Pokličemo metodo Ciklicno_Posiljanje()
 
Slika 25: Shema metode Poslano_T_Elapsed() 
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Na sliki 26 je prikazana shema metode Ciklicno_Posiljanje(). 
 
Ciklikcno_Posiljanje()
Ciklicno_Posiljanje()
Metoda se kliče po pretečenem času, ki je namenjen za en povpraševalni cikel oziroma ob 
prejetju podatka. 
Glede na predhodni ukaz povpraševanja po vrednostih pošljemo naslednjega v vrsti.
Za indikacijo vrstnega reda uporabljamo spremenljivko Ukaz.
etoda se kliče po pretečene  času, ki je na enjen za en povpraševalni cikel oziro a ob 
prejetju podatka. 
lede na predhodni ukaz povpraševanja po vrednostih pošlje o naslednjega v vrsti.
Za indikacijo vrstnega reda uporablja o spre enljivko kaz.
0. ukaz
1. ukaz?
NE
Povprašamo po periodi.
Poslji_COMu(‘‘‘,‘‘9201‘‘,‘‘‘‘)
Povprašamo po magnitudi.
Poslji_COMu(‘‘‘,‘‘9202‘‘,‘‘‘‘)
DA
NE
Je predhodnji 
prejem dokončan?
DA
Obvestimo uporabnika, saj je lahko interval cikličnega pošiljanja prekratek.NE
DA
Če se je spremnila vrednost 
intervala za ciklično 
pošiljanje, nastavimo novo 
vrednost.
DA
2. ukaz?
Povprašamo po vrednosti vhoda.
Poslji_COMu(‘‘‘,‘‘9203‘‘,‘‘‘‘)
DA
3. ukaz?
Povprašamo po vrednostih signala.
Poslji_COMu(‘‘‘,‘‘9204‘‘,‘‘‘‘)
DA
NE
4. ukaz?
Na vrata pošljemo novo vrednost periode.
 Poslji_COMu("", "9301", Perioda_Nova)
DA
NE
5. ukaz?
Na vrata pošljemo novo vrednost amplitude.
 Poslji_COMu("", "9302", Txt_Bx_Amplituda.Text)
DA
NE
 
Slika 26: Shema metode Ciklicno_Posiljanje() 
 
  
51 
Na sliki 27 je prikazana shema metode za preverjanje naslova naprav, Preverjanje_ID(). 
 
Preverjanje_ID()
Preverjanje_ID() Vedno, ko pride do napake v komunikaciji, ponovno poiščemo napravo s povpraševanjem po njenem ID.edno, ko pride do napake v ko unikaciji, ponovno poišče o napravo s povpraševanje  po njene  I .
Na vodilo pošljemo ukaz, za identifikacijo priključene naprave.
Poslji_COMu(‘‘0000‘‘,‘‘FFFF‘‘,‘‘‘‘)
 
Slika 27: Shema metode za preverjanje naslova naprav, Preverjanje_ID() 
 
Na sliki 28 je prikazana shema metode za posodabljanje vrednosti grafa Graf_Posodobi(). 
 
Graf_Posodobi()
Graf_Posodobi() Metoda prejme decimalni podatek ter ime serije, ki jo posodablja na grafu, prikazu podatka na GUI ali pri izračunu povprečne vrednosti.
Metoda tudi počisti zahtevani graf, kar izkoriščamo pri ponovnem zagonu komunikacije. Trenutno edini graf, razširitev je možna.
etoda prej e deci alni podatek ter i e serije, ki jo posodablja na grafu, prikazu podatka na I ali pri izračunu povprečne vrednosti.
etoda tudi počisti zahtevani graf, kar izkorišča o pri ponovne  zagonu ko unikacije. Trenutno edini graf, razširitev je ožna.
Vpisujemo 
periodo?
Trenutno vpisujemo v 
tekstovno okno za nastavitev 
nove periode?
DA Posodobimo vrednost GUI.DA
Posodobimo 
vrednost v vpisnem 
oknu.
NE
Vpisujemo 
amplitudo?
Trenutno vpisujemo v 
tekstovno okno za nastavitev 
nove amplitude?
DA Posodobimo vrednost GUI.DA
Posodobimo 
vrednost v vpisnem 
oknu.
NE
NE
Vpisujemo 
vhod?
NE
Posodobimo vrednost GUI.DA
Posodobimo vrednosti grafa.
Če je potrebno, prestavimo 
abciso, saj vedno prikazujemo 
zgolj zadnjih 100 vrednosti.
Izračunamo povprečno vrednost ter jo prikažemo.
Ukaz za brisanje grafa vhod?
NE
Počistimo graf ter vrednosti namenjene izračunom povprečja.DA
 
Slika 28: Shema metode za posodabljanje vrednosti grafa Graf_Posodobi() 
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Na sliki 29 je prikazana shema metode za posodabljanje grafa, ki prejema vrednost tisočih 
vzorcev, Graf_Posodobi_1k(). 
 
Graf_Posodobi_1k()
Graf_Posodobi_1k() Metoda prejme decimalni podatek ter ime serije, ki jo posodablja na grafu, prikazu podatka na GUI ali pri izračunu povprečne vrednosti.
Metoda tudi počisti zahtevani graf, kar izkoriščamo pri ponovnem zagonu komunikacije. Trenutno edini graf, razširitev je možna.
etoda prej e deci alni podatek ter i e serije, ki jo posodablja na grafu, prikazu podatka na I ali pri izračunu povprečne vrednosti.
etoda tudi počisti zahtevani graf, kar izkorišča o pri ponovne  zagonu ko unikacije. Trenutno edini graf, razširitev je ožna.
Vpisujemo 
vhod_1k?
Ukaz za brisanje grafa? Počistimo graf ter vrednosti namenjene izračunom povprečja.
Izračunamo vrednost vsote kvadratov ter jo prikažemo na grafu.DA
NE
 
Slika 29: Shema metode za posodabljanje grafa, ki prejema vrednost tisočih vzorcev, Graf_Posodobi_1k() 
 
Na sliki 30 je prikazana shema metode, ki skrbi za pravilen prikaz trenutnega stanja 
naprave, Stanje_Naprave(). 
 
Stanje_Naprave()
Stanje_Naprave() Prikažemo stanje naprave.
Bodisi zeleno kljukico, bodisi z rdečim križcem.
Prikaže o stanje naprave.
odisi zeleno kljukico, bodisi z rdeči  križce .
Glede na vhodno 
spremenljivko prikažemo 
stanje naprave.
 
Slika 30: Shema metode, ki skrbi za pravilen prikaz trenutnega stanja naprave, Stanje_Naprave() 
 
Na sliki 31 je prikazana shema metode, ki poskrbi za prikaz stanja vrat, Stanje_Vrat(). 
 
Stanje_Vrat()
Stanje_Vrat() Prikažemo stanje serijskih vrat.
Bodisi zeleno kljukico, bodisi z rdečim križcem.
Prikaže o stanje serijskih vrat.
odisi zeleno kljukico, bodisi z rdeči  križce .
Glede na vhodno 
spremenljivko prikažemo 
stanje vrat.
 
Slika 31: Shema metode, ki poskrbi za prikaz stanja vrat, Stanje_Vrat() 
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Na sliki 32 je prikazana shema metode, ki poskrbi za prejem podatkov, 
Communica_Recieved(). 
 
Communica_Recieved()
Communica_Received()
Metoda za sestavo delno prejetega sporočila.
V primeru, da se zgodi dogodek, da nas pričakuje nova vrednost pred končanim časom, ki ga ima naprava na razpolago za odgovor, shranimo prejeto.
Z metodo tudi poskrbimo, da prejmemo celoten podatek v danem časovnem obdobju, kljub morebitnem napačnem dogodku o prejetju.
etoda za sestavo delno prejetega sporočila.
 pri eru, da se zgodi dogodek, da nas pričakuje nova vrednost pred končani  časo , ki ga i a naprava na razpolago za odgovor, shrani o prejeto.
Z etodo tudi poskrbi o, da prej e o celoten podatek v dane  časovne  obdobju, kljub orebitne  napačne  dogodku o prejetju.
Shrani prejeto v globalno 
spremenljivko „Prejeto“ ter 
odstrani morebitne 
presledke.
Ali je število bytov enako 
deklariranem v prejetem 
sporočilu?
Poslano_T_Elapsed()DA
 
Slika 32: Shema metode, ki poskrbi za prejem podatkov, Communica_Recieved() 
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Na sliki 33 je prikazana shema metode, ki sestavi pravilen paket za LRTME 
komunikacijo, Send_Paket(). 
 
Send_Paket()
Send_Paket() Iz vhodnih spremenljivk naslova, ukaza in podatkov, sestavimo LRTME paket  za pošiljanje.Iz vhodnih spre enljivk naslova, ukaza in podatkov, sestavi o L T E paket  za pošiljanje.
Inicializacija lokalnih spremenljivk
Je podan naslov 
naprave?
Pridobimo naslov naprave iz XML datoteke.NE
Ali pošiljamo tudi 
podatkovni niz?
Opravimo pretvorbo v 
I8Q24 format.
DecToI8Q24()
DA
Izračun CRC.
NE
Sestavimo LRTME paket. LRTME_Paket = Naslov + St_Bytov + Ukaz + Podatki + CRCL T E_Paket = aslov + St_ ytov + kaz + Podatki + C C
Vrnemo LRTME paket.
 
Slika 33: Shema metode, ki sestavi pravilen paket za LRTME komunikacijo, Send_Paket() 
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Na sliki 34 je prikazana shema metode, ki pošlje LRTME paket na serijska vrata, 
Poslji_COMu(). 
 
Poslji_COMu()
Poslji_COMu() Metoda pošlje LRTME paket na izbrana serijska vrata.etoda pošlje L T E paket na izbrana serijska vrata.
Ustavimo časovnik Poslano_T. Zanemarimo morebitno pošiljanje v teku.Zane ari o orebitno pošiljanje v teku.
Preberemo morebitno novo 
vrednost intervala pošiljanja.
Počistimo globalno 
spremenljivko „Prejeto“.
Ali so vrata 
odprta?
Obvestimo uporabnika.NE
Pošljemo 
paket na 
serijska vrata
DA
Zaženemo časovnik.
Poslano_T
 
Slika 34: Shema metode, ki pošlje LRTME paket na serijska vrata, Poslji_COMu() 
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Na sliki 35 je prikazana shema metode Chk_Bx_Poslano_ChkStateChanged(), ki poskrbi 
za prikaz poslanega paketa v diagnostičnem oknu. 
 
Chck_Bx_Poslano_ChckStateChanged()
Chck_Bx_Poslano_ChckStateChanged() Metoda omogoči prikaz ukazov, ki so bili poslani napravi.
Ali prikazujemo 
poslane ukaze?
Označimo polje za prikaz.DA
Odznačimo polje za 
prikaz.
NE
 
Slika 35: Metoda Chk_Bx_Poslano_ChkStateChanged() poskrbi za prikaz poslanega paketa v diagnostičnem 
oknu 
 
Metode pretvorb smo zajeli v poseben sklop. Namen te oblike oziroma logike 
organiziranosti je v tem, da si uporabniki na najbolj preprost način na enem mestu ustvarjajo 
zalogo svojim namenom prirejene pretvorbe, ki jih nato kličejo v program.  
Povejmo, da .Net že vsebuje veliko metod pretvorb. Zato so lahko naše metode zelo 
kratke, bistveno pa je, da so prilagojene specifičnemu uporabnikovemu delu in z določenim 
mestom v kodi ne povzročajo težav, ko jih je potrebno priklicati, pregledati ali popraviti. Seveda 
IDE-ji kot je Visual Studio, omogočajo svoje rešitve upravljanja z metodami. Kot že rečeno, ne 
pričakujemo, da bodo naši uporabniki poklicni programerji, ki se zavedajo vseh teh možnosti. 
Po drugi strani pa taka organizacija naprednejših programerjev ne ovira. 
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Na sliki 36 je prikazana shema metod za pretvorbo programa LRTME ProtoCom. 
 
Metode pretvorb
ByteArrayToString()
StringToByteArray()
I8Q24ToDec()
Vrednost_vhoda()
DecToI8Q24()
Pretvorba Byte[] v niz.
Pretvorba niza v Byte[].
Pretvorba iz I8Q24 zapisa v zapis decimalnega števila.
Pretvorba iz šestnajstiškega zapisa v zapis decimalnega 
števila.
Podatke tudi primerno normiramo.
Pretvorba iz decimalnega števila v niz zapisom I8Q24 
ekvivalenta.
 
Slika 36: Shema metod pretvorb programa LRTME ProtoCom 
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Na koncu poglavja podajmo še sliko 37, grobo shemo razreda 
»CommunicationManager«, ki smo ga uporabili v programski kodi. 
 
Delegat Prejem
Manager enums
Manager konstruktorji
Manager lastnosti
Manager lastnosti vrat
Dogodek Prejem
Metode Akcij OpenPort ClosePort WriteData comPort_DataRecieved DisplayData DisgardInBuffer
Metod pretvorb HexToByte ByteToHex ByteToBin
Prenosni tip Oblika sporočila
Manager spremenljivke
BaudRate, Parity, StopBits, DataBits, PortName, PortSpeed, Odprtost, CurrentTransmissionType, DisplayWindow.
Set...Values, Get...ValuesXML.
Javni dogodek za prejem
public CommunicationManager(string baud, string par, string sBits, string dBits, string name, RichTextBox rtb)
public CommunicationManager()
 
Slika 37: Shema razreda CommunicationManager 
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3 Zaključek 
Uvodoma zapisane cilje diplomske naloge smo uspešno dosegli ter v nekaterih smereh 
celo bolj poglobljeno preučili razpoložljive možnosti. Teoretično in empirično smo dokazali, 
da je možno s prostodostopnimi orodji zagotoviti raziskovalni dejavnosti oziroma inženirjem 
preprosto delo s komunikacijskim pretvornikom in nanj priklopljenimi napravami ter se držati 
specifikacij LRTME protokola. Možno je tudi uporabiti časovno tog MODBUS in ostale 
komunikacijske protokole z uporabo osebnega računalnika z razvito kodo oziroma programom 
LRTME ProtoCom. Upoštevali pa smo tako stroškovne omejitve kot dejstvo, da ne zahtevamo 
posebnih dodatnih znanj uporabnika za manipulacijo programskega okolja. 
Microsft Visual Studio razvojno orodje v prostodostopni Express različici zadosti 
potrebam razvoja prilagojenih programov za posamezne aplikacije, ki jih narekuje delo 
uporabnika. Prav tako je navezava .Net ogrodja z najbolj razširjenimi operacijskimi sistemi MS 
Windows odlično opravila vlogo mediatorja med strojno in programsko opremo. Uporabljeni 
programski jezik C# pa je tudi dobra izbira za inženirje, ki ga večinoma že uporabljajo pri 
svojem delu ali pa so se seznanili z eno od različic C jezika tekom študija na fakulteti. 
V toku diplomskega dela smo razvili zelo robusten program, ki lahko služi v katerikoli 
od verzij tako kot zadosten program, kot tudi kot modularna osnova za prilagoditev na 
specifično uporabo oziroma delo bodočih uporabnikov. Nakazali smo tudi možnosti 
nadaljnjega razvoja ter obrazložili zakaj in na kakšen način si lahko uporabniki z njo pomagajo. 
Na tem mestu ponovno omenimo, da smo razmišljali tudi o domenskem prijavnem okolju, 
kar pomeni, da je razvit program možno zaganjati pod različnimi uporabniškimi računi. V kodi 
smo pustili programerju možnost, da lahko poti XML datotek poljubno prestavlja v območja 
sistema, do katerih ima nato uporabnik neoviran dostop. To pomeni, da ni potrebe, da bi se 
program izvajal z administratorskim računom, kar bo vsekakor dobrodošlo, v kolikor bi se 
katera od različic uporabljala z omejenimi pravicami na računalniku ali v primeru, ko bi želeli 
program prilagoditi z željo shranjevanja rezultatov komunikacij na poljubne lokacije. 
Uporabniki oziroma nadaljnji razvijalci našega programa lahko v diplomskem delu 
najdejo tudi načine preizkušanja razvitih programov v različnih virtualnih okoljih, ki smo jih 
preučili ter tudi zapisali njihove glavne karakteristike. Odvisno od zahtevnosti in razpoložljivih 
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sredstev si bodo tako lahko pomagali z opisi, kot tudi s priporočilom oziroma idejo po potrebi 
sledenja različic razvoja. 
Dodajmo tudi, da so nam specifikacije LRTME protokola pomenile dobro zamišljeno 
oporo pri sestavi komunikacijskih programov. LRTME protokol nas ni v ničemer oviral v 
razvoju, ampak je celo zelo dobro podajal, kljub svoji odprtosti, smernice komunikacije. 
Ugotovili smo, da čeprav ni posebej določeno, kakšni ukazi naj se pretakajo po vodilu, je prav, 
da suženj odgovarja gospodarju s čim boljšo informacijo. Tako v primeru, ko se ne držimo 
specifikacije in suženj ne odgovori gospodarju, zelo hitro pridemo do dvomljivih stanj oziroma 
informacij o stanju naprav, priključenih na komunikacijski pretvornik. Specifikacija tudi 
določa, da ima suženj 1 sekundo časa, da odgovori na ukaz gospodarja. Ta čas smo v programih 
preizkušali oziroma ga tudi dinamično spreminjali, kar je nato pripeljalo do nestabilnih stanj 
komunikacije, s čimer se je čas 1 sekunde izkazal za popolnoma zadosten, da je komunikacija 
brezhibna. 
V diplomskem delu smo uporabljali UART DE-9 priklop na komunikacijski pretvornik, 
bolj splošno znan kot »COM port«. Ta vrata so zelo pogosta v računalniškem svetu kot način 
priklopa na osebni računalnik. Se pa v zadnjem času marsikje opuščajo in jih zamenjujejo 
različni NIC (mrežni vmesnik, ang. Network Interface Controler) oziroma USB (univerzalno 
serijsko vodilo, ang. Universal Serial Bus) priklopi. Razvojna plošča v komunikacijskemu 
pretvorniku omogoča USB priklop, a ga nismo uporabili. Vsekakor pa je tudi to eden od možnih 
razvojev nadaljnjih programerjev, ob prilagoditvi kar nekaj kode, ki je z razredom 
»CommunicationManager« usidrana v komunikacijo. Z uporabo določenih vmesnih metod je 
tako možno razviti program, ki bi lahko uporabljal oba priklopa. Zaradi kompleksnosti rešitve, 
ki mogoče presega potrebe uporabnikov pa vsekakor to niti ni nujno in se ob odsotnosti UART 
vrat na računalniku zelo dobro obnese v delu uporabljena rešitev oziroma USB na COM 
pretvornik. 
Avtor diplomskega dela preko svojih delovnih izkušenj na področju informacijske 
tehnologije ugotavljam, da je v času pisanja tega dela na tržišču dostopnih kar nekaj 
kompleksnih in zelo sposobnih orodij, ki so zmožna opraviti nalogo, ki jo rešuje diplomsko 
delo. Pomembna lastnost teh orodij pa je, da je njihova cena dokaj visoka, kar je običajno v 
nasprotju z zmožnostmi raziskovalne dejavnosti. V diplomski nalogi vidim praktično 
uporabnost, saj se naloga ukvarja z zelo aktualnimi zahtevami in željami uporabnikov ter 
njihovega delovnega okolja ob upoštevanju dejstva, da je današnje informacijsko okolje v 
organizacijah oziroma podjetjih običajno zgrajeno na različnih sistemih, katerih vrednost se 
izkaže šele v sposobnosti medsebojne povezljivosti ter porabe razpoložljivih sredstev. 
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