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Alati suurempien ohjelmistojen kehitys painottaa tiimityöskentelyä ja sosiaalisia taitoja.
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Automatisoidun testauksen lisäksi ohjelmien laatua tarkkaillaan staattisesti analysoiden.
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laadunvarmistukseen, suunnitteluun ja tietotaidon jakamiseen. Koodikatselmointia suoritetaan
esimerkiksi yhteisissä tapaamisissa, etänä internetin välityksellä sekä toisen kanssa yhtäjak-
soisesti ohjelmoiden. Ammattikäytössä sen on huomattu vähentävän virheitä, helpottavan
ongelmanratkaisua, parantavan ohjelmistojen rakennetta sekä kohottavan työilmapiiriä.
Korkeakoulutasoisessa opetuksessa koodikatselmointi on havaittu keinoksi lähentää opetus-
ja yritysmaailman vaatimuksia. Katselmointia on hyödynnetty ohjelmoinnin opetuksessa tar-
kastustapaamisina, etäkatselmointeina ja erityisesti pariohjelmointina. Niillä on saavutettu
opiskelumotivaation, kurssiprojektien laadun ja sitä kautta kurssien arvosanojen sekä suori-
tusmäärien kasvua.
Helsingin yliopistossa katselmointi on tullut laajemmin mukaan vuodesta 2013. Tut-
kielmaa varten toteutin kyselyjä ja haastattelujaa koskien kehittelemääni etäkatselmointia
yksilöprojekteissa. Monille opiskelijoille se on ensikosketus vertaisten ohjelmakoodiin. He ko-
kevat oppivansa tavan avulla ohjelmakoodin lukutaitoa, uusia ohjelmointitaitoja sekä koodin
luettavuuden ja dokumentaation merkityksen. Nykyisen tavan haasteena on opiskelijoiden
ennakkoasenteet, tehtävän laiminlyönti, katselmointikohteiden jako ja epätasaiset tulokset.
Etäkatselmointien myötä katselmointi on laajentunut muille edistyneemmille kursseille ja
vuonna 2015 perusopetukseen. Saadut tulokset puoltavat koodikatselmointien hyödyntämistä
opetuskäytössä myös jatkossa, mutta niiden toteutuksessa on kehitettävää.
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Sosiaalisten taitojen, ohjelmistojen laadun ja ylläpidon merkitys on kasva-
nut nykyisessä ohjelmistotuotannossa. Nykyajan ohjelmistot ovat laajoja.
Suurimpia ja suosituimpia palveluja käyttävät kymmenet miljoonat ym-
päri maailmaa. Laajat ohjelmistot syntyvät enää harvoin yhden ihmisen
taidonnäytteenä. Palvelut kehitetään ryhmissä, joiden jäsenet työskentelevät
keskenään täydentäen toistensa osaamista omalla erikoistumisellaan. Ohjel-
mointi on etenevissä määrin sosiaalinen ammatti. Työstään ja taidoistaan
on osattava kommunikoida.
Nykypäivän ohjelmistotuotannolle on lisäksi tyypillistä ohjelmistojen päi-
vittäminen, yhdistäminen ja ylläpito. Asiakas vaihtaa tuotetta, jos nykyinen
on laaduton tai vanhanaikaisena lakkaa vastaamasta tarpeita. Asiakas vaalii
ohjelmistoltaan laatua ja virheettömyyttä. Laajojen kokonaisuuksien muok-
kaus on vaikeaa ja ristialtista, jolloin ohjelmakoodin selkeys on etu. Koodiin
koskevat jopa kymmenet tai sadat työntekijät, jolloin ohjelmakoodin rakenne
ja ymmärrettävyys ovat avainasemassa. Koodi ei ole enää vain konetta varten
- sen täytyy olla myös ihmisten luettavaa ja ymmärrettävää [MS04].
Koodikatselmointi pyrkii vastaamaan laadun ja luettavuuden vaatimuk-
siin. Katselmointi eli vertaisarviointi on tieteellisten kirjoitusten laadun-
varmistuksen väline. Koodikatselmointi on sen ohjelmistoalan vastine, ja
oleellinen osa nykypäivän ohjelmistokehitystä. Se perustuu koodin tarkasta-
miseen ihmisvoimin, tulkitsemalla ohjelmakoodia lukemalla. Ohjelmakoodin
lukemisen lisäksi koodikatselmointi on monesti sosiaalista toimintaa, jossa
ohjelmistokehittäjät keskustelevat ja jakavat palautetta ratkaisuista.
Sosiaalisesta ohjelmistoalasta huolimatta ohjelmointia opetetaan ja har-
joitellaan tavanomaisesti itsenäisenä aktiviteettina [CW01]. Ensimmäiset
ohjelmointikurssit suoritetaan yksilönä, ja ryhmätyöhön siirrytään vasta
toisena tai kolmantena opiskeluvuotena. Yksilökursseilla yhteistyötä tai kes-
kustelemista pidetään huijaukseen ja plagiointiin verrattavana [NWF+03].
Yhteistyön rajoittamisella hävitetään mahdollisuus harjoitella toisten ym-
märtämän ohjelmakoodin kirjoittamista. Samalla unohdetaan sosiaalisten
taitojen sekä ohjelmakoodin luku- ja kommunikointitaidon kehitys.
Tässä tutkielmassa pohditaan koodikatselmointia osana ohjelmoinnin
opetusta. Opiskelijat tutustutetaan vertaisarvioinnin avulla suoraan ammat-
timaisiin ohjelmointikehityksen metodeihin. Koodikatselmointia pohditaan
tapana lisätä opiskelijoiden kanssakäymistä, helpottaa ohjelmoinnin oppimis-
ta ja täydentää yksilöohjelmointiin nojaavan opetuksen puutteita vastaamaan
nykyaikaisen ohjelmistokehityksen tarpeita. Tarkastelu tehdään kuvaamal-
la, miten tekniikoita on otettu käyttöön korkeakoulutasoisessa opetuksessa.
Kuvaus tehdään kirjallisuuskatsauksella ja omalla tutkimuskontribuutiolla.
Tarkastelussa pyritään huomioimaan sekä opiskelijoiden näkemykset että
korkeakoulujen tavoitteet.
Tutkielma on jäsennetty seuraavasti: Johdannon jälkeen luvussa 2 määri-
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tellään koodikatselmointi tarkemmin usean lähteen pohjalta. Samalla pohdi-
taan eroja koodinluvun ja tieteellisten artikkelien vertaisarvioinnin välillä.
Luvussa 3 tarkastellaan yleisimmin käytetyt koodikatselmoinnin tekniikat ja
prosessit, joita ohjelmistoalan yritykset ja ohjelmoinnin koulutus soveltavat
tavoitteisiinsa. Katselmointien käyttöönottoa koulutuksessa perustellaan lu-
vussa 4 keskittymällä niiden monipuolisiin laatua, tuottavuutta ja työnteon
mielekkyyttä kasvattaviin etuihin yrityskäytössä.
Luvussa 5 ja 6 tarkennutaan nimenomaan katselmointien koulutuskäyt-
töön. Ensin luvussa 5 esitetään varsinkin Pohjois- ja Etelä-Amerikassa sekä
Saksassa käyttöönotettuja menetelmiä, ja niiden vaikutusta ohjelmoinnin
opiskeluun ja opiskelijoihin. Luvussa 6 siirrytään kirjallisuuskatsauksesta
omaan, uuteen kontribuutioon. Luku käy läpi Helsingin Yliopiston kursseilla
käytetyt koodikatselmoinnin menetelmät, joista suurimman käyttöönoton
olen lanseerannut. Katselmoinnin vaikutuksia ja opiskelijoiden asennetta käyt-
töönotettuihin menetelmiin raportoidaan kyselytutkimusten ja haastattelujen
tuloksilla. Viimeisenä esitetään tutkielman aihepiirit kattava yhteenveto.
2 Koodikatselmoinnin määritelmä
Katselmoinnilla tai vertaisarvioinnilla (engl. review, peer review) tarkoi-
tetaan akateemisessa yhteydessä prosessia, jossa luovan työn, kuten tut-
kimusraportin, tarkistaa joukko saman alan ammattilaisia. Vaikka sanalla
"vertaisarviointi" tarkoitetaan arkimaailmassa usein toisesta henkilöstä annet-
tavaa palautetta, akateemisessa yhteydessä arvioinnin kohde ei ole kirjoittaja
[Wie02, luku 1]. Arvioinnin kohteena ovat aina tekstit, raportit, julkaisut -
eivät ihmiset.
Katselmointi perustuu ajatukselle, jonka mukaan isompi joukko havaitsee
virheet ja puutteet tehokkaammin kuin yksittäinen henkilö. Katselmointia
ei tee kirjoittaja itse, sillä omasta työstään on vaikeampi havaita virheitä.
Katselmoinnit edistävät työn laatua. Julkaisua edeltävät arvioinnit toimivat
nimenomaan laadunvarmistuksena. Katselmoinnit mahdollistavat tieteellis-
ten julkaisujen sekä tulosten laadun standardien ja väittämien uskottavuuden
säilyttämisen. Katselmointiin sisältyy yleensä myös oikoluenta, jossa työ tar-
kistetaan tekstin tuottamisen virheiden varalta. Tekstin tuottamisen virheitä
ovat esimerkiksi kirjoitusvirheet ja kielioppivirheet.
Koodikatselmoinnissa (engl. code review) tarkasteltavana luovana työnä
on ohjelmiston lähdekoodi tai sen osia. Kyseessä on ohjelmistoalan vertaisar-
viointi ja oikoluenta. Arviointi tehdään jonkun muun kuin koodin kirjoittajan
itsensä toimesta. Lähdekoodista etsitään virheitä, jotka vaikuttavat ohjel-
miston sisäiseen tai ulkoiseen laatuun. Sisäinen laatu tarkoittaa niitä laatuo-
minaisuuksia, joilla on merkitystä ohjelmistokehittäjille [McC04]. Sisäisen
laadun ongelmia ovat esimerkiksi ohjelmakoodin monimutkaisuus, toisteisuus
sekä vaikea ymmärrettävyys. Ulkoisen laadun virheitä taas ovat loppukäyt-
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täjille näkyvät virheet. Loppukäyttäjää kiinnostavat esimerkiksi ohjelman
helppokäyttöisyys, toiminnallisuuden vastaus tarpeisiin sekä toimivuuden
nopeus.
Ulkoisten virheiden havaitsemista varten ohjelmakoodia testataan yleensä
automatisoidusti. Koodikatselmointi ei kuitenkaan ole ohjelmiston varsinais-
ta testaamista, vaan lähdekoodin staattista analysointia [SLS11, luku 4].
Staattista analyysia kutsutaan toisinaan staattiseksi testaamiseksi. Katsel-
moinnin aikana ohjelmakoodia ei käännetä eikä suoriteta. Lisäksi toisin kuin
testauksessa, katselmointia varten ei luoda testaussyötteitä, eli testidataa,
eikä sillä ole ennaltamäärättyä, eksaktia lopputulosta. Koodikatselmointi
suoritetaan analysoimalla ohjelmiston lähdekoodia ihmisvoimin. Yksi tai
useampi ihminen lukevat lähdekoodia yrittäen samalla ymmärtää tarkastel-
tavan ohjelmakoodin tarkoitus ja vaikutukset kokonaisuudessa.
Haaste, johon automatisoitu testaus ei pysty vastaamaan, on ohjelmakoo-
din luettavuuden arviointi. Ohjelmistojen kasvaessa ja laajentuessa Donald
Knuth [Knu92] on huomattanut jo vuonna 1992, että ohjelmistojen tulisi olla
kääntäjien lisäksi myös ihmisten luettavissa. Luettavuus lasketaankin yhdek-
si ohjelmiston sisäisistä laatuattribuuteista [McC04]. Katselmoinnissa ihmi-
nen analysoi lähdekoodia, joten luonnollisesti analysoinnissa huomioidaan
myös luettavuus. Se, mikä vaikeuttaa luettavuutta, ei aina ole yksiselitteistä.
Luettavuuteen vaikuttavat esimerkiksi muuttujien nimentä, monimutkaisten
ehtojen rytmitys usealle riville ja koodin kommentointi.
Akateeminen vertaisarvionti suoritetaan useimmiten viimeiseksi, ennen
työn mahdollista julkaisua. Koodikatselmointi suoritetaan ideaalisesti he-
ti, kun siihen on mahdollisuus [SLS11, s. 80]. Eri katselmointitekniikoilla,
joihin perehdytään tarkemmin luvussa 3, tämä voi tapahtua eri vaiheissa
ohjelmistotuotantoa. Yhdellä tekniikalla katselmointi voidaan tehdä, kun oh-
jelmakoodi on katselmoitavan osan osalta valmistunut. Toisessa tekniikassa
katselmoidaan keskeneräistä ohjelmakoodia - katselmointi suoritetaan jokai-
sen muutoksen jälkeen tai jatkuvana toimena samanaikaisesti ohjelmakoodin
suunnittelun ja kirjoittamisen kanssa.
Koodikatselmoinnilla on useita tavoitteita. Ensisijainen tavoite on laa-
dunvarmistus [SLS11, s. 79]. Sitä tehdään pitkälti samoin kuin tieteellisten
artikkelien katselmoinnissa. Lähdekoodista etsitään loogisia virheitä ja poik-
keamia spesifikaatioista sekä standardeista. Oikolukemista taas vastaa esi-
merkiksi ohjelmakoodin syntaksivirheiden, muuttujien nimennän sekä tyyli-
virheiden tarkistaminen. Poikkeavana piirteenä koodikatselmointiin sisältyvät
laadunvarmistuksen lisäksi tietotaidon jakaminen sekä ohjelmiston suunnit-
telu, jotka katselmointia ainoastaan laadunvarmistuksena pitävät lähteet
usein sivuuttavat. Tietotaidon jakaminen ja suunnittelu ovat katselmoinnin
toissijaisia tavoitteita.
Esimerkiksi IEEE määrittelee katselmoinnin olevan "prosessi tai tapaa-
minen, jonka aikana työn tuotos – esitetään – kiinnostuneille osapuolille
[tuotoksen] kommentoinniksi ja hyväksyttämiseksi"[iee90]. Esittelyn voi ym-
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märtää kiinnostuneiden osapuolien tiedottamisena ja tiedon jakamisena. Karl
Wiegers luettelee yhdeksi koodikatselmoinnin tavoitteeksi "projektin teknisen
informaation kommunikoinnin"[Wie12]. Tavoitteeksi luetellaan myös se, että
koodikatselmoinnin jälkeen "joku muu kuin [ohjelmakoodin] kirjoittaja pystyy
edistämään tai muokkaamaan tuotosta". Tavoite ei siis ole vain luetuttaa läh-
dekoodia vertaisilla, vaan katselmoijien pitäisi ymmärtää se niin hyvin, että
pystyisivät tarvittaessa jatkamaan sitä. Erona tieteellisissä katselmoinnissa ei
levitetä tietotaitoa samalla tavalla. Varsinainen informaatio leviää, kun teksti
saavuttaa julkaisun. Ohjelmistotuotannossa ohjelmiston lähdekoodi ja loppu-
käyttäjän kokema tuote ovat kaksi täysin eri asiaa. Koodikatselmoinnissa
jaetaan nimenomaan ohjelmointiin liittyvää tietotaitoa lähdekoodin muodos-
sa. Lopputuote on toisella tavalla loppukäyttäjää sivistävä, hyödyttävä tai
viihdyttävä.
Suunnittelu taas tulee esille katselmoinnissa annettavassa palauttees-
sa. Perinteisessä tekstiin kohdistuvassa katselmoinnissa palaute voi koskea
tekstin rakennetta ja luettavuutta. Vastaavaa palautetta voi antaa koodikat-
selmoinnissa. Palaute voi samalla koskea esimerkiksi käytettäviä algoritmeja,
tietoturvaa ja ohjelman tehokkuutta. Wiegers toteaa, että katselmointia suo-
ritetaan osaksi kehitysmahdollisuuksien etsimiseksi [Wie02, luku 1]. Muita
kuin ohjelmakoodin kirjoitusasua eli tyyliä koskevia kehitysehdotuksia käsi-
teltäessä suoritetaan ohjelmiston kokonaisuuden tai sen osan suunnittelua.
Vaikka katselmoinnin toissijaiset tavoitteet mainitaankin kirjallisuuden
määritelmissä harvoin, tuodaan ne esille usein eri katselmointitekniikoiden
yhteydessä. Tietotaidon levittäminen, ohjelmiston suunnittelu sekä katsel-
mointiin osallistuvan henkilöstön kouluttaminen ovat oleellinen osa useaa
katselmointitekniikkaa.
3 Koodikatselmoinnin muodot
Koodikatselmoinnin suorittamiseen ei ole olemassa yhtä ainoaa tekniikkaa.
On useita dokumentoituja tekniikoita, jotka eroavat toisistaan intensiteetin,
muodollisuuden ja tarvittavien resurssien suhteen. Kaikki tekniikat eivät
välttämättä ole yhteensopivia kaikkien ohjelmistotuotantoprosessien kans-
sa. Käytettävää tekniikkaa valitessa on huomioitava ohjelmistokehityksessä
käytössä oleva prosessimalli sekä käytettävät resurssit. Lisäksi tekniikoil-
la on painotuseroja määritelmässä lueteltujen ensisijaisen sekä toissijaisten
tavoitteiden välillä.
On huomattava, että staattiselta analyysilta puuttuu yhtenäinen, kaik-
kien käyttämä terminologia. Lähdemateriaalissa on useita risteäviä määritel-
miä eri katselmoinnin muodoille. Kaksi lähdettä saattavat kirjoittaa täysin
eriävistä tekniikoista samalla nimikkeellä. Tässä tutkielmassa on annettu
tekniikoiden nimeämisessä ja termistössä eniten painoarvoa viitatuimmil-
le tieteenjulkaisuille, International Software Testing Qualifications Boardin
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(ISTQB) sanastolle [ist14], IEEE:n standardeille sekä ohjelmistoalan merk-
kihenkilöille. Tekniikoiden moninaiset nimet yritetään huomioida jokaisen
yksittäisen tekniikan käsittelyssä. Ongelma monimutkaistuu termistöä suo-
mennettaessa. Suomennoksissa käytetään useiden henkilöiden kääntämää ja
Matti Vuoren [Vuo07] kokoamaa ISTQB-testaussanastoa niiltä osin, joilta se
on mahdollista.
Toinen ongelma on, etteivät useat yhtiöt paljasta tarkkoja katselmoin-
tikäytäntöjään [Coh06]. Katselmointien käyttäminen tehokkaasti laadun-
varmistuksessa ja yrityksen sisäisessä toiminnassa ovat markkinaetu, joten
niiden tarkat tyylit ja prosessit ovat toisinaan liikesalaisuuksia. Vaikka tässä
tutkielmassa esiteltävät katselmoinnin muodot ovatkin ohjelmistoalan yleis-
tietoa, käyttävät useat yritykset niistä itse soveltamiaan ja jatkokehittämiään
versioita.
Seuraavissa alaluvuissa käsitellään ensimmäiseksi kolme yleisimmin tun-
nistettua tyyliä suorittaa koodikatselmointia. Käsiteltävät tekniikat ovat
kooditarkastukset, läpikäynnit sekä pariohjelmointi. Tyylit esitetään aikajär-
jestyksessä, eli varhaiten tieteellisissä artikkeleissa mainittu tekniikka käsitel-
lään ensimmäisenä. Järjestys on samalla suurpiirteinen järjestys formaaleim-
masta katselmointityylistä epämuodollisimpaan. Näiden jälkeen käsitellään
coding dojo, vaikka sitä ei yleensä lasketakaan katselmoinnin muodoksi. Sen
yhtäläisyydet yleisesti tunnistettuihin katselmoinnin muotoihin ovat ilmeiset,
minkä vuoksi tämä tutkielma käsittelee coding dojon yhtenä tekniikoista.
Viimeisessä alaluvussa kuvataan lyhyesti tieteellisten julkaisujen sivuuttamat
arkipäiväiset, usein hyvin epämuodolliset tekniikat, joita kuitenkin esiintyy
osana miltei kaikkea ohjelmistokehitystä.
3.1 Kooditarkastus
Katselmoinnista käytetään toisinaan myös sanaa tarkastus (engl. inspec-
tion) [SLS11, s. 80]. Michael Fagan [Fag76] määritteli sanan tarkastus tar-
koittamaan nimenomaan tiettyä muodollista, tiedonkeruuseen ja sääntöihin
perustuvaa katselmoinnin muotoa. Fagan esitteli tarkastusprosessinsa alunpe-
rin vuonna 1976. Sittemmin IEEE standardoi yhtäläisen tarkastusprosessin
standardissaan IEEE Standard for Software Reviews and Audits [IEE08].
Tarkastusta ei käytetä ainoastaan lähdekoodiin, vaan se voi koskea kaik-
kia ohjelmistokehityksen dokumentteja. Tässä tutkielmassa keskitytään kui-
tenkin ainoastaan lähdekoodia koskeviin tarkastuksiin. Eron tekemiseksi
jatkossa käytetään myös Faganin käyttämää termiä kooditarkastus (engl.
code inspection, software inspection). Kyseinen tarkastusprosessi tunnetaan
toisinaan prosessin kehittäjän mukaan myös nimellä Fagan tarkastus (engl.
Fagan inspection).
Kooditarkastus on järjestelmällisin ja raskain koodikatselmoinnin muoto.
Kooditarkastuksen käyttö vaatii alkuun erillisen suunnitteluvaiheen [SLS11,
s. 82]. Suunnittelussa huomio keskittyy tarkastuksen laajuuteen. Rajallisen
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ajan ja resurssien vuoksi kooditarkastuksen ei ole mahdollista koskea kaikkia
ohjelmistokehityksen tai lähdekoodin osia. Optimaalinen käyttö vaatii suun-
nittelua, jotta rajalliset resurssit hyödynnetään tehokkaasti. Projektin aluksi
on päätettävä, mitkä osat ohjelmistokehityksestä ovat tarkastusten kohteena.
Samalla voidaan määritellä myös tulokriteerejä (engl. entry criteria) [IEE08],
joiden pitää päteä lähdekoodille, ennen kuin se voidaan tarkastaa. Tulokri-
teereillä varmistetaan, ettei tarkastusta tehdä esimerkiksi keskeneräiselle
tai puutteelliselle lähdekoodille. Niillä voidaan myös varmistaa, että tarkas-
tettava lähdekoodi on osanottajille saatavilla esimerkiksi versionhallinnan
kautta.
Tarkastusprosessin suunnittelussa päätetään lisäksi osanottajat, eli koo-
din tarkastajat. Tarkastajilta odotetaan riittävää tietotasoa - heidän pitää
hallita esimerkiksi ongelma-alue, kohdeympäristö ja käytettävä ohjelmointi-
kieli. Heille jaetaan näkökulmat, joista lähdekoodia tulisi tarkastella [SLS11,
s. 82]. Tarkistusnäkökulmia voi olla esimerkiksi muuttujien alustuksen tai
ehtolauseiden oikeellisuus. Jokaisen osanottajan yksilöllinen näkökulma var-
mistaa, että tarkastuksessa käydään läpi kaikki tärkeät osa-alueet. Roolijaolla
vältytään myös siltä, että kaikki dokumentoivat samat virheet. Roolijako siis
estää päällekkäistä työtä. Erilaisia näkökulmia voidaan jakaa esimerkiksi eri
tyyppisten virheiden perusteella. Aina ei ole syytä katselmoida ohjelmakoo-
dia kaikista näkökulmista, joten osan näkökulmista voi myös jättää kokonaan
pois.
Tarkastusprosessi
Varsinainen tarkastusprosessi ositellaan viiteen vaiheeseen [Fag76]. Prosessi
on kuvattu kaaviossa 1. Tarkastusprosessi alkaa yleiskatsauksella, joka kos-
kee koko tarkastusryhmää. Tarkastusryhmään eli tarkastusten osanottajiin
kuuluvat ohjelmakoodin kirjoittaja, moderaattori, lukija sekä varsinaiset
tarkastajat eli katselmoijat. Ohjelmakoodin kirjoittajilla tarkoitetaan sitä tai
niitä ohjelmistokehittäjiä, jotka ovat vastuussa tarkastettavan koodin suun-
nittelusta ja toteuttamisesta. Moderaattori on ikäänkuin puheenjohtaja, joka
vastaa tapaamisten sujumisesta ja konfliktien välttämisestä. Tarkastajien
vastuulla on varsinainen lähdekoodin opiskelu ja virheiden paikallistami-
nen. Yleiskatsauksessa koodin kirjoittaja tarvittaessa kuvailee tarkastuksen
kohteena olevat alueet. Lähdekoodi ja lähdekoodia vastaava dokumentaatio
jaetaan kaikille osanottajille. Samalla tarkistetaan asetetut tulokriteerit, jot-
ta lähdekoodi on valmis tarkastettavaksi, ja tarkastusprosessia kannattaa
jatkaa [SLS11].
Yleiskatsauksen jälkeen jokainen tarkastaja valmistautuu tarkastukseen
itsenäisesti. He tutustuvat tarkastuksen kohteena olevaan lähdekoodiin in-
tensiivisesti yrittäen ymmärtää syyt lähdekoodin taustalla, lähdekoodin
tarkoituksen sekä toiminnan. Tarkastajat keskittyvät erityisesti omalla vas-
tuulla olevaan näkökulmaan. Muistiinpanot tehdään kuitenkin kaikista esille
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Kuva 1: Kooditarkastuksen prosessikaavio
tulleista virheistä, kysymyksistä ja kommenteista. Tarkastajilla voi olla apu-
naan tarkistuslistoja, jossa on lueteltu tyypillisimpiä virheitä ja tarkastusta
auttavia kysymyksiä.
Varsinainen katselmointitapaaminen käydään läpi moderaattorin johdolla.
Osanottajiin valittu lukija käy ohjelmakoodia läpi rivi riviltä kertoen, mitä
kyseisellä ohjelmarivillä tapahtuu. Lukijan saavuttaessa virheellisen rivin
tarkastajat informoivat läsnäolijoita tekemistään havainnoista ja löydetyistä
virheistä. Moderaattori vastaa siitä, että virheet käydään läpi loogisessa
järjestyksessä, ja kaikki osanottajat saavat raportoida löydöksistään. Koodi-
tarkastusten ensisijainen tarkoitus on virheellisen toiminnan raportointi, ei
ratkaisuista tai vaihtoehtoisista ratkaisutavoista keskustelu [Fag76]. Mode-
raattorin vastuulla on siten myös se, etteivät osanottajat keskity keskuste-
lemaan ongelmien ratkaisuista niiden raportoinnin sijaan. Tapaamisilla on
usein kiinnitetty aikaraja, jonka lopuksi osanottajien pitäisi olla yksimielisiä
löydöistä.
Tapaamisen lopuksi päätetään, mitä jatkotoimia tarvitaan. Muodollisim-
missa tarkastuksen muodoissa on tulokriteerien lisäksi määritelty erilliset
poistumiskriteerit. Jos poistumiskriteerit eivät täyty, ei tarkastettavan koo-
din laatuvaatimukset täyty. IEEE-standardi [IEE08] listaa kolme mahdollista
jatkotoimea.
• Hyväksyntä ilman muutoksia tai ilman tarvetta muutosten verifioinnille
• Hyväksyntä muutosten verifioinnin jälkeen
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• Uusintatarkastus
Neljäs vaihe on ongelmien korjaus. Jos virheiden korjaukseen ja ohjel-
makoodin refaktorointiin on tarvetta, jää ongelmien ratkonta ohjelmisto-
kehittäjän vastuulle. Kaikki tarkastuksessa noteeratut ongelmat ja virheet
tulee ratkaista. Virheet ja muutokset voivat kuitenkin olla niin pieniä, että
korjauksen jälkeen koko koodia ei ole syytä tarkastaa toistamiseen.
Seurannassa (follow-up) tarkastetaan aikaisemmin löydettyjen virheiden
korjaukset ja ratkaisut. Se siis toimii toisena tarkastuksena, jossa keskitytään
ainostaan aikaisemmassa tarkastuksessa löydettyjen vikojen korjauksiin. Seu-
rannassa verifioidaan, että ensimmäisessä tapaamisessa sovitut muutokset
ovat toteutettu oikein. Seurannan jälkeen prosessi päättyy.
Viimeisin mahdollisuus on, että katselmoitavassa lähdekoodissa on niin
paljon tai niin vakavia virheitä, että siitä järjestetään kokonaan uusi koo-
ditarkastus korjausten jälkeen. Uusi kooditarkastus järjestetään kaikkine
osaprosesseineen kuten alkuperäinen kooditarkastus.
Yhdessä kooditarkastuksessa tarkastetaan noin 200-250 riviä lähdekoodia.
Kooditarkastus on osittain vähentänyt arvoaan ohjelmistotuotannossa olio-
ohjelmoinnin suosion myötä [Coh06, s. 40]. Haasteena on, että yhtä luokkaa
on vaikea tarkastaa erossa muusta ohjelmakoodista. Tarkastajien tarvitsevat
lisätietoa siitä, mitä rajoitteita koodissa käytettävien muiden luokkien ra-
japinnat asettavat, ja miten tarkastettavaa luokkaa hyödynnetään muualla
ohjelmakoodissa. Tarkastus monimutkaistuu, kun se ei voi edetä suoraviivai-
sesti ylhäältä alas. Olio-ohjelmointiin soveltuvia kooditarkastuksen muotoja
on kehitelty [Coh06, s. 47], mutta alkuperäinen kooditarkastusprosessi sopii
paremmin alemman tason ohjelmointikielten tarkastukseen.
Kooditarkastus on tarkka prosessi, joka painottaa eksessiivistä ja huo-
lellista virheiden dokumentointia. Tarkastusprosessin tarkoitus on nimen-
mukaisesti tarkastaa ohjelmiston laatu ja raportoida havainnot korjauksia
varten. Ongelmien ratkaisun suunnittelu on kooditarkastuksen laajuuden
ulkopuolella, ja ne jäävät ohjelmistokehittäjän vastuulle.
3.2 Läpikäynti
Läpikäynti (engl. walkthrough) on lähtökohdiltaan hyvin samankaltainen
koodikatselmoinnin menetelmä kuin kooditarkastus. Läpikäynti perustuu
kooditarkastuksen tavoin itsenäisesti ohjelmakoodiin tutustumiseen sekä osa-
nottajien yhteiseen tapaamiseen. Läpikäynnin tärkein osuus on tapaaminen,
joka määritellään lähteestä riippuen aikarajoitetuksi [IEE08] tai aikarajoitta-
mattomaksi [SLS11, s. 89]. Tapaamisen valmisteluun varataan vähemmän
aikaa kuin kooditarkastuksessa.
Samankaltaisuudesta huolimatta läpikäynti ei ole yhtä muodollinen koo-
dikatselmoinnin menetelmä kuin kooditarkastus. Siltä puuttuu tarkemmin
määritelty prosessi. Yhtenäisen prosessin puute vaikeuttaa läpikäynnin tu-
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losten toistettavuutta [Fag76]. Läpikäyntien tarkka sisältö ja menetelmät
voivatkin poiketa suuresti yrityksestä tai jopa läpikäyntitapaamisesta toi-
seen. Tämän tutkielman kuvaus läpikäynneistä perustuu pääosin kahteen
yhdenmukaiseen määritelmään, jotka esittävät IEEE Standard for Software
Reviews and Audits [IEE08] sekä The Art of Software Testing -kirja [MS04,
s. 34-37].
Läpikäynteihin ei kuulu erillistä aloitustapaamista, jossa tehtäisiin yleis-
katsaus. Osallistujille jaetaan suoraan läpikäynnin kohteena oleva ohjelmakoo-
di. Osallistuvat ohjelmistokehittäjät tutustuvat ohjelmakoodiin itsenäisesti,
mutta kooditarkastuksesta poiketen heille ei jaeta näkökulmaa tai roolia, jon-
ka pohjalta koodia tarkastetaan. Itsenäisesti ohjelmakoodiin tutustuttaessa
tehdään muistiinpanot havaituista virheistä, esille nousseista kysymyksistä
sekä huomioista. Virhelistat palautetaan koodista vastaavalle kehittäjälle jo
ennen varsinaista tapaamista [IEE08].
Läpikäyntien tärkein osa on ohjelmistokehittäjien yhteinen tapaaminen.
Tapaamista johtaa läpikäytävän ohjelmakoodin kirjoittaja. IEEE:n standar-
din [IEE08] mukaan hän päättää ohjelmakoodin läpikäynnin järjestyksen
ja käy ohjelmakoodin osia läpi rivi kerrallaan. Muut osallistujat simuloivat
tietokoneen toimintaa pitäen ohjelman tilaa yllä esimerkiksi valkotaululla.
Myers ja kumppanit [MS04] ehdottavat, että kaikkien ohjelmarivien sijasta
tapaamisen lähtökohdaksi otetaan muutamia läpikäytävään ohjelman osaan
liittyviä testitapauksia tai yleisimpiä käyttötapauksia, joita osallistujat simu-
loivat. Valitut testitapaukset eivät ole läpikäynnin kannalta kriittisiä, vaan
testitapaukset toimivat keskustelun herättäjinä. Keskustelussa kyseenalaiste-
taan ohjelmalogiikka ja ohjelmakoodin taustalla olevat olettamukset. Virheet
ja epäloogisuudet havaitaan vastauksista, joita ohjelmakoodin kirjoittaja
antaa esille nousseisiin kysymyksiin. Onnistumisen kannalta kirjoittajalla on
suuri vaikutus, sillä hänen keskusteluaktiivisuutensa ja antamansa vastaukset
ovat läpikäyntien oleellinen osa [SLS11, s. 89].
Läpikäynnin prosessi päättyy tapaamisen jälkeen. Läpikäyntitapaamisen
ei ole tapana johtaa jatkotapaamisiin tai -tarkastuksiin [IEE08]. Mikäli
itsenäisessä ohjelmakoodiin tutustumisessa löydetään paljon virheitä tai
läpikäyty ohjelmakoodi päätetään toteuttaa vaihtoehtoisella tavalla, voidaan
muutokset tarkastaa esimerkiksi muodollisempaa kooditarkastusta käyttäen.
Kooditarkastus ja läpikäynti eivät siten ole toisiaan poissulkevia menetelmiä.
Kooditarkastuksen tavoitteeksi määritettiin virheiden löytäminen, vir-
heiden luokittelu ja jatkotoimenpiteiden seuranta. Korjaustoimenpiteistä ja
vaihtoehtoisista ratkaisuista keskustelu kiellettiin. Läpikäynnin tavoitteita
sen sijaan ovat kaikki koodikatselmoinnin osa-alueet. Laadunvarmistus teh-
dään pääasiallisesti itsenäisessä valmistautumisessa, jossa dokumentoidaan
virheet. Läpikäyntitapaamisen aikana keskitytään laadunvarmistuksen lisäksi
suunnitteluun - pohditaan uhkia, puutteita sekä vaihtoehtoisia toteutustapo-
ja.
Läpikäyntitapaamiset ovat myös tapa kouluttaa kehittäjiä ja jakaa tietoa
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muille työntekijöille. IEEE:n standardi [IEE08] luettelee virheiden kartoituk-
sen lisäksi muiksi tavoitteiksi ohjelmointitekniikoiden tietotaidon vaihtamisen,
ohjelmointityylien yhtenäistämisen sekä osanottajien kouluttamisen. Läpi-
käynnin roolin ohjelmistokehittäjien koulutuksessa huomioivat myös Fagan
[Fag76] sekä Testing Foundations -kirja [SLS11, s. 90]. Kouluttamisen vuok-
si läpikäynnin osallistujiin suositellaan usein myös yhtiön nuorempia tai
kokemattomampia ohjelmoijia.
3.3 Pariohjelmointi
Pariohjelmointia on käytetty jo useita vuosikymmeniä. Aikaisimmat mai-
ninnat pariohjelmoinnin käytöstä ovat 1950- ja 1970-luvulta [WK02]. Pa-
riohjelmointi vakiinnutti tapansa ja saavutti merkittävän aseman ohjelmisto-
tuotannossa vasta, kun Extreme programming -metodologia otti pariohjel-
moinnin yhdeksi ydinkäytänteistään. Extreme programming -ajattelutavan
mukaisesti hyväksi havaittujen tapojen käyttö viedään äärimmäisyyksiin.
Katselmoinnilla nähdään useita positiivisia vaikutuksia, joita käydään läpi
kaikkien tekniikoiden osalta luvussa 4. Ajattelutavan mukaisesti Extreme
programming -kehittäjä Kent Beckin näkemys on: "jos koodikatselmoinnit
ovat hyvästä, tehkäämme katselmointia jatkuvasti"[BA04, johdanto].
Kent Beck määrittelee pariohjelmoinnin työtapana, jossa kaksi ohjelmis-
tokehittäjää työskentelevät yhdellä tietokoneella saman työtehtävän parissa
[BA04]. Kehittäjät toimivat yhteistyössä jakaen yhden näppäimistön ja hiiren.
Ohjelmointiparin kehittäjillä on molemmilla oma roolinsa [WK02]. Roolien
nimitykset vaihtelevat kirjallisuudesta toiseen, mutta määritelmä on yhtenäi-
nen. Tässä tutkielmassa käytetään rooleista usean lähteen [WK02, SW07]
käyttämiä nimityksiä kuski (engl. driver) ja navigaattori (engl. navigator).
Kuskin hallussa on hiiri ja näppäimistö. Kuskin rooli on normaalia ohjel-
mistokehittäjän työtä - suunnitella seuraava askel ja kirjoittaa sitä vastaava
ohjelmakoodi. Navigaattori taas seuraa ohjelmointia vierestä koskematta
näppäimistöön tai hiireen. Navigaattorilla on useita tehtäviä. Ensinnäkin
navigaattorin rooli on miettiä ohjelmaa pitkällä tähtäimellä. Navigaattori
siis suunnittelee etukäteen, mitä ovat kuskin seuraavat askeleet.
Lisäksi navigaattori seuraa ohjelmointia tehden aktiivista, jatkuvaa kat-
selmointia. Navigaattori kiinnittää huomiota kirjoitetun ohjelmakoodin op-
timaalisuuteen luettavuuden, suorituskyvyn ja halutun toiminnallisuuden
kannalta. Navigaattori kysyy, neuvoo ja keskustelee kuskin kanssa tehdyistä
valinnoista ja kirjoitetusta ohjelmakoodista. Hän paikallistaa myös virheitä,
joita kuski ei huomaa tekevänsä. Kun virhe huomataan, navigaattori osoittaa
kuskin korjaamaan virheensä.
Roolit eivät ole pysyviä, vaan kuski ja navigaattori vaihtavat roolejaan
esimerkiksi tietyin väliajoin. Navigaattori voi vaihtaa kuskin rooliin silloin,
kun kuski jää jumiin eikä tiedä, mitä tehdä seuraavaksi. Navigaattorin
tehtävä on miettiä kokonaiskuvaa, joten hänellä pitäisi olla mielessä seuraava
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askel. Myös ohjelmointiparia on tapana vaihtaa. Parinvaihdon tiheydestä
ei ole yhtä näkemystä. Robert Martin [MM06, luku 2] suosittelee, että
pari vaihtuu kerran työpäivän aikana. Jokaisena päivänä työskentelee siis
kahden eri ihmisen kanssa. James Shore [SW07] taas pitää hyvänä ideana,
että pareja vaihdettaisiin jopa useita kertoja päivässä. Lähteissä kuitenkin
vallitsee yhteisymmärrys siitä, että parien vaihto on oleellista.
Pariohjelmoinnin tavoitteena on siis jatkuva katselmointi, joka yhdistää
kaikki koodikatselmoinnin tavoitteet: lähdekoodin staattisen analysoimisen,
yhteisen suunnittelun sekä koulutuksen. Tiettyä tavoitetta voidaan korostaa
sillä, minkä tasoiset ohjelmistokehittäjät muodostavat parin. Parit jaetaan
kokemukseltaan karkeasti ammattilaisiin ja noviiseihin. Noviisi ei yleensä
tarkoita aloittelijaa ohjelmointitaidoiltaan, vaan esimerkiksi nuorempia ohjel-
moijia tai kehitystiimin uusia työntekijöitä [WK02]. Paritus voidaan tehdä
karkeasti kolmella päätavalla:
Ammattilainen-ammattilainen on hyödyllisin pari silloin, kun koh-
teena on ohjelmiston hankalimmat ja kriittisimmät osuudet [WK02]. Toinen
ammattilainen huomaa varmimmin virheet. Tehtyjä päätöksiä ei ole tarvet-
ta selittää perinpohjaisesti, sillä ammattitaitoinen pari tuntee yleisimmät
suunnittelumallit ja tavat. Toisaalta kaksi ammattilaista luottavat usein va-
kiintuneisiin käytäntöihin, eivätkä välttämättä kokeile uusia ratkaisutapoja
[LC06]. Paritustyyli painottaa erityisesti staattista analyysia, jossa kriittiset
virheet paikallistetaan aikaisin.
Ammattilainen-noviisi luo mahdollisuudet tuottavalle oppimisympä-
ristölle, jossa voidaan oivaltaa uusia tapoja ratkaista ongelmia. Noviisi ky-
seenalaistaa helpommin vakiintuneet käytännöt ja tuo uusia näkökulmia
ongelmanratkaisuun [CW01]. Toisaalta tavan haasteena on, että noviisista voi
tulla silkka sivustajakatsoja ja pariohjelmoinnista noviisin koulutustilaisuus
[WK02].
Noviisi-noviisi on toimiva pari ohjelmoimaan vähemmän kriittisiä oh-
jelmiston osia. Noviisit oppivat toisiltaan ja korjaavat toistensa virheitä.
Lisäksi kaksi noviisia parina nostaa suhteessa eniten tuotteliaisuutta [LC06],
kun eri parityyppejä verrataan. Kaksi noviisia parina on tyypillisin pari
akateemisessa ympäristössä [CW01], jossa ohjelmointia vasta harjoitellaan.
Oppimisympäristössä noviisit ovat nimenmukaisesti aloittelevia ohjelmoijia.
3.4 Coding dojo
Coding dojo ei ole katselmointityyli perinteisessä merkityksessä. Coding
dojoa ei yleensä mainita samassa yhteydessä ohjelmien testaukseen ja laa-
dunvarmistukseen hyödynnettävien katselmointityylien kanssa. Tutkielman
käyttämät lähteet eivät käsittele dojoja katselmointina. Tästä huolimatta
tutkielmassa kohdellaan coding dojoa katselmointina, sillä se on läheisessä
yhteydessä muihin tekniikoihin. Suomessa coding dojosta käytetään sen al-
kuperäistä nimitystä tai lyhennöstä dojo, joten termille ei pyritä esittämään
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suomennosta.
Coding dojo luokitellaan erityisesti ohjelmoijien yhteiseksi, itsetarkoi-
tuksellisesti harjoitteluksi [Bac13]. Coding dojoja käytetään työelämässä ja
akateemisessa ympäristössä harjoitellaakseen ketterän ohjelmistokehityksen
metodeita [dLN11]. Näitä ketteriä metodeita ovat erityisesti testilähtöinen
ohjelmistokehitys (engl. test-driven development), pariohjelmointi ja ohjel-
man rakentaminen pienin askelin (engl. baby steps). Coding dojossa luodaan
turvallinen ympäristö yhteistyöhön, jonka päätavoitteena on ei-kilpailullinen
harjoittelu. Coding dojo kannustaa taitojen hiomiseen sekä työelämän läpi
jatkuvaan oppimiseen tilaisuudessa, jossa rohkaistaan jakamaan tietotaitoa
osanottajien kesken. Myös virheiden tekeminen on sallittua [SCB08].
Coding dojo on usean ihmisen tapaaminen, jossa osanottajat ratkaisevat
ryhmänä jonkin tehtävän tai osan ohjelmistoa [cod12]. Tehtävä ei yleensä
ole osa osanottajien työnään tekemää ohjelmistoa, vaan erikseen tilaisuutta
varten valittu code kata. Code kata on kertakäyttöinen tehtävä, jonka avulla
harjoitellaan ohjelmointitaitoja työtehtävien ulkopuolella. Ratkaistava teh-
tävä voi olla esimerkiksi tennispelin pisteenlasku, jolle on asetettu tiettyjä
vaatimuksia. Coding dojo -sessiot järjestetään salissa, jossa on vähintään
yksi videotykkiin liitetty tietokone sekä riittävästi tilaa kaikille osallistujille.
Osallistujia yhdessä tilaisuudessa on yleensä neljästä kymmeneen [Bac13].
Tietokoneen ja videotykin lisäksi valkotaulu on tavanomainen.
Valmistautumisen tarve riippuu dojo-tapaamisen tyypistä. Tyypillises-
ti järjestämisestä huolehtii yksi henkilö, dojo-mestari (engl. dojo master)
[HHLV13]. Dojo-mestarin vastuulla on esimerkiksi tapaamisajan päättämi-
nen, tilan varaaminen, sopivan ohjelmointiongelman valitseminen sekä dojon
käytänteiden noudattamisen valvominen. Dojo-mestari vastaa myös siitä,
että tilaisuuden päätteeksi pidetään katsaus, jossa osanottajat voivat antaa
palautetta ja jäsentää kokemuksiaan.
Coding dojo -tapaamisia on eri tyyppisiä. Yleisimpiä niistä ovat rando-
ri kata ja valmisteltu kata (engl. prepared kata) [cod12]. Randori katassa
osallistujat ratkaisevat ohjelmointiongelman yhdessä. Ongelma ratkaistaan
pariohjelmoiden. Tietokoneen äärellä istuu aina kerrallaan yksi pari. Pari
ratkaisee ongelmaa käyttämällä hyväkseen testilähtöistä ohjelmistokehitystä.
Randori katassa ohjelmoiva pari vaihtuu tasaisin väliajoin. Työskentele-
vien parien kiertokulkua havainnollistetaan kuvassa 2. Koko pari ei vaihdu
kerralla, vaan kuski siirtyy takaisin yleisöön, navigaattori siirtyy kuskin pai-
kalle ja yleisöstä siirtyy uusi henkilö navigaattoriksi. Paria vaihdetaan usein,
esimerkiksi 5-7 minuutin välein [Bac13]. Yleisö on yleensä hiljaa, mutta se voi
jakaa mielipiteitään, korjauksia tai vinkkejä, kun kaikki testit menevät läpi
hyväksytysti. Koneen ääressä ohjelmoiva pari taas kertovat ääneen yleisölle,
mitä tekevät.
Valmisteltu kata muistuttaa eniten muita koodikatselmoinnin muoto-
ja. Siinä tehtävä on ratkaistu yhden henkilön tai parin toimesta [SCB08].
Ratkaisu esitetään yleisölle. Pari ei kuitenkaan suoraan käy läpi valmista
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Kuva 2: Coding dojon työskentelysykli
ohjelmakoodia läpikäynnin tai kooditarkastuksen tavoin. Sen sijaan he oh-
jelmoivat ratkaisun uudestaan alusta selittäen jokaisen työvaiheen yleisölle.
Yleisö keskittyy katsomaan ja kuuntelemaan, mutta saa esittää kysymyksiä
tai ehdotuksia, kun jokin jää ymmärtämättä. Session päämääränä on, että
jokainen osallistuja osaisi toisintaa askeleet ja ratkaista ongelman itsenäisesti.
Coding dojoja ja erilaisia dojo-tyylejä käsitellään tieteellisissä julkaisuissa
ainoastaan ketterien ohjelmistokehitysmenetelmien harjoitteluvälineenä. Sen
käytöstä aktiivisena katselmointimenetelmänä tai osana ohjelmistokehitys-
tä ei ole julkaisuja. Osa dojoista perustuu kuitenkin yksinomaan vanhan
koodin refaktoroimiselle [ref13]. Tällöin lähtökohdaksi otetaan vanha ohjel-
makoodi, joka kirjoitetaan uudestaan parannellen. Tällaisissa tilaisuuksissa
käytetään randori dojo -tapaamista. Vastaava tapa on hyödynnettävissä
myös tositarkoituksessa, esimerkiksi päivitettäessä yrityksen omaa vanhaa
ohjelmakoodia.
Randori kataa onkin mahdollista pitää pariohjelmoinnin laajentuma-
na. Yksittäisen parin sijasta kaikki osallistujat seuraavat ohjelmointia ja
tuovat esiin virheitä tai mielipiteitään. Aktiivinen neuvonta tosin on sallit-
tu ainoastaan navigaattorilta, jotteivät osallistujat puhuisi toistensa päälle.
Omalla vuorollaan voi konkreettisesti muuttaa toisen aiemmin kirjoittamaa
ohjelmakoodia päämääränään esimerkiksi virheiden korjaus tai parempi ra-
kenne. Coding dojossa altistuu myös automaattisesti jokaisen osanottajan
tyyliseikoille, joiden yhtenäistäminen voi olla yksi tapaamisen tavoitteista.
Valmisteltu kata taas on yhdistelmä pariohjelmointia ja läpikäyntiä -
esittäjät käyvät kirjoittamansa ohjelmakoodin konkreettisesti läpi. Myös
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tavoitteet ovat perinteisen läpikäynnin kanssa yhtäläiset. Tavoitteina toi-
mivat läsnäolijoiden kouluttaminen, vaihtoehtoisista ratkaisutavoista kes-
kusteleminen sekä tietotaidon jakaminen. Coding dojo toimii vaihtoehtona
läpikäynneille. Ohjelmakoodin kirjoitus ja esittely ovat myös toisinnettavis-
sa uusille osanottajille, joka parantaa tulosten toistettavuutta normaaliin
läpikäyntiprosessiin verrattuna.
3.5 Muut tekniikat
Epämuodollisimpia tekniikoita ovat ne, jotka eivät perustu mihinkään doku-
mentoituun malliin [ist14]. Tekniikoita yhdistävät dokumentoidun prosessin
puute, organisoimattomuus sekä valvonnan vaikeus. Kun katselmointi suori-
tetaan etänä, huomiotta jää myös psyykkinen stimulaatio keskustelulle ja
oivalluksille, mikä syntyy kehittäjien keskeisissä tapaamisissa [Wie02, luku
3]. Nopeilla ja kevyillä katselmoinneilla on kuitenkin luontainen paikkansa
ohjelmistokehityksessä, kun pieniä ja riskittömiä ohjelmakoodin muutoksia
tarkastellaan.
Kevyissä tekniikoissa katselmoinnit suoritetaan useimmiten ainoastaan
itsenäisesti ja etänä. Etäkatselmoinnissa on haasteena ohjelmakoodin tarvitta-
vien tiedostojen kerääminen ja jakaminen katselmoijille [Coh06, s. 30]. Toinen
haaste on mahdollisesti usealta henkilöltä vastauksena tulevien virhelisto-
jen virheiden seuranta ja päällekkäisen työn eliminointi. Todennäköisimmin
virhelistoissa esiintyy duplikaatteja, kun tarkastajat löytävät samoja virhei-
tä. Nykyaikana ongelmia ratkaisee osin versionhallintajärjestelmät, kuten
Git ja Subversion. Ne yksinkertaistavat ohjelmakoodin ja dokumentaation
saatavuutta. Lisäksi esimerkiksi GitHub tarjoaa mahdollisuuden ongelmien
dokumentointiin ja seurantaan [git14].
Seuraavaksi käsitellään lyhyesti muita, epämuodollisia katselmoinnin
tekniikoita. Keveytensä ja yleisesti havaittujen puutteidensa vuoksi niitä
ei juurikaan käsitellä tieteellisissä artikkeleissa. Ne ovat silti oleellinen osa
työelämässä ja avoimen lähdekoodin projekteissa suoritettua katselmointia.
Tämän luvun kuvaukset perustuvat pääosin yleisesti katselmointia käsitte-
levään oppikirjamaiseen lähdemateriaaliin. Tavat käsitellään järjestyksessä
pienimuotoisimmasta laajimpaan.
Olan yli tarkastus / Pöytätestaus
Olan yli tarkastuksessa (engl. over-the-shoulder) yksi henkilö tarkastaa toisen
kirjoittaman ohjelmakoodin. Katselmointi voidaan tehdä samassa tilassa kir-
jaimellisesti olan yli [Coh06, s. 26] tai jakamalla katselmoitava ohjelmakoodi
paperilla tai sähköisesti [Wie02, luku 3]. Jälkimmäisessä tapauksessa tapaa
kutsutaan usein nimellä pöytätestaus (engl. desk check, peer desk check).
Yhden henkilön vastuulla katselmoijan kompetenssilla, taitotasolla ja jär-
jestelmällisyydellä on suuri merkitys. Katselmoija raportoi ohjelmakoodin
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puutoksista parhaan näkemyksensä mukaisesti.
Mikäli katselmointi tehdään samassa tilassa ohjelmakehittäjän kanssa,
voi virhelista olla suullinen. Pienet virheet voidaan korjata heti löydettäessä.
Tällöin kirjoittaja voi myös selittää omaa ohjelmakoodiaan. Vaarana on kui-
tenkin se, että katselmoija ymmärtää ohjelmakoodin ainoastaan selityksen
jälkeen [Coh06, s. 29]. Koodiin voi jäädä luettavuusongelmia, jotka tekevät
ymmärtämisestä ylitsepääsemätöntä seuraavalle lukijalle. Erona pariohjel-
mointiin on myös se, että ohjelmakehittäjät työskentelevät yhteisesti vain
katselmoinnin ajan, joten koodin tarkastajalta kuluu joka kerta aikaa koodin
lukemiseen ja muutosten sisäistämiseen.
Olan yli tarkastuksetta tai pöytätestauksessa ei yleensä pidetä tarkasti
kirjaa prosessista tai löydetyistä virheistä. Ainoa todiste tarkastuksesta on
mahdollisesti palautettu virhelista. Lisäksi tarkastaja saattaa suorittaa kat-
selmoinnin liian myöhään tai estyä kokonaan. Olan yli tai etänä tapahtuva
tarkastus on kuitenkin alku kehittyvälle katselmointikulttuurille [Wie02, luku
3]. Sitä voidaan käyttää riskittömissä projekteissa ja tutustuttaessa katsel-
mointiin. Menetelmä toimii myös ohjaustapana, jossa kokenut ohjelmoija
antaa palautetta nuoremmalleen. Vaarana on, että nuorempi kokee, että vain
hänen työpanoksensa on tarkastettava kokeneemman toimesta.
Passaround
Passaroundissa (ei vakiintunutta suomennosta: engl. passaround, pass around)
useampi ihminen lukee ohjelmakoodin ja tarkastaa sen itsenäisesti. Katsel-
mointi suoritetaan ainoastaan etänä. Aiemmin ohjelmakoodi jaettiin kat-
selmoijille yleensä sähköpostin välityksellä, jonka vuoksi katselmointitavan
toinen nimi on email passing [Coh06, s. 30]. Kun katselmoijia on enemmän
kuin yksi, on oletettavaa, että ainakin osa tekee ja antaa palautteen ajoissa.
Etänä suoritettavassa katselmoinnissa osanottajille ei yleensä jaeta erilaisia
rooleja tai näkökulmia, jonka vuoksi virhelistat ja palautteet ovat osittain
päällekkäisiä. Yhteisten tapaamisten puuttuessa ohjelmakoodista saa myös
helpommin ristiriitaista palautetta, kun tarkastajien konsensus puuttuu.
Teoriassa sähköpostin välityksellä toimiva etäkatselmointi on laajennetta-
vissa. Kooditarkastuksessa pääosa ongelmista löydetään kehittäjien tutustues-
sa ohjelmakoodiin itsenäisesti, ei yhteisessä tapaamisessa. Lawrence Vottan
[Vot93] mukaan ainoastaan tapaamisessa löydetyt ongelmat kontribuoivat
vain noin 4% tarkastusprosessissa havaittujen virheiden kokonaismäärästä.
Passaround voisi siis olla tehokkuudessaan miltei kooditarkastusta vastaa-
va menetelmä, jos käytössä olisi roolijako, virheet dokumentoitaisiin tarkasti
ja koko prosessi suoritettaisiin muodollisen kooditarkastuksen järjestelmäl-
lisyyden tasolla. Yksi tapa helpottaa kirjanpitoa on erilaisen automaation
ja työvälineiden avulla. Esimerkiksi Ciscon jalostaman etäkatselmointiin pe-
rustuvaan kevyeen prosessiin voi tutustua kirjasta The best kept secrets of
code review [Coh06, luku 5]. Siinä Cohen ja kumppanit kuvailevat, kuinka
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menetelmällä on saavutettu hyviä ja toistettavia tuloksia.
Avoimen lähdekoodin katselmointi
Avoin lähdekoodi luottaa ohjelmiston laaduntarkkailussa massan voimaan.
Eric Raymond kirjoittaa Linus Torvaldsin todenneen "yksi löytää vian, ja
toinen ymmärtää sen"[Ray99]. Katselmoijia on potentiaalisesti suuri määrä,
joten virheet huomataan helpommin. Avoimen lähdekoodin projekteja on
runsaasti, ja ne ovat heterogeenisiä. Yksittäisten projektien katselmointi-
tavoista ei ole tehtävissä yleistyksiä. Menestyneen Apache HTTP-palvelin
-projektin käyttämät tarkasta-sitten-sitouta (engl. review-then-commit) ja
sitouta-sitten-tarkasta (engl. commit-then-review) [RGS08] ovat katselmoin-
titapoja, jotka ovat sittemmin levinneet osaksi useita avoimen lähdekoodin
projekteja.
Avoin lähdekoodi jaetaan tyypillisesti erilaisissa versionhallintajärjestel-
missä. Vaikka koodi on kenen tahansa luettavissa ja ladattavissa, projekteista
on pääosin vastuussa pieni ydinjoukko kehittäjiä. Ydinjoukkoon kuulumatto-
milla on rajatut osallistumismahdollisuudet. Kun ydinjoukkoon kuulumatto-
mien kontribuutioita tarkastetaan, käytetään tapaa tarkasta-sitten-sitouta.
Ydinjoukon ulkopuolinen henkilö voi ladata lähdekoodin ja laajentaa
tai muokata sitä. Kun hän haluaa koodinsa osaksi projektia, hän toimittaa
sen ydinjoukolle hyväksyttäväksi. Versionhallintajärjestelmissä tämä toimii
useimmiten tekemällä vetopyyntö (engl. pull request), joka automaattisesti
erittelee ja korostaa muokatut, lisätyt ja poistetut rivit. Ennen kuin koodi
liitetään osaksi projektia, on projektin vastuuhenkilöiden luettava, tarkastet-
tava ja hyväksyttävä koodi. Mikäli uudessa koodissa on virhe tai virheitä,
voi vetopyynnön hylätä palautteen kera.
Toisinpäin toimii sitouta-sitten-tarkasta. Sitä käytetään ydinjoukon te-
kemille muutoksille. Muutokset tehdään suoraan julkiseen lähdekoodiin il-
man hyväksymisvaihetta. Jokainen kehittäjien sitouttama muutos kirjautuu
versionhallinnassa erikseen, ja tarpeen vaatiessa koodi voidaan palauttaa
vanhaan tilaan. Ohjelmistokehittäjät liittävät muutoksiinsa aikarajan. Jos
muutoksista valitetaan ennen aikarajaa, palataan edelliseen versioon ja muu-
tokset korjataan. Aikaraja painostaa muita kehittäjiä tarkastamaan koodin
mahdollisimman nopeasti. Teoriassa valituksia voi tehdä myös ydinjoukon
ulkopuoliset henkilöt.
Potentiaalisesti avoimen lähdekoodin projekteissa on suuri määrä tarkas-
tajia, mutta Apache-projektissa mitattiin pieni aktiivinen joukko. Jokaisen
muutoksen tarkasti 2-3 henkilöä [RGS08]. Yhteensä tarkastajia on 10-20,
joka vastaa kehittäjien ydinjoukon kokoa. Apache-projektissa tarkastus suori-
tettiin myös verraten pian muutoksista - useimmiten muutokset hyväksyttiin
tai hylättiin vuorokauden sisällä.
Muokkausten ja muokkauksista johtuvien katselmointien lisäksi avoimen
lähdekoodin projekteissa esiintyy passiivista katselmointia. Kun ohjelmisto-
16
kehittäjä tutustuu avoimen lähdekoodin projektiin, hän yrittää ymmärtää
lähdekoodia. Lukiessa koodista saattaa paljastua virheitä tai parannettavaa,
vaikka se ei olisi ollut aktiviteetin tarkoitus. Vaikka lukija ei itse korjaisi on-
gelmia, mahdollistavat useimmat projektit virheiden ja parannusehdotusten
raportoimisen. Justin P. Johnsonin [Joh06] mukaan tämä on syy avoimen
lähdekoodin menestymiselle. Raportointi on tavanomaista, kun raportoijalta
ei itseltään vaadita ponnistelua vikojen korjaamiseksi.
Versionhallinnan yhteydessä käytettävien tarkasta-sitten-sitouta ja sitouta-
sitten-tarkasta esiteltiin tässä nimenomaan avoimen lähdekoodin periaattei-
na. Tavat ovat levinneet sittemmin myös eri yhtiöiden suljetun lähdekoodin
laaduntarkkailuun.
4 Tekniikoiden hyödyt ohjelmistotuotannossa
Seuraavaksi käsitellään koodikatselmoinnin vaikutuksia työntekoon ja työn
laatuun. Koodikatselmoinnin tekniikat eroavat runsaasti toisistaan, joten
yhdestä tekniikasta on harvoin saatavilla kaikkia lueteltavia hyötyjä. Joissa-
kin tapauksessa yhdellä tekniikalla voi olla positiivinen vaikutus, kun toinen
tekniikka vaikuttaa negatiivisesti. Hyötyjä listatessa yritetään täsmentää,
mikäli jollain tekniikalla on havaittu päinvastainen vaikutus. Pääosin tarkas-
tellaan kuitenkin nimenomaan katselmoinnin tuomia positiivisia vaikutuksia,
joilla prosessi voidaan oikeuttaa. Katselmointien eri muotojen työelämän
haasteiden ja negatiivisten vaikutusten laajempi käsittely jää aihepiirin ulko-
puolelle.
Suurin osa vaikutuksista raportoidaan kirjallisuudessa joko kaikkia katsel-
moinnin muotoja, kooditarkastusta tai pariohjelmointia koskien. Tutkimuksia
läpikäynneistä, olan yli tarkastuksesta ja passaroundista on suoritettu vähän
tai ei lainkaan, joten tarkkoja tuloksia ei niiden osalta ole. Coding Dojoa
taas ei mitata katselmointikäytäntönä, vaan harjoitusmenetelmänä, jonka
vuoksi sen hyödyt tulevat tarkemmin esille luvussa 5.2 ja luvussa 6.3.
Tekniikat käytettäviä ohjelmistotuotannon kaikissa vaiheissa
Katselmointeja voidaan käyttää missä tahansa vaiheessa ohjelmistotuotantoa
[MS04, s. 20]. Käytettävästä tekniikasta ja tavoitteista riippuen ohjelmistoa
voidaan tarkastaa silloin, kun yksittäinen osa-alue on valmis, koko ohjelmis-
to on valmis tai jopa kun lähdekoodi on vielä keskeneräinen. Esimerkiksi
pariohjelmointi tarkastaa kirjoitettavaa koodia jatkuvasti, jo silloin, kun
komentoa ei ole kirjoitettu loppuun. Pariohjelmoinnin etu on jatkuva, joka
hetki tapahtuva katselmointi [CW01]. Epämuodollisia tekniikoita voidaan
käyttää äkillisissä tai improvisoiduissa tilanteissa, kun tarvitaan apua virheen
paikallstamiseen tai pienten muutoksien oikeellisuuden varmistamiseen.
17
Virheet paikallistetaan aikaisemmin
Katselmoinnin käytettävyys ohjelmistotuotannon kaikissa vaiheissa johtaa
siihen, että sillä löytää virheitä aiemmin [MS04, SLS11]. Katselmointi voi
löytää eri tyyppisiä virheitä ennen kuin automatisoituja testejä on kirjoitettu
tai ohjelmakoodia on käännetty. Etu on sikäli osittain vanhentunut, että
esimerkiksi testivetoisessa ohjelmistokehityksessä testit kirjoitetaan ennen
ohjelmakoodia. Täten ohjelmakoodin kirjoittamisen jälkeen suoritettu ar-
viointi löytää virheet samaan aikaan kuin ohjelmakoodia testaavat testit.
Toisaalta pariohjelmoinnissa navigaattori voi noteerata isoimmat virheet jo
ohjelmakoodin kirjoituksessa, ennen kuin testejä ehditään ajamaan.
Kun virhe löydetään, se paikallistetaan suoraan, eikä vain virheestä syn-
tyvää oiretta. Katselmoinnissa lähdekoodia luetaan suoraan, joten virheen
tarkka rivimäärä ja sijainti rivillä tiedetään heti [Wie02, CW01]. Sen si-
jaan yksikkötesteissä syötteellä saatavaa tulosta verrataan tarkistustulokseen.
Virheellisessä toiminnassa ne eivät vastaa toisiaan. Tällöin virhe on siinä
osassa koodia, jota testi käyttää. Virhettä etsitään esimerkiksi 5-10 rivin
sisältä. Virheitä saatetaan myös huomata vasta ohjelman käytössä. Kun
asiakas ilmoittaa, ettei heidän tietojärjestelmänsä käynnisty, voi virhettä
joutua etsimään koko lähdekoodin alalta. Etsimiseen ja korjaamiseen kulu-
va aika moninkertaistuu, kun virhe havaitaan myöhään. Esimerkiksi Watts
Humphrey [Hum95, s. 235] mittasi, että opiskelijoilta kuluu yksikkötestauk-
sella havaitun virheen etsimiseen ja korjaamiseen kahdeksankertaisesti se
aika, jossa he korjasivat katselmoinnissa löytyneen virheen. Keskimäärin
katselmoinnissa löytyneiden virheiden korjaamiseen opiskelijat käyttivät vain
1-2 minuuttia. Jos virhe havaittaisiin ja korjattaisiin vasta lopputuotteesta,
korjaukseen kuluva aika on jo kymmeniä tunteja.
Havaitaan virheitä, joita automatisointi ei huomioi
Automatisoidut testit kirjoittaa ohjelmistokehittäjä. Ne ovat yhtä alttiita
virheille kuin muu lähdekoodi. Automaattiset testit testaavat muuta läh-
dekoodia, mutta automaattisia testejä ei testaa ohjelmakielen kääntäjää
lukuunottamatta mikään. Koodikatselmoinnissa on mahdollista tarkastaa
myös automaattisten testien koodi [Fag02]. Yksinkertaisellakin ohjelmalla
on useita suorituspolkuja ja tiloja, jolloin automatisoitu testaus ei kata kaik-
kia tapauksia. Tarkastaja saattaa paikallistaa myös sellaisia virheitä, joita
oikein toimivat testitkin jättävät huomioimatta - tai joita on hankala testa-
ta automaattisesti. Testit tekevät ohjelmistoon oletuksia sen oikeanlaisesta
toiminnasta. Oletukset ovat tiukasti kytköksissä ohjelmistosta esitettyihin
vaatimuksiin. Tarkastamalla testikoodin voi tarkistaa testien toimintaa myös
vaatimusmäärittelyyn verraten, jolloin varmistutaan, että testit eivät oleta
vääriä asioita.
Ohjelmointikielten kääntäjät huomaavat yleisimmät syntaksivirheet. Oh-
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jelmakoodille voi määrittää myös tyyliohjeita erilaisten staattisilla analysaat-
toreilla, esimerkiksi Java-ohjelmointikielelle Checkstylella [che14]. Checkstyle
huomioi muun muassa funktioiden pituuden, sisennyksen ja toisteisen koodin.
Kääntäjän tai staattisen analysaattorin käyttö voi kuitenkin olla vaikeaa
esimerkiksi tulkattavien ohjelmointikielten kohdalla. Syntaksivirheiden ja
tyylivirheiden tarkistus jättää myös huomioimatta koodin luettavuuden.
Katselmointi löytää myös luettavuusongelmat [IEE08]. Luettavuusongelmat
ilmenevät heti, kun ohjelmakoodin tarkastajalla on vaikeuksia ymmärtää
lukemaansa. Luettavuusongelmat saattavat kuitenkin jäädä huomioimatta
silloin, kun ohjelmakoodin kirjoittaja itse selittää tai läpikäy ohjelmakoodin.
Luettavuusongelma saatetaan sivuuttaa olettamalla, että omassa asiantunte-
muksessa on puutteita, jotka vaikeuttavat ymmärtämistä. Esimerkiksi koo-
ditarkastuksesta käytetään tästä syystä ohjelmakoodin kirjoittajan sijasta
erillistä lukijaa käymään ohjelmakoodi läpi tapaamisessa. Tällä varmistetaan,
että lukija kertoo omin sanoinsa ohjelmakoodin toiminnan sen sijaan, että
kirjoittaja kertoisi, mitä ohjelmakoodin on tarkoitus tehdä [Coh06, s. 29].
Virheitä havaitaan tehokkaasti
Katselmointia tehdään ensisijaisesti laadunvarmistukseksi, jonka tärkeimpiä
osia ovat virheiden havainnointi ja korjaaminen. Vaikka katselmoinnissa löy-
dettäisi erityyppisiä virheitä ja aikaisemmin kuin vaihtoehtoisilla menetelmil-
lä, ei eduista ole hyötyä, ellei havainnoinnin teho ole merkittävä. Seuraavassa
tekstissä on huomattava, että löydettyjen virheiden määrä suhteutetaan koko
tuotannon aikana löydettyjen virheiden määrään. Jos siis virheitä sanotaan
löydettäneen 10%, tarkoittaa tämä kymmentä prosenttia kaikkien tuotanto-
vaiheiden aikana löydetyistä virheistä. Kaikkien ohjelmointivirheiden määrä
on aina tuntematon [Dij72, s.6]. Testit havaitsevat virheiden olemassaolon,
mutta eivät niiden puuttumista. Virheiden kokonaismäärää on mahdoton-
ta laskea, kun "virheettömiin" ohjelmistoihinkin on saattanut jäädä useita
virheitä.
Faganin kooditarkistus on osoittautunut onnistuneeksi varsinkin 70- ja
80-luvulla matalan tason ohjelmointikielten yhteydessä. Alunperin Fagan
[Fag76] raportoi itse, että virheistä löydetään 82%. Myöhemmässä Faga-
nin raportoinnissa [Fag02] IBM löysi kooditarkastuksilla jopa 92 prosenttia
kaikista havaituista virheistä. Lisäksi IBM:n tuotantokoodiin jääneiden virhei-
den määrä tuhatta riviä kohti laski kaksi kolmasosaa. Muissa tutkimuksissa
löydettyjen virheiden määräksi ilmoitetaan 60-95%. Esimerkiksi Tom Gilb
[Gil96] kirjoitti vuonna 1996 virheistä löydettävän yli 70%, jos katselmointeja
tehdään järjestelmällisesti ja tehokkaasti.
Muissa katselmoinneissa virheiden raportointia ei tehdä yhtä laajasti,
joten samankaltaisia tarkkoja arvoja tai vertailua ei ole runsaasti saatavil-
la. Faganin alkuperäiskuvaus kooditarkastuksista raportoi vertailusta, jossa
samankaltainen lähdekoodi oli tuotettu kahdesti, kooditarkastuksen ja läpi-
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käynnin avulla. Lähdekoodista, jonka tuotossa käytettiin kooditarkastuksia,
löydettiin 38% vähemmän virheitä verrattuna lähdekoodiin, jota seurattiin
läpikäynneillä. Opiskelijoilla suoritetuissa tutkimuksissa [CW01] pariohjel-
mointi läpäisi noin 15 prosenttia enemmän kurssiohjaajan luomia testita-
pauksia kuin yksin ilman katselmointia ohjelmoineet. Utahin yliopistossa
samankaltaisessa testissä pariohjelmointi läpäisi 10-19% enemmän ohjaajan
testejä [WKCJ00].
Virheitä ennaltaehkäistään
Kooditarkastuksessa raportoidaan löydetyt virheet ja niiden esiintymisalueet
tarkasti. Lisätarkastuksia ja seurantoja järjestetään, kun virheitä tai muo-
kattavaa lähdekoodia on paljon. Kooditarkastuksen etuna on, että se löytää
ohjelmiston virhealttiit osat jo varhain [MS04]. Suuri määrä raportoituja
virheitä yhdessä osassa ohjelmaa merkitsee, että kyseinen osa vaatii erityistä
tarkkaavaisuutta. Suunnitteluun voi varata enemmän aikaa, ja ohjelmointiin
valita kokeneimmat ohjelmistokehittäjät.
Haivattujen virheiden prosentuaaliseen määrään vaikuttaa myös se, että
katselmointien jälkeen virheitä tehdään vähemmän. Tästä johtuen automaat-
tinen testaus ei katselmoinnin jälkeen saata löytää yhtä paljon virheitä kuin
se löytäisi ilman katselmointia. Keskusteluilla, suullisilla palautteilla ja vir-
heiden raportoinnilla on ennaltaehkäisevä vaikutus. Michael Fagan [Fag02]
raportoi pienen joukon tutkimuksen antaneen ymmärtää, että kooditarkastuk-
sista saatu kokemus on auttanut välttämään samoja virheitä jatkossa. Myös
Cohen ja kumppanit [Coh06, s.94] tukevat katselmoinnin ennaltaehkäisevää
vaikutusta. Kun virheitä kirjataan ylös, kehittäjät huomaavat kaavamaisia
ja toistuvia virheitä. Toistuvien virheiden korjaaminen koetaan ärsyttäväksi,
jolloin tietynlaisia virheitä pyritään tietoisesti välttämään.
Cohen ja kumppanit [Coh06, s. 92] ehdottavat selittäväksi tekijäksi myös
vertaisten aiheuttamaa sosiaalista painetta. Ohjelmistokehittäjistä tulee huo-
lellisimpia, jos oma työ saatetaan tarkastaa. Ohjelmistokehittäjät tiedostavat
alitajuisesti ohjelmakoodinsa olevan tarkkailun alla. Kukaan ei halua ol-
la tunnettu paljon virheitä tekevänä työntekijänä. Positiivinen huolellisuus
lisää kuitenkin Cohenin ja kumppanien mukaan ongelman: katselmoinnit
saatetaan kokea ahdistavana työntekijöiden tarkkailuna laadunvarmistuksen
sijaan.
Ohjelmiston kehitysaika lyhenee
Virheiden vähentyminen ja korjausten nopeutuminen vaikuttavat kehityk-
seen kuluvaan aikaan. Spillner ja kumppanit [SLS11, s. 80] väittävät, että
katselmoinnit suoraan lyhentävät kehitysaikaa. Lueteltujen hyötyjen vaiku-
tuksista tämä on pääteltävissä, vaikka tarkkoja mittauksia ja vertailuja koko
projektiin käytetyn ajan lyhentymisestä on vaikea suorittaa. Väitettä tukee
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myös se, että Fagan [Fag76] tutki kooditarkastuksien käytön vaikuttavan
ohjelmistokehittäjien tuottavuuden kasvavan merkittävästi. Tuottavuutta
mitattiin uudelleentehtävän työn määrällä, johon vaikuttaa ohjelmakoodiin
jääneiden virheiden korjaamiseen kuluva aika.
Pariohjelmointi vähentää työajan käyttöä työtä keskeyttäviin toimiin.
Parin kumpikaan osapuoli ei käytä työaikaansa yhtä helposti sähköposteihin,
internetin selaamiseen tai muihin ohjelmointia hidastaviin toimiin. Toisen
ihmisen läsnäolo ohjaa keskittymään ohjelmointiin [WK02]. Asiaa havainnol-
listaa Williamsin ja kumppanien [WKCJ00] tutkimus, jossa parit palauttivat
tehtävänsä täsmällisesti ja ajoissa. Osa kontrolliryhmästä, yksilöinä tehtävät
tehneistä, jätti tehtävät kokonaan palauttamatta tai palauttivat ne myöhässä.
Parit myönsivätkin tehneensä töitä ankarammin, sillä eivät halunneet pettää
parinsa luottamusta.
Pariohjelmoinnin käytössä on huomioitava, että ohjelmointiin kuluva on
laskettava kahdelta henkilöltä. Parin todelliset henkilötyötunnit saadaan ker-
tomalla kahdella. Pariohjelmointi kuluttaa siis enemmän resursseja kuin yksin
ohjelmointi. Williamsin ja kumppanien [WKCJ00] opiskelijoilla suorittaman
tutkimuksen mukaan parit käyttävät kuitenkin vain noin 15% henkilötyö-
tunteja yksin ohjelmoivia enemmän. Parit olivat usein 40 tai 50 prosenttia
nopeampia ratkaisemaan tehtäviä. Williams ja kumppanit korostavat samas-
sa tutkimuksessaan myös virheiden määrän eroa. Jos yksilöinä ohjelmoivat
vaadittaisiin korjaamaan ratkaisunsa yhtä laadukkaiksi kuin parien, hei-
dän henkilötyötuntimääränsä olisi ollut parien todellisia henkilötyötunteja
korkeampi.
Ohjelmakoodin rakenne paranee
Ohjelmakoodin selkeys ja rakenne eivät ole loppukäyttäjän kannalta merkityk-
sellisiä ominaisuuksia. Ne kiinnostavat ohjelmistokehittäjiä. Selkeys vaikuttaa
ohjelmakoodin ylläpidon ja jatkokehityksen helppouteen. Nykypäivän ohjel-
mistokehitykselle on oleellista myös mahdollisimman lyhyt time-to-market -
aika, joka kuluu tuotteen aloituksesta julkaisuun. Ketterien ohjelmistokehi-
tysmenetelmien yksi pääprinsiippi on "toimivan ohjelmiston toimittaminen
usein"[BBvB+01]. Ohjelmisto yritetään saada asiakkaan käyttöön mahdolli-
simman nopeasti, esimerkiksi sisältäen vain päätoiminnallisuuden. Pienem-
män prioriteetin ominaisuudet lisätään päivityksillä. Nykymaailman alati
päivitettävissä ohjelmistoissa koodin vaivaton muokattavuus on hyve.
Pariohjelmoinnin raportoidaan parantavan ohjelmiston sisäistä laatua
ja rakennetta merkittävästi. Cockburnin haastattelema johtohenkilö kertoi
pariohjelmoinneiden kirjoittaneen merkittävästi parempaa koodia kuin muut
työntekijät [CW01]. Lisäksi Cockburnin ja Williamsin seuraamat pariohjel-
moivat opiskelijat toteuttivat johdonmukaisesti saman toiminnallisuuden
lyhyemmin kuin yksin työskennelleet. He pitävät virheiden vähäisyyden lisäksi
ohjelmakoodin yksinkertaisuutta ja lyhyyttä indikaattorina ensiluokkaisesta
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laadusta. Pariohjelmoinnissa ja läpikäynnissä käytävien suunnittelukeskuste-
lujen hyötyä tukee myös Flor ja Hotchkins [FH91], joiden tutkimuksen mu-
kaan ideoiden vaihtaminen pienentää todennäköisyyttä jatkaa ohjelmakoodia
huonolla rakenteella.
Muokattavuuden mittarina voidaan pitää myös ohjelmakoodin luettavuut-
ta. Nosekin [Nos98] vertailussa pareittain toimivat ohjelmoijat kirjoittivat
myös parhaiten luettavaa ohjelmakoodia. Jokainen pari sai luettavuudesta
täydet pisteet. Yksi syy luettavuuden parantumiseen voi olla se, että koodi
on kirjoitettava heti niin, että vieressä istuva parikin ymmärtää sen.
Kehityksen kustannukset laskevat
Laaduntarkkailu ei ole ilmaista. Resursseja kuluu esimerkiksi katselmointi-
prosessiin sekä arvioiden tulosten analysointiin. Gilb [Gil96] esitti 90-luvulla
arvion, jonka mukaan kooditarkastus ja läpikäynnit vaativat jopa 10-15%
koko projektin resursseista. Kuten edellä mainittiin, pariohjelmointi käyttää
myös noin 15% enemmän henkilötyötunteja, kun sitä verrataan yksilöiden
tekemään ohjelmointiin.
Pariohjelmointi kuitenkin tuotti vastaavasti noin 15% vähemmän vikoja
tuotantokoodiin. Williams ja Cockburn laskevat jatkoartikkelissaan [CW01],
että yksilöiden jättämien ylimääräisten vikojen korjaamiseen myöhemmässä
laaduntarkkailussa kuluisi noin viisitoistakertaisesti se ylimääräinen kehity-
saika, jonka pariohjelmointi olisi vaatinut. Jos viat löydettäisiinkin vasta
asiakkaan toimesta, korjaamisessa kuluisi sama aika jopa kuusikymmentä-
kertaisesti. Esimerkiksi Boehm [Boe81, s. 40] arvioi ylläpitovaiheessa korjat-
tavan ongelman maksavan satakertaisesti sen, mitä se maksaa tuotannon
alkuvaiheeessa.
Ongelmanratkaisu helpottuu
Yhteistyö kehittäjien välillä mahdollistaa tietotaidon jakamisen ja ongelman-
ratkaisun helpottumisen. Kun kehittäjät antavat palautetta ja korjaavat toisi-
aan, esiintyy molemminpuolista oppimista [SLS11, s. 81]. Kehittäjät oppivat
toisiltaan uusia työtapoja. Hyödyt voivat olla pieniä, kuten pikakomento-
ja tai kehitysympäristön ominaisuuksia. Suurempia hyötyjä on käytettävän
ohjelmointikielen säännöt tai lähestymistavat eri ongelmiin. Cockburnin ja
Williamsin Utahissa käyttämällä websovellus-kurssilla opiskelijoista 84%
uskoivat parinsa jatkuvan läsnäolon vaikuttaneen positiivisesti oppimiseen.
Oppimiseen liittyy läheisesti työntekijöiden itsereflektointi. Palautetta
saadessaan ohjelmistokehittäjä voi itsearvioida toimintaansa ja ohjelmointi-
taitojaan [MS04, s. 39]. Vaikka tavoitteena ei olekaan arvioida työntekijöiden
kykyjä, on katselmoinneissa käytyjen keskustelujen ja palautteiden avulla
mahdollisuus havaita puutteita tai kehitystä toiminnassaan tai taidoissaan.
Tieto ei siirry katselmointien kohdalla ainoastaan yhteen suuntaan. Cohen
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ja kumppanit [Coh06, s. 94] kertovat omien kokemuksiensa perusteella, että
kokivat oppivansa yhtä paljon tai jopa enemmän palautteen antajina kuin vas-
taanottajina. Ohjelmistokehittäjät tuovat ohjelmakoodissa ja keskusteluissa
esille oivalluksiaan. Kehittäjien välinen keskustelu johtaa myös ongelman-
ratkaisun helpottumiseen. Useat arvostetut pariohjelmoivat toteavat, että
pariohjelmoinnin jälkeen yksin työskentely koetaan vaikeaksi. Väitettä tukee
myös opiskelijoilla teetetty kysely, jonka mukaan 74% opiskelijoista koki
selviytyvänsä kaikista ongelmista toistensa avulla [CW01].
Cohen ja kumppanit toteavat myös, että eivät koe välttämättä oppi-
neensa uutta paikallistaessaan tai korjatessaan virheitä. Suurimman osan
oppimistaan he kokivat saavuttavansa nimenomaan kehittäjien välisessä
keskustelussa [Coh06, s.93]. Suunnitteluratkaisuista neuvottelu paljasti ohjel-
mointitekniikoita, jotka siirtyivät tarkastajien käyttöön. Väite tukee osaltaan
kehittäjien yhteisen tapaamisen merkittävyyttä. Väitteen perusteella läpi-
käynti saa myös enemmän arvoa tiedonjakamisen keinona, vaikka sen tulokset
virheenhavainnoinnissa ovatkin vaihtelevia.
Katselmoinnissa koko ohjelmatuotetta koskeva tieto leviää ohjelmistoke-
hittäjien välillä. Ohjelmistokehittäjä altistuu lukemaan lähdekoodia, jonka
parissa hän ei itse työskentele. Fagan [Fag76] väittääkin, että kooditarkastuk-
sien käyttöönoton jälkeen työntekijöillä oli parempi kokonaiskuva projektista.
Hänen mukaansa tämä kokonaiskuva vaikuttaa tuotteliaisuuteen kehityksen
jatkuessa, koska sillä vältetään uuden ohjelmakoodin yhteensopivusongelmia.
Tuotetietoisuus on etu myös työntekijöiden vaihtuvuuden kannalta. Mi-
käli yhtiöstä poistuu yhdestä osasta vastannut työntekijä, on katselmointien
ansiosta tilalle yksinkertaisempaa löytää korvaaja kuin tilanteessa, jossa oh-
jelmakoodi on tuotettu eristyksissä muista työntekijöistä. Pariohjelmointi
tähtää kokonaiskuvan tiedostamiseen erityisesti parinvaihdon avulla. Jokai-
sella on ohjelmistosta omaa asiantuntijuutta, jota jaetaan parille. Pariohjel-
mointiin yhdistetään myös usein koodin yhteisomistajuus (engl. collective
ownership) [BA04, luku 10]. Yhteisomistajuuden tavoitteena on, että jokai-
nen työntekijä on vastuussa kaikesta ohjelmakoodista. Jokaisella työntekijällä
on myös tarvittaessa oikeus muokata mitä tahansa ohjelmakoodin osaa.
Työntekijät kokevat yhteenkuuluvuutta ja ovat tyytyväisempiä
Opiskelijat suosivat pariohjelmointiin kuluvaa ylimääräistä työaikaa. Cock-
burnin ja Williamsin [CW01] tutkimat opiskelijat halusivat jatkaa parityös-
kentelyä, vaikka pitivätkin aluksi epäreiluna sitä, että parille annettiin rat-
kaistavaksi kaksi tehtävää yhden sijaan. Myös useat arvostetut ohjelmoijat
suosivat pariohjelmointia päivittäisenä ohjelmointityylinään [Con01, BA04].
Internet-kyselyssä jopa 96% vastanneista pariohjelmoijista ovat vastanneet
nauttivansa työstä enemmän kuin yksin ohjelmoidessaan [WKCJ00].
Haaste on saada työntekijät käyttämään katselmointimuotoja. Negatiivi-
nen ennakkosuhtautuminen varsinkin pariohjelmointiin on tyypillistä. Toi-
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sen ihmisen jatkuva läsnöolo koetaan hidastavaksi tai häiritseväksi [CW01].
Useat lähteet [WK02, BA04] antavatkin neuvoja, miten suostutella ihmiset
kokeilemaan pariohjelmointia. Tyytyväisyys ei välttämättä koske esimerkiksi
kooditarkastuksia. Cockburnin ja Williamsin [CW01] mukaan tarkastukset
koetaan epämielekkäiksi. He epäilevät sen olevan osasyy siihen, että Philip
Johnsonin [Joh98] USENET-tutkimuksen mukaan 80% tutkimukseen osal-
listuneista 90 vastaajasta ei harjoittanut kooditarkastuksia tai tekivät niitä
epäsäännöllisesti.
Yhtenä osana tyytyväisyyttä voidaan laskea työntekijöiden yhteenkuu-
luvuus eli joukkuehenki. Työntekijöiden välille syntyy usein positiivisen
kilpailullinen ilmapiiri [MS04, s. 38]. Omia taitoja halutaan näyttää toisil-
le. Liiallista kilpailua tulee kuitenkin välttää, ja esimerkiksi Coding dojos-
sa koetaan haasteeksi, jos ihmiset kilpailevat toistensa kanssa [HHLV13].
Pariohjelmointia pidetään hyvänä tapana rakentaa työntekijöiden yhteen-
kuuluvuutta. Cockburnin [CW01] haastatteluiden kohteet ovat käyttäneet
pariohjelmointia luodessaan parempaa työilmapiiriä. Yksi haastateltava ku-
vaili, kuinka hänen saapuessaan tiimiin työntekijät eivät kommunikoineet
eivätkä välttämättä edes pitäneet toisistaan. Kun työntekijöiltä vaadittiin
jatkuvaa pariohjelmointia, ryhmän jäsenet oppivat viikossa luottamaan ja
nauttimaan toistensa seurasta.
5 Katselmointikokeilut maailman korkeakouluissa
Opiskelijat altistuvat perinteisesti yksin opiskellessaan lähinnä omalle ohjel-
makoodillensa. He kokevat katselmoinnista ainoastaan yhden puolen, kun
kurssihenkilökunta tarkastaa ja antaa palautetta [Zel00]. Mikäli tarkastus
on automatisoitu, koodista ei välttämättä saa lainkaan palautetta testien tu-
lostusta lukuunottamatta. Tällöin opiskelijan ainoaksi kosketukseksi muiden
ohjelmakoodiin jäävät mahdolliset mallivastaukset. Mallivastaukset pyrki-
vät esittämään mahdollisimman helposti ymmärrettävän ja virheettömän
vastauksen. Tämä ei kuitenkaan heijasta reaalimaailmaa. Ohjelmointiongel-
miin on useita ratkaisutapoja. Luettavuus saattaa kärsiä tehokkuutta tai
laajennettavuutta optimoitaessa. Opiskelijalle voi jäädä virheellinen käsitys
malliratkaisusta ainoana mahdollisena ratkaisuna.
Yksi motivaatio katselmointien opetuskäyttöön on saada opiskelijat mu-
kavuusalueen ulkopuolelle luetuttamalla epäoptimaalisia ratkaisuja [Zel00].
Silloin saatetaan ensi kertaa kokea, mitä tarkoittaa, kun ohjelmakoodia ei
pysty lukemaan tai ymmärtämään. Opiskelijat pohtivat aktiivisesti, mitä
on hyvä ohjelmakoodi. Katselmoidessa opiskelijat lukevat toistensa kehitty-
vää ohjelmakoodia, jossa on usein parannettavaa ohjelmointitaitojen vasta
karttuessa.
Koodinlukemisen taidon lisäksi opetuksessa toissijaisiksi jäävät kommuni-
koinnin ja tiimityöskentelyn taidot. Vaikka suurin osa ohjelmointikehityksestä
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tehdään ryhmätyönä, ohjelmoinnin opetuksessa pari- ja ryhmätyöskentelyyn
siirrytään usein vasta toisena tai kolmantena opiskeluvuotena. Ennen sitä ryh-
mätyöskentelyä tai tehtävistä keskustelemista saatetaan pitää huijaamisena
[NWF+03].
Karen Anewaltin [Ane05] motivaatio katselmoinnille ovat kommunikaa-
tion, kriittisen ajattelun ja tiimityöskentelyn taitojen kehitys. Ne lasketaan
niin kutsutuiksi pehmeiksi taidoiksi (engl. soft skills). Opiskelijan täytyy
oppia vastaanottamaan ja antamaan kritiikkiä. Ohjelmoinnin termistö on
hallittava, jotta kritiikin antaja tulee ymmärretyksi. Lisäksi osa katselmoin-
titavoista tarjoavat kehitystä tiimityöskentelytaidoille. Yksi tällainen taito
on useista eriävistä mielipiteistä saavutettava konsensus.
Opiskelijat tutustutetaan ohjelmistokehityksen ammattilaisten yhteistyön
ja koodinluvun käytäntöihin simuloimalla reaalimaailman katselmointityyle-
jä. Katselmointi mallintaa ohjelmistokehityksen ammattilaisten arkea. Tässä
luvussa kuvaillaan kirjallisuuden pohjalta, miten maailman yliopistoissa on
liitetty eri katselmointitekniikoita osaksi ohjelmoinnin opetusta. Tutkimusten
huomio on pääosin tekniikoiden vaikutuksissa opiskelijoiden kurssiarvosa-
noihin ja kurssien läpäisyyn. Tuloksia pyritään raportoimaan myös niiltä
osin, kun niitä on saavutettu pehmeiden taitojen osalta. Tuloksissa esiintyy
osin toisintoa edellisen luvun työelämän hyötyihin, mikä vahvistaa kyseisten
tulosten luotettavuutta.
5.1 Pedagoginen koodikatselmointi ja etäkatselmoinnit
Christopher Hundhausen ja kumppanit [HAFT09] ovat lanseeranneet yh-
den opetuksessa käytettävän koodikatselmointitavan, jonka he nimesivät
pedagogiseksi koodikatselmoinniksi (engl. pedagogical code review). Lähtö-
kohdakseen Hundhausen ja kumppanit ovat ottaneet luvussa 3 kuvaillun
kooditarkastuksen, jota muovattiin oppimistarkoituksiin. Katselmointitapaa
on tutkittu ja käytetty Washington State Universityssä Yhdysvalloissa, missä
se otettiin osaksi opiskelijoiden ensimmäisiä ohjelmoinnin peruskursseja.
Pedagogisessa koodikatselmoinnissa hyödynnetään kooditarkastuksesta
ainoastaan ohjelmistokehittäjen yhteinen tapaaminen, jossa ohjelmakoodi
käydään läpi. Kooditarkastusprosessia suunnittelevaan tapaamiseen ei ole
tarvetta - alustavat toimet ja opiskelijoiden ryhmäjaon hoitaa kurssihenkilö-
kunta. Pedagoginen koodikatselmointi karsii muut kooditarkastuksen osat
osin kurssien aikarajoitteiden vuoksi. Tämän vuoksi opiskelijoiden tapaami-
nen on kestoltaan 30 minuuttia tyypillisen noin kahden tunnin kooditarkas-
tustapaamisen sijaan.
Pelkkä tapaamisien hyödyntäminen kooditarkastuksista on osin risti-
riidassa kooditarkastuksen hyötyihin nähden. Esimerkiksi Lawrence Votta
[Vot93] piti tapaamista kooditarkastuksen tarpeettomimpana osana, sillä
se kontribuoi virheiden havainnointiin vähiten. Toisaalta samalla huomau-
tettiin, että ilman tapaamista kehittäjiltä puuttuu psyykkinen stimulaatio
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keskustelulle ja oivalluksille. Hundhausenin ja kumppanien pääasiallinen ta-
voite ei olekaan virheiden etsintä, vaan tavoitteena on tarjota opiskelijoille
mahdollisuus syvälliselle keskustelulle ja kritiikille. Toiveena on rakentaa
uusien opiskelijoiden välille yhteisöllisyyttä. Tästä johtuen kooditarkastuk-
sen sosiaalisimman osan hyödyntäminen on oikeutettua, vaikka se ei tue
kooditarkastusten tehokasta virheiden havainnointia.
Opiskelijat eivät tutustu tarkastettavaan koodiin ennalta. Tapaamiseen
he saapuvat ratkaisujensa kanssa. Kurssin luennoitsija tai muu palkattu
henkilökunta toimii tapaamiseen moderaattorina. Opiskelijat jaetaan koodi-
tarkastukselle ominaisesti rooleihin. Yhdestä tulee ohjelmakoodin lukija, ja
yksi toimii kirjanpitäjänä. Loput tarkastavat ohjelmakoodia heille jaetusta
yksilöllisestä näkökulmasta. Apuna toimii tarkastuslistat, jotka luettelevat
virheiden kategorioita ja yleisimpiä virheitä. Moderaattori pitää keskustelun
sujuvana ja samalla valvoo, että jokainen pysyy roolissaan.
Tapaamisessa käydyn keskustelun ja vertaispalautteen pohjalta opiskeli-
jat ovat oikeutettuja tekemään muutoksia ohjelmakoodiinsa ennen arvostelua.
Toiseen palautukseen on liitettävä tapaamisessa luotu tarkastuslogi, jonka
pohjalta muutokset on tehty. Näin kurssihenkilökunnan työmäärä ei kas-
va sillä, että tehtävät pitäisi tarkastaa kahteen kertaan, ennen ja jälkeen
katselmoinnin.
Tulokset pedagogisen koodikatselmoinnin hyödystä ovat osin epäselviä,
joskin pääasiassa positiivisia. Hundhausen ja kumppanit alkuperäisessä tutki-
muksessa [HAFT09], jossa havainnoitiin vaikutuksia ja opiskelijoiden asentei-
ta, sai tutkimustietoa vain 11 henkilön osallistumisesta. Heidän tapaamisensa
kehittyivät asteittain yksinkertaisesta virheiden havainnoinnin harjoittelusta
laajempien suunnittelukysymysten käsittelyksi.
Kurssin aikana tapaamisiin osallistuvien virheiden määrä laski. Samalla
myös virheiden tyypit kokivat muutoksia. Kun ensimmäisessä tapaamisessa
löydettiin paljon yhden tyylisiä virheitä, vähenivät ne seuraavissa tehtävissä.
Opiskelijat oppivat ennaltaehkäisevästi välttämään samojen virheiden toista-
mista. Samalla virheiden kokonaismäärä laski. Havainto vahvistaa virheiden
ennaltaehkäisyvyyden kooditarkastuksen hyötynä.
Samalla kokeilu sai aikaan toivottua merkityksellistä keskustelua ja yhtei-
söllisyyttä. Hundhausen ja kumppanit arvioivat tapaamisissa käydyn keskus-
telun hyödylliseksi subjektiivisesti. Objektiivista näyttöä ei ole, sillä käytyä
keskustelua ja palautetta ei tallennettu eikä arvioitu hyödyllisyyden kan-
nalta. Yhteisöllisyys näkyi siten, että osallistujat kertoivat inspiroituneensa
toimimaan yhdessä ja hakemaan apua useammin myös kanssaopiskelijoiltaan.
Hundhausenin ja kumppanien jatkotutkimus [HAFT10] laajensi tutki-
muksen useammalle peruskurssille, jotka olivat osallistujamäärältään reilusti
kookkaampia. Tutkimuksen tavoite oli verrata, parantaako pedagoginen koo-
dikatselmointi opiskelijoiden suoriutumista ja oppimista. Ensimmäinen kurssi
toimi kontrolliryhmänä. Se järjestettiin perinteisellä tavalla ilman katsel-
mointeja. Tämän jälkeen sama kurssi järjestettiin katselmointeja käyttäen.
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Molempiin osallistui noin 90 opiskelijaa.
Jatkotutkimuksessa ei onnistuttu löytämään näyttöä sille, että pedagogi-
nen koodikatselmointi parantaisi oppimista. Oppimisen kasvua havainnointiin
ohjelmointitietämystä mittaavalla testillä kurssien ensimmäisillä ja viimei-
sillä viikolla. Ohjelmointitietämyksen kasvussa kurssien aikana ei havaittu
merkittävää eroa kontrolli- ja katselmointikurssin välillä.
Näyttöä löydettiin kuitenkin sille, että katselmointiin osallistuminen vai-
kutti positiivisesti opiskelijoiden näkemykseen omasta oppimisestaan. Opiske-
lijat olivat yhdenmukaisesti sitä mieltä, että he saivat hyödyllistä palautetta
vertaisiltaan. Jopa 81% koki, että toisten ohjelmien tarkastaminen auttoi
omaa oppimista. Samalla Hundhausen ja kumppanit saivat varmistuksen
yhteisöllisyyden kehittymiselle - katselmointiin osallistuneet sanoivat ko-
keneensa yhtenäisyyttä muihin kurssin opiskelijoihin ja olisivat valmiita
työskentelemään yhdessä myös jatkossa.
Etäkatselmoinnit sähköisillä työkaluilla
Opiskelijoiden yhteisen tapaaminen järjestäminen tuottaa haasteita. Kurs-
seille on allokoitu vain rajallisesti aikaa. Kontaktiopetusta laatiessa on huo-
mioitava päällekkäiset kurssit ja riittävän isot aikaikkunat, jotta kaikki
osallistujat pääsevät paikalle. Haasteita tuovat myös logistiset ongelmat, kun
ohjelmakoodia levitetään muille osanottajille.
Ratkaisuna Hundhausen ja kumppanit [HAR10] jatkokehittivät internet-
ympäristön, Online Studio-Based Learning Environment’in (OSBLE), joka
mahdollistaa katselmointien suorituksen etänä. OSBLE otettiin kunnolla
käyttöön 2009 keväällä. Online-versio muistuttaa tekniikoista passaroundia -
jokainen lukee ja arvioi toisten koodia täysin itsenäisesti. Vuorovaikutusta
opiskelijoiden välillä ei katselmoinnin aikana ole, sillä muiden arviot näkee
vasta palautettuaan omansa.
OSBLEssa opiskelijat pääsevät arvioimaan muiden työtä, kun ovat toimit-
taneet järjestelmään ensin oman tehtäväratkaisunsa. Muiden ratkaisuja pii-
lotellaan, jotta ratkaisuja ei kopioisi kanssaopiskelijalta. Samalla menetetään
mahdollisuus tarkastaa keskeneräisiä vastauksia. Ympäristö mahdollistaa
useita tapoja määrätä sen, kuka lukee kenenkin koodia. Kuten pedagogisessa
koodikatselmoinnissa, opiskelijat pystyvät korjaamaan ja uudelleenlähettä-
mään ratkaisujaan saatuaan palautetta. Lisäksi opiskelijat määrittelevät,
mitkä saaduista palautteista he kokivat hyödyllisiksi, ja mitkä vaikuttivat
korjauksiin.
Internet-työkalua vertailtiin alkuperäiseen tapaamisia käyttäneeseen me-
netelmään [HAT11]. Tulokset tukevat osittain opiskelijoiden yhteistä läsnä-
oloa. Tapaamisessa käyneet olivat innostuneempia ja heillä oli tilastollisesti
korkeampi minäpystyvyyden tunne kuin etänä arvioinnit tehneillä. Lähikon-
takti muiden opiskelijoiden kanssa vaikutti siis positiivisesti siihen, miten
opiskelijat uskoivat omiin ohjelmointikykyihinsä. Samalla lähikontaktissa
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olevat opiskelijat kokivat enemmän vertaisoppimista.
Etänä ja läsnä löydettyjen virheiden kategoriat vaihtelivat. Etäkatselmoin-
neissa kiinnitettiin huomiota erityisesti ohjelmakoodin tyyliin ja dokumen-
taatioon. Läsnäollessa taas tarkasteltiin muuttujien käyttöä ja virheellisten
ohjelmatilojen välttämistä. Erilainen huomioiden kohde selittynee sillä, että
OSBLEssa ei ollut keskustelujen valvontaa. Tapaamisissa moderaattorit saat-
toivat ohjata keskustelun suuntaa tai antaa oman näkemyksensä. Internetin
välityksellä katselmoinnin tehneet toivoivatkin, että valvonta olisi järjestetty.
Hundhausen ja kumppanit eivät ole ainoita, jotka ovat luoneet interne-
tissä toimivan katselmointityövälineen opiskelijoille. Vastaavia ympäristöjä
on monia. Yksi näistä on Andreas Zellerin [Zel00] esittelemä Praktomat.
Praktomat oli käytössä Saksassa vuonna 2000, eli noin kymmenen vuotta
OSBLEa aiemmin.
Praktomat on hyvin samankaltainen järjestelmä kuin OSBLE. Kuten
OSBLEssa, opiskelijat lähettävät järjestelmään omia ratkaisujaan ennalta-
määriteltyihin tehtäviin. Ennen palautuksen hyväksyntää palvelin kääntää
palautuksen ja ajaa automaattiset testit. Testien laajuutta tai niiden antaman
palautteen tyyppiä ei tarkemmin määritellä. Kun palautus on onnistunut,
opiskelija pääsee lukemaan ja arvioimaan muiden ratkaisuja.
Zeller perustelee, että vilpin vähentämiseksi osa tehtävistä on automa-
tisoidusti yksilöityjä - jokainen opiskelija tekee hieman muokatun version
geneerisestä tehtäväpohjasta. Katselmoinnit jaetaan siten, että järjestelmä
parittaa kaksi mahdollisimman kaukana toisistaan olevan ohjelmakoodin
kirjoittajaa. Tapaa on vaikea ymmärtää, sillä muiden ratkaisut näkee vasta
palautettuaan omansa. Jos opiskelija on valmis jakamaan ratkaisuaan muille,
miksei hän olisi valmis ratkaisemaan kanssaopiskelijan hienoisesti muokattua
versiota tehtävästä?
Praktomatin ero OSBLEen on katselmointipalautteiden anto. Katsel-
mointipalautteet annetaan sokkoarvioina, eli arvioinnin kohteet pysyvät
anonyymeinä. Järjestelmä suosii käyttäjiä, jotka ovat antaneet paljon palau-
tetta, mutta eivät ole saaneet sitä itse juurikaan. Praktomatissa opiskelijan
pisteisiin vaikuttaa ainostaan viimeisin ratkaisu. Kurssihenkilökunta ei näe
opiskelijan saamia vertaisarviointeja ennen kuin tehtävä on pisteytetty.
Zeller ei tehnyt vertailua Praktomatia käyttävän ja perinteisen kurssin vä-
lillä. Hän kuitenkin tutki opiskelijoiden käytöstä järjestelmässä. Hundhausen
raportoi omassa järjestelmässään opiskelijoiden innostumisen laskua, joten
Zellerin tuloksissa yllättää opiskelijoilta saatu suosio. Noin 70% opiskelijoista
teki vähintään yhden vertaisarvion, mutta keskimäärin arvioita tehtiin kolme
opiskelijaa kohden. Suosion vuoksi opiskelijat kritisoivat saaneensa enemmän
palautetta vertaisiltaan kuin kurssiohjaajilta. Opiskelijoiden negatiivisesta
näkemyksestä huolimatta tuloksen voi mieltää positiivisena.
Käyttäytymisen lisäksi tutkittiin myös opiskelijoiden asennoitumista jär-
jestelmän käyttöönottoa kohtaan. Noin 60% kurssille osallistuneista piti
katselmointien tekoa erittäin positiivisena ja miltei 80% vähintään hieman
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positiivisena. Palautteen saaminen koettiin samaan tapaan erittäin positiivise-
na. Palautteen saannin hyödyllisyys näkyi tehtävien arvosanoissa: vähintään
yhden palautteen saajat saivat parempia arvosanoja kuin palautteettomat.
Lisäksi suurempi määrä saatuja palautteita oli yhteydessä korkeampiin arvo-
sanoihin.
5.2 Coding dojot São Paulon yliopistossa
Coding dojoja on järjestetty São Paulon yliopistossa Brasiliassa vuodesta
2007 [SCB08]. Dojot eivät ole olleet osa mitään yliopiston kurssia, vaan
ne ovat vapaaehtoista viikottaista aktiviteettia. Dojoja järjestetään yhteis-
työssä Thoughtworks-yhtiön kanssa. Lähteet eivät mainitse, onko dojoihin
osallistumisesta myönnetty opiskelijoille palkkioita, kuten ylimääräisiä opin-
tosuorituksia.
Dojoja käytetään São Paulossa ketterien ohjelmistotuotantomenetelmien
opettamiseen. Kohteena ovat ohjelmiston rakentaminen pienissä askeleissa,
testilähtöinen ohjelmistokehitys, pariohjelmointi sekä versionhallinta. Dojot
ovat olleet pääasiassa randori katoja, joissa osallistujat ratkaisevat valitun
ohjelmointitehtävän yhdessä. Tilaisuudet vaativat yhden vetäjän. Aluksi
ratkaistava tehtävä valitaan ennaltamääritetyistä vaihtoehdoista. Ongelmasta
keskustellaan noin 10-20 minuuttia, minkä jälkeen ohjelmointiin käytetään
yhdestä kahteen tuntia. Sopiva yhden parin aikaikkuna selvisi järjestäjille
kokeilemalla. Ajaksi on vakiintunut 7 minuuttia, jonka jälkeen parinkierto
tapahtuu kuten luvussa 3.4 on kuvailtu. Ohjelmoinnin päätteeksi pidetään
lyhyt jälkitarkastelu.
Dojot keräsivät suosiota nopeasti. Osanottajille järjestettiin kyselyitä,
joissa selvitettiin opiskelijoiden mielipideitä. Kyselyiden tuloksia esitetään
artikkelissa Coding dojo: the social method to teach Test Driven Development
[dLN11]. Kirjoittajat huomauttavat, että artikkelissa esitetty tutkimus ei ole
vielä loppunut, ja tulokset ovat vain alustavia. Ensimmäiseen kysely keräsi
vastauksia 64 kappaletta. Kyselyyn vastanneet osallistujat olivat osallistuneet
pääosin alle kymmeneen tapaamiseen. Jopa 30% osallistujista oli kuitenkin
käynyt yli kymmenessä dojo-tilaisuudessa. Vastanneiden tarkka osallistumis-
ten määrä puuttui - artikkelista ei ole selvitettävissä, kuinka moni vastaaja
osallistui dojoon vain kerran.
Vastaajien kokemukset ovat olleet pääasiassa positiivisia. Opiskelijoista
67% koki vahvasti, että vetäjän pakottama tapa ohjelmoida pieniä askeleita
helpottaa asteittaisen ratkaisun syntymistä. Lisäksi 58% vastanneista ko-
ki, että dojo ei tee testivetoisen ohjelmistokehityksen opettelusta vaikeaa.
Osallistuminen on osaltaan kumonnut stereotypistä käsitystä siitä, että pa-
riohjelmointi olisi erityisen aikaavievää. Suurin osa tyrmää väitteen, että
pariohjelmointi hidastaisi edistymistä. Samalla pariohjelmoinnin koettiin
tasaavan osallistujien taitoeroja.
Myös São Paulon yliopiston Bravo ja Goldman [BG10] teettivät kyselyn,
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jossa mitattiin dojojen hyötyjä. Kysely oli avoin, joten kaikkien 91 vastan-
neen ei voida varmasti väittää olevan opiskelijoita. Suurin osa vastauksista on
brasilialaisilta. Tästä on pääteltävissä, että vastauksista moni olisi São Pau-
lon yliopiston dojoihin osallistuneilta. Kyselyissä on mitattu osallistumisten
määrää, osallistujien esitietoja sekä heidän oppimiskokemustaan. Lyhyestä
tulosten esittelystä on pääteltävissä, että pääosin vastaajat kokevat oppi-
neensa paljon tai kohtalaisesti käytetyistä ohjelmistokehitysmenetelmistä.
Vähimmälle huomiolle dojoissa jää versionhallinta. Bravo ja Goldman vetä-
vät tuloksistaan johtopäätöksen, että mitä vähemmän menetelmistä tietää
etukäteen, sen enemmän dojoista oppii. Lisäksi useammin dojoissa käyneet
oppisivat enemmän.
São Paulon coding dojojen osanottajista on havainnoitu myös yksittäisiä
henkilöitä, jotka ovat hyödyntäneet oppimaansa reilusti. Useat osallistujat
ovat alkaneet suosia testilähtöistä ohjelmistokehitystä. Sato ja kumppanit
[SCB08] huomioivat yhden opiskelijan, joka on sittemmin käyttänyt testi-
lähtöistä ohjelmistokehitystä miltei jokaisessa projektissaan. He kuvailevat
opiskelijan ylittävän muut esimerkiksi eri tilanteisiin parhaiten sopivien
yksikkötestien kirjoittamisessa.
Täysin ongelmattomia coding dojot eivät ole São Paulossa olleet. Sa-
to ja kumppanit [SCB08] panevat merkille ongelmia, joita on sittemmin
pyritty välttämään. Yksi niistä on osanottajien määrä. Yli 20 osallistujan
dojot ovat olleet haastavia. Yleisöä on vaikea pitää hiljaisena. Ongelmaa
on osin epäilty kulttuurisidonnaiseksi. Ratkaisuna on nähty osanottajien
määrän rajoittaminen sekä lyhyet aikarajat parinvaihdossa intensiivisyyden
ylläpitämiseksi.
Lisäksi algoritmiset ongelmat on koettu hankaliksi tehtävävalinnoiksi.
Algoritmien asteittainen ohjelmoiminen on koettu vaikeaksi varsinkin, mikäli
algoritmi ei ole entuudestaan tuttu. Ongelman pohdintaan käytettävä aika on
pitkittynyt, jolloin ohjelmointiin jää vähemmän aikaa. Puutteeksi on koettu
myös dojojen yksipuolisuus - tapaamiset ovat olleet pääosin randori katoja,
sillä muunlaisiin dojoihin on vaikea löytää valmistautuneita vetäjiä.
Ratkaisuja ongelmiin on osin saavutettu tilaisuuksien lopuksi pidettyjen
jälkitarkasteluiden avulla. Sato ja kumppanit mainitsevat, että kun suurim-
mat järjestelyongelmat saatiin ratkaistua, retrospektiivien kommentit moni-
puolistuivat. Keskustelua syntyy siitä, miten estää asioita, joiden koettiin
haittaavan oppimista ja tilaisuuksien ilmapiiriä.
São Paulosta raportoinnin lisäksi Luz ja Neto [dLN11] mainitsevat haas-
tatelleensa Elizabeth Leddya, joka opettaa ohjelmointia Yhdysvalloissa käyt-
täen coding dojoja kursseillaan. Perinteiset luennot ja dojot järjestetään
vuoroviikoin. Haastattelussa Leddy on kuvaillut, että dojojen avulla oppimi-
sen ehtoja ja tahtia hallitsee se opiskelijapari, joka kulloinkin on koneella.
Leddy on myös kokenut dojojen lisänneen opiskelijoiden alttiutta osallistua
opetukseen kysyen ja keskustellen. Tätä tutkielmaa varten ei kuitenkaan löy-
tynyt muita Leddyn dojoja käsitteleviä artikkeleita, eikä Leddyä tavoitettu
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kuvaamaan kurssejaan tarkemmin.
5.3 Pariohjelmointi ohjelmoinnin peruskursseilla
Pariohjelmointi on muoto, jossa katselmointia esiintyy tiiveimmin. Kun
opiskelijat toimivat alituisesti pareittain, myös pehmeitä taitoja harjoitetaan
jatkuvasti. Yliopistojen tietotekniset laitokset tekevät enenevissä määrin
pariohjelmointia koskevia kokeiluja. Tämä näkyy pariohjelmoinnin osana
opetusta raportoivien lähteiden määrässä. Lähdemateriaalin monipuolisuuden
vuoksi pariohjelmointi saa tässä laajimman huomion käsiteltäessä Helsingin
yliopiston ulkopuolista katselmointien opetuskäyttöä.
Pariohjelmoinnin käyttöä raportoidaan erityisesti Yhdysvalloista. Kalifor-
nian [MWBF02, MWBF03] ja Pohjois-Carolinan [NWF+03] yliopistot ovat
ottaneet pariohjelmoinnin osaksi pääasiassa ohjelmoinnin perusteita ope-
tettaessa ensimmäisen vuosikurssin opiskelijoille. Molemmat yliopistot ovat
päätyneet kurssijärjestelyyn, johon sisältyy kaksi luentoa ja laboratoriotuokio
viikottain. Laboratoriot ovat pakollisia 1,5-3 tuntia kestäviä läsnäoloja, joilla
opiskelijat saapuvat tietokoneluokkaan ratkaisemaan pariohjelmoiden yhden
ison ohjelmointitehtävän. Paikalla on ohjaajia, jotka auttavat ja tarkkailevat
osallistujia.
Laboratoriossa ohjelmoitavia tehtäviä on Kalifornian ja Coloradon yli-
opistojen kursseilla ilmoitettu olevan viidestä kuuteen. Ne ovat tehtäviä,
jotka arvioidaan ja jotka vaikuttavat arvosanaan. Niiden lisäksi osa lähteistä
mainitsee muista kurssilla suoritettavista harjoitustehtävistä. Lähteissä ei
kuitenkaan selvennetä, tekevätkö opiskelijat laboratorioiden ulkopuoliset har-
joitukset yksilötyönä vai pareittain. Myös tehtävien määrä on vaihteleva. Ne
saattavat kattaa puolet kokonaisharjoituksista [MWBF03] tai ne kuvataan
vain muuna harjoituksena [NWF+03].
Ohjenuorat pariohjelmointikursseille
Pariohjelmoinnin käyttöönotto tuo vaatimuksia kurssien ylläpitoon. Pariohjel-
moinnin kokeilun suosion vuoksi Bevan ja kumppanit [BWM02] ovat luoneet
käyttöönotolle ohjenuorat, jotka tulee huomioida etenkin kurssin opettaessa
ohjelmoinnin perusteita. Ohjenuoria on yhteensä kuusi, mutta tässä referoi-
daan niistä neljää kansainvälisesti pätevää. Kaksi muuta on jätetty huomiot-
ta, sillä ne olettavat, että kurssit järjestetään samoin kuin Kalifornian ja
Pohjois-Carolinan yliopistoissa.
Ensimmäisenä ohjeena kurssille olisi luotava pariorientoitunut kulttuu-
ri. Luennoitsijan on esitettävä opiskelijoille pariohjelmoinnin perusideat ja
toimintatavat. Luennoitsija voi ohjelmoida parin kanssa näyttäen mallia
opiskelijoille. Opiskelijoiden kanssa keskustellaan viikottain pariohjelmoin-
nin käytänteistä ja haasteista. Kurssihenkilökunnan käytöksellä on vaikutus
pariohjelmoinnin tuloksiin [Han06]. Innokkaasti aiheeseen suhtautuva saa
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aikaan positiivisen suhtautumisen myös opiskelijoissa. Lisäksi opiskelijoilla
tulisi olla formaali tapa ilmoittaa parityöskentelyn toimivuudesta [WU01].
Tällöin ongelmallisiin pareihin on mahdollista puuttua ajoissa.
Toisena ohjeena laboratorioiden on oltava pakollisia. Tämä vähentää
aikataulutusongelmia. Kun opiskelija saa parin samasta laboratoriovuoros-
ta, parilla on varma yhteinen aika. Sairaustapauksissa yksin jäävä voidaan
parittaa toisen yksin jääneen kanssa, tai poikkeustilanteissa sijoittaa kolman-
neksi. Pakolliset läsnäolot helpottavat opiskelijoiden monitoroimista. Ilman
läsnäolopakkoa on vaikea valvoa, seurataanko pariohjelmoinnin protokollaa
[MWBF03]. Ohjaajat voivat puuttua esimerkiksi epätasaiseen työnjakoon
[WU01].
Pariohjelmointi muuttaa kurssihenkilökunnan työnkuvaa erityisesti la-
boratorioissa. Kun pariohjelmointia ei hyödynnetty, ohjaajat käyttivät ai-
kansa vastatessaan hyvin yksinkertaisiin kysymyksiin [NWF+03]. Opiskelijat
joutuivat toisinaan odottamaan apua kauan. Pariohjelmointi vähensi yksin-
kertaisia kysymyksiä. Ohjaajat keskittyvät oikeasti apua tarvitseviin sekä
vastaamaan laajempiin ohjelmointia koskeviin kysymyksiin. Tämä vaikutti
positiivisesti kurssihenkilökunnan motivaatioon, sillä ohjaajat kokivat itsensä
merkityksellisemmiksi.
Kolmantena ohjeena opiskelijat tulisi parittaa suurinpiirtein samanta-
soisten kanssa. Yliopisto-opetuksessa muodostetaan pääosin pareja, joita
pariohjelmoinnin terminologissa kutsutaan kahden noviisin paritukseksi. No-
viisien taitotasoissa voi olla selviä eroja. Esimerkiksi jotkut osaavat ohjel-
moida jo ennestään. Parien vaihto pitäisi olla mahdollista kesken kurssin,
mikäli alkuperäinen pari ei ole yhteensopiva. Taitotason tarkastelun lisäksi
voidaan mahdollistaa toisia tapoja tuottaa yhteensopivia pareja. Esimerkiksi
Kalifornian yliopistossa opiskelijat saivat toivoa, kenen kanssa työskentelevät
[MWBF03]. Vaikka ammattimaisissa piireissä parinvaihtoa pidetään suositel-
tavana jopa päivittäin, ei Yhdysvaltojen yliopistoissa ollut jatkuvaa parien
vaihtoa.
Neljäs ohje on luoda ohjelmointistandardi, jota kaikki noudattavat. Eri-
tyisesti aloittelevat ohjelmoijat saattavat kehittää oman ohjelmointityylinsä,
josta he pitävät kiinni. Myös kokeneilla ohjelmoijilla on usein oma tyylinsä,
mutta he pystyvät sopeutumaan useampaan tyyliin. Tyylistandardin avulla
opiskelijoiden väliset konfliktit persoonallisten tyylien vuoksi vähenevät. Pa-
rien vaihto yksinkertaistuu, kun uudelta parilta ei kulu aikaa yhteisen tyylin
löytämiseen.
Uudet järjestelyhaasteet ja opiskelijoiden tarkkailu lisäävät jonkin verran
kurssien resursseja. Williams ja Upchurch [WU01] perustelevat, että koko-
naisuudessa resurssientarve laskee. Kurssihenkilökuntaa voi vähentää, sillä
opiskelijat kysyvät vähemmän. Parit palauttavat yhteisen ohjelmakoodin,
joten arviointi vähenee tenttejä lukuunottamatta puoleen vanhasta mallista.
Vapaan keskustelun ja yhteistyön koetaan myös vähentävän huijaamista-
pauksia. Pariohjelmoinnin vaikutusta kurssien hintaan ei ole kuitenkaan
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toistaiseksi julkisesti tilastoitu.
Pariohjelmoinnin vaikutus opiskelijoiden suorituskykyyn
Pariohjelmoinnin vaikutus opiskelijoiden työskentelyyn oli laboratorituokiois-
sa ilmeistä. Opiskelijat ratkaisivat yksinkertaiset ongelmat kysymättä apua
ohjaajilta [NWF+03]. Aiemmin opiskelijat saattoivat odottaa pitkiäkin aiko-
ja kysyäkseen ohjaajilta apua helppoihin ongelmiin. Odottelu oli häiriöaikaa,
jolloin opiskelijat eivät tehneet mitään. Hiljainen työskentely muuttui sosiaa-
liseksi, sillä opiskelijat auttoivat toisiaan löytämään ratkaisut yksinkertaisiin
kysymyksiin. Kun ohjaajalta tarvittiin apua, avunsaamista pidettiin help-
pona. Samalla opiskelijat mielsivät työtapojen imitoivan ammattimaista
ohjelmistokehitystä.
Ongelmanratkaisun helpottuminen kohotti opiskelijoiden itsetuntoa. Opis-
kelijat olivat varmempia ratkaisujensa oikeellisuudesta [HMDK04]. Projektit
tuottivat mielihyvää, ja pariohjelmoiminen koettiin mielekkääksi työskentely-
tavaksi [MWBF03]. Opiskelijat kokivat oppivansa enemmän ja uskoivat käyt-
tävänsä työtapaa kurssin jälkeenkin [Han06]. Opiskelijoiden suhtautumisessa
oli kuitenkin pieniä eroja eri persoonallisuustyyppien välillä. Pariohjelmoin-
nista nauttivat eniten itsevarmat opiskelijat.
Opiskelijat eivät vastaa vain itsestään, vaan myös parinsa suoriutumi-
sesta. Unohtunut palautus tai huolimaton osallistuminen laskee molempien
arvosanaa. Pari motivoi työskentelemään tunnollisemmin. Hanks ja kumppa-
nit [HMDK04] raportoivat parien palauttavan tehtäviä useammin. Tehtävät
palautetaan tunnollisemmin määräaikaan mennessä. Williams ja Upchurch
[WU01] epäilevät, että parit aloittaisivat työskentelyn aiemmin ja hallitsevat
työaikansa paremmin. Parit hyväksyvät toisiltaan myös epätasaista työsken-
telyä. Williams ja Upchurch mahdollistivat opiskelijoille tavan raportoida
työskentelystään. Opiskelijat raportoivat kontribuoineensa tehtäviin tasaver-
taisesti yli 80% ajasta. Epätasaista työskentelyä esiintyy siis joka viidennessä
tapauksessa. Opiskelijat eivät kuitenkaan kertoneet syyksi laiskottelevaa
työparia, vaan parilta hyväksyttiin toisinaan alhaisempaa kontribuutiota,
jos se perusteltiin muiden kurssien työmäärällä. Aikataulutus on kurssien
realistinen ongelma. Opiskelijoiden ajanhallinta johti siihen, että opiskelijat
kokivat sen avulla työstävänsä sosiaalisia taitojaan [NWF+03].
Kurssien kohentunut ilmapiiri ja parien tuoma lisävastuu ilmenevät kurs-
sisuorituksissa. Kaikilla tutkituilla kursseilla huomioitiin selkeästi parem-
pi suoritusaste. Useampi osallistuja jatkoi kurssin loppuun. Santa Cruzin
yliopistossa Kaliforniassa suoritusasteen kasvu oli korkein. McDowellin ja
kumppanien [MWBF02] mukaan kurssin läpäisi 92% osallistujista, kun ai-
emmin sen oli läpäissyt vain 76%. Williams ja kumppanit [NWF+03] ha-
vaitsivat omissa tuloksissaan kurssien suoritusasteen kasvun nimenomaan
sivuaineopiskelijoiden kohdalla. Pääaineopiskelijoihin työskentelytavalla ei
ollut vaikutusta.
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Eniten ristiriitaisuutta esiintyy opiskelijoiden ohjelmistojen laatua mita-
tessa. McDowell ja kumppanit [MWBF02] raportoivat opiskelijoiden saaneen
merkitsevästi parempia arvosanoja ohjelmointiprojekteista. Williamsin ja
kumppanien [NWF+03] tutkimuksessa opiskelijat saivat vain marginaalisesti
parempia tuloksia. Lisäksi Williams ja Upchurch [WU01] tekevät subjektiivi-
sen havainnon ohjelmien loistavasta rakenteesta tarkkaillessaan vanhempia
opiskelijoita web-ohjelmoinnin kurssilla. Eräs haastateltu opiskelija kuvasi,
että "väittely ratkaisujen paremmuudesta johti usein ylivertaiseen hybridira-
kenteeseen."
Hanks ja kumppanit [HMDK04] sen sijaan raportoivat osin risteäviä
tuloksia. Pariohjelmoinneiden ohjelmointiprojekteista nolla pistettä arvoste-
lussa saaneita ohjelmia oli huomattavasti vähemmän, joten arvosanat sikäli
paranivat. Samalla ensimmäiset, helpoimmat, tehtävät olivat parien jäljiltä
merkitsevästi lyhyempiä ja automatisoidun analyysin perusteella myös yksin-
kertaisempia. Ohjelmointitehtävien vaikeutuessa asetelma muuttui. Viimeisen
tehtävän kohdalla parien ratkaisut saattoivat olla koodirivipituudeltaan jopa
150% yksin ohjelmoinneiden vastausten rivipituudesta. Parien kohdalla vai-
keampiin tehtäviin syntyi pidempiä, monimutkaisempia ja epäselvempiä rat-
kaisuja kuin yksin. Hanks ja kumppanit toteavat, ettei pariohjelmoinnin voi
väittää tuottavan laadukkaampia ohjelmia opiskelijoiden kohdalla. Tarkkaa
syytä eriävälle tulokselle ei selvitetty, ja tutkimuksen laatijat ehdottavatkin
lisätutkimusta asian varmistamiseksi.
Vaikka kurssin keskeyttäneitä on vähemmän ja ohjelmointitehtävistä an-
netaan pääosin parempia pisteitä, kurssien arvosanojen keskiarvo ei nouse
[NWF+03]. McDowell ja kumppanit [MWBF03] huomioivat pienen arvosa-
nojen kasvun, joka ei kuitenkaan ole tilastollisesti merkittävä. Williams ja
Kessler [WK00] selittävät käyttäytymistä ryhmäpaineella. He huomioivat,
että myös tavallisesti laiskemmat opiskelijat pärjäsivät paritehtävissä hyvin.
Kurssia ei yhtä helposti jätetä kesken, kun keskeyttämisestä kärsii myös
pari. Kun heikommat opiskelijat jatkavat kurssin loppuun, heidän alhaiset
tenttiarvosanansa laskee keskiarvoa.
McDowellin ja kumppanien [MWBF02] vuoden 2002 kokeilu tukee väi-
tettä. Kokeilussa huomioitiin suoritusmäärien kasvu. Ilman pariohjelmointia
kurssia käyneistä opiskelijoista kurssin suoritti 76%. Vertailun vuoksi parioh-
jelmoiden läpi päässeistä eroteltiin 76% parhaiten suoriutunutta opiskelijaa
oletuksella, että aiemmin heikoimmat keskeyttivät. Kahden ryhmän välisiä
arvosanoja vertailemalla pariohjelmointikurssin arvosanojen keskiarvo oli
selvästi korkeampi. Toisaalta vuosi myöhemmin McDowell ja kumppanit
[MWBF03] toteavat, ettei heidän tuloksensa välttämättä tue Williamsin
ja Kesslerin väitettä. He sen sijaan uskovat, että arvosanoissa ei ole kaik-
kia läpäisijöitä tarkkailtaessa tilastollista eroa. Pariohjelmoinnin ansiosta
suurempi osa osallistujista pystyy hallitsemaan kurssimateriaalia riittävästi
läpäistäkseen kurssin.
Kurssien läpäisseiden määrän ja kurssiarvosanojen lievästä kasvusta huo-
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limatta pariohjelmoinnin hyödyt eivät ulotu enää peruskurssien ulkopuolelle.
Opiskelijoiden opiskelumenestystä seurattiin myös tietojenkäsittelytieteen
seuraavan pakollisen kurssin osalta [MWBF03]. Kurssin suoritusasteessa
tai arvosanoissa ei havaittu eroa aiemmat kurssit pariohjelmoiden tai yk-
sin ohjelmoiden osalta. McDowell ja kumppanit eivät kuitenkaan mainitse,
havaittiinko opiskelijoiden pariohjelmoivan tai tekevän muuten yhteistyötä
aiempaa enemmän jatkokursseilla. Lähteiden perusteella ei siis pystytä sa-
nomaan, onko opiskelijoilla oma-aloitteisuutta pariohjelmointiin silloin, kun
siihen ei kursseilla pakoteta.
Pariohjelmoinnin työkäyttöä perustelevista vaikutuksista suurin osa siis
pätee myös opiskelijoihin. Aloittelevien ohjelmoijien taidot voivat vaikuttaa
siihen, etteivät virheenkorjaus ja laadunvalvonta tule niin hyvin esille kuin
muissa katselmoinnin muodoissa. Työelämän katselmoinnissa tarkastajik-
si pyritään valitsemaan ammattilaisia, joille käytettävä ohjelmointikieli ja
-ympäristö ovat tuttuja. Opiskelijat saattavat keskittyä alkeiden oppimiseen
ja ongelmanratkontaan laadunvalvonnan kustannuksella. Vaikka jatkotutki-
mukset paljastaisivat, ettei aloittelevien opiskelijoiden pariohjelmoinnilla ole
ohjelmakoodin laatua parantavaa vaikutusta, pariohjelmointi on merkittävä
työtapa nimenomaan opiskelumielekkyyden ja kurssisuoritusten määrän kas-
vun vuoksi. Pariohjelmoinnin vaikutusta kurssin kustannuksiin mitattaessa
pitäisi huomioida merkittävästi korkeammat läpäisyprosentit. Niiden perus-
teella voitaisiin olettaa, että pariohjelmointi on yliopistoille yhtä edullinen
tai edullisempi kurssikäytäntö kuin vanha malli.
Pariohjelmoinnin vaikutus sukupuolieroihin
Tietojenkäsittelytiede on perinteisesti hyvin miesvaltainen opiskeluala. Hel-
singin Yliopiston tietojenkäsittelytieteen laitoksella vuosittain aloittavista
opiskelijoista viimeisenä viitenä vuotena naisia on noin 24% [ml-14]. Ilmiö
on tavanomainen kansainvälisesti. Esimerkiksi vuonna 2004 Yhdysvaltojen
SAT-tasotesteissä tietojenkäsittelytiedettä tai sitä vastaavaa pääaineekseen
hakevista opiskelijoista vain 14% oli naisia [WHM04].
Osa Kalifornian yliopiston tutkimuksista on tehty osana isompaa tutki-
musta Yhdysvaltojen kansallisen tiedesäätiön (National Science Foundation)
rahoittamana [MWBF02]. Rahoituksen perusteena on ollut kartoittaa pa-
riohjelmoinnin vaikutusta naispuolisten tietojenkäsittelytieteilijöiden menes-
tykseen ja pysyvyyteen. Pariohjelmointia tutkitaan potentiaalisena keinona
saada useampi nainen suorittamaan pääaineenaan tietojenkäsittelytiede tai
lähitieteenala. Tavoitteena on tasoittaa sukupuolijakaumaa ja tehdä alan
opiskelusta mielekkäämpää myös naisille.
Brian Hanks [Han06] mittasi opiskelijoiden suhtautumista pariohjelmoin-
tiin. Vaikka opiskelijoiden mielipide pariohjelmoinnista oli kauttaaltaan po-
sitiivinen, naiset kokivat pariohjelmoinnin positiivisemmaksi kuin miehet.
Huomattava piirre on se, että tutkittavalla kurssilla yksittäisen ohjaajan
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kohdalla naiset pitivät pariohjelmointia pääosin ikävänä ja hyödyttömänä.
Kyseisen ohjaajan kohdalla myös miesten vastaukset ovat hieman neutraa-
limpia. Hanks epäili, että ohjaajien käytöksellä ja asenteella on vaikutus
opiskelijoiden suhtautumiseen. Ohjaajien innokkuus leviäisi myös opiskelijoi-
hin. Ohjaajien käytöstä ei seurattu, mutta Hanks epäili, että naisopiskelijat
ovat tunteneet itsensä epätervetulleiksi ryhmässä, jossa heiltä mitattiin ne-
gatiivisia asenteita.
McDowell, Hanks ja Werner [WHM04] koostivat tuloksia yhteen kaikista
kansallisen tiedesäätiön rahoittamista pariohjelmointitutkimuksista. Saavu-
tetut tulokset ovat pääosin positiivisia, joskin positiiviset tulokset koskivat
lähes yhtäläisesti molempia sukupuolia.
Kuten toivottua, naiset julistivat useammin tietojenkäsittelytieteen pää-
aineekseen. Vuosi peruskurssien jälkeen mitattiin niitä naisia, jotka poten-
tiaalisesti valitsisivat pääaineekseen tietojenkäsittelytieteen. Pariohjelmoin-
neista naisista 59,5% ilmoitti pääaineekseensa tietojenkäsittelytieteen. Yksin
ohjelmoinneista naisista näin teki vain 22,2%. Suuri ero on tilastollisesti
merkitsevä. Miehistä pääaineopiskelijoiksi ilmoittautui 74% entisen 47,2%
sijaan. Lisäksi kahdessa eri mittauksessa todettiin, että pariohjelmoineet
naiset suorittivat kurssin useammin loppuun kuin yksin ohjelmoivat naiset.
Toisaalta sama tulos pätee myös miehiin [MWBF03].
Miehiltä mitattiin keskimääräisesti naisia korkeampaa itseluottamusta
omiin ohjelmointitaitoihin. Pareittain ohjelmoivat naiset kuitenkin kokivat
miehiä suuremman itseluottamuksen kasvun, sillä pariohjelmoivien miesten
ja naisten välillä ero itseluottamuksen tunteessa oli pienempi.
Kurssisuoritusten määrän ja itseluottamuksen kasvun positiivisuutta su-
pistaa se, että naisten kohdalla tuloksia ei pystytty todistamaan tilastollisesti
merkitseviksi. McDowell ja kumppanit kuvailevatkin tuloksia "käytännölli-
sesti merkitseviksi". Kurssien osallistujien sukupuolijakauma vaikuttaa myös
tutkimusten tekoon, sillä kaikissa otoksissa miehiä oli huomattavasti enem-
män kuin naisia. Naisten määrää pidettiin syynä siihen, ettei tuloksia pystytä
raportoimaan tilastollisesti merkitsevinä. Miesten otoskoolla samat tulokset
olisivat saavuttaneet tilastollisen merkitsevyyden.
Mittauksissa miehiltä saatiin yleisesti positiivisempia tuloksia kuin naisil-
ta. Pariohjelmointi kuitenkin kavensi eroa sukupuolten välillä. Vaikka parioh-
jelmointi ei yksin tasoittaisi sukupuolijakaumaa, se voi olla merkittävä osa
ratkaisua. Tietojenkäsittelytiedettä pääaineenaan jatkavien naisten määrän
kasvu on yksinään riittävä syy harkita pariohjelmoinnin käyttöönottoa.
6 Katselmoinnit Helsingin yliopiston opetuksessa
Helsingin yliopistossa koodikatselmoinnit ovat otettu käyttöön vasta viime
vuosina. Tämän tutkielman päätavoite on esitellä Helsingin yliopiston ope-
tuksessa vuosina 2013-2014 käyttöönotettuja ja havaittuja katselmoinnin
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menetelmiä, joista ensimmäisenä laajemmin käyttöönotetun ideoinnissa ja
toteutuksessa olen ollut mukana.
Nimenomaisesti tätä tutkielmaa varten on kerätty dataa kahdelta kurs-
silta kyselytutkimuksin. Lisäksi esitellään Helsingin yliopiston RAGE-tut-
kimusryhmän teettämä coding dojo -kokeilu, jonka tulokset ovat aiemmin
raportoitu artikkelissa Learning Agile Software Engineering Practices using
Coding Dojo [HHLV13]. Suorittamieni tapaustutkimusten tavoite ei ole ollut
luvussa 5 esiteltyjen kvalitatiivisten ja kvantitatiivisten tulosten konfirmoi-
minen tai toisintaminen. Tavoitteena ei ole ollut myöskään tuoda uutta
tutkimustietoa siitä, miten eri katselmointitavat vaikuttavat opetuksen tulok-
sellisuuteen. Kyselyiden ja haastattelujen motivaationa toimivat seuraavat
kysymykset:
• Miten koodikatselmointia hyödynnetään osana Helsingin yliopiston
opetusta?
• Mitä opiskelija kokee hyöytyvänsä koodikatselmoinnin tekemisestä?
• Miten koodikatselmointeja voitaisiin jatkossa kehittää?
Tutkielman puitteissa esitetään kolme eri tapaa, joilla koodikatselmoinnit
ovat osa yliopiston opetusta. Käytössä olevia tekniikoita ovat internetin väli-
tyksellä tehtävät etäkatselmoinnit, pariohjelmointi ja coding dojot, joita on
tutkittu kolmella eri kurssilla. Etäkatselmointeja tutkittiin yksilönä suoritet-
tavalla Ohjelmoinnin harjoitustyö -kurssilla ja pariohjelmoinnin esiintymistä
ryhmätyökurssilla Ohjelmistotuotantoprojekti. Coding dojot taas olivat osa
Ohjelmistotuotantoprojektiin opiskelijoita valmistavaa Ohjelmistotuotannon
kurssia.
Yhdysvaltojen korkeakouluissa katselmointien vaikutuksia tutkittiin eri-
tyisesti ensimmäisillä ohjelmoinnin kursseilla. Motivaatio tutkia katselmoin-
nin hyötyjä oli saada yhä useampi opiskelija, erityisesti naiset, suorittamaan
pääaineenaan tietojenkäsittelytiede. Helsingin yliopisto on tässä suhteessa
poikkeus - yliopistossa ei ole hyödynnetty osallistujien välisiä katselmointeja
peruskursseilla ennen vuotta 2015. Kaikki tässä luvussa esiteltävät tulokset
on kerätty myöhemmiltä kursseilta, jolloin ohjelmoinnin perustaidot ovat
jo hallussa. Katselmointien käyttämättömyys peruskursseilla ei ole täysin
perustelematonta, vaan on johtunut osin kurssimuodosta. Tutkielmaa kirjoi-
taessa tilanne muuttui, sillä vuoden 2015 keväällä perusopetuksessa tehdään
ensimmäinen pariohjelmointikokeilu. Ensimmäisessä alaluvussa käsitellään
Helsingin yliopiston ohjelmoinnin peruskurssit.
Kun perusopetus käsitellään ensimmäisenä, ovat myös muut alaluvut
järjestetty opintojen aikajärjestyksessä. Tapaustutkimukset esitetään siinä
järjestyksessä, jossa niissä esitettävät katselmointitavat tulevat opiskelijoille
vastaan opintojen aikana. Ensimmäisenä peruskurssien jälkeen käsitellään
Ohjelmoinnin harjoitustyössä käytetty etäkatselmointi, joka on suurin oma
37
kontribuutioni. Tämän jälkeen referoidaan RAGE-tutkimusryhmän järjes-
tämä coding dojo -kokeilu. Viimeiseksi esitetään lyhyen kyselytutkimuksen
tulokset pariohjelmoinnin käytöstä ohjelmistotuotantoprojekteissa.
6.1 Ohjelmoinnin peruskurssit
Helsingin yliopiston johdatus ohjelmointiin koostuu kahdesta kurssista: Oh-
jelmoinnin perusteet ja Ohjelmoinnin jatkokurssi. Yhdessä ne muodostavat
lukukauden mittaisen 10 opintopisteen kokonaisuuden, jonka jälkeen kurssin
suorittajat hallitsevat laajasti ohjelmoinnin aihepiirit ja hyvät ohjelmointita-
vat. Tämän luvun selvitys kurssijärjestelystä ja opetusvalinnoista perustuu
RAGE-tutkimusryhmän artikkeleihin Extreme Apprenticeship Method in
Teaching Programming for Beginners [VPL11] sekä Multi-faceted Support for
MOOC in Programming [VLK12].
Ohjelmoinnin perusteet ja jatkokurssi ovat tarjolla yliopistolla osana
tietojenkäsittelytieteen perusopintoja sekä koko maailmalle avoimena massii-
visena verkkokurssina, eli niin kutsuttuna MOOCina. Materiaali ja tehtävät
ovat molemmissa identtiset. MOOC asettaa kurssijärjestelyille rajoitteita.
Verkkokurssin on oltava rinnastettavissa luentokurssiin. Tavoitteena on, ettei
verkkokurssi ole yliopistokurssin karsittu versio. Tämän vuoksi kurssin me-
netelmien on sovelluttava niin yliopistokurssille kuin yksin etäopiskeltavaksi.
Ohjelmoinnin peruskurssien pedagogisena lähtökohtana on tehostettu
kisällioppiminen (engl. Extreme apprenticeship). Se perustuu mestari ja
oppipoika -ajattelutapaan. Oppipoika harjoittelee mestarin opastuksessa
kehittyäkseen itse mestariksi. Tärkeä merkitys on oppipojan eli opiskelijan
omalla työpanoksella, johon motivaatio saadaan mielekkäillä harjoituksilla,
jatkuvilla pienillä tavoitteilla ja riittävällä opastuksella.
Tärkeässä osassa on suuri määrä harjoituksia, sillä uusi taito opitaan
vain harjoituttamalla sitä määrätietoisesti. Yliopistokurssilla on viikottain
yksi luento. Luento tarjoaa vain minimimäärän opastusta ennen tehtäviä.
Luennoitsija käy aiheet lyhyesti läpi rakentamalla pienen ohjelman, jolla hän
esittelee uusia käsitteitä. Ohjelmoidessaan hän kertoo myös, mitä hän tekee
ja miksi. Verkkokurssilla luentojen asemaa ajaa lyhyet opetusvideot. Luennot
ovat käytännössä ylimääräinen lisä. Pääosassa on kurssimateriaali, joka on
sidottu tehtäviin. Oppimateriaali jaetaan lukuihin, joissa esitetään vähitellen
uusia ongelmanratkaisun tapoja ja ohjelmoinnin käsitteitä esimerkein. Uuden
asian jälkeen on harjoitus tai harjoituksia, joissa käytetään juuri esiteltyä ja
aiemmista tehtävistä tuttuja asioita.
Tehostetun kisällioppimisen tavoite on suuri määrä harjoittelua. Tätä
havainnollistaa valtava määrä harjoituksia. Nykyisellään kahden kurssin ko-
konaisuuteen kuuluu 170 harjoitusta, jotka on edelleen pilkottu noin 350
pienemmäksi tehtäväksi. Tehtävissä koostetaan erilaisia ohjelmia asteittain
pienissä paloissa. Opiskelijalle ei anneta suoria vastauksia. Materiaali ohjaa
opiskelijan mahdollisimman tarkasti oikeaan suuntaan, mutta jättää ongel-
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man ratkaisun keksimisen tehtävän tekijälle. Materiaali ja tehtävänannot
hoitavat osan oppipoikaideologiaan kuuluvasta opastavasta työstä.
Jokaiseen harjoitukseen kuuluu tehtäväpohja. Toinen osa opastuksesta
hoituu automatisoidusti tehtäväpohjan ja kehitysympäristön avulla. Tehtävät
sisältävät runsaat yksikkötestit, jotka suoritetaan paikallisesti opiskelijan tie-
tokoneella. Testit voi ajaa koska tahansa. Yksikkötestit etenevät asteittaiseen
tyyliin ja varmistavat, että opiskelija etenee tavoitteiden mukaisesti. Kuvassa
3 havainnollistetaan yhden tehtävän testejä. Kuvassa näkyy edistyminen
läpäistyjen testien prosentuaalisessa muodossa. Jos testi tai testit eivät mene
läpi, opiskelijalle näytetään virheilmoituksena oikeaan suuntaan ohjaavia
vinkkejä.
Kuva 3: Esimerkki ohjaavista yksikkötesteistä. Kaksi testiä läpäisty.
Testit ovat opiskelijalle annettava jatkuva palaute, joka kuuluu tehostetun
kisällioppimisen ydinarvoihin. Opiskelija tarvitsee vahvistuksen edistymises-
tään. Tehtävän edistymisen ja ohjelman oikean toiminnan lisäksi opiskelijaa
ohjataan myös oikeanlaiseen ohjelmointityyliin. Syksyllä 2014 kurssilla otet-
tiin käyttöön Checkstyle [che14], joka testien yhteydessä tarkkailee koodia
esimerkiksi virheellisen sisennyksen varalta.
Materiaalin kattavuus ja tarkat automatisoidut testit eivät aina välttä-
mättä riitä, jolloin opiskelija tarvitsee apua ihmiseltä. Apua tarjoaa pajat -
tietokoneluokat, joihin on vapaa pääsy yliopiston aukioloaikoina. Pajoissa
toimivat ohjaajat ja niin kutsutut kisällit. Ohjaajat ovat jo aiempaa ope-
tuskokemusta omistavia palkattuja opiskelijoita. Kisällit koostuvat yleensä
juuri kurssin suorittaneista opiskelijoista, joilla ei ole aiempaa opetuskoke-
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musta. Heille työ korvataan opintopisteinä. Pajaa tarjotaan opiskelijoille noin
kymmenen tuntia jokaisena arkena. MOOC-verkkokurssissa pajan korvaa
avoin IRC-keskustelukanava. Opiskelijat ohjastetaan liittymään kanavalle,
jossa vapaaehtoiset ja kurssin osanottajat auttavat. Tehtäviin saa teoriassa
ohjausta kaikkina vuorokauden aikoina.
Vaikka kurssi painottaa yksilön työpanosta omassa oppimisessaan, kurs-
silla suhtaudutaan myönteisesti vapaaseen yhteistyöhön. Pajaluokissa on sal-
littua suorittaa ja keskustella harjoituksista muiden kanssa. IRC-keskustelu
toimii usein kurssia juuri suorittavien sekä aiemmin kurssin suorittaneiden
vapaaehtoisten voimin. Osanottajia pyritään ohjastamaan siihen, etteivät he
paljastaisi ratkaisuja suoraan.
Pakollista kurssin osanottajien välistä katselmointia kurssilla ei ole ollut
ennen vuotta 2015. Luentokursseilla on huomioitu pienimuotoista organisoi-
matonta katselmointia opiskelijoiden kesken. Pajatilat ovat yleisiä, ja niitä
käyttävät useamman eri kurssin opiskelijat. Jos ohjaajat ovat varattuja, opis-
kelijat voivat pohtia ongelmia keskenään. Vertainen tai vanhempi opiskelija
etsii virhettä ja ohjaa oikeaan suuntaan olan yli tarkastuksen tavoin.
Tätä tutkielmaa työstäessä olen osallistunyt kurssien pajaohjaukseen. Pa-
jassa olen subjektiivisesti havainnoinut erityisesti naispuolisten opiskelijoiden
työskentelevän pienissä porukoissa. Paikalle saavutaan porukalla toisinaan
vain tekemään tehtäviä samanaikaisesti, mutta osa ratkoo ne yhdessä. Vaik-
ka pariohjelmointia ei opiskelijoille opeteta, on muutamien naisopiskelijoi-
den havaittu ohjelmoivan pareittain. Havainto on yhteydessä Yhdysvaltojen
tutkimusten tuloksiin, jossa naiset kokivat pareittain työskentelyn mielek-
käämmäksi. Pariohjelmointien käytäntöjen noudattamista ei kuitenkaan ole
valvottu.
Helsingin yliopiston kursseille on tyypillistä kurssien jatkuva kehitys ja
muuntuvuus. Tätä tutkielmaa kirjoittaessa vuoden 2015 keväällä otettiin
käyttöön uusi pariohjelmointikokeilu. Pajat ovat osin pakollisia. Pajassa opis-
kelija saa parin ja pariohjelmointitehtävän, jossa kerrataan viikon pääasiat.
Poikkeuksellisesti tehtävissä ei ole automatisoituja testejä, vaan tehtävät
tarkistetaan pajahenkilökunnan toimesta. Uudistuksen tarkempi käsittely
jää tutkielman rajauksen ulkopuolelle, mutta luvussa 5 esitettyjen tulosten
pohjalta pariohjelmoinnin käyttöönottoa perusopetuksessa voidaan pitää
suotuisana.
Pariohjelmoinnin lanseeraaminen kurssille haastavoittaa kurssimuotoa
hieman. Aiemmin täysin vapaita ja runsaita paja-aikoja on vähennetty, mutta
samalla muutettu pakollisiksi. Tämä vähentää kurssin joustavuutta. Samal-
la tietojenkäsittelytieteen laitoksen luentomuotoinen kurssi eriytyy hieman
MOOC-kurssista, jonka sisällön tulee soveltua koko maailmalle avoimelle ja
joustavasti omalla ajalla suoritettavalle verkkokurssille. MOOCin kohderyh-
män asettamista rajoitteista johtuen verkkokurssilla pakollisten läsnäolojen
tai esimerkiksi etäpariohjelmoinnin järjestäminen on vaikeaa, ellei mahdo-
tonta.
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Pariohjelmointi ei ole ainoa vaihtoehto peruskursseilla käytettävästä opis-
kelijoiden välisestä katselmoinnista. Osa kurssien myöhemmistä harjoituksista
ovat avoimia tehtävänantoja. Avoimissa tehtävänannoissa testit tarkistavat
vain ohjelman syötteet ja tulostukset. Opiskelijan on itse ratkaistava ohjel-
man sisäinen rakenne. Avoimissa tehtävissä ratkaisut vaihtelevat enemmän
kuin tavanomaisissa harjoitustehtävissä, sillä tiettyyn ratkaisutapaan ei oh-
jata. Kurssihenkilökunnan keskusteluissa on toisinaan tullut esille ajatus
hyödyntää opiskelijoiden välisiä katselmointeja näihin tehtäviin. Ne sopisivat
avoimelle verkkokurssilla ja yliopistokurssilla etäkatselmointeina luvun 5.1
Praktomatin ja OSBLEn kaltaisesti järjestettyinä.
6.2 Tapaustutkimus: Etäkatselmointi ohjelmoinnin harjoitus-
työssä
Siitä huolimatta, että ohjelmoinnin peruskursseilla käytetään pajaopetusta,
harvat opiskelijat altistuvat muiden ohjelmakoodille. Muuta kuin omaa
koodiaan nähdään pääosin kurssimateriaalin esimerkeissä ja tehtävänannoissa.
Vertaisten koodia luetaan vain kaveria autettaessa.
Ongelmia syntyy silloin, kun opiskelija perehtyy ennalta tuntemattomaan
ohjelmaprojektiin. Projektit ovat usein laajoja, eikä sopivaa kosketuspintaa
ohjelmakoodin lukemiseen ole saatu. Katselmointien järjestäminen Helsin-
gin yliopistolla lähti tästä henkilökohtaisesta ongelmastani. Koin avoimeen
lähdekoodiin ja laajempiin projekteihin tutustumisen haastavana, sillä opinto-
jeni pohjalta en ollut tarkastellut vertaisteni ohjelmoimia, harjoitustehtäviä
laajempia kokonaisuuksia.
Kun ohjelmakoodin lukemisen vaikeus esitettiin ensikertaa peruskurs-
sien vastuuhenkilöille, vastauksena ehdotettiin esimerkiksi tiiviskurssia, jossa
tutustuttaisiin yhteen avoimen lähdekoodin projektiin. Sopivan henkilökun-
nan tai vanhempien opiskelijoiden löytäminen kurssin ylläpitoon osoittautui
vaikeaksi. Toinen haaste oli löytää sopivan kokoinen ja riittävän selkeä ohjel-
maprojekti.
Siirryin Ohjelmoinnin harjoitustyö -kurssin ohjaajaksi vuoden 2012 syk-
syllä, jolloin sain henkilökohtaisesti saavutettua tavoitteeni: luin opiskelijoi-
den tiiviitä mutta monipuolisia projekteja auttaessa, palautetta antaessa
ja arvostellessa. Kurssin vastuuhenkilö ehdotti, että aiemmin kaavailemani
koodinluku otettaisiin osaksi kurssia.
Katselmointi otettiin ensimmäisen kerran koekäyttöön vuosien 2012 ja
2013 vaihteessa tiiviskurssilla, johon osallistui paremmin opinnoissaan pär-
jänneitä opiskelijoita. Vuoden 2013 aikana katselmointi vakiintui puolipa-
kolliseksi osaksi kurssia. Ohjelmoinnin harjoitustyö oli kaikille pääaine- ja
sivuaineopiskelijoille pakollinen perusopintojen kurssi vuoden 2014 syksyyn
asti, jolloin se muuttui aineopintojen vapaaehtoiseksi kurssiksi nimellä Ai-
neopintojen harjoitustyö: Ohjelmointi.
Sama lanseeraamaani katselmointi on otettu sittemmin käyttöön myös
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aineopintojen tietorakenteita ja algoritmeja sekä tietokantoja käsittelevillä
harjoitustyökursseilla. Katselmoinnin sisältävälle kurssille osallistuu jokai-
nen pääaineopintojen opiskelija vähintään kahdesti, joten katselmointi kos-
kee vuosittain useita satoja opiskelijoita. Jatkossa käsitellään vain kurssia
Aineopintojen harjoitustyö: Ohjelmointi. Sitä käsitellään vanhalla nimellä
Ohjelmoinnin harjoitustyö, jolla se toimi havainnointijakson aikana.
Ohjelmoinnin harjoitustyö on tavallisesti opintojen ensimmäinen itsenäi-
nen ohjelmointiprojekti. Kurssi on yhden periodin mittainen yksilötyö, joka
tehdään tavanomaisesti Java-ohjelmointikielellä vapaavalintaisesta aiheesta.
Aiheessa on huomioitava peruskurssien opetustavoitteet - tärkeätä ovat oh-
jelmakoodin laatu sekä riittävä laajus. Vapaavalintaisista aiheista kielletään
liian yksinkertaiset tai algoritmiset aiheet. Projektilleen saa apua kurssin
ohjaajilta, muilta opiskelijoilta ja internetistä.
Varsinaisen ohjelman lisäksi kurssilla vaaditaan dokumentointia sekä
automatisoitua testausta. Testaus tehdään yksikkötestauskirjastojen avul-
la. Dokumentaatiossa vaaditaan muun muassa koodin kommentointi sekä
luokka- ja sekvenssikaavioita. Viikottaiset tavoitteet ja välipalautukset pyrki-
vät varmistamaan tasaisen edistymisen. Välipalautuksissa opiskelijat saavat
lyhyen henkilökohtaisen palautteen kurssin ohjaajilta.
Katselmointien suoritusmenetelmä
Kurssin painottuessa vapaamuotoiseen yksilötyöskentelyyn luonnollisin vaih-
toehto katselmointien järjestämiseksi ovat etäkatselmointien menetelmät.
Etätyöskentelyä tukevat myös kurssin työvälineet. Opiskelijat hallitsevat har-
joitustyötään git-versionhallintajärjestelmällä. Projektit säilötään GitHub-
palveluun, jossa ne ovat maailmalle julkisia avoimen lähdekoodin projekteja.
GitHub tarjoaa projekteille kysymysten ja ongelmien hallinnan (engl.
GitHub issues). Ominaisuutta hyötykäytetään katselmoinneissa. Opiskelija
kirjaa katselmointipalautteensa uutena ongelmakysymyksenä. Ongelmien-
hallinta ei ole täysin tarkoituksenmukainen. Se ei mahdollista viittausta
tiedostoihin tai yksittäisiin koodiriveihin, joten virheiden ja parannusehdo-
tusten sijainnit täytyy osoittaa palautteessa esimerkiksi tiedostonimen ja
rivinumeron avulla.
Katselmointi tehdään yleensä projektin loppupuolella työn ollessa vielä
keskeneräinen. Suoritukseen annetaan lyhyet ohjeet, joissa tähdennetään
katselmoinnin idea ja tavoite. Katselmoinnissa kehotetaan hyödyntämään
projektien dokumentaatiota päästäkseen alkuun. Koodin lisäksi tutustutaan
myös yksikkötesteihin. Palautteeksi vaaditaan rakentavan kritiikin lisäksi
positiivista palautetta. Positiivisen palautteen arvelin tärkeäksi erityisesti
itsestään epävarmojen opiskelijoiden kohdalla.
Projektit ovat selvästi tavallisia katselmointitekniikoiden kohteita suu-
rempia. Esimerkiksi yhdessä kooditarkastuksessa tarkastetaan 150-200 riviä
ohjelmakoodia. Projektien laajuudesta johtuen tarkka virheidenetsintä on
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kurssilla toissijainen tehtävä. Ohjeissa ei jaeta listaa yleisimmistä ohjelmointi-
virheistä. Virhelistan sijaan kurssilla listataan selkeän koodin periaatteet. Pe-
riaatteet sisältävät tyyli- ja rakenneohjeita esimerkiksi metodien nimennästä,
toistuvan koodin välttämisestä sekä luokkien yhdestä vastuusta. Periaatteilla
annetaan suunta palautteelle.
Itse katselmoinnin suoritukseen käytettävää aikaa ei ohjeisteta, mutta
suoritukseen annetaan aikaa noin puoli viikkoa. Projektia ei keskeytetä
täksi ajaksi. Palautteen saattaa saada, kun projekti on muuttuvassa tilassa.
Ongelmaan ei ole kiinnitetty erityistä huomiota, mutta siitä on huomautettu
ohjeissa. Palautteen antamisesta palkitaan kurssipisteillä, jotka vastaavat
maksimissaan noin viittä prosenttia kurssin kokonaispisteistä.
Kyselyt ja haastattelut
Tutkielmaa varten opiskelijoita pyydettiin vastaamaan kyselyihin ja osallistu-
maan haastatteluihin keväällä 2014. Kysely koostui taustatietokysymyksistä,
katselmoinnin suorittamiseen liittyvistä kysymyksistä ja katselmointipalaut-
teen vastaanottamiseen liittyvistä kysymyksistä. Kysymykset mittasivat
opiskelijoiden asenteita ja mielipiteitä viisiportaisella likert-asteikolla. Likert-
asteikon vaihtoehtojen ääripäät olivat "täysin eri mieltä" sekä "täysin samaa
mieltä" . Lisäksi kyselyyn sisältyi avoimia kysymyksiä sekä mahdollisuus
jättää vapaita lisätietoja.
Vastaajien keräämiseen painotettiin erityisesti opetusperiodissa III, jol-
loin kurssilla on eniten osallistujia. Kurssikerrat eivät poikkea merkittävästi
toisistaan osanottajien määrää lukuunottamatta, joten kolmelta kurssilta
saatuja vastauksia käsiteltiin yhdessä. Ensimmäisellä kerralla kyselyyn vas-
tasi 54 yhteensä 71 opiskelijasta (vastanneita 76%). Toisella kerralla kurssin
kävi 29 ja vastaajia saatiin 9 (vastanneita 31%). Viimeisellä, kesän alussa jär-
jestetyllä kurssilla kyselyyn vastasi 4 opiskelijaa mahdollisesta viidestätoista
(vastanneita 27%). Yhteensä vastauksia kerättiin 67.
Jokaisella kurssilla oli muutamia, jotka keskeyttivät kurssin ennen katsel-
mointia. Heitä ei huomioitu vastausprosentteja laskiessa, sillä he eivät kuulu
kyselyn kohderyhmään. Kyselyyn osallistumiseen painostettiin erityisesti
vuoden ensimmäisellä kurssilla, jonka vuoksi vastausprosentti on selvästi
korkein. Osallistujamäärien lasku on tavanomaista kevään aikana: kurssia
suoritetaan eniten vuoden alussa, kun esitiedot on juuri saavutettu.
Kyselyjen lisäksi 6 opiskelijaa osallistuivat haastatteluun. Haastatteluihin
osallistuneet olivat vapaaehtoisia periodin III kurssin osallistujia. Haastatte-
lut sisälsivät valmiita kysymyksiä sekä vapaata keskustelua katselmoinnin
käytännöistä. Haastattelut äänitettiin muistiinpanoja varten. Ne kestivät
pääosin 30-50 minuuttia riippuen haastattelijan vastausten pituudesta.
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Tulokset
Kysely koostui kahdesta osiosta: katselmoinnin tekemisestä ja palautteen
vastaanottamisesta. Kyselyyn vastasivat myös opiskelijat, jotka eivät tehneet
tai eivät olleet saaneet palautetta. Vastaajien jakaumaa on havainnollistettu
kuvassa 4 prosentein. 67 vastaajasta 57 suoritti katselmoinnin, ja vastasi-
vat siten katselmoinnin suorittamista koskeviin kysymyksiin. Vastaajista 47
kertoivat saaneensa projektilleen palautteen. Kyselyn toteuttamisessa oli
suunnitteluvirhe: se toimitettiin ensimmäisellä kerralla opiskelijoille jo en-
nen katselmoinnin määräajan umpeutumista. Tästä syystä moni ilmoittaa
kyselyyn vastatessaan, ettei saanut palautetta.
Kuva 4: Kyselyyn osallistuneiden jakauma
Niiltä, jotka eivät suorittaneet katselmointia, kysyttiin syytä tehtävän
laiminlyöntiin. Syiksi mainittiin ajanpuute sekä määräaikaan havahtuminen
myöhässä. Kyselyyn vastanneissa oli yksi poikkeuksellinen tapaus. Vastaaja
oli vastannut katselmointia koskeviin kysymyksiin osin negatiivisesti, mutta
ilmoitti ettei ollut tehnyt katselmointipalautetta. Vastaaja ei ollut halunnut
antaa palautetta, sillä oli saanut katselmoinnin kohteeksi opiskelijatoverinsa,
jonka tiesi käyttävän minimaalisesti vaivaa kurssin eteen. Poikkeuksellisen
tilanteen vuoksi kyseisen opiskelijan vastaukset jätettiin huomioimatta tu-
loksissa.
Opiskelijoiden katselmointiin käyttämä aika oli kiinnostava kohde. Suo-
siteltua aikaa ei kurssilla ohjeisteta. Opiskelijoiden käyttämää aikaa on
kuvattu taulukossa 1. Käytetty aika vaihtelee runsaasti eri opiskelijoiden
välillä. Haastattelujen perusteella yli 90 minuuttia käyttävistä osa tekee sa-
malla muuta, eivätkä käytä koko aikaa itse katselmointiin. Aikaisempien
mittausten mukaan kooditarkastuksessa tehokkuus laskee reilusti ensimmäi-
sen tunnin jälkeen [Coh06, s. 60]. Tämän vuoksi tulevaisuudessa ohjearvo
voisi olla noin tunti tutustumiseen, jonka lisäksi aikaa voi käyttää palautteen
kirjoittamiseen.
Haastatteluihin osallistuneilla oli kaksi tapaa ennakkoasennoitua katsel-
mointiin. Joko katselmointiin suhtauduttiin pakollisena pahana tai pienellä
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mielenkiinnolla. Kukaan haastateltavista ei ollut erityisesti odottanut pääse-
vänsä lukemaan toisten ohjelmakoodia.
Käytetty aika Alle 30min 30min - 1h 1 - 1,5h Yli 1,5h
Opiskelijat 9 19 18 11
Taulukko 1: Katselmointiin käytetty aika (n = 57)
Katselmoinnin suorittamista koskeviin kysymyksiin vastattiin pääasias-
sa positiivisesti. Kysymyksissä tarkoitus oli huomioida vaan katselmoinnin
suoritus, ei saatua palautetta. Vastausten jakaumat esitetään taulukossa 2,
jossa asteikon neutraali vastausvaihtoehto on jätetty pois. Katselmoinnin
kokee vähintään hieman hyödylliseksi jopa 79% vastaajista. Samoin katsel-
moiminen koetaan myös pääosin mukavaksi. Vastauksissa ei ollut täysin
selkeätä yhteyttä mukavuuden ja hyödyllisyyden tunteen välillä. Osa vastaa-
jista koki katselmoinnin mukavana siitä huolimatta, että kokivat sen samalla
hyödyttömäksi. Sama päti myös päinvastoin.
Väite % täysin
eri mieltä





tekemisen hyödylliseksi 2% 16% 53% 26%
Koin katselmoinnin
tekemisen mukavaksi 2% 19% 39% 18%
Koin muodostaneeni
kokonaiskuvan toisen
projektista 2% 2% 52% 32%
Opin jotain uutta
katselmoidessani 9% 9% 37% 19%
Taulukko 2: Katselmoinnin suoritusta koskevat kysymykset (n = 57)
Positiivista eri tasoisten opiskelijoiden kannalta on se, että katselmointia
ei pidetty erityisen vaikeana. Suurin osa vastaajista, 84 prosenttia, kokivat
ainakin jossain määrin muodostaneensa kokonaiskuvan toisen projektista.
Kaikki kuusi haastateltua sanoivat, että tarpeen vaatiessa olisivat pysty-
neet jatkamaan toisen koodia. Vastaajilta kysyttiin myös aiheen tai koodin
ymmärtämisen hankaluutta. Molempia pidettiin pääosin helppona, joskin
joukossa oli yksittäisiä vastaajia, joille koodin ymmärtäminen osoittautui
vaikeaksi. Muutamia kertoja katselmointia hankaloitti aihe, jota on mo-
tivoinut opiskelijan pääaine tai mielenkiinto. Osa aiheista vaatii lukijalta
taustatietämystä.
Avoimissa vastauksissa osa luetteli oppineensa ja kokeneensa niitä asioita,
jotka motivoivat katselmoinnin järjestämistä:
"En ollut koskaan ennen lukenut toisen opiskelijan koodia, joten se oli
45
oppimiskokemus"
"[Opin] itselleni vieraan aiheen ymmärtämistä pelkkää koodia ja doku-
mentaatiota hyödyntäen."
"Opin miten tärkeää on tehdä hyvä koodirakenne."
"Opin tulkitsemaan paremmin eri osien merkitystä suuremmassa koko-
naisuudessa."
Konkreettisia opittuja asioita kuvattiin niukasti. Niistä suurin osa liittyi
käyttöliittymiin, joita käsitellään aiemmilla kursseilla erittäin vähän. Muita
konkreettisia opittuja asioita olivat rajapintojen hyödyntäminen, erilaiset
Java-kielen valmiit työkalut sekä yksikkötestien ominaisuudet.
Vastaajat oppivat myös dokumentaation tärkeyden. Subjektiivisen ko-
kemukseni mukaan ennen katselmointien lanseeraamista monet pitivät do-
kumentointia kurssin ikävimpänä osa-alueena. Katselmoinnin ansiosta do-
kumentaatiota ei pidetä enää yhtä negatiivisena. Väitettä tukee taulukko 3.
Taulukkoon on listattu opiskelijat, jotka raportoivat käyttäneensä JavaDoc-
kommentteja tai UML-kaavioita hyödyksi projektiin tutustuessaan. Muutama
vastaaja ja haastateltava kertoivat, miten tärkeäksi ymmärsivät kirjoitetun
dokumentaation ja toisaalta koodin itsedokumentoituvuuden merkityksen.
Yhteensä 43 eli 75% vastaajista kertoi hyödyntäneensä dokumentaatiota.




n = 57 21% 49%
Taulukko 3: Dokumentaation hyötykäyttö katselmoinnissa
Esimerkin ottaminen toiselta on täysin sallittua ja suotavaakin. Kuiten-
kin vain 26% eli 15 opiskelijaa käytti lukemaansa koodia hyödyksi omassaan.
Kahdeksan heistä otti mallia käyttöliittymän toteuttamiseen. Muuta ohjel-
malogiikkaa yksikään opiskelija ei ilmoittanut käyttäneensä suoraan. Vas-
tausten perusteella Helsingin yliopistossa ei ole huolta opiskelijoiden välisestä
plagioinnista, joka on ollut huolenaihe kansainvälisesti korkeakouluissa.
Tällä kurssilla motivaatioina olivat toisen henkilön koodin lukemisen
harjoittelu sekä rakentavan palautteen antaminen. Palautteenannossa opis-
kelija ilmaisee lukemansa ja ymmärtämänsä toiselle, jolloin harjoitellaan
myös ohjelmoinnin abstraktioiden ja termistön käyttöä. Kyselyssä kysyttiin
muutamalla kysymyksellä saadun palautteen merkitystä.
Vastauksia havainnollistetaan taulukossa 4. Väitteitä on taulukossa ly-
hennetty alkuperäisistä. Jälkiviisautena mielipideasteikolliset väittämät eivät
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välttämättä olleet paras tapa. Kyselyssä olisi voitu mitata esimerkiksi ra-
portoitujen koodin loogisten ja tyylin virheiden määrää. Opiskelijoista 74%
koki palautteen vähintään jokseenkin hyödylliseksi siitäkin huolimatta, että
katselmoinnissa löydettiin vaihtelevasti virheitä koodin tyylistä tai logiikasta.
Tyylivirheitä raportoitiin selvästi enemmän kuin loogisia virheitä.
Monet heistä, joille vertaispalautteessa raportoitiin ohjelman loogisista
virheistä, kertoivat tiedostaneensa virheet jo aiemmin. Esimerkiksi yksi
haastateltava sanoo, että "tiesinhän minä jo omat virheeni". Hän kuitenkin









palautetta 4% 6% 40% 34%
Ohjelmasta löytyi
tyylivirheitä 23% 19% 17% 21%
Ohjelmasta löytyi
loogisia virheitä 40% 13% 11% 13%
Sain vaihtoehtoisen
ratkaisutavan 26% 17% 28% 23%
Taulukko 4: Palautteen merkitys (n = 47)
Opiskelijoilta tiedusteltiin, tekivätkö he muutoksia annetun palautteen
johdosta. Kurssi ei ollut kyselyn käynnistyessä vielä loppunut, joten osa
ilmoitti harkitsevansa muutoksien tekemistä ajan salliessa. Vastauksien ja-
kaumaa kuvataan taulukossa 5.
Teki muutoksia Harkitsee muutoksia Ei tehnyt
Opiskelijaa 19 6 22
40% 13% 47%
Taulukko 5: Palautteen aiheuttamat muutokset (n = 47)
Palaute toimii usealle opiskelijalle motivaationa virheiden korjaamiseen.
Osa huomioi avoimessa palautteessa sen, mikä oli kurssin entisenä ohjaajana
tiedossa. Ohjaajilta saatavat viikottaiset palautteet eivät kerro kaikkea,
sillä ohjaajalla on vain rajallisesti aikaa per osallistuja. Täten ohjaajat
keskittyvät kurssin tavoitteisiin ja edistymistä seurataan pintapuolisesti,
jolloin paljon parannusehdotuksia jää saamatta. Muutama vastaaja piti
hyvänä, että parannusehdotuksia ja palautetta saa joltain muulta ohjaajan
lisäksi. Katselmointia pidettiin "hienona osana kurssia" ja eräs totesi, että
"joku on miettinyt tämän [katselmoinnin teon] ihan oikeasti".
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Ryhmien väliset erot
Katselmoinnin hyötyjä verrattiin lisäksi kolmen eri ryhmäjaon välillä. Osal-
listujia ryhmiteltiin sukupuolen, pääaineen sekä peruskursseista saatujen
arvosanojen perusteella. Ryhmien välisten vastausten eroja tutkittiin kahden
toisistaan riippumattoman otoksen Mann-Whitneyn U-testillä, jossa ei tehdä
oletusta perusjoukon vastausten normaalijakautuneisuudesta. Likert-asteikon
vastaukset muunnettiin vertailussa asteikolle 1-5, jossa ääripäätä "täysin eri
mieltä" vastaa luku 1 ja "täysin samaa mieltä" vastaa luku 5.
Tietoa sukupuolesta ei ollut saatavilla viidestä vastaajasta, joten hei-
dät jätettiin pois sukupuolten välisiä eroja tutkittaessa. Otos naisista oli
pieni: vaan noin 15% kyselyyn vastaajista olivat naisia. Määrä mukailee
aiemmin mainittua alan epätasaista sukupuolijakaumaa. Naisten ja miesten
välillä ei löydetty merkittäviä eroja. Naiset kokivat katselmoinnin hieman
hyödyllisemmäksi useamman vastauksen sijoittuessa likert-asteikon positiivi-
selle puolelle. Naisten vastausten keskiarvo katselmoinnin hyödyllisyydestä
oli 4,22, kun miesten keskiarvo oli noin 3,78. Ero ei kuitenkaan nykyisellä
otoskoolla tilastollisesti merkitsevä (p-arvo = 0,189).
Toinen ryhmittely tehtiin pääaineen perusteella. Kaksi ryhmää olivat
tietojenkäsittelytiedettä pääaineekseen ja sivuaineekseen opiskelevat. Suu-
ria eroja ryhmien välillä ei ollut yhtä poikkeusta lukuunottamatta. Pääai-
neopiskelijoiden vastaukset katselmoinnin teon mukavuudesta sijoittuivat
enimmäkseen asteikon neutraaliin arvoon. Sen sijaan jopa kahdeksan 22:sta
sivuaineopiskelijasta koki koodinlukemisen ja palautteen antamisen enemmän
negatiivisena kuin positiivisena. Ero ryhmien vastausten välillä on tilastolli-
sesti merkitsevä (p = 0,026). Syitä kokemukseen ei kysytty, joten niitä on
kyselyn pohjalta vaikea päätellä.
Viimeinen jako tehtiin aikaisemman opintomenestyksen perusteella. Opis-
kelijat jaettiin Ohjelmoinnin perusteiden ja jatkokurssin arvosanojen perus-
teella kahteen lähes samankokoiseen ryhmään. Kurssit arvostellaan asteikolla
1-5. Paremmin pärjänneiden ryhmään listattiin ne opiskelijat, joiden yhteisar-
vosana kahdesta kurssista oli 9 tai 10. Aiempi tietojenkäsittelytieteen opin-
tomenestys ei kuitenkaan vaikuttanut vastauksiin merkitsevästi. Molemmat
ryhmät kokivat katselmoinnin tekemisen lähes samoin. Sen sijaan saadussa
vertaispalautteessa oli pieniä eroja. Heikommin aikaisemmilla kurssilla pär-
jänneistä 40% sai palautetta, jossa huomautettiin ohjelman luettavuuteen ja
tyyliin liittyvistä virheistä. Paremmin pärjänneiden ryhmästä tyyliä koskevaa
palautetta sai vain 22%. Ero ei kuitenkaan ole tilastollisesti merkitsevä (p =
0,117).
Erilaisten ryhmäjakojen välillä ei siis huomattu merkittäviä eroja, po-
sitiivisia tai negatiivisia. Ainoa tilastollisesti merkitsevä ero oli sivuaineo-
piskelijoiden ja pääaineopiskelijoiden välillä, sillä sivuaineopiskelijat kokivat
katselmoinnin vähemmän mieluisaksi. Yksi syy voi olla sivuaineopiskelijoiden
mielenkiinnon kohteissa - kaikkia ei välttämättä kiinnosta ammattimainen
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ohjelmistokehityksen menetelmät. Tarkemman syyn määrittäminen vaatisi
kuitenkin lisätutkimusta.
Katselmoinnin kehittäminen
Nykyisen katselmointitekniikan tulokset ovat pääosin positiivisia, mutta
vaihtelu opiskelijoiden välillä on runsasta. Tämä on tyypillistä, sillä tapa
vastaa alkeellisimpana katselmoinnin muotona pidettävää etänä suoritettua
pöytätestausta, jonka tulokset riippuvat katselmoijan kompetenssista. Vaik-
ka kurssilla koodinlukuun vasta tutustutaan, on ongelmia ja vaihtoehtoja
pohdittava, jotta katselmoinnista saataisiin tasalaatuisempi.
Nykyisessä järjestelyssä osa opiskelijoista saattaa jäädä kokonaan ilman
vertaispalautetta. Vaikka katselmoinnit eivät olleet vapaaehtoisia, niiden
laiminlyömisestä ei saa sanktioita pistemenetystä lukuunottamatta. Tämä
on johtanut siihen, että osa jättää osallistumatta katselmointiin tuloksissa
esitettyihin syihin vedoten. Palautetta eivät välttämättä saa ne, jotka itse
sellaisen ovat antaneet. Tämän kommentoivat muutamat avoimissa vastauk-
sissa: "Katselmointi pitäisi toteuttaa niin, että palaute omasta ohjelmasta
voitaisiin taata". Yksi korjausvaihtoehto on suurempi sanktio, esimerkiksi
arvosanan lasku tai kurssin hylkäys katselmoinnin laiminlyönnistä.
Ohjaajat voivat nykyjärjestelmässä arpoa opiskelijoille katselmoitavat
koodit automaattisesti tai valita osan käsin. Jälkimmäinen tulee kyseeseen
erityisesti niiden kohdalla, jotka vaikuttavat keskeyttävän kurssin. Jos kurssi-
suoritus on vaarassa keskeytyä, on todennäköistä jättää katselmointi tekemät-
tä. Arvontaan ei voi vaikuttaa muulla tavoin - arvonnassa ei oteta huomioon
taitotasoja eikä projektien samankaltaisuutta. Taitoeroja osa moitti kyselys-
sä. Tyytymättömiä olivat ne, jotka kokivat saaneensa liian alkeellisen koodin
tutkittavakseen.
Edellisiä ongelmia olisi mahdollista korjata kehittämällä nykyistä arvontaa
lähemmäs aiemmin esitettyjen OSBLEn tai Praktomatin kaltaisiksi. Kun
kurssin osallistujia on vähemmän, ohjaajien on yleensä mahdollista määrittää
katselmoitavat käsin. Ongelmien ratkaisujen sijaan haastateltavien kanssa
pohdittiin koko katselmointityylin kehittämistä. Haastateltaville ehdotettiin,
ja heiltä kysyttiin vaihtoehtoisia suoritustapoja nykyiselle tavalle.
Kurssilla katselmointien määrä on vaihdellut sen hetkisistä ohjaajista
riippuen. Kyselyitä tehdessä kurssilla suoritettiin vain yksi. Sopiva määrä
on ollut epäselvä. Kun katselmointeja on useampi, osa tekee vain yhden.
Epäselvyys näkyy myös kyselyn tuloksissa, joissa useampaan katselmointiin
osallistumiseen suhtaudutaan sekä positiivisesti että negatiivisesti. Haastatte-
luissa sama toistui: osa totesi osallistuvansa mielellään, osa taas epäili toiston
tuomaa lisäarvoa.
Yksi mahdollisuus olisi tehdä katselmoinneista vähemmän vaivalloisia.
Tämä onnistuu esimerkiksi katselmoimalla samaa henkilöä useamman kerran.
Toinen katselmointi sijoittuisi joko kurssin alku- tai loppupäähän. Jälkim-
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mäisessä katselmoinnissa huomio kiinnittyisi muutoksiin ja lisäyksiin, kun
projekti on entuudestaan tuttu. Ehdotukseen haastateltavat suhtautuivat
pääosin positiivisesti - muutama heistä ehdotti, ettei ensimmäisellä kerralla
ehkä tarvitsisi palautetta lainkaan. Yksi haastateltava totesi, että jos katsel-
moinnin aloittaisi jo hyvin aikaisin, olisi ensimmäinen kerta suoraviivainen
koodin ollessa vielä yksinkertainen.
Toinen tapa olisi luoda projekteista julkinen lista, josta muiden saman-
aikaisesti osallistuvien töitä voi selata. Tähän yksi haastateltava vastasi
epäilevästi, että "jos olisi ylimääräistä aikaa, saattaisin käydä lukemassa".
Julkisten keskeneräisten projektien sijaan haastateltavista useampi pyysi
nähdä muiden valmiita töitä. Nykyisillään kurssilaiset esittelevät projektit
toisilleen kurssin lopulla, mutta vain valmiin tuotoksen, ei koodia. Julkisissa
listoissa koodinluku jäisi opiskelijan itsensä vastuulle.
Nykymenetelmästä puuttuu myös vuorovaikutus. Saatuun palautteeseen
vastataan harvoin. Ehdotin haastateltaville yksipuolisen raportoinnin kor-
vaamista vuoropuheluna joko internetin välityksellä tai erikseen varattuna
aikana. Parit tutustuisivat toistensa koodiin ennalta, ja kirjallisen palautteen
sijaan keskustelisivat parannusehdotuksista. Haastateltavat pitivät ehdotusta
kokeilun arvoisena, mutta eivät haluaisi siitä pakollista. Lähestymistavan
haasteeksi epäiltiin taitoeroja. Koodinluvun lisäksi keskustelutilanteessa oh-
jelmoinnista pitäisi osata myös puhua sujuvasti, kun palautteen sanamuotoa
ei voi miettiä kauemmin.
Laajennusehdotus syntyi myös kurssin vastuuhenkilöltä. Kurssiin voitai-
siin liittää vapaaehtoinen osuus, jonka suorittamisesta palkittaisiin lisäopin-
topisteillä. Halukkaat saisivat itselleen toisen kurssilaisen ohjelmakoodin laa-
jennettavaksi. Laajennus pakottaisi perehtymään ohjelmakoodin toimintaan.
Versionhallinnan avulla muutokset olisivat toimitettavissa myös alkuperäisen
projektin tehneelle opiskelijalle.
Opiskelijana ja kurssin entisenä ohjaajana koen tärkeimmäksi, ettei kat-
selmointi jää vain nykymuotoiseksi. Monipuolisemmat vaihtoehdot ovat opis-
kelijoiden etu, mutta myös ongelmakohtiin on hyvä kiinnittää huomiota käy-
täntöjen ja koko opetuksen kehittyessä. Erityisesti huomio on hyvä kiinnittää
siihen, miksi sivuaineopiskelijat eivät koe katselmointia yhtä mukavaksi, ja
miten asenteen voisi muuttaa.
6.3 Tapaustutkimus: Dojot ohjelmistotuotannon kurssilla
Ohjelmistotuotanto on toisen vuoden opiskelijoille suunnattu pakollinen
tietojenkäsittelytieteen kurssi. Siihen osallistuvilta opiskelijoilta oletetaan jo
kokemusta useammasta harjoitustyöstä sekä ohjelmoinnin teoriasta. Kurssilla
käydään läpi ohjelmistuotannon prosessimalleja ja eri ohjelmistotuotannon
tekniikoita, kuten eri tyyppisiä testausvälineistöä, suunnittelumalleja ja
työkaluja. Prosesseissa painotus on ketterissä menetelmissä.
Vuoden 2013 kurssilla otettiin käyttöön coding dojot. Kurssilla on aiem-
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min käyty läpi pariohjelmoinnin ja testivetoisen kehityksen teoria, mutta
varsinaisia käytännönharjoituksia niistä ei sisältynyt kurssiin. Coding dojot
sopivat peruskurssien pedagogiseen lähtökohtaan, tehostettuun kisälliop-
pimiseen. Dojot antavat opiskelijoille mahdollisuuden kokea simuloidussa
työympäristössä, miten pariohjelmointi ja testivetoinen ohjelmistokehitys
käytännössä toimivat. Samalla kurssihenkilökunta pystyy mestarin lailla
tarkkailemaan, että käytäntöjä noudatetaan. Siten dojojen kokeilu ohjelmis-
totuotannon kurssilla on luonnollinen kehityksen askel.
Opiskelijoille kyselyn dojoista teetti RAGE-tutkimusryhmä. Tutkimustu-
lokset julkaistiin artikkelissa Learning Agile Software Engineering Practices
using Coding Dojo [HHLV13]. Tämä luku referoi artikkelin esittäen tulok-
sia. Tulokset ovat osin ohi tutkielman aiheen, sillä alkuperäinen tutkimus ei
painottanut dojoa katselmointina. En itse kuulu RAGE-tutkimusryhmään,
artikkelin kirjoittajiin tai kyselyn suunnittelijoihin, mutta avustin dojojen
järjestämisessä. Toimin yhtenä dojo-mestareista, jotka pitivät dojoja opiske-
lijoille. Omia uusia havaintoja ei tässä luvussa esitetä.
Ennen varsinaisia opiskelijoiden dojoja pidettiin testimuotoinen dojo, jo-
hon osallistui kurssihenkilökunta sekä muutama vapaaehtoinen. Tapaamisen
avulla kartoitettiin dojojen haasteita ja koulutettiin kurssihenkilökuntaa
toimimaan dojo-mestareina. Testin avulla opittiin varautumaan tilanteisiin,
jossa tilaisuudesta uhkaa muodostua kilpailullinen, tai yksittäiset henki-
löt dominoivat tilaisuutta esimerkiksi pakottamalla omaa ratkaisutapaansa
muille.
Kokeilun aikana 15 dojo-tapaamiseen osallistui yhteensä 73 opiskelijaa.
Yksittäiseen dojoon mahtui 4-6, jotta tilaisuudet pysyivät intensiivisinä.
Tapaamiset kestivät noin kaksi tuntia, josta 1,5 tuntia käytettiin ohjelmoimi-
seen ja loput jälkikeskusteluun. Kierto, siis kuskin ja navigaattorin vaihto,
tapahtui viiden minuutin välein. Kurssin osallistujat jaettiin tapaamisiin
ilmoittautumisjärjestyksessä, jolloin ryhmissä oli eri tasoisia opiskelijoita.
Harjoituksena toimi pienimuotoisen opiskelijarekisterin kirjoittaminen.
Ohjelmassa tuli esimerkiksi pystyä listaamaan rekisterin opiskelijat, lisää-
mään opiskelijoille kurssisuorituksia ja tulostamaan kurssin arvosanojen kes-
kiarvo. Ohjelma tuotettiin tekstipohjaisena konsolisovelluksena, jotta aikaa
ei tuhlaantuisi käyttöliittymäsuunnitteluun.
Dojo-mestari paljasti vaadittuja ominaisuuksia yksi kerrallaan. Tavoite
oli simuloida asiakkaan tarkentuvia vaatimuksia sekä ohjelmiston asteittaista
kehittymistä. Dojo-mestari myös vaati ja johdatteli opiskelijoita toteutta-
maan toiminnallisuus mahdollisimman yksinkertaisella tavalla, askel kerral-
laan pienin lisäyksin. Tehostetun kisällioppimisen tapojen mukaisesti nämä
tavat toimivat tukirakenteina, joilla ohjattiin oppimista toivottuun suun-
taan. Osa opiskelijoista tosin ilmaisivat pitävänsä vaatimusten panttaamista
epämieluisana.
Yhteistä tilaisuuksille oli se, että opiskelijat saattoivat aluksi tuntea tilan-
teen epäluonnolliseksi. Paine muiden tarkkailussa saattoi saada koneen äärellä
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olleen parin jäätymään hetkeksi. Tämä kuitenkin vähentyi huomattavasti
tilaisuuden edetessä. Muuten dojo-tilaisuudet poikkesivat paljon toisistaan,
mihin vaikutti erityisesti osallistuneiden opiskelijoiden taitotaso. Tilaisuuksis-
sa, joissa oli enemmän kokeneita ohjelmoijia, yleisö ilmaisi enemmän koodiin
liittyviä ongelmia tai parannusehdotuksia.
RAGE teetti osallistujilla kyselyn. Kysely sisälsi avoimia kysymyksiä
sekä kysymyksiä, joihin vastattiin käyttäen viisiportaista likert-asteikkoa.
Artikkelissa esitetyissä tuloksissa asteikon keskimmäiset, eli neutraalit, vas-











parantamiseen 4% 8% 46% 14%
Koin dojoissa
ahaa-elämyksiä 4% 14% 38% 8%
Opin dojossa
itselleni uusia
ohjelmointikäytänteitä 6% 22% 48% 12%
Opin dojossa
ryhmäläisten
toiminnasta 2% 6% 52% 18%
Taulukko 6: Oppiminen dojoissa. Alkuperäiskysymyksin lähteestä [HHLV13]
Tämän tutkielman kannalta tärkeimmät artikkelin tulokset ovat kerätty
taulukkoon 7. Taulukko havainnollistaa opiskelijoiden näkemystä siitä, millä
tavoin coding dojot koettiin ohjelmoinnin oppimisen hyödyksi. Noin 60%
vastaajista kokivat dojot vähintään jossain määrin hyödyllisiksi omien ohjel-
mointitaitojen kehittämisessä. Lähes samassa suhteessa opiskelijat oppivat
uusia ohjelmointikäytänteitä. Kysely ei tosin tarkemmin eritellyt, tarkoitet-
tiinko kysymyksen ohjelmointikäytänteillä pariohjelmointia ja testivetoista
ohjelmistokehitystä vai jotain muuta.
Coding dojojen järjestäminen toi arvokasta tietoa myös dojojen järjestä-
jille. Ohjaajat tarkkailivat opiskelijoiden työskentelytapoja, jotka todettiin
osin epäoptimaalisiksi. Esimerkiksi kehitysympäristön tarjoamia ominaisuuk-
sia eivät useimmat opiskelijat käyttäneet silloin, kun ne olisivat nopeuttaneet
tai helpottaneet kehitystä. Näiden huomioiden pohjalta aiempia kursseja pys-
tytään parantelemaan siten, että ne painottavat paremmin työskentelytapoja
ja kehitystyökalujen käyttöä.
Opiskelijoiden vastaukset dojojen ilmapiiristä havainnollistetaan tau-
lukossa 7. Kuten tarkoitus, lähes kaikki opiskelijat pitivät dojoa rentona










tunnelma 0% 8% 42% 42%
Tuntui, että osallistujat
kilpailivat keskenään 36% 36% 2% 2%
Hyvän ohjelmointityylin
merkitys tuli esille
dojossa 2% 18% 46% 10%
Taulukko 7: Mielikuva dojosta. Alkuperäiskysymyksin lähteestä [HHLV13]
rantaminen. Kilpailuhenkisyys, joka tulee esille esimerkiksi mahdollisimman
nopeaan ratkaisuun pyrkimisessä, pystyttiin estämään ohjaajien toimesta.
Opiskelijoiden näkökulmasta kilpailua ei juuri esiintynyt.
Mielenkiintoinen huomio tuli esille yhden opiskelijan kyselyyn antamassa
avoimessa vastauksessa. Hän totesi, että "kokemus alensi osallistumiskynnys-
tä tuleviin tapahtumiin, esimerkiksi hackathoneihin". Joillakin opiskelijoilla
on vaikeuksia osallistua ohjelmointiin liittyvään pop-up -toimintaan, kuten
kilpailuihin tai ohjelmointiviikonloppuihin, jossa saattaa joutua huomion
keskipisteeksi. Laajan kokemuksen kannalta on positiivista, jos opiskelija osal-
listuu vapaaehtoisiin ohjelmointitapahtumiin. Dojot rentona tapahtumana
saattaa auttaa siihen, että muihin tapahtumiin osallistumiseen suhtaudutaan
avoimemmin.
Vaikka suurin osa kyselyyn vastanneista suosittelisivat coding dojoissa
käyntiä muille opiskelijoille ja kävisivät itsekin toisen kerran, ei kokeilulla ole
toistaiseksi ollut laajempia vaikutuksia. Dojon suorituksen oli tarkoitus ha-
vainnollistaa opiskelijoille, miten he voisivat organisoida dojoja. Kampuksella
huomioitiinkin pienimuotoista dojo-toimintaa kurssin järjestämisen jälkeen.
Vuonna 2014 opiskelijoiden järjestämää dojo-toimintaa ei havaintoje-
ni mukaan ole enää ollut. Kevään 2014 ja 2015 Ohjelmistotuotanto-kurssi
ei sisältänyt lainkaan coding dojoja, joten toistaiseksi kokeilu on kosket-
tanut opiskelijoita vain yhtenä vuotena. Syyt dojojen puutteeseen kurssin
vastuuhenkilön mukaan olivat dojojen järjestämisen vaiva. Vaikka dojoihin
periaatteessa ei tarvitse kuin ohjaajan ja tilat, vaativat dojot noin sadan
henkilön kurssilla lisähenkilökunnan koulutusta sekä aikataulutuksen. Järjes-
tämisen vaivasta huolimatta vuoden 2015 syksyllä on suunnitelmissa jatkaa
dojojen järjestämistä.
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6.4 Tapaustutkimus: Pariohjelmointi ohjelmistotuotantopro-
jektissa
Ohjelmistotuotannon kurssilla valmistaudutaan ohjelmistotuotantoprojektiin,
joka on pääaineopiskelijoille pakollinen ryhmätyökurssi. Ohjelmistotuotan-
toprojekti järjestetään 7 tai 14 viikon mittaisena. Projektissa toteutetaan
ohjelmisto Helsingin yliopiston sisäiselle tai ulkoiselle asiakkaalle. Aihe, esi-
tietovaatimukset sekä ohjelmointikieli vaihtelevat asiakkaan tarpeiden mukai-
sesti. Pedagogisena tavoitteena on harjoitella Ohjelmistotuotanto-kurssilla
opittuja prosessimalleja ja tekniikoita oikeassa asiakasprojektissa.
Ryhmät noudattavat muunneltua Scrum-prosessimallia. Kurssin pituu-
desta riippuen käytetään yhden tai kahden viikon iteraatioita. Jokaisella
ryhmällä on ohjaaja, joka toimii tarkkailijana ja puuttuu ryhmän toimintaan
ongelmatilanteissa. Ketterien ohjelmistokehitysmenetelmien mukaisesti luo-
tetaan tiimin itseohjautuvuuteen. Prosessimallia lukuunottamatta ryhmät
saavat valita noudattamansa työtavat ja menetelmät. Niitä ovat esimerkiksi
Kanban-taulu, testivetoinen ohjelmistokehitys ja tämän tutkielman kannalta
kiinnostavin: pariohjelmointi.
Järjestin lyhyen kyselyn pariohjelmoinnista vuoden 2014 alkukesän ohjel-
mistotuotantoprojektin ryhmille. Alkukesän seitsemän viikon tiivisprojekteis-
sa ryhmät ovat läsnä päivittäin. Työpäivien pituus on yleensä noin 6-8 tuntia.
Intensiivisellä läsnäololla simuloidaan yhteisessä työtilassa työskentelevää ke-
hitystiimiä. Opiskelijoiden käyttämä työtila näkyy kuvassa 5. Kuvassa näkyy
tilanne, jossa yksi 2014 alkukesän ryhmistä suunnittelee iteraation työnjakoa.
Työtila sisältää työkoneet, videotykin, valkotaulut ja toimistovälineet noin
kolmen ryhmän tarpeisiin - ylimenevät ryhmät sijoitetaan muihin tiloihin.
Kuva 5: (Ville Lahdenvuo) Ohjelmistotuotantoprojektin työtila
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Alkukesän kurssille osallistui yhteensä 5 ryhmää, joista jokaiseen kuului
5 tai 6 opiskelijaa. Kesällä 2014 kurssilla oli lisäksi muutamaa koko kesän
kestävä ryhmä. Pitkässä versiossa ryhmät työskentelevät pääasiassa etänä,
jolloin yhteisiä ohjelmointihetkiä ja siten pariohjelmointia esiintyy harvoin.
Tästä syystä tarkastelu keskittyi intensiiviryhmiin.
Pariohjelmoinnin käytöstä suoritetin kyselyn alkukesän ryhmien päättyes-
sä. Kysely teetettiin kesänä, jolloin opiskelijoille ei esitietokurssilla järjestetty
coding dojoja. Tästä johtuen opiskelijoilta ei oletettu käytännön kokemusta
pariohjelmoinnin käytöstä. Vaikka teoria on kuvattu esitietokurssilla, kyselyn
alkuun liitettiin lyhyt kuvaus pariohjelmoinnista. Osa kyselyyn vastanneista
saattoivat suorittaa esitietokurssin vuonna, jolloin he osallistuivat dojoihin.
Kyselyn ideoin kurssin loppupäässä, joten ryhmien ohjaajat eivät tark-
kailleet pariohjelmoinnin käyttöä. Täten ei voida varmistaa, että pariohjel-
moinnin käyttöön myönteisesti vastanneet jakoivat työmäärän tasaisesti ja
käyttivät menetelmää suositusten mukaisesti. Pyrin selvittämään, paljonko
opiskelijat käyttävät pariohjelmointia ryhmätyöprojektissa silloin, kun he
toimivat itseorganisoituneesti.
Lyhyt kysely sisälsi muutaman taustatietokysymyksen, viisiportaisella
likert-asteikolla mitattavia väitteitä sekä yhden avoimen kysymyksen. Likert-
asteikolliset kysymykset voidaan jakaa kahteen kategoriaan. Ensimmäisessä
kategoriassa tiedusteltiin, käyttikö opiskelija pariohjelmointia ja miten hän
koki pariohjelmoinnin. Toisessa osassa kysyttiin, miten pariohjelmointi koet-
tiin koko ryhmän kannalta. Avoimessa kysymyksessä pyydettiin vapaita
ajatuksia pariohjelmoinnin käytöstä.
Alkukesän kurssille osallistui yhteensä 26 opiskelijaa. Heistä kyselyyn
vastasi 20 opiskelijaa (n = 20), vastausprosentin ollessa 77% kyselyn kohde-
ryhmästä. Vastauksia tuli kaikista viidestä ryhmästä. Neljästä tiivisryhmästä
kyselyyn vastasivat kaikki tai yhtä vaille kaikki ryhmän jäsenet. Viidennestä
ryhmästä kyselyyn vastasi vain kaksi opiskelijaa.
Opiskelijoiden pariohjelmoinnin käyttöä havainnollistetaan kuvassa 6,
jossa pystyakselilla on pariohjelmoinnin käytön yleisyys ja vaaka-akselilla
vastaajalukumäärä. Vastausten perusteella pariohjelmoinnin kokeilu ohjel-
mistotuotantoprojektissa on tavanomaista, mutta käyttö ei ole vakituista.
Yhdeksäntoista kahdestakymmenestä eli 95% vastaajista kokeilivat pariohjel-
mointia vähintään kerran projektin aikana. Vain 40% työskenteli pareittain
useita kertoja viikossa, vaikka ryhmät toimivat yhteisissä tiloissa päivittäin.
Kaikissa ryhmissä pariohjelmointi jakaantui tasaisesti - osa ryhmäläisistä
käytti useammin, osa harvemmin. Vastauksista ei ollut eriteltävissä ryhmää,
joka olisi käyttänyt pariohjelmointia selvästi muita enemmän.
Tämä luku keskittyy kyselyyn saatujen vastausten kuvailuun tarkempaa
tarkastelua tekemättä. Pienen otoskoon, vertailuryhmän puutteen ja vaikeas-
ti määriteltävän perusjoukon vuoksi tilastollista analyysia ei tehdä, jotta
vältetään virheelliset päätelmät. Aiemmissa kansainvälisissä tutkimuksissa
pariohjelmoinnin merkitystä mitattiin kurssien arvosanojen ja läpipääsyas-
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Kuva 6: Pariohjelmoinnin käyttö ohjelmistotuotantoprojektissa
teen muutoksella. Tässä ei mitattu pariohjelmoinnin vaikutusta arvosanoihin,
sillä kurssilla ei ole tarkasti mitattavia oppimistavoitteita tekniikoiden ja
aiheen vaihdellessa ryhmien välillä. Palautetun työn laatua mitataan lähinnä
asiakastyytyväisyydellä. Yksilön arvosanaan vaikuttaa eniten työpanos ja
vertaisarvioinnit.
Vaikka pariohjelmoinnin käyttö oli vaihtelevaa, opiskelijat pitävät sitä
pääosin hyödyllisenä käytäntönä. Osa kysymyksistä mittasi samoja asioita
kuin Yhdysvaltojen pariohjelmointitutkimuksissa. Tulokset mukailevat lu-
vussa 5.3 esitettyjä tuloksia. Vastaajista 85% oli samanmielisiä väitteestä
"koin pariohjelmoinnin miellyttäväksi". Hyvin samaa mieltä väitteen kans-
sa oli 35% vastaajista. Myös 85% vastaajista koki pariohjelmoinnin olevan
ongelmanratkaisua helpottava käytänne.
Opiskelijoiden käsitystä oppimisestaan ja pariohjelmoinnin vaikutuksesta
laatuun kysyttiin suoraan. Yhden opiskelijan vastaukset jätettiin huomioi-
matta, sillä hän ilmoitti, ettei ollut pariohjelmoinut. Vastaajilta kysyttiin,
kokivatko he parin vaikuttavan heidän kirjoittamansa koodin laatuun, ja oppi-
vatko parilta ohjelmoinnista tai työvälineistä. Vastausten jakaumat listataan
taulukossa 8, josta on jätetty pois neutraalit vastaukset.
Pariltaan uutta koki oppivan yhteensä jopa 73% vastaajista. Pariohjel-










ohjelmoinnista 5% 11% 47% 26%
Opin pariltani uutta
työvälineistä 5% 26% 26% 32%
Koin koodini laadun
paranevan 16% 0% 26% 26%
Taulukko 8: Pariohjelmoinnin vaikutus omaan oppimiseen
monia temppuja, joita javascriptillä voi tehdä ja jotka auttavat koodin
siisteyden kanssa."Sen sijaan parin ei koettu yhtä paljon opettavan uusia
ominaisuuksia työvälineistä. Vastaukset painottuvat yhä positiivisiksi 32%
ollessa hyvin samaa mieltä siitä, että oppivat uutta työvälineistä. Koodissaan
laadun kasvua koki 52% vastaajista.
Oman pariohjelmointikokemuksen jälkeen pyydettiin vastaamaan kolmeen
väittämään, joissa piti huomioida pariohjelmoinnin vaikutus koko ryhmään.
Vastaukset väittämiin esittää taulukko 9, johon alkuperäiset väitteet on
lyhennetty. Taulukosta on jälleen jätetty pois neutraali vastausvaihtoehto.
Väite % täysin
eri mieltä






työntekoa 25% 25% 30% 0%
Pariohjelmointi paransi
koodin laatua 0% 5% 45% 25%
Pariohjelmointi paransi
kommuniikaatiota 0% 10% 45% 45%
Taulukko 9: Pariohjelmoinnin vaikutus koko ryhmään
Pariohjelmoinnin oman koodin laatua parantavaksi koki 50% vastaajista.
Kun samaa kysyttiin koko ryhmää koskevana, jopa 70% piti pariohjelmointia
osallisena koodin laadun kasvuun. Yksi mahdollinen selittävä johtopäätös:
yksittäisten henkilöiden koodin laadun kasvun huomasivat myös ryhmän
muut jäsenet.
Vapaamuotoiset ajatukset pariohjelmoinnista antavat vastauksia, jotka
osin selittävät pariohjelmoinnin käytön vähäisyyttä positiivisista asenteista
huolimatta. Pariohjelmoinnin käyttöä ja merkitystä kuvattiin näin:
"Minusta [pariohjelmointi on] hyvä keino selvitä ongelmista ja tilan-
teista, joissa hyvä ratkaisu ei ole ilmeinen –."
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"Koin pariohjelmoinnin hyödylliseksi lähinnä silloin, kun oli epävarmaa,
kuinka tulisi edetä."
"Teimme lähinnä paridebuggausta."
Pariohjelmointi koettiin ensisijaisesti ongelmanratkonnan ja kommuni-
koinnin välineeksi. Kehitystyössä ryhmän jäsenille jaettiin oma tehtävä, mut-
ta parityöskentelyyn turvauduttiin ongelmatilanteissa. Kahdesta avoimesta
vastauksesta käy ilmi, että pariohjelmointia käytettiin tilanteissa, jossa tieto-
taitoa jaettiin ryhmän kesken. Paridebuggauksesta mainitsevan vastauksen
lisäksi vain yksi toinen opiskelija antaa vastauksen, joka saattaa viitata
pariohjelmoinnin käyttöön laadunvarmistuksessa. Muutama opiskelija myön-
tää, että olisivat voineet pariohjelmoida useamminkin. Yhdessä vastauksessa
toivottiin kurssin alkuun kertausluentoa, jotta esitietokursseilla olleet mene-
telmät palautuisivat mieleen.
Tuloksissa on huomioitava, että vastaajia oli vain 20. Lisäksi ne kuvaavat
ainostaan kesän tiivisryhmissä ohjelmistotuotantoprojektin suorittavia opis-
kelijoita. Syksy- ja kevätlukukausina kurssi suoritetaan 14 viikon mittaisena
kurssina, jolloin käytössä on enemmän etätyöskentelyä. Eniten etätyöskente-
lyä on kesän pitkissä ryhmissä, joihin osallistuvat ovat yleensä samanaikaisesti
työelämässä. Kysely lähetettiin kokeiluna myös kesän 2014 pitkille ryhmille.
Ryhmien jäseniltä vastauksia tuli muutama, joista miltei yksikään ei ollut
pariohjelmoinut.
Pariohjelmoinnin käyttöä on vaikea lisätä kurssilla ilman ketterän ke-
hityksen ryhmien itseohjautuvuuden periaatteen rikkomista. Menetelmä
saattaisi kuitenkin saada suosiota, kun esitietokursseilla harrastetaan parioh-
jelmointia. Pariohjelmoinnin käyttöä voitaisiin tutkia uudelleen, kun coding
dojot palaavat tai ohjelmoinnin peruskursseilla pariohjelmoineet suorittavat
projektin.
7 Yhteenveto
Usealla Helsingin yliopiston Tietojenkäsittelytieteen laitoksen kurssilla ope-
tusfilosofia on tilannesidonnainen oppiminen (engl. situated learning), eli
asia opitaan harjoittelemalla sitä oikeassa kontekstissa ja niin kutsutusti
"tekemällä sitä itseään". Motivaationa on opettaa opiskelijoille ammatilli-
sia käytänteitä heti alusta lähtien. Ajatusta tukien yliopistossa on otettu
käyttöön ammattimaisessa ohjelmistotuotannossa hyviä tuloksia saavuttanut
tekniikka - koodikatselmointi.
Koodikatselmointi on prosessi, jossa arvioidaan toisen ohjelmakehittäjän
kirjoittamaa ohjelmakoodia. Perinteinen tieteellisten artikkelien vertaisar-
viointi tehdään laadunvarmistuksena. Koodikatselmointiin kuuluu laadun-
varmistuksen lisäksi oleellisesti ohjelmistojen suunnittelu ja ohjelmoinnin
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tietotaidon jakaminen osallistujien kesken. Koodikatselmointi on nykyajan
ohjelmistotuotannolle tyypillisesti sosiaalista toimintaa.
Koodikatselmointia voi suorittaa useilla tekniikoilla, jotka painottavat
katselmoinnin eri puolia. Formaalin kooditarkastuksen ainoa tavoite on
virheiden paikallistaminen ja ennaltaehkäisy. Läpikäynnit keskittyvät vaih-
toehtoisten ratkaisujen kartoittamiseen. Jatkuvaa katselmointia tehdään
pariohjelmoinnissa, jossa kaksi henkilöä työskentelevät yhden koneen ääressä.
Pariohjelmointi painottaa katselmoinnin osa-alueita riippuen siitä, minkä
tasoiset ohjelmistokehittäjät paritetaan. Epäformaaleimpia ja tuloksiltaan
epätasaisimpia tekniikoita ovat pöytätestaus ja passaround. Coding dojot
luetaan perinteisesti silkaksi ohjelmoinnin harjoitteluksi, vaikka yhtäläisyy-
det muihin tekniikoihin ovat ilmeiset. Yritykset soveltavat usein yleisesti
tunnetuista tekniikoista omia versioitaan, joita suojellaan liikesalaisuuksina.
Katselmoinneilla on havaittu monipuolisesti myönteisiä vaikutuksia am-
mattimaisessa ohjelmistotuotannossa. Eri tekniikoiden käytöllä on muun
muassa laskettu kehityskustannuksia virheiden vähentymisen johdosta, helpo-
tettu ongelmanratkaisua sekä parannettu yritysten sisäistä kommunikaatiota.
Osa tekniikoista on myös parantanut työnteon mielekkyyttä.
Tutkielman pääaiheena oli kuvailla katselmoinnin merkitystä osana oh-
jelmoinnin opetusta. Suotuisia vaikutuksia opiskelukäytössä kuvattiin ensin
kirjallisuuskatsauksella maailman korkeakouluista. Katselmointien käyttöä
on perusteltu koodin opiskelun mielekkyyden, lukutaidon, kommunikaation
ja sosiaalisten taitojen kehittämisellä. Kirjallisuuden perusteella positiivisia
tuloksia on raportoitu erityisesti Yhdysvalloista, Saksasta sekä Brasiliasta.
Yhdysvalloissa on keskitytty pariohjelmointiin, joka ohjelmoinnin peruskurs-
seilla on parantanut opiskelijoiden arvosanoja sekä intoa jatkaa tietojenkäsit-
telytieteen alalla. Merkittävänä yksityiskohtana se on myös supistanut eroja
mies- ja naisopiskelijoiden välillä.
Omana kontribuutiona esitettiin kolmen esimerkin voimin, miten koo-
dikatselmoinnit toimivat osana Helsingin yliopiston ohjelmoinnin opetusta.
Katselmoinnit otettiin käyttöön kirjoittajan henkilökohtaisesta tarpeesta har-
joitella lukemaan ja tutustumaan ennalta tuntemattomaan ohjelmakoodiin.
Koodinluvun harjoittelun sivutuotteena opiskelijat saavat ammattimaisessa
ohjelmistotuotannossa ja maailman korkeakouluissa havaittuja hyötyjä.
Katselmoinnit tulivat vakituiseen käyttöön 2013-2014 vaihteessa opiskeli-
joiden harjoitustyökursseille, jossa ne suoritetaan itsenäisesti etänä. Suhtau-
tuminen etäkatselmointiin on kyselyiden ja haastattelujen perusteella pää-
asiassa positiivista. Opiskelijat kokevat oppineensa uutta. Katselmoinneilla
on saatu vaikutettua ohjelman dokumentoinnin ja hyvän rakenteen merki-
tykseen. Etäkatselmoinnin haasteena ovat epäluuloiset ennakko-odotukset,
katselmointien laiminlyöminen sekä vaihtelevat tulokset opiskelijoiden välillä.
Vuonna 2013 käynnistettiin Coding dojo -kokeilu. RAGE-tutkimusryhmä
julkaisi kokeilusta artikkelinsa, jota tässä tutkielmassa referoitiin. Coding do-
jot mahdollistivat koodinluvun lisäksi käytännön tavan opettaa opiskelijoille
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ketterän ohjelmistokehityksen käytänteitä. Coding dojot olivat arvokkaita
tiedonlähteitä myös opetushenkilökunnalle, joka pystyi kiinnittämään huo-
miota opiskelijoiden puutteisiin esimerkiksi työkalujen hallinnassa. Coding
dojo kokeilu piti välivuoden vuonna 2014, mutta sen on tarkoitus palata
myöhemmin.
Pariohjelmointia ei ole coding dojojen lisäksi opetettu käytännönharjoit-
telulla lainkaan, ainoastaan teoriassa. Tämän vuoksi lyhyt kysely selvitti
pariohjelmoinnin käyttöä pääaineopiskelijoiden pakollisessa ryhmätyöprojek-
tissa. Itseorganisoituvissa ryhmissä pariohjelmoinnin kokeilu oli tavanomaista,
mutta sitä käytettiin tyypillisesti ongelmanratkaisun apuna vakituisen käytön
sijaan. Kurssi vaatisi lyhyttä kyselyä laajempaa tarkastelua pariohjelmoinnin
yleistymisestä coding dojojen ja opetuksen kehittymisen myötä. Mielipide-
mittauksissa asenteet ja kokemukset pariohjelmoinnista kuitenkin vastaavat
Yhdysvalloissa saavutettuja positiivisia tuloksia.
Tietojenkäsittelytieteen laitoksen opetus on luonteeltaan jatkuvasti ke-
hittyvää, mikä näkyy jatkuvina kokeiluina ja pidempiaikaisina käytänteinä.
Täten katselmointien käyttö kursseilla on jatkuvassa kehittyvässä tilassa.
Vuoden 2015 keväällä peruskursseilla otettiin käyttöön ohjelmoinnin luku- ja
selitystehtäviä sekä pakollisia pariohjelmointitehtäviä. Koodin aktiivinen lu-
keminen on tutkielman aikana aikaistunut siis jo opiskelijoiden ensimmäisille
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