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Resumen Las me´tricas CK a nivel de disen˜o orientado a objetos, son las
que alcanzan un mayor consenso sobre la identificacio´n de la necesidad de
una refactorizacio´n. Para estimar el impacto de estas me´tricas de calidad
en la refactorizacio´n en este trabajo nos basamos en la reduccio´n de la
entrop´ıa. Para ellos se parte de los datos validados de refactorizaciones
y de me´tricas de co´digo de varios proyectos open source. Las valoracio-
nes obtenidas se combinan para ordenar las me´tricas y proponemos un
me´todo para medir su influencia incluso en aquellas situaciones en las que
no todas las me´tricas puedan ser valoradas o cuando esta valoracio´n no
alcance unas tasas suficientemente representativas. Los resultados ob-
tenidos esta´n en la misma l´ınea de trabajos previos de otros autores,
siendo de mayor influencia las medidas de complejidad y acoplamiento y
de menor aquellas me´tricas relativas a la herencia y la cohesio´n.
Keywords: refactorizacio´n, me´tricas de co´digo, evolucio´n del software
1. Introduccio´n
La refactorizacio´n busca mejorar la calidad de la estructura de un producto
software que tiende a degradarse conforme evoluciona el sistema [12]. En con-
creto, la refactorizacio´n de co´digo es la te´cnica de modificacio´n del co´digo fuente
sin cambiar su comportamiento [7]. Esta te´cnica va ligada al paradigma de desa-
rrollo dirigido por la prueba y en la industria del software los equipos alternan
iteraciones dedicadas a la construccio´n de nuevas funcionalidades basadas en
casos de prueba, con iteraciones dedicadas a la refactorizacio´n del co´digo para
mejorar su consistencia interna, legibilidad y extensibilidad futura.
A pesar de sus ventajas, refactorizar no es una tarea sencilla puesto que, en
primer lugar, hay que identificar la necesidad de una refactorizacio´n (habitual-
mente ligada a los ”bad smells” o erosiones de co´digo) y, despue´s, es necesario
aplicarla de forma apropiada. Si bien es cierto que, a criterio de Fowler, las
me´tricas no son rival frente a la intuicio´n de los desarrolladores a la hora de la
refactorizacio´n [7], esta´ claro que los buenos desarrolladores necesitan medir las
caracter´ısticas de los productos software que construyen y que el hecho de medir
distintos aspectos de la calidad del software permite a los equipos de desarrollo
tomar decisiones correctas, estimar costes, evaluar riesgos y fundamentar sus
intuiciones [6].
En este trabajo vamos a realizar un estudio del impacto que las me´tricas
CK [5], las ma´s ampliamente unificadas a nivel de disen˜o orientado a objetos,
tienen sobre la identificacio´n de la necesidad de una refactorizacio´n. Para la es-
timacio´n del impacto de la refactorizacio´n y las me´tricas de calidad se pueden
utilizar distintas te´cnicas. Algunos ejemplos, aunque no los u´nicos, son la regre-
sio´n log´ıstica [3], ana´lisis de hipo´tesis [2] o experimentos controlados [4]. En este
estudio empleamos la reduccio´n en la entrop´ıa para medir este impacto sobre
un conjunto de datos consistente en refactorizaciones y me´tricas de co´digo de 37
versiones de 7 proyectos Java open source que han sido validadas manualmente
para eliminar los falsos positivos [10].
El trabajo se estructura en seis secciones. En la seccio´n 2 se esbozan distintas
l´ıneas y trabajos que han abordado el estudio de la relacio´n entre factores de
calidad y refactorizacio´n. Las medidas y conjuntos de datos utilizados se descri-
ben en la seccio´n 3. La toma de decisiones en este a´mbito se aborda desde el
punto de vista de la reduccio´n en la entrop´ıa y los distintos criterios de valora-
cio´n empleados se definen en la seccio´n 4. La seccio´n 5 explora la influencia de
las me´tricas sobre la decisio´n de refactorizar. Por u´ltimo, la seccio´n 6 recoge las
conclusiones y trabajos futuros.
2. Relacio´n entre factores de calidad y refactorizacio´n
Entre los desarrolladores de software ha sido ampliamente aceptada la ne-
cesidad de utilizar mecanismos de medida cuantitativos para abordar cualquier
proceso de mejora o prediccio´n. Las me´tricas son una potente herramienta para
gestionar los proyectos de desarrollo de software. Desafortunadamente no existe
un conjunto de me´tricas universalmente va´lidas para cualquier tarea de inge-
nier´ıa del software puesto que cada una se especializa en un aspecto concreto.
De entre ellas cabe destacar las ’suites’ de me´tricas de disen˜o orientado a obje-
tos por llevar ma´s de 25 an˜os implantadas y porque actualmente son fa´ciles de
obtener mediante herramientas de ana´lisis de co´digo como SonarQube3 o Source-
Meter4. Este hecho unido a la disponibilidad de numerosos repositorios de co´digo
abierto las convierten en una buena oportunidad de investigacio´n cuantitativa
en el campo de la ingenier´ıa del software.
Algunos trabajos de investigacio´n utilizan las me´tricas de co´digo para estimar
la calidad en te´rminos de la propensio´n a fallos y defectos [17,13]. En el a´mbito de
la evolucio´n del software, la mantenibilidad y la refactorizacio´n tambie´n se han
realizado numerosos trabajos que plantean estudios emp´ıricos para justificar y
3 https://www.sonarqube.org/
4 https://www.sourcemeter.com/
analizar la utilidad de las me´tricas en la aplicacio´n pra´ctica de la refactorizacio´n.
En los primeros trabajos se buscaba acercar las investigaciones de me´tricas de
software y programacio´n orientada a objetos mediante el ana´lisis de los cambios
entre versiones a nivel de las clases [11]. Sin embargo, las medidas ligadas al
cambio necesitan ser complementadas puesto que, en proyectos reales, en torno
al 70 % de las clases no presentan cambios y el resto pueden ser tanto mejoras en
la estructuracio´n (refactorizacio´n), como la inclusion de nuevas funcionalidades
[14]. Se deben manejar enfoques ma´s complejos donde se evalu´e el impacto de
la refactorizacio´n y de los factores de calidad externos (como la reutilizacio´n,
flexibilidad, extensibilidad y efectividad) que se calculan a partir de las me´tricas
(factores de calidad internos) [15]. Habitualmente los factores de calidad son
contradictorios y cualquier accio´n de mejora no mejorara´ todas a la vez.
La decisio´n de refactorizar se centra en los desarrolladores y, adema´s de los
valores puramente cuantitativos, su punto de vista tambie´n deber´ıa tenerse en
cuenta. En diversos trabajos se plantea como objetivo dar soporte a la decisio´n
de que´ y cua´ndo refactorizar con te´cnicas objetivas, bien sea dando una repre-
sentacio´n visual a la distancia de la medida de cohesio´n entre componentes del
software [16] o bien aplicando el concepto de Pareto optimalidad a la optimiza-
cio´n de la secuencia de operaciones a aplicar en una clase, siendo los objetivos
contradictorios el acoplamiento y la desviacio´n esta´ndar del nu´mero de me´todos
de la clase [8]; eso si, todo para un reducido grupo de refactorizaciones.
Por otra parte, aunque existen herramientas que detectan si se han produ-
cido refactorizaciones, estas suelen generar numerosos falsos positivos llegando
a precisiones del 79 % lo que supone una sobreestimacio´n [3,10]. A pesar del
esfuerzo empleado en la construccio´n de herramientas automa´ticas o semiau-
toma´ticas para la identificacio´n de anomal´ıas que requieran refactorizacio´n, son
varios los estudios sobre el ana´lisis de los cambios en las me´tricas definidas por
las caracter´ısticas del co´digo que concluyen que no existe una justificacio´n clara
para relacionar las erosiones de co´digo, las me´tricas y la refactorizacio´n efectiva.
Para Hegedus et al. no existe una correlacio´n estad´ısticamente significativa entre
las me´tricas y las opiniones de los expertos sobre mantenibilidad [9]. El enfoque
basado en me´tricas es efectivo para identificar el cambio, pero se vuelve ineficaz
como base para determinar el tipo de cambio, por refactorizacio´n o por nueva
funcionalidad [14]. La utilizacio´n de regresio´n para relacionar la refactorizacio´n
con las me´tricas de co´digo y la presencia de erosiones pone de relieve que, con
muy pocas excepciones, las me´tricas de calidad no muestran una relacio´n clara
con la refactorizacio´n [3].
Todo esto confirma la oportunidad de plantear el estudio del impacto de las
me´tricas CK en la decisio´n de refactorizacio´n desde otro punto de vista. As´ı,
siguiendo las pautas de disen˜o de experimentos [1], en este trabajo recurrimos
al contenido de informacio´n co´mo indicio de la importancia de las me´tricas en
la refactorizacio´n.
3. Datos del estudio
Los datos de partida son los publicados en el trabajo de Ka´da´r et al. [10],
donde se realiza la validacio´n manual de las refactorizaciones identificadas au-
toma´ticamente entre dos versiones consecutivas de siete proyectos open source
en Java disponibles en Github (ver tabla 1). En este trabajo, adema´s de la elimi-
nacio´n de falsos positivos, el conjunto de datos publicado incorpora las me´tricas
CK a nivel de clase que han sido calculadas de manera automa´tica. A conti-
nuacio´n se describen brevemente todas las medidas utilizadas y en la tabla 1
se incluyen los valores ma´ximos alcanzados en cada proyecto. Una descripcio´n
extensa del significado de cada una de ellas lo podemos encontrar en [5,3].
LCOM mide la falta de cohesio´n en una clase. Se calcula utilizando un
grafo no dirigido donde los nodos son los me´todos locales, sin considerar
constructores, destructores ni me´todos get y set. Dos nodos esta´n conec-
tados si y so´lo si usan un atributo comu´n (local o heredado), se usa un
me´todo abstracto o un me´todo invoca al otro. El resultado es el nu´mero de
componentes conectadas en el grafo.
WMC mide la complejidad de una clase en base a la complejidad de sus
me´todos. Se calcula como la complejidad cicloma´tica de McCabe para todos
los me´todos locales y los bloques iniciales. Expresa el nu´mero de caminos de
control independientes.
El acoplamiento entre clases se mide con CBO como el nu´mero de clases
a las que una clase dada esta´ ligada directamente excluyendo la herencia y
con RFC que es el conjunto repuesta de una clase, es decir el cardinal de
todos los me´todos que puede ser ejecutados en respuesta a un mensaje a un
objeto de la clase.
Las me´tricas de herencia son DIT, que mide la profundidad del a´rbol de
herencia y NOC que mide el nu´mero de subclases subordinadas a una clase
dada.
Tabla 1. Caracter´ısticas de los proyectos. Ma´ximos valores de las me´tricas
Proyecto #clases #ref LCOM WMC CBO RFC DIT NOC
antlr4 437 23 78 216 53 117 6 33
junit 657 9 25 28 54 5 7 2
MapDB 439 4 22 1525 40 156 4 11
mct 2162 15 60 413 56 246 5 65
mcMMO 301 4 138 261 48 200 2 13
oryx 536 15 10 121 38 104 5 64
titan 1486 13 60 323 124 299 9 36
4. Criterios de Valoracio´n
Las distintas me´tricas que se calculan sobre el co´digo pueden valorarse res-
pecto a la decisio´n de la refactorizacio´n de una clase, basa´ndose en la reduccio´n
en la entrop´ıa de esta decisio´n que se consigue al conocer el valor de una me´trica
concreta. Este concepto puede utilizarse para definir una secuencia de me´tricas
que tenga por objetivo acotar la decisio´n sobre si refactorizar o no una clase.
De manera intuitiva, la ganancia de informacio´n mide la informacio´n que
comparten la decisio´n de refactorizar y una me´trica dada. Es decir, mide cua´nto
conocer la me´trica reduce la incertidumbre sobre el decisio´n de refactorizar. As´ı,
preferiremos me´tricas que alcancen una mayor ganancia de informacio´n. Formal-
mente, si D es un conjunto de observaciones de la forma (m1,m2, . . . ,mn, r),
donde mi es el valor de la me´trica Mi y r la decisio´n de refactorizar o no, la
ganancia de informacio´n para la me´trica Mi se define como
GI(D,Mi) = H(D)−
∑
m∈valores(Mi)
|Dm|
|D| ·H(Dm), (1)
donde H es la entrop´ıa de la distribucio´n de probabilidad (p1, p2, · · · , pn) asocia-
da a la decisio´n de refactorizar en el conjunto de observaciones D considerado
H(D) = −
n∑
i=1
pi · log2(pi). (2)
La forma en la que esta´ definida la ganancia de informacio´n hace que las
variables que puedan tomar un alto nu´mero de valores alcancen mayores pun-
tuaciones. Por eso, alternativamente se emplea la razo´n de ganancia de infor-
macio´n. Este criterio intenta evitar el problema anterior aplicando una especie
de normalizacio´n a la ganancia de informacio´n basada en el valor de la divisio´n
de informacio´n:
DI(D,Mi) = −
∑
m∈valores(Mi)
|Dm|
|D| · log2
( |Dm|
|D|
)
(3)
Este valor representa la informacio´n potencial que se genera al dividir el conjunto
de observaciones D en funcio´n de los valores que toma la me´trica Mi. La razo´n
de ganancia de informacio´n se obtiene al dividir la ganancia de informacio´n
entre la divisio´n de informacio´n:
RG(D,Mi) =
GI(D,Mi)
DI(D,Mi)
. (4)
El criterio de preferencia entre me´tricas se mantiene y ahora se preferira´ me´tricas
que alcancen una mayor razo´n de informacio´n.
Tabla 2. Ganancia de informacio´n de las me´tricas en cada conjunto de datos
Proyecto LCOM WMC CBO RFC DIT NOC
antlr4 0.0164 (5) 0.0422 (2) 0.0422 (1) 0.0422 (3) 0.0000 (6) 0.0208 (4)
junit 0.0000 (6) 0.0201 (3) 0.0295 (1) 0.0253 (2) 0.0000 (5) 0.0000 (4)
MapDB 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0000 (5) 0.0000 (2) 0.0000 (1)
mct 0.0100 (4) 0.0111 (3) 0,0184 (1) 0,0169 (2) 0.0000 (5) 0.0000 (6)
mcMMO 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0000 (5) 0.0000 (2) 0.0000 (1)
oryx 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0242 (1) 0.0000 (5) 0.0000 (2)
titan 0.01015(3) 0.01294(1) 0,0087 (4) 0.01016(2) 0.0000 (5) 0.0000 (6)
Tabla 3. Razo´n de Ganancia de informacio´n de las me´tricas en cada conjunto de datos
Proyecto LCOM WMC CBO RFC DIT NOC
antlr4 0.0173 (5) 0.0461 (2) 0.0461 (1) 0.0414 (3) 0.0000 (6) 0.0289 (4)
junit 0.0000 (6) 0.0332 (3) 0.4109 (1) 0.0523 (2) 0.0000 (5) 0.0000 (4)
MapDB 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0000 (5) 0.0000 (2) 0.0000 (1)
mct 0.0526 (2) 0.0139 (4) 0.1035 (1) 0,0243 (3) 0.0000 (5) 0.0000 (6)
mcMMO 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0000 (5) 0.0000 (2) 0.0000 (1)
oryx 0.0000 (6) 0.0000 (3) 0.0000 (4) 0.0244 (1) 0.0000 (5) 0.0000 (2)
titan 0.2676 (1) 0.0222 (3) 0.0163 (4) 0.0617 (2) 0.0000 (5) 0.0000 (6)
5. Influencia de las me´tricas en la refactorizacio´n
Una vez definidos los criterios de valoracio´n, pueden utilizarse para hacernos
una idea de la influencia que tiene cada una de las me´tricas sobre la decisio´n
de refactorizar. Para ello, se consideran los datos de cada proyecto de manera
independiente y aplicamos los criterios de valoracio´n con el fin de obtener una
lista ordenada de me´tricas en base a su influencia sobre la decisio´n de refactorizar
el co´digo. Las tablas 2 y 3 muestran, respectivamente, los valores de ganancia
de informacio´n y de razo´n de ganancia en cada conjunto de datos para cada
me´trica, junto con la posicio´n relativa de la me´trica respecto a las dema´s. Como
era de esperar, no hay un u´nico orden de preferencia de las me´tricas respecto
a su influencia en la refactorizacio´n. Para establecer el orden de preferencia de
consenso se aplica el me´todo de conteo de Borda, asignando a cada me´trica un
nu´mero de puntos correspondiente al nu´mero de me´tricas situadas por debajo
de ella en cada lista ordenada. De esta forma obtenemos un orden de preferencia
para cada criterio de valoracio´n. En el caso de la ganancia de informacio´n el
orden es WMC, CBO, RFC, NOC, DIT, LCOM; mientras que para la razo´n
de ganancia es CBO, WMC, RFC, NOC, DIT y LCOM. Cabe destacar la poca
diferencia existente entre las tres primeras me´tricas, la coincidencia en las tres
u´ltimas y los baj´ısimos valores que alcanzan los criterios de valoracio´n en algunas
me´tricas (co´mo DIT y NOC) y en los conjuntos MapDB y mcMMO. La poca
influencia de DIT ha sido tambie´n resultado de otros estudios [3].
A fin de explorar el impacto que tienen los valores tan bajos en el orden
de preferencia, se modifica la puntuacio´n asignada a las me´tricas a la hora de
aplicar el conteo de Borda. Si el valor del criterio de valoracio´n es muy pequen˜o
(pra´cticamente cero) la puntuacio´n sera´ cero. En el resto de casos, la puntuacio´n
queda inalterada. Con este esquema de puntuacio´n, tanto para la ganancia de
informacio´n, como para la razo´n de ganancia el orden obtenido coincide y es
RFC, CBO, WMC, LCOM, NOC y DIT.
Explorar la influencia de las me´tricas en la refactorizacio´n implica tener en
cuenta el valor alcanzado por el criterio de valoracio´n, adema´s del orden que
induce. Esto se consigue ponderando la puntuacio´n asociada a la ordenacio´n con
el valor obtenido al aplicar el criterio de valoracio´n, lo que da lugar a la medida
de consenso de incertidumbre siguiente:
CMi =
n∑
k=1
CV (Dk,Mi)
n
· puntos(Dk,Mi), (5)
donde Mi es la me´trica cuyo valor de consenso se quiere calcular, se dispone de
n conjuntos de datos, CV (Dk,Mi) es el criterio de valoracio´n (GI o RG) que
se aplica a Mi con el conjunto de datos Dk y puntos(Dk,Mi) es la puntuacio´n
alcanzada por Mi en el conjunto Dk segu´n el esquema de conteo de Borda. Si
utilizamos la ganancia de informacio´n el orden es RFC, CBO, WMC, LCOM,
NOC, DIT; mientras que para la razo´n de ganancia es CBO, LCOM, RFC,
WMC, NOC, DIT.
La figura 1 muestra las valoraciones, calculadas por cada uno de los me´todos
aplicados, para la influencia de las me´tricas en la refactorizacio´n. La mayor´ıa
de las listas obtenidas, a partir de los datos y criterios de valoracio´n utilizados,
diferencian entre un primer grupo de me´tricas de complejidad y acoplamiento
(RFC, CBO y WMC) y un segundo grupo de me´tricas de cohesio´n y herencia
(LCOM, NOC y DIT). Este resultado refuerza la idea de que WMC es una de
las me´tricas con influencia ma´s efectiva en la refactorizacio´n. Esto sugiere que
de cara a decidir aplicar la refactorizacio´n a nivel de clase, deber´ıan tenerse
en cuenta antes acoplamiento y complejidad, para recurrir despue´s a cohesio´n
y herencia. Cabe destacar que la cohesio´n estructural representada por LCOM
no presenta una gran influencia en contra a los principios cla´sicos del disen˜o
estructurado.
6. Conclusiones
En este trabajo investigamos la influencia de las me´tricas CK en la refactori-
zacio´n del co´digo. Para hacer este estudio recurrimos a conjuntos de datos sobre
refactorizacio´n, para valorar sobre ellos las me´tricas respecto a la decisio´n de re-
factorizar en funcio´n de la reduccio´n en la entrop´ıa. Las valoraciones obtenidas
se emplean como punto de partida para obtener una lista ordenada de me´tri-
cas aplicando distintos me´todos, incluso en situaciones en las que no todas las
me´tricas pueden valorarse o su valoracio´n no es representativa. En este u´ltimo
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Figura 1. Influencia de las me´tricas CK sobre la refactorizacio´n
caso, proponemos una medida de evaluacio´n que tiene en cuenta la valoracio´n
empleada.
Los resultados alcanzados sugieren que de cara a decidir cua´ndo refactorizar
una clase dada deber´ıan tenerse en cuenta el nu´mero de clases con las que se
relaciona directamente, as´ı como el nu´mero de me´todos de la clase y la compleji-
dad cicloma´tica de estos me´todos. Las comunicaciones dentro de la propia clase
y el nivel que ocupa dentro del a´rbol de herencia de la aplicacio´n tienen menos
influencia en la decisio´n. Estas conclusiones validan los resultados anteriores pe-
ro basa´ndonos en lo informativas que son las me´tricas de cara a la decisio´n de
refactorizar en distintos conjuntos de datos.
Como trabajos futuros se plantea la necesidad de aplicar esta misma aproxi-
macio´n pero diferenciando entre los distintos tipos de refactorizaciones, puesto
que no es lo mismo extraer un me´todo de una clase que consolidar expresiones
condicionales
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