Abstract-Educational video games may be used as a medium for software visualisation and visual programming to provide highly enjoyable, self-motivating and inquiry-based pedagogical tools. An educational game has been developed and tested on university-level students in three iterations. Players are required to solve puzzles by programming the solutions; the game introduces syntax, conditional statements and logical operators. An integrated analytics system is used to store the time taken, the number of lines of code, and players' solutions to each level. Qualitative feedback indicates that the tool is very easy to learn because of the help system and user interface. A software quiz was administered before and after participants played the game. When tested on 14 applied computing students (who had formal exposure to programming), there was no increase in the average grade. In a group of 32 electrical engineering students (who had no exposure to programming at university), the game helped about 60% of participants increase their grade, by an average of 11%.
I. INTRODUCTION
There is a globally declining interest in computer science and engineering, as fewer young people are being attracted to study within these fields [1] - [3] . However, concurrent with this is a continual rise in the popularity and consumption of video games amongst a growing demographic of gamers [1] . Many students are visual learners [4] . Software visualisation -which is the rendering of intangible data about a software system into a visual format -can thus aid a student's understanding of software [4] , [5] . As is discussed, educational games may be used to provide visual programming environments to teach software development in a way that is engaging, fun, and relatable to students' experiences [6] , [7] .
This research examines how digital games can be used as a medium to support traditional software pedagogy and provides a simple validation framework. Digital games are understood from a software visualisation perspective, and their application in this field is contextualised within an existing taxonomy (see Section II). A game that teaches a few basic concepts of computer programming was iteratively developed and tested on university-level students. This puzzle game, shown in Figure 1 , requires players to programme traffic lights to direct traffic to the correct locations (see Section III). Section IV examines the research methodology and testing framework, and the results are presented and analysed in Section V.
II. LITERATURE REVIEW

A. Software Visualisation and Visual Programming
Software visualisation is the abstraction of data about an existing software system into a visual format [6] , [7] . Visual programming is the creation of software systems through a visual medium [6] . The visualisation of software facilitates rapid code comprehension. Software visualisation tools are thus vital in the professional software development industry, but can also be used for software pedagogy. A task-oriented taxonomy identifies five areas of software visualisation techniques: task, audience, target, representation and medium [7] . The areas of representation and medium define aspects such as the interactivity of the data, the use of sound and graphics, the method of abstraction, and visual metaphor. Thus, an interactive educational computer game -with the primary purpose of facilitating code comprehension -focuses on these areas of software visualisation.
B. Educational Games for Software Pedagogy
Pedagogical software visualisation tools range from instructional films -such as Sorting out Sorting -to more interactive, open-ended learning environments [5] . Alice, for instance, allows students to create and animate simple scenes using drag-and-drop commands and introduces basic programming concepts such as variables, looping and functions [8] .
RoboMind presents an open-ended virtual world in which students program a robot to perform certain tasks [9] . The games RoboZZle and LightBot present similar environments, with a heavier emphasis on puzzle game mechanics [10] , [11] . These didactic games support logical thinking and good design skills, two vital components of software development and engineering [12] . SimSE is a role-playing game in which players learn various software engineering life cycle models in a simulated office environment [13] . VIMAdventures is an adventure game that teaches players the controls to the popular text-editor, VIM [14] .
Whilst most researchers agree that games cannot replace traditional lecturing and tuition, many believe that games can be used to address many of the underlying issues of the declining interest in science and engineering -such as student apathy -and may thus be used to augment traditional teaching of software development [1] . Games offer some unique benefits over other means of tuition: they have the ability to reach many students whilst bypassing the -often obstructive -nature of educational systems; because of their reward value, they provide effective learning paradigms of experiential and inquiry-based learning. Whilst providing concrete goals, they challenge players at the edge of their growing realm of capability, which is a good model for an educational tool [1] .
III. OVERVIEW OF THE GAME DESIGN The designed game is both a visual programming environment and a software visualisation tool since it allows players to create code and visualise its effect. Conveyor, the first iteration of the game is shown in Figure 1a . Players are required to solve puzzles by sorting input objects of different shape and colour into the correct output bins. They do this by programming the nodes in a conveyor belt system with various conditional statements, such as an if, else if, else structure. Figure 1b shows an example of code that can be used to solve a level of the game. Players thus learn basic programming syntax, code flow control and logical thinking. In-game help texts guide the player through 9 levels of increasing difficulty and a quick reference guide is available to check syntax of each programming statement.
Similarly, the second iteration, if(traffic)else{win}, shown in Figure 1c , requires players to direct vehicles of different type and colour to the correct parking lots by programming the traffic lights at each intersection of a simple road network. Apart from introducing a theme and improved graphics, the second iteration is longer (with 15 levels) and introduces the && operator. The game of Iteration 3 was simply a shorter version of if(traffic)else{win}, consisting of 10 levels. As may be seen in Figure 1 , the programming style was simplified from the first iteration. Players are guided by both in-game text hints and help screens that provide example code and hints. In both iterations of the game, players receive immediate visual feedback indicating the effect of their typed code. Both games also indicate through sound and graphics where syntax errors occur. Iterations 2 and 3 provide natural language descriptions of these errors. When a player completes a level of if(traffic)else{win}, they receive a summary of their performance in terms of the time taken and the number of lines of code (LOC) used. The data is collected and stored alongside other useful data by the in-game analytics system. This system and the research testing framework are discussed in the following section. 
IV. RESEARCH METHODOLOGY AND TESTING FRAMEWORK
Iteration 1 was tested on a group of 39 participants consisting of first-to fourth-year electrical, information and biomedical engineering students and first-year game design students from both engineering and arts disciplines. For this iteration, the analytics system kept track of level times, but not LOC. Qualitative feedback was obtained through a questionnaire that allowed participants to judge the game's entertainment factor, its perceived usefulness, the quality of presentation and the learnability and retention of the material covered. Iteration 2 was tested on a group of 14 first-year applied computing students, who had previous exposure to programming. A simple online software skills quiz was administered both before and after the game (see Section V). These quizzes were randomly generated from a pool of questions of various difficulty levels. The analytics system was improved to capture level times, LOC and participants' solutions to each level. The same survey was used for qualitative feedback. Iteration 3 was tested on a group of 32 first-year electrical engineering students -with no formal exposure to programming -by the same method as Iteration 2. Figure 2 shows the survey results. As may be expected, the applied computing students rated their programming experience higher than the other groups, and the game design students had the highest gaming experience. The tool was rated less useful by the applied computing group. All participants said that they would recommend the game to people who were learning to programme. Notable is the decrease in the rating of the entertainment value in Iteration 2. It is believed that this is because of the length of the second game (50% of the audience felt that it was too long), and because the audience was more familiar with programming. As mentioned, this was remedied in the third iteration, in which only 1 participant felt that the game was too long. The graphics and user interface received similar ratings in all iterations. This was unexpected, since these factors improved (see Figure 1) . Participants did not listen to the audio, but the result is included to show that the audience was unbiased. Figure 3a shows the times taken for each level in both iterations. As mentioned, each iteration had a different number of levels; each point in Figure 3a thus identifies equivalent levels in the different iterations. The average level time for the game design students was 2 minutes 27 seconds; for the applied computing group, 1 minute 30 seconds; and for the electrical engineers, 2 minutes 36 seconds. As expected, the students with more programming experience completed levels faster. Gaming experience had no effect on the level times. By assuming that the time taken per level is an indication of the game's difficulty, it may also be seen that Iteration 2 has a better learning model. Iteration 1 has a fairly linear increase in the time taken per level; players were not given adequate time between the introduction of new concepts to fully integrate them into their skill set. Iteration 2, on the other hand, shows a rising and falling of level difficulty, corresponding to the introduction of new concepts and the player learning and adopting these concepts in future, similar problems. Figure 3b shows the average LOC used for each level in Iterations 2 and 3. As may be seen, this is highly correlated to the time taken. Level 6 shows a sharp increase in the time required, but only a slight increase in the LOC. This is due to the nature of the level: many cascaded if, else statements. This may be an indication of a boring level, but one participant mentioned that it was her favourite. Level 13, which is depicted in Figure 1 , does not explicitly introduce a new concept, but requires a little more logical thought than other levels. As shown in Figure 1 , players are required to understand that the order in which an if, else if, else statement is written is crucial. This concept is never explained, and thus the level presents a challenge.
V. RESULTS AND ANALYSIS
As mentioned, participants of the two latter iterations completed a software quiz before and after playing the game. The applied computing students showed no increase of their average grade of 84%. The electrical engineering students showed an increase of 11% above their original average grade of 50%. Of the 32 participants, 20 improved their grades. Thus, it may be concluded that this game is best suited for novice students, and can provide a fun, augmentative lesson in novice computer programming skills.
VI. CONCLUSION
An educational puzzle game, if(traffic)else{win}, which teaches basic programming syntax, logical thinking and conditional statements has been iteratively designed and tested. The game was tested on a group of 39 engineering and game design students, 14 applied computing students, and 32 electrical engineering students. Participants of the latter 2 iterations completed a graded software quiz before and after playing the game. The applied computing students, who already had programming experience, showed no increase in their average grade of 84%. 62% of the inexperienced electrical engineering students increased their grade of 50% by 10.9%. It was found that a longer game provided a better learning curve, but was deemed boring. The LOC required to solve levels was highly correlated to the time taken. The portrayal of game rules and features was improved in the second and third iterations, and participants rated this game easier to learn. All participants said that they would recommend the game to novice programmers. From informal feedback, it was also noted that the majority of students were excited with the game. The game thus provided a fun, motivating and exploratory means of learning a few basic concepts of software development.
