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Abstrakt
Tato bakalárˇská práce se zabývá vytvorˇením systému pro správu projektu˚, který slouží k
efektivnímu a jednoduchému uchovávání souvisejících informací, jejich sdílení, atd. Sys-
tém je tvorˇen jako webová aplikace s využitím technologií TypeScript, ASP.NET, Entity
Framework, HTML5, jQuery a dalších.
V první kapitole je prˇedstaveno neˇkolik existujících systému˚ pro správu projektu˚.
Dále jsou popsány technologie a nástroje, pomocí kterých byl systém vytvorˇen. V další
kapitole je detailneˇji rozebrána implementace systému, jeho celkové rozdeˇlení a jednot-
livé komponenty. Veˇtšinou je daná cˇást prˇedstavena nejprve obecneˇ a poté je podrobneˇji
popsána její implementace.
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Abstract
This bachelor’s thesis deals with creating project management system, which is used to
efficient and easy storing of related information, sharing them, etc. The system is made as
a web application using technologies TypeScript, ASP.NET, Entity Framework, HTML5,
jQuery and others.
The first chapter presents several existing systems for project management. Then
there is a description of technologies and tools, which were used to create the system.
In the next chapter there is detailed analysis of the implementation of the system, its
parts and single components. Each part is usually introduced in general and then there
is a description of its implementation.
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Seznam použitých zkratek a symbolu˚
HTML – Hyper Text Markup Language
CSS – Cascading Style Sheets
DOM – Document Object Model
XML – eXtensible Markup Language
JSON – JavaScript Object Notation
UX – User eXperience
AJAX – Asynchronous JavaScript and XML
ANSI – American National Standards Institute
SQL – Structured Query Language
ASP – Active Server Pages
URL – Uniform Resource Locator
ORM – Object-relational mapping
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21 Úvod
Ani rˇízení organizace malé rodinné oslavy nemusí být nicˇím jednoduchým. Je potrˇeba
sepsat seznam potrˇebných veˇcí a úkolu˚, naplánovat ru˚zné cˇinnosti, atd. Máme-li na tuto
prˇípravu naprˇíklad 3 osoby, hned mu˚že jít vše snadneˇji. Nebo také ne! Pak totiž máme
nejen množství úkolu˚, ale také lidí, aktivních cˇinitelu˚, kterˇí mohou neˇco deˇlat. Mohou
konat dobrˇe, ale i špatneˇ, pokud naprˇíklad nefunguje komunikace a 2 udeˇlají totéž a jiný
(du˚ležitý) úkol zu˚stane nesplneˇn.
A nyní prˇejdeme k trochu obtížneˇjšímu prostrˇedí, jakým je naprˇíklad firma o 70 za-
meˇstnancích. Místo hostu˚ na oslaveˇ zde figurují klienti, kterˇí neprominou témeˇrˇ žádnou
chybu. Namísto 3 lidí máme neˇkolik desítek zameˇstnancu˚, z nichž drtivá veˇtšina nevyvíjí
žádnou samostatnou aktivitu a pouze cˇekají na prˇideˇlení úkolu˚ s prˇesnými instrukcemi.
Jednotlivé úkoly již nemusí být vu˚bec jednoduché a mohou se skládat z dalších úkolu˚,
mohou na sobeˇ navzájem záviset, shlukovat se do souvisejících skupin, atd.
Práveˇ v tomto prostrˇedí je již nutné využívání technik takzvaného project manage-
mentu neboli projektového rˇízení (projektové správy). Tyto techniky cˇasto souvisí s ko-
munikací, sdílením informací, . . . To vše ale potrˇebuje i jistou oporu pro úcˇely uchovávání
informací a jejich sdílení, k cˇemuž sice lze využívat i pouhý telefon a papír, ale v dnešní
dobeˇ již tuto roli prˇebírají ru˚zné informacˇní systémy.
Jde o systémy malého až obrovského rozsahu, které dokáží evidovat ru˚zné informace,
prˇehledneˇ rozdeˇlovat práci, hlídat termíny, atd. K informacím mohou lidé prˇistupovat
okamžiteˇ, kdykoliv, soucˇasneˇ, z ru˚zných míst a lze také aplikovat urcˇité limity, kdo se
k daným informacím dostane a kdo je mu˚že editovat. V datech lze ru˚zneˇ vyhledávat
a filtrovat je dle urcˇitých vlastností. Obvykle lze v rámci takovýchto systému˚ také ko-
munikovat. Toto poskytuje široké spektrum možností a prˇi správném využívání dokáže
takovýto systém znacˇneˇ pomoci firmeˇ jako celku i každému jednotlivci, který jej bude
využívat.
Tato práce se bude veˇnovat vytvorˇení systému, který spadá do popsané kategorie
systému˚ pro správu projektu˚. Vytvorˇený systém by meˇl umožnˇovat evidenci všech infor-
mací souvisejících s evidencí a rˇízením projektu˚.
Nejprve zmíním neˇkteré existující systémy tohoto typu, v následující kapitole nastí-
ním využité technologie a nakonec detailneˇji rozeberu návrh a implementaci vytvárˇe-
ného systému.
32 Existující systémy pro správu projektu˚
V následující cˇásti budou popsány neˇkteré existující systémy pro správu projektu˚. U kaž-
dého systému budou uvedeny obecné informace, cˇím je systém odlišný, co je v neˇm zají-
mavého, atd.
2.1 Basecamp
Basecamp [1] je webová služba pro správu projektu˚, která byla spušteˇna již roku 2004
(nová, aktuální verze byla spušteˇna 2012), takže jde o systém s delší historií.
Stojí za ním stejnojmenná mezinárodní spolecˇnost, která systém provozuje po celém
sveˇteˇ. Navzdory tomu je Basecamp podle oficiálních stránek dostupný pouze v anglicˇ-
tineˇ, acˇkoliv texty by meˇlo být možné zadávat ve všech jazycích.
Již na domovské stránce jsou prˇehledneˇ zobrazeny výhody systému. Velmi úcˇinným
lákadlem je takzvaná „Tour“, která ukazuje prˇíbeˇh, jak byl s pomocí Basecampu reali-
zován veˇtší projekt. Celý prˇíbeˇh je proložen mnoha obrázky a popisem, co bylo potrˇeba
udeˇlat a jak to vedoucí projektu udeˇlali (prˇidání lidí, nahrání dokumentu˚, sdílení fotek z
mobilu, atd.). Pro méneˇ zkušené uživatele mu˚že být atraktivní výuka práce se systémem
zdarma.
Registrace do systému je velice rychlá a jednoduchá. Nejsou vyžadovány žádné spe-
ciální údaje. Taktéž vnitrˇní usporˇádání systému a design pu˚sobí velkým du˚razem na
jednoduchost. První dojem také vylepší okénka s nápoveˇdou a krátká videa vysveˇtlu-
jící službu celkoveˇ a následneˇ konkrétní oblasti (základní fungování projektu˚, jak pozvat
spolupracovníky cˇi klienty, jak nahrávat soubory, apod.).
Prˇehled projektu˚ mu˚že mít ru˚znou podobu podle volby uživatele - „dlaždice“, se-
znam dle abecedy, nebo kombinovaný prˇehled. U každého projektu lze evidovat diskuze,
seznamy úkolu˚ („to-do listy“), soubory, textové dokumenty a události. V celkovém de-
tailu projektu jsou tyto jednotlivé entity seskupeny v blocích, ve kterých je vždy zobra-
zeno neˇkolik nejaktuálneˇjších položek a zbytek lze zobrazit po rozkliknutí.
Diskuze mají vzhled a funkcˇnost podobnou jako beˇžná fóra, prˇidání zprávy je jed-
noduché a je umožneˇno základní formátování jako tucˇné písmo, kurzíva, citace, seznam
a cˇíslovaný seznam. Taktéž je možné vkládat prˇílohy pomocí vybrání souboru z disku,
prˇetažením metodou drag & drop, nebo zvolením souboru ze služby Google Drive (po
nezbytném napojení Google úcˇtu). To-do listy slouží ke stanovení a prˇirˇazení úkolu˚ a
jsou, stejneˇ jako celý systém, pojaty velmi jednoduše. U jednotlivých položek v listu lze
prˇirˇadit uživatele, stanovit termín splneˇní (deadline) a rovneˇž prˇipojit prˇílohy. Soubory
v projektu lze nahrávat již zmíneˇným zpu˚sobem a jsou zobrazeny v „dlaždicovém“ prˇe-
hledu ve formeˇ náhledu˚. Prˇehled obsahuje veškeré soubory nahrané v rámci projektu
(tedy naprˇíklad v diskuzi nebo k položce to-do) a do místa jejich použití se lze jedno-
duše prˇemístit. Rovneˇž je možné jedním kliknutím k souboru˚m založit diskuzi. Textové
dokumenty jsou vytvárˇeny prˇímo v systému pomocí zjednodušeného textového vstupu.
Pro rychlejší orientaci v systému zde hned po registraci existuje vzorový projekt s veˇtším
množstvím zanesených údaju˚ a entit (jako To-do listy, soubory, atd.).
4Velice dobrou funkcí je kalendárˇ, ve kterém jsou automaticky zapsány všechny po-
ložky, které mají neˇjaké cˇasové omezení (naprˇ. datum dokoncˇení). Také je možné prˇidávat
vlastní události. Kalendárˇ mu˚že fungovat v módu zobrazení klasického kalendárˇe, nebo
v módu „Agenda“, kde jsou události rˇazeny po dnech v prˇehledném seznamu. Praktic-
kou funkcí je také možnost zobrazit si v kalendárˇi pouze události vybraného projektu.
Prˇehled provedených cˇinností je možno nalézt v sekci „Progress“, kde jsou prˇehledneˇ
znázorneˇny aktivity, které uživatel provedl jako naprˇíklad splneˇní položky To-Do, prˇi-
dání komentárˇe, nahrání souboru, atd. Celý prˇehled je prˇíjemným zpu˚sobem rozcˇleneˇn
dle dní i projektu˚.
Další uživatelsky prˇíveˇtivou funkcí jsou šablony projektu˚, které umožní nadefinovat
urcˇitý výchozí projekt, ze kterého budou následneˇ vycházet nové. Do šablony je možné
nadefinovat vše, co do normálního projektu (To-Do listy, soubory, dokumenty, atd.), což
následneˇ usnadní vytvárˇení podobných projektu˚ v budoucnu.
Urcˇiteˇ je také vhodné zmínit nabízené API pro vytvárˇení aplikací trˇetích stran, jako
jsou naprˇíklad mobilní aplikace a desktop widgety.
Na tak dlouho pu˚sobící aplikaci je pomeˇrneˇ zarážející podpora pouze jednoho jazyka
(anglicˇtiny), což pravdeˇpodobneˇ znacˇneˇ limituje veˇtší rozšírˇení systému. Množství textu˚
v systému není velké, takže by zde prˇeklad minimálneˇ do 3 dalších sveˇtových jazyku˚
nemeˇl chybeˇt, i kdyby podpora byla poskytována pouze v anglicˇtineˇ. Systém také není
zjevneˇ staveˇn na evidenci informací o klientech, což by v prˇípadeˇ využití pro firmy mohlo
vadit.
Pro lepší vyzkoušení a zvyknutí si na práci se systémem je urcˇiteˇ vhodná 2 meˇsícˇní
zkušební doba, namísto standardního jednoho meˇsíce. Dalším zajímavým krokem je li-
cence pro ucˇitele zdarma pro úcˇely výuky, která mu˚že Basecamp lépe zviditelnit. Kromeˇ
výjimky pro ucˇitele Basecamp neposkytuje žádný bezplatný tarif. Ceny zacˇínají na 20$
meˇsícˇneˇ za maximálneˇ 10 aktivních projektu˚ a 3 GB prostoru. Následneˇ jsou dostupné
dražší tarify, které se liší pouze vyšším limitem aktivních projektu˚ a velikostí prostoru.
Neomezený pocˇet uživatelu˚ je zahrnut ve všech tarifech.
2.2 Projektoveˇ.CZ
Projektoveˇ.CZ [2] je cˇeský nástroj pro rˇízení projektu˚. Za projektem stojí spolecˇnost Pro-
jektoveˇ.CZ s.r.o.
Po úvodním prˇihlášení nechybí prˇedstavení systému formou okének, která popíší
uživatelské rozhraní. Pru˚vodce lze spustit také kdykoliv pozdeˇji v rámci aktuálneˇ ote-
vrˇené sekce. Design systému je velice jednoduchý.
Vypadá to, že se celý systém zameˇrˇuje témeˇrˇ výhradneˇ na úkoly, cˇemuž je prˇizpu˚so-
beno mnoho jeho cˇástí (design, navigace, . . . ). Úkoly jsou zpracovány velmi dobrˇe, ob-
sahují dostatek nastavení a informací. Lze k nim prˇidávat komentárˇe i soubory. Rovneˇž
je možné prˇidávat podrˇazené úkoly. Zajímavou možností je export úkolu do dokumentu
formátu PDF.
Systém po prvotním otestování nepu˚sobí prˇíliš jako „systém pro správu projektu˚“,
ale spíše jako „systém pro správu úkolu˚“, protože soustrˇedeˇní na úkoly je velice znatelné.
Prˇehled projektu sice poskytuje jisté možnosti, ale témeˇrˇ všechny se týkají úkolu˚, které
5do projektu patrˇí. Projekt se tak nejeví jako podstatná entita v systému, která by meˇla
neˇjaké vlastnosti, protože k neˇmu lze zapsat v podstateˇ pouze název, popis, zkratku a dveˇ
položky související s „cíli“. Soubory lze nahrávat výhradneˇ jen k úkolu˚m a ne obecneˇ k
projektu, což by se mohlo hodit naprˇíklad pro projektovou dokumentaci.
Projekt je tedy reálneˇ pouze jakousi schránkou na úkoly. Jednak do neˇj lze úkoly prˇi-
dávat a pak zde existují nástroje na úrovni projektu, které poskytují informace a souhrny
o obsažených úkolech (jde tedy znovu o funkcionalitu související s úkoly). Ohledneˇ pro-
jektu˚ tedy systém nenabízí mnoho možností a soustrˇedí se v podstateˇ pouze na úkoly,
avšak v této oblasti je systém zpracovaný kvalitneˇ a použitelnost je velmi dobrá.
Na neˇkterých místech je využit AJAX (ukládání, prˇirˇazování úkolu˚, nastavení), avšak
neˇkde poneˇkud prˇekvapiveˇ ne. Když už je AJAX neˇkde v systému použit, tak naprˇíklad
prˇi prˇepínání mezi typy úkolu˚ a jejich rˇazení, kdy struktura (tabulka) zu˚stává stejná a
meˇní se jen data, by použití AJAXu dávalo rovneˇž smysl.
Projektoveˇ.CZ zjevneˇ nenabízí žádnou bezplatnou verzi (kromeˇ zkušební na 30 dní).
Cena základního tarifu je 990 Kcˇ za meˇsíc pro 5 uživatelu˚. Vyšší tarif se liší pocˇtem uži-
vatelu˚ a objemem uložených dat. Rovneˇž zde existuje individuální tarif na míru.
2.3 Bugzilla
Bugzilla [3] je systém, který najde uplatneˇní prˇi procesu vývoje software. Oficiálneˇ je
prezentován jako „Defect Tracking System“ nebo „Bug-Tracking System“, tedy volneˇ
prˇeloženo jako systém pro sledování chyb. Umožnˇuje sledovat chyby a zmeˇny, komu-
nikovat se spolupracovníky, zverˇejnˇovat opravy (záplaty, „patche“), . . . Celý systém je
poskytován zdarma pod licencí Creative Commons License. Bugzilla je pu˚vodneˇ v anglic-
kém jazyce, ale je dostupná i cˇeština. Pro oznacˇení hlášení chyb v rámci systému budeme
dále používat také anglické zažité pojmenování „bug“.
Každá chyba (bug) nese mnoho informací, které jsou potrˇebné k jejímu nahlášení,
správnému dohledání a vyrˇešení. Hlavním zacílením je produkt, komponenta, verze a
prˇípadneˇ URL, ke kterým se chyba vztahuje. Nechybí také informace o platformeˇ uživa-
tele (PC, mobil, . . . ) a verze operacˇního systému. Bugu lze nastavit urcˇitou prioritu, stav,
termín splneˇní (deadline) a klícˇová slova pro vyhledávání. Taktéž lze prˇirˇadit uživatele
a jako zajímavá možnost se jeví nastavení závislosti na jiném bugu. K bugu lze prˇidávat
zprávy v rámci komentárˇu˚.
Také je možné nahrávat prˇílohy. Jako urcˇité možnosti specifické pro tento druh sys-
tému jsou zde k videˇní naprˇíklad možnost oznacˇit prˇílohu jako záplatu („patch“) anebo
oznacˇit neˇjakou starší prˇílohu jako zastaralou a nahrazenou tou aktuálneˇ nahrávanou.
K prˇehledu práce slouží neˇkolik položek jako odhad pracnosti (celkový i aktuální),
odpracované hodiny a další. Prˇi vytvárˇení nového bugu (zprávy o neˇm) je výhodné, že
se beˇhem psaní názvu provede vyhledání již evidovaných položek, což uživatele nabádá
k jednoduchému zjišteˇní, zda nezakládá duplicitní zprávu. Systém umožnˇuje pomeˇrneˇ
široké nastavení e-mailových notifikací, kde uživatel mu˚že prˇesneˇ specifikovat, prˇi ja-
kých událostech má být informován.
V základní verzi vypadá systém celkoveˇ pomeˇrneˇ zastarale. Není ani patrný takový
du˚raz na jednoduchost a uživatelskou prˇíveˇtivost (UX). Jako výhoda mu˚že být vnímáno
6to, že systém je urcˇen pro vlastní nasazení, což znamená, že jej lze nainstalovat na místo
podle vlastního uvážení a možností. Výhodou zde mu˚že být to, že v takovém prˇípadeˇ
není nutné spoléhat na poskytovatele služby a jeho sít’ovou infrastrukturu, a také z
hlediska bezpecˇnosti mu˚že být tato varianta vnímána lépe (i když to nemusí být vždy
oprávneˇné). Navíc je zde také možnost vlastních úprav uživatelského rozhraní, což je
jisteˇ vhodné, pokud nemá být systém používán pouze interneˇ v rámci firmy.
2.4 Shrnutí
V této kapitole bylo prˇedstaveno neˇkolik systému˚ patrˇících do kategorie systému˚ pro
správu projektu˚. Existuje mezi nimi pomeˇrneˇ veliké množství rozdílu˚, prˇicˇemž jedním z
nich je jisté odlišné zacílení. Basecamp pu˚sobí jako univerzální systém, který zvládá po-
meˇrneˇ vše a nabízí široké možnosti. Projektoveˇ.CZ je silneˇ zameˇrˇeno na práci s úkoly, což
mu˚že v neˇkterých prˇípadech prˇesneˇ odpovídat potrˇebám firmy. Bugzilla je zase striktneˇ
zameˇrˇena na podporu procesu vývoje software. Basecamp a Projektoveˇ.CZ fungují na
principu „Software as a Service“ (SaaS) a jsou tedy provozovány na serverech poskyto-
vatele. Bugzilla je nástroj, který je nutné neˇkde zprovoznit.
Všechny systémy mají podobné znaky a cíl (správa projektu˚), ale každý z nich má
tedy do jisté míry odlišné zameˇrˇení a další vlastnosti, což ilustruje ru˚znorodost celé této
kategorie informacˇních systému˚.
73 Použité technologie a knihovny
V této kapitole budou prˇedstaveny technologie použité k implementaci systému. Prˇi vý-
voji bylo použito více ru˚zných jazyku˚, technologií, knihoven a dalších existujících kom-
ponent.
3.1 Typescript
Typescript [4] je pomeˇrneˇ nový programovací jazyk, který vznikl roku 2012. Jedná se
o jakousi nadstavbu nad jazykem JavaScript. JavaSript je velice rozšírˇeným rˇešením pro
tzv. client-side scripting, tedy provádeˇní dynamických operací na straneˇ uživatele (prˇímo
v prohlížecˇi, nikoliv na serveru). JavaScript má ovšem jisté nevýhody, které práci v neˇm
rˇadeˇ programátoru˚ zneprˇíjemnˇují. I kvu˚li tomuto vznikl TypeScript.
Jak bylo rˇecˇeno, TypeScript je nadstavbou nad JavaScriptem. To prakticky funguje
tak, že TypeScript kód je prˇeložen do JavaScript kódu. TypeScript kód tedy není spouš-
teˇn, pouze je v neˇm vytvárˇena požadovaná funkcionalita, prˇicˇemž lze využívat výhod,
které TypeScript poskytuje, ale nakonec stejneˇ dojde k prˇekladu napsaného kódu do Ja-
vaScriptu. Díky tomuto principu se TypeScript rˇadí k takzvaným transpileru˚m.
3.1.1 Transpiling
Pro lepší pochopení pojmu transpiling bude vhodné se nejprve zastavit u pojmu kompi-
lace. Kompilace znamená prˇeklad, kdy je kód napsaný v jednom jazyce prˇetransformo-
ván do jiného jazyka. Transpiling je vlastneˇ to samé, jen s tím rozdílem, že prˇi neˇm jsou
oba jazyky (zdrojový i výsledný) na podobné úrovni abstrakce.
Tento rozdíl si lze naprˇíklad ilustrovat na jazyku C# a CIL (Common Intermediate
Language) kódu, do kterého je C# kód prˇi kompilaci prˇekládán. Psát kód v CIL by asi
bylo možné, ale v dnešní dobeˇ prakticky velmi nepohodlné a zdlouhavé, protože není
pro psaní a cˇtení cˇloveˇkem prˇíliš vhodný. Prˇíkladem transpilingu je práveˇ TypeScript a
JavaScript, kdy oba tyto jazyky jsou na podobné úrovni abstrakce a v JavaScriptu se tak
beˇžneˇ dají vytvárˇet i rozsáhlé aplikace.
Dalšími prˇíklady transpileru˚ mohou být naprˇíklad Dart (do JavaScriptu), CoffeScript
(do JavaScriptu), C++ na C, atd.
3.1.2 Výhody a novinky TypeScriptu
Z výše uvedeného principu fungování plyne, že TypeScript nemu˚že mít výrazný vliv na
výkon prˇi beˇhu programu (je-li zanedbán možný menší náru˚st objemu kódu). Jeho síla
je ale ve znacˇném urychlení psaní kódu, kdy je programátorovi umožneˇno pružneˇjší a
méneˇ nárocˇné uvažování. Taktéž samotné psaní kódu je pohodlneˇjší díky principu˚m a
postupu˚m, na které jsou programátorˇi zvyklí z jiných programovacích jazyku˚.
Patrneˇ by bylo vhodné poznamenat, že JavaScript opravdu usnadneˇní pro progra-
mátory potrˇebuje. O JavaScriptu neˇkterˇí programátorˇi rˇíkají, že je to takový „Assembler
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nické vlastnosti (naprˇ. závislost na platformeˇ, snadná cˇitelnost JavaScriptu cˇloveˇkem), ale
prˇícˇinou vzniku této analogie je prˇedevším ne zrovna snadný vývoj pro programátora.
Je patrneˇ možné to nazvat ne prˇíliš dobrou „programátorskou prˇíveˇtivostí“. Pravdeˇpo-
dobneˇ neexistuje cˇloveˇk, který meˇl s JavaScriptem co docˇineˇní a moc dobrˇe si nepamato-
val mnohá úskalí, jakožto i pocity bezmoci až vzteku, když v neˇm neˇco vyvíjel a nebyl
schopen najít chybu v komplikovaneˇjší strukturˇe kódu. Našteˇstí dnes existuje mnoho Ja-
vaScript frameworku˚ cˇi transpileru˚, které tuto práci usnadnˇují.
Jelikož je TypeScript nadstavbou nad JavaScriptem, tvorˇí standardní JavaScript jeho
podmnožinu. Prakticky to znamená, že v TypeScript kódu je možné naprosto volneˇ po-
užívat JavaScript. Toto umožnˇuje snadnou prˇenositelnost již napsaných scriptu˚ a také to
prˇináší pohodlí pro programátory (mohou stále používat cˇásti toho, na co byli zvyklí a
co mají zažité).
Mezi nejvýrazneˇjší novinky, které TypeScript prˇináší, patrˇí jisteˇ podpora trˇíd a roz-
hraní, jak je vývojárˇi znají z jazyku˚ jako je Java a C#. Toto je oproti JavaScriptu obrov-
ská výhoda, která posunuje možnosti tvorby rozsáhlejších weboveˇ založených systému˚
na vyšší úrovenˇ, protože programátoru˚m poskytuje úcˇinný strukturovací mechanismus,
který lze jednoduše aplikovat. Díky podobnosti s dalšími objektoveˇ orientovanými ja-
zyky je navíc usnadneˇn i návrh, protože vývojárˇi a návrhárˇi jsou cˇasto zvyklí navrhovat
funkcionality a celé systémy pomocí rozložení na jednotlivé trˇídy. Navíc je zde možnost
využít takzvané moduly, které jsou podobné jmenným prostoru˚m (namespace, jako v
C#).
JavaScript je dynamicky typovaný jazyk, což znamená, že datové typy promeˇnných
neurcˇuje vývojárˇ, ale urcˇují se automaticky podle obsahu, který je promeˇnné prˇirˇazen.
TypeScript prˇináší typový systém, kterým do zmíneˇného prostrˇedí zavádí výhody sta-
ticky typovaných jazyku˚, což znamená, že vývojárˇ zadává datové typy promeˇnných, pa-
rametru˚ i návratových hodnot funkcí rucˇneˇ prˇímo do kódu. Jelikož je JavaScript podmno-
žinou TypeScriptu, statické typování je pouze volitelné a nikoliv povinné. Jinak by totiž
neplatilo, že jakýkoliv JavaScript kód je zárovenˇ TypeScript kódem (vývojárˇ by musel
všude rucˇneˇ dopsat datové typy). Statické typování prˇináší prˇehledneˇjší kód, ve kterém
se mu˚že vývojárˇ snadneˇji vyvarovat chyb souvisejících naprˇíklad s nesprávným prˇedpo-
kladem o datovém typu urcˇité promeˇnné.
Hlavní výhody ovšem díky statickému typování mohou poskytovat vývojárˇské ná-
stroje - IDE (Integrated Development Environment). Ty totiž poskytují nástroje urych-
lující vývoj a prˇinášející veˇtší pohodlí pro vývojárˇe. Prˇíkladem mohou být našeptávání
a automatické doplnˇování prˇi psaní kódu. Prˇejmenování promeˇnné cˇi funkce je možné
provést automaticky a bezpecˇneˇ. Navigace v kódu je usnadneˇna prˇíkazy jako Go To De-
finition a Find All References, které umožní se témeˇrˇ okamžiteˇ dostat do potrˇebné oblasti
kódu bez nutnosti dlouhého uvažování, ve kterém souboru se nachází.
Zmíneˇné nástroje však našteˇstí nejsou dostupné pouze pro vlastní TypeScript kód, ale
je zde možnost je využívat i pro komponenty trˇetích stran, které mohou být napsány v
cˇistém JavaScriptu. Toto je umožneˇno díky souboru˚m obsahujícím deklaraci nabízeného
API dané komponenty. Soubor s prˇíponou „.d.ts“ obsahuje deklarace (nikoliv definice)
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to, co umožní IDE poskytnout výše uvedené výhody. K rozšírˇeneˇjším komponentám již
tyto deklaracˇní soubory našteˇstí existují. Obrovskou knihovnu lze nalézt na adrese [5].
3.1.3 Nevýhody TypeScriptu
Prˇi prˇechodu z JavaScriptu na TypeScript jisteˇ vývojárˇi spatrˇí mnoho výhod, ale narazí
i na jisté obtíže. Tou hlavní mu˚že být nutnost psát datové typy, abychom dosáhli na
všechny výhody silné statické typovosti, což mu˚že být prˇinejmenším obteˇžující. S neˇ-
kterými komponentami trˇetích stran mu˚že nastat problém spojený práveˇ s kontrolou ty-
povosti. Deklaracˇních souboru˚ (.d.ts) již existuje mnoho, ale neˇkteré nemusí být úplneˇ
dokonalé, nebo pro danou komponentu nemusí být žádný dostupný. Pak je nutné bud’
napsat vlastní, nebo se spokojit s rˇešením, které kontrolu typovosti pouze obejde za cenu
ztráty výhod statické typovosti. Vše zmíneˇné však nemusí být problém, pokud se vývojárˇ
spokojí s omezením výhod, které mu TypeScript nabízí. To je sice rozporuplný postup,
který však umožnˇuje vyhnout se teˇmto nevýhodám.
3.2 AJAX
Již od doby pocˇátku používání webových stránek a aplikací u nich existuje pomeˇrneˇ ne-
prˇíjemný problém, jehož závažnost naru˚stala postupneˇ s ru˚stem využívání grafiky, no-
vých technologií a s tím spojeným ru˚stem velikosti stránek. Tímto problémem je nutnost
opeˇtovného nacˇtení celé stránky prˇi neˇjakém požadavku, který vyžaduje interakci se ser-
verem. Du˚sledkem toho je snížená interaktivita smeˇrem k uživateli, který musí pomeˇrneˇ
cˇasto zbytecˇneˇ vycˇkávat. Dalším problémem, který tento model prˇináší je to, že ze ser-
veru je vždy zasílána znovu celá stránka, acˇkoliv se zmeˇnila pouze její cˇást. Naprˇíklad
prˇi zmeˇneˇ rˇazení dat v tabulce je tak prˇi obnovení stránky ze serveru znovu zasláno i zá-
hlaví, menu, zápatí i další cˇásti obsahu, které se ale vu˚bec neliší od toho, co meˇl uživatel
nacˇteno prˇed požadavkem na zmeˇnu rˇazení. Tím tedy naru˚stá objem prˇenášených dat a
s tím spojená doba cˇekání uživatele. Uživatelé si již na tento model fungování a cˇekání
pravdeˇpodobneˇ zvykli, což ale neznamená, že není potrˇeba se snažit o vylepšení.
Pro rˇešení tohoto problému bylo vyzkoušeno mnoho možností, z nichž veˇtšina ale
vykazovala jisté vady (naprˇ. nutnost nainstalovat modul do prohlížecˇe). Jejich principem
byla neˇjaká forma komunikace se serverem bez nutnosti aktualizovat stránku. Poté se ob-
jevila technologie AJAX (Asynchronous JavaScript and XML), jejíž pocˇátky sahají již do
roku 1999, kdy ale nebyla podpora ze strany prohlížecˇu˚ tak široká. Výhody AJAXu oproti
metodám, které se objevily drˇíve jsou pomeˇrneˇ zásadní - pracuje snad ve všech moder-
ních prohlížecˇích, nevyžaduje instalaci žádného doplnˇku cˇi modulu a dokáže spolupra-
covat s rˇadou technologií na straneˇ serveru (PHP, ASP.NET, . . . ), což umožnˇuje zavést
jeho používání i do již existujících komplexních aplikací. [6]
AJAX umožnˇuje pomeˇrneˇ jednoduchou asynchronní komunikaci se serverem na po-
zadí. Koncept požadavek-odpoveˇd’ mezi klientem a serverem již s použitím AJAXu ne-
vyžaduje obnovení stránky. Prˇi jakékoliv akci uživatele je sestrojen objekt XMLHttpRequest,
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který je jádrem AJAXu. Poté je na server odeslán požadavek spolu s volitelnými argu-
menty, které technologie na straneˇ serveru mu˚že potrˇebovat k navrácení správných dat.
Serverová technologie (naprˇ. ASP.NET) provede urcˇité operace (které mohou zahrnovat
prˇístup k uložišti, databázi, vzdálenému zdroji, . . . ) a poté odešle odpoveˇd’. Data odpo-
veˇdi jsou typicky ve formátu XML nebo JSON. Poté, co jsou na klientské straneˇ vytažena
data z odpoveˇdi, je možné je promítnout do stránky za pomocí dynamické modifikace
modelu DOM.
Mezi typické prˇíklady využití AJAXu patrˇí naprˇíklad validace formulárˇových polí,
asynchronní vyhledávání (cˇi takzvané „našeptávání“), filtrace souhrnu dat dle nastave-
ných parametru˚, atd.
3.3 ASP.NET
ASP.NET je server-side technologie, jež funguje na straneˇ serveru a umožnˇuje tvorbu
dynamických webových stránek. De facto jde o framework, který umožnˇuje programá-
torovi využít jazyky C# nebo Visual Basic pro tvorbu webových aplikací, acˇkoliv beˇžneˇ
jsou tyto jazyky urcˇeny spíše pro desktopové aplikace. Výhodou ASP.NET je tedy to, že
naprˇíklad i desktopový vývojárˇ v C# dokáže prˇejít na tvorbu webových systému˚.
ASP.NET poskytuje rˇadu hotových rˇešení pro beˇžneˇ implementované záležitosti jako
je naprˇíklad autentifikace uživatelu˚, lokalizace, atd. Jelikož tato technologie beˇží na .NET
frameworku, jsou taktéž dostupné jeho funkce jako naprˇíklad práce s XML, s databází,
soubory, apod. Práveˇ dostupnost všech rozširˇujících funkcí je velikou výhodou. U vývoje
malých aplikací se sice tak moc neprojeví, ale u komplexneˇjších systému˚ ušetrˇí spoustu
cˇasu. Škála produktu˚ využívajících ASP.NET je pomeˇrneˇ široká a mu˚že zacˇínat u malých
webových stránek a koncˇit u obrovských korporátních systému˚.
ASP.NET nabízí pro tvorbu webu 3 základní prˇístupy - Web Pages, WebForms a MVC.
V tomto systému bylo využito WebForms. Toto rˇešení totiž plneˇ dostacˇuje tomu, jak
a k cˇemu je ASP.NET v systému použit, protože ve veˇtšineˇ prˇípadu˚ funguje jako prostrˇed-
ník mezi klientskou vrstvou a databází. K tomuto úcˇelu je také využit Entity Framework,
který je popsán dále. Rovneˇž je v systému využito mnoho možností .NET frameworku
jako naprˇíklad autentifikace uživatele, práce s formátem JSON, práce se soubory, atd. [7]
3.4 Knihovna jQuery
Jak již bylo zmíneˇno v cˇásti veˇnované jazyku TypeScript, takzvaneˇ „cˇistý“ JavaScript není
pro programátory zrovna jednoduchý. Jedním z možných pomocníku˚ pro programování
v JavaScriptu jsou knihovny.
Nejprve by bylo namísteˇ popsat, co to vlastneˇ knihovny jsou, prˇicˇemž bude také nastí-
neˇn vztah s transpilery (do JavaScriptu), které jsou popsány výše. Rozdíl mezi transpilery
a knihovnami nemusí být každému na první pohled patrný a neˇkdo mu˚že obojí považo-
vat za „lepší a snadneˇjší JavaScript“. Knihovny se skládají z cˇástí kódu, jež jsou sepsány
v daném jazyce a které veˇtšinou poskytují programátorovi hotovou funkcionalitu (naprˇ.
provádeˇní animací, zprostrˇedkování komunikace pomocí technologie AJAX) ve formeˇ
neˇjaké trˇídy, metody cˇi funkce. Jemu pak už jen stacˇí veˇdeˇt, co naprˇíklad dané funkci
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Obrázek 1: Trendy podílu˚ využívání JavaScriptových knihoven (s podílem veˇtším než
1%) na webu [8]
prˇedat a co lze ocˇekávat za výstup, prˇicˇemž vnitrˇní implementací (jak je tato funkciona-
lita dosažena) se vu˚bec nemusí zabývat. Transpilery jsou oproti tomu novým jazykem s
vlastními konstrukcemi a pravidly.
Mezi JavaScriptové knihovny patrˇí naprˇíklad jQuery, Prototype, Dojo, . . . Jak ilustruje
obrázek 1, jQuery [9] je dlouhodobeˇ naprostým favoritem mezi teˇmito knihovnami.
Knihovna jQuery, stejneˇ jako její alternativy, se snaží prˇedevším dosáhnout usnad-
neˇní práce programátora. Výslednou funkcionalitu vytvorˇeného kódu bychom dokázali
dosáhnout i s programováním pouze v JavaScriptu, avšak díky použití této knihovny je
to mnohem jednodušší, rychlejší a pohodlneˇjší. Taktéž díky sníženému množství napsa-
ného kódu a dobrému pojmenování funkcí je celková orientace jednodušší.
Knihovna jQuery dokáže usnadnit mnohé. Výhody je možné zacˇít pocit’ovat již na
nejnižší úrovni práce, jakou je prˇístup k modelu DOM, který knihovna zjednodušuje,
zprˇehlednˇuje a poskytuje vhodneˇ pojmenované a dobrˇe fungující metody pro manipu-
laci s DOM. Velice du˚ležité pro interakci s uživatelem jsou události, jejichž zpracování
jQuery rovneˇž zjednodušuje a rozširˇuje. Mnoho programátoru˚ jisteˇ uvítá zefektivneˇní
práce s technologií AJAX, která se díky jQuery stala strucˇneˇjší, prˇehledneˇjší a tím pádem
mnohem prˇitažliveˇjší pro ty, kterˇí se drˇíve možná zalekli pomeˇrneˇ složiteˇjšího zápisu
práce s AJAXovými požadavky. Na jQuery lze rovneˇž prˇenést starosti ohledneˇ kompa-
tibility v ru˚zných prohlížecˇích, což je problematika, která v minulosti vedla k pomeˇrneˇ
nenávistným vztahu˚m webových vývojárˇu˚ k jistým webovým prohlížecˇu˚m.
V neposlední rˇadeˇ je zde výhoda, která není prˇímo soucˇástí jQuery jako takového - jde
o znacˇné množství zásuvných modulu˚. Mnoho jich lze najít naprˇíklad na adrese [10]. Tyto
moduly mu˚že vytvárˇet v podstateˇ kdokoliv a lze je pak nabídnout k používání celému
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sveˇtu. V prˇípadeˇ, kdy programátor potrˇebuje docílit jisté funkcionality, je velice dobrý
nápad zkusit nejprve vyhledat, zda pro tuto funkcionalitu již neˇkdo nevytvorˇil modul,
který by bylo možné využít.
3.5 Použité JavaScriptové moduly a komponenty
V této práci bylo pro dosažení urcˇitých funkcionalit použito neˇkolik existujících JavaScrip-
tových a jQuery komponent cˇi modulu˚.
Pro zobrazení obsahu v takzvaném „lightboxu“, tedy zpu˚sobem, kdy je obsah zob-
razen v jiné vrstveˇ stránky, zatímco originální obsah je touto vrstvou prˇekryt, byl využit
FancyBox [11]. Díky tomuto principu mu˚že uživatel provést neˇjaké akce v nové vrstveˇ a
po jejím zavrˇení je stále na pu˚vodní stránce, kde jsou naprˇíklad zachovány všechny drˇíve
vyplneˇné hodnoty.
Jelikož práce s formáty datumu˚ je v JavaScriptu pomeˇrneˇ obtížná, pro prˇevody mezi
formáty byla využita komponenta Moment [12], která cˇiní tuto práci velice prˇehlednou a
snadnou.
Pro vykreslení grafu˚ bylo použito Google Charts [13], což je služba, která umožnˇuje z
vlastních dat vykreslovat ru˚zné typy grafu˚ (sloupcové, kolácˇové, . . . ). Vše probíhá dyna-
micky za beˇhu pomocí JavaScriptu a nejde tedy o žádné prˇedem vygenerované obrázky.
3.6 Formát pro prˇenos dat - JSON
V dnešním sveˇteˇ informacˇních technologií je potrˇeba cˇasto prˇenášet nebo uchovávat struk-
turovaná data. Drˇíve využívané textové formáty (txt, csv) nejsou již dnes z mnoha du˚-
vodu˚ prˇíliš vhodné, protože sice obsahují data, ale již neobsahují sémantiku (nebo ji ob-
sahují ne úplneˇ vhodným zpu˚sobem), tedy význam jednotlivých dat. Velkým prˇínosem
byl prˇíchod technologie XML (eXtensible Markup Language), která byla vyvinuta s cílem
prˇinést softwaroveˇ i hardwaroveˇ nezávislý prostrˇedek pro prˇenášení dat spolu s jejich
sémantikou (popisem). XML je pomeˇrneˇ dobrˇe strojoveˇ cˇitelné a výhodou je i pomeˇrneˇ
snadná cˇitelnost pro cˇloveˇka, která umožnˇuje využívat XML naprˇíklad pro konfiguracˇní
soubory.
Nevýhodou XML pro použití prˇi prˇenosu dat je jeho velikost. Obsahuje totiž veˇtší
množství nadbytecˇného obsahu, který není nezbytneˇ potrˇeba. Acˇkoliv se XML stalo de
facto standardem pro uchovávání dat v textové podobeˇ a jejich prˇenášení, pro úcˇely prˇe-
nosu dat jej v soucˇasnosti již zrˇejmeˇ porazil formát JSON. Ukázku srovnání formátu˚ JSON
a XML lze videˇt na obrázku 2.
JSON (JavaScript Object Notation) je formát urcˇený pro prˇenos textových dat. Z du˚-
vodu tohoto specifického urcˇení je u neˇj kladen veˇtší du˚raz na velikost, která je oproti
XML zredukována díky syntaxi (nikoliv díky neˇjaké formeˇ komprese). JSON využívá
dvou struktur - kolekci páru˚ název/hodnota (lze reprezentovat jako objekt, strukturu,
slovník, atd.) a seznam hodnot (lze reprezentovat jako pole, seznam, atd.).
Kromeˇ menší velikosti je výhodou JSON oproti XML také to, že je jednodušší na stro-
jové zpracování, protože se lépe mapuje na datové struktury moderních programovacích
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Obrázek 2: Ukázka srovnání formátu˚ JSON a XML [14]
jazyku˚. Stejneˇ jako XML jde o otevrˇený formát se silnou nezávislostí, protože je pod-
porován v mnoha programovacích jazycích jako C#, Java, Python, PHP, samozrˇejmeˇ Ja-
vaScript, atd. Tyto jazyky cˇasto poskytují programátoru˚m nástroje pro relativneˇ snadnou
a efektivní práci s JSON.
Ve vytvorˇeném systému je JSON používán pro prˇenos dat mezi serverovou a klient-
skou vrstvou. Díky velmi dobré podporˇe na straneˇ jazyku˚ TypeScript a C# je práce s
JSON pomeˇrneˇ snadná.
3.7 ORM - Entity Framework
ORM neboli objektoveˇ-relacˇní mapování je technika, která zajišt’uje zprˇístupneˇní relacˇ-
ních dat (uložených v relacˇní databázi) do prostrˇedí objektoveˇ-orientovaného programo-
vání. Možností, jak ORM realizovat je více, což lze ilustrovat naprˇíklad na existenci neˇ-
kolika návrhových vzoru˚ v knize Martina Fowlera [15], jakými jsou Table Data Gateway,
Row Data Gateway, Active Record a Data Mapper. Velmi jednoduchá ilustrace ORM je
znázorneˇna na obrázku 3.
Praktický prˇístup programátora k ORM mu˚že být dvojí - mu˚že ORM vytvorˇit sám
(ideálneˇ za použití neˇjakého nárhového vzoru), nebo mu˚že využít existující ORM ná-
stroje. Oba tyto prˇístupy mají své klady i zápory, z nichž ty hlavní jsou uvedeny níže.
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Obrázek 3: Jednoduchá ilustrace ORM [16]
• Vlastní realizace ORM
+ Mu˚že být rychlejší za beˇhu (záleží na správném vytvorˇení)
- Implementace ORM zabere nemalé množství cˇasu.
- Prˇípadná zmeˇna v databázi nebo databázového systému˚ si vyžádá znacˇný zá-
sah do implementace ORM.
• Použití existujících ORM nástroju˚
+ Zavedení do systému, používání a zmeˇny jsou relativneˇ snadné.
+ Vývojárˇ se namísto implementace ORM mu˚že veˇnovat aplikacˇní business lo-
gice.
+ Veˇtšinou lze snadneˇji zmeˇnit používaný databázový systém.
+ Prˇi zmeˇneˇ v databázi (naprˇ. prˇidání atributu do tabulky) stacˇí aktualizovat
mapování.
- Mu˚že být pomalejší za beˇhu.
Prˇi rozhodování mezi vlastní implementací ORM a existujícím ORM nástrojem je tedy
nutné zvážit pomeˇrneˇ široké spektrum skutecˇností jako naprˇíklad požadavky na výkon
vyvíjeného systému, pocˇet uživatelu˚, jejich pru˚meˇrnou záteˇž na databázi, atd. V nepo-
slední rˇadeˇ bude jisteˇ ve firemním prostrˇedí rozhodovat i cena, tedy zda se firmeˇ vyplatí
poveˇrˇit programátora vývojem vlastního ORM vzhledem k rozpocˇtu projektu.
V implementovaném systému není ocˇekávána veliká nárocˇnost na výkon, vysoký po-
cˇet uživatelu˚ a není zde ani prˇedpoklad manipulace s velkými objemy dat. Z teˇchto du˚-
vodu˚ je využit existující ORM nástroj, kterým je Entity Framework, což je open source
framework vyvinutý spolecˇností Microsoft. Podle prˇevzaté a volneˇ prˇeložené definice,
pu˚vodneˇ dostupné v anglickém jazyce na stránce [16] lze Entity Framework popsat ná-
sledovneˇ:
Definice 3.1 Microsoft ADO.NET Entity Framework je framework pro Objektoveˇ/Relacˇní Ma-
pování (ORM), který umožnˇuje vývojárˇu˚m pracovat s relacˇními daty jako s doménoveˇ-specifickými
objekty. Také odstranˇuje veˇtšinu potrˇeby kódu pro prˇístup k datu˚m, který jsou vývojárˇi obvykle nu-
ceni napsat. Použitím Entity Framework mohou vývojárˇi pokládat dotazy za použití LINQ, nacˇež
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následneˇ obrdží silneˇ typované objekty, se kterými mohou dále pracovat. ORM implementace En-
tity Frameworku poskytuje mnoho služeb, takže se vývojárˇi mohou více soustrˇedit na aplikacˇneˇ-
specifickou business logiku, než na základy prˇístupu k datu˚m.
Uvedená definice je velice výstižná. Velký du˚raz je v ní kladen na hledisko usnadneˇní
práce vývojárˇu˚, což je nesporná výhoda. Nesmíme ovšem zapomínat na nevýhody oproti
vlastní implementaci, které jsou rozebrány výše.
3.8 Bootstrap
Bootstrap [17] (drˇíve Twitter Bootstrap) je front-end framework, což znamená, že jde o ja-
kousi sadu nástroju˚ a šablon, které pomáhají tvu˚rci webových stránek a aplikací pomeˇrneˇ
jednoduše a efektivneˇ vytvorˇit pu˚sobivé uživatelské rozhraní, které je peˇkné a zárovenˇ
funkcˇní.
Jeho použití je velmi vhodné v situaci, kdy vývojárˇ cˇi vývojárˇský tým nemají gra-
fické dovednosti cˇi financˇní prostrˇedky na vytvorˇení prvku˚ uživatelského rozhraní na
míru. Bez použití frameworku jako je Bootsrap by za dané situace výsledek jejich práce
nemusel pu˚sobit na uživatele prˇíliš atraktivneˇ a nanešteˇstí pro beˇžné programátory (bez
grafických dovedností), dnešní uživatelé vnímají kvalitu webové stránky cˇi systému z
velké míry podle designu.
Samozrˇejmeˇ ani použití Bootstrapu není samospasné. Bootstrap totiž poskytuje pouze
nástroje a komponenty, z nichž je potrˇeba správneˇ sestavit výsledný celek. Pro sestavení
kvalitního a uživatelsky prˇíveˇtivého uživatelského rozhraní je tedy stále potrˇeba jisté
grafické cíteˇní a zkušenost. V dnešní dobeˇ navíc velice narostlo na du˚ležitosti takzvané
User eXperience (UX), což by se dalo popsat jako du˚raz na uživatelskou prˇíveˇtivost - aby
se systém snadno používal, dobrˇe se v neˇm orientovalo, atd.
Bootstrap je založen na technologiích HTML a CSS, avšak existuje k neˇmu rˇada dal-
ších komponent založených na JavaScriptu. Jeho použitím tedy lze získat opravdu kom-
plexní balík zvyšující kvalitu webové stránky cˇi aplikace. Jednotlivé komponenty jsou
naprˇíklad ikonky, tlacˇítka, vysouvací nabídky, formulárˇová pole, atd. Další možností,




V této kapitole bude popsána implementace systému vcˇetneˇ vysveˇtlení jeho soucˇástí.
Nejprve bude popsán návrh a rozložení systému, následneˇ budou detailneˇji rozebrány
moduly a fungování urcˇitých procesu˚ a nakonec bude popsána databáze a postup nasa-
zení.
4.1 Vize a analýza
Systém bude mít pomeˇrneˇ evidencˇní povahu, protože jeho cílem je uchovávat informace
a zprˇístupnˇovat je veˇtšímu množství aktéru˚ za uplatneˇní jistých prˇístupových práv. V
systému budou evidovány informace o spolecˇnostech, jejich zameˇstnancích a projektech.
Pod jednotlivé projekty budou spadat úkoly a chyby („bugy“) a rovneˇž tickety pro ko-
munikaci uživatelu˚ formou zpráv.
Pro realizaci této formy systému je velice vhodná forma webového systému, který
umožnˇuje velice dobrou prˇístupnost z široké škály zarˇízení i míst a k jeho využívání není
potrˇeba žádný speciální program, systém, nebo komponenta.
Aktéry, kterˇí budou se systémem pracovat, lze rozdeˇlit na 2 základní skupiny podle
toho, jakou roli hrají v procesu realizace projektu. Další rozdeˇlení už prˇedstavuje kon-
krétní role jednotlivých uživatelu˚, což se projeví v oprávneˇních k urcˇitým cˇinnostem.
Konkrétní rozdeˇlení je uvedeno níže.
• Strana zpracovatele/dodavatele projektu
– Admin - administrátor systému
– Manager - aktér s vyšším oprávneˇním (naprˇ. projektový manažer)
– Worker - beˇžný pracovník (naprˇ. programátor)
• Klientská strana
– Manager - aktér s vyšším oprávneˇním na straneˇ klienta
– Worker - beˇžný pracovník na straneˇ klienta
Prˇístup k systému bude díky internetu umožneˇn prakticky kdykoliv, což umožní fle-
xibilitu a okamžitou dostupnost dat v prˇípadeˇ potrˇeby. Cˇasový rozmeˇr bude reprezento-
ván stavy jednotlivých evidovaných entit. Smazání používané entity nebude umožneˇno,
protože by to mohlo zpu˚sobit nekonzistenci v datech a narušit zpeˇtnou dohledatelnost
naprˇíklad v již ukoncˇených projektech.
Díky tomuto systému dokáže dodavatelská firma efektivneˇ spravovat zpracovávané
projekty a zárovenˇ komunikovat s osobami na straneˇ klienta.
4.2 Návrh a rozložení systému
Systém je rozdeˇlen do neˇkolika celku˚, které lze nazvat klientská vrstva (client layer), ser-
verová vrstva (server layer) a databázové úložišteˇ.
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Obrázek 4: Diagram nasazení
Jednotlivé vrstvy mezi sebou komunikují na principu požadavek-odpoveˇd’, kdy po-
žadavky vychází vždy z vyšší vrstvy smeˇrem k vrstveˇ nižší. Zjednodušeným prˇíkladem
je situace, kdy se klientská strana dotazuje serverové strany na data a serverová strana
vyžádá data pomocí specifického dotazu z databáze. Data pak putují vždy jako odpoveˇd’
na zaslaný požadavek neboli dotaz. Neexistuje zde žádná aktivita vyšší vrstvy vyvolaná
nižší vrstvou. To je dáno také faktem, že nižší vrstva ani neumí zahájit komunikaci s
vrstvou vyšší.
Jako velikou výhodu lze vnímat nezávislost (do jisté míry) jednotlivých vrstev. Ur-
cˇité závislosti mezi použitými technologiemi se vyskytují mezi prˇímo spolupracujícími
vrstvami, tedy klientskou a serverovou a serverovou a databázovým úložišteˇm. Tyto zá-
vislosti se týkají pouze cˇástí zodpoveˇdných za komunikaci se sousední vrstvou, u nichž
je jistá závislost logická. Prˇi zmeˇneˇ typu databázového úložišteˇ by tedy sice byly potrˇeba
neˇjaké zmeˇny v serverové vrstveˇ, ale hlavní logika vrstvy mu˚že bez problému˚ zu˚stat
zachována. Zmeˇna technologií na klientské vrstveˇ je velmi jednoduchá, protože napo-
jení na serverovou vrstvu je díky využití technologie AJAX univerzální. Toto umožnˇuje
taktéž vytvorˇení nového typu klienta, jakým mu˚že být naprˇíklad mobilní aplikace. Díky
návrhu architektury a použitým technologiím by bylo napojení této mobilní aplikace re-
lativneˇ jednoduché.
Pro ilustraci rozložení systému mu˚že sloužit jednoduchý diagram nasazení 4.
4.2.1 Klientská vrstva
Tato cˇást systému beˇží výhradneˇ na straneˇ klienta a celá logika je tedy zpracovávána v
samotném internetovém prohlížecˇi. Technologie, které zde byly použity, jsou prˇedevším
jazyk TypeScript, který spolecˇneˇ s JavaScriptovou knihovnou jQuery zajišt’uje veškerou
dynamiku. Samozrˇejmostí je také použití základních webových technologií jako znacˇko-
vací jazyk HTML5 pro základní rozvržení a Kaskádové styly (CSS) pro vzhled prvku˚. Pro
jednodušší, prˇíveˇtiveˇjší a peˇkneˇjší uživatelské rozhraní byl použit front-end framework
Bootstrap.
Klientská strana je ta cˇást systému, se kterou prˇichází uživatel do styku a která prˇímo
ovlivnˇuje jeho dojem. Tato cˇást systému obstarává zobrazování dat v ru˚zných formách,
podle konkrétní situace. Když pomineme základní rozvržení (layout), jde prˇedevším o
vykreslování tabulek s daty, formulárˇových prvku˚, . . .
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Data, která klientská strana zobrazuje uživateli, jsou získána ze strany serverové.
Toto propojení zajišt’uje technologie AJAX. Jakmile se uživatel prˇesune do urcˇité cˇásti
systému, kde jsou potrˇeba neˇjaká data z databáze, je vyslán AJAX požadavek (request)
prˇímo na konkrétní cˇást serverové strany. AJAX požadavek obsahuje urcˇité parametry,
podle kterých se prˇizpu˚sobí navrácená data. Tento model je výhodneˇjší, než situace, kdy
se prˇi každém požadavku na data obnoví celá stránka vcˇetneˇ cˇástí, které ale vždy zu˚-
stávají stejné (naprˇíklad menu, základní rozvržení, atd.). Prˇi využití AJAXu se totiž ze
serveru neprˇenáší všechna data, ale pouze ta, která se meˇní. Po obdržení jsou nová data
dynamicky zapsána do stránky na místo, kam patrˇí. Prakticky se tedy naprˇíklad zmeˇní
pouze informace v tabulce a vše ostatní zu˚stane stejné.
4.2.2 Serverová vrstva
Hlavním úkolem serverové strany je obsluhování požadavku˚ z klientské strany, které
prˇichází v podobeˇ AJAX požadavku˚. Provádeˇná cˇinnost ve veˇtšineˇ prˇípadu˚ zahrnuje prˇi-
jetí parametru˚, jejich zpracování, komunikaci s databází, prˇípravu dat a jejich navrácení
zpeˇt klientské straneˇ.
Ústrˇední technologií serverové strany je ASP.NET a pro objektoveˇ-relacˇní mapování
(ORM) je použit Entity Framework.
4.2.3 Databázové úložišteˇ
Všechna evidovaná data o entitách v systému jsou uložena v relacˇní databázi, což je pro
systém evidencˇního charakteru s ru˚zneˇ propojenými entitami ideální typ úložišteˇ.
Konkrétním typem databáze je MS SQL Server. Bližší popis návrhu databázové vrstvy
je uveden v další cˇásti práce 4.5.
4.3 Moduly
V této cˇásti jsou popsány soucˇásti systému, které vždy poskytují urcˇitou funkcionalitu,
která je pro systém jako celek velmi du˚ležitá. Tyto soucˇásti jsou v kódu reprezentovány
trˇídami, eventuálneˇ soustavou spolupracujících trˇíd.
4.3.1 Komunikace se serverem - trˇída DataSource a její specificˇtí potomci
Komunikaci se serverem za úcˇelem získání cˇi zaslání dat je vhodné umístit na jedno
místo. V tomto systému k tomuto úcˇelu slouží trˇída DataSource a její potomci. Tito po-
tomci jsou vždy specificˇtí pro danou entitu (projekt, uživatel, . . . ).
Metody teˇchto trˇíd obsahují kód související s technologií AJAX, která je použita pro
asynchronní komunikaci se serverovou cˇástí systému. AJAX požadavky musí být za-
sílány na prˇesnou adresu a rovneˇž musí být správneˇ nastaveny parametry, které jsou
soucˇástí tohoto požadavku a které serverové cˇásti uprˇesnˇují požadovanou cˇinnost.
V rodicˇovské trˇídeˇ DataSource jsou kromeˇ referencí na spolupracující instance nade-
finovány také atributy prˇedstavující nastavení datového zdroje. Toto nastavení (ve formeˇ
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souhrnu parametru˚) je zasíláno spolu s každým požadavkem na vrácení souhrnu zá-
znamu˚.
Zmíneˇné nastavení prˇedstavují konkrétneˇ položky: orderBy (atribut, podle kterého
data rˇadit), orderHow (sestupneˇ/vzestupneˇ), search (textový rˇeteˇzec, který uživatel zadal
do vyhledávání), status a další položky podle použitých filtru˚. Pro úcˇely stránkování zde
jsou rovneˇž hodnoty from (od kolikátého záznamu vybírat data) a count (kolik záznamu˚
vrátit).
4.3.2 Tabulkové prˇehledy dat - trˇída TableView
V systémech evidencˇní povahy je velmi cˇasté vypisování údaju˚ o evidovaných entitách
v podobeˇ tabulek, protože to poskytuje znacˇnou prˇehlednost. O vykreslování seznamu˚
entit v tabulkové podobeˇ se stará trˇída TableView. Tato trˇída vznikla zejména z du˚vodu
univerzálního použití pro prˇehledy všech entit, což bude dále vysveˇtleno na principu
fungování.
Je-li potrˇeba vykreslit tabulku s prˇehledem entit (naprˇíklad seznam projektu˚), je zkon-
struována instance trˇídy TableView a dalších potrˇebných trˇíd (budou probrány dále). V
konstruktoru je prˇedáno pole, jež nese informace o sloupcích, které budou vypisovány
(název sloupce a oznacˇení jeho dat v souhrnu dat, která jsou obdržena ze serveru).
Tato instance je podle konkrétní entity (zde projekt) napojena na správný zdroj dat,
kterým je specifická instance potomka trˇídy DataSource (v tomto prˇípadeˇ
DataSourceProject). Na neˇm zavolá metodu GetData(). Po prˇijetí dat (asynchronní ope-
race) se data zpracují (z formátu JSON) a zapocˇne vykreslení tabulky. Tabulka je vykreslo-
vána postupneˇ po rˇádcích a vždy jednotlivé sloupce jsou konstruovány podle pole, které
bylo prˇedáno v konstruktoru.
Trˇída TableView umožnˇuje ve spolupráci s napojeným zdrojem dat také rˇazení polo-
žek. V konstruktoru je totiž kromeˇ pole s informacemi o sloupcích prˇedáno také pole s
informací, podle kterých sloupcu˚ lze rˇadit. Hlavicˇky teˇchto vyjmenovaných sloupcu˚ jsou
poté vykresleny jako klikací a po kliknutí se iniciuje rˇazení. Po dalším kliknutí se vždy
prˇepne porˇadí rˇazení dle daného atributu mezi sestupným a vzestupným.
Univerzálnost použití této trˇídy spocˇívá v tom, že ji lze napojit na jakéhokoliv po-
tomka trˇídy DataSource a tudíž bez jakékoliv zmeˇny lze prˇi správném napojení vypisovat
tabulkový seznam jakéhokoliv druhu entity. Taktéž vykreslené sloupce lze velice snadno
zmeˇnit beze zmeˇn v samotné trˇídeˇ, protože stacˇí upravit pole s informacemi o sloupcích,
které je trˇídeˇ TableView prˇedáno a zajistit, že ze serveru dorazí prˇíslušná data a trˇída
TableView s vykreslením nebude mít žádný problém. V neposlední rˇadeˇ lze i vybrané
sloupce, podle kterých lze záznamy rˇadit, zmeˇnit pouze zmeˇnou v poli prˇedávaném v
konstruktoru a v kódu na serveru (aby se požadavek na rˇazení správneˇ prˇenesl do data-
báze).
4.3.3 Seznam zpráv v ticketech - trˇída MessagesView
Pro výpis zpráv v ticketech se tabulkové usporˇádání nehodí a tak bylo nutné vytvorˇit
trˇídu MessagesView. Ta se od trˇídy TableView až tak prˇíliš neliší. Ke zmeˇnám došlo prak-
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ticky pouze v metodeˇ Render, která se stará o vykreslení dat. Zprávy se vykreslují jedna
po druhé tak, že jsou vždy data konkrétní zprávy (autor, prˇedmeˇt, text, cˇas, atd.) prˇedány
metodeˇ, která je umístí do nadefinované struktury v jazyce HTML. Celá tato struktura
vcˇetneˇ dosazených dat je poté vypsána jako jeden záznam do seznamu.
Napojení na potomka trˇídy DataSource je shodné s trˇídou TableView. To samé platí
pro spolupráci s trˇídou Paginator, která se i zde stará o stránkování.
4.3.4 Stránkování - trˇída Paginator
Spolecˇneˇ s nutností vykreslení seznamu dat vznikla potrˇeba na jejich úcˇinné stránkování.
Stránkování zvýší prˇehlednost v záznamech, což jisteˇ uživatelé systému ocení. Navíc
má ale stránkování ješteˇ další velmi du˚ležitou roli, která je možná ješteˇ du˚ležiteˇjší než
prˇedchozí zmíneˇná. Du˚ležitým prˇínosem stránkování je totiž redukce prˇenášených dat.
Ze serveru (resp. z databáze) jsou tedy vyžadována a zasílána pouze data, která jsou
aktuálneˇ potrˇeba.
Funkcionalitu stránkování obstarává trˇída Paginator. Její instance je prˇímo napojena
na instanci trˇídy TableView, pro kterou stránkování zajišt’uje.
Instance trˇídy Paginator si nejprve vyžádá pocˇet záznamu˚ podle aktuálního nasta-
vení zdroje dat, na který je instance napojena. Pod aktuálním nastavením rozumíme po-
užití ru˚zných filtru˚ a vyhledávání, která mají vliv na pocˇet záznamu˚ a musí být tedy
zohledneˇny i prˇi stránkování. Podle pocˇtu záznamu˚ se pak vykreslí ovládací panel pro
stránkování.
Jakmile uživatel iniciuje zmeˇnu stránky, Paginator nastaví zdroji dat hodnoty odpo-
vídající dané stránce - jde o hodnoty from (od kolikátého záznamu vybírat) a count (kolik
záznamu˚ vrátit). Asociovaná instance TableView je poté informována, že došlo ke zmeˇneˇ
a mu˚že si požádat zdroj dat (který už má nyní správné nastavení zohlednˇující požadova-
nou stránku) o data. Po obdržení dat se tabulka prˇekreslí a Paginator upraví své ovládací
prvky, aby vše odpovídalo aktuální stránce.
Prˇejde-li uživatel do detailu entity (kterou mu˚že libovolneˇ editovat) a vrátí se zpeˇt
pomocí navigacˇních tlacˇítek, dostane se na pu˚vodní stránku, na které seznam entit opus-
til.
4.3.5 Vyhledávání - trˇída Search
Ve veˇtším množství dat se nelze orientovat bez vyhledávání. K tomu v systému slouží
trˇída Search, která je, stejneˇ jako trˇída Paginator, napojena na instanci trˇídy TableView a
instanci potomka trˇídy DataSource. Komponenta tedy zajišt’uje vyhledávání v prˇehledu
entit urcˇitého entitního typu (naprˇíklad v souhrnu všech projektu˚).
Uživatel má možnost vyhledávat pomocí zadání textového rˇeteˇzce, což slouží prˇede-
vším k vyhledávání v názvech cˇi jménech jednotlivých entit. Vyhledávání je za úcˇelem
poskytnutí relevantních dat provádeˇno tak, že se hledá shoda mezi zadaným rˇeteˇzcem
a názvy v databázi, kdy ale název musí daným hledaným rˇeteˇzcem zacˇínat. Je samo-
zrˇejmeˇ možné a pomeˇrneˇ jednoduché zmeˇnit tento zpu˚sob vyhledávání shody na jaký-
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Obrázek 5: Vykreslené ovládací prvky komponenty Search
koliv výskyt hledaného rˇeteˇzce (tedy ne od pocˇátku názvu), avšak prˇi vývoji systému byl
uprˇednostneˇn prvneˇ zmíneˇný zpu˚sob.
Jelikož témeˇrˇ všechny entitní typy v databázi obsahují neˇjakou informaci o stavu,
úrovni, typu, atd. je možné jednotlivé entity rozcˇlenit do skupin práveˇ podle teˇchto
atributu˚. V praxi tedy jde naprˇíklad o rozdeˇlení ticketu˚ podle stavu na aktivní a dokon-
cˇené (zjednodušeno). Existuje-li v množineˇ entit takovéto rozdeˇlení, je zde prˇedpoklad,
že by v jistých prˇípadech uživatel systému ocenil možnost jednotlivé entity/záznamy
filtrovat. Z tohoto du˚vodu byly do komponenty Search zavedeny rovneˇž filtry. Kon-
krétní filtry a jejich dostupné hodnoty se odvíjí od konkrétního entitního typu, protože
ne všechny mají spolecˇné atributy, ve veˇtšineˇ prˇípadu˚ se tyto atributy liší dostupnými
hodnotami, atp.
Jakmile uživatel nastaví rˇeteˇzec a/nebo filtry a spustí vyhledávání, je toto nastavení,
tedy hodnota vyhledávaného rˇeteˇzce a hodnoty filtru˚, prˇeneseno na datový zdroj a in-
stance TableView je informována, že došlo ke zmeˇneˇ a má si vyžádat nová data. Stejneˇ
tak se této zmeˇneˇ prˇizpu˚sobí i prˇidružená instance trˇídy Paginator, protože filtrace jisteˇ
zmeˇní pocˇet dostupných dat a stránkovací komponenta musí toto vzít v potaz. Jakmile
je datový zdroj požádán o nová data, odešle AJAX požadavek na serverovou vrstvu. Ve
vyslaném požadavku je již promítnuto aktuální nastavení odpovídající vyhledávanému
rˇeteˇzci a hodnoteˇ filtru˚. Nastavení datového zdroje lze pak jednoduše zmeˇnit zmeˇnou
zadaného rˇeteˇzce nebo hodnot filtru˚ a spušteˇním vyhledávání prˇíslušným tlacˇítkem.
4.3.6 Profil entity - trˇída DetailItem a její specificˇtí potomci
V seznamu záznamu˚, o jehož vypsání se stará komponenta TableView, je obsažen odkaz
na prˇechod do detailu konkrétního záznamu. Od detailu záznamu se beˇžneˇ ocˇekává prˇe-
hled všech údaju˚, které se k danému záznamu vztahují vcˇetneˇ možnosti editace. Prˇesneˇ
tuto funkcionalitu poskytuje trˇída DetailItem a její potomci. Rodicˇovská trˇída obsahuje
spolecˇné atributy a chování, ale urcˇité cˇásti je trˇeba prˇizpu˚sobit specificky podle kon-
krétní entity, což je du˚vod, procˇ má každá entita svou vlastní trˇídu, která zmíneˇnou funk-
cionalitu poskytuje. V následujícím textu bude používáno oznacˇení trˇídy DetailItem jako
oznacˇení specifického potomka této trˇídy.
Trˇída DetailItem mu˚že pracovat ve 3 ru˚zných režimech. Tyto režimy jsou obsaženy
v enumerátoru (výcˇtovém typu) ViewMode a jsou pojmenovány View, New a Edit. Pou-
žití enumerátoru velmi usnadní prˇehlednost kódu, protože testování aktuálního režimu
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je v kódu pomeˇrneˇ cˇasté. Režim View prˇedstavuje pouze základní zobrazení, kde jsou
všechny údaje vypsány pouze formou textu. Obsahuje-li entita neˇjakou referenci na ji-
nou entitu (naprˇíklad odkaz na spolecˇnost v detailu uživatele), mu˚že být naprˇíklad název
související entity vykreslen jako odkaz na její detail.
Režimy New (pro vytvárˇení) a Edit (pro úpravu) jsou znacˇneˇ odlišné od prvního zmí-
neˇného. Zde již nestacˇí pouze textové výpisy, ale je nutné vykreslit ru˚zné typy vstupních
formulárˇových prvku˚. Jednotlivé typy se liší podle konkrétního atributu. Existují zde ná-
sledné typy vstupních polí:
• Textové pole - vstupem je text, prˇicˇemž je možné definovat pro vstupní rˇeteˇzec
urcˇitá omezení (naprˇ. vyžadování formátu e-mailu, ...)
• Textarea - jde o vícerˇádkový vstup, který je využíván pro delší texty jako popisy,
zprávy, atd. U tohoto typu vstupu je nutné ošetrˇovat správné uložení a zobrazení
koncu˚ rˇádku˚.
• Datum - u tohoto vstupu je využito komponenty Datepicker, která je soucˇástí Boot-
strap frameworku a která zobrazí uživateli kalendárˇ, ve kterém stacˇí vybrat poža-
dovaný den. Díky tomu je vložení data uživatelsky prˇíveˇtivé, jednoduché a navíc
je vždy po vybrání vloženo v nastaveném formátu.
• Dropdownlist - tento typ vstupu je nejcˇasteˇji používán pro atributy, které mají ome-
zený pocˇet hodnot, prˇicˇemž tyto hodnoty jsou prˇesneˇ specifikovány. Prˇíkladem mu˚-
žou být status, typ, atd.
• Picker - jde o komponentu, která byla vytvorˇena na míru pro tento systém. Její popis
je uveden níže.
4.3.7 Výbeˇr entit - trˇída Picker
V prˇípadeˇ, kdy mezi jednotlivými entitami mají existovat vazby, je nutné vyvinout zpu˚-
sob jejich zadávání uživatelem. Práveˇ pro tento úcˇel byla vytvorˇena komponenta Picker.
Jádrem fungování je JavaScriptová komponenta FancyBox a správné propojení existují-
cích komponent.
Picker funguje na principu zobrazení seznamu entit v takzvaném „lightboxu“. Tento
seznam je vypsán s pomocí komponenty TableView a je doplneˇn o ovládací prvky kom-
ponent Search a Paginator, takže i v této „vysunuté“ nabídce mu˚že uživatel využívat
všechny výhody vyhledávání i stránkování, což prˇináší vysoký uživatelský komfort.
Komponenta umožnˇuje dva typy výbeˇru˚ nazvané SinglePicking a MultiplePicking. U
prvního zmíneˇného platí, že je vybírána vždy jedna entita. Pokud je vybrána další, pu˚-
vodní volba se prˇepíše. Tento typ je využit naprˇíklad prˇi prˇirˇazení spolecˇnosti k projektu.
MultiplePicking umožnˇuje vybrat neˇkolik entit ve stejné roli. Druhý typ je využíván pro
prˇirˇazení uživatelu˚ k ticketu˚m nebo prˇirˇazení spolecˇností uživateli, tedy u situací, kde se
vyskytují vazby M:N.
Poté, co uživatel vybere konkrétní entitu, je podle nastavených pravidel zavolána
správná metoda, FancyBox se uzavrˇe a vybraná entita je uložena. Uložení se liší dle typu
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výbeˇru (popsány v prˇedchozím odstavci) a režimu trˇídy DetailItem. Jde-li o výbeˇr více
entit ve stejné roli, je prˇi editaci (mód Edit) nová volba ihned odeslána formou AJAX po-
žadavku na server. Prˇi vytvárˇení nové entity se volby ukládají do pole, které je odesláno
na server až spolecˇneˇ s daty noveˇ vytvárˇené entity. V základní situaci, kde v jedné roli
figuruje pouze jedna referencovaná entita, probíhá ukládání až prˇi stisknutí tlacˇítka pro
uložení a není zde vlastneˇ žádný rozdíl mezi módy editace (mód Edit) a vytvárˇení nové
entity (mód New). V prˇípadeˇ módu zobrazení (View) mu˚že být vypsán odkaz na detail
asociované entity s jejím názvem.
4.3.8 Vlastní atributy - trˇída CustomAttributes
Ke každé entiteˇ jsou vedeny urcˇité informace. Ty jsou veˇtšinou omezeny již prˇi návrhu
systému, kdy navrhující osoba posoudí potrˇebu, relevantnost a vhodnost jednotlivých
atributu˚ entity. Pevná specifikace atributu˚ se následneˇ promítne do návrhu databáze a
vstupních formulárˇových polí.
Toto je pomeˇrneˇ beˇžný model, který ovšem nebere v potaz situaci, kdy by uživatel
rád k entiteˇ zadal další informace. To lze jisteˇ vyrˇešit prˇidáním atributu „Poznámky“,
kam bude možno zadat vícerˇádkový textový vstup. Takto má uživatel možnost kdyko-
liv k entiteˇ prˇipsat libovolné informace. Problém je zde však ten, že informace nejsou
strukturovány, což se v prˇípadeˇ veˇtšího množství textu mu˚že ukázat jako pomeˇrneˇ velký
problém.
Po uvážení výše uvedeného vznikla komponenta nazvaná CustomAttributes. Jejím cí-
lem je poskytnout uživatelu˚m možnost prˇidávat k entitám libovolné informace ve struk-
turované podobeˇ. Uživatel si tak mu˚že k entiteˇ vytvorˇit a naplnit atributy s vlastním
pojmenováním i obsahem.
Zadávání vlastních atributu˚ s hodnotami probíhá v rámci komponenty DetailItem
(4.3.6) v módech pro editaci (Edit) a vytvorˇení nové entity (New). Kontrolní prvek kom-
ponenty je zastoupen tlacˇítkem Add new attribute, které prˇidá do tabulky detailu entity
nový rˇádek o dvou bunˇkách se vstupními poli pro název nového atributu a jeho hod-
notu. Vstupní pole pro hodnotu atributu je vždy vícerˇádkové, protože se prˇedpokládá
možnost vložení delšího obsahu. Jednotlivé existující nebo práveˇ vytvorˇené vlastní atri-
buty lze v detailu entity (v módech Edit a New) jednoduše smazat pomocí prˇíslušného
tlacˇítka, které je vykresleno v rámci rˇádku každého atributu.
V detailu entity v módu pro zobrazení (View) pak uživatel rozdíl mezi pu˚vodními
atributy (dané již v návrhu) a vlastními atributy v podstateˇ nepozná. Jediná odlišnost je,
že jsou seskupeny na konci tabulky, ale k dalšímu odlišení není pravdeˇpodobneˇ žádný
zvláštní du˚vod (pokud by odlišení bylo žádoucí, lze jej nastavit velmi jednoduše). Vlastní
atributy jsou zobrazeny pouze uživatelu˚m zpracovatelské firmy (provozující tento sys-
tém pro správu projektu˚).
Tato komponenta prˇináší uživatelu˚m jistou flexibilitu a možnost prˇizpu˚sobení sys-
tému bez ohledu na atributy navržené v návrhu. Taktéž v prˇípadeˇ potrˇeby nového atri-
butu není okamžiteˇ nutný zásah programátora za úcˇelem úpravy systému. Ten bude
nutný až v prˇípadeˇ, že by se došlo k názoru, že neˇjaký nový atribut se plošneˇ používá u
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všech entit daného typu, protože pak už nedává smysl, aby jej uživatelé vždy vytvárˇeli
rucˇneˇ jako vlastní atribut.
4.3.9 Nahrávání souboru˚ - trˇída FileUploader
Velmi vhodnou a využívanou funkcionalitou mu˚že být možnost nahrávat k urcˇitým enti-
tám soubory. Proto byl v systému implementován modul FileUploader. Tento modul musí
mít cˇást jak na klientské vrstveˇ, tak na vrstveˇ serverové.
Cˇást na klientské vrstveˇ se stará o vykreslování uživatelského rozhraní, interakci s
uživatelem a odeslání souboru na serverovou cˇást. Klientská cˇást má dva ru˚zné módy
– jeden pouze pro zobrazení již nahraných souboru˚ a druhý editacˇní pro nahrávání a
prˇípadneˇ i mazání existujících souboru˚. Prˇi pouhém zobrazení souboru˚ je vždy videˇt
náhled, jde-li o obrázek, prˇípadneˇ jen univerzální ikonu souboru. Taktéž jsou vypsány
informace o autorovi, cˇasu nahrání a jménu souboru.
V editacˇním módu je navíc možnost existující soubory smazat. Soubor lze k nahrání
na server vybrat pomocí standardního vybírání souboru ve vyskakovacím okneˇ. Roz-
hraní k vyvolání této akce bylo upraveno do atraktivneˇjší podoby stylovaného tlacˇítka,
aby lépe zapadalo do kontextu uživatelského rozhraní. Rovneˇž lze soubor vybrat ucho-
pením a upušteˇním nad vytycˇenou oblastí, tedy takzvanou technikou Drag and Drop. Tím,
že jsou podporovány oba zpu˚soby je docíleno lepší uživatelské prˇíveˇtivosti, protože má
uživatel na výbeˇr, co mu lépe vyhovuje. Tuto kombinaci obou zpu˚sobu˚ lze dnes beˇžneˇ
vídat i u velkých internetových stránek.
Jakmile je soubor vybrán, je okamžiteˇ odeslán na server. Uživatel pak mu˚že editovat
další položky cˇi provádeˇt další akce, avšak v pru˚beˇhu nahrávání souboru nemu˚že entitu
uložit. Jakmile je soubor úspeˇšneˇ nahrán, je zobrazen jeho náhled s možností jej smazat.
Jakmile serverová cˇást prˇevezme požadavek na nahrání souboru, zjistí, zda již nee-
xistuje soubor stejného jména. Pokud ano, je k názvu souboru prˇidáno náhodné cˇíslo. Ze
souboru „dokument.pdf“ se pak mu˚že stát naprˇíklad „dokument_285.pdf“. Po uložení
souboru je soubor zapsán do databáze a do klientské cˇásti je vráceno ID daného záznamu.
Po vytvorˇení cˇi uložení entity dojde ke spárování souboru˚ s danou entitou.
Aktuálneˇ je možnost nahrávání souboru˚ nasazena u projektu˚, úkolu˚ a zpráv v ticke-
tech.
4.4 Další soucˇásti a procesy v systému
4.4.1 Komunikace
Du˚ležité komponenty již byly prˇedstaveny a je tedy možné ilustrovat pru˚beˇh urcˇité akce
v systému. Jako prˇíklad poslouží akce spojené s úkolem. Ilustrace se nachází na obrázku
7 a jde de facto o životní cyklus úkolu. Lze zde videˇt vytvorˇení nového úkolu a následný
neomezený pocˇet jeho editací. Jelikož úkol zu˚stává v systému evidován, není zde zná-
zorneˇno žádné ukoncˇení životního cyklu a úkol je možné kdykoliv editovat. Dalo by se
ale rˇíci, že životní cyklus úkolu koncˇí ve chvíli, kdy již není potrˇeba k neˇmu prˇistupovat
a nastavením odpovídajícího stavu je archivován.
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Obrázek 6: Komponenta FileUploader s náhledem jednoho souboru
Jak bylo popsáno drˇíve, komponenta DetailTask (potomek trˇídy DetailItem) je zod-
poveˇdná za interakci s uživatelem ve formeˇ výpisu formulárˇu˚, zpráv, prˇejímání dat, atd.
Ke komunikaci se serverem slouží trˇída DataSourceTasks (potomek trˇídy DataSource).
Stránka Tasks.aspx na serveru je zodpoveˇdná za prˇíjem požadavku˚ a jejich zpracování.
Vyžaduje-li zpracování požadavku prˇístup k databázi, je tento prˇístup zajišteˇn pomocí
ORM nástroje Entity Framework, který vygeneruje SQL dotaz na databázi.
4.4.2 Prˇihlášení a správa hesel
K prˇihlášení uživatele do systému je nutné zadání e-mailu a hesla, které musí být v sys-
tému evidovány. Jakmile uživatel zadá tyto údaje a iniciuje prˇihlášení, jsou data poslána
v požadavku na server. Tam dojde k oveˇrˇení, zda v systému existuje uživatel s daným
e-mailem. Pokud ano, je oveˇrˇena správnost zadaného hesla.
Hesla nejsou v databázi ukládána pouze v textovém tvaru, což by bylo velmi ne-
bezpecˇné z hlediska bezpecˇnosti. K jejich zabezpecˇení je využívána hashovací funkce
SHA-256. Tato funkce patrˇí do soustavy hashovacích funkcí SHA-2, jehož prˇedchu˚dcem
je kryptografická hashovací funkce SHA-1, která byla a stále je pomeˇrneˇ rozšírˇená, avšak
nyní je již považována za nedostatecˇneˇ silnou a tedy málo bezpecˇnou. Výhodou hashova-
cích funkcí je to, že i malá zmeˇna vstupu (naprˇ. zmeˇna jednoho písmene) vyústí ve velkou
zmeˇnu výsledného hashe (zašifrovaného rˇeteˇzce). Ani u jedné ze zmíneˇných funkcí nelze
z vygenerovaného hashe zpeˇtneˇ získat pu˚vodní rˇeteˇzec (v tomto prˇípadeˇ heslo).
Existují však postupy, jak díky znalosti hashe pu˚vodní heslo zjistit. Jedním z teˇchto
postupu˚ mu˚že být využití takzvaných „Rainbow tabulek“, které obsahují vypocˇtené ha-
she pro ru˚zné textové vstupy. Slabé heslo lze pak odhalit pomeˇrneˇ snadno a rychle. Proti
tomuto typu prolomení bezpecˇnosti je v systému nasazena technika používání takzvané
„soli“. Tato technika spocˇívá ve vytvorˇení rˇeteˇzce, který vznikne spojením uživatelem
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Obrázek 7: Ukázka procesu˚ spojených s úkolem
zadaného hesla a urcˇitého nadefinovaného rˇeteˇzce. Až tento vzniklý rˇeteˇzec je pak prˇe-
dán hashovací funkci. I kdybychom tedy zašifrovali tak jednoduchá hesla jako "heslo",
"password", nebo "123456", z výsledného hashe nelze pu˚vodní podobu hesla odhadnout.
Su˚l lze navíc obohatit o neˇjaký dynamický prvek specifický pro konkrétní zadané heslo,
tudíž mu˚že být su˚l pro každé heslo unikátní.
Díky uvedeným postupu˚m tedy není nikde v systému ani v databázi uchováváno
heslo v podobeˇ, ve které by bylo možné jej prˇecˇíst cˇi neˇjak zpeˇtneˇ zjistit. Navíc ani zašif-
rovaná podoba hesla nikdy neopouští databázi a serverovou vrstvu, není tedy posílána
do klientské vrstvy naprˇíklad spolu s informacemi o uživateli.
Prˇihlášení je nutné oveˇrˇovat nejen prˇi prvotním vstupu do systému, ale i v pru˚beˇhu
využívání systému. Jinak by totiž mohlo být možné vstoupit do systému naprˇíklad díky
pouhé znalosti adresy interní stránky. Pokaždé, když je stránka obnovena, je proto vyslán
požadavek na server, který oveˇrˇí, zda je uživatel prˇihlášen, cˇi nikoliv. Není-li prˇihlášen, je
ze systému prˇesmeˇrován na prˇihlašovací formulárˇ. K obnovení stránky mu˚že dojít zadá-
ním konkrétní adresy, explicitním vyžádáním (naprˇ. klávesou F5 cˇi prˇíslušným tlacˇítkem
ve webovém prohlížecˇi), nebo naprˇíklad využitím funkce „Zpeˇt“. U uvedeného oveˇrˇo-
vání prˇihlášení je ovšem ješteˇ jiné nebezpecˇí - uživatel by totiž mohl oveˇrˇovací požadavek
neˇjakým zpu˚sobem vyrˇadit a systém by neprovedl prˇesmeˇrování mimo systém.
Tím, co je potrˇeba v systému chránit jsou data, nikoliv naprˇíklad uživatelské rozhraní.
Proto pokud neprˇihlášený uživatel neˇjakým zpu˚sobem vstoupí do systému, nevadí, že
uvidí, jak systém uvnitrˇ vypadá, ale rozhodneˇ se nesmí dostat k datu˚m. Proto prˇi každém
požadavku na data je na serverové straneˇ oveˇrˇeno, zda je dotazující se uživatel prˇihlášen.
Pokud ano, jsou mu navrácena požadovaná data (naprˇíklad seznam projektu˚). Pokud je
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zjišteˇno, že není prˇihlášen, je zpeˇt do klientské vrstvy poslána pouze informace, která
zpu˚sobí prˇesmeˇrování uživatele na prˇihlašovací formulárˇ. I v prˇípadeˇ narušení prˇesmeˇ-
rování mimo systém však uživatel nezjistí žádná data, což je to nejdu˚ležiteˇjší.
4.4.3 Autorizace (oprávneˇní uživatelu˚)
Jak je rˇešeno prˇihlášení uživatele je popsáno v prˇedchozí cˇásti 4.4.2. Prˇi každém poža-
davku na data je ale rovneˇž potrˇeba provést autorizaci. V systému figurují následující
úrovneˇ uživatelu˚:
• Admin - administrátor systému
• Manager - aktér s vyšším oprávneˇním (naprˇ. projektový manažer)
• Worker - beˇžný pracovník (naprˇ. programátor)
• Client manager - aktér s vyšším oprávneˇním na straneˇ klienta
• Client worker - beˇžný pracovník na straneˇ klienta
Ne každý typ uživatele smí prˇistupovat ke všem datu˚m. Jisteˇ bychom nechteˇli, aby
naprˇíklad beˇžný pracovník na straneˇ klienta smeˇl prˇistupovat k údaju˚m o projektu zpra-
covávaném pro jinou firmu. Pro lepší práci je v neˇkterých cˇástech systému˚ rozdeˇlen tento
seznam uživatelských oprávneˇní do trˇí kategorií: SuperRightsUsers (nejvyšší oprávneˇní,
zahrnuje úrovneˇ Admin a Manager), HighRightsUsers (k položkám v rámci kategorie Su-
perRightsUsers navíc prˇidává úrovenˇ Client manager), LowRightsUsers (nejnižší úrovenˇ,
patrˇí sem Worker a Client worker) a ClientUsers (zahnuje uživatele ze strany klientské
spolecˇnosti).
Implementace autorizace funguje tak, že prˇi každém požadavku, kde je její vykonání
potrˇeba, je zjišteˇna identita uživatele a jeho úrovenˇ. Nejprve bude popsán prˇípad operace,
kdy se uživatel nedotazuje na data, ale chce provést neˇjakou operaci (naprˇíklad editaci
entity, vytvorˇení nové entity, . . . ). V tomto prˇípadeˇ je zjišteˇna jeho úrovenˇ, a pokud není
dostacˇující, provádeˇní operace je ukoncˇeno zasláním chybové hlášky v rámci odpoveˇdi.
Druhý prˇípad je ten, že se uživatel dotazuje na data. Má-li dostatecˇná oprávneˇní na
prˇístup ke všem datu˚m, jsou mu data zaslána. Nemá-li vu˚bec prˇístup k daným datu˚m,
nejsou mu zaslána žádná data. Pak je zde ješteˇ poslední situace, kdy má uživatel na zá-
kladeˇ jeho úrovneˇ prˇístup jen k neˇkterým záznamu˚m z množiny vyžadovaného typu
dat. V takovém prˇípadeˇ jsou v rámci databázového dotazu aplikována prˇíslušná ome-
zení, která zajistí, že uživatel dostane jen jemu prˇístupná data. Prˇíkladem posledneˇ zmí-
neˇné situace mu˚že být dotaz na seznam projektu˚. V prˇípadeˇ administrátora nejsou žádná
omezení aplikována a je vrácen kompletní seznam všech projektu˚. V prˇípadeˇ beˇžného
pracovníka jsou vráceny pouze projekty jeho spolecˇnosti.
Tato forma implementace autorizace umožní, že není nutné deˇlat velké rozdíly v
klientské vrstveˇ, vše se obstará v serverové vrstveˇ a klientská vrstva pak jen zobrazí
obdržená data. Toto se ale týká prˇedevším dat (dotazu˚ na data), protože i v klientské
vrstveˇ existují jisté postupy, které se odvíjí od uživatelského oprávneˇní. Jde ale zejména
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o úpravy navigacˇních prvku˚ uživatelského rozhraní (jejich skrytí, nebo zobrazení) a zne-
možneˇní prˇístupu do urcˇitých sekcí systému. I pokud by se ale uživatel do prˇíslušných
sekcí neˇjak dostal, stejneˇ ze serveru obdrží bud’ cˇástecˇná (jemu úmyslneˇ prˇístupná), nebo
žádná data.
4.4.4 Validace vstupních dat
Validace vstupních dat, tedy oveˇrˇení, zda tato data splnˇují nastavená kritéria, je velmi
du˚ležitá z hlediska bezpecˇnosti a konzistence. Existují dveˇ základní umísteˇní validacˇních
procesu˚ – na straneˇ klienta a na straneˇ serveru.
Validace na straneˇ klienta (v prohlížecˇi) je velmi výhodná v tom, že prˇípadné chyby
jsou odhaleny okamžiteˇ bez nutnosti odesílat na server jakákoliv data. Tím pádem se še-
trˇí výkon serveru i cˇas uživatele (nemusí cˇekat na provedení komunikace se serverem).
Problém u tohoto typu validace je ten, že nemusí vždy fungovat anebo ji lze jistými zpu˚-
soby obejít. To znamená, že pokud by byla jediná implementovaná validace vstupních
dat na klientské straneˇ, systém by byl zranitelný. Správneˇ by tedy meˇla být validace dat
implementována na obou místech.
Pro validaci na klientské straneˇ je využita jQuery knihovna JQuery Validation Plugin
[18]. Tento plugin slouží k pomeˇrneˇ jednoduchému a efektivnímu nasazení validace po-
mocí JavaScriptu do noveˇ budované i již existující aplikace. Plugin umožnˇuje pomeˇrneˇ
široké možnosti prˇizpu˚sobení, protože kromeˇ toho, že obsahuje sadu nadefinovaných
validacˇních metod (naprˇ. pro e-mail, URL, atd.), tak také samozrˇejmeˇ umožnˇuje napsat
si vlastní metody dle potrˇeby v konkrétním kontextu, což je velice du˚ležité. Chybové
hlášky jsou již prˇedem nadefinované v anglicˇtineˇ a prˇeložené i do dalších 37 jazyku˚, ale
programátor má možnost napsat si vlastní.
Validace vstupních dat v rámci serverové vrstvy probíhá v jednotlivých metodách,
které prˇijímají požadavky z klientské vrstvy. Veˇtšina vstupních dat je oveˇrˇena pomocí re-
gulárních výrazu˚, které jsou centrálneˇ nadefinované spolu s metodami, které porovnání
výrazu a zadaného rˇeteˇzce provedou. Také je využíváno metody TryParse trˇíd int a Da-
teTime. V prˇípadeˇ delších textu˚, kde chceme ponechat uživateli možnost zadávat ru˚zné
znaky je využito pouze takzvané „escapování“, které prˇevede neˇkteré „potenciálneˇ ne-
bezpecˇné“ znaky na jejich kódové varianty. V prˇípadech, kdy je množina prˇípustných
znaku˚ neˇjakým zpu˚sobem omezena, a jsou povoleny jen urcˇité znaky, je uživateli prˇi
chybeˇ vypsána rovneˇž informace o teˇchto povolených znacích. Chybová hláška s touto
informací je nadefinována centrálneˇ na jednom místeˇ, aby bylo snadné ji zmeˇnit (naprˇí-
klad v prˇípadeˇ zmeˇny množiny povolených znaku˚). Do této hlášky je navíc z místa zjiš-
teˇní nevalidního vstupu vložena informace o názvu položky, ve které se chyba nachází
(naprˇíklad prˇíjmení, název projektu, atd.).
4.4.5 Odesílání e-mailu˚
Prˇi urcˇitých událostech mu˚že systém zaslat zainteresovaným uživatelu˚m e-mail. O tuto
funkcionalitu se stará trˇída Email. E-mailová zpráva podporuje stanovení struktury v
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HTML. Jako kódování bylo zvoleno UTF-8. Prˇedmeˇt a text zprávy se nastaví podle kon-
krétní hodnoty z výcˇtového typu NotificationType a veˇtšinou obsahuje strucˇneˇ specifiko-
vanou událost, ke které došlo. E-mail lze zaslat jednomu, ale i více prˇíjemcu˚m s využitím
skryté kopie, aby nemusel být e-mail zbytecˇneˇ odesílán neˇkolikrát.
K odeslání e-mailu je využit SMTP server služby Gmail [19] spolecˇnosti Google Inc.
K prˇihlášení je využito uživatelské jméno a heslo k úcˇtu na této službeˇ. K zašifrování
spojení využívá SMTP klient technologii SSL.
4.4.6 Konfigurace
Konfiguracˇní nastavení jsou uloženy ve 2 trˇídách - jedna pro klientskou vrstvu (jazyk
TypeScript) a druhá pro serverovou vrstvu (jazyk C#).
Nastavení v rámci serverové vrstvy se týkají prˇedevším zabezpecˇení. Jsou zde nade-
finovány úrovneˇ uživatelu˚ a s nimi související metody, které umožnˇují pohodlneˇ zjistit,
do které kategorie uživatelských oprávneˇní prˇíslušný kód uživatele spadá. Dále jsou zde
nadefinovány chybové hlášky zasílané klientské vrstveˇ v prˇípadeˇ, kdy uživatel není prˇi-
hlášen, nebo nemá dostatecˇná oprávneˇní. Tyto zprávy jsou používány na mnoha místech,
prˇicˇemž zmeˇna jejich obsahu je díky centralizaci velice snadná. Neˇkterá nastavení jsou
uchována také v souboru Web.Config v sekci „appSettings“.
Nastavení na klientské vrstveˇ rovneˇž obsahují informace související s uživatelskými
úrovneˇmi, stejneˇ jako na serverové vrstveˇ. Navíc jsou zde obsaženy cˇíselníky stavu˚ a
typu˚ ru˚zných entit spolecˇneˇ s metodami pro získání celého konkrétního cˇíselníku nebo
pro prˇeklad kódu stavu cˇi typu entity na jeho název. Všechna data jednotlivých cˇíselníku˚
jsou nyní uložena v kódu, jelikož se neprˇedpokládá jejich cˇastá zmeˇna a prˇi nešetrné
zmeˇneˇ neˇkterých cˇíselníku˚ by mohla hrozit nekonzistence v datech cˇi systémovém cho-
vání. Metody pro vrácení obsahu cˇíselníku jsou však implementovány podle návrhového
vzoru Lazy Load, takže je možné kdykoliv zmeˇnit úložišteˇ teˇchto dat. V tom prˇípadeˇ by
totiž stacˇilo do prˇíslušné cˇásti metody napsat kód pro získání dat z nového úložišteˇ a nic
jiného by nebylo nutno upravovat.
4.4.7 Vlastní knihovny
V neˇkterých cˇástech systému je vyžadována urcˇitá spolecˇná funkcionalita. Pokud by byla
implementována na každém místeˇ zvlášt’, její pozdeˇjší zmeˇna by byla obtížná. Proto v
systému existují trˇídy, které mají vlastneˇ roli knihoven programátorem napsaných metod.
V rámci klientské cˇásti jde o trˇídu Common. V ní jsou implementovány funkce (me-
tody) pro práci s cˇasem jako prˇevod serializovaného formátu data (v sekundách) na da-
tum, prˇípadneˇ datum s cˇasem (v hodinách a minutách). Rovneˇž jsou zde metody pro
ošetrˇení koncu˚ rˇádku˚ v rámci textu˚ z vícerˇádkových textových vstupu˚, aby bylo možné
je korektneˇ uložit do databáze a poté znovu zobrazit (jako text, nebo v prˇípadeˇ editace
uvnitrˇ textového vstupu).
Ve trˇídeˇ „ServerMethods“, která slouží jako knihovna funkcí (metod) na serverové
vrstveˇ jsou nadefinovány regulární výrazy pro jednotlivé typy vstupu˚ (text, e-mail, atd.)
a poté metody, které s nimi pracují jako naprˇíklad ValidateEmail a ValidateDate.
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4.5 Databáze
Pro persistentní uložení informací evidovaných v tomto systému je používána relacˇní da-
tabáze. Tento typ databázového systému je za dané situace pravdeˇpodobneˇ tím nejlepším
rˇešením.
4.5.1 Relacˇní databáze
Relacˇní databázový systém uchovává data v podobeˇ tabulek skládajících se z rˇádku˚ a
sloupcu˚. Každý rˇádek zde prˇedstavuje jeden záznam a obsahuje tedy informace spolu
související, které se veˇtšinou vztahují k jedné entiteˇ. Sloupce prˇedstavují atributy s ur-
cˇitým nadefinovaným datovým typem. Datových typu˚ existuje veˇtší množství, aby po-
kryly základní potrˇeby, ale mezi ru˚znými databázovými systémy se datové typy nezrˇídka
liší. V jednotlivých bunˇkách tabulky je vždy práveˇ jedna hodnota specifikovaného da-
tového typu, která má neˇjaký vztah k ostatním hodnotám v rámci stejného rˇádku (zá-
znamu).
Ve veˇtšineˇ prˇípadu˚ náleží každému entitnímu typu jedna tabulka. Vztahy neboli vazby
mezi tabulkami (entitními typy) jsou reprezentovány pomocí speciálních atributu˚, které
se nazývají „cizí klícˇe“. Hodnota pole, které je definováno jako cizí klícˇ, zpravidla odpo-
vídá primárnímu klícˇi v záznamu jiné tabulky, se kterým je pu˚vodní (odkazující) záznam
v neˇjakém vztahu.
Mezi relacˇní databázové systémy patrˇí naprˇíklad Microsoft SQL Server, Oracle, MySQL.
Pro tento systém byl zvolen databázový systém Microsoft SQL Server.
Dotazovacím jazykem pro relacˇní databáze je SQL, tedy Structured Query Language.
Tento jazyk je standardizován jako ANSI standard, nicméneˇ jeho implementace jednotli-
vými databázovými systémy se v pokrocˇilejších prˇíkazech obcˇas liší. Díky SQL lze zasílat
na databázi dotazy, ve kterých prˇesneˇ specifikujeme, jaká data chceme obdržet. Možnosti
SQL sahají mnohem dále, než k pouhému „vytažení“ urcˇitých hodnot, protože data je
možné už na straneˇ databáze ru˚zneˇ seskupovat, rˇadit, provádeˇt ru˚zné výpocˇty, apod.
Tento informacˇní systém má evidencˇní povahu, což znamená, že jeho hlavním cílem
je uchovávat data evidovaných entit za soucˇasného dodržení reprezentace vazeb mezi
jednotlivými entitami. K tomuto cíli se relacˇní databáze výborneˇ hodí. Je ale pravda, že
použitím relacˇní databáze nastane situace, kdy máme vedle sebe objektové prostrˇedí (C#
na serverové vrstveˇ) a relacˇní prostrˇedí (databáze). Tyto dveˇ prostrˇedí mají urcˇité roz-
díly a k jejich prˇekonání je nutno použít takzvané ORM (objektoveˇ-relacˇní mapování).
Popis ORM a konkrétního zvoleného nástroje pro jeho realizaci v tomto systému (Entity
Framework) lze nalézt v cˇásti 3.7.
4.5.2 Návrh databáze
Pro návrh databáze byl použit program Oracle SQL Developer Data Modeler, jež umož-
nˇuje pomocí uživatelsky prˇíveˇtivého grafického rozhraní vytvorˇit model databáze, ve
kterém jsou nadefinovány jednotlivé tabulky, jejich atributy se specifikovanými dato-
vými typy a také reprezentace vazeb mezi tabulkami. Z takto nadefinovaného modelu lze
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následneˇ vygenerovat SQL kód pro vytvorˇení (i smazání) požadované databáze. Koncep-
tuální model databáze zobrazující všechny tabulky, jejich atributy a vzájemné propojení
tabulek je zobrazen na obrázku 8.
4.6 Nasazení
K nasazení systému je nejprve potrˇeba prˇipravit potrˇebné zázemí. Tyto požadavky klade
prˇedevším serverová cˇást systému. Její hlavní technologií je ASP.NET, tudíž bude potrˇeba
server cˇi hosting, který tuto technologii podporuje. Jako databázový systém slouží MS
SQL Server, který je rovneˇž potrˇeba zajistit.
Je-li prˇipraveno vše potrˇebné, dalším krokem je vytvorˇení a naplneˇní databáze. Pro
obojí stacˇí nad databází spustit dotazy uložené v souboru install.sql, které se postarají o
vytvorˇení tabulkové struktury v databázi a také naplneˇní pocˇátecˇními daty. Poté již stacˇí
získat „Connection string“, což je rˇeteˇzec, který slouží k prˇipojení k urcˇité databázi, a
uložit jej v konfiguracˇním souboru Web.config. V tomto souboru je taktéž nutné zadat
údaje pro e-mailový úcˇet - adresu SMTP serveru, port, e-mailovou adresu a heslo. Také
zde lze zasílání e-mailových upozorneˇní zablokovat.
K prˇipojení k serveru již nyní není potrˇeba nic více, než internetový prohlížecˇ, kam
zadáme adresu systému (adresa závisí na konkrétním nasazení). Prˇihlašovací údaje k
výchozímu administrátorskému úcˇtu jsou uvedeny v tabulce 1.
Uživatelské jméno: admin@localhost.xyz
Heslo: adminX58
Tabulka 1: Prˇihlašovací údaje administrátorského úcˇtu
Po prvotním prˇihlášení je doporucˇeno provést následující kroky:
1. Upravit v systému výchozí spolecˇnost jejím prˇejmenováním a zadáním správných
informací.
2. Vytvorˇit další uživatelské úcˇty s oprávneˇním administrátora pro osoby, které budou
vystupovat jako správci systému.
3. Není doporucˇeno meˇnit a beˇžneˇ používat výchozí administrátorský úcˇet. Jedinou
doporucˇenou zmeˇnou je zmeˇna výchozího hesla. Nové heslo je však nutné velice
dobrˇe uschovat.
4. Dále lze vkládat další entity jako uživatele, spolecˇnosti, projekty, . . .
4.7 Ukázka ze systému
V této kapitole budou prˇedvedeny ukázky ze systému. Na obrázku 9 lze videˇt modul
TableView spolecˇneˇ s ovládacími prvky modulu˚ Search a Paginator. Obrázek 10 ukazuje
editaci úkolu a lze na neˇm videˇt moduly DetailView (konkrétneˇ DetailTask), CustomAt-




































Obrázek 10: Ukázka ze systému
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5 Záveˇr
Cílem práce bylo vytvorˇit systém pro správu projektu˚, cˇehož se podarˇilo dosáhnout. Sys-
tém dokáže evidovat klienty, projekty a uživatele (zameˇstnance). Ke každému projektu
je navíc možné prˇidat úkoly, chyby, tickety a prˇílohy. Systém také umožnˇuje komunikaci
s klienty v rámci issue tracking systému.
Zvolené technologie se ukázaly jako vyhovující. Práce s nimi sice obcˇas odhalila jisté
problémy, ale ty se drˇíve cˇi pozdeˇji darˇilo rˇešit. Prˇedevším bych rád vyjádrˇil své nadšení
z použití jazyka TypeScript a knihovny jQuery oproti „cˇistému“ JavaScriptu. Kombinace
obou zmíneˇných technologií totiž umožnˇuje pohodlný, efektivní a relativneˇ prˇíjemný vý-
voj aplikací. Není nutné psát zdlouhavé konstrukce a je možné využít konstrukce nové,
které programátorˇi znají z jiných programovacích jazyku˚, díky cˇemuž je pro neˇ vývoj
prˇirozeneˇjší.
Jelikož jsou od sebe klientská a serverová vrstva logicky oddeˇleny, bylo nutné tomu
na obou místech vše prˇizpu˚sobit. Implementace cˇástí souvisejících s technologií AJAX,
která se stará o komunikaci mezi teˇmito dveˇma vrstvami, byla sice pomeˇrneˇ zdlouhavá,
ale do budoucna by mohlo jít o velice dobrý krok. V prˇípadeˇ, že by to bylo potrˇeba, lze
k systému vytvorˇit další klientskou cˇást naprˇíklad v podobeˇ mobilní aplikace. Napojení
této aplikace na serverovou cˇást by pak nebylo nicˇím složitým, protože by stacˇilo z apli-
kace pomocí AJAXu volat existující metody na serveru. Ty by se vu˚bec nemusely zabývat
tím, zda uživatel používá webový prohlížecˇ, nebo mobilní aplikaci a fungovaly by stále
stejneˇ (samozrˇejmeˇ pokud by stacˇilo vracet stejná data).
Velice obohacující byla snaha o centralizaci funkcionalit a univerzálnost napsaných
komponent, tedy o to, aby napsaný kód bylo možné využít opakovaneˇ i v lehce odlišných
situacích. Tento postup je sice nárocˇneˇjší na promyšlení, návrh a vývoj a taktéž se mohou
objevit jisté implementacˇní problémy, ale znacˇná výhodnost se projeví v prˇípadeˇ potrˇeby
provést neˇjaké zmeˇny. V tom prˇípadeˇ totiž mu˚že stacˇit najít jedno místo, kde provedeme
zmeˇnu, a zmeˇna se pak aplikuje všude, kde je daný prvek použit. V opacˇném prˇípadeˇ
by totiž bylo trˇeba provést zmeˇnu na neˇkolika místech, což zahrnuje nutnost hledání,
neˇkolika úprav a otestování, prˇicˇemž s rostoucím pocˇtem zmeˇn roste i pravdeˇpodobnost
výskytu˚ chyb.
Jako možné rozšírˇení systému lze zmínit naprˇíklad soustavu prvku˚ pro sledování od-
pracované doby. Aktuálneˇ je možné u úkolu zadat celkovou dobu strávenou nad daným
úkolem, což je pouze naprostý základ. Zadané cˇasy by se daly seskupovat do ru˚zných
souhrnu˚ obohacených o grafy, atd. Tím pádem by vedoucí pracovníci i samotní zameˇst-
nanci mohli mít detailní prˇehled co a kdy deˇlali, jak dlouho jim to zabralo, a podobneˇ.
Jako další možnost lze ješteˇ zmínit funkci kalendárˇe, kam by byly zapsány všechny po-
ložky s cˇasovou informací (naprˇ. deadline úkolu, konec podpory projektu a další).
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K práci je prˇiložen disk CD, který obsahuje elektronickou verzi tohoto dokumentu
a zdrojové kódy aplikace.
• Adresárˇ Text - obsahuje text bakalárˇské práce ve formátu PDF.
• Adresárˇ Aplikace - obsahuje zdrojové kódy vyvinutého systému.
• Adresárˇ Databáze - obsahuje SQL dotazy k vytvorˇení databáze.
