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Bakalářská práce se zabývá návrhem a implementací nástroje pro výpočet světelných map.
Cílem práce je popsat a demonstrovat všechny kroky, které jsou nutné při tvorbě světelných
map, zejména proces rozbalování geometrie trojrozměrných objektů pro získání mapování
a následný výpočet stínování pomocí metody sledování paprsků. Části návrhu a implemen-
tace aplikace se zaměřují na popis scény a použitý zobrazovací engine. Práci uzavírá několik
experimentů, které jsou doloženy obrázky a shrnutí práce s námětem pro další vývoj.
Abstract
This bachelor’s thesis deals the design and implementation of a Lightmap Generation Tool.
The aim of this thesis is to describe and demonstrate all steps which are necessary for
lightmap creation, specifically unwrapping 3D object geometry process and consequently
shading it by the ray-tracing method. The scene system and the used engine are also
described in this thesis. This work is concluded by a several experiments, along with image
documentation, followed by the possibilities of the future work.
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Světelné mapy, anglicky známé jako Lightmaps (obr. 1.1), jsou v oblasti počítačové grafiky
dlouho známým pojmem. Jedná se o obrázky (textury) obsahující informaci světelné inten-
zity. Světelné mapy jsou naneseny na různé modely ve zobrazované scéně a při správném
vytvoření a aplikaci map, může povrch modelu ve scéně působit reálnějším dojmem.
Světelné mapy byly v předchozích letech v počítačové grafice, a především ve videohrách,
hojně využívaným prvkem. Představovaly totiž časově rozumné řešení pro zobrazení stínů na
objektech ve scéně. Grafická API ani hardware totiž nedovolovaly programovat zobrazovací
řetězec grafických karet pro tvorbu složitějších efektů. Později s příchodem výkonějších
GPU s programovatelnými řetězci a softwarovou podporou se začalo rozmáhat stínování
a dynamické stíny počítané pomocí shaderů. V dnešní době lze do světelných map uložit
prakticky libovolná data, která mohou urychlit výpočet stínování pomocí shaderů, například
při zobrazení globálního osvětlení nebo kaustiků. Při kombinaci map na povrchu objektu
nemusí tyto mapy vůbec obsahovat informaci spojenou s osvětlením, ale mohou obsahovat
například fyzikální informace o povrchu, unikátní texturu a další informace.
Obrázek 1.1: Vlevo lze vidět trojrozměrnou scénu obsahující předem vypočítané nasvícení.
Vpravo spojení několika menších obrázků obsahující stíny do jednoho většího obrázku: tzv.
atlas. Tento atlas je nanesen na trojrozměrný objekt v levé části.
Výhodou použití světelných map je urychlení vykreslování scény při srovnaní s použitím
stínování a výpočtu stínů pomocí shaderů. Za další výhodu lze považovat fakt, že výsledek
výpočtu nasvícení map je závislý především na zvoleném osvětlovacím modelu, takže počet
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světelných efektů ve výsledné mapě nemá prakticky žádný vliv na čas vykreslování.
To ovšem neplatí pro dobu výpočtu map. Čím více světelných efektů a větší rozlišení
mapy uživatel požaduje, tím více může být výpočet časově náročnější. Dalšími nevýhodami
může být nižší kvalita (neostrost), světelné artefakty, které se při výpočtu map mohou
objevit a také jejich statičnost. Při výpočtu stínů pomocí shaderů může scéna reagovat na
změnu okolního osvětlení okamžitě, protože nasvícení se počítá pokaždé znova pro každý
vykreslovaný snímek. Naopak světelné mapy se počítají pouze jednou pro všechny objekty,
které chtějí mapu využívat před jejich použitím ve scéně. Při změně okolního osvětlení nebo
přesunu zastiňujících se objektů je potřeba mapy přepočítat nebo mít k dispozici několik
vrstev map, přičemž pro danou situaci se vybírá nejvhodnější mapa.
Cílem práce je stručně popsat různé techniky mapování textur, dále popsat vybrané
osvětlovací modely, zvolit nejvhodnější model pro úlohu výpočtu světelných map, poté ro-
zebrat všechny kroky nutné pro výpočet těchno map, zejména rozbalení geometrie modelu
a výpočet osvětlení. Nakonec navrhnout aplikaci pro výpočet a zobrazování světelných map
ve scéně. Ve druhé kapitole jsou shrnuty různé techniky mapování textur. Ve třetí kapitole
jsou popsány vybrané osvětlovací modely, jejich výhody a nevýhody. Ve čtvrté kapitole jsou
popsány jednotlivé kroky nezbytné pro výpočet světelných map. Pátá kapitola je věnována
návrhu aplikace. Šestá kapitola popisuje implementaci aplikace. A sedmá kapitola je věno-
vána několika experimentům. V závěru jsou zhodnoceny výsledky práce, včetně možných




Tato kapitola stručně popisuje některé principy mapování textur na trojrozměrné polygo-
nální objekty, protože proces mapování je důležitou částí této práce. Texturu lze jednoduše
chápat jako obrázek, který popisuje určitou strukturu povrchu. Mapování textur neboli tex-
turování je proces nanášení těchto textur na předměty. Samozřejmě existuje mnoho řešení
mapování a obecně jednodušší řešení neposkytuje vždy uspokojivé výsledky na rozdíl od
složitějších metod. V následujících částech budou některé tyto metody představeny.
2.1 Two-Part Texture Mapping
Tato základní metoda [3] mapování je rozdělena na dvě části. Nejprve je textura nama-
pována na
”
přechodný“ předmět, pomocí kterého je poté textura promítnuta na výsledný
objekt (obr. 2.1). První část lze rozdělit podle typu mapování na: planární, cylindrickou,
kulovou a mapování podle krychle. Jak názvy napovídají, textura je na objekt promítnuta
podle primitivního předmětu, například koule nebo válce s cílem zachování spojitosti tex-
tury. To však neplatí u mapování podle krychle. Ve druhé části metody lze promítat texturu
přechodného objektu na výsledný objekt pomocí: odraženého paprsku na objektu, normály
plochy objektu, z těžiště objektu nebo normály plochy přechodného objektu.
Obrázek 2.1: (a): Textura očí namapovaná cylindrickou projekcí na předmětu (b). (c):
Způsoby promítání textury. Převzato z [3].
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Tento způsob promítání je ovšem vhodný pouze pro jednoduché předměty, jako jsou
plochy, koule, válce, atd. V této aplikaci při mapování světelných map na objekty není
důležitá spojitost textury, ale neopakování se textury na předmětu. Tuto podmínku však
nedokáže tato metoda splnit.
2.2 Bounded-distortion Piecewise Mesh Parameterization
Tato metoda [19] pracuje na zcela odlišném principu. Kontroluje celkovou složitost a zakři-
vení objektu, pomocí kterého rozdělí objekt na několik částí (obr. 2.2), které jsou zároveň
vyrovnány (rozbaleny) do roviny. Řešení metody dovoluje uživateli určit například horní
mez zakřivení povrchu. Dle článku je metoda rychlá a plně automatická. Bohužel vzhledem
k navrženému algoritmu metoda neposkytuje vždy nejlepší výsledky celkového rozbalení.
Základem algoritmu je výběr semínka, který představuje základní část geometrie ob-
jektu. V případě hraniční reprezentace modelů se může jednat o trojúhelník. Semínko
analyzuje své okolí a vybírá podle různých kritérií nejlepší sousední část, kterou rozbalí
a přidá do skupiny se semínkem. Takto je skupina postupně rozšiřována, dokud není dosa-
ženo ukončovací podmínky, například maximálního zakřivekní povrchu. V tomto případě je
založena nová skupina se semínkem a proces se opakuje do té doby, dokud nejsou rozbaleny
všechny části předmětu.
Obrázek 2.2: Výsledné mapování textur na objektech. Převzato z [19].
Tato metoda dokáže rozbalit prakticky libovolný předmět, proto je použita v části 4.1
při návrhu a implementaci této aplikace.
2.3 Další metody mapování
Další zmíněná technika mapování Seamster [17] ukazuje řešení, které se při rozbalování
předmětů zaměřuje především na vhodně zvolené
”
rozstřižení“ geometrie. Algoritmus je
navržen tak, aby vyhledával hůře viditelné části objektu, které mají zaroveň vyšší zakři-
vení, kde umisťuje švy. Metoda nejprve vypočítá míru viditelnosti pro všechny hrany ob-
jektu a míru zakřivení pro všechny vrcholy. Poté tyto informace využije výběru vhodného
zakřivení pro rozbalení a části geomtrie spojí tak, aby vzniklé švy byly co nejméně nápadné.
Článek [18] popisuje různé další metody mapování. Například principem metody Sim-
plicial and Quadrilateral Complexes je zjednodušení objektu na několik základních prvků,




Osvětlovací modely v počítačové grafice jsou metody, které určují, jakým způsobem bude
vypočítáno osvětlení scény. Výsledné nasvícení bývá ovlivněno vlastnostmi světelných zdrojů,
vlastnostmi materiálů povrchů objektů a vlastnostmi pozorovatele. Za základní atributy svě-
telných zdrojů lze považovat barvu a intenzitu šířeného světla, u povrchů pak barvu, lesk,
matnost, průhlednost, drsnost, atd. Světelné modely je možné rozdělit na lokální a globální.
Jejich popis lze nalézt v kapitolách 3.2 a 3.3. U metod jsou porovnány výhody a nevýhody
a je vybrána nejvhodnější metoda pro výpočet osvětlení ve světelných mapách.
3.1 BRDF
Je zkratka pro Bidirectional Reflectance Distribution Function [12], kterou představil Fred
Nicodemus v roce 1965. V českém vyjádření je jedná o obousměrnou distribuční funkci
odrazu a slouží v matematickému vyjádření vlastností materiálu povrchu, kdy je pro každý
bod povrchu výsledná barva určena na základě následující rovnice:







dLr(ωo) je odražená zář
dE(ωi) je ozáření povrchu
Li(ωi) je světlo dopadající ze směru ωi
θi je úhel dopadajícího světla a normály povrchu
Vlastnosti BRDF :
• Helmholzova reciprocita – pokud je směr paprsku obrácen, výsledek BRDF zůstává
nezměněm. Tato vlastnost je důležitá např. pro Ray tracing 3.3.2 a jemu podobné me-
tody, protože i když Ray tracing sleduje paprsky nikoliv od světelných zdrojů, ale od
povrchů, výsledek je stejný.
• Zákon zachování energie – poměr odchozí vůči příchozí záři musí být menší nebo
roven jedné.
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Dále lze BRDF rozdělit na izotropní a anizotropní. Izotropní povrchy mají BRDF
neměnnou vůči otočení kolem normály. Zatímco u anizotropních povrchů na jejich orientaci
záleží. Reálným příkladem může být například broušený kov.
Pro aplikaci výpočtu světelných map je z BRDF vycházeno při výpočtu intenzity světla
pro každý bod světelné mapy.
3.2 Lokální osvětlovací modely
Jedná se o základní modely, ve kterých pouze světělné zdroje mohou emitovat světelné
paprsky. Objekty jsou tedy nasvíceny přímo od světelného zdroje, nikoliv od okolních ob-
jektů. Pro výpočet světelných map jsou tyto modely nevhodné, protože jsou moc jednodu-
ché a neřeší zobrazení stínů. Proto se lokální osvětlovací modely implementují všedevším
pomocí shaderů na GPU.
3.2.1 Gouraudovo stínování
Jedná je o jednoduchou metodu, která počítá osvětlení pouze ve vrcholech objektů. Metodu
představena Henri Gouraud v roce 1971 [6]. Problém této techniky je, že při malém počtu
trojúhelníků a nevhodném umíštění světla nemusí být objekt vůbec nasvícen.
Pro aplikaci je Gouraudovo stínování používáno pro modely, které neobsahují světelnou
mapu.
3.2.2 Phongovo stínování
Na rozdíl od výše zmíněné techniky, Phongovo stínovaní [13] počítá světlo pro každý pi-
xel. Odpadá tedy nutnost mít objekty s vyšším počtem trojúhelníků (např. rovné plochy).
Techniku představil Bui Tuong Phong v roce 1973.
3.3 Globální osvětlovací modely
Globální metody nasvícení popisují situaci, kdy světlo dopadající na povrch objektu se dál
odráží a šíří se do prostoru. Metody se svým principem přibližují fyzikálnímu šíření světla
scénou a bývají zpravidla náročnější na výpočet než lokální metody. Proto se nehodí pro
často se měnící scénu. Cílem použití těchto metod je přiblížit se fotorealistickým výsledkům.
3.3.1 Zobrazovací rovnice
Všechny následující metody vycházejí ze zobrazovací rovnice [8]. Je to integrální rovnice,
která vyjadřuje přenos světla ve scéně. Výsledná intenzita v daném bodě scény je dána jako
součet emitované a odražené záře. Rovnici představil v roce 1986 David Immel a James
Kajiya.
Základní rovnice je dána zápisem:
Lo(x, ~ωo) = Le(x, ~ωo) +
∫
Ω
fr(x, ~ωi, ~ωo)Li(x, ~ωi) cos(Θ)d~ωi (3.2)
kde:
x je bod v prostoru
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~ωo je vektor odcházející záře
~ωi je vektor přicházející záře
Lo(x, ~ωo) je celková odcházející zář
Le(x, ~ωo) je emitovaná zář
fr(x, ~ωi, ~ωo) je BRDF přeneseného světla z ωi do ωo
Li(x, ~ωi) je přicházející zář
Analytické řešení rovnice pro určitou scénu je prakticky nemožné. Proto si následující me-
tody rovnici do jisté míry zjednodušují, aby byl její výpočet možný v rozumném časovém
měřítku.
3.3.2 Ray tracing
První ze zmiňovaných globálních osvětlovacích modelů je metoda sledování paprsku [1] (obr.
3.1). Jedná se o zobrazovací metodu, která dokáže simulovat světelné odrazy, odlesky, stíny
a další efekty. Na rozdíl od reálného prostředí, kdy se paprsky šíří od světelných zdrojů, se
při ray tracingu paprsky šíří pouze od pozice pozorovatele.
Obrázek 3.1: Obrázek vykreslený pomocí ray tracingu (převzato z webu1).
První podobný algoritmus, zvaný Ray casting, představil Arthur Appel v roce 1968.
Principem bylo vysílat paprsky z pozice kamery skrz mřížku (jednotlivé pixely) projekčního
plátna do okolních světel a testovat je na průnik s nejbližším objektem.
Rekurzivní ray tracing představil Turner Whitted v roce 1979 jehož principem bylo opět
vysílat paprsky z pozice kamery skrz průmětnu. Ovšem po dopadu se paprsky rekurzivně
rozdělí na paprsky reflexe, refrakce a paprsek stínu. Ty se opět vystřelí z bodu dopadu
k dalším objektům nebo světlům. Paprsky se ve scéně různě lámou a odráží a při dosáhnutí
maximální hloubky rekurze se výsledná barva postupně vrátí do daného pixelu projekčního
plátna.
Dnes můžeme paprsky ray tracingu rozdělit na tři druhy: primární, sekundární a stínové.
Primární paprsky jsou paprsky vyslané z pozice kamery skrz projekční plátno. Ty jsou
poté testovány na průnik s objekty. Při průniku je v místě dopadu zjištěn materiál povrchu.
Dle jeho vlastností je každý paprsek nadále rekurzivně dělen na další sekundární paprsky
reflexe, refrakce a stínový paprsek.
1http://www.cise.ufl.edu/∼jlpaez/pages/outline.html
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Sekundární paprsek reflekce je vyslán ve směru odrazu a první objekt průniku je objekt
odrazu. Paprsek refrakce je vyslán skrz průhledným objektem.
Stínový paprsek je vržen směrem ke světlu a je testován, zda dorazí ke světlu. Pokud se
ke světlu nedostane, daný bod je ve stínu.
Výhodou této metody je, že je implementačně nejjednodušší ze všech zde zmíněných
globálních metod. Nevýhodou může být neschopnost zobrazit některé pokročilejší efekty,
například kaustiky. Nicméně v prostředí s použitím světelných map jsou nejdůležitější ne-
průhledné objekty, takže je tato metoda vhodná pro základní použití.
3.3.3 Distribuovaný ray tracing
Distribuovaný (také známý jako stochastický) ray tracing [4] (obr. 3.2) vychází z původního
ray tracingu. Nevýhodou ray tracingu je, že při průniku s povrchem je vržen pouze jeden
paprsek daného typu. Tím se ovšem stávají všechny efekty ostrými, například stíny a odrazy.
Distribuovaný ray tracing vrhá daným směrem více než jeden paprsek, které se mohou
ve scéně chovat odlišně. Metodu představil Robert Cook v roce 1984.
Technika při výpočtu používá integrování metodou Monte Carlo s použítím pseudoná-
hodných čísel. Díky tomu je možné s přiměřenou mírou aproximace zobrazovat měkčí efekty
jako je rozmazání pohybem, měkké stíny nebo hloubka ostrosti. Použítím této metody oproti
původní metodě roste exponenciálně časová složitost s hloubkou rekurze a počtem okolních
paprsků.
Obrázek 3.2: Obrázky vykreslené pomocí distribuovaného ray tracingu (převzato z webu3).
Výhodou této metody pro implementaci je její podobnost základnímu ray tracingu.
Bohužel hlavní nevýhodou je časová složitost výpočtu osvětlení.
3.3.4 Path tracing
Metoda sledování cest [8] (obr. 3.3) se zaměřuje na určení výsledné intenzity světla formou
náhodné procházky pomocí Monte Carlo integrování. Oproti předchozím metodám jsou
paprsky vysílány ze světelných zdrojů do prostoru, kde interagují s objekty ve scéně, dokud
nedopadnou na průmětnu. Podobně jako distribuovaný ray tracing i tato technika vytváří
efekty jako jsou měkké stíny nebo hloubka ostrosti. Dalšími efekty můžou být například
kaustiky, rozmazání pohybem nebo půjčování barev.
Metodu představil James Kajiya v roce 1986 spolu se zobrazovací rovnicí 3.3.1.
3http://web.cs.wpi.edu/∼matt/courses/cs563/talks/dist ray/dist.html
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Obrázek 3.3: Zobrazení několika iterací při výpočtu path tracingu (převzato z webu4).
Výhodou metody je, že poskytuje výsledky v kratším čase než například ray tracing,
takže se v dnešní době můžeme setkat s různými implementaceni na GPU. Nevýhodou
je, že pro kvalitní výstup musí být vypočteno mnoho paprsků. V opačném případě může
výsledný obraz obsahovat šum.
3.3.5 Photon mapping
Jedná je o dvouprůchodovou metodu, kterou představil Henrik Wann Jensen v roce 1995
[7]. Typickými efekty (obr. 3.4) jsou kaustiky, odrazy a stínování průsvitných materiálů.
Výpočet se skládá ze dvou částí. V první části se emitují fotony ze světelných zdrojů
a jejich průniky s objekty scény se ukládají do struktury zvané fotonová mapa. Scéna
může obsahovat dvě mapy: jednu pro kaustiky a druhou pro zbytek osvětlení. V druhé
části jsou vysílány paprsky z pozice kamery, podobně jako u ray tracingu. Při průniku
paprsku s objektem je vypočteno světlo v tomto bodě. Výpočet rozloží na čtyři části: přímé
osvětlení, spekulární odlesk, kaustiky a nepřímé osvětlení. V případě přímého osvětlení
a spekulárního odlesku se vypustí další paprsek jako v případě ray tracingu. Pro kaustiky
a nepřímé osvětlení se používá fotonová mapa.
Při porovnání s path tracingem a jinými technikami se této metodě nikdy nepodaří do-
sáhnout zcela korektního řešení. Tento problém je eliminován zvýšením počtu vypuštěných
fotonů.
Obrázek 3.4: Obrázek vykreslený pomocí photon mappingu (převzato z webu5).
4http://demos.vicomtech.org/x3dom/test/functional/Demo/volume path tracing.html
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Výhodou fotonových map je podpora složitějších efektů, které ovšem nejsou pro apli-
kaci světelných map tolik důležité. Další nevýhodou může být náročnější implementace
a paměťová složitost při výpočtu.
3.3.6 Radiozita
Radiozita (obr. 3.5) je od výše zmíněných metod odlišná v tom, že neřeší samotné vykres-
lování, ale pouze výpočet zobrazovaní rovnice pro celý povrch scény [5]. Zobrazení scény
je možné například pomocí ray tracingu nebo ostatních konvenčních metod. Pro jednodu-
chý výpočet tato technika používá pouze difúzní složku světla, zatímco s odlesky, odrazy a
průhlednýmí materiály nemusí pracovat. Implicitně jsou podporovány měkké stíny a zdroje
světel s nenulovou plochou.
Metody radiozity byly vyvinuty ve strojírenství okolo roku 1950. Jako zobrazovací me-
toda byla představena výzkumníky Cornellské Univerzity v roce 1984.
Obrázek 3.5: Zobrazení výsledků jednotlivých iterací pří výpočtu radiozity (převzato z
webu7).
Principem výpočtu radiozity je rozdělení uzavřené scény na malé plošky. Následně jsou
vypočteny faktory mezi všemi dvojcemi plošek. Faktor popisuje viditelnou vazbu mezi ploš-
kami, tedy jak dobře jsou plošky vzájemně viditelné. Například, pokud se plošky nevidí,
je tento faktor nulový. Pokud se vidí jen částečně, faktor nabývá kladných hodnot. Faktor
plošky i lze definovat jako:
• plochu průmětu plošky j projekcí do roviny i přes jednokovou polokouli okolo plošky
i – pouze pro vzájemně viditelné plošky
• plochu (počet pixelů) průmětu plošky j na diskrétní polokrychli okolo plošky i – také
pouze pro vzájemně viditelné plošky
• počet úspěšných zásahů paprsků z plošky i na plošku j náhodně vrhaných metodou
Monte Carlo
Obecná rovnice radiozity vychází z teorie tepelného záření, kdy řeší vztah všech plošek
ve scéně, mezi kterými se přesunuje energie:









L(x, ~ω) je světlo v bodě x ve směru ~ω
Le(x, ~ω) je emitované světlo v bodě x ve směru ~ω
fr(x, ~ω, ~ω
′) je osvětlovací funkce v bodě x ve směru ~ω ze směru ~ω′
L(x, ~ω′) je přicházející světlo v bodě x ze směru ~ω′
G(x, x′) je vztah mezi body x a x’
S je plocha celé scény
Pro zjednodušení se radiozita zabývá pouze difuzními odrazy světla:





B(x) = piL(x) je radiozita v bodě x
L(x) = piL(x, ~ω) je směrově nezávislá difuzní zářivost v bodě x
B(x′) je příchozí radiozita z bodu x’
ρ(x) = pifr(x) je difuzní odrazivost v bodě x’
E(x) = piLe(x, ~ω) je emitované světlo v bodě x
fr(x) je směrově nezávislá osvětlovací funkce v bodě x
G(x, x′) = GS(x,x
′)
pi je geometrický vztah mezi body x a x’
S je plocha celé scény
V praxi se radiozita řeší pomocí diskrétní rovnice, pro jednotlivé plošky:





Bi je radiozita plošky i
Ei je emitované světlo plošky i
ρi je difuzní odrazivost plošky i
Bj je přichozí radiozita plošky j
Fij je faktor mezi ploškami i a j
Při rozepsání rovnice pro všechny plošky je možné radiozitu řešit maticově. Altenativou je
progresivní řešení, kdy se vystřelují paprsky světla z jedné plošky do ostatních a po přijmutí
se plošky stávají vlastními zdroji, které můžou paprsek s energií vystřelit k dalším ploškám.
Jedná se o iterativní proces, přičemž po dokončení každé iterace lze spatřit mezivýsledek.
Počet iterací představuje počet světelných odrazů.
Výhodou radiozity jsou poměrně reálné výsledky. Metoda ovšem neumí řešit světelné
zdroje z nulovou plochou. Což je zásadní problém, protože aplikace využívá světla, které
jsou interpretovány jako body v prostoru. Dalším problémem je, že radiozita pracuje pouze




Návrh systému pro umístění
a výpočet světelných map
Jak již bylo zmíněno v úvodu, lightmapy jsou obrázky (textury), které jsou naneseny na ob-
jektech. V této práci budou objekty představovat trojrozměrné hraniční modely, které se
skládají z bodů (vertexů) v prostoru. Tyto body jsou spojeny v trojúhelníky (facety), což
je základní viditelný prvek v trojrozměrném zobrazování. Podrobnější popis modelů lze na-
lézt v kapitole 5.3. Libovolné množství trojúhelníků pak může tvořit geometrii prakticky
libovolného předmětu.
Při tvorbě světelných map je potřeba na libovolnou geometrii namapovat světelnou
mapu nebo skupinu světelných map tak, aby se na žádných trojúhelnících textura neo-
pakovala a aby nebyla příliš zkosená. Prvním krokem při mapování je rozbalení geometrie
modelu 4.1 a úprava texturovacích koordinát 4.2. Poté lze do textur vypočítat osvětlení 4.5,
které jsou nakonec uspořádány do atlasu 4.8. Atlas se používá spolu s geometrií modelu při
vykreslování.
4.1 Rozbalení geometrie modelu
Před samotným rozbalením geometrie je potřeba definovat postup, který by popisoval na-
rovnání jednotlivých trojúhelníků z trojrozměrného prostoru do roviny. Základem je násle-
dující vzorec pro otočení bodu kolem obecné osy:
ai = a
bi = cos(α) ∗ (b− b0)− sin(α) ∗ (c− c0) + b0
ci = sin(α) ∗ (b− b0) + cos(α) ∗ (c− c0) + c0
(4.1)
kde:
a, b, c jsou souřadnice otáčeného bodu
a0, b0, c0 jsou souřadnice počátečního bodu
při otočení kolem osy X platí: a, b, c = x, y, z
při otočení kolem osy Y platí: a, b, c = y, x, z
při otočení kolem osy Z platí: a, b, c = z, x, y
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Mějme trojúhelník jako trojici bodů v prostoru: Pa = {pax, pay, paz}, Pb = {pbx, pby, pbz},
Pc = {pcx, pcy, pcz}, kde Pa je počáteční bod, Pb a Pc jsou otáčené body. Trojúhelník
potřebujeme otočit, například kolem osy Y tak, aby měl body Pa a Pb zarovnané podle
jedné ze zbylých os. V tomto případě např. podle osy X. Úhel otočení lze vyjádřit jako
arctan( ~vz~vx ), kde ~v je vektor mezi Pa a Pb. Pro zjištění nově otočeného bodu Pbi kolem bodu
Pa je možné dosadit koordináty a úhel do vzorce 4.1 pro variantu otočení kolem osy Y .
Analogicky pro nový bod Pci.
Při narovnávání trojúhelníku je potřeba jej otáčet postupně podle všech os tak, aby
ležel v ploše XZ. Následující tabulka shrnuje kroky otáčení:




4 Y spojení se sousedem
Tabulka 4.1: Jednotlivé kroky narovnání trojúhelníku.
Po vykonání třetího kroku trojúhelník leží v rovině XZ. Pokud je potřeba trojúhelník
připojit k již narovnané části geometrie, je nutné jej otočit a posunout k dvěma sousedícím
bodům, což v tabulce představuje krok 4.
Princip rozbalení geometrie (unwrapping) použitý v této práci vychází z metody po-
psané v části 2.2. Algoritmus [19] lze popsat jako hladový, který v každém kroku cyklu
vybere nejvhodnější trojúhelník, jež narovná a přidá do jedné ze skupin tvořenou již roz-
loženými trojúhelníky. Metoda postupuje od referenčního trojúhelníku – semínka a zkoumá
jeho sousední trojúhelníky, které při splnění daných kritérií narovná a přidá do skupiny.
Pokud žádný z okolních trojúhelníků nevyhovuje podmínkám pro přidání, algoritmus za-
loží novou skupinu trojúhelníků a postupuje stejným principem. Celý cyklus končí, jakmile
jsou vyčerpány všechny trojúhelníky k narovnání. Problémem tohoto algoritmu je, že při
zvolení nevhodných semínek se může geometrie nevhodně rozbalit. Například může vznikat
rozdílný počet výsledných skupin a rozdílná deformace povrchu v jednotlivých skupinách.
Proto nelze zaručit, že geometrie bude po vykonání algoritmu co nejlépe rozbalená.
Počáteční trojúhelník lze vybrat buď náhodně nebo například jako první definovaný
facet v modelu. Po vybrání je potřeba zjistit nejmenší rozdíl souřadnic v každé ose mezi
všemi dvojcemi bodů. Lze totiž předpokládat, že rozbalovaná geometrie má trojúhelníky
zarovnané v rovinách os. Například domy, krabice, interiéry, apod. Poté je trojúhelník
narovnán do roviny a zarovnán k jedné z os podle předešlé analýzy a přidán do nové
skupiny rozbalených trojúhelníků. Nové pozice bodů trojúhelníku jsou později použity jako
texturovací koordináty světelné mapy.
Pro analýzu okolních trojúhelníků je potřeba definovat strukturu aktivních hran a struk-
turu stavu trojúhelníků. První struktura může být chápána jako prioritní fronta obsahu-
jící hrany mezi rozbalenými a nerozbalenými trojúhelníky. Dále obsahuje odkazy na body
ve stejné pozici v obou trojúhelnících na každé straně aktivní hrany, normály trojúhelníků
a prioritu. Priorita může být určena podle mnoha faktorů. V případě tohoto rozbalovače
jsou jako kritéria použity: vzdálenost od semínka v počtu trojúhelníků, rozdíl normál mezi
sousedícími trojúhelníky – deformace povrchu a rozdíl normál od semínka a rozbalovaného
trojúhelníku. Druhá struktura určuje, které trojúhelníky jsou rozbalené, nerozbalené nebo
nerozbalitelné.
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V dalším kroku jsou prohledány všechny trojúhelníky v geometrii a vyberou se ty, které
mají společné pozice dvou bodů v jedné z aktivních hran a jsou označené jako nerozba-
lené. Zároveň tyto trojúhelníky nesmí mít alespoň jednu ze zbylých dvou hran již uloženou
ve frontě aktivních hran. Pokud rozdíl normál semínka a daného trojúhelníku je větší než
45◦, je trojúhelník označen jako nerozbalitelný. V opačném případě jsou trojúhelníky při-
dány do fronty a jsou jim vypočítány zbylé parametry (obr. 4.1).
Obrázek 4.1: Stav rozbalení po určení semínka a okolních trojúhelníků, které maji spo-
lečné pozice dvou bodů s aktivní hranou. Červeně: rozbalená část – semínko. Modře: okolní
trojúhelníky mající společnou aktivní hranu.
Po rozšíření aktivní hrany je vybrán nejvhodnější trojúhelník podle priority, je narovnán
a srovnán s aktivní hranou. Pokud jeho třetí bod byl rozbalen již dříve a odchylka pozic
bodů je menší než daná hranice, bere se rozbalení jako platné, pozice jsou zprůměrovány
a trojúhelník je přidán do dané skupiny rozbalených trojúhelníků. V opačném případě
by vzniklo příliš velké zkosení a v tomto případě není trojúhelník rozbalen a je označen
jako nerozbalitelný (obr. 4.2). Po rozbalení je opět rozšířena aktivní hrana a cyklus se koná
znova.
Obrázek 4.2: Ukázka nerozbalitelného trojúhelníku – po rozbalení a zprůměrování pozic tře-
tího bodu by vzniklo velké zkosení trojúhelníků. Červeně: rozbalená část. Modře: rozbalo-
vaný trojúhelník.
Pokud již nelze přidat do fronty nové trojúhelníky k rozbalení, jsou všechny nerozba-
litelné trojúhelníky označeny jako nerozbalené, je určeno nové semínko, které je přidáno
do nové skupiny rozbalených trojúhelníků. Nakonec je sestavena nová aktivní hrana kolem
semínka a algoritmus se koná znova.
Celý proces končí jakmile jsou všechny trojúhelníky rozbalené. Po dokončení jsou dis-
pozici skupiny souvisejících trojúhelníků a jejich koordináty.
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4.2 Přepočet koordinát v rozbalených skupinách
Skupiny koordinát trojúhelníků, které byly získány dokončením předchozí sekce budou dále
použity pro mapování světelných map na geometrii. Každá skupina představuje jeden ob-
rázek (texturu) světelné mapy, jejíž rozměry lze získat jako max −min hodnotu ze všech
souřadnic trojúhelníků v osách X a Y, vynásobenou hodnotou Texels per Unit.
Hodnota Texels per Unit znamená počet bodů (texelů) světelné mapy na jednotu v pro-
storu. Pokud je hodnota rovná jedné a jednotka v prostoru představuje metry, bude mít
jeden texel velikost 1x1 metr v prostoru. Pokud bude hodnota rovna pěti, bude mít jeden
texel velikost 20x20 cm.
Všem mapám je také potřeba připočítat
”
odskok“ od kraje, který je nutný kvůli filtro-
vání textur při vykreslování geometrie. Pokud by mapy a mapování odskok neobsahovaly,
na okrajích geometrie by se mohly vyskytnout artefakty (obr. 4.3). U mapy stačí přidat
jeden pixel na každé straně. Podmínkou při vykreslování je, aby nebyl použitý tzv. Mip
mapping. Při Mip mappingu je z původní textury vytvořeno několik menších variant, které
se používají při kreslení různě vzdálených objektů. Po zmenšení mapy by totiž velikost
odskoku byla příiš malá.
Obrázek 4.3: Vlevo: výřez dvou zobrazení světelných map v trojrozměrném prostoru. Na
hranách krychlí lze spatřit artefakty způsobené filtrováním světelných map bez přidaného
odskoku. Pravo: výřez atlasu: červeně: prázdná místa atlasu, zeleně: trojúhelníky geometrie
namapované na atlas.
Po výpočtu rozměrů všech map jsou rozměry dále použity pro přepočet texturovacích
koordinách trojúhelníků. Nejprve je potřeba koordináty přepočítat tak, aby byly v rozsahu
< 0; 1 > (tato podmínka vychází z použití OpenGL 6.2) a poté jim bude připočten odskok.
Při návrhu je také potřeba počítat s možností a formou uložení světelných map. Vzhle-
dem k 5.2 jsou všechny mapy a jejich koordináty ukládány zvlášť, tedy před jejich uspořá-
dáním do atlasu. Nevýhodou je opětovné sestavení atlasu při každém načtení světelných
map. Výhodou je ušetření volných míst v textuře, která by vznikla po sestavení atlasu.
Prvním krokem při přepočtu koordinát pro každou skupinu mapy je zjištění minima








Po sevření je potřeba koordinátám připočítat odskok jeden bod od každého kraje textury
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Výsledek lze použít pro výpočet maximálního rozsahu koordinát:
maxx = 1.0− 2.0 ∗ texx
maxy = 1.0− 2.0 ∗ texy
(4.4)
A poté vypočítat výslednou pozici texturovací koordináty s odskem od kraje mapy:
coordxi = coordx ∗maxx + texx
coordyi = coordy ∗maxy + texy
(4.5)
Nyní jsou koordináty ve vhodném stavu pro uložení spolu s texturami světelných map,
a také pro následné použití při výpočtu osvětlení.
4.3 Interpolace texturovacích souřadnic a normál trojúhel-
níku
V předchozí mapitole byly získány rozměry jednotlivých světelných map a správné koor-
dináty pro jejich mapování na model. Dalším krokem je do těchto světelných map, které
jsou zatím prázdné, vypočítat osvětlení. Každý bod trojúhelníku v prostoru obsahuje po-
cizi v prostoru: x, y, z a koordinátu pro mapování světelné mapy: u, v. Jakmile je textura
namapována na trojúhelník, je potřeba zjistit souřadnice v prostoru všech texelů na daném
trojúhelníku. Tento problém je zobrazen na obrázku 4.4.
Obrázek 4.4: Problém nalezení levého bodu v trojúhelníku na základě mapování souřadnic
pravého trojúhelníku na levý.
Řešením může být například výpočet pomocí barycentrických souřadnic [21]. V této
práci však bylo použito vlastní řešení (obr. 4.5), které poskytuje ekvivalentní výsledky
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Obrázek 4.5: Principem popisu bodu jsou poměry délek vektorů. První vektor prochází z
bodu a skrz x. Druhým vektorem je protilehlá úsečka mezi b a c.
jako při použití barycentrických souřadnic. Jednoduše lze říci, že hledáme poměry délek
vektorů ~vx a ~vb v prvním trojúhelníku, které jsou použity při interpolaci souřadnic v druhém
trojúhelníku pro nalezení hledaného bodu.
Řešení vychází postupu, kdy je tažen vektor ~vx z bodu a skrz bod x. Vektor musí být
dlouhý alespoň tak, aby se protnul s protilehlou stranou trojúhelníku ~vb mezi body b a c.
Proto je potřeba jej nastavit tak, aby jeho délka byla rovna součtu délek všech tří hran
trojúhelníku.
Následně je potřeba vypočítat [22] bod průniku vektorů ~vx a ~vb jako dvou úseček.
Výsledný bod i je použitý pro výpočet poměrů délek těchto úseček. Poměr lze získat jako
podíl mezi délkou vektoru jedné z rozdělených částí úsečky a délkou celého vektoru. Z
vektoru ~vb lze získat části r1 a r2 a zkráceného vektoru ~vx mezi body a a i časti r3 a r4.
Po získání těchto poměrů (r1 a r2) je možné rozdělit úsečku druhého trojúhelníku mezi
body b2 a c2 pomocí váženého průměru. Získáme tím bod v prostoru i2, pomocí kterého
lze vytvořit novou úsečku mezi body a2 a i2. Tuto úsečku je nutné rozdělit pomocí poměrů
r3 a r4, přičemž v bodě rozdělení úsečky se nachází hledaný bod x2. Tento bod vyjadřuje
interpolovanou pozici v druhém trojúhelníku.
Tento postup je vhodný nejen pro převod texturovací koordináty na pozici, ale také
pro interpolaci normál geometrie (obr. 4.6). Každý bod geometrie může kromě své pozice
a texturovací koordináty nést také informaci o normále. Normála je vektor, který je využíván
při stínování geometrie 3.1. Pokud má každý bod v trojúhelníku odlišnou normálu, může
být výsledná barva povrchu interpolována mezi těmito třemi hodnotami. Tuto podnímku
však musí splňovat zvolený osvětlovací model.
4.4 Průnik praprsku s trojúhelníkem
Určení průniku praprsku s trojúhelníkem je důležitou častí následující kapitoly zabývající
se metodou sledování paprsku. Pro výpočet intersekce byl použitý algoritmus dostupný z
[20]. Dle slov autora algoritmus vychází z dřívějších řešení průniku paprsku s trojúhelníkem:
[2] [10] [9] a prezentuje vylepšenou formu těchto algoritmů.
Paprsek R, je definován počátečním bodem P0 a koncovým bodem P1. Trojúhelník T pak
body V0, V1 a V2. Trojúhelník T leží v rovině P skrz V0 s normálou n = (V1−V0)×(V2−V0)
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Obrázek 4.6: Ukázka interpolace normál. Nahoře: bez interpolace. Dole: s interpolací. Vlevo:
Zobrazený model v prostoru. Vpravo: atlas obsahující světelné mapy.
Pro zjištění intersekce R s T je potřeba nejprve zjistit průnik R a P . Pokud neexistuje
průnik R a P poté jistě nebude existovat průnik R a T . Ovšem pokud je nalezena intersekce
v rovině: P1 = P (r1), zbývá určit, zda je tento bod uvnitř trojúhelníku (obr. 4.7). Z návrhu
metody je dáno parametrické vyjádření přímky:
V (s, t) = V0 + s(V1 − V0) + t(V2 − V0) = V0 + su + tv (4.6)
Kde: u = V1 − V0 a v = V2 − V0 jsou vektory hran rojúhelníku T . Pokud s ≥ 0, t ≥ 0
a s+ t ≤ 1 je P = V (s, t) v trojúhelníku T . Pokud s = 0, t = 0 a s+ t = 1 je P = V (s, t)
na hraně trojúhelníku T . Výsledek sI a tI lze získat vyřešením:
w = su + tv
sI =
(u ∗ v)(w ∗ v)− (v ∗ v)(w ∗ u)
(u ∗ v)2 − (u ∗ u)(v ∗ v)
tI =
(u ∗ v)(w ∗ u)− (u ∗ u)(w ∗ v)
(u ∗ v)2 − (u ∗ u)(v ∗ v)
(4.7)
Implementace metody dokáže určit zda (ne)došlo k průniku nebo k jinému stavu, např.:
jestli je paprsek ve stejné ploše jako trojúhelník. Metoda také dokáže vypočítat bod in-




Obrázek 4.7: Zobrazení výsledků principu výpočtu průniku paprsku a trojúhelníku (pře-
vzato z webu2).
4.5 Metoda sledování paprsku
Pro výpočet stínování byla zvolena metoda sledování paprsku, jejíž princip byl popsán
v kapitole 3.3.2. Pro aplikaci výpočtu světelných map je však potřeba mechanismus trochu
upravit. V původním algoritmu se z pozice kamery skrz proječní plátno vysílaly paprsky.
Nyní bude pozici
”
kamery“ představovat pozice texelu v prostoru (přepočtená pomocí 4.3).
Na obrázku 4.8 lze vidět plošku texelu na geometrii modelu (č. 1).
Metodu lze rozdělit na dvě části: nerekurzivní a rekurzivní. Principem nerekurzivní části
je z počátečního bodu vyslat přímé paprsky do všech okolních světel (obr. 4.8 č. 1 a 2).
Rekurzivní část metody z počítečního bodu vypustí do prostoru několik nepřímých
paprsků (obr. 4.8 č. 1, 3, 4, 5) a sleduje jejich postup scénou. Pokud není paprsek ničím
zablokován – tedy nedojde k intersekci, znamená to, že se stratil do pozadí scény (obr. 4.8
č. 4). Pokud paprsek narazí na geometrii a je dosaženo hranice rekuze, vyšlou se z bodu
průniku pouze paprsky do okolních světel (obr. 4.8 č. 5). Pokud není dosaženo hranice
rekurze, vyšlou se z bodu průniku nejen paprsky do okolních světel, ale také do prostoru
(obr. 4.8 č. 3), tedy stejně jako v případě č. 1.
V výše uvedeného vyplývá, že čím větší je hloubka rekurze, tím je simulován vetší
počet světelných odrazů. Při dosažení hranice dělení paprsku je vypočítána intenzita světla
paprsku, která se vrátí do daného počátečního bodu.
4.5.1 Výpočet osvětlení
Z hlediska fyzikálního šíření osvětlení, je intenzita světla nepřímo úměrná čtverci vzdá-
lenosti. Pro trojrozměrné zobrazování je ovšem tento zákon nevhodný, protože by se pro
všechny objekty ve scéně musely uvažovat všechny světelné zdroje, což by mohlo představo-
vat nemalou časovou komplikaci při výpočtu osvětlení. Proto maji všechna světla ve scéně
definovaný minimální radmin a maximální radmax poloměr dosvitu. Při výpočtu osvětlení,
pokud přímý paprsek došel přímo do světelného zdroje, je jeho délka l použita pro výpočet
intenzity světla. Pokud je l < radmin je intenzita v bodě rovna intenzitě světelného zdroje.
Pokud je l > radmax je intenzita v bodě nulová a pokud je l > radmin a l < radmax je jeho
intenzita interpolována mezi nulou a maximální intenzitou zdroje.
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Obrázek 4.8: Ukázka principu ray tracingu. Oranžové paprsky míří z bodu intersekce do
okolních světel. Modré paprsky miří do prostoru pod různými úhly. Záleží na hloubce re-
kurze, kolikrát se paprsky rozdělí při růniku s objektem. Případy: č. 1→2: bez světelných
odrazů, č. 1→5: jeden odraz, č. 1→3: dva odrazy, č. 1→4: na hloubce rekurze nezáleží.
Pro další výpočty se vychází z rovnice BRDF 3.1. Pokud chápeme všechny povrchy
izotropní je nejdůležitější vztah mezi vektorem dopadajícího světla a vektorem normály
plochy. Pokud je úhel mezi těmito vektory roven nule je intenzita přenosu světla maximální.
Pokud je úhel mezi vektory větší než 90◦ dojde k nulovému přenosu světla, tedy plocha je
odvrácená od zdroje.
Další vlastností vycházející ze vzorce je, že intenzity nashromážděné v bodě se sčítají. Při
sčítání intenzit z nepřímých paprsků se všechny intenzity vynásobí převrácenou hodnotou
součtu všech paprsků vycházejících z daného bodu. Tím se zajistí stejná váha při různých
počtech vypuštených paprsků.
Nakonec je potřeba zmínit, že pokud přímý paprsek nedorazí do světelného zdroje a je
použita nerekurzivní varianta ray tracingu, měl by paprsek alespoň nést ambientí barvu
scény. Podobně u rekurzivní varianty, ve které by přímý zastíněný paprsek neměl nést
žádnou barvu. Ale pokud by nepřímý paprsek zabloudil do pozadí scény, měl by nést barvu
nebe nebo, v případě této implementace, barvu mlhy.
4.5.2 Generování nepřímých paprsků
V předchozí kapitole bylo zmíněno, že rekurzivní varianta generuje v počátením bodě ně-
kolik nepřímých paprsků pod různými úhly, které jsou namířeny do scény.
První a zřejmě nejjednodušší možností je zvolit směry paprsků zcela náhodně. Nicméně
v této aplikaci byly paprsky počítány z geometrických vlastností bázového trojúhelníku
(obr. 4.9), kdy je při zachování parametrů směr paprsků vždy stejný, pokud si odmyslíme
orientaci plochy.
Základem jsou vektory normály a vektor vytvořený z jedné hrany trojúhelníku. Vektory
je potřeba normalizovat na délku 1 a pomocí vektorového součinu lze získat třetí vektor.
Všechny tři vektory tvoří souřadnou bázi, pomocí které je možné vypočítat potřebné pa-
prsky. Pro vytvoření těchto paprsků je potřeba znát dva parametry. První parametr určuje
počet paprsků v rovině, ve které leží trojúhelník. Na obrázku 4.9 se jedná o pět paprsků.
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Obrázek 4.9: Ukázka principu generování paprsků z trojúhelníku. Modře: normála plochy,
červeně: vektor vytvořený z jedné hrany trojúhelníku, fialově: vektorový součin těchto vek-
torů, zeleně: rozvinuté vektory použité jako nepřímé paprsky. Vlevo lze vidět tyto paprsky
pouze v jednom kvadrantu, pravo ve všech kvadrantech. Počet paprsků horizontálně (v
rovině trojúhelníku): 5, počet paprsků vertikálně (v rovině kolmé na trojúhelník): 2.
Druhý parametr určuje počet paprsků v rovině, která je kolmá na trojúhelník. Na obrázku
4.9 se jedná o dva paprsky.
Pomocí vážených průměrů lze vypočítat nejprve souřadnice paprsků nad sebou a poté
tyto souřadnice interpolovat mezi horizontálně sousedními paprsky pro každou řadu zvlásť.
4.6 Vyhlazování hran
Postup vyhlazování hran (antialiasing), je jedno z možných řešení boje proti aliasingu.
Aliasing může vznikat jakmile je převáděna spojitá veličina na diskrétní. V oblasti počíta-
čové grafiky to znamená například zobrazení spojitých hran předmětu na diskrétní ploše,
v tomto případě na projekčním plátně tvořeného mřížkou.
Supersampling (SSAA) je základním antialiasingovým filtrem. Vychází z principu, že
každý pixel je rozdělen na několik subpixelů (obr. 4.10). Pro každý subpixel je vypočítáno
osvětlení a poté je celková barva pixelu určena váženým průměrem mezi těmito subpixely.
Nevýhodou této metody je, že vyhladuje celý obrázek bez ohledu na obsah obrázku. To
může způsobit výrazný pokles výkonu výpočtu. Pokud by generátor světelných map počítal
mapu například o rozměrech 100 x 100 pixelů a výpočet by trval 10 sekund bez vyhlazování,
při použití 2x SSAA by byla počítána mapa o rozměrech 200 x 200 pixelů a výpočet by
trval 40 sekund.
Obrázek 4.10: Umístění subpixelů v rámci jednotlivých pixelů podle několika úrovní vyhla-
zování.
Multisampling (MSAA), též znám jako adaptivní supersampling, analyzuje obsah počí-
taných pixelů a vyhlazování používá pouze u pixelů, mezi jejichž sousedy je velký rozdíl
v intenzitě. Při výpočtů jedlotlivých bodů světelných map, subpixely představují úmístění
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bodů v prostoru na povrchu modelu. Obrázek 4.11 ukazuje použití a grafické rozdíly mul-
tisamplingu spolu s časovou náročností výpočtu.
Nakonec je vhodné zmínit, že aliasing je možné do jisté míry potlačit také díky rozmazání
výsledné mapy, například pomocí konvolučního filtru.
Obrázek 4.11: Zobrazení rozdílných výsledků bez vyhlazování hran a s použitím několika
úrovní vyhlazování, včetně doby výpočtu jednotlivých variant. Kvůli nedokonalé implemen-
taci filtru nejsou vyšší úrovně vyhlasování plně využívány.
4.7 Adaptivní vzorkování
Adaptivní vzorkování je předposlední částí zabývající se výpočtem světelných map. Nabízí
se totiž otázka, proč po výpočtu ukládat světelnou mapu v plném rozlišení, když je celá
vyplněná pouze jednou barvou nebo obsahuje pouze mírné barevné přechody. Takovéto
mapy se určitě v rámci atlasu mohou vyskytnout (obr. 4.12).
Pro tuto práci byl použitý jednoduchý algorimus, který nalezne největší rozdíl intenzity
v horizontálním a vertikálním směru. Pokud je rozdíl roven nule nebo jedné, lze mapu v
daném směru zmenšit na minimální velikost tří pixelů (jeden pixel na geometrii + dva
na odskok). Pro rozdíl intenzity dva až deset je použito zmenšení v poměru 8x až 2x.
Podmínkou pro zmenšení je, aby rozměr mapy v daném směru byl po zmenšení alespoň
osm pixelů. Pro přepočet rozměrů se nepoužívá žádné interpolace, pouze se s daným krokem
vybere bod z mapy.
24
Obrázek 4.12: Vlevo: světelný atlas bez adaptivního vzorkování. Vpravo: světelný atlas s
adaptivním vzorkováním.
4.8 Atlas světelných map
Posledním krokem před samotným vykreslováním světelných map na geometrii je genero-
vání atlasu. Atlas je obrázek ve tvaru čtverce nebo obdelníku obsahující menší uspořádané
obdelníkové obrázky, představující jednotlivé světelné mapy, na které je namapována ge-
ometrie (obr. 4.6, 4.12). Atlas se používá proto, aby nevznikalo příliš mnoho oddělených
světelných map, které by bylo nutné při kreslení geometrie přepínat. V případě implemen-
tace této aplikace existuje pro jednu geometrii jeden atlas.
Existuje mnoho řešení pro uspořádání menších obrázků do většího. Ideální řešení je
takové, které uspořádá skupiny obrázků tak, aby vznikalo co nejméně volného prostoru.
Řešení tvorby atlasu pro tuto práci vychází z knihy [15].
Základem je rekurzivní algoritmus, který sestavuje binární strom. Na obrázku 4.13 lze
vidět stavy atlasu a stromu po vložení jednotlivých obrázků. Abecední uzly stromu předsta-
vují dělení atlasu na menší celky. Hloubka uzlu ve stromu určuje, zda se jedná o horizontální
nebo vertikální dělení. Levá část podstromu horizontálního uzlu dělení určuje oblast atlasu
nad tímto dělením. Analogicky pro pravou část podstromu a podobně pro vertikální dělení
atlasu. Číselné uzly představují vložené obrázky. Uzly znázorněné tečkou jsou volná místa
určená k dalšímu dělení.
Před vložením obrázku algoritmus prochází strom a hledá prostor pro umístnění ob-
rázku. Jakmile tento prostor nalezne (na obrázku 4.13 je tato oblast ve stromu vyznačena
tečkou) vloží dva nové uzly dělení. Typ dělení je určen podle hloubky ve stromu. Uzly jsou
vloženy tak, aby nově rozdělená oblast měla velikost vkládaného obrázku, který je do stromu
následně vložen jako nový uzel typu obrázek. Tento uzel již nelze nijak dělit. Algoritmus
4.1 shrnuje použití funkce pro vložení nového obrázku do atlasu.
Aby atlas neměl fixní velikost lze algorimus použít tak, že bude opakovaně volán nad
různými velikostni atlasu. Pokud se mu podaří vložit všechny obrázky, daný atlas je použije.
Vzhledem k použití OpenGL 6.2 jako zobrazovací technologii v aplikaci je doporučeno mít
všechny textury v rozlišení v mocninách 2N. Proto je vhodné atlasu střídavě zvětšovat šířku
a výšku podle předpisu:
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2N N = {3, 4, 5, . . . , 12, 13} (4.8)
Nicméně maximální velikost textury závisí na schopnostech konkrétního HW.
Po uskladnění světelných map v atlasu jsou známy jejich pozice, které jsou potřeba pro
přepočítání mapování trojúhelníků na výsledný atlas. Koordináty trojúhelníků byly nejprve
v sekci 4.2 přepočítány do intervalu < 0; 1 > a nyní je potřeba tyto koordináty přepočítat
v tomto intervalu tak, aby respektovaly uspořádání všech map v atlasu:











Po přepočítání je možné koordináty použít při vykreslování jednotlivých geometrií mo-
delů. Bližší popis lze nalézt v sekci 6.6.
Obrázek 4.13: Stavy atlasu a binárního stromu po vložení jednotlivých obrázků.
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Algoritmus 4.1: vložUzelObrázku
Input: Node *rodič, Rect *rozměr
Output: Node *uzelObrázku
1: if not rodič→jeList() then
2: Node *novýUzel = vložUzelObrázku(rodič→levýPodstrom, rozměr)
3: if novýUzel != NULL then
4: return novýUzel
5: end if
6: return vložUzelObrázku(rodič→praýPodstrom, rozměr)
7: else
8: if rodič→jeObrázek() then
9: return NULL
10: end if
11: if not rodič→obrázekSeVejde(rozměr) then
12: return NULL
13: end if














Tato kapitola se zameřuje na popis použité zobrazovací technologie, systému dat scény,
reprezentaci scény a prvků v ní obsažené. Dále kapitola popisuje principy provázání prvků
ve scéně a reprezentaci modelů ve scéně.
5.1 Zobrazovací engine
Zobrazovací engine lze popsat jako systém, který dokáže načíst soubory s přesně danou
strukturou pro tento systém, zpracovat je a jejich výsledek zobrazit jako 2D nebo 3D inter-
aktivní prostředí v okně aplikace. Enginy například počítačových her pak představují velmi
složité systémy zahrnující různé herní mechanizmy, zobrazování scén, simulace fyziky, atd.
Při implemetaci aplikace byl použit zobrazovací systém z autorova dřívějšího projektu:
LS3D Sandbox 1 2. Jedná se o neoficiální herní editor hry Mafia: The City of Lost Heaven
vydanou tehdejší brněnskou softwarovou firmou Illusion Softworks (nyní 2K Czech3) v roce
2002. Herní editor je nástroj nebo sada programů dovolující do jisté míry tvořit a měnit
obsah dané hry. Proto jsou všechny součásti nástroje pracující s původními daty hry na-
vrženy tak, aby tato data dokázaly bezchybně načíst a v korektním stavu také uložit. Z toho
vyplývá, že i tato implementace je schopná načíst a zpracovat potřebné datové soubory hry
Mafia, zobrazit je v trojrozměrné scéně a po jejich úpravě je uložit tak, aby je i původní
hra byla shopná načíst.
5.2 Systém dat v enginu
Systém dat představuje množinu pravidel, definující stromovou strukturu složek a souborů,
jejich názvy, účel, typ a jejich vnitřní strukturu a propojení. Obrázek 5.1 ukazuje uspořádání
dat, které využívá použitý engine.
Následující popis shrnuje nejdůležitější soubory a složky potřebné pro načtení a zobra-
zení scény v enginu:
• Maps: složka obsahující textury použité jako textury pro modely




3Oficiální webové stránky: http://www.2kczech.com/
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• Maps\*.bmp: bitmapové obrázky
• Missions: složka obsahující složky scén
• Missions\Scena: složka konkrétní scény
• Missions\Scena\scene2.bin: soubor definující scénu (viz. 5.4)
• Missions\Scena\scene.4ds: soubor použitý jako bázový model scény (viz. 5.3)
• Models: složka obsahující modely použité ve scénách
• Models\*.4ds: modely ve formátu 4ds (viz. 5.3)
Obrázek 5.1: Strom složek a souborů, který upřednostňuje zobrazovací engine. Šedou barvou
jsou zobrazeny složky, bílou soubory nebo množiny souborů stejného typu.
5.3 Hraniční reprezentace modelů
Modely představují viditelné předměty scény, které mají určitý tvar. Na tyto předměty je
obvykle nanesena jedna nebo více textur, které simulují vzhled nějakého materiálu s cílem
zvýšení reálného dojmu při pohledu na model.
Modely lze definovat pomocí různých principů: CGS, dekompoziční, atd. V této imple-
mentaci byly využity modely ve formátu 4ds, který definuje tzv. hraniční modely. Tyto
modely jsou definovány pomocí vrcholů a spojením několika vrcholů jsou tvořeny stěny.
Většinou se jedná o trojúhelníky. Výhodou je, že hraniční modely mají přímou podporu
v HW. Formát 4ds byl představen bývalou společností Illusion Softworks, který byl použitý
v různých verzích ve videohrách bežících na LS3D Enginu. Implementace umí pracovat
pouze s verzemi modelů, které jsou kompatibilní se hrou Mafia4.
Model obsahuje seznam materiálů a objektů – meshů. Za nejdůležitější parametry ma-
teriálů lze úvést:
4Verze kompatibilního 4ds modelu musí odpovídat číslu: 0x1D s offsetem: 0x04 v souboru.
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• barva ambientu: multiplikativní barva materiálu ve stínu
• barva difuze: multiplikativní barva materiálu na světle
• barva emise: additivní barva materiálu
• textura difuze: základní textura materiálu
• textura alfa kanálu: textura v odstínech šedé určující průhlednost
• textura environmentu: textura simulující odlesk materiálu
• color key : jedna barva textury je vyhrazena jako průhledná
• příznak použití Mip mappingu: je vygenerováno několik velikostí textur, přičemž menší
velikosti jsou zvoleny pro vzdálenější povrchny materiálu
Samotné meshe mohou opět nabývat jedním z mnoha typů geometrie, které jsou vhodné
pro různé účely, např.: animované modely, billboardy, visuální sektory, záře a další. V této
implementaci budou použity především obyčejné meshe bez speciálních vlastností nebo
použití.
Každý mesh má název, typ, a informaci o propojení s ostatními objekty meshů v rámci
modelu. Dále obsahuje pozici, rotaci a měřítko. Každý mesh je rozdělen na několik úrovní –
LODů, kde každá úroveň definuje odlišnou geometrii. Level of detail (LOD) představuje
úroveň detailnosti objektu. Při zobrazování je podle vzdálenosti kamery od objektu vybrána
určitá úroveň, jejíž geometrie je vykreslena.
Geometrie obsahuje seznam vrcholů (vertexů) a každý vrchol má pozici, normálu a tex-
turovací koordinátu. Dále geometrie určuje seznam skupin trojúhelníků (facetů) a každá
skupina obsahuje odkaz na žádný nebo jeden materiál. Facety jsou definovány jako tři od-
kazy na vrcholy zmíněny výše. Tímto způsobem může být popsána téměr každá geometrie.
Modely pro tento formát je možné exportovat pomocí programu Zmodeler5 ve verzi
1.07b.
5.4 Reprezentace scény
Scénu lze považovat za základní prvek při zobrazování prostředí. Obsahuje různé předměty
v prostoru, určuje jejich pozici, rotaci a měřítko. Tyto předměty můžou být například
geometrické modely, světla, zvuky, kamery a další.
V této implementaci jsou všechny scény umíštěny ve složce missions, ve které má každá
scéna svou složku. V této složce je povinný soubor scene2.bin, který obsahuje základní
definici scény. Dále může být ve složce obsažen soubor scene.4ds, který představuje bázový
model scény, obsahující například terén, silnice, interiéry, atd. Scene2.bin má stromovou
strukturu, přičemž hlavní ulzy stromu sdružují objekty stejného typu:
• objekty : prvky scény různých typů (modely, body, světla, zvuky, světelné mapy, a další)
• definice objektů: speciální vlastnosti pro objekty (auta, postavy, skripty, a další herní
prvky)
• init definice: definice pro inicializaci scény
5Oficiální webové stránky: http://www.zmodeler2.com/
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• init skripty : skripty prováděné při inicializaci scény
Pro tuto implementaci je důležitý především první uzel objektů, obsahující další uzly –
konkrétní objekty, které mohou představovat odkazy na modely, definice světel a světelných
map. Každý objekt scény má svůj jedinečný název (typu řetězec), pomocí kterého se mohou
ostatní objekty na tento objekt odkazovat.
5.4.1 Modely
Objekt typu model obsahuje kromě svého názvu také pozici, rotaci a měřítko. Dále obsahuje
řetězce definující název modelu a vazbu na rodičovský objekt.
5.4.2 Světla
Dalším důležitým prvkem scény je objekt typu světlo. Světlo, podobně jako model, obsahuje
pozici, rotaci, meřítko a vazbu na rodiče. Dále definuje svou barvu, sílu, typ, dosah a seznam
vizuálních sektorů (viz. dále). Světlo musí být jedním z těchto pěti typů:
• bodové : světlo v prostoru svítí do všech stran
• kuželové : simuluje se zastínění světla stínítkem
• ambientní: určuje celkové osvícení scény
• směrové : simuluje svit vzdálelého zdroje (např. slunce), světlo tedy svítí v celé scéně
stále stejným směrem
• mlha: vzdálené objekty plynule přechází do určené barvy
5.4.3 Světelné mapy
Světelné mapy jsou objekty obsahující nasvícení modelu, které se vážou na konkrétní geo-
metrii – mesh v modelu. Nemohou tedy ve scéně existovat bez svého rodiče. Pro správnou
aplikaci světelné mapy na geometrii je nutné, aby mapa používala ekvivalentní geometrii
jakou má ve skutečnosti model. Nekonzistence by mohla nastat v případě, pokud by mapa
byla vypočtena na určitou geometrii a později by byla tato geometrie v modelu změněna.
Světelné mapy mohou obsahovat několik vrstev. Každá vrstva může obsahovat jiný typ
mapy se zcela odlišným stínováním. Tyto vrstvy jsou vhodné pro měnící se scénu, například:
rozsvícené nebo zhaslé světlo v místnosti, střídání dne a noci, atd. Každá vrstva obsahuje
podvrstvy pro různé úrovně detailu geometrie (tzv. LOD, viz. 5.3). Vrstvy mohou být dvou
typů: bitmapová nebo vertexová vrstva.
Bitmapová vrstva obsahuje několik bitmap, přičemž každá bitmapa je určena pro něk-
terou část geometrie modelu. Bitmapy tedy nejsou uspořádány v atlasu. Dále tento typ
vrstvy obsahuje informace o mapování těchto bitmap na geometrii.
Vertexový typ vrstvy neobsahuje žádné bitmapy, ale pouze barvy konkrétních vrcholů
geometrie. Výsledné nasvícení je podobné Gouraudovu stínování, kdy je barva počítána
také pouze pro konkrétní vrcholy.
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5.5 Provázání objektů ve scéně
Jak bylo zmíněno v minulé sekci, všechny objekty ve scéně jsou pojmenovány a různě
propojeny. Pro své spojení používají své názvy. Pokud v objektu jako rodič uveden Primary
sector, je pozice objektu počítána přímo od počátku souřadných os a pozice zde představuje
přímo globání koordináty ve scéně. Rodič Backdrop sector je využíván pro umístění objektu
do pozadí scény (například modely oblohy).
Pokud je jako rodič uveden název některého z objektů ve scéně nebo název kontrétní
geometrie (meshe) ze souboru scene.4ds, je pozice počítána v rámci lokálních souřadnic
rodičovského objektu. Poslední možností propojení je uvedení geometrie (meshe) modelu
objektu ze scene2.bin ve tvaru název objektu.název meshe.
Stejný způsob spojení platí pro světelné mapy. Ty ovšem neobsahují záznam o rodiči,
ale jsou takto přímo pojmenovány.
Kromě odlišného počítání souřadnic je propojení objektů potřeba pro takzvané vizuální
sektory. Jedná se o objekty v modelech, pro které je možné definovat odlišné nasvícení.
Do těchto objektů je vhodné umístit například místnosti a jejich vybavení. Při propojení




Tato kapitola je věnována popisu implementace aplikace. Nejprve se zaměří na použitou
technologii, zobrazovací engine a uživatelské rozhraní. Následuje popis principu sestavení
a zobrazení scény. Kapitolu uzavírá popis generování světelných map.
6.1 Knihovna Qt
Qt je populární multiplatformní knihovna1 pro tvorbu programů v jazycích C++, Python,
Ruby a dalších. Obsahuje nástroje pro tvorbu uživatelského rozhraní, umí pracovat se sítí,
vlákny, souborovým systémem a grafikou. Tento framework byl vytvořen v roce 1999 firmou
Trolltech, od roku 2008 Qt vlastnila korporace Nokia a nyní (2014) je v rukou společnosti
Digia. Qt je dostupné pro operační systémy Windows, Linux, OS X a mobilní platformy
Android, iOS, Windows Phone, Symbian a další.
Při implementaci této aplikace bylo nejprve použito odlišné prostředí Borland C++
Builder 6. Nicméně poté byla zvolena knihovna Qt ve verzi 5.2.1. Jako programovací jazyk
bylo použito C++ a překladač MinGW 4.8 pro platformu Windows. Verze operačního
systému byla Microsoft Windows 8.1 Pro, 64 bitová verze (build 6.3.9600).
6.2 Open Graphic Library
OpenGL je multiplatformní knihovna [16] definující rozhraní (API ) pro programování počí-
tačové grafiky na hardware (GPU). Byla vyvinuta a představena společností Silicon Gra-
phics Inc. v letech 1991 a 1992. V součastné době je spravována konsorciem Architecture
Review Board. OpenGL je možné využít téměř na všech platformách, které dovolují vy-
kreslování grafiky na GPU. Celý systém funguje jako architektura klient – server, kdy klient
(aplikace) může vzdálaně volat součásti serveru (OpenGL), který se chová jako stavový
automat.
V této aplikaci bylo OpenGL využito pro kreslení trojrozměrného prostředí. Při implen-
taci byly využity následující funkce, kterými OpenGL disponuje:
• Vertex Buffer Object : představuje souvislý blok dat, který může obsahovat pozice
bodů geometrie, jejich normály, texturovací koordináty a další informace. V práci
byl VBO použitý při zobrazování geometrie a také při mapování světelných map na
geometrii.
1Oficiální webové stránky Qt: http://qt-project.org/
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• Frame Buffer Object : lze jednoduše chápat jako texturu, do které je možné vykreslovat
prostředí. Při implementaci byl FBO využitý při identifikaci objektů ve scéně 6.6.1.
• OpenGL Shading Language: viz. 6.2.1.
6.2.1 OpenGL Shading Language
GLSL je multiplatformní programovací jazyk na psaní shaderů [14] pro grafické karty. Sha-
der je program, který upravuje funkčnost dané komponenty ve zobrazovacím řetězci GPU.
Programovací jazyk vychází z jazyka C, navíc přináší mnoho vestavěných funkcí pro práci
s maticemi a vektory. Shadery se překládají až za běhu aplikace, aby je bylo možné přeložit
pro specifický hardware.
V dnešní době lze rozlišovat tyto druhy shaderů: Vertex S., Geometry S., Tessellation
Control S., Tessellation Evaluation S. a Fragment S. Pro implementaci byly použity vertex
a fragment shadery pro stínování objektů od světel, simulati různých materiálů a především
pro zobrazení světelných map na objektech.
6.3 Jádro programu
Jak již bylo zmíněno v úvodu kapitoly, z počátku byla aplikace implementována v prostředí
Borland C++ Builder 6. Engine byl implementován odděleně od uživatelského prostředí
(GUI ) v dynamicky linkované knihovně. O GUI se starala rodičovská aplikace, která dále
využívala knihovnu enginu k načtení, zobrazování a ovládání prostředí pomocí množiny
veřejných funkcí. Engine tak nemusel obsahovat hlavičkové soubory starající se o GUI,
což přispělo k rychlejším překladům enginu. Při implementaci funkcí a datových struktur
postačovaly knihovny C++ STL, OpenGL, a WinAPI.
Nicméně později byl vývoj přesunut do prostředí Qt s novějším překladačem. Bohužel
použitá verze Qt : 5.2.1 neumožňovala přímé kreslení do svých komponent pomocí WinAPI,
a proto bylo uživatelské prostředí a engine spojeny do jednoho projektu. Hlavní třída enginu
musela být přepsána tak, aby představovala widget v prostředí aplikace. Při implementaci
byla pro tyto účely vhodná třída QGLWidget. Ostatní důležité prvky, například vlákna,
musely být také přepsány z prostředí WinApi do Qt pomocí vestavěných tříd. Pro vlákna
byla využita třída QThread. Ostatní komponenty enginu zůstaly bez větších zásahů zcela
funkční.
6.4 Jádro enginu
Engine lze rozdělit na čtyři hlavní části: renderer, missions, models a maps.
První část renderer je zodpovědná za celkové řízení zobrazování. Při své inicializaci
nastavuje prostředí OpenGL, hledá rozšíření dostupné pro grafickou kartu a řídí překlad
sharedů. Při zobrazování scény reaguje na vstup užitvatele, nastavuje pozici a rotaci kamery
v prostředí, řídí výběr objektů a také vypisuje na obrazovku různé informace.
Druhá část missions je důležitá pro samotné zobrazování scény. Tato část je tvořena
několika třídami, každá se starající o různé prvky ve scéně. Při spuštění je její úlohou načíst
z datových souborů scénu a sestavit ji. Při zobrazování scény musí především vybírat určité
objekty a jejich doprovodné vlastnosti a zobrazit je ve scéně na správném místě, s daným
nasvícením nebo světelnou mapou. V neposlední řadě musí umět tato část měnit data scény
a také změnu uplatnit v prostředí.
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Třetí část models zapouzdřuje všechny jedinečné modely ve scéně. Během načtení scény
dekóduje požadované modely ze souborů, načte jejich geometrii a další vlastnosti. Na požá-
dání předchozí části starající se o scénu dokáže v určeném místě v prostoru vykreslit ge-
ometrii zvoleného modelu. Další důležitou funkcionalitou této části je schopnost vytvořit
a sestavit světelnou mapu pro konkrétní mesh modelu.
Poslední důležitou částí je část maps. Ta zajišťuje načítání bitmapových obrázků, které
jsou použity jako textury na modely. Pro urychlení počátečního načtení scény, nejsou poža-
dované textury načítány zároveň s modely, ale jejich načtení je odloženo na dobu po sesta-
vení scény. Systém je vyřešen tak, že modely obsahují pouze odkaz na identifikátor textury,
který je změněn na platný až po načtení obrázku textury. O načítání textur se stará vlákno,
které běží v pozadí aplikace a v určitých intervalech kontroluje seznam požadavků textur
k načení. Jakmile se v seznamu objeví jeden nebo více požadavků, vlákno tyto požadavky
vyřídí a poté opět čeká na další požadavky.
6.5 Sestavení scény
Načtení a sestavení scény se skládá z několika kroků. Nejprve je načten základní model
scény: scene.4ds. Poté jsou načteny a analyzovány všechny uzly souboru scene2.bin. Pokud
je uzel objekt typu model, je nejprve sestavena pozice objektu ve scéně. Pokud je objekt
”
za-
věšen“ za jiný objekt, tedy jeho rodič není Primary sector nebo Backdrop sector, je nejprve
získána transformační matice rodiče. Ta je následně vynásobena pozicí, rotací a měřítkem
a výsledkem je pozice objektu ve scéně v rámci globálních os. Po získání pozice, je načten
daný model.
Po dokončení načtení scene2.bin je na řadě další krok: vyhledání světel a světelných
map. Na každý modelový objekt ve scéně totiž může působit několik světel a cílem je ze
všech světel ve scéně pro každý objekt vybrat ta světla, která na něj působí. Nejprve je
potřeba vyextrahovat ze scény všechna světla a jejich parametry. Poté pro každý objekt
typu model je potřeba vypočítat, která světla jsou v dosahu tohoto objektu. Pokud dané
světlo v dosahu je, přidá se záznam o světle k danému objektu. Při vykreslování modelu je
tento seznam světel použitý pro nastavení shaderů, které díky němu dokáží model ve scéně
vystínovat.
Posledním krokem je vyhledání světelných map. Světelné mapy se vážou na modely
svým názvem. Proto jsou opět vyhledány ve scéně všechny objekty typu model a pro každý
mesh tohoto modelu se zkusí nalézt ve scéně světelná mapa. Pokud je mapa nalezena,
pro daný mesh je sestavena a přidána do seznamu map u právě zpracovávaného objektu.
Při sestavování světelných map je potřeba mapy uspořádat do atlasu a přepočítat jejich
texturovací koordináty. Podrobnosti tvorby atlasu byly popsány v části 4.8. Tímto je proces
sestavení scény dokončen.
6.6 Zobrazení scény a modelů
Při ovládání kamery v prostředí (rotaci a pohybu) je potřeba scénu překreslovat. Projekční
plátno, tedy místo, kde lze vidět poslední výsledek vykreslení, v aplikaci představuje kompo-
nenta, která je umístěna v okně. Systém souřadnic v OpenGL je navržen tak, že při pohybu
nebo jiné transformaci kamera zůstává stále v počátku souřadných os, ale pohybováno je
objekty před kamerou. Pro imitaci pohybu kamery v nehybném prostředí je potřeba pohy-
bovat scénou opačným směrem, než jak by se pohybovala kamera v prostředí. Při rozhlížení
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kamery, tedy jejím otáčení, se postupuje obdobně, nicméně podmínkou je, že scéna umí být
nejprve otočena v opačném směru a poté posunuta. Pro volný pohyb kamery v kartézké
soustavě souřadnic byly využity goniometrické funkce.
Dalším krokem při vykreslování je volba, které modely ve scéně budou vykreslovány.
Nejjednodušší způsob je pokaždé vykreslit všechny modely. To ovšem není ve složitějších
scénách časově možné. Nabízí se tedy řešení, kreslit pouze modely, které se nachází v zorném
poli kamery. Tomuto řešení se říká Frustum culling [11]. Zorné pole kamery lze definovat
jako komolý jehlan. Rozměry podstavy jehlanu vyjadřuje šířka a výška podhledu kamery
a vyseknutí jehlanu je interpretováno jako minimální a maximální dohlednost, tedy rozsah
hloubky, ve které lze kreslit geometrii. Frustum culling používá k detekci objektů v zorném
poli tzv. obalová tělesa. Jsou to tělesa, která obalují geometrii modelu. Nejjednoduššími
tělesy jsou koule nebo osově orientovaný kvádr. Při implementaci byly, jako obalová tělesa,
použity koule.
Při vykreslování samotné geometrie modelů jsou pro vykreslení potřebné dvě datové
struktury. První struktura obsahuje vybraná okolní světla a druhá struktura obsahuje svě-
telné mapy, pokud pro daný mesh mapa existuje. Povrchy modelů jsou stínovány pomocí
shaderů, proto před samotným vykreslením geometrie je zjištěn její materiál a podle obsahu
struktur je rozhodnuto, zda se použijí ke stínování okolní světla (Gouraudovo stínování)
nebo v opačném případě světelná mapa. Dále je podle předešlých pravidel vybrán a nasta-
ven správný shader. Vertex shader je využitý pro výpočet mlhy, nasvícení, a texturovacích
koordinát ve vrcholech geometrie. Fragment shader je následně využitý pro míchání barev
podle materiálu (např.: normální, semitransparení nebo Color key). Jakmile jsou shadery
nastaveny je vybrán Vertex Buffer Object dané geometrie, případně také světelné mapy
a obsah bufferu je vykreslen.
6.6.1 Výběr objektů
Další část implementace se zaměřuje na identifikaci a výběr objektů v prostředí pomocí
kliknutí myší. Pro řešení tohoto problému byl v OpenGL navržen tzv. selektivní režim,
který je ovšem z dnešního pohledu poměrně zastaralý. Proto byla využita technika zvaná
Picking (obr. 6.1), při které je každý objekt ve scéně vykreslen jedinečnou barvou a podle
barvy bodu proječního plátna v místě zásahu je nalezen vybraný objekt. Pro identifikaci
objektů je scéna vykreslována do Frame Buffer Objectu, aby bylo možné pomocí funkce
glReadPixels() extrahovat požadovaný bod. Picking je obvykle proces kreslení pro uživatele
skrytý, proto se projekční plátno v komponentě po identifikaci objektu nevykresluje.
Aby metoda výběru mohla fungovat, musí mít uživatel nastavenou zobrazovací barev-
nou hloubku v operačním systému alespoň 24-bitů. V tomto případě lze zobrazit až 224
barevných odstínů, které mohou být využity pro identifikaci. Celkový počet jedinečných
objektů ve scéně tedy může být: 16 777 216. Při implementaci byl první a poslední bit kaž-
dé barvy vyhrazen pro speciální účely, takže celkový počet identifikovatelných objektů ve
scéně je: 262 144.
Jak již bylo zmíněno v kapitole 5.4, světelné mapy nejsou definovány pro celé objekty
ve scéně, ale pouze pro jednotlivé meshe objektů. Proto při výběrů meshů byl zaveden
dvoufázový picking. V první fázi byly opět vykresleny všechny viditelné objekty, každý
jedinečnou barvou a byl vybrán konkrétní objekt v místě zásahu. Ve druhé fázi je vykreslen
pouze vybraný objekt, ovšem v tomto případě je každý mesh vykreslen jedinečnou barvou,
podle které je identifikován.
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Obrázek 6.1: Zobrazení scény ve standardním režimu, ve výřezu v režimu výběru objektů
(zesvětleno). Modely scény byly použity ze hry Mafia.
6.7 Generování světelných map
Před požadavkem uživatele na vytvoření světelné mapy, je potřeba vytvořit lokální kopii
scény, která obsahuje odkazy na několik vybraných objektů scény. Tato struktura před-
stavuje urychlení při výpočtu nasvícení, protože není potřeba počítat se všemi objekty
ve scéně, ale pouze s vybraným okolím scény od hlavního objektu, pro jehož mesh jsou
počítány světelné mapy. Pro přidání odkazu objektu scény do struktury je rozhodnuto na
základě vzdálenosti od hlavního objektu. Volba vzdálenosti od hlavního objektu závisí čistě
na uživateli. Například pokud by byly počítány světelné mapy pro určitou část exteriéru
(terénu, domu, atd.) je rozumná hodnota sto metrů. Pro interiéry je dostatečná několikrát
menší hodnota.
Jakmile je sestavena lokální kopie scény, může začít proces generování světelných map.
Nejprve je každý LOD zvolené geometrie modelu rozbalen podle 4.1. Poté je vypočteno
osvětlení podle upraveného principu metody sledování paprsků 4.5. Jak již bylo zmíněno
v sekci 4.5, pokud je zadán výpočet pouze přímého nasvícení. jsou z texelů generovány
pouze přímé paprsky do okolních světel. Pokud je povoleno také nepřímé nasvícení, je ge-
nerováno také několik paprsků do scény, které se podle počtu odrazů mohou dále dělit a
šířit. Pro nalezení intersekcí paprsků s objekty jsou použity objekty, které jsou odkazovány
z lokální kopie scény. Ovšem aby se nepočítaly intersekce se všemi objekty, jsou vybírány
pouze ty objekty, jejichž obalovou kouli protne vyslaný paprsek. Při vybrání takového ob-
jektu je zkontrolováno, zda má předpočítanou geometrii. Pokud ne, geometrie se přepočítá
podle transformace objektu ve scéně. Předpočítání geometrie je důležitý prvek pro urych-
lení výpočtů při ray tracingu, protože se trojúhelníky transformují pouze při prvním zásahu
paprsku.
Po výpočtu je aktualizován stávající uzel v souboru scene2.bin, který představuje svě-
telnou mapu. Pokud uzel v souboru neexistuje, je vytvořen nový uzel a je pojmenován
po meshi modelu, v případě, že se jedná o mesh ze scene.4ds souboru. V opačném pří-
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padě se jedná o mesh objektu ze scene2.bin souboru, a proto je uzel pojmenován: ná-
zev objektu.název meshe. Do uzlu jsou poté ve správném formátu vložena data světelné
mapy. Nakonec je pro geometrii zvoleného meshe sestavena světelná mapa, stejným způso-
bem jako v kapitole 6.5.
6.8 Grafické uživatelské prostředí
GUI výsledné aplikace bylo vytvořeno v prostředí Qt Designer v Qt Creatoru. Okno aplikace
(obr. 6.2) obsahuje standardní komponenty jako: tlačítka, nabídky, menu, a log s výstupem




• hranici pro výběr objektů lokální kopie scény
• úroveň vyhlazování hran
• adaptivní vzorkování
• interpolaci normál
• použití přímého nasvícení
• zahrnutí ambientí barvy scény
• násobitel výsledné barvy přímého nasvícení
• použití nepřímého nasvícení
• použití barvy pozadí (mlhy) pro paprsky vyslané mimo scénu
• násobitel výsledné barvy nepřímého nasvícení
• počet světelných odrazů
• počet horizontálních paprsků
• počet sousedních paprsků v jedné řadě jednoho kvadrantu
• možnost nastavení a použití konvolučního filtru pro rozmazání nebo případně zao-
stření světelné mapy
• zobrazení výsledného atlasu po vytvoření mapy
Vliv parametrů na výslednou mapu lze nalézt v kapitole experimentů 7.
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Obrázek 6.2: Prostředí aplikace. Modely scény byly použity ze hry Mafia.
6.9 Předklad, spuštení a ovládání programu
Pro překlad zdrojových souborů na platformě Windows, je potřeba mít nainstalované pro-
středí Qt2 alespoň ve verzi 5. V následujícím výkladu bude uvažována varianta se zahrnutým
překladačem MinGW a knihovnou OpenGL. Při instalaci je důležité zvolit úplnou instalaci
Qt, aby byly nainstalovány také zdrojové soubory Qt. Také je doporučeno zvolit cestu pro
instalaci: C:\Qt.
6.9.1 Překlad prostředí Qt
Po instalaci je potřeba zařídit, aby Qt při překladu programu vytvářelo tzv. standalone
aplikace, tedy aplikace nezávislé na knihovnách Qt. Proto je potřeba Qt neprve přeložit.
Prvním krokem je nastavit konfiguraci soubor překladače, který se nachází v umístění:
C:\Qt\Qt5.2.1\5.2.1\Src\qtbase\mkspecs\win32-g++\qmake.conf
(čísla verzí se samozřejmě mohou lišit). V něm je potřeba upravit následující řádky:
DEFINES += UNICODE QT STATIC BUILD
QMAKE CFLAGS RELEASE = -Os -momit-leaf-frame-pointer
QMAKE LFLAGS = -static -static-libgcc
Poté je potřeba otevřít příkazový řádek a spustit dávkový soubor:
C:\Qt\Qt5.2.1\5.2.1\mingw48 32\bin\qtenv2.bat,
který nastaví proměnné prostředí pro překladač MinGW v Qt. V konzoli je nutné vstoupit
do složky:
2Webová stránka pro stažení dostupných variant Qt: http://qt-project.org/downloads
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C:\Qt\Qt5.2.1\5.2.1\Src\qtbase
a sputit konfigurátor configure.exe s parametry:
-static -release -opengl desktop -opensource
-confirm-license -platform win32-g++.
Konfigurace potrvá asi dvě minuty. Zadáním příkazu mingw32-make sub-src se spustí
překlad prostředí, který potrvá přibližně půl hodiny.
Po dokončení překladu je potřeba v Qt Creatoru upravit nastavení sad. Nejprve potřeba
sputit Qt Creator, otevřít nabídku konfigurací verzí Qt : Nástoje → Volby → Sestavení
a spuštení → Verze Qt, přidat novou verzi Qt :
C:\Qt\Qt5.2.1\5.2.1\Src\qtbase\bin\qmake.exe
a verzi pojmenovat například: Qt 5.2.1 MinGW 32bit Static. Změny je nutné uložit klik-
nutím na tlačítko OK.
Posledním krokem je přidání nové sady: Nástoje → Volby → Sestavení a spuštení
→ Sady → Desktop. V nabídce je potřeba vybrat verzi Qt vytvořenou v předchozím
kroku, v tomto případě se jedná o: Qt 5.2.1 MinGW 32bit Static a překladač: MinGW
4.8 32bit. Změny se uloží potvrzením okna tlačítkem OK.
6.9.2 Překlad projektu
Projekt byl vyvíjen v umístění C:\Qt\Qt Projects\LS3DSandbox, proto je doporučeno toto
umístění zachovat. Projekt je možné otevřít projektovým *.pro souborem. Po zobrazení
okna je potřeba vybrat dříve nakonfigurovanou sadu a zaškrtnout pouze variantu vydání.
Cestu překladu je doporučeno nastavit jako C:\Qt\Qt Projects\LS3DSandbox-build.
Překlad a spuštení aplikace je možné kliknutím na zelenou šipku v okně QT Creatoru
vlevo dole.
6.9.3 Ovládání programu
Po spuštění programu je potřeba nastavit cestu k datům scény. Pole lze nalézt vpravo v kartě
Settings. Scénu lze načíst standardním postupem, v menu okna zvolit File a poté Open.
V dialogovém okně je potřeba zvolit soubor scene2.bin z jedné složek ve složce missions.
Po načtení scény je možné v prostředí pohybovat kamerou pomocí šipek nebo W, S,
A, D, Q, E na klávesnici. Otáčet kameru lze držením pravého tlačítka a pohybem myši.
Levým tlačítem lze vybírat objekty buď v režimu Objects nebo Childs, kdy jsou vybírány
jednotlivé meshe. Světelné mapy lze vypočítat pouze při výběru v režimu Childs. Parametry
generátoru lze nastavit v panelu vpravo a výpočet zahájit tlačítkem Bake. Po dokončení
je možné zobrazit výsledný atlas tlačítkem Show atlas. Podrobnější rozbor parametrů pro




Tato kapitola je věnována několika experimentům, které ukazují vliv nastavení generátoru
na výslednou světelnou mapu.
7.1 Přímé a nepřímé nasvícení
Základním experimentem je ukázka několika druhů nasvícení (obr. 7.1). Základním typem
je přímé nasvícení, které pouze vytváří stíny od světelných zdrojů (obr. 7.1 nahoře). Ne-
přímé nasvícení k výsledku přidává také světelné odrazy. V prostřední části obrázku 7.1 je
vypočtená světelná mapa pouze pomocí jednoho odrazu, ale s dostatečným množstvím ge-
nerovaných paprsků. V dolní části obrázku 7.1 je vypočtená mapa se dvěma odrazy paprsků
v prostoru, nicméně vzhledem k exponenciálnímu nárůstu časové složitosti celého výpočtu,
bylo generováno méně paprsků. Což se pochopitelně také podepsalo na výsledné kvalitě
mapy.
7.2 Nepřímé paprsky
Další experiment ukazuje jaký vliv na kvalitu mapy mají dva parametry definující počet
nepřímých paprsků. Prvním parametrem je počet tzv. Q linek, tedy podle 4.5.2 se jedná
o počet paprsků v jednom kvadrantu v jedné řadě. Druhým parametrem je počet tzv. H
linek, tedy počet řad paprsků nad sebou v jednom kvadrantu.
První test (obr. 7.2) zobrazuje několik výsledků s různým počtem Q linek. Na obrázku
7.2 vlevo nahoře je tento počet roven jedné, to znamená, že se v každé řadě kvadrantu vyšle
pouze jeden paprsek, což má za následek efekt odlesku okolního prostředí. Při zvyšování
počtu Q linek je vysláno více paprsků a výsledkem je několik odrazů, které při sloučení
vytvoří vyhlazenější obraz.
Druhý test (obr. 7.3) je zaměřen na H linky, jejichž počet má vliv na nasvícení přilehlých
ploch. Pokud je vytvořena pouze jedna linka, ve výsledku je možné spatřit hrubé přechody
mezi plochami. Při zvyšování jsou tyto přechody rozmazány.
7.3 Další experimenty
Mezi další experimenty je možné zahrnout porovnání světelných map s použitím a bez
použití interpolace normál (obr. 4.6), různé úrovně vyhlazování hran a jejich vliv na dobu
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výpočtu (obr. 4.11) a velikosti výsledných atlasů světelných map s použitím a bez použití
adaptivního vzorkování (obr. 4.12).
7.4 Složitost geometrie
Tento experiment je zaměřen na vliv typu a složitosti objektu na čas rozbalování před
výpočtem světelných map. Testy jsou prováděny na třech typech objektů: kouli, rovné ploše
a prstenu. Každý typ je v několika úrovních složitosti, které se liší počtem trojúhelníků.







Tabulka 7.1: Vliv složitosti objektu koule na čas rozbalování.







Tabulka 7.2: Vliv složitosti objektu rovné plochy na čas rozbalování.







Tabulka 7.3: Vliv složitosti objektu prstence na čas rozbalování.
Z testů lze zjistit, že při stejném počtu trojúhelníků je nejrychleji rozbalena koule a
nejpomaleji rovná plocha. Tento výsledek může být způsoben stavem front a strukturou
spojenou s aktivní hranou rozbalovače, pokud rozbaluje celou geometrii pouze do jedné
skupiny rozbalených trojúhelníků.
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Obrázek 7.1: Několik varitant osvětlení, texelů na jednotku: 5.0, MSAA: 8x. Nahoře: pouze
přímé nasvícení, doba výpočtu: 2 sekundy. Uprostřed: přímé a nepříné nasvícení, odrazů:
1, H linek: 3, Q linek: 5, maximální možný počet nepřímých paprsků z texelu: 60, doba
výpočtu: 71 sekund. Dole: přímé a nepříné nasvícení, odrazů: 2, H l.: 2, Q l.: 3, max.
paprsků: 576, doba výpočtu: 7 minut.
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Obrázek 7.2: Ukázka vlivu počtu Q linek na výsledek, texelů na jednotku: 5.0, MSAA: 1x,
odrazů: 1, H linek: 3. Vlevo nahoře: Q linek: 1, vpravo nahoře: Q l.: 2, vlevo dole: Q l.: 3,
vpravo dole: Q l.: 6.
Obrázek 7.3: Ukázka vlivu počtu H linek na výsledek, texelů na jednotku: 5.0, MSAA: 1x,
odrazů: 1, Q linek: 3. Vlevo nahoře: H linek: 1, vpravo nahoře: H l.: 2, vlevo dole: H l.: 3,




V části 2 této práce jsem stručně popsal některé techniky mapování textur. V části 3 jsem
vysvětlil několik osvětlovacích modelů a u každého jsem napsal jejich výhody a nevýhody pro
jejich aplikaci při výpočtu světelných map. V další části 4 jsem popsal všechny kroky, které
se provádějí při výpočtu světelných map, včetně vybrání jednoho osvětlovacího modelu,
který jsem použil při výpočtu stínování. V části 5 jsem se zaměřil na použitý engine při
vykreslování scény a na popis scény samotné. Dále jsem v této kapitole popsal, princip
reprezentace modelů a dalších prvků ve scéně. Předposlední část 6 jsem věnoval popisu
implementace, včetně použitých prostředí a prostředků pro implementaci. Dále jsem popsal
kroky při sestavení a vykreslování scény a při tvorbě světelných map. V poslední části 7
jsem popsal několik experimentů, které jsou doložené obrázky.
Při implementaci jsem nevýcházel pouze z jednoduché aplikace, ale použil jsem vlastní
zobrazovací engine, který jsem dříve použil pro editor hry Mafia. Proto jsem měl již vy-
řešeny části pro načítání scén, modelů, textur a další procedury, které řešily vykreslování
scény, včetně řešení různých optimalizací, například ořezávání. Do enginu bylo potřeba im-
plementovat prostředky pro tvorbu světelných map, které byly popsány v kapitole 4.
Při všech částech výpočtu světelných map jsem nechtěl ponechat nic náhodě, proto jsem
nejprve testoval rozbalovač geometrie objektů na složitějších tvarech, například na kouli,
prstenci, deformovaném terénu, atd. A především při samotném výpočtu nasvícení jsem
musel řešit několik optimalizací, které by nebyly potřeba v jednoduché aplikaci. Jedná se
o tvorbu lokální kopie scény, ořezávání objektů při sledování paprsků a předpočítávání
transformované geometrie objektů ve scéně.
Bohužel nic není ideální a ani tato aplikace není vyjímkou. Například aplikace nebyla
otestována na větším objemu dat, a proto se mohou v aplikaci nacházet neošetřené stavy.
Dalším problémem je, že implementovaná metoda sledování paprsku zcela ignoruje textury
objektů. A posledním větším problémem je doba výpočtu, protože při zvyšování počtu
světelných odrazů časová náročnost výpočtu exponenciálně roste.
Všechny zmiňované problémy mohou být motivací pro další vývoj. Pokud bych im-
plementoval podporu extrahování textur při výpočtu stínování, tvořily by se například
průhledné stíny od listů stromů nebo by fungovala technika půjčování barev, která za-
jišťuje míchání barvy přenášeného světla scénou s barvou povrchu. Dalším možným rozšíře-
ním aplikace je urychlení výpočtů stínování například pomocí paralelizace ve vláknech nebo
po přenesení některých výpočtů na grafickou kartu.
Aplikace byla implementována tak, aby respektovala vnitřní strukturu datových sou-
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V zadní části práce lze nalézt datový nosič s následujícím obsahem:
• executables: složka obsahující spustitelnou aplikaci v prostředí Microsoft Windows a
datové soubory testovací scény
• sources: složka obsahující zdrojové soubory implementace
• thesis: složka obsahující zdrojové soubory textové části práce
• poster.pdf : plakát v elektronické podobě
• readme.txt : textový soubor s popisem obsahu nosiče




Obrázek B.1: Plakát prezentující aplikaci.
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