Abstract. This paper describes some requirements for using software agents to automate many tasks in eGovernment applications. First, the architecture must be able to support workflow engines, transparent reliability, and security.
Introduction
EGovernment applications often require combining several component software systems from same or different organizations into one distributed software system. To the end user, the whole system should be presented as a single service [1] . Most stateof-the-art eGovernment applications offer browser-based services to citizens, but do not have an interface for software system integration, such as Web services architecture. This makes it difficult for businesses to automate their governmentrelated processes and it slows internal government systems integration.
We have developed a prototype system for Finnish Ministry of Finance that uses Web services, workflow specifications, and software agent technologies to implement a government process for petitioning an environmental permit. Our goal was to develop an architecture that can be used to automate the routine petition process. We present in this paper some requirements that we have noticed that can be used to make the systems more flexible for automating eGovernment applications.
Architecture
An eGovernment application requires combining component software systems into a combined architecture. The complete application consists of one or more government internal systems. In addition, we have separated the interface component into a separate front-end layer and an application logic layer. This two-layer approach is similar to the One-Stop Government approach in [1] and the eGOV project [2] .We also see a third layer consisting of component software systems in external organizations (e.g. companies) that may be needed to integrate to the eGovernment system. We present the whole three-layered architecture in Fig. 1 . The Interface System integrates separate public authority systems (PAS) into one automated eGovernment application. It provides automated Web service interface to external systems and makes self-management and self-configuration at integrated system level, as described in [5] . Government portal may use component systems (PAS) directly, or through the Interface System, to provide single user interface. The Interface System consists of public interface, planner agent, and workflow agent. The public web service interface is the eGovernment application as seen from the outside. Planner Agent uses service calls, the registry, PAS service descriptions, system status information, and application-specific knowledge to construct a workflow for given service call. This workflow is given to workflow agent that is responsible for executing, monitoring and reporting the progress of the long-time workflow. As the execution may take long time, the workflow may also require replanning. Planner agent is intended to make the workflows more flexible.
Prototype
We have developed an eGovernment application prototype for automating processes in petitioning of environmental permits. The process is specified in two Finnish laws: generic process law and a specific law for environmental protection. In addition, the participating organizations have their own practices. Developing the prototype has required co-operation from all parties. These organizations already work together so there were few difficulties in the co-operation. With new partners or partners at different levels of the hierarchy (e.g. integrating national systems with communal systems), more organizational problems may arise. There were no cultural problems, as all participants were from Finnish public sector.
The prototype includes three component software systems: from Kouvola town, South-Eastern Environmental Center, and Administration Court of Kouvola. There was no previous integration of their information systems. The system architecture also separates the front-end system from the internal systems of the organizations.
We designed the distributed workflow as UML diagrams based on the laws and practical processes. The BPEL4WS workflow specification was then defined based on the design documents. Communication with officials was non-technical.
Prototype was implemented using Java software tools for Web services, Apache Tomcat server, mySQL database and a workflow engine for BPEL4WS [3] language. We implemented a conceptual level interface system for each component system. For data transfer between systems, we used one moderately complex XML schema that is shared by all component systems. It consists of two parts: an application form section that remains constant during the whole workflow and processing information section that contains information and decisions added by different officials and stakeholders.
We perceived three main technical problems with this approach and current tools. First, the current distributed workflow model supports a centralized control. We were able to divide the workflows to the component systems, but there should also be a way to automate the composition and verify the overall workflow. Second, the backend systems are developed independently and have different architectures and development platforms. There should be recommended technologies and standard to integrate government systems; otherwise the integration mechanisms will also be incompatible with each other. Third, the integration mechanism is not flexible. Often a change in one component system requires changes in the workflows and interfaces of other component systems. With multiple concurrent distributed eGovernment applications, it is not feasible to restrict software evolution in this way.
Requirements and Conclusions
We have defined a set of requirements for automated distributed eGovernment applications to address the problems defined in previous section. The requirements are divided to process requirements, architecture requirements, and data requirements.
Processes may be defined in any methodology that suits the application. To be able to automate the eGovernment process, process must be unambiguous, deterministic, and finite. All activities and participants must have consistent and unique identifiers. All references must use those identifiers. This is needed to be able to re-use existing services in other applications. All conditions should be explicitly stated, except when a person is involved. Even then, all possible outcomes should be listed for routine decisions. The processes must also have clear starting and ending points to ensure the complete correct execution with transactions.
Architectural requirements include security, reliability, and flexibility requirements. EGovernment applications require high security and reliability to be legitimate and acceptable to citizens and businesses. Main requirement for automation is that the supported security and reliability features should be explicitly defined. Then it is possible to restrict automation based on supported features.
We divide the security infrastructure into three main areas: point-to-point security, registry-level security, and system-wide security. The point-to-point security concentrates on protecting the message content (e.g. SOAP message security [4] ) and contains elements like authorization, encryption, signing, and non-repudiation. The registry-level security includes authentication and trust. The system-wide security contains elements like privacy, legal requirements, security policies, auditing, and monitoring.
There should be at least three levels of reliability in automated eGovernment applications. First, there must be web service message-level reliability infrastructure. Second, there should be support for very long-term transactions. We have recently implemented simple transactional workflow ontology [6] in DAML+OIL and a workflow engine for running those workflows. The proposed architecture includes a workflow agent that supports very long transactions by replanning the workflow if necessary. We are currently extending our workflow engine with planning features. Third, the legitimacy of process definitions is a key concern in eGovernment applications. All stakeholders and relevant officials must be provably informed and heard for the whole process to be legitimate.
Flexibility can be improved by using explicit descriptions of supported features instead of hardwired implementation. In practice, this means for example always using registry queries instead of fixed addresses. Data structures should also be defined explicitly by for example a public XML schemas or ontologies, to avoid hardwired integration at data level. The data structure definitions should be available online.
Processes, software platforms and data structures should all support automation as defined by these requirements. Then software agent and Semantic Web technologies can be used to increase automation of eGovernment applications and government productivity. Automation will also lead to more convenience to the citizens.
