Abstract. Wikis' organic growth inevitably leads to wiki degradation and the need for regular wiki refactoring. So far, wiki refactoring is a manual, time-consuming and error-prone activity. We strive to ease wiki refactoring by using mind maps as a graphical representation of the wiki structure, and mind map manipulations as a way to express refactoring. This paper (i ) denes the semantics of common refactoring operations based on Wikipedia best practices, (ii ) advocates for the use of mind maps as a visualization of wikis for refactoring, and (iii ) introduces a DSL for wiki refactoring built on top of FreeMind, a mind mapping tool.
Introduction
Wikis are becoming mainstream for knowledge formation and sharing [14] .
Consubstantial to knowledge formation is exploration, tentative guessing and trial-and-error practices. That is, knowledge formation goes together with regular knowledge revision. In a wiki setting, this knowledge (i.e., content) and its structure evolve with its supporting community (a.k.a. the wiki's Organic
Principle [4] ). In practice, this ends up in large structures of articles and categories which constantly need manual refactoring. Refactoring is a disciplined technique for restructuring an existing body of code, altering its internal structure without changing its external behaviour [8] . Our premise is that for wikis, this external behaviour (i.e., the invariant to be kept during refactoring)
is the wiki content and authorship. Wiki refactoring can change the wiki's internal structure for the sake of navigability, accessibility or comprehension, but the content (and its authorship) should be kept immutable.
Unfortunately, wiki engines (e.g., MediaWiki 1 ) are thought for spurring contributions (certainly the cornerstone of this approach) but overlook refactoring.
As a result, wiki refactoring is far from trivial. For instance, merging/splitting two wiki articles requires of at least ve interactions in MediaWiki. In other 1 www.mediawiki.org .
words, the semantics of refactoring is not natively supported by the wiki engine.
The implications are twofold. First, refactoring is left to the user interpretation.
Dierent users can face the same refactoring problem with dierent strategies.
Although best practices are textually documented 2 [12] , the wiki engine does not ensure coherence among the refactoring strategies used throughout the wiki lifespan. Second, the engine does not ensure refactoring reliability. Refactoring operations behave like database transactions in the sense that they comprise a sequence of wiki interactions that (i ) should be performed in an all-or-nothing manner, and (ii ) should move the wiki to a consistent state (i.e., wiki content must be preserved). This operational semantics is certainly not supported in current wiki engines but on the minds of the wiki users. Consequently, users are left unassisted with the cumbersome task of refactoring.
We advocate for wiki refactoring to follow the main wiki hallmarks [4] , namely:
Open, which implies lowering the barriers for layman participation. This tenet entails refactoring to be conducted with minimal disturbance (i.e., reducing accidental complexity) and in terms closer to the user. This calls for the introduction of Domain-Specic Languages (DSLs) [13] that help users to conduct refactoring in high-level terms.
Observable, which requires wikis to track changes as well as providing pervasive peer-review mechanisms. To counteract potential misbehaviour, the community can detect and reverse malicious editions. Refactoring should also be observable. Although refactoring keeps wiki content changeless, it can rearrange the very same content along a dierent set of articles and categories. Such rearrangement should be traceable while preserving authorship attribution.
This work contributes to the area of wiki refactoring by (i ) identifying main wiki refactoring constructs, (ii ) providing the operational semantics for these constructs, and (iii ) introducing a graphical DSL for these constructs, i.e.,
WikiWhirl. WikiWhirl does not achieve anything that cannot be obtained by directly interacting through the MediaWiki front-end. The dierence stems from productivity (how long does it take?), accessibility (who can do the refactoring?) and reliability (are authorship preserved?). WikiWhirl is available to download at www.onekin.org/wikiwhirl.
The paper starts by highlighting the dierences between wiki and database refactoring (Section 2). Next, we provide a refactoring session as a motivating scenario (Section 3). We introduce the abstract syntax for WikiWhirl (i.e., the denition of the concepts of the language and their relationships) and its concrete syntax in Section 4 and Section 5, respectively. Related work and some conclusions end the paper. These scenarios should be conducted through the wiki's front-end. However, wikis' front-end favours easy contribution rather than refactoring. Moving or merging implies moving back and forth between the aected wiki articles. In addition, the user should care for preserving authorship: if you move a section, authorship should be moved as well by leaving appropriate references. This entails to handle redirects, talk pages and recent changes. In short, the previous splitting-merging-moving process may take a long time in MediaWiki. enactment of these operations but also to assess the abstraction eort made by these operations. Such semantics is scattered and textually described in dierent Wikipedia recommendations. In addition, we should indicate also the impact on authorship and readership independence. This requires outlining other ancillary wiki artefacts that, although removed from the refactoring abstraction, they do play an important role in ensuring the independence principles that refactoring operations should obey. That is, these artefacts are transparent for the user during refactoring, but they need to be considered during the implementation of the refactoring operations. These artefacts include:
Talk pages (a.k.a. discussion pages) hold discussions about the content of the associated page without interfering with content editing. Talk pages might be used to publicize refactoring changes on the associated articles.
Redirect pages send the reader to another page. These can handle alternative syntactic representations of the same concept whereby no matter the reference used they are all redirected to the same page. During refactoring, articles' content can be moved to dierent places so the original article vanishes. Redirection avoids dangling references to the removed article so that existing references are dynamically redirected to the new location.
Recent changes page keeps a trace of the most recent edits made to the wiki. Using this page, users can monitor and review the work of other users, allowing mistakes correction and vandalism elimination. This page can also be used to trace refactoring changes so that the rest of the community is informed about who, when and how conducts the refactoring. A brief explanation, called edit summary, can be added to each edit.
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WikiNavMap [18] ), etc. In addition, the expressiveness of these representations
for the matter at hand should be balanced against learnability.
Therefore, we need to look into not only the characteristics of the object to be displayed (e.g., size) but also how this object is to be manipulated. The object to be displayed is a graph, where nodes stand for pages while edges denote relationships between these pages. Specically, we focus on corporate wikis which have an estimate of up to 1500 nodes [16] . The second criterion is manipulation, i.e., the process of refactoring a wiki. Two approaches co-exist.
In the bottom-up approach, the user knows the subject of refactoring (i.e., you know which article/category needs to be refactored), and next, a larger view might be required to set this subject into a larger context. By contrast, the topdown approach starts with a global view of the wiki, and next, the user looks for bad smells (e.g., too deep category hierarchies with few articles may indicate too much structure [12] ). This way of working calls for agile visualizations that permit to dene views over existing wiki graphs as well as collapse or extend these views as we gain understanding about the refactoring needed.
A main premise of this work is that refactoring is a process of gradual understanding of the wiki structure. Even if you detect bad smells, the strategy to follow will in most cases, require some refactoring reasoning before taking 
Mapping Wiki Models to Mind Maps
A WikiWhirl model is to be realized as a compliant FreeMind map. A mapping is then set between the WikiWhirl 's metamodel (Fig. 5 ) and their visual counterparts, i.e., the FreeMind metamodel. The latter is depicted in Fig. 7 Link to an external resource (local or remote) as well as a set of properties mainly for rendering concerns. For instance, the Style property can be fork or bubble and determines the look of the node as a tagged line or a bubble, respectively. Next, nodes are basically arranged in a tree-like way. A central node serves as the tree root. Tree structures are constructed using Edges. An Edge is a connector that Next, we dene the WikiWhirl-to-FreeMind correspondence (see Table   2 ). WikiResources are mapped as nodes 
Mapping Refactoring Operations to Manipulations on Mind Maps
FreeMind is now turned into a refactoring tool for wikis. This basically entails two aspects. First, traditional actions in FreeMind are re-interpreted in terms of the refactoring operations (e.g., node removal becomes article drop). Second, we extend FreeMind to cater for refactoring specics: aspects that do not rise 12 FreeMind provides a xed set of icons. In the last version, users can introduce their own icons, although it is not recommended for interoperability reasons.
13 Interesting enough, this representation provides a site map of the wiki, i.e., the map accounts for a global view of the wiki where users may navigate to any page just by clicking on a node. FreeMind mind maps can be inlayed in MediaWiki using the FreeMind extension www.mediawiki.org/wiki/Extension:FreeMind. inhibiting the removal of nodes that stand for sections. Sections can only be moved, but never removed since they are content containers (the wiki invariant).
Likewise, article/categories can only be deleted if they contain no section; (iii ) introducing merge and split as operations on nodes. For this purpose, the right-mouse-click menu is extended with these two options; and (iv ), introducing a tracking window to trace what the user is graphically doing (Fig. 1) 
Related Work
This work is related with wiki visualization and management. As for the former, a recent survey [11] highlights that wikis usually exhibit poor structure. On account of this, distinct tools try to improve the user experience by providing improved textual or graphical representations, or even combinations of both.
Hirsch et al. [9] dene a Visual Wiki as a combination of a visual and a textual representation of a wiki. Two of the proposed prototypes, Thinkbase and Thinkpedia, represent two wikis: FreeBase (a semantic wiki) and Wikipedia. The main dierences with our work are: (i ) they represent the semantic relationships and not the wiki structure (i.e., hierarchy of categories and articles), and (ii ) their aim is the visual navigation and exploration whereas our is wiki refactoring.
As for wiki management, in a previous work [5] , we also resorted to FreeMind as a convenient means to engage users for wiki scaolding. The aim was to depict a blueprint of the wiki as a mind map, and next, generate the wiki installation.
Now the problem is the other way around. WikiWhirl rst extracts the wiki structure from the wiki database; next depicts the mind map counterpart, which can then be modied by the users; nally, the resulting mind map is transformed into a set of refactoring MediaWiki directives. Only this last step keeps some resemblance with our previous work on wiki scaolding. too cumbersome to be performed by users (e.g., mass edits or check copyright violations). Bots are tools that take care of articles maintenance. However, other cases are more dubious, and automatic correction is inappropriate. An assisted aproach seems to be more appropriate when it needs the supervision of a human eye. This is the rationale behind [6] , where ballots are used to detect inconsistencies and inform the users.
Rosenfeld et al. [15] propose a strategy for semantic wiki evolution based on software refactoring. They identify bad smells and the refactoring pattern counterparts. They introduce six semantic refactoring operations (e.g., move
annotation: change the subject of an annotation to another) and four bad smells (e.g., concept too categorized: it belongs to many categories). The dierences with our work stem from (i ) the focus (semantic resources vs. wiki structure), and (ii ) the approach (template-based description vs. graphical DSL).
Conclusions
We aim to pave the road for an assisted refactoring for wikis. So far, wiki refactoring is a cumbersome, lengthy activity whose modus operandi does not match the accessible and friendly way of editing wiki articles. Such diculty puts the layman o. But, it is the layman (no tech-savvy people) who writes the article, knows the wiki content, and detects refactoring opportunities. This paper strives to abstract from low-level wiki interactions to domain-specic constructs that permit easily and reliably express refactoring processes to the layman. This vision is realized into WikiWhirl, a DSL built on top of FreeMind :
(i ) wikis are imported as mind maps, (ii ) users perform refactoring operations as re-arrangements of mind map nodes, and (iii ) this re-arrangement denote refactoring operations that can be saved into the wiki database while preserving authorship and readership. Future work includes to collect empirical evidence about the usefulness of WikiWhirl, and to extend WikiWhirl to other wiki engines.
