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Zusammenfassung. Sollen Workflow-Management-Sys-
teme (WfMS) in umfassender Weise fu¨r die rechnerbasierte
Verwaltung und Steuerung vonGescha¨ftsprozessen einsetzbar
sein, mu¨ssen die von ihnen verwalteten Workflow-Schemata
und -Instanzen bei Bedarf rasch anpassbar sein. Dabei
mu¨ssen die auf Basis eines (alten) Workflow-Schemas er-
zeugten Instanzen auch nach dessen ¨Anderung ungesto¨rt
weiterlaufen ko¨nnen, etwa durch Bereitstellung geeigneter
Versionskonzepte. Sehr viel schwieriger wird es, wenn
die angewandten Schemaa¨nderungen – wo gewu¨nscht und
mo¨glich – auch auf die bereits (vielleicht in großer Zahl)
laufenden Workflow-Instanzen u¨bertragen werden sollen.
Dies bei Bedarf zu ko¨nnen – und zwar ohne Inkonsistenzen
oder Fehler zu verursachen – ist aber ungemein wichtig,
wenn ein WfMS breit und flexibel einsetzbar sein soll. In
diesem Beitrag wird ein Ansatz zur effizienten Pru¨fung der
Vertra¨glichkeit von Workflow-Instanzen mit einem gea¨nder-
ten Workflow-Schema vorgestellt. Durch Einbeziehung aller
Beschreibungskonstrukte (z.B. auch Schleifen und Daten-
flu¨sse) und damit zusammenha¨ngender Fragestellungen wird
daru¨ber hinaus zum ersten Mal die Grundlage fu¨r ein umfas-
sendes ¨Anderungsmanagement geschaffen. Außerdem wird
aufgezeigt, wie der Benutzer bei der Migration vertra¨glicher
Instanzen auf das neue Schema konkret unterstu¨tzt werden
kann.
Schlu¨sselwo¨rter: Workflow-Management – Adaptive Work-
flows – Schema-Evolution – Vertra¨glichkeit – Migration
Abstract. A promising technology to enhance the flexibili-
ty of business processes is offered by workflow management
systems (WfMS). In principle, changes of the process logic
of application systems can be easily accomplished by mo-
difying the (graphical) workflow (WF) schema accordingly.
In doing so, it is extremely important that already running
WF instances will not be disturbed. In current WfMS, this is
achieved by the use of simple versioning concepts.WF schema
adaptations, however, get much more difficult if the applied
changes are to be propagated to already running WF instan-
 Diese Arbeit wurde im Rahmen des Projekts „ ¨Ande-
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ces as well. On the one hand such a feature is indispensa-
ble for many process-centered applications, on the other hand
dynamic changes must not violate WF consistency. This pa-
per presents a comprehensive framework for propagatingWF
schema changes to in-progressWF instances. In particular, we
show how this can be done in an efficient manner and without
causing inconsistencies or errors in the sequel. We establish
well-defined criteria for checking whether a particularWF in-
stance is compliant with the new WF schema or not, and we
indicate which information becomes necessary in this context.
Furthermore, we discuss how compliant WF instances can be
automatically migrated to the new schema.
Keywords: Workflow management, Adaptive workflows,
Schema evolution, Compliance, Migration
CR Subject Classification: H.4, J.1
1 Einleitung
Fu¨r Unternehmen gewinnt die elektronische Unterstu¨tzung
ihrer Gescha¨ftsprozesse zunehmend an Bedeutung. Sowohl
fu¨r traditionelle Anwendungssysteme als auch fu¨r An-
wendungen im sich rasch entwickelnden E-Business-Bereich
wird in versta¨rktem Maße eine aktive Prozessunterstu¨tzung
gewu¨nscht [8,12,17]. Prozessorientierte Informationssysteme
sollen die Durchfu¨hrung unternehmensweiter und -u¨bergrei-
fenderAbla¨ufe aktiv koordinieren,Anwendungskomponenten
prozessorientiert integrieren, Benutzer ablaufbezogen unter-
stu¨tzen, den Fortgang der Prozesse u¨berwachen und ihren rea-
len Verlauf mo¨glichst lu¨ckenlos dokumentieren [20,28].
Sollen Gescha¨ftsprozesse in solch umfassender Weise
unterstu¨tzt werden, ist zu beachten, dass prozessorientierte
Anwendungen sehr viel ha¨ufiger angepasst werden mu¨ssen
als funktionsorientierte Informationssysteme [12,23]. ¨Ande-
rungen ko¨nnen etwa erforderlich werden, wenn neue ge-
setzliche Bestimmungen in Kraft treten, optimierte oder neu
gestaltete Prozesse umgesetzt werden sollen [18] oder auf
ein vera¨ndertes Marktgeschehen reagiert werden muss [17].
Wichtig ist, dass notwendige Prozessa¨nderungen bei Bedarf
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rasch erfolgen ko¨nnen. Idealerweise sollte auch die Mo¨glich-
keit bestehen, die bereits laufenden „alten” Prozesse – soweit
gewu¨nscht und sinnvoll – auf die neueAbwicklung umzustel-
len. Eine solche Prozessunterstu¨tzung findet man bei heutigen
betrieblichen Informationssystemen entweder gar nicht oder
aber sie ist ho¨chst unflexibel implementiert. Ha¨ufig ist dieAb-
laufsteuerung direkt in denAnwendungsprogrammen codiert,
was die Anwendungsentwicklung sehr aufwendig und fehler-
tra¨chtig gestaltet.
Eine vielversprechende Technologie bieten Workflow-
Management-Systeme (WfMS) [20,25,28]. Charakteristisch
ist hier die Trennung von Prozesslogik undAnwendungscode,
d.h. die Ablauflogik der unterstu¨tzten Arbeitsprozesse (engl.
Workflow, WF) wird dem WfMS explizit durch (graphische)
Modellierung der Prozesse bekannt gemacht und nicht im
Programmcode „versteckt”. Zu diesem Zweck muss fu¨r je-
den zu unterstu¨tzenden Prozess-Typ ein WF-Schema erstellt
und imSystemhinterlegtwerden. Ein solchesWF-Schema be-
schreibt die verschiedenenAspekte einesArbeitsprozesseswie
Kontroll- und Datenflu¨sse, Bearbeiterzuordnungen oder Aus-
nahmebehandlungen. DesWeiteren ko¨nnen denWF-Schritten
(Aktivita¨ten) Anwendungskomponenten zugeordnet werden,
die dann wa¨hrend der WF-Bearbeitung zur Ausfu¨hrung kom-
men.Ausgehend von einem solchenWF-Schema ko¨nnen neue
WF-Instanzen erzeugt werden, fu¨r die das WfMS die Durch-
fu¨hrung von Aktivita¨ten koordiniert, anstehende Aktivita¨ten
denAnwendern u¨berArbeitslisten anbietet, deren fristgerechte
Durchfu¨hrung u¨berwacht und die zugeho¨rigen Anwendungs-
programme (mit den richtigen Daten) aufruft.
1.1 Problembeschreibung
Anpassungen ko¨nnen einen WF-Typ (bzw. sein Schema) als
Ganzes oder auch nur einzelne Instanzen betreffen. Bei ¨An-
derungen aufTypebene ist zu fordern, dass die aufBasis des al-
tenWF-Schemas erzeugten Instanzen ungesto¨rt weiterlaufen.
Dies la¨sst sich z.B. durch geeignete Versionierungskonzepte
fu¨r WF-Schemata erreichen, gema¨ß denen zuku¨nftige Instan-
zen nach dem neuen Schema ausgefu¨hrt werden, wa¨hrend be-
reits aktive Instanzen nach dem alten Schema weiterlaufen.
Dies ist fu¨r Prozesse mit kurzer Dauer ausreichend, wirft aber
fu¨r lang laufende Prozesse, etwa beim Entwurf technischer
Systeme [8] oder bei Behandlungsprozessen im Krankenhaus
[12], erhebliche Probleme auf. Hiermuss dann ggf. fu¨r la¨ngere
Zeit eine Koexistenz von Instanzen alter und neuer Form und
damit ein Durcheinander bei der Prozessabwicklung in Kauf
genommen werden. Zudem ist eine Fortfu¨hrung der Prozes-
se auf Grundlage des alten Schemas nicht immer akzeptabel,
etwa wenn dadurch gesetzliche Vorschriften oder Gescha¨fts-
regeln des Unternehmens (z.B. Behandlungsrichtlinien eines
Krankenhauses) verletzt werden.
Von Anwenderseite besteht deshalb ha¨ufig der Wunsch,
die auf Schemaebene definierten ¨Anderungen auch auf die
bereits (vielleicht in großer Zahl) laufenden WF-Instanzen
zu u¨bertragen. Wir sprechen von der Propagation einer WF-
Schemaa¨nderung auf laufendeWF-Instanzen bzw. von derMi-
gration dieser („alten”) WF-Instanzen auf das gea¨nderte WF-
Schema. Dies bei Bedarf zu ko¨nnen, und zwar ohne dass es
dadurch zu Inkonsistenzen oder Fehlern kommt, ist unerla¨ss-
lich, wenn ein WfMS breit und flexibel einsetzbar sein soll.
KommerzielleWfMSbieten hierfu¨r keine ausreichendeUnter-
stu¨tzung. Sie erlauben es entweder gar nicht, die ¨Anderungen
eines Schemas auf laufende Instanzen zu propagieren, oder
aber dies kann zu Inkonsistenzen und Systemabstu¨rzen fu¨hren
[26].
Fu¨r dieAba¨nderung vonWF-Schemata und die Migration
von WF-Instanzen auf das neue WF-Schema sind folgende
Eigenschaften zu fordern:
• Korrektheit/Konsistenz: Eine WF-Instanz darf nur dann
auf das gea¨nderte WF-Schema migriert werden, wenn es
dadurch in der Folge nicht zu unerwu¨nschten Effekten
kommt.
• Anpassungen im laufenden Betrieb und Effizienz: Die
Propagation von ¨Anderungen eines WF-Schemas auf
(„alte”) WF-Instanzen muss im laufenden Betrieb mo¨g-
lich sein. Dies bedingt, dass die bei Migrationen not-
wendigen Korrektheitsu¨berpru¨fungen und Zustandsan-
passungen, selbst bei großer Instanzzahl, effizient durch-
fu¨hrbar sind. Beispielsweise sollten hierfu¨r beno¨tigte
Sperren auf Instanzen bestimmte Zeitschranken nicht
u¨berschreiten.
• Vollsta¨ndigkeit: Es mu¨ssen alle Aspekte eines
WF-Schemas, die von ¨Anderungen betroffen sein
ko¨nnen, beru¨cksichtigt werden. Insbesondere du¨rfen
wichtige Elemente (z.B. Schleifen und Datenflu¨sse) nicht
unberu¨cksichtigt bleiben, nur weil dies die Komplexita¨t
der Betrachtungen reduziert.
• Benutzerfreundlichkeit: Bei Migrationen sind teure Be-
nutzerinteraktionen (mo¨glichst) zu vermeiden.Dieswu¨rde
zum einen zuVerzo¨gerungen bei derAusfu¨hrung derWF-
Instanzen fu¨hren, zum anderen wa¨ren betroffene Benutzer
(z.B. Modellierer bzw. Prozessverantwortliche) vielfach
u¨berfordert.
Weitere Anforderungen betreffen den Umgang mit nicht
migrierbarenWF-Instanzen, die Einbeziehung von Semantik-
Aspekten bei Vertra¨glichkeitspru¨fungen, das Zusammenspiel
von ¨Anderungen auf Typ- und Instanz-Ebene (im Kontext von
Ad-hoc- ¨Anderungen) sowie ¨Anderungen anderer Bestand-
teile prozessorientierter Informationssysteme (z.B. des Or-
ganisationsmodells). Auf diese Aspekte wird in diesem Bei-
trag aus Platzgru¨nden nicht eingegangen (siehe [33,39]).
Die Evolution vonWF-Schemata weist gewisse Parallelen
zu Schemaa¨nderungen in DBMS auf [4,10,11]. Die Probleme
sind relativ a¨hnlich, wenn man nur die Abbildung der Ele-
mente (Knoten, Kanten) des alten WF-Schemas auf das neue
WF-Schema betrachtet. Bezieht man jedoch die Instanzebene
(also die laufenden Prozesse) mit ein, ist zu beachten, dass
sich jede Instanz in einem anderen Zustand befinden kann.
Abha¨ngig vom konkreten Zustand sowie von den angebo-
tenen Migrationsoperationen, kann eine Migration zula¨ssig
sein oder nicht. Sowohl fu¨r diese Einteilung von Instanzen als
auch fu¨r die (konkrete) Durchfu¨hrung von Migrationen sind
effiziente Lo¨sungen gefordert. Eine la¨ngere Blockierung der
(vielleicht sehr vielen) betroffenenWF-Instanzenwa¨hrend der
Analyse- und Migrationsphase sollte deshalb vermieden oder
zumindest auf die tatsa¨chlich betroffenen WF-Instanzen die-
ses Typs eingeschra¨nkt werden.
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1.2 Beitrag
Im ADEPT-Projekt arbeiten wir seit einigen Jahren an der
Entwicklung einer Technologie, die es ermo¨glichen soll, un-
ternehmensweite Gescha¨ftsprozesse zu modellieren, zu steu-
ern, zu u¨berwachen und sie auf einfache Weise – bei Be-
darf auch im laufenden Betrieb – flexibel zu vera¨ndern [6,
12,31,29]. In unseren bisherigen Vero¨ffentlichungen haben
wir uns mit Ad-hoc- ¨Anderungen einzelnerWF-Instanzen und
mit der Modellierung planbarer Abweichungen befasst [7,
12,31,32]. Schwerpunkte bildeten dabei die Definition ge-
eigneter ¨Anderungsoperationen (bzw. Graphtransformations-
regeln) sowie Korrektheits-, Skalierbarkeits- und Implemen-
tationsaspekte. Die wichtigsten Konzepte haben wir proto-
typisch im ADEPT-WfMS [19] umgesetzt, das mittlerweile
auch von Partnern fu¨r die Realisierung anspruchsvoller WF-
Anwendungen eingesetzt wird [5,27].
Ziel des vorliegenden Beitrags ist die Entwicklung eines
theoretisch fundierten und umfassenden Ansatzes fu¨r WF-
Typa¨nderungen und deren Propagation auf laufende WF-
Instanzen. Dazu sind zuna¨chst geeignete, u¨berpru¨fbare Kri-
terien erforderlich, durch deren Anwendung sich die Kon-
sistenz von WF-Instanzen auch bei ihrer Migration auf ein
gea¨ndertes WF-Schema sicherstellen la¨sst. Dabei mu¨ssen die
betroffenen WF-Instanzen (bzw. Ausschnitte davon) fu¨r eine
bestimmte Zeitspanne angehalten werden, um zu verhindern,
dass sie in ihrer Ausfu¨hrung weiterschreiten und deshalb der
Zustand, der als Grundlage fu¨r die Analysen herangezogen
wird, nicht mehr aktuell ist. Fu¨r die meisten Anwendungen
ist es jedoch nicht akzeptabel, dass die zu Analyse- und An-
passungszwecken no¨tigen Sperren auf laufenden Instanzen zu
lange gehalten werden. Deshalb stellen wir in diesem Bei-
trag erstmals einfacheKorrektheitspru¨fungen fu¨rWF-Instanz-
migrationen vor, die sich durch eine Minimierung der hierfu¨r
beno¨tigten Information und Reduzierung der Komplexita¨t er-
forderlicher Analysen auszeichnen.
Die effiziente Pru¨fung auf Vertra¨glichkeit ist jedoch nur
eine Seite der Medaille. Ebenso wichtig ist die Durchfu¨hrung
derMigrationen selbst.Wir diskutieren hierzu prinzipielle Lo¨-
sungsansa¨tze und stellen ein Verfahren vor, mit dem sich die
bei Instanzmigrationen notwendigen Zustandsanpassungen
automatisch und effizient vornehmen lassen. Dabei soll einer-
seits der Umfang erforderlicher Zustandsneubewertungen auf
einMinimum reduziertwerden, andererseits soll imAnschluss
wieder ein korrekterAusfu¨hrungszustand resultieren. Einwei-
teres wichtiges Anliegen dieses Beitrags ist, die vorgestellten
Analyseverfahren nicht auf einfache Basiskonstrukte einzu-
schra¨nken, sondern auch Instanzmigrationen in Verbindung
mit Schleifena¨nderungen und Datenflussanpassungen zu be-
trachten. Fu¨r all diese Fa¨lle werden wir in diesem Beitrag
einfach u¨berpru¨fbare, pra¨zise Bedingungen angeben.
Kapitel 2 behandelt wichtige Grundlagen, die fu¨r das wei-
tere Versta¨ndnis erforderlich sind. In Kapitel 3 definieren wir
Kriterien fu¨r die Vertra¨glichkeit von Instanzen mit einem ge-
a¨nderten Schema.Wir zeigen, unter welchenVoraussetzungen
diese erfu¨llt sind und wie sie sich effizient u¨berpru¨fen lassen.
Kapitel 4 behandelt dieMigration vertra¨glicherWF-Instanzen
auf ein gea¨ndertes Schema und diskutiert Strategien fu¨r den
Umgang mit nicht migrierbaren Fa¨llen. In Kapitel 5 verglei-
chenwir unserenAnsatz zuna¨chstmit generellenAlternativen,
bevor wir dann ausgewa¨hlte Ansa¨tze aus der Literatur disku-
tieren. Der Beitrag schließt mit einer Zusammenfassung und
einemAusblick.
2 Grundlagen
Den folgenden Betrachtungen legen wir das von uns ent-
wickelteADEPTWorkflow-Metamodell [29,31] zugrunde. Es
ist einerseits ausdrucksma¨chtig genug, um reale Prozesse ab-
bilden zu ko¨nnen [12], andererseits sind die beschreibbaren
WF-Schemata sowohl fu¨r Entwerfer als auch Anwender gut
versta¨ndlich. Modelliert werden ko¨nnen alle relevanten As-
pekte eines Arbeitsprozesses, wie Kontroll- und Datenflu¨sse,
Bearbeiterzuordnungen, zeitliche Abha¨ngigkeiten oder plan-
bare Abweichungen [6,30,31]. Daru¨ber hinaus hat sich das
ADEPT-Metamodell im Zusammenhang mit anderen wich-
tigen Aspekten, wie statischen und dynamischen Modell-
analysen [29], Ad-hoc- ¨Anderungen einzelner WF-Instanzen
[31] oder verteilter Ausfu¨hrung von Workflows [6] sehr gut
bewa¨hrt. Auch das Zusammenspiel dieser Aspekte haben wir
eingehend untersucht [7,19]. Wir werden im Folgenden dar-
legen, dass das ADEPT-Metamodell auch fu¨r die Evolution
vonWF-Schemata und die kontrollierteMigration von Instan-
zen gut geeignet ist.
2.1 WF-Modellierung und -Ausfu¨hrung
Die Spezifikation einesArbeitsprozesses erfolgt durch graphi-
scheModellierung desWF-Schemas. Dieses legt u.a. dieAus-
fu¨hrungsreihenfolgen und -bedingungen vonAktivita¨ten fest.
Intern werden solche Kontrollflu¨sse durch attribuierte WF-
Graphen repra¨sentiert, die sich durch unterscheidbareKnoten-
und Kantentypen auszeichnen. Dieser Ansatz erleichtert zum
einen die (effiziente)Analyse vonWF-Schemata, zumanderen
ist er fu¨r die interpretativeAusfu¨hrung derWF-Graphen nu¨tz-
lich [29]. Zur formalen Repra¨sentation eines Schemas S und
zur pra¨zisen Definition von Schemaa¨nderungen verwenden
wir eine mengenbasierte Darstellung S = (N, E, ...),
wobei N die Knotenmenge und E die Kantenmenge von S
beschreibt.
Jeder Kontrollkante e wird ein Kantentyp ET(e) aus
EdgeTypes = {CONTROL E, SYNC E, LOOP E}
zugeordnet. Dabei definiert CONTROL E „normale”
Reihenfolgebeziehungen, SYNC E „wartet-auf”-Be-
ziehungen zwischen Aktivita¨ten paralleler Ablaufzweige
und LOOP E Schleifenru¨ckspru¨nge [31]. Des Weiteren
besitzt jeder Knoten n einen Typ NT(n) aus der Menge
NodeTypes = {STARTFLOW, ENDFLOW, ACTIVITY,
STARTLOOP, END-LOOP, AND-Split, AND-Join,
XOR-Split, XOR-Join}. Auf Grundlage dieser Modell-
elemente ko¨nnen Sequenzen, Parallel-Verzweigungen
(AND-Split, AND-Join), Alternativ-Verzweigungen
(XOR-Split, XOR-Join) und Schleifen (STARTLOOP,
ENDLOOP) modelliert werden. In unserem Ansatz erfolgt
dies u¨ber ein Blockkonzept, das wir auch in diesem Bei-
trag verwenden. Die angestellten Betrachtungen lassen
sich unter gewissen Voraussetzungen aber auch auf andere
WF-Ausfu¨hrungsmodelle u¨bertragen.
Ausgehend von einem WF-Schema S ko¨nnen neue WF-
Instanzen erzeugt und gestartet werden. Damit derWF-Server
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c) Ablaufhistorien: 
Ablaufhistorie  
(I1 auf S): 
... 
START(A), END(A), 
START(B), END(B), 
START(C) 
 
 
 
 
Ablaufhistorie 
(I2 auf S): 
... 
START(A), END(A), 
START(B), END(B),  
START(D), END(D), 
START(C), END(C), 
START(E), END(E), 
 
a) Modellierungszeit 
WF-Schema S: 
b) Ausführungszeit 
WF-Instanz I1: 
A
B
D
C
E
F … 
… 
WF-Instanz I2: 
A
B
D
C
E
F
… 
… 
ET = EdgeType 
NT = NodeType 
… A 
B 
D 
C 
E
F …
ET=CONTROL_E 
NT=AND-Split NT=AND-Join 
Knotenzustände  Kantenzustände 
      NS = ACTIVATED      ES = TRUE_SIGNALED 
      NS = RUNNING 
                    NS = COMPLETED                   
Abb. 1.Modellierung und Ausfu¨hrung von Workflows in ADEPT
die fu¨r eine bestimmte Instanz zur Ausfu¨hrung anstehenden
Aktivita¨ten ermitteln kann, beno¨tigt er entsprechende Zu-
standsinformationen. Dazu werden auf Instanzebene jedem
Knoten n und jeder Kante e Zustandsmarkierungen NS(n)
bzw. ES(e) zugeordnet. Ihre Festlegung erfolgt nach wohl
definierten Regeln (siehe spa¨ter), wobei die Markierungen
durchlaufener Bereiche (mit Ausnahme von Schleifenru¨ck-
spru¨ngen) erhalten bleiben. Zusa¨tzlich werden Knoten und
Kanten der Ablaufpfade, die nicht mehr durchlaufen werden,
als abgewa¨hlt markiert.1 Der Zustand einer einzelnen Akti-
vita¨t ist initial NOT ACTIVATED und geht bei ihrer Aktivie-
rung in ACTIVATED u¨ber. Bei manuellen Aktivita¨ten wer-
den dann entsprechende Arbeitsauftra¨ge in die Arbeitslisten
potenzieller Bearbeiter eingetragen. Wird eine aktivierte Ak-
tivita¨t zur Bearbeitung ausgewa¨hlt und gestartet, geht sie in
den Zustand RUNNING u¨ber. Dabei werden entsprechende
Arbeitsauftra¨ge aus den Arbeitslisten anderer Benutzer ent-
fernt. Bei erfolgreicher Beendigung erha¨lt die Aktivita¨t den
Status COMPLETED. Steht dagegen fest, dass sie in der Folge
nicht mehr ausfu¨hrbar ist, wird ihr der Zustand SKIPPED zu-
gewiesen. Kanten wird initial der Zustand NOT SIGNALED
zugeordnet. Im Verlauf der Ausfu¨hrung werden sie entweder
mit TRUE SIGNALED oder FALSE SIGNALED markiert.
Grundlegend ist auch die Ablaufhistorie einerWF-Instanz
(vgl. Abb. 2), in welcher unter anderem Informationen zum
Start und Ende vonAktivita¨ten protokolliert werden. Pra¨ziser
ausgedru¨ckt, schreibt jede Aktivita¨t beim ¨Ubergang in den
Zustand RUNNING einen Starteintrag, beim ¨Ubergang in den
Zustand COMPLETED einen Endeintrag in dieAblaufhistorie.
2.2 Definition und ¨Anderung von WF-Schemata
Eine zentrale Forderung bei der Erstellung und ¨Anderung von
WF-Schemata ist, dass die Korrektheit und Konsistenz von
Schema- und Instanzdaten zu jedem Zeitpunkt gewa¨hrleistet
sind. Zu diesem Zweck fu¨hrt das ADEPT-WfMS schon zur
Modellierzeit eine Vielzahl an Korrektheitspru¨fungen durch.
1 Aufgrund der Struktureigenschaften von ADEPT WF-Graphen
ko¨nnen die aktuellen Knotenmarkierungen einer WF-Instanz auch
aus den Zusta¨nden der gerade bearbeiteten Aktivita¨ten sowie den
Verzweigungsentscheidungen bereits beendeter XOR-Split- und
Schleifenendknoten abgeleitet werden.
Insbesondere mu¨ssen sowohl fu¨r laufende als auch fu¨r zu-
ku¨nftige WF-Instanzen unerwu¨nschte Effekte wie Daten-
Inkonsistenzen,Verklemmungen oder fehlerhafteAufrufe von
Aktivita¨tenprogrammen ausgeschlossen werden [29]. Not-
wendige Voraussetzung hierfu¨r ist, dass nach Modifikation
eines (korrekten) Quell-Schemas S wieder ein korrektes Ziel-
Schema S’ resultiert. Fu¨r diesen statischen Fall wird zuna¨chst
nur die korrekte Transformation des WF-Schemas (ohne In-
stanzen) betrachtet. Sie bildet nicht denFokus dieserArbeit, ist
aber eine wichtige Voraussetzung fu¨r die korrekte Migration
von Instanzen.
In unseremAnsatz kommen wir dem nach, indem derMo-
dellierer auf semantisch hoher Ebene ein WF-Schema S mit-
tels eines syntaxgesteuertenWF-Editors sowie einer vollsta¨n-
digenMenge vonModifikationsoperationen (z. B. fu¨r das Ein-
fu¨gen einer Aktivita¨t zwischen zwei Knotenmengen oder das
Lo¨schen von Schleifenblo¨cken) korrekt aba¨ndern kann [31,
29]. Die Korrektheit fu¨r den statischen Fall wird durch for-
maleVor- undNachbedingungen inBezug auf dieAnwendung
dieser ¨Anderungsoperationen sichergestellt. Intern lassen sich
solche Operationen auf einfache Einfu¨ge- und Lo¨schopera-
tionen von Knoten und Kanten abbilden, so dass wir uns in
diesem Beitrag weitgehend auf diese Elementaroperationen
beschra¨nken werden.
3 Effiziente Vertra¨glichkeitspru¨fungen
bei ¨Anderungen des WF-Schemas
Fokus dieses Abschnitts bildet die grundlegende Frage, an-
hand welcher Informationen das WfMS u¨berpru¨fen soll, ob
¨Anderungen eines WF-Schemas korrekt auf laufende WF-
Instanzen propagiert werden ko¨nnen. Dazu definieren wir in
Abschnitt 3.1 ein allgemeingu¨ltiges, formales Kriterium zur
Feststellung der Vertra¨glichkeit von WF-Instanzen mit einem
gea¨nderten WF-Schema. Wie sich dieses Kriterium in der
Praxis effizient u¨berpru¨fen la¨sst, zeigen die Abschnitte 3.2
(fu¨r Kontrollfluss- ¨Anderungen) und 3.3 (fu¨r Datenfluss- ¨An-
derungen).
Wie das nachfolgende Beispiel zeigt, darf eine ¨An-
derungspropagation niemals unkontrolliert erfolgen. Anson-
sten ko¨nnen im Verlauf der weiteren WF-Ausfu¨hrung ernst-
hafte Probleme wie Verklemmungen oder fehlerhafte Akti-
vita¨tenprogrammaufrufe resultieren.
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Abb. 2.Schema- und Instanzverwal-
tung in WfMS (vereinfacht)
Beispiel In das Schema S aus Abb. 3a werden zwei neue
Schritte und eine Datenabha¨ngigkeit zwischen ihnen ein-
gefu¨gt, so dass wieder ein korrektes Schema S’ resul-
tiert. Abb. 3b zeigt von S abgeleitete Instanzen I1 und
I2. Bei Propagierung der Schemaa¨nderung auf I1 wu¨rde
der Schritt Allergietest durchfu¨hren in einen be-
reits durchlaufenen Bereich eingefu¨gt, wodurch dasAusgabe-
datum Allergietyp vorAktivierung des datenabha¨ngigen
Schritts Arznei verordnen nicht mehr geschrieben wer-
denko¨nnte. Liest die neu eingefu¨gteAktivita¨tArznei ver-
ordnen dieses Datum obligat, bleiben Eingabeparameter
des zugeordneten Aktivita¨tenprogramms unversorgt, was zu
schwerwiegenden Konsequenzen fu¨hren kann (z. B. Pro-
grammabstu¨rze). Fu¨r I2 dagegen ko¨nnte Allergietest
durchfu¨hren dasAusgabedatum schreiben, so dass dieAk-
tivita¨t Arznei verordnen korrekt versorgt werden kann.
3.1 Vertra¨glichkeit von WF-Instanzen
mit dem gea¨nderten WF-Schema
Angenommen auf Typebene wird nun ein korrektes WF-
Schema S in ein wiederum korrektes Schema S’ transfor-
miert. Dann du¨rfen die vorgenommenen ¨Anderungen nur dann
auf eine Instanz I von S propagiert werden, wenn I auch
auf Grundlage von S’ korrekt ausfu¨hrbar ist, d.h. wenn die
WF-Instanz I - entsprechend ihrem bisherigen Verlauf - auch
gema¨ß S’ ausgefu¨hrt ha¨tte werden ko¨nnen und dabei die-
selben Effekte auf WF-Variablen (bzw. WF-Daten) bewirkt
ha¨tte (insbesondere darf es infolge einer Migration nicht zu
einer „Verfa¨lschung” der Vergangenheit kommen). Wir nen-
nen I dann vertra¨glich mit S’.
Die spannende Frage ist nun, unter welchen Bedingun-
gen fu¨r WF-Instanzen zuverla¨ssige Vertra¨glichkeitsaussagen
getroffen werden ko¨nnen und welche Informationen fu¨r ent-
sprechende ¨Uberpru¨fungen (minimal) beno¨tigt werden. Intui-
tiv ist klar, dass man hierfu¨r gewisse Daten zum bisherigen
Verlauf derWF-Ausfu¨hrung beno¨tigt. ImADEPT-WfMSwer-
den, wie in einigen anderen Ansa¨tzen auch, Informationen
zum Start und Ende von Aktivita¨tenbearbeitungen in einer
Ablaufhistorie verwaltet, die u.a. auch fu¨r das korrekte Ru¨ck-
setzen vonWF-Instanzen im Fehlerfall genutzt wird. Bei Ver-
wendung der Ablaufhistorie A einer WF-Instanz I kann Ver-
tra¨glichkeit mit dem gea¨nderten WF-Schema S’ zugesichert
werden, wenn A auch bei Ausfu¨hrung auf S’ erzeugbar ge-
wesen wa¨re. Formal:
Definition 3.1 (Vertra¨glichkeits-Kriterium). Sei S =
(N,E, ...) ein korrektes WF-Schema und I eine davon abge-
leiteteWF-Instanz mit AblaufhistorieA =< e0, . . . , et > und
MarkierungMt; e0, . . . , et entsprechen dabei den Start-/End-
ereignissen zu laufenden bzw. beendetenAktivita¨ten, deren se-
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quenzielleAnwendungauf I dieWF-Instanz von ihrerAnfangs-
markierungM0, u¨ber ZwischenmarkierungenM1, . . . ,Mt−1,
in ihre aktuelle MarkierungMt u¨berfu¨hrt hat (kurz:M0[e0 >
M1[e1 > . . .Mt−1[et > Mt).2
S werde nun durch eine ¨Anderung ∆ auf das (korrekte)
WF-Schema S’transformiert. SeiM ′t die Markierung des Aus-fu¨hrungsgraphen von I, der sich ergibt, wenn ∆ auf I pro-
pagiert wird und anschließend eine Neubewertung des Zu-
stands des Ausfu¨hrungsgraphen (nach wohl definierten Re-
geln) durchgefu¨hrt wird. Dann ist I genau dann vertra¨glich
mit S’, wenn dieselbe Folge von Ereignissen e0, . . . , et, aus-
gehend von einer AnfangsmarkierungM ′0, auf WF-Schema S’
anwendbar ist und im Anschluss wieder die konsistente Mar-
kierungM ′t resultiert. Formal:
I ist vertra¨glich mit S’ :⇔M ′0[e0 >, . . . , [et > M ′t
Beispiel (Vertra¨glichkeits-Kriterium). Fu¨r Instanz I1 in
Abb. 3b ist der Schritt Patient aufkla¨ren beendet
und der Schritt Patient untersuchen gestartet. Dem-
entsprechend entha¨lt die Ablaufhistorie Informationen zum
Start bzw. Ende dieser Aktivita¨ten. Wird nun auf Schema-
ebene die Aktivita¨t Allergietest durchfu¨hren vor
Patient vorbereiten eingefu¨gt, ko¨nnte fu¨r I1 die bis-
herigeAblaufhistorie nicht mehr auf dem gea¨nderten Schema
S’ erzeugt werden. Damit ist I1 nicht vertra¨glich mit S’ und
kann demzufolge nicht auf S’ migriert werden. Im Falle von
Instanz I2 sind noch keine Eintra¨ge in die Ablaufhistorie ge-
schrieben worden, so dass I2 vertra¨glich mit S’ ist.
Obiges Kriterium ist unabha¨ngig vom verwendeten WF-
Ausfu¨hrungsmodell und bildet deshalb eine gute Ausgangs-
basis fu¨r unsere weiteren Betrachtungen. Insbesondere kann
eine WF-Instanz, die gema¨ß dieser Definition vertra¨glich mit
einem gea¨nderten WF-Schema ist, problemlos migriert wer-
den. Daru¨ber hinaus bleiben orthogonale Systemfunktionen
(z.B. semantisches Rollback) unvera¨ndert bestehen, eine
Eigenschaft, die fu¨r die Implementation adaptiver WfMS es-
senziell ist. Jedoch stellt sich die Frage, wie sich fu¨r (eine
große Zahl von)WF-InstanzenVertra¨glichkeit mit dem neuen
Schema effizient feststellen la¨sst. Obwohl es in der Literatur
bereits einigeVorschla¨ge fu¨r die Evolution vonWF-Schemata
gibt (z.B. [9,22,24,34,37]) findet man hierzu – von einigen
Ausnahmen abgesehen (z.B. [24]) – keine detaillierten Aus-
sagen. Ebenso wenig wurde bisher versucht, den Umfang der
notwendigen ¨Uberpru¨fungen und der hierfu¨r beno¨tigten Da-
ten geeignet einzuschra¨nken, etwa durch Einbeziehung der
speziellen Semantik von ¨Anderungsoperationen (z.B.Vertra¨g-
lichkeit bei Einfu¨ge- undLo¨schoperationen) oder durch geeig-
nete Verdichtung von Informationen aus der Ablaufhistorie.
Schließlich ist bei vielen Ansa¨tzen unklar, wie fu¨r vertra¨gli-
che Instanzen die Migration auf das neue Schema konkret er-
folgen soll. In der Praxis fu¨hrt dies dazu, dass die vorgeschla-
genen Lo¨sungskonzepte zu restriktiv sind, sich zu komplex fu¨r
Benutzer darstellen oder aber zu „lu¨ckenhaften” Implemen-
tierungen fu¨hren. So werden von einigen Ansa¨tzen viele WF-
Instanzen von einer Migration ausgeschlossen, fu¨r die eine
¨Anderungspropagation problemlos mo¨glich wa¨re (etwa bei
¨Anderungen inVerbindung mit Schleifen). EinigeAnsa¨tze re-
duzieren die Komplexita¨t dadurch, dass sie auf bestimmte, fu¨r
2 Mi[ei > Mi+1 bedeutet, dassMi durchAnwendung des Ereig-
nisses ei inMi+1 u¨berfu¨hrt wird.
die Praxis wichtige Modellelemente (z.B. Schleifen) ga¨nzlich
verzichten. Entsprechend eingeschra¨nkt ist ihr Einsatzspek-
trum.
Definition 3.1 bildet die formale Grundlage fu¨r die nach-
folgenden Betrachtungen. Allerdings wa¨re es naiv, fu¨r jede
Instanz zu untersuchen, ob ihre komplette Ablaufhistorie auf
dem gea¨nderten WF-Schema „nachgespielt” werden kann.
Der Umfang dieser Historie kann bereits fu¨r einzelne Instan-
zen sehr groß sein. So mu¨ssen alle relevanten Ereignisse (z.B.
zum Start und zur Beendigung von Aktivita¨ten) protokol-
liert werden (vgl. Abb. 6). Daneben umfasst ein Historienein-
trag auch Informationen zu Bearbeitern oder Zeitpunkten. Sie
werden beno¨tigt, um im Fehlerfall ein korrektes Ru¨cksetzen
derWF-Instanz in einen fru¨heren Bearbeitungszustand durch-
fu¨hren zu ko¨nnen. Die Historiengro¨ße kann in Verbindung
mit Schleifen betra¨chtlich sein, da fu¨r jede Iteration die Infor-
mationen zurAusfu¨hrung der Schleifen-Aktivita¨ten protokol-
liert werden. Daru¨ber hinaus wird die Ablaufhistorie in den
meisten WfMS nicht im Hauptspeicher gehalten, sondern auf
Externspeicher ausgelagert (sieheAbb. 2).Dies ist in derRegel
ausreichend, da Zugriffe auf die komplette Ablaufhistorie nur
in Verbindung mit eher seltenen Operationen (z.B. Rollback,
Crash-Recovery) erforderlich sind.
Nachfolgend zeigen wir, dass fu¨r Vertra¨glichkeitspru¨-
fungen in der Regel nicht die kompletten Historiendaten
notwendig sind, sondern in der Mehrzahl der Fa¨lle wesent-
lich weniger Informationen ausreichen. DesWeiteren werden
wir im Zusammenhang mit Schleifen sehen, dass hier Infor-
mationen zu aktuellen Knotenmarkierungen fu¨r die Vertra¨g-
lichkeitspru¨fungen genu¨gen, d.h. auf Historiendaten fru¨herer
Schleifeniterationenmuss beiVertra¨glichkeitspru¨fungen nicht
zuru¨ckgegriffen werden. Dies ist fu¨r die Implementierung ad-
aptiver WfMS sehr hilfreich.
In den Abschnitten 3.2 und 3.3 stellen wir einfach
u¨berpru¨fbare Vertra¨glichkeitsbedingungen vor, die auf Mar-
kierungsinformationen basieren, so dass bei der ¨Anderungs-
propagation aufwa¨ndige Zugriffe auf die komplette Ablauf-
historie entfallen. Außerdem werden zum ersten Mal auch
¨Anderungen auf Schleifen und Datenflu¨ssen systematisch be-
trachtet.
3.2 Vertra¨glichkeit bei Kontrollflussa¨nderungen
Gegeben sei ein korrektesWF-Schema Smit davon abgeleite-
ten, laufendenWF-Instanzen I1,. . .,In. S werde durch eine
¨Anderung∆ auf ein korrektes WF-Schema S’ transformiert.
Wir wollen zeigen, dass die Vertra¨glichkeit einer WF-Instanz
Ik mit S’ zugesichert werden kann, wenn Ik vor der Migra-
tion bestimmte Zustandsmarkierungen aufweist. Dadurch ga-
rantieren wir die Konsistenz der betroffenenWF-Instanz auch
nach Propagation der Schemaa¨nderungen.Wir werden zeigen,
dass solche Vorbedingungen – ganz abgesehen vom Umfang
der beno¨tigten Informationen – einfach und effizient u¨berpru¨f-
bar sind. Aus Darstellungsgru¨nden unterscheiden wir im Fol-
genden zwischen azyklischen WF-Graphen (Graphklasse 1)
und WF-Graphen mit Schleifen (Graphklasse 2), wobei fu¨r
Letztere das Vertra¨glichkeitskriterium aus Def. 3.1 noch we-
niger restriktiv gestaltet werden muss. Dabei beschra¨nken wir
uns zuna¨chst auf Kontrollflussaspekte und klammern Daten-
flu¨sse zwischen Aktivita¨ten (siehe Abschnitt 3.3) noch aus.
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Zusa¨tzlich differenzierenwir zwischen additiven, subtraktiven
und ordnungsvera¨ndernden Operationen, um pra¨zise ange-
ben zu ko¨nnen, welche Informationen fu¨rVertra¨glichkeitspru¨-
fungen jeweils beno¨tigt werden.
3.2.1 WF-Graphen ohne Schleifen (Graphklasse 1)
Fu¨rWF-Graphen der Klasse 1 lassen sich sequenzielle, paral-
lele und alternative Ausfu¨hrungspfade modellieren. Beispiele
zeigen Abb. 1 und 4. Bei Verwendung von XOR-Verzwei-
gungen wird es Pfade geben, fu¨r die sich bei der Ausfu¨h-
rung (z.B. abha¨ngig von WF-relevanten Daten) ergibt, dass
sie nicht bearbeitet werden sollen. Sie werden entsprechend
alsSKIPPEDmarkiert. Beispielsweise wurde beiAusfu¨hrung
von Instanz I1 in Abb. 4b der Pfad mit Selektions-Code sc1
gewa¨hlt3 (vgl. Historie aus Abb. 4c), weshalb die Aktivita¨ten
der anderenAblaufzweige (D, E, F und G) als SKIPPEDmar-
kiert sind. Wichtig ist, dass solche Aktivita¨ten keine Eintra¨ge
in die Ablaufhistorie schreiben, was durch Abb. 4c illustriert
wird.
Tabelle 1 zeigt fu¨r additive und subtraktive ¨Anderungen,
welche formalen Bedingungen erfu¨llt sein mu¨ssen, damit ei-
neWF-Instanz I vertra¨glich mit dem gea¨ndertenWF-Schema
S’ ist. Dabei wird vorausgesetzt, dass das aus der ¨Anderung
hervorgegangene WF-Schema S’ korrekt ist, insbesondere
muss S’ wieder einVertreter der Graphklasse 1 sein.Wir dis-
kutieren die angegebenen Bedingungen und ihre Vorzu¨ge im
Folgenden anhand von Beispielen, verzichten aus Platzgru¨n-
den aber weitgehend auf formale Darstellungen und Beweise
(siehe [33]).
a) Additive ¨Anderungsoperationen. Gegeben sei ein WF-
Schema der Graphklasse 1 und eine WF-Instanz I auf S. S
werde durch Einfu¨gen einer Aktivita¨t oder Hinzunahme ei-
ner Kontroll- bzw. Sync-Kante in das WF-Schema S’ (der
Graphklasse 1) transformiert. Bei Einfu¨gen einer Aktivita¨t
kommen zusa¨tzlich Kontrollabha¨ngigkeiten hinzu, um diese
Aktivita¨t in denWF-Kontext einzubetten. Tabelle 1.1 fasst zu-
sammen, unter welchen Bedingungen I vertra¨glich mit S’
ist. Hieraus geht auch pra¨zise hervor, welche Markierungen
oder Historiendaten fu¨r die Vertra¨g¨lichkeitspru¨fung beno¨tigt
werden. Beim Einfu¨gen von Aktivita¨ten kann Vertra¨glichkeit
demnach zugesichert werden, wenn sich die (direkten) Nach-
folger des neu eingefu¨gtenSchrittsninsert aktuell in einemder
3 In ADEPT kann ein Selektions-Code von einem Aktivita¨ten-
programm geliefert werden, er kann aber auch Ergebnis einer
Pra¨dikatevaluation sein (entsprechende Pra¨dikate sind dann dem
XOR-Splitknoten zugeordnet).
beiden Zusta¨nde ACTIVATED oder NOT ACTIVATED befin-
den. Knoten im Zustand NOT ACTIVATED sind generell un-
problematisch. Bereits aktivierte Knoten werden zwar schon
in Arbeitslisten zur Auswahl angeboten, sind aber noch nicht
gestartet worden. Insbesondere haben sie noch keine Eintra¨ge
in die Historie geschrieben, so dass sie bei Bedarf problemlos
aus den Arbeitslisten entfernt werden ko¨nnen.
Bei alternativenAblaufzweigen kannVertra¨glichkeit auch
fu¨r den Fall zugesichert werden, dass ein direkter Vorga¨nger
oder Nachfolger (oder beide) von ninsert im Quell-Schema S
aktuell dieMarkierungSKIPPED besitzt oderninsert in einen
leeren Teilzweig, dessen Kante als FALSE SIGNALED mar-
kiert wurde, eingefu¨gt wird. Fu¨rAktivita¨ten, die alsSKIPPED
markiert sind, werden in der Historie keine Eintra¨ge proto-
kolliert. Damit hat das Einfu¨gen von Knoten in abgewa¨hlte
Teilzweige keinen Effekt auf die Vertra¨glichkeit einer WF-
Instanz mit dem neuen WF-Schema. Beispielsweise kann fu¨r
I2 aus Abb. 4b eine neue Aktivita¨t X ohne Probleme vor C
eingefu¨gt werden. Der Status von X wird dann ebenfalls als
SKIPPED bewertet, so dass sich die Historie ausAbb. 4c auch
auf dem gea¨nderten Schema erzeugen la¨sst.
Fu¨r das Einfu¨gen einer Kontroll-/Sync-Kante kann man
Vertra¨glichkeit zusichern,wennderZielknoten derKante noch
nicht gestartet wurde (vgl. Tab. 1.1). In Abb. 1b etwa kann
D → C nicht in I1 eingefu¨gt werden, da sich C bereits im
Zustand RUNNING befindet, der Knoten D aber noch nicht
beendet wurde. Dies ist auch aus der Historie von I1 (vgl.
Abb. 1c) ersichtlich: C hat seinen Starteintrag geschrieben,
ohne dass ein Eintrag zu D existiert. Folglich la¨sst sich die-
se Historie auf dem gea¨nderten Schema nicht mehr erzeugen.
Jedoch ko¨nnen Kontroll- und Sync-Kanten auch noch dann
in eine WF-Instanz eingefu¨gt werden, wenn ihr Quell- und
Zielknoten bereits beendet sind, diese aber ihre Historienein-
tra¨ge in der Reihenfolge der neuen Kontrollabha¨ngigkeit ge-
schrieben haben. Zur Feststellung sind allerdings gewisse In-
formationen aus derAblaufhistorie no¨tig. Eine Einfu¨gung von
D → C in I2 etwa ist mo¨glich. Zwar besitzen hier so-
wohl Quell- als auch Zielknoten den Status COMPLETED, je-
doch haben C und D ihre Historieneintra¨ge in der „richtigen”
Reihenfolge geschrieben (siehe Abb. 1c).
Das Einfu¨gen einer Sync-Kante nsrc → ndest zwischen
bisher parallel ausfu¨hrbaren Knoten nsrc und ndest ist un-
kritisch (vgl. Tab. 1.1), solange der Zielknoten ndest einen der
Zusta¨ndeNOT ACTIVATED, ACTIVATED oderSKIPPED
besitzt. Grund ist, dass ndest in diesem Fall (noch) keinen
Historieneintrag geschrieben hat. Andernfalls gilt NS(ndest)
∈ {RUNNING, COMPLETED} und dieVertra¨glichkeit von I
mit dem neuen Schema ist nicht immer gewa¨hrleistet. Dies ist
184 S. Rinderle et al.: Effiziente Vertra¨glichkeitspru¨fung und automatische Migration von Workflow-Instanzen
 
a) WF-Schemaebene: 
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Ablaufhistorie (I2 auf S): 
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Abb. 4.WF-Graph mit Parallel- und Alternativ-Verzweigung (Graphklasse 1)
Tabelle 1. ¨Anderungsoperationen fu¨r Graphklasse 1
a) Additive ¨Anderungsoperationen(Graphklasse 1)
Einfu¨gen von Eine Instanz I mit Historie A ist vertra¨glich mit S’⇔
Aktivita¨tenknoten [∀ n ∈ {x ∈ N | ninsert → x ∈ E’}: NS(n) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED}] ∨
ninsert [ninsert wird in einen abgewa¨hlten Teilzweig einer XOR-Verzweigung eingefu¨gt]
Kontrollkante NS(ndest) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED} ∨
nsrc → ndest [NS(nsrc) = COMPLETED ∧ NS(ndest) ∈ {RUNNING, COMPLETED}) mit
(∃ei = END(nsrc), ej = START(ndest) ∈ A ∧ i < j)]
Sync-Kante NS(ndest) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED} ∨
nsrc → ndest (NS(nsrc) = COMPLETED ∧ NS(ndest) ∈ {RUNNING, COMPLETED}) mit
(∃ei = END(nsrc), ej = START(ndest) ∈ A ∧ i < j)) ∨
(nsrc und ndest (NS(nsrc) = SKIPPED ∧ NS(ndest) ∈ {RUNNING, COMPLETED}) mit
bisher parallel ∀ n ∈ Ncritical mit NS(n) = SKIPPED:
angeordnet) ∃ei = START(ndest), ej = END(n) ∈ A mit j < i),
wobei Ncritical = (c pred∗(S, nsrc) ¬ c pred∗(S, ndest))
(c pred∗(S, n) bezeichnet dabei die Menge aller direkten und indirekten Vorga¨ngerknoten
von n bzgl. Kanten des Typs CONTROL E imWF-Schema S)
b) Subtraktive ¨Anderungsoperationen (Graphklasse 1)
Lo¨schen von Eine Instanz I ist vertra¨glich mit S’⇔
Aktivita¨tenknoten NS(ndelete) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED}
ndelete ∈ N
Kontroll- oder
Sync-Kante keine Bedingung
nsrc → ndest
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Abb. 5.Verschieben von Aktivita¨ten
nur der Fall, wenn nsrc bereits beendet ist und seinen Endein-
trag in der Historie vor dem Starteintrag von ndest geschrie-
ben hat. Gilt dagegen NS(nsrc) = SKIPPED, ist I nur dann
vertra¨glich mit S’, wenn alle Vorga¨ngerknoten von nsrc mit
Status ungleich SKIPPED ihre Endeintra¨ge in der Ablauf-
historie vor dem Starteintrag von ndest geschrieben haben.
b) Subtraktive ¨Anderungsoperationen. Fu¨r subtraktive ¨An-
derungen, bei denen Aktivita¨ten bzw. Kanten aus dem WF-
Schema gelo¨schtwerden, sindVertra¨glichkeitspru¨fungen voll-
sta¨ndig auf Grundlage von Zustandsmarkierungen durch-
fu¨hrbar. Intuitiv ist klar, dass man nur solche Aktivita¨ten lo¨-
schen darf, die noch keinen Historieneintrag geschrieben ha-
ben (vgl. Tab. 1.2). Bei nicht aktiviertenKnoten sind keineAn-
passungen notwendig, ansonsten mu¨ssen ggf. Arbeitslisten-
eintra¨ge gelo¨scht werden, bevor mit derWF-Kontrolle fortge-
fahren werden kann. Lo¨scht man bspw. Knoten D (mit Status
ACTIVATED) aus Instanz I1 in Abb. 1b, kann die Historie
aus Abb. 1c auch auf dem gea¨nderten Schema erzeugt wer-
den. Allerdings mu¨ssen bei Migration von I1 auf das neue
Schema die bisherigen Eintra¨ge zu D aus Arbeitslisten ent-
fernt werden. Da eine als SKIPPED markierte Aktivita¨t kei-
nen Historieneintrag geschrieben hat, ist hier das Lo¨schen im-
mer unkritisch. So hat in Abb. 4b die als SKIPPEDmarkierte
Aktivita¨t E von I1 keinen Historieneintrag geschrieben (vgl.
Abb. 4c). Damit kann dieseHistorie auch auf demWF-Schema
erzeugt werden, das sich nach Lo¨schen von E ergibt. BeimLo¨-
schen von Kanten werden Reihenfolgebeziehungen zwischen
Aktivita¨ten aufgehoben, so dass bzgl. Vertra¨glichkeit keine
Status-Bedingungen gestellt werden mu¨ssen.
c) Ordnungsvera¨ndernde Operationen. Wir betrachten nun
ordnungsvera¨ndernde Operationen als eine spezielle, fu¨r die
Praxis sehr wichtigeArt vonWF-Graphtransformationen. Sie
a¨ndern die Anordnungsbeziehungen zwischen Aktivita¨ten-
knoten, ohne dass die Knotenmenge selbst modifiziert wird.
Entsprechende ¨Anderungen werden etwa notwendig, wenn
die Bearbeitungsreihenfolge von Knoten vertauscht werden
soll oder - allgemeiner - wenn ein Knoten von seiner aktuel-
len Position im WF-Graphen an eine andere Stelle verscho-
ben werden soll. Prinzipiell kann man ordnungsvera¨ndernde
Operationen auf eine Menge elementarer Kanteneinfu¨ge- und
Kantenlo¨schoperationen zuru¨ckfu¨hren.
Beispiel (Verschieben von Aktivita¨ten). Schema S in Abb. 5
umfasst sequenziell angeordnete Aktivita¨ten A, B, C, D
und E. Im Folgenden wird eine parallele Anordnung von B
und D gewu¨nscht, wie im Zielschema dargestellt. Dazu muss
D zuna¨chst aus seinem Kontext imWF-Graphen herausgelo¨st
werden (Entfernen von C → D und D → E). Anschließend
wird D durch Einfu¨gen der Kontrollkanten A → D, D → C
und C → E parallel zum Knoten B angeordnet.
Kantenlo¨schoperationen sind, wie bereits gezeigt, un-
kritisch, da bestehende Reihenfolgebeziehungen zwischen
Aktivita¨ten aufgelo¨st werden. Beispielsweise besteht nach
Entfernen der Kontrollkanten C → D und D → E inAbb. 5
keine Reihenfolgebeziehung mehr zwischen diesen Kno-
ten. Kanteneinfu¨geoperationen haben keine Auswirkung auf
die Vertra¨glichkeit von WF-Instanzen mit dem neuen WF-
Schema, wenn sie Reihenfolgebeziehungen zwischen Akti-
vita¨ten festlegen, die schon im Quellschema S bestanden oder
(transitiv) auch im Zielschema S’ weiterhin gelten. Ein Bei-
spiel hierfu¨r ist das Einfu¨gen von C → E in Abb. 5, da C
bereits fu¨r Instanzen des Schemas S immer vor E ausge-
fu¨hrt wird. Kritisch sind nur solche Einfu¨geoperationen, die
neue Reihenfolgebeziehungen zwischen Aktivita¨ten definie-
ren, die in S noch nicht enthalten waren, jedoch fu¨r das Ziel-
schema S’ gelten. In Abb. 5 wird z.B. durch Einfu¨gen von
D → C eine neue Reihenfolgebeziehung festgelegt, was die
Beachtung des Status von C erfordert. Im Allgemeinen er-
geben sich die Voraussetzungen fu¨r die Vertra¨glichkeit von I
mit S’ durch Aggregation der entsprechenden Bedingungen
der angewandten Elementaroperationen. Formal:
Instanz I von S mit Historie A ist vertra¨glich mit S’
⇔
∀ e = nsrc → ndest ∈AddedEdges:4
NS(ndest) ∈ {NOT ACTIVATED, ACTIVATED} ∨
(NS(ndest) ∈ {RUNNING, COMPLETED} ∧
NS(nsrc) = COMPLETED ∧
((∃ ei = END(nsrc), ej = START(ndest)) ∈ A ∧
i < j))
Ein Beweis hierzu findet sich in [33]. Ordnungsvera¨ndern-
de Operationen sind ein Beispiel fu¨r komplexe ¨Anderungen,
die sich aus der Hintereinanderausfu¨hrung von Elementar-
operationen ergeben. Sind die geforderten Vertra¨glichkeits-
bedingungen fu¨r die Einzeloperationen erfu¨llt, gilt dies auch
fu¨r die komplexe Gesamtoperation.
3.2.2 WF-Graphen mit Schleifen (Graphklasse 2)
Im Folgenden erweitere Graphklasse 2 die Graphklasse 1
um die Mo¨glichkeit zur Definition von Schleifen. In ADEPT
bildet jede Schleife eines WF-Graphen einen Kontrollblock
mit eindeutigen Start- und Endknoten, die u¨ber eine Schlei-
fenru¨cksprungkante verknu¨pft sind. Schleifenblo¨cke ko¨nnen
geschachtelt sein. Modellintern werden sie durch speziel-
le Knoten- und Kantentypen (START LOOP, END LOOP,
LOOP EDGE) repra¨sentiert (vgl. Abb. 7). Durch die Unter-
scheidbarkeit zwischen „normalem” Fortschritt im Kontroll-
fluss und Schleifenru¨ckspru¨ngen ist es insbesondere mo¨g-
lich, „gewu¨nschte” Zyklen von „unerwu¨nschten” Zyklen, de-
ren Auftreten zur Laufzeit zu Verklemmungen fu¨hrt, zu un-
terscheiden. Außerdem ist zur Laufzeit einfach zu ermitteln,
4 Menge der in S’ neu hinzugekommenen Kanten
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 Ablaufhistorie einer Instanz (basierend auf S): 
… 
//1. Iteration 
START(START_LOOP,1,0,18456,456287), 
END(START_LOOP,1,0,2457,2468), 
START(Patient aufnehmen,1,0,14579,4567), 
END(Patient aufnehmen,1,0,4583,457543), 
START(Patient untersuchen,1,0,12879,457), 
END(Patient untersuchen,1,0,47893,24679), 
START(Dosis berechnen,1,0,789647,46785), 
END(Dosis berechnen,1,0,457936,31647), 
START(Arznei verordnen,1,0,78965,24379), 
END(Arznei verordnen,1,0,787965,3465489), 
START(END_LOOP,1,45793,3465548), 
END(END_LOOP,1,1,24692,341682), 
 
//2. Iteration 
START(START_LOOP,2,1,246987,46276), 
END(START_LOOP,2,1,35779,26578), 
START(Patient aufnehmen,2,1,24569,15566), 
END(Patient aufnehmen,2,1,12484,12486) 
NT= 
START_LOOP 
Patient 
aufnehmen 
Patient 
untersuchen
Dosis 
berechnen 
Arznei 
verordnen 
NT= 
END_LOOP 
Allergietest 
durchführen 
Schema S: 
ET
=
LO
O
P_
ED
G
E 
Ereignistyp   Aktivität Iterationszähler       Verzweigungsentscheidung Bearbeiter Zeitstempel Abb. 6.Ausschnitt aus einem Therapie-Prozess mitAb-
laufhistorie
wann es zu einemSchleifenru¨cksprung kommt. Bei einem sol-
chen Ru¨cksprung werden die Knoten- und Kantenmarkierun-
gen des Schleifenko¨rpers wieder auf NOT ACTIVATED bzw.
NOT SIGNALED zuru¨ckgesetzt.
Wie erwa¨hnt ist ein zentrales Anliegen unseres Ansatzes,
WF-Instanzmigrationen nach ¨Anderungen aller mo¨glichen
Modellkonstrukte zu ermo¨glichen. Das Kriterium aus Def.
3.1 ist hierfu¨r allerdings noch zu restriktiv. Wie das folgende
Beispiel zeigt, wa¨re eine Migration von WF-Instanzen bei
schleifenbezogenen ¨Anderungen des WF-Schemas praktisch
nie mo¨glich.
Beispiel (Vertra¨glichkeit bei ¨Anderungen innerhalb von
Schleifen). Wir betrachten Abb. 6. Angenommen, es ist ei-
ne WF-Instanz gegeben, die auf dem Quell-Schema S die
dargestellte Ablaufhistorie erzeugt hat. Es ist offensicht-
lich, dass diese Historie bei Ausfu¨hrung des durch Einfu¨gen
von Allergietest durchfu¨hren entstandenen WF-
Schemas S’ nicht erzeugbar ist. Fu¨r WF-Instanzen von S’
wu¨rden na¨mlich bereits in der ersten Schleifen-Iteration Ein-
tra¨ge zum Start und Ende von Allergietest durch-
fu¨hren in die Ablaufhistorie geschrieben. Damit ist eine
Migration der WF-Instanz nach dem in Def. 3.1 vorgestellten
Kriterium ausgeschlossen, obwohl strukturell und semantisch
keine Probleme auftreten wu¨rden. Diese Einschra¨nkung ist
zumeinen unno¨tig, zumanderen ist sie fu¨r vieleAnwendungen
nicht akzeptabel. EinTherapieprozess kann z.B.mehrere iden-
tische Behandlungszyklen umfassen, zwischen denen gro¨ßere
Zeitabsta¨nde liegen. Schemaa¨nderungen mu¨ssen hier aus me-
dizinischen und juristischen Gru¨nden auf aktuelle bzw. zu-
ku¨nftige Behandlungszyklen anwendbar sein [35].
Wirwenden uns nun der Frage zu, wann ¨Anderungen eines
WF-Schemasmit Schleifen auf bereits laufendeWF-Instanzen
propagiert werden ko¨nnen. Wie gezeigt, wird bei strikter An-
wendung von Def. 3.1 ggf. die Migrationen von Instanzen
ausgeschlossen, fu¨r die bei der ¨Anderungspropagierung keine
inkonsistenten Zusta¨nde oder Fehler resultieren wu¨rden. Dies
schra¨nkt denBenutzer unno¨tig ein,was denWunsch nach einer
„Auflockerung” des bisherigen Vertra¨glichkeits-Kriteriums
aufwirft. Wichtig sind wieder die Sicherstellung der Konsis-
tenz von Modell- und Instanzdaten sowie die effiziente ¨Uber-
pru¨fbarkeit entsprechender Regeln. Wir beno¨tigen also fu¨r
Schleifen ein erweitertes Vertra¨glichkeitskriterium. Aus for-
maler Sicht bieten sich zwei Vorgehensweisen an. Entweder
werden alle bisherigen Schleifeniterationen linearisiert, d.h.
es erfolgt – logisch gesehen – eine Hintereinanderausfu¨hrung
aller Iterationen des Schleifenko¨rpers, oder fu¨r Schleifenaus-
fu¨hrungen werden nur diejenigen Historieneintra¨ge beru¨ck-
sichtigt, die in der aktuellen bzw. letzten Schleifeniteration
erzeugt wurden. Den folgenden Betrachtungen legen wir die
2. Variante zugrunde.
Definition 3.2 (Iterationsbereinigte Ablaufhistorie). Sei I
eine Instanz eines WF-Schemas S (der Graphklasse 2) mit
Ablaufhistorie A =< e0, . . . , ek >. Die iterationsbereinigte
Ablaufhistorie Ared von I entstehe durch Streichen von Ein-
tra¨gen aus A gema¨ß folgender Regeln:
Gelte zuna¨chst Ared := A. Fu¨r jede durch ihren Anfangs-
- und Endknoten (LS , LE) eindeutig definierte Schleife aus
S werden nun alle zugeho¨rigen Historieneintra¨ge gestrichen,
die nicht von der aktuellen bzw. letzten Schleifeniteration er-
zeugt wurden. Formal:
Falls ∃ex ∈ Ared mit ex = START(LS,i), i > 0 ∧
 ∃ey ∈ Ared mit ey = START(LS,i+1),
dann entferne alle Eintra¨ge e = START(n,µ) bzw.
e = END(n,µ) aus Ared, fu¨r die gilt:
n ∈ (c succ∗(S, LS) ∩ c pred∗(S, LE))
∪ {LS , LE} ∧ µ < i
(c succ∗(S, LS) ∩ c pred∗(S, LE) entspricht dabei der Kno-
tenmenge des Schleifenko¨rpers.)
Die iterationsbereinigteAblaufhistorie entsteht durch Ent-
fernen aller Historieneintra¨ge, die von Aktivita¨ten eines
Schleifenko¨rpers in einer anderen als der letzten (bei be-
endeten Schleifen) bzw. aktuellen (bei noch laufenden Schlei-
fen) Iteration geschrieben wurden. Ared repra¨sentiert logisch
betrachtet eine WF-Instanz, bei der alle Schleifen maximal
einmal durchlaufen wurden. Fu¨r WF-Instanzen der Graph-
klasse 1 gilt trivialerweise A = Ared. Wir geben nun ein
modifiziertes Vertra¨glichkeitskriterium fu¨r WF-Graphen mit
(geschachtelten) Schleifen an, gema¨ß dem eine Instanz von
S genau dann vertra¨glich mit dem aus einer ¨Anderung resul-
tierenden Schema S’ ist, wenn sich die iterationsbereinigte
Ablaufhistorie auch auf S’ erzeugen la¨sst.
Definition 3.3 (Vertra¨glichkeit bei Schleifen). Sei I
eine Instanz eines WF-Schemas S mit Ablaufhistorie
A =< e0, . . . , ek > und iterationsbereinigter Ablaufhistorie
Ared =< ei1 , . . . , ein >.
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b) WF-Instanzen auf S 
Instanz I: 
.. 
C
E
.. 
 
 
3. Schleifeniteration 
c) Ablaufhistorie 
...  
//1. Iteration: 
START(Ls,1,FALSE), END(LS,1), START(B,1), END(B,1, sel_code=1),  
START(E,1), END(E,1), START(G,1), END(G,1), START(F,1), END(F,1), 
START(H,1), END(H,1), START(I,1), END(I,1), START(LE,1), 
END(LE,1,loop_condition = TRUE), 
//2. Iteration: 
START(LS,2,TRUE), END(LS,2),START(B,2), END(B,2, sel_code=2),  
START(C,1), END(C,1), START(D,1), END(D,1), START(I,2), END(I,2), 
 START(LE,2), END(LE,2, loop_condition = TRUE) 
//3. Iteration: 
START(LS,3,TRUE), END(LS,3),START(B,3), END(B,3,sel_code=1),  
START(E,2), END(E,2) 
TRUE
 
a) WF-Schemaebene 
NT=START_LOOP NT=END_LOOP 
sc1 
sc2 
(default) 
S: 
B .. I 
E H 
.. 
FALSE 
ET=LOOP_EDGE 
LS LE 
D 
G
D 
B 
F 
LS LE 
NS=NodeState,  
        NS = ACTIVATED   
        NS = SKIPPED    
        NS = RUNNING  
         NS = COMPLETED  
 
ES = EdgeState 
        ES = FALSE_SIGNALED 
        ES = TRUE_SIGNALED 
Abb. 7.WF-Graph der Klasse 2
S werde durch eine ¨Anderung ∆ auf das (korrekte) WF-
Schema S’ transformiert. Sei M ′t die Markierung des Aus-fu¨hrungsgraphen von I, der sich ergibt, wenn ∆ auf I pro-
pagiert wird und anschließend eine Neubewertung des Zu-
stands des Ausfu¨hrungsgraphen durchgefu¨hrt wird. Dann ist
I genau dann vertra¨glich mit S’, wenn die Folge von Ereig-
nissen ei1 , . . . , ein , ausgehend von einer Anfangsmarkierung
M ′0, auch auf S’ anwendbar ist und im Anschluss wieder eine
korrekte MarkierungM ′t resultiert. Formal:
I ist vertra¨glich mit S’ :⇔M ′0[ei1 >, . . . , [ein > M ′t
Beispiel (Vertra¨glichkeit bei Schleifen). Wir betrachten die
Instanz aus Abb. 7b. Hier ergibt sich
Ared = <START(LS,3,TRUE), END(LS,3),
START(B,3), END(B, 3,sel code=1),
START(E,2), END(E,2)>.
Diese Historie ist auch auf dem gea¨nderten WF-Schema,
das nach Einfu¨gen von Aktivita¨t X zwischen G und H
resultiert, erzeugbar. Damit ist die Instanz vertra¨glich zum
gea¨nderten WF-Schema, d.h. die Restriktionen des in Def.
3.1 angegebenen Vertra¨glichkeitskriteriums bestehen nicht
mehr.
Wir betrachten zuna¨chst die inAbschnitt 3.2.1 diskutierten
Schemaa¨nderungen.Um fu¨r Instanzen entscheiden zu ko¨nnen,
ob sie im Sinne von Def. 3.3 vertra¨glich mit einem gea¨nder-
ten WF-Schema sind, genu¨gt es, dieselben Voraussetzungen
zu fordern wie beiWF-Graphen der Klasse 1. Grund dafu¨r ist,
dass bei Verwendung der iterationsbereinigten Ablaufhistorie
– sie ist fu¨r die Vertra¨glichkeitspru¨fung maßgebend – Schlei-
fenru¨cksprungkanten keine Relevanz haben, d.h. man erha¨lt –
logisch betrachtet – einen Graphen ohne Schleifen. Der Voll-
sta¨ndigkeit halber sei erwa¨hnt, dass ADEPT fu¨r die Defini-
tion von Schemaa¨nderungen spezielle Operationen anbietet,
etwa fu¨r das Einfu¨gen, Lo¨schen und ¨Andern von Verzwei-
gungsblo¨cken und deren Teilzweigen. Außerdem ist es mo¨g-
lich, Schleifen in ein WF-Schema einzufu¨gen bzw. daraus zu
lo¨schen. Daru¨ber hinaus ko¨nnen in ADEPT unter gewissen
Voraussetzungen auch neue Schleifen um existierende Blo¨cke
des WF-Schemas eingefu¨gt oder Schleifenru¨cksprungkanten
entfernt werden. DieVorbedingungen fu¨rVertra¨glichkeitspru¨-
fungen beiAnwendung dieser speziellen Operationen werden
in [29] diskutiert.
3.3 Vertra¨glichkeit bei Datenflussa¨nderungen
Unsere bisherigen Betrachtungen haben sich auf Kontroll-
flussaspekte beschra¨nkt. Im Allgemeinen werden bei WF-
-Schemaa¨nderungen jedoch auch Anpassungen des model-
lierten Datenflusses erforderlich. Inwieweit solche Daten-
flussa¨nderungen die Vertra¨glichkeit von WF-Instanzen mit
dem gea¨ndertenWF-Schema beeintra¨chtigen, soll nun behan-
delt werden.
3.3.1 Datenflussmodellierung und -steuerung in ADEPT
In ADEPT erfolgt der Datenaustausch zwischen Aktivita¨ten
u¨ber globale Prozessvariablen (sog. Datenelemente). Der Da-
tenfluss wird modelliert, indem man Eingabe- und Ausgabe-
parameter von Aktivita¨ten u¨ber Datenkanten mit diesen Da-
tenelementen verknu¨pft. Dabei wird jeder Eingabeparameter
mittels genau einer Lesekante und jeder Ausgabeparameter
u¨ber genau eine Schreibkante an die Datenelemente ange-
bunden. Ein Beispiel zeigt Abb. 8a. Hier schreibt B das Da-
tenelement d2, das nachfolgend von C und D gelesen wird.
Die Gesamtheit aller einem WF-Schema zugeordneten Da-
tenelemente und Datenkanten bezeichnen wir als Datenfluss-
-Schema (DF-Schema). Fu¨r sie bestehen in ADEPT gewis-
se Korrektheitsforderungen, etwa dass beim Start eines Akti-
vita¨tenprogramms stets alle obligaten Eingabeparameter ver-
sorgt sein mu¨ssen. ZurAusfu¨hrungszeit einerWF-Instanz ver-
waltet ADEPT fu¨r jedes Datenelement ein oder mehrere Ver-
sionen eines Datenobjekts. Bei einem Schreibzugriff auf ein
Datenelement wird stets eine neue Version des Datenobjekts
angelegt, d.h. Datenobjekte werden niemals physisch u¨ber-
schrieben. Die Verwaltung der verschiedenen Versionen ist
wichtig fu¨r das kontextabha¨ngige Lesen von Datenelementen
und das korrekte Zuru¨cksetzen im Fehlerfall (fu¨r Details sie-
he [29]). Der Datenkontext einerWF-Instanz umfasst also fu¨r
jedes Datenelement eine Datenhistorie, die diesem Daten-
element eine geordnete Liste der Versionen des verwalteten
Datenobjekts zuordnet.
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Datenhistorie: 
2 Æ aktueller Wert 
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d1 d2 
/ 
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2 
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d3 Schreibkante 
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Wert eines Datenobjekts 
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Ablauf- 
ereignisse 
START(A) END(A) START(B) END(B) START(C) 
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Datenelemente 
- (d1,5) 
(d2,1) 
- (d2,2) - 
gelesene 
Datenelemente 
- - - - (d1,5) 
a) WF-Instanz b) Erweiterte Ablaufhistorie 
/ 
/ 
Abb. 8. ¨Anderung des
DF-Schemas
3.3.2 ¨Anderungen des Datenfluss-Schemas
und Vertra¨glichkeit von WF-Instanzen
¨Anderungen des DF-Schemas ko¨nnen sowohl als begleiten-
de Anpassungen zu Kontrollfluss- ¨Anderungen (z.B. Lo¨schen
einer Aktivita¨t mit Entfernen der assoziierten Datenkanten)
als auch als eigensta¨ndige Operationen durchgefu¨hrt wer-
den. Letzteres ist z.B. zur nachtra¨glichen Korrektur von Feh-
lern bei der Datenflussmodellierung notwendig. Als Ope-
rationen fu¨r die Aba¨nderung von DF-Schemata unterstu¨tzt
ADEPT das Einfu¨gen und Lo¨schen von Datenelementen bzw.
Datenkanten. Die bisher definierten Vertra¨glichkeitskriterien
mu¨ssen nun dahingehend erweitert werden, dass sie auch bei
Datenfluss- ¨Anderungen sinnvoll anwendbar sind.
Beispiel (Inkonsistentes Lesen). Wir betrachten die Instanz
aus Abb. 8a. Aktivita¨t C befindet sich aktuell im Zustand
RUNNING, hat also das Datenelement d1 bereits gelesen.
Wird nun die Lesekante von C auf d1 gelo¨scht und eine
neue Lesekante von C auf d2 eingefu¨gt – diese ¨Anderung
ist auf Schemaebene korrekt – kann es beim Zuru¨cksetzen im
Fehlerfall zu Problemen kommen, da unterUmsta¨nden falsche
Parameterwerte bei eventuellen Ru¨cksetzoperationen heran-
gezogen werden [29]. Bei Zugrundelegung des bisher vor-
gestellten Vertra¨glichkeitskriteriums wa¨re der skizzierte Fall
jedoch zula¨ssig.
Aus diesem Grund beno¨tigen wir ein angepasstes Ver-
tra¨glichkeitskriterium, das auchDatenflussaspekte einbezieht.
Hierzu reichern wir die bisherige Ablaufhistorie fu¨r WF-
Instanzen um Informationen aus den Datenelementhistorien
an. Bezogen auf Abb. 8a ko¨nnte sich eine solche erweiterte
Ablaufhistorie wie in Abb. 8b darstellen. Aus ihr geht ein-
deutig hervor, welche Datenelemente eine Aktivita¨t mit wel-
chen Werten gelesen bzw. geschrieben hat. Formal:
Definition 3.4 (ErweiterteAblaufhistorie). Seien S ein kor-
rektes WF-Schema mit Kontrollfluss-Schema CFS = (N, E,
...) und DF-Schema DFS und I eine WF-Instanz auf S mit
Ablaufhistorie A. Dann heißt Aext die um Datenelementzu-
griffe erweiterte Ablaufhistorie von A, wenn Aext fu¨r jeden
Starteintrag einer Aktivita¨t die Werte der gelesenen Daten-
elemente und fu¨r jeden Endeintrag entsprechend die Werte
geschriebener Datenelemente entha¨lt:
Aext :=< e(d
(1)
1 ,v
(1)
1 ),...,(d
(1)
n ,v
(1)
n )
1 , . . . , e
(d(k)1 ,v
(k)
1 ),...,(d
(k)
m ,v
(k)
m )
k >
Ein Tupel (d(µ)i , v
(µ)
i ) beschreibt dabei einen Lese- bzw.
Schreibzugriff von eµ auf das Datenelement d(µ)i (mit zugeho¨-
rigemWert v(µ)i ).
Auf Grundlage dieser Definition geben wir nun ein modi-
fiziertes Vertra¨glichkeitskriterium fu¨r WF-Instanzen an, das
auch in Verbindung mit ¨Anderungen des DF-Schemas an-
wendbar ist (hier zuna¨chst ohne Beru¨cksichtigung von Schlei-
fen):
Definition 3.5 (Vertra¨glichkeit bei Kontroll- und Daten-
flussa¨nderungen). Seien S ein korrektes WF-Schema mit
Kontrollfluss-Schema CFS = (N, E, ...) und DF-Schema DFS
und I eine WF-Instanz von S mit erweiterter Ablaufhistorie
Aext =< e(d
(1)
1 ,v
(1)
1 ),...,(d
(1)
n ,v
(1)
n )
1 , . . . , e
(d(k)1 ,v
(k)
1 ),...,(d
(k)
m ,v
(k)
m )
k >.
Swerde durch eine ¨Anderung∆auf das (korrekte)WF-Schema
S’ transformiert. Dann:
I vertra¨glich mit S’ :⇔Aext ist auch auf S’ erzeugbar
Zum einen mu¨ssen die in Def. 3.1 geforderten Bedin-
gungen fu¨r Kontrollflussa¨nderungen weiter erfu¨llt sein, zum
anderen muss zusa¨tzlich gelten, dass jede bereits gestartete
Aktivita¨t bei Ausfu¨hrung auf dem neuen Schema dieselben
Datenelemente lesen wu¨rde und dass jede beendete Aktivita¨t
dieselben Datenelemente geschrieben ha¨tte. Nun stellt sich
die Frage, wie die Vertra¨glichkeit einer WF-Instanz bei ¨An-
derungen des DF-Schemas u¨berpru¨ft werden kann. Ziel ist
wieder, einfache Bedingungen anzugeben, bei deren Einhal-
tung die Vertra¨glichkeit der betrachtetenWF-Instanz mit dem
gea¨nderten WF-Schema gewa¨hrleistet ist. Tab. 2 fasst zu-
sammen, welche Statusvoraussetzungen fu¨r DF- ¨Anderungs-
operationen zu fordern sind, umVertra¨glichkeit im Sinne von
Def. 3.5 zusichern zu ko¨nnen. Das Einfu¨gen eines Datenele-
ments ist immer mo¨glich, da im Verlauf der WF-Ausfu¨hrung
noch keine Aktivita¨ten lesend oder schreibend darauf zuge-
griffen haben. Das Lo¨schen eines Datenelements ist nur dann
unkritisch, wenn noch keine Lese- oder Schreibzugriffe statt-
gefunden haben. Lesekanten auf Datenelemente ko¨nnen ein-
gefu¨gt oder gelo¨scht werden, wenn die zugeho¨rige Aktivita¨t
noch nicht gestartet wurde. Schreibkanten ko¨nnen sogar noch
manipuliert werden, wenn die zugeho¨rigeAktivita¨t bereits ge-
startet, aber noch nicht beendet wurde.
Wie bereits erwa¨hnt, werden auch beim Einfu¨gen und Lo¨-
schen von Aktivita¨ten begleitende Anpassungen des Daten-
flusses vorgenommen. Hier sind dieVoraussetzungen aus Tab.
2 automatisch erfu¨llt, wenn die Statusbedingungen fu¨r die ent-
sprechende Knoteneinfu¨ge- bzw. Knotenlo¨schoperation gel-
ten (vgl. Tab. 1).
Zu untersuchen bleibt, wie Def. 3.3 (Vertra¨glichkeit bei
Schleifen) und Def. 3.5 zusammenspielen.Als Basis fu¨r beide
Varianten desVertra¨glichkeitskriteriums dient einemodifizier-
te Ablaufhistorie Aext,red. Dazu wir A zuna¨chst gema¨ß Def.
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Tabelle 2. ¨Anderungsoperationen auf dem DF-Schema
I ist vertra¨glich mit S’⇔
Datenelement d wird in das Datenfluss-Schema [Es existiert keine Aktivita¨t mit Status RUNNING oder COMPLETED,
eingefu¨gt bzw. gelo¨scht die lesend oder schreibend auf dieses Datenelement zugegriffen hat.]
Einfu¨gen/Lo¨schen von I ist vertra¨glich mit S’⇔
Lesekante d→ n NS(n) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED}
Schreibkante n→ d NS(n) = COMPLETED
3.4 reduziert (→ Ared) und dann um die Informationen aus
der Datenhistorie angereichert (→ Aext). Eine WF-Instanz I
ist genau dann vertra¨glich mit einem gea¨nderten Schema S’,
wenn Aext,red auch auf S’ erzeugbar ist.
4 Migration vertra¨glicher WF-Instanzen
Wir gehen nun darauf ein, wie vertra¨glicheWF-Instanzen au-
tomatisch und korrekt auf das neueWF-Schema migriert wer-
den ko¨nnen. Dazu sei ein WF-Schema S gegeben, das in ein
wiederum korrektes WF-Schema S’ abgea¨ndert wird. Ferner
seien I1, . . . , In Instanzen, die auf Grundlage von S erzeugt
wurden und die vertra¨glich mit S’ sind. Fu¨r sie stellt sich nun
die Frage, wie ihre Migration auf S’ konkret erfolgen soll.
Insbesondere muss fu¨r jede Instanz Ik gekla¨rt werden, ob
ihre bisherigen Zustandsmarkierungen und Arbeitslistenein-
tra¨ge unvera¨ndert u¨bernommen werden ko¨nnen oder ob An-
passungen erforderlich werden. Das betrifft auch den Status
von Knoten und Kanten, die infolge der Schemaa¨nderung neu
erzeugt wurden.
Abha¨ngig vonArt und Umfang einer Schemaa¨nderung so-
wie aktuellem Status einer zu migrierenden WF-Instanz Ik
ko¨nnen die erforderlichen Zustandsanpassungen mehr oder
weniger umfangreich ausfallen. Betrifft die Schemaa¨nderung
einen Bereich des WF-Graphen, den die Instanz aktuell noch
nicht betreten hat, so sind – abgesehen von der Initialisierung
neu hinzukommender Knoten und Kanten – keine Zustands-
anpassungen erforderlich. Anders verha¨lt es sich, wenn der
Kontext einer ¨Anderung auch Knoten und Kanten umfasst,
die bereits markiert wurden. So kann es beim Einfu¨gen einer
Aktivita¨t (und ihrer Kontextkanten) erforderlich werden, dass
die Aktivierung bisher aktivierter (und damit in Arbeitslisten
gestellter) Schritte wieder aufgehoben oder umgekehrt die neu
hinzugefu¨gte Aktivita¨t sofort aktiviert wird. ¨Ahnliches gilt
auch fu¨r dasEinfu¨genoderEntfernenvonKontroll- bzw.Sync-
Kanten auf Instanzebene. Fu¨r komplexe Schemaa¨nderungen,
die mehrere Elementaroperationen umfassen, ko¨nnen die not-
wendigen Markierungsanpassungen sehr viel umfangreicher
ausfallen.Hier ist dieBeantwortungderFrage,wieMarkierun-
gen bei Instanzmigrationen effizient und konsistent angepasst
werden ko¨nnen, im Allgemeinen nicht trivial.
Wir geben im Folgenden ein Verfahren an, mit dem sich
die Knoten- und Kantenmarkierungen von Instanzen bei Mi-
grationen automatisch anpassen lassen. Dabei werden jeweils
nur Knoten und Kanten der von der ¨Anderung betroffenen
Bereiche des WF-Graphen neu bewertet, wodurch sich der
Gesamtaufwand gegenu¨ber einer Neubewertung aller Knoten
und Kanten erheblich reduzieren la¨sst. DesWeiteren stellt das
Verfahren sicher, dass fu¨r eine WF-Instanz nach ihrer Migra-
tion wieder ein korrekter und konsistenter Zustand resultiert.
4.1 Grundlagen
Grundlegend fu¨r das nachfolgende Verfahren sind die be-
reits erwa¨hntenAusfu¨hrungseigenschaften desADEPT-Meta-
modells: Zum einen bleiben Markierungen beendeter bzw.
nicht mehr ausfu¨hrbarer Knoten beim Fortschreiten des
Kontrollflusses (in Vorwa¨rtsrichtung) erhalten, zum ande-
ren gibt es fu¨r die Markierung und Ausfu¨hrung von Akti-
vita¨tenknoten wohl definierte, einfach implementierbare Re-
geln, vergleichbar den Schaltregeln bei Petri-Netzen [28].
Markierungsregeln geben (abha¨ngig vomKnotentyp) an, wel-
che Ausgangskanten bei Beendigung der Aktivita¨t mit TRUE
und welche mit FALSE markiert werden sollen. Umgekehrt
definieren Ausfu¨hrungsregeln die Bedingungen, die fu¨r ein-
gehende Kanten eines Knotens gelten mu¨ssen, damit er als
ACTIVATED bzw. SKIPPED markiert werden darf (siehe
Abb. 9).
4.2 (Initiale) Bestimmung neu zu bewertender Knoten
und Kanten
Im Allgemeinen sollten bei einer Migration nur diejenigen
Knoten und Kanten einer Neubewertung unterzogen werden,
fu¨r die potenziell eine Statusanpassung erforderlich wird.Wir
zeigen zuerst, wie sich diese eingeschra¨nkte Knoten- bzw.
Kantenmenge bestimmen la¨sst. Im nachfolgenden Abschnitt
gehen wir dann darauf ein, wie hiervon ausgehend die Neu-
bewertung der Zustandsmarkierungen bei der Migration einer
vertra¨glichen WF-Instanz erfolgen kann.
Ermittelt werden mu¨ssen die Menge Echeck der Kanten
und die Menge Ncheck der Knoten, deren Status bei der Mi-
gration von Instanzen neu bewertet werden soll. Tabelle 3 gibt
an, wie sich diese Mengen bei Anwendung elementarer ¨An-
derungen darstellen. So muss beim Einfu¨gen einer Aktivita¨t
X (inkl. ihrer Kontextkanten) der Status ihrer direkten Nach-
folgerknoten sowie der in X einmu¨ndenden Kontrollkanten
neu bewertet werden, um inkonsistente Markierungen aus-
schließen zu ko¨nnen (vgl. Tab. 3, 2. Zeile). (Eine Neube-
wertung von X selbst wird nur dann erforderlich, wenn ei-
ne der in X einmu¨ndenden Kanten mit TRUE SIGNALED
bzw. FALSE SIGNALED markiert werden kann.) Bei Hin-
zufu¨gen einer Kontroll- oder Sync-Kante nsrc → ndest wie-
derummu¨ssen sowohl die Kante als auch ihr Zielknoten ndest
neu bewertet werden (vgl. Tab. 3, 3. Zeile). Letzteres ist auch
dann erforderlich, wenn die Kante selbst zu NOT SIGNALED
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und Markierungsregeln
(exemplarische Darstel-
lung)
Tabelle 3.Anzupassende Knoten- und Kantenmengen (Auswahl)
Angewandte Operation op... ... und neu zu bewertende Knoten und Kanten
Hinzufu¨gen eines Aktivita¨tenknotens X Ncheck(op) := {n ∈ N’ | X → n ∈ E’}
(inkl. Kontextkanten) Echeck(op) := {nsrc → ndest ∈ E’ | ndest = X}
Hinzufu¨gen einer Echeck(op) := {nsrc → ndest}
Kontroll- bzw. Sync-Kante nsrc → ndest Ncheck(op) := {ndest}
Lo¨schen einer Kontroll- bzw. Sync-Kante nsrc → ndest Ncheck(op) := {ndest}
Lo¨schen eines Aktivita¨tenknotens X Echeck(op) := Eadd
(inkl. Hinzunahme oder Ncheck(op) := {n ∈ N | X → n ∈ E}
Entfernen von Kontextkanten) (Eadd: Menge der neu hinzukommenden Kanten)
Einfu¨gen eines neuen Teilzweigs Z Echeck(op) := {e}
in eine XOR-Verzweigung (e: Kontextkante XOR-Splitknoten→ Z)
Einfu¨gen eines Schleifenblocks (n1, n2) mit Ncheck(op) := {n ∈ N’ | n2 → n ∈ E’}
Startknoten n1 und Endknoten n2 Echeck(op) := {nsrc → ndest | ndest = n1}
Algorithmus 1. (Bestimmung von Echeck undNcheck bei komple-
xen ¨Anderungen)
input
op1, . . . , opn: Zur Anwendung kommende
Elementaroperationen
output
Echeck, Ncheck: Menge der neu zu bewertenden
Kanten/Knoten
begin
Echeck := ∅; Ncheck := ∅; //Initialisierung
for i:=1 to n do //Aggregation
Echeck:= Echeck ∪ Echeck(opi);
Ncheck:= Ncheck ∪ Ncheck(opi);
done
Echeck:= Echeck ∩ E’; Ncheck:= Ncheck ∩ N;
end
evaluiert. Fu¨r diesen Fall muss eine mo¨glicherweise bereits
erfolgte Aktivierung von ndest aufgrund des Hinzufu¨gens der
Kante wieder aufgehoben werden.
Wie lassen sich Echeck und Ncheck bei Anwendung kom-
plexer ¨Anderungen, die mehrere Operationen op1, . . . , opn
umfassen, ermitteln?DieVermutung liegt nahe, dass sich diese
Mengen durch Vereinigung der aus der Anwendung elemen-
tarer Operationen resultierenden Mengen Echeck(opi) bzw.
Ncheck(opi) bestimmen lassen. Dem ist jedoch nicht immer
so, da sich Einzeloperationen bei der Definition der Gesamt-
schemaa¨nderung aufeinander beziehen ko¨nnen. Insbesondere
ko¨nnen durch Anwendung von opi die Effekte vorangehend
definierter ¨Anderungen opi−1, . . . , op1 teilweise wieder auf-
gehobenwerden.Algorithmus 1 beru¨cksichtigt diesenAspekt.
Hier ergibt sichEcheck durchVereinigung der entsprechenden
Kantenmengen der angewandten Operationen op1, . . . , opn,
wobei noch diejenigen Kanten entfernt werden, die im neu-
en WF-Schema nicht enthalten sind. Sie wurden im Verlauf
der ¨Anderungsdefinition zwar erzeugt, sind dann aber infol-
ge derAnwendung weiterer Operationen wieder weggefallen.
WasNcheck anbetrifft, mu¨ssen nur Knoten betrachtet werden,
die bereits im Quell-Schema S enthalten waren. (Das nachfol-
gendeVerfahren ist so konstruiert, dass neu hinzugekommene
Aktivita¨ten nur bewertet werden, wenn eine einmu¨ndende
Kante im Verlauf des Verfahrens neu markiert wird.) Algo-
rithmus 1 zieht also nur die unbedingt notwendigen Knoten-
-/Kantenmengen zur Neubewertung heran, wodurch die fu¨r
Algorithmus 2 beno¨tigten Eingabegro¨ßen minimal gehalten
werden.
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Algorithmus 2 (Neubewertung von Zustandsmarkierungen bei Migrationen)
input
NS, ES: Bisherige Knoten-/Kantenmarkierungen von I (bezogen auf S=(N, E))
Echeck, Ncheck: Menge der neu zu bewertenden Kanten bzw. Knoten
output
NS′, ES′: Neu berechnete Knoten-/Kantenmarkierungen von I (bezogen auf S’=(N’, E’))
begin
// Initialisierung von ES′
forall e ∈ E’ do
if e ∈ E then // Kante war bereits in bisheriger Kantenmenge E enthalten
ES’(e):= ES(e)
else // Kante mit NOT SIGNALED initialisieren
ES’(e):= NOT SIGNALED
done
// Initialisierung von NS′
forall n ∈ N’ do
if n ∈ N then // Knoten war bereits in bisheriger Knotenmenge N enthalten
NS’(n):= NS(n)
else // Knoten mit NOT ACTIVATED initialisieren
NS’(n):= NOT ACTIVATED
done
// Neubewertung der Kanten aus Echeck bzw. der Knoten aus Ncheck
repeat
while Echeck = ∅ do
Entnehme eine Kante e = nsrc → ndest aus Echeck;
¨Uberpru¨fe durch Anwendung der ADEPT-Markierungsregeln auf nsrc, ob
e mit ES′(e) = TRUE SIGNALED bzw. ES′(e) = FALSE SIGNALED
markiert werden darf - falls ja, passe Kantenmarkierung entsprechend an
if Markierung von e gea¨ndert then
Ncheck := Ncheck ∪ {ndest}
endif
done
while Ncheck = ∅ do
Entnehme einen Knoten n aus Ncheck;
if NS’(n) ∈ {ACTIVATED, NOT ACTIVATED} then
¨Uberpru¨fe durch Anwendung der ADEPT-Ausfu¨hrungsregeln auf n,
ob dieser Knoten mit NS′(n) ∈ {NOT ACTIVATED, ACTIVATED, SKIPPED}
markiert werden darf - falls ja, passe die Markierung entsprechend an
Falls NS′(n) auf SKIPPED gesetzt wurde:
Echeck:= Echeck ∪ {e = nsrc → ndest ∈ E’ | nsrc = n }
endif
done
until Echeck = ∅ and Ncheck = ∅;
end
4.3 Verfahren zur Anpassung von Markierungen
bei Migrationen
Ein Schema S werde durch Anwendung der Operationen
op1, . . . , opn in ein wiederum korrektes Schema S’ abgea¨n-
dert. Ferner seienEcheck undNcheck durchAlgorithmus 1 be-
stimmt.Algorithmus 2 (siehe unten) bestimmt dann die neuen
Knoten- und Kantenmarkierungen (NS’, ES’) einer mit S’
vertra¨glichen WF-Instanz I von S nach ihrer Migration auf
S’. Im Kern basiert er auf den beschriebenen Ausfu¨hrungs-
und Markierungsregeln (vgl. Abb. 9). Ausgangspunkt bilden
die bei der ¨Anderungsdefinition ermittelten Mengen Ncheck
und Echeck. Ergeben sich bei der Bewertung von Knoten und
Kanten jedoch Anpassungen, werden ggf. auch weitere Kno-
ten und Kanten neu bewertet (z.B. kaskadierende Markierung
der Knoten abgewa¨hlter Zweige).
Mittels Algorithmus 1 und 2 werden Art und Umfang der
erforderlichen Statusanpassungen gegenu¨ber denAlternativen
1 und 2 (vgl. Abschnitt 4.1) erheblich vereinfacht bzw. redu-
ziert.Wa¨hrendAlgorithmus 1nur einmalig bei der ¨Anderungs-
definition anzuwenden ist, mussAlgorithmus 2 fu¨r jede zumi-
grierende Instanz ausgefu¨hrt werden. DerAufwand vonAlgo-
rithmus 2 kann durch O(n) (n ist die Anzahl der Aktivita¨ten-
knoten des WF-Schemas) abgescha¨tzt werden. Hinzu kommt
fu¨r jede Instanz noch der Aufwand O(n) fu¨r die Vertra¨glich-
keitspru¨fung (ein Vergleich mit anderen Verfahren findet sich
in Abschnitt 5). Durch die Konstruktion des Verfahrens ist in
der Mehrzahl der Fa¨lle aber nur eine kleine Teilmenge der
Knoten und Kanten neu zu bewerten. Dies gilt selbst dann,
wenn die ¨Anderungen in verschiedenen Bereichen des WF-
Graphen vorgenommenwurden (imGegensatz etwa zu dem in
[13] beschriebenen Ansatz). Da WF-Schemata mehrere Dut-
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zend (oder noch mehr) Aktivita¨ten umfassen ko¨nnen [35], ist
eine solche Reduzierung auch zwingend erforderlich.
Schließlich kann man formal zeigen, dass beiAnwendung
dieses Verfahrens auf vertra¨gliche Instanzen im Anschluss
wieder eine konsistente Markierung resultiert. Dieselbe Mar-
kierung erha¨lt man auch, wenn man die komplette Ablauf-
historie auf dem neuen Schema „nachspielt”. Dies wa¨re aber
mit einem wesentlich ho¨heren Aufwand verbunden, da dann
sehr viel mehr Knoten und Kanten, in Verbindung mit Schlei-
fen gegebenenfalls sogarmehrfach, bewertet werdenmu¨ssten.
Fu¨gt man z.B. in das Schema aus Abb. 7a eine neue Aktivita¨t
X zwischen E und G ein, so mu¨ssen bei unserem Ansatz le-
diglich die neu hinzukommendeKontrollkanteE → X sowie
die Knoten G und X neu bewertet werden, um nach Migration
der Instanz wieder eine konsistente Markierung zu erhalten.
Beispiel (Markierungsanpassungen). Wir betrachten eine
Schemaa¨nderung, bei der Anordnungsbeziehungen zwischen
Knotenmodifiziert werden. ImWF-Graphen ausAbb. 10a sol-
len B und C nun parallel angeordnet werden. Intern wird diese
¨Anderung durch Hinzunahme der Kanten B → D und A →
C sowie durch Entfernen von B → C realisiert. Alg. 1 liefert
Ncheck = {C, D} und Echeck = {A → C, B → D}. Ge-
geben seien nun Instanzen I1 und I2 von S (vgl. Abb. 10c).
Sowohl I1 als auch I2 sind aufgrund ihrer aktuellen Markie-
rungen vertra¨glich mit S’ und ko¨nnen deshalb migriert wer-
den. Bei Migration von I1 auf S’ werden die beiden Kanten
B → D und A → C gema¨ß Alg. 2 mit TRUE SIGNALED
markiert. Sowohl fu¨r D als auch C erfolgt jedoch keine An-
passung der Knotenmarkierung, da die Bedingungen fu¨r die
Ausfu¨hrung dieser Knoten entweder noch nicht erfu¨llt sind
(Knoten D) oder der betreffende Knoten bereits gestartet wur-
de (Knoten C). Bei Migration von I2 werden zuna¨chst die
Markierungen von B → D und A → C neu bewertet, wo-
bei lediglichA → CmitTRUE SIGNALEDmarkiert werden
kann. Die anschließende Bewertung von C ergibt, dass dieser
Knoten mit ACTIVATED markiert und somit in Arbeitslisten
gestellt werden kann.
Die Algorithmen 1 und 2 funktionieren in Verbindung
mit beliebig komplexen ¨Anderungen. Das trifft auch fu¨r ¨An-
derungen vonVerzweigungen und Schleifen zu, etwa das Ein-
fu¨gen neuer Teilzweige in eine XOR-Verzweigung. Hier kann
es auf Instanzebene sogar vorkommen, dass der neu hinzuge-
fu¨gte Zweig nach Neubewertung der Markierungen vollsta¨n-
dig „abgewa¨hlt” wird (d. h. KnotenmitSKIPPED undKanten
mitFALSE SIGNALED bewertet sind). Schließlich liefertAl-
gorithmus 2 auch wichtige Informationen zur Anpassung von
Arbeitslisten. So mu¨ssen fu¨r jedeAktivita¨t des alten Schemas,
die vor der Migration aktiviert war und derenAktivierung bei
der Neubewertung der Markierungen aufgehoben wird, Ar-
beitslisteneintra¨ge wieder entfernt werden. Umgekehrt mu¨s-
sen fu¨r bisher nicht aktivierte bzw. neu hinzukommende Kno-
ten, die nachNeubewertung den StatusACTIVATED besitzen,
Arbeitslisteneintra¨ge generiert werden.
4.4 Umgang mit nicht vertra¨glichen WF-Instanzen
Der Umgang mit nicht vertra¨glichen Instanzen stellt eben-
falls eine wichtige Herausforderung dar. In der Literatur (z.B.
[34]) wird hierzu meist vorgeschlagen, nicht vertra¨glicheWF-
Instanzen bei Bedarf in ihrer Ausfu¨hrung soweit zuru¨ckzu-
setzen, dass sie wieder einen mit S’ vertra¨glichen Zustand er-
reichen. Ein solch partielles Zuru¨cksetzen ist auch in ADEPT
mo¨glich.Wir haben daru¨ber hinaus weiterfu¨hrende Strategien
entwickelt [33], von denen im Folgenden eine (besonders in-
teressante) Variante im Zusammenhang mit ¨Anderungen auf
Schleifen vorgestellt wird. Gegeben sei dazu eineWF-Instanz,
die zum Zeitpunkt der ¨Anderungsdefinition nicht vertra¨glich
mit dem gea¨nderten Schema S’ ist. Wird nun die Schleifen-
ru¨cksprungkante spa¨ter mit TRUE SIGNALED bewertet, er-
folgt eine Neubewertung aller Knoten des Schleifenko¨rpers
mit NOT ACTIVATED. Damit sind die Voraussetzungen fu¨r
eine Migration von I auf S’ (entsprechend Def. 3.3) „verspa¨-
tet” erfu¨llt. Frage ist nun, wie mit solchen WF-Instanzen um-
gegangen werden soll. In keinem Fall darf eine unvertra¨gliche
WF-Instanz sofort auf das neueWF-Schemamigrieren, da an-
sonsten die eingangs genannten Probleme resultieren ko¨nnen.
Prinzipiell ko¨nnten solcheWF-Instanzen dauerhaft nach dem
alten Schema weiterlaufen, unabha¨ngig davon, ob sie in der
Folge wieder in einen vertra¨glichen Zustand gelangen oder
nicht. Dies widerspricht jedoch dem Prinzip, dem Benutzer
eine mo¨glichst große Menge migrierbarer Instanzen zu bie-
ten. Eine alternativeVariante ist die verzo¨gerte Migration von
Instanzen (delayed migration).
Beispiel (Verzo¨gerte Migration). In Abb. 11 laufen zum Zeit-
punkt t = 1 drei WF-Instanzen I1, I2 und I3 auf WF-
Schema S. Zum Zeitpunkt t = 2 findet eine Schemaa¨nderung
statt, die S auf S’ transformiert und infolge derer die bis-
herigen Instanzen auf S’ migrieren sollen (Migration M1).
I1 sei zum Zeitpunkt t = 2 vertra¨glich mit S’ und kann
folglich sofort auf S’ migriert werden. I3 sei zum Zeitpunkt
t = 2 und zu keinem der folgenden Zeitpunkte vertra¨glich
mit S’ und soll deshalb weiterhin Schema S verwenden. I2
ist zwar zum Zeitpunkt t = 2 nicht vertra¨glich mit S’. Das
System erkennt jedoch, dassI2 sich innerhalb einer Schleifen-
ausfu¨hrung befindet und damit evtl. verzo¨gert auf S’migriert
werden kann. Deshalb wird I2 als „pending to migrate (M1)
to S’ ” eingestuft. In diesem Zustand wartet I2 auf einen
potenziellen Schleifenru¨cksprung. Das entsprechende Ereig-
nis wird intern in einerECA-Tabelle (EventConditionAction)
verwaltet. Tritt eine Bewertung der Schleifenru¨cksprungkante
mit TRUE SIGNALED ein, wird die zugeho¨rigeAktion, na¨m-
lich eine Migration von I2 auf S’, ausgelo¨st.
Ereignisse ko¨nnen UND/ODER-verknu¨pft sein. So kann
eine verzo¨gerte Migration bei verschiedenen Schleifenru¨ck-
spru¨ngen stattfinden, wenn sich die Ausfu¨hrung der WF-
Instanz zum Zeitpunkt der Schemaa¨nderung innerhalb einer
geschachtelten Schleife befindet. Wird die Ru¨cksprungkante
einer inneren Schleife nicht mit TRUE SIGNALED bewertet,
kann die Migration noch bei Signalisierung der Ru¨cksprung-
kante der a¨ußeren Schleife stattfinden.
Interessant ist der Fall, dass sich eine Instanz I mit Sche-
ma S im Zustand „pending” befindet (also auf eine verzo¨gerte
Migration auf ein Schema S’ wartet) und in dieser Phase ei-
ne weitere Schemaa¨nderung S’→ S’’ stattfindet. Zuna¨chst
ist I von dieser ¨Anderung nicht betroffen, da sich I auf einer
Schemaversion vor der von der ¨Anderung betroffenenVersion
befindet. Kommt es jedoch spa¨ter zur verzo¨gerten Migration
von I auf S’, muss analysiert werden, ob die letzte Schema-
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Abb. 10. Ordnungsvera¨ndernde Operation auf
WF-Schema in ADEPT
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Abb. 11. Prinzip der verzo¨gerten Migration (delayed migration)
a¨nderung ebenfalls auf I propagiert werden kann. Auch hier
ko¨nnen wieder die diskutierten Fa¨lle – eine Migration ist so-
fort, verz¨ogert oder u¨berhaupt nicht mo¨glich – eintreten.
5 Diskussion und Bewertung
Zuna¨chst diskutieren wir in Abschnitt 5.1 generelle Verfah-
ren fu¨r Vertra¨glichkeitsanalysen und Instanzmigrationen und
vergleichen sie mit unseremAnsatz. Danach gehen wir inAb-
schnitt 5.2 auf ausgewa¨hlte Verfahren im Detail ein.
5.1 Bewertung und Vergleich alternativer Ansa¨tze
Welche Vorgehensweisen sind fu¨r Vertra¨glichkeitsanalysen
und Migrationen von Instanzen generell denkbar?
Ansatz 1: Verfahren mit Einbeziehung der kompletten Ablauf-
historie. EinigeAnsa¨tze (z.B. [9]) verwenden fu¨rVertra¨glich-
keitsanalysen und Migrationen die komplette Ablaufhistorie,
indem sie versuchen, alle bisherigen Ablaufereignisse zum
Start und Ende vonAktivita¨ten auf dem neuen Schema „nach-
zuspielen”. Diese Vorgehensweise ist prinzipiell unabha¨ngig
von den zurAnwendung gekommenen ¨Anderungsoperationen
sowie dem zugrundegelegten WF-Metamodell.
Ansatz 2: Verfahren ohne Historiendaten. Bei diesen Ver-
fahren, die z.B. bei Petri-Netzen anzutreffen sind, wird ledig-
lich der aktuelle Zustand (z.B. Token-Belegungen von Stel-
len) der zu migrierenden Instanzen beru¨cksichtigt. ¨Ublicher-
weise wird zuna¨chst der von der ¨Anderung betroffene Bereich
des Netzes bestimmt und dann die ¨Anderungspropagation auf
diejenigen Instanzen eingeschra¨nkt, deren Ausfu¨hrung sich
aktuell nicht in diesem Bereich befindet (Variante 1). Alter-
nativ dazu wird vorgeschlagen, die Migrationen und die da-
durch notwendigen Markierungsanpassungen manuell durch
Benutzer vornehmen zu lassen (Variante 2). Dazumu¨ssen ent-
weder Anwender fu¨r jede Instanz entsprechende Adaptionen
durchfu¨hren [14] oder der Modellierer gibt Regeln zur Abbil-
dung der Markierungen zwischen Quell- und Zielschema vor
[2,3].
Ansatz 3: Verfahren mit Verwendung „verdichteter”
Historieninformation. Hierunter fallen Vorschla¨ge wie
der in diesem Beitrag entwickelte Ansatz fu¨r die system-
seitige Durchfu¨hrung von Vertra¨glichkeitsanalysen und die
automatische Migration vertra¨glicher Instanzen. Insbeson-
dere sollen unno¨tige Zugriffe auf die komplette Historie
vermieden werden und konsistente Markierungsanpassungen
erfolgen. Konsistent bedeutet, dass sich fu¨r eine Instanz Ik
nach ihrer Migration auf das neue Schema S’ dieselben Zu-
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standsmarkierungen ergeben, die man auch bei vollsta¨ndiger
Ausfu¨hrung von I auf Grundlage von S’ erhalten ha¨tte.
Wir diskutieren nun die Vorteile unserer Vorgehensweise
gegenu¨ber den Ansa¨tzen 1 und 2.
Bewertung von Ansatz 1. Ansatz 1 gestaltet sich fu¨r Work-
flows mit vielen Aktivita¨teninstanzen sehr aufwendig. Durch
das „Nachspielen” von Ablaufereignissen ergibt sich bereits
fu¨r WF-Instanzen ohne Schleifen jeweils ein Aufwand von
O(n) (n ist dabei die Anzahl der Knoten). In Verbindung
mit Schleifen, die mo¨glicherweise viele Iterationen durchlau-
fen, kann der Historienumfang und damit der Rechenaufwand
noch gro¨ßer ausfallen. Sei beispielhaft einWF-Schemamit 20
Aktivita¨ten gegeben, wobei 10 Aktivita¨ten in einer Schleife
mit durchschnittlich 5 Iterationen eingebettet sind. Dann er-
gibt sich fu¨r 20000 laufendeWF-Instanzen eine durchschnitt-
liche Ablaufhistoriengro¨ße von ca. 70 MB, wohingegen die
beno¨tigte Markierungsinformation auf 0,2 MB nach oben be-
schra¨nkt ist.5
Daru¨ber hinaus ist Ansatz 1 in Bezug auf ¨Anderungen
innerhalb von Schleifen zu restriktiv.Aufgrund der Historien-
eintra¨ge zu bereits beendeten Iterationen wird mo¨glicherwei-
se eine Instanzmigration verboten, obwohl sie in der weite-
ren Ausfu¨hrung nicht zu Inkonsistenzen fu¨hren wu¨rde. Diese
Einschra¨nkung kann mit dem von uns vorgestellten Vertra¨g-
lichkeitskriterium auf Schleifen (siehe Def. 3.3) aufgehoben
werden. Zu beachten ist auch, dass die Ablaufhistoriendaten
aufgrund ihrer Gro¨ße u¨blicherweise nicht im Hauptspeicher
gehalten werden, so dass teure Externspeicherzugriffe not-
wendig werden. Abgesehen davon werden bei Ansatz 1 zahl-
reiche unno¨tigeMarkierungsanpassungen inBereichen vorge-
nommen, die von den ¨Anderungen u¨berhaupt nicht betroffen
sind. Außerdem kann nicht direkt festgestellt werden, welche
Arbeitslisteneintra¨ge anzupassen sind. Ansatz 1 ist aus diesen
Gru¨nden – besonders bei großer Instanzzahl – nicht praktika-
bel.
Bewertung von Ansatz 2. Der komplette Verzicht auf
Historien- oder Verlaufsdaten, wie von Ansatz 2 propagiert,
fu¨hrt in der Praxis ebenfalls zu zahlreichen Problemen. Die
vorgestellte Variante 1 erweist sich bei genauerer Betrach-
tung als zu restriktiv, da auch solche Instanzen von einer
¨Anderungspropagation ausgeschlossen werden ko¨nnen, die
bei Anwendung unseres Verfahrens problemlos migrierbar
sind.Aufgrundder speziellenEigenschaften vieler Petri-Netze
(z.B. keine klare Trennung von Kontroll- und Datenfluss)
ko¨nnen zudem ¨Anderungsbereiche in Relation zum Gesamt-
netz sehr groß werden, so dass u.U. die Mehrzahl der Instan-
zen von einer Migration ausgeschlossen wird. Abgesehen da-
von ist die Bestimmung der von der ¨Anderung betroffenen
Bereiche i. A. sehr aufwendig. Bei dem in [1] vorgestellten
Ansatz etwa betra¨gt die Komplexita¨t hierfu¨r O(n4 ∗ (n!)2).
Zusa¨tzlich muss noch fu¨r jede Instanz gepru¨ft werden, ob sie
5 Ein einzelner Historieneintrag einer WF-Instanz umfasst in
ADEPT etwa Informationen wie Ereignistyp (Short, 2 Bytes),
Aktivita¨tenbezeichner (Long, 8 Bytes), Bearbeiter (Long,
8 Bytes), Zeitstempel (Long, 8 Bytes), Iterationsza¨hler
(Short, 2 Bytes) undVerzweigungsentscheidung (Short, 2
Bytes). Damit ergibt sich pro Historieneintrag eine Gro¨ße von
30 Bytes. Dagegen wird zur Speicherung der jeweiligen Knoten-
markierung bei unseremAnsatz nur 1 Byte beno¨tigt.
sich in ihrer Ausfu¨hrung aktuell in diesem Bereich befindet.
Hierfu¨r muss die Token-Belegung des Gesamtnetzes unter-
sucht werden, woraus einAufwand vonO(n) fu¨r jede Instanz
resultiert. Um dem Problem zu begegnen, dass mit Variante
1 zu viele Instanzen von einer ¨Anderungspropagation aus-
geschlossen werden, gibt es Vorschla¨ge aus dem Petri-Netz-
Bereich, die Migration fu¨r einzelne Instanzen nach Verlassen
des ¨Anderungsbereichs nachzuholen. Dies erfordert jedoch,
dass nach jedemnormalenSchalten einerTransition zusa¨tzlich
u¨berpru¨ft werden muss, ob dieser Fall schon eingetreten ist.
Damit erho¨ht sich die Komplexita¨t des Verfahrens aufO(n2).
Variante 2 verfolgt einen ga¨nzlich anderen Ansatz, indem so-
wohl die Vertra¨glichkeitsanalysen als auch die Markierungs-
anpassungen auf den Benutzer verlagert werden. Um sicher-
zustellen, dass es dabei in der Folge nicht zu Verklemmungen
kommt, mu¨ssten zudem fu¨r jede Instanz aufwendige Erreich-
barkeitsanalysen (mit exponentieller Komplexita¨t) durchge-
fu¨hrt werden. Dies wu¨rde zu erheblichen Verzo¨gerungen bei
der Instanz-Ausfu¨hrung fu¨hren.Variante 2 ist deshalb eher von
theoretischer Natur undwu¨rde in der Praxis so nicht akzeptiert
werden.
Bewertung von Ansatz 3. Bei Verwendung verdichteter
Historiendaten, wie in dem von uns entwickelten Ansatz 3,
betra¨gt der Aufwand fu¨r Vertra¨glichkeitsanalysen schlech-
testenfalls O(n). Dieser Fall tritt in ADEPT aber praktisch
nie auf. Wa¨hlt man z.B. fu¨r das Einfu¨gen eines Aktivita¨ten-
knotens ninsert eine realistische Wahrscheinlichkeitsvertei-
lung fu¨r die Anzahl der Nachfolger von ninsert, bela¨uft sich
die erwarteteAnzahl an Zustandsu¨berpru¨fungen auf zwei. Ein
wesentlicher Vorteil bei den von uns durchgefu¨hrten Vertra¨g-
lichkeitsanalysen ist auch, dass wir gezielt die Semantik der
zurAnwendung gekommenen ¨Anderungsoperationen nutzen.
Ein weiterer Vorteil liegt darin, dass die beno¨tigten Markie-
rungsdaten aufgrund ihrer geringen Gro¨ße in der Mehrzahl
der Fa¨lle im Hauptspeicher gehalten werden ko¨nnen. Daru¨ber
hinaus ko¨nnen die bei Migrationen notwendigen Zustands-
anpassungen automatisch erfolgen. Die Komplexita¨t des vor-
gestellten Verfahrens betra¨gt O(n). Wie gezeigt, wird man in
derMehrzahl der Fa¨lle mit wesentlich geringeremRechenauf-
wand zum Ziel kommen.
5.2 Diskussion ausgewa¨hlter Ansa¨tze
Ein erster Lo¨sungsansatz zur Evolution von WF-Schemata
wurde im Bereich der Petri-Netze in [13] pra¨sentiert. Fu¨r
dieWF-Modellierung und -Steuerung werden sog. Flussnetze
verwendet, welche zur Laufzeit mehrere WF-Instanzen mit
unterscheidbaren Marken kontrollieren. Eine ¨Anderung des
Schemas erfolgt formal durch eine Netztransformation, wo-
bei ein markiertes Subnetz durch ein anderes markiertes Sub-
netz ersetzt wird. Wie in Abschnitt 5.1 (Ansatz 2, Variante
2) diskutiert, erfordert die ¨Uberpru¨fung der Korrektheit des
resultierenden Netzes komplexe Erreichbarkeitsanalysen fu¨r
jede Instanz. Hinzu kommt, dass derModellierer fu¨r jedeWF-
Instanz die Markierungsanpassungen selbst vornehmen muss
[14]. Außerdem bleiben Fragestellungen wie Anpassungen
von Datenflu¨ssen oder Arbeitslisten unbeantwortet.
Ein Beispiel fu¨rAnsatz 2,Variante 1 ausAbschnitt 5.1 fin-
det sich in [1]. Hierbei kann eineWF-Instanz nicht auf einmo-
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Tabelle 4.Vergleich verschiedener Ansa¨tze
Bewertungsaspekte Ansatz 1 Ansatz 2 (Var.1) Ansatz 2 (Var.2) Ansatz 3
[9] [1] [14] ADEPT
Vertra¨glichkeitsanalysen
- pra¨zise formale Bedingungen + + + ++
- Reduzierung d. Analyse-/Anpassungsaufwands
• durch Ausnutzung der ¨Anderungssemantik −− − − +
• durch Verdichtung der Zustandsinformation −− + ◦ ++
Gesamtaufwand fu¨r Vertra¨glichkeitsanalysen O(n) O(n4 ∗ (n!)2) O(en) O(n)
O(n2) ∼ 2 Op.
- Kosten durch Externspeicherzugriffe −− + + +
- Autom. Erkennung aller migrierbaren Instanzen ◦ − −− ++
Automatische Migration vertra¨glicher Instanzen + ◦ −− +
(automatische Zustandsanpassungen) O(n)
Praxistauglichkeit ◦ −− −− +
difiziertes Petri-Netz migrieren, solange sie sich in ihrer Aus-
fu¨hrung im von der ¨Anderung betroffenen Bereich befindet.
Die Anpassung von Netzmarkierungen bei der Propagation
von Schemaa¨nderungen wird als schwieriges Problem (dyna-
mic change bug) erkannt [2,3]. Als Lo¨sung wird vorgeschla-
gen, dass der Modellierer eine Funktion zur Abbildung der
Markierungen zwischen Quell- und Zielnetz angibt, die dann
auf jede Instanz anwendbar ist [2]. Dieser Ansatz ist aber al-
lein aus kombinatorischen Gru¨nden nicht immer praktikabel.
Das gilt besonders fu¨r den Fall, dass durch das Netz nicht nur
der Kontrollfluss, sondern auch die Datenflu¨sse zwischenAk-
tivita¨ten abgebildet werden. Abschließend sei erwa¨hnt, dass
Petri-Netze noch weitere Probleme, wie fehlende Verlaufs-
markierungen, mangelhafte Trennung von Kontroll- und Da-
tenfluss und implizite Schleifen-Modellierung aufweisen.
Einige Ansa¨tze zur Evolution von WF-Schemata verwen-
den ein graph-basiertesWF-Metamodell. InWIDE [9] werden
demModellierer ¨Anderungsoperationen angeboten, mit deren
Hilfe ein Schema S in ein korrektes Schema S’ transformiert
werden kann (statischer Fall). Zur Sicherstellung der Korrekt-
heit bei Migration der von S abgeleiteten, noch laufenden In-
stanzen auf S’ (dynamischer Fall) wird erstmals ein Vertra¨g-
lichkeits-Kriterium verwendet. Leider fehlen Angaben dazu,
ob bzw. wie sich unter Verwendung der kompletten Ablauf-
historie (sieheAbschnitt 5.1,Ansatz 1)Vertra¨glichkeit konkret
feststellen la¨sst undwie Instanzen nach ihrerMigration auf das
gea¨nderte Schema anzupassen sind.
Versionierungskonzepte bilden einen Schwerpunkt in
TRAM [24]. Bei ¨Anderung eines WF-Typs wird eine neue
Version abgeleitet und als Sohnknoten im Versionsbaum ge-
speichert. Dann wird versucht, die nach der alten Version ω
laufenden Instanzen unter Erhalt des in [9] definierten Ver-
tra¨glichkeits-Kriteriums auf die abgeleitete Version ω′ zu mi-
grieren. Dabei denken die Autoren u¨ber eine effiziente ¨Uber-
pru¨fung der zur neuen Version vertra¨glichen Instanzen nach
und schlagen die Definition sog. Migrationsbedingungen vor,
anhand derer fu¨r jede Instanz u¨berpru¨ft werden kann, ob sie
zu einem bestimmten Zeitpunkt auf ω′ migriert werden kann.
Es gibt keine Hinweise zur Vertra¨glichkeit von Instanzen bei
Datenflussa¨nderungen oder im Umgang mit Schleifen.
Aktuelle Ergebnisse stammen aus dem Projekt BREEZE
[34]. Die Autoren orientieren sich dabei am ADEPT-Meta-
modell, wobei der Fokus auf der Behandlung nicht vertra¨g-
licherWF-Instanzen liegt.WF-Instanzen, die nicht vertra¨glich
mit dem gea¨nderten WF-Schema S’ sind, sollen u¨ber teilwei-
ses Rollback (dargestellt durch ein spezielles Konstrukt, den
sog.Vertra¨glichkeits-Graphen) in einen vertra¨glichen Zustand
ru¨ckversetztwerden.Dies ist theoretisch zwar sehr interessant,
kann aber nicht immer durchgefu¨hrt werden, da Aktivita¨ten
in der Praxis oftmals nicht kompensierbar sind. Es wird we-
der diskutiert, wie WF-Instanzen (effizient) migriert werden
ko¨nnen, noch wie Schleifen oder Datenflu¨sse behandelt wer-
den sollen.
Einen regelbasierten Ansatz bietet ULTRAflow [15]. Be-
sonderes Augenmerk wird hier auf die Modifikation der
Implementierung und der Metadaten von Schritten gelegt.
Um einen konsistenten Zugriff der einzelnen Instanzen auf
die gea¨nderten Spezifikationen zu regeln, werden spezielle
Synchronisationsverfahren verwendet. Zwecks Reduzierung
der Komplexita¨t klammern die Autoren jedoch z.B. Lo¨sch-
operationen oder Datenflussaspekte ganz aus.
ObjektorientierteAnsa¨tze finden sich in [21,22,36,38]. In
MOKASSIN [22,21] werden ¨Anderungen durch Kapselung
von ¨Anderungsprimitiven in denWF-Instanzen realisiert, d.h.
die Instanzen selbst sind fu¨r den Erhalt der Konsistenz bei
¨Anderungen zusta¨ndig. Das Vertra¨glichkeits-Kriterium wird
als zu restriktiv eingestuft und eine Lo¨sung u¨ber ein fein-
granulares Versionierungskonzept diskutiert. Aussagen zur
(effizienten) ¨Uberpru¨fbarkeit der Vertra¨glichkeit von WF-
Instanzen fehlen. Abgesehen davon erschweren die angebo-
tenen Konzepte zur Erweiterbarkeit die Propagierung von
Schemaa¨nderungen auf laufende Instanzen. In WASA2 wird
ebenfalls einma¨chtigesVersionierungskonzept angeboten [36,
37].Auch hier diskutiert derAutorMo¨glichkeiten zur effizien-
ten ¨Uberpru¨fung derVertra¨glichkeit, indem er eineAbbildung
zwischen dem gea¨nderten Schema und dem Subworkflow, der
sich aus dem Status der zu untersuchenden Instanz ergibt, vor-
schla¨gt. Hierbei handelt es sich umeinen derwenigenAnsa¨tze,
zu denen auch Erfahrungen aus der Implementierung der vor-
gestelltenKonzepte vorliegen [38].DetaillierteBetrachtungen
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zu Schleifen oder zur Anpassung von Datenflu¨ssen wurden
unseres Wissens noch nicht vero¨ffentlicht.
In [16] werden nur Schemaa¨nderungen ohne Instanz-
migrationen betrachtet. Allerdings ist der Ansatz im Hinblick
auf Semantikaspekte bei Schemaa¨nderungen interessant. Als
WF-Metamodell werden Statecharts verwendet, u¨ber deren
¨Aquivalenz die Semantik von modellierten Abla¨ufen nach
¨Anderungen erhalten bleiben soll. Fu¨r WfMS, die Ad-hoc-
-Abweichungen vom vorgeplanten Ablauf unterstu¨tzen (wie
z.B. ADEPT), ero¨ffnen sich hierdurch interessante Mo¨glich-
keiten der automatischen oder semi-automatischen Schema-
Adaption.
6 Zusammenfassung und Ausblick
In diesem Beitrag haben wir einen umfassenden und theo-
retisch fundierten Ansatz fu¨r die bei WF-Schemaa¨nderun-
gen notwendigenVertra¨glichkeitspru¨fungen undWF-Instanz-
migrationen vorgestellt. BesonderesAugenmerk lag dabei auf
Korrektheits- und Konsistenzaspekten, Benutzerfreundlich-
keit und Effizienz. Den daraus resultierenden Anforderungen
werden wir einerseits durch effiziente Pru¨fung auf Vertra¨g-
lichkeit mit dem neuen Schema und andererseits durch au-
tomatische Anpassung von Zusta¨nden bei der Migration ver-
tra¨glicher Instanzen gerecht.Wir haben teilweise eine formale
Darstellung gewa¨hlt, um pra¨zise Aussagen daru¨ber treffen zu
ko¨nnen, wann eine Instanz auf ein neues Schemamigriert wer-
den darf und welche Informationen fu¨r entsprechende ¨Uber-
pru¨fungen beno¨tigt werden. Dies ist fu¨r die Implementati-
on eines solchen Konzepts essenziell. Auch fu¨r die Migra-
tion vertra¨glicher Instanzen haben wir einen Ansatz vorge-
stellt. Wir haben uns nicht nur auf Kontrollflu¨sse beschra¨nkt,
sondern auch Datenflussaspekte behandelt. Dabei haben wir
Querbezu¨ge und Zusammenha¨nge aufgezeigt. Erstmals wer-
den in dieser Arbeit auch Schleifen in die Untersuchungen zu
Vertra¨glichkeitspru¨fungen einbezogen, relevante Problemstel-
lungen diskutiert und Lo¨sungsansa¨tze aufgezeigt. Dabei wer-
den Varianten des in diesem Falle zu restriktiven herko¨mmli-
chen Vertra¨glichkeitskriteriums vorgestellt. Die gewonnenen
Ergebnisse sind nicht nur spezifisch fu¨r ADEPT gu¨ltig, son-
dern ko¨nnen auch auf vergleichbareAusfu¨hrungsmodelle [26,
34,36,37] u¨bertragen werden.
Insgesamt werden die vorgestellten Konzepte und Ver-
fahren den eingangs genannten Anforderungen gerecht.
Wie erwa¨hnt, bestehen aber noch weiter gehende Anfor-
derungen. Ihre ada¨quate Handhabung und die Entwicklung
entsprechender Lo¨sungskonzepte werden Bestandteil unse-
rer zuku¨nftigen Forschungsarbeiten sein. Hierbei soll auch
der Frage nachgegangen werden, ob bzw. inwieweit WF-
Schemaa¨nderungen auch aufWF-Instanzenpropagiertwerden
ko¨nnen, deren Ausfu¨hrungsgraph in Folge einer Ad-hoc- ¨An-
derung strukturell vom urspru¨nglichenWF-Schema abweicht
[31]. BisherigeAnsa¨tze beziehenAd-hoc- ¨Anderungen entwe-
der gar nicht ein oder aber sie lassen fu¨r diesen Fall die Pro-
pagierung von Schemaa¨nderungen nicht mehr zu. Außerdem
werden wir Semantik-Aspekte bei Vertra¨glichkeitspru¨fungen
sowie die ¨Anderung weiterer Bestandteile desWfMS in unse-
reUntersuchungen einbeziehen.Von besonderem Interesse fu¨r
uns ist das Zusammenspiel der verschiedenen Konzepte und
deren Umsetzung in einem lauffa¨higen System. Nur so la¨sst
sich u¨berpru¨fen, ob die betreffenden Konzepte in der Praxis
und bei Anwendung auf komplexe Ablaufbeispiele ada¨quat
umsetzbar sind. Die in diesem Beitrag beschriebenen Kon-
zepte werden derzeit prototypisch umgesetzt.
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