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Introduction
Synthetic biology aims to apply engineering principles to biology, introducing the concepts of abstraction, modularization and standardization to aid in the creation of biologically-based systems with novel functionality. Several major efforts have been established to support these efforts. One of the most prominent is the Synthetic Biology Open Language (SBOL) developed to provide a standardized way to describe, store and exchange biological design information [1] . Tools that adopt SBOL can seamlessly exchange information, allowing for the creation of complex workflows that can span multiple design tools and enable many research groups to collaborate effectively [2, 3] .
More recently, this standard has been complimented by SBOL Visual (SBOLv), a set of agreed upon symbols and rules to create coherent visualizations of biological designs [4] . As with other more mature engineering fields, such as electrical engineering, the ability to graphically represent elements of a system in a commonly defined way greatly improves the communication of both design principles and the overall structure of a system. Many computational genetic design tools have begun to adopt SBOLv [5] [6] [7] [8] [9] [10] . However, these have tended to restrict the ability of users to customize aspects of their design such as the color and shape of symbols and the overall layout.
To address this limitation, we developed a computational library called DNAplotlib [11] . This allows for users to write visualization scripts in the Python programming language [12, 13] or use built in scripts to rapidly generate highly customizable and standard-compliant genetic diagrams from data in spreadsheets. The ability to directly access DNAplotlib through a programming language has also led to it being integrated into several other genetic design tools, such as Cello [14] . Here, we describe several different ways that DNAplotlib can be used to generate genetic diagrams and the ways that they can be easily customized for specific requirements.
Materials

Dependencies
1. Several applications and supporting libraries must be available to install and use DNAplotlib.
These include: Python 2.7 or later, and matplotlib 1.8 or later. We recommend using a packaged Python distribution such as Anaconda (https://www.continuum.io) or Enthought (https://www.enthought.com), which includes all the necessary dependencies by default.
2. Optionally, to allow for the reading of genetic design information from SBOL files, the pySBOL 2.0 or later library must also be present (for further details regarding installation see:
https://github.com/SynBioDex/pySBOL). 
Installation
Methods
In the following sections, we detail a range of ways that DNAplotlib can be used to generate genetic design visualizations. We focus on the use of built-in scripts to simplify the plotting of basic designs (Quick Plot) and the generation of diagrams for entire design libraries from data contained in spreadsheets (Library Plot). To learn more about the advanced features that directly call internal functionality using Python scripts, we recommend consulting our previous publication [11] and exploring the documentation and examples at the project website: www.dnaplotlib.org.
Quick Plot
1. Quick Plot is the fastest and easiest way to generate a figure with DNAplotlib. A single command can generate basic designs incorporating 7 common types of genetic part in 14 different colors (see Figure 1 for an example).
2. To use Quick Plot, the 'quick.py' script must be accessible from the command line. We recommend downloading the latest version from the 'apps' folder at www.dnaplotlib.org and either: 1. placing it in a central location and adding this to the user's PATH environment variable, or 2. placing it directly in the current working directory (see Note 1).
3. A design is specified by a single line of text that is composed of individual elements for each part to be displayed. Each part is defined by a part type (a single letter or symbol), a dot and then the color that the part should be drawn in (Figure 1 ). For example, a red promoter would be defined as 'p.red'. To display a part in a reverse orientation, a minus symbol is placed directly before the part type. Thus, a red promoter in a reverse direction is defined by '-p.red'. A full design consists of a sequence of these part definitions separated by spaces.
4.
Once the text for a design has been produced, this is passed to the 'quick.py' script that will render an image of the construct. The script takes two arguments: 1. '-input' defines the design of the construct, and 2. '-output' provides the output filename for the visualization. It is important that the input design is encased in quotes to ensure that spaces are interpreted correctly, and the extension of the output file (e.g. pdf, png, etc.) will define the type of file that is produced (see Note 2). The command used to generate Figure 1 is shown below: python quick.py -input "=.red p.green i.black r.black c.orange t.blackt.black -c.green -r.gray -i.black -p.blue -s.lightblue =.red s.orange p.orange r.gray c.blue t.black" -output QuickPlot.pdf
Library Plot
1. Library Plot enables the plotting of many genetic designs from data contained within spreadsheets (see Figures 2 and 3 for some examples). Information about parts, regulation, and designs is stored in separate spreadsheets and Library Plot uses this information to generate a combined plot of them all. Because separate spreadsheets are used for part and design information, the parts spreadsheet can be easily reused and shared across many different plots.
For example, the same parts spreadsheet can be used by everyone in a lab to ensure the formatting of genetic elements is consistent. Some examples of the required spreadsheets and their formats are available from the project website: www.dnaplotlib.org.
2. To use Library Plot, the 'library_plot.py' script must be accessible from the command line. We recommend downloading the latest version from the 'apps' folder at www.dnaplotlib.org and either: 1. placing it in a central location and adding this to the user's PATH environment variable, or 2. placing it directly in the current working directory (see Note 3).
3. Next, a spreadsheet must be created that contains all the parts that are featured in the plot. We recommend calling this file 'parts.csv' and it must be saved in a comma-separated values (CSV)
format. This spreadsheet should have columns for each of the options listed in Table 1 with a header row containing each option's name. Each row under this header defines a part that can be later used. It is essential that the 'part_name' option is filled in as this will be referred to in the design and regulation spreadsheets. The 'type' option must also be specified. Table 1 provides details of every option and the formats that are accepted.
3. A similar spreadsheet should be created that contains all the designs to be plotted. We recommend calling this file 'designs.csv' and it must be saved in a comma-separated values (CSV) format. The first row will be ignored, but we recommend using the headings 'design_name' for the first column and 'parts' for the second. Each row under this header then defines a design that will be processed. For each design, a 'design_name' must be given in the first column (see Note 4), and then the proceeding cells define the order of the parts making it up. The 'part_name' should be used to define the element at each position and to plot parts in reverse orientation, the letter 'r' should be placed directly before the name of the part. For example, if the part is called 'RBS1', then 'rRBS1' would be entered to plot the part in a reverse orientation.
(Optional step)
If regulation is present in any of the designs, a third regulatory spreadsheet should be created. We recommend calling this file 'regulation.csv' and it must be saved in a comma-separated values (CSV) format. This spreadsheet should have columns for each of the options listed in Table 2 , with a header row containing each option's name. Each row under this header defines a regulatory arc. It is essential that the 'from_partname' and 'to_partname' options are present and refer to parts present in the parts spreadsheet (see Note 5) . These options define the source and target of the regulatory arc, respectively. The 'type' option must also be specified as either Activation, Repression or Connection (see Note 6).
5. The final spreadsheet to be created contains general parameters that influence the overall plotting of the designs. We recommend calling this file 'parameters.csv' and it must be saved in a comma-separated values (CSV) format. This spreadsheet should have columns for each of the options listed in Table 3 , with a header row containing each option's name. Each row under this header defines a parameter setting. For every parameter, a value must be set. Note that the actual image formats supported may vary due to differences in Python distributions.
3. To test that library_plot.py is available, type "python library_plot.py" at the command line. This should return details of how to use the command and not throw an error. If an error is shown then check that the library_plot.py script is in the current directory or is present at a directory listed in the PATH environment variable.
4. Designs are plotted in alphabetical order of the 'design_name'. We recommend using a numbering format (e.g. 001, 002) as a prefix so that you can easily control the order in which parts are printed. These will not show up in the plot unless you set the 'show_title' option to 'Y' in the parameters spreadsheet (Table 3 ).
5. Note that regulatory arcs can only go between parts on the same design and cannot go between parts on different designs on the same library plot.
6. If regulatory arcs disappear off the top of the plot, increase the value for 'axis_y' option in the parameters spreadsheet (Table 3) . Examples of some customization options available to alter the default shape and color of symbols.
Figure adapted from Der et al. [11] . Accompanying spreadsheets can be found in the gallery at www.dnaplotlib.org. 
