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タが用いられた [1, 2]。1980年代後半は，パーソナル・コンピュータ (以下，PC)ベー
スの教育・演習手法 [1, 3, 4, 5]に変化した。1990年代の後半は，コンピュータを援用し




下，J97)[11]，IEEE Computer SocietyとACM(Association for Computing Machinery)
が共同で提案する “Computing Curricula 2001”(以下，CC2001)[12]，“Computer Engi-
neering 2004”(以下，CE2004)[13]で示されている。コンピュータ・アーキテクチャに関
する具体的な科目は，それぞれ，J97では「U–4コンピュータアーキテクチャ」，CC2001












*1参考文献 [11]の「第 2.2.5節 CSの発展とその教育への影響」で詳しく論じられている。
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と ii) 命令セットの理解やアセンブリ言語の記述法を理解すること iii) レジスタ
を理解すること iv) アドレッシング・モードを理解すること v) I/Oに関する操
作法や割り込みを理解すること が学習できることを前提としている。
この i)～v)の事項は，近年のカリキュラムであるCC2001の“AR3 Assembly level ma-
3
第 1章 緒論 1.2. 研究の目的と概要















CTC(Counter Timer Circuit)や 8255PPI(Programmable Peripheral Interface) の実装，
並びに，短周期の LEDの点滅をコンピュータ・ディスプレイでは点灯状態として描画
する「疑似ダイナミック点灯方式」を考案し，その「疑似ダイナミック点灯方式」を






























を結ぶための PPI(Programmable Peripheral Interface)が備わっている。













































第 2章 ボード・コンピュータの構成 2.1. CPUの違いによる有用性の検討
2.1.2 Z80 CPUを使用した際の有用性

























キーワード 該当件数 キーワード 該当件数
Z80 101 sparc 20
8086 78 pentium 22
68000 51 mips 15
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第 2章 ボード・コンピュータの構成 2.2. TRNジュニアの構成
2.2 TRNジュニアの構成










マイクロ・プロセッサである。また，Z80 CTC(Counter Timer Circuit)，Z80 SIO(Serial
Input/Output)などのペリフェラルが同一パッケージに収められている。
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レジスタ
Z80 CPUのレジスタ構成は，表 2.2のとおりである。
表 2.2: Z80 CPU のレジスタ構成
レジスタ名 種類（役割） サイズ ペアレジスタ


































00000H - 003FFH TRNジュニア基本モニタ ROM
00400H - 007FFH TRNジュニア拡張モニタ
00800H - 00FFFH 予備
01000H - 010FFH モグラ叩きゲーム
01100H - 011FFH 曜日計算プログラム
01200H - 014FFH オルゴール演奏プログラム
01500H - 01DFFH 空き領域
01E00H - 01FFFH 曲目ディレクトリ
02000H - 03FFFH 曲データ
04000H - 07FFFH 空き領域
08000H - 0FFFFH RAM領域 RAM
2.2.3 Z80 CTC







表 2.4: TMPZ84C013AのCTCに関する I/Oマップ
I/O アドレス 接続ペリフェラル
10H CTC チャネル 0
13H CTC チャネル 3
Z80 CTC の信号線のうち，本研究に関する信号線を抜粋し，表 2.5に示す。
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表 2.5: Z80 CTCの信号線の抜粋とその解説
ピン名称 信号名称 I/O 説明




CLK/TRG3 CLOCK/TRIGGER I カウンタモード時に
ダウンカウンタの
トリガとなる。










TRNジュニアにおいて，Z80 CTC のチャネルごとの利用方法は，表 2.6のとおりで
ある。









第 2章 ボード・コンピュータの構成 2.2. TRNジュニアの構成



















図 2.2: Z80 CTCのチャネル・コントロール・ワード





チャネル 3の役割 チャネル 3は，ZC/TO3 が インバータを 1段通過した後に，Z80
CPU の NMIに繋がれている。よって，ZC/TO3 がHレベルになると，Z80 CPU に
NMI割り込みが発生する。
このNMIを使用して，ステップ動作やブレーク・ポインタを用いた実行ができるよ




























• モード 0 単純なパラレル入出力
• モード 1 ハンド・シェイク・モードの入出力












第 2章 ボード・コンピュータの構成 2.2. TRNジュニアの構成
8255のモード設定 モードの設定は，コントロール・ワードを制御ポートに書き込む
ことで行われる。このコントロール・ワードの内容を図 2.3に示す。
D7 D6 D5 D4 D3 D2 D1 D0
グループ B 制御
ポート C(下位) 0 出力
1 入力
ポート B 0 出力
1 入力
モード選択 0 モード 0
1 モード 1
グループA 制御















の入力，1つの LEDならびに 7セグメント LEDへの出力を行うために利用している。
各ポートと入出力装置との接続について，表 2.8に示す。
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表 2.8: TRNジュニアにおける 8255と入出力装置との接続
ポート 入出力 接続先








REG INC DEC RUN RES
C D E F SHIFT
H L
8 9 A B ADDR
BA BC I IF
4 5 6 7 WRT
PC SP IX IY
0 1 2 3 STEP
図 2.4: TRNジュニアのキー配列
外観上の配列は 5× 5の構成であるが，回路上の構成は，RESキーを除く 24個のキー
で 6× 4のマトリクス接続を構成している。
RES キー RESキーの押下によって，TMPZ84C013AT-6 と µPD71055Cのリセット
入力とをイネーブルにする。つまり，Z80 CPU，Z80 SIO，8255がそれぞれリセット
されることになる。
RES キー以外のキー 残りの 24キーは，6× 4 のマトリクス接続タイプで，スキャン
側が 6，8255PPIのポート側が 4 になっている。8255に対するキーパッドの接続を表
2.9に示す。
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表 2.9: 8255のポートCとキーパッドとの接続対応表
PC7～PC4(出力)
1XXX 0111 0110 0101 0100 0011 0010 0001 0000
PC0(入力) STEP REG’ C H BA PC
REG 8 4 0
PC1(入力) WRT LOD D L BC SP
INC 9 5 1
PC2(入力) ADRS STR E A I IX
DEC 6 2

















図 2.5: 7セグメント LEDの構造
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表 2.10: 7セグメント LEDの点灯パターンの組み合わせ
表示 h g f e d c b a 16進 表示 h g f e d c b a 16進
0 0 1 0 1 1 1 0 0 5CH 8 0 1 1 1 1 1 1 1 7FH
1 0 0 0 0 0 1 1 0 06H 9 0 1 1 0 1 1 1 1 6FH
2 1 0 0 1 1 0 1 1 5BH A 0 1 1 1 0 1 1 1 77H
3 0 1 0 0 1 1 1 1 4FH B 0 1 1 1 1 1 1 0 7CH
4 0 1 1 0 0 1 1 0 66H C 0 0 1 1 1 0 0 1 39H
5 0 1 1 0 1 1 0 1 6DH D 0 1 0 1 1 1 1 0 5EH
6 0 1 1 1 1 1 0 1 7DH E 0 1 1 1 1 0 0 1 79H




図 2.6: 表 2.10の点灯パターンによる 7セグメント LEDの表示
8255とセグメントLEDの接続 7セグメントLEDの選択をする際のポートCへの出
力値を表 2.11に示す。
表 2.11: セグメント LEDの桁を選択する 8255のポートCの値
PC7～PC4(出力)
1XXX 0111 0110 0101 0100 0011 0010 0001 0000
選択される
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セグメントが点灯するのかを表 2.12に示す。
表 2.12: 8255のポートAの出力と点灯するセグメントとの対応表
ポートAの出力ビット 7 6 5 4 3 2 1 0
対応する LEDセグメント h g f e d c b a





リスト 2.1: 35バイトのサンプルプログラム ✏
1: 0060 PA EQU 60H
2: 0061 PB EQU PA+1
3: 0062 PC EQU PA+2





9: E000 3E 81 LD A,81H
10: E002 D3 63 OUT (PCW),A
11: E004 0E 01 LD C,1
12: E006 3E 0F LPO: LD A,0FH
13: E008 D3 62 OUT (PC),A
14: E00A 79 LD A,C
15: E00B D3 60 OUT (PA),A
16: E00D CB 01 RLC C
17: E00F CD E015 CALL WAIT
18: E012 C3 E006 JP LPO
19: E015 F5 WAIT: PUSH AF
20: E016 E5 PUSH HL
21: E017 21 8000 LD HL,8000H
22: E01A 2B WAIT1: DEC HL
23: E01B 7C LD A,H
24: E01C B5 OR L
25: E01D C2 E01A JP NZ,WAIT1
26: E020 E1 POP HL
27: E021 F1 POP AF
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I/O制御 (8255PPI) 10行目 8255PPIの制御
セグメント LEDの構造 15行目 出力する値とセグメント LED
の点灯の関係
→ → → → → → → → → →






























本章では，最初に第 3.1節で x80の基本機能に関する概要を示す。次に第 3.2節でデ
コーダ処理やペリフェラル間の接続部分の実装について示す。第 3.3節に yazeで改編
を加えた部分について解説する。以下，各仮想デバイスの実装について，第 3.4節で
Z80 CTC，第 3.5節で 8255PPI，第 3.6節でキーパッド，第 3.7節で 7セグメントLED

















































と 8桁の 7セグメント LEDを用いる。これらのシミュレートは，キーパッドの実装に
関しては，第 3.6節に，7セグメントLEDの実装に関しては，第 3.7節でそれぞれ述べ
る。これらの入出力デバイスと 8255PPIとの接続は，キーパッドは，キー入力された
値で 8255PPIが参照できる変数を書き換える形式 (第 3.6.2節)で行う。一方，7セグメ














00000H - 000FFH ブートストラップで予約 ROM
000FFH - 07FFFH 空き領域


















x80でのチャネル 3の役割 初期の x80では，第 2.2.3節で述べたチャネル 0とチャネ
ル 3の機能を実装していたが，第 4.3節で述べるモニタ機能を実装後は，チャネル 0だ
22
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けを利用している。
これは，TRNジュニアでのチャネル 3の利用法は，モニタによって使用されている

























































































リスト 3.1: フックの登録 ✏
extern void SetUpZ80(byte (*DoIn)(byte Portl,byte Porth),























OPコード・フェッチ・サイクル (M1 サイクル) OPコード・フェッチ・サイクルは，
各命令のOPコードを読み込むサイクルで，このフェッチによって，CPUの以後の動
作が決定される。
なお，OPコード・フェッチ・サイクルは，Z80 CPUでは，M1(Machine Cycle 1) サ
イクルと呼ばれることが多い。この M1 サイクルは，各命令の実行時に必ず 1回は存





例として，IN A,(n) の場合を以下に示す。 ✏
• M1サイクルで，IN A,(n) 命令であることが分かる。
• メモリ・リード・サイクルを行い，n の値を読み込む。

















り込みモード 2の場合である。モード 0もしくはモード 1の割り込みは，本研究では使
用しないため，文献 [29]に譲る。





















第 3章 基本機能の実装 3.2. ペリフェラル接続機能の実装
while文の中身は，I/Oアドレスによる単純な分岐で，アドレス 60H-63H，10H-13H
は，それぞれ 8255と Z80 CTCのシミュレータを呼び出す。
リスト 3.2: デコータ処理の実装 ✏
















case 0x60:case 0x61:case 0x62:case 0x63:
retval=call8255("I",Portl,0);
break;
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第 3章 基本機能の実装 3.2. ペリフェラル接続機能の実装
ctcint3()関数の返り値が-1以外の場合，レジスタ PCの値がスタックに積まれ，PC
の値が 0066Hの値にすることで，NMIを実現している。
































第 3章 基本機能の実装 3.3. Z80 CPUエミュレータの実装
のエミュレーションというバック・グランド動作を含む処理では，上記関数は使用で
きない。





























第 3章 基本機能の実装 3.3. Z80 CPUエミュレータの実装
そこで，本 x80 の現行バージョンでは，f–MSX のコードを Frank Cringle 氏作の
yaze-1.10に置き換えた。この yaze[30]は，GNUライセンス (GNU GENERAL PUB-









#define PutBYTE(a, v) RAM(a) = v
#define GetWORD(a) (RAM(a) | (RAM((a)+1) << 8))
#define PutWORD(a, v) \
do { \
RAM(a) = (BYTE)(v); \
RAM((a)+1) = (v) >> 8; \
} while (0)
#else
/*Modified code by T.nit*/
#define RAM(a) ram[(a)&0xffff]
#define GetBYTE(a) RAM(a)
#define PutBYTE(a, v) (((a)&0xffff)<0x8000)?(0):(RAM(a) = v)
#define GetWORD(a) (RAM(a) | (RAM((a)+1) << 8))
#define PutWORD(a, v) \
do { \
PutBYTE(a,(BYTE)(v)); \













リスト 3.7: x80が使用するレジスタ定義 ✏
typedef unsigned char byte;
typedef unsigned short word;
typedef union
{













R.PC.W = 0; /*PCレジスタに 0を代入 */
R.HL.W = 0x1234; /*HLレジスタに 1234Hを代入*/
✒ ✑
という形式で代入を行う。また，8ビットロードを行う場合は，メンバ Bを用いて ✏
R.HL.B.l = 0x12; /*Lレジスタに 12Hを代入*/
R.HL.B.h = 0x34; /*Hレジスタに 34Hを代入*/
✒ ✑
となる。
一方，yazeでのレジスタ定義は，リスト 3.8となっているので， x80の yaze以外の
関数などから，yazeの内部の関数を呼び出す時は，x80でのレジスタの値 (リスト 3.7)









上位の Bレジスタには，(bc >> 8 ) などでアクセスし，
下位の Cレジスタには，(bc & 0xff) などで読みだす。
✒ ✑
という処理を行っている。
リスト 3.8: yazeが使用するレジスタ定義 ✏
typedef unsigned short WORD;
typedef unsigned char BYTE;
/* two sets of accumulator / flags */
extern WORD af[2];
extern int af_sel;
/* two sets of 16-bit registers */















そこで，本来 Z80 CPUが使用することのできる 16ビット空間用に改編を行った。
まず，最初に，Output()関数の第一引数がアドレス指定部であるので，unsigned
charから unsigned short intに変更した。逆に，第二引数は出力する値であるので，
8ビット幅で十分であり，unsigned short intから unsigned charに変更を行った。
上記の Output()関数の改編によって，Output(lreg(BC), $reg);は，Output(BC,
hreg($reg));に改編が必要である。そのため，yazeのソースリスト (ソースリストの
言語は perl)のに対し改編を行った。その部分の差分をリスト 3.9に示す。上 (<が先頭
にある行)が改編前，下 (>が先頭にある行)が改編後である。
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リスト 3.9: yazeの 8ビットの I/O空間から 16ビットの I/O空間への改善 ✏
< print "\t\tOutput(GetBYTE(PC), hreg(AF)); ++PC;n";
--
> print "\t\tOutput(GetBYTE(PC)+(hreg(AF)<<16), hreg(AF)); ++PC;\n";
< $tab Output(lreg(BC), $reg);
--
> $tab Output(BC, hreg($reg));
✒ ✑
3.4 仮想Z80 CTCの実装





Z80 CPUエミュレータからの仮想 Z80 CTCへのアクセスは，リスト 3.10にある
callctc()関数を用いて行う。
リスト 3.10: CTCの主制御部 ✏
static int ctc_controlword[4]; /*コントロール・ワード*/
static int ctc_next[4]={0,0,0,0}; /*次はタイム・コンスタント？*/
static int ctc_timeconst[4]; /*タイム・コンスタント*/
static int ctc_down_count[4]; /*ダウン・カウンタ*/
static int ctc_vector; /*割り込みベクトル*/
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CPUからZ80 CTCの I/O読み込みに対しては，Z80 CTCは単純にダウン・カウンタ
の値を返すだけであるため，実装は，カウンタの状態を保持しているctc down count[]
の値を返すだけである。その実装は，リスト 3.11となる。







CPUエミュレータから仮想 Z80 CTCへの I/O出力が行われたときの実装をリスト
3.12に示す。


























る。内部フラグの ctc next[]が 1のときは，書き込まれた値 (Value)をタイム・コン
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タイマ割り込みの設定 タイマのセットは，リスト 3.13の setctc()関数を実装して
いる。
リスト 3.13: CTCのタイマセット ✏













/*timer mode(use system clock)*/
if((ctc_controlword[0]&0x20)==0)
sysclock=Z80CLOCK/16; /* 1/16 */
else



























UNIXのタイマ割り込み SIGALRMのシグナルによって，int timer()関数 (リスト
3.14)の呼び出しが起こる。
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case ’c’: /*interrupt check mode*/
return(ctcretval);



























いる。実装の実体は ctcint3()関数 (リスト 3.16)である。
39
第 3章 基本機能の実装 3.4. 仮想 Z80 CTCの実装






























関数が呼び出されたら，ctc down count[]を 1つ減じる実装を行う。この減じる処理
を行うときの条件は，CTCのコントロール・ワード ctc controlword[]の 2ビット
目がリセット状態でない事と，タイムコンスタント待ちで無い ctc next[]==0ことで
ある。
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終了した時点で，アドレス FOOの値は，0CDHである。一方，LD (nn),Aの機械語は，
32H,n,nであるので，第 2 OPコードを持たない。しかし，getpcbak関数の返り値は，
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となる。そのため，仮想 Z80 CTCのシステム・クロックを 40kHzとした。この 40kHz
でダウン・カウントする周期を求めると，16分周/40kHz = 400µsとなる。0.4msとい
う数値は，これでも前出の 10msの制限には，ほど遠い。しかし，ダウンカウンタを













以下に，CPUエミュレータから呼び出されたときの処理 (第 3.5.1節，リスト 3.17)，
キーパッドなどの仮想デバイスから値を取得する処理 (第3.5.2節 Read部，リスト3.18)，
セグメントLEDなどの仮想デバイスを呼び出す処理 (第3.5.2節Write部，リスト 3.19)，
コントロール・ワードに関する処理 (第 3.5.3節，リスト 3.20)に分けて実装を述べる。
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本節 ( 第 3.5.1節)で述べ，case ’I’の部分を第 3.5.2節のRead部で，case ’O’の部
分を同じく第 3.5.2節のWrite部で解説を行う。






























8255の外部 I/O(ポートに接続されているデバイス)としては，第 2.2.4節～第 2.2.6
節で述べたとおり，LEDとセグメント LEDとキーパッドがある。
この中で，セグメント LEDの接続に関しては，第 2.2.6節の表 2.11と表 2.12に示し
たようにポートA(PA)とポートCの上位 (PC7～PC4)を使用する。この実装は，リス
ト 3.24で実装される仮想セグメントLEDの segled write()関数の引数として，ポー
トAの値 (data[IO8255A])とポートCの上位の値 (data[IO8255C]&0xf0) を利用した
値を渡すことで行っている。
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実装を第 3.6節で説明したのち，キーパッドと 8255の接続として第 3.6.2節で述べる。
また，コントロールポートの読みだしは定義されていないので，この関数内では，な
にも処理を行わない。よって，返り値は不定である。




case 0: /*Port A*/
retval=data[IO8255A];
break;
case 1: /*Port B*/
retval=data[IO8255B];
break;

















Write部 (ポートA～C) リスト 3.19がCPUから 8255に対する出力時の動作である。
TRNジュニアにおいて，ポートAは出力で利用している。ポートAが出力のモード
の時だけ，Value の値が出力される。この data[IO8255A]は，セグメント LEDの点
灯状態の制御に使用する。
ポートBのB7には，第 3.7.1節で述べる 1つの LEDが接続されている。この 1つの
44
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LEDは，B7の状態が 0のときに点灯，B7の状態が 1のときに消灯となっている。実








case 0: /*Port A*/
if(mode8255[IO8255A]==IO8255OUT) data[IO8255A]=Value;
break;
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リスト 3.20: 8255のコントロールワードの実装 ✏


































表 3.2: 実装した keyinクラスと command クラスとの違い





スでは，コールバック関数を呼び出す時の引数として，関係する Widget と callback
を設定した時の値を渡し，もう一つの引数は NULLとしている。
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リスト 3.21: キーパッドの主実装部 ✏


























第 3章 基本機能の実装 3.6. 仮想キーパッドの実装
第 1引数は，Xの Widgetの値であり，今回は使用していない。
第 2引数は，コールバック関数を設定した時の値で，本プログラムでは，押された
キーパッドの値 ( keyboard callback[]配列の 3番目で指定した値)で，"0"～"9","A"
～"O"までの値が入る。
第 3引数は，イベント (マウスの押され方)に応じて，表 3.3の値が入る。keypress()
関数は，この第 3引数の値によって，表 3.4の動作を行う。
表 3.4: keypress()関数の動作
keypress の第 3引数 HelpMessage関数 set key関数
NULLポインタ "0"～"9"，"A"～"O" を 呼び出さない
(右ボタンを押したとき) 引数として実行
NULLポインタでなく 呼び出さない "0"～"9"のときは，0～9 が
実体が True "A"～"N"のときは，10～23を
(左ボタンを押したとき) 引数として，呼び出す




様に set key()関数は，第 3.6.2節で解説するリスト 3.22にある関数で，8255でポー
ト側の状態を保持する変数 (keys)に値をセットするための関数である。
3.6.2 仮想8255PPIとの接続
set key()関数の引数で指定した値は，仮想 8255PPI内で，図 3.22に示す動作を行っ
て，キーデータの値を生成している。その実装のリストは，リスト 3.22に示す。
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図 3.4: 仮想キーパッドの処理に関する call8255()関数のフローチャート
call8255()関数は，押下されたキーの値として，リスト 3.22の keysの値を使用し
ている。この変数 keysは，リスト 3.21内の setkey()関数の呼び出しで値が変わる。
keysは，-1,0～24の値を持ち，表 3.5のように割り当てられている。
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data[IO8255C]=(data[IO8255C]\&0xf0)|((~(1<<(keys \& 0x03)))\&0x0f); を実
行する。これで，data[IO8255C]に，上位 4ビットは変化無しで，下位 4ビットにだ




*3まず keys & 0x03 でどの入力が該当するかを求める。次に，1を (keys & 0x03)回だけ，





第 3章 基本機能の実装 3.7. 仮想 7セグメント LEDの実装
表 3.5: ポートCの接続状況
PC7～PC4(出力)
1XXX 011X 0101 0100 0011 0010 0001 0000
PC0(入力) -- -- (20) (16) (12) (8) (4) (0)
-- -- STEP REG’ C H BA PC
-- -- REG 8 4 0
PC1(入力) -- -- (21) (17) (13) (9) (5) (1)
-- -- WRT LOD D L BC SP
-- -- INC 9 5 1
PC2(入力) -- -- (22) (18) (14) (10) (6) (2)
-- -- ADRS STR E A I IX
-- -- DEC 6 2
PC3(入力) -- -- (23) (19) (15) (11) (7) (3)
-- -- SHFT RUN F B IF IY
-- -- 7 3
()内の値を 4 -- --




LEDは，Athena Widget の toggle クラスを用いた。セグメント LEDの実装を行う
に先立ち，リスト 3.23に示す，1つの LEDの実装を行った。














第 3章 基本機能の実装 3.7. 仮想 7セグメント LEDの実装
call8255()関数から呼び出されることによって，動作を開始する。
その動作は，single led write()関数の引数が Trueの時は，LEDが点灯状態に，
single led write()関数の引数が Falseの時は，LEDが消灯状態になる。
single led write()関数内にある search()関数は，第 3.9節で構築したGUIを作
成するプログラムの一部で，Widgetの値を取得するための関数である。その取得した












第 3章 基本機能の実装 3.7. 仮想 7セグメント LEDの実装
リスト 3.24: 初期の 7セグメント LEDの実装 ✏
/*セグメント LEDを点灯する際に呼び出される関数*/










































可能となっている。その実装をリスト 3.25，リスト 3.26，リスト 3.27に示す。
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リスト 3.25: 現行の 7セグメント LEDの実装 (1行目～99行目) ✏
void segled_write5(int no,unsigned char c,int dinamic_drive,int check)
{
static int cycle=0,init=False,dinamic_back=False;
static int selected_line=LEDS;//架空の LED を選択
static unsigned char data_line=0;
static int refresh[LEDS][8][3];
static char seg[LEDS][8][8];
static unsigned char bright[LEDS][8];














//1 命令にかかる usec 時間を計算
gettimeofday(&tp,&tz);
usec=((tp.tv_sec - old_tp.tv_sec)*1000000 +(tp.tv_usec - old_tp.tv_usec))/(inst/1000);
if(usec>0 && usec < 100000 ){
fprintf(stderr,"(20ms(50Hz) のリフレッシュを確保するには%6i ステップ以下にして下さい．"
"現在 1 命令%6li[ns] で実行中) \r",ref_rate,usec);
//20ms(50Hz) で実行できる命令数を設定













if(refresh[i][j][0]!=-1 && ( selected_line!=i || (data_line & (1<<j))==0) ){
//消灯カウンタが有効のとき && LED 点灯電圧非印加時















if(0 <= selected_line && selected_line <=7){
i=selected_line;
for(j=0;j<8;j++){
if(selected_line== i && bright[i][j] !=0xff && (ref_rate) < refresh[i][j][1] && dinamic_drive == True ){
sprintf(seg[i][j],"#00FF00");
bright[i][j]=0xff;refresh[i][j][0]=ref_rate*0.7;refresh[i][j][2]=-1;








//暫定 ON の場合は，即時 OFF にする
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
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if(refresh[i][j][0]!=-1 && ( selected_line!=i || (data_line & (1<<j))==0) ){ //消灯カウンタが有効のとき && LED 点灯電圧非印加時















if(0 <= selected_line && selected_line <=7){
i=selected_line;
for(j=0;j<8;j++){



















//暫定 ON の場合は，即時 OFF にする
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
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//選択した LED 以外の場合のエラーチェック (略)
for(i=0;i<8;i++){
if(((c & (1<<i)) !=0)){
if(selected_line==no){//同じ桁のときは，変化をチェックする。変化なしのときは，スキップ
if((c & (1<<i)) !=0){

















































第 3章 基本機能の実装 3.8. 7セグメント LEDの実装に関する考察
3.8 7セグメントLEDの実装に関する考察
セグメント LEDのダイナミック点灯方式は，図 3.5の図 a～図 dの様に走査しなが





図 a: 下から 4桁目の LEDを選択し，1を点灯
図 b: 下から 3桁目の LEDを選択し，2を点灯
図 c: 下から 2桁目の LEDを選択し，3を点灯






初期の実装 (リスト 3.24)では，セグメントLEDを次の 3つの方式でシミュレートし，
検討した。
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        LEDを選択
n桁目のセグメント
   LEDを点灯させる
n=n+1
割り込みなどの














































図 3.7: 【方式 2】における実行計算機の負荷による表示の違い
3.8.3 【方式3】非選択時は，一定命令実行後消灯







































*5初期の開発環境である Intel DX4 100MHzのおおよそのシミュレーション・スピード
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n = 0の時は，【方式 1】のような動作になる。【方式 3】は，この nをダウン・カウ
ントし，ダウン・カウントした結果が n = 0になったときに LEDの消灯処理を行う。
n = 0を設定したときは，最初にダウン・カウントを行い，n = −1になる。nの変数は，
32ビット幅であるので，約 2の 32乗の回数のループを行った後に，消灯処理が行われ
る。そのため，必要以上に長い時間点灯するため，【方式 1】のような動作に見える。
n = 1のような正の小さな整数の場合は，【方式 2】のような動作をとる。これは，数
命令実行後に消灯処理が行われるためで，【方式 2】の即時消灯とほぼ同じ動作になる。





初期方式 (第 3.7.2節，リスト 3.24)では，点灯と消灯の状態をセグメント LEDの桁

















































































リスト 3.28: make widget()関数 ✏
関数：void make_widget(Widgettype* setup,Widget* mount);
Widgettype構造体：
typedef struct {
Widget widget; /*X11 の Widget */
char* myname; /*本プログラムでの識別名称*/
char* parentname; /* 親の識別名称*/




/*widget myname parentnema widgetclass */
/*file*/
{NULL ,"menu" ,"connect" ,menuButton },
{NULL ,"files" ,"menu" ,simpleMenu_pop },
{NULL ,"quit" ,"files" ,smeBSB },
/*title*/
{NULL ,"title" ,"connect" ,label },
/*button*/
{NULL ,"help" ,"connect" ,command },
{NULL ,"quit_" ,"connect" ,command },
{NULL ,NULL ,NULL ,none }
};
✒ ✑
リスト 3.28の make widget関数は，X ToolKitの Widgetを生成する関数である。第
一引数に，menu[]のような，Widgettype構造体を渡す。




の第 4メンバは，Athena ToolKit で用いられる，widgetclassを指定するためのメン
バである。
なお，menu[]の最後にある，{NULL ,NULL ,NULL ,NULL} は，終端を示すために使
用している。以下の NULLポインタの使用も同様である。
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リスト 3.29: resource set()関数 ✏















リスト 3.29の resource set関数は，Widgetに対するリソースを設定する関数であ





リスト 3.30: callback set()関数 ✏
















リスト 3.30関数の callback set関数は，Widgetに対するコールバックを設定する





第 3章 基本機能の実装 3.10. 本章のまとめ
定する。第 3メンバでコールバック関数への引数を与える。第 4メンバは，本プログラ
ムを製作当初は使用していたが，現在は使用していない。
リスト 3.31: form set()関数 ✏

















リスト 3.31の form set()関数は，Widgetの並び方を設定するための関数である。












































































 32KByte ROM 





































































































































第 4章 拡張機能の実装 4.2. プログラム・ローダ機能
リスト 4.2: リスト 4.1のリスティング・ファイル ✏
Jan 30 03:16 2000 test.z Page 1
1: E000 ORG 0E000H







図 4.5: リスト 4.1のHEXファイル




図 4.6: リスト 4.1をMacro 80で生成した時のHEXファイル
 ✏
:02E000003E815Fの意味
: 02 E000 00 3E 81 5F
行頭は:で 02バイトの E000からの レコード プログラム チェック




図 4.5や図 4.6にある文字列の意味は，図 4.7の意味を持つ [35]。
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上位 4桁をアドレス部とする 下位 4桁をデータ部とする
✒ ✑














































第 4章 拡張機能の実装 4.3. 互換モニタ機能
 ✏
ADRS を押す
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アドレス部が次のアドレス 下 4桁中，上位 2桁は，先程入力
E001になる した 3EHという値。下位 2桁は，
E001Hのメモリの値を表示
✒ ✑































A B C D と押し
とデータ部を ABCDに変更して，最後に WRT を押すと
書き込みが完了する。
✒ ✑
図 4.17: レジスタの書き込みの操作方法と LEDディスプレイ表示
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図 4.18: プログラムの実行操作方法と LEDディスプレイ表示
ステップ実行




とし， WRT を押す。(レジスタ PCの設定)次に， STEP を押し，ステップ実行を行う
例えば，E000にプログラム LD A,78がある場合は
アドレス部が次の PCの値 AFレジスタの値を表示する
を表示する。 下 2桁の Fレジスタの値は，上記の例では不明。
✒ ✑
図 4.19: ステップ実行の操作方法と LEDディスプレイ表示
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とし， WRT を押す。(モニタ専用のレジスタ BAの設定)
同様にモニタ用レジスタ BCに 1を書き込む







0 ADRS RUN を押し，0E000H番地からの実行を行う






















リスト 4.3: x80のエミュレータにおけるブート・ストラップ・コード ✏



































































































第 4章 拡張機能の実装 4.3. 互換モニタ機能
 ✏
✒ ✑
図 4.23: 互換モニタ動作時の LED点灯パターン
この LED点灯パターンに対して，リスト 4.5の定義を行っている。











リスト 4.6: LED点灯のためのインタフェース ✏
extern void segled_write(int i,int pattern);
/*i 点灯位置の指定 (左から i番目 (i=0...7の LEDの点灯) */
/*pattern 点灯パターン */
✒ ✑
例えば，図 4.24のように HL=0123という内容を点灯させたい時は，リスト 4.4，リ
スト 4.5の定義を用いて，リスト 4.7のプログラムを実行する。
86
第 4章 拡張機能の実装 4.3. 互換モニタ機能
 ✏
✒ ✑
図 4.24: 互換モニタでの LED点灯例
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リスト 4.8: 互換モニタのアドレス・モードに関する実装 ✏
case ADDRMODE:
switch(key_data){
case KEYADRS: set_addr_by_data(); break;







case KEYWRT: setmemory();incaddr(1); break;
case KEYINC: incaddr(1); break;
case KEYDEC: incaddr(-1); break;
case KEY0:case KEY1:case KEY2:case KEY3:
case KEY4:case KEY5:case KEY6:case KEY7:
case KEY8:case KEY9:case KEYA:case KEYB:
case KEYC:case KEYD:case KEYE:case KEYF:
set_data(key_data); break;
case KEYSTEP:/*do step*/ return True; break;
case KEYSHFT:mode=SHIFT_ADDRMODE; break;
case KEYNULL:case KEYRST: break;
✒ ✑
リスト4.8は，各キー入力に対する動作をswitch文で分岐している。KEYfooは，キー
入力に 1対 1に対応する enumによる定義 (リスト 4.5)である。


















第 4章 拡張機能の実装 4.3. 互換モニタ機能
リスト 4.9のマクロは一見複雑であるが，使用は簡素になっている。レジスタ PCを
表示するときの例をリスト 4.10に示す。















である。同様に set data disp2()は，データ部に表示するデータを直接指定し，表示
を行う関数である。
4.3.7 ステップ実行とブレーク・ポイントを設定した実行の処理








BA, BC*2を参照しながら実行を行うので，モニタ専用のレジスタ BA, BCを設定して，
返り値を Falseとして，終了するだけである。
*2TRNジュニアでは，Break Addressの意味で BAを，Break Counterの意味で BCをそれぞ
れ使用しているようである。ここでの BA, BCは，Z80 CPUのレジスタ A, B, Cとは無関係
である。
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E000 3E 81 LD A,81H













































PC:E000 F:-------- A:21 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
E010 00 00 00 00 00 00 00 00 0004 5EED
(略)
E000 3E 81 LD A,081
PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900







PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
(略)
E002 D3 63 OUT (063),A
PC:E004 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■













リスト 4.11: 内部バスのプログラム部分 ✏
switch(Portl){
case 0x60:case 0x61:case 0x62:case 0x63:
retval=call8255("I",Portl,0);
break;
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リスト 4.12: DLLの機能を使用する際に用いるライブラリ関数 ✏
void *dlopen(const char *filename, int flag)






















dlsym(haldler,func_name)       
関数名を使って，関数へのポインタ
(エントリー・アドレス)を取得する





















リスト 4.13の key data()関数をチャタリングを模した値を返す関数にすると，キー・
チャタリングを起こす仮想デバイスの完成となる。





































第 4章 拡張機能の実装 4.5. 拡張バス機能
この拡張バス機能を使用する時のファイル名や関数名などの命名規則は，表 4.1で
ある。























































信号出力機能として使用する値は，1.の 8255PPIの出力値と 2.の時間 (UNIX上の
ユーザプログラムで利用できる実時間に最も近い時間 [37])である。その他の値は，x80
の実行状態を監視するために出力している値 (getrusage()関数の値)である。
なお，この節での x80の実行環境は，FreeBSD4.3–BETA(CPU:Pentium II 333MHz，
RAM 256MByte)を用いている。
4.6.1 【改良1】usleep()を用いる方法
前節の 6つの状態を出力する拡張を行った x80で，リスト 4.15を実行した。リスト
4.15は，タイマ割り込みを用いて周期的にPort Bの値をカウント・アップする Z80の
*3形式は，カレントディレクトリにある場合は，-l ./foo.x80 so とする。
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プログラムである。
リスト 4.15: 周期的に 8255PPIの Port Bをカウント・アップするプログラム
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図 4.33: 図 4.32の拡大図
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図 4.37: 図 4.36の出力値の拡大図
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第 4章 拡張機能の実装 4.7. 本章のまとめ
の usleep()を用いる方法を施せは，図 4.35のように，出力値は大幅な遅延がなくな



































































るため，第 3.2節で実装した割り込みサイクルと第 3.4節 Z80 CTCを活用する。
なお，第 3.2節ペリフェラル間接続機能，第 3.3節 Z80 CPU，第 3.5節 8255PPIは全
ての週で用いる。併せて，学習者とのユーザ・インタフェースを構成する第 4.3節の互
換モニタ機能とそのモニタ起動から間接的に利用する第 3.6節キーパッドと第 3.7節仮





第 5章 活用事例と既存との比較 5.1. x80の使用法
5.1 x80の使用法
x80の使用方法は，ktermなどの端末のコマンドライン上で， ✏
nitta@bert{100}% x80 foo1.hex foo2.hex ... foon.hex
✒ ✑
と行う。ここで，x80 は，本ソフトウェアのバイナリ，foo.hex は，Intel HEX 形式











-h This Help Message
-r refresh rate (Default:1000)
-j starting address
-s break start address
-e break end address
-t enable trace mode











• -l (foo.x80 soの形式で)外部仮想デバイスを指定する。
これらのオプションは，通常，使用する必要は無い。
5.2 授業への援用事例







第 5章 活用事例と既存との比較 5.2. 授業への援用事例
• 1998年後期電子工学実験 IV TRNジュニアと併用。4週の実験の内，第 1週と第
2週は x80の単独使用，第 3週は，x80とTRNジュニアを併用，第 4週は，TRN
ジュニアの単独使用である。
• 1999年後期 プログラム演習 レポート課題として使用。














• 2週目 アセンブラの使用法とセグメント LEDの点灯











第 5章 活用事例と既存との比較 5.2. 授業への援用事例
リスト 5.1: 演習課題のプログラム ✏
.Z80 ;アセンブラは Macro80を使用
0060 PA EQU 60H
0061 PB EQU PA+1
0062 PC EQU PA+2




E000 3E 81 INIT: LD A,81H
E002 D3 63 OUT (PCW),A
E004 3E 0F LD A,0FH
E006 D3 62 OUT (PC),A
E008 3E 01 LD A,1
E00A LPO:
E00A D3 60 OUT (PA),A
E00C 07 RLCA
E00D C3 E00A JP LPO
END✒ ✑
このプログラムは，下 1桁目のセグメント LEDが図 5.3になるプログラムである。
 ✏
→ → → → → → → → → →
✒ ✑









難しいことは抜きにして，X Window System a上で ✏
98tm56@ews010{101}% ~98tm56/kadai
✒ ✑
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TA(Teaching Assistant)の助けが必要である。図中にある，~98tm56/kadaiというの
は，x80を呼び出すスクリプトファイルで，リスト 5.2である。
リスト 5.2: x80の起動シェルスクリプト ✏
#!/bin/sh






































































図 5.7: x80に対する機械語の入力 (1ページ目)
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 ✏
メモリへの入力




















図 5.8: x80に対する機械語の入力 (2ページ目)
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 ✏
操作 4:メモリへの機械語の入力 (残りの分の入力) ✏
以下，操作 3を参考にして，E001に D3を入力，E002に 63を入力，E003に 3E
を入力，……，E00Fに E0 までを入力せよ。
入力する機械語は，E000から順に「3E 81 D3 63 3E 0F D3 62 3E 01 D3 60
07 C3 0A E0」の E00Fまでの 16バイトである。






























PC:★★ F:-------- A:★ BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
☆☆☆☆☆☆☆☆☆☆☆☆
PC:◆◆ F:-------- A:◆ BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
例えば，「★，☆，◆の部分」については，
Step Trace(100 Steps)
PC:E000 F:-------- A:21 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
E000 3E 81 LD A,081
PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
となっていれば，次ページ以降の空欄に
PC:★★ A:★ ☆☆☆☆☆☆☆☆☆☆☆☆☆ PC:◆◆ A:◆ 表示











リスト 5.3: LED点灯実験のプログラム ✏
0060 PA EQU 60H
0061 PB EQU PA+1
0062 PC EQU PA+2
0063 PCW EQU PA+3
.z80 ; アセンブラは Macro80を使用
0000’ ASEG
ORG 0E000H
E000 3E 81 LD A,81H
E002 D3 63 OUT (PCW),A
E004 0E 01 LD C,1
E006 3E 0F LPO: LD A,0FH
E008 D3 62 OUT (PC),A
E00A 79 LD A,C
E00B D3 60 OUT (PA),A
E00D CB 01 RLC C
E00F CD E015 CALL WAIT
E012 C3 E006 JP LPO
E015 F5 WAIT: PUSH AF
E016 E5 PUSH HL
E017 21 8000 LD HL,8000H
E01A 2B WAIT1: DEC HL
E01B 7C LD A,H
E01C B5 OR L
E01D C2 E01A JP NZ,WAIT1
E020 E1 POP HL
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ラムの解説を行った。








図 5.11: 7セグメント LEDの構造 (図 2.5を再掲)
図 5.12: 7セグメント LEDの点灯例
表 5.1: 数字をセグメント LEDで表示する際に用いるパターン・テーブル
表示 h g f e d c b a hgfedcba(2) = X(16)
0 0 0 1 1 1 1 1 1 00111111B = 3FH







































図 5.14: リスト 5.4の動作
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1. list1.mac(リスト 5.4)は，セグメント LEDを図 5.14のように点灯させるプログラ
ムである。list1.macを入力して動作を確認せよ。
2. list1.macの 「W_VAL EQU 10000」を「W_VAL EQU 20000」に変化させ，
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その違いを観察せよ。
3. list1.macの「W_VAL EQU 10000」の 10000を変更することによって，図 5.15
のようにみえるような値を決定せよ。 ✏
✒ ✑





図 5.16: 手順 4の結果
その際，以下の手順を踏め。
(a) HINT の行「LD A,7FH」を「CALL MAKE_A」と書き換えよ。
(b) MAKE_A:以下にある NOPの部分のサブルーチンを作成せよ。サブルーチンの仕様
は，表 5.2とする。




Bレジスタの値 Aレジスタの値 Bレジスタの値 Aレジスタの値
0 3FH 1 06H
2 5BH 3 4FH
4 66H 5 6DH
6 7DH 7 27H
✒ ✑
5.2.5 第4週 Z80 CTCを用いた割り込みプログラミング
CTCを用いたタイマ割り込みプログラムのサンプルは，リスト 5.5である。
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リスト 5.5: CTCを用いた割り込みプログラム ✏
.Z80 ;Z80のコードである。アセンブラは Macro80を用いる
ASEG ;絶対アドレスで記述する













OUT (PC),A ;セグメント LEDの下一桁をつかう





LD I,A ;割り込みベクタテーブルの設定 (上位)
LD A,L
AND 11111000B






LOOP: JR LOOP ;無限ループ













IN A,(PA) ;現在の点灯内容を Aに入れる
XOR 80H
























































































最初に，x80の開発のヒントとなったAltairシミュレータ [14] の実行画面を図 5.21
に示し，Altairシミュレータの最新バージョン [15]の実行画面を図 5.22に示す。
また，x80の対外発表 [18]以降に発表されたTK-80のシミュレータ [41]を図 5.23に
示す。
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図 5.24: リフレッシュ・レートの 1/2以上の描画更新で発生する不具合
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これらの点滅を図 5.27の信号で駆動する方法として，Altairシミュレータでは，リ
スト 5.6の 0番地から連続した NOPを実行し，3FDHで 0番地に戻るような無限ループ
のプログラムを使用した。このプログラムを実行するとアドレスが，0，1，2，…と変
化するので，A0，A1，A2の各状態が図 5.27の信号のとおりになる。










リスト 5.7: 実機TK–85とTK–80シミュレータの検証プログラム ✏
1: 0000 .Z80 ;アセンブラは，zmacを使用
2:
3: 8000 ORG 8000H
4:
5: 83FF DISP1 EQU 83FFH
6:
7: 8000 START_:
8: 8000 21FF83 LD HL,DISP1
9: 8003 3E00 LD A,0
10: 8005 LOOP:
11: 8005 77 LD (HL),A
12: 8006 3C INC A
13: 8007 CD0D80 CALL WAIT
14: 800A C30580 JP LOOP
15:
16:
17: 800D F5 WAIT: PUSH AF
18: 800E C5 PUSH BC
19: 800F D5 PUSH DE
20: 8010 E5 PUSH HL
21:
22: 8011 216400 LD HL,100 ;この値で周期を調整
23: 8014 LP1:
24: 8014 2B DEC HL
25: 8015 7C LD A,H
26: 8016 B5 OR L
27: 8017 C21480 JP NZ,LP1
28:
29: 801A E1 POP HL
30: 801B D1 POP DE
31: 801C C1 POP BC
32: 801D F1 POP AF
33: 801E C9 RET
34:
35: 801F END✒ ✑
本研究で実装した x80と実機TRNジュニアの駆動は，リスト 5.8を用いた。
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リスト 5.8: x80と実機TRNジュニアの検証プログラム ✏
1: 0000 .Z80 ;アセンブラは，zmacを使用
2:
3: 0060 PA EQU 60H
4: 0061 PB EQU 61H
5: 0062 PC EQU 62H
6: 0063 PCW EQU 63H
7:
8: 0063 PCTL EQU 63H
9:
10: E000 ORG 0E000H
11:
12: E000 START_:
13: E000 3E81 LD A,10000001B
14: E002 D363 OUT (PCTL),A
15: E004 3EFF LD A,0FFh
16: E006 D362 OUT (PC),A
17: E008 3E00 LD A,0
18: E00A D362 OUT (PC),A
19: E00C LOOP:
20: E00C D360 OUT (PA),A
21: E00E 3C INC A
22: E00F CD15E0 CALL WAIT
23: E012 C30CE0 JP LOOP
24:
25:
26: E015 F5 WAIT: PUSH AF
27: E016 C5 PUSH BC
28: E017 D5 PUSH DE
29: E018 E5 PUSH HL
30:
31: E019 216400 LD HL,100 ;この値で周期を調整
32: E01C LP1:
33: E01C 2B DEC HL
34: E01D 7C LD A,H
35: E01E B5 OR L
36: E01F C21CE0 JP NZ,LP1
37:
38: E022 E1 POP HL
39: E023 D1 POP DE
40: E024 C1 POP BC
41: E025 F1 POP AF






























































































































図 5.31: 50Hzのタイミングで 2桁を切替える時の x80の描画処理 (処理 1)
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実機 CAI SIM x80
実デバイスを駆動する学生実験 ◎ × × ×
デバイスの駆動法を学習する学生実験 ○ △ 4 △ 4,5 ○
学校での自学・自習 △ 1 ○ △ 5 ○
自宅学習 △ 2 △ 2 △ 2,5 △ 2,6
40人規模でのプログラミングの一斉演習 △ 2 ○ △ 5 ○
レジスタの変化を理解するための演習 △ 3 ◎ △ 3 ○
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