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Este documento recoge la labor llevada a cabo para el diseño e 
implementación de una herramienta capaz de gestionar una centralita 
telefónica IP basada en tecnología VoP (Voz sobre IP). 
 
Se incluye en el escrito la información conceptualmente necesaria para 
entender el sistema IP Centrex, para entender los requisitos que cubrirá la 
herramienta y el desarrollo de la misma, desde su concepción hasta su 
creación. 
 
Esta aplicación cumple la necesidad de un sistema de información para la 
administración de una serie de productos y sus servicios asociados, la 
contratación de los mismos, y la gestión de los usuarios que acceden a ellos. 
 
Para la implementación del instrumento de gestión se han utilizado tecnologías 
que nos permitan trabajar en un entorno de Web dinámica;  un núcleo 
programado en lenguaje Java, acceso a los datos con Hibernate, y la creación 
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This document gathers the carried out work for the design and implementation 
of a tool able to manage a telephone switchboard IP based on VoP technology 
(Voice over IP). 
 
The information conceptually necessary is included in the writing to understand 
system IP Centrex, to understand the requirements that will cover the tool and 
the development with the same one, from its conception to its creation. 
 
This application fulfils the necessity of an information system for the associated 
administration of a series of products and its services, the hiring of such, and 
the management of the users who accede to them. 
 
For the implementation of the management instrument technologies have been 
used that allow us to work in dynamic surroundings of Web; a nucleus 
programmed in Java language, access to the data with Hibernate, and the 
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VozTelecom Sistemas S.L. es una empresa del sector de las 
telecomunicaciones dedicada a facilitar productos a usuarios y empresas, 
acentuando su esfuerzo en mejorar las comunicaciones con soluciones de 
Telefonía IP. 
 
Los servicios de Telefonía IP incluyen aplicaciones de voz, fax, y aplicaciones 
de mensaje de voz transportadas vía Internet pública u otras redes basadas en 
el Protocolo de Internet.  
 
Nos encontramos pues, en frente de un proveedor especialista de servicios de 
aplicación de telefonía que ofrecen productos de telecomunicaciones como 
aplicaciones que corren sobre servidor.  
 
Estos servicios, a los que se puede acceder desde un PC adecuadamente 
equipado,  o un teléfono IP, incluyen servicios de llamada telefónica básica y de 
valor agregado, como por ejemplo: llamada por Internet, teleconferencias, IP 
Centrex, y otros.  
 
 
Necesidades a cubrir 
 
La finalidad de este proyecto es desarrollar una herramienta capaz de llevar a 
cabo la gestión de uno de los productos facilitados por la empresa: el IP 
Centrex. 
 
Esta herramienta debe facilitar la administración del catálogo de 
funcionalidades o servicios que es capaz de ofrecer el producto, facilitar el 
proceso de contratación de los mismos y gestionar el acceso de los usuarios a 
dichas funcionalidades. 
 
Este instrumento formará parte de un sistema; de forma paralela, otro grupo de 
desarrollo está llevando a cabo la tarea de diseño e implementación del núcleo 
del servicio: el servidor IP Centrex. Es necesario, pues, que a la hora de pensar 
en el diseño más adecuado tengamos en cuenta que se debe integrar, por una 
parte con el diseño paralelo del servidor y por otra con los sistemas de 
información de la compañía. 
 
Además, la interacción con la aplicación debe ser cómoda y simple, ofreciendo 
de manera fácil el proceso de operación del sistema. También dotarla de un 
diseño flexible será determinante para su adaptación con otros productos y 
para su tiempo de vida.  
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Por supuesto, la elección de las tecnologías repercutirá en el coste del 
desarrollo de la herramienta, siendo su crecimiento directamente proporcional 
al número de tecnologías propietarias que escojamos. Por ello, es obvio pensar 
en su creación mediante tecnologías libres Open Source. 
 
Objetivos a alcanzar 
 
Analizadas las necesidades y requisitos de la herramienta, es determinante que 
la aplicación sea capaz de llevar a cabo una serie de tareas: 
 
• Gestión del catálogo de productos, con cierta flexibilidad para la 
incorporación de nuevos elementos. La flexibilidad de la aplicación 
también será ventajosa y determinante a la hora de mejorar los tiempos 
para sacar un producto al mercado (time to market). 
 
• Dotar de una plataforma de contratación de los productos ofertados, de 
forma que sea el propio cliente el encargado de contratar aquello que le 
interese. 
 
• Administración de los usuarios que interactuarán con el sistema; habrá 
diferentes tipos de usuarios dependiendo del papel que realicen dentro 
de él. 
 
• Su diseño debe facilitar el posterior proceso de integración con el resto 
del sistema IP Centrex, mediante la creación de un interfaz.  
 
 
Estructura de la memoria 
 
En este documento quedan reflejadas las diferentes etapas para la creación de 
la herramienta desde el principio hasta su fin. 
 
El proceso lógico debe pasar por una descripción del sistema en el que estará 
integrada, un modelado del sistema que deseamos llevar a cabo, el proceso de 
diseño y las decisiones tomadas en el mismo; el último paso será, por 
supuesto, la forma de implementar dicho diseño. Deberemos tener en cuenta 
también, las tecnologías elegidas, y el esfuerzo realizado para su comprensión 
y utilización, precio que se debe pagar por el potencial de las mismas. 
 
Así mismo, habrá una reflexión sobre el trabajo realizado, y los posibles 
cambios que susceptiblemente podrán ser introducidos para su mejora, o bien, 
para su adaptación con el sistema. 
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CAPÍTULO 1. CONCEPTOS 
 
1.1. Concepto de gestión 
 
La gestión, como concepto, es muy importante en una gran cantidad de 
aspectos de la vida de una persona. La cuestión gestionar implica el manejo de 
una serie de recursos. 
 
Ejemplos de ámbitos en que la gestión es algo determinante y en los que 
debemos dedicar cierto tiempo a determinar mecanismos adecuados para 
llevarla a cabo, son muchos.  
 
Desde la forma de administrar un capital económico, hasta la gestión de los 
recursos humanos de una empresa; otro bueno ejemplo es la gestión de los 
recursos naturales del planeta, generalmente finitos. La manera de realizar está 
administración de los recursos, es determinante a la hora de optimizar los 
beneficios que obtenemos, así como garantizar, en muchos casos, que en un 
futuro podamos seguir disfrutando de ellos. 
 
La gestión, extrapolando de los ejemplos anteriores, comporta la planificación, 
la observación de la evolución de los recursos y su mantenimiento para las 
generaciones futuras. 
 
Por lo tanto, este concepto se puede aplicar de igual manera a los servicios 
ofrecidos por un operador de telecomunicaciones, como es IP Centrex. 
 
 
1.2. Operador de Telecomunicaciones 
 
 
Los operadores o proveedores son los responsables de la gestión de un 
servicio de telecomunicaciones en virtud de autorización, licencia, o concesión. 
 
Los operadores llegan a una multitud de usuarios, y ofrecen la posibilidad de 
brindar diversos tipos de servicios. 
 
Básicamente los operadores cuando ofrecen un servicio deben garantizar una 
serie de cosas e, independientemente de las cuestiones meramente 
tecnológicas,  llevar a cabo la gestión del mismo; por lo tanto tienen que facilitar 
lo siguiente: 
 
• provisión del servicio: aprovisionar un servicio implica que se garantice 
la continuidad del mismo, que éste tenga una cierta calidad de servicio y 
que se asegure un nivel adecuado de privacidad y seguridad. 
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• sistema de información para su gestión: un sistema que tenga el 
catálogo de productos, permita publicarlos, y que facilite su contratación. 
También, por supuesto, que sea capaz de realizar la facturación de los 
mismos. 
 
Una vez que un servicio de telecomunicaciones es diseñado e implementado 
por el operador mediante las tecnologías elegidas para ello, y es añadido al 
catálogo de productos del proveedor, hay que sacarlo al mercado, para que los 





Fig. 1.1. Relación entre el usuario y proveedor 
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En la figura se puede apreciar el proceso que un usuario tendría que hacer 








PBX es el acrónimo de Private Branch eXchanger. Básicamente es una 
centralita telefónica con fines privados.  
 
Ubicada generalmente en el lado del usuario y conectada a la red pública 
telefónica pero que es operado por el usuario final. 
 
En una empresa una PBX evita que las llamadas dirigidas a terminales internos 
de la misma empresa salgan al exterior y vuelvan otra vez; de esta forma se 
evitan los costes de las llamadas internas. También evita tener que contratar 
una línea telefónica por cada terminal de la empresa. 
 
Los distintos elementos que se pueden conectar (teléfonos, faxes, etc.) se 
denominan extensiones. 
 
1.3.2. Servicio  IP Centrex 
 
El servicio IP Centrex (ver [1]) es un conjunto de soluciones especializadas de 
negocio, orientadas al servicio de voz, en una primera instancia, aunque no 
exclusivamente. 
 
El equipo que nos brinda el control de la llamada y las funciones lógicas de 
servicio es propiedad del operador, que también realiza la operación del 
mismo. Esto libera al cliente de de los costes y responsabilidades de la mayor 
parte del equipamiento.  
 
 
En telefonía IP, las conversaciones de voz pueden ser digitalizadas y 
convertidas en paquetes para transmitirlas sobre la red.  
 
IP Centrex nos brinda capacidades de telefonía IP destinadas a clientes que 
transmiten sobre una red la voz, convertida en paquetes de datos. Es decir, sus 
enlaces de datos hacia Internet o privados, pueden ser utilizados para 
transmitir voz. Cuando la voz no se transmite, la capacidad de que se dispone 
puede ser utilizada para transmitir otro tipo de datos. 
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1.3.3. Beneficios de IP Centrex 
 
IP Centrex ofrece un amplio rango de beneficios y ventajas para el cliente. 
 
• Coste de la inversión de capital menor: Es el proveedor el que tiene la 
central telefónica. El cliente no ha de realizar ninguna inversión en 
ninguna PBX. Libera a los usuarios de los costes y responsabilidades de 
ser propietarios de un equipamiento. Al situar las tecnologías en la red, 
una empresa puede subscribirse a los servicios remotos de un 
proveedor y reducir sus gastos de aplicación, instalación y equipamiento; 
además reduce el coste de sus operaciones. 
 
• Escalabilidad: El cliente contrata el número de líneas que necesita. La 
operación de añadir o quitar líneas se simplifica. En el caso de una PBX 
convencional, dar de alta líneas podría suponer, por ejemplo, la compra 
de nuevas tarjetas de expansión. 
 
• Simplicidad: El proveedor es el responsable de de instalar y configurar el 
servicio. 
 
• Operaciones y mantenimiento: Las operaciones del día a día y el 
mantenimiento de los equipos pasa a ser responsabilidad del proveedor. 
 
• Actualizaciones: El cliente se beneficia de la continua actualización del 
servicio por parte del proveedor, desde las más banales hasta las más 
importantes.  
 
• Estandarización: IP Centrex usa protocolos como el SIP o el H.323. 
Generalmente los terminales (llamados CPE), teléfonos o gateways de 
voz sobre IP, pueden usarse de múltiples fabricantes. Los gateways de 
voz realizan la conversión de voz a paquetes. También existen los 
softphones, que son aplicaciones que se ejecutan en un ordenador que 
permiten realizar y recibir llamadas. 
 
• Elimina espacio y requerimientos de instalación: La infraestructura está 
ubicada en el proveedor, por lo tanto, evitamos el espacio que 
consumiría un equipo normal, así como los preparativos para su 
emplazamiento. 
 
• Integración de Telefonía en PCs y softphones: Existen soluciones para 
controlar funciones telefónicas mediante PC; aplicaciones como los 
softphones reemplazan a los teléfonos. 
 
• Facilita la movilidad: Las actividades de cambiar, mover o añadir 
usuarios de localización, son mucho más flexibles. 
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CAPÍTULO 2. DESCRIPCIÓN DEL SISTEMA 
 
2.1. Arquitectura centralizada 
 
La arquitectura del sistema considerada para el producto IP Centrex, sigue un 
diseño centralizado.  
 
Las ventajas de un producto de este tipo, y sobre todo las económicas, radican 
en que el equipamiento pertenece y está ubicado en las instalaciones del 
operador o proveedor de servicios (Service Provider, SP).  
 
En el caso de IP Centrex, la administración de los diferentes procesos que 
intervienen, como la autenticación de usuarios, la distribución de las llamadas y 





Fig. 2.1. IP Centrex: sistema centralizado 
 
 
Toda la lógica para llevar esto a cabo se encontrará en dispositivos físicos del 
proveedor (servidores, elementos de red, etc.). 
 
Las ventajas que este diseño nos ofrece, son entre otras: 
 
• Número reducido de administradores. 
 
• Los costes se reducen sobre todo para el usuario final, debido a que es 
el proveedor el que debe realizar la mayor inversión. 
 
• Control y monitorización total del sistema desde un único punto. 
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• El mantenimiento del sistema es más fácil, debido a que se centra en 
una única ubicación; aunque también más crítico, porque puede afectar 
a todos los usuarios. 
 
• Se puede implementar una seguridad mayor; si el sistema fue distribuido 
esto sería un serio problema. 
 
 
Claro está, que el diseño centralizado también tiene desventajas, sobre todo en 
el lado del operador: 
 
• Necesitaremos equipos tecnológicamente superiores en el proveedor y 
con mayor capacidad (cómputo, comunicaciones, etc.). 
 
• El crecimiento del sistema puede verse limitado. Su escalabilidad es 
menor. 
 
• En caso de fallo, un sistema centralizado es más vulnerable y su 
afectación es mayor. La tolerancia es menor que en otros diseños. 
 
 
2.2. Elementos de un IP Centrex 
 
El proyecto IP Centrex, como ya se ha explicado, es un desarrollo conjunto, y 
de forma paralela, de una serie de elementos. 
 
Como visión global, el sistema se puede dividir en tres partes: el núcleo de 
servicio, la administración del servicio y una API que se encarga de la 






Fig. 2.2. Elementos de un IP Centrex 
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2.2.1. Núcleo: Servicio IP Centrex 
 
El núcleo, el corazón del IP Centrex, es el que implementa el servicio. Es la 
parte que contiene la lógica necesaria para hacer funcionar el servicio. 
 
El corazón del sistema está dividido  en dos bloques diferenciados.  
 
Uno de estos bloques es un servidor convergente HTTP-SIP que recibe y envía 
mensajes SIP y responde mensajes HTTP.  
 
El otro bloque es un controlador de llamadas, que permite la abstracción de los 




La administración del servicio IP Centrex es el principal cometido de este 
proyecto en particular; su diseño ha de garantizar, en una etapa posterior, la 
comunicación con el resto del sistema. 
 
De su implementación dependen una serie de funciones: 
 
• Gestión del catálogo de productos. Su lógica permite manejar los 
diferentes productos y servicios que ofrezcamos como proveedor. 
 
• Dotar al sistema de una plataforma de contratación de los productos. 
Establecer métodos para facilitar la adquisición de productos y servicios 
por parte de los diferentes clientes o empresas.   
 
• Administración de los diversos usuarios que interactuarán con el 
sistema. Cada usuario en el sistema tendrá un papel determinado, que a 
su vez determinará que tipo de acciones puede realizar dentro de la 
herramienta. 
 
• Facilitar la integración e interacción con el resto del sistema IP Centrex. 
Esto es necesario, ya que de la herramienta depende entre otras cosas, 
autorizar u impedir a un usuario usar una funcionalidad en concreto. 
 
A lo largo del proyecto analizaremos más a fondo, y paso a paso, este módulo 
e iremos conociendo más detalles sobre su diseño e implementación, pues es 




Para que la herramienta de administración y el servicio IP Centrex se 
comuniquen hemos de definir una API que nos permita dicho diálogo. 
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Básicamente será un interfaz que podrá utilizar el núcleo del servicio para 
interactuar con la herramienta de gestión. Por ejemplo, en tareas de validación 




2.3. Elementos de la herramienta de administración del IP 
Centrex 
 
Hasta ahora hemos prestado atención a las características del sistema IP 
Centrex en cuanto a sistema global.  
 
Pero el trabajo de este proyecto en concreto solo abarca la parte de 
administración del servicio IP Centrex.  
 
El diseño de la herramienta de gestión debería tener en cuenta una serie de 
bloques. El núcleo de la herramienta está formado de forma conceptual por tres 
módulos, cada uno de los cuales sería el encargado de gestionar una 
determinada información mediante la lógica adecuada. 
 
De esta manera, tendríamos los siguientes módulos: 
 
• Módulo de gestión de catálogo 
 
• Módulo de gestión de contratación 
 





Fig. 2.3. Bloques de la herramienta de gestión 
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2.3.1. Módulo de gestión de catálogo 
 
De forma concisa, se encargará de la alta, baja y modificación de productos, 
servicios o características. Contiene la información de aquello que podemos 
ofrecer a nuestros clientes. 
 
O dicho de otra forma, de administrar el catálogo de productos, servicios y 
características de las que dispone el proveedor.  
 
Este módulo tiene que permitir flexibilidad para añadir nuevos productos de una 
forma rápida, ya que el hecho de tener un catálogo de productos hace pensar 
que estos productos deben ser, en algún momento del proceso, publicados a 
los clientes: es decir, puestos en el mercado para su contratación.  
 
Esto implica un tiempo que se podría definir desde que un producto es 
concebido, hasta que se hace contratable (o que aparece en el mercado). 
Cuanto menor sea éste tiempo, mucho mejor.  Si con cada producto nuevo 
tuviéramos que crear una nueva herramienta que se adaptará a él, este tiempo 











• Información, de nuestros productos, servicios y características 
disponibles. 
 
• Lógica, para definir las posibles relaciones de asociación entre cada uno 
de estos elementos (qué servicios tendrá un determinado producto, qué 
características tendrá un producto o servicio). 
 
2.3.2. Módulo de gestión de contratación 
 
Este bloque será el encargado de administrar la información de contratación de 
nuestros productos y servicios, así como de la información de nuestros clientes, 
a efectos de una posterior facturación. 
 









• Información de los clientes: datos de las empresas que contratan 
nuestros productos/servicios. 
 
• Información de contratación: aquellos productos/servicios que son 
contratados. 
 
• Lógica de contratación: mecanismos para que se puedan realizar de 
forma sencilla la contratación de los productos/servicios 
 
 
2.3.3. Módulo de gestión de usuarios 
 
En esta parte definiremos una serie de roles de usuario diferentes para cada 
tipo de individuo; es decir, definiremos los diferentes niveles de usuarios 
(administradores, usuarios, etc.)  
 
También los privilegios que serán otorgados a cada uno para llevar las 




• Interacciones diferentes: dependiendo del rol que tengamos, nuestros 
privilegios variarán a la hora de interactuar con la herramienta, con lo 
que tendremos permisos para realizar ciertas funciones y nos serán 
restringidas muchas otras. 
 
• Validar  el acceso a los productos/ servicios: una vez se hayan 
contratado los productos/servicios deseados, será necesaria para 
utilizarlos una autenticación por parte de los usuarios.  
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Fig. 2.6. Módulo de gestión de usuarios 
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Para llevar a cabo el desarrollo del software de la aplicación se han utilizado 
diagramas UML. 
 
Esto nos permitirá visualizar, especificar y documentar cada una de las partes 
que comprenderá el desarrollo de la herramienta. 
 
  
3.2. Flujos de actividad 
 
Si describimos el funcionamiento del sistema, paso a paso, en su forma más 
básica, se podría definir de la siguiente manera. 
 
El usuario Administrador de Sistema es el usuario por defecto; es el usuario 
que desencadenará el resto de procesos. 
 
Lo primero que el Administrador de Sistema hará después de acceder al 
sistema, será crear el catálogo de productos (productos, servicios, 
características) que podrá ofrecer nuestro sistema, y establecerá las relaciones 
entre ellos: dirá que servicios pertenecen a cada producto, y que características 
a su vez pertenecen a cada producto y cada servicio. 
 
Una vez de finido el catálogo, deberemos crear al primer cliente o empresa. El 
siguiente paso será designar (y crear) el Administrador de Empresa que 
gestionará las contrataciones y los usuarios relacionados o Usuarios de 
Empresa. 
 
En el momento que el Administrador de Empresa entra en el sistema, ya puede 
contratar los productos y servicios que estén dentro del catálogo, y a su vez a 
los Usuarios de Empresa los cuáles quiere que los utilicen. 
 
El último paso que quedaría, sería el intento por parte del Usuario de Empresa 
de la utilización de una funcionalidad (un servicio). Para ello, se comprobaría 
contra el sistema que el Usuario de Empresa en cuestión, tenga permisos para 
usarlo; es decir, que su Administrador de Empresa haya contratado la 
funcionalidad y además haya dado de alta al Usuario de Empresa. 
 
Como ya se ha explicado, este sería el funcionamiento más básico; otras 
funciones que se pueden realizar son bajas, modificaciones (de productos, 
usuarios, etc.), listados, y otros. 
 
Por supuesto, a través de la contratación, se controlaría la facturación de 
aquello que contraten los clientes. 





Fig. 3.1. Diagrama de funcionamiento básico del sistema 
 
 
3.3. Actores del sistema: descripción 
 
Los actores que interactuarán con nuestro sistema serán los siguientes: 
 
• Administrador de sistema 
 
• Administrador de empresa 
 
• Usuario de empresa 
 
Las funciones que cada uno realizará, dependerá del grado de privilegios que 
le sean concedidos en el sistema. 




Fig. 3.2. Actores del sistema 
 
 
3.3.1. Administrador de Sistema 
 
Es el súper usuario de la aplicación. Es el usuario que cuenta con mayores 
privilegios en el sistema.  
 
Es actor del sistema que representa a la persona que estará en el proveedor u 
operador.  
 
Se encargará de:  
 
• Altas/Bajas/Modificaciones de productos, servicios y características de 
nuestro catálogo. 
 
• Altas/Bajas/Modificaciones de Administradores de Empresa. 
 
• Altas/Bajas/Modificaciones de clientes (empresas). 
 
 
3.3.2. Administrador de Empresa 
 
El Administrador de empresa, se encargará básicamente de gestionar a los 
usuarios de su empresa. 
 
Será capaz de realizar: 
 
• Altas/Bajas/Modificaciones de Usuarios de Empresa; estos son los 
usuarios finales que disfrutan de los productos y servicios IP Centrex. 
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• Configurar los productos y servicios contratados; si existen opciones de 
configuración en los productos o servicios, el Administrador de Empresa 
llevará a cabo esta personalización. 
 
 
El hecho de que sea el Administrador de Empresa el que gestione a sus 
usuarios libera al Administrador de Sistema de este trabajo, así como da al 
cliente cierta flexibilidad. 
 
3.3.3. Usuario de Empresa 
 
Es el usuario final. El que se beneficia de los productos y servicios. En un 
principio, estos usuarios se crean solo para validar el acceso a diferentes 
funcionalidades. En una segunda etapa, se podrían definir ciertas capacidades 
de personalización de los servicios y productos. 
 
 
3.4. Privilegios de los actores 
 
Cada actor que intervenga en el sistema, podrá realizar o no, unas 
determinadas acciones, las cuales deberán ser implementadas tanto en el 
modelo de datos, como en la lógica de control, para si se cree conveniente, 




 gestión de Productos 
 Alta Modificación Baja 
Administrador de Sistema ? ? ? 
Administrador de Empresa x x x 
Usuario de Empresa x x x 
 
 
 gestión de Servicios 
 Alta Modificación Baja 
Administrador de Sistema ? ? ? 
Administrador de Empresa x x x 
Usuario de Empresa x x x 
 
 
 gestión de Características 
 Alta Modificación Baja 
Administrador de Sistema ? ? ? 
Administrador de Empresa x x x 
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 gestión de Administradores de Empresa 
 Alta Modificación Baja 
Administrador de Sistema ? ? ? 
Administrador de Empresa x x x 
Usuario de Empresa x x x 
 
 
 gestión de Empresas (clientes) 
 Alta Modificación Baja 
Administrador de Sistema ? ? ? 
Administrador de Empresa x x x 
Usuario de Empresa x x x 
 
 
 gestión de Usuarios de Empresa 
 Alta Modificación Baja 
Administrador de Sistema x x x 
Administrador de Empresa ? ? ? 
Usuario de Empresa x x x 
 
 
 gestión de Listados 
 Productos Servicios Características 
Administrador de Sistema ? ? ? 
Administrador de Empresa ? ? x 
Usuario de Empresa x x x 
 
 
 gestión de Listados de Usuarios 
 Todos Ad. Empresa Us. Empresa 
Administrador de Sistema ? x x 
Administrador de Empresa x x ? 
Usuario de Empresa x x x 
 
 
 gestión de Contratación 
 Productos Servicios Características 
Administrador de Sistema x x x 
Administrador de Empresa ? ? ? 
Usuario de Empresa x x x 
 
 
 validación de Funcionalidades 
 Productos Servicios Características 
Administrador de Sistema x x x 
Administrador de Empresa ? ? ? 
Usuario de Empresa ? ? ? 
 
Tabla 3.1. Privilegios de los actores 
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3.5. Diagramas de casos de uso 
 
Si plasmamos las diferentes funciones que pueden hacer los diferentes actores 
del sistema, se obtienen fácilmente los diagramas de casos de uso para cada 
actor. 
 






Fig. 3.3. Diagrama de casos de uso del Administrador de Sistema 
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Fig. 3.4. Diagrama de casos de uso del Administrador de Empresa 
 
 






Fig. 3.5. Diagrama de casos de uso del Usuario de Empresa 
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CAPÍTULO 4. DISEÑO 
 
4.1. Diagrama de clases 
 
El diagrama de clases será el diagrama principal de diseño y análisis para 
nuestro sistema. La estructura de clases del sistema y sus relaciones se 





Fig. 4.1. Diagrama de clases I: Contratación 
 





Fig. 4.2. Diagrama de clases II: Catálogo 
 




Fig. 4.3. Diagrama de clases III: Usuarios 
 
El diagrama de clases está dividido en tres partes: 
 
• Diagrama de clases correspondiente a la parte de contratación: vemos 
las clases de la parte de contratación, tanto la relación con el catálogo 
(productos, servicios y características) como la relación con los usuarios. 
 
• Diagrama de clases de la parte de catálogo; se muestran las clases que 
intervendrán a la hora de diseñar el catálogo de productos y sus 
relaciones con el resto de componentes. 
 
• Diagrama de clases de la gestión de usuarios: podemos ver las clases 
concernientes a la gestión de los usuarios. 
 
Durante el transcurso del proyecto, y en numerosas ocasiones, este diagrama 
se ha ido modificando, tanto a nivel de elementos como a nivel de relaciones 
entre ellos. Estos cambios han sido provocados a su adecuación para 
adaptarse a los detalles de implementación. 
 
 
4.2. Diagrama de entidad-relación: base de datos 
 
En este diagrama podemos ver las entidades relevantes de nuestro sistema de 
información y las relaciones que existen entre ellas. Es decir, las tablas de la 
base de datos y la forma en que están relacionadas entre sí. 
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También el tipo de relaciones que establecen entre ellas, dependiendo del 





Fig. 4.4. Diagrama de entidad-relación de la base de datos 
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4.3. Patrones de diseño utilizados 
 
4.3.1. Finalidad de los patrones 
 
Los patrones de diseño son esqueletos de soluciones a problemas comunes 
que se generan en el desarrollo de software. Es un procedimiento para 
solucionar un problema que se repite. 
 
En el diseño de la herramienta, se utilizan dos  de estos patrones: 
 
• (MVC) Modelo Vista Controlador, que se utilizará para diseñar la GUI 
(Graphical User Interface), el interfaz de usuario con la que los usuarios 
interactuarán. 
 
• (DAO) Data Access Object; su cometido será el de facilitarnos el acceso  
a la fuente de datos, tanto a nivel de conexión como de las posibles 
transacciones con el mismo. 
 
4.3.2. Modelo Vista Controlador (MVC) 
 
Las aplicaciones Web pueden llegar a ser muy complejas. El patrón Modelo 
Vista Controlador (ver [2]) se presenta como una solución para ayudar a 




Las aplicaciones Web pueden desarrollarse utilizando cualquier arquitectura 
posible. Este patrón se ve frecuentemente en aplicaciones Web, donde la vista 
final es una página HTML y es el código el que provee de datos dinámicamente 
a la página Web. 
 
El Modelo Vista Controlador (MVC) es un patrón de diseño de software que 
separa los datos de una aplicación, la interfaz de usuario, y la lógica de control 
en tres componentes distintos (ver [2]). De esta forma las modificaciones al 
componente de la vista pueden ser hechas con un mínimo impacto en el 




Construir una aplicación utilizando una arquitectura MVC implica definir tres 
clases de módulos: 
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• Modelo: Los datos y la lógica de negocio. La lógica de negocio añade 
significado a los datos. El Modelo provee acceso la los datos de negocio 
así como la lógica de negocio necesaria para manipular esos datos. 
•  Vista: Este presenta el modelo en un formato adecuado para 
interactuar, usualmente un elemento de interfaz de usuario. La Vista es 
responsable de mostrar datos del Modelo hacia el usuario. Esta capa 
también manda datos de usuario hacia en Controlador.  
• Controlador: Responde a eventos, usualmente acciones del usuario e 
invoca cambios en el modelo y, probablemente, en la vista. El 
Controlador maneja todas las peticiones del usuario y selecciona la vista 
a mostrar. Cuando el Controlador recibe una petición, reenvía la petición 
al manejador apropiado, quien interpreta que acción hacer. El 





Fig. 4.5. El patrón Modelo Vista Controlador 
 
4.3.2.3. Ventajas 
Usar el patrón Modelo Vista Controlador nos brinda una serie de ventajas: 
 
• Mayor flexibilidad: Es fácil añadir diferentes tipos de Vista e intercambiar 
tipos de datos almacenados del Modelo debido a la separación en capas 
del patrón. 
• Mejor uso de las habilidades: Los diseñadores pueden trabajar en la 
Vista, los programadores más familiarizados con el acceso a datos 
pueden trabajar con  el Modelo, y otros con habilidad en desarrollo de 
aplicaciones pueden trabajar con el Controlador. 
• Facilidad de mantenimiento: La estructura y flujo de la aplicación están 
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4.3.3. Data Access Object (DAO) 
 
El acceso a los datos varía dependiendo de la fuente de los datos. El acceso al 
almacenamiento persistente, como una base de datos, varía en gran medida 
dependiendo del tipo de almacenamiento (bases de datos relacionales, bases 
de datos orientadas a objetos, ficheros planos, etc.) y de la implementación del 
vendedor. El patrón DAO nos ayudará a no tener problemas debido a esto. 
 
4.3.3.1. Problema y causas 
 
 
Muchas de las aplicaciones de la plataforma J2EE necesitan utilizar datos 
persistentes en algún momento. Esto se lleva a cabo utilizando diversos 
mecanismos, y los APIS utilizados para acceder a ellos tienen marcadas 
diferencias. Otras podrían necesitar acceder a datos que residen en sistemas 
diferentes (como entornos mainframe, o repositorios LDAP). También 
podríamos encontrarnos con que los datos los proporcionan servicios a través 
de sistemas externos (por ejemplo, servicios de tarjetas de crédito). 
 
Normalmente, las aplicaciones utilizan componentes distribuidos y compartidos 
como los beans de entidad para representar los datos persistentes. Sus beans 
acceden explícitamente al almacenamiento persistente, ya que incluye código 
para hacer esto.  
 
Las aplicaciones pueden utilizar el API JDBC para acceder a los datos en un 
sistema de control de bases de datos relacionales (RDBMS). Este API permite 
una forma estándar de acceder y manipular datos en un almacenamiento 
persistente, como una base de datos relacional. El API JDBC permite a las 
aplicaciones J2EE utilizar sentencias SQL, que son el método estándar para 
acceder a tablas RDBMS. Sin embargo, incluso dentro de un entorno RDBMS, 
la sintaxis y formatos actuales de las sentencias SQL podrían variar 
dependiendo de la propia base de datos en particular.   
 
Todo ello tiene diversas consecuencias. Causa la falta de APIs uniformes para 
corregir los requerimientos de acceso a sistemas tan dispares. La portabilidad 
de los componentes se ve afectada directamente cuando se incluyen APIs y 
mecanismos de acceso específicos. Seria conveniente que los componentes 
fueran transparentes al almacenamiento persistente real o la implementación 
de la fuente de datos para proporcionar una migración sencilla a diferentes 





Utilizar un Data Access Object (DAO) (ver [6]) para abstraer y encapsular los 
accesos a la fuente de datos. El DAO maneja la conexión con la fuente de 
datos para obtener y almacenar datos. 
 
28  Herramienta de gestión para un IP Centrex 
El DAO implementa el mecanismo de acceso requerido para trabajar con la 
fuente de datos. Esta fuente de datos puede ser de cualquier tipo 
(almacenamiento persistente RDMBS, un servicio externo B2B, un repositorio 
LDAP, etc.) Los componentes de negocio que tratan con el DAO utilizan un 
interfaz simple. 
  
El DAO oculta completamente los detalles de implementación de la fuente de 
datos a sus clientes. El hecho de que el interfaz expuesto por el DAO no 
cambia cuando cambia la implementación de la fuente de datos que hay por 
debajo, este patrón permite al DAO adaptarse a diferentes esquemas de 
almacenamiento sin que esto afecte a sus clientes o componentes de negocio.  
 
Esencialmente, el DAO actúa como un adaptador entre el componente y la 







Fig. 4.6. Diagrama de clases que presenta las relaciones para el patrón DAO 
 
 
• BusinessObject: Representa los datos del cliente. Es el objeto que 
requiere el acceso a la fuente de datos para obtener y almacenar datos. 
• DataAccessObject: es el objeto principal de este patrón. 
DataAccessObject abstrae la implementación del acceso a datos 
subyacente al BusinessObject para permitirle un acceso transparente a 
la fuente de datos. El BusinessObject también delega las operaciones de 
carga y almacenamiento en el DataAccessObject. 
• Datasource: Representa la implementación de la fuente de datos. Podría 
ser una base de datos RDBMS, un repositorio XML, un fichero plano, o 
cualquier otro tipo. 
• TransferObject: Se utiliza para el transporte de datos. DataAccessObject 
podría ser un TransferObject para devolver los datos al cliente. El 
DataAccessObject también podría recibir datos desde el cliente en un 
TransferObject para actualizar los datos en la fuente de datos. 




• Permite la transparencia: Los objetos de negocio puede utilizar la fuente 
de datos sin conocer los detalles específicos de su implementación. El 
acceso es transparente porque los detalles de la implementación se 
ocultan dentro del DAO. 
• Permite una migración más fácil: Una capa de DAOs hace más fácil que 
una aplicación pueda migrar a una implementación de base de datos 
diferente. Los objetos de negocio no conocen la implementación de 
datos subyacente, la migración implica cambios sólo en la capa DAO.  
• Centraliza todos los accesos a datos en una capa independiente: Como 
todas las operaciones de acceso a los datos se ha delegado en los 
DAOs, esto se puede ver como una capa que aísla el resto de la 
aplicación de la implementación de acceso a los datos. Esta 
centralización hace que la aplicación sea más sencilla de mantener y de 
manejar. 
• No es útil para persistencia manejada por el contenedor: Hay 
aplicaciones que no necesitan la capa DAO, ya que el servidor de 
aplicaciones proporciona de forma transparente esta funcionalidad. 
• Añade una capa extra: Los DAOs crean un capa de objetos adicional 
entre el cliente y la fuente de datos que necesitamos diseñar e 
implementar. Este es el precio que se debe pagar.  
 
4.3.4. Combinando los patrones 
 
En nuestro diseño particular, hemos optado por combinar los patrones Modelo 
Vista Controlador y Data Access Object, debido a la elección de las tecnologías 





Fig. 4.7. Combinación de los patrones MVC y DAO 
 
 
El patrón DAO, será utilizado dentro del modelo del patrón MVC. Dentro del 
modelo se encuentra la información de negocio y es precisamente el DAO el 
que nos facilitará la tarea de llegar a ellos. 
 
 
30  Herramienta de gestión para un IP Centrex 
CAPÍTULO 5. IMPLEMENTACIÓN 
 
 
5.1. Arquitectura implementada 
 
5.1.1. Arquitectura lógica 
 
El modelo seguido para la implementación de nuestra aplicación, está basado 
en el modelo cliente-servidor. 
 
Todos los usuarios acceden a la misma fuente de datos; también los datos son 
tratados desde un servidor central por la misma lógica de negocio. 
 
 
5.1.2. Arquitectura física 
 
Para llevar a producción nuestra herramienta, necesitamos una serie de 
elementos en los que tiene que correr. 
 
Desde el lado del cliente, tanto el Administrador de Sistema como el 
Administrador de Empresa, utilizarán para conectarse a la herramienta: 
 
• Un cliente web (browser): los administradores de la herramienta, solo 
necesitarán para acceder a ella un cliente web. Desde él pueden operar 
la herramienta de una manera rápida y sencilla, y de muy fácil acceso 
por parte de los usuarios (hoy en día todo ordenador tiene browser). 
Además, el hecho de pensar en una herramienta que funcione de esta 
manera, nos evita crear paquetes de instalación con la implementación 
de la herramienta. Será el servidor, en que resida toda la lógica. 
 
En el lado del servidor y ubicados en las instalaciones del proveedor, 
básicamente necesitamos:  
 
• Un servidor de aplicaciones web (TOMCAT): su misión es la de ejecutar 
nuestra aplicación software. Concretamente se utiliza un servidor de 
aplicaciones J2EE que nos permita interpretar el lenguaje Java y con la 
máquina virtual correspondiente. Tomcat es el ideal para ello, ya que es 
de código abierto y soporta las tecnologías que queremos implementar. 
Nos brinda soporte para servlets y JSPs. Además es multiplataforma, ya 
que funciona en cualquier máquina que tenga de la máquina virtual. 
 
• Una base de datos (PostgreSQL): como necesitamos guardar 
información para el funcionamiento de nuestra aplicación es evidente la 
necesidad de una base de datos. Para ello, se ha utilizado PostgreSQL, 
una base de datos relacional y también de código libre.  





Fig. 5.1. Arquitectura física del sistema 
 
 
5.2. Entorno de desarrollo 
 
Quizás la decisión más importante tomada fue que se la herramienta sería 
programada en Java, por las ventajas y posibilidades que nos brinda esta 
tecnología (entre ellas la de ser multiplataforma). 
 
Para el desarrollo de la herramienta se utilizó el IDE Eclipse, por una serie de 
razones.  
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Nos permite integrarse con el servidor Tomcat para facilitar la gestión del 
servidor, tanto para detener y arrancar el servidor, como para el despliegue del 
código directamente en el servidor. 
 
También posee herramientas para conectar con la base de datos y realizar 
consultas sobre ella. 
 
Se pueden instalar plug-ins para trabajar más fácilmente con UML, Struts, CSS. 
 
En resumen, se trata de un entorno que permite hacer un desarrollo  de forma 
más controlada, más eficiente. Además permite funcionar con CVS, y así poder 
llevar a cabo un buen control de las versiones. 
 
 
5.3. Herramientas utilizadas 
 
En el capítulo de diseño de la herramienta se ha hablado de utilizar una serie 
de patrones, el Modelo Vista Controlador y el Data Access Object.  
 
Ahora bien, en la siguiente figura, se muestra como encajan las tecnologías 






Fig. 5.2. Tecnologías aplicadas 
 
 
Partiendo como base de la aplicación el Modelo Vista Controlador, se puede 
resumir el conjunto de las tecnologías aplicadas: 
 
•  Vista: La vista se encargará de la presentación de los datos. Para ello 
utilizaremos una serie de soluciones, capaces de coexistir entre ellas. La 
espina dorsal será el lenguaje JSP para la creación de páginas 
dinámicas. Como soporte a utilizaremos JSTL y CSS para hacer más 
flexible la presentación.  
 
• Controlador: Para este componente utilizaremos el framework STRUTS. 
Nos permitirá definir la lógica de gestión de la aplicación, la lógica de 
negocio. También nos permite controlar la lógica de navegación (de 
nuestra página web) mediante el uso de documentos XML. 
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• Modelo: En nuestro modelo estará la fuente de datos. Para acceder a la 
misma utilizaremos la tecnología Hibernate que nos permite implementar 
el patrón DAO y así controlar el acceso a los datos de una manera 
eficiente.  
  
El hecho de aplicar estos patrones y dividir en trabajo en varias capas, hace 
que sea una aplicación multicanal; es decir, variando la vista (y las 
tecnologías para implementarla) podemos adaptar la aplicación a otros 





Hibernate (ver [7]) es un entorno de trabajo que tiene como objetivo facilitar la 
persistencia de objetos Java en bases de datos relacionales y al mismo tiempo 
la consulta de estas bases de datos para obtener objetos. 
 
Es la tecnología utilizada para aplicar el patrón de diseño DAO en nuestro 
proyecto en particular. 
 
5.3.1.1. Objetos básicos en una aplicación Hibernate 
 
En cualquier aplicación que use Hibernate aparecen cuatro objetos básicos: 
 
• Configuration: Es el objeto que contiene la información necesaria para 
conectarse a la base de datos. Es el encargado de leerse el archivo 
hibernate.cfg.xml. También es el encargado de procesar la información 
correspondiente a los mapeos. Se encarga de verificar y leerse los 
archivos de mapeo *.hbm.xml.  
 
• SessionFactory: Es una fábrica de Sessions. Un objeto Configuration es 
capaz de crear una SessionFactory ya que tiene toda la información 
necesaria. 
 
• Session: Es la interficie principal entre la aplicación Java e Hibernate. Se 
encarga de mantener el diálogo entre la aplicación y la base de datos. 
Permite añadir, modificar y borrar objetos en la base de datos. 
 
• Transaction: Se encarga de la transaccionabilidad, definiendo unidades 
de trabajo. 
 
5.3.1.2. Hibernate Query Languahe (HQL) 
 
En el mundo relacional disponemos del SQL (Structured Query Language) que 
nos permite obtener información haciendo preguntas referentes basadas en las 
tablas y sus columnas. El equivalente en el mundo objetual es el HQL 
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(Hibernate Query Language), que nos permite hacer preguntas basadas en los 
objetos y sus propiedades. 
 
Hibernate se encarga de gestionar la relación entre el mundo relacional y el de 
objetos. Traduce las consultas que hacemos desde el mundo objetual en HQL 
al lenguaje de interrogación del mundo relacional, el SQL, y transforma los 
resultados obtenidos en el mundo relacional (filas y columnas) en objetos. 
 
Una ventaja de utilizar el HQL la podríamos encontrar fácilmente. En una 
aplicación JDBC tradicional, si cambiamos el gestor de base de datos y no 
hemos sido cuidadosos con las instrucciones SQL, nos podemos ver obligados 
a adaptar las instrucciones SQL a las peculiaridades del dialecto del nuevo 
gestor. En una aplicación con Hibernate, el problema desaparece. Solo hay que 
cambiar el dialecto en el archivo hibernate.cfg.xml e Hibernate se encargará de 
traducir el HQL al dialecto SQL que toque. Por lo tanto, lo escribiremos una 
sola vez en HQL y lo podemos aplicar a muchos gestores/dialectos diferentes. 
 
5.3.1.3. El archivo de configuración de Hibernate 
El archivo de configuración de Hibernate (hibernate.cfg.xml) contiene 
información de configuración que utilizará para relacionarse con la base de 
datos. Básicamente es un archivo XML en el que aparece dicha información. 
 
En este fichero podemos encontrar: 
 
• URL de la base de datos:  
 
<property name="connection.url"> 
  jdbc:postgresql://localhost:5432/ipcentrex 
</property> 
 
• Información de autenticación: El usuario y la contraseña con la que nos 





• El tipo de driver JDBC a utilizar y el tipo de lenguaje SQL con el que 
comunicacremos con la base de datos. 
 
 <property name="connection.driver_class"> 
  org.postgresql.Driver 
 </property> 
 <property name="dialect"> 
  org.hibernate.dialect.PostgreSQLDialect 
 </property> 
 
• Declaración de los archivos de mapeo. En ellos establecemos las 
relaciones entre las tablas de base de datos y los objetos Java. 
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 <mapping resource="net/ipcentrex/hibernate/Usuario.hbm.xml"/> 
 <mapping resource="net/ipcentrex/hibernate/Producto.hbm.xml"/> 
 <mapping resource="net/ipcentrex/hibernate/Servicio.hbm.xml"/> 
 
5.3.1.4. Mapeo de las tablas a clases 
 
Como ya se ha explicado, Hibernate maneja el acceso a la base de datos, 
desde la aplicación. Traduce la información almacenada en tablas (filas y 





Fig. 5.3. Proceso de mapeo de tablas a clases 
 
 





Columna Tipo No Nulo 
id integer NOT NULL 
usuario character varying(16) NOT NULL 
password character varying(16) NOT NULL 
nombre character varying(50)  
 
Tabla 5.1. Tabla usuario de la base de datos 
 
 
Como vemos en la tabla, hay una serie de columnas que definen lo que 
guardamos en la base de datos; en este caso la información de usuarios. El 
mapeo correspondiente sería el siguiente: 
 
<hibernate-mapping package="net.ipcentrex.hibernate"> 
    <class name="Usuario" table="usuario"> 
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        <id name="id" column="id" type="java.lang.Integer"> 
            <generator class="sequence"> 
            <param name="sequence">usuario_id_seq</param> 
            </generator> 
        </id> 
        <property name="usuario" column="usuario" type="java.lang.String"   
not-  null="true" /> 
<property name="password" column="password" type="java.lang.String"    
  not-null="true" /> 
        <property name="nombre" column="nombre" type="java.lang.String" /> 
        <set name="asociacionusuarioempresaSet" inverse="true" cascade="all"> 
            <key column="idusuario"/> 
            <one-to-many class="Asociacionusuarioempresa"/> 
        </set> 




Si observamos atentamente, veremos como se mapea la tabla para que pueda 
comunicarse con la clase Java definida en la lógica de negocio. 
Se mapea la tabla usuario a la clase Usuario, dentro del paquete 
net.ipcentrex.hibernate; después pasamos a mapear una por una las columnas 
de la tabla, que serán los atributos de la nueva clase. En la clase se deberán 
crear métodos de tipo setter() y getter() para el acceso a los datos. Por último 









Una aplicación web se puede definir como un programa que reside en un 
servidor web y produce páginas estáticas y dinámicas en un lenguaje que 
comúnmente es HTML, en respuesta a una petición de usuario. El usuario hace 
esta petición mediante un browser.  
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Fig. 5.5. Vista de alto nivel de la arquitectura web 
 
Un contenedor web es un programa que administra los componentes de una 
aplicación web; en particular JSP y servlets Java. A su vez, nos provee de una 
serie de servicios como seguridad y concurrencia. En el caso de nuestro 
proyecto, Tomcat es el contenedor web. 
 
La arquitectura Struts (ver [5]) nos ofrece un buen mecanismo que asegura que 
el patrón Modelo Vista Controlador pueda aplicarse a desarrollos web, 
permitiendo separar los componentes, de una manera fácil, y de esta forma 
trabajar con ellos de manera separada. 
 
 
Fig. 5.6. El uso de MVC por parte de Struts 
 
El controlador es un servlet Java que recibe el nombre de ActionServlet. Se 
encarga de gestionar las peticiones (request) de los usuarios. Una vez recibe 
una petición, es el encargado de decidir a que procesador de request irá 
destinado; estos procesadores se denominan Acciones (Actions). El 
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controlador, además de coger los datos que son enviados por el usuario en la 
petición, determina que  acción debe ser elegida. Estos datos son traspasados 
hacía la lógica de negocio elegida para su proceso. Una vez acabado este 
tratamiento, el controlador decide que tipo de vista se utilizará para devolver los 
resultados al usuario. 
 
Para la vista Struts no define una tecnología a usar en concreto, pero en este 
proyecto se ha optado por  elegir JSP y JSTL, debido a que suele ser la 
solución más utilizada y que da más facilidades para convivir con este 
framework. 
 
En cuanto al modelo, pasa lo mismo; Struts no define una manera de cómo 
debe ser ese modelo, por lo que podemos implementar nuestra lógica de 




El propósito de una Action es procesar las peticiones de usuario. Es lo que nos 
enviará a la lógica de negocio adecuada, para el proceso de la información, 





La función de un ActionForm es la de mover información entre la vista y el 
controlador. Básicamente en un formulario html, pero con etiquetas especiales 
para trabajar con el framework Struts. 
 
5.3.2.3. El fichero de configuración de Struts 
 
El fichero de configuración de Struts (struts-config.xml) juega un importante 
papel al estructurar la aplicación Struts. Afecta al funcionamiento de las tres 
capas. 
 
El archivo de configuración nos permite definir exactamente qué Action puede 
ser usada dependiendo de las circunstancias y que ActionForm (formulario que 
contiene datos de usuario) es entregado a esta Action. Cuando el controlador 
tiene que elegir una vista para mostrar al usuario, la elige teniendo en cuenta 
las especificaciones del archivo de configuración. 
 
Este archivo define las conexiones entre los componentes MVC de Struts. La 
potencia reside en que se pueden cambiar estas conexiones sin tener que 
cambiar el código. 
 
Como parámetros principales del fichero de configuración tenemos: 
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• <form-beans>: Esta etiqueta se utiliza para dar un nombre a un 
ActionForm para poder referirnos a él posteriormente dentro del fichero 
de configuración. También especificamos el nombre de la clase donde 








• <action-mappings>: Aquí están las definiciones de las Action de mapeo, 
que determinarán que Action puede ser llamada cuando un camino 
(path) es referenciado en una URL. Se define la clase de la Action, si 
tiene o no un ActionFom asociado, la página JSP que lo utiliza, y las 
decisiones de encaminamiento a tomar en caso de fallo o éxito. 
 
<action-mappings > 
    <action 
      attribute="LoginForm" 
      name="LoginForm" 
      input="/login.jsp" 
      path="/login" 
      scope="request" 
      type="net.ipcentrex.struts.action.LoginAction"> 
      <forward name="failure" path="/login.jsp" /> 
      <forward name="success" path="/inicio.jsp" /> 










Para generar las páginas web de forma dinámica en el servidor de 
aplicaciones, se ha utilizado el lenguaje JSP (ver [12]), compatible con el 
lenguaje Java y el servidor de aplicaciones elegido. 
 
Esta tecnología permite insertar entre el contenido estático de la página código 
java y alguna que otra acciones predefinidas (como iteradotes, por ejemplo).  
 
Con ellas se llevará a acabo el formateo de los documentos.  
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También utilizaremos JSP para gestionar las sesiones de los diferentes 




JSTL es una biblioteca que implementa funciones de uso frecuente en 
aplicaciones JSP. Entre ellas la internacionalización y el formateo de textos. 
 
Se ha utilizado en nuestra aplicación para desgranar un poco más las partes de 
la herramienta.  
 
De manera sencilla, se ha utilizado para separar del código JSP, los campos 
estáticos de texto que se muestran (no los que se generan de forma dinámica). 
 
En un archivo de texto (ApplicationResources.properties) listamos los posibles 
textos que queremos mostrar, y les añadimos una etiqueta identificativa, para 
después acceder a ellos, en la página JSP, haciendo referencia solo a su 
etiqueta. De esta forma, si se quieren modificar, no necesitamos acceder al 
JSP.  
 
En un futuro, sería interesante definir otros archivos similares, para traducir la 






Utilizamos CSS para definir la presentación de los documentos JSP; de esta 
forma separamos el contenido de las páginas de su forma de presentarlas. 
  
Nos permite tener el control total sobre el estilo y formato de los múltiples 
documentos de una manera flexible y centralizada.  
 
El estilo de los documentos utilizado para la implementación de la aplicación 
nos ha sido condicionado en cierta manera, para que la presentación de las 
páginas no fuera muy diferente del estilo ya utilizado por la empresa a la que va 




Cuando se desarrolla una aplicación, es útil controlar los mensajes de error que 
se pueden generar, para hacer una depuración adecuada. Una solución es 
insertar esta capacidad dentro del código (poniendo watchers, o similares), 
pero no es un remedio muy adecuado, ya que puede llenar de código inútil 
nuestra creación si nos descuidamos. 
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Con la API Log4j podemos llevar a cabo el logging de forma rápida ya que se 
hace en tiempo de ejecución, y de esta manera corregir posteriormente los 
fallos de la aplicación. 
 
En este proyecto, ha sido particularmente útil a la hora de analizar los 
mensajes por consola que eran generados por Hibernate, facilitándonos tareas 
como descubrir una consulta a la base de datos mal hecha, retorno de 
consultas vacías, etc. El hecho de utilizar esta API, nos beneficia con un tiempo 
de depuración más bajo. 
 
5.3.7. Herramientas auxiliares 
 
La intención de este apartado es simplemente listar una serie de herramientas 
que nos han facilitado la programación de la aplicación. 
 
• Omondo: Es un plug-in libre para eclipse que permite realizar el 
modelado UML. Su facilidad de integración con el IDE Eclipse y su 
flexibilidad la hacen una herramienta muy potente. 
 
• pgAdmin: Herramienta para la gestión de la base de datos PostgreSQL. 
Está incluida por defecto en el paquete de instalación y nos permite la 
administración de la base de datos (creación de tablas, consultas SQL,  
gestión de usuarios y permisos, etc.)  
 
• Struts Console: Otro plug-in para Eclipse. Nos permite trabajar con  el 






Un aplicativo del tipo que se ha implementado, requiere invertir cierto tiempo en 
reflexionar sobre como vamos a protegerlo de determinados accesos 
maliciosos, debido a que es accesible desde un gran número de máquinas, y 
no conocemos las intenciones de sus usuarios. 
 
Tendremos que tener en cuenta: 
 
• Seguridad física: En el entorno del proveedor, sería recomendable la 
protección del sistema por un firewall, que impida accesos no deseados. 
Si separamos la base de datos del servidor de aplicaciones, en dos 
servidores diferentes, sería conveniente tunelar mediante algún sistema 
de cifrado las comunicaciones que se establezcan entre ellos. 
 
• Seguridad a nivel de servidor: Se debe facilitar al servidor de 
aplicaciones de la capacidad de realizar conexiones SSL, y el uso de 
certificados digitales, que además de cifrar la información nos permita 
establecer relaciones de confianza de forma segura con los usuarios. 
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• Seguridad de la implementación: A nivel de la aplicación se ha 
establecido una seguridad básica. Por una parte se ha establecido un 
sistema de validación mediante el par usuario y contraseña. También 
utilizando las capacidades que nos brinda JSP, hemos implementado el 
uso de sesiones. 
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CAPÍTULO 6. CONCLUSIONES 
 
 
Una vez finalizada la implementación de la herramienta de gestión y evaluado 
su funcionamiento se debe realizar un proceso de reflexión a cerca de todo el 
proceso llevado a cabo, así como de lo que supone la puesta en 
funcionamiento de la misma. 
 
Ahora se dispone de una herramienta para la gestión del servicio IP Centrex, 
una herramienta, que se integrará con un sistema real (todavía en desarrollo).  
 
Los objetivos que inicialmente queríamos alcanzar se han conseguido: 
tenemos una aplicación capaz de gestionar un catálogo de productos y 
servicios, de gestionar su contratación y de administrar a sus usuarios. 
 
El siguiente paso que se ha de dar, es la prueba de la misma en un entorno 
controlado, para su posterior puesta en producción. Al ser una aplicación 
utilizada por múltiples usuarios es conveniente realizar pruebas de estrés que 
nos den una idea de la capacidad que posee, de su rendimiento. Esto no solo 
depende de la implementación, sino también de los recursos que se destinen a 
su puesta en marcha. 
 
Inicialmente la herramienta se pensó para gestionar un único producto (el IP 
Centrex) pero se llegó a un diseño que permitía hacerla flexible para permitir la 
gestión de otros. Esta flexibilidad permite la puesta en el mercado de productos 
de manera más rápida.  
 
Aunque es una mejoras ya implementadas, en el tintero han quedado muchas 
otras. Por supuesto la herramienta es susceptible de mejoras. Se debería dotar 
a la herramienta, de métodos para la capacidad de llevar la facturación de los 
servicios contratados o realizar un sistema de log en el que todas las 
operaciones que los usuarios realizan queden reflejadas (para su posterior 
análisis).  
 
Además, el diseño de la aplicación permite, implementar otras formas de 
acceder a ella, no solo mediante un navegador web. El hecho de poder trabajar 
con la vista de forma independiente a todo lo demás, nos permite pensar en 
nuevas implementaciones para la gestión a través de un teléfono IP o un PDA 
por ejemplo. 
 
El esfuerzo invertido en su desarrollo, ha implicado la obligación de 
familiarizarse con una serie de tecnologías como Hibernate y Struts (entre 
otras) que han consumido parte de nuestro tiempo de desarrollo, pero que su 
potencia las hace muy merecedoras de esta dedicación por parte del 
desarrollador. 
 
En relación al impacto medioambiental de la puesta en marcha de este 
proyecto deberíamos tener en cuenta básicamente una cosa: la energía. Como 
producto final nuestra aplicación, en sí, no es un producto material. Tampoco 
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durante su desarrollo. No se han necesitado materias primas materiales, que 
se hayan incorporado en su proceso. Por lo tanto nuestro objetivo de análisis 
referente a este asunto debe ser la energía. 
 
La aplicación ha sido desarrollada con ordenadores, y va destinada a funcionar 
en ordenadores. Ordenadores que han estado y estarán muchas horas en 
funcionamiento. Estos consumen energía. La forma es que es generada es 
determinante para establecer el grado de impacto en el medioambiente; por 
ello dependiendo si la fuente es contaminante o no, renovable o no, estamos 
afectando de forma negativa o utilizando un método sostenible. 
 
Aunque la energía es lo principal en nuestro caso, podríamos abstraernos un 
poco más y pensar en como hemos afectado a nuestro entorno de otras 
maneras.  
 
El hecho de que nuestra aplicación utilice una red telemática, implica que 
estamos contribuyendo a participar en los efectos que producen en el entorno 
las infraestructuras necesarias para la creación de esa red (cableados, torres, 
antenas y otros dispositivos). 
 
Por ejemplo, los ordenadores que hemos utilizado tienen un tiempo de vida; en 
el momento que éste expire, pasarán a ser residuos; residuos sólidos que se 
tendrán que tratar adecuadamente. Algunas partes se podrán reciclar y otras 
deberán ser tratadas para evitar la contaminación.  
 
Es común,  utilizar en un proceso de diseño, materiales muy variados. Por 
ejemplo, el papel en que tomamos notas, el tóner de la impresora con la que 
imprimimos, las instalaciones en que trabajamos, etc. Todo al fin y al cabo, se 
saca de la naturaleza. Su uso racional, es determinante para evitar un impacto 
medioambiental importante. 
 
 Si seguimos analizando factores, podríamos añadir a la suma de elementos 
que pueden afectar al medio ambiente otro más: el método de transporte que 
utilizamos para llegar hasta las instalaciones en que desarrollamos el proyecto. 
Tanto desplazarse en vehículo privado como en transporte público, genera un 
impacto medioambiental tanto por parte del vehículo (combustibles, aceites,  
etc.) como por parte de las infraestructuras por las que circula.
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CAPÍTULO 7. GLOSARÍO DE TÉRMINOS 
 
AJAX: (Asynchronous JavaScript And XML). Técnica de desarrollo Web 
para crear aplicaciones interactivas. 
 
API: (Application Programming Interface). Es un conjunto de 
especificaciones de comunicación entre componentes software. 
 
B2B: (Business to Business). Término para designar el comercio 
electrónico entre empresas. 
 
CSS: (Cascade Style Sheets). Lenguaje formal que se utiliza para definir la 
presentación de un documento escrito en HTML. 
 
CVS: (Concurrent Versions System). Es un sistema de control de versiones 
que mantiene el registro del trabajo y los cambios en la 
implementación de un proyecto software y permite que varios 
desarrolladores colaboren.  
 
CPE: (Customer Premises Equipment). Es el equipo especial que debe 
tener un cliente para proveerse del servicio IP-Centrex. 
 
DAO: (Data Access Object). Patrón de diseño utilizado para solucionar el 
acceso a fuentes de datos evitando los problemas que causa el 
hecho de que estas fuentes tengan una implementación diferente. 
 
Bean: Es un componente software que tiene la particularidad de ser 
reutilizable y así evitar la tediosa tarea de programar distintos 
componentes uno a uno. Su finalidad es la de ahorrar tiempo al 
programador. 
 
GUI: (Graphical User Interface). Básicamente, es un interfaz gráfico entre 
el usuario y un sistema, que permite interactuar con él. 
 
J2EE: Siglas de Java 2 Enterprise Edition que es la edición empresarial del 
paquete Java creada y distribuida por Sun Microsystems. 
 
Java: Plataforma virtual de software desarrollada por Sun Microsystems, de 
tal forma que los programas creados en ella pueden ejecutarse sin 
cambios en diferentes plataformas. 
 
JDBC: (Java DataBase Connectivity). Es un API que permite la ejecución de 
operaciones sobre base de datos desde el lenguaje de programación 
Java de forma independiente del sistema de operación desde donde 
se ejecute o de la base de datos a la cual se accede, utilizando el 
dialecto SQL adecuado. 
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JSP: (JavaServer Pages). Es la tecnología para generar páginas Web de 
forma dinámica en el servidor. Desarrollado por Sun Microsystems, 
basado en scripts que utilizan una variante del lenguaje Java. 
 
JSTL: (JavaServer Pages Standard Tag Library). Biblioteca que implementa 
funciones de uso frecuente en aplicaciones JSP. Entre ellas la 
internacionalización y el formateo de textos. 
 
H.323: Recomendación del ITU-T (Internacional Telecommunication Union), 
que define los protocolos para proveer sesiones de comunicación 
audiovisual. 
 
HTML: (Hypertext Markup Language). Lenguaje de etiquetas diseñado para 
estructurar textos y presentarlos en forma de hipertexto en 
navegadores Web. 
 
IDE:  (Integrated Development Environment). Es programa compuesto por 
un conjunto de herramientas para un programador. 
 
IP:  (Internet Protocol). Protocolo de Internet. Protocolo no orientado a 
conexión usado para la comunicación de datos a través de rede de 
paquetes conmutadas. 
 
LDAP: (Lightweight Directory Access Protocol). Protocolo que permite la 
navegación por una base de datos con topología en forma de árbol  
jerárquico (directorio).  
 
MVC: (Modelo Vista Controlador). Es un patrón de diseño software que 
separa los datos de una aplicación, la interfaz de usuario y la lógica 
de control en tres componentes distintos de forma que las 
modificaciones a la vista pueden ser realizadas con un mínimo 
impacto en el componente del modelo. Muy utilizado en aplicaciones 
Web. 
 
Open Source: (Código Abierto). Término con el que se conoce al software 
distribuido y desarrollado mediante libre distribución: el software 
puede ser vendido o regalado libremente. 
 
PBX:  (Private Branch eXchange). Es una centralita telefónica con fines 
privados. 
 
Plug-in:  Es un programa de ordenador que interactúa con otro programa para 
aportarle una función o utilidad específica. 
 
RDBMS: (Relational Database Management Systems). Es un sistema de 
administración de bases de datos relacionales. 
 
Servlet: Deriva de applet, pequeños programas que se ejecutaban en el 
entorno de un navegador Web, escritos en Java. Un servlet por el 
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contrario se ejecuta en el marco de un servidor Web. Útil para 
generar páginas dinámicas. 
 
SIP:  (Session Initiation Protocol). Protocolo de señalización que se utiliza 
para iniciar sesiones multimedia interactivas entre usuarios en redes 
IP. 
 
Softphone: Combinación de Software y de Telephone. Software que simula 
un télefono normal, mediante el uso de un PC. Es decir, permite a un 
ordenador realizar llamadas. 
 
SQL: (Structured Query Language). Lenguaje de consulta interrogativo 
para el  acceso a bases de datos relacionales. 
 
UML: Lenguaje Unificado de Modelado; lenguaje utilizado para el modelado 
de sistemas software más conocido en la actualidad.  
 
URL: (Uniform Resource Locator). Se usa para nombra recursos, como 
documentos e imágenes en Internet, por sus localización. 
 
VoIP: (Voice over IP). Sistema de conversaciones de voz mediante 
paquetes basados en IP, destinado a su enrutamiento a través de 
redes de datos. 
 
Web: Sistema de hipertexto que funciona sobre Internet. Para la 
visualización de la información se utilizan navegadores que son 
capaces de interpretar los documentos y mostrarlos. 
 
XML: (eXtensible Markup Language). Es un lenguaje de etiquetas que 
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La herramienta, está compuesta por una serie de páginas web, generadas 










Fig. 10.2. Listado de los usuarios 
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Fig. 10.4. Listado de los servicios de un producto 
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Fig. 10.7. Listado de los servicios del catálogo 
 














Fig. 10.10. Contratar productos 
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Fig. 10.13. Contratar servicios 
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Fig. 10.14. Dar de baja servicios 
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10.2. Archivo de configuración de Struts 
 
 
La siguiente representación, son los elementos del fichero de configuración de 
Struts, pero visto de manera gráfica. Se puede apreciar el flujo de la aplicación, 





Fig. 10.15. Mapa Struts I 












Fig. 10.16. Mapa Struts II 
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Fig. 10.17. Mapa Struts III 
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Fig. 10.18. Mapa Struts IV 
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10.3. Algunas funcionalidades de IP Centrex 
 
 
IP Centrex provee una multitud de caracteristicas de telefonía y de capacidades 
de control de llamada. 
 
• Account Codes 
• Anonymous Call Rejection 
• Automatic Callback/Ring Again 
• Automatic Line/Direct Connect ("Hotline") 
• Barge In 
• Call Block 
• Call Forwarding (Busy, Don’t Answer, Multiple Simultaneous, Variable, 
Selective) 
• Call Hold (Hard Hold) 
• Call Park 
• Call Pickup 
• Call Restrictions/Station Restrictions 
• Call Return 
• Call Selector 
• Call Transfer 
• Call Waiting Originating 
• Call Waiting Terminating 
• Caller ID 
• Calling Number Delivery Blocking 
• Consultation Hold 
• Code Restriction 
• Dial Call Waiting 
• Directed Call Park 
• Directed Call Pickup 
• Distinctive Ringing 
• Executive Busy Override 
• Intercom Dialing 
• Hunt Groups 
• Last Number Redial 
• Message Waiting Audible 
• Message Waiting Lamp 
• Music-On-Hold 
• Repeat Dialing 
• Speed Dialing 
• Station Message Detail Recording (SMDR) 
• Three-Way Conferencing 
• Toll Restriction 
• 700/900 Blocking 
• Multiple Call Appearances 
• Shared Call Appearances 
• Secondary Telephone Numbers 
