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V pricˇujocˇem zakljucˇnem delu so uporabljene naslednje oznake in simboli:
Tabela 1: Oznake in simboli
Velicˇina/oznaka Enota
Ime Simbol Ime Simbol
cˇas t sekunda s
sila F Newton N
navor M Newton-meter Nm
masa m kilogram kg
vhodna napestost Uvh volt V
notranje koordiante q Radian rad
zunanje koordiante p - -
dualni kvaternion eˆ - -
Jacobijeva matrika J - -
Pri tem so vektorji in matrike napisani s poudarjeno pisavo. Natancˇnejsˇi pomen
simbolov in njihovih indeksov je razviden iz ustreznih slik ali pa je pojasnjen v spreml-
jajocˇem besedilu, kjer je simbol uporabljen.
xiii
xiv Seznam uporabljenih simbolov
Povzetek
V pricˇujocˇem delu je predstavljen razvoj ROS programskega paketa in storitve, s
katero lahko izracˇunamo inverzno kinematiko robota. Gre za univerzalni paket, kar
pomeni, da je prenosljiv na vecˇino robotskih sistemov, ki so adaptirani v programskem
okolju ROS.
V uvodnih poglavjih je predstavljena osnovna problematika ter vzroki razvoja
taksˇnega paketa. Nato je predstavljena sˇe programska oprema kot so gradniki pro-
gramskega okolja ROS in pristop stalne integracije.
V nadaljnjih poglavjih je predstavljen razvoj ROS programske storitve, ki smo
jo razvili glede na funkcionalne zahteve. Storitev pri izracˇunu inverzne kinematike
omogocˇa izbiro razlicˇnih koordinatnih sistemov, leg ter zacˇetnih sklepov. Programski
paket je vkljucˇen v okolje v sistemu ROS, ki omogocˇa avtomaticˇno testiranje.
Delovanje programskega paketa smo testirali na dveh robotih, pridobljeni rezultati
pa so pokazali smiselnost uporabe taksˇnih programskih paketov.




This thesis describes the development of ROS package and service for calculating
inverse kinematics of a robot. The developed package is universal, which means that
it can be transfered to most of the robotics systems that are supported in ROS.
Introductory chapters describe basic problems and reasons of developing such
package. Further software as ROS and continous integration is described.
Developement of this ROS package is described further chapters. Development
started with functional requirements of which package offers selection of frames, poses
and initial joints. The developed supports continous integration with the public infras-
tructure to run automated validation tests.
The package was tested on two robots and results showed that this kind of package
usage is meaningfull.




Globalni trg je zelo tekmovalen, kar pomeni, da so pritiski po zagotavljanju dovoljsˇne
proizvodnje ter zagotavljanju kakovosti za proizvodna podjetja zelo visoki [1]. Ker
roboti vseh nalog ne zmorejo opraviti sami, smo v zadnjih nekaj letih lahko spreml-
jali hiter razvoj nove vrste industrijskih robotov, to je sodelujocˇih robotov. Zaradi
povprasˇevanja po taksˇnih robotih je prisˇlo do izrednega napredka tudi pri njihovem
razvoju. Institucije ter podjetja so se v zadnjih letih torej zacˇela ukvarjati predvsem z
avtomatizacijo raznih industrijskih procesov, ki jih s standardnimi industrijskimi roboti
ne moremo avtomatizirati.
Za vodenje robotov in razvoj taksˇnih aplikacij uporabljamo razne algoritme. Ti
algoritmi so nacˇeloma razlicˇni od proizvajalca do proizvajalca robotov, lahko pa se tudi
zgodi, da razlicˇni roboti istega proizvajalca uporabljajo razlicˇne algoritme in nacˇina
vodenja. Za pospesˇitev razvoja robotskih aplikacij je bila razvita programska oprema
Robotski operacijski sistem (ang. Robot Operating System), ki povezuje algortime in
programsko opremo, ki jo potrebujemo za razvoj robotskih aplikacij. V tem delu smo
jo opisali v svojem poglavju.
Z razvojem taksˇne programske opreme se ukvarja tudi Institut “Jozˇef Stefan” v
Ljubljani, v okviru katerega je nastalo to diplomsko delo. Glavna podrocˇja raziskav
oddelka za Avtomatiko, biokibernetiko in robotiko se nanasˇajo na integracijo mobil-
nosti in manipulacije pri industrijskih in servisnih robotih, na humanoidne robote ter




Ena izmed aplikacij, ki jo lahko razvijemo v programski opremi Robotski operacijski
sistem je izracˇun inverzne kinematike robota. Problem inverzne kinematike se nanasˇa
na izracˇun vrednosti kotov v sklepih robota, cˇe imamo podano lego – to pomeni pozi-
cijo in orientacijo – v kartezicˇnem koordinatnem sistemu baze robota. V ta namen
potrebujemo kinematicˇni model obravnavanega robota.
V tem delu obravnavamo razvoj taksˇnega programskega paketa z implementacijo
v programski opremi Robotski operacijski sistem. Nasˇ cilj je bil razviti programski
sistem, ki je prenosljiv na razlicˇne robotske sisteme in ga lahko hitro konfiguriramo.
Ugotovili smo, da univerzalna programska oprema oz. paket sˇe ne obstaja, zato smo
se lotili resˇevanja tega problema.
Pri izracˇunu inverzne kinematike nam je sluzˇila knjizˇnica TRAC-IK, ki je – kot
bomo pokazali v tem delu – hitrejsˇa in natancˇnejsˇa od konkurence. Za optimizacijo
smo uporabili numericˇne metode, kot so: Kinematics and dynamics library (KDL),
Kinematics and Dynamics Library with Random Rerstarts (KDL-RR), Sequential
Quadratic Programming (SQP), Sequential Quadratic Programming with Dual Quar-
ternions (SQP-DQ) in Sequential Quadratic Programming with Sum of Squares (SQP-
SS). Nekatere od nasˇtetih metod so sicer zˇe implementirane v programskem okolju
Robot Operating System, vendar na taksˇen nacˇin, ki ne omogocˇa hitre prenosljivosti
med razlicˇnimi robotskimi sistemi.
Cilj tega dela je torej razvoj programskega paketa z ROS storitvijo, ki glede na po-
dane vhodne argumente izracˇuna inverzno kinematiko robota. Paket mora omogocˇati
hitro konfiguriracijo in prenosljivost na razlicˇne robotske sisteme.
2 Programska oprema
ROS je primarno narejen za operacijske sisteme vrste Linux. Logicˇna izbira za razvoj
s taksˇno programsko opremo je zato sistem Ubuntu Linux [3]. Zadnja verzija tega sis-
tema je 19.04, a smo se zaradi stabilnosti ter kompatibilnosti raje odlocˇili za nekoliko
starejsˇo verzijo 16.04.
2.1 Robotski operacijski sistem
Robotski operacijski sistem oz. na kratko ROS je odprtokodno delovno okolje (ang.
framework), ki ponuja velik nabor knjizˇnic in orodij za hiter razvoj robotske pro-
gramske opreme [4]. Razlicˇni roboti oz. racˇunalniki so tako povezani v skupnem
omrezˇju, kjer lahko med seboj komunicirajo.
2.1.1 ROS jedro
Glavni oz. osrednji del ROS-ove programske opreme predstavlja t. i. program ROS
jedro (ang. roscore). Ta skrbi za prepoznavo in navajanje vseh imen programov
in parametrov znotraj programske opreme ROS. Prav tako ROS jedro skrbi za pre-
poznavo robotov in racˇunalnikov znotraj nekega omrezˇja. ROS jedro po nepisanem
pravilu zazˇenemo na glavnem racˇunalniku v omrezˇju, pomembno je le, da le-ta nudi
dostop do vseh racˇunalnikov, ki jih zˇelimo v mrezˇi upravljati. Pomembno je tudi, da
je racˇunalnikom zˇe vnaprej znano, na katerem racˇunalniku bo ROS jedro, saj se bodo




Podatki se po ROS omrezˇju prenasˇajo po t. i. ROS temah (ang. rostopic). To so
posebna ROS orodja za objavljanje, branje in prikazovanje podatkov. Ko v ROS temi
objavimo nek podatek, se le-ta podatek prenese do vseh programov, ki so na to temo
prijavljeni (ang. subscribe).
2.1.3 ROS sporocˇila
Podatkom oz. medijem, poslanim skozi ROS teme, pravimo ROS sporocˇila (ang.
rosmsgs ali rosmessages). Glede na tip jih lahko spreminjamo oz. celo ustvarimo.
To pomeni, da so ROS temam zˇe vnaprej dodeljeni tipi medija oz. ROS sporocˇila.
Neko ROS sporocˇilo je lahko sestavljeno iz vecˇ tipov, kar nam omogocˇa veliko pri-
lagodljivost.
Slika 2.1: Pretok informacij programske opreme ROS
2.1.4 ROS vozlisˇcˇa
ROS teme ustvarijo programi znotraj ROS omrezˇja, ki jim pravimo ROS vozlisˇcˇa (ang.
rosnode). Razlicˇna ROS vozlisˇcˇa lahko torej ROS teme ustvarijo, se na njih prijavijo
za pridobivanje in obdelovanje podatkov ali pa podatke na teme posˇiljajo. Pri tem je
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pomembno povedati tudi, da lahko znotraj enega programa ustvarimo tudi vecˇ ROS
vozlisˇcˇ in tem oz. se prijavimo na vecˇ tem.
2.1.5 ROS parametri
Znotraj ROS-ove infrastrukture deluje tudi strezˇnik ROS parametrov (ang. rospa-
rameter), ki so kot posebne ROS teme namenjene objavljanju ter branju raznih
parametrov. Razlika med ROS parametri in temami je ta, da ROS parametri nimajo
vnaprej dolocˇenega tipa ROS sporocˇil. Za razliko od ROS tem ROS sporocˇilo na ROS
parametru ostane tako dolgo, dokler ga ne zamenjamo. ROS teme pa podatek objavijo,
dobijo pa ga le ROS vozlisˇcˇa, ki so v tistem trenutku poslusˇala temo.
2.1.6 ROS storitve
Poleg ROS vozlisˇcˇ poznamo tudi programe, ki jim pravimo ROS storitve (ang. rosser-
vice). To so programi, ki jih lahko dinamicˇno klicˇemo z argumenti ter pricˇakujemo
odgovor oz. odziv (ang. response). ROS storitve za pretok podatkov uporabl-
jajo posebna ROS sporocˇila, ki niso le enostopenjskega temvecˇ tudi dvostopenjskega
tipa. To pomeni, da lahko neka storitev kot vhodne argumente prejme eno skupino
tipov sporocˇil, kot odziv oz. izhodne argumente pa posˇlje neko drugo skupino tipov
sporocˇil. Pri vsem tem je zanimivo to, da lahko vse skupaj zapakiramo pod enim ROS
sporocˇilom.
2.1.7 ROS paketi
Vse zgoraj nasˇtete gradnike lahko zaradi lazˇje uporabe zapakiramo v t. i. ROS pakete
(ang. rospackage). Znotraj teh lahko uporabljamo razna orodja, ki nam omogocˇajo
sˇirsˇo uporabnost. Cˇe imamo na primer vecˇ vozlisˇcˇ, ki jih hocˇemo naslavljati in upora-




Orodja za preverjane delovanja programskih paketov v ROS-u imenujemo ROS testi
(ang. rostest). Testi delujejo kot funkcije, s katerimi preverjamo uspesˇnost izvedbe
nekega ROS programa. Cˇe se vse funkcije izvedejo uspesˇno, je test uspesˇen, sicer
pa nam test vrne oceno neuspesˇnosti in funkcijo, kjer je nastal problem. Teste lahko
uporabljamo zgolj za lokalno preverjanje ROS programov kode ali pa jih uporabimo
za tako imenovan pristop stalne integracije (ang. Continuous Integration), ki ga bomo
opisali v naslednjem poglavju.
2.1.9 ROS delovno okolje
ROS delovno okolje (ang. workspace) predstavlja glavni delovni prostor razvoja
ROS programske opreme. Znotraj delovnega okolja ustvarjamo pakete, razvijamo in
gradimo ROS programe. ROS delovno okolje je na operacijskem sistemu v obliki
mape, na katero se mora sklicevati vsak paket in program znotraj le-te, cˇe ga zˇelimo
uporabiti v ROS programskem okolju.
2.2 Pristop stalne integracija
Pristop stalne integracije (ang. Continuous Integration) oz. na kratko CI je praksa
razvijanja programske opreme. Gre za pristop, kjer razvijalci v neki ekipi integrirajo
svoje delo zelo pogosto – vsaj enkrat dnevno. To dnevno privede do sˇtevilnih integracij.
Pri CI-ju je vsaka integracija overjena s strani avtomatiziranih testov, ki zaznavajo na-
pake integracije na najhitrejsˇi mozˇni nacˇin. Taksˇna praksa se je s strani vecˇjih podjetij
in insˇtitucij pokazala za zelo ucˇinkovito, predvsem pri cˇasu odpravljanja napak same
integracije programske opreme [5].
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2.2.1 Vzdrzˇevanje enotnega arhiva
Projekti razvoja programske opreme vsebujejo veliko datotek, ki jih je potrebno
zdruzˇiti v celoto oz. produkt. Vzdrzˇevanje tega terja veliko napora, sˇe posebej, kadar
sodeluje veliko razvijalcev. V ta namen so razvijalci programske opreme skozi leta
razvijali tudi orodja za upravljanje taksˇnih projektov. Taksˇna orodja so orodja za up-
ravljanje izvorne kode (ang. Source Code Management Tools), upravljanje konfigu-
racije (ang. Configuration Management), kontrola verzije izvorne kode (ang. Version
Control Systems), repozitoriji itd. Lahko recˇemo, da so ta orodja integralni del vecˇine
razvojnih projektov.
2.2.2 Avtomatska posodobitev
Avtomatska posodobitev (ang. Automated Deployment) je eno izmed orodij, ki se vse
pogosteje uporablja v praksi CI-ja. Deluje tako, da spremenjene dele kode avtomatsko
posˇilja v CI preverjanje. V kolikor je overjanje uspesˇno, se te spremenjene dele kode
avtomatsko posodablja med razvijalci in sproti obvesˇcˇa o morebitnih napakah. To
je torej nadgradnja navadnemu CI-ju, kjer koraki potekajo rocˇno. S tem sˇe dodatno
skrajsˇamo cˇas integracije, saj imajo vsi razvijalci zadnje verzije delujocˇih kod [6].
2.2.3 Zakaj uporabiti pristop stalne integracijo
Brez CI-ja morajo razvijalci med sabo samostojno komunicirati in koordinirati, ko
zˇelijo prispevati kodo h koncˇnem produktu. To lahko pripelje do cˇasovnega podaljsˇanja
razvoja sistema, predvsem pa do povecˇane kompleksnosti in zmede pri sinhronizaciji
delov koncˇnega produkta. S tem se seveda znatno zvisˇajo strosˇki projekta. Z vecˇanjem
sˇtevila razvijalcev in kodnih baz se ti strosˇki lahko visˇajo tudi eksponentno.
Kadar uporabljamo CI, lahko programski razvijalci delajo oz. razvijajo na is-
tih funkcijah hkrati neodvisno eden od drugega. Ko so pripravljeni zdruzˇiti razlicˇne
funkcije, ki so jih razvijali, v celoto, to lahko storijo neodvisno in hitro. Poleg tega al-
goritmi sproti preverjajo, ali je prisˇlo do kaksˇnih programskih napak. S tem veliko prej
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odpravimo napake in morebitne nesporazume med razvijalci. CI je torej visoko cen-
jena praksa v sodobnih organizacijah, ki se ukvarjajo z razvojem programske opreme.
3 Razvoj ROS programskega paketa
Predmet diplomske naloge predstavlja razvoj ROS programskega paketa, ki vsebuje
ROS sporocˇila in storitev. ROS storitev glede na podane argumente izracˇuna in-
verzno kinematiko robota. Prav tako paket vsebuje podporo orodja wstool in pa imple-
mentacijo v repozitorij instituta “Jozˇef Stefan” s CI.
3.1 Knjizˇnica TRAC-IK
Vlogo glavne knjizˇnice za izracˇun inverzne kinematike v nasˇi storitvi ima knjizˇnica
TRAC-IK. V neko lego lahko pridemo z vecˇimi konfiguracijami sklepov. Tukaj lahko
pride do t. i. spodnjih in zgornjih komolcev (ang. elbow down, elbow up). Ker se
zˇelimo izogniti nesmisleni konfiguraciji sklepov v neki legi, knjizˇnica TRAC-IK ponuja
mozˇnost navajanja zacˇetnih sklepov s katerimi hitreje dolocˇimo pravilno konfiguracijo
sklepov oz. inverzne kinematike robota. Da bi razumeli pojem inverzne kinematike,
moramo najprej poznati pojem direktne kinematike.
Cˇe imamo podan vektor zacˇetnih vrednostih v sklepih robota qzacˇ (pogosto trenutne
vrednosti v sklepih – qtren) kot notranje koordinate, lahko z direktno kinematiko
izracˇunamo lego robota v kartezicˇnem koordinatnem sistemu baze robota za dane
vrednosti v sklepih kot objekt vektorjev lege, ki je definiran kot ptren. Objekt
ptren je sestavljen iz dveh vektorjev, in sicer iz vektorja pozicije v kartezicˇnem
koordinatnem sistemu ([px, py, pz]) in vektorja orientacije kot kvaternion
([qx, qy, qz, qw]). Iz le-tega nato lahko izracˇunamo napako med dvema vek-
torjema lege kot objekt vektorjev lege pnap in pa Jacobijevo matriko J, ki vsebuje
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parcialne odvode vrednosti v kartezicˇnem koordinatnem sistemu glede na trenutno
pozicijo sklepov robota [7]. Za lazˇjo predstavo si lahko pomagamo s sliko 3.1, ki
prikazuje preprosti robotski mehanizem. Cˇe Jacobijevo matriko invertiramo, dobimo
matriko J−1, ki vsebuje parcialne odvode v notranjih koordinatah glede na koordinate
v kartezicˇnem koordinatnem sistemu. Tako s preprosto iteracijo lahko izracˇunamo in-
verzno kinematiko.
qnasl = qtren + J
−1pnap (3.1)
Vrednost vektorja qnasl je uporabna za izracˇun vrednosti transformacije pnap v nasled-
nji cˇasovni iteraciji [8].
Ker pa enacˇba 3.1 velja le za neredundantne robote, moramo za redundantne
izracˇunati psevdoinverz.








Slika 3.1: Primer preprostega robotskega mehanizma
Pri nekaterih robotih lahko inverzno kinematiko izracˇunamo analiticˇno ali nu-
mericˇno. Analiticˇnih metod zˇal ne moremo posplosˇiti za uporabo v razlicˇnih orodjih
3.1 Knjizˇnica TRAC-IK 15
oz. niso posplosˇljive za razlicˇne spremembe konfiguracij robota, saj moramo algoritem
zasnovati zˇe prej [9]. Nacˇeloma so numericˇni algoritmi bolj genericˇni in posplosˇljivi za
razlicˇne robote, saj se zanasˇajo na izracˇun Jacobijeve matrike. Optimizacijsko enacˇbo
za izracˇun inverzne kinematike lahko zapisˇemo kot prikazuje enacˇba 3.3, kjer je n
sˇtevilo prostostnih stopenj [10].
arg min
q∈Rn
(J · (qnasl − qtren)− pnap)T (J · (qnasl − qtren)− pnap) (3.3)
Numericˇne metode za iteracijo uporabljajo Newtonove – ali pa tem podobne – metode,
dokler ne pridejo do resˇitve z ustrezno natancˇnostjo. Problem teh metod je, da so
bistveno pocˇasnejsˇe od analiticˇnih.
3.1.1 Algoritem KDL
Pri razvoju algoritmov za resˇevanje inverzne kinematike se zaradi zgoraj nasˇtetih
problemov ukvarjamo predvsem s pospesˇevanjem racˇunanja Jacobijeve matrike J,
pospesˇevanjem invertiranja matrik in pospesˇevanjem cˇasa konvergence k pravilnim
rezultatom, ki niso ujeti v lokalnih minimumih. Verjetno najpogosteje uporabljena
knjizˇnica za racˇunanje inverzne kinematike je Orocos Kinematics and Dynamics Li-
brary oz. na kratko KDL. Kljub popularnosti pa pridemo pri uporabi KDL-ja – sploh
pri uporabi s humanoidnimi roboti – do sˇtevilnih neuspesˇnih izracˇunov. Glavni prob-
lemi KDL-ja so:
• pogosta konvergenca k napacˇnim rezultatom za robote s sklepi, ki imajo mejne
vrednosti,
• algoritem se lahko ujame v lokalnih minimumih (KDL pri tem ne naredi nicˇesar),
• podpora za tolerance lege v kartezicˇnem koordinatnem sistemu je neprimerna in
• tolerance v samem algoritmu niso izkorisˇcˇene.
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Drugi in cˇetrti problem lahko resˇimo s preprostimi izboljsˇavami KDL-jeve inverzne
kinematike, pri resˇevanju prvega problema pa moramo razmisliti tudi o alternativnih
formulacijah inverzne kinematike.
3.1.1.1 Algoritem KDL-RR
Kot recˇeno, lahko s preprostimi spremembami KDL-jevega algoritma znatno
izboljsˇamo njegovo ucˇinkovitost. Resˇevanje inverzne kinematike s KDL-jem poteka
namrecˇ tako dolgo, kolikor traja maksimalno sˇtevilo ponovitev iskanja optimalne
resˇitve. To lahko preprosto spremenimo tako, da spremenimo algoritem na dinamicˇno
nastavljiv cˇas, od katerega je nato odvisno sˇtevilo ponovitev [11].
Kot drugi, in bolj pomemben problem, pa se lahko algoritem KDL zatakne v tocˇkah
lokalnih minimumov. Lokalne minimume zlahka prepoznamo s preprostim preverjan-
jem razlike med izracˇunanimi in podanimi notranjimi koordinatami:
qnasl − qtren ≈ 0. (3.4)
Ko algoritem prepozna lokalni minimum po kriteriju, ki smo ga opisali zgoraj,
nakljucˇno izberemo naslednje zacˇetne notranje koordinate. Temu pravimo algoritem
KDL z nakljucˇnimi ponovnimi zagoni (ang. Random Restarts), od koder tudi prihaja
kratica KDL-RR. S taksˇnimi resˇitvami lahko torej znatno pospesˇimo algoritem KDL.
3.1.2 Algoritem SQP
Kljub temu da z algoritmom KDL-RR pridemo do rezultatov veliko hitreje, pa so na-
pake pri izracˇunu inverzne kinematike sˇe vedno prisotne. Najvecˇ napak se zgodi ravno
pri racˇunanju verige sklepov, in sicer pri ∆q 6≈ 0, saj v nekaterih konfiguracijah robota
pridemo do mejnih vrednosti sklepov.
Zato je bolje, cˇe inverzno kinematiko racˇunamo z metodami, ki bolje ravnajo z
omejitvami v sklepih. Na primer, inverzno kinematiko lahko kot nelinearni optimizaci-
jski problem izracˇunamo z uporabo sekvencˇnega kvadratnega programiranja (ang. Se-
quential quadratic programming) – SQP. Z dodatno optimizacijsko funkcijo dosezˇemo
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to, da pridemo do le ene resˇitve, ki je po konfiguraciji sklepov najblizˇja zacˇetni konfig-
uraciji sklepov robota. Optimizacijsko funkcijo definiramo na naslednji nacˇin:
arg min
q∈Rn
(qzacˇ − q)T (qzacˇ − q),
s.t. q−i ≤ qi ≤ q+i , i = 1, ..., n,
(3.5)
kjer so qi : Rn → i = 1, ..., n oznacˇene kinematicˇne omejiteve sklepov in n sˇtevilo








Slika 3.2: Limite sklepov robotskega mehanizma
3.1.2.1 Algoritem SQP-DQ
SQP se osredotocˇa na zmanjsˇevanje premikanja sklepov, medtem ko na kartezicˇno
napako, ki jo zmanjsˇuje z iskanjem po notranjih koordinatah, obravnava kot omejitev.
S tem ne pridemo do napredka pri minimizaciji celotnega kartezicˇnega pogresˇka.
Cˇe zˇelimo minimizirati kartezicˇni pogresˇek, moramo izracˇunati razdaljo med lego
vrha robota f(g) in zˇeleno lego pzˇel potrebujemo. To lahko izracˇunamo s pomocˇjo
vijacˇne teorije (ang. Screw Theory), ki zdruzˇi translacijo in orientacijo v eno spre-
menljivko z uporabo dualnih kvaternionov (ang. Dual Quarternions). Iz tega tudi ime
algoritma SQP-DQ, ki za minimizacijo razdalje med dvema legama uporablja nasled-
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njo enacˇbo:
φDQ = 4((log eˆ) · (log eˆ)T ), (3.6)
kjer je eˆ dualni kvaternion, ki opisuje razdaljo med trenutno in naslednjo zˇeleno lego
robota.
3.1.2.2 Algoritem SQP-SS
Racˇunanje inverzne kinematike z dualnim kvaternionom traja bistveno dlje od navad-
nih – enostavnejsˇih izracˇunov. Cˇe algoritem SPQ-DQ primerjamo z enostavnejsˇimi,
kot je na primer pogresˇek sesˇtevka kvadratov (ang. Sum of Squares Error), vidimo,
da ni velikih razlik v samih izracˇunih, pojavijo pa se razlike v cˇasu izracˇunov [8].
Algoritem SQP-SS za izracˇun uporablja naslednjo enacˇbo:
φSS = pnap · pTnap, (3.7)
pri cˇemer je pnap sˇestdimenzionalni vektor napake lege.
3.1.3 Algoritem TRAC-IK
Tako kot vsi nelinearni SQP algoritmi, ki so sicer zelo natancˇni, tudi SQP-SS ni ravno
hiter. V ta namen je bil razvit algoritem TRAC-IK (TRAC - ime laboratorija, IK -
inverzna kinematika). Sestavljen je iz dveh algoritmov. To sta SQP-SS in KDL-RR.
Ko eden izmed algortimov konvergira proti dovolj natancˇni vrednosti, se postopek
iskanja inverzne kinematike robota koncˇa, TRAC-IK pa vrne rezultat. V tabeli 3.1
si lahko ogledamo primerjavo uspesˇnosti in cˇase izracˇunov razlicˇnih algoritmov za
izracˇun inverzne kinematike na razlicˇnih robotih.
Knjizˇnica TRAC-IK je bila razvita z namenom uporabe numericˇne metode oz. al-
goritma TRAC-IK. Na voljo je sˇiroka paleta programskih jezikov, mi pa smo za potrebe
nasˇega paketa uporabili implementacijo v programskem jeziku Python.
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Tabela 3.1: Primerjava izracˇunov inverzne kinematikatike razlicˇnih alogritmov
Orocos’ KDL KDL-RR TRAC-IK
Robot PS Uspesˇnost Cˇas Uspesˇnost Cˇas Uspesˇnost Cˇas
ABB IRB120 6 39,41 % 3,08 ms 98,51 % 0,33 ms 99,96 % 0,24 ms
Atlas 2013 arm 6 75,54 % 1,32 ms 97,24 % 0,34 ms 99,99 % 0,20 ms
Atlas 2015 arm 7 76,22 % 1,44 ms 94,12 % 0,71 ms 99,80 % 0,32 ms
Baxter arm 7 61,43 % 2,15 ms 90,78 % 0,91 ms 99,83 % 0,37 ms
Franka Emika Panda 7 62,02 % 2,11 ms 93,21 % 0,79 ms 99,88 % 0.37 ms
Jaco2 6 26,25 % 3,77 ms 97,85 % 0,47 ms 99,92 % 0,35 ms
KUKA LWR 4+ 7 68,22 % 1,82 ms 96,26 % 0,53 ms 99,98 % 0,23 ms
Motoman MH180 6 68,46 % 1,65 ms 99,39 % 0,22 ms 99,99 % 0,18 ms
NASA Robonaut2 arm 7 86,89 % 0,96 ms 95,23 % 0,64 ms 99,85 % 0.30 ms
NASA Robosimian arm 7 62,10 % 2,33 ms 99,88 % 0,28 ms 99,97 % 0.30 ms
NASA Valkyrie arm 7 45,78 % 2,95 ms 92,34 % 1,11 ms 99,90 % 0,37 ms
PR2 arm 7 84,70 % 1,26 ms 88,82 % 1,15 ms 99,96 % 0,31 ms
Schunk LWA4D 7 68,57 % 1,79 ms 97,26 % 0,43 ms 100,00 % 0,23 ms
UR3 6 17,11 % 4,18 ms 89,08 % 0,77 ms 98,60 % 0,45 ms
UR5 6 16,52 % 4,21 ms 88,58 % 0,74 ms 99,17 % 0,37 ms
UR10 6 14,90 % 4,29 ms 88,63 % 0,74 ms 99,33 % 0,36 ms
3.1.4 Izboljsˇave knjizˇnice TRAC-IK
Knjizˇnico smo nekoliko spremenili. Problem se je namrecˇ pojavil pri nepravilnih ali
pa neuspesˇnih poizkusih izracˇuna inverzne kinematike. Knjizˇnica je zasnovana tako,
da se ob napaki zakljucˇijo vse podfunkcije. To bi pomenilo, da bi se ob nepravilnem
izracˇunu izvedba nasˇega paketa koncˇala, namesto da bi le javili napako.
Za izracˇun inverzne kinematike s knjizˇnico TRAC-IK potrebujemo opis robota v
poenotenem formatu opisa robota URDF (ang. Unified Robot Description Format).
Pred pridobivanjem URDF opisa robota smo zaradi zgoraj nasˇtetih problemov dodali
vrstico, s katero ponovno inicializiramo cˇas.
ros::Time::init();
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S tem smo omogocˇili, da lahko funkciji, ki zakljucˇi program, na koncu dodamo
return 0. To oznacˇuje, da funkcija vrne le vrednosti, ki jih je zapisala v spre-
menljivke. Vecˇ o specificˇnem problemu in resˇitvi si lahko preberemo na spletnem
naslovu [13].
Paket s knjizˇnico TRAC-IK, ki je dostopen na spletnem naslovu [14], smo torej
posodobili in posodobljeno verzijo nalozˇili na spletno mesto Bitbucket kot javno vejo
odcepa (ang. fork) [15].
3.2 Priprava delovnega prostora
Razvoj ROS paketa se je pricˇel z namestitvijo ROS programske opreme in s pripravo
delovnega prostora. Zaradi kompatibilnosti z obstojecˇo programsko opremo in nasˇim
operacijskim sistemom smo izbrali ROS distribucijo Kinetic Kame. ROS Kinetic –
kot jo na kratko poimenujemo – je dve verziji starejsˇa od trenutne Melodic Morenia.
Za namestitev smo sledili navodilom na uradni spletni strani ROS-a. Dostopna so na
spletnem naslovu [16], opisujejo pa namestitev ROS distribucije Kinetic za operacijski
sistem Linux Ubuntu 16.04.
Po namestitvi ROS programske opreme smo pripravili sˇe delovno okolje oz. pros-
tor. Glavno programsko orodje, ki nam pomaga za pripravo le-tega, je Catkin, namestili
pa smo ga zˇe tekom namestitve ROS distribucije. Delovno okolje pripravimo preprosto
tako, da najprej navedemo vir (ang. source) namestitve nasˇe distribucije, kot prikazuje
spodnji primer.
source /opt/ros/kinetic/setup.bash
Nato preprosto ustvarimo mapo s poljubnim imenom, v njej pa mapo z imenom src.
Primer spodaj kazˇe, kako se taksˇna mapa ustvari. Za ime mape smo izbrali kar privzeto
ime, torej catkin_ws.
mkdir -p catkin_ws/src
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Premaknemo se v ustvarjeno mapo in pozˇenemo Catkinovo funkcijo gradnje (ang.
build). Ta nam zgradi vse potrebne datoteke in elemente za delovanje paketa v de-
lovnem okolju, med drugim tudi datoteko CMakeLists.txt, v katero vpisujemo
potrebne atribute za izgradnjo paketa.
catkin build
S tem smo ustvarili ROS delovno okolje in ga pripravili na razvoj paketov. Operaci-
jskemu sistemu dodamo sˇe vir mape, da bo vedel, kje se delovno okolje nahaja. To
storimo v mapi catkin_ws z ukazom, navedenim spodaj.
source devel/setup.bash
K pripravi delovnega prostora sˇtejemo tudi pripravo paketa. V nasˇem primeru je sˇlo za
dva paketa. Eden paket je sluzˇil za sporocˇila, drugi za samo ROS storitev. ROS paket
ustvarimo znotraj mape src z ukazom catkin_create_pkg. K ukazu kot atribute
dodamo ime paketa, ki ga zˇelimo ustvariti, in pa imena osnovnih programskih paketov
oz. orodij, ki jih zˇelimo uporabiti. Za paket, v katerem smo razvili ROS sporocˇila, so to
std_msgs, geometry_msgs, sensor_msgs in message_generation,
za paket z ROS storitvijo pa rospy, roslint, in std_msgs. Zakaj ravno te,
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3.3 Razvoj ROS sporocˇil
Najprej smo naredili ROS sporocˇila tipa InvKinMsgs. Ta tip ROS sporocˇila je sestavl-
jen iz vecˇ razlicˇnih tipov ter vsebuje razlicˇna sporocˇila vhoda oz. poslanih vrednosti
ter izhoda oz. prejetih vrednosti. Te si lahko ogledamo v tabeli 3.2.
Vidimo, da je v sporocˇilu tipa InvKinMsgs uporabljenih pet tipov sporocˇil za devet
razlicˇnih spremenljivk. Funkcija in uporaba teh spremenljivk pa je dolocˇena tam, kjer
te podatke obdelujemo, torej v nasˇi ROS storitvi.
Tabela 3.2: ROS sporocˇila tipa InvKinMsgs
Vhod Izhod
Tip Ime Tip Ime
string robot namespace JointState result
string source frame float64[] result as array
string tcp frame bool success
Pose target pose string message
JointState initial joints
Vhodni argumenti storitve so torej ime robota, ime izvornega koordinatnega sistema
in ime koncˇnega koordinatnega sistema tipa string, zˇelena lega tipa Pose in pa zacˇetne
vrednosti sklepov kot vektor v tipu JointState.
Tip Pose, ki je del knjizˇnice oz. tipa sensor msgs, je sestavljen iz pozicije in
orientacije:
Pose(position=Point(x, y, z),
orientation=Quaternion(x, y, z, w))
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Tip JointState, ki pa je del knjizˇnice oz. tipa geometry msgs, pa je v najpreprostejsˇi
obliki sestavljen iz glave, imena, pozicije, hitrosti in navora (ang. effort), ki podaja






Tip String je, kot smo zˇe omenili, tip besedila oz. niza. Sestavljen je tako, da med
enojne oz. dvojne narekovaje vstavimo niz cˇrk in/ali znakov:
"text" ali ’text’
Pri izhodnih argumentih ob tipih String in JointState uporabimo sˇe tip bool, ki ima
binarno vrednost (True–False), in tip float64, ki ga lahko uporabimo kot 64–bitni
zapis zbirke vrednosti.
[x, y, z, w, q, ...]
Za izdelavo ROS sporocˇil smo znotraj programskega paketa
inverse_kinematics_messages naredili mapo z imenom srv, ki oznacˇuje,
da bo v mapi datoteka s koncˇnico .srv. To pomeni, da bodo nasˇa ROS sporocˇila
namenjena ROS storitvi in da pricˇakujemo dve stanji sporocˇil – vhodne in izhodne.
Cˇe bi delali navadna sporocˇila z le enim stanjem, bi te oznacˇevala koncˇnica .msg.
Datoteko s koncˇnico .srv poimenujemo po tipu sporocˇila, torej InvKinMsgs.
V datoteko vpisˇemo vhodne in izhodne argumente s tipi iz tabele 3.2. Vhodne in
izhodne tipe locˇimo s tremi vezaji, kot prikazuje primer spodaj.











Za konec v datoteko CMakeLists.txt dodamo funkcijo add_service_files,





3.4 Razvoj ROS storitve
Jedro razvoja ROS paketa je predstavljal razvoj ROS storitve za izracˇun inverzne kine-
matike robota v programskem jeziku Python.
Storitev mora delovati tako, da kot argumente podamo - nasˇtete v tabeli 3.2 -
vhodne parametre, storitev izracˇuna inverzno kinematiko robota, nazaj pa dobimo
rezultat kot odziv (ang. response) v obliki izhodnih parametrov. Od teh mora uporab-
nik kot argumenta obvezno podati ime koncˇnega koordinatnega sistema in njegovo
zˇeleno lego. Cˇe uporabnik ne poda vrednosti za ostale vhodne parametre, se privza-
mejo vnaprej dolocˇene vrednosti, ki zagotavljajo osnovno delovanje. Torej, cˇe ne
podamo imena zacˇetnega koordinatnega sistema, se bo ta spremenil v ime baznega
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koordinatnega sistema. Prav tako bodo brez podanih zacˇetnih vrednosti sklepov te
enake nicˇ. Kot izhod oz. odziv storitve dobimo rezultat tipa JointState, rezultat kot
vektor, binarno vrednost uspeha izracˇuna ter pisno sporocˇilo o uspehu oz. napaki.
Pri izracˇunu inverzne kinematike nam pomaga nekoliko prilagojena oz. spremenjena
knjizˇnica TRAC-IK, ki jo lahko klicˇemo kot funkcijo z objektom.
Razvoj paketa smo pricˇeli z dodajanjem kljucˇnih paketov v datoteke za iz-
gradnjo. Te dodamo v datoteko CMakeLists.txt kot argument funkcije
catkin_package. Kljucˇnega pomena je torej, da paketu povemo, da so to paketi,
od katerih je delovanje nasˇega paketa odvisno in jih lahko zgradimo s Catkin orodjem.
Atribut taksˇnega navajanja se imenuje CATKIN_DEPENDS. Primer spodaj torej kazˇe,




Razvoj smo nadaljevali z ustvarjanjem mape src, ki bo vsebovala glavno da-
toteko s kodo same ROS storitve. Ime te datoteke mora biti smiselno, saj se
bo kasneje uporabljalo pri samem klicu vzpostavitve ROS storitve. Nasˇi datoteki
smo dali kar isto ime, kot je ime ROS in Python programskega paketa, torej
inverse_kinematics_service.
Za zacˇetek smo v kodo dali vrstico, ki nam ob razlicˇnih verzijah programskega
jezika Python poisˇcˇe primerno verzijo oz. verzijo, ki je privzeta. Privzeta verzija
Pythona se nahaja na mestu racˇunalnika, ki jo lahko primerjamo s kratico $PATH.
Prav tako nam ta vrstica zagotavlja, da pri izvrsˇiti programa ni potrebno navajati, da
gre za Python program, ob tem pa za izvrsˇitev uporabi privzeto verzijo le-tega. Vrstico
zapisˇemo, kot kazˇe primer spodaj. Cˇe zˇelimo drugo verzijo, preprosto dodamo oz.
spremenimo pot (ang. path) do programa, zraven pa napisˇemo, katero verzijo zˇelimo
uporabiti (npr. python3).
26 Razvoj ROS programskega paketa
#!/usr/bin/env python
Za tem smo uvozili vse potrebne knjizˇnice oz. pakete. Ker smo razvijali program
znotraj ROS-a v programskem jeziku Python, smo uvozili knjizˇnico rospy, ki deluje
kot glavna povezava med njima. Iz tabele 3.2 lahko vidimo, da za obdelavo podatkov
potrebujemo tudi paketa String iz knjizˇnice std_msgs.msg standardnih sporocˇil
(ang. standard messages) in JointState iz knjizˇnice sensor_msgs.msg senzoricˇnih
sporocˇil (ang. sensor messages). Pri izracˇunu inverzne kinematike robota nam bo
pomagal paket IK, ki je del knjizˇnice trac_ik, zato tudi tega uvozimo v program.
Na koncu sˇe uvozimo paket nasˇih ROS sporocˇil. To storimo tako, da iz knjizˇnice
inverse_kinematics_msgs.srv poberemo vse pakete.
Primer uvoza knjizˇnic oz. paketov:
import rospy
from std_msgs.msg import String
from sensor_msgs.msg import JointState
from trac_ik_python.trac_ik import IK
from inverse_kinematics_msgs.srv import *
Kodo smo zasnovali tako, da program najprej ustvari ROS vozlisˇcˇe z imenom
inverse_kinematics, nato pa gre v objektni razred (ang. class) z imenom
InvKin in vhodnim argumentom imena vozlisˇcˇa.
if __name__ == "__main__":
rospy.init_node(’inverse_kinematics’)
InvKin(rospy.get_name())
Razred InvKin je torej glavni razred tega programa, kar pomeni, da smo vso preostalo
kodo pisali znotraj le-tega. Navedemo ga, kot kazˇe primer spodaj.
class InvKin(object):
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Zacˇeli smo z navajanjem potrebnih spremenljivk, ki bodo kasneje lahko dostopne
kot globalne spremenljivke tega razreda. Do teh lahko dostopamo s predpono
self. Glavne spremenljivke so torej vhodne in izhodne spremenljivke same ROS
storitve ter URDF opis robota. Zraven teh smo dodali sˇe binarno spremenljivko
urdf_confirmed, ki nam bo prisˇla prav kasneje pri samem odlocˇanju izhodne
vrednosti uspeha izracˇuna inverzne kinematike. Vse te spremenljivke na zacˇetku pro-














Po privzetem gre program najprej v funkcijo __init__. Znotraj te ustvarimo ROS
storitev z objektom, ki ga poimenujemo kar s cˇrko s. To storimo, kot prikazuje spodnji
primer. Vhodni argumenti v funkcijo storitve so ime storitve, tip sporocˇil, ki jih storitev
uporablja, ter ime funkcije, ki se bo klicala v primeru, ko je storitev klicana.







Glavna funkcija programa je torej funkcija _inv_kin. To pomeni, da bo izhod te
funkcije glavni izhod oz. odziv nasˇe ROS storitve. Prav tako bodo znotraj te funkcije
potekale vse naslednje operacije. Definiramo jo tako:
# Main function
def _inv_kin(self, req): ,
pri cˇemer je spremenljivka req objekt vhodnih atributov ROS storitve.
Do posameznih atributov v objektu dostopamo z navajanjem imena objekta in
imenom atributa, locˇenima s piko. Ker zˇelimo v veliki vecˇini racˇunati inverzno kine-
matiko robota iz baznega koordinatnega sistema in ker je vecˇina baznih koordinatnih
sistemov poimenovanih base, smo zahtevo vhodnih argumentov omejili. To pomeni,
kot zˇe prej omenjeno, da se bo brez navedenega imena zacˇetnega koordinatnega sis-
tema ta spremenil v base.
# If source frame not provided
if req.source_frame == ’’:
req.source_frame = ’base’
Isto storimo tudi pri imenu izhodnega koordinatnega sistema, le da tukaj s funkcijo
len preverjamo dolzˇino niza atributa, ki ga dobimo. Ker je ta obvezen, se ob nepravil-
nosti program tukaj zakljucˇi. To pomeni, da kot izhod uspeha dobimo negativno vred-
nost, zraven pa pisno sporocˇilo o napaki.
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# If tcp frame not provided
if len(req.tcp_frame) == 0:








Program smo zasnovali tako, kot pri imenu zacˇetnega koordinatnega sistema. Cˇe
kot argument ne podamo imena robota se ime ROS parametra, na katerem je objavl-
jen URDF opis robota, spremeni v privzeto ime. V nasprotnem primeru privzetemu
imenu ROS parametra dodamo sˇe podanega. To seveda shranimo v spremenljivko
_urdf_string.
# If robot namespace not provided





Ostala sta nam le sˇe podana zˇelena lega in zacˇetne vrednosti v sklepih. Zapis lege smo
zaradi lazˇjega upravljanja tekom kode zasnovali tako, da jo razdelimo na pozicijo in
orientacijo. Pozicijo shranimo v spremenljivko p (kot ang. position), orientacijo pa
v spremenljivko q (kot ang. quaternion). Vrednosti zacˇetnih sklepov lahko dobimo
znotraj objekta initial_joints pod atributom position. To smo storili tako,
kot kazˇe spodnji primer.





Ko program zakljucˇi s shranjevanjem vrednosti vhodnih atributov v spremenljivke, se
prestavi na pridobivanje URDF opisa robota. Tega pridobimo s klicanjem funkcije
get_param objekta rospy. Kot vhodni argument funkcije podamo ime ROS
parametra, na katerem je ta URDF opis objavljen. To ime je shranjeno v spremenljivki
_urdf_string iz prejsˇnjega dela kode. Vse skupaj shranimo v spremenljivko, ki jo
poimenujemo kar urdf.
Primer pridobivanja URDF opisa robota:










Iz primera zgoraj vidimo uporabo stavka try – except, ki smo ga uporabljali ves cˇas
pisanja ROS storitve. S tem smo dosegli primerno vrednost izhodne spremenljivke
za uspeh ter primerno izhodno sporocˇilo ob pravilnosti oz. nepravilnosti delovanja
dolocˇenega dela kode. Poleg tega smo na visoko vrednost postavili spremenljivko
urdf_confirmed, ki nam bo pomagala v prihajajocˇem delu kode.
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Cˇe URDF opisa ni mogocˇe dobiti, to nakazuje na to, da ni ROS parametra s tem
imenom. Hocˇemo, da se program zakljucˇi in ROS storitev vrne sporocˇilo o neuspehu
zaradi klica funkcije get_param. To storimo s preprostim if stavkom in vso
nadaljnjo kodo pisˇemo znotraj tega stavka.
if self.urdf_confirmed == 1:
Strukturo kode smo nadaljevali z glavnim try – except stavkom. Resˇevanje inverzne
kinematike smo zacˇeli s pridobivanjem kinematicˇne verige. To verigo dobimo s kli-
canjem funkcije IK, ki je del knjizˇnice trac_ik. Vhodni parametri funkcije so ime
zacˇetnega koordinatnega sistema, shranjenega v spremenljivki _source_frame,
ime koncˇnega koordinatnega sistema iz spremenljivke _tcp_frame in URDF opis
robota. Verigo, ki je v bistvu objekt, shranimo v spremenljivko ik_solver.







Iz objekta ik_solver pod atributom number_of_joints dobimo, kot zˇe ime
nakazuje, sˇtevilo sklepov med podanima koordinatnima sistemoma. To nam pomaga
pri ugotavljanju pravilnosti vnasˇanja zacˇetnih sklepov in preverjanju, cˇe smo zacˇetne
sklepe sploh podali. Najprej s preprostim if stavkom preverimo dolzˇino podanih vred-
nosti zacˇetnih sklepov in jo primerjamo s pricˇakovanim sˇtevilom zacˇetnih sklepov.
if len(self._initial_joints) !=
ik_solver.number_of_joints:
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Cˇe dolzˇina podanih vrednosti zacˇetnih sklepov ni enaka pricˇakovani, nadaljujemo
izracˇun znotraj zgoraj navedenega if stavka. Znotraj tega nato preverimo, ali je
uporabnik sploh podal vrednosti zacˇetnih sklepov. Cˇe jih ni, smatramo, da so vred-
nosti sklepov enake nicˇ. V spremenljivko _initial_joints kot zbirko shranimo
torej toliko nicˇel, koliko je sˇt. pricˇakovanih sklepov. To storimo tako, da v spre-
menljivko shranimo najprej zbirko z enim elementom nicˇle, nato pa ga pomnozˇimo
s pricˇakovanim sˇtevilom zacˇetnih sklepov. Tega, kot zˇe prej omenjeno, dobimo pod
atributom number_of_joints v objektu ik_solver. Za tem z ROS storitvijo
izpisˇemo vse informacije o trenutnem stanju in vhodnih parametrih na ROS omrezˇje
kot program storitve in ne kot odziv same storitve. To storimo s funkcijo loginfo
znotraj objekta rospy. Zˇe iz prejsˇnjih primerov smo lahko videli uporabo funkcije
format, tukaj pa je uporaba sˇe kako ocˇitna. Funkcija nam pomaga pri vstavljanju
raznih tipov spremenljivk v besedilo oz. String. Tako se nam ni potrebno obremen-
jevati s pretvarjanjem raznih spremenljivk. Funkcija dela tako, da v niz pred funkcijo
vstavimo zavite oklepaje s sˇtevilkami, paziti pa moramo, da zacˇnemo z nicˇlo in potem
smiselno nadaljujemo. Nato kot argumente funkcije podamo spremenljivke, ki jih
zˇelimo vstaviti v niz.
# If initial joints not provided
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V tem trenutku imamo na voljo vse, kar potrebujemo za izracˇun inverzne kinematike
robota. Za ta izracˇun smo uporabili funckijo get_ik znotraj prej ustvarjenega
objekta oz. verige sklepov ik_solver. V funkcijo smo kot argumente podali
vrednosti zacˇetnih sklepov, posamezne kartezicˇne komponente zˇelene pozicije rob-
ota in posamezne kvaternionske komponente zˇelene orientacije robota. Vse skupaj
smo shranili v spremenljivko inverse_kinematics_result, ki nam bo kasneje
sluzˇila kot objekt. Funkcija get_ik v nasˇem primeru vrne zbirko oz. vektor z vred-
nostmi sklepov zˇelene lege.
self.inverse_kinematics_result = ik_solver.get_ik(
self._initial_joints,
p.x, p.y, p.z, #X,Y,Z
q.x, q.y, q.z, q.w) #QX,QY,QZ,QW
Vse to se seveda zgodi, cˇe uporabnik zacˇetnih vrednosti sklepov ni podal. V primerih,
ko uporabnik poda zacˇetne vrednosti sklepov, smo uporabili stavek else. Stavek else
lahko pisˇemo torej samo za if stavki in se zmeraj nanasˇa na stavek pred tem. S tem
stavkom dosezˇemo to, da prevzamemo vse ostale mozˇne scenarjije napram if stavku,
ki ima omejene pogoje izvajanja.
Stavek else, ki ga bomo opisali v naslednjem primeru, se nanasˇa na if stavek, kjer
preverjamo, ali je uporabnik zacˇetne vrednosti sploh podal. Omenjen if stavek se
nanasˇa sˇe na if stavek, kjer preverjamo, ali je dolzˇina podanih vrednosti zacˇetnih skle-
pov enaka pricˇakovani. To pomeni, da se za vse primere, ko program pride do tega
else stavka, le-ta koncˇa zaradi napacˇno podanih zacˇetnih vrednosti. Najprej v spre-
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menljivko message, ki je izhod ROS storitve, shranimo tekst. Ta uporabniku pove,
kaj je narobe in kaj v tem primeru pricˇakuje. Nato sˇe to isto besedilo kot napako (ang.
error) izpisˇemo na ROS omrezˇje kot odziv programa. To storimo s funkcijo logerr
iz objekta rospy, v katerega kot vhodne argumente podamo besedilo z napako oz. v
nasˇem primeru kar spremenljivko message s predpono. Spremenljivko s predpono v
funkcijo vstavimo kar s funkcijo format.
Primer nasˇega else stavka:
else:
self.message =
"Number of initial joints is not right!"
self.message =







V primerih, ko uporabnik pravilno poda zacˇetne sklepe, to pomeni, da je dolzˇina zbirke
podanih zacˇetnih sklepov enaka pricˇakovanemu sˇtevilu, pa kar direktno uporabimo
funkcijo get_ik iz objekta ik_solver, kot v prejsˇnjem primeru. Preverjanje tega
smo spet izvedli s preprostim if stavkom.
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if len(self._initial_joints) ==
ik_solver.number_of_joints:
# Getting inverse kinematics result
self.inverse_kinematics_result = ik_solver.get_ik(
self._initial_joints,
p.x, p.y, p.z, #X,Y,Z
q.x, q.y, q.z, q.w) #QX,QY,QZ,QW
Po izracˇunu inverzne kinematike smo se lotili sˇe glavnih odzivov ter predstavitve rezul-
tata.
V primeru, da funkcija get_ik ne vrne rezultata oz. je ta tipa None, vemo, da
je lega izven dosega modela robota. Tudi preverjanje tega smo izvedli z if stavkom,
kjer primerjamo shranjen rezultat spremenljivke inverse_kinematics_result
s tipom None. V tem primeru se v spremenljivko message shrani primeren pisni
odziv, v ROS omrezˇje ta odziv izpisˇemo kot napako, rezultat postavimo na prazno
zbirko in spremenljivko za oznacˇevanje uspeha sucess postavimo na negativno vred-
nost.
# If position is out of reach
if self.inverse_kinematics_result is None:




Za ostale neuspele poizkuse izracˇuna inverzne kinematike smo v prejsˇnjih delih kode
zˇe postavili spremenljivke na primerne vrednosti. Ker bomo za uspele poizkuse
izracˇuna uporabili stavek else, ki se nanasˇa na primer zgoraj, moramo izlocˇiti sˇe pre-
ostale neuspele poizkuse. Pri vseh poizkusih nam funkcije vrnejo prazno zbirko v
spremenljivki inverse_kinematics_result. To lahko uporabimo kot prever-
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janje dolzˇine zbirke z if stavkom. Ob tem moramo dodati sˇe primerjanje neenakosti
te spremenljivke s tipom None, da ne bi program preskocˇil prejsˇnjega if stavka. Cˇe so
pogoji izpolnjeni, izvedemo funkcijo pass. S to funkcijo ne naredimo nicˇesar oz. se
funkcija prekocˇi, program pa se nadaljuje. S tem dosezˇemo to, da funkcija ne bi prisˇla
v napacˇen if stavek.
if (len(self.inverse_kinematics_result) == 0 and
self.inverse_kinematics_result is not None)):
pass
Pri koncu pridemo sˇe do uspelih poizkusov izracˇuna inverzne kinematike robota. Vsi ti
gredo cˇez stavek else. Najprej v ROS omrezˇje s funkcijo loginfo izpisˇemo rezultat
kot vektor spremenljivke inverse_kinematics_result, pri cˇemer spet upora-
bimo predpono s funkcijo format, dodamo primerno sporocˇilo o uspehu v spre-





"Succesfully calculated inverse kinematics!"
self.sucess = True
Alternativa glavnemu stavku try, pri katerem zˇelimo pridobiti matematicˇno verigo
sklepov, je stavek except. Tega smo uporabili pri koncu kode. Cˇe program pride v
ta del kode, vemo, da smo matematicˇno verigo sicer dobili, vendar ne med podan-
imi imeni koordinatnih sistemov. Temu primerno spremenimo vrednost spremenljivke
message s predpono funkcije format, katere vhodna argumetnta sta spremenljivki
_source_frame in _tcp_frame, na ROS omrezˇje objavimo napako s funkcijo
logerr, spremenljivki inverse_kinematics_result damo vrednost prazne
zbirke ter spremenljivki sucess priredimo negativno vrednost.
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except:
self.message =






Cˇisto pri koncu pripravimo spremenljivke na odziv ROS storitve. Pravzaprav nam
ostane le sˇe spremenljivka result, ki vsebuje poln rezultat.
Spremenljivki result najprej priredimo tip JointState. To storimo s klican-
jem funkcije JointState iz knjizˇnice geometry msgs, s tem pa dolocˇimo, da bo
spremeljivka result od zdaj naprej objekt. Takoj za tem v objektu result
poisˇcˇemo atribut position, v katerega shranimo zbirko vrednosti rezultata iz spre-
menljivke inverse_kinematics_result.
# Return result to service response
self.result = JointState()
self.result.position = self.inverse_kinematics_result
Na koncu funkcije _inv_kin uporabimo sˇe ukaz return, ki ni le odziv te funkcije,
pacˇ pa celotne ROS storitve, ki smo jo razvili. V ukazu return uporabimo funkcijo
InvKinMsgsResponse. Kot je zˇe iz imena funkcije razvidno, je to odziv tipa
sporocˇil InvKinMsgs, ki mu dodamo koncˇnico Response. Funkcija kot argu-
mente pricˇakuje izhodne spremenljivke tipa sporocˇil InvKinMsgs, kar pomeni, da
smo kot argumente podali spremenljivko result s polnim rezultatom, spremenljivko
inverse_kinematics_result kot zbirko rezultata, spremenljivko sucess z
boolean vrednostjo uspeha izracˇuna inverzne kinematike robota glede na podane vred-
nosti ter pisno obvestilo oz. sporocˇilo o le-tej.
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S tem se nasˇ program zakljucˇi. Seveda se zadeva ob vsakem klicu ROS storitve
ponovi od funkcije __init__, kjer smo ustvarili in definirali ROS storitev. Vse to,
kar smo zgoraj nasˇteli in razlozˇili, smo torej uporabili pri razvoju programa za ROS
storitev. Koda je prilozˇena in na voljo v prilogi 1 (poglavje 6.1).
3.4.1 Orodje wstool
Oba paketa smo sproti shranjevali na repozitorij instituta, ki za delovanje uporablja
delovno okolje Git. Ta nam pomaga pri dostopnosti same programske opreme oz.
paketov, ki smo jih razvili. Ker paket inverse_kinematics_service za de-
lovanje potrebuje paket inverse_kinematics_messages in paket trac_ik,
moramo zagotoviti, da sta ta na voljo v istem ROS delovnem okolju kot omenjen
paket. To lahko storimo rocˇno s funkcijo git clone, kar pa je sicer cˇasovno po-
tratno in nepotrebno, sploh v primerih, pri katerih moramo v delovno okolje nalozˇiti
vecˇ programskih paketov.
Pri tem nam pomaga programsko orodje wstool. V nasˇ paket moramo dodati da-
toteko s poljubnim imenom in koncˇnico .rosinstall. Vse, kar bomo napisali v
to datoteko, se bo samodejno preneslo v delovno okolje pri klicu gradnje delovnega
prostora – catkin build.
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Najprej moramo navesti, za katero programsko orodje gre. V nasˇem primeru je to,
kot zˇe recˇeno, za oba paketa Git. Nato sˇe podamo zˇeleno ime paketa pod atributom
local-name, URL pot do paketa Git pod atributom uri in verzijo oz. vejo paketa,
ki jo zˇelimo prenesti pod atributom version.
3.5 Razvoj pristopa stalne integracije in testov v ROS okolju
Paketu smo zaradi hitrejsˇega nadaljnjega razvoja ter preverjanja delovanja paketa, ko
ga uporabnik nalozˇi na novo, dodali funkcijo ROS testov. Kasneje smo te implementi-
rali sˇe kot del CI-ja.
3.5.1 Razvoj ROS testov
ROS testi so sestavljeni iz dveh delov oz. datotek. ROS iz ene izve, kateri gradniki so
za delovanje ROS testov potrebni, druga pa vsebuje program, ki z razlicˇnimi funkci-
jami preverja delovanje. Najprej smo v paket dodali mapo z imenom test. Znotraj
te smo nato ustvarili datoteko s koncˇnico .test. Ta datoteka nam torej pove, kaj se
mora ob zagonu ROS testov zagnati. Vse smo razvijali v programskem jeziku XML,
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oz. strukturno podobni kodi. Ime, ki smo ga dodelili datoteki, je iks_test. Glavna
funkcija programa je launch, navedemo pa jo, kot prikazuje primer spodaj. Gre za
zacˇetni in koncˇni ukaz.
<launch>
</launch>
Znotraj te smo nato s funkcijo include dodali datoteko, ki na server ROS parametrov




Sledi sˇe datoteka, s katero bomo izvedli ROS teste in preverjali delovanje. To storimo
s funkcijo node, v katero dodamo argumente, kot so ime paketa, tip paketa in pa
ime datoteke, ki bo predstavljala nasˇe ROS teste. Ime te datoteke, kot vidimo spodaj,
je ik_service_test in jo ustvarimo znotraj mape test, s koncˇnico .py. To




Za tem dodamo sˇe funkcijo test, ki pa ustvari in zazˇene dejanski ROS test glede
na prej podane podatke. Cˇe zˇelimo, lahko funkciji dodamo sˇe argumente, kot so ime
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S tem smo datoteko iks_test.test zakljucˇili in se prestavili na razvoj de-
janskega preverjanja programa oz. ROS testov. Celotno datoteko ROS testov si je mocˇ
ogledati v prilogi 6.3. Preverjamo pa, ali:
• je URDF opis robota UR10 na voljo na ROS parametru,
• je ROS storitev na voljo,
• dobimo pravilen odziv, cˇe ne podamo argumentov,
• dobimo pravilen odziv sˇtevila sklepov robota,
• dobimo pravilen rezultat, cˇe ne podamo vrednosti zacˇetnih sklepov,
• dobimo pravilen rezultat, cˇe podamo vrednosti zacˇetnih sklepov,
• dobimo pravilen odziv, cˇe rezultat ni v dosegu robota.
V kolikor vsaj ena izmed funkcij vrne negativno vrednost, celoten ROS test vrne neg-
ativno vrednost in informacijo o napaki. V nasprotnem primeru je test opravljen pozi-
tivno, kar pomeni, da koda sˇe vedno deluje, tako kot mora.
3.5.2 Razvoj CI
Kot zˇe povedano, lahko ROS teste uporabimo za preverjanje pravilnosti delovanja kode
kot del sistema CI. Da vzpostavimo CI, moramo najprej v osnovno mapo paketa dodati
datoteko z imenom .gitlab-ci.yml. Pika pred imenom datoteke nam pove, da
gre za skrito datoteko, pika v samem imenu pa oznacˇuje, za katero koncˇnico oz. vrsto
datoteke gre.
CI deluje tako, da na oddaljenem racˇunalniku, ko zˇelimo nalozˇiti kodo na repozi-
torij, prenese vse potrebno za delovanje in testiranje ter preveri delovanje preko ROS
testov. Glede na odziv teh testov se kasneje vsi popravki posredujejo do vseh razvijal-
cev tega projekta. Programu za preverjanje tega na oddaljenem racˇunalniku pravimo
docker. Najprej moramo v datoteki torej izbrati privzetega dockerja, kar storimo z
naslednjimi ukazi.






- docker:dind # enable docker-in-docker
Nato dodamo sˇe vse potrebne podatke o nasˇi verziji ROS-a ter navedemo datoteko s












UPSTREAM_WORKSPACE: "file" # .rosinstall file
ROSINSTALL_FILENAME: "wstool.rosinstall"
V datoteko package.xml smo nato dodali paketa rostest in ur_description
kot atributa funkcije test_depend, kar pomeni, kot zˇe samo ime pove, da je delo-
vanje funkcije ROS testov odvisno od teh dveh paketov.
<test_depend>rostest</test_depend>
<test_depend>ur_description</test_depend>
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Za konec sˇe v datoteko CMakeLists.txt, po kateri se izvaja gradnja paketa, do-





S tem smo zakljucˇili razvoj ROS programskega paketa. Razvili smo nov tip ROS
sporocˇil, naredili delovno okolje, napisali zˇeleno ROS storitev in paket vkljucˇili v
razvoj s pomocˇjo CI-ja.
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4 Testiranje in simulacija
Za konec smo delovanje ROS storitve preverili sˇe v simulaciji na robotu TALOS (PAL
Robotics) in na robotu UR10 (Universal Robots). Prikazati smo zˇeleli, zakaj je pomem-
bno, da nasˇa storitev ponuja mozˇnost vpisa zacˇetnih sklepov, oz. zakaj je podajanje teh
za izracˇun inverzne kinematike pomembno.
4.0.1 Robot UR10
Slika 4.1: Robot UR10
Robot UR10 je najvecˇji v seriji UR danskega proizvajalca Universal Robots. V seriji
sta sˇe UR5 in UR3, ki sta glede na sˇtevilko v koncˇnici imena nekoliko manjsˇa in imata
manjsˇo nosilnost [17].
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Gre za sodelujocˇega industrijskega robota, kar pomeni, da ga lahko uporabljamo
v industriji oz. razvojnih aplikacijah v povezavi robot – cˇlovek. Primeren je za dela
z nosilnostjo do 10 kg [18]. Ima sˇestih rotacijskih robotskih sklepov. Delovni pros-
tor robota se razteza do 1300 mm, kar nam omogocˇa veliko delovno obmocˇje. Vsak
izmed rotacijskih sklepov se lahko zavrti za ±360◦, dosegajo pa hitrosti do ±180◦/s.
Pri tipicˇnih orodjih se to prevede na priblizˇno 1 m/s. Robot je za svojo velikost in
zmogljivost dokaj lahek. Tehta namrecˇ 28,9 kg, kar nam omogocˇa hitro postavitev.
Pomembna lastnost robota UR10 so t. i. nastavljive varnostne funkcije. Teh je
kar petnajst in onemogocˇajo posˇkodbe cˇloveka zaradi trka oz. drugih dejavnikov. Te
se nanasˇajo na senzorje v sklepih, ki merijo silo oz. navor v sklepih. Poleg tega
robot UR10 omogocˇa kompenzacijo gravitacije (ang. Gravity Compensation), kar nam
omogocˇa, da lahko robota rocˇno premikamo.
4.0.1.1 Testiranje UR10
ROS storitev, ki smo jo razvili, smo na robotu UR10 testirali v treh tocˇkah. Najprej smo
robota prestavili v poljubno lego. Ta lega bo predstavljala nasˇo nakljucˇno izhodisˇcˇno
lego pri izracˇunih. Lego smo shranili v bazo podatkov v notranjih in zunanjih koordi-
natah (slika 4.2).





Slika 4.2: Izhodisˇcˇna lega testiranja na robotu UR10
Nato smo shranili sˇe druge lege. Na sliki 4.3 lahko vidimo zˇeleno lego, ki smo jo prav
tako shranili v bazo podatkov.
Slika 4.3: Ciljna lega robota UR10 v prvi tocˇki
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Zunanje koordinate:
pozicija: orientacija:
x: -0.485912697797 x: -0.71399935172
y: 0.247262258612 y: -0.696454836493
z: 0.346670309308 z: -0.0155564828588
w: 0.0700969493648




Testiranje ROS storitve smo zˇeleli cˇimbolj priblizˇati realni uporabi, zato smo pri
izracˇunu inverzne kinematike privzeli, da ima robot pritrjeno orodje dolzˇine 15 cm.
Najprej smo izracˇunali nove zunanje koordinate, pri katerih je vrh robota od prejsˇnje
lege odmaknjen za 15 cm v smeri osi Z glede na koordinatni sistem v zadnjem sklepu.
Dobimo naslednje zunanje koordinate:
pozicija: orientacija:
x: -0.474599085577 x: 0.71399935172
y: 0.228997189373 y: 0.696454836493
z: 0.495123633367 z: 0.0155564828588
w: -0.0700969493648
Najprej smo izracˇunali inverzno kinematiko brez podanih zacˇetnih sklepov. V tem






Cˇe robota premaknemo v lego s temi notranjimi koordinatami smo, kot vidimo iz slike
4.4, dobili pravilno zˇeleno pozicijo in orientacijo na vrhu robota, vendar v napacˇni
konfiguraciji sklepov.
Slika 4.4: Nezˇelena konfiguracija sklepov robota UR10 za prvo tocˇko
Nato smo v storitev kot argument zacˇetnih sklepov podali notranje koordinate shran-





Kot zˇe iz samih vrednosti vidimo, je konfiguracija robota pravilna, saj so neenakosti
med shranjenimi in izracˇunanimi sklepi le zaradi dodajanja odmika.
Prav tako smo, cˇe smo v storitev kot argument zacˇetnih sklepov podali nakljucˇne no-
tranje koordinate, pogosto prisˇli do pravilnega rezultata.





Kot vidimo iz zadnjih dveh rezultatov, je nasˇa ROS storitev pri racˇunanju natancˇna na
sˇesto decimalko radiana. To je seveda vecˇ kot dovolj za vodenje vecˇine robotov. Pri
robotu UR10 med zadnjima rezultatoma prakticˇno ni bilo razlik. Konfiguracija, ki jo
je robot dosegel s temi notranjimi koordinati, izgleda kot prikazuje slika 4.5
Slika 4.5: Pricˇakovana konfiguracija sklepov robota UR10 za prvo tocˇko
Rezultate ostalih tocˇk si lahko ogledamo v prilogi v poglavju 6.4.
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4.0.2 Robot TALOS
TALOS je visokozmogljiv in povsem elektricˇen humanoidni robot proizvajalca PAL
Robotics. TALOS spada med humanoidne robote zato, ker sta njegov izgled in zgradba
podobna cˇloveku. Robot ima v vseh sklepih senzorsko podprto vodenje navora, za kar
uporablja protokol EtherCAT. Narejen je za razvoj kompleksnih industrijskih aplikacij,
pri cˇemer lahko uporabi roke z nosilnostjo do 6 kg [19].
Slika 4.6: Robot TALOS
Ne le da TALOS izgleda podoben cˇloveku, ampak je tudi velik kot cˇlovek. Visok
je 175 cm, tehta pa dobrih 95 kg. Poleg tega je popolnoma modularen, kar pomeni, da
lahko dodajamo razlicˇne komponente, kot so npr. roke, noge in ostalo. Robot lahko
dinamicˇno hodi s hitrostjo 3 km/h po ravnem in neravnem terenu [20].
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Robot ima 32 prostostnih stopenj in sicer:
• dve v glavi,
• sedem v vsaki izmed rok,
• eno v vsakem prijemalu,
• dve v pasu in
• sˇest v vsaki izmed nog.
Slika 4.7: Prostostne stopnje robota TALOS
Senzorji
Senzorji so poglaviten del robota TALOS. Prvi senzor je modul z dvema kamerama,
vgrajenima v glavi robota. Ena izmed kamer je RGB kamera z resolucijo 1280 x 720
slikovnih pik, z drugo pa lahko merimo globino z resolucijo 640 x 480 slikovnih pik
[19].
Robot ima v vsakem glezˇnju in zapestju sˇestosni senzor sile oz. navora. Ti lahko
merijo sile do 6800 N z resolucijo do 1/376 Nm. V vsakem izmed ostalih sklepov,
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razen prijemal in glave, pa ima TALOS enoosne senzorje navora. Pri le-teh poznamo
tri tipe glede na nominalno obmocˇje meritev. Ti so do 100 Nm, do 160 Nm in do
300 Nm navora. Poleg teh ima TALOS v trupu sˇe inercialno merilno enoto, ki pomaga
pri stabilizaciji in premikanju robota.
Vse prostostne stopnje robota poganjajo elektricˇni motorji. Nazivna napetost je
48 V, dosegajo pa navore do 149,9 mN. Pri tem tecˇe tok do 8,57 A.
Racˇunalniki in povezljivost
TALOS je opremljen z dvema racˇunalnikoma. Enega uporabljamo za delovanje ap-
likacij v realnem cˇasu (ang. real-time), drugega pa za multimedijske aplikacije. Skozi
servisno plosˇcˇo, ki je dostopna z zadnje strani in je namenjena preprostim indikatorjem
ter stikalom, so do racˇunalnikov dostopni vhodi oz. izhodi kot so HDMI in USB.
Ob tem je TALOS opremljen sˇe z dvopasovnim 802.11 a/b/g brezzˇicˇnim in
10/100/1000 Mbps ethernet portom za hitro dostopnost in povezavo. To med drugim
pomeni, da je TALOS, tako kot vsi roboti proizvajalca PAL Robotics, 100 % kompati-
bilen s sistemom ROS.
Simulacija
Roke tega humanoidnega robota smo vodili v nakljucˇne tocˇke baznega koordinatnega
sistema robota, nato izracˇunali inverzno kinematiko teh leg z zacˇetnimi vrednostmi
sklepov in rezultat primerjali z dejanskimi vrednostmi pozicij sklepov, objavljenimi
na ROS parametrih. Za premikanje smo uporabili programski paket rqt znotraj pro-
grama RViz, ki lahko obdeluje in graficˇno prikazuje stanje robota glede na podatke v
ROS omrezˇju. Simulirano stanje smo potem spremljali sˇe znotraj programskega paketa
Gazebo.
Gazebo je programski paket, ki omogocˇa natancˇno in ucˇinkovito simulacijo realnih
robotov ter kompleksnih zunanjih in notranjih okolij [21]. Robot TALOS je v simuli-
ranem okolju precej podoben realnemu robotu, saj je geometricˇni in kinematicˇni model
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samega robota natancˇen. Ker je bil robot v cˇasu prakticˇnega izobrazˇevanja na Institutu
“Jozˇef Stefan” na popravilu, je bila to logicˇna izbira.
Razlika med simuliranim stanjem robota v Gazebu in stanju v RViz-u je ta, da
obcˇasno v ROS omrezˇje dobimo napacˇno informacijo o stanju robota. To lahko privede
do napacˇnega graficˇnega prikaza stanja robota.
Slika 4.8: Simulacija IK - Robot TALOS
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Tudi pri tem robotu smo preverjali delovanje ROS storitve s podanimi zacˇetnimi sklepi




x: 0.52287 x: -0.18374
y: 0.62926 y: -0.045039







Slika 4.9: Prva tocˇka testiranja ROS storitve na robotu TALOS
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Pri izracˇunu inverzne kinematike robota z zgoraj podano lego brez podanih zacˇetnih






Kot pri primerih testiranja ROS storitve na robotu UR10 je tudi tukaj prisˇlo do izracˇuna
pravilne pozicije in orientacije, vendar v napacˇni konfiguraciji.
Cˇe smo dodali nakljucˇne vrednosti zacˇetnih sklepov, smo se zˇelenemu rezultatu pri-






Cˇe smo kot zacˇetne vrednosti sklepov podali zacˇetne sklepe tocˇke, ki smo jo shranili,
smo dobili rezultat, ki je siecer identicˇen nootranjim koordinatom shranjene lege, ven-






Rezultate izracˇunov ostalih tocˇk si lahko ogledamo v prilogi v poglavju 6.5. V tem
poglavju smo opisali dva robota in na njima pokazali delovanje razvite ROS storitve.
5 Zakljucˇek
V uvodu smo predstavili osnovne pojme programskega okolja ROS in zakaj je uporaba
le-tega koristna. V nadaljevanju smo predstavili sˇe CI in cˇemu je namenjen.
Z uporabo nasˇtetih gradnikov smo implementirali ROS paket s storitvijo za izracˇun
inverzne kinematike robota. Razvoja smo se najprej lotili s pripravo delovnega pros-
tora, nato pa z izdelavo dveh paketov. Eden je namenjen ROS sporocˇilom, ki smo jih
razvili, drugi pa ROS storitvi za izracˇun inverzne kinematike robota. Za izracˇun in-
verzne kinematike v ROS storitvi smo uporabili knjizˇnico TRAC-IK. Pomembna last-
nost te storitve so vhodni argumenti. Namrecˇ, kot smo pokazali v rezultatih, pridemo
do zelo natancˇnih resˇitev, cˇe podamo priblizˇne zacˇetne vrednosti sklepov. Pokazali
smo tudi, da je uporaba taksˇnih metod smiselna za izracˇun inverzne kinematike robota.
Napake v izracˇunih so se pojavljale le kot nezˇelene konfiguracije, ki jih pri smiselno
podanih zacˇetnih sklepih prakticˇni ni bilo.
Ker je implementirani ROS programski paket del CI-ja, lahko nadaljni razvoj
poteka relativno hitro. Primarno bomo paket uporabljali predvsem pri programiranju, v
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V prilogi 2 na naslednjih straneh je prikazana sestava ROS paketa Inverse Kinematics
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# imports for service calls:
from sensor_msgs.msg import JointState
from geometry_msgs.msg import Point, Quaternion, Pose
from inverse_kinematics_msgs.srv import *
PKG = 'inverse_kinematics_service'
roslib.load_manifest(PKG)  # This line is not needed with Catkin.
# TEST_POSE_1 = [1 2 3 4 5 6 7]
EXPECTED_JOINTS_1 = JointState()
EXPECTED_JOINTS_1.position = [1.90485, -2.7172, -1.94212,
                              3.08854, 1.57079, -0.33406]
TEST_JOINTS_1 = JointState()
TEST_JOINTS_1.position = [1.95, -2.75, -1.95,
                          3.5, 1.5, -0.5]
# A sample python unit test
class UR10Test(unittest.TestCase):
    ik_service = None
    source_frame = 'base_link'
    tcp_frame = 'tool0'
    target_pose = Pose(position=Point(0, 0.5, -0.1),
                       orientation=Quaternion(0, 0, 0, 1))
    out_of_reach_pose = Pose(position=Point(0, 0, 0),
                             orientation=Quaternion(0, 0, 0, 1))
    def setUp(self):
        # init node and service for calling
        rospy.init_node('UR10_testing')
        rospy.wait_for_service('inverse_kinematics_service', 0.1)
        self.ik_service = rospy.ServiceProxy('inverse_kinematics_service', InvKinMsgs)
        # calling service:
        # resp = self.ik_service(robot_namespace, source_frame, tcp_frame,
        #                        target_pose, initial_joints)
    def test_getting_urdf(self):
        # this will show if .test file executed ur10_upload.launch file
        rospy.loginfo("TEST: test_getting_urdf")
        try:
            rosparam = rospy.get_param("/robot_description")
            rosparam_available = True
        except:
            rosparam_available = False
        self.assertTrue(rosparam_available)  # or assertTrue(a) or assertFalse(a)
    def test_service_available(self):
        # this will show if .test file executed opening service
        rospy.loginfo("TEST: test_service_available")
        try:
            resp = self.ik_service(None, None, self.tcp_frame,
                                   self.target_pose, None)
            service_available = True
        except:
            service_available = False
        self.assertTrue(service_available)  # or assertTrue(a) or assertFalse(a)







































































    def test_none_arguments_resp(self):
        rospy.loginfo("TEST: test_none_arguments_resp")
        try:
            resp = self.ik_service(None, None, None,
                                   None, None)
            if resp.message == "Providing TCP Frame is mandatory":
                suitable_message = True
            else:
                suitable_message = False
        except:
            suitable_message = False
        self.assertTrue(suitable_message)  # or assertTrue(a) or assertFalse(a)
    def test_number_of_joints(self):
        rospy.loginfo("TEST: test_number_of_joints")
        try:
            resp = self.ik_service(None, None, self.tcp_frame,
                                   self.target_pose, None)
            if len(resp.result_as_array) == 6:
                suitable_message = True
            else:
                suitable_message = False
        except:
            suitable_message = False
        self.assertTrue(suitable_message)  # or assertTrue(a) or assertFalse(a)
    def test_calculation_no_initial_joints(self):
        rospy.loginfo("TEST: test_calculation_no_initial_joints")
        try:
            i = 0
            resp = self.ik_service(None, None, self.tcp_frame,
                                   self.target_pose, None)
            for value in EXPECTED_JOINTS_1.position:
                if (abs(resp.result_as_array[i] - value) < 0.0001):
                    suitable_message = True
                    i = i + 1
                else:
                    suitable_message = False
        except:
            suitable_message = False
        self.assertTrue(suitable_message)  # or assertTrue(a) or assertFalse(a)
    def test_calculation_with_initial_joints(self):
        rospy.loginfo("TEST: test_calculation_expected_joints")
        try:
            i = 0
            resp = self.ik_service(None, None, self.tcp_frame,
                                   self.target_pose, TEST_JOINTS_1)
            for value in EXPECTED_JOINTS_1.position:
                if (abs(resp.result_as_array[i] - value) < 0.0001):
                    suitable_message = True
                    i = i + 1
                else:
                    suitable_message = False
        except:
            suitable_message = False
        rospy.loginfo("here {0}".format(i))
        self.assertTrue(suitable_message)  # or assertTrue(a) or assertFalse(a)


















        rospy.loginfo("TEST: test_out_of_reach_position")
        try:
            resp = self.ik_service(None, None, self.tcp_frame,
                                   self.out_of_reach_pose, None)
            if resp.message == "Position out of reach!":
                suitable_message = True
            else:
                suitable_message = False
        except:
            suitable_message = False
        self.assertTrue(suitable_message)  # or assertTrue(a) or assertFalse(a)
if __name__ == '__main__':
    import rostest
    rostest.rosrun(PKG, 'ur_test', UR10Test)
6.4 Priloga 4 69
6.4 Priloga 4
V prilogi 4 na naslednjih straneh je prikazan rezultat testiranja ROS programskega
paketa in storitve na robotu UR10.





  x: -0.485912697797 
  y: 0.247262258612 
  z: 0.346670309308 
rotation:  
  x: -0.71399935172 
  y: -0.696454836493 
  z: -0.0155564828588 
  w: 0.0700969493648 
-------- 
Saved frame with offset: 
-------- 
position:  
  x: -0.474599085577 
  y: 0.228997189373 
  z: 0.495123633367 
orientation:  
  x: 0.71399935172 
  y: 0.696454836493 
  z: 0.0155564828588 
  w: -0.0700969493648 
-------- 
Saved joints in frame 
-------- 
(-0.7662466208087366, -1.8000472227679651, 2.213937282562256, -2.1238516012774866, -1.6127336660968226, 0.38979217410087585) 
-------- 
Random joints from some pose 
-------- 




With no initial joints: 
-------- 
(-0.7498118736962976, -0.0001775857604037675, -2.0145140528001004, 0.30558774689104357, -1.6096769176762389, 0.41424374306013806) 
--------- 
With saved joints as initial joints 
--------- 
(-0.7561294250071392, -1.9082037281473672, 2.0183895411933213, -1.819697866110194, -1.6148378072353722, 0.4020522601672123) 
--------- 
With random joints as initial joints 
--------- 
(-0.7561297753076084, -1.9082028503221293, 2.018389378586814, -1.819698641360744, -1.6148377217973844, 0.40205191982224814) 
-------------------------------------------------- 
-------------------------------- 





  x: -0.363553163388 
  y: 0.188228921053 
  z: 0.751368344733 
rotation:  
  x: 0.68692970813 
  y: 0.72652248311 
  z: -0.0169435463356 
  w: 0.00236090288354 
-------- 
Saved frame with offset: 
-------- 
position:  
  x: -0.360576030494 
  y: 0.192408413558 
  z: 0.901280547445 
orientation:  
  x: 0.68692970813 
  y: 0.72652248311 
  z: -0.0169435463356 
  w: 0.00236090288354 
-------- 
Saved joints in frame 
-------- 
(-0.9098270575152796, -2.011771027241842, 1.585322380065918, -1.1345823446856897, -1.54411489168276, 0.1751498281955719) 
-------- 
Random joints from some pose 
-------- 




With no initial joints: 
-------- 
(3.047020977366172, -1.6080225843526617, -0.9157920497698753, 0.9705936460494009, -1.593810701947965, -2.148705517492177) 
--------- 
With saved joints as initial joints 
--------- 
(-0.9230645605341609, -1.8820011623700967, 1.206593493010283, -0.8852096769806356, -1.5436994685804586, 0.16377043243527414) 
--------- 
With random joints as initial joints 
--------- 
(-0.9230645609185076, -1.8820010284064372, 1.2065932859042083, -0.8852096031489814, -1.543699467729435, 0.16377043189361998) 
-------------------------------------------------- 
-------------------------------- 





  x: 0.0609926151899 
  y: 0.417184450547 
  z: 0.762270855252 
rotation:  
  x: -0.700868117993 
  y: -0.150934276761 
  z: -0.470384756002 
  w: 0.514529791752 
-------- 
Saved frame with offset: 
-------- 
position:  
  x: -0.0146126338147 
  y: 0.287700037624 
  z: 0.766470037669 
orientation:  
  x: -0.700868117993 
  y: -0.150934276761 
  z: -0.470384756002 
  w: 0.514529791752 
-------- 
Saved joints in frame 
-------- 
(-2.1288421789752405, -2.187308136616842, 2.1475467681884766, -3.0734708944903772, -1.5444982687579554, 0.17501799762248993) 
-------- 
Random joints from some pose 
-------- 




With no initial joints: 
-------- 
(-2.9149808521046467, -0.6606995080871588, -2.2107337137474476, -0.2346155598438024, -0.759656271320513, 0.15940645151107535) 
--------- 
With saved joints as initial joints 
--------- 
(-2.199290278818297, -2.5042240585978157, 2.2161997109333025, -2.8247817433388382, -1.4754015828102387, 0.17417040263261993) 
--------- 
With random joints as initial joints 
--------- 




V prilogi 5 na naslednjih straneh je prikazan rezultat testiranja ROS programskega
paketa in storitve na robotu TALOS.





  x: 0.52287 
  y: 0.62926 
  z:-0.22179 
rotation:  
  x:-0.18374 
  y:-0.045039 
  z: 0.90163 
  w:-0.38894 
-------- 
Saved joints in frame 
-------- 




With no initial joints: 
-------- 
(-0.91989, -2.01855, -0.224811, -0.95516, 2.35125, 0.74123, -0.42333)            
--------- 
With saved joints as initial joints 
--------- 
(-0.90154, 1.38662, -0.681374, -1.051255, -0.351225, -0.741267, -0.0402016)  
--------- 
With random joints as initial joints 
--------- 








  x: 0.056347 
  y: 1.1137 
  z:-0.091109 
rotation:  
  x: 0.012517 
  y:-0.55294 
  z: 0.83208 
  w: 0.041762 
-------- 
Saved joints in frame 
-------- 




With no initial joints: 
-------- 
(-0.881273, -2.34611, 0.85131, -0.01543, -2.2246, -0.45567, -0.15727) 
--------- 
With saved joints as initial joints 
--------- 
(-0.902388, 1.3834678, -0.6862357, 0.0054302, -2.5134636, 0.22356716, -0.0478936) 
--------- 
With random joints as initial joints 
--------- 
(-0.902354, 1.3834253, -0.686209, 0.005498, -2.5134643, 0.223567, -0.04783) 
-------------------------------------------------- 
-------------------------------- 





  x: 0.27765 
  y: 0.84245 
  z:-0.15925 
rotation:  
  x: 0.71675 
  y:-0.13448 
  z:-0.68005 
  w:-0.075626  
-------- 
Saved joints in frame 
-------- 




With no initial joints: 
-------- 
(-0.025323, -1.603641, -0.326435, 0.346735, -1.15276, 0.22242, 0.551266) 
--------- 
With saved joints as initial joints 
--------- 
(-0.021431, 1.27460192, -0.2944341, -1.5623515, -1.8657626, 0.22712674, 0.3419562) 
--------- 
With random joints as initial joints 
--------- 
(-0.0214747, 1.274624, -0.2944783, -1.5623834, -1.8657163, 0.227121, 0.341959) 
-------------------------------------------------- 
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