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HydLa で記述されたプログラムを実行する処理系として HyLaGI[2] が開発されてい
る．HyLaGIは C++で開発されており，現在 3万行程度の規模のソフトウェアである．
HyLaGIは数式処理のためのバックエンドとしてMathematicaを使用し，精度保証計算
を行っている．従来の HyLaGI で電気回路をモデリングした HydLa プログラムを解く
際，回路素子の両端の電位差と流れる電流の関係やキルヒホッフの電流則・電圧則から導
かれる方程式を連立したものを解く過程で処理に失敗し，モデリングに誤りがないにもか




















































1 INIT <=> vin=0.
2 VIN <=> [](vin’=0).
3 UP <=> [](t=1 => vin=1).
4 DOWN <=> [](t=2 => vin=0).
5
6 INIT, (VIN << (UP, DOWN)).
図 2.1 パルス信号
1 行目から 4 行目は各制約を INIT, VIN, UP, DOWN と定義してモジュール化してい
る．この INIT, VIN, UP, DOWNを制約モジュールと言う．
INIT は t = 0 における vin の初期値は 0 であるという意味である．HydLa の初期時
刻は必ず t = 0である．
VINは時刻に関係なく vin’の値は 0であるという意味である．vin’は vinの時間微
分値を表す．また []は時相論理の「常に（always）」という意味の量化子である．




ないとき Aは requiredであるといい，求められる解は requiredな制約を必ず満足してい
なければならない．図 2.1の例では，INIT, UP, DOWNが requiredな制約モジュールで，
UP, DOWNは VINに優先する制約モジュールである．
次に，図 2.1 のプログラムを HydLa 専用の処理系 HyLaGI で実行した際，どのよう
にして解が求められるのかを説明する．t = 0 においては全ての制約モジュールを満足
できるため解は vin=0，vin’=0となる．UP, DOWNについてはガード条件が満たされな
いときは右辺の制約を満たさなくても全体としては真であることに注意する．0 < t < 1
においても全ての制約モジュールを満足できるため解は vin’=0 となる．INIT は t = 0
における制約であるため t = 0 以外では vin の値に関係なく真である．ここで t = 0 と
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vin(t) = 0 (0 ≤ t < 1)
t = 1においては UPのガード条件が真となるために，全ての制約モジュールを満足しよ
うとすると，VIN（vinは時間変化しない）と UP（vinの t = 1における左極限値に関係
なく vin=1である）が矛盾する．その為 VINを満足すべき条件から除外し，INIT, UP,
DOWNを満足する解は vin=1である．1 < t < 2においては全ての制約モジュールを満足
できるため解は vin’=0となる．ここで t = 1と 1 < t < 2を組み合わせて 1 ≤ t < 2に




vin(t) = 0 (1 ≤ t < 2)
t = 2 においては DOWN のガード条件が真となるために，全ての制約モジュールを満
足しようとすると，VINと DOWNが矛盾する．その為 VINを満足すべき条件から除外し，
INIT, UP, DOWN を満足する解は vin=0 である．2 < t においては全ての制約モジュー
ルを満足できるため解は vin’=0となる．ここで t = 2と 2 < tを組み合わせて 2 ≤ tに








1 (1 ≤ t < 2)
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1 TIMER <=> timer=0 & [](timer’=1).
2 R(v,i,r) <=> [](v=r*i).
3 L(v,i,l) <=> [](v=l*i’).
4 C(v,i,c) <=> [](c*v’=i).
5 PAR(a,b,c) <=> a<b<c & [](b’=0).
6 INIT <=> vin=0 & v2=0.
7 VIN <=> [](vin’=0).
8 UP <=> [](timer=1 => vin=1).
9 DOWN <=> [](timer=2 => vin=0).






16 VIN << (UP, DOWN),
17 CIRCUIT.
図 2.2 電気回路にパルス信号を入力する
v1，流れる電流が iであることを宣言し, C(v2,i,c)の記述は，容量 cのキャパシタが
存在してその両端の電位差は v2，流れる電流が iであることを宣言している．5行目は
定数パラメタを宣言するためのマクロ定義である．例えば，PAR(0.5,r,1.5) の記述は
0.5<r<1.5 & [](r’=0)の記述と等価であり，時刻 t = 0における rの値は 0.5より大





HyLaGI は HydLa 専用の処理系である．HydLa プログラムの解を時刻 t の関数とし
て求める．HyLaGIは精度保証された解軌道のためにバックエンドとして技術計算システ





HyLaGIで図 2.2の HydLaプログラムを実行した際の結果の一部を図 2.3に示す．
1 t : 2->Infinity
2 c : p[c, 0, 1]
3 i : E^((1+t*(-1))*p[c, 0, 1]^(-1)*p[r, 0, 1]^(-1))*(-1)*(E^(p[c, 0,
1]^(-1)*p[r, 0, 1]^(-1))+(-1))*p[r, 0, 1]^(-1)
4 r : p[r, 0, 1]
5 timer : t
6 v1 : E^((2+t*(-1))*p[c, 0, 1]^(-1)*p[r, 0, 1]^(-1))*(E^(-1*p[c, 0,
1]^(-1)*p[r, 0, 1]^(-1))+(-1))
7 v2 : E^((2+t*(-1))*p[c, 0, 1]^(-1)*p[r, 0, 1]^(-1))*(1+E^(-1*p[c, 0,
1]^(-1)*p[r, 0, 1]^(-1))*(-1))
8 vin : 0
9 c’ : 0
10 r’ : 0
11 timer’ : 1
12 v2’ : E^((1+t*(-1))*p[c, 0, 1]^(-1)*p[r, 0, 1]^(-1))*(-1)*(E^(p[c, 0,
1]^(-1)*p[r, 0, 1]^(-1))+(-1))*p[c, 0, 1]^(-1)*p[r, 0, 1]^(-1)























Ax′(t) +Bx(t) = F (3.1)
ただし，A，B は各要素が定数または独立変数 tについての関数である行列，F は各要素
が定数または独立変数 tについての関数であるベクトル，x(t)は tについての未知関数ベ
クトルである．このとき tの値に関係なく det(A) = 0ならば DAEである．（det(A) ̸= 0
ならば常微分方程式である．）
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例えば，微分方程式と代数方程式を連立させた方程式{
x′(t) = y(t)
x(t) + y(t) = 1
(3.2)




















の場合とした場合であり det(A) = 0であるから式 3.2は DAEである．また，微分方程
式のみの連立方程式も DAEであることがある．例えば次の連立方程式{
x′(t) + y′(t) = x(t)
x′(t) + y′(t) = y(t) (3.3)


























x′(t)− y(t) = 0
y′(t) + x(t) = 0 (3.4)




















の場合とした場合であり det(A) ̸= 0であるから式 3.4は常微分方程式である．(3.4)の一
般解は {
x(t) = A cos t+B sin t
y(t) = B cos t−A sin t (A,B は任意定数) (3.5)
であり任意定数はの数は 2つで変数の数と等しい．一方 (3.2)の一般解は{
x(t) = Ae−t + 1









第 3章 DAE（微分代数方程式）の性質と従来の HyLaGIにおける数式処理の問題点10
であり，任意定数の数が 1つであり変数の数よりも少ない．この事実は DAEの一般解に
おいて異なる変数間に線形従属が存在していることを意味する．(3.6)は x(t)+ y(t) = 1，



















1 In[1]:= InputForm[DSolve[{y[t] == x[t]^2, x’[t] == x[t], x[0]
== 1}, {x[t], y[t]}, t]]
2
3 Out[1]//InputForm= DSolve[{y[t] == x[t]^2, Derivative[1][x][t]











(t) = x(t)を解き DSolveで解き，その結果を用
いて残りの部分を再び DSolveで解くことで処理が完了する．実際に図 3.2の HydLaプ
ログラムを HyLaGIで実行すると図 3.3のように解くことができることがわかる．
1 [](y = x^2), [](x’ = x), x = 0.
図 3.2 (3.8)を解くための HydLaプログラム




5 unadopted modules: {}
6 positive :
7 negative :
8 t : 0
9 x : 1
10 y : 1
11 x’ : 1
12 ---------IP 2---------
13 unadopted modules: {}
14 positive :
15 negative :
16 t : 0->Infinity
17 x : E^t
18 y : E^(2*t)
19 x’ : E^t
図 3.3 図 3.2を HyLaGIで実行した結果







おける x(t) + y(t) = 1という関係は与えられた方程式 3.2中に明示されているが，(3.6)
における x(t) = y(t)という関係は方程式 3.3中に明示されていない．実際にどのような
問題が起こるかを調べるために図 3.4に示す HydLaプログラムを従来の HyLaGIで実行
すると，図 3.5に示すエラーメッセージが出力されて解を求めることができずに実行が終
了する．
1 [](x’ + y’ = x),
2 [](x’ + y’ = y),
3 0 < x < 2,
4 1 < y < 3.
図 3.4 従来の HyLaGIで実行すると問題が発生する HydLaプログラム
1 DSolve::bvnul: For some branches of the general solution, the
given boundary conditions lead to an empty solution.







図 3.6では次の DAEの初期値問題を解こうとするものである．ただし，prev[px, 0]
は a，prev[py, 0]は bに置き換えている．
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1 In[1]:= DSolve[{ux[t] == Derivative[1][ux][t] + Derivative[1][
uy][t], uy[t] == Derivative[1][ux][t] + Derivative[1][uy][t
], ux[0] == prev[px, 0], uy[0] == prev[py, 0]}, {ux[t], uy[
t]}, t]
2
3 DSolve::bvnul: For some branches of the general solution, the
given boundary conditions lead to an empty solution.
4
5 Out[1]= {}
図 3.6 原因となる DSolveの実行文

ux′(t) + uy′(t) = ux(t)




HyLaGI は Mathematica が問題を解きやすくするために，不等式を含む制約集合を
解くために初めに不等式を除いた制約集合を，変数の初期値を prev[px, 0] 等の表記
で与えて解き，その解と残りの不等式を連立させて解くことで与えられた制約集合全
体についての解を得ている．従来の HyLaGI では関数 exDSolve の中で用いられる関数
solveByDSolveによって，各変数について式中に出現する最多微分階数を nとするとき 0
から n− 1階微分の初期値を関数 DSolveに与えている．例えば，(3.9)では ux(t)，uy(t)
について式中に出現する最多微分階数が 1であるから各変数の 0階微分の初期値 ux(0)，
uy(0)を与えられている．(3.9)の解は (3.3)の解（図 3.7）を参考にすると a = bの場合
に限り ux(t) = uy(t) = ae t2 という解が存在することがわかる．しかしMathematicaは
図 3.6の 1行目の入力が与えられた時，あくまで ux[t]と uy[t]について解く命令なの
で prev[px, 0]と prev[py, 0]の間に関係が生じるような解を認めずに解無しとする
のである．
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1 solveByDSolve[expr_, vars_] :=
2 solveByDSolve[expr, vars] = (* for memoization *)
3 Module[
4 {ini = {}, inis, sol, derivatives, i},
5 tVars = Map[(#[t])&, vars];
6 derivatives = getTimeVariablesWithDerivatives[expr];
7 For[i = 1, i <= Length[derivatives], i++,
8 ini = Union[ini, createPrevRules[derivatives[[i]] ] ]
9 ];
10 tmp = expr;
11 For[i = Length[ini], i >= 0, i--,
12 inis = Subsets[ini, {i}];
13 For[j = 1, j <= Length[inis], j++,
14 sol = Quiet[
15 Check[




20 {DSolve::overdet, DSolve::bvimp, DSolve::bvnul, Solve::svars,
PolynomialGCD::lrgexp}
21 ];








30 For[i = 1, i <= Length[sol], i++,
31 If[Count[Map[(timeConstrainedSimplify[Element[#[[2]], Reals]])&, sol
[[i]] ], False] > 0,
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1 solveByDSolveAndSolve[expr_, vars_] :=
2 solveByDSolveAndSolve[expr, vars] = (* for memoization *)
3 Module[
4 {ini, inis, sol = {}, solwithconstant, solofconstant, derivatives,
prevs = {}, constants, i, j},
5 tVars = Map[(#[t])&, vars];
6 derivatives = getTimeVariablesWithDerivatives[expr];
7 For[i = 1, i <= Length[derivatives], i++,
8 prevs = Union[prevs, createPrevOnly[derivatives[[i]] ] ]
9 ];
10 tmp = expr;
11 solwithconstant = Quiet[
12 Check[




17 {DSolve::overdet, DSolve::bvimp, DSolve::bvnul, Solve::svars,
PolynomialGCD::lrgexp}
18 ];
19 For[i = 1, i <= Length[solwithconstant], i++,
20 ini = {};
21 constants = Union[Cases[solwithconstant[[i]], C[_], {0, Infinity}]];
22 For[j = 1, j <= Length[prevs], j++,
23 ini = Append[ini, Simplify[prevs[[j]][0] /. solwithconstant[[i]] ]
== makePrevVar[prevs[[j]] ] ]
24 ];
25 inis = Subsets[ini,{Length[constants]}];
26 For[j = 1, j <= Length[inis], j++,
27 solofconstant = Quiet[
28 Check[




33 {DSolve::overdet, DSolve::bvimp, DSolve::bvnul, Solve::svars,
PolynomialGCD::lrgexp}
34 ];
35 If[Length[solofconstant] > 0,






41 If[Length[sol] == 0, Return[overConstrained]];
42 For[i = 1, i <= Length[sol], i++,
43 If[Count[Map[(timeConstrainedSimplify[Element[#[[2]], Reals]])&, sol
[[i]] ], False] > 0,
































用した信号増幅回路である．rg = 10[kΩ] とする．またゲート電圧と MOSFET を流れ
る電流は完全に比例するとしその値は 10[mS]=10[mAV −1]とする．解析方法については













2 DSolve[{30*ui3[t] == uv3[t], 3*ui4[t] == uv4[t], ui5[t] == 10*
Derivative[1][uv5][t], ui4[t] + ui5[t] == uids[t], 30*ui6[t
] == uv6[t], ui1[t] + ui6[t] == ui3[t], 10*ui7[t] == uv7[t
], ui2[t] + ui7[t] == uids[t], uids[t] == 10*uvgs[t], uv11[
t] == -10*ui1[t], uv3[t] == uv4[t] + uvgs[t], uv4[t] == uv5
[t], uv3[t] + uv6[t] == 12, Sin[t*prev[pa, 0]] + uv11[t] +
uv12[t] == uv3[t], uvo[t] == -30*ui2[t], uv2[t] + uvo[t] ==
uv4[t] + uvds[t], uv2[t] + uv7[t] + uvo[t] == 12, ui1[t] +
5*Derivative[1][uv12][t] == 0, ui2[t] + 5*Derivative[1][
uv2][t] == 0},
3 {ui1[t], ui2[t], ui3[t], ui4[t], ui5[t], ui6[t], ui7[t], uids[t
], uv11[t], uv12[t], uv2[t], uv3[t], uv4[t], uv5[t], uv6[t









Maple では数式の形式が異なるため図 4.3 にの実行結果を Mathematica 形式に直し，
さらに prev[pa, 0] を pa とした文字数を結果とする．実行の結果，0.66[秒] かかり，
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1 lprint(
2 dsolve(
3 {30*ui3(t) = uv3(t), 3*ui4(t) = uv4(t), ui5(t) = 10*diff(uv5(t)
, t), ui4(t) + ui5(t) = uids(t), 30*ui6(t) = uv6(t), ui1(t)
+ ui6(t) = ui3(t), 10*ui7(t) = uv7(t), ui2(t) + ui7(t) =
uids(t), uids(t) = 10*uvgs(t), uv11(t) = -10*ui1(t), uv3(t)
= uv4(t) + uvgs(t), uv4(t) = uv5(t), uv3(t) + uv6(t) = 12,
sin(t*pa) + uv11(t) + uv12(t) = uv3(t), uvo(t) = -30*ui2(t
), uv2(t) + uvo(t) = uv4(t) + uvds(t), uv2(t) + uv7(t) +
uvo(t) = 12, ui1(t) + 5*diff(uv12(t), t) = 0, ui2(t) + 5*










4.3 Mapleを HyLaGIに導入する（手法 3）
MapleはOpenMapleというC言語用のAPIを提供しており，C++で開発されている
HyLaGI から利用することができる．本研究では Mathematica の組み込み関数 DSolve
で行う処理のみを Maple の組み込み関数 dsolve に置き換えた HyLaGI を用いて実験を
行う．Maple の組み込み関数 dsolve は DAE を解くことができるが Mathematica とは
異なり，（簡単な微分方程式を除き）一般解しか求めることができない．そこで手法 2に
おける Mathematicaの DSolveで一般解を求める部分を Mapleでの dsolveで解く（手
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法 3とする）ことで高速化を目指す．作業内容としては APIを利用するためのヘッダの
インクルードおよび環境整備，数式を Mathematica 形式と Maple 形式に相互変換する
処理，Mathematicaが解こうとしている DAEをMapleに入力する処理，Mapleの結果
をMathematica入力する処理が挙げられる．実装内容の詳細は早稲田大学上田研究室が



















図 5.1と 5.2は早稲田大学 2015年度の講義「電子回路」のレポート課題から引用した．
図 5.1においては rg = 10[kΩ]とし，またゲート電圧とMOSFETを流れる電流は完全に
比例するとしその倍率は 10[mS]=10[mAV −1]とする．図 5.2においては rg = 5[kΩ]と
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図 5.1 MOSFETを使用した信号増幅回路（再掲）
図 5.2 トランジスタを使用した信号増幅回路




性を調べる HydLaプログラムを作るので合計 4つの HydLaプログラムができる．例と
してMOSFET増幅回路のインパルス応答を調べる Hydlaプログラムを図 5.3に，トラ
ンジスタ増幅回路の角周波数特性を調べる Hydlaプログラムを 5.4に示す．
1 TIMER <=> timer=0 & [](timer’=1).
2 VIN1 <=> [](vin’=0).
3 VIN2 <=> [](timer=1 => vin=1/eps).
4 VIN3 <=> [](timer=1+eps => vin=0).
5 PAR(a,b,c) <=> a<b<c & [](b’=0).
6 R(v,i,r) <=> [](v=r*i).
7 L(v,i,l) <=> [](v=l*i’).
8 C(v,i,c) <=> [](c*v’=i).
9 INIT <=> vin=0 & v12’=0 & v2’=0 & v5’=0.
10 CIRCUIT <=> [](vin+v11+v12=v3 & v3+v6=12 & vo+v2+v7=12 & v4=v5
& v4+vgs=v3 & v4+vds=vo+v2 & i1+i6=i3 & ids=i2+i7 & ids=i4+
i5).
11 MOS(v,i,g) <=> [](i=g*v).
12
13 TIMER,
14 VIN1 << (VIN2, VIN3),
15 PAR(0,eps,1),
16 R(v11,-i1,10), C(v12,-i1,5), R(v3,i3,30), R(v6,i6,30), R(vo,-i2




図 5.3 MOSFET増幅回路のインパルス応答を調べる Hydlaプログラム
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1 VIN <=> [](vin=sin(a*t)).
2 PAR(a,b,c) <=> a<b<c & [](b’=0).
3 R(v,i,r) <=> [](v=r*i).
4 L(v,i,l) <=> [](v=l*i’).
5 C(v,i,c) <=> [](c*v’=i).
6 INIT <=> v12’=0 & v2’=0 & v5’=0.
7 CIRCUIT <=> [](vin+v11+v12=v3 & v3+v6=12 & vo+v2+v7=12 & v4=v5
& v4=v3 & v4+vce=vo+v2 & i1+i6=i3+ibe & ice=i2+i7 & ibe+ice
=i4+i5).




12 R(v11,-i1,5), C(v12,-i1,5), R(v3,i3,20), R(v6,i6,20), R(vo,-i2




図 5.4 トランジスタ増幅回路の角周波数特性を調べる Hydlaプログラム





る．3章で述べた問題点を改善する前の HyLaGIおよび手法 1，手法 2，手法 3を実装し
た HyLaGIを用いる．




HyLaGI1 HyLaGI2 HyLaGI3 HyLaGI4
MOSFET 増幅回路
のインパルス応答
72.552474[s] 4.617226[s] 4.896299[s] 5.750176 [s]
トランジスタ増幅回
路のインパルス応答
120.084725[s] 42.462462[s] 46.245005[s] （求解不可）
MOSFET 増幅回路
の角周波数特性
（求解不可） 1150.021564[s] 1155.830337[s] 10.960628[s]
トランジスタ増幅回
路の角周波数特性
（求解不可） 47.995069[s] 47.744469[s] （求解不可）
結果を見ると，問題点を改善する前の HyLaGI では角周波数特性を調べるプログラ
ムは実行できず，実行できたインパルス応答を調べるプログラムも何らかの改善をし
























図 5.5 パルス発生後の voの軌道
図 5.5は発生時刻が t = 1から t = 1 + epsの間，大きさが 1eps のパルス信号に対する
応答であるから，eps→ +0の極限を取ることで発生時刻が t = 1のインパルス応答（言
















図 5.6 発生時刻が t = 1のインパルス応答
図 5.6において tを t+1に置き換えると，t = 0のインパルス応答（言い換えると δ(t))
に対する応答）となる．これを図 5.7に示す．









図 5.7 発生時刻が t = 0のインパルス応答
5.3.2 角周波数特性を調べる
図 5.2 のトランジスタ増幅回路における角周波数特性を調べたいとする．図 5.4 の
HydLaプログラムを実行し，voの軌道を調べる．図 5.8に voの軌道を示す．
1 (6000*a*(-46223846*(139129 + 625*a^2*(1225369 + 90000*a^2))*E
^(((5531 + 5*Sqrt[1216417])*t)/3000) + (1 + 15625*a^2)
*(22500*a^2*(169209686785 + 153405767*Sqrt[1216417] +
(169209686785 - 153405767*Sqrt[1216417])*E^((Sqrt[1216417]*
t)/300)) + 139129*(23111923 - 11941*Sqrt[1216417] +
(23111923 + 11941*Sqrt[1216417])*E^((Sqrt[1216417]*t)/300))
) - 1150122273500*a*E^(((1111 + Sqrt[1216417])*t)/600)*(30*
a*(2107 + 3448125*a^2)*Cos[a*t] + (-373 + 125*a^2*(9979 +
225000*a^2))*Sin[a*t])))/(2300244547*(1 + 15625*a^2)
*(139129 + 625*a^2*(1225369 + 90000*a^2))*E^(((1111 + Sqrt
[1216417])*t)/600))
図 5.8 voの軌道









(−373 + 125a2 (9979 + 225000a2)) sin(at))
(1 + 15625a2) (139129 + 625a2 (1225369 + 90000a2))
図 5.9 t→∞で収束しない項
図 5.9を α sin(at+ θ)の形に変形する．αの値は増幅率，θの値は位相を示す．そのと
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−373 + 125a2 (9979 + 225000a2)
)
図 5.11 θ の値
さらに，極限 a→∞を求めることで，入力信号の（角）周波数が十分に大きい場合の
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