This paper deals with modeling point sets with attributes. A point set in a geometric space of an arbitrary dimension is a geometric model of a real/abstract object or process under consideration. An attribute is a mathematical model of an object property of arbitrary nature (material, photometric, physical, statistical, etc.) defined at any point of the point set.
This paper deals with modeling point sets with attributes. A point set in a geometric space of an arbitrary dimension is a geometric model of a real/abstract object or process under consideration. An attribute is a mathematical model of an object property of arbitrary nature (material, photometric, physical, statistical, etc.) defined at any point of the point set.
We provide a brief survey of different modeling techniques related to point sets with attributes. It spans such different areas as solid modeling, heterogeneous objects modeling, scalar fields or "implicit surface" modeling, and volume graphics. Then, on the basis of this survey we formulate requirements to a general model of hypervolumes (multidimensional point sets with multiple attributes).
A general hypervolume model and its components such as objects, operations, and relations are introduced and discussed. A function representation (FRep) is used as the basic model for the point set geometry and attributes represented independently using real-valued scalar functions of several variables. Each function defining the geometry or an attribute is evaluated at the given point by a procedure traversing a constructive tree structure with primitives in the leaves and operations in the nodes of the tree. This reflects the constructive nature of the symmetric approach to modeling geometry and associated attributes in multidimensional space.
To demonstrate a particular application of the proposed general model, we consider in detail the problem of texturing, introduce a model of constructive hypervolume texture, and then discuss its implementation, as well as the special modeling language we used for modeling hypervolume objects.
INTRODUCTION
This paper deals with modeling point sets with attributes. We consider point sets in geometric spaces (affine, Euclidean, etc.) of arbitrary dimension. A point set is a geometric model of a real or abstract object under consideration. An attribute can be defined as a mathematical model of an object property of arbitrary nature defined at any point of the point set. For example, to model a mechanical part with varying internal material distribution one can introduce a three-dimensional solid as a point set and a real-valued scalar function to represent material density as an attribute. Application areas of such models include
• Fabrication of objects with multiple materials and varying material distribution [28, 27] ;
• Physics based simulations for the analysis of physical fields distribution over the given geometric areas [34] ;
• Analysis of geological structures [21] ;
• Medical examination and surgery simulation using computer tomography and other scanning devices [20] ;
• Analysis of molecules configuration [6] ;
• Computer graphics and visualization of objects with varying colors and other optical characteristics, amorphous and gaseous phenomena [26] .
In general, multidimensional point sets with an arbitrary number of attributes of different mathematical nature (scalar, vector, tensor, etc.) can be introduced in various ways depending on the application. Here we present a brief survey of different modeling techniques related to point sets with attributes. This survey spans such areas as solid modeling, heterogeneous objects modeling, scalar fields or "implicit surface" modeling, and volume graphics. On the base of recent works in these areas we introduce a constructive hypervolume model using vector functions. The function representation (FRep) [38] is used as the basic model for point set geometry and attributes. With this model, the point set and its attributes are represented independently by real-valued functions. Each function can be associated with a tree structure and is evaluated by a tree traversing procedure. This reflects the constructive nature of the symmetric approach to modeling geometry and the associated attributes. FRep provides a rich system of primitives, operations and relations for modeling both geometry and attributes.
The proposed model is general enough to cover traditional solids, scalar fields, heterogeneous objects, static and time-dependent volumes, and hypervolumes (multidimensional point sets with multiple attributes). Multidimensional point sets and attributes are treated as rather abstract mathematical entities. Their interpretation in terms of 2D or 3D shapes, time-dependence, color, transparency and other "real-world" characteristics is performed by the software application at the stage of mapping these entities to so-called multimedia coordinates.
To demonstrate a particular application of the proposed general model, we consider in detail the problem of texturing, introduce a model of constructive hypervolume texture and discuss its implementation. We introduced extension of the HyperFun modeling language and developed supporting software tools for practical use of the proposed model. We also provide several examples of modeling and rendering 3D, 4D (time-dependent), and multidimensional objects with constructive textures. Note that the constructive approach is applied here to modeling both geometry and textures combined into a hypervolume model.
MODELS OF POINT SETS WITH ATTRIBUTES
Research in modeling point sets with attributes has been developing in several interrelated directions. In this section, we provide a brief survey of these directions organized in both historical and evolutional ways from simple to more complex and general models. Here, we discuss the following aspects of different approaches: model of a point set, point set dimensionality, operations on point sets, types of attributes, attribute model, and operations on attributes. Then, we discuss the models most suitable to the stated problem and the issues of the further development.
Solids
Solid modeling provides several representations of 3D point sets: BRep (polygonal or curvilinear boundary surface), CSG (Constructive Solid Geometry), spatial occupancy enumeration and other spatial partitioning schemes (voxels, octrees, etc.), generative models (parametric function representation), ray representation, and others [45, 54, 47, 31, 38] . While some of the traditional representations such as CSG or BRep have multidimensional extensions [61, 19] , the others, for example, the generative model [54] , have been initially formulated as multidimensional models. Basic operations on solids include set-theoretic operations, linear transformations, blending, and offsetting. Solids are considered to be homogeneous. Attribute constants can be assigned only to the entire solid, but not to its components. No operations on attributes are provided.
Scalar fields
Real-valued functions of three variables (also called scalar fields) defined for point coordinates in 3D space can be interpreted in two ways. In the first approach, such functions define a so-called implicit surface [9] as a surface of constant function value (isosurface). This surface may be considered as a boundary of a 3D point set and can represent a homogeneous solid. Algebraic summation of defining functions is the basic operation for algebraic and skeleton based implicits (blobby [8] , metaball [35] , soft [63] objects, and convolution surfaces [30] ) resulting in the blending of the corresponding implicit surfaces. Other operations on them include deformations [7] , set-theoretic operations using min/max functions and blending approximations [46] . In the second approach, real-valued functions define attributes such as density to model amorphous and gaseous phenomena [15] , where the functions define attributes such as density. In this case, a point set is usually introduced by default as a bounding box. Special operations simulating noise and turbulence are applied to their attributes.
FRep solids/fields
A combination of constructive solid modeling with scalar fields techniques based on the so-called R-functions was proposed in [38] . The entire point set is represented by a single real-valued function of several variables. This model is called the function representation (or FRep). An extensive set of operations is provided for FRep (see the details in further sections). Let us emphasize the dual nature of FRep: an FRep function can be considered not only as defining a solid (or an implicit surface), but also as a scalar field defining an attribute, and can be used to model amorphous or gaseous phenomena as well as their physical properties. Note that in the latter case the constructive approach can be applied to modeling attributes rather than geometry. In the case of using FRep to model solids, attributes can be assigned only to the entire point set and no operations on attributes are provided. The dimension independent formulation of FRep allows the modeller to treat animated and other multidimensional objects in the uniform manner.
Homogeneous volumes
A volume can be thought as a subset of 3D space with an additional scalar value given to each its point. If this scalar value is interpreted as an additional point coordinate, the volume becomes a 4D "height field" or a hypersurface in 4D space. Scalar values can be given to the nodes of a regular space grid (voxel data) or to a non-regular grid. In the simplest case, only binary values "0" or "1" can be assigned to a grid node. This binary voxel model is equivalent to the spatial occupancy enumeration, which is a well-known representation of solids [45] . This only allows us to model homogeneous solids. This representation is well suited for mass properties calculations and other solid modeling applications. In volume graphics, this model is associated with voxelization procedures [58] supporting conversions of other models to binary voxel data. A quite limited set of operations (Boolean operations and linear transformations) is applicable to binary voxel models [26] . Similarly to solid models, attributes can be assigned only to the entire point set and no operations on attributes are provided.
Heterogeneous (discrete field) volumes
As an extension of the spatial occupancy enumeration, integer or real scalar values can be given in the nodes of a regular or a non-regular space grid of a heterogeneous volume model. This model is close to the scalar fields discussed earlier and thus can be considered also as a discrete field. Processing of scalar values given at discrete scattered points requires some approximation procedure [33] . The scalar values can represent either the geometry of a point set (density field [56] , distance field [40, 24, 25] ) or its physical attributes [33] .
Operations on voxel models include Boolean operations and linear transformations [56] , transformation from one voxel data structure to another by manual 3D painting and carving [17, 32, 4] , volume sculpting [59, 5, 3, 16] , metamorphosis [22, 29] , and morphological operations [36] . Most of the operations change the scalar values defining the object geometry. Operations on non-geometric attributes include approximation of scattered data [33] and other application specific operations.
Hybrid volumes
Hybrid volumes are modeled using combination of FRep and discrete field volumes [2] . The object is represented by a tree structure with functional and voxel primitives. The tree can have nodes representing functional, voxel, or hybrid operations. The basic feature of a hybrid operation is the absence of any explicit conversions between two representations on the level of the object specification and in the tree structure. Depending on the types of the arguments and the result, such function can invoke the conversion procedures with subsequent call to the voxel or FRep libraries' functions. The hybrid model can represent the geometry or a non-geometric attribute.
Multi-material (heterogeneous) solids
A systematic approach to modeling heterogeneous solids composed of multiple materials was proposed in [28] . A 3D solid is subdivided into components made of unique materials. A non-manifold BRep scheme is used to model such objects. Each component is homogeneous inside and has an assigned index of material. Regularized set-theoretic operations are applied to the solid components. Corresponding operations on material indices are introduced on the basis of the resulting material selection for each pair of materials and for each set-theoretic operation. A similar approach was adopted in Svlis [10] which is an elaborated CSG system.
Constructive Volume Geometry
In Constructive Volume Geometry (CVG) [12, 13] a spatial object is defined as a tuple of scalar fields defined in 3D space. Special attention is paid to the first field in the tuple, which is an opacity field specifying the visibility of every point in space. Different visual (photometric) attributes are discussed: color, ambient, diffuse, and specular reflection parameters. Several operations are introduced for the opacity field (union, intersection, difference, blending, etc.) together with corresponding operations for other attributes. Discrete fields can also be included in the model using some interpolation procedure. The model is presented as an algebra of 3D static spatial objects.
Hypervolumes
Bajaj et al. discussed in [6] visualization of hypervolumes or discrete scalar fields embedded in n-dimensional (nD) spaces. The hypervolume is defined by an nD regular grid with scalar values given at the nodes. Therefore, an nD point set is not explicitly introduced and can be taken as the bounding box of the regular grid in nD space. The authors described a projection operation of such a hypervolume to a 2D point set with color attributes used for visualization. A hierarchical representation of nD discrete scalar fields in the form of tree structures was proposed.
2.10. Volume model G. Nielson in his talk at the "Volume Graphics" Workshop held in 1999 in Swansea, UK [34] defined a volume model as a trivariate relationship whose independent argument is a position in three-dimensional space and whose dependent argument is a tuple of scalars or even a vector. In general, the proposed relationship can be defined on the entire space or on some subset of it. It does not immediately follow from here that a point set in space should be first defined independently from attributes. The author discussed several methods of obtaining volume models from sample points with attributes: finite sum of basis functions, numerical simulations using curvilinear grids, deformations and fitting of generic models, multiresolution and progressive models. It was mentioned that the volume model might also have the aspect of varying over time and an example from fluid dynamics simulations was given.
Object model
A general object model [27] is supposed to include all the characteristics and attributes of an object. Geometry is considered the most fundamental attribute of an object. All other attributes are described as a function of geometry. A 3D point set (so-called r-set in E 3 ) is represented by its decomposition (atlas) into a finite set of closed 3-cells. Each 3-cell is a compact connected 3-manifold. The authors proposed to use BRep scheme to model individual cells and the entire point set. Each point of the point set is mapped to its corresponding attribute, which can be a vector or a tensor. The model of attributes is a collection of functions mapping the object geometry to several attributes. The general object model combining the point set and attribute models is represented by a trivial fiber bundle, where the attributes are strictly attached to geometry as sections of the bundle. This is a generalization of the multi-material solid model [28] discussed above. Affine transformations and regularized set-theoretic operations can be applied to point sets. Basic operations on attributes include vector sum and product with scalar, union, intersection and complement specialized for specific attributes (abstraction of the material combining operation [28] ).
Discussion
Historically, separate treatment of geometry and attributes was introduced in computer graphics for rendering textured surfaces. Voxel arrays in volume graphics can be considered as attribute models with the default geometry represented by a bounding box. A subset of the bounding box geometry can be defined by introducing some constraints on the attribute values. For, example, an isosurface is defined inside the bounding box as a surface of a constant value of some attribute. The next step of models development was to combine geometric and attribute representations in a single model. In solid modeling, this was done for multi-material solids [28] with the material indices assigned to different geometric regions. Then, this approach was generalized in the object model [27] covering arbitrary geometry and multiple attributes of different mathematical types (scalars, vectors, tensors) defined at each point. Only 3D geometry is considered in the object model with the boundary representation being the primary geometric model. The object model does not include voxel arrays or scalar fields for modeling geometry.
In volume modeling, CVG [12, 13] was the first model combining geometry and attributes in a systematic manner. The model is presented as an algebra of spatial objects with operations available for both geometry and attributes. The model allows for utilizing voxel arrays and continuous scalar fields. The purpose of the opacity field in the model is to "implicitly define the visible geometry of an object". This idea is somewhat controversial and needs additional discussion. There are scalar fields directly connected to the object's geometry, for example, density and distance fields. In reality, the shape of an object does not necessarily predefine its photometric characteristics and vice versa. We believe it is important that a point set and its visual and physical characteristics are represented independently. Using opacity to define the geometry limits application of this approach to graphics and visualization. Probably, taking this into account, a possibility was reserved in the CVG model to include an additional scalar field to explicitly specify geometry.
A quite limited set of geometric operations was developed for implicit surfaces and later adapted in CVG. For example, it is well known that using min/max functions for set-theoretic operations causes problems in further transformations of the model due to C 1 discontinuity of the resulting function. Further blending, offsetting, or metamorphosis can result in unnecessary creases, edges, and tearing of such an object.
Only 3D static objects are considered in the object model and CVG. No timedependent or multidimensional objects are included in these models. However, multidimensional models do have potential to be exploited. Constructive modeling of higher dimensional objects using scalar fields and an extended set of geometric operations is discussed in the next section.
Note also that the object model introduced in the area of solid modeling is oriented towards the mechanical design and rapid prototyping applications. On the other hand, CVG has originated in volume graphics and is mainly aimed to providing more flexible object and scene definitions in volume rendering. These two areas look like two separate worlds now and the motivation of our work is to introduce a universal model that being supported by appropriate techniques and tools can be suitable for above mentioned and other applications.
FUNCTION REPRESENTATION
As it can be seen from the previous section, scalar fields and constructive operations are useful components in modeling point sets and attributes. In this section, we discuss their further integration in the framework of the function representation. The function representation (FRep) was introduced in [39, 38] as a uniform representation of multidimensional geometric objects. FRep is formulated as an algebraic system including sets of objects, operations and relations on them. An object (point set) in multidimensional space is defined by a continuous real-valued function of point coordinates F (X). The points with F (X) ≥ 0 belong to the object, and the points with F (X) < 0 are outside of the object. The idea of representing the entire object by a single function has been used in modeling implicit surfaces. In this sense, FRep generalizes implicit surface modeling by combining them with the constructive modeling approach. The complex object is defined by starting from simple (primitive) ones and applying a sequence of constructive operations to them. Thus, FRep generalizes Constructive Solid Geometry (CSG) by providing a single function for a complex constructive solid. The geometric domain of FRep in 3D space includes solids with non-manifold boundaries and lower dimensional entities (surfaces, curves, points) defined by zero value of the function. The main distinctive characteristic of FRep is that the real-valued function defining the point set is evaluated at the given point by a procedure traversing a tree structure with primitives in the leaves and operations in the nodes of the tree. This construction tree is the generalization of the one used in CSG.
A primitive can be defined by an equation or by a "black box" procedure converting point coordinates into the function value. Solids bounded by algebraic surfaces, skeleton-based implicit surfaces, and convolution surfaces, as well as procedural objects (such as solid noise), and voxel objects can be used as primitives (leaves of the construction tree). In the case of a voxel object (discrete field), it should be converted to a continuous real function, for example, by applying the trilinear or higher-order interpolation.
Many operations such as set-theoretic, blending, non-linear deformations, metamorphosis, sweeping, hypertexturing, and others, have been formulated for this representation in such a manner that they yield continuous real-valued functions as output [38, 49] , thus guaranteeing the closure property of the representation. As it was mentioned in the previous section, the application of min/max functions for set-theoretic operations results in C 1 discontinuity of the resulting function. On the other hand, R-functions originally introduced in [48] provide C k continuity for the functions exactly defining the set-theoretic operations. Because of this property, blending, deformations, metamorphosis and other geometric operations can be formulated using algebraic operations applied to defining functions of complex constructive objects [38, 49] .
Relations defined on a set of objects are used to formulate some operations and to appropriately process FRep objects in applications. Such basic relations as point membership and the collision (interpenetration) relation are also important for point sets with attributes as long as they are used not only for visualization but also for modeling purposes.
We can state that FRep satisfies the following requirements to the basic model of a point set with attributes: constructive type of model, usage of continuous and discrete scalar fields, and dimensionality independence. In this work, we apply FRep to modeling both point sets geometry and space partitions for attributes. In contrast to the approaches described in the previous section, uniform treatment of objects of different dimensions provides basis for modeling time-dependent and multidimensional point sets with attributes.
CONSTRUCTIVE HYPERVOLUME MODELING
Based on the survey presented in the previous sections, we can formulate the requirements for a general model of point sets with attributes:
• Independent representation of the point set and its attributes;
• Coverage of time-dependent and other multidimensional point sets;
• Uniform treatment of point set geometry, photometric, physical, and other attributes of an arbitrary nature;
• Constructive modeling of both point set geometry and attributes using primitives, operations, and relations;
• The ability to model geometry and attributes using real-valued functions (scalar fields).
In this section we introduce and discuss a general model of constructive hypervolumes satisfying the requirements listed above. This model is an "instance" or a particular implementation of the general object model [27] extended to the multidimensional case and it is based on the combining the advantages of FRep [38] and hybrid volumes [2] . This model also conforms with, and further develops the volume model [34] and the constructive volume geometry model [13] .
Extending the FRep formal model introduced in [38] , let us describe a general hypervolume model as a triple (O, Φ, W ), where O is a set of hypervolume objects, Φ is a set of hypervolume operations, and W is a set of relations for the set of objects. Mathematically, the triple can be treated as an algebraic system. Here we give an outline of the formal framework to be further elaborated elsewhere.
Objects
A hypervolume object can be expressed as a tuple, o = (G, A 1 , . . . , A k ), where G is a multidimensional point set and A i is an attribute. In 3D, a point set G can be defined using any existing representational schemes for solids: Brep, CSG, spatial partitioning, generative models, ray implementation, and others (see section 2.1). In the multidimensional case, one can apply multidimensional extensions of CSG or Brep [61, 19] , or originally multidimensional models such as the generative model [54] and the FRep [38] . Here we introduce a specific "FRep" representation of the hypervolume object that can be expressed as:
where :
X → is a real-valued defining function of point coordinates to represent point sets G. Therefore, F is at least a C 0 continuous function, which is positive inside the point set, negative outside, and has a zero value on its boundary.
• S i : X → is a real-valued scalar function representing an attribute A i that is not necessarily continuous.
Operations
The set of operations {Φ i } includes operations of the type:
where m is a number of operands of an operation. The result of an operation of this sort is also a hypervolume object of the set O , which ensures the closure property. Accordingly, to create a complex hypervolume objects, a sequence of operations can be applied over initially defined objects. An algebraic expression ("term") representing the composition of such a sequence of operations can be recursively defined in BNF as:
where t is a term, o -an object, and Φ is an m-ary operation. Let the object o i be defined as:
Then, for a general unary operation the object o 2 can be derived from the initial object o 1 (note, that the objects can in principle have a different number of attributes):
which at a functional level corresponds to a composition of the functions on scalar fields:
where Ψ is a function giving a new geometric point set and Ω j is a function giving a new attribute. Note, that these functions Ψ and Ω j have the following features:
• they are pointwise in the context of space E n ;
• they can explicitly be dependable on X, thus allowing for defining both the objects' geometry and attributes through transformations of a coordinate space;
• they are (m+2)-ary in a general case which allows us to deal with models where the objects' geometry can influence the objects' attributes and vice versa, thus providing a powerful and flexible framework. Of course, in a particularly frequent case the new object's geometry cannot depend on the initial object's attributes; the same is true of the regarding functions Ω j ;
• Ψ must be at least C 0 continuous and thus complies with FRep defining function;
• Ω j can be discontinuous.
Similarly, one can build a framework for binary hypervolume operations. If o 1 and o 2 are initial objects, and o 3 is a new object, we have (note that these three objects can in principle have a different number of attributes!):
The general n-ary operation Ω n (o 1 , o 2 , . . . , o n ) can similarly be built and functions Ψ and {Ω j } are supposed to have the features described above for unary operations.
Relations
Relations are defined over hypervolume objects {o j } and, possibly, some objects of another nature (numbers, points, etc.) {q k }. They are generally represented in the form of n-valued predicates over functions representing hypervolume objects and other objects by using relations over real numbers and logical expressions.
The set of relations W includes such relations as
where Q i is a function representing a non-hypervolume object Q i , Γ is a predicate. The examples of binary relations over point sets G, such as inclusion, point membership and intersection can be found in [38] .
The basic point membership relation can be formulated for a point with attributes:
and the hypervolume object:
using a three-valued predicate:
This means that the point with attributes belongs to the hypervolume object, if it is an internal or boundary point of the point set, and its attributes are equal to the object attributes. This can help to answer such queries as "Is this point of the object red?". The answer will be positive, if the point belongs to the object and its red color attribute is equal to the same attribute of the object. This example shows that the attributes equality condition is not always necessary. For example, the positive answer to the above query could be generated in the case of any non-zero value of the red color attribute. More sophisticated versions of the predicate can be introduced using specific conditions for the attributes.
Constructive hypervolume model and its underlying representation
We call the introduced representation "a constructive hypervolume model" to emphasize the underlying constructive process while modeling functionally based multidimensional point sets with attributes. As it was described in [38] and formally specified in [39] , the main distinctive feature of FRep is that the real-valued function F defining the point set is associated with a tree structure that serves as its underlying representation. The function F is evaluated at the given point by a procedure traversing the tree structure with primitives in the leaves and operations in the nodes of the tree.
As to the constructive hypervolume model, its underlying representation can be defined in a similar way by introducing a set of tree structures. Along with the tree corresponding to a function F defining the point set, there are constructive trees associated with functions {S j } defining attributes and reflecting the construction logic of the attribute definition. Two main types of elements of the set O are considered: basic hypervolume objects (primitives) and complex hypervolume objects. A hypervolume primitive is a specific instance of a function chosen from a finite set of possible types. Primitives can be either predefined (and stored in the library) or introduced on the fly. A complex hypervolume object is the result of operations on primitives. The tree structure with hypervolume primitives in the leaves and hypervolume operations in the nodes of the tree provides the computational scheme for complex hypervolume objects. Some nodes, including root nodes corresponding to the whole complex object, can refer to the hypervolume relations.
The function S j is evaluated at the given point by a tree traversing procedure. Thus, symmetry in treating the point set and its attributes can be achieved in accordance with the constructive nature of the definition and the underlying representation. A formal description for the traversing procedure for the FRep constructive tree [39] is easily adapted to hypervolume constructive trees.
The constructive tree is similar to one used in CSG and is created during the object construction process. In contrast to classical CSG, the sets of primitives and operations are not fixed and can easily be extended without redesigning the modeling system, and all operations are applicable on any level of the tree. As to the geometric constituent, solids bounded by algebraic surfaces, skeleton-based implicit surfaces, and convolution surfaces, as well as procedural objects (such as solid noise), swept, and discrete field objects can be used as primitives (i.e. leaves of the construction tree). Let us mention in particular that the framework is general enough to embrace multidimensional discrete field (voxel) objects represented as "hybrid volumes" [2] that can also be treated as primitives.
Many operations such as set-theoretic, blending, non-linear deformations (twisting, tapering, bending, etc.), metamorphosis, sweeping and others that have been formulated for FRep in such a manner that they in turn yield continuous realvalued functions as their output [38, 49] can be generalized to produce more specific hypervolume operations. Of course, there can be introduced a much more application-specific operations over attributes that can hardly be sensibly applied to the geometry. Some examples of such operations, especially concerned with texturing, can be found in the next sections of this paper.
CONSTRUCTIVE HYPERVOLUME TEXTURING
In this section, we describe an application of the general hypervolume model introduced in Section 4. The abstract attributes A i will be mapped to some specific properties, namely the texture properties of the considered object. Here, the term "texture" is used in accord with the following definition: anything that is evaluated at a point using only information local to that point is a texture [18] . After recalling in the first subsection existing texturing techniques in general, we will show how to map the attributes A i to the texture properties called shading parameters.
The proposed method will be used to build a constructive tree for each texture attribute such as color, transparency, ambient, diffuse, and specular reflection, and the reflectance property. This tree will be called "a constructive texturing tree". The following subsections will show how to construct this tree in the 3-dimensional case, and then will give a description of some particularities of this tree. Then, we propose an extension of the constructive solid texturing to objects of higher dimension and provide examples for time-dependent (4D) and 6D cases.
Existing texturing techniques
Several texturing techniques exist in computer graphics to embellish geometric objects. The most popular technique consists in mapping a 2D image onto an object using different projection methods [11] . Nevertheless, this method is difficult to apply to arbitrary shapes [42, 53] , mainly because of the two following reasons:
• A mapping depends on the surface coordinate system, and may produce distortions of the texture pattern depending on the complexity and the curvature of the shape
• To map a pattern onto an object of an arbitrary topology is a problem of high complexity which normally requires a large amount of computation.
In the following, we will not consider this texturing technique, but an alternative to this approach, initially introduced in [41, 43] and known as solid texturing. Instead of using a 2D image as a pattern, the texture is produced while using a texture field function T (x, y, z). To texture the surface, this function is evaluated at each given surface point. Solid texturing can be thought as the functional definition of texture at any point. Let us note that existing procedural methods of solid texturing do not use the constructive approach.
There is another method to define a space partition with a more robust structure, but only applicable to implicit surfaces. BlobTree [55, 62] is a hierarchical tree structure with skeletal implicit surface primitives as leaves and operations (blending, warping, and Booleans) as nodes. A special attribute node can be placed anywhere in any non-terminal position, and values specified by this node will be the default attributes for descendent nodes. Another attribute node lower in this tree can override the more shallow one. Such a scheme supposes a fixed discipline of assigning attributes to the entire implicit surface rather than to particular space points.
In the following subsections, we introduce a texturing process applicable to surfaces, 3D solids, animated and other multidimensional objects. In some sense, the proposed method extends the solid texturing method, but in our case, we use a special constructive tree for each shading attribute to define the space partition.
Constructive solid texturing
In this subsection, we will deal with texturing 3D objects, particularly implicit surfaces and FRep solids. In 3D space, our approach can be considered as an extension of the solid textures concept. Here, we use hypervolumes defined functionally as (F, S 1 , S 2 , . . . , S k ).
When applying solid texturing to an object, one has to create a space partition of the object space, where each subset contains different material property. Then, the shading parameters are computed for each point in the space, where its position determines which subset it belongs to, and eventually the corresponding attributes are determined. The problem is how to define such subsets. Actually, a subset can be thought as a solid object that has to provide for each point an answer to the question: "Is this point inside or outside the subset?" In the affirmative case, the corresponding solid texture function is applied. It is well known that the best way for point membership classification against a 3D solid is to apply Constructive Solid Geometry (CSG). Nevertheless, classical CSG suffers from a lack of variety due to the restricted set of available primitives and operations, especially restricted are the operations applicable on the level of complex solids. This means, if one wants to decompose the coordinate space into complex subsets, it may be too difficult or too time consuming, or even impossible. A much more powerful solution is to use FRep as it will be shown in the following examples. While traversing the FRep constructive tree to define the geometric object, the constructive texturing tree is also traversed using a similar procedure. Thus defining a function value and defining the shading parameters can be done at the same time. Because the space partition is defined with a constructive tree, we call this method constructive solid texturing.
The following examples provide some illustrations of the space partition concept and of the different constructive texturing trees. Fig. 1 shows a simple example of space partition. The aim is to visualize the FRep object of Fig. 1(a) with a simple checkerboard pattern. In order to achieve this, a constructive texturing tree is defined, composed of unions between regularly spaced blocks of Fig. 1(b) . Fig.  1(c) shows the initial object placed inside the obtained space partition, and Fig.  1(d) shows the colored object, where red color corresponds to the blocks and blue color corresponds to spaces between them. If one follows the definitions given in the previous section, he/she can define the following correspondance. Recalling eq. 1, the object is defined as F (X) ≥ 0, where F (X) is evaluated using an FRep tree, in which an ellipsoid, a torus and a soft object are used for the leaves, and the union operation stands in the nodes. Three attributes A 1 , A 2 and A 3 are used, corresponding to the attribute functions S 1 (X), S 2 (X), and S 3 (X). Each attribute is then respectively mapped to one of three components of an RGB vector, namely Red, Green and Blue. The function corresponding to the green attribute, S 2 (X) is set to zero. The function S 1 (X), corresponding to the red component, is then equal to 1 if the point X lies inside a block of the space partition, and 0 otherwise (and vice-versa for the function S 3 (X), i.e. the blue component, which is equal to 0 for points inside a block, and to 1 for points outside).
More complex space partitions can be obtained using the FRep constructive tree as it is shown in Fig. 2 . The initial object in Fig. 2(b) is also an FRep object (a model of a real sculpture "Naked" by Russian artist I. Seleznev shown in Fig.  2(a) ) mainly composed of blending unions between convolution surfaces. The space partition has been defined with union of four swept spirals (Fig. 2(c) ). Different shading parameters are assigned to each spiral.
The usage of FRep trees for modeling and texturing is illustrated in Fig. 3 . The presented objects have been defined using several different primitives. The texturing tree used for the left object is the same as the geometric one, and is mainly composed of unions of ellipsoids and Bspline primitives with different shading parameters assigned to each primitive. To define the texturing tree for the right object, some parts from the geometrical tree were used, such as tori, blocks and cones, but it also contains parts of another origin. For instance, the nails on the box are defined as a set of cylinders regularly placed on the box, and are only defined in the texturing tree. 
FIG. 3.
Application of the constructive solid texturing to FRep objects with using 13 different shading parameters: (left) The tree used for the space partition is similar to the constructive tree for the object's geometry; (right) Texturing and geometric trees are different.
Constructive texturing tree
This subsection provides a description of some particularities of the constructive texturing tree. After a brief overview, we will make some remarks on the meaning of set-theoretic and other operations on attributes illustrated first by the union of two textured objects, and then by a blending union operation.
The constructive texturing tree has somewhat different meaning if one compares it with an FRep constructive tree. In both cases, they are used to evaluate a realvalued function obtained by a tree traversing procedure. In the case of FRep solid modeling, this function defines point membership and has to be continuous. The constructive texturing tree is used in a different way. If the defining function of the space partitioning solid is positive at the given point (i.e., the point belongs to this solid), then, one can evaluate an attribute function by applying the tree traversing procedure to the texturing attributes in the tree. Thus, we add the operator "if" as a node to the constructive texturing tree. Furthermore, the continuity requirement for the attribute functions S i (X) is not necessary in the case of texturing where "jumps" between colors are allowed, as one can naturally see in the checkerboard pattern, for instance.
When one builds a constructive tree to model a geometric solid, the use of settheoretic and other operations such as blending is required, but the visual result of such operations should be clearly defined. Let us consider a very simple solid, defined as the union of two blocks. The corresponding tree will be composed of one node (union operation) and two leaves (block primitives). The resulting object is easy to imagine. However, some problems arise if one assigns different colors or texture patterns to each primitive. For instance, if one of the blocks is textured with a red and green checkerboard pattern, and the other pattern is made of concentric circles with two different tones of brown, the color of the union can be set in many different ways. In Fig. 4 , different operations are applied as examples to illustrate the variety of available operations. Fig. 4(a) shows the disconnected textured blocks, and in (b,c,d) different operations were applied, with a priority given respectively to the checkerboard pattern, to a min/max operation applied to the color components and finally to a user-defined operation, where the resulting color is obtained as an absolute value of the difference between the rgb color vector.
In the previous example, the color attribute was given by the RGB vector. It clearly appears that the number of different definitions increases if one considers another color space, such as HLS, HSV, XYZ, La*b* and others. It can be useful to change the color space if one considers, for instance, a blending union. Fig. 5 illustrates this change, where the blending union operation is applied to two blocks functionnaly defined as f 1 and f 2 . We use the definition proposed in [38] for the geometric blending union:
where d (called the displacement function) corresponds to the material added to (or subtracted from) the union. Here, the parameter a 0 corresponds to the material symmetrically added to (subtracted from) both objects, parameters a 1 and a 2 control the material added (subtracted) asymmetrically.
Let color of one of the blocks be bright green, and color of another be bright red. Obviously, the most expected resulting color of the blended material should be a bright yellow. It is apparent that color mixing in the RGB color space does not produce the expected color ( Fig. 5(a) ). In fact, because the brightness component is not explicitly defined in the RGB color space, it is difficult to obtain bright colors through color mixing. Thus, we have to change one color space to another, HLS in this example, and it then becomes easier to obtain only bright colors. In Fig.  5(b) , a blending operation has been applied only to the Hue component, whereas the Lightness and Saturation components remain the same. The obtained result is a bright color for the entire solid including the blocks and the added material. The blending function applied to colors is defined as follows. According to eq. 13, one can easily separate the contribution of each function for the blend. Let us note that this equation is applied only to the material added by the blend. We can obtain the following function:
where a i is a parameter used to control the behaviour of the function f i , as Figs. 5(b,c) show. Then, the Hue value is defined as : Fig.  5 , one can notice that in the first case, a dark yellow is obtained (a), whereas a bright one is obtained in the second case (b). Fig. 5(c) shows what happens when a different value of control parameter a is used. We also applied a function similar to eq. 15 to the opacity component ( Fig. 5(d) ). The green cube is transparent, and the red one is completely opaque. After applying the proposed function, one can see the smooth transition of attributes from one object to another.
These simple examples are presented here just to insist on the diversity of available ways to define the resulting texture. They lead to the important fact that a unique solution does not exist, and, from the user's point of view, a tool using the union of textures should allow enough freedom in selecting its definition. Section 6 presents a tool where the user can introduce himself his own definition. 
Constructive time-dependent texturing
There is a long-standing interest in time-dependent texturing. It was addressed in the concept of the "shade tree" model [14] and later used in a scene-graph based rendering environment [57] . The extension of our method to time-dependent texturing is straightforward and is described below.
When one creates a 4D model, e.g., with time as an additional coordinate, the hypervolume model functions (F, S 1 , S 2 , . . . , S k ) can be expressed as F (X) and S i (X) with X = (x, y, z, t) . The geometric and attribute constructive trees are defined using the FRep-related techniques. The similarity with the way these trees are created is significant for our framework. It implies that each transformation that occurs in the geometric tree can also occur and is supported in the attribute tree. Fig. 6 presents an example. The initial object ( Fig. 6(a) ) includes different textures based (from top to bottom respectively ) on trigonometric functions, gradient function along an axis, and a hand-defined pattern function (similar to the checkerboard). Different deformations are applied to this object. The problem with the standard definition of solid textures is that the space partitioning is done during a separate step than the modeling one. The application of a transformation of the object's geometry may be difficult to apply to the space partition, simply because they are defined in a different manner. In Fig. 6(b) , a twisting operation is applied. The patterns follow the twist defined as time-dependent transformation. The same operation is applied to, and supported by both constructive trees, geometric and attributes ones. Fig. 6(c) shows a frame of the animation, where another transformation, namely tapering, is applied. The angle of the twist is increasing in time until the given limit is reached, then tapering is applied, where the scale is time dependent. While these operations are applied, both the textures and the space partition change. As it can be seen in Fig. 6(c) , some of the grid stripes at the bottom of the textured model become yellow according to a sine function with a time dependent period. At the same time interval, the texture based on trigonometric functions also changes according to some other time dependent mappings. The important advantage of constructive solid texturing is that the space partition can also change in time. As it can be seen in Fig. 6(d) , two blocks (one with a blue color pattern, and the other with a yellow) were added at the corners of the original model to influence only the constructive solid texturing tree at a certain time step. Transformations of the FRep object geometry also occur in the constructive texturing tree, and the visual result is the transformation of all texture patterns.
Another example is given in Fig. 7 to illustrate the possibility to create timedependent space partition and to texture both the interior and the surface of the object. The geometric object here is a volumetric head. We applied a voxel-tofunction conversion in order to use this head as an FRep object. The separation of space is modelled as an algebraic sum of two functions, one defining a planar halfspace and another one defining Gardner's solid noise. This sum results in the deformation of the planar halfspace and in the generation of many separate components near its boundary, thus simulating an amorphous or a liquid substance. The planar boundary of the halfspace is translated along x-axis during some time interval. Fig. 7(a) corresponds to the initial step, where the texture for the voxel head is defined as a combination of different values of green color and transparency, and Fig. 7(d) the last step, where a simple grey color applied to the entire object. Fig. 7(b) shows the middle step in the animation. In one half space, the green texture is applied, and in the other half space, the grey one. Fig. 7(c) shows the space partition, where only one side of the head is shown. As one can see, a complex time-dependent space partition can be obtained.
So, the two previous examples show that arbitrary time-dependent transformations can be applied to both geometry and attributes, either in the uniform manner or in completely different ways.
Constructive texturing in multiple dimensions
Multidimensional models are conventional in mathematics, natural sciences and data mining. Here, we illustrate an application of our approach to scientific visualization. As an example, we propose to construct a visual representation of a function of six variables f = f (x 1 , x 2 , x 3 , x 4 , x 5 , x 6 ). This function was first introduced to illustrate unstable states in plasma physics. Assigning a zero value to the function defines a star-shaped isosurface as an elementary object in the cells of the animated spreadsheet (Fig. 8) as illustrated in Fig. 9 . The elementary shape illustrates function dependence on three variables x[1], x [2] , and x [3] . Changes of isosurfaces along rows and columns of the spreadsheet illustrate function dependence on x[5] and x [6] . Changes of the entire spreadsheet in time show how the function depends on x [4] . Formally, the following types are assigned to the geometric coordinates:
where t is a dynamic variable corresponding to physical time, u and v are spreadsheet coordinates. Three time steps of the animated spreadsheet are shown in Fig.  8 .
We used this function as a basis to show that the way the constructive solid texturing method was defined is independent of the model's dimensionality. Fig.  9 shows coloring of the shapes for three different time steps. The red component is a function of x[1], x[4] and x [5] , the green depends on x [6] . The space partition has been done with the use of union of the star shape and a torus. The radius of the torus is time-dependent, and it grows in time. A transparency value has been assigned to it. The result shows that the use of a multidimensional object for constructive texturing tree becomes meaningful, and the visualization of the dependence between variables becomes easier and more graphical.
FIG. 8.
Animated spreadsheet concept: a spreadsheet has (u, v) coordinates. Each (u, v) pair corresponds to a cell containing a 3D object with (x, y, z) coordinates. Spreadsheet changes in time with the t coordinate.
FIG. 9.
Animated spreadsheet of a constructive hypervolume 6D point set with 13 photometric attributes : three frames of animation for three time steps t = 0, 1, 2.
6. IMPLEMENTATION 6.1. Language for hypervolume modeling HyperFun [1] has been developed as a high-level specialized language for the parameterized description of functionally based multidimensional geometric models. While being minimalist and suitable for easy mastering, it supports all main notions of FRep. The current version of the language that is publicly available [23] only allows for the description of geometry. Here, we introduce a new version that allows us deal with the constructive hypervolume model of any degree of generality.
A model in the HyperFun language can contain the specification of several hypervolume objects parameterized by input arrays of point coordinates x i and numerical parameters a i whose values are to be passed from outside the object. Each object is defined by a function describing its geometry (the function's name coincides with the object's name) accompanied, if necessary, by a set of scalar functions s i representing its attributes. Note the following feature that allows for increasing flexibility while dealing with attributes: values of scalar functions s i not only can be defined and calculated within the HyperFun object definition but can be passed from the outside the object to be modified within program describing the object definition.
The functions defined in HyperFun are actually a symbolic embodiment of the corresponding trees whose structure reflects constructive logic of building both the object's geometry and its attributes. Not only primitives (that can be library functions and local variables defined by algebraic expressions with an appropriate semantics), but other objects can also be the leaves of the tree. At the language level, this means that references to objects that have already been specified can be present in functional expressions. The functions describing geometry and attributes can be built in a step by step manner using assignment statements with introducing local variables and arrays. Conditional selection ('if-then-else') and iterative ('while-loop') structures are also available. Functional expressions are built using conventional arithmetic and relational operators by utilizing standard mathematical functions ('exp', 'log', 'sqrt', 'sin', 'cos', etc.). The distinctive feature of HyperFun is the support of fundamental set-theoretic operations by special built-in operators with the reserved symbols ('|' -union, '&' -intersection, '\'-subtraction, '-' -negation, '@' -Cartesian product).
In principle, the language is self-contained and allows users to build objects from scratch, without using any pre-defined primitives. However, its expressive power is increased by the availability of the system "FRep library" that is easily extendable and can be adapted to a particular application domain and can even be customized for needs of a particular user. The current FRep library version in general use contains the most common primitives and transformations of a quite broad spectrum.
Thus, there are functions implementing conventional CSG primitives (block, sphere, cylinder, cone, torus) as well as their more general counterparts (ellipsoid, superellipsoid, elliptic cylinder, elliptic cone). Another group of the library primitives implements popular implicits: blobby object [8] , soft object [63] , metaballs [35] ), and convolution objects [30] with skeletons of different types (points, line segments, arcs, triangles, curve, and mesh). Primitives derived from parametric functions (cubic spline [51] and Bézier objects [52] ) have also been included into the library. As to the transformations, one can mention rotation, scaling, translation, twisting, stretching, tapering, blending union/intersection as well as some more general operations such as non-linear space mapping driven by arbitrary control points.
Taking into account that texturing often requires non-trivial mathematical skills and specialist knowledge (e.g., in color theory), some useful library functions have been developed. These functions allow for creating different texture patterns, such as using Gardner solid noise, wave-like (based on trigonometric functions), checkerboard-like, periodic concentric circles, etc. An important group of library functions deals with color attributes implementing a number of modes for color union and blending. Details of available set of functions can be found in [37] .
HyperFun software tools
Application software deals with HyperFun models through using either a builtin interpreter or HyperFun-to-C/HyperFun-to-Java compilers and utilities of the HyperFun API. The latter way concerned with intermediate generation of C/Java code ensures more efficient function evaluation but is much more demanding for developers of application software in a multi-platform environment. All case studies presented in this paper have been developed with a help of software tools with a built-in interpreter.
The HyperFun interpreter has been implemented as a small set of functions in ANCI C. It is quite easy to integrate them into the application software since the developer needs to deal with only two C-functions. 'Parse' function performs syntax analysis in accordance with the language grammar and semantic rules. For each object described in the HyperFun program, the function generates an internal representation that is actually a collection of the tree structures optimized for subsequent efficient evaluation. If there are any errors in the program, the function outputs a list containing the location and details of each error found.
Another interpreter function ('Calc') is called every time when there is a need to evaluate the function at a given point in the modeling space and for the given external numerical parameters. Externally defined values for attribute scalar functions can be passed too. The object's internal representation serves as an input parameter for 'Calc' function that returns both the value of the "geometric" function and a set of values for "attribute" scalar functions -all evaluated at the given point.
The formal specification of the internal representation and of the function evaluation procedure was given in [39] . Note, that the function 'Parse' is invoked just once while processing the HyperFun program; in a way, the internal representation can be treated as "byte-code" and can serve as a protocol for data exchange between system components. In fact, these two procedures constitute an application programming interface (API) that is quite simple for utilizing.
Software tools for HyperFun creation and processing are being developed in an open source project manner by the international team of developers. Some of them are currently available for free download at the Web site [23]: HyperFun Polygonizer for the surface mesh generation with VRML output and HyperFun plug-in to POVRay [44] , which makes it possible to generate high quality photorealistic images on an ordinary PC.
Conceptually, we strive to separate the modeling in multidimensional space with abstract coordinate variables x 1 , . . . , x n from the subsequent interpretation of the model in "real world" terms (that can be, in particular, a visualization). The concept of multimedia types [1] is exploited here. A special mapping with giving each coordinate an interpretation has been. For instance, 'x', 'y', 'z' types can correspond to Cartesian coordinates; 't' -to "dynamic" coordinate representing continuous values that can be linearly or non-linearly mapped onto physical time; 'u' and 'v' -to 2D "spreadsheet" coordinates, etc. -the corresponding example was given in Section 5.5.
HyperFun tools have special features allowing users to implement this mapping procedure. With introducing a set of scalar functions for representing object attributes, one can propose a similar methodology. This means that within a HyperFun program, the object's attributes are considered as abstract real-valued functions; as to their actual meaning, it can be determined later -by an appropriate application program. Such a technology allows us to introduce "generic" objects with subsequent generation of their different instances. For example, the same attribute can be treated (without any change in HyperFun program) as color, or as transparency, or as density, or as temperature, depending on circumstances and available application software features. Moreover, it is possible to assign simultaneously a few multimedia types to the same attribute. However, if the user considers it appropriate, it is possible to fix the attribute's meaning as early as on the modeling stage (this is the case for this paper's examples). In the next subsection, we provide a full example of a HyperFun model.
Example of a HyperFun model
In the following, a complete HyperFun model is described. Fig. 10 represents the script in HyperFun language used to generate the constructive geometric and attribute trees shown in Fig. 11 . The first part of the HyperFun model (ending with the line "my model = . . .;") defines the geometric tree. This tree shown graphically in Fig. 11(f) is composed of unions of the soft object ("soft"), the torus ("torus") and the ellipsoid ("superEll"). The rest of the HyperFun model represents definitions of all necessary attribute trees. The array s [4] in the header of the model serves to return the values of three components of the RGB color vector and the value of the transparency attribute. Two different attribute trees are defined. The first one (Fig. 11(h) ) gives a color model (in RGB terms); the second one ( Fig.  11(g) ) provides a transparency model.
The main texture pattern used in the model is Perlin's solid noise. We have implemented the corresponding library function "hfA noiseP" having used the source code provided in [15] . For each point in the space, the solid noise function returns a value within the interval [0,1]. This is the value that was further used to define RGB color components for the model. They were distributed in accordance with the space partition defined by the constructive texturing tree shown in Fig. 11(h) . The images of the value distribution according to each color channel are shown in Fig. 11(c-d-e) .
Let us make some additional comments to facilitate the model comprehension. Fig. 11(b) shows a graphical image of the space partition defined by the constructive attributes tree for RGB components presented by Fig. 11(h) . Note the difference between the geometric tree and the attribute one. In addition to union of the soft object ("soft") and the ellipsoid ("superEll"), the attribute RGB tree is also composed of unions of another torus ("torus in") that is smaller than the torus used in the geometric tree (but with the same center), the block ("middle") centered at the origin of coordinates, and the cone ("cone") embracing a part of the ellipsoid and of the torus.
The texture applied in the area of the "soft" primitive is defined as follows :
• Red component: A library function "hfA Gradient" is used. A linearly interpolated value (in the range of 0 and 1) along the z-axis ("x[3]") is returned. The interpolation is applied on the interval [-4,4] of z-axis.
• Green and Blue components: They were defined using the value ("perlin") returned by the function "hfA noiseP".
The areas defined by "superEll" and by "cone" are filled with color texture also based on the "perlin" value. An additional block "middle" is inserted to produce a smooth transition between these two areas through a linear interpolation along the y-axis. The torus ("torus in") provides another area where a yellow color is defined. As this area is situated inside the cone, the priority for their union is given to the color of torus (see discussion in the previous section). In the trees of Fig.  11 , this priority is denoted by using the "P" letter.
Another attribute tree is defined to provide a model for the transparency. As it can be seen in Fig. 11(a) , the torus "torus" is transparent in the bottom, and contains another torus "torus in" that is completely opaque and has yellow color. The default value for the transparency is set to 0. The region of the space affected by the transparency attribute is localized in the area defined by the "torus". The tree is then defined as a union between the two tori. In the HyperFun script, this tree is defined by a line "tmp = hfA union(. . .);", where a library function "hfA Union" returns a 1D array "tr" (computed with taking the priority of "torus in" into account).
The ultimate result is contained in the "s" array, where the three first components contain RGB values, and the fourth one contains the transparency value. Of course, this array can contain even more elements. For instance, we could also define different trees for other attributes, such as the ambient, diffuse or specular properties of the material.
6.4. Software tools for constructive texturing polygonal models As we mentioned before, the proposed approach to texturing is applicable to different geometric models. The examples given earlier illustrate the application of the constructive solid texturing to FRep objects (Fig. 2,3 ), and to a polygonized FRep object (Fig. 1) . The constructive texturing tree for the object of Fig. 3 was built along with the FRep constructive tree to define the geometry and used the same subtrees in some parts. The original FRep constructive tree helped to define the space partition for the mesh coloring in Fig. 1 .
Thus, the software tools that we have described before allow for building such constructive texturing trees. If one considers texturing a standard BRep object, it may be more difficult to build a constructive texturing tree. The reason is that there is simply no information on the relative positions of the vertices in this representational scheme. Thus, we propose an interactive tool, which supports visualization of polygonized models (standard polygonal BRep or even polygonized FRep models) = 1-(x1/0.8)^4-(x2/10)^4-(x3/0.8 
FIG. 12.
Texturing BRep models: (left) Adjunction in real time of a space partition using a Bspline volume; (right) Resulting object after applying a tree traversing procedure to each vertex of the BRep model, and defining shading parameters.
with an overlapping visual representation of the constructive texturing tree. In the current state of the tool, the space partition is defined with the only use of spheres, blocks and other FRep primitives such as B-spline volumes [51] , which allow for the creation of complex partitions. Fig. 12 gives an illustration of using this tool, where, on the left, one can see a polygonal model and a space partition made using a B-spline volume, and, on the right, the resulting textured object. The original object is a standard BRep object, the well-known Stanford Bunny. After the space partition had been completed, a HyperFun file is generated. Then, while rendering the polygonal model, a tree traversing procedure is applied to each vertex coordinate of the model, and texture with different shading parameters is generated. In this example, textures are mainly based on different noises, such as Gardner and Perlin's one [15] .
CONCLUSION
In this paper, we introduced a general hypervolume model as a framework. The model includes the following components: hypervolume objects, operations, and relations. A hypervolume object is considered as a multidimensional point set with multiple attributes. Attributes represent different properties of real objects and processes such as material, photometric properties (color, transparency, diffuse and specular reflections, etc.), physical properties (density, temperature, etc.), and other properties of an arbitrary nature. The function representation (FRep) is used as the basic model for point set geometry, and attributes are modelled independently using real-valued scalar functions of several variables. Geometry and attributes are modelled in a step-by-step manner using elementary primitives, operations and relations. This is reflected in the underlying representation in the form of the constructive tree. Each real-valued function defining geometry or an attribute is evaluated at the given point by a procedure traversing the constructive tree structure with primitives in the leaves, and operations and relations in the nodes of the tree.
By applying this general model to texturing, we extended the well-known concept of solid texturing in two directions: constructive modeling of space partitions for texturing and modeling of multidimensional textured objects. We discussed some operations specific for constructive solid texturing. The proposed approach allows for modeling, texturing and visualization of 3D solids, time-dependent and multidimensional objects in a completely uniform manner.
We introduced an extension of special modeling language called HyperFun and implemented software tools supporting the proposed approach. The tools will soon be available for downloading from HyperFun Project site [23] . A volume rendering engine using vlib [60] should be also available soon. The concept of constructive hypervolume textures is independent of the geometry representation. We provided examples of textured FRep and BRep objects as illustrations. Similarly to the hybrid volume model [2] , constructive hypervolumes can also accommodate 3D and higher dimensional voxel arrays to represent geometry or attributes of different (not only photometric!) nature using appropriate interpolation procedures. Incorporating and experiments with multidimensional voxel arrays in this new framework, applications of volume rendering as well as multiple-material rapid prototyping of modelled objects will be the subjects of our future research.
