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11 Johdanto
Ihmiset käyttävät erilaisia laitteita päivittäin aina matkapuhelimista ja tableteista kan-
nettaviin tietokoneisiin ja perinteisiin pöytäkoneisiin. Ennen oli totuttu käyttämään eri 
laitteita tiettyihin toimintoihin, kuten puhelinta soittamiseen ja tekstiviestin lähettämi-
seen ja tietokonetta sähköpostin lukemiseen ja muuhun työntekoon. Nykyään asiat 
ovat kuitenkin toisin. Ihmiset olettavat pystyvänsä tekemään samat asiat millä hyvänsä 
laitteella. Usein tietojen tulee myös synkronoitua laitteiden välillä automaattisesti, tai 
käyttöön saatetaan valita jokin toinen sovellus.
Ihannetilanteessa kaikki sovellukset toimisivat kaikilla laitteilla. Näin käyttäjän ei tar-
vitsisi huolehtia, toimivatko hänelle tärkeät ohjelmat uudessa puhelimessa tai tieto-
koneessa. Esimerkiksi alkuvuodesta 2012 iPhonesta Android-puhelimeen siirtynyt 
käyttäjä saattoi pettyä, sillä huippusuosittua valokuvaussovellusta Instagramia ei ollut 
saatavilla kuin iPhonelle. Android-versio julkistettiin vasta saman vuoden maaliskuussa 
(Banks 2012). Ongelma ei koske ainoastaan mobiililaitteita. Tarjolla on myös valtava 
määrä sovelluksia, jotka toimivat ainoastaan esimerkiksi Windows-käyttöjärjestelmällä, 
eivätkä lainkaan OS X:llä ja päinvastoin. Tuettujen alustojen määrä on usein melko 
rajattu, sillä eri alustat tarvitsevat omat versionsa, mikä nostaa kustannuksia.
Perheessämme on käytössä sekä iPhone että Android-puhelin ja tavoitteena on 
ollut jo pidemmän aikaa löytää sovellus, jolla voisimme näppärästi ylläpitää yhteistä 
kauppalistaa. Näin yksinkertaiseen tapaukseen en halunnut ostaa maksullista sovel-
lusta kahdelle eri järjestelmälle, ja useimmissa ilmaisissa vaihtoehdoissa oli erinäisiä 
toimivuusongelmia tai muita rajoitteita. Verkkosuunnittelijana ja -kehittäjänä olenkin 
päättänyt toteuttaa oman pienimuotoisen tehtävälistasovelluksen hyödyntäen eri 
verkkoteknologioita.
Työn kirjallisen osion tarkoitus on selvittää lukijalle, mikä on alustariippumaton verk-
kosovellus ja havainnollistaa sellaisen suunnittelua ja toteutusprosessia. Selvitän 
ensin verkkosovelluksen ja natiivisovelluksen erot ja kartoitan niiden etuja ja puutteita 
toisiinsa nähden, minkä jälkeen käyn läpi oman kauppalistasovellukseni suunnittelu- ja 
toteutusprosessin. Tuotteena valmistuu toimiva verkkosovellus.
21 Verkkosovelluksen ja natiivisovelluksen erot
Yksinkertaistettuna verkkosovellus on vain verkkosivu, joka näytetään verkkoselai-
messa, kun taas natiivisovellus on jollekin tietylle alustalle tai järjestelmälle ohjelmoitu 
itsenäinen sovellus. Eri alustat käyttävät eri ohjelmointikieliä, minkä vuoksi natiiviso-
vellukset eivät usein toimi muissa laitteissa kuin niissä, mihin ne on alun perin tarkoi-
tettu. Verkkosovellukset puolestaan tarvitsevat ainoastaan verkkoselaimen, joten ne 
saattavat toimia moitteetta missä tahansa laitteessa, kunhan vain selain löytyy. Vielä 
muutama vuosi sitten verkkosovellusten suhteen ongelmallista oli internet-yhteyden 
jatkuva tarve. Ilman datapakettia tai päätelaitteen ollessa verkon katvealueella pal-
velimeen ei saatu yhteyttä, joten sovellustakaan ei voitu käyttää. HTML5 toi kuitenkin 
mukanaan Web Storage -ominaisuuden, joka mahdollistaa tietojen tallentamisen selai-
meen (Storage – HTML5 Rocks  2013).
Natiivisovellusten ohjelmoinnissa hyödynnetään tavallisesti kyseisen alustan SDK:ta, 
eli ohjelmistokehityspakettia (eng. Software Development Kit). Tämä paketti mahdol-
listaa esimerkiksi käyttöliittymän kehittelyn siten, että se on yhtenäinen alustan muiden 
sovellusten kanssa. SDK tarjoaa usein myös helppokäyttöisen rajapinnan laitteen eri 
ominaisuuksille, kuten kameralle tai GPS-paikantimelle.
Verkkosovelluksia voidaan tilanteesta riippuen tehdä monin eri tavoin. Selainten lii-
tännäisiä hyödyntäen voidaan käyttää esimerkiksi Flashiä, Javaa tai Silverlightia, tai 
toteutus voidaan hoitaa perinteisesti pelkällä HTML, CSS ja Javascript -yhdistelmällä. 
Usein käytetään myös joitakin palvelinpuolen teknologioita, kuten PHP ja MySQL-
tietokanta. Mobiilialustoilla käytettävää sovellusta tehdessä täytyy kuitenkin huomioida 
tiettyjä asioita, kuten Flash-tuen puute iOS-laitteissa.
31.1 Alustariippumattomuus
Alustariippumaton (eng. cross-platform) sovellus ei ole riippuvainen järjestelmästä, jolla 
sovellusta suoritetaan. Termiä voidaan käyttää sovellusten lisäksi myös muun muassa 
ohjelmointikielistä, käyttöjärjestelmistä tai tiedostomuodoista. Tyypillisesti alustariippu-
mattomuudella viitataan kahdella tai useammalla alustalla tai ympäristössä toimivaan 
sovellukseen. (The Linux Information Project 2005.) Termin suomennos on jokseenkin 
harhaanjohtava, sillä sen voi helposti ymmärtää olevan täysin riippumaton ympäris-
töstä. Englannin kielessä on olemassa myös termi platform independence, joka viittaa 
täydelliseen alustariippumattomuuteen (The Linux Information Project 2005).
Käytännössä alustariippumattoman sovelluksen voi tehdä kahdella tavalla. Voidaan 
tehdä jokaiselle alustalle oma natiivisovellus tai käyttää ohjelmointikieltä, joka toimii 
usealla alustalla. Esimerkiksi jo edellä mainitusta Instagram-valokuvasovelluksesta on 
erilliset versiot sekä iOS- että Android-laitteille, kun taas NetBeans-ohjelmointisovellus 
on tehty Java-ohjelmointikielellä. Java on alustariippumaton kieli, joten periaatteessa 
sama koodi toimii millä tahansa alustalla (Oracle 2013).
1.2 Verkkosovelluksen puutteet
Vaikka teoriassa verkkosovellukset ovat luonnostaan alustariippumattomia ja sidottu 
ainoastaan selaimen olemassaoloon, käytännössä tilanne voi olla toinen. WWW-
standardeista huolimatta eri selaimet käyttäytyvät hieman eri tavoin. Erityisesti 
Microsoftin Internet Explorer -selaimen vanhemmat versiot ovat tunnettuja ongelmis-
taan (Tyson 2012). Tästä ongelmasta johtuen laajan alustariippumattomuuden saavut-
taminen saattaa edellyttää usean eri selaimen testaamista ja vikojen korjailua, mikä 
puolestaan voi johtaa työtuntien ja kulujen huomattavaan kasvuun.
Äärimmäistä suoritustehoa tarvittaessa verkkosovellukset eivät pärjää natiivisovelluk-
sille (Mudge 2012). Nykyisin tietokoneet ovat kuitenkin niin tehokkaita, että selaimen 
nopeus on vain harvoin kompastuskivi. Silti esimerkiksi kuvankäsittelysovellusta tai 
3D-peliä tehdessä on parempi turvautua natiivisovelluksiin. Tekniseen toteutukseen 
vaikuttaa huomattavasti myös se, ettei virallisia SDK-paketteja ole saatavilla (Mudge 
2012). Esimerkiksi graafisen käyttöliittymän suunnittelu ja toteutus jää täysin kehittäjän 
itsensä vastuulle. Seurauksena iPhone- ja Android-käyttäjät eivät saa ennestään tuttua 
4ja yhtenäistä käyttäjäkokemusta, jonka natiivisovellukset mahdollistavat. Kaikkia lait-
teen ominaisuuksia ei myöskään voida hyödyntää verkkosovelluksissa (Mudge 2012). 
HTML5:n ulkopuolelle jäävien ominaisuuksien Javascript-rajapinnan kehittäminen on 
laitevalmistajasta kiinni. Esimerkiksi Apple on mahdollistanut mobiililaitteidensa kiih-
tyvyysanturin käytön verkkosovelluksissa kehittämällä tällaisen rajapinnan (Firtman 
2010).
Useimmilla mobiilialustoilla, kuten Androidilla, iOS:llä ja Windows Phonella, on oma 
sovelluskauppansa, josta käyttäjä voi helposti etsiä ja ladata sovelluksia laitteeseen-
sa. Verkkosovelluksille tällaista keskitettyä paikkaa ei ole olemassa, joten sovelluk-
sen levittäminen on vaikeampaa. Lisäksi maksullisten sovellusten myyminen val-
miissa sovelluskaupoissa on helpompaa, sillä rahaliikenteen hoitaa palveluntarjoaja. 
Verkkosovelluksen maksujärjestelmä täytyy tehdä itse alusta loppuun. (Mudge 2012.)
1.3 Verkkosovelluksen edut
Verkkosovellusten kenties suurin etu natiivisovelluksiin nähden on alustariippumat-
tomuus. Perussovellukset voivat usein toimia ilman mitään ylimääräistä optimointia 
kaikilla selaimilla ja laitteilla, ja kokenut suunnittelija osaa varautua yleisimpiin ongel-
miin etukäteen. Mobiililaitteille ja etenkin uusille älypuhelimille tai tableteille suunnitel-
taessa voidaan lähestulkoon poikkeuksetta olettaa, että käytössä on moderni selain. 
Modernit selaimet ovat suurelta osin standardien mukaisia, mikä helpottaa alustariip-
pumattomuuden saavuttamista. Sovellusta kehittäessä voidaan myös käyttää erilaisia 
valmiita kirjastoja, kuten jQuery tai erityisesti mobiililaitteille kehitetty jQuery mobile. 
Nämä kirjastot helpottavat erilaisten toimintojen luomista ja useimmiten eri selainten 
poikkeavuuksista ei tarvitse välittää lainkaan, sillä kirjastot hoitavat mahdolliset eroa-
vaisuudet sisäisesti. Suuri osa muista verkkosovelluksien eduista voidaan nähdä myös 
puutteina, ja joitakin niistä onkin jo listattu yllä. Kyseisistä asioista käyn kuitenkin läpi 
myös positiivisen näkökulman.
5Ohjelmistokehityspaketin puute tai tarpeettomuus saattaa helpottaa sovelluksen yhte-
näisen ilmeen säilyttämistä eri alustojen välillä. Kuten ylempänä mainittiin, käyttäjä ei 
saa käyttöjärjestelmästä tuttua käyttäjäkokemusta, sillä paketin valmiita elementtejä ei 
voida käyttää. Sen sijaan sovelluksen käyttöliittymästä voidaan tehdä juuri halutunlai-
nen ja saavuttaa järjestelmien välinen visuaalinen yhtenäisyys. Halutessa toki voidaan 
pyrkiä jäljittelemään perinteistä ilmettä kullakin alustalla erillisillä tyylitiedostoilla, mikä 
luonnollisesti nostaa työmäärää tuettujen alustojen myötä.
Vastaavasti sovelluskaupan puute voi olla sekä positiivinen että negatiivinen asia. 
Toisaalta verkkosovellusta ei voida markkinoida virallisen kaupan kautta, mutta kaup-
papaikan säännöt eivät myöskään koske sovellusta. Esimerkiksi Applen App Storessa 
on melko tiukat säännöt, joiden mukaan muun muassa heidän turhiksi luokittelemansa 
sovellukset eivät pääse kauppaan (Centre of Excellence in Mobile Applications and 
Services 2013). Lisäksi kauppapaikan suorittaman seulonnan vuoksi sovelluksen jul-
kistus ja päivitykset viivästyvät turhaan. Verkkosovellukset voidaan julkaista välittö-
mästi, ja päivitykset ovat nopeita ja täysin vaivattomia käyttäjälle. Erillistä päivitystä ei 
tarvitse ladata, sillä sovelluksen käynnistyessä uusin versio latautuu automaattisesti 
päätelaitteeseen.
Natiivisovelluksia tehdessä usealle alustalle kehittäjä joutuu ylläpitämään jokaisen 
alustan koodit erikseen. Mikäli sovelluksesta löytyy yksinkertainenkin vika, se saa-
tetaan pahimmassa tapauksessa joutua korjaamaan jokaisen version lähdekoodissa 
erikseen. Verkkosovelluksessa ihannetilanne on, että sama koodi toimii jokaisella alus-
talla, jolloin vika joudutaan korjaamaan vain kerran. (Mudge 2012.)
61.4 Yhteenveto eroista
Natiivisovelluksilla ja verkkosovelluksilla on omat etunsa ja haittansa. Oheisessa tau-
lukossa on lueteltu eri tyyppien merkittävimmät eroavaisuudet. Taulukon ominaisuuk-
sia ei ole merkitty positiivisiksi tai negatiivisiksi, sillä kuten aiemmin mainittu, suuri osa 
voidaan tulkita molemmiksi tilanteesta riippuen.
Taulukko 1. Natiivisovellusten ja verkkosovellusten erot.
Natiivisovellus Verkkosovellus
Toimii yhdellä alustalla Alustariippumaton
Korkea suoritusteho Alhainen suoritusteho
Valmiit käyttöliittymäpalikat Vapaat käyttöliittymäpalikat
Yhtenäinen käyttöliittymä Vapaa käyttöliittymä
Laitteen ominaisuuksien täysi hyödyntäminen Osittainen ominaisuuksien hyödyntäminen
Päivitysten suorittaminen käyttäjän vastuulla Automaattinen päivitysten asennus
Levitys sovelluskaupan kautta Ei valmista levityskanavaa
Rahaliikenne sovelluskaupan kautta Rahaliikenne suunniteltava itse
72 Sovelluksen suunnittelu
Tavallisesti itselleni on tyypillistä alkaa toteuttaa ideaa ilman sen kummempia suunni-
telmia. Usein joudun jälkikäteen muokkaamaan tai jopa tekemään kokonaan uudestaan 
alkuvaiheen koodia, koska en ole osannut huomioida kaikkia oleellisia asioita. Tällä 
kertaa ajattelin kuitenkin toimia toisin ja tehdä mahdollisimman paljon suunnittelutyötä 
etukäteen. Tässä luvussa käyn siis läpi projektin suunnitteluvaihetta. Aluksi selvitän 
projektin puitteet ja määrittelen ominaisuudet, minkä jälkeen esittelen sovelluksen 
käyttöliittymän ja ilmeen.
2.1 Konsepti
Suunnittelin sovelluksen pääasiassa kauppalistan tekoa varten, mutta tavoitteena oli 
kuitenkin luoda mihin hyvänsä yksinkertaiseen listaukseen sopiva ohjelma. Olin aiem-
min kokeillut useita muistilistasovelluksia iPhonelle, joten minulla oli jo etukäteen mel-
ko vankka käsitys perusominaisuuksista. Halusin mahdollisimman vähän ylimääräisiä 
ominaisuuksia, jotta sovellus olisi mahdollisimman helppokäyttöinen. Lopulta päädyin 
seuraavanlaiseen kokonaisuuteen:
• Alustariippumaton
• Tietokone (Windows, Linux, OS X)
• Tabletti (iPad, Android)
• Älypuhelin (iPhone, Android, Windows Phone)
• Synkronointi laitteiden välillä
• Listat
• Luo lista
• Jaa lista
• Tehtävät
• Luo tehtävä
• Merkitse tärkeäksi
• Merkitse tehdyksi
• Järjestä tehtäviä
• Näytä vain tehdyt/tekemättömät tehtävät
82.2 Käyttöliittymä
Minulla oli jo alun alkaen ajatuksena tehdä visuaalisesta käyttöliittymästä hyvin yksin-
kertainen ja pelkistetty. Monet Applen omat sovellukset erityisesti iPadissa noudattavat 
skeumorfismia, eli pyrkivät jäljittelemään tosielämän esineitä ja asioita. Täytenä vasta-
kohtana voisi mainita Windows Phone -käyttöliittymän, jonka minimalistinen ilme eroaa 
täysin Applesta, kuten kuvasta 1 voi nähdä. Otin jonkin verran vaikutteita Windows 
Phone -käyttöliittymästä suunnitellessani ilmettä omalle sovellukseni, mutta onnistuin 
tekemään siitä kuitenkin omanlaiseni.
Kuva 1. Applen iPadin ja Microsoftin Windows Phone 8:n kalenterien päivänäkymät 
(Stringer 2013).
Aloitin visuaalisen suunnittelun valitsemalla fontin. Päädyin päätteettömään fonttiin 
antiikvan sijaan, sillä uskon sellaisen tukevan paremmin hakemaani yksinkertaista 
tyyliä. Valitsin lopulta Google Fonts -palvelun tarjoaman ilmaisen Open Sans -fontin, 
sillä se on perussiisti päätteetön kirjaintyyppi, joka toimii hyvin myös pienessä koossa 
ja fonttiperhe sisältää useita leikkauksia. Tämän jälkeen tein varsinaisen ilmeen ensin 
suurille näytöille, minkä jälkeen muokkasin siitä erillisen mobiilinäkymän pienemmille 
näytöille.
Aloitin työpöytäversion suunnittelun määrittelemällä rivirekisterin korkeuden. Vaikka 
päätin suunnitella ensin sovelluksen perusilmeen työpöytänäkymässä ja mobiiliver-
sion vasta sen jälkeen, yritin ottaa skaalautuvuuden huomioon heti alusta pitäen. 
9Älypuhelimia ajatellen rivien tulisi olla suhteellisen korkeita, jotta paksuillakin sor-
milla osuisi helposti haluamiinsa kohtiin. Apple suosittelee käytettäväksi vähintään 
44×44-pikselisiä ja Microsoft 26×26-pikselisiä painikkeita (Anthony T 2012). Itse 
päädyin lopulta 24:n pikselin rivirekisteriin, jossa kuitenkin käytin elementtien välissä 
ylimääräistä riviä tuomaan lisäpinta-alaa painikkeille sekä erottamaan ne toisistaan. 
Näin painikkeiden kooksi tuli 40 pikseliä ja marginaaliksi 8 pikseliä. Kuvan 2 apuviivat 
kuvaavat rivirekisteriä ja auttavat havainnollistamaan tilankäyttöä. Fonttikooksi valitsin 
suurehkon 16 pikseliä, sillä nykyaikaisilla suurilla näytöillä tekstiä ei enää tarvitse väki-
sin mahduttaa näytölle. Yleisesti ottaen pidän suurikokoisesta leipätekstistä verkkosi-
vuilla, ettei tarvitse kurkotella näyttöä kohti lukeakseen.
Sovelluksen perusrakenne on hyvin perinteinen ja samankaltainen muiden tehtävä-
listojen kanssa. Näkymä jakautuu kahteen palstaan. Vasemmanpuoleiselta palstalta 
valitaan lista ja oikealla puolella näkyvät valitun listan tehtävät. Vaikka hainkin yksin-
kertaista ilmettä, päätin kokeilla vasempaan palstaan hieman iPad-tyylisempää lähes-
tymistapaa. Lisäsin taustalle hillityn tekstuurin ja listojen nimiin sekä erottimiin pienet 
varjot. Näillä yksityiskohdilla pyrin saavuttamaan eräänlaista käsinkosketeltavuuden 
tunnetta ja kontrastia palstojen välille. Mielestäni nämä kaksi eri tyyliä toimivat hyvin 
yhdessä ja tekevät sovelluksesta visuaalisesti mielenkiintoisemman. Värimaailmasta 
halusin tehdä mahdollisimman hillityn ja neutraalin, joten käytin pääasiassa valkoista, 
harmaata ja mustaa. Vihreää ja punaista esiintyy tehtävien yhteydessä tehostamassa 
symboleita ja niiden merkitystä. Vihreäpohjainen ruksi kertoo tehtävän olevan suoritet-
tu, kun taas punaisella pohjalla oleva huutomerkki ilmoittaa tärkeäksi merkitystä teh-
tävästä. Värisokeutta en huomioinut, sillä värejä on käytetty enemmän visuaalisuuden 
kuin informaation vuoksi.
Kuva 2. Sovelluksen perusilme työpöytäkoossa. Kuvan päällä on näkyvissä apuviivat sekä 
rivirekisteri.
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En halunnut huutomerkin ja ruksin olevan omissa erillisissä laatikoissaan, ettei sovellus 
muistuttaisi shakkilautaa kaikkine ruutuineen. Päättelin, että mikäli tehtävä on suoritet-
tu, sen tärkeysmerkintä ei ole enää oleellinen, vaan pääpaino olisi ennemmin tehtävän 
suoritusasteella. Tästä syystä päädyin käyttämään samaa laatikkoa sekä huutomerkil-
le että ruksille. Mielessäni kävi myös ajatus, että kyseinen painike voisi sisältää kolme 
eri tilaa: tyhjä, tärkeä sekä suoritettu. Painiketta painaessa tila muuttuisi seuraavaksi 
ja alkaisi lopulta alusta. Totesin kuitenkin lopulta, että käyttäjän kerätessä kaupassa 
ei-tärkeitä tuotteita ostoskoriinsa hän joutuisi naputtelemaan samaa painiketta use-
aan kertaan. Vielä harmillisempaa olisi painaa vahingossa väärän tuotteen painiketta, 
jolloin kyseistä tuotetta tulisi napauttaa vielä kaksi kertaa uudestaan palauttaakseen 
sen alkuperäiseen tilaansa. Päädyin siis käyttämään kahta erillistä painiketta tehtävien 
tärkeyden ja suorituksen hallintaan.
Yksinkertaisen ilmeen vuoksi halusin piilottaa tehtävänhallintapainikkeet silloin, kun 
niitä ei tarvita. Ajatuksena oli näyttää painikkeet tehtävää hiirellä painettaessa, jolloin 
myös tehtävän tekstiä voi muokata. Tässä niin sanotussa tehtävänhallintapaneelissa 
sijaitsevat painikkeet tehtävän tärkeäksi merkitsemiseen, tehtävän poistamiseen sekä 
kahva tehtävän siirtämiseen listan järjestyksen muuttamista varten. Kuva 3 havainnol-
listaa tehtävänhallintapaneelin toimintaa. 
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Kuva 3. Tehtävänhallintapaneelin toiminta: Valitse tehtävä, merkitse tärkeäksi, merkitse 
suoritetuksi, poista tehtävä.
Mobiiliversiossa käytin 18 pikselin rivirekisteriä, jolloin pienelle näytölle mahtuisi ker-
ralla useampia tehtäviä. Painikkeiden kooksi tuli 32 pikseliä, joka asettuu mukavasti 
sekä Applen 44:n pikselin että Microsoftin 26:n pikselin suositusten väliin näyttämättä 
kuitenkaan liian suurelta tai pieneltä. Leipätekstin fonttikwoon pienensin 16:sta 14:ään 
pikseliin, ettei rivikorkeuden pienentäminen tekisi tekstistä liian raskasta. Minulla oli 
jo alkuperäistä työpöytäkokoa tehdessä visio mobiilin kaksipalstaisuuden toiminnasta. 
Halusin yhden osion olevan aktiivinen kerrallaan toisen pilkistäessä vain hieman näy-
tön reunalta. Osioiden välillä siirtyminen tapahtuisi reunasta vetämällä, kuten kuva 4 
havainnollistaa.
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Kuva 4. Sovelluksen palstan vaihto mobiililaitteella tapahtuu vetämällä näytön reunasta.
3 Sovelluksen toteutus
Vaikka työtä aloittaessani päätin suunnitella kaiken alusta alkaen perinpohjaisesti, 
totesin hyvin nopeasti suunnitelmissani olevan suuria aukkoja. Tässä luvussa käyn 
läpi sovelluksen toteutusvaiheen. Aluksi esittelen tekniikat, joita hyödynsin työn toteut-
tamisessa, minkä jälkeen avaan sovelluksen käyttämää tiedostorakennetta. Lopuksi 
käyn läpi koodin merkittävimmät kohdat ja selvitän miten kokonaisuus toimii.
3.1 Valitut tekniikat
Perinteisiä verkkosivuja tehdessä CSS-tyylitiedostojen (eng. Cascading Style Sheets) 
tekeminen on tullut tutuksi. Olen oppinut myös paljon eri selainten eroavaisuuk-
sista tyylitiedostojen näyttämisen suhteen. En ollut kuitenkaan koskaan käyttänyt 
moderneja CSS-työkaluja, kuten Sass ja LESS. Molemmat näistä laajentavat CSS:n 
perusominaisuuksia ja mahdollistavat esimerkiksi muuttujien käytön tyylitiedostois-
sa. Verkkoselaimet eivät kuitenkaan luonnostaan ymmärrä Sassia ja LESSiä, joten 
ne täytyy ensin kääntää perinteiseksi CSS:ksi erillisellä ohjelmalla. Tämän projektin 
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puitteissa päätin kokeilla Sassia, jonka sanotaan olevan LESSiä tehokkaampi ja moni-
puolisempi, vaikka molemmat mahdollistavat samoja asioita (Coyier 2012).
Olen käyttänyt Dropbox-pilvipalvelua jo useita vuosia. Palvelu mahdollistaa tiedostojen 
säilytyksen internetissä palveluntarjoajan palvelimella, ja tietokoneelle asennettava 
ohjelma pitää tiedostot ajan tasalla eri koneiden välillä. Sovellus on saatavilla myös 
useille mobiililaitteille. Dropbox tarjoaa Javascript-rajapinnan, jonka avulla palvelua voi 
käyttää omissa verkkosovelluksissa. Aluksi ajattelin lähinnä mielenkiinnosta kokeilla 
kyseistä palvelua omassa sovelluksessani. Huomasin, etten Dropboxin ansiosta tar-
vitsisikaan erillistä palvelinta muuhun kuin sovelluksen jakamiseen. Kaikki tieto voitai-
siin säilyttää Dropbox-palvelimella, ja varsinaista tietokantaohjelmointia ei tarvittaisi. 
Dropbox mahdollistaa kansioiden jakamisen muiden käyttäjien kanssa, joten jaettujen 
listojen toteutuksen pitäisi olla mahdollista suhteellisen pienellä vaivalla. Dropbox 
osoittautui täydelliseksi ratkaisuksi tähän projektiin.
Dropboxin ansiosta koko sovellus toimii ainoastaan käyttäjän selaimessa, eli käytän-
nössä koko toiminnallisuudesta huolehtii JavaScript. Päätin käyttää jQuery-kirjastoa 
helpottaakseni omaa työskentelyäni. jQuery on itselleni perinteistä JavaScriptiä tutum-
paa ja itse kirjoitettavan koodimäärän kannalta tehokkaampi vaihtoehto. Tehtävien 
järjestämistä, eli “drag-and-drop”-ominaisuutta varten käytin myös jQuery UI -kirjas-
toa. Harkitsin myös jotakin verkkosovellusten kehittämiseen tarkoitettua kirjastoa, 
kuten Backbone.js:ää. Backbone.js:llä sovellusdata ja sovelluksen rakenteelliset ele-
mentit voidaan jakaa omiksi malleikseen, joita on helpompi hallita. Backbone pitää 
huolen rakenteellisten muutosten päivityksestä, mikäli datassa tapahtuu muutoksia. 
Tarvittaessa se hoitaa myös tietokantojen päivitykset automaattisesti. (Backbone.js 
Introduction.) Lopulta päätin kuitenkin, että Sassissa on riittävästi uutta teknistä opetel-
tavaa tämän projektin puitteissa. Lisäksi ajattelin oman sovellukseni olevan sen verran 
pieni ja yksinkertainen, että selviäisin tietojenkäsittelystä myös liittämällä ne sovelluk-
sen rakenteeseen erilaisilla luokkamäärityksillä.
Ikoneihin käytin ilmaista IcoMoon-palvelua. Etsin Googlella palvelua, joka tekisi omista 
Photoshopissa suunnitelluista ikoneistani ikonifontin. Löysin IcoMoonin ja päädyinkin 
käyttämään valmiita ikoneita, sillä ne miellyttivät silmääni enemmän kuin itse tekemäni. 
Samalla tärkeiden tehtävien huutomerkki-ikoni muuttui tähdeksi. Palveluun on kerätty 
yli 3800 ilmaista ikonia ja myös omien ikonien käyttö on mahdollista (Keyamoon 2013). 
Käyttäjä voi valita tarvitsemansa ikonit ja muuttaa ne selaimessa toimivaksi fonttipa-
ketiksi. Tarvittava CSS tulee valmiina, ja fontit ovat viidessä eri muodossa eri selaimia 
varten.
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3.2 Tiedostorakenne
En halunnut säilyttää käyttäjien Dropbox-kansioissa kryptisiä tietokantatiedostoja, 
joten aloin miettiä, kuinka voisin tallentaa tiedot ihmiselle helposti luettavaan muotoon. 
Pidin ajatuksesta, ettei sovellusta välttämättä tarvitse avata, jotta tehtävän voi merkitä 
suoritetuksi. Halusin siis tallentaa tehtävälistat tekstimuodossa, jotta tarvittaessa pelk-
kä tekstinkäsittelyohjelma riittäisi. Päädyin kuvan 5 mukaiseen kansiorakenteeseen.
Kuva 5. Sovelluksessa käytettävä kansiorakenne.
Eri ihmisten kanssa jaetut listat ovat omissa kansioissaan, kun taas käyttäjän omat 
henkilökohtaiset listat sijaitsevat Private-kansiossa. Jokainen tekstitiedosto on siis oma 
erillinen listansa. Esimerkkikoodi 1 havainnollistaa yksittäisen listatiedoston rakenteen.
[ ]   Tehtävän nimi
[X]   Tämä tehtävä on jo valmis
[ ] * Tärkeä tehtävä, jota ei ole vielä tehty
[X] * Valmistunut tärkeä tehtävä
Esimerkkikoodi 1. Tekstimuotoisten listatiedostojen rakenne.
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Tiedosto sisältää yhden tehtävän jokaisella rivillä. Rivin aloittaa hakasulut, joiden sisäl-
lä on joko välilyönti tai X-kirjain. Tämä merkki määrittelee tehtävän olevan joko kesken 
tai suoritettu. Sulkuja seuraa tähti-merkki, joka kuvastaa tehtävän olevan tärkeä. Rivin 
loppuosa muodostaa tehtävän nimen. Tällaisella yksinkertaisella rakenteella käyttäjän 
ei pitäisi kovin pitkään joutua miettimään, kuinka tehtävän voi merkitä suoritetuksi, 
tärkeäksi tai jopa lisätä kokonaan uusi tehtävä pelkällä tekstinkäsittelyohjelmalla.
3.3 Käytännön ratkaisut ja toteutus
Aloitin työn tekemällä HTML-pohjan. CSS-tyylit ovat tulleet perinteisten sivujen toteutta-
misen myötä sen verran tutuksi, ettei rakenteen tuottamisessa ollut juurikaan ongelmia. 
Head-osiossa ei ole mitään tavallisuudesta poikkeavaa. Linkitin tarvittavat JavaScript- 
ja CSS-tiedostot sovellukseen Googlen tarjoaman fontin ohessa. Hyödynsin myös 
usein responsiivisissa sivuissa käytettävää esimerkkikoodi 2:n mukaista tagia, joka 
estää sivun lähennys ja loitonnus -ominaisuudet mobiililaitteissa. Näin verkkosovelluk-
seen saadaan hieman natiivimpi tunne.
<meta name=”viewport” content=”width=device-width, initial-scale=1, maximum-scale=1”>
Esimerkkikoodi 2. Head-osion HTML-tagi, joka estää selaimen zoom-ominaisuudet.
Esimerkkikoodi 3:ssa on esitelty yksinkertaistettuna sovelluksen perusrakanne. 
.palstat-luokalla varustettu elementti sisältää varsinaiset palstaelementit ja se 
pitää huolen oikean palstan näyttämisestä mobiililaitteilla. Molemmissa palstoissa 
on tyhjät ykköstason h1-otsikot sekä tyhjät ul-listaelementit, joiden sisällöt täytetään 
Dropboxista saaduilla tiedoilla. Tässä vaiheessa huomasin siirtyneeni liian nopeasti 
toteutusvaiheeseen, sillä graafisen käyttöliittymän suunnitelmani ei sisältänyt lainkaan 
uusien listojen ja tehtävien luomiseen tarvittavia tekstikenttiä. Onneksi sovelluksen 
ilme oli kuitenkin jo melko selkeä, joten osasin rakentaa puuttuvat palaset valmiiksi 
suunniteltujen elementtien perusteella.
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<body>
  <div class=”palstat”>
    <section class=”vasen-palsta”>
      <h1 id=”käyttäjänNimi”></h1>
      <input type=”text” placeholder=”Uusi lista”>
      <ul id=”listat”>
      </ul>
    </section>
    <section class=”oikea-palsta”>
      <h1 id=”listanNimi”></h1>
      <input type=”text” placeholder=”Uusi tehtävä”>
      <ul id=”tehtävät”>
      </ul>
    </section>
  </div>
</body>
Esimerkkikoodi 3. Sovelluksen yksinkertaistettu HTML-rakenne.
Vaikka tutustuin Sassin ominaisuuksiin melko kattavasti, käytin niistä vain muutamia. 
Hyödynsin sovelluksessa muuttujia, funktioita sekä CSS-luokkien sisennystä. Vähäisellä 
kokemuksellani sisentäminen vaikuttaa melko turhalta ominaisuudelta. Käytännössä 
ohjelmoija säästyy pitkien luokkamääritysten kirjoittamiselta, sillä Sass ymmärtää luok-
kien sisäiset luokat rakenteellisina sisäkkäisinä HTML-elementteinä. Muut kokeilemani 
ominaisuudet ovat hyödyllisempiä. Alkuperäinen kiinnostukseni Sassia kohtaan syn-
tyikin juuri muuttujista, joita hyödynsin värien ja fonttikokojen määrittelyyn. Funktiotuki 
osoittautui luultua hyödyllisemmäksi ominaisuudeksi. Esimerkkikoodi 4:ssa on esitelty 
kaksi funktiota sekä muuttujiin tallennettuja väri- ja fonttimääritelmiä. Ensimmäinen 
funktio muuttaa annetun rivimäärän pikseleiksi, ja jälkimmäinen muuttaa pikseliarvon 
em-arvoksi. Yhdessä käytettynä saadaan tarvittaessa muutettua rivimäärä em-arvoksi.
$light: #fff;
$light_grey: #f2f2f2;
$dark_grey: #444;
$green: #00cc00;
$red: #cc0000;
$hover: #444;
$font_size: 16;
$line_height: 24;
@function line_height($lines: 1){
 @return $lines * $line_height
}
@function in_ems($px){
 @return $px / $font_size
}
Esimerkkikoodi 4. Sass-kielen muuttujia ja funktioita.
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Olen jo jonkin aikaa käyttänyt verkkosivujen CSS-luokkien määrittelyssä muun muassa 
Harry Robertsin suosittelemaa tyyliä, jossa elementtirakenteet muodostetaan esimerk-
kikoodi 5:n mukaisella tavalla.
.person{}
.person__hand{}
.person--female{}
.person--female__hand{}
.person__hand--left{}
Esimerkkikoodi 5. Harry Robertsin suosittelema BEM:iin perustuva CSS-luokkien 
nimeämistekniikka.
.person-luokka on koko ihmistä kuvaavan rakenteen isäntäelementin luokka. .per-
son__hand-luokka annetaan .person-elementin lapsielementille, joka esittää ihmisen 
kättä. .person--female-luokka muokkaa .person-elementtiä antaen sille naispuoli-
sen ihmisen ominaisuuksia. Sisäkkäin olevat elementit erotetaan siis toisistaan kaksin-
kertaisilla alaviivoilla, kun taas alkuperäistä elementtiä muokkaavat luokat määritetään 
kaksinkertaisilla väliviivoilla. (Roberts 2013.) Tämä tyyli on osoittautunut hyväksi, sillä 
heti CSS-luokan nähdessäni tiedän, pitäisikö sillä olla joku tietty luokka isäntäelement-
tinä vai voiko se esiintyä yksinään. Konkreettisena esimerkkinä omalta kohdaltani esit-
telen vasemmanpuoleisen palsta-elementin esimerkkikoodi 6:ssa.
<section class=”section section--left section--lists”>
 ...
</section>
Esimerkkikoodi 6. Sovelluksen vasemmanpuoleisen palstaelementin CSS-luokat.
Ensin .section-luokka määrittelee palstan yleiset tyylin. .section--left-luokka 
siirtää palstan vasemmalle ja .section--lists-luokka määrittelee listat sisältä-
vän palstan yksityiskohtaisemmat tyylit, kuten tumman taustan ja valkoisen tekstin. 
Hyödyntämällä useita luokkia elementtien rakentamisessa, voin jälkikäteen helposti 
esimerkiksi vaihtaa palstojen paikkoja koskematta tyylitiedostoon lainkaan.
JavaScriptiä aloitellessa päätin jakaa koodit kahteen tiedostoon. Functions.js sisältää 
sovelluksen käyttämät valmiit funktiot, ja app.js määrittelee painikkeiden toiminnot. 
Sovelluksen perustoiminta on melko yksinkertainen. Käynnistettäessä molemmat pals-
tat ovat ensin tyhjiä ja käyttäjää pyydetään kirjautumaan Dropboxiin. Tämän jälkeen 
tyhjät palstat täytetään Dropboxista saadulla datalla ja ensimmäinen lista ladataan 
näkyviin. Listoja vaihdettaessa vanhat tehtävät poistetaan ja uudet ladataan tilalle. 
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Listatiedostot lähetetään Dropboxiin mikäli listan nimeä muutetaan, tehtävä merkitään 
tehdyksi tai tekemättömäksi, tehtävä merkitään tärkeäksi tai ei-tärkeäksi, tehtävän 
tekstiä muutetaan tai tehtävien järjestystä muutetaan. Toisin sanoen Dropboxin tiedos-
to päivitetään joka kerta, kun listassa tapahtuu jokin muutos.
Dropboxin Javascript-rajapinta on melko helppokäyttöinen. Tarjolla on dokumentaa-
tio mahdollisista toiminnoista sekä valmiita koodipätkiä, joilla käyttäjä pääsee alkuun. 
Käytännössä kaikki palvelimen kanssa kommunikoivat funktiot noudattavat samaa 
muotoa. Funktiolle syötetään kaksi tai kolme arvoa tilanteen mukaan. Ensimmäinen 
parametri on polku, jossa kohdetiedosto sijaitsee. Toista parametriä käytetään tiedos-
toa siirrettäessä tai uutta tiedostoa luotaessa, jolloin funktiolle täytyy antaa joko uusi 
sijainti tai uuden tiedoston sisältö. Viimeinen parametri on niin sanottu callback-funktio 
(eng. Callback function), joka suoritetaan palvelinpyynnön lopuksi. Tässä uudessa 
funktiossa käsitellään mahdolliset virheet sekä pyydetty data.
Callback-funktio hyväksyy myös kaksi tai kolme parametriä. Ensimmäinen on 
error-parametri, joka sisältää virhetilanteessa tiedot tapahtuneesta virheestä. Toinen 
parametri sisältää pyydetyn tiedoston sisällön, mikäli kyseessä oli tiedoston lukemi-
nen. Viimeinen parametri pitää sisällään tiedoston tiedot, kuten tiedostonimi, sijainti 
palvelimella ja versiotunniste. Koodiesimerkki 7 havainnollistaa sovelluksen yhdistä-
misen Dropboxiin sekä tekstitiedoston sisältöpyynnön.
var client = new Dropbox.Client({ key: ”Encoded API key”, sandbox: true });
client.authDriver(new Dropbox.Drivers.Redirect({ rememberUser: true }));
client.authenticate( function( error, client ) {
 if (error) {
  alert( ”Login error” );
  return;
 }
	 client.readFile(	”/path/to/file.txt”,	function(	error,	fileContent,	fileInfo	)	{
  if ( error ) {
	 	 	 alert(	”Error	reading	file”	);
   return;
  }
	 	 alert(	fileInfo.name	+	”:	”	+	fileContent	);
 });
});
Esimerkkikoodi 7. Yhteyden muodostus Dropboxiin ja tiedoston lukeminen JavaScript-
rajapintaa hyödyntäen.
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Vaikka olin yrittänyt suunnitteluvaiheessa ottaa selvää toteutuksellisista seikoista, en 
osannut varautua kaikkiin vastoinkäymisiin. Muun muassa Windows Phone 8 osoittau-
tui ongelmalliseksi tehtävien järjestelyn suhteen. jQuery UI:n ”drag-and-drop”-ominai-
suus ei toimi kyseisellä alustalla. Kokeilin myös jQuery mobilea, mutta sekään ei autta-
nut. Yritin löytää Googlella ratkaisua, mutta ongelma osoittautui ylivoimaiseksi. Lopulta 
jouduin hyväksymään puutteen Windows Phone -käyttöjärjestelmissä. Myöskään pals-
tojen vetäminen ei onnistunut, joten lopullisessa versiossa pelkkä napautus riittää.
Toinen ongelma koski mobiililaitteiden tehtävänhallintapaneelia. Alun perin sain 
sen toimimaan suunnitelmien mukaisesti OS X:n Safari ja Firefox -selaimilla, mutta 
iPhonella ominaisuus ei toiminutkaan. Yritin muutamalla eri tavalla toteuttaa myös 
mobiililaitteilla toimivan paneelin, mutta tuloksetta. Lopulta päädyin karsimaan painik-
keita, jotta paneeli voisi olla näkyvillä jatkuvasti viemättä liikaa tilaa. Ratkaisin ongelman 
muuttamalla tehtävän poistomenetelmää huomattavasti. Erillisen painikkeen sijaan 
tehtävän poistaminen tapahtuukin tekstikentän tyhjentämisellä. Samaa menetelmää 
käytin myös tehtävälistojen poistamisessa.
Lopullinen sovellus näyttää hyvin samalta kuin alkuperäinen suunnitelma, mutta 
erojakin on. Paikoittain jouduin joustamaan teknisten haasteiden vuoksi, ja välillä pää-
dyin muuten vain erilaisiin ratkaisuihin. Lopullinen versio on kuvattu kuva 6:ssa.
Kuva 6. Lopullisen sovelluksen työpöytä- ja mobiilinäkymä.
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4 Yhteenveto
Verkkosovellusten ja natiivisovellusten välillä on ilmeisiä eroja, eikä yksioikoisesti voida 
sanoa yhden olevan toista parempi. Molemmissa on omat vahvuutensa, mutta toisaal-
ta myös heikkoutensa. Yksinkertaistettuna voitaisiin sanoa natiivisovellusten olevan 
suorituskykyisempiä ja verkkosovellusten olevan alustariippumattomampia. Jokaisen 
projektin kohdalla tuleekin kartoittaa käytössä olevat resurssit ja muut vaatimukset 
ja tehdä teknologiavalinnat vasta tämän perusteella. Tämä työ kuitenkin osoitti, että 
yhden ihmisen on mahdollista suunnitella ja toteuttaa suhteellisen lyhyessä ajassa 
sovellus, joka toimii useilla päätelaitteilla ja suoriutuu tehtävästä, jota varten se on 
suunniteltu.
Mielestäni projekti onnistui hyvin, vaikka odottamattomia vastoinkäymisiä olikin, eikä 
kaikkia alkuperäisiä ominaisuuksia voitu toteuttaa. Jälkikäteen ajatellen voin todeta 
oppineeni paljon uutta, vaikka konkreettisia uusia asioita olikin vain yksi, Sass-kielen 
käyttö pelkän perinteisen CSS:n sijaan. Olen muun muassa lukenut internetistä 
monesta lähteestä verkkosovellusten tekemisen eroavan perinteisten verkkosivujen 
tekemisestä huomattavasti. Tässä projektissa pääsin toteamaan sen itse ja ero oli 
huomattava, vaikka oma sovellukseni olikin hyvin yksinkertainen. Ymmärsin myös, 
kuinka tärkeää perinpohjainen suunnittelu on, jotta varsinainen toteutusprosessi olisi 
mahdollisimman sujuva.
Jatkokehitystä ajatellen voisin kuvitella lisääväni offline-ominaisuudet sovellukseen. 
Alun perin se olikin oleellinen tekijä, mutta osoittautui käytännössä monimutkaiseksi ja 
työlääksi toteuttaa. Näin ollen päätin jättää sen tältä osin projektin ulkopuolelle. Muita 
lisäominaisuuksia voisivat olla muun muassa listojen järjestäminen käyttäjän halua-
maan järjestykseen sekä listojen jakaminen muiden käyttäjien kanssa suoraan sovel-
luksesta käsin. Nykyisessä toteutuksessa kansion jakaminen täytyy tehdä Dropboxin 
kautta, mikä ei ole loppukäyttäjää ajatellen kovinkaan käyttäjäystävällistä. Tärkeintä 
kuitenkin on, että alkuperäinen ongelma tuli ratkaistuksi ja perheemme kauppalistat 
pysyvät ajan tasalla.
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Index.html
<!DOCTYPE html>
<html>
<head>
  <meta charset=utf-8 />
  <title>Kauppalista</title>
  <meta name=”viewport” content=”width=device-width, initial-scale=1, maximum-scale=1”>
  <meta name=”msapplication-tap-highlight” content=”no”/>
  <link rel=”stylesheet” media=”screen” href=”./style.css” />
		<link	href=’http://fonts.googleapis.com/css?family=Open+Sans:400,600,700’	rel=’stylesheet’	type=’text/css’>
		<script	src=”//cdnjs.cloudflare.com/ajax/libs/dropbox.js/0.7.1/dropbox.min.js”></script>
  <script type=”text/javascript” src=”libs/jquery-1.9.1.min.js”></script>
  <script type=”text/javascript” src=”libs/jquery-ui-1.10.2.custom.min.js”></script>
  <!--[if IE]>
    <script src=”http://html5shiv.googlecode.com/svn/trunk/html5.js”></script>
  <![endif]-->
  <script type=”text/javascript” src=”functions.js”></script>
  <script type=”text/javascript” src=”app.js”></script>
</head>
<body>
  <div class=”panes panes--right group”>
    <section class=”section section--left section--lists section--hidden”>
      <h1 id=”userName”></h1>
      <div class=”lists”>
        <div class=”list list--new media”>
          <div class=”media__img button--icon icon-list-ul”></div>
          <div class=”media__body”>
            <input type=”text” value=”” placeholder=”New list&hellip;”>
          </div>
        </div>
        <ul id=”lists”>
        </ul>
      </div>
    </section>
    <section class=”section section--right section--tasks”>
      <h1 id=”list-name”><input type=”text” value=””></h1>
      <div class=”task task--new media”>
								<div	class=”task__status	button	button--box	button--icon	button-action-filter	media__img	icon-list-ul
									data-filter=”icon-list-ul”></div>
        <div class=”task__content media__body”>
          <input type=”text” value=”” placeholder=”New task&hellip;”>
        </div>
      </div>
      <ul id=”tasks” class=”tasks”>
      </ul>
    </section>
  </div>
</body>
</html>
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Style.scss
@charset ”UTF-8”;
@charset ”UTF-8”;
/* -------------------------------------------------------------------------------------------------------------- */
/*	SASS	FUNCTIONS	AND	VARIABLES																																																																																			*/
/* -------------------------------------------------------------------------------------------------------------- */
@function line_height($lines: 1){
  @return $lines * $line_height
}
@function in_ems($px){
  @return $px / $font_size_px
}
$light: #fff;
$light_grey: #f2f2f2;
$dark_grey: #444;
$green: #00cc00;
$red: #cc0000;
$hover: #444;
$font_size_px: 14;
$line_height_px: 18/14 * $font_size_px;
$task_height_px:	1.778*$line_height_px;
$font_size: $font_size_px / 16;
$line_height: in_ems($line_height_px);
$task_height: $task_height_px / $font_size_px;
/* -------------------------------------------------------------------------------------------------------------- */
/* ICON FONT                                                                                                      */
/* -------------------------------------------------------------------------------------------------------------- */
@font-face {
  font-family: ’App-icons’;
  src:url(’fonts/App-icons.eot’);
		src:url(’fonts/App-icons.eot?#iefix’)	format(’embedded-opentype’),
    url(’fonts/App-icons.woff’) format(’woff’),
    url(’fonts/App-icons.ttf’) format(’truetype’),
    url(’fonts/App-icons.svg#App-icons’) format(’svg’);
  font-weight: normal;
  font-style: normal;
}
[class*=”icon-”] {
  font-family: ’App-icons’;
  speak: none;
  font-style: normal;
  font-weight: normal;
  font-variant: normal;
  text-transform: none;
  line-height: 1;
  -webkit-font-smoothing: antialiased;
}
.icon-remove:before {
		content:	”\2715”;
}
.icon-ok:before {
		content:	”\2713”;
}
.icon-star:before {
  content: ”\2605”;
}
.icon-list-ul:before {
		content:	”\23cd”;
}
.icon-reorder:before {
		content:	”\2630”;
}
.icon-refresh:before {
		content:	”\293e”;
}
/* -------------------------------------------------------------------------------------------------------------- */
/*	CSS	RESET																																																																																																						*/
/* -------------------------------------------------------------------------------------------------------------- */
html, body, div, span, applet, object, iframe,
h1,	h2,	h3,	h4,	h5,	h6,	p,	blockquote,	pre,
a, abbr, acronym, address, big, cite, code,
del, dfn, em, img, ins, kbd, q, s, samp,
small, strike, strong, sub, sup, tt, var,
b, u, i, center,
dl, dt, dd, ol, ul, li,
fieldset,	form,	label,	legend,
table, caption, tbody, tfoot, thead, tr, th, td,
article,	aside,	canvas,	details,	figcaption,	figure,
footer, header, hgroup, menu, nav, section, summary,
time, mark, audio, video {
  margin: 0;
  padding: 0;
  border: 0;
  outline: 0;
  font-size: 100%;
  font: inherit;
  font-weight: inherit;
  vertical-align: baseline;
}
/* HTML5 display-role reset for older browsers */
article,	aside,	details,	figcaption,	figure,
footer, header, hgroup, menu, nav, section {
  display: block;
}
body {
  line-height: 1;
}
blockquote, q {
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  quotes: none;
}
blockquote:before, blockquote:after,
q:before, q:after {
  content: ’’;
  content: none;
}
:focus {
  outline: 0;
}
ins {
  text-decoration: none;
}
del {
  text-decoration: line-through;
}
table {
  border-collapse: collapse;
  border-spacing: 0;
}
b, strong {
  font-weight: 600;
}
/* -------------------------------------------------------------------------------------------------------------- */
/*	BASIC	ELEMENT	STYLING																																																																																										*/
/* -------------------------------------------------------------------------------------------------------------- */
* {
  -webkit-font-smoothing: antialiased;
  -webkit-box-sizing: border-box;
  -moz-box-sizing: border-box;
  -ms-box-sizing: border-box;
  -o-box-sizing: border-box;
  box-sizing: border-box;
  -webkit-tap-highlight-color: rgba(0,0,0,0);
  -webkit-touch-callout: none;
  -webkit-user-select: none;
  -khtml-user-select: none;
  -moz-user-select: -moz-none;
  -ms-user-select: none;
  user-select: none;
}
html, body {
  height: 100%;
		overflow-x:	hidden;
}
body {
		font-family:	’Open	Sans’,	’Helvetica	Neue’,	Arial,	sans-serif;
		font-size:	$font_size+em;
		line-height:	line_height()+em;
}
h1 {
		padding:	line_height(0.5)+em	0;
		margin-bottom:	line_height(1)+em;
		font-size:	in_ems($font_size_px	*	16/14)+em;
  font-weight: 600;
}
img {
  max-width: 100%;
  image-rendering: optimizeQuality;
  -ms-interpolation-mode: bicubic;
}
input {
  display: block;
  width: 100%;
  margin: 0;
  padding: 0;
  border: 0;
  background: none;
  color: inherit;
  line-height: inherit;
  font-family: inherit;
  font-weight: inherit;
  font-size: inherit;
  text-shadow: inherit;
  resize: none;
  -webkit-font-smoothing: subpixel-antialiased;
  -webkit-touch-callout: text;
  -webkit-user-select: text;
  -khtml-user-select: text;
  -moz-user-select: text;
  -ms-user-select: text;
  user-select: text;
}
/* -------------------------------------------------------------------------------------------------------------- */
/*	CLASSES	FOR	LAYOUT																																																																																													*/
/* -------------------------------------------------------------------------------------------------------------- */
.group:after {
  visibility: hidden;
  display: block;
  content: ””;
  clear: both;
  height: 0;
  }
* html .group             { zoom: 1; } /* IE6 */
*:first-child+html	.group	{	zoom:	1;	}	/*	IE7	*/
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.panes {
  height: 100%;
  width: 182%;
  -webkit-transform: translateX(-45%);
  -moz-transform: translateX(-45%);
  -ms-transform: translateX(-45%);
  -o-transform: translateX(-45%);
  transform: translateX(-45%);
  -webkit-transition: -webkit-transform 0.6s cubic-bezier(0.5, 0, 0.5, 1);
  -moz-transition: -moz-transform 0.6s cubic-bezier(0.5, 0, 0.5, 1);
  -ms-transition: -ms-transform 0.6s cubic-bezier(0.5, 0, 0.5, 1);
  -o-transition: -o-transform 0.6s cubic-bezier(0.5, 0, 0.5, 1);
  transition: transform 0.6s cubic-bezier(0.5, 0, 0.5, 1);
  &.panes--left {
    -webkit-transform: translateX(0);
    -moz-transform: translateX(0);
    -ms-transform: translateX(0);
    -o-transform: translateX(0);
    transform: translateX(0);
    .section--right:after {
      position: absolute;
      top: 0;
      left: 0;
      right: 0;
      bottom: 0;
      display: block;
      content: ””;
    }
  }
  &.panes--right {
    .section--left:after {
      position: absolute;
      top: 0;
      left: 0;
      right: 0;
      bottom: 0;
      display: block;
      content: ””;
    }
  }
}
.section {
  position: relative;
  width: 50%;
  min-height: 100%;
		padding:	line_height()+em	in_ems($font_size_px)+em;
}
.section--left {
  z-index: 0;
		float:	left;
}
.section--right {
  z-index: 1;
		float:	right;
}
.media,	.media__body	{overflow:hidden;	_overflow:visible;	zoom:1;}
.media	.media__img	{float:left;	margin-right:	in_ems(4)+em;}
/* -------------------------------------------------------------------------------------------------------------- */
/*	WIDGETS																																																																																																								*/
/* -------------------------------------------------------------------------------------------------------------- */
.button {
  display: block;
  background: $light_grey;
  cursor: pointer;
  &.button-action-reorder {
    cursor: ns-resize;
  }
  &:hover {
    background: $hover;
    color: $light;
  }
}
.button--toggle {
  color: mix($dark_grey, $light_grey, 15%);
  &:hover {
				color:	mix($dark_grey,	$light_grey,	75%);
  }
  &.button--toggle--on {
    color: $dark_grey;
  }
  &.button--toggle--on:hover {
    color: $light;
  }
}
.section--lists {
  background: $dark_grey url(img/noise.png);
  color: $light;
  box-shadow: none;
  text-shadow: 0 -1px 0 #000;
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  .button {
    background: transparent;
    &.button--active {
      background: $light;
      color: $dark_grey;
      text-shadow: none;
    }
  }
}
.section--tasks {
		box-shadow:	in_ems(-3)+em	0	in_ems(3)+em	in_ems(-3)+em	rgba(	#000,	0.5	);
  -webkit-transform: translateZ(0); /* Fix rendering bug on Webkit */
  &.section--tasks--loading * {
    display: none;
  }
}
.button--icon {
  line-height: $task_height;
  text-align: center;
}
.button--box {
		width:	$task_height+em;
		height:	$task_height+em;
}
.button--large {
  display: block;
		height:	$task_height+em;
  line-height: $task_height;
  text-align: center;
}
.lists, .tasks {
  list-style: none;
}
.lists {
		margin:	0	in_ems(-$font_size_px)+em;
		border-top:	1px	solid	darken($dark_grey,	3%);
		border-bottom:	1px	solid	lighten($dark_grey,	3%);
}
  .list {
				padding:	0	in_ems($font_size_px)+em;
				border-top:	1px	solid	lighten($dark_grey,	3%);
				border-bottom:	1px	solid	darken($dark_grey,	3%);
				line_height:	$line_height+em;
    .media__img {
						margin-right:	in_ems(8)+em;
    }
    .media__body {
						padding:	($task_height	-	$line_height)/2	+em	0;
      font-weight: 600;
    }
    &.list--new .media__body {
      padding: 0;
    }
    input {
						height:	$task_height+em;
						line-height:	$task_height+em;
    }
  }
.task {
  position: relative;
		margin:	in_ems(4)+em	0;
  &.ui-sortable-helper {
				box-shadow:	0	0	0	in_ems(4)+em	$light,	0	in_ems(1)+em	in_ems(3)+em	in_ems(4)+em	rgba(	#000,	0.25	);
  }
}
  .task__status {
    &:hover {
      background: $light_grey;
      color: $dark_grey;
    }
    &.icon-star {
      background: $red;
      color: $light;
    }
    &.icon-ok {
      background: $green;
      color: $light;
    }
  }
  .task__content {
				padding-right:	$task_height*2+em;
    background: $light_grey;
    input {
      padding: 0 0.5em;
						height:	$task_height+em;
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						line-height:	$task_height+em;
    }
  }
  .task__tools {
    position: absolute;
    top: 0;
    right: 0;
    .button {
						float:	right;
    }
  }
.error-overlay {
		position:	fixed;
  left: 0;
  top: 0;
  width: 100%;
  height: 100%;
  background: rgba($light, 0.95);
}
.error {
		position:	fixed;
		left:	line_height()+em;;
		right:	line_height()+em;;
		top:	line_height(3)+em;
  max-width: 600px;
  margin: 0 auto;
		padding:	line_height()+em	in_ems($font_size_px)+em;
  background: $light;
		box-shadow:	0	in_ems(1)+em	in_ems(3)+em	rgba(	#000,	0.25	);
  .error__button {
				margin-top:	line_height()+em;
  }
}
/* -------------------------------------------------------------------------------------------------------------- */
/*	MEDIA	QUERIES																																																																																																		*/
/* -------------------------------------------------------------------------------------------------------------- */
@media screen and (min-width: 800px) {
  body {
    font-size: 1em;
  }
  .panes {
    width: 100%;
    -webkit-transform: translateX(0);
    -moz-transform: translateX(0);
    -ms-transform: translateX(0);
    -o-transform: translateX(0);
    transform: translateX(0);
    -webkit-transition: none;
    -moz-transition: none;
    -ms-transition: none;
    -o-transition: none;
    transition: none;
    &.panes--left .section--right:after { display: none; }
    &.panes--right .section--left:after { display: none; }
  }
  .section--left {
				width:	34%;
  }
  .section--right {
    width: 66%;
    -webkit-transform: none;
  }
		/*	WIDGETS	*/
}
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Functions.js
//	A	variable	for	storing	task	filtering	mode
var TaskFilter;
// A variable for storing timeout
var sendListTimeout;
// Initialize client with the API key
var	DbClient	=	new	Dropbox.Client({	key:	”kRhjO6mI4zA=|GG/U5RFX14wUzJqMhDbvw5SfSV25W6HLHFxItomQwQ==”,	sandbox:	true	
});
//	Setup	the	authentication	driver
DbClient.authDriver(new Dropbox.Drivers.Redirect({ rememberUser: true }));
init = function() {
  authenticateUser();
}
var showError = function(error) {
  // Create error message
  var $overlay = $(’<div class=”error-overlay”>’);
		var	$messageBox	=	$(’<div	class=”error”>’);
  var $messageText = $(’<p class=”error__text”>’);
		var	$messageButton	=	$(’<div	class=”error__button	button	button--large”>’);
		//	Structure	the	message
  $overlay.appendTo($(’body’));
		$messageBox.append($messageText).append($messageButton).appendTo($(’body’));
  switch (error.status) {
  case Dropbox.ApiError.INVALID_TOKEN:
    // If you’re using dropbox.js, the only cause behind this error is that
    // the user token expired.
				//	Get	the	user	through	the	authentication	flow	again.
    $messageText.text(’Istunto on päätynyt, ole hyvä ja kirjaudu uudestaan.’);
				$messageButton.click(function(){
      authenticateUser();
    }).text(’Kirjaudu sisään’);
    break;
  case Dropbox.ApiError.NOT_FOUND:
				//	The	file	or	folder	you	tried	to	access	is	not	in	the	user’s	Dropbox.
				//	Handling	this	error	is	specific	to	your	application.
    $messageText.text(’Haettua tiedostoa ei löytynyt. Tarkista, että tiedosto on Kauppalista-sovelluksen 
kansiossa.’);
				$messageButton.click(function(){
      closeError();
    }).text(’OK’);
    break;
  case Dropbox.ApiError.OVER_QUOTA:
    // The user is over their Dropbox quota.
    // Tell them their Dropbox is full. Refreshing the page won’t help.
    $messageText.text(’Dropbox-tilisi dataraja on ylittynyt, joten tietoja ei voitu tallentaa. Voit vapauttaa tilaa 
poistamalla tiedostoja Dropbox-kansiostasi.’);
				$messageButton.click(function(){
      closeError();
    }).text(’OK’);
    break;
  case Dropbox.ApiError.RATE_LIMITED:
    // Too many API requests. Tell the user to try again later.
    // Long-term, optimize your code to use fewer API calls.
    $messageText.text(’Palvelu on ylikuormittunut. Ole hyvä ja yritä myöhemmin uudestaan.’);
				$messageButton.click(function(){
      closeError();
    }).text(’OK’);
    break;
  case Dropbox.ApiError.NETWORK_ERROR:
    // An error occurred at the XMLHttpRequest layer.
    // Most likely, the user’s network connection is down.
    // API calls will not succeed until the user gets back online.
    $messageText.text(’Palvelimeen ei saatu yhteyttä. Tarkista, että olet internetin ulottuvissa.’);
				$messageButton.click(function(){
      sendList();
      closeError();
    }).text(’OK’);
    break;
  case Dropbox.ApiError.INVALID_PARAM:
  case Dropbox.ApiError.OAUTH_ERROR:
  case Dropbox.ApiError.INVALID_METHOD:
  default:
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    // Caused by a bug in dropbox.js, in your application, or in Dropbox.
    // Tell the user an error occurred, ask them to refresh the page.
				$messageText.text(’Sovelluksessa	tapahtui	sisäinen	virhe.	Ole	hyvä	ja	päivitä	selaimesi.’);
				$messageButton.click(function(){
      location.reload();
    }).text(’Päivitä selain’);
  }
};
// Function to close error dialog
var closeError = function() {
  $(’error-overlay, error’).remove();
}
// Authenticate the user
authenticateUser = function() {
  // Remove data to prevent duplicate entries on log in
  $(’#tasks .task, #lists .list’).remove();
  DbClient.authenticate(function(error, DbClient) {
    if ( error ) {
      return showError(error);
    }
				//	Get	the	list	of	list	names
    getLists();
				//	Get	user	info
    DbClient.getUserInfo(function(error, userInfo) {
      if (error) {
        return showError(error);
      }
      //Fill in the username
      $(’#userName’).html(userInfo.name);
    });
  });
}
// Function to get lists
getLists = function() {
		//	Find	.txt	files
		DbClient.findByName(	””,	”.txt”,	function(	error,	stat	)	{
    if ( error ) {
      return showError(error);
    }
				//	Go	through	the	.txt	files…
    for (var i = stat.length - 1; i >= 0; i--) {
						//	…and	create	lists
      addList(stat[i].name, stat[i].path, stat[i].versionTag);
    };
				//	If	there	is	no	active	lists…
    if ( !$(’#lists .button--active’).length ) {
						//	…activate	the	first	one
      changeList($(’#lists .list’).eq(0));
    }
  });
}
// Function to add a list to the lists menu
addList = function(text, dataUrl, versionTag) {
  // Create elements
  var $list = $(’<li class=”list button button-action-change-list media”>’);
  var $icon = $(’<div class=”media__img button--icon icon-list-ul”>’);
  var $content = $(’<div class=”media__body”>’);
		//	Structure	the	list
  $icon.appendTo($list);
  $content.html(text.replace(’.txt’, ’’)).appendTo($list);
		//	And	finally	add	the	list	to	the	lists	menu
  $list.attr({’data-url’: dataUrl, ’data-version-tag’: versionTag}).prependTo($(’#lists’));
}
// Function to remove a list from Dropbox
listRemove = function() {
		//	Get	the	path	of	the	current	list
		var	filePath	=	$(’#lists	.button--active’).attr(’data-url’);
		//	Remove	the	file
		DbClient.remove(	filePath,	function(	error,	stat	)	{
    // Remove the list element
    $(’#lists .button--active’).remove();
    setTimeout(function(){
				//	Activate	the	first	list
    changeList($(’#lists .list’).eq(0));
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    },1000);
  });
}
// Function to change the list
changeList = function($listElement) {
  // If $element provided
  if ( $listElement ) {
				//	Remove	.button--active	class	from	every	list…
    $(’.button--active’).removeClass(’button--active’);
				//	…and	then	add	.button--active	class	to	correct	list
    $listElement.addClass(’button--active’);
    // Remove current .tasks
    $(’#tasks .task’).remove();
    $(’#list-name input’).val(’’);
				//	Get	tasks	fron	Dropbox
    getTasks($listElement.attr(’data-url’));
  }
}
// Function to get tasks from Dropbox
getTasks	=	function(file)	{
  // Add class section--tasks--loading to .section--tasks
  $(’.section--tasks’).addClass(’section--tasks--loading’);
		//	Read	the	content	of	the	file
		DbClient.readFile(	file,	function(	error,	string,	stat	)	{
    if ( error ) {
      return showError(error);
    }
				//	Set	the	name	of	the	list,	without	.txt	extension
    $(’#list-name input’).val(stat.name.replace(’.txt’, ’’));
				//	Parse	.txt	file	content	to	HTML
    txtToHTML(string);
    // Remove class section--tasks--loading
    $(’.section--tasks’).removeClass(’section--tasks--loading’);
  });
}
//	Function	to	parse	.txt	files
txtToHTML = function(txt) {
		//	If	the	txt	string	is	not	empty…
  if ( txt && txt !== ”\n” ) {
				//	…split	to	tasks	from	newlines
    task = txt.split(’\n’);
				//	Go	through	the	tasks
    for (var i = task.length - 1; i >= 0; i--) {
						//	Done	state:	characters	1-3
						done	=	task[i].substr(0,	3);
						//	Star	state:	characters	4-6
						star	=	task[i].substr(3,	3);
						//	Text:	characters	7->
      text = task[i].slice(6);
      if ( done !== ”[ ]” ) { done = true; } else { done = false; }
      if ( star  == ” * ” ) { star = true; } else { star = false; }
      // create task
      addTask( done, star, text );
    }
  }
}
// Function to send list to Dropbox
sendList	=	function(filePath)	{
		//	If	filePath	is	provided,	it’s	a	new	list
		if	(	filePath	)	{
				//	Make	a	new	.txt	file	to	the	correct	path
				DbClient.writeFile(	filePath+’.txt’,	’’,	function(	error,	stat	)	{
      if ( error ) {
        return showError(error);
      }
      addList(stat.name, stat.path, stat.versionTag);
    });
  // if not, it’s an old list
  } else {
				//	Get	the	path	of	the	current	list
				var	filePath	=	$(’#lists	.button--active’).attr(’data-url’);
				//	Get	content	from	HTML
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				var	fileContent	=	HTMLToTxt();
				//	Get	the	old	name	and	the	new	name	of	the	list
    var oldName = $(’#lists .button--active .media__body’).html();
    var newName = $(’#list-name input’).val();
				//	Get	the	latest	list	data	for	checking	the	version
				DbClient.readFile(	filePath,	function(	error,	string,	stat	)	{
      if ( error ) {
        return showError(error);
      }
						//	If	the	local	version	is	the	same	as	the	one	on	Dropbox…
      if ( $(’#lists .button--active’).attr(’data-version-tag’) == stat.versionTag ) {
								//	…and	the	name	has	changed
        if ( oldName !== newName ) {
										//	Move	the	file	for	renaming
										DbClient.move(	filePath,	filePath.replace(oldName,	newName),	function(	error,	stat	)	{
            if ( error ) {
              return showError(error);
            }
            // Update the name, the version tag and the data url of the list item
            $(’#lists .button--active’).attr({’data-version-tag’: stat.versionTag, ’data-url’: stat.path})
													.find(’.media__body’).html(newName);
          });
								//	…and	the	name	has	not	changed
        } else {
										//		Overwrite	the	old	file	with	the	new	content
										DbClient.writeFile(	filePath,	fileContent,	function(	error,	stat	)	{
            if ( error ) {
              return showError(error);
            }
            // Update the version tag of the list item
            $(’#lists .button--active’).attr(’data-version-tag’, stat.versionTag);
          });
        }
      }
    });
  }
}
//	Function	to	parse	HTML	to	.txt	file
HTMLToTxt = function() {
  // Create an empty array
  var txt = [];
		//	Go	through	all	tasks
  $(’#tasks .task’).each(function(){
    $this = $(this);
				//	Get	text	of	the	task	and	remove	newlines
				text	=	$this.find(’.task__content	input’).val().replace(’\n’,	’’);
				//	Get	done	status
				if	(	$this.find(’.task__status’).hasClass(’icon-ok’)	)				{	done	=	’[X]’;	}	else	{	done	=	’[	]’;	}
				//	Get	star	status
				if	(	$this.find(’.task__status’).hasClass(’icon-star’)	)	{	star	=	’	*	’;	}	else	{	star	=	’			’;	}
    // Add task to the txt array
				txt.push(done+star+text);
  });
  // Convert the array to string
  txt = txt.join(’\n’);
  // Return the string
  return txt;
}
// Function to add a task to the list
addTask = function( done, important, text ) {
  // Create elements
  var $task = $(’<li class=”task media”>’);
  var $status = $(’<div class=”task__status button button--box button--icon button-action-ok media__img”>’);
  var $content = $(’<div class=”task__content media__body”>’);
  var $text = $(’<input type=”text”>’);
  var $tools = $(’<div class=”task__tools”>’);
  var $toolReorder = $(’<div class=”button button--box button--icon button-action-reorder icon-reorder”>’);
		var	$toolStar	=	$(’<div	class=”button	button--toggle	button--box	button--icon	button-action-star	icon-star”>’);
  // If the task is done, add class
  if ( done ) {
    $status.addClass(’icon-ok’);
  }
  // If the task is important, add class
  if ( important ) {
    $status.addClass(’icon-star’);
				$toolStar.addClass(’button--toggle--on’);
  }
		//	Structure	the	task
  $status.appendTo($task);
  $content.append($text.val(text)).appendTo($task);
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		$tools.append($toolReorder).append($toolStar).appendTo($task);
		//	And	finally	add	the	task	to	the	list
  $task.prependTo($(’#tasks’));
		//	Run	filtering	function	in	case	the	status	change	is	relevant
		filterTasks();
}
//	Function	to	filter	tasks	by	being	done,	undone	or	show	all
filterTasks	=	function()	{
		//	Show	done	tasks
  if ( TaskFilter == ’icon-ok’) {
				$(’#tasks	.task’).hide().filter(’:has(.task__status.icon-ok)’).show();
		//	Show	undone	tasks
  } else if ( TaskFilter == ’icon-undone’ ) {
				$(’#tasks	.task’).hide().filter(’:has(.task__status:not(.icon-ok))’).show();
		//	Show	all	tasks
  } else {
    $(’#tasks .task’).show();
  }
}
//	Function	to	change	filtering	mode
changeTaskFilter = function($buttonElement) {
  // If $buttonElement provided
  if ( $buttonElement ) {
    // Toggle between different options:
				//	If	we	are	currently	showing	all	tasks…
    if ( $buttonElement.hasClass(’icon-list-ul’) ) {
						//	…change	filtering	to	show	only	undone	tasks
      $buttonElement.toggleClass(’icon-list-ul icon-undone’);
      TaskFilter = ’icon-undone’;
				//	If	we	are	currently	showing	undone	tasks…
    } else if ( $buttonElement.hasClass(’icon-undone’) ) {
						//	…change	filtering	to	show	only	done	tasks
      $buttonElement.toggleClass(’icon-undone icon-ok’);
      TaskFilter = ’icon-ok’;
				//	If	we	are	currently	showing	done	tasks…
    } else {
						//	…change	filtering	to	show	all	tasks
      $buttonElement.toggleClass(’icon-ok icon-list-ul’);
      TaskFilter = ’icon-list-ul’;
    }
				filterTasks();
  }
}
// Function to set task as done
taskDone = function($taskElement) {
  // If $taskElement provided
  if ( $taskElement ) {
    // Toggle .icon-ok class
				$taskElement.find(’.task__status’).toggleClass(’icon-ok’);
				//	Run	filtering	function	in	case	the	status	change	is	relevant
				filterTasks();
				//	Send	updated	list	to	Dropbox
    sendList();
  }
}
// Function to set task as important
taskStar	=	function($taskElement)	{
  // If $taskElement provided
  if ( $taskElement ) {
    // Toggle .icon-star class
				$taskElement.find(’.task__status’).toggleClass(’icon-star’);
				$taskElement.find(’.button-action-star’).toggleClass(’button--toggle--on’);
				//	Send	updated	list	to	Dropbox
    sendList();
  }
}
// Function to remove a task
taskRemove = function($taskElement) {
  // If $taskElement provided
  if ( $taskElement ) {
    // Remove the task
    $taskElement.remove();
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				//	Send	updated	list	to	Dropbox
    sendList();
  }
}
// Function to change active panes
function changePane() {
		//	Make	the	other	section	to	trigger	this	action	in	future…
  $(’.section’).toggleClass(’section--hidden’);
		//	…and	change	which	section	is	shown
  $(’.panes’).toggleClass(’panes--left panes--right’);
} 
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jQuery(document).ready(function($) {
  init();
  // Make #tasks sortable
  $(’#tasks’).sortable({ axis: ’y’, handle: ’.button-action-reorder’, stop: function(){ sendList(); } });
  $(’html’).on(’click’, ’.button-action-change-list’, function(){
				//	Bind	functionality	to	change	list	buttons
    changeList($(this));
				//	Go	back	to	tasks	pane	with	a	little	delay
    setTimeout(function(){ $(’.section--hidden’).trigger(’click’); }, 200 );
		}).on(’click’,	’.button-action-filter’,	function(){
				//	Bind	functionality	to	change	task	filtering	button
    changeTaskFilter($(this));
  }).on(’click’, ’#tasks .task .button-action-ok’, function(){
				//	Bind	functionality	to	change	task	status	to	done	button
    taskDone($(this).closest(’.task’));
  }).on(’click’, ’#tasks .task .button-action-star’, function(){
				//	Bind	functionality	to	change	task	status	to	important	button
				taskStar($(this).closest(’.task’));
  }).on(’click’, ’.section--hidden’, function(){
    changePane();
  }).on(’keypress’, ’input[type=”text”]’, function(e){
				//	…if	”Enter”	key	was	pressed…
				if	(	e.which	==	13	)	{
      $this = $(this);
						//	…and	the	input	is	the	new	list	input:
      if ( $this.closest(’.list--new’).length ) {
        // If the input is not empty
        if ( $this.val() !== ’’ ) {
										//	Send	new	list	to	Dropbox…
          sendList($this.val());
										//	…and	reset	the	input
          $this.val(’’);
        }
						//	…and	the	input	is	the	new	task	input:
      } else if ( $this.closest(’.task--new’).length ) {
        // If the input is not empty
        if ( $this.val() !== ’’ ) {
										//	Add	new	task…
          addTask( ’’, ’’, $this.val() );
										//	…and	reset	the	input
          $this.val(’’);
										//	Send	updated	list	to	Dropbox
          sendList();
        }
						//	…and	the	input	is	a	task	label:
      } else if ( $this.closest(’.task’).length ) {
        // If the input is empty
        if ( $this.val() == ’’ ) {
          // Remove the task
          taskRemove($this.closest(’.task’));
        }
								//	Blur	the	input
        $this.blur();
								//	Send	updated	list	to	Dropbox
        sendList();
						//	…and	the	input	is	the	list	name:
      } else if ( $this.parent(’#list-name’).length ) {
        // If the input is empty
        if ( $this.val() == ’’ ) {
          // Remove the list
          listRemove();
        }
								//	Blur	the	input
        $this.blur();
								//	Send	updated	list	to	Dropbox
        sendList();
      }
    }
  });
});
