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vastaamaan sille asetettuihin haasteisiin, sekä ennen kaikkea myös kehittymään uusien 
tekniikoiden mukana, on sen automatisointia lisättävä voimakkaasti.  
Automatisoinnin mahdollistamiseksi on ohjelmistotuotannossa tehtävä ratkaisevia muu-
toksia suunnittelutavoissa. Tässä tutkielmassa esitettiin yhdeksi varteenotettavaksi vaih-
toehdoksi tähän tarkoitukseen mallipohjaista suunnittelua (MDD). Mallipohjaisen suun-
nittelun perusajatuksena on tehdä malleista suunnittelun perusvälineitä, eikä pelkästään 
dokumentoinnin välineitä.   
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lipohjainen arkkitehtuuri (Model Driven Architecture, MDA) ja ohjelmistotehdas 
(Software Factory, SF). Tutkielmassa pyritään antamaan pintapuolinen kuva menetel-
mistä sekä niiden vahvuuksista ja heikkouksista. Erityisesti keskitytään menetelmien 
tuomiin mahdollisuuksiin automatisoinnin kannalta ja sitä kautta ohjelmistotuotannon 
laadun sekä tehokkuuden parantamisen kannalta. 
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1 JOHDANTO 
Tässä tutkielmassa käsitellään ohjelmistotuotantoa ja sen automatisointia nykymaailman 
asettamien vaatimusten ja edellytysten kannalta. Tutkielmassa pyritään tuomaan esille 
ne vaatimukset, jotka ovat viime vuosina kohdistuneet ohjelmistotuotantoon. Nämä vaa-
timukset ovat luoneet tilanteen, jossa ohjelmistotuotannon on uudistuttava, jotta se pys-
tyy vastaamaan sille asetettuihin uusiin haasteisiin ja vanhoihin tavoitteisiin. Ohjelmis-
totuotanto alana on tilanteessa, jossa sen on uudistuttava, jotta sen kestävä kehitys pys-
tyisi jatkumaan ilman nopean kasvun mukanaan tuomia lieveilmiöitä. 
Ohjelmistotuotanto on kärsinyt kautta-aikain tehottomuudesta. Tietokoneiden voimakas 
yleistyminen kodeissa varsinkin 2000-luvulla ja niiden myötä ohjelmistojen tullessa 
kaiken kansan käyttöön on myös uskottavuus ohjelmistojen laadusta rapistunut voimak-
kaasti. Ohjelmistotuotannon uudistumisen on tehostettava ohjelmistojentuotantoproses-
seja sekä parannettava ohjelmistojen laatua kokonaisuudessaan. Vain automatisointia 
rajusti lisäämällä ohjelmistoteollisuus pystyy vastamaan sille asetettuihin uusiin haastei-
siin sekä pääsemään eroon sitä vaivanneista vitsauksista. Automatisoinnin avulla nykyi-
nen ohjelmistotuotanto saadaan vietyä yhä enemmän kohti automatisoitua tuotantoa eli 
ohjelmistoteollisuutta. 
Tutkielman tavoitteena on selvittää, miten ohjelmistotuotantoa saadaan automatisoitua 
ja tehostettua sekä parannettua lopputuotteen eli ohjelmiston laatua. Tähän tavoitteeseen 
pyritään pääsemään tutustumalla ohjelmistotuotannon ongelma-alueisiin. Lisäksi tut-
kielmassa selvitetään mallipohjaisen suunnittelun tuomia mahdollisuuksia näiden on-
gelmien ratkaisemiseen. Tutkielmassa luodaan katsaus mallipohjaisen suunnittelun pe-
rusteisiin sekä tuoda esille sen tarjoamat mahdollisuudet ohjelmistotuotannon tehosta-
miseen. Mallipohjainen suunnittelu ei itse ole ratkaisu ongelmiin vaan sen ajatusmaail-
man pohjalta syntyneet konseptit antavat mahdollisuuden ratkaista tai ainakin helpottaa 
ohjelmistotuotantoa vaivanneita ongelmia. Tutkielmassa esitellään lyhyesti kaksi nou-
sevaa menetelmää sekä pohditaan niiden tuomia mahdollisuuksia ohjelmistotuotannos-
sa.   Mallipohjainen suunnittelu on jo osoittanut olevansa ohjelmistojen massatuotannon 
yleistymisen kannalta olennainen ajattelutapa. Mallipohjaista ajattelua soveltavien me-
netelmien kehitys tulee näyttämään sen, miten laajasti lupauksia herättävä tullaan otta-
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maan käyttöön ja millaisia muutoksia se tulee tuomaan mukanaan ohjelmistotuotannon 
alalle. 
Luvussa kaksi käsitellään ohjelmistotuotannon tilaa yleisesti. Aluksi luvussa käsitellään 
yleisesti havaittuja haasteita ja ongelma-alueita, jotka ovat luoneet tarpeen ohjelmisto-
tuotannon uudistamiselle. Luvussa esitellään myös muutamia perustekijöitä, jotka ovat 
ohjelmistotuotannon automatisoinnin kannalta olennaisia sekä sitä kautta mahdollisia 
ratkaisuja nykyisiin ohjelmistotuotannon pullonkauloihin. Lisäksi luvussa esitetään ly-
hyesti, mitä kaikkea ohjelmistotuotantoon kuuluu ja mitä sen osa-alueita tässä tutkiel-
massa käsitellään. 
Luvussa kolme käsitellään mallipohjaista kehitystä (Model Driven Development, 
MDD), joka on ohjelmistotuotannossa tällä hetkellä vallalla oleva menetelmä laadun 
parantamiseksi ja ohjelmistotuotannon automatisoimiseksi. Luvussa tutustutaan MDD:n 
perusajatuksiin, sen tarjoamiin mahdollisuuksiin sekä tutustutaan kahteen siihen perus-
tuvaan menetelmään. Jo tässä vaiheessa on todettava, että MDD on käsitteenä varsin 
uusi vaikka se koostuukin ohjelmistoalalla tutuista ajatuksista. Käsitteen uutuuden joh-
dosta varsinkin sen sovellukset ovat vielä yleisesti standardoimattomia, eivätkä aina-
kaan ole kovin laajasti käytössä. 
Ensimmäinen käsiteltävistä suuntaus on Model Driven Architecture (MDA), joka on 
Object Management Groupin (OMG) luoma mallipohjaiseen kehitykseen pohjaava kon-
septi. Luvussa esitellään lyhyesti MDA:n perusrakenne sekä tärkeimmät ominaispiir-
teet. Toinen käsiteltävistä suuntauksista on Software Factory (SF), joka puolestaan on 
Microsoftin luoma MDD-pohjainen menetelmä. Luvussa annetaan peruskuva mentel-
män rakenteesta sekä ominaisuuksista. Luvun lopussa vertaillaan SF- ja MDA-
konsepteja. Tässä osiossa pyritään tuomaan esille kummankin konseptin vahvuudet ja 
heikkoudet sekä yleisiä käsityksiä molemmista konsepteista.  
Luvussa neljä kerrataan lyhyesti tutkielman sisältö sekä kootaan yhteen ohjelmistotuo-
tannon automatisoinnin nykytilannetta sekä kartoitetaan tulevaisuuden suuntauksia. 
Tässä luvussa arvioidaan mallipohjaista kehitystä mahdollisena ratkaisuna ohjelmisto-
tuotannon ongelmiin sekä arvioidaan miten tutkielman teon tavoitteet onnistuttiin täyt-
tämään. Varmuutta tulevaisuudesta ei pysty kukaan esittämään, mutta luvussa pyritään 
antamaan mahdollisimman objektiivinen kuva tulevaisuuden näkymistä. 
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2 OHJELMISTOTUOTANNON AUTOMATISOINNIN 
TARPEET JA TILANNEKATSAUS 
Tässä luvussa käsitellään ohjelmistotuotannon ominaispiirteitä nykyään sekä tutustutaan 
sen heikkouksiin. Luvussa perehdytään automatisoinnin ja muiden uudistusten tarpeen 
syihin. Lisäksi tässä luvussa esitellään ohjelmistotuotannon automatisoinnin kannalta 
olennaisia tekijöitä sekä suuntauksia 2000-luvun ohjelmistotuotannossa. 
Luvussa 2.1 käsitellään ohjelmistotuotantoa käsitteenä sekä esitellään itse sen määritel-
miä. Luvussa esitellään lyhyesti, mitä kaikkea ohjelmistotuotanto käsite voi pitää sisäl-
lään, sekä myös pyritään luomaan selkeä kuva mitä ohjelmistotuotannon osa-alueita 
tutkielmassa tarkemmin käsitellään. 
Luvussa 2.2 käsitellään ohjelmistotuotannon yleistilannetta sekä sen suurimmat ongel-
ma-alueet, joita se on viime vuosikymmenten nopeassa kehityksessä kohdannut. Tässä 
luvussa tuodaan myös esille ohjelmistotuotannon pääasialliset pullonkaulat eli prosessi-
en tehottomuus sekä ohjelmistojen laatu. Lisäksi tässä luvussa esitellään eräitä ohjelmis-
totuotannon kroonisia ongelmia, jotka ovat jarruttaneet kehitystä kohti automatisoitua 
ohjelmistoteollisuutta.  
Luvussa 2.3 esitellään automatisoinnin nykytilaa sekä syitä, miksi ohjelmistotuotannos-
sa on tehtävä muutoksia kohti todellista ohjelmistoteollisuutta. Lisäksi käsitellään muu-
tamaa perusajatusta, jotka ovat olennaisia ohjelmistotuotannon automatisoinnin tulevai-
suuden kannalta. Luvussa esitellään myös tuotelinja-ajattelu, joka on ohjelmistotuotan-
non uusi suuntaus. Sen perusperiaatteena on uudelleen käyttöä systematisoimalla tarjota 
pohjan uusille menetelmille, jotka tähtäävät automatisoinnilla kohti ohjelmistoteolli-
suutta. 
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2.1 Ohjelmistotuotanto käsitteenä 
Ohjelmistotuotanto (Software Engineering, SE) on käsitteenä varsin epämääräinen ja 
sitä voidaan tulkita hyvinkin laajasti. Oikeastaan sitä voidaan terminä käyttää lähes 
kaikkeen ohjelmistojen tuottamiseen liittyvään, kuten ATK-sanakirjassakin [ATK08] on 
esitetty: ”ohjelmistotekniikaksi voidaan kutsua ohjelmatuotteiden laatimisen, kokoami-
sen, tuotteistamisen ja valmistuksen menetelmät ja välineet sinänsä, tai tutkimuksen 
kohteena tai opetuksen aiheena”. Ohjelmistotuotanto-termille on useitakin päteviä sy-
nonyymejä, joista varmasti yleisin on ATK-sanakirjassa esitetty ohjelmistotekniikka. 
Ohjelmistotuotanto on terminä myös standardoitu ja vapaasti suomennettuna sen määri-
telmä on seuraavanlainen: ohjelmistotuotanto on systemaattista, kontrolloitua ja mitat-
tavissa olevaa toimintaa, joka tähtää ohjelmistotuotteen kehittämiseen, käyttöönottoon 
ja ylläpitoon.  
 
 
 
 
 
 
 
 
 
 
 
 
Kuva 1: Ohjelmistotuotannon rakennetta osa 1 [SWE04] 
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Erittäin hyvän kuvan ohjelmistotuotannon laajuudesta saa kuvista 1 ja 2. Kuvissa on 
esitettynä kattavasti puurakenteena ohjelmistotuotantona yhteisesti ja erikseen tunnetut 
aihe-alueet sisältöineen. Tässä tutkielmassa painopisteenä on Software Design eli 
ohjelmistojen suunnittelun aihe-alue. Software Quality eli ohjelmistojen laatu 
aihe-aluetta sivutaan erityisesti luvussa 2.2.2, jossa käsitellään ohjelmistojen laatua yh-
tenä ohjelmistotuotannon ongelma-alueena. Luvussa kolme esiteltävien konseptien osal-
ta sivutaan myös Software Engineering Tools and Methods osa-aluetta. 
Se itse asiassa on kokonaisuutena ohjelmistotuotannon automatisoinnin kannalta hyvin 
tärkeä aihealue. Tässä tutkielmassa pyritään keskittymään suunnittelun menetelmiin 
mutta (automatisointi)työkalut ovat totta kai yksi avainsana, kun ohjelmistotuotannon 
automatisoinnista puhutaan. 
 
 
 
 
 
 
 
 
 
 
Kuva 2: Ohjelmistotuotannon rakennetta osa 2 [SWE04] 
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Tutkielmassa käytetään myös käsitettä ohjelmistoteollisuus, joka varmaankin on tutum-
pi käsitteenä kuvaamassa ohjelmistotuotantoa tekeviä yrityksiä kokonaisuutena. Tässä 
tutkielmassa sillä kuitenkin pyritään kuvaamaan yhteyttä perinteiseen teollisuuteen, 
jonka menetelmiä pyritään omaksumaan ohjelmistotuotannon automatisoimiseksi. 
 
2.2 Ohjelmistotuotannon tila ja ongelmat 
 
Ongelman nykyisessä ohjelmistotuotannossa muodostaa sen menetelmien perustuminen 
pitkälti ihmispainotteiseen käsityöhön [BrM07]. Tämä ohjelmistotuotannon piirre tekee 
siitä erittäin aikaa, resursseja ja ennen kaikkea rahaa kuluttavaa [GrS03]. Ohjelmisto-
tuotannossa on myös yleistä, että projektit joko myöhästyvät tai tulevat suunniteltua 
kalliimmaksi. Eli tehottomuuden ja kalleuden lisäksi asetettuja tavoitteita ei pystytä 
täyttämään [BrM07]. 
Ohjelmistoteollisuudessa on eräitä merkittäviä eroja verrattuna perinteiseen teollisuu-
teen ja nämä osaltaan selittävät tuottavuusongelmaa sekä ohjelmistojen kehittämisen 
haastavuutta. Tärkeimmät ohjelmistoteollisuuden haasteet liittyvät siihen, että ohjelmis-
tot ovat usein erittäin monimutkaisia, luonteeltaan uniikkeja ja kaiken lisäksi jatkuvan 
muutokset kohteina [GrS03]. Suurin yksittäinen ongelma ohjelmistotuotannon tehotto-
muuteen lienee kuitenkin tekniikan ja vaatimusten nopea kehittyminen. Käytettävät me-
netelmät ovat kuitenkin samalla jääneet kehityksessä jälkeen. Suurimpina ongelma-
alueina ohjelmistotuotannossa ovat tällä hetkellä ohjelmistojen laatu sekä ohjelmisto-
tuotantoprosessin tehokkuus. 
 
2.2.1 Krooniset ongelmat 
 
Ohjelmistotuotannon pullonkaulat ovat tehottomuus ja lopullisten ohjelmistotuotteiden 
heikko laatu. Jokainen ohjelmisto on aina ainutlaatuinen ja niissä on omat vikansa. Sel-
keästi on kuitenkin havaittavissa joitain ongelma-alueita, jotka aiheuttavat suuren osan 
ohjelmistotuotannon haasteista sekä jarruttavat kehitystä.  Nämä haasteet ovat monoliit-
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tinen konstruointi, liiallinen yleistäminen, ohjelmistojen uniikki kehittäminen ja proses-
sien kypsymättömyys [GrS04].  
Monoliittinen konstruointi. Ohjelmistoalalla on jo kauan pyritty tilanteeseen, jossa oh-
jelmistot luotaisiin olemassa olevista komponenteista koostamalla. Erityisesti olio-
ohjelmointi sekä komponenttipohjainen kehitys ovat pyrkineet tähän kuitenkin siinä 
onnistumatta. Seuraavassa on lueteltuna muutama oleellinen ongelma-alue, jotka ovat 
johtaneet monoliittiseen konstruointiin: 
• Alustariippuvat protokollat vaikeuttavat eri alustojen komponenttien tai jopa eri 
versioiden komponenttien kokoamista sekä niiden välistä kommunikointia. 
• Heikot pakkausteknologiat eivät sisällä tarpeeksi tietoa komponenttien ominai-
suuksista eivätkä niiden yhteistoiminnasta kootussa ohjelmistossa [GAO95]. 
• Not Invented Here syndrooma: Usein päätetään kehittää tiettyyn tarkoitukseen 
sopiva komponentti itse, vaikka uudelleenkäytettäviä komponentteja olisikin 
saatavilla. Eli päädytään tekemään itse lisätyötä eikä hyväksytä muiden tekemää 
komponenttia ja sen hyödyntämistä uudelleenkäyttöllä. 
Liiallinen yleistäminen. Perusongelmana on se, että käytössä olevat ohjelmistokehityk-
sen menetelmät ja kielet tarjoavat kehittäjille liikaa vapauksia. Jos ajatellaan esimerkiksi 
liiketoimintaa tukevia sovelluksia, huomataan, että ne koostuvat usein muutamista pe-
rusmalleista. Esimerkiksi ne voivat lukevat tietoa tietokannasta, käsitellä sitä sovellus-
alueelle kuuluvin säännöin, näyttää sen käyttäjälle, antavat käyttäjän muokata tietoa 
tiettyjen sääntöjen puitteissa ja viimein tallentavat tiedot takaisin tietokantaan. Tämä on 
hyvin moneen ohjelmistoon tai järjestelmään sopiva yksinkertaistus. Huomioon on kui-
tenkin otettava myös muut järjestelmiin kohdistuvat vaatimukset, kuten esimerkiksi 
liittymistä perinnejärjestelmiin, normaalista poikkeavat käyttöliittymät kuten mobiilit- 
käyttöliittymät, suuret datamäärät, monta yhtäaikaisia käyttäjää tai vasteaikavaatimuksia 
ja näin ollen edellä mainittujen perusmallien sovittaminen saattaa olla haastavaa. Kui-
tenkin, vaikka jokaisessa projektissa on omat uniikit yksityiskohtansa, on työssä usein 
havaittavissa samankaltaisia piirteitä projektista toiseen. Täten menetelmien, käytäntö-
jen ja työkalujen olisi järkevää tarjota kehittäjille tukea näiden yhteisten piirteiden osal-
ta. 
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Yksittäinen kehittäminen. Ohjelmistotuotannossa on pyritty jo kauan ohjelmistojen ke-
hittämiseen vanhojen pohjalta. Suurin osa ohjelmistoista kehitetään yksittäisinä ohjel-
mistoina eristyksissä muista ohjelmistoista, vaikka ohjelmistoissa olisikin enemmän 
yhtäläisyyksiä kuin eroavaisuuksia. Vanhojen järjestelmien hyödyntäminen jää valitet-
tavan usein pienten ohjelman osasten uudelleenkäyttöön. Tähän pystyttäisiin puuttu-
maan helposti panostamalla saman tuotteen eri variaatioiden suunnitteluun ennen varsi-
naisen kehitystyön aloittamista. Nykyisellään uudelleenkäyttö jää kuitenkin vain satun-
naiseksi sivutuotteeksi tuotantoprosesseissa. 
Prosessien kypsymättömyys. Ohjelmistotuotannon prosessien suurimpia ongelmia on 
niiden taipumus ylittää aikataulunsa sekä budjettinsa. On tutkittu, että vain joka kuudes 
ohjelmistoprojekti pysyy aikataulussaan ja budjetissaan [May98].   
 
2.2.2 Laatu 
 
 
Ohjelmiston laadulla viitataan perinteisesti tuotteen kykyyn täyttää asiakkaan sille aset-
tamat vaatimukset ja odotukset [HaM04]. Yksi varsin kattava määritelmä ohjelmiston 
laadusta on myös: ohjelmiston laadulla mitataan miten hyvin ohjelmisto on suunniteltu 
(suunnittelun laatu) ja miten hyvin se täyttää suunnitelmia (toteutuksen laatu) [Pre05]. 
Tämä viimeksi mainittu määritelmä vastaa myös hyvin pitkälle ISO9001 standardissa 
esitettyä määritelmää: ohjelmiston laatu on mittari, jolla mitataan, miten hyvin tietyt 
ohjelmiston ominaispiirteet täyttävät sille asetetut vaatimukset. 
 
Yleisesti voidaan todeta, että laatu voidaan jakaa hyvin moneen eri osa-alueeseen ja 
näiden mittaamisessa käyttää useita mittareita. Tässä luvussa on esitelty Haikala & Mä-
rijärven Ohjelmistotuotanto-kirjaa [HaM04] mukaillen tärkeimmät ja yleisimmin tun-
nustetut laadun osa-alueet ohjelmistotuotannossa sekä joitain näiden osa-alueiden omi-
naispiirteitä. Suurin osa osa-alueista koskee itse lopputuotetta eli ohjelmistoa, mutta 
myös ohjelmistotuotantoa prosessina käsitellään. 
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• Ylläpidettävyys on mittari sille, miten helppo järjestelmää (ohjelmistoa) on yllä-
pitää. Ylläpidolla puolestaan tarkoitetaan virheiden korjausta, ohjelmiston mu-
kauttamista uusiin ympäristöihin tai alustoille sekä ohjelmistojen parantamista. 
 
• Muutettavuus kertoo sen, miten helppoa ohjelmistoon on tehdä muutoksia ja li-
säyksiä. Ominaista muutettavuudelle on se, että muutosten teon jälkeen ohjel-
miston muutettavuus alenee. 
 
• Uudelleenkäytettävyys on mittari sille, miten hyvin ohjelmiston tai järjestelmän 
osia voidaan käyttää uutta vastaavaa rakennettaessa. Uudelleen käytettävissä 
olevaa voi olla itse ohjelmisto tai sen osat, suunnitteluprosessi, testausprosessi 
tai minkä tahansa näiden määrittelyt. 
 
• Siirrettävyydellä mitataan, miten hyvin (jos ollenkaan) ohjelmistoa voidaan 
käyttää erilaisissa ympäristöissä. Erilaisia ympäristöjä voivat olla erilaiset lait-
teistot, käyttöjärjestelmät tai ohjelmistoalustat. 
 
• Ymmärrettävyys kuvaa, miten hyvin ohjelmistotuotetta on ymmärtää. Tämä on 
olennainen osa ohjelmiston ylläpidolle. 
 
• Ajanmukaisuudella mitataan ohjelmistoprosessin kykyä tuottaa ohjelmisto ajois-
sa. Tämän mittarin kanssa ohjelmistotuotannossa on ollut ikuinen ongelma sen 
kanssa, julkaistaanko puutteellinen tuote ajoissa vai täydellisempi myöhässä. 
 
• Näkyvyys on mittari sille, miten helppoa on nähdä mitä on tehty, miten on tehty 
ja milloin on tehty. Tämäkin on hyvin olennainen osa ohjelmiston ylläpidolle 
etenkin silloin, jos ohjelmistoa tuottamassa ollut henkilöstö vaihtuu. 
 
Kuten näiden mittareiden kuvauksista on nähtävissä, laatu on hyvin subjektiivinen käsi-
te, joka riippuu käyttäjästä ja käyttöympäristöstä. Lisäksi laatu on aina ainakin jossain 
määrin lopullisesta ja hänen odotuksistaan riippuvaa [Gre03]. 
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2.2.3 Tehottomuus 
 
Keskimäärin vain noin joka kuudes ohjelmistoprojekti valmistuu aikataulussaan ja bud-
jetissaan pysyen. Jo vuonna 1995 kulutettiin Standish Groupin mukaan pelkästään Yh-
dysvalloissa 81 miljardia dollaria keskeytettyihin ohjelmistoprojekteihin ja ohjelmisto-
projektien budjetteja ylitettiin 59 miljardilla dollarilla ja silti lopulliset ohjelmistotuot-
teet sisältävät vain 42 % alun perin suunnitelluista ominaisuuksista [GrS04]. Kuluneen 
kymmenen vuoden aikana ohjelmistojen tarve ja määrä maailmassa on kasvanut ja voi 
vain kuvitella, mille tasolle maailmanlaajuisesti tämä hukkaan laitettu rahamäärä aset-
tuu. 
Viimeisen kymmenen vuoden aikana ohjelmistoteollisuus on sinnitellyt yksittäisten 
ohjelmistosuunnittelijoiden henkilökohtaisen osaamisen varassa. He ovat olleet kuin 
artesaanit ennen teollista vallankumousta palvellessaan asiakkaita ja täyttäessään heidän 
vaatimuksensa omalla näppäryydellään ja taidokkuudellaan. Vaatimukset ovat kuitenkin 
lisääntyneet jatkuvasti ja loppujen lopuksi hyvin rajalliset resurssit, eli työskentelytavat, 
työvälineet ja ennen kaikkea osaavat tekijät, alkavat olla loppuun käytettyjä. Ilman uu-
sia innovaatioita automatisoinnin saralla ei ohjelmistoteollisuus pysty nykyisellään enää 
pitkään vastaamaan sille asetettuihin haasteisiin [GrS03].  
 
2.3 Automatisoinnilla kohti ohjelmistoteollisuutta 
 
Vaikka ohjelmistotuotannon tuotteiden avulla voidaan nykyään automatisoida mitä eri-
laisimpia prosesseja, on todettava, että itse ohjelmistotuotannossa ei toistaiseksi automa-
tisointia kuitenkaan merkittävässä mittakaavassa ole esiintynyt. Aiemmin ohjelmistoilla 
on vain pyritty tehostamaan ja automatisoimaan muiden teollisuuden-alojen prosesseja. 
Automatisointi ja uudelleenkäyttö ovat jääneet valitettavan pitkälle leikkaa ja liimaa - 
tasolle [GrS04].  
Ohjelmistotuotanto on tähän mennessä saanut kehittyä aivan omana tieteenalanaan mut-
ta vaatimusten kehittyessä on osittain pakon edessä herännyt ajatus ottaa mallia perin-
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teisistä teollisuuden aloista. Tavallisen teollisuuden tuotelinjoja ja tuotantoprosesseja 
mukaillen halutaan saavuttaa parempi, tehokkaampi ja teollisempi ohjelmistotuotanto-
prosessi automatisointia sekä uudelleenkäyttöä hyödyntäen [ACD07, BrM07].  
 
Kuten aiemmin on todettu, ovat ohjelmistoteollisuuden suurimmat ongelmat olleet sen 
omassa tehottomuudessa. Siihen ovat johtaneet aiemmin mainittujen tekijöiden lisäksi 
ohjelmistotuotannon luonne välineenä. Ohjelmistot ovat nykyajan nopeassa kehitykses-
sä olleet enemmänkin välineinä, eikä niiden tuotteistusta ole hyödynnetty täysin. Vii-
meisen reilun vuosikymmenen aikana ohjelmistot ja niiden tuotanto ovat kehittyneet 
valtavalla vauhdilla. Samalla myös niistä itsestään on tullut arvokkaita tuotteita, joiden 
kehittämiseksi on käännetty katse kohti perinteisiä automatisoituja teollisia prosesseja 
[ACD07].  
 
Ohjelmistotuotantoon on tuotava teollisuuden parhaat piirteet ja rohkeasti tehtävä siir-
tymä uusiin menetelmiin [ACD07]. Ohjelmistotuotannossa on alettava menemään kohti 
tuotteen koostamista komponenteista, paljon käsityötä vaativien toimien automatisoin-
tia, ohjelmistotuotantolinjojen perustamista ja arkkitehtuurien sekä prosessien standar-
disointia. 
 
2.3.1 Ohjelmistotuotannon haasteet automatisoinnin kannalta 
 
Ohjelmistotuotanto eroaa perinteisestä teollisuudesta usealla eri tavalla. Suurimmat pe-
riaatteelliset erot ovat lopputuotteiden monimutkaisuudessa ja niihin kohdistuvassa jat-
kuvassa muutoksessa. Nämä piirteet ovat omiaan leikkaamaan ohjelmistoteollisuuden 
tehokkuutta ja ennen kaikkea heikentämään loppuotteiden eli ohjelmien laatua. Käytän-
nössä nämä haasteet ovat jarruina automatisoinnille. 
Ohjelmistoteollisuus eroaa muista teollisuudenaloista sillä, että sen tuotteet ovat lähes 
poikkeuksetta erittäin monimutkaisia ja monimutkaisuus lisääntyy joka päivä [BrM07].  
Suurimpana syynä tähän on tietenkin ratkaistavien ongelmien monimutkaisuus, mutta 
iso osuus on myös yhtenäisten toimintatapojen puutteella ja prosessien elämisellä. Tämä 
on johtanut siihen, että ohjelmistoon päätyy useimmiten enemmän ominaisuuksia, kuin 
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mitä itse ongelman ratkaisemiseksi vaadittaisiin ja tämä puolestaan lisää ohjelmistojen 
monimutkaisuutta. Ratkaistavan ongelman monimutkaisuus päätyy aina vähintään sel-
laisenaan kehitettävään ohjelmistoon ja sen voidaan tästä syystä katsoa olevan välttämä-
töntä [GrS04].  
Toteutuksesta johtuva monimutkaisuus riippuu muun muassa toteutusteknologiasta sekä 
ohjelmistolle asetetuista ei-toiminnallisista vaatimuksista ja on täten tahatonta verrattu-
na ongelmasta johtuvaan monimutkaisuuteen. Ohjelmisto sisältää välttämättä toteutuk-
seen liittyvää monimutkaisuutta, mutta sen määrä ei välttämättä ole riippuvainen rat-
kaistavan ongelman luonteesta. Ohjelmistojen monimutkaisuuden lisääntyessä on il-
mennyt kaksi oleellista ongelmaa [GrS04]: Jäljitettävyysongelma ja uudelleenkonst-
ruointiongelma. 
 
Jäljittävyyden häviäminen tulee ilmi silloin, kun ohjelmiston vaatimukset muuttuvat. 
Enää ei tiedetä tarkkaan, mihin kaikkialle tulee tehdä muutoksia toiminnallisuuden 
muuttuessa ja on lisäksi työlästä varmistaa, että kaikki muutokset tulevat oikein tehtyä. 
Uudelleenkonstruointiongelma nousee esiin esimerkiksi silloin, kun ohjelmistoa ryhtyy 
ylläpitämään henkilö, joka ei tiedä ohjelmiston suunnitteluperiaatteita. Ohjelmiston mo-
nimutkainen rakenne ja sen hallinnan osaamisen keskittyminen tiettyihin osaajiin, joh-
taa tilanteeseen, jossa ei yksinkertaisesti enää tiedetä, miten ohjelmistoa tulisi muuttaa 
rikkomatta sitä täysin, eikä ylläpitäjällä ole käsitystä esimerkiksi siitä, milloin hän voi 
poistaa kokonaan käyttämättömiä sovelluksen vanhentuneita osia. 
Suurin osa ohjelmistoista vastaa valmistumisensa jälkeen sille asetettuja vaatimuksia 
liian huonosti. Lisäksi ohjelmistoille asetetut vaatimukset muuttuvat ohjelmiston elin-
kaareen aikaan ja on hyvin usein taloudellisesti kannattavaa jatko kehittää ohjelmistoa 
eli tehdä siihen muutoksia. Näin olemassa olevaan ohjelmistoon joudutaan tekemään 
muutoksia. Nämä jatkuvat muutokset useimmiten heikentävät ohjelmiston laatua sitä 
enemmän mitä isommasta ja monimutkaisemmasta järjestelmästä on kyse [GrS04].  
Muutosten syynä voivat siis olla alkuperäisten vaatimusten täyttymättömyys tai joko 
ongelma-alueen tai toteutusympäristön tapahtuvat muutokset. Ongelma-alueen muutok-
set voivat johtua joko käyttäjästä ja sen vaatimusten muuttumisesta tai ohjelmiston käyt-
täjäorganisaation liiketoimintaprosessien muutoksista. Toteutusympäristön muutokset 
voivat liittyä esimerkiksi toteutusteknologiassa tapahtuviin muutoksiin. Foote ja Yoder 
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jakavat ohjelmistot kolmeen osaan sen perusteella, millä tavoin ne suhtautuvat muutok-
seen [FoY96]: 
 
• Jotkut ohjelmistot kertakäyttöisiä, sillä ne ovat yksinkertaisia ja halpoja kehittää. 
Kun tällaiseen ohjelmistoon vaaditaan muutosta, on helpompaa ja halvempaa 
hylätä se ja rakentaa kokonaan uusi sen sijaan, että olemassa olevaa ohjelmistoa 
muutettaisiin. 
 
• Jotkut ohjelmistot (esimerkiksi niin sanotut perinnejärjestelmät) ovat niin kalliita 
hylätä ja muokata, että ne ovat käytännössä muuttumattomia. Niiden käyttämä 
teknologia saattaa olla esimerkiksi niin vanhaa, että on järkevämpää käyttää jär-
jestelmää sellaisenaan niin pitkään kuin mahdollista ja yrittää vastata muuttuviin 
vaatimuksiin jollain muulla tavalla. 
 
• Ohjelmistot, joille on taloudellisesti mielekästä tehdä muutoksia, ovat muuttu-
via. Nämä ohjelmistot kokevat elinkaarensa aikana evoluutiota. 
 
Koska suurin osa ohjelmistoista kuuluu edellä mainittuun kolmanteen ryhmään, on oh-
jelmistojen evoluutio tärkeätä ottaa huomioon niiden kehityksessä. Ohjelmiston evoluu-
tio saa aikaan neljänlaisia ongelmia [GrS04]: 
 
• Pysähtyneisyydellä tarkoitetaan sitä, että ohjelmistoon ei enää kannata tehdä 
muutoksia liian suuriksi muodostuvien kustannusten takia.  
 
• Väsymisellä puolestaan viitataan ohjelmiston laadun jatkuvaan heikkenemiseen 
sen elinkaaren aikana kun siihen kohdistetaan muutoksia, jotka ovat vastoin sen 
alkuperäisiä suunnitteluperiaatteita.  
 
• Hauraus taasen on mittari sille, kuinka paljon asiakaskomponentteja joudutaan 
muuttamaan, mikäli yksittäiseen komponenttiin tehdään sisäinen muutos. Eli 
eräällä tavalla hauraus kertoo siitä miten hyvin riippuvuudet komponenttien vä-
lille on rakennettu.  Ohjelmiston hauraus kasvaa normaalisti sen elinkaaren ai-
kana.  
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• Ohjelmistojen redundanttisuudesta voisi olla hyvä analogia monien yritysten ta-
pa ylläpitää useita asiakastietojärjestelmiä, kukin hieman eri tarkoituksiin ja 
hieman erilaisilla yksityiskohdilla, mutta kuitenkin suurimmaksi osaksi samaa 
dataa sisältäen. Redundanttisuudesta aiheutuu ylimääräistä työtä ja epävarmuus-
tekijöitä ohjelmiston ylläpitoon. 
 
2.3.2 Kriittiset innovaatiot 
 
Seuraavissa luvuissa on esitelty muutama ohjelmistotuotannon tulevaisuuden kannalta 
kriittinen innovaatio. Nämä toimintatavat muodostavat oleellisen pohjan ohjelmistotuo-
tannon automatisoinnin kehitykselle etenkin seuraavassa luvussa käsiteltävää mallipoh-
jaista suunnittelua ajatellen.  Käsitteinä nämä mainitut asiat eivät ole kovin uusia, mutta 
niiden järjestelmällinen hyödyntäminen on ollut toistaiseksi heikkoa. 
Systemaattisella uudelleenkäytöllä pyritään luomaan tuoteperheitä samankaltaisista oh-
jelmistotuotteista. Eli ajatuksena on rakentaa tuotelinja, joka koostuu selkeistä uudelleen 
käytettävistä tuotantohyödykkeistä, jota varsinaisen tuotteen kehittäjät käyttävät tuot-
teen kehityksessä. Kuvassa 3 on esiteltynä uudelleenkäytön historiaa vuosikymmenten 
varrelta.  
 
 
 
 
 
 
 
Kuva 3: Uudelleenkäytön historiaa [ClN03] 
Ohjelmistotuotannon ollessa vielä nuorta 1960-luvulla uudelleen käyttö oli parhaimmil-
laankin vain alirutiinien käyttöä itse ohjelmien koodauksessa. Kun siirryttiin 1970-
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luvulle ja järjestelmät kasvoivat ja ohjelmistosuunnittelijat joutuivat miettimään, miten 
saisivat helpotettua työtään yhä monimutkaisempien ohjelmistojen kanssa, näin syntyi 
moduuli ajattelu. 1980-luvulla alkoi tietokoneiden virtaus koteihinkin ja muualla tieto-
tekniikan ja sitä myötä ohjelmistojen hyödyntäminen lisääntyivät valtavasti ja syntyi 
objekti-pohjainen ajattelu. Objektipohjaisella ajattelulla on kuitenkin omat rajoitteensa 
ja näin vuosituhannen kääntyessä kohti loppuaan 1990-luvulla alkoi uudelleenkäytön 
keskipisteessä olla komponentti.  
Näillä vuosikymmenten varrella tapahtuneilla muutoksilla ohjelmistotuotanto on yrittä-
nyt vastata sille asetettuihin haasteisiin. Nyt 2000-luvulla, kun ohjelmistoja tarvitaan 
yhä enemmän ja niiden monimutkaisuus on kasvanut valtavasti, on vallalle nousemassa 
luvussa 2.3.3 käsiteltävä tuotelinja-ajattelu. 
Järjestelmien suunnittelu- ja toteutusvaiheessa korkeampi abstraktiotaso mahdollistaa 
keskittymisen varsinaisten toiminnallisuuden suunnitteluun ja toteuttamiseen. Kolman-
nen sukupolven ohjelmointikielet, kuten Java ja C++, piilottavat ohjelmoijalta varsin 
suuren osan pinnan alla tapahtuvista toiminnoista. Näitä kieliä käytettäessä suunnittelu-
vaiheessa voidaan keskittyä olioiden välisten suhteiden määrittelyyn, eikä ohjelmointi-
vaiheessakaan ohjelmoijan tarvitse olla tietoinen esimerkiksi prosessorin rekistereistä 
tai muistipaikkojen osoitteista. Olio-ohjelmointikielet ovat myös mahdollistaneet hel-
posti uudelleenkäytettävien ohjelmakomponenttikirjastojen rakentamisen. 
 
Nykyaikaisten järjestelmien kompleksisuus on kuitenkin nousemassa jo niin suureksi, 
että edellä mainituilla tekniikoilla kokonaisuuksien hallinta on muodostunut erittäin 
työlääksi. Järjestelmien kehittäjät joutuvat painimaan pienien yksityiskohtien parissa 
sen sijaan, että keskittyisivät tärkeisiin arkkitehtuurisiin ratkaisuihin. Luonnollinen seu-
raava kehitysaskel olisi abstraktiotason nostaminen edelleen.  
 
Näitä ohjelmistotuotantoa jarruttavia ongelmia ratkaisemaan sekä viemään ohjelmisto-
tuotantoa askeleen eteenpäin on noussut esille useita uusia suuntauksia. Tässä tutkiel-
massa keskitytään erityisesti mallipohjaiseen ohjelmistokehitykseen, joka mielestäni on 
vahvin ehdokas nousemaan uudeksi suosikkimenetelmäksi. Muita esille nousseita me-
netelmiä ovat muiden muassa [BrM07, ACD07]: Architecture Based development 
(ABD), Aspect-Oriented Software Development (AOSD), Feature-Oriented Program-
ming (FOP), Service-Oriented Architecture (SOA). Vaikka nämä menetelmät ovat luon-
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teeltaan hyvin erilaisia, on niiden perustavoitteena ratkaista tai ainakin helpottaa ohjel-
mistotuotannon rajoitteita [BrM07]. Lisäksi kaikki edellä mainitut menetelmät nojaavat 
hyvin vahvasti uudelleenkäytön lisäämiseen [ACD07]. 
 
2.3.3 Tuotantolinja - ajattelu  
 
Ehkä tärkein innovaatio kohti ohjelmistotuotannon automatisointia mentäessä on perin-
teisestä teollisuudesta tutun tuotantolinja käsitteen soveltaminen ohjelmistoteollisuu-
teen. Ohjelmistotuotantolinjan (Software Product Line, SPL) perusajatuksena on tuotan-
tolinja samankaltaisten tuotteiden luontia varten, joita voidaan kutsua tuoteperheeksi 
[GrS03, BrM07]. SPL:n avulla luodaan ohjelmistotuotteita, joilla on enemmän yhteisiä 
ominaisuuksia kuin ainutlaatuisia piirteitä, ja jotka sijoittuvat samalle sovellusalueelle 
[SPK06]. Päätavoitteena tuotantolinjalla on pienentää tuotteen markkinoille pääsemis-
aikaa eli nopeuttaa ohjelmistotuotantoa laatua heikentämättä [SPK06]. Lisäksi tuotanto-
linjalle on ominaista, että kohdealueen tietämys kasvaa jokaisen sen avulla kehitetyn 
ohjelman myötä [BrM07]. Kuvassa 4 on kuvattuna yksinkertaisesti mistä tuotantolinjas-
sa on kyse.  
 
 
 
 
 
 
 
 
 
Kuva 4: Yksinkertainen kuvaus ohjelmistojen tuotantolinjasta [GrS03] 
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Ajatus on se, että kehitetään tuotantolinja, jonkin kohdealueen samankaltaisten ohjelmi-
en luontia varten. Kuvassa ylhäällä vasemmalla on kuvattuna roolina tuotelinjan kehit-
täjä (Product Line Developer), jonka vastuulla on varsinainen tuotelinjan koos-
taminen. Hänen vastuulla on koota tuotelinjan tuotteiden yhteiset piirteet ja niiden poh-
jalta rakennetut mallit. Kehittäjä luo kokoelman malleja ja valmiita komponentteja, joita 
varsinaisen ohjelman suunnittelija (Product Developer) hyödyntää. Ajatus koko-
naisuutena pohjautuu siihen, että hyvin dokumentoidut ja mallinnetut osaset ovat hel-
posti ja nopeasti saatavilla uutta tuoteperheen tuotetta luotaessa [GrS04].  SPL on en-
simmäinen kokonainen lähestymistapa systemaattiselle uudelleenkäytölle sekä tuote-
perheiden luontia varten [ACD07]. 
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3 MALLIPOHJAINEN OHJELMISTOKEHITYS 
Mallit ja mallipohjaiset muunnokset ovat avainasemassa automatisoiduissa ohjelmisto-
tuotannon suuntauksissa [Bro08]. Tässä luvussa käsitellään mallipohjaisen ohjelmisto-
kehityksen (Model Driven Development, MDD) tarjoamia mahdollisuuksia ohjelmisto-
tuotannon automatisoinnille. MDD on tällä hetkellä yksi vallalla olevista innovaatioista 
ohjelmistotuotannossa, joka tähtää ohjelmistotuotannon nopeuttamiseen, laadun paran-
tamiseen sekä automatisoimiseen [BrM07]. MDD:stä voidaan käyttää myös termiä Mo-
del-Driven Software Development (MDSD) [VöB08]. 
MDD on ohjelmistotuotannon menetelmä, joka nostamalla abstraktiotasoa, jolla ohjel-
mistot suunnitellaan, tähtää ohjelmistotuotannon yksinkertaistamiseen (helpottamiseen) 
ja formalisointiin (standardointi, joka mahdollistaa automatisoinnin) [Hat06]. Seuraa-
vissa luvuissa esitellään mallipohjaisen ohjelmistokehityksen perusajatukset. Lisäksi 
esitellään muutama oleellisin perusrakennusosa, joita mallipohjaiseen suunnitteluun 
pohjaavat rakenteet hyödyntävät. 
 
3.1 Yleistä mallipohjaisesta ohjelmistokehityksestä 
 
Mallipohjaisen ohjelmistokehityksen keskeisin käsite on malli.  Perusajatuksena 
MDD:ssa on muodostaa ohjelmistoja automaattisten tai osittain automaattisten välivai-
heiden avulla eli hyödyntää monitasoista mallinnusta. MDD muodostuu ohjelmistotuo-
tannon malleista, mallinnuksesta ja mallien muunnoksista sekä ohjelmistojen koostami-
sesta näiden avulla [Bro08].    
Erona perinteiseen ajatteluun on se, että MDD:ssa pyritään mallien avulla luomaan uut-
ta koodia ja ohjelmistoja, eikä vain kuvaamaan niitä malleilla kuten ohjelmistoteolli-
suudessa perinteisesti on tehty [Dem06]. Perinteisesti malleja on käytetty pääasiassa 
ohjelmiston dokumentointiin ja sen rakenteen ymmärryksen helpottamiseksi, mutta nyt 
voidaan ajatella, että MDD on ohjelmointia malleilla [GrS03, GrS04]. 
Mallien tehokas käyttö ohjelmistokehityksessä vaatii malleista saatavan hyödyn parem-
paa realisoitumista. Malleista saatava hyöty on oltava isompi, kuin mallintamiseen käy-
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tettävät resurssit. MDD pyrkii tähän tavoitteeseen automatisoimalla osan kehitysproses-
sia ja liittämällä mallinnuksen kiinteäksi osaksi ohjelmistokehitystä [WUG03]. Minkä 
tahansa mallipohjaiseen kehitykseen pohjautuvan menetelmän menestyksen kannalta on 
olennaista sen tekniikan avoimuus, jotta luotava ohjelmisto olisi varmasti mahdollisim-
man muokattavissa, laajennettavissa sekä sulautettavissa toiseen ympäristöön [Bro08]. 
 
3.2 MDD:n keskeiset käsitteet, ominaisuudet ja rakenteet 
 
Mallipohjaisen ohjelmistotuotantojärjestelmän peruskomponentit ovat seuraavat 
[Uhl08]:  
• Tallennusvarasto (repository) toimii nimensä mukaisesti järjestelmän mallien 
varastona sekä voi sisältää työkaluja mallien hallinnointiin, järjestelyyn ja ha-
kuun. Isommissa järjestelmissä (yrityksissä) tästä muodostuu helposti erittäin 
laaja datavarasto.  
• Sovellusaluekohtaiset kielet (Domain Specific Language, DSL) ovat tiettyyn on-
gelmaan, alustaan tai tehtävään soveltuvia formaaleja kieliä. DSL:n tarkoitukse-
na on tuoda ohjelmoinnissa käytettävä sanasto lähemmäksi loppukäyttä-
jiä/kehittäjiä eli ne tekevät ongelmasta ja sen ratkaisusta helpompia ymmärtää 
[GrS04]. DSL:t voivat olla hyvin eritasoisia ja monimutkaisempi järjestelmä voi 
sisältää hyvin monia. 
• Mallinnustyökalu (modeling tool) on yleensä jonkinlainen graafinen ohjelma, 
jonka avulla mallintaja eli ihminen voi luoda mallin mallinnettavasta kohdealu-
eesta. 
• Sovellustyökalulla (workbench) tarkoitetaan välinettä (ohjelmistojärjestelmää), 
jolla järjestelmän osasia voidaan koostaa ohjelmistotuotteeksi [GrS04].  
• Mallimuuntimet (model transformer) ovat itsekin malleja, joiden avulla on mää-
ritelty, miten järjestelmän malleja voidaan muokata, eli ne ovat muokkaamisen 
nopeuttamisen ja automatisoinnin apuvälineitä. Mallimuunnokset voidaan tehdä 
joko näillä muunnoksilla, osittain niitä käyttäen tai täysin käsityön, riippuen jär-
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jestelmän automaation tasosta. Mallimuuntimien laadusta riippuu se, miten hy-
vin järjestelmän toimii eli miten hyvin sen tuotteita pystytään muokkaamaan au-
tomaattisesti.  
• Koodin luonti  generaattorit (code generator) ovat ohjelmiston osia (komponent-
teja / malleja), jotka luovat lopputuotteen eli ohjelmiston ja sen osat annettujen 
mallien, määrittelyjen ja kuvausten perusteella 
 
MDD:n perusajatuksena on malleja käyttämällä sekä tuotannon automatisoinnilla virta-
viivaistaa ohjelmistotuotantoa [ACD07]. Ydinajatuksena on luoda malleista mahdolli-
simman selkeitä, monitasoisia ja omalla tavallaan yksinkertaisia, jotta ne ovat helposti 
ylläpidettävissä sekä muunneltavissa. Tavoitteena on tilanne, jossa sovellusalueen asi-
antuntijat voivat osallistua ylemmän tason mallien kehittämiseen ja liiketoimintaratkai-
suiden mallintamiseen ilman syvällisiä teknisiä taitoja ja sovellusalueen tuntemus siir-
tyy mallien mukana myös aluetta vähemmän tunteville sidosryhmille. Kuvassa 5 on 
havainnollistettu mallien hyödyntämistä ohjelmistotuotteen luonnissa.  
 
 
 
 
 
 
 
 
 
 
 
 
Kuva 5: Abstraktiot mallien ja DSL:ien avulla [GrS04]  
 
Kuvan kaikissa kohdissa ylimmällä tasolla ovat vahvoja abstraktioita sisältävät mallit. 
Kaikki kuvan kohtien vaihtoehdot ovat periaatteessa mallipohjaisen ajattelun mukaisia. 
Seuraavassa on käsitelty tarkemmin eri vaihtoehtoja. 
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Kohdassa (a) on kuvattu yksinkertaisin vaihtoehto, jossa mallin ja alustan väli on käsi-
telty luomalla suuri määrä koodia. Tässä tapauksessa hyvin yleisen tason mallista pääs-
tään isolla koodimäärällä kohti alustaa.  MDD:n kannalta tilanne on periaatteessa hyvä 
koska käytetään korkean tason abstraktiota sisältävää mallia mutta suuri koodin määrä 
heikentää ohjelmiston laatua. 
 
Kohdassa (b) puolestaan on kuvattuna tilanne, jossa malli on viety lähemmäksi alustaa, 
jolloin luotavan koodin määrä pienenee, mutta malli puolestaan ei ole kovin yleisellä 
tasolla eikä siten täytä hyvin MDD:n tavoitteita. Tällainen tilanne on ohjelmiston yllä-
pidon kannalta hyvin työläs muunneltava. 
 
Kohdassa (c) on kuvattuna vaihtoehto, jossa alustaa onkin tuotu lähemmäksi mallia 
kehyksen avulla. Myös tässä tilanteessa luotavan koodin määrä on pieni, malli pysyy 
korkealla tasolla, mutta kokonaisuus muuttuu hyvin jäykäksi ja vaikeaksi muunnella.  
 
Kohdassa (d) on kuvattuna mallipohjaisen ajattelun tavoitetilanne, jossa ylimmän tason 
mallin ja alustan väli on täytetty DSL:ien avulla rakennetuilla alemman tason malleilla. 
Tässä tilanteessa sovellusaluekohtaisilla kielillä on asteittain täytetty ylimmän tason 
mallin ja alustan väli. Se montako mallinnustasoa alustan ja ylimmän tason välillä on, 
riippuu kohdealueen monimutkaisuudesta. 
 
Mallipohjaisen ajattelun mukaisesti luotu ohjelmistojärjestelmä muodostuu malleista ja 
resursseista, joiden pohjalta luodaan ohjelmistoja. Jotta järjestelmällä pystyttäisiin tuot-
tamaan toisistaan eriäviä tuotteita, tarvitaan mallimuunnoksia. Mallimuunnosten avulla 
muokataan malleja, jotta järjestelmästä saataisiin ulos muitakin saman tuoteperheen 
jäseniä. Mallien muunnokset voidaan yleisellä tasolla jakaa kolmeen eri luokkaan 
[CzE00]: 
• Pystymuunnokset ovat jalostusta. Kuvan 5 kohdasta (d) tätä voitaisiin ajatella 
seuraavasti: ylimmän tason mallista on muokattu alemman tason malli, jolloin 
on tapahtunut mallin jalostusta. Sama pätee myös mallin abstraktiotasoa nostet-
taessa eli siirryttäessä alemman tason mallista ylemmän tason malliin. 
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• Vaakamuunnokset järjestelmistä ovat delokalisaatiota. Näissä tapauksissa muun-
nokset tehdään joko tuomalla toiselta alustalta omaan järjestelmään (alustalle) 
tai viedään toiselle alustalle. 
• Vinot muunnokset yhdistävät molempia edellä mainittuja. 
Mallimuunnokset ovat mallipohjaisen suunnittelun peruskiviä. Niiden avulla järjestel-
miä (ohjelmia) voidaan kehittää, siirtää uusille alustoille tai muokata niiden avulla uusia 
tuotteita. Mallimuunnokset luovat perustan järjestelmien ylläpidettävyydelle ja muun-
neltavuudelle [Bro08]. 
 
3.3 Model Driven Architecture (MDA) 
 
Object Management Group (OMG) kutsuu omaa mallipohjaiseen suunnitteluun pohjau-
tuvaa konseptiansa Model-Driven Architecture (MDA) nimellä. MDA on erittäin hyvin 
määritelty, mutta osin varsin monimutkainen konsepti. MDA:n perusajatus on alusta-
riippumattomuus [Dem06]. Tässä tutkielmassa siitä pyritään antamaan yleisluontoinen 
kuvaus MDA:sta pureutumatta liikaa yksityiskohtiin. Kuvassa 6 on kuva OMG:n ku-
vaamana MDA:n perusajatus sovitettuna mahdollisiin sovellusalueisiin. OMG:n tavoit-
teena on saada alustariippumattomuuden kautta vietyä MDA perustekniikaksi ohjelmis-
tojen suunnitteluun alalle kuin alalle. 
 
 
 
 
 
 
 
Kuva 6: MDA:n mahdolliset sovellusalueet [OMG08] 
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Kuten kaikki mallipohjaiseen suunnitteluun perustavat menetelmät myös MDA pohjau-
tuu eritasoisten mallien käsittelyyn [Bro08, Dem06]. Lisäksi siinä määritellään hyvin 
tarkasti mallien välisiä liitoksia ja menetelmät mallimuunnoksille. Näiden määritysten 
avulla mahdollistetaan monien vaiheiden automatisointi, toimenpiteiden jäljitettävyys 
sekä mallien piirteiden analysoitavuus [Bro08]. MDA-mallin mukainen ohjelmistokehi-
tys alkaa ylimmän tason abstraktin mallin kehityksestä ja siirtyy asteittain alemman 
tason mallien kautta kohti suoritettavaa ohjelmakoodia. 
MDA konseptin perusrakenne vastaa hyvin pitkälle aiemmin Uhlin [Uhl08] esittämää 
mallipohjaisen ajattelun mukaisen järjestelmän rakennetta, joka esitelty luvussa 3.2. 
Keskeisimmät MDA järjestelmän osat ovat [OMG03, OMG04, Bro08]:   
• Unified Modeling Language (UML) on standardoitu määritelmäkieli objekti-
en mallintamiseen. 
• Meta-Object Facility (MOF) on OMG:n standardoima järjestelmä mallien ja 
niiden sisältämän tiedon säilytykseen ja hallintaan.  
• Eclipse Modeling Framework (EMF) on avoin kehysympäristö ja ohjelmis-
totyökalu mallien integraatiota varten järjestelmissä, jotka noudattavat 
OMG:n MOF spesifikaatiota. 
• Common Warehouse Metamodel (CWM) on spesifikaatio metadatan käsitte-
lyä ja mallintamista varten tietovarasto ympäristössä. 
• XML Metadata Interchage (XMI) on standardi metadatan kommunikointiin 
XML-kielellä.  
• Queries/Views/Transformations (QVT) on OMG:n standardi MDA:n sisäi-
sille mallien muunnoksille. 
MDA sisältää kattavat ja jo osin standardoidut määrittelyt, jotka tukevat erittäin hyvin 
mallipohjaista ajattelua sekä ohjelmistotuotannon automatisointia. OMG määritykset 
tähtäävät MDA:n täydelliseen alustariippumattomuuteen [Bro08, Dem06]. 
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MDA:n periaatteen mukaan tuotteen kehitys aloitetaan ylemmän tason mallista, josta 
siirrytään kohti lopullista ohjelmakoodia alemman tason mallien kautta. OMG on määri-
tellyt näihinkin vaiheisiin oman standardin. MOF Query/Views/Transformations (QVT) 
määrittelee MOF metamalleihin perustuvan mallimuutosarkkitehtuurin [OMG05, 
Bro08].  Mallimuunnoksia määriteltäessä malleihin liitetään metatietoa, jotta malli-
muunnos voidaan tehdä ainakin osittain automaattisesti [Dem06]. Tämä on hyvin olen-
nainen osuus MDA:ta automatisaation kannalta ajateltuna.  
MDA:n mallien määrittelyt pitää sisällään MOF. Se sisältää määrittelyt monitasoisille 
malleille ja niiden välisille riippuvuuksille. MOF:n tasot on nimetty M1, M2 ja M3 -
mallitasoiksi.  
M3-tason malli on korkeimman tason malli eli sen abstraktiotaso on korkein, kuten lu-
vussa 3 esiteltiin. M3-tason mallissa määritellään metamalli M2-tason metamallien kä-
sittelyä varten ja se sisältää myös itsensä määrittelyt. M2-tason malli puolestaan määrit-
telee M1-tason mallin. Kaikkien kerroksien mallien elementit vastaavat täsmällisesti 
ylemmän kerroksen metamallin määritystä. Kuvassa 7 on kuvattuna MOF mallitasot ja 
niiden riippuvuudet toisistaan.  
 
 
 
 
 
 
 
 
 
 
Kuva 7: MOF malllitasot [Béz05]                                         
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Kuten kuvasta ilmenee, voidaan ohjelmakoodia pitää M0-tason mallina. Tämän 
MOF:issa täsmällisesti määritellyn mallihierarkian avulla malleja voidaan tulkita ja kä-
sitellä automaattisilla työkaluilla. Kuten jo aiemmin mainittiin, UML on MDA:n määri-
telmäkieli. Määrittelyjen lisäksi UML sisältää kuitenkin lisäominaisuuksia, joiden avul-
la sitä voidaan hyödyntää myös koodigeneraattorin ominaisuudessa. Nämä UML:n 
ominaisuudet ovat stereotyypit (stereotypes), merkatut arvot (tagged values) sekä rajoit-
teet (constraints). Näiden kolmen ominaisuuden kokoelmaa kutsutaan UML profiiliksi 
[Dem06].  
Computation-Independent Model (CIM) on ylimmän tason malli, jossa mallinnetaan 
järjestelmän vaatimuksia. CIM:ssä ei yleensä esitetä järjestelmän toteutukseen liittyviä 
asioita. CIM on myös alustariippumaton [OMG03]. CIM:n kaltainen yleinen malli aut-
taa järjestelmän sovellusaluetta huonosti tuntevia sidosryhmiä ymmärtämään järjestel-
män liiketoimintavaatimuksia, sekä luo sidosryhmille yhteisen sanaston [Sim04]. Tämä 
malli vastaa aiemmin esitetyn mallin mukaista M3-mallitasoa. 
 
Platform-independent model (PIM) kuvaa toteutettavan järjestelmän toteutusalustasta 
riippumattomalla tasolla. PIM-mallit saattavat olla esimerkiksi UML-malleja [Poo01]. 
PIM-mallit sijoittuvat pääasiallisesti M2-mallitasolle. 
 
Platform-specific model (PSM) on PIM:stä mallimuutoksilla tuotettu malli, joka kuvaa 
saman järjestelmän toteutuksen tietylle alustalle. Alusta voi olla esimerkiksi J2EE tai 
CORBA. PSM-mallit ovat M1-tason malleja. Kuvassa 8 havainnollistetaan MDA:n 
malleja sekä niiden suhteet toisiinsa. CIM-tason mallia tässä kuvassa ei ole kuvattuna 
vaan kuvaus alkaa PIM (M2-tason) mallista.  
 
 
 
 
 
 
 
 
 
 32 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Kuva 8: MDA Mallit ja niiden suhteet. Kuva [FAM08] muokattuna 
 
3.4 Software Factory (SF) 
 
Tässä luvussa esitellään Microsoftin ohjelmistotehdas-konseptia. Luvussa esitellään 
konseptin perusrakenne sekä sen ominaispiirteet. Tämän luvun pääasiallisena lähteenä 
on konseptin luojien Jack Greenfieldin ja Keith Shortin kirja (Software Factories: As-
sembling applications with patterns, models, frameworks and tools) [GrS04]. 
Ohjelmistotehtaalla (Software Factory, SF) tarkoitetaan räätälöityä ohjelmistotuotelin-
jaa, jonka avulla on tehokasta tuottaa sovelluksia tietylle sovellusalueelle [Dem06]. 
SF:n hyödyntäminen on kannattavaa samanlaisten ohjelmistotuotteiden, jotka eroavat 
toisistaan, mutta jakavat yhteisiä ominaisuuksia, luomisessa [GrS03]. SF sisältää sovel-
lusaluekohtaisen kohdekehyksen, sovellusaluekieliä, sovellusalueen suunnittelumalleja, 
prosesseja sekä näitä hyödyntäviä työkaluja. Työkalujen avulla SF-
ohjelmistokehityksessä voidaan automatisoida tuotantoprosessia sekä parantaa loppu-
tuotteen laatua [GrS03].  
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Ohjelmistotehdas on siis samankaltaisen ohjelmistojen tuotantolinja, joka määrittelee 
laajasti työkalut, käytettävät prosessit sekä miten näitä resursseja hyödynnetään ohjel-
mistotehtaassa. Ohjelmistotehdas toimii muokkaamalla, koostamalla ja määrittelemällä 
tiettyihin kehyksiin pohjautuvia komponentteja [LaE04]. SF:ää voidaan kutsua malli-
pohjaiseksi tuotantolinjaksi [GrS03]. 
Ohjelmistotehdas on käsitteenä hyvin laaja, mutta tässä tarkoituksessa ajateltuna se si-
sältää varsin vähän täysin uutta, se on kokoelma jo käytössä olevia menetelmiä ja toi-
mintatapoja, joita sovelletaan yhtenäisen tuotantolinjan muodostamiseksi. Ohjelmisto-
tehtaan innovaatiot ovat pitkälti samat kuin kaikissa mallipohjaiseen kehitykseen nojaa-
vissa konsepteissa eli uudelleenkäytön maksimointi, kehittäminen kokoamalla sekä 
vahva mallien hyödyntäminen ohjelmistotuotannossa [Hus06]. SF:n innovaationa on 
oikeastaan vain sen seuraavassa luvussa esitelty perusrakenne. Tämä rakenne tekee siitä 
hyvin tehokkaan automatisointivälineen samankaltaisten ohjelmistotuotteiden automati-
soituun luontiin. 
Kuten jo mainittiin, SF on tuotantolinja samankaltaisten ohjelmistotuotteiden tehokkaa-
seen luomiseen. SF koostuu kahdesta pääosasta: skeemasta ja templaatista (kaavain), 
joka on luotu skeeman pohjalta. Seuraavissa kappaleissa tutustumme tarkemmin näiden 
osien rakenteeseen sekä toimintaan. Näiden osien lisäksi ohjelmistotehtaan tehokkaalle 
toiminnalle tärkeitä ovat myös muut mallipohjaisen ohjelmistokehitysympäristön osa-
set, jotka on esitelty luvussa 3.1. Kuvassa 9 on kuvattuna yksinkertaistettu kaavio oh-
jelmistotehtaan toiminnasta. Se pohjautuu hyvin vahvasti luvussa 2.3.3 käsiteltyyn tuo-
tantolinja-ajattelun perusrakenteeseen. Tuotantolinjan väliin työkaluksi on vain lisätty 
itse ohjelmistotehdas (Software Factory) sekä tuotelinjan suunnittelijan rakennet-
tavaksi ja hyödynnettäväksi ohjelmistotehtaan ominaiset osat skeema ja templaatti. 
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Kuva 9: Yksinkertaistettu kuvaus ohjelmistotehtaasta [GrS03] 
Ohjelmistotehtaan skeema (schema) on lyhyesti ja ytimekkäästi sanottuna luettelo oh-
jelmistotehtaan käytössä olevista hyödykkeistä eli resursseista. Lisäksi skeema sisältää 
kuvauksen kaikkien hyödykkeiden välisistä yhteyksistä sekä miten resurssit on organi-
soitu. Se on eräänlainen resepti, joka kertoo tarvittavat tarveaineet, välineet ja valmis-
tustoimenpiteet [Dem06]. 
Skeema voidaan kuvata yksinkertaistetusti taulukkona, jossa rivit kuvaavat abstraktiota-
soa, sarakkeet kuvaavat osa-alueita ja itse solut kuvaavat tiettyä näkökulmaa, jonka 
avulla voidaan rakentaa jokin ohjelmiston osa. Kuvassa 10 on kuvattuna erittäin yksin-
kertaisella tasolla ohjelmistotehtaan skeema. Ylimpänä tasona on käsitteellinen taso 
(Conceptual), jonka alle on kuvattuna looginen taso (Logical), jonka alta löytyy 
itse toteutustaso (Implementation). 
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Kuva 10: Yksinketrtainen skeema [GrS04] 
Käytännössä skeeman kuvauksesta muodostuu helposti hyvin laaja kokoelma dokumen-
taatiota. Hyvin tehty ja tarkasti määritelty skeema on edellytys SF:n hyvälle toiminnalle. 
Skeema pitää sisällään kaiken ylimmän tason vaatimusmäärittelyistä aivan hierarkiassa 
alas ohjelmisto-komponentteihin ja -luokkiin saakka. Lisäksi tarkkaan määriteltyinä 
ovat kaikkien osasten väliset riippuvuudet ja rajoitteet. Kuvassa 11 on tarkempi kuvaus 
siitä mitä kaikkea skeema pitää sisällään. 
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Kuva 11: Ohjelmistotehtaan skeema osa 1 [GrS04] 
Skeeman ylimmällä tasolla on määritelty vaatimus arkkitehtuuri (Requirements 
Architecture), joka sisältää järjestelmän funktionaaliset määrittelyt, ei-
funktionaaliset määrittelyt sekä kuvaukset liiketoimintaprosesseista ja määrittelyt järjes-
telmän käyttämistä liiketoimintojen ilmentymistä.  
Skeeman toisella tasolla eli arkkitehtuurin toteutustasolla (Execution Architec-
ture) määritellään lopulliseen muodostettavan tuotteen arkkitehtuuri ja ne palvelut, 
joita sen luomiseen tarvitaan. Toisella tasolla määritellään myös käytettävien resurssien 
(esimerkiksi tietokannat, palvelimet) järjestelmälle asettamat rajoitteet. 
Skeeman alimmalla tasolla (Executable Artifacts) määritellään ja kuvataan 
järjestelmän toteutuksessa lopullisesti käytettävät osaset. Tällä tasolla kuvataan käytet-
tävät tietokannat, luokat, rajapinnat sekä eri järjestelmien konfiguraatiot. Tämän alim-
man tason pohjalta luodaan lopullisen järjestelmän tuotteen eli ohjelmiston suoritettava 
koodi. 
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Kuten aiemmin tässä luvussa mainittiin, skeemassa kuvataan ne hyödykkeet (resurssit), 
joita ohjelmistotehdas tarvitsee tuoteperheen jäsenien luomista varten. Kaavaimen 
(template) muodostavat nämä hyödykkeet sekä tietylle tuoteperheen jäsenelle määritel-
lyt parametrit (konfigurointi). Kun skeemaa voitiin pitää reseptinä, niin templaattia puo-
lestaan voidaan ajatella ostoskassina, joka sisältää reseptissä (skeema) luetellut tarveai-
neet [Dem06]. 
Kaavain sisältää koodia ja metadataa, jotka voi ladata työkaluun (kuten kehitysympäris-
töt), tuoteperheen jäsenten ylläpitoa tai uusien perheenjäsenten luontia varten. Skeemaa 
muokkaamalla (konfiguroimalla) muokataan itse ohjelmistotehdasta, mutta templaatin 
konfiguroinneilla puolestaan määritellään, miten työkaluja ja muita sovellusympäristön 
osia tulee käyttää tuoteperheen uuden jäsenen luomiseksi [GrS04]. 
Ohjelmistotehdas konsepti nojaa voimakkaasti tuotantolinja-ajatteluun, jonka ajatuksena 
on tuottaa saman tuoteperheen jäseniä mahdollisimman tehokkaasti ja laadukkaasti. 
Jotta ohjelmistotehdas voi toimia suunnitellusti, on sen tuottaman ohjelmistoperheen 
sovellusalue kuvattava hyvin tarkasti. Tähän ja muihinkin pienempiin mallinnustehtä-
viin SF-ympäristössä käytetään sovellusaluekohtaista mallinnusta (Domain Specific 
Modeling, DSM) [Dem06, GrS04]. 
DSM:n avulla kurotaan kiinni ongelma-alueen ja ratkaisujen väliä kiinni abstraktioiden 
avulla. Ohjelmistotehtaassa tähän mallinnukseen käytetään sovellusaluekohtaisia kieliä 
(DSL), jotka helpottavat eri abstraktiotasojen mallintamista. DSL käyttää sovellusalu-
eelle ominaisia määrityksiä sekä kuvauksia ja tarjoaa niiden avulla graafisen sekä teks-
timuotoisen notaation mallien luomiseksi. Mitä tarkemmaksi ja sovellusaluekohtaisem-
maksi DSL pystytään luomaan, sitä tehokkaammin se tulee toimimaan koodin luonnis-
sa. 
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3.5 MDA JA SF VERTAILU 
 
Kuten jo aiemmin tässä tutkielmassa todettiin mallipohjainen suunnittelu näyttää olevan 
nykyisen ohjelmistotuottajien valitsema tie. Sitä, onko kumpikaan tässä tutkielmassa 
esitellyistä ja tässä luvussa vertailtavista konsepteista se lopullinen suuntaus, ei kukaan 
osaa sanoa.  
Minkä tahansa mallipohjaisen ajatteluun pohjaavan konseptin onnistumisen kannalta on 
olennaista sen avoimuus, jotta sen avulla luotuja järjestelmiä pystytään helposti muut-
tamaan, laajentamaan tai integroimaan laajempiin järjestelmiin [Bro08]. Taulukossa 1 
on lueteltu muutamia mallipohjaisen suunnittelun perusajatuksia sekä katsottu tutkiel-
massa esiteltyjen konseptien soveltumista näihin. 
Taulukko 1: MDA:n ja SF perusominaisuuksia 
 MDA Software Factory 
Standardit Useita OMG standardeja ei standardoitu (vielä) 
Alustariippumattomuus PIM/SPM ei määritelty 
Malli vaaditaan ei määritelty 
Mallinnus kieli(et) UML + UML Profiili + 
MOF - pohjaiset mallit 
useita DSL:iä 
Kehitysprosessi ei määritelty integroitu prosessiin 
Tuotteiden muutokset ei määritelty tuotantolinja-ajattelu 
Mallien tiedonvälitys XMI ei määritelty 
Muunnokset ei virallisesti määritelty, 
QVT määrittely menossa 
ei määritelty 
Koodin generointi PIM Æ PSM Æ Koodi Suoraan DSL:stä 
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Taulukosta nähdään selkeästi, että molemmilla konsepteilla on omat vahvat alueensa. 
MDA pohjautuu osittan OMG:n jo aiemmin standardoimiin kokonaisuuksiin sekä sille 
ollaan standardoimassa omiakin uusia metodeja. SF puolestaan on vielä toistaiseksi hy-
vin pitkälle standardoimattomiin menetelmiin pohjautuva. SF:n määritelmät ja ajatukset 
pohjaavat tosin varsin pitkälle Microsoftin sovelluksiin. Näidenkin asioiden osalta aika 
näyttää, oliko OMG:n kova kiire päästä standardoimaan omaa menetelmäänsä ilman 
”vapaata” jalostumista hyvä ratkaisu vai pääseekö SF kirimään ohi ja muokkautumaan 
paremmin ohjelmistotuotannon kehittäjien työkaluksi. 
 
MDA-konsepti on selkeästi näyttänyt, että sen avulla ohjelmistotuotantoprosessia pysty-
tään tehostamaan. Yhtenä sen suurimmista vahvuuksista voidaan pitää sen avulla kehit-
tämisen käynnistämisen helppoutta, onhan UML-kieli, jota käytetään mallinnukseen jo 
yleisesti käytössä. Toisaalta UML-kieli on myös sen heikkous: Sen avulla voi olla han-
kala mallintaa erikoisempia sovellusalueita. Myös se tosiasia, että UML-profiileja jou-
dutaan käyttämään vaikeuttaa prosessia [Dem06].  
 
MDA:n pääpaino on laajasti jo käytössä olevien ehkä hieman huonommin käyttöön so-
veltuvien standardien hyödyntämisessä sekä vahvasti alustariippumattoman konseptin 
luonnissa. Tämä on sen selkeästi suurin vahvuus. Mutta on muistettava sekin, ettei sitä 
ole otettu täysin avosylin vastaan johtuen sen voimakkaasta sidoksesta OMG:n muihin 
jo osittain standardoituihin konsepteihin.  
 
SF luo tehokkuutensa voimakkaasti tuotelinja-ajattelun varaan sekä sovellusaluekohtais-
ten kielten (DSL) avulla mallintamiseen. Nämä ovat selkeitä vahvuuksia SF-konseptille 
mutta täytyy muistaa, että sovellusaluekohtaisten kielten luominen on hidasta ja varsin 
manuaalista työtä joten pohjimmiltaan siis kallista. Mutta toisaalta kun sovellusalueelle 
on saatu luotua oma kielensä, on ohjelmistotehtaan tehokkuus korkeampi kuin MDA- 
periaatteella toteutetulla järjestelmällä. Software Factory pohjaa voimakkaasti tuotelin-
ja-ajatteluun ja on siten varsin kallis käynnistää eikä sen käyttöä suositella muuten kuin 
selkeästi tuotantolinja-tyyppiseen käyttöön. Toisaalta kun sovellusaluekohtainen kieli ja 
koodi-generaattori on luotu, ovat ohjelmistoperheen seuraavat jäsenet kustannuksiltaan 
hyvin paljon edullisempia ja periaatteessa ohjelmistotehtaan pystyttämisestä tulleet ku-
lut voi siten jakaa kaikkien tuotantolinjalla valmistuvien ohjelmistoperheen jäsenten 
kesken [Dem06, GrS03]. 
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Ohjelmistotehdas konseptilla on hyvin vahva sidos Microsoftiin johtuen sen pääkehittä-
jien siellä töissä olemisesta. Lisäksi ensimmäinen varsinainen laajemmin SF-ajattelua 
hyödyntävä järjestelmä on Microsoftin uusin Visual Studio. Microsoftia kohtaan yrityk-
senä on olemassa varsin voimakkaat ennakkoasenteita puolesta että vastaan ja se tulee-
kin varmasti olemaan myös Software Factory konseptille yksi mahdollinen kompastus-
kivi. 
On selvää, että koska MDD-ajattelu on ohjelmistotuotannon maailmassa vielä varsin 
uutta ja on oikeastaan lähtenyt vasta aivan viime vuosina kehittymään nykyiseen suun-
taansa, ettei sen pohjalta vielä ole muodostunut tai kehitetty täysin valmista konseptia 
puhumattakaan täysin standardoidusta. Toisaalta molemmilla konsepteilla on selkeästi 
omanlainen lähestymistapansa MDD-ajatteluun.   
On tosiasia, että vain MDA on näistä kahdesta puhtaasti MDD-ajattelua tukeva ja tähtää 
alustariippumattomuuteen. SF puolestaan on kokonainen ohjelmistojen kehitys ympäris-
tö metodologioineen. SF:n pohjautuminen tuotantolinjoihin tekee siitä kalliimman pys-
tyttää mutta toisaalta se on erittäin tehokas väline samankaltaisten saman tuoteperheen 
ohjelmistojen luontiin [GrS04]. MDA-pohjainen järjestelmä puolestaan on vaivaton 
perustaa ja myös sillä saadaan tehokkuutta ja laatua lisättyä ohjelmistojen tuotantoon 
[Dem06]. Paras vaihtoehto voisikin ehkä olla MDA ja SF risteytys, jossa MDA-
rakennetta hyödynnettäisiin tuotelinja-alustalle.  
Molemmista tässä luvussa vertaillusta konseptista löytyy omat vahvuutensa mutta mo-
lemmat ovat vielä omalla tavallaan keskeneräisiä. Sekä molempien hyvyys tai huonous 
riippuu ratkaistavasta ongelmasta sekä sen sovellusalueesta. Sopiva sovellusalue, oikeat 
työkalut, osaavat tekijät ja tarkka ajatus halutusta lopputuotteesta, mahdollistavat kum-
man tahansa konseptin käytön. Eli loppujen lopuksi on siis mahdoton ratkoa näiden 
kahden konseptin välistä paremmuutta. On myös muistettava, että MDD on käsitteenä 
varsin uusi ja tässä tutkielmassa käsitellyt MDA- ja SF-konseptit vielä sitäkin uudem-
pia. Tämä johtaa siihen, että näiden soveltamiseen valmista osaamista on hyvin toden-
näköisesti vaikea saada sekä laaja mittaisia kokemuksia näiden metodien soveltamisesta 
ei vielä valitettavasti ole saatavilla. 
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4 YHTEENVETO  
Luvussa kaksi käsiteltiin ohjelmistotuotannon tilaa sekä sen ongelmakohtia nykyään 
sekä sille asetettujen vaatimusten aiheuttamia muutoksia tulevaisuudessa.  Vaatimusten 
lisääntyessä ja yhtenäisten menetelmien puuttuessa on ohjelmistotuotannossa käännetty 
entistä enemmän katse kohti perinteistä teollisuutta ja ennen kaikkea sen prosesseja. 
Ilman voimakasta uudistumista ja automaation lisäämistä ohjelmistoteollisuus ei yksin-
kertaisesti pysty vastaamaan sille asetettuihin haasteisiin. Luvussa esiteltiin muutama 
tärkeä innovaatio, joiden avulla ohjelmistotuotannon automatisointia ja teollistumista 
mahdollistuu. Nämä innovaatiot ovat ohjelmistoteollisuuden henkireikä laadukkaam-
man, tehokkaamman ja nopeamman ohjelmistotuotannon aikaan saamiseksi. Itse asiassa 
nämä esitellyt innovaatiot eivät olleet mitään uusia innovaatioita vaan ohjelmistotuotan-
nossa jo vuosia tunnettuja käsitteitä. Tärkeimpänä näistä voisi mainita systemaattisen 
uudelleenkäytön. Lisäksi luvussa käsiteltiin tuotantolinja-ajattelu, joka toimii oleellisena 
pohjana luvussa viisi käsitellylle ohjelmistotehdas-konseptille. 
Luvussa kolme käsiteltiin mallipohjaista ohjelmistotuotantoa (MDD) käsitteenä. 
MDD:ssa ohjelmistot koodeineen pyritään luomaan pääasiassa automaattisesti, ja siten 
niitä käyttäen luodut ohjelmistot ovat pääosin laadukkaampia kuin perinteisin menetel-
min kootut ohjelmistot [Dem06]. Ohjelmistokoodi luodaan MDD:ssä tietyn tarkasti 
mallinnetun rakenteen ja sääntöjen mukaisesti. Tältä näkökannalta katsottuna MDD:llä 
tuotettu vastaa siis aina täysin malliaan toisin kuin jonkun mallin pohjalta käsin tai 
koostamalla tuotettu koodi. MDD:n myötä ohjelmistotuotannossa tähdätään vihdoin 
järjestelmälliseen uudelleen käyttöön ja laajamittaiseen sovittamiseen eli päästään kau-
emmaksi ohjelmistotuotantoa vaivanneista kroonisista ongelmista ja kohti tehokkaam-
paa prosessia sekä laadukkaampia lopputuotteita.  
Luvussa kolme esiteltiin myös kaksi MDD-ajatteluun pohjaava uutta nopeasti kehitty-
vää konseptia. Ensimmäinen näistä on OMG:n Model Driven Architecture (MDA). 
MDA on hyvin laajasti OMG:n muihin itse kehittämiin ja standardoimiin perustuva 
konsepti, joka tähtää MDD:n vaatimusten täyttämisen lisäksi täydelliseen alustariippu-
mattomuuteen. MDA on kehittynyt varsin vauhdikkaasti ja onkin ehkä tällä hetkellä 
vallalla oleva mallipohjaista suunnittelua soveltava ohjelmistotuotannon konsepti. Toi-
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nen käsitellyistä MDD:hen pohjaavista konsepteista on Microsoftin Jack Greenfieldin 
johdolla kehittämä ohjelmistotehdas (Software Factory, SF)-konsepti. SF on vahvasti 
tuotelinja ajatteluun pohjaava mallipohjaisen suunnittelun konsepti. SF on myös voi-
makkaasti kehittyvä konsepti mutta myös sillä on selkeät kannattajansa sekä vastusta-
jansa. Etenkin vahvat sidokset Microsoftiin ovat omiaan hankaloittavat sen leviämistä 
ainakin toistaiseksi. Luvun kolme lopussa vertailtiin MDA- ja SF-konsepteja sekä poh-
dittiin yleisesti MDD:n mahdollisuuksia. 
Tutkielman teko osoitti hyvin sen miten hankala nopeasti kehittyvään ja varsin löyhästi 
määriteltyyn menetelmään on päästä todenteolla käsiksi. Perusajatus hyvin monessa 
käytetyssä lähteessä on täysin sama mutta koska kyse vasta kehittyvästä konseptista niin 
kaikilla on hyvinkin selkeästi erilainen lähestymistapa asiaan. Vain aika tuo mukanaan 
selkeyden siihen miten MDD ja sen sovellukset tulevat muotoutumaan. Vielähän ei voi-
da edes sanoa varmaksi, muotoutuuko MDD:stä jonkinasteinen standardi vai vaipuuko 
se unholaan. Mallipohjainen suunnittelu tarjoaa jo nykyisellään hyvät mahdollisuudet 
tehostaa ohjelmistotuotantoprosessia sekä parantaa tuotettavien ohjelmistojen laatua. 
Mallipohjaisen suunnittelun eri menetelmien kehitys on hyvin nopeaa ja seuraavien 
vuosien kuluessa nähdään varmasti millainen kokonaisuus näistä muodostuu. On hyvin 
mielenkiintoista seurata, miten varsin yksinkertaisiin ja ohjelmistotuotannon alalla jo 
tunnettuihin käytäntöihin perustuva ajatustapa voi uudistaa kohtuullisen paikoillaan 
polkenutta ohjelmistotuotantoa.  
Mallipohjainen suunnittelu voi olla ohjelmistotuotannon alan uusi menestystarina, joka 
sysää ohjelmistoalan uuteen nousuun. Sen tarjoamat mahdollisuudet automatisoinnille 
ovat hyvin lupaavia.  Toisaalta on myös mahdollista, että mallipohjainen suunnittelu 
unohdetaan vähin äänin. Suurimpana riskitekijänä on nykyinen mallintamisen hitaus ja 
sitä kautta kalleus uusien mallipohjaiseen suunniteluun perustuvien järjestelmien käyn-
nistämisessä. Vain ajan myötä voidaan nähdä mitä tulee tapahtumaan, toistaiseksi tilan-
ne näyttää mallipohjaisen suunnittelun kannalta valoisalta. Todennäköinen vaihtoehto 
mallipohjaisen suunnittelun tulevaisuudelle on se, että siitä muokkautuu ja suodattuu 
käyttöön ne osat, jotka nykymaailman kaupalliset rajoitteet katsovat kannattaviksi. 
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Lopuksi on hyvä muistaa, että tietokoneohjelmisto harvoin toimii itsekseen tai ei aina-
kaan koskaan synny ilman vähintään ihmisen aloitetta eli onnistunut ohjelmistotuotanto 
vaatii aina myös ihmisresursseja ja raakaa osaamista. Uusilla toimintatavoilla voidaan 
vain helpottaa ja nopeuttaa prosessin kulkua mutta itse prosessin käynnistys vaatii aina 
paljon resursseja sekä osaamista. Eli vaikka menetelmät kehittyvät kuinka ja käytössä 
olevat työkalut paranevat kokoajan lopputuloksen kannalta tärkein ratas on kuitenkin 
ohjelmiston tekijä eli ihminen. 
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