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 樋口らは，デジタルカーリングとカーリング AI を用いた，カーリングの戦略学習支援システムの提案を
行った[9]．このシステムでは，条件編集ダイアログを用いてストーンの配置やエンド数・投数・得点差を作





















行えるゲームサーバが，「Digital Curling - Client」として公開されている[10]．ゲームサーバには物理シミュレ
ータが Dynamic Link Library（DLL）形式で同封されている．ユーザは GUI から試合条件とカーリング AI の






















もに公開されている．このライブラリは DLL 形式で配布されており，ゲームサーバやカーリング AI が実行
時に読み込むことで利用することが出来る．現在の最新バージョンは ver.2.3 および大会用に(𝑥, 𝑦)成分にか






















このままでは速度ベクトルの大きさが|√(𝑣 − 𝑎)2 + 𝑏2|となるため，もとの|𝑣 − 𝑎|へ大きさを調整する（図
3-5）．このベクトルをシミュレーションの次のステップにおける速度ベクトルとし，これを|𝑣| ≤ 0となるま
で繰り返すことでシミュレーションを行う． 












図 3-4 ショットベクトルの計算 2 
 
 






















 ライブラリのヘッダファイルでは，局面の状態を表す GAMESTATE 構造体や，ショットベクトルを表す
SHOTVEC 構造体・ストーンの座標を表す SHOTPOS 構造体が定義されている． 
 このライブラリで提供される関数として，Simulation 関数，CreateShot 関数，CreateHitShot 関数がある．こ
れらの関数について以下で解説する． 
 
































合条件の設定（3.3.2 節）のように GUI を用いて実現している機能も存在するため，GUI についても本節で簡
単に解説する． 
GUI は，現在のストーンの配置や得点といった試合中の情報を表示するダイアログ（図 3-6）や，試合条件
















1. 先手・後手のプレイヤ情報（カーリング AI であれば実行ファイルのパス・人間プレイヤであればプレイ
ヤ名） 
2. 先手・後手それぞれの思考時間 












 ゲームサーバとカーリング AI の通信を行うプロトコルが用意されており，公式サイト上で公開されてい
る[10]．この通信プロトコルでは様々なコマンドが定義されており，試合情報のやり取りに加え，ゲームの開





・ ISREADY（ゲームサーバ→カーリング AI） 
カーリング AI の準備完了を確認するコマンドである． 
 
・ READYOK（カーリング AI→ゲームサーバ） 
カーリング AI が準備完了を通知するコマンドである．カーリング AI は ISREADY コマンドを受信し
たら READYOK コマンドを返さなければならない．ISREADY コマンドを受信してから READYOK コマ
ンドを返すまでの間に，カーリング AI は必要な初期化処理を行うことができる． 
 
・ NEWGAME name1 name2（ゲームサーバ→カーリング AI） 
 試合開始を通知するコマンドである．NEWGAME コマンドの通知から GAMEOVER コマンドの通知
までが 1 試合となる． それぞれのプレイヤの名前が name1・name2 の引数として与えられる． 
 
・ SETSTATE shot_num current_end last_end move（ゲームサーバ→カーリング AI） 
 現在の試合情報を通知するコマンドである．ショット数を表す shot_num（0 から 15 の整数），現在の
エンド数を表す current_end（0 から 9 の整数），最終エンド数を表す last_end（1 から 10 の整数），手番
情報を表す move（0 または 1）の 4 つの引数が与えられる．手番情報を表す move が 0 の場合，第 1 エ
ンドで先手のプレイヤの手番となる． 
 
・ POSITION x0 y0 … x15 y15（ゲームサーバ→カーリング AI） 
 各ストーンの座標を通知するコマンドである．まだ投げられていないストーンを含む 16 個のストー
ンの𝑥座標とy座標が通知される．プレイエリア外およびまだ投げられていないストーンの座標は(0,0)で







・ GO timelimit1 timelimit2（ゲームサーバ→カーリング AI） 
 カーリング AI に思考開始を通知するコマンドである．第 1 エンドで先手・後手のプレイヤの残り制
限時間を表す timelimit1・timelimit2 が引数として与えられる（単位はミリ秒）． 
 
・ BESTSHOT x y angle（カーリング AI→ゲームサーバ） 
 カーリング AI が投げたいショットの初速度ベクトルを通知するコマンドである．カーリング AI は
GO コマンド受信後，制限時間内に BESTSHOT コマンドを返さなければならない．制限時間を超えた場
合は時間切れとみなされ，直ちに試合が終了する． 
 
・ SCORE n（ゲームサーバ→カーリング AI） 
得点を通知するコマンドである．引数として，第一エンドの先手からみた得点が与えられる．𝑛 > 0な
らば先手の得点，𝑛 < 0ならば後手の得点，𝑛 = 0ならばブランクエンド（どちらも得点しない）となる．
SCORE コマンドは各エンドの終了後に通知される． 
 
・ GAMEOVER win/lose/draw（ゲームサーバ→カーリング AI） 
 試合終了を通知するコマンドである．それぞれのプレイヤの勝敗もしくは引き分けに応じて，win・

















































































































































































 シミュレータのクラス図を図 4-3 に示す． 
・ int num_freeguard_ 
・ StoneArea area_freeguard_ 
それぞれ，フリーガードゾーンルールを適用する投数とエリアを表す． 
・ int random_type 
関数 AddRandom2Vec にて用いる乱数生成器の種類を表す． 
・ float friction_ 











・ int Simulation(GameState* const game_state, ShotVec shot_vec, float random_x, float 
random_y, ShotVec* const run_shot, float *trajectory, size_t traj_size); 
 ショットのシミュレーションを行う関数である． 
 
 GameState* const gamestate 
 現時点でのゲーム情報を格納する変数．ショット後の情報がこの変数に上書きされる． 
 ShotVec vec 
 実行するショットの初速度ベクトル． 
 Float random_x, float random_y 
 初速度ベクトルの各成分にかかる乱数の大きさ 
 ShotVec* const run_shot 
 実際に実行された（乱数が加えられた）ショット初速度ベクトル 
 Float *trajectory 













 盤面情報を表すクラス GameState を図 4-4 に示す．これらのクラスは，従来システムにおいて用いられて
いた構造体と同等のメンバ変数を持つ．GameStateクラスのメンバ変数として，投数を表す ShotNum，現在の
エンド数を表す CurEnd，最終エンドを表す LastEnd，各エンドでの得点を表す配列 Score，現在の手番を表
す WhiteToMove，16 個のストーンの座標を表す二次元 bodyが定義されている．ストーン座標 bodyが持つ座
標をすべて消去する関数 Clear()，エンド数や得点も含めて初期化する関数 ClearAll()，任意の座標にスト
ーンを追加する関数 Set()がメンバ関数として定義されている． 




図 4-4 ゲーム情報クラス 
 













































・ ShotVec best_shot_ 
 最後に BESTSHOT コマンドで受け取ったショットの初速度ベクトル． 





・ Client client1_ 
・ Client client2_ 
 各クライアントの情報を表すクラス．4.3.3 節にて解説する． 
・ LogFile log_file_ 
 ログファイル情報を表すクラス．ログファイルのパスや読み書きを行う関数を持つ． 
・ Int prepetition 






 各試合の開始処理を行う関数である．この関数で NEWGAME コマンドおよびゲーム情報を通知する
GAMEINFO・PLAYERINFO コマンドの送信を行う．通常ルールでは，クライアントがショットを投げる













SETSTATE コマンドおよび試行開始の通知を行う GO コマンドの処理を行う．制限時間内に BESTSHOT






 SCORE コマンドを用いて得点の送信を行う関数である． 
・ Exit() 








































サーバが ISREADY コマンドを送信後，カーリング AI の READYOK コマンドを待つ時間 
・ “timeout_preend” 



















・ “Client_1” “Client_2” 
各クライアントに関する情報 

























して採用された．通常のカーリングと異なり，1 チームは男性 1 人，女性 1 人の 2 人から構成される．1 エン
ドあたりの投数は各チーム 5 投・合計 10 投であり，フリーガードゾーンルールを適用する投数が 3 投とな
る． 
また，各エンドの最初にあらかじめストーンの配置を決めることができ，この配置がエンドの戦略に大き
く影響を与える．ストーンの配置パターンは，ハウスの中央に 1 つ・センターガード 1 つ（図 4.3.4 左：セ
ンターガード）およびハウスのサイドに 1 つ，サイドガード 1 つ（図 4.3.4 右：パワープレイ）の 2 つ，ま
たどちらのチームのストーンを手前にするかを加えて合計 4 種類が存在する．ストーンの配置は前のエンド
を失った（得点できなかったチーム）が決定し，各チームパワープレイは 1 試合に 1 度しか指定できない． 
改良システムでミックスダブルスルールの試合を実行するために，各エンドのはじめにストーンの配置を
行うコマンドを用意した．投数（GameState.ShotNum）は 6 から始まり，15 が最終投とすることで，1 エン






は，ゲーム情報の通知を行う「GAMEINFO」コマンドによって各カーリング AI へ通知される． 
 
 










 以下に DCP にて追加・変更されたコマンドと引数を記載する． 
 




 “num_players”：1 チームあたりのプレイヤの数 
 
・ PLAYERINFO rand1_0 rand2_0 shotmax_0 … rando1_3 rand2_3 shotmax_3（ゲームサーバ→クライアント） 
プレイヤのパラメータを通知するコマンド 
 “rand1_n”：n 番目のプレイヤの乱数の大きさ 1 
 “rand2_n”：n 番目のプレイヤの乱数の大きさ 2 
 “shotmax_n”：n 番目のプレイヤのショットの上限値 
 
・ SETORDER（ゲームサーバ→クライアント） 
・ SETORDER p1 … p3（クライアント→ゲームサーバ） 
プレイヤの投げる順番を指定するコマンド 
 “pm”：m番目に投げるプレイヤの番号（PLAYERINFO で通知された順番） 
 
・ PUTSTONE（ゲームサーバ→クライアント） 













サーバ                          カーリング AI 
   | ---------- ISREADY ----------> | 
   | <--------- READYOK ----------- | 
   |                                | 
   | ---------- NEWGAME ----------> | 
   | ---------- GAMEINFO ---------> | 
   | ---------- PLAYERINFO -------> | 
   |                                | 
   | ---------- SETORDER ---------> | 
   | <--------- SETORDER ---------- | ※ ノーマルルールのみ 
   |                                | 
   |                                | + 試合終了まで繰り返し 
   | ---------- PUTSTONE ---------> | |  
   | <--------- PUTSTONE ---------- | | ※ミックスダブルスルールのみ 
   |                                | | 
   | ---------- SETORDER ---------> | |  
   | <--------- SETORDER ---------- | | ※ミックスダブルスルールのみ 
   |                                | | 
   |                                | | + エンド終了まで繰り返し 
   | ---------- SETSTATE ---------> | | | 
   | ---------- POSITION ---------> | | |  
   | ---------- GO ---------------> | | | 
   | <--------- BESTSHOT ---------- | | | ※または`CONCEDE` 
   |                                | | + 
   |                                | | 
   | ---------- SCORE ------------> | | 
   |                                | + 
   |                                | 










 本章では改良システムの動作例を示す．改良システムは CUI のみでの動作となるが，プレイエリア内のス
トーン配置を示す簡易的な図を表示させている．先手番のストーンは〇・後手番のストーンは×で表示され，
最後に投げられたストーンはそれぞれ◎・※で表示される 




間が表示（図 4-8 の 8 行目）され，その下にストーンの配置図が表示されている．また，その下には得点表
が表示されているが，1 エンドも終了していないため空欄となっている．また，現在は 1 投目を投げる前で
あるため，プレイエリア内にストーンは存在しない． 
図 4-10 に 1 投目の BESTSHOT 受信後にシミュレーションを行った画面を示す．SampleAI はハウス内にス
トーンが存在しない場合，ハウスの中央めがけてショットを投げるが，乱数により手前にずれたため，ハウ
スの中央手前にストーンが位置している． 
図 4-11 に 1 エンド終了後の画面を示す．1 エンド終了時点で盤面はリセットされ，後手番の得点 1（およ
び先手番の得点 0）が得点表に表示されている． 
図 4-12 に試合終了後の画面を示す．得点表に 8 エンドそれぞれの得点が表示され，その右側には合計得点



































 本節ではミックダブルスルールにおける動作例を示す．エンド数 4 とし，GPW 杯 2018 デジタルカーリン
グ大会ミックスダブルス部門優勝プログラムである TAI_2sigma 同士の対戦を行った． 
 図 4-13 に第 1 エンド・1 投目開始前の画面を示す．通常ルールとは異なり，ストーンの初期配置が行われ
るため，この時点でプレイエリア内にストーンが存在している．また，1 エンド 10 投のゲームであるため，
この時点でショット数は 7 となっている． 
 図 4-14 に第 1 エンド・10 投目開始前の画面を示す．実際の投数は 10 であるが，システム内部では 16 投































































本システムを用いた GPW 杯 2018 大会を，通常ルールに加えカーリングの変則ルールであるミックスダブ
ルスにて実施し，ルールの変更に対して柔軟な対応が可能であることを実証した．プレイヤ毎の技量差につ
いてはレギュレーションの告知を行う時間が十分に取れなかったため導入を見送ったが，2019 年 3 月に
GAT2018（Game AI Tournament 2018[13]）にて実施予定の第 5 回 UEC 杯デジタルカーリング大会では，ミッ
クスダブルス部門において異なるパラメータを持つ 2 人のプレイヤを想定し導入を行う． 
変則ルールや技量差の導入を行いより現実に近い複雑なゲームを実現することが可能となったことで，改





ング AI や実際のカーリングプレイヤの戦略の影響を与えうる要素である． 
例として，図 6-1 に樋口らの学習支援システムにおいて，異なるショットの強さの上限値を持つ 2 つ AI が
思考した場合のショット示す．この局面は第 3 エンドの 14 投目であり，図 6-1 左側に表示されているのが現
在のストーン配置である．この局面において，異なるショットの強さを持つ 2 つのカーリング AI に思考さ














































ごとの非連続な変化ととらえ，8 エンドであれば 8*16 投分の氷の摩擦係数を用意することが考えられる．す
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 カーリングは「リンク」と呼ばれる氷上の，約 40 メートル先にある「ハウス」めがけて，2 つのチーム
が交互に「ストーン」を投げる（滑らせる）競技である．通常各チーム 8 投ずつ・合計 16 投を投げ，16 投
終了時点でのハウス内のストーン配置によって得点が計算される（これを 1「エンド」と呼ぶ）．これを 8












// Constant values 
  constexpr unsigned int kLastEndMax = 10;  // Maximum number of LastEnd 
 
  constexpr float kCenterX     =  2.375f;  // X coord of Center Line 
  constexpr float kTeeY        =  4.880f;  // Y coord of Tee Line 
  constexpr float kSideX       =  4.750f;  // X coord of Side Line 
  constexpr float kHogY        = 11.280f;  // Y coord of Hog Line 
  constexpr float kHackY       = 41.280f;     // Y coord of Hack? 
  constexpr float kRinkHeight  = 42.500f;  // Height of Rink 
  constexpr float kStoneR      =  0.145f;  // Radius of Stone 
  constexpr float kHouseR      =  1.830f;  // Radius of House (12 foot circle) 
  constexpr float kHouse8FootR =  1.220f;  // Radius of House ( 8 foot circle) 
  constexpr float kHouse4FootR =  0.610f;  // Radius of House ( 4 foot circle) 
 
  // State of DigitalCurling game 
  class DLLAPI GameState { 
  public: 
   GameState(); 
   GameState(unsigned int last_end); 
   ~GameState(); 
 





   void Clear(); 
 
   // Set stone  
   void Set(unsigned int num, float x, float y); 
 
   //  Note: Same member variables as GAMESTATE in CurlingSimulator older ver2.x 
   unsigned int ShotNum;    // Number of current Shot 
 
   unsigned int CurEnd;     // Number of current End (0 to LastEnd - 1) 
   unsigned int LastEnd;    // Number of last End    (up to kLastEndMax) 
 
   int Score[kLastEndMax];  // Score of each End  
 
   bool WhiteToMove;        // which have next shot 
 
   float body[16][2];       // position of stones 
  }; 
 
  // Position of Stone 
  class DLLAPI ShotPos { 
  public: 
   ShotPos(); 
   ShotPos(float x, float y, bool angle); 
   ~ShotPos(); 
 
   float x; 
   float y; 
   bool angle; 
  }; 
 
  // Vector of Stone 
  class DLLAPI ShotVec { 
  public: 
   ShotVec(); 
   ShotVec(float x, float y, bool angle); 
   ~ShotVec(); 
 
   float x; 
   float y; 
   bool angle; 
  }; 
 
  // Vector of Stone (Polar Coordinate System) 
  class DLLAPI ShotVecP { 
  public: 
   ShotVecP(); 





   ~ShotVecP(); 
 
   float v; 
   float theta; 
   bool angle; 
  }; 
 
  // Simulator with Box2D 2.3.0 (http://box2d.org/) 
  namespace b2simulator { 
 
   // Area of stone 
   typedef enum { 
    OUT_OF_RINK = 0b0000, 
    IN_RINK = 0b0001, 
    IN_PLAYAREA = 0b0010, 
    IN_FREEGUARD = 0b0100, 
    IN_HOUSE = 0b1000 
   } StoneArea; 
 
   enum { 
    RECTANGULAR, 
    POLAR 
   }; 
 
   class DLLAPI Simulator { 
   public: 
    Simulator(); 
    Simulator(float friction); 
 
    // Simulation with Box2D, returns number of steps taken 
    // - GameState* game_state    : Current state and updated state after simulation 
    // - ShotVec* shot_vec        : Shot Vector 
    // - float random_x, random_y : Size of random number (v, theta when random_type_ = 
POLAR) 
    // - ShotVec* run_shot        : Shot Vector which with random numbers (pass nullptr 
if you don't need) 
    // - float trajectory         : trajectory log (pass float[traj_size][2], or nullptr 
if you don't need) 
    // - float traj_size          : size of trajectory log (number of steps) 
    int Simulation( 
     GameState* const game_state, ShotVec shot_vec, 
     float random_x, float random_y, 
     ShotVec* const run_shot, float *trajectory, size_t traj_size); 
 
    // Create ShotVec from ShotPos which stone will stop at 






    // Create ShotVec from ShotPos which stone will pass through 
    void CreateHitShot(ShotPos pos, float weight, ShotVec* const vec); 
 
    // Add random number to ShotVec 
    //  random_1 : x (rectangular), v (polar) 
    //  random_2 : y (rectangular), theta (polar) 
    void AddRandom2Vec(float random_1, float random_2, ShotVec* const vec); 
 
    unsigned int num_freeguard_;   // Number of shots which freeguard rule is applied 
    StoneArea area_freeguard_;     // Area of freeguard 
    unsigned int random_type_;      // Type of random number generator (0: ) 
    
   private: 
    int init_shot_table(); 
 
    float friction_; 
 
    static const unsigned int kTableSize = 10000;//8192; 
    struct ShotTable { 
     unsigned int index_end; 
     ShotPos pos[kTableSize]; 
     ShotVec vec[kTableSize]; 
    } shot_table_; 
   }; 
 
   // Return score of second (which has last shot in this end) 
   int GetScore(const GameState* const game_state); 
 
   ShotVecP ConvertVec(ShotVec vec_rect); 
   ShotVec ConvertVec(ShotVecP vec_polar); 
  } 
 
  // Operators 
  DLLAPI ShotPos operator+(ShotPos pos_l, ShotPos pos_r); 
  DLLAPI ShotPos operator-(ShotPos pos_l, ShotPos pos_rs); 
  DLLAPI ShotPos operator+=(ShotPos &pos_l, ShotPos pos_r); 
  DLLAPI ShotPos operator-=(ShotPos &pos_l, ShotPos pos_r); 
  DLLAPI ShotVec operator+(ShotVec pos_l, ShotVec pos_r); 
  DLLAPI ShotVec operator-(ShotVec pos_l, ShotVec pos_r); 
  DLLAPI ShotVec operator+=(ShotVec &pos_l, ShotVec pos_r); 
  DLLAPI ShotVec operator-=(ShotVec &pos_l, ShotVec pos_r); 









// Open config file w/ json 
std::string config_path = "config.json"; 
Options opt; 
 
GameProcess *gp = Init(config_path, match_name, opt);  // 設定ファイルの読み込みを行う 
GameProcess game_process = *gp; 
 
// Send "ISREADY" to both players 
if (!game_process.IsReady(game_process.client1_, opt.timeout_isready)) { 
 cerr << "failed to recieve ISREADY from client 1" << endl; 
 return 0; 
} 
if (!game_process.IsReady(game_process.client2_, opt.timeout_isready)) { 
 cerr << "failed to recieve ISREADY from client 2" << endl; 
 return 0; 
} 
 
// Run match(es) 
for (unsigned int i = 0; i < game_process.repetition_; i++) { 
 if (i > 0) { 
  // Create new log file 
  game_process.log_file_.Create(game_process.client1_, game_process.client2_); 
 } 
 
 // Send "NEWGAME" to clients 
 game_process.NewGame(); 
 
 while (game_process.gs_.CurEnd < game_process.gs_.LastEnd) { 
 
  // Prepare for End 
  game_process.PrepareEnd(opt.timeout_preend); 
  while (game_process.gs_.ShotNum < 16) { 
   // Send "SETSTATE" and "POSITION" to clients 
   game_process.SendState(); 
 
   // Send "GO" to client 
   int status = game_process.Go(); 
   if (status != GameProcess::BESTSHOT) { 
    break; 
   } 
 
  // Simulation 







  // Send 'SCORE' to clients 
  game_process.SendScore(); 
 } 
 
 // Exit Game 
 game_process.Exit(); 










  "server": { 
    "timeout_isready": 15000, 
    "timeout_preend": 5000, 
    "output_dcl": true 
  }, 
 
  "simulator": { 
    "friction": 12.009216, 
    "friction_default": 12.009216, 
    "stone_friction": 0.500, 
    "rand_type": "RECTANGULAR", 
    "rand_type_all": ["RECTANGULAR", "POLAR"], 
    "freeguard_num": 5 
  }, 
 
  "match_mix" : { 
    "rule_type": "mix_doubles", 
    "ends": 8, 
    "player_1": { 
      "type": "local", 
      "path": "SampleAI.exe", 
      "timelimit": 219000, 
      "params": [ 
        { 
          "random_1": 0.0725, 
          "random_2": 0.2900, 
          "weight_max": 50.000 
        }, 
        { 
          "random_1": 0.10875, 
          "random_2": 0.4350, 
          "weight_max": 75.000 
        }, 
        null, 
        null 
      ] 
    }, 
    "player_2": { 
      "type": "local", 
      "path": "SampleAI.exe", 
      "timelimit": 219000, 
      "params": [ 
        { 





          "random_2": 0.2900, 
          "weight_max": 50.000 
        }, 
        { 
          "random_1": 0.10875, 
          "random_2": 0.4350, 
          "weight_max": 75.000 
        }, 
        null, 
        null 
      ] 
    }, 
    "extended_end": true, 
    "repetition": 1 
  }, 
 
  "match_default" : { 
    "rule_type": "normal", 
    "ends": 8, 
    "player_1": { 
      "type": "local", 
      "path": "SampleAI.exe", 
      "timelimit": 219000, 
      "params": [ 
        { 
          "random_1": 0.0725, 
          "random_2": 0.2900, 
          "weight_max": 50.000 
        }, 
        null, 
        null, 
        null 
      ] 
    }, 
    "player_2": { 
      "type": "local", 
      "path": "SampleAI.exe", 
      "timelimit": 219000, 
      "params": [ 
        { 
          "random_1": 0.0725, 
          "random_2": 0.2900, 
          "weight_max": 50.000 
        }, 
        null, 
        null, 





      ] 
    }, 
    "extended_end": true, 
    "repetition": 1 
  } 
} 
 
