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Abstract
Online generisk ekspertsystem
Dette projekt beskæftiger sig med udviklingen og beskrivelsen af en proto-
type for et webbaseret generisk ekspertsystem. Systemet fungerer som hjælp
i forbindelse med sammenstillingen af produkter, der består af flere enkelte el-
ementer. Hovedvægten lægges på de teoretiske principper for regel- og ramme-
baserede ekspertsystemer, der danner grundlag for prototypens arkitektur. Ud
over det fokuseres der på, hvordan brugergrænsefladen opdateres på den mest
hensigtsmæssige måde.
På baggrund af den teoretiske gennemgang, analysen og udviklingen af pro-
totypen kan vi konkludere, at en kombination af regel- og rammebaserede syste-
mer, samt kombinationen af forward og backward chaining, giver gode mulighed-
er for løse komplekse opgaver. For udviklingen af prototypen har det været en
nødvendig kombination, da de muligheder vi ønskede systemet skulle have, ikke
ville kunne løses ved at anvende de forskellige metoder for sig. Til opdateringen
af brugergrænsefladen viste Ajax sig at være særdeles velegnet, da anvendelsen
af denne teknologi gjorde det muligt at opdatere grænsefladen på en desktoplig-
nende måde.
Online generic expert system
This project is based on the development and specification of a prototype for a
web-based generic expert system. This system is an auxiliary function in con-
nection with compiling products, which consist of several individual elements.
Main emphasis is attached to the theoretical principals of rule- and frame-based
expert systems, which provide the architectural basis for the prototype. Fur-
thermore, focus is on how to most expediently update the user interface.
Based on the theoretical examination, analysis and development of the proto-
type, it can be concluded that a combination of rule- and frame-based systems
as well as of forward and backward chaining provides an excellent opportuni-
ty for implementing complex expert systems. The above combination proved
to be crucial for the development of the prototype, as the desired system op-
tions would not have been provided for without such method combination. Ajax
proved to be very suitable for the purpose of updating the user interface in that
the utilization of this technology made it possible to update the interface in a
desktopapplication kind of way.
Kapitel 1
Indledning
Langt de fleste internetbrugere i dag er stødt på en af de utallige onlinebutikker,
hvor man kan købe alt fra blomsterbuketter til flybilletter. I de fleste tilfælde
er proceduren ret simpel, da de enkelte produkter er veldefinerede. Køberen
behøver ikke at tage stilling til produktets sammensætning, enten fordi der er
tale om et i forvejen sammensat produkt, som fx en brudebuket eller også fordi
produktet ikke er sammensat af enkelte elementer, som fx en enkelt rose. I mere
avancerede butikker kan brugeren dog komme ud for, selv at skulle træffe nogle
beslutninger med henblik på produktets sammensætning. Hvis man fx ser på en
computer, så er én mulighed at bestille en færdig sammensat model, der bedst
opfylder de krav, man måtte have. En anden tilgang ville være, fra bunden af
at samle computeren med de elementer, som man ønsker computeren skal bestå
af. Det kunne være selve det kabinet, man synes ens computer skal have og fx
den processor og det grafikkort, man mener bedst opfylder ens behov. Hvis man
køber en færdig computer, regner man med, at dem der har samlet computeren,
har sørget for at de enkelte dele fungerer sammen. Hvis man derimod selv vil
samle den, overtager man selv dette ansvar. Her kan der meget nemt opstå
problemer, hvis ikke man har den nødvendige ekspertise og brugeren kunne
ende op med en computer, der ikke er til at bruge.
For at undgå at man samler et produkt af elementer, der ikke er kompatible,
har vi i denne rapport set på, hvordan man ved hjælp af et ekspertsystem kan
få hjælp til at samle sådanne produkter. Systemets administrator kan i et sådan
system oprette regler, der har til formål at hjælpe slutbrugeren med at undgå
at vælge de forkerte elementer.
For at applikationen kan bruges, ligegyldigt hvilket produkt man ønsker at
tilbyde, være det sammensætningen af enkelte blomster til en buket eller som
vi lige var inde på sammensætningen af en computer, har vi lagt stor vægt på
at gøre applikationen så generisk som mulig. Vi vil i denne rapport bruge et
gennemgående eksempel, der handler om at samle en computer. Det er kun
gjort for overskuelighedens skyld og man kunne godt have brugt et andet ek-
sempel i opgaven. Det generiske i applikationen afspejler sig ikke kun i at kunne
tilbyde vidt forskellige produkter, men også i at administratoren af systemet
selv bestemmer den struktur, som elementerne skal ligge i. Vi bruger her den
objektorienterede tankegang, der tillader administratoren at oprette kategorier
modsvarende klassebegrebet. På figur 1.1 vises en oversigt over en mulig struk-
tur. Figuren viser de tre produkter BRONZE_PC, SILVER_PC og GOLD_PC sammen
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Figur 1.1: Mulig struktur af produkter, kategorier og elementer
med nogle eksempler på kategorier, underkategorier og elementer. Det er disse
elementer slutbrugeren vælger ud fra, og der slutteligt udgører det egentlige
produkt. Figurens bestanddele vil blive forklaret yderligere i kapitel 2 og er en
del af det gennemgående eksempel, vi har valgt at bruge.
Applikationen består af to dele. Den ene er administrationsdelen, hvor pro-
duktkategorier, elementer og regler defineres. Den anden del er den, hvor brugeren
sammensætter det ønskede produkt. Brugeren skal i bedste fald ikke kunne
samle et forkert produkt, i og med at adminstratoren ved hjælp af reglerne
har defineret, hvilke elementer der er mulige hhv nødvendige at kombinere med
hinanden.
1.1 Problemfelt
Selve implementeringen af et system, der kan hjælpe en slutbruger med at undgå
en forkert sammensætning af det ønskede produkt, rummer flere problemstill-
inger. Der er dog tre centrale problemstillinger, der skiller sig ud som de for os
vigtigste. De vil forneden blive præsenteret, for at give læseren et overblik over
det problemfelt, vi beskæftiger os med.
1. Repræsentation og evaluering af den viden som administratoren lægger
ind i systemet i form af regler.
Det må ikke være muligt at samle et produkt forkert. Derfor skal admin-
stratoren af dette system lægge sin viden omkring kompatibilitet mellem
enkelte elementer ind i systemet i form af regler. Dette kalder man inden
for kunstig intelligens for 'regelbaserede ekspertsystemer', idet man lad-
er systemet agere som ekspert ud fra et sæt veldefinerede regler. I denne
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problemstilling indgår også evalueringen af de regler der er og de valg, der
tages af slutbrugeren undervejs i sammenstillingen af produktet.
For at give læseren et indtryk af, hvordan en regel kunne se ud, har vi
valgt at præsentere en meget simpel regel med udgangspunkt i vores gen-
nemgående computereksempel:
• IF 'bundkort har DDR RAM-slots'
THEN 'brug DDR RAM moduler'
2. Muligheden for administrator selv at definere produkter ved at oprette
kategorier, elementer og regler.
Der er her tale om det generiske eller generelle i systemet. Det skal være
muligt for administratoren selv at definere de produkter, kategorier og
elementer, der skal findes i systemet. Administratoren skal også have mu-
lighed for selv at definere regler passende i den pågældende sammenhæng.
Vi vil her se på den objektorienterede måde at oprette kategorier og ele-
menter på modsvarende klassebegrebet. Indenfor kunstig intelligens kaldes
denne måde at opbygge et ekspertsystem på for et 'rammebaseret ekspert-
system'. Her svarer en ramme til en klasse, der på ca. samme måde som
i den objektorienterede verden kan have underklasser der arver. Figur 1.1
viser opbygningen af produkter med de tilhørende kategorier og elementer,
der skal anskueliggøre den objektorienterede tankegang, der ligger bag.
3. Opdatering af grænsefladen så den altid afspejler de valg, som brugeren
har taget og de muligheder dette efterlader. Dette skal ske på en måde, så
systemets brugere undgår unødig ventetid.
De brugere, der ønsker at sammensætte et produkt, vil stå overfor en
række valgmuligheder. For hvert valg, der træffes, skal systemet evaluere
dette valg for at kunne give brugeren en ny oversigt over valgmuligheder.
Har brugeren fx valgt et bestemt bundkort og administratoren har opret-
tet en regel, der skal forhindre sammensætningen af en computer med
mere end ét bundkort, så skal systemet opdatere brugerens grænseflade,
så det ikke vil være muligt at vælge endnu et bundkort. For at gøre opda-
teringen af grænsefladen så effektiv som muligt, har vi valgt at se på en
nyere teknologi der hedder Ajax. Med Ajax er man i stand til at udvikle
webapplikationer, hvor brugeren undgår ventetider ved opdateringen af
grænsefladen. Webapplikationen kommer derved mere til at ligne en desk-
topapplikation. Denne del mener vi er vigtig for et ekspertsystem, hvis
formål er at hjælpe brugere til at sammensætte og købe et produkt. For-
målet er at give brugeren en bedre oplevelse og indtryk af systemet ved
stortset at udelukke ventetider.
1.2 Formålet med projektet
Målet for opgaven er at implementere en prototype for et webbaseret ekspert-
system, som kan repræsentere og evaluere regler i begrænset omfang.
Ved at se på teorierne for regel- og rammebaserede systemer analyserer og
beskriver vi vores implementering.
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1.3 Om projektrapportens opbygning
Rapporten består ud over kapitel 1 af følgende hoveddele:
Kapitel 2 Her analyseres og beskrives de centrale problemstillinger. Vi kom-
mer ind på nogle centrale egenskaber for regel- og rammebaserede ekspertsys-
temer, samt beskriver de dele vi har brugt i vores egen implementering. Afslut-
tende analyseres opbygningen af vores regelstruktur og anvendelsen af Ajax til
opdatering af grænsefladen diskuteres.
Kapitel 3 I dette kapitel beskriver vi det program vi har lavet, og de pro-
grammeringstekniske overvejelser vi har haft før, under og efter programmerin-
gen. Kapitlet er delt op i en del, der beskriver grænsefladen og funktionaliteten
for systemets administrator og en del, der beskriver slutbrugerens grænseflade.
Dernæst vil diverse programmeringsovervejelser blive belyst og afslutningsvist
vil vi præsentere en brugervejledning og afprøvning af webapplikationen.
Kapitel 4 Opgaven afsluttes med en konklusion.
Kapitel 2
Problemanalyse
De tre centrale problemstillinger omhandler repræsentation og evaluering af
regler, den generiske opbygning, der giver administrator mulighed for selv at
definere produkter ved at oprette kategorier, elementer og regler samt opda-
teringen af grænsefladen, så systemets brugere undgår unødig ventetid.
Da repræsentation og evaluering af regler er hjertet i et regelbaseret ekspert-
system, har vi gjort mest ud af at analysere og beskrive denne problemstilling.
Vi har valgt at gøre applikationen webbaseret, og bruge PHP og MySQL som
udviklingsværktøjer. Dette afskærer os fra at bruge de muligheder, der ligger i
programmer som Prolog, der direkte kan oprette regler, og dermed kan se på
hele problematikken på en logisk måde [Bra01]. I vores tilfælde bliver vi selv
nødt til at definere en struktur, der repræsenterer regler. Selvom det er lidt mere
arbejde, giver det os en meget stor frihed til selv at bestemme nøjagtig, hvordan
vi gerne vil håndtere disse regler. Vi bruger dermed en procedurel metode i
stedet for en logisk i selve programmet, men gør alligevel brug af de teorier,
der definerer regel- og rammebaserede ekspertsystemer. Så fra vores synspunkt
kombinerer vi det bedste fra to verdener.
For at give læseren et overblik, vil vi forneden bryde problemstillingerne op
i de for os mest relevante delproblemer. Vi gør dette ved hele tiden at se på,
hvordan man gør i klassisk kunstig intelligens. Gennemgangen skal give læseren
et indblik i de generelle egenskaber for ekspertsystemer samt opbygningen af
regel- og rammebaserede ekspertsystemer, der danner grundlag for vores sys-
tem. Nogle af afsnittene kan for læseren, der i forvejen kender til de klassiske
metoder indenfor ekspertsystemer, være en smule triviel læsning, men afsnit-
tene er medtaget, da de for den uerfarene læser danner basis for forståelsen af
opbygningen af vores system.
2.1 Generelle egenskaber for ekspertsystemer
Ekspertsystemer opdeles traditionelt i regel- og rammebaserede systemer. Et
moderne system vil ofte kombinere disse to teknikker [Neg02], for at udnytte
mulighederne af begge systemer. Af samme grund har vi valgt at gøre brug af
både den regelbaserede og den rammebaserede fremgangsmåde. Forneden vil vi
kort beskrive de mest grundlæggende egenskaber for disse systemer, og trække
paralleller til vores system.
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2.1.1 Hastighed vs. korrekthed
Normalt vil det være sådan, at et ekspertsystem indeholder regler for et meget
specialiceret område [Neg02]. Dette hænger sammen med, at det som udgangspunkt
altid er det vigtigste, at et system virker korrekt, fremfor at det er hurtigt. Når
det er sagt, er der selvfølgelig situationer, hvor hastighed spiller en stor rolle.
Hvis man fx bruger et ekspertsystem til at diagnosticere en ulykkespatient, er
et rigtigt svar, der gives for sent, ikke brugbart. Man vil i sådanne situationer
bruge heuristiske metoder til at finde det mest sandsynlige svar hurtigst muligt.
I vores situation er det ikke nødvendigt at tænke i retning af, om man hurtigt
skal have det mest sandsynlige svar. Vores system er tænkt som tilbuds- eller
butiksapplikation, hvor det ikke på nogen måde er acceptabelt, at man samler
et produkt, der fx er kompatibelt med 90% sandsynlighed. Det handler netop
om, at man ikke skal være i stand til at samle et produkt, der ikke 'findes' eller
ikke virker. Det ville fx være meget uheldigt, hvis man indkøbte RAM-moduler,
der ikke er kompatible med ens bundkort.
2.1.2 Forklaring af hændelser
En andet grundlæggende egenskab i et ekspertsystem er muligheden for at fork-
lare brugeren, hvad grunden er til en bestemt beslutning eller handling. I praksis
går dette ud på, at en beslutning eller et svar er blevet til på baggrund af en
eller flere regler. Disse skal systemet kunne tilbageforfølge og dermed forklare
brugeren, hvad grunden er til systemets beslutning. Brugeren har med den vi-
den mulighed for at gå tilbage og ændre sit tidligere valg, hvis det skulle være
nødvendigt. Dette gør denne funktionalitet yderst vigtig i et ekspertsystem af
vores type.
Måden hvorpå vi ville anvende denne egenskab, er at de elementer, der ikke
er mulige at vælge på baggrund af andre valg, bliver gjort utilgængelige for at
forhindre et forkert valg. Begrundelsen for begrænsningen burde så stå ved det
pågældende element, som fx: 'Det er ikke muligt at vælge 'cpu intel 2', da du
tidligere har valgt 'bundkort 5 (sd)'. Derved har brugeren mulighed for at gå
tilbage og ændre valget af bundkort, hvis vedkommende altså ønsker at vælge
'cpu intel 2'.
2.2 Regelbaserede systemer
Vi har i de foregående afsnit beskrevet nogle generelle egenskaber for ekspert-
systemer. Som vores problemfelt også belyser, vil vi gerne se på, hvordan man
i regelbaserede ekspertsystemer kan repræsentere og udnytte den viden, som
lægges ned i systemet i form af regler. Dette gør vi ved først at se på hvordan
regler klassisk repræsenteres og derefter at se på de dele et typisk regelbaseret
ekspertsystem består af. Afsnittet fortsætter med en gennemgang af de to mest
almindelige måder at håndtere regler på - forward og backward chaining.
Gennemgangen skal give et generelt indblik i den klassiske opbygning af
et regelbaseret ekspertsystem og danne basis for forståelsen af opbygningen af
vores ekspertsystem.
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2.2.1 Repræsentationen af regler
Den klassiske metode at lagre viden i form af regler er ved at bruge følgende nota-
tion: IF some condition THEN some action [Neg02]. Fx kunne man udtrykke
reglen om hvilken form for RAM-moduler et bundkort skal bruge således:
• IF 'bundkort har DDR RAM-slots'
THEN 'brug DDR RAM moduler'
• IF 'bundkort har SD RAM-slots'
THEN 'brug SD RAM-moduler'
Dette er et meget simpelt eksempel, der viser hvordan regler kan bruges til
at hjælpe med at samle passende elementer. Som det fremgår af eksemplet, så
består en regel af to dele. Der er IF-delen, som beskriver en betingelse og THEN-
delen som beskriver en handling, der skal udføres, når betingelsen er opfyldt.
Der er som udgangspunkt ingen begrænsning for at udvide betingelsesdelen
med OG eller ELLER, ligesom handlingsdelen kan have flere aktioner tilknyttet
betingelsen. Det frarådes dog at blande konjunktioner og disjunktioner med
hinanden i samme regel, da overskueligheden kan lide under dette [Neg02].
Betingelsesdelen er igen delt op i en såkaldt objektdel og dens værdi. I eksemplet
foroven er bundkort et objekt og dens værdi kan være enten DDR RAM-slots
eller SD RAM-slots. Objekterne og værdierne kobles sammen ved brug af nogle
operatorer som fx 'har', 'er', 'har ikke', 'er ikke' eller også matematiske op-
eratorer som fx 'lig med', 'mindre end' og 'større end'.
• IF 'bundkort har DDR RAM-slots'
AND 'antal RAM-slots = 4'
THEN 'brug op til 4 RAM-moduler'
eller fx
• IF 'CPU frekvens > 3000'
THEN 'brug stor kølergril'
Standard opbygningen af et regelbaseret ekspertsystem har fem komponen-
ter. En vidensbase, database, inferenssystem, forklaringssystem og en bruger-
grænseflade.
1. Vidensbasen indeholder den viden, som er nødvendig for at løse problem-
stillingerne. Viden bliver repræsenteret ved regler i form af IF...THEN. Er
betingelsen opfyldt bliver handlingsdelen udført. Har en administrator fx
tilføjet følgende regel: IF 'bundkort har DDR RAM-slots'
THEN 'brug DDR RAM' og en bruger så vælger et bundkort med DDR RAM-slots,
så vil reglen, som repræsenterer ekspertens viden, træde i aktion og sikre,
at brugeren herefter kun kan vælge DDR RAM.
2. Databasen indeholder den data, der bruges til at kontrollere IF betingelsen
gemt i vidensbasen.
3. Inferenssystemet udfører selve regelevalueringen, som ender i et svar til
slutbrugeren. Det er den del, der forbinder vidensbasens regler med den
data, der gemmes i databasen.
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4. Forklaringssystemet skal kunne give slutbrugeren en forklaring på, hvorfor
og hvordan et bestemt svar fra ekspertsystemet til slutbrugeren er blevet
til. Brugeren har med den forklaring mulighed for at gå tilbage og ændre
sit valg.
5. Brugergrænsefladen er slutbrugerens grænseflade til ekspertsystemet. Det
er her en bruger med et spørgsmål kan kommunikere med ekspertsystemet
og få et svar og en begrundelse leveret. I vores tilfælde vil det være den
grænseflade, som en bruger træffer sine valg i på baggrund af de muligheder
ekspertsystemet tillader.
I de næste afsnit vil vi beskrive to forskellige måder at håndhæve reglerne
i ekspertsystemer på. Det gøres med henblik på at komme frem til vores egen
løsningsmodel og at kunne diskutere denne.
2.2.2 Forward chaining
Forward chaining er en måde at samle kendsgerninger på og udlede det, der er
muligt at udlede. Når en regel eksikveres, lægges ny data ned i databasen, som
så ville kunne bruges til at udføre en anden regel. Hver regel kan kun bruges
én gang, og processen stopper, når der ikke er flere regler, der kan udføres.
Her et eksempel fra Negnevitsky [Neg02], der skal tydeliggøre virkemåden af
forward chaining. Lad os sige at databasen indeholder nogle kendsgerninger
repræsenteret ved bogstaverne A, B, C, D, E og at vidensbasen kun indeholder
følgende tre regler:
• Regel 1:
IF Y er sand
AND D er sand
THEN Z er sand
• Regel 2:
IF X er sand
AND B er sand
AND E er sand
THEN Y er sand
• Regel 3:
IF A er sand
THEN X er sand
For at udlede Z, starter kæden med at udføre regel 3, som giver os en ny
kendsgerning i form af X. Herefter bliver regel 2 udført for at udlede Y fra de
allerede kendte fakta B og E og det nylig fundne faktum X. Til sidst bliver regel
1 udført ved at anvende D og Y for endelig at udlede Z, som var formålet.
Alle tre regler i dette simple eksempel er nødvendige for at udlede Z. Men
det behøver ikke altid at være sådan. Tilføjer vi fx reglerne:
• Regel 4:
IF C er sand
THEN L er sand
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Databasen
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5
YLX
Figur 2.1: Grafisk fremstilling af eksemplet ved brug af forward chaining
• Regel 5:
IF L er sand
AND M er sand
THEN N er sand
får vi at kun regel 3 med kendsgerningen A og regel 4 indeholdende C matcher
betingelserne. Systemet udfører altså først regel 3 som den øverste og det ny
faktum X bliver tilføjet i databasen. Så bliver regel 4 udført og L bliver lagt i
databasen, som dog ikke har nogen betydning i det senere forløb. Regel 2 kan
nu udføres, da både B, E og X nu er i databasen, som betyder at Y kan udledes
og lægges ned i databasen. Pga. Y er blevet udledt af regel 2, kan regel 1 nu
udføres. Herefter er der ikke flere regler der matcher, så regel 5 vil ikke blive
udført. Figur 2.1 viser eksemplet og kædens fremgangsmåde og sammenhæng.
Målet i ovenstående eksempel var at udlede Z. Eksemplet viser, at der i
forward chaining kan blive udført regler, der intet har med den egentlige mål-
sætning at gøre. I vores tilfælde er det regel 4. I større regelbaserede ekspert-
systemer kan der være utallige regler, som på samme måde ville blive udført,
selv om de ingen forbindelse har til målsætningen. Hvis man altså ønsker kun
at udlede et bestemt forhold, kan det være bedre at se på backward chaining
[Neg02].
2.2.3 Backward chaining
Ved backward chaining tages udgangspunkt i det ønskede mål. Inferenssystemet
prøver så at finde frem til dette mål ved at gennemsøge reglerne i vidensbasen.
Først søges efter regler, der opfylder målsætningen, dvs. indeholder den ønskede
data i handlingsdelen. Er reglen (lad os kalde den regel A) fundet bliver det
undersøgt om betingelsen er opfyldt ved data tilgængelig i databasen. Ligger
den nødvendige data i databasen anvendes reglen, og det ønskede mål er blevet
bevist rigtig. I det andet tilfælde, hvor den nødvendige data for opfyldelsen af
betingelsen ikke findes i databasen, sætter inferenssystemet den fundne regel
(regel A) i bero, mens vidensbasen igen bliver gennemsøgt, denne gang med
henblik på at finde en regel, hvis handlingsdel indeholder den data, der er nød-
vendig for at opfylde betingelsen i den foregående regel. Den fundne regel (lad
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os kalde den regel B) bliver så igen undersøgt i forhold til dens betingelse, og
om denne kan opfyldes med den tilgængelige data. Er betingelsen opfyldt anven-
des reglen (regel B) og den fundne data fra handlingsdelen bliver ledet over til
betingelsesdelen fra regel A. Regel A kan nu anvendes og handlingsdelen udføres.
Er betingelsen ikke opfyldt fortsætter systemet med at finde nye regler, hvis data
fra handlingsdelen består af data fra den foregående regels betingelsesdel.
Databasen
A B C D E
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
Z
Ønsket mål: Z
Databasen
A B C D E
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
Y
Ønsket delmål: Y
?
Databasen
A B C D E
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
X
Ønsket delmål: X
?
Databasen
A B C D E
X
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
Ønsket delmål: X
Databasen
A B C D E
Y
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
X
Ønsket delmål: Y
Databasen
A B C D E
Z
Vidensbasen
Y&D Z
X&B&E Y
A X
C L
L&M N
YX
Ønsket mål: Z
1. gennemløb 2. gennemløb 3. gennemløb
4. gennemløb 5. gennemløb 6. gennemløb
Figur 2.2: Grafisk fremstilling af eksemplet ved brug af backward chaining
Lad os se på eksemplet fra foregående afsnit. Figur 2.2 kan med fordel bruges
sideløbende. I første gennemløb prøver inferenssystemet at udlede Z. Videns-
basen bliver gennemsøgt med henblik på at finde en regel med målet Z i han-
dlingsdelen.
Regel 1 har Z i handlingsdelen, men da Y og D i betingelsen ikke findes i
databasen, bliver regel 1 i første omgang sat i bero, for først at finde en regel,
der har enten Y eller D som mål. Dette sker i det andet gennemløb, hvor regel
2 bliver brugt i forbindelse med delmålet Y.
Regel 2 har X, B og E i betingelsesdelen, hvoraf kun B og E findes i databasen.
Så i samme stil som før, bliver der ved tredje gennemløb sat et nyt delmål X,
mens regel 2 bliver sat i bero ligesom regel 1. Inferenssystemet undersøger vi-
densbasen og finder regel 3, som har dataen X i betingelsen.
I fjerde gennemløb finder inferenssystemet at faktum A ligger i databasen, så
reglen kan anvendes. Dermed er delmålet for tredje og fjerde gennemløb fundet
18 KAPITEL 2. PROBLEMANALYSE
og inferenssystemet fortsætter nu med endnu et gennemløb, for at undersøge om
det andet delmål Y kan bevises med det nye faktum X i databasen. Dette sker i
femte gennemløb, hvor inferenssystemet prøver at udføre regel 2, som var sat i
bero. Med faktum X og de oprindelige fakta i databasen kan regel 2 nu afvikles
og Y tilføjes til databasen. Inferenssystemet fortsætter nu i sjette gennemløb
med at prøve at udføre regel 1. Da de nødvendige fakta nu findes i databasen,
kan regel 1 udføres og det oprindelige mål Z er bevist.
Som vi allerede tidligere har nævnt i afsnit 2.1 er det meget almindeligt i
ekspertsystemer både at anvende forward og backward chaining i samme system.
De to metoder i kombination giver ekspertsystemet flere muligheder, og gør
det nemmere for eksperten at administrere systemet [Neg02]. I vores eksempel
kunne man fx ved anvendelse af backward chaining udføre en endelig kontrol
på det samlede produkt, mens brugerens enkelte valg evalueres af både forward
chaining og backward chaining i valgtidspunktet.
Håndteringen af regler er afgørende for om konflikter mellem regler kan opstå
i et ekspertsystem. I næste afsnit vil vi se på nogle simple regelkonflikter, som
kan opstå, når et inferenssystem benytter sig af forward chaining. Samtidig
kommer vi med nogle løsningsforslag til problemet.
2.2.4 Konflikter i regler
I og med at det er den menneskelige ekspert, der lægger sin viden ned i ekspert-
systemet, kan det fejle på præcis samme måde. Ligesom i den menneskelige
verden fejler ekspertsystemer i forbindelse med, at regler eller viden er ufuld-
stændige, tvetydige eller modstridende.
I simple sammenhænge er det meget nemt at undgå fejl. I følgende eksempel
[Neg02] er der to regler der hedder: 'Hvis lyset er rødt, så skal du stoppe' og
'Hvis lyset er grønt, så må du gå'. Her vil der som fodgænger, ved en almindelig
lyskurv, ikke kunne opstå tvivl om, hvilken handling man i begge situationer skal
udføre. Der findes kun to muligheder, og de er defineret udtømmende. I mere
komplekse systemer er det ikke helt så nemt at definere entydige regler. Det er
selvfølgelig ekspertens ansvar, at den viden, der lægges ned i systemet er kor-
rekt, men applikationen burde også kunne tage hensyn til nogle forhold. Bedst
ville selvfølgelig være helt at kunne undgå konfliktsituationer, da de forskel-
lige løsningsmodeller i virkligheden ikke helt løser det egentlige problem. En
ret simpel måde ville være at ekspertsystemet oplyser administratoren om, at
der er opstået en konflikt ved oprettelsen af en regel. Dette skulle så ske ved
selve oprettelsestidspunktet, så administratoren straks kunne tage stilling til
problemet, for enten at slette den ene af de regler, der skaber konflikten, eller
genoverveje en anden løsning på problemet.
Er konflikten allerede opstået, findes der nogle mere eller mindre brugbare
løsningsmodeller til håndteringen af situationen.
Lad os se på et eksempel.
• Regel 1:
IF 'bundkort har DDR RAM-slots'
THEN 'brug DDR RAM-moduler'
• Regel 2:
IF 'bundkort har SD RAM-slots'
THEN 'brug SD RAM-moduler'
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• Regel 3:
IF 'bundkort har SD RAM-slots'
THEN 'brug DDR RAM-moduler'
Hvad der ville ske ved denne regelkonflikt, afhænger af hvordan inferenssys-
temet er sat op til at håndtere en sådan situation. Som beskrevet i afsnit 2.1, så
ville et inferenssystem ved brug af forward chaining metoden først udføre regel
2, da den kommer før regel 3. Da regel 3 har samme betingelsesdel, ville den
hernæst udføres. Det er uheldigt, da det i dette tilfælde er regel 2, der indeholder
den rigtige data.
Findes regler med samme betingelsesdel, så skal inferenssystemet afgøre, i
hvilken rækkefølge reglerne skal udføres. Eksemplet gør det tydeligt, at række-
følgen er afgørende ved forward chaining metoden. Havde inferenssystemet først
udført regel 3 og dernæst afsluttet med at udføre regel 2, så ville den 'rigtige'
data være blevet fundet. Der er forskellige måder, man kan prøve at løse dette
problem på. Vi vil her komme ind på fire forskellige løsningsmetoder, som
kan afhjælpe problemstillingen, men hvor ingen af løsningsforslagene terminerer
selve problemet.
1. Den første går ud på at give reglerne en prioritet. I simple ekspertsystemer
ville det være nok med at se på rækkefølgen af reglerne som en slags
prioritet. I større systemer bliver det hurtigt uoverskueligt og reglerne
burde her få tildelt en prioritetsværdi.
2. En anden måde at afhjælpe konflikter af ovenstående slags på, er at infer-
enssystemet skal udføre den mest specifikke regel. Lad os se på et eksempel:
• Regel 1:
IF 'bundkort har DDR RAM-slots'
AND 'bundkort har AGP grafik-slot'
AND 'bundkort har ATX strømstik'
THEN 'brug DDR RAM-moduler'
• Regel 2:
IF 'bundkort har DDR RAM-slots'
THEN 'brug DDR RAM-moduler'
Har man et bundkort med DDR RAM-slots, AGP grafik-slot og ATX
strømstik, så vil regel 1 blive udført. Har man derimod ikke flere specifika-
tioner end at bundkortet har ddr RAM-slots, så vil regel 2 blive udført.
Med andre ord vil den mest specifikke regel blive anvendt. Det vil dog kun
afhjælpe situationen i de tilfælde, hvor den mest specifikke regel bliver an-
vendt. I den situation, hvor man kun har 'bundkort har DDR RAM-slots'
som specifikation, vil man igen stå overfor en konflikt, om man nu skal
vælge udførelsen af regel 1 eller regel 2, da begge opfylder betingelsen lige
godt.
3. En tredje måde at håndtere regelkonflikter på er at se på tidspunktet, som
reglen er blevet tilføjet systemet. Lad os se på et eksempel mere:
• Regel 1:
IF 'bundkort har DDR RAM-slots' [15:23 13.05.2004]
THEN 'brug SD RAM-moduler'
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• Regel 2:
IF 'bundkort har DDR RAM-slots' [09:12 21.05.2006]
THEN 'brug DDR RAM-moduler'
Det vil som udgangspunkt være den nyeste regel, der bliver udført [Neg02],
i vores eksempel regel 2. Måske i systemer, hvor data konstant bliver op-
dateret, vil denne fremgangsmåde være relevant at overveje. En egentlig
løsning på selve konflikten er det ikke, men i real-time systemer hvor data
konstant bliver tilføjet systemet, kunne det muligvis afhjælpe nogle prob-
lemer. Vi er dog skeptiske overfor dette løsningsforslag, som Negnevitsky
[Neg02] bringer.
Det er blot nogle meget simple løsningsforslag, der foroven er blevet vist.
Problemet er, at så snart et ekspertsystem når et større omfang, så vil det
for administratoren blive næsten umuligt at holde styr på de forskellige
regler i systemet. En fjerde mulighed ville derfor være at indføre en speciel
viden til systemet som kaldes metaviden [Neg02].
4. Metaviden kan karakteriseres ved at være viden omkring viden i et ekspert-
system. Med andre ord er metaviden den viden der fortæller, hvordan re-
glerne i vidensbasen skal håndteres. I et regelbaseret ekspertsystem vil
denne metaviden blive repræsenteret ved metaregler. Metareglerne tilfø-
jes ekspertsystemet med henblik på at kunne administrere de 'almindelige'
regler i systemet. Fx kunne de ovenstående løsningsmodeller oprettes som
metaregler i ekspertsystemet. IF 'betingelsesdelene er ens' THEN 'brug re-
glen med den højeste prioritet'. Så eksemplet viser at heller ikke metaregler
er nogen egentlig løsning, men hjælper eksperten med at bevare overblikket
i større systemer.
I vores analyse er vi kommet frem til, at den eneste virkelige løsning er, at
indrette ekspertsystemet på en sådan måde, at regelkonflikter ikke ville kunne
opstå. Det mener vi kunne gøres ved en grundig indbyrdes evaluering af re-
glerne ved oprettelsestidspunktet. Med andre ord skal administratoren slet ikke
have mulighed for at oprette en regel, der kan skabe en konflikt med en anden
regel. Prototypen indeholder ikke denne regelevaluering på oprettelsestidspunk-
tet, men funktionaliteten ville kunne tilføjes på samme måde, som evalueringen
af reglerne ved kørselstidspunktet.
I det næste afsnit ser vi på opbygningen af et rammebaseret ekspertsystem,
for at give læseren det fornødne kendskab samt at vise de paralleller, der er til
vores eget system.
2.3 Rammebaserede systemer
I dette afsnit ser vi på, hvordan man indenfor kunstig intelligens genbruger den
objektorienterede tankegang i form af rammesystemer. Den objektorienterede
tankegang har den store fordel, at man lader de objekter som man arbejder med,
danne basis for analysen og designet af det system, man er ved at opbygge. Ob-
jekterne defineres derved som konkrete koncepter eller ting. Målet er at opnå
en naturlig struktur af ens system. Man anvender altså den objektorienterede
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tankegang til at gemme og strukturere sin viden på en naturlig måde. Vi har
prøvet at omsætte denne tankegang til vores system og derved gøre det så gener-
isk som muligt. Administratoren kan derved selv bestemme hvordan strukturen
af elementerne bliver, ud fra hvordan det virker mest passende i den pågældende
situation.
En klasse eller ramme har typisk et navn og et sæt af attributter. Hvis man
fx ser på klassen RAM-moduler, så er der nogle egenskaber eller attributter, der
går igen for dem alle. Fx har hvert RAM-modul en type eller slot (DDR, DDR2,
SD osv.) og en hukommelses størrelse (512 MB, 1024 MB osv.). I afsnit 2.2.1
nævner vi objekter og deres værdier. Det er netop ved at definere et attribut
at disse værdier sættes i system. Ved at tildele disse attributter til en klasse,
grupperer vi elementer, der på den ene eller anden måde hører sammen, eller
endda ér det samme. Klassens attributter tildeles værdier ved oprettelsen af et
objekt.
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Figur 2.3: De tre typer arv: (a) generalisering, (b) aggregering og (c) associering
Denne måde at opbygge indholdet af vores ekspertsystem på, gør det meget
nemmere at holde styr på alle elementer og dets attributter, da opbygningen
gøres meget naturlig, med udgangspunkt i det område man bruger systemet til.
Ved anvendelse af den objektorienterede tankegang er nedarvning en meget
central del. Man kan generelt tale om tre forskellige slags arv [Neg02]. I alle sam-
menhænge gælder det om på en eller anden måde at afspejle et tilhørsforhold.
På figur 2.3 kan man se en illustration af de tre slags arv, nemlig (a) generalis-
ering, (b) aggregering og (c) associering. Vi vil her kort komme ind på de tre
typer arv, og hvad vi bruger dem til, da det er ret centralt for opbygningen af
vores system.
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(a) generalisering Ved denne slags arv er der tale om et 'er en' sammenhæng.
Dvs. underklassen 'er en' af samme slags som superklassen. På figur 1.1 kan
man se denne form for arv med CPU som superklasse og AMD hhv. INTEL som
underklasser. Alle objekter, der oprettes af klasserne AMD og INTEL, er af
slagsen CPU, de er bare yderligere opdelt efter producent. Man kalder også
denne form for arv for begrebsinklussion og alle attributter nedarves som
regel. Vi bruger denne form for arv til at gruppere elementer med samme
attributter, der samtidig passer sammen på en naturlig måde. Ud over det
er det en stor fordel, at man kan lade en regel peje på en underklasse og
dermed på alle dens elementer.
(b) aggregering Her er der tale om en 'del af' sammenhæng. Her er det
således, at underklasserne udgør enkelte dele af en superklasse, der repræsen-
terer en helhed. På figur 1.1 afspejles denne form for arv ved at man de-
finerer hvilke dele fx en SILVER_PC består af. Vi kalder disse superklasser
også for produkter. Denne form for arv kaldes også for meronymi. Det vil
normalt ikke være sådan at attributterne nedarves, og man vil typisk an-
vende en abstrakt klasse som superklasse, som man ikke opretter objekter
af. Vi bruger denne form for arv til at definere, hvilke dele et produkt
består af.
(c) associering Denne form for arv er stort set den samme som aggregeringen,
men der er ikke tale om et 'del af' tilhørsforhold, men derimod en mere
semantisk relation. På figur 2.3 har vi illustreret denne form for arv, som
et forhold mellem en person Hr. Hansen og nogle af de ting som han ejer.
Det der binder BIL og HUS sammen, er alene det faktum, at de begge ejes
af Hr. Hansen. Vi bruger ikke denne form for arv i vores eksempel, men
man kunne sagtens forestille sig den anvendt i systemet.
Ud over den strukturelle fordel, ligger der en klar fordel i, at bruge ram-
mebaserede systemer i forbindelse med søgning af regler og fakta. Både ved
backward chaining og forward chaining skal man gennemføre søgninger i vi-
densbasen og databasen. Hvis man lagrer sin viden uden attributter, bliver man
nødt til systematisk at gennemsøge hele vidensbasen, og dermed se på regler,
der måske ikke er relevante for et konkret problem. Ved derimod at tilføje at-
tributter, er det muligt at søge ved hjælp af objekternes værdier [Neg02]. Man
kan, for at gøre sin søgning mere målrettet, fx anvende operatorerne 'har', 'er',
'har ikke', 'er ikke' eller de matematiske operatorer 'lig med', 'mindre end'
og 'større end' fra afsnit 2.2.1.
Vores system er en blanding af et regel- og rammebaseret system, der prøver
at udnytte de bedste egenskaber fra begge systemer. Efter at vi nu har set på
den strukturelle opbygning af vores system ved klasser og arv, ser vi i det næste
afsnit på, hvordan vi repræsenterer og evaluerer vores regler.
2.4 Vores regler
I starten af kapitel 2 nævner vi, at vi selv bliver nødt til at definere vores regler,
da der i PHP eller MySQL ikke findes en prædefineret måde at definere regler
på, som der gør i fx Prolog [Bra01]. Den måde vi har valgt at repræsentere
vores regler på, vil vi nu beskrive nærmere. Vi ser dernæst på nogle eksempler,
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der skal demonstrere brugen af reglerne, og dermed gøre opbygningen endnu
klarere. Afsluttende kommer vi ind på nogle centrale elementer, der indgår i
evalueringen af reglerne.
2.4.1 Regelstruktur
Alle regler har den samme struktur, og oprettes på samme måde. Konceptuelt
har vi delt vores regler op i to forskellige slags, nemlig de vertikale og de ho-
risontale, da de bruges i forskellige sammenhæng. Vi vil først beskrive, hvad de
to forskellige regler bruges til, og herefter beskrive deres fælles struktur.
De vertikale regler bruges til at definere hvilke kategorier et produkt består
af. På figur 1.1 ser man øverst, at der er defineret tre produkter BRONZE_PC,
SILVER_PC og GOLD_PC. Disse produkter er blevet defineret eller sammen-
sat ved at oprette vertikale regler, der beskriver hvad det pågældende
produkt består af. En SILVER_PC består fx af alle kategorier, hvor en
BRONZE_PC ikke har tilknyttet SKÆRM og TASTATUR. Ved på denne måde
at lade regler beskrive hvad et produkt består af, kan vi genbruge de kat-
egorier der går igen i forskellige produkter. Da vi definerer kategorierne
som en 'del af' et produkt, bruger vi aggregeringen som beskrevet i afsnit
2.3.
De vertikale regler repræsenterer viden omkring, hvilke dele et produkt kan
eller skal bestå af.
De horisontale regler definerer kompatibiliteten imellem katagorierne, un-
derkategorierne og elementerne. Hvis man fx forestiller sig et bundkort,
der kun kan have én bestemt cpu, eller et andet bundkort, der ikke er
kompatibel med en bestemt type RAM, så ville man kunne oprette ho-
risontale regler, der definerede dette. Vi har i denne opgave begrænset de
horisontale regler til kun at omfatte regler mellem to elementer, da de
andre regler fungerer på nogenlunde samme måde.
De horisontale regler repræsenterer den viden der skal til, for at samle det
overordnede produkt, så de enkelte dele passer sammen.
Måden hvorpå vi definerer regler, er ved at et regelsæt indeholder flere enkelte
regler. Et regelsæt defineres altid med udgangspunkt i en kategori, underkategori
eller et element, som dermed definerer betingelsesdelen. Herefter vil man kunne
tilknytte flere enkelte regler, der definerer handlingsdelen. Det vil altid kun være
muligt at definere ét regelsæt pr. kategori, underkategori eller element. Denne
måde at opbygge regler på giver administratoren et godt overblik over alle regler,
og skulle dermed være med til at undgå fejl.
På figur 2.4 kan man se hvordan der oprettes et horisontalt regelsæt med
udgangspunkt i elementet 'bundkort 2 (ddr)'. Regelsættet siger følgende:
• IF (du har valgt) 'bundkort 2 (ddr)'
THEN (skal du vælge) 'Kingstorn 1024' = 2
AND (kan du ikke vælge) 'Terratec 2005' = 1
AND (skal du vælge) 'ATi1' = 1
Som man også kan se på figur 2.4 ser en enkelt regels syntaks således ud:
Type,Apply, Cardinality,Operator
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Figur 2.4: Oprettelsen af et regelsæt
Type kan være 'ch', 'mh' eller 'cnh', der står for 'can have', 'must have' og
'can not have'. Disse tre udtryk har deres udgangspunkt i den måde, man
almindeligvis vil beskrive sammenhængen mellem de dele, som et produkt
kan eller skal bestå af. Vi har indført disse tre begreber, da de dækker alle
forhold, der kan opstå. Som udgangspunkt er alle elementer defineret som
'ch' og alle elementer kan dermed kombineres med alle andre. Ved hjælp
af 'mh' er man i stand til at skabe en afhængighed mellem to kategorier,
underkategorier eller elementer. Og med 'cnh' kan man fortælle at de ikke
må kombineres. På figur 2.5 vises en mængdedefinition af de tre typer. (a)
og (b) afspejler et system uden vertikale regler, hvor alle kombinationer er
tilladt. (c) viser hvad der sker, hvis en delmængde defineres som 'cnh'. Her
vil alle andre elementer stadigvæk være 'ch'. (d) derimod viser, hvordan
en delmængde defineres som 'mh'. Dette medfører at alle andre elementer
defineres som 'cnh'.
Apply er den kategori, underkategori eller det element der tildeles handlings-
delen.
Cardinality er det tal, der bestemmer antallet af Apply. Hvis et bundkort fx
kræver 2 RAM-moduler for at fungere, skal man angive cardinality til at
være 2.
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Operator kan være 'min', 'max' eller 'eq', der står for 'minimum', 'maximum'
og 'equal'. Der er her tale om en udvidelse af cardinality, i det man fx
kan sige at et bundkort skal have 'max 4' RAM-moduler. Man bruger
cardinality sammen med Operator til at definere, at et bestemt bundkort
kan have 0,1,2,3 eller 4 RAM-moduler. Fordelen her er indlysende, da man
skulle bruge 5 regler, i stedet for en, hvis ikke man ville anvende operator.
(a) (b)
(c) (d)
‘ch’ 
‘cnh’
‘mh’
‘ch’ 
‘cnh’ ‘ch’ 
Figur 2.5: Illustration af typerne 'ch', 'cnh' og 'mh'
2.4.2 Brug af regler
Nu hvor vi har set, hvilke regeltyper der findes og hvordan et regelsæt er struk-
tureret, vil vi gennemgå et eksempel for de vertikale og et for de horisontale
regler, for at gøre det helt klart, hvordan reglerne bruges.
Vertikale regler
Med figur 1.1 som udganspunkt, vil det ene af de vertikale regelsæt se således
ud:
• IF (du vil købe) SILVER_PC
THEN (du skal vælge) KABINET = 1
AND (du skal vælge) BUNDKORT = 1
AND (du skal vælge) CPU >= 1
AND (du skal vælge) RAM >= 1
AND (du kan vælge) SKÆRM <= 2
AND (du kan vælge) TASTATUR = 1
Dette regelsæt vil være defineret således med vores syntaks:
• SILVER_PC
mh KABINET 1 eq
mh BUNDKORT 1 eq
mh CPU 1 min
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mh RAM 1 min
ch SKÆRM 2 max
ch TASTATUR 1 eq
Af dette eksempel kan man se hvordan produktet SILVER_PC tildeles kate-
gorier ved hjælp af regler. Kategorierne indeholder de enkelte elementer.
Horisontale regler
Som allerede nævnt foroven har vi indenfor de horisontale regler kun set på de
regler, der indeholder elementer i både IF og THEN delen. De horisontale regler
kontrolleres for hvert enkelt element, når man skifter kategori. Lad os definere
følgende regel:
• IF (du har valgt) 'bundkort 2 (ddr)'
THEN (skal du vælge) 'Kingstorn 1024' = 1
hhv i vores syntaks:
• 'bundkort 2 (ddr)'
mh 'Kingstorn 1024' eq 1
Hvis man har startet sin opbygning af computeren med at vælge 'bundkort 2
(ddr)' og herefter skifter til udvælgelsen af RAM-moduler, er der kun mulighed
for at vælge dette ene RAM-modul. Dvs. man kontrollerer ved opbygningen af
grænsefladen hvert element om det har vertikale regler tilknyttet. Hvis det er
tilfældet, kontrolleres om den pågældende regel er trådt i kraft. I dette eksempel
vil det sige, at der kontrolleres om 'bundkort 2 (ddr)' er blevet valgt tidligere.
Hvis det er tilfældet vælges 'Kingstorn 1024' af systemet, og alle andre valg
gøres umulige. Dette gør os på en ganske simpel men effektiv måde i stand til
at opdatere grænsefladen ud fra de valg, der tages og de regler der er defineret.
2.4.3 Evalueringen
Hvis man har fulgt godt med i eksemplerne foroven har man lagt mærke til, at
der er et overlap i de horisontale og de vertikale regler. I de vertikale regler har
vi defineret 'mh RAM 1 min'. Denne del vil normalt medføre, at man kan vælge
mellem ét eller flere af de elementer, der ligger under katagorien RAM. Ud over
det har vi defineret den horisontale regel:
• IF (du har valgt) 'bundkort 2 (ddr)'
THEN (skal du vælge) 'Kingstorn 1024' = 1
Hvis man nu står i den situation, at man har valgt 'bundkort 2 (ddr)', er der
to regler der overlapper. I og med de horisontale regler er mere specifikke end
de vertikale, har vi givet de horisontale regler højere prioritet og de vil dermed
indskrænke eller endda overskrive de vertikale regler.
De vertikale regelsæt bruges ikke kun til at definere hvilke dele et produkt
består af, men også til at definere opbygningen af brugergrænsefladen, se figur
2.6. For det første udgør hver kategori et faneblad i applikationen, der bruges
til at navigere mellem de forskellige kategorier. Denne opbygning har vi val-
gt, da det gør sammensætningen af et komplekst element mere overskueligt
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Figur 2.6: Opbygning af brugergrænsefladen
for slutbrugeren. Under hvert faneblad vises så de elementer, der tilhører den
pågældende kategori. For det andet bruges operator og cardinality til at definere
visningen af elementerne. Hvis man fx er under KABINET-fanebladet som vist på
figur 2.6, vises der radiobuttons, da man her kun har mulighed for at vælge ét
kabinet. Har man derimod mulighed for at vælge to eller flere elementer fra en
kategori, vil der vises checkboxes. Dette giver brugeren straks information om
de muligheder der er. Vi synes det er vigtigt at brugergrænsefladen hele tiden
opdateres og afspejler de muligheder man har.
Når vi evaluerer de vertikale regler, for at finde ud af hvordan brugergrænse-
fladen skal opbygges, bruger vi jf. afsnit 2.1 forward chaining, da vi ser på
IF-delen og herefter evaluerer THEN-delen. Det samme gælder for de horisontale
regler, hvis vi ser på det som i eksemplet foroven. Hvis man først vælger det el-
ement, der er i IF-delen, altså 'bundkort 2 (ddr)', og dernæst vælger et element
fra THEN-delen, altså 'Kingstorn 1024', vil regelkontrollen foregå ved forward
chaining. Har man derimod først valgt elementet fra THEN-delen, og vil derefter
vælge elementet, der er i IF-delen bruges backward chaining.
Vi har indtil videre et par gange nævnt vigtigheden af at opdatere bruger-
grænsefladen, så den hele tiden afspejler de muligheder, der er. Dette gælder
både i forbindelse med de prædefinerede visninger af kategorierne, men i særde-
leshed også i forbindelse med de valg som brugeren tager. I næste afsnit vil vi
komme nærmere ind på, hvordan vi opdaterer vores brugergrænseflade.
2.5 Opdatering af brugergrænseflade med Ajax
I afsnit 2.2.1 nævner vi som punkt 5 brugergrænsefladen som en af de cen-
trale dele i et ekspertsystem. For at gøre denne brugergrænseflade så anvendelig
som mulig, har vi valgt at bruge en nyere måde at opdatere en webbaseret
grænseflade på, nemlig Ajax. Det smarte ved denne løsning er, at grænsefladen
opdateres øjeblikkeligt ligesom ved en desktopapplikation. Formålet er her at
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Figur 2.7: Sammenligning af webbapplikation med og uden Ajax [Hai]
give brugeren den bedst tænkelige oplevelse ved brugen af systemet.
For at undgå at en bruger træffer forkerte valg, er det vigtigt at opdatere
grænsefladen på en måde, som afpejler de valg en bruger har taget og de mu-
ligheder dette efterlader. I vores applikation sker dette i to dele. I den første
del gemmes alle valg i en sammenstillingsproces ved hjælp af Ajax i en ses-
sion, der opdateres ved hvert valg brugeren tager. Disse valg sammenholdes så
med de regler, der ligger i systemet og kan resultere i en opdatering af grænse-
fladen. Hvis der fx findes en regel om at en BRONZE_PC maximalt må bestå af to
RAM-moduler, så opdateres grænsefladen efter at brugeren har valgt nummer
to RAM-modul, ved ikke længere at tillade yderligere valg. Hvis brugeren så
fravælger et af RAM-modulerne igen, opdateres grænsefladen igen og frigiver de
tidligere spærrede muligheder.
Vi vil forneden beskrive hvad brugen af Ajax har for muligheder i forhold til
en klassisk webbaseret brugergrænseflade. Vi begrunder dermed valget af Ajax.
Ajax står for Asynchronous JavaScript And XML og er en løsning, der
bruger asynkron dataoverførsel mellem en server og en browser. Det gør det
muligt at opdatere enkelte elementer i en HTML side uden at skulle opdatere hele
siden ved hver HTTP-forespørgsel. Derved bliver datamængden for overførslerne
mindre, som yderligere er en fordel for både bruger og server.
Ajax er ikke en selvstændig teknologi, men kopler derimod flere forskellige
teknologiers styrke sammen. Det giver nye muligheder i form af mere interaktive
og desktoplignende webapplikationer. Eksempler på kendte webapplikationer der
idag bruger Ajax er fx Google Maps og Google Suggest.
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2.5.1 Ajax vs. klassiske webapplikationer
Ved en klassisk webapplikation vil hver brugerinteraktion med grænsefladen
udløse en HTTP-forespørgsel til en webserver. Serveren modtager forespørgslen
og udfører de nødvendige operationer, der til sidst ender med at en HTML side
sendes retur til brugeren. Denne arbejdsgang medfører en ventetid for brugeren,
mens serveren udfører sit arbejde. Den øverste del af figur 2.7 viser en grafisk
fremstilling af et forløb i en traditionel webapplikation. 'Hullerne' under bruger-
aktiviteten i figuren afspejler ventetiden.
webbrowser
grænseflade Ajax-engine
grænseflade
webserver webserver/
XML-server
webbrowser
Serversystem Serversystem
lager,
databehandling
HTTP-
forespørgsel
HTML+CSS
data
HTTP-
forespørgsel
XML-data
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databehandling
HTML+CSS
data
JavaScript
forespørgsel
Figur 2.8: HTTP-forespørgsel uden og med Ajax [Hai]
Det er netop denne ventetid, man ønsker at undgå ved brug af Ajax i sine
webapplikationer, så brugeren får det indtryk, at applikationen udelukkende
bliver udført lokalt på brugerens computer. Måden hvorpå dette sker er, at der
i stedet for at sende de sædvanlige HTTP-forespørgsler ved en brugerinteraktion
til en server, nu sendes en forespørgsel via JavaScript til Ajax-enginen. Handler
det fx om en validering eller ændring af data, som befinder sig i hukommelsen
eller en navigation mellem forskellige elementer i en webside, så kræver det
ikke en forbindelse til serveren idet Ajax-enginen udfører disse forespørgsler
direkte. Nederste del af figur 2.7 viser denne sammenhæng. I forhold til den
klassiske webapplikation vil der her ikke opstå de samme 'huller', som netop
sikrer brugeren behagelig omgang med webapplikationen.
I de tilfælde, hvor Ajax-enginen har brug for data fra serveren, bliver en
asynkron forespørgsel, typisk i form af et XML dokument, sendt afsted til serveren.
Den store forskel her i forhold til den traditionelle fremgangsmåde er, at brugerens
interaktion med webapplikationen ikke bliver afbrudt og brugeren derved får en
mere flydende applikation til rådighed. Ajax-enginen er i stand til at sende fore-
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spørgsler til serveren, som kun returnerer den ønskede data i stedet for hele
websiden. Det minimerer den datamængde der skal sendes mellem server og
browser og derved overførselstiden. På venstre side af figur 2.8 vises forløbet i
en traditionel webapplikation. Højre siden viser det ekstra lag, der bliver an-
vendt i en Ajax baseret webapplikation. Her styres opdateringen af de enkelte
elementer i webapplikationen.
Kapitel 3
Program
Som nævnt tidligere er vores applikation programmeret i PHP med Ajax og
MySQL. For PHP delen gælder at den i PHP5 nye objektorienterede del er brugt
flittigt. De forskellige dele af programmet er delt op i forskellige filer, der vises på
figur 3.2. ER-diagrammet for databasen ses på figurerne 3.3 og 3.4. Oprettelsen
af tabellerne for databasen findes i bilag A.
I det første afsnit beskrives flowet i programmet i forbindelse med oprettelsen
af produkter, kategorier, elementer og regler. Herefter præsenteres nogle af de
programmeringstekniske overvejelser vi har gjort os før, under og efter imple-
menteringsfasen i afsnit 3.2. De sidste to afsnit indeholder en brugervejledning
og en afprøvning af programmet.
Koden er dokumenteret ved hjælp af et system, der hedder PHPdocumentor
[Eic]. Dette er grunden til, at der nogle steder i koden står @author eller
@version. Disse tags skal der bare ses bort fra, da de bruges til generering
af dokumentationen af programmet.
3.1 Programbeskrivelse
Programbeskrivelsen er tænkt som en overordnet beskrivelse af programmet.
Vi går her ikke i dybden, men har i stedet skrevet uddybende kommentarer i
koden, se bilag B.
Applikationen er delt op i to - en admin grænseflade med mulighed for admin-
istratoren at oprette produkter, kategorier, elementer og regelsæt og en grænse-
flade for slutbrugeren, hvor selve sammensætningen af det overordnede produkt
udføres.
Vi starter med at beskrive den overordnede struktur i programmet for at
give læseren det fornødne overblik. Herefter ser vi på selve admindelen og slut-
brugerdelen.
3.1.1 Den overordnede struktur
Den overordnede struktur af vores program vises i figur 3.1. Kasserne i figuren
repræsenterer de forskellige dele i programmet og afspejles også i den filstruktur
vi har valgt at bruge, se figur 3.2. Hver kasse repræsenterer en folder ved samme
navn i filstrukturen, bortset fra applikation-header, som blot er en enkelt fil,
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Figur 3.1: Programmets opbygning
der er placeret i roden. Kassen admin står for opbygningen af administratorens
grænseflade. Pilen til classes illustrerer, at de funktioner der bruges, inkluderes
fra filer i classes delen. Det samme gælder for slutbrugerens grænseflade som
repræsenteres af kassen compose.
3.1.2 Admin grænseflade
Administratorens grænseflade er opdelt i frames, opbygget af filerne left.php,
main.php,top.php og index.php.
Systemet indeholder som udgangspunkt ingen data og ingen regler. Oprettelsen
af produkter, kategorier, elementer og regler foretages alle af administratoren.
Filerne
• product_create.php
• category_create.php
• element_create.php
• rule_create.php
sørger for sidens indhold og opbygning og kalder de nødvendige funktioner,
som befinder sig i de respektive class.php filer:
• product.class.php
• category.class.php
• element.class.php
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Figur 3.2: Programmets filstruktur
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• rule.class.php
I mappen main/ er der yderligere filerne:
• product_list.php
• category_list.php
• element_list.php
• rule_list.php
som kaldes fra topnavigationen. Ved brug af disse får administratoren vist
en liste af henholdsvis oprettede produkter, kategorier, elementer og regelsæt,
der skal give et overblik. Funktionerne til listevisningerne ligger i class filerne,
som pilen i figur 3.1 viser.
3.1.3 Slutbruger grænseflade
I forhold til administratorens grænseflade er slutbrugerens ikke delt op i frames.
/composer/compose/index.php som er startsiden viser en liste over de opret-
tede produkter, som i vores tilfælde vil være BRONZE_PC, SILVER_PC og GOLD_PC.
Ved valg af et af produkterne kaldes filen /composer/compose/comp.php, som
kalder de nødvendige funktioner i comp.class.php til opbygningen af siden.
Slutbrugeren bliver præsenteret for de kategorier, som administratoren har o-
prettet for produktet, visualiseret ved faneblade. Under hver af disse områder,
bliver de tilhørende elementer vist alt efter hvilke regler, der er blevet oprettet.
Jo flere valg der træffes af slutbrugeren, jo flere regler vil træde i aktion og
derved sørge for at ingen fejltrin kan ske i form af valg af inkompatible elementer.
3.2 Programmeringsovervejelser
Vi har flere gange i løbet af rapporten nævnt, at vi arbejder med et procedurelt
sprog, i stedet for at anvende fx Prolog. Umiddelbart kunne det virke som det
bedste valg at anvende et logisk programmeringssprog til at lave ekspertsyste-
mer. Dette har vi dog fra starten af fravalgt, da et af vores klare mål var, at
lave en generel webbaseret løsning. For at vores program kan anvendes så mange
steder som muligt, har vi valgt at bruge de mest anvendte sprog til webbaseret
programmering, nemlig PHP og MySQL. Vi kunne dermed bruge teorien omkring
ekspertsystemer til at designe vores system i den procedurelle verden.
I og med at systemet er en prototype er der mange ting, som ikke er blevet
implemeneteret. Målet med en prototype må være at nå frem til en version,
der kan håndtere de mest centrale funktioner, og give et godt indblik i, hvor-
dan det færdige program kommer til at opføre sig. Vi har derfor koncentreret
os om modelleringen af de data vi arbejder med samt selve regelkontrollen.
I modelleringen indgår alle overvejelserne omkring, hvordan vi gør vores pro-
gram så generisk som muligt, opbygningen af databasen og regelstrukturen. Det
generiske og regelstrukturen har vi diskuteret i tidligere afsnit og vil derfor kun
nævnes kort. Databasen derimod er den, der skal rumme alle de data vi arbejder
med og vil derfor blive diskuteret forneden.
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På figur 3.3 og 3.4 ser man ER-diagrammet for databasen. Databasen er op-
bygget således, at produkter og kategorier gemmes i tabellen 'content_category',
og de elementer der oprettes gemmes i 'content_element'. Selvom vi ikke har
implementeret brugen af attributter, har vi alligevel taget dem med i vores
databasemodel. De enkelte attributter oprettes i tabellen 'attribute', og alle
værdierne gemmes i 'attribute_value'. Tanken er her at administratoren skal
oprette alle værdier til et bestemt attribut ét centralt sted. Ved at oprette at-
tributter på denne måde, mener vi at det senere vil være nemmere at bruge at-
tributternes værdier i evalueringen. Regelsættene gemmes i hhv rule_set_category
og rule_set_element. rule_set_category indeholder de regelsæt, der tilde-
les produkter, kategorier og underkategorier. rule_set_element indeholder de
regelsæt der tildeles elementer. De regler, der så igen tilhører de enkelte regel-
sæt, gemmes i rule_element og rule_category. Denne måde at gemme data
på gør, at vi kan holde ting adskilt, selvom de ligner hinden.
Hvis man fx ser på tabellerne content_category og content_element, der
indeholder kategorierne og elementerne, så indeholder de faktisk stort set de
samme attributter med undtagelse af 'main'. Hvorfor har vi så ikke bare valgt
at gemme alle data i den samme tabel? Grunden til det er, at vi gerne vil
holde konceptuelt forskellig data i hver sin tabel, selvom der er et stort overlap
i attributterne. Det samme forhold gør sig gældende i forbindelse med reglerne.
Her har vi også adskilt regler, der tildeles kategorier og elementer, i hver sin
tabel. Man kunne have valgt at opdele content_category yderligere, da den
faktisk også indeholder produkter og underkategorier. Dette anser vi dog ikke
som samme problem, da både produkter og kategorier er en slags kategorier. Vi
har gjort meget ud af at normalisere databasen, da det ikke er hensigtsmæssigt
at en anden tabel kan refere til to konceptuelt forskellige ting.
Som man kan se har vi brugt databasen flittigt til at modellere de data vi
arbejder med. Dette gælder både for elementerne, der skal bruges til at sam-
menstille det færdige produkt, men også for reglerne. Selvom alle regler ligger
i databasen, har vi valgt ved programopstart at indlæse dem i en sessions vari-
abel. Alle regler gøres dermed tilgængelig i arrayform i den pågældende session.
Fordelen her er at alle valg, som brugeren tager også gemmes i et tilsvarende
array, så det er meget nemt at evaluere reglerne op imod de valgte elementer.
Ulempen er at en masse regler, der måske ikke bruges, skal gennemsøges. Da vi
har udviklet en prototype, er dette ikke så vigtigt, men i en fremtidig version
ville vi vælge ikke at udlæse alle reglerne, men i stedet at lave de nødvendige
databaseopslag.
Den centrale del af den vertikale regelkontrol ligger i en switch i bilag B.11
startende fra linje 117. Vi har her valgt at kontrollere reglerne for type, operator
og cardinality, ved en blanding af switch og if then else. Vi har blandet de
to måder, da vi synes at det giver et godt overblik.
Kontrollen kan resultere i fem forskellige resultater, der har direkte indfly-
delse på, hvordan brugergrænsefladen opbygges. 'noone' er medtaget i debug
øje med, da denne kombination af type, operator og cardinality ikke giver no-
gen mening. Et eksempel kunne være 'ch max 2'. 'check' betyder at man kan
vælge ingen, et eller flere af de elementer, der er i den pågældende kategori.
'check_card' har samme egenskab som 'check', med den undtagelse af at an-
tallet af valgte elementer i kategorien begrænses af cardinality. Både 'check'
og 'check_card' resulterer i at der anvendes checkboxes. 'radio' betyder at
brugeren skal vælge et og kun et element. 'radio_none' betyder derimod at
36 KAPITEL 3. PROGRAM
rule_set_element
has_ruleset
ruletype
cardinality
operator
id_rule_set_element
id_content_element
rule_element
has_rules
id_rule_element
id_rule_set_element
id_content
rule_set_category
has_ruleset
ruletype
cardinality
operator
id_rule_set_category
id_content_category
rule_category
has_rules
id_rule_category
id_rule_set_category
id_content
Figur 3.3: Database ER-diagram del 1
brugeren kan vælge et eller ingen elementer, ved at der tilføjes en ekstra ra-
diobutton med navnet 'none'. Både 'radio' og 'radio_none' resulterer i at der
anvendes radiobuttons.
Man kunne have valgt kun at anvende checkboxes, da det havde gjort imple-
menteringen en del nemmere. Vi er dog interesseret i at mulighederne præsen-
teres så intuitive som muligt for brugeren. Derfor har vi valgt at anvende både
radiobuttons og checkboxes.
Den centrale del af den horisontale regelkontrol ligger også i bilag B.11 star-
tende fra linje 21 med funktionen find_rules. I denne funktion findes der ud af,
om de valgte elementer og den pågældende kategoris elementer har regler, der
har noget med hinanden at gøre. I denne version har vi kun implementeret det
på en måde, så det er regler der er oprettet fra og til et element, der findes og
håndteres. Vi kalder denne funktion efter at de vertikale regler er kontrolleret,
så horisontale regler har højere prioritet end de vertikale regler. Denne funk-
tion mangler at udvides til at kunne håndtere alle mulige kombinationer, lige
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Figur 3.4: Database ER-diagram del 2
som ved de vertikale regler. Ud over det mangler der at blive implementeret en
opdatering af sessions variablerne efter et regelbaseret valg.
Både i forbindelse med opdateringen af grænsefladen, og opdateringen af ses-
sions variablen bruger vi Ajax. Ajax giver os muligheden til at udføre handlinger
uden at hele grænsefladen skal opdateres. Vi valgte meget tidligt at bruge et
framework [Whi] til dette, da det ellers havde været en meget stor opgave at
bringe Ajax i anvendelse. Alle Ajax-funktioner der bruges i hele applikationen
ligger i appheader filen, som illustereret på figur 3.1.
I og med at PHP i version 5 er blevet meget mere objektorienteret, er der kom-
met mange flere muligheder. En af disse muligheder har vi udnyttet i form af
__autoload() funktionen. Denne funktion tillader at man ikke i toppen af hvert
dokument, behøver at inkludere de klasser, der skal bruges. __autoload() funk-
tionen sørger for at de klasser der bruges automatisk inluderes, når der oprettes
et objekt. Selve funktionen findes nederst i filen /composer/appheader.php.
Her kan man se at funktionen er tilpasset, så objektets navn skal afspejle k-
lassens placering i filstrukturen, ellers kan klassen ikke findes.
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Figur 3.5: Oprettelse af produkter
3.3 Brugervejledning
Det eneste krav for brugen af ekspertsystemet er internetadgang og en internet-
browser som fx Internet Explorer eller Mozilla Firefox. Selve webapplikationen
skal installeres på en webserver med adgang til PHP5 og MySQL version 4.0 eller
højere. Tabellerne, der skal ligge i databasen, oprettes som vist i bilag A.
Brugervejledningen er delt op i en administratordel og en slutbrugerdel for
overskuelighedens skyld.
3.3.1 Brugervejledning for administrator
Det første administratoren skal, er at åbne sin browser og indtaste den URL,
som systemet er lagt under. I vores tilfælde er det:
http://tc.webmindit.dk/composer/admin/index.php
Et nyt installeret ekspertsystem er som udgangspunkt tomt, så administratoren
skal som første oprette de produkter, der ønskes præsenteret i slutbrugerens
grænseflade.
Oprettelse af produkter
Det sker ved at klikke på 'Product' i navigationen, som befinder sig i venstre side.
På figur 3.5 ses den grænseflade, der vises efterfølgende. Her kan administrator
nu tilføje produkter enkeltvis ved at give hvert produkt et navn og en beskrivelse
og klikke på knappen 'Insert new Product'. Feltet 'Info' er valgfrit, mens feltet
'Name' skal udfyldes.
Ved at klikke på 'list' i topnavigationen kan administratoren få et overblik
over de oprettede produkter. På figur 3.6 ses tre oprettede produkter med navn
og beskrivelse. Det er i denne oversigt muligt at slette de enkelte produkter ved
at klikke på 'delete' ud for produktet.
Da det drejer sig om en prototype bliver feltet 'id' vist. Den endelige version
af applikationen vil ikke indeholde dette felt, så vi ser i denne brugervejledning
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Figur 3.6: Visning af alle produkter i systemet
bort fra beskrivelsen af det.
Oprettelse af kategorier
Det sker ved at klikke på 'Category' i navigationen. På figur 3.7 ses den grænse-
flade, der vises efterfølgende. Her kan administratoren nu tilføje kategorier
enkeltvis ved at give kategorien et navn og en beskrivelse svarende til den måde,
det blev gjort ved oprettelsen af produkterne. Ud over det kan en rabat i pro-
cent indsættes i 'Discount' feltet, som gælder for alle de elementer, kategorien
kommer til at indeholde. Under 'Discount' er der mulighed for at udfylde feltet
'Att.1', som står for attribut 1. Attributtet tildeles et navn og en type. Der er
ingen begrænsning på antallet af attributter. Man klikker blot på plus-tegnet
for at tilføje et yderligere attribut. Indsættelsen af kategorien i systemet sker
endeligt ved at klikke på 'Insert new category' knappen.
Ønsker man at oprette en underkategori er fremgangsmåden stort set identisk
med oprettelsen af en kategori. Forskellen ligger i valg af den kategori, underkat-
egorien skal høre til. Valget foretages i dropdownboxen 'Supercategory' placeret
øverst.
Ved at klikke på 'list' i topnavigationen kan administratoren få et overblik
over de oprettede kategorier og underkategorier, se figur 3.8. Det er i denne
oversigt muligt at slette de enkelte kategorier ved at klikke på 'delete' ud for
kategorien.
Da det drejer sig om en prototype bliver felterne 'id' og 'belongsto' vist. Den
endelige version af applikationen vil ikke indeholde disse felter, så vi ser i denne
brugervejledning bort fra beskrivelsen af disse. Desuden er funktionaliteten for
discount og attributterne ikke implementeret som beskrevet i afsnit 3.2.
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Figur 3.7: Oprettelse af kategorier
Figur 3.8: Visning af alle kategorier i systemet
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Figur 3.9: Oprettelse elementer
Oprettelse af elementer
Det sker ved at klikke på 'Element' i navigationen. På figur 3.9 ses den grænse-
flade, der vises efterfølgende. Her kan administratoren nu tilføje elementer tilsvarende
oprettelsen af kategorier. Først vælges en kategori eller underkategori som ele-
mentet skal placeres i. Desuden tildeles elementet et navn, en beskrivelse og en
pris. Sættes 'Discount' feltet vil denne overskrive kategoriens 'Discount' felt for
dette element. Indsættelsen af elementet i systemet sker endeligt ved at klikke
på 'Insert new element' knappen.
Ved at klikke på 'list' i topnavigationen kan administratoren få et overblik
over de oprettede elementer, se figur 3.10. Det er i denne oversigt muligt at
slette de enkelte elementer ved at klikke på 'delete' ud for elementet.
Da det drejer sig om en prototype bliver feltet 'prod id' vist. Den endelige
version af applikationen vil ikke indeholde dette felt, så vi ser i denne brugerve-
jledning bort fra beskrivelsen af den. Desuden er funktionaliteten for 'discount'
ikke implementeret
Oprettelse af regler
Det sker ved at klikke på 'Rule' i navigationen. På figur 3.11 ses den grænseflade,
der vises efterfølgende. Her kan administratoren nu tilføje et regelsæt ved at
indsætte enkelte regler. Det sker ved at vælge de kategorier eller elementer,
reglen skal gælde for, samt at vælge type, cardinality og operator. Ved at klikke
på plus-tegnet kan yderligere regler tilføjes. Regelsættes indsættes i systemet
ved at klikke på 'Insert new ruleset' knappen.
Ved at klikke på 'list' i topnavigationen kan administratoren få et overblik
over de oprettede regelsæt, se figur 3.12. Det er i denne oversigt muligt at slette
de enkelte regelsæt ved at klikke på 'delete' ud for regelsættet.
Da det drejer sig om en prototype bliver feltet 'cat id' og 'elem id' vist. Den
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Figur 3.10: Visning af alle elementer i systemet
Figur 3.11: Oprettelse af regelsæt
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Figur 3.12: Visning af alle regelsæt i systemet
endelige version af applikationen vil ikke indeholde disse felter, så vi ser i denne
brugervejledning bort fra beskrivelsen af disse.
Administratorens opgave er nu afsluttet og slutbrugerne kan tage systemet
i brug. En kort brugervejledning til slutbrugeren findes i næste afsnit.
3.3.2 Brugervejledning for slutbrugeren
Det første brugeren skal, er at åbne sin browser og indtaste den URL, som
systemet er lagt under. I vores tilfælde er det:
http://tc.webmindit.dk/composer/compose/
Valg af produkt
Figur 3.13 viser den første grænsefladen brugeren møder. Her skal vedkommende
blot vælge det produkt, der ønskes sammensat.
Valg af elementer
Figurerne 3.14, 3.15 viser den grænseflade brugeren vil bevæge sig rundt i, in-
dtil produktet er færdig sammensat. Navigationspunkterne foroven viser den
overordnede inddeling af elementerne. Brugeren kan nu frit bevæge sig rundt
mellem navigationspunkterne og foretage de ønskede valg. Slutteligt skal brugeren
klikke på 'End Composition' for at afslutte sammensætningen af produktet.
3.4 Afprøvning
For at afprøve vores prototype har vi set på de mest centrale dele i programmet.
Vi afprøver dermed ikke selve oprettelsen af produkter, kategorier, elementer og
regler men kun de vertikale og horisontale regler.
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Figur 3.13: Valg af produkt
Figur 3.14: Eksempel på valg af elementer (a)
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Figur 3.15: Eksempel på valg af elementer (b)
Figur 3.16: Valg af produkt
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type operator cardinality
mh eq 0
mh eq 1
mh eq 2+
mh min 0
mh min 1+
mh max 0
mh max 1
mh max 2+
ch eq 0
ch eq 1
ch eq 2+
ch min 0
ch min 1
ch min 2+
ch max 0
ch max 1
ch max 2+
Tabel 3.1: Gruppering af vertikale regler
noone Findes ikke hhv giver ingen mening
radio Radiobutton (en skal være valgt)
radio_none Radiobutton (en skal være valgt eller 'none')
check Checkbox (0,1 eller flere valg)
check_card Checkbox med kardinalitets kontrol
Tabel 3.2: Forklaring af grupper
For at afprøve de vertikale regler oprettes der et nyt produkt og alle mulige
kombinationer testes. På figur 3.16 kan man se, at der er blevet tilføjet det nye
produkt PLATINUM_PC. For ikke at drukne i skærmdumps har vi grupperet af-
prøvningen i resultater der er ens. Alle afprøvninger gennemføres, ved at oprette
et regelsæt med alle muligheder fra en gruppe. Herefter vises et af fanebladene,
hvor de andre alle opfører sig på samme måde. I tabel 3.1 kan man se den an-
vendte gruppering. Forklaringerne af grupperne fremgår af tabel 3.2. 'cnh' er
ikke medtaget, da denne ikke vil resultere i nogen visning. Det er det samme
som hvis ingen vertikal regel oprettes.
For gruppen 'noone' viser figur 3.17 oprettelsen af regelsættet og figur 3.18
viser resultatet der præsenteres for brugeren. Der ses at man ikke får mulighed
for at vælge nogle elementer.
For gruppen 'radio' viser figur 3.19 oprettelsen af regelsættet og figur 3.20
viser resultatet der præsenteres for brugeren. Der ses at man skal vælge et og
kun et af de elementer, der er i den pågældende kategori.
For gruppen 'radio_none' viser figur 3.21 oprettelsen af regelsættet og figur
3.22 viser resultatet der præsenteres for brugeren. Her skulle det have været
sådan at en ekstra radiobutton dukkede op nederst eller øverst på siden. Denne
skulle så hedde 'none', og gøre det muligt for brugeren ikke at vælge en af
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Figur 3.17: Oprettelse af regelsæt til gruppen 'noone'
Figur 3.18: Visning af gruppen 'noone'
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Figur 3.19: Oprettelse af regelsæt til gruppen 'radio'
Figur 3.20: Visning af gruppen 'radio'
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Figur 3.21: Oprettelse af regelsæt til gruppen 'radio_none'
elementerne fra listen. Denne del blev ikke implementeret, da der blev fokuseret
på andre dele af prototypen.
For gruppen 'check' viser figur 3.23 oprettelsen af regelsættet og figur 3.24
viser resultatet der præsenteres for brugeren. Det er her muligt at vælge 0, 1
eller flere af de elementer, der er i den pågældende kategori.
For gruppen 'check_card' viser figur 3.26 oprettelsen af regelsættet og figur
3.25 viser resultatet der præsenteres for brugeren. Det er her muligt at vælge
ingen elementer eller det antal som kardinaliteten angiver. Læg mærke til at så
snart der er valgt det maksimale antal elementer, at de resterende muligheder
gøres utilgængelige. Der er i denne kategori en mulighed, der ikke er blevet taget
hensyn til. Nemlig hvis der er tale om 0 antal elementer eller det nøjagtige antal
(eller derover), som kardinaliteten angiver. Denne gruppering er først kommet
frem i denne afprøvning, og kan derfor ikke afprøves.
Som nævnt tidligere i rapporten har vi kun implementeret regelkontrol for
én slags vertikale regler. Den del vi har implementeret, er den hvor det er et
element der ved hjælp af en regel tildeles en 'mh' relation. I det pågældende
tilfælde vil det krævede element vælges automatisk, hvis det krævende element
tidligere er blevet valgt. Figur 3.27 viser oprettelsen af den pågældende regel,
og figur 3.28 viser, hvordan det krævende element (bagerst) er valgt, og udløser
et automatisk valg af det krævede element (forest).
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Figur 3.22: Visning af gruppen 'radio_none'
Figur 3.23: Oprettelse af regelsæt til gruppen 'check'
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Figur 3.24: Visning af gruppen 'check'
Figur 3.25: Oprettelse af regelsæt til gruppen 'check_card'
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Figur 3.26: Visning af gruppen 'check_card'
Figur 3.27: Oprettelse af vertikal regel
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Figur 3.28: Effekt af vertikal regel
Kapitel 4
Konklusion
Opgavens formål var at implementere en webbaseret prototype, der skal hjælpe
med at sammensætte et produkt bestående af en række enkelte elementer. Vi
lagde stor vægt på, at applikationen blev webbaseret, da det skal være muligt
at anvende denne som en slags onlinebutik.
For at løse opgaven satte vi os ind i teorierne omkring regel- og ramme-
baserede ekspertsystemer, der kom til at danne grundstrukturen i vores system.
Under litteraturstudierne og vores analyse fandt vi ud af, at vi med fordel kunne
anvende en blanding af regel- og rammebaserede systemer, samt en blanding af
forward og backward chaining. Med disse to kombinationer er det muligt at løse
komplekse opgaver. Faktisk ville det ikke være muligt, at løse regelevalueringen
kun ved brug af enten forward eller backward chaining, hvis slutbrugeren selv
skal have mulighed for at vælge sit start- og slutpunkt i sammensætningspro-
cessen af produkterne.
Kompleksiteten ligger bl.a. i mængden af muligheder som inferenssystemet
skal håndtere. Derudover ligger der en stor udfordring i at undgå eller løse
regelkonflikter. Vi mener, at man burde undgå konflikter så vidt muligt, da de
løsningsmodeller for regelkonflikter, vi har kunnet læse os frem til, i vores øjne
ikke er tilstrækkelige. En grundig evaluering af reglerne allerede på oprettelses-
tidspunktet, burde i vores ekspertsystem være tilstrækkeligt for at undgå senere
konflikter.
Desuden har sammenspillet mellem det bagvedliggende system og bruger-
grænsefladen vist sig som værende en stor udfordring. Her kunne vi med fordel
udnytte de muligheder, som Ajax ligger inde med. Denne teknologi viste sig
som yderst velegnet til opdatering af webbaserede grænseflader. De muligheder
der ligger i Ajax, gør at man kan lave webbaserede applikationer, der ligner
desktopapplikationer pga. af den måde grænsefladen opdateres på.
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Bilag A
Oprettelse af databasen
Listing A.1: attribute
1 CREATE TABLE ` a t t r i bu t e ` (
2 ` id_attr ibute ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_content_category ` int (10) unsigned NOT NULL default ' 0 ' ,
4 `name ` varchar (255) NOT NULL default ' ' ,
5 ` requ i red ` enum( ' 1 ' , ' 0 ' ) default NULL,
6 PRIMARYKEY ( ` id_attr ibute ` ) ,
7 KEY ` id_content_category ` ( ` id_content_category ` ) ,
8 CONSTRAINT ` attr ibute_ibfk_1 `
9 FOREIGN KEY ( ` id_content_category ` )
10 REFERENCES ` content_category ` ( ` id_content_category ` )
11 ) TYPE=InnoDB ;
Listing A.2: attribute_value
1 CREATE TABLE ` a t t r ibute_value ` (
2 ` id_attr ibute_value ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_attr ibute ` int (10) unsigned NOT NULL default ' 0 ' ,
4 ` at tva lue ` varchar (255) NOT NULL default ' (NULL) ' ,
5 PRIMARYKEY ( ` id_attr ibute_value ` ) ,
6 KEY ` id_attr ibute ` ( ` id_attr ibute ` ) ,
7 CONSTRAINT ` attr ibute_value_ibfk_1 `
8 FOREIGN KEY ( ` id_attr ibute ` )
9 REFERENCES ` a t t r i bu t e ` ( ` id_attr ibute ` )
10 ) TYPE=InnoDB ;
Listing A.3: content_category
1 CREATE TABLE ` content_category ` (
2 ` id_content_category ` int (10) unsigned NOT NULL auto_increment ,
3 ` be longsto ` int (10) unsigned default ' 0 ' ,
4 `name ` varchar (255) NOT NULL default ' ' ,
5 ` in fo ` longtext ,
6 ` d iscount ` double (30 ,2 ) default NULL,
7 `main ` enum( ' 0 ' , ' 1 ' ) default NULL,
8 PRIMARYKEY ( ` id_content_category ` )
9 ) TYPE=InnoDB ;
Listing A.4: content_element
1 CREATE TABLE ` content_element ` (
2 ` id_content_element ` int (10) unsigned NOT NULL auto_increment ,
3 ` be longsto ` int (10) unsigned default NULL,
4 `name ` varchar (255) NOT NULL default ' ' ,
5 ` in fo ` longtext ,
6 ` pr i ce ` double (30 ,2 ) default NULL,
7 ` d iscount ` double (30 ,2 ) default NULL,
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8 PRIMARYKEY ( ` id_content_element ` ) ,
9 KEY ` be longsto ` ( ` be longsto ` ) ,
10 CONSTRAINT ` content_element_ibfk_1 `
11 FOREIGN KEY ( ` be longsto ` )
12 REFERENCES ` content_category ` ( ` id_content_category ` )
13 ) TYPE=InnoDB ;
Listing A.5: element_value
1 CREATE TABLE ` element_value ` (
2 ` id_element_value ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_content_element ` int (10) unsigned NOT NULL default ' 0 ' ,
4 ` id_attr ibute_value ` int (10) unsigned NOT NULL default ' 0 ' ,
5 PRIMARYKEY ( ` id_element_value ` )
6 ) TYPE=InnoDB ;
Listing A.6: rule_category
1 CREATE TABLE ` ru le_category ` (
2 ` id_rule_category ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_rule_set_category ` int (10) unsigned NOT NULL default ' 0 ' ,
4 ` ru le type ` enum( ' ch ' , ' cnh ' , 'mh ' ) default NULL,
5 ` id_content ` int (10) unsigned NOT NULL default ' 0 ' ,
6 ` id_content_type ` enum( ' e ' , ' c ' ) NOT NULL default ' e ' ,
7 ` c a rd i na l i t y ` int (10) unsigned NOT NULL default ' 1 ' ,
8 ` operator ` enum( 'min ' , ' none ' , 'max ' , ' eq ' ) default NULL,
9 PRIMARYKEY ( ` id_rule_category ` ) ,
10 KEY ` id_rule_set_category ` ( ` id_rule_set_category ` ) ,
11 CONSTRAINT ` rule_category_ibfk_1 `
12 FOREIGN KEY ( ` id_rule_set_category ` )
13 REFERENCES ` rule_set_category ` ( ` id_rule_set_category ` )
14 ON DELETE CASCADE
15 ) TYPE=InnoDB ;
Listing A.7: rule_element
1 CREATE TABLE ` rule_element ` (
2 ` id_rule_element ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_rule_set_element ` int (10) unsigned NOT NULL default ' 0 ' ,
4 ` ru le type ` enum( ' ch ' , ' cnh ' , 'mh ' ) default NULL,
5 ` id_content ` int (10) unsigned NOT NULL default ' 0 ' ,
6 ` id_content_type ` enum( ' e ' , ' c ' ) NOT NULL default ' e ' ,
7 ` c a rd i na l i t y ` int (10) unsigned NOT NULL default ' 1 ' ,
8 ` operator ` enum( 'min ' , ' none ' , 'max ' , ' eq ' ) default NULL,
9 PRIMARYKEY ( ` id_rule_element ` ) ,
10 KEY ` id_rule_set_element ` ( ` id_rule_set_element ` ) ,
11 CONSTRAINT ` rule_element_ibfk_1 `
12 FOREIGN KEY ( ` id_rule_set_element ` )
13 REFERENCES ` rule_set_element ` ( ` id_rule_set_element ` )
14 ON DELETE CASCADE
15 ) TYPE=InnoDB ;
Listing A.8: rule_set_category
1 CREATE TABLE ` rule_set_category ` (
2 ` id_rule_set_category ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_content_category ` int (10) unsigned NOT NULL default ' 0 ' ,
4 PRIMARYKEY ( ` id_rule_set_category ` ) ,
5 KEY ` id_content_category ` ( ` id_content_category ` ) ,
6 CONSTRAINT ` rule_set_category_ibfk_1 `
7 FOREIGN KEY ( ` id_content_category ` )
8 REFERENCES ` content_category ` ( ` id_content_category ` )
9 ON DELETE CASCADE
10 ) TYPE=InnoDB ;
Listing A.9: rule_set_element
1 CREATE TABLE ` rule_set_element ` (
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2 ` id_rule_set_element ` int (10) unsigned NOT NULL auto_increment ,
3 ` id_content_element ` int (10) unsigned NOT NULL default ' 0 ' ,
4 PRIMARYKEY ( ` id_rule_set_element ` ) ,
5 KEY ` id_content_element ` ( ` id_content_element ` ) ,
6 CONSTRAINT ` rule_set_element_ibfk_1 `
7 FOREIGN KEY ( ` id_content_element ` )
8 REFERENCES ` content_element ` ( ` id_content_element ` )
9 ON DELETE CASCADE
10 ) TYPE=InnoDB ;
Bilag B
Kildekode
Listing B.1: /composer/appheader.php
1 <?php
2 session_start ( ) ;
3 // inc lude a f AJAX funkt ion XAJAX
4 require_once ($_SERVER[ 'DOCUMENT_ROOT' ] . ' / xajax / xajax . inc . php ' ) ;
5 $xajax = new xajax ( ) ;
6
7 func t i on count_elements ( $id , $po s s i b l e )
8 {
9 $objResponse = new xajaxResponse ( ) ;
10 $count = count_elem ( $id ) ;
11 $objResponse−>addAssign ( " elementcount " , "innerHTML" ,
12 "<strong>You have chosen $count element</strong>" ) ;
13 return $objResponse ;
14 }
15
16 func t i on count_elem ( $id )
17 {
18 i f (count ($_SESSION [ ' form ' ] [ $ id ])<>0){
19 $count = count ($_SESSION [ ' form ' ] [ $ id ])−1;
20 } else {
21 $count = count ($_SESSION [ ' form ' ] [ $ id ] ) ;
22 }
23 return $count ;
24 }
25
26
27 func t i on update_horr i sonta l ( $id , $cat_id )
28 {
29 $objResponse = new xajaxResponse ( ) ;
30 $objResponse−>addAssign ( "prod_ch_" . $id , " checked" , true ) ;
31 $_SESSION [ ' form ' ] [ $cat_id ] [ $ id ]= $id ;
32 return $objResponse ;
33 }
34
35
36 func t i on se lect_update ( $values , $id , $ c a rd i na l i t y , $operator ,
37 $method , $p r od id s s t r i n g )
38 {
39 $objResponse = new xajaxResponse ( ) ;
40 $_SESSION [ ' form ' ] [ $va lues [ ' category ' ] ]= $va lues ;
41 $count = count_elem ( $id ) ;
42 $ e r r o r = fa l se ;
43
44 $formids=explode ( "_" , $p r od i d s s t r i n g ) ;
45
46 // her ska l der l av e s en kont ro l . . . .
47 // og s e s s i o n ska l opdateres bage f t e r
48 i f ( $count==$ca r d i n a l i t y
49 && ( $operator=="max" | | $operator=="eq" )
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50 && $method=="check" )
51 {
52 // gray out
53 foreach ( $ formids as $ id ){
54 i f ( ! in_array ( $id , $va lues ) ){
55 $objResponse−>addAssign ( "prod_ch_" . $id , " d i s ab l ed " , true ) ;
56 }
57 }
58 $e r r o r = fa l se ;
59 } else {
60 foreach ( $ formids as $ id ){
61 i f ( ! in_array ( $id , $va lues ) ){
62 $objResponse−>addAssign ( "prod_ch_" . $id , " d i s ab l ed " , fa l se ) ;
63 }
64 }
65 $e r r o r = fa l se ;
66 }
67
68 i f ( ! $ e r r o r ){
69 $objResponse−>addAssign ( " elementcount " , "innerHTML" ,
70 "<strong>You have chosen $count element</strong>" ) ;
71 }
72
73 return $objResponse ;
74 }
75
76 $xajax−>reg i s t e rFunc t i on ( " se lect_update " ) ;
77 $xajax−>reg i s t e rFunc t i on ( " count_elements " ) ;
78 $xajax−>reg i s t e rFunc t i on ( " update_horr i sonta l " ) ;
79 $xajax−>processRequest s ( ) ;
80
81 define ( "PATH_APPLICATION" , ' / composer ' ) ;
82 define ( "PATH_INCLUDE" , PATH_APPLICATION. ' / inc lude ' ) ;
83 define ( "PATH_CLASSES" , PATH_APPLICATION. ' / c l a s s e s ' ) ;
84 define ( "PATH_JS" , PATH_INCLUDE. ' / j s ' ) ;
85
86 func t i on __autoload ( $className )
87 {
88 require_once ($_SERVER[ 'DOCUMENT_ROOT' ] .
89 PATH_CLASSES. "/" . s t r_rep lace ( '_' , ' / ' , $className ) .
90 ' . c l a s s . php ' ) ;
91 }
92 ?>
Listing B.2: /include/js/control.js
1 func t i on con t r o l c a t ego ry ( se lObj )
2 {
3 i f ( se lObj . cat_name . value=="" ){
4 a l e r t ( " Please f i l l out the Name . " )
5 return fa l se ;
6 } else {
7 return true ;
8 }
9 }
10
11 func t i on cont ro lp roduct ( se lObj )
12 {
13 i f ( se lObj . prod_name . value=="" ){
14 a l e r t ( " Please f i l l out the Name . " )
15 return fa l se ;
16 } else i f ( se lObj . prod_price . va lue=="" ){
17 a l e r t ( " Please f i l l out the p r i c e . " )
18 return fa l se ;
19 } else i f ( se lObj . content_category . va lue==0){
20 a l e r t ( " Please s e l e c t a category . " )
21 return fa l se ;
22 } else {
23 return true ;
24 }
25 }
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Listing B.3: /include/js/navi.js
1 /∗
2 ∗ Loads two frames
3 ∗/
4 func t i on muchoframes (main , top ){
5 parent . mainFrame . l o c a t i o n=main ;
6 parent . topFrame . l o c a t i o n=top ;
7 }
Listing B.4: /composer/compose/index.php
1 <?php
2 require_once ( ' . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e ></t i t l e >
11 </head>
12 <body>
13 <?php
14 $category = new app l i ca t ion_category ;
15 $ ru l e = new app l i c a t i on_ru l e ;
16 $ s e s s i o n = new system_sess ion ;
17 $dbconnect = new system_dbconnect ;
18
19 $se s s i on−>c l ea r_se s s i on ( ) ;
20
21 echo "<tab l e a l i g n=' cente r '><tr><td>" ;
22 echo $category−>category_showInit ( ) ;
23 echo "</td></tr></table>" ;
24
25 $ru le−>getAl lRu le s ( ) ;
26 ?>
27 </body>
28 </html>
Listing B.5: /composer/compose/comp.php
1 <?php
2 require_once ( ' . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e ></t i t l e >
11 <?php
12 $xajax−>pr i n t Java s c r i p t ( ' / xajax / ' ) ;
13 // Udskriv xajax j a v a s c r i p t .
14 // Denne ska l ka ldes mellem ' head tags '
15 ?>
16 <s c r i p t type=" text / j a v a s c r i p t ">
17 func t i on stepFormSubmit (key , p o s s i b l e ,
18 operator , method , p r od i d s s t r i n g )
19 {
20 xajax_select_update ( xajax . getFormValues ( "stepForm" ) ,
21 key , p o s s i b l e , operator ,
22 method , p r od i d s s t r i n g ) ;
23 return fa l se ;
24 }
25 </s c r i p t >
26 </head>
27 <body>
28 <?php
29 $category = new app l i ca t ion_category ;
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30 $comp = new application_comp ;
31 $ s e s s i o n = new system_sess ion ;
32 $dbconnect = new system_dbconnect ;
33
34 // Ved valg a f produkt ska l der gemmes hv i l k e t produkt det er .
35 i f ( i s set ($_POST[ ' prod_switch ' ] ) ) {
36 $se s s i on−>post_sess ion ($_POST, "compose" , " i n i t " ) ;
37 }
38 ?>
39 <tab l e a l i g n=" cente r " width="700" border="1">
40 <tr>
41 <td>
42 <?php
43 // Visning a f de tabs der er va lg t f o r det pågældende produkt .
44 i f ( i s set ($_SESSION [ ' compose ' ] [ ' i n i t ' ] [ ' prod_switch ' ] ) ) {
45 echo $category−>category_showTabs ($_POST[ ' id ' ] ,
46 $_SESSION [ ' compose ' ] [ ' i n i t ' ] [ ' prod_switch ' ] ) ;
47 } else {
48 echo "No product s e l e c t ed , p l e a s e s e l e c t
49 a product <a hr e f=\"index . php\">here</a>" ;
50 }
51 ?>
52 </td>
53 </tr><tr>
54 <td>
55 <?php
56 i f ( ! i s set ($_POST[ ' swich ' ] ) ) {
57 echo "Please choose one o f the s t ep s " ;
58 } else {
59 $se s s i on−>post_sess ion ($_POST, "compose" ,$_POST[ ' swich ' ] ) ;
60 // Her ska l indho lde t v i s e s f o r pågældende step
61 echo $comp−>show_step ($_POST[ ' id ' ] ) ;
62 }
63 ?>
64 <br>
65 <center><input type="button" name="end"
66 value="End Composition" d i s ab l ed=" d i sab l ed "/></center>
67 </td>
68 </tr>
69 </table>
70
71 <div id="outputDiv"></div>
72 <center><a hre f=" index . php">From the beginning </a></center>
73 </body>
74 </html>
Listing B.6: /composer/classes/system/session.class.php
1 <?php
2 /∗∗
3 ∗ Ses s i on handl ing
4 ∗
5 ∗ @package system
6 ∗/
7
8 /∗∗
9 ∗ Class to handle s e s s i o n ope ra t i on s
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s system_sess ion {
15
16 /∗∗
17 ∗ POST va r i a b l e s are s to r ed in s e s s i o n
18 ∗
19 ∗ @author Jesper Goos , Sam Azmayesh
20 ∗ @version 0 .1
21 ∗ @returns St r ing
22 ∗/
23 func t i on post_sess ion ( $post , $cat , $part )
24 {
25 $_SESSION [ $cat ] [ $part ] = $post ;
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26 }
27
28 /∗∗
29 ∗ Clear the complete s e s s i o n
30 ∗
31 ∗ @author Jesper Goos , Sam Azmayesh
32 ∗ @version 0 .1
33 ∗ @returns St r ing
34 ∗/
35 func t i on c l e a r_se s s i on ( )
36 {
37 session_unset ( ) ;
38 }
39
40 }
41 ?>
Listing B.7: /composer/classes/system/session.class.php
1 <?php
2 /∗∗
3 ∗ Connection to the database
4 ∗
5 ∗ @package system
6 ∗/
7
8 /∗∗
9 ∗ Class to c r ea t e a databaseconnect ion
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s system_dbconnect{
15
16 func t i on __construct ( ){
17 $dbhost = " l o c a l h o s t " ;
18 $dbname = "db158523877" ;
19 $dbuser = "dbo158523877" ;
20 $dbpass = "g2VBJJ9F" ;
21
22 $dbh = mysql_connect ( $dbhost , $dbuser , $dbpass ) ;
23 i f ( !mysql_select_db ( $dbname ) )
24 {
25 echo "Can ' t s e l e c t the database . . . " ;
26 }
27 }
28 }
29 ?>
Listing B.8: /composer/classes/application/rule.class.php
1 <?php
2 /∗∗
3 ∗ Class f o r mainta in ing r u l e s
4 ∗
5 ∗ @package app l i c a t i on
6 ∗/
7
8 /∗∗
9 ∗ Class f o r mainta in ing r u l e s
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s app l i c a t i on_ru l e {
15
16 /∗∗
17 ∗ Form f o r ru l e c r e a t i on
18 ∗
19 ∗ @author Jesper Goos , Sam Azmayesh
20 ∗ @version 0 .1
21 ∗ @returns St r ing
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22 ∗/
23 func t i on rule_new ( )
24 {
25 $ ru l e = new app l i c a t i on_ru l e ;
26 $category = new app l i ca t ion_category ;
27
28 $tab l e = "<form name='rule_new '
29 onSubmit=\"return c on t r o l r u l e ( t h i s )\" ac t i on='" ;
30 $ tab l e .= $_SERVER[ "PHP_SELF" ] ;
31 $ tab l e .= " ' method='post '>\n" ;
32 $tab l e .= "<tab l e a l i g n=' l e f t ' border = '1 ' width='600'>\n" ;
33
34 $tab l e .= "<tr><td>Category/Element∗:</td>
35 <td co l span='4'>" .
36 $th i s−>cat_elem_dropdown ( false ,
37 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' content_cat_elem ' ] ) .
38 "</td></tr >\n" ;
39
40 $tab l e .= "<tr>
41 <td>Type:</td>
42 <td>Apply</td>
43 <td>Card ina l i ty </td>
44 <td>Operator</td>
45 <td> </td></tr >\n" ;
46
47 ################################################
48
49 i f ( ! i s set ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep j ' ] ) &&
50 ! i s set ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' epk ' ] ) &&
51 ! i s set ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] ) )
52 {
53 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] = 1 ;
54 $tab l e .= "<input type='hidden ' name='ep ' va lue='1'>" ;
55 } else {
56 i f ( i s set ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' submitPlus ' ] ) ) {
57 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] =
58 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep j ' ] ;
59 $ tab l e .= "<input type='hidden '
60 name='ep ' va lue='" . $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep j ' ] . " '>" ;
61 }
62 e l s e i f ( i s set ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' submitMinus ' ] ) ) {
63 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] =
64 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' epk ' ] ;
65 $ tab l e .= "<input type='hidden '
66 name='ep ' va lue='" . $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' epk ' ] . " '>" ;
67 }
68 }
69
70 for ( $ i = 1 ; $ i <= $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] ; $ i++) {
71 $content_cat_elem="content_cat_elem_" . $ i ;
72 $ c a r d i n a l i t y=" card ina l i ty_ " . $ i ;
73 $ tab l e .= "<tr><td>" .
74 $th i s−>printEnumDropdown ( ' ru le_category ' , ' ru l e type ' , $ i ) .
75 "</td>
76 <td>" . $th i s−>cat_elem_dropdown ( $i ,
77 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ $content_cat_elem ] ) . "</td>
78 <td> <input type=' text ' va lue='" .
79 $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ $ c a r d i n a l i t y ] . " '
80 name=' ca rd ina l i ty_ " . $ i . " ' s i z e ='3'></td>
81 <td>" . $th i s−>printEnumDropdown ( ' ru le_category ' , ' operator ' , $ i ) . "</td>
82 <td>" ;
83
84 i f ( $ i == $_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ] ) {
85 $ j = $ i +1; $k = $i −1;
86 $ tab l e .= "<input type='hidden ' name=' epj ' va lue='" . $ j . " '>" ;
87 $ tab l e .= "<input type='submit ' va lue='+' name=' submitPlus '>" ;
88 i f ($_SESSION [ ' admin ' ] [ ' r u l e ' ] [ ' ep ' ]<>1){
89 $tab l e .= "<input type='hidden ' name='epk ' va lue='" . $k . "'>" ;
90 $tab l e .= "<input type='submit ' va lue='−' name='submitMinus '>" ;
91
92 }
93 }
94 $tab l e .= "</td></tr >\n" ;
95 }
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96
97 ##############################################################
98 $tab l e .= "<tr><td co l span='5'>
99 <input type='submit ' name='rule_new ' value=' I n s e r t new r u l e s e t '>
100 </td></tr >\n" ;
101 $tab l e .= "</table >\n" ;
102 $tab l e .= "</form>\n" ;
103
104 return $tab l e ;
105 }
106
107 /∗∗
108 ∗ Generates a dropdown f o r a enum column
109 ∗
110 ∗ @author Jesper Goos , Sam Azmayesh
111 ∗ @version 0 .1
112 ∗ @returns St r ing
113 ∗/
114 func t i on printEnumDropdown ( $Table , $Column , $ i )
115 {
116 $name = $Column . "_" . $ i ;
117 $enum = $th i s−>GetEnumValues ( $Table , $Column ) ;
118 $ s e l e c t = "<s e l e c t name='$name'>\n" ;
119 foreach ($enum as $value )
120 {
121 i f ( $value !="none" ){
122 $ s e l e c t .= "<opt ion value=' $value ' " ;
123 i f ( $value==$_SESSION [ ' admin ' ] [ ' r u l e ' ] [ $name ] ) {
124 $ s e l e c t .= " s e l e c t e d =' s e l e c t e d ' " ; }
125 $ s e l e c t .= ">" . $value . "</option>\n" ;
126 }
127 }
128 $ s e l e c t .= "</s e l e c t >\n" ;
129 return $ s e l e c t ;
130 }
131
132 /∗∗
133 ∗ Gets the enum va lues f r a a tab l e
134 ∗
135 ∗ @author Jesper Goos , Sam Azmayesh
136 ∗ @version 0 .1
137 ∗ @returns St r ing
138 ∗/
139 func t i on GetEnumValues ( $Table , $Column)
140 {
141 $dbSQL = "SHOW COLUMNS FROM " . $Table . " LIKE ' " . $Column . " ' " ;
142 $dbQuery = mysql_query($dbSQL ) ;
143
144 $dbRow = mysql_fetch_assoc ( $dbQuery ) ;
145 $EnumValues = $dbRow [ "Type" ] ;
146
147 $EnumValues = substr ( $EnumValues , 6 , strlen ( $EnumValues )−8);
148 $EnumValues = st r_rep lace ( " ' , ' " , " , " , $EnumValues ) ;
149
150 return explode ( " , " , $EnumValues ) ;
151 }
152
153
154 /∗∗
155 ∗ I n s e r t s a new ru l e
156 ∗
157 ∗ @author Jesper Goos , Sam Azmayesh
158 ∗ @version 0 .1
159 ∗ @returns Boolean
160 ∗/
161 func t i on ru l e_ in s e r t ( $ ru l e )
162 {
163
164 i f ( substr ( $ ru l e [ ' content_cat_elem ' ] ,0 ,3)==" cat " ){
165 $tab l e = " category " ;
166 } e l s e i f ( substr ( $ ru l e [ ' content_cat_elem ' ] ,0 ,3)==" e l e " ){
167 $tab l e = " element " ;
168 }
169 $id=substr ( $ ru l e [ ' content_cat_elem ' ] , 4 ) ;
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170
171 $ sq l_ru l e s e t_ in s e r t = "INSERT INTO rule_set_" . $ tab l e . "
172 ( id_content_" . $ tab l e . " )
173 VALUES ( ' " . $ id . " ' ) " ;
174 $re s_ru l e_inse r t = mysql_query( $ sq l_ru l e s e t_ in s e r t )
175 or die (mysql_error ( ) . "________ruleset_insert" ) ;
176 $rule_set_id = mysql_insert_id ( ) ;
177
178 foreach ( $ ru l e as $key=>$var ){
179 i f ( substr ( $key ,0 ,8)==" ru l e type " && $var<>"" ){
180 $rule_type_id = substr ( $key , 9 ) ;
181
182 $content_cat_elem_name = "content_cat_elem_" . $rule_type_id ;
183 $ruletype_name = " ruletype_" . $rule_type_id ;
184 $operator_name = "operator_" . $rule_type_id ;
185 $ c a r d i n a l i t y = " card ina l i ty_ " . $rule_type_id ;
186 $id_content = "content_cat_elem_" . $rule_type_id ;
187
188 $content_cat_elem = $ru l e [ $content_cat_elem_name ] ;
189 $ru l e type = $ru l e [ $ruletype_name ] ;
190 $operator = $ru l e [ $operator_name ] ;
191 $ c a r d i n a l i t y = $ru l e [ $ c a r d i n a l i t y ] ;
192 $id_content = $ru l e [ $id_content ] ;
193
194 $id_content_val = substr ( $id_content , 4 ) ;
195 $id_content_type = substr ( $id_content , 0 , 3 ) ;
196
197 i f ( $id_content_type==" e l e " ){
198 $id_content_type="e" ;
199 } e l s e i f ( $id_content_type==" cat " ){
200 $id_content_type="c" ;
201 }
202
203
204 $query_rule_insert = "INSERT INTO rule_" . $ tab l e . "
205 ( id_rule_set_" . $ tab l e . " , ru le type , id_content ,
206 c a rd i na l i t y , operator , id_content_type )
207 VALUES
208 ( ' $rule_set_id ' , ' $ ru l e type ' , ' $id_content_val ' ,
209 ' $ c a r d i n a l i t y ' , ' $operator ' , ' $id_content_type ' ) " ;
210 $re s_ru l e_inse r t = mysql_query( $query_rule_insert )
211 or die (mysql_error ( ) . "______rule_insert" ) ;
212 }
213 }
214
215
216 }
217
218 /∗∗
219 ∗ L i s t a l l c a t e g o r i e s
220 ∗
221 ∗ @author Jesper Goos , Sam Azmayesh
222 ∗ @version 0 .1
223 ∗ @returns St r ing
224 ∗/
225 func t i on r u l e_ l i s t ( )
226 {
227 $sql_cat = " Se l e c t ∗ FROM rule_set_category , content_category
228 WHERE rule_set_category . id_content_category=
229 content_category . id_content_category " ;
230
231 $res_cat = mysql_query( $sql_cat ) or die (mysql_error ( ) ) ;
232
233 $sql_pro = " Se l e c t ∗ FROM rule_set_element , content_element
234 WHERE rule_set_element . id_content_element=
235 content_element . id_content_element" ;
236 $res_pro = mysql_query( $sql_pro ) or die (mysql_error ( ) ) ;
237
238 $ r u l e_ l i s t = "<tab l e border='1'>" ;
239 $ r u l e_ l i s t .= "<tr><td>cat id</td><td>Category name</td>
240 <td></td>
241 </tr>" ;
242
243 while ( $row_rule_l i st = mysql_fetch_object ( $res_cat ) ){
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244 $ r u l e_ l i s t .= "<tr>
245 <td>" . $row_rule_list−>id_rule_set_category . "</td>
246 <td>" . $row_rule_list−>name . "</td>
247 <td><form method='post ' a c t i on='" ;
248 $ r u l e_ l i s t .= $_SERVER[ "PHP_SELF" ] ;
249 $ r u l e_ l i s t .= "'>
250 <input type='hidden ' name=' tab l e ' va lue=' category '>
251 <input type='hidden ' name=' id '
252 value='" . $row_rule_list−>id_rule_set_category . "'>
253 <input type='submit ' name=' ru le_del ' va lue=' d e l e t e '>
254 </form></td>
255 </tr>" ;
256 }
257
258 $ r u l e_ l i s t .= "<tr><td>elem id</td><td>Element name</td>
259 <td></td>
260 </tr>" ;
261 while ( $row_rule_l i st = mysql_fetch_object ( $res_pro ) ){
262 $ r u l e_ l i s t .= "<tr>
263 <td>" . $row_rule_list−>id_content_element . "</td>
264 <td>" . $row_rule_list−>name . "</td>
265 <td><form method='post ' a c t i on='" ;
266 $ r u l e_ l i s t .= $_SERVER[ "PHP_SELF" ] ;
267 $ r u l e_ l i s t .= "'>
268 <input type='hidden ' name=' tab l e ' va lue=' element '>
269 <input type='hidden ' name=' id '
270 value='" . $row_rule_list−>id_rule_set_element . "'>
271 <input type='submit ' name=' ru le_del ' va lue=' d e l e t e '>
272 </form></td>
273 </tr>" ;
274 }
275
276
277 $ r u l e_ l i s t .= "</table>" ;
278 return $ r u l e_ l i s t ;
279 }
280
281
282 /∗∗
283 ∗ Dropdown o f a l l c a t e g o r i e s
284 ∗
285 ∗ @author Jesper Goos , Sam Azmayesh
286 ∗ @version 0 .1
287 ∗ @returns St r ing
288 ∗/
289 func t i on cat_elem_dropdown ( $ i=fa lse , $ id )
290 {
291
292 $sql_category_dropdown =
293 "SELECT ∗ FROM content_category ORDER BY be longs to " ;
294 $result_category_dropdown =
295 mysql_query( $sql_category_dropdown ) or die (mysql_error ( ) ) ;
296 while ( $row_category_dropdown =
297 mysql_fetch_object ( $result_category_dropdown )){
298 $opt ions [ $row_category_dropdown−>be longs to ]
299 [ $row_category_dropdown−>id_content_category ]=
300 $row_category_dropdown−>name ;
301 }
302
303 $sql_rule_dropdown =
304 "SELECT ∗ FROM content_element ORDER BY be longs to " ;
305 $result_rule_dropdown =
306 mysql_query( $sql_rule_dropdown ) or die (mysql_error ( ) ) ;
307 while ( $row_rule_dropdown =
308 mysql_fetch_object ( $result_rule_dropdown )){
309 $options_elem [ $row_rule_dropdown−>be longs to ]
310 [ $row_rule_dropdown−>id_content_element ]=
311 $row_rule_dropdown−>name ;
312 }
313
314 i f ( $ i ){$name = "content_cat_elem_" . $ i ;
315 } else {$name = "content_cat_elem" ; }
316 $ s e l e c t = "<s e l e c t name='$name ' s t y l e ='width : 250px '>\n" ;
317 $ s e l e c t .= "<opt ion value = '0 ' s e l e c t e d =' s e l e c t e d '>
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318 S e l e c t category or element . . . </ option>\n" ;
319 foreach ( $opt ions [ ' ' ] as $cat_id=>$cat )
320 {
321 $ s t r i n g = "cat_" . $cat_id ;
322 $ s e l e c t .= "<opt ion value=' $ s t r i n g ' " ;
323 i f ( $ s t r i n g==$id ){ $ s e l e c t .= " s e l e c t e d =' s e l e c t e d ' " ; }
324 $ s e l e c t .= ">" . $cat . "</option>\n" ;
325
326 ################################
327 i f ( is_array ( $options_elem [ $cat_id ] ) ) {
328 foreach ( $options_elem [ $cat_id ] as $key=>$value )
329 {
330 $ s t r i n g = "ele_" . $key ;
331 $ s e l e c t .= "<opt ion s t y l e ='background−c o l o r :#EBEBEB; '
332 value=' $ s t r i n g ' " ;
333 i f ( $ s t r i n g==$id ){ $ s e l e c t .= " s e l e c t e d =' s e l e c t e d ' " ; }
334 $ s e l e c t .= ">&nbsp;&nbsp;&nbsp;&nbsp ; " . $value . "</option>\n" ;
335 }
336 }
337 ################################
338
339 i f ( is_array ( $opt ions [ $cat_id ] ) ) {
340 foreach ( $opt ions [ $cat_id ] as $key=>$value )
341 {
342 $ s t r i n g = "cat_" . $key ;
343 $ s e l e c t .= "<opt ion value=' $ s t r i n g ' " ;
344 i f ( $ s t r i n g==$id ){ $ s e l e c t .= " s e l e c t e d =' s e l e c t e d ' " ; }
345 // i f ( $sub=="sub "){ $ s e l e c t .= " d i s ab l ed=' d i s ab l ed ' " ;}
346 $ s e l e c t .= ">&nbsp;&nbsp ; " . $value . "</option>\n" ;
347
348 #####################################
349 i f ( is_array ( $options_elem [ $key ] ) ) {
350 foreach ( $options_elem [ $key ] as $key=>$value )
351 {
352 $ s t r i n g = "ele_" . $key ;
353 $ s e l e c t .= "<opt ion s t y l e ='background−c o l o r :#EBEBEB; '
354 value=' $ s t r i n g ' " ;
355 i f ( $ s t r i n g==$id ){ $ s e l e c t .= " s e l e c t e d =' s e l e c t e d ' " ; }
356 $ s e l e c t .= ">&nbsp;&nbsp;&nbsp;&nbsp ; " . $value . "</option>\n" ;
357 }
358 }
359 ######################################
360 }
361 }
362 }
363 $ s e l e c t .= "</s e l e c t >\n" ;
364 return $ s e l e c t ;
365 }
366
367 /∗∗
368 ∗ Al l r u l e s are f e t ched and s to r ed in the s e s s i o n array
369 ∗
370 ∗ @author Jesper Goos , Sam Azmayesh
371 ∗ @version 0 .1
372 ∗ @returns St r ing
373 ∗/
374 func t i on getAl lRu le s ( )
375 {
376 $sql_cat = "SELECT ∗ FROM rule_category , ru le_set_category
377 WHERE rule_set_category . id_rule_set_category
378 = rule_category . id_rule_set_category " ;
379 $re su l t_cat = mysql_query( $sql_cat ) or die (mysql_error ( ) ) ;
380 while ( $row_cat = mysql_fetch_assoc ( $ re su l t_cat ) ){
381 $_SESSION [ ' r u l e ' ] [ ' category ' ] [ $row_cat [ id_rule_category ] ]= $row_cat ;
382 }
383 $sql_elem = "SELECT ∗ FROM rule_element , rule_set_element
384 WHERE rule_set_element . id_rule_set_element
385 = rule_element . id_rule_set_element " ;
386 $result_elem = mysql_query( $sql_elem ) or die (mysql_error ( ) ) ;
387 while ( $row_elem = mysql_fetch_assoc ( $result_elem )){
388 $_SESSION [ ' r u l e ' ] [ ' e lement ' ] [ $row_elem [ id_rule_element ] ]= $row_elem ;
389 }
390 }
391
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392
393 /∗∗
394 ∗ Delete a ru l e
395 ∗
396 ∗ @author Jesper Goos , Sam Azmayesh
397 ∗ @version 0 .1
398 ∗ @returns St r ing
399 ∗/
400 func t i on ru l e_de l e t e ( $id , $ tab l e )
401 {
402 $sq l_ru le_de le te = "DELETE FROM rule_set_$table
403 WHERE id_rule_set_$table = $id " ;
404 $re su l t_ru l e_de l e t e = mysql_query( $sq l_ru le_de le te )
405 or die (mysql_error ( ) . "_rule_delete " ) ;
406 return $re su l t_ru l e_de l e t e ;
407 }
408
409
410 }
411 ?>
Listing B.9: /composer/classes/application/product.class.php
1 <?php
2 /∗∗
3 ∗ Class f o r mainta in ing c a t e g o r i e s
4 ∗
5 ∗ @package app l i c a t i on
6 ∗/
7
8 /∗∗
9 ∗ Class f o r mainta in ing c a t e g o r i e s
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s appl i cat ion_product {
15
16 /∗∗
17 ∗ Form f o r product c r e a t i on
18 ∗
19 ∗ @author Jesper Goos , Sam Azmayesh
20 ∗ @version 0 .1
21 ∗ @returns St r ing
22 ∗/
23 func t i on product_new ( )
24 {
25 $category = new app l i ca t ion_category ;
26 $ tab l e = "<form name='product_new '
27 onSubmit=\"return cont ro lp roduct ( t h i s )\" ac t i on='" ;
28 $ tab l e .= $_SERVER[ "PHP_SELF" ] ;
29 $ tab l e .= " ' method='post '>\n" ;
30 $tab l e .= "<tab l e a l i g n=' l e f t ' width='600'>\n" ;
31
32 $tab l e .= "<tr><td>Category∗:</td>
33 <td> " . $category−>category_dropdown ( ) . "
34 </td></tr >\n" ;
35 $tab l e .= "<tr><td>Name∗:</td>
36 <td> <input type=' text ' name='prod_name '
37 value='" . $_SESSION [ ' admin ' ] [ ' product ' ] [ ' prod_name ' ] . " '>
38 </td></tr >\n" ;
39 $tab l e .= "<tr><td>In fo :</td>
40 <td> <input type=' text ' name='prod_info '
41 value='" . $_SESSION [ ' admin ' ] [ ' product ' ] [ ' prod_info ' ] . " '>
42 </td></tr >\n" ;
43 $tab l e .= "<tr><td>Pr ice ∗:</td>
44 <td> <input type=' text ' s i z e = '4 ' name='prod_price '
45 value='" . $_SESSION [ ' admin ' ] [ ' product ' ] [ ' prod_price ' ] . " '>
46 </td></tr >\n" ;
47 $tab l e .= "<tr><td>Discount :</td>
48 <td> <input type=' text ' s i z e = '4 ' name='prod_discount '
49 value='" . $_SESSION [ ' admin ' ] [ ' product ' ] [ ' prod_discount ' ] . " '>
50 </td></tr >\n" ;
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51
52 $tab l e .= "<tr><td></td><td a l i g n=' l e f t '>
53 <input type='submit ' name='product_new '
54 value=' I n s e r t new product '>
55 </td></tr >\n" ;
56 $tab l e .= "</table >\n" ;
57 $tab l e .= "</form>\n" ;
58
59 return $tab l e ;
60 }
61
62 /∗∗
63 ∗ I n s e r t s a new product
64 ∗
65 ∗ @author Jesper Goos , Sam Azmayesh
66 ∗ @version 0 .1
67 ∗ @returns Boolean
68 ∗/
69 func t i on product_insert ( $product )
70 {
71 $cat = $product [ ' content_category ' ] ;
72 $name = $product [ ' prod_name ' ] ;
73 $ i n f o = $product [ ' prod_info ' ] ;
74 $d i scount = $product [ ' prod_discount ' ] ;
75 $p r i c e = $product [ ' prod_price ' ] ;
76
77 $sql_product_insert = "INSERT INTO content_element
78 ( be longsto , name , in fo , d iscount , p r i c e )
79 VALUES ( ' $cat ' , ' $name ' , ' $ i n f o ' , ' $d i scount ' , ' $p r i c e ' ) " ;
80 $res_product_insert = mysql_query( $sq l_product_insert )
81 or die (mysql_error ( ) . "_product_insert " ) ;
82 }
83
84 /∗∗
85 ∗ L i s t a l l c a t e g o r i e s
86 ∗
87 ∗ @author Jesper Goos , Sam Azmayesh
88 ∗ @version 0 .1
89 ∗ @returns St r ing
90 ∗/
91 func t i on product_l i s t ( )
92 {
93 $sq l_product_l i s t = "SELECT
94 id_content_element , content_element . name , pr i ce , content_element . d iscount ,
95 content_element . be longsto , content_element . in fo , content_category . name
96 as cat_name
97 FROM content_element , content_category
98 WHERE id_content_category=content_element . be longs to
99 ORDER BY cat_name" ;
100 $res_product_l i s t = mysql_query( $sq l_product_l i s t )
101 or die (mysql_error ( ) ) ;
102 $product_l i s t = "<tab l e border='1'>" ;
103 $product_l i s t .= "<tr><td>prod id</td><td>cat</td><td>prod name</td>
104 <td>in fo </td><td></td></tr>" ;
105 while ( $row_product_list = mysql_fetch_object ( $res_product_l i s t ) ){
106 $product_l i s t .= "<tr>
107 <td>" . $row_product_list−>id_content_element . "</td>
108 <td>" . $row_product_list−>cat_name . "</td>
109 <td>" . $row_product_list−>name . "</td>
110
111 <td>" . $row_product_list−>in f o . "</td>
112 <td><form method='post ' a c t i on='" ;
113 $product_l i s t .= $_SERVER[ "PHP_SELF" ] ;
114 $product_l i s t .= "'>
115 <input type='hidden ' name='prod_id '
116 value='" . $row_product_list−>id_content_element . " '>
117 <input type='submit ' name='product_del '
118 value=' d e l e t e '>
119 </form></td>
120 </tr>" ;
121 }
122 $product_l i s t .= "</table>" ;
123 return $product_l i s t ;
124 }
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125
126
127 /∗∗
128 ∗ Dropdown o f a l l products
129 ∗
130 ∗ @author Jesper Goos , Sam Azmayesh
131 ∗ @version 0 .1
132 ∗ @returns St r ing
133 ∗/
134 func t i on product_dropdown ( )
135 {
136 $sql_product_dropdown = "SELECT ∗ FROM content_element " ;
137 $result_product_dropdown = mysql_query( $sql_product_dropdown )
138 or die (mysql_error ( ) ) ;
139
140 $ s e l e c t = "<s e l e c t name='content_product ' width= '250 '
141 s t y l e ='width : 250px '>\n" ;
142 $ s e l e c t .= "<opt ion value = '0 ' s
143 e l e c t e d=' s e l e c t e d '> Se l e c t product . . . </ option>\n" ;
144 while ( $row_product_dropdown =
145 mysql_fetch_object ( $result_product_dropdown )){
146 $ s e l e c t .= "<opt ion
147 value='$row_product_dropdown−>id_content_product ' " ;
148 $ s e l e c t .= ">" . $row_product_dropdown−>name . "</option>\n" ;
149 }
150 $ s e l e c t .= "</s e l e c t >\n" ;
151 return $ s e l e c t ;
152 }
153
154 /∗∗
155 ∗ Delete a product
156 ∗
157 ∗ @author Jesper Goos , Sam Azmayesh
158 ∗ @version 0 .1
159 ∗ @returns St r ing
160 ∗/
161 func t i on product_delete ( $ id )
162 {
163 $sql_product_delete = "DELETE FROM content_element
164 WHERE id_content_element = $id " ;
165 $resu l t_product_delete = mysql_query( $sql_product_delete )
166 or die (mysql_error ( ) . "_product_delete " ) ;
167 return $resu l t_product_delete ;
168 }
169
170 }
171 ?>
Listing B.10: /composer/classes/application/element.class.php
1 <?php
2 /∗∗
3 ∗ Class f o r mainta in ing c a t e g o r i e s
4 ∗
5 ∗ @package app l i c a t i on
6 ∗/
7
8 /∗∗
9 ∗ Class f o r mainta in ing c a t e g o r i e s
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s appl i cat ion_element {
15
16 /∗∗
17 ∗ Form f o r element c r e a t i on
18 ∗
19 ∗ @author Jesper Goos , Sam Azmayesh
20 ∗ @version 0 .1
21 ∗ @returns St r ing
22 ∗/
23 func t i on element_new ( )
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24 {
25 $category = new app l i ca t ion_category ;
26 $ tab l e = "<form name='element_new '
27 onSubmit=\"return cont ro l e l ement ( t h i s )\" ac t i on='" ;
28 $ tab l e .= $_SERVER[ "PHP_SELF" ] ;
29 $ tab l e .= " ' method='post '>\n" ;
30 $tab l e .= "<tab l e a l i g n=' l e f t ' width='600'>\n" ;
31
32 $tab l e .= "<tr><td>Category∗:</td>
33 <td> " . $category−>category_dropdown ( ) . "
34 </td></tr >\n" ;
35 $tab l e .= "<tr><td>Name∗:</td>
36 <td> <input type=' text ' name='prod_name '
37 value='" . $_SESSION [ ' admin ' ] [ ' e lement ' ] [ ' prod_name ' ] . " '>
38 </td></tr >\n" ;
39 $tab l e .= "<tr><td>In fo :</td>
40 <td> <input type=' text ' name='prod_info '
41 value='" . $_SESSION [ ' admin ' ] [ ' e lement ' ] [ ' prod_info ' ] . " '>
42 </td></tr >\n" ;
43 $tab l e .= "<tr><td>Pr ice ∗:</td>
44 <td> <input type=' text ' s i z e = '4 ' name='prod_price '
45 value='" . $_SESSION [ ' admin ' ] [ ' e lement ' ] [ ' prod_price ' ] . " '>
46 </td></tr >\n" ;
47 $tab l e .= "<tr><td>Discount :</td>
48 <td> <input type=' text ' s i z e = '4 ' name='prod_discount '
49 value='" . $_SESSION [ ' admin ' ] [ ' e lement ' ] [ ' prod_discount ' ] . " '>
50 </td></tr >\n" ;
51
52 $tab l e .= "<tr><td></td><td a l i g n=' l e f t '>
53 <input type='submit ' name='element_new '
54 value=' I n s e r t new element '>
55 </td></tr >\n" ;
56 $tab l e .= "</table >\n" ;
57 $tab l e .= "</form>\n" ;
58
59 return $tab l e ;
60 }
61
62 /∗∗
63 ∗ I n s e r t s a new element
64 ∗
65 ∗ @author Jesper Goos , Sam Azmayesh
66 ∗ @version 0 .1
67 ∗ @returns Boolean
68 ∗/
69 func t i on e lement_insert ( $element )
70 {
71 $cat = $element [ ' content_category ' ] ;
72 $name = $element [ ' prod_name ' ] ;
73 $ i n f o = $element [ ' prod_info ' ] ;
74 $d i scount = $element [ ' prod_discount ' ] ;
75 $p r i c e = $element [ ' prod_price ' ] ;
76
77 $sql_element_insert = "INSERT INTO content_element
78 ( be longsto , name , in fo , d iscount , p r i c e )
79 VALUES
80 ( ' $cat ' , ' $name ' , ' $ i n f o ' , ' $d i scount ' , ' $p r i c e ' ) " ;
81 // echo $sql_element_insert ;
82 $res_element_insert = mysql_query( $sq l_element_insert )
83 or die (mysql_error ( ) . "_element_insert " ) ;
84 /∗ f o r each ( $element as $key=>$var ){
85 i f ( subs t r ( $key ,0 ,13)==" ege tpraepe ra t " && $var<>""){
86 $drug_type_id = subs t r ( $key , 1 4 ) ;
87 $egetpraep_type = $_SESSION [ ' s tep3 ' ]
88 [ ' type_egetpraeperat_ ' . $drug_type_id ] ;
89 $query_drug_own = "INSERT INTO user_drugs_own
90 (drug_name , id_user , drug_type )
91 VALUES ( ' $var ' , $user_id , $egetpraep_type ) " ;
92 // echo "<br/>query_drug_own = " . $query_drug_own ;
93 $res_drug_own = mysql_query ( $query_drug_own )
94 or d i e ( mysql_error ( ) . "___query_drug_own" ) ;
95 }
96 }∗/
97 }
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98
99 /∗∗
100 ∗ L i s t a l l c a t e g o r i e s
101 ∗
102 ∗ @author Jesper Goos , Sam Azmayesh
103 ∗ @version 0 .1
104 ∗ @returns St r ing
105 ∗/
106 func t i on e l ement_l i s t ( )
107 {
108 $sq l_e lement_l i s t =
109 "SELECT id_content_element , content_element . name ,
110 pr i ce , content_element . discount ,
111 content_element . be longsto , content_element . in fo ,
112 content_category . name as cat_name
113 FROM content_element , content_category
114 WHERE id_content_category=content_element . be longs to
115 ORDER BY cat_name" ;
116 $res_e lement_l i s t = mysql_query( $sq l_e lement_l i s t )
117 or die (mysql_error ( ) ) ;
118 $e l ement_l i s t = "<tab l e border='1'>" ;
119 $e l ement_l i s t .= "<tr><td>prod id</td>
120 <td>cat</td><td>prod name</td>
121 <td>pr i ce </td><td>discount </td><td>in fo </td><td></td></tr>" ;
122 while ( $row_element_list = mysql_fetch_object ( $res_element_l i s t ) ){
123 $e l ement_l i s t .= "<tr>
124 <td>" . $row_element_list−>id_content_element . "</td>
125 <td>" . $row_element_list−>cat_name . "</td>
126 <td>" . $row_element_list−>name . "</td>
127 <td>" . $row_element_list−>pr i c e . "</td>
128 <td>" . $row_element_list−>discount . "</td>
129 <td>" . $row_element_list−>in f o . "</td>
130 <td><form method='post ' a c t i on='" ;
131 $e l ement_l i s t .= $_SERVER[ "PHP_SELF" ] ;
132 $e l ement_l i s t .= "'>
133 <input type='hidden ' name='prod_id '
134 value='" . $row_element_list−>id_content_element . " '>
135 <input type='submit ' name='element_del ' va lue=' d e l e t e '>
136 </form></td>
137 </tr>" ;
138 }
139 $e l ement_l i s t .= "</table>" ;
140 return $e l ement_l i s t ;
141 }
142
143
144 /∗∗
145 ∗ Dropdown o f a l l e lements
146 ∗
147 ∗ @author Jesper Goos , Sam Azmayesh
148 ∗ @version 0 .1
149 ∗ @returns St r ing
150 ∗/
151 func t i on element_dropdown ( )
152 {
153 $sql_element_dropdown = "SELECT ∗ FROM content_element " ;
154 $result_element_dropdown = mysql_query( $sql_element_dropdown )
155 or die (mysql_error ( ) ) ;
156
157 $ s e l e c t = "<s e l e c t name='content_element '
158 width= '250 ' s t y l e ='width : 250px '>\n" ;
159 $ s e l e c t .= "<opt ion value = '0 '
160 s e l e c t e d =' s e l e c t e d '> Se l e c t element . . . </ option>\n" ;
161 while ( $row_element_dropdown =
162 mysql_fetch_object ( $result_element_dropdown )){
163 $ s e l e c t .= "<opt ion
164 value='$row_element_dropdown−>id_content_element ' " ;
165 $ s e l e c t .= ">" . $row_element_dropdown−>name . "</option>\n" ;
166 }
167 $ s e l e c t .= "</s e l e c t >\n" ;
168 return $ s e l e c t ;
169 }
170
171 /∗∗
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172 ∗ Delete a element
173 ∗
174 ∗ @author Jesper Goos , Sam Azmayesh
175 ∗ @version 0 .1
176 ∗ @returns St r ing
177 ∗/
178 func t i on element_delete ( $ id )
179 {
180 $sql_element_delete = "DELETE FROM content_element
181 WHERE id_content_element = $id " ;
182 $resu l t_element_delete = mysql_query( $sql_element_delete )
183 or die (mysql_error ( ) . "_element_delete " ) ;
184 return $resu l t_element_delete ;
185 }
186
187
188 }
189 ?>
Listing B.11: /composer/classes/application/comp.class.php
1 <?php
2 /∗∗
3 ∗ Class f o r composing the f i n a l product
4 ∗
5 ∗ @package app l i c a t i on
6 ∗/
7
8 /∗∗
9 ∗ Class f o r composing the f i n a l product
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s application_comp{
15
16 func t i on __construct ( )
17 {
18 // echo " t e s t " ;
19 }
20
21 func t i on f ind_ru l e s ( $form , $prod_ids , $cat_id )
22 {
23 // i n i t i a l i s e r i n g a f array
24 $chosene lemets = array ( ) ;
25
26 // a l l e va l g t e e lementer f i n d e s og lægges ned
27 // i a r raye t $chosene lemets
28 i f ( is_array ( $form )){
29 foreach ( $form as $key=>$arr ){
30 foreach ( $ar r as $key=>$valgte l ement ){
31 i f ( substr ( $key ,0 ,4)=="cat_" | | is_numeric ( $key ) ){
32 $chosene lemets [ ]= $va lgte l ement ;
33 }
34 }
35 }
36 }
37
38 /∗
39 ∗ OBS kon t r o l l e r e r kun e lementer $_SESSION [ ' r u l e ' ] [ ' e lement ' ]
40 ∗
41 ∗ For hvert element der er i formen k on t r o l l e r e s der om der
42 ∗ f i n d e s en r e g e l hvor e lementet er " t a r g e t " .
43 ∗/
44 foreach ( $prod_ids as $ id ){
45 i f ( is_array ($_SESSION [ ' r u l e ' ] [ ' e lement ' ] ) ) {
46
47 foreach ($_SESSION [ ' r u l e ' ] [ ' e lement ' ] as $key=>$ru l e ){
48 i f ( $ ru l e [ ' id_content ' ]==$id ){
49
50 $source id = $_SESSION [ ' r u l e ' ] [ ' e lement ' ] [ $key ] [ ' id_content_element ' ] ;
51 // 1) f i nde ud a f om source element er i $va lgte l ement
52 // hv i s j a
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53 // mh −> vælges automatisk − r e s t en d i s a b l e s
54 // cnh −> d i s a b l e s − r e s t en er mulig
55
56 // hv i s ne j ske r der ikke noget
57 i f ( in_array ( $source id , $chosene lemets ) ){
58 switch ($_SESSION [ ' r u l e ' ] [ ' e lement ' ] [ $key ] [ ' ru l e type ' ] ) {
59 case 'mh ' :
60 echo "<s c r i p t type=\"text / j a v a s c r i p t \">
61 xajax_update_horr isontal ( " . $ id . " , " . $cat_id . " ) ;
62 </s c r i p t >\n" ;
63
64 break ;
65 case ' cnh ' :
66 echo "<s c r i p t type=\"text / j a v a s c r i p t \">
67 xajax_update_horr isontal ( " . $ id . " , " . $cat_id . " ) ;
68 </s c r i p t >\n" ;
69
70 break ;
71 }
72 }
73 }
74 }
75 }
76 }
77 }
78
79
80 /∗∗
81 ∗ Finder den r e g l e r der er t i l d e l t et produkt
82 ∗ f o r at bestemme v i sn ingen a f s t epe t .
83 ∗
84 ∗ @author Jesper Goos , Sam Azmayesh
85 ∗ @version 0 .1
86 ∗ @returns Int
87 ∗/
88 func t i on get_prod_rule ( $cat_id )
89 {
90 // NB der ska l være s i k k e r t at der kun kan være en r e g e l !
91 // der kan kun være et rege l sæt , og en r e g e l pr . c a t e g o r i
92 i f ( i s set ($_SESSION [ ' compose ' ] [ ' i n i t ' ] [ ' prod_switch ' ] ) ) {
93 foreach ($_SESSION [ ' r u l e ' ] [ ' category ' ] as $key=>$value ){
94 i f ( $value [ id_content_category]==
95 $_SESSION [ ' compose ' ] [ ' i n i t ' ] [ ' prod_switch ' ]
96 && $value [ id_content_type]== ' c '
97 && $value [ id_content]==$cat_id ){
98 $prodru le=$key ;
99 }
100 }
101 }
102 return $prodru le ;
103 }
104
105
106 /∗∗
107 ∗ Finds out how to show a category
108 ∗
109 ∗ @author Jesper Goos , Sam Azmayesh
110 ∗ @version 0 .1
111 ∗ @returns Array
112 ∗/
113 func t i on find_step_method ( $ru letype , $ ca rd i na l i t y , $operator )
114 {
115 /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
116 ∗∗ $ru l e type −> kan kun være c ( an )h( ave ) − m( ust ) have −
117 ∗∗ c ( an )n( ot )h( ave )
118 ∗∗ $ c a r d i n a l i t y −> er det anta l der ska l være va l t i en ka t ego r i
119 ∗∗ $operator ; −> bestemmer med $ c a r d i n a l i t y hvor mange der kan
120 ∗∗ vælges kan kun være max(imum) , min (imum) , eq ( ual )
121 ∗∗
122 ∗∗ noone −> f i nd e s ikke hhv g i v e r ingen mening
123 ∗∗ check −> checkbox (0 ,1 e l l e r f l e r e va lg )
124 ∗∗ check_card −> checkbox med c a r d i n a l i t e t s kont ro l (med operator )
125 ∗∗ rad io −> radiobutton ( en ska l være va lg t )
126 ∗∗ radio_none −> radiobutton ( en ska l være va lg t e l l e r ingen )
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127 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗/
128 switch ( $ ru l e type ){
129 case "mh" :
130 switch ( $operator ){
131 case "eq" :
132 i f ( $ c a r d i n a l i t y==0){
133 $method [ 1 ] = "noone" ;
134 $method [ 2 ] = "No cho i c e p o s s i b l e " ;
135 } e l s e i f ( $ c a r d i n a l i t y==1){
136 $method [ 1 ] = " rad io " ;
137 $method [ 2 ] = "Please choose one o f the e lements " ;
138 } e l s e i f ( $ ca rd i na l i t y >1){
139 $method [ 1 ] = "check_card" ;
140 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
141 o f the e lements " ;
142 }
143 break ;
144 case "min" :
145 i f ( $ c a r d i n a l i t y==0){
146 $method [ 1 ] = "check" ;
147 $method [ 2 ] = "Please choose 0 or more o f the e lements " ;
148 } e l s e i f ( $ ca rd i na l i t y >0){
149 $method [ 1 ] = "check_card" ;
150 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
151 or more o f the e lements " ;
152 }
153 break ;
154 case "max" :
155 i f ( $ c a r d i n a l i t y==0){
156 $method [ 1 ] = "noone" ;
157 $method [ 2 ] = "No cho i c e p o s s i b l e " ;
158 } e l s e i f ( $ c a r d i n a l i t y==1){
159 $method [ 1 ] = "radio_none" ;
160 $method [ 2 ] = "Please choose one o f
161 the e lements or \"none\"" ;
162 } e l s e i f ( $ ca rd i na l i t y >1){
163 $method [ 1 ] = "check_card" ;
164 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
165 or l e s s o f the e lements " ;
166 }
167 break ;
168 }
169 break ;
170 case "ch" :
171 switch ( $operator ){
172 case "eq" :
173 i f ( $ c a r d i n a l i t y==0){
174 $method [ 1 ] = "noone" ;
175 $method [ 2 ] = "No cho i c e p o s s i b l e " ;
176 } e l s e i f ( $ c a r d i n a l i t y==1){
177 $method [ 1 ] = "radio_none" ;
178 $method [ 2 ] = "Please choose one o f
179 the e lements or \"none\"" ;
180 } e l s e i f ( $ ca rd i na l i t y >1){
181 $method [ 1 ] = "check_card" ;
182 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
183 or none o f the e lements " ;
184 }
185 break ;
186 case "min" :
187 i f ( $ c a r d i n a l i t y==0){
188 $method [ 1 ] = "check" ;
189 $method [ 2 ] = "Please choose 0 or more
190 o f the e lements " ;
191 } e l s e i f ( $ c a r d i n a l i t y==1){
192 $method [ 1 ] = "check" ;
193 $method [ 2 ] = "Please choose 0 or more
194 o f the e lements " ;
195 } e l s e i f ( $ ca rd i na l i t y >1){
196 $method [ 1 ] = "check_card" ;
197 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
198 or more o f the e lements or none" ;
199 }
200 break ;
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201 case "max" :
202 i f ( $ c a r d i n a l i t y==0){
203 $method [ 1 ] = "noone" ;
204 $method [ 2 ] = "No cho i c e p o s s i b l e " ;
205 } e l s e i f ( $ c a r d i n a l i t y==1){
206 $method [ 1 ] = "radio_none" ;
207 $method [ 2 ] = "Please choose one o f
208 the e lements or \"none\"" ;
209 } e l s e i f ( $ ca rd i na l i t y >1){
210 $method [ 1 ] = "check_card" ;
211 $method [ 2 ] = "Please choose " . $ c a r d i n a l i t y . "
212 or l e s s o f the e lements " ;
213 }
214 break ;
215 }
216 break ;
217
218 case "cnh" :
219 $method [ 1 ] = "noone" ;
220 $method [ 2 ] = "No cho i c e p o s s i b l e " ;
221 break ;
222 }
223 return $method ;
224 }
225
226 /∗∗
227 ∗ Finds out how to show a category
228 ∗
229 ∗ @author Jesper Goos , Sam Azmayesh
230 ∗ @version 0 .1
231 ∗ @returns St r ing
232 ∗/
233 func t i on show_step ( $ id )
234 {
235 /∗
236 ∗ Al l e e lementer i den pågældende ka t ego r i og dens underkatego r i e r
237 ∗ hentes t i l v i sn ing i denne tab .
238 ∗/
239 $sql_step = "SELECT ∗ , content_element . name AS elementname ,
240 content_element . i n f o AS e l ement in fo
241 FROM content_element , content_category
242 WHERE content_element . be longs to = content_category . id_content_category
243 AND ( content_category . id_content_category=' $ id '
244 OR content_category . be longs to=' $ id ' )
245 ORDER BY content_category . id_content_category " ;
246
247 $re su l t_step = mysql_query( $sql_step )
248 or die (mysql_error ( ) ) ;
249 $num_rows = mysql_num_rows( $ re su l t_step ) ;
250
251 i f ($num_rows==0){
252 return "No elements de f ined f o r t h i s s tep . " ;
253 }
254
255 while ( $row_step = mysql_fetch_object ( $ re su l t_step ) ){
256 $prods [ $row_step−>id_content_element ] [ 'name ' ]=$row_step−>elementname ;
257 $prods [ $row_step−>id_content_element ] [ ' i n f o ' ]=$row_step−>element in fo ;
258 $prods [ $row_step−>id_content_element ] [ ' p r i c e ' ]=$row_step−>pr i c e ;
259 $prods [ $row_step−>id_content_element ] [ ' d i s count ' ]=$row_step−>discount ;
260 // Her l av e s der et array med a l l e element i d e r
261 // det ska l bruges i Ajax funktonen t i l at f o rh i nd r e f o r k e t e va lg
262 $prod_ids [ ] = $row_step−>id_content_element ;
263 }
264
265 // Al l e element i d e r samles i en s t reg ,
266 // f o r at kunde sende dem som argument
267 $count=0;
268 $p rod i d s s t r i n g="" ;
269 foreach ( $prod_ids as $key=>$value ){
270 i f ( $count<>0){ $p rod i d s s t r i n g .="_" ;}
271 $p rod id s s t r i n g .= $value ;
272 $count++;
273 }
274 // echo $p rod id s s t r i n g ;
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275 // Finder den r e g e l der er t i l k n y t t e t produktet
276 $prod_rule_id = $th i s−>get_prod_rule ( $ id ) ;
277
278 /∗ i f ( i s_array ($_SESSION [ ' r u l e ' ] [ ' category ' ] [ $ id ] ) ) {
279 print_r ($_SESSION [ ' r u l e ' ] [ ' category ' ] [ $ id ] ) ;
280 }∗/
281
282 $ru l e type = $_SESSION [ ' r u l e ' ] [ ' category ' ] [ $prod_rule_id ] [ ru l e type ] ;
283 $ c a r d i n a l i t y= $_SESSION [ ' r u l e ' ] [ ' category ' ] [ $prod_rule_id ] [ c a r d i n a l i t y ] ;
284 $operator = $_SESSION [ ' r u l e ' ] [ ' category ' ] [ $prod_rule_id ] [ operator ] ;
285
286 $type = $th i s−>find_step_method ( $ru letype , $ ca rd i na l i t y , $operator ) ;
287 $method = substr ( $type [ 1 ] , 0 , 5 ) ;
288 /∗
289 ∗∗ noone −> f i nd e s ikke hhv g i v e r ingen mening
290 ∗∗ check −> checkbox (0 ,1 e l l e r f l e r e va lg )
291 ∗∗ check_card −> checkbox med c a r d i n a l i t e t s kont ro l (med operator )
292 ∗∗ rad io −> radiobutton ( en ska l være va lg t )
293 ∗∗ radio_none −> radiobutton ( en ska l være va lg t e l l e r ingen )
294 ∗/
295
296 // Her udskr ive s in fo rmat ion om hvor
297 // mange e lementer man må hhv akn vælge
298 echo "<strong>" . $type [ 2 ] . "</strong><br />\n" ;
299
300 // her k o n t r o l l e r e s de h o r r i s o n t a l e r e g l e r
301 $th i s−>f ind_ru l e s ($_SESSION [ ' form ' ] , $prod_ids , $ id ) ;
302
303 echo "<s c r i p t type=\"text / j a v a s c r i p t \">
304 xajax_count_elements ( " . $ id . " , " . $ c a r d i n a l i t y . " ) ;
305 // c a l l xajax_count_elements on load
306 </s c r i p t >\n" ;
307 echo "<div id=\"elementcount\"><br></div>\n" ;
308
309 switch ( $method ){
310 case "noone" :
311 $ s t r i n g = " Ingen v i sn ing mulig " ;
312 break ;
313 case " check" :
314 $ s t r i n g = "<table><form method='post ' id='stepForm'>" ;
315 // r e d i r e c t hv i s der ikke er d e f i n e r t produkter
316 $ s t r i n g .= "<input type='hidden ' name=' category ' value='" . $ id . " '>" ;
317 foreach ( $prods as $key=>$prod ){
318
319 //
320 $ s t r i n g .= "<tr><td>
321 <input id='prod_ch_" . $key . " '
322 onCl ick=\"stepFormSubmit ( " . $ id . " ,
323 " . $ c a r d i n a l i t y . " , ' " . $operator . " ' ,
324 ' " . $method . " ' , ' " . $p r od id s s t r i n g . " ' )\"
325 name='" . $key . " '
326 type='checkbox ' " ;
327
328 // ud f r a r e g l e r og valg ska l man f i nde
329 // ud a f om elementet ska l d i s a b l e s
330 $d i sab l ed = fa l se ;
331 i f ( $d i sab l ed ){ $ s t r i n g .= " d i s ab l ed " ; }
332 // Hvis e lementet er b l eve t va l g t ska l det v i s e s
333 i f ($_SESSION [ ' form ' ] [ $ id ] [ $key ] ) { $ s t r i n g .= " checked" ; }
334
335 $ s t r i n g .= " value='" . $key . " ' /></td>
336 <td>" . $prod [ 'name ' ] . "" ;
337 i f ( $prod [ ' d i s count ' ]==0.00){
338 $ s t r i n g .= " Pr ice : " . $prod [ ' p r i c e ' ] . "" ;
339 } else {
340 $newprice = $prod [ ' p r i c e ' ]−
341 ( ( $prod [ ' p r i c e ' ] /100)∗ $prod [ ' d i scount ' ] ) ;
342 $ s t r i n g .= " Pr i ce : <del>" . $prod [ ' p r i c e ' ] . "
343 </del> Spec i a l p r i c e : " . $newprice . "" ;
344 }
345 $ s t r i n g .= "</td></tr>
346 <tr><td></td><td>In fo : " . $prod [ ' i n f o ' ] . "</td></tr>" ;
347 }
348 $ s t r i n g .= "</table ></form>" ;
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349 break ;
350
351 case " rad io " :
352 $ s t r i n g = "<table><form method='post ' id='stepForm'>" ;
353 // r e d i r e c t hv i s der ikke er d e f i n e r t produkter
354 $ s t r i n g .= "<input type='hidden ' name=' category ' value='" . $ id . " '>" ;
355 foreach ( $prods as $key=>$prod ){
356 $ s t r i n g .= "<tr><td>
357 <input id='prod_ch_" . $key . " '
358 onCl ick=\"stepFormSubmit ( " . $ id . " ,
359 " . $ c a r d i n a l i t y . " , ' " . $operator . " ' ,
360 ' " . $method . " ' , ' " . $p r od i d s s t r i n g . " ' )\"
361 name='cat_" . $ id . " '
362 type=' rad io ' " ;
363
364 // ud f r a r e g l e r og valg ska l man f i nde ud
365 // a f om elementet ska l d i s a b l e s
366 $d i sab l ed = fa l se ;
367 i f ( $d i sab l ed ){ $ s t r i n g .= " d i s ab l ed " ; }
368 // Hvis e lementet er b l eve t va l g t ska l det v i s e s
369 i f ($_SESSION [ ' form ' ] [ $ id ] [ "cat_" . $ id]==$key )
370 { $ s t r i n g .= " checked" ; }
371
372 $ s t r i n g .=" value='" . $key . " ' /></td>
373 <td>" . $prod [ 'name ' ] . "" ;
374 i f ( $prod [ ' d i s count ' ]==0.00){
375 $ s t r i n g .= " Pr ice : " . $prod [ ' p r i c e ' ] . "" ;
376 } else {
377 $newprice = $prod [ ' p r i c e ' ]−
378 ( ( $prod [ ' p r i c e ' ] /100)∗ $prod [ ' d i scount ' ] ) ;
379 $ s t r i n g .= " Pr i ce : <del>" . $prod [ ' p r i c e ' ] . "
380 </del> Spec i a l p r i c e : " . $newprice . "" ;
381 }
382 $ s t r i n g .= "</td></tr>
383 <tr><td></td><td>In fo : " . $prod [ ' i n f o ' ] . "</td></tr>" ;
384 }
385 $ s t r i n g .= "</table ></form>" ;
386 break ;
387 }
388
389 $ s t r i n g .= "<s c r i p t type=\"text / j a v a s c r i p t \">
390 stepFormSubmit ( " . $ id . " , " . $ c a r d i n a l i t y . " ,
391 ' " . $operator . " ' , ' " . $method . " ' , ' " . $p r od i d s s t r i n g . " ' ) ;
392 // c a l l stepFormSubmit on load
393 </s c r i p t >\n" ;
394
395 return $ s t r i n g ;
396 }
397
398 }
399 ?>
Listing B.12: /composer/classes/application/category.class.php
1 <?php
2 /∗∗
3 ∗ Class f o r mainta in ing c a t e g o r i e s
4 ∗
5 ∗ @package app l i c a t i on
6 ∗/
7
8 /∗∗
9 ∗ Class f o r mainta in ing c a t e g o r i e s
10 ∗
11 ∗ @author Jesper Goos , Sam Azmayesh
12 ∗ @version 0 .1
13 ∗/
14 c l a s s app l i ca t ion_category {
15
16 /∗∗
17 ∗ Form f o r category c r e a t i on
18 ∗
19 ∗ @author Jesper Goos , Sam Azmayesh
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20 ∗ @version 0 .1
21 ∗ @returns St r ing
22 ∗/
23 func t i on category_new ( $button , $type=fa l se )
24 {
25 $category = new app l i ca t ion_category ;
26 $ tab l e = "<form name='category_new '
27 onSubmit=\"return con t r o l c a t ego ry ( t h i s )\" ac t i on='" ;
28 $ tab l e .= $_SERVER[ "PHP_SELF" ] ;
29 $ tab l e .= " ' method='post '>\n" ;
30 $tab l e .= "<tab l e a l i g n=' l e f t ' width='600'>\n" ;
31 i f ( $type !="p" ){
32 $tab l e .= "<tr><td>Supercategory :</td>
33 <td> " . $category−>category_dropdown ( "sub" ) . "
34 </td></tr >\n" ;
35 }
36 $tab l e .= "<tr><td>Name∗:</td>
37 <td> <input type=' text ' name='cat_name '
38 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' cat_name ' ] . " '>
39 </td></tr >\n" ;
40 $tab l e .= "<tr><td>In fo :</td>
41 <td> <input type=' text ' name=' cat_info '
42 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' cat_info ' ] . " '>
43 </td></tr >\n" ;
44 i f ( $type !="p" ){
45 $tab l e .= "<tr><td>Discount :</td>
46 <td> <input type=' text ' s i z e = '4 ' name=' cat_discount '
47 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' cat_discount ' ] . " '>
48 </td></tr >\n" ;
49
50 i f ( ! i s set ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep j ' ] ) &&
51 ! i s set ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' epk ' ] ) &&
52 ! i s set ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] ) )
53 {
54 $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] = 1 ;
55 $tab l e .= "<input type='hidden ' name='ep ' va lue='1'>" ;
56 } else {
57 i f ( i s set ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' submitPlus ' ] ) ) {
58 $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] =
59 $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep j ' ] ;
60 $ tab l e .= "<input type='hidden ' name='ep '
61 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep j ' ] . " '>" ;
62 }
63 e l s e i f ( i s set ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' submitMinus ' ] ) ) {
64 $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] =
65 $_SESSION [ ' admin ' ] [ ' category ' ] [ ' epk ' ] ;
66 $ tab l e .= "<input type='hidden ' name='ep '
67 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' epk ' ] . " '>" ;
68 }
69 }
70
71 for ( $ i = 1 ; $ i <= $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] ; $ i++) {
72 $tab l e .= "<tr><td>Att . $ i :</td>
73 <td><input type=' text ' name=' att_$i '
74 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' att_ ' . $ i ] . " '>" ;
75 $tab l e .= "&nbsp ; Type:&nbsp;< input type=' text ' s i z e = '4 ' name='enhed_$i '
76 value='" . $_SESSION [ ' admin ' ] [ ' category ' ] [ ' enhed_ ' . $ i ] . " '>" ;
77 i f ( $ i == $_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ] ) {
78 $ j = $ i +1; $k = $i −1;
79 $ tab l e .= "<input type='hidden ' name=' epj ' va lue='" . $ j . " '>" ;
80 $ tab l e .= "<input type='submit ' va lue='+' name=' submitPlus '>" ;
81
82 i f ($_SESSION [ ' admin ' ] [ ' category ' ] [ ' ep ' ]<>1){
83 $tab l e .= "<input type='hidden ' name='epk ' value='" . $k . " '>" ;
84 $ tab l e .= "<input type='submit ' va lue='−' name='submitMinus '>" ;
85
86 }
87 }
88 $tab l e .= "</td></tr >\n" ;
89 }
90 }
91 $tab l e .= "<tr><td></td><td a l i g n=' l e f t '>
92 <input type='submit ' name='category_new ' value='" . $button . "'>
93 </td></tr >\n" ;
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94 $tab l e .= "</table >\n" ;
95 $tab l e .= "</form>\n" ;
96
97 return $tab l e ;
98 }
99
100 /∗∗
101 ∗ I n s e r t s a new category
102 ∗
103 ∗ @author Jesper Goos , Sam Azmayesh
104 ∗ @version 0 .1
105 ∗ @returns Boolean
106 ∗/
107 func t i on category_inse r t ( $category , $type=fa l se )
108 {
109 // print_r ( $category ) ;
110 i f ( $category [ ' content_category ' ]==0 | |
111 ! i s set ( $category [ ' content_category ' ] ) ) {
112 $be longsto = "NULL" ;
113 } else {
114 $be longsto = $category [ ' content_category ' ] ;
115 }
116 $name = $category [ ' cat_name ' ] ;
117 $ i n f o = $category [ ' cat_info ' ] ;
118 $d i scount = $category [ ' cat_discount ' ] ;
119
120 i f ( $type=="p" ){ $main=1;} else {$main=0;}
121
122 $sq l_category_inser t = "INSERT INTO content_category
123 (name , in fo , d iscount , be longsto , main )
124 VALUES ( ' $name ' , ' $ i n f o ' , ' $d i scount ' , $be longsto , ' $main ' ) " ;
125 // echo $sq l_category_inser t ;
126 $res_category_inser t = mysql_query( $sq l_category_inser t )
127 or die (mysql_error ( ) . "_category_insert " ) ;
128 // her ska l a l l e a t t r i b u t t e r n e indsætte s
129 }
130
131 /∗∗
132 ∗ L i s t a l l c a t e g o r i e s
133 ∗
134 ∗ @author Jesper Goos , Sam Azmayesh
135 ∗ @version 0 .1
136 ∗ @returns St r ing
137 ∗/
138 func t i on ca t ego ry_ l i s t ( $type=fa l se )
139 {
140 i f ( $type=="p" ){
141 $sq l_category_l i s t = "SELECT ∗ FROM content_category WHERE main= '1 '" ;
142 } else {
143 $sq l_category_l i s t = "SELECT ∗ FROM content_category WHERE main= '0 '" ;
144 }
145
146 $re s_category_l i s t = mysql_query( $ sq l_category_l i s t )
147 or die (mysql_error ( ) ) ;
148 $ca t ego ry_ l i s t = "<tab l e border='1'>" ;
149 $ca t ego ry_ l i s t .= "<tr>
150 <td>id</td>" ;
151 i f ( $type<>"p" ){
152 $ca t ego ry_ l i s t .= "<td>belongsto </td>" ;
153 }
154 $ca t ego ry_ l i s t .= "<td>name</td>" ;
155 i f ( $type<>"p" ){
156 $ca t ego ry_ l i s t .= "<td>discount </td>" ;
157 }
158 $ca t ego ry_ l i s t .= "<td>in fo </td>
159 <td></td>
160 </tr>" ;
161 while ( $row_category_list = mysql_fetch_object ( $ re s_category_l i s t ) ){
162 $ca t ego ry_ l i s t .= "<tr>
163 <td>" . $row_category_list−>id_content_category . "</td>" ;
164 i f ( $type<>"p" ){
165 $ca t ego ry_ l i s t .= "<td>" . $row_category_list−>be longs to . "</td>" ;
166 }
167 $ca t ego ry_ l i s t .= "<td>" . $row_category_list−>name . "</td>" ;
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168 i f ( $type<>"p" ){
169 $ca t ego ry_ l i s t .= "<td>" . $row_category_list−>discount . "</td>" ;
170 }
171 $ca t ego ry_ l i s t .= "<td>" . $row_category_list−>in f o . "</td>
172 <td><form method='post ' a c t i on='" ;
173 $ca t ego ry_ l i s t .= $_SERVER[ "PHP_SELF" ] ;
174 $ca t ego ry_ l i s t .= "'>
175 <input type='hidden ' name='cat_id '
176 value='" . $row_category_list−>id_content_category . " '>
177 <input type='submit ' name=' category_del ' va lue=' d e l e t e '>
178 </form></td>
179 </tr>" ;
180
181 }
182 $ca t ego ry_ l i s t .= "</table>" ;
183 return $ca t ego ry_ l i s t ;
184 }
185
186
187 /∗∗
188 ∗ Dropdown o f a l l c a t e g o r i e s
189 ∗
190 ∗ @author Jesper Goos , Sam Azmayesh
191 ∗ @version 0 .1
192 ∗ @returns St r ing
193 ∗/
194 func t i on category_dropdown ( $sub=fa l se )
195 {
196 $sql_category_dropdown = "SELECT ∗ FROM content_category
197 WHERE main= '0 '
198 ORDER BY be longs to " ;
199 $result_category_dropdown = mysql_query( $sql_category_dropdown )
200 or die (mysql_error ( ) ) ;
201 while ( $row_category_dropdown =
202 mysql_fetch_object ( $result_category_dropdown )){
203 $opt ions [ $row_category_dropdown−>be longs to ]
204 [ $row_category_dropdown−>id_content_category ]=
205 $row_category_dropdown−>name ;
206 }
207
208 $ s e l e c t = "<s e l e c t name=' content_category ' width= '250 '
209 s t y l e ='width : 250px '>\n" ;
210 $ s e l e c t .= "<opt ion value = '0 '
211 s e l e c t e d =' s e l e c t e d '> Se l e c t category . . . </ option>\n" ;
212 foreach ( $opt ions [ ' ' ] as $cat_id=>$cat )
213 {
214 $ s e l e c t .= "<opt ion value='$cat_id ' " ;
215 $ s e l e c t .= ">" . $cat . "</option>\n" ;
216 i f ( is_array ( $opt ions [ $cat_id ] ) ) {
217 foreach ( $opt ions [ $cat_id ] as $key=>$value )
218 {
219 $ s e l e c t .= "<opt ion value='$key ' " ;
220 i f ( $sub=="sub" ){ $ s e l e c t .= " d i s ab l ed=' d i s ab l ed ' " ; }
221 $ s e l e c t .= ">&nbsp;&nbsp ; " . $value . "</option>\n" ;
222 }
223 }
224 }
225 $ s e l e c t .= "</s e l e c t >\n" ;
226
227 /∗ echo "<pre >";
228 print_r ( $opt ions ) ;
229 echo "</pre >";∗/
230 return $ s e l e c t ;
231
232 }
233
234 /∗∗
235 ∗ Get TAbs to show
236 ∗
237 ∗ @author Jesper Goos , Sam Azmayesh
238 ∗ @version 0 .1
239 ∗ @returns St r ing
240 ∗/
241
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242 func t i on category_showTabs ( $cat id , $prodid )
243 {
244
245 $sql_tap = "SELECT id_content , c a rd i na l i t y , operator , ru le type , name
246 FROM rule_set_category , rule_category , content_category
247 WHERE rule_category . id_rule_set_category =
248 rule_set_category . id_rule_set_category
249 AND rule_category . id_content = content_category . id_content_category
250 AND rule_set_category . id_content_category = $prodid
251 AND ( ru l e type = 'mh ' OR ru l e type = ' ch ' )
252 AND id_content_type = ' c ' " ;
253
254 // $sql_tap = "SELECT ∗ FROM content_category
255 // WHERE be longs to IS NULL and main= '0 '";
256 $resu l t_tap = mysql_query( $sql_tap ) or die (mysql_error ( ) ) ;
257 $ s t r i n g = "\n<table><tr>" ;
258 while ( $row_tap = mysql_fetch_object ( $resu l t_tap ) ){
259 $ s t r i n g .= "<td><form method='post ' a c t i on='" ;
260 $ s t r i n g .= $_SERVER[ "PHP_SELF" ] ;
261 $ s t r i n g .= "'>
262 <input type='hidden ' name=' c a r d i n a l i t y '
263 value='" . $row_tap−>ca r d i n a l i t y . " '>\n
264 <input type='hidden ' name=' operator '
265 value='" . $row_tap−>operator . " '>\n
266 <input type='hidden ' name=' ru l e type '
267 value='" . $row_tap−>ru l e type . " '>\n
268 <input type='hidden ' name=' id '
269 value='" . $row_tap−>id_content . " '>\n
270 <input type='submit ' name=' swich '
271 value='" . $row_tap−>name . " '>\n
272 </form></td>" ;
273 }
274 $ s t r i n g .= "</tr></table >\n" ;
275
276 return $ s t r i n g ;
277 }
278
279 /∗∗
280 ∗ Delete a category
281 ∗
282 ∗ @author Jesper Goos , Sam Azmayesh
283 ∗ @version 0 .1
284 ∗ @returns St r ing
285 ∗/
286
287 func t i on category_showInit ( )
288 {
289 $ sq l_ in i t = "SELECT ∗ FROM content_category
290 WHERE be longs to IS NULL and main= '1 '" ;
291 $ r e s u l t_ i n i t = mysql_query( $ sq l_ in i t )
292 or die (mysql_error ( ) ) ;
293 while ( $row_init = mysql_fetch_object ( $ r e s u l t_ i n i t ) ){
294 $prods [ $row_init−>id_content_category ]=$row_init−>name ;
295 }
296
297 $ s t r i n g = "<table><form method='post ' a c t i on='comp . php'>" ;
298 // r e d i r e c t hv i s der ikke er d e f i n e r t produkter
299 foreach ( $prods as $key=>$name){
300 $ s t r i n g .= "<tr><td>
301 <input onCl ick=' t h i s . form . submit ( ) ' name='prod_switch '
302 type=' rad io ' va lue='" . $key . " ' />
303 " . $name . "
304 </td></tr>" ;
305 }
306 $ s t r i n g .= "</table ></form>" ;
307
308 return $ s t r i n g ;
309 }
310
311 /∗∗
312 ∗ Delete a category
313 ∗
314 ∗ @author Jesper Goos , Sam Azmayesh
315 ∗ @version 0 .1
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316 ∗ @returns St r ing
317 ∗/
318 func t i on category_de lete ( $ id )
319 {
320 $sq l_category_delete = "DELETE FROM content_category
321 WHERE id_content_category = $id " ;
322 $re su l t_category_de le te = mysql_query( $sq l_category_delete )
323 or die (mysql_error ( ) . "_category_delete " ) ;
324 return $re su l t_category_de le te ;
325 }
326
327
328 }
329 ?>
Listing B.13: /composer/admin/top.php
1 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
2 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
3 <html xmlns="http ://www.w3 . org /1999/ xhtml">
4 <head>
5 <meta http−equiv="Content−Type"
6 content=" text /html ; cha r s e t=iso −8859−1" />
7 <t i t l e >Unt i t l ed Document</ t i t l e >
8 </head>
9
10 <body>
11 det te er den s i d e der l oade s n&ar ing ; r man
12 kommer ind i systemet /composer/admin/ top . php
13 </body>
14 </html>
Listing B.14: /composer/admin/main.php
1 <?php
2 require_once ( ' . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 </head>
12
13 <body>
14 det te er den s i d e der l oade s n&ar ing ; r man kommer
15 ind i systemet /composer/admin/main . php
16 </body>
17 </html>
Listing B.15: /composer/admin/left.php
1 <?php
2 require_once ( ' . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e ></t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ navi . j s ";?>">
13 </s c r i p t >
14 </head>
15
16 <body>
17 <table>
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18 <tr>
19 <td><a hre f="#"
20 onc l i c k="muchoframes ( ' main/ product_create . php ' ,
21 ' top/top_product . php ' ) ">
22 Product</a></td>
23 </tr>
24 <tr>
25 <td><a hre f="#"
26 onc l i c k="muchoframes ( ' main/ category_create . php ' ,
27 ' top/ top_category . php ' ) ">
28 Category</a></td>
29 </tr>
30 <tr>
31 <td><a hre f="#"
32 onc l i c k="muchoframes ( ' main/ element_create . php ' ,
33 ' top/top_element . php ' ) ">
34 Element</a></td>
35 </tr>
36 <tr>
37 <td><a hre f="#"
38 onc l i c k="muchoframes ( ' main/ ru l e_create . php ' ,
39 ' top/ top_rule . php ' ) ">
40 Rule</a></td>
41 </tr>
42 </table>
43
44 </body>
45 </html>
Listing B.16: /composer/admin/index.php
1 <?php
2 require_once ( ' . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Frameset //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−f rameset . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Tilbuds Composer</ t i t l e >
11 </head>
12
13 <frameset rows="∗" c o l s="130 ,∗ "
14 frameborder="yes " border="1" framespac ing="0">
15 <frame s r c=" l e f t . php" name=" le f tFrame "
16 s c r o l l i n g="No" no r e s i z e=" no r e s i z e "
17 id=" le f tFrame " t i t l e=" le f tFrame " />
18 <frameset rows="80 ,∗ " frameborder="yes "
19 border="1" framespac ing="0">
20 <frame s r c="top . php" name="topFrame"
21 s c r o l l i n g="No" no r e s i z e=" no r e s i z e "
22 id="topFrame" t i t l e="topFrame" />
23 <frame s r c="main . php" name="mainFrame"
24 id="mainFrame" t i t l e="mainFrame" />
25 </frameset>
26 </frameset>
27
28 <noframes><body>
29 </body>
30 </noframes></html>
Listing B.17: /composer/admin/top/top_rule.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
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9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 </head>
12
13 <body bgco lo r="CCCCCC">
14 <br /><br /><a hre f=" . . / main/ ru l e_create . php"
15 ta rg e t="mainFrame">create </a>
16 | <a hr e f=" . . / main/ r u l e_ l i s t . php"
17 ta rg e t="mainFrame">l i s t </a>
18 </body>
19 </html>
Listing B.18: /composer/admin/top/top_product.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 </head>
12
13 <body bgco lo r="CCCCCC">
14 <br /><br /><a hre f=" . . / main/ product_create . php"
15 ta r g e t="mainFrame">create </a>
16 | <a hr e f=" . . / main/ product_l i s t . php"
17 ta r g e t="mainFrame">l i s t </a>
18
19 </body>
20 </html>
Listing B.19: /composer/admin/top/top_element.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 </head>
12
13 <body bgco lo r="CCCCCC">
14 <br /><br /><a hre f=" . . / main/ element_create . php"
15 ta rg e t="mainFrame">create </a>
16 | <a hr e f=" . . / main/ e l ement_l i s t . php"
17 ta rg e t="mainFrame">l i s t </a>
18
19 </body>
20 </html>
Listing B.20: /composer/admin/top/top_element.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 </head>
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12
13 <body bgco lo r="CCCCCC">
14 <br /><br /><a hre f=" . . / main/ element_create . php"
15 ta rg e t="mainFrame">create </a>
16 | <a hr e f=" . . / main/ e l ement_l i s t . php"
17 ta rg e t="mainFrame">l i s t </a>
18
19 </body>
20 </html>
Listing B.21: /composer/admin/main/category_create.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Create category </em>
17 <br /><br />
18 NB: At t r i bu t t e r bruges ikke . . .
19 <br /><br />
20 <?php
21 $category = new app l i ca t ion_category ;
22 $ s e s s i o n = new system_sess ion ;
23 $dbconnect = new system_dbconnect ;
24
25 i f ($_POST){
26 $se s s i on−>post_sess ion ($_POST, "admin" , " category " ) ;
27 i f ($_POST[ ' category_new ' ] ) {
28 $category−>category_inse r t ($_SESSION [ ' admin ' ] [ ' category ' ] ) ;
29 }
30 } else {
31 $se s s i on−>c l ea r_se s s i on ( ) ;
32 }
33
34 echo $category−>category_new ( " I n s e r t new category " ) ;
35 ?>
36 </body>
37 </html>
Listing B.22: /composer/admin/main/category_list.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Li s t category </em>
17 <br /><br />
18 <?php
19 $category = new app l i ca t ion_category ;
20 $dbconnect = new system_dbconnect ;
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21
22 i f ($_POST[ ' category_del ' ] ) {
23 $category−>category_de lete ($_POST[ ' cat_id ' ] ) ;
24 }
25 echo $category−>cat ego ry_ l i s t ( ) ;
26 ?>
27 </body>
28 </html>
Listing B.23: /composer/admin/main/element_create.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Create element</em>
17 <br /><br />
18 <?php
19 $element = new appl icat ion_element ;
20 $ s e s s i o n = new system_sess ion ;
21 $dbconnect = new system_dbconnect ;
22
23 i f ($_POST){
24 $se s s i on−>post_sess ion ($_POST, "admin" , " element " ) ;
25 i f ($_POST[ ' element_new ' ] ) {
26
27 $element−>element_insert ($_SESSION [ ' admin ' ] [ ' e lement ' ] ) ;
28 }
29 } else {
30 $se s s i on−>c l ea r_se s s i on ( ) ;
31 }
32
33 echo $element−>element_new ( ) ;
34 ?>
35 </body>
36 </html>
Listing B.24: /composer/admin/main/element_list.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Li s t element</em>
17 <br /><br />
18 <?php
19 $element = new appl icat ion_element ;
20 $dbconnect = new system_dbconnect ;
21
22 i f ($_POST[ ' element_del ' ] ) {
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23 $element−>element_delete ($_POST[ ' prod_id ' ] ) ;
24 }
25 echo $element−>element_l i s t ( ) ;
26 ?>
27 </body>
28 </html>
Listing B.25: /composer/admin/main/product_create.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Create product</em>
17 <br /><br />
18 Her op r e t t e s de hovedprodukter der er .
19 <?php
20 $category = new app l i ca t ion_category ;
21 $ s e s s i o n = new system_sess ion ;
22 $dbconnect = new system_dbconnect ;
23
24 i f ($_POST){
25 $se s s i on−>post_sess ion ($_POST, "admin" , " category " ) ;
26 i f ($_POST[ ' category_new ' ] ) {
27 $category−>category_inse r t ($_SESSION [ ' admin ' ] [ ' category ' ] , "p" ) ;
28 }
29 } else {
30 $se s s i on−>c l ea r_se s s i on ( ) ;
31 }
32 echo $category−>category_new ( " I n s e r t new product " , "p" ) ;
33 ?>
34 </body>
35 </html>
Listing B.26: /composer/admin/main/product_list.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14 <body>
15 <em>Li s t product</em>
16 <br /><br />
17 <?php
18 $category = new app l i ca t ion_category ;
19 $dbconnect = new system_dbconnect ;
20
21 i f ($_POST[ ' category_del ' ] ) {
22 $category−>category_de lete ($_POST[ ' cat_id ' ] ) ;
23 }
24
25 echo $category−>cat ego ry_ l i s t ( "p" ) ;
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26 ?>
27 </body>
28 </html>
Listing B.27: /composer/admin/main/rule_create.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14
15 <body>
16 <em>Create ru le </em>
17 <br /><br />
18 <?php
19
20 $element = new appl icat ion_element ;
21 $category = new app l i ca t ion_category ;
22 $ ru l e = new app l i c a t i on_ru l e ;
23 $ s e s s i o n = new system_sess ion ;
24 $dbconnect = new system_dbconnect ;
25
26 i f ($_POST){
27 $se s s i on−>post_sess ion ($_POST, "admin" , " ru l e " ) ;
28 i f ($_POST[ ' rule_new ' ] ) {
29 $ru le−>ru l e_ in s e r t ($_SESSION [ ' admin ' ] [ ' r u l e ' ] ) ;
30 }
31 } else {
32 $se s s i on−>c l ea r_se s s i on ( ) ;
33 }
34 echo $ru le−>rule_new ( ) ;
35 ?>
36 </body>
37 </html>
Listing B.28: /composer/admin/main/rule_list.php
1 <?php
2 require_once ( ' . . / . . / appheader . php ' ) ;
3 ?>
4 <!DOCTYPE html PUBLIC "−//W3C//DTD XHTML 1.0 Tran s i t i ona l //EN"
5 "http ://www.w3 . org /TR/xhtml1/DTD/xhtml1−t r a n s i t i o n a l . dtd">
6 <html xmlns="http ://www.w3 . org /1999/ xhtml">
7 <head>
8 <meta http−equiv="Content−Type"
9 content=" text /html ; cha r s e t=iso −8859−1" />
10 <t i t l e >Unt i t l ed Document</ t i t l e >
11 <s c r i p t type=" text / j a v a s c r i p t "
12 s r c="<?php echo PATH_JS. "/ con t r o l . j s ";?>"></s c r i p t >
13 </head>
14 <body>
15 <em>Li s t ru l e s </em>
16 <br /><br />
17 <?php
18 $element = new appl icat ion_element ;
19 $ ru l e = new app l i c a t i on_ru l e ;
20 $dbconnect = new system_dbconnect ;
21
22 i f ($_POST[ ' ru le_de l ' ] ) {
23 $ru le−>ru l e_de l e t e ($_POST[ ' id ' ] ,$_POST[ ' t ab l e ' ] ) ;
24 }
25 echo $ru le−>ru l e_ l i s t ( )
26 ?>
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27 </body>
28 </html>
