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Zusammenfassung Die Feature Modellierung ist ein oft verwendeter Ansatz, um Varia-
bilita¨ten und Gemeinsamkeiten der Produkte einer Produktlinie zu modellieren. Die ein-
zelnen Ansa¨tze, die die Feature-Modellierung nutzen, unterscheiden sich jedoch ha¨ufig
in der Zielsetzung und Vorgehensweise bei der Modellierung. In diesem Artikel wird ver-
sucht, die verschiedenen Ansa¨tze zur Feature-Modellierung einander gegenu¨berzustellen
und ihre Gemeinsamkeiten und Unterschiede zu vergleichen und zu bewerten. Hierbei
wird insbesondere betrachtet, welche Vorgehensweise gewa¨hlt werden muss und welche
Eingaben vorliegen mu¨ssen, damit die Ergebnisse der Feature-Modellierung in den nach-
gelagerten Entwicklungsschritten als Eingabe weiterverwendet werden ko¨nnen.
1 Einleitung
Die Feature Modellierung ist ein oft verwendeter Ansatz, um Variabilita¨ten und Ge-
meinsamkeiten der Produkte einer Produktlinie zu modellieren. Die einzelnen Ansa¨tze,
die die Feature-Modellierung nutzen, unterscheiden sich jedoch ha¨ufig in der Zielset-
zung und Vorgehensweise bei der Modellierung. Oft bleiben die Ziele und Methodiken
der Feature-Modellierung jedoch auch weitgehend unklar.
So fehlt den Ansa¨tzen ha¨ufig eine klar definierte Vorgehensweise zur Modellge-
winnung. Die notwendigen Voraussetzungen und Eingaben fu¨r die Modellerstellung
unterscheiden sich bei den verschiedenen Ansa¨tzen oder fehlen teilweise. Auch fa¨llt
die Identifikation und Abgrenzung von Features bei den verschiedenen Ansa¨tzen unter-
schiedlich aus, oft ohne dass die dazu verwendete Vorgehensweise explizit beschrieben
wird.
Schließlich unterscheiden sich die Ansa¨tze in der Verwendung der Produkte der
Feature-Modellierung. Wa¨hrend einige Ansa¨tze die Ergebnisse der Feature-Model-
lierung als Kommunikationsgrundlage der Entwickler untereinander ansehen, dienen
sie anderen als Kommunikationsmedium zwischen den Kunden und den Entwick-
lern. Einige Ansa¨tze versuchen wiederum die Ergebnisse der Feature-Modellierung
als Grundlage oder zusa¨tzliche Eingabe fu¨r die nachgelagerten Entwicklungsschritte,
wie zum Beispiel die Architekturmodellierung, zu nutzen.
In diesem Bericht wird versucht, die verschiedenen Ansa¨tze zur Feature-Model-
lierung einander gegenu¨berzustellen und ihre Gemeinsamkeiten und Unterschiede zu
vergleichen und zu bewerten. Hierbei wird insbesondere betrachtet, welche Vorge-
hensweise gewa¨hlt werden muss und welche Eingaben vorliegen mu¨ssen, damit die
Ergebnisse der Feature-Modellierung in den nachgelagerten Entwicklungsschritten als
Eingabe weiterverwendet werden ko¨nnen.
Dazu wird untersucht, welche Ziele die einzelnen Ansa¨tze zur Feature-Modellierung
verfolgen und inwieweit sie die selbstgesteckten Ziele erfu¨llen. Daneben werden die
in den verschiedenen Ansa¨tzen verwendeten Modellierungselemente identifiziert und
miteinander verglichen.
Dabei wird insbesondere betrachtet, inwieweit in den betrachteten Ansa¨tzen do-
ma¨nenspezifische Modellierungselemente zum Einsatz kommen. Im weiteren wird
dann die Vorgehensweise zur Modellerstellung bei den unterschiedlichen Ansa¨tzen
untersucht und anhand eines Beispiels die Verwendung der zuvor beschriebenen Mo-
dellierungselemente zu den einzelnen Ansa¨tzen demonstriert.
Abschließend wird jeder Ansatz bewertet. Dem Vergleich der unterschiedlichen
Verwendung des Feature-Begriffs sowie den Zielsetzungen und verwendeten Model-
lierungselemente der einzelne Ansa¨tzen ist dabei ein eigenes Kapitel gewidmet.
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2 FORM - A Feature Oriented Reuse Method
2.1 ¨Uberblick
Die Methode FORM hat zum Ziel, ein systematisches Vorgehen fu¨r die Entwicklung
von Produktlinien zu definieren. Sie wird in [LKL02] und in [KKL+98] detailliert be-
schrieben. Abbildung 1 zeigt einen ¨Uberblick u¨ber den FORM-Entwicklungsprozess,
der die fu¨r die Produktlinienentwicklung typischen Bereiche Domain und Application
Engineering unterscheidet.
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Abbildung 1. Der FORM Entwicklungsprozess (aus [KKL+98])
Die Feature-Modellierung ist ein zentraler Teil im Domain Engineering. Die er-
stellten Feature-Modelle werden im Application Engineering verwendet, um Produkte
zu konfigurieren und abzuleiten. Die Doma¨nenanalyse, deren Ergebnis unter anderem
das Feature-Modell der Doma¨ne ist, wird in der FORM Methode in die Teilprozesse
Planung, Feature Analyse und Validierung unterteilt.
Im Kontext dieser Studie konzentrieren wir uns speziell auf den Prozess der Feature-
Analyse und auf die Modellierungselemente, die FORM zur Verfu¨gung stellt, um
Feature-Modelle zu erstellen.
2.2 Ziele der Feature-Modellierung
Mit der Feature-Modellierung sollen bei der FORM Methode die folgenden Ziele
adressiert werden:
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– Modellierung der Funktionalita¨ten der Doma¨ne. Dabei wird der Fokus auf die Mo-
dellierung der extern sichtbaren Gemeinsamkeiten und Variabilita¨ten gelegt.
– Modellierung der Implementierungsalternativen der identifizierten Funktionalita¨ten
sowie der Einsatzumgebungen der resultierenden Produkte.
– Konstruktion eines Feature-Modells, das sich ohne große Bru¨che in eine geeignete
Plattformarchitektur u¨berfu¨hren la¨sst.
– Dadurch, dass Features mit Begriffen versehen werden, entsteht ein Begriffslexi-
kon, das die Kommunikation zwischen den an der Entwicklung beteiligten Perso-
nen erleichtert.
– Da das Feature-Modell eine Doma¨ne charakterisiert, ko¨nnen Feature-Modelle be-
nutzt werden, um Doma¨nen zu vergleichen.
– Die in einem Feature-Modell enthaltenen Gemeinsamkeiten einer Produktlinie ge-
ben einen Hinweis auf den Grad der Wiederverwendung, der erreicht werden kann.
– Das Feature-Modell dient bei der Produktentwicklung als wesentliche Grundlage,
damit notwendige Entscheidungen fundiert getroffen werden ko¨nnen.
2.3 Modellierungselemente
Metamodell FORM definiert die Feature-Modellierungselemente nicht pra¨zise, stu¨tzt
sich jedoch auf die Modellierungselemente von FODA. Abbildung 2 zeigt das aus der
FORM-Beschreibung extrahierte Metamodell.
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Abbildung 2. Metamodell der Feature-Modellierung der FORM-Methode
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Beschreibung der Elemente
Element Beschreibung Symbol
Feature (F) Dient als abstraktes Modellierungselement
dazu, die Gemeinsamkeiten der beiden Arten
Mantadory und Optional Feature zu beschrei-
ben
(kein Symbol)
Mandatory Feature Mindestens ein solches Feature muss in je-
dem Produkt enthalten sein.
Optional Feature Ein optionales Feature kann, muss aber nicht
in einem Produkt enthalten sein.
Layer Gruppiert eine beliebige Menge von Features.
Ein Feature muss in genau einem Layer ent-
halten sein. Layer
composed-of : F x F Diese Beziehung dient dazu, Features im Sinn
eine Teile-Ganzes Semantik detaillierter zu
beschreiben.
specialize : F x F Die Beziehung erlaubt, Features im Sinn ei-
ner Spezialisierungshierarchie zu strukturie-
ren. Fu¨r ein Feature kann es beliebig vie-
le Spezialisierungen geben. Ein Feature ist
die Spezialisierung von ho¨chstens einem Fea-
ture. Diese Beziehung spannt einen Speziali-
sierungsbaum auf.
implemented-by : F x F Mit dieser Beziehung wird modelliert, dass
ein Feature durch ein (technisches) Feature
realisiert werden kann. Ein Feature kann meh-
rere Features implementieren und von belie-
big vielen Features implementiert werden
require : F x F Die Existenz-Abha¨ngigkeit zwischen Featu-
res wird durch diese Beziehung modelliert.
In Form von Kom-
positionsregeln
exclude : F x F Diese Beziehung modelliert, dass zwei Featu-
res inkompatibel sind und dementsprechend
nicht gemeinsam in einem Produkt enthalten
sein du¨rfen.
In Form von Kom-
positionsregeln
alternative : F x F Features ko¨nnen alternativ zueinander sein.
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Doma¨nenspezifische Modellierungselemente Die gezeigten Beispiele stammen aus
dem Bereich der Telefonie. Die Modellierungselemente sind jedoch allgemein gehal-
ten. Die Autoren der FORM-Methode schlagen Standard-Schichten (Layer) fu¨r ein
Feature-Modell vor. Diese Schichten sind mo¨glicherweise nicht generisch, sondern
ko¨nnen grob dem Bereich der eingebetteten Systeme zugeordnet werden. Bei den vor-
geschlagenen Schichten handelt es sich im einzelnen um:
– Capability Layer
Diese Schicht entha¨lt alle Features, die aus der Sicht des Benutzers als unterschied-
liche Dienste identifiziert werden. Demenstprechend wird in dieser Schicht ein
funktionales Doma¨nenmodell erstellt.
– Domain Technology Layer
In dieser Schicht sind alle die Features enthalten, die die Dienste des Capability
Layers implementieren.
– Operating Environment Layer
Diese Schicht modelliert alle Umgebungen (z.B. technische Plattformen, Betriebs-
systeme), in denen die modellierten Anwendungen genutzt werden sollen.
– Implementation Technique Layer
In dieser Schicht sind generische Techniken angesiedelt, die zur Realisierung der
Dienste und Funktionen beno¨tigt werden.
2.4 Vorgehensweise
Der Prozess der Feature-Modellierung ist in Abbildung 3 wiedergegeben. Daraus ist
zu erkennen, dass sich die Feature Modellierung auf die Begriffe der Doma¨ne und auf
die Dokumente der Doma¨ne abstu¨tzt.
Die Methode FORM definiert eine Reihe von Richtlinien, die den Feature-Model-
lierungsprozess leiten sollen. Insbesondere wird der Bereich der Identifikation von
Features betrachtet. Folgende Richtlinien sind diesem Bereich zugeordnet:
– Analysiere die Begriffe, die in der betrachteten Doma¨ne benutzt werden.
Diese Richtlinie stu¨tzt sich auf die Erkenntnis, dass viele zentrale Konzepte einer
gut verstandenen Doma¨ne in Begriffen codiert sind. Die bei dieser Analyse ge-
fundenen Begriffe ko¨nnen entlang der vorgeschlagenen Standard-Schichten klas-
sifiziert werden. Die Methode FORM sieht vor, dass die vier Standard-Schichten
durch sogenannte Feature-Kategorien feiner unterteilt werden. Die Schichten bil-
den zusammen mit den Feature-Kategorien ein Rahmenwerk, das bei der Identifi-
kation und Klassifikation der Features genutzt werden kann.
– Identifiziere zuerst die Unterschiede zwischen den einzelnen Produkten und extra-
hiere auf dieser Basis deren Gemeinsamkeiten.
Da die Gemeinsamkeiten typischerweise gro¨ßer sind als die Unterschiede zwi-
schen den einzelnen Produkten einer Produktlinie, macht es Sinn, zuerst diesen
Aspekt zu betrachten und zu modellieren. Dieser Prozessschritt wird in die fol-
genden weiteren Teilschritte eingeteilt: Identifiziere Produktkategorien derart, dass
die Produkte einer Kategorie sich nur in sehr wenigen Aspekten unterscheiden.
Anschließend liste die Features auf, die jede Kategorie charakterisieren. Dadurch
werden die Unterschiede zu den anderen identifizierten Kategorien sichtbar. Ab-
schließend betrachte man die Produkte, die gleiche Funktionalita¨ten aufweisen.
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Abbildung 3. Der Feature-Modellierungsprozess der FORM-Methode (aus [KKL+98])
Diese Vorgehensweise soll dazu fu¨hren, dass die Gemeinsamkeiten schneller iden-
tifiziert werden.
– Identifiziere nur diejenigen Implementierungstechniken, deren Einsatz auch zu un-
terschiedlichen Produkten der Produktlinie fu¨hrt.
Da die Menge der potentiell einsetzbaren Implementierungstechniken sehr groß
sein kann, wu¨rde die umfassende Modellierung dieser Techniken zu u¨berladenen
und unu¨bersichtlichen Modellen fu¨hren. Deshalb sollen nur die Implementierungs-
techniken modelliert werden, die auch zu unterschiedlichen Produkten fu¨hren.
Es werden weitere Richtlinien angegeben, die die eigentliche Modellierung, in diesem
Fall also den Einsatz der Modellierungselemente, leiten sollen.
– Ein Feature-Diagramm soll nicht die funktionalen Abha¨ngigkeiten im Sinn einer
Aufrufhierarchie modellieren.
Die Feature-Modellierung ist nicht der geeignete Ansatz, um eine funktionale De-
komposition auszudru¨cken. Ziel der Modellierung muss es sein, die Gemeinsam-
keiten und Variabilita¨ten zu modellieren.
– Implementierungsbeziehungen sollen immer zum abstraktesten Feature einer Hier-
archie gehen.
Wenn gleiche Implementierungsbeziehungen zu allen Sub-Features einer Hierar-
chie eingerichtet werden, dann wird das resultierende Diagramm u¨berladen. Dies
kann dadurch vermieden werden, dass nur eine Implementierungsbeziehung zum
Wurzel-Feature der Hierarchie eingerichtet wird.
– Ein Feature soll nur bis auf die Detaillierungstufe verfeinert werden, die noch
Variabilita¨ten zwischen den Produkten zeigt.
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Ein Feature-Modell soll nicht alle Details aufzeigen. Da das u¨bergeordnete Ziel
der Feature-Modellierung darin besteht, Gemeinsamkeiten und insbesondere die
Variabilita¨ten zu modellieren, kann die Verfeinerung eines Features dann beendet
werden, wenn keine Variabilita¨ten zwischen den Produkten mehr auftreten.
– Verfeinere Features so, dass sich diese gut auf Elemente der Architektur abbilden
lassen.
Diese Richtlinie fu¨hrt dazu, dass die Nachverfolgbarkeit beginnend bei einem Fea-
ture und endend bei einer implementierten Komponente unterstu¨tzt wird. Ebenfalls
wird dadurch die Wiederverwendbarkeit und die Kombinierbarkeit der Komponen-
ten bei der Produktentwicklung verbessert.
2.5 Beispiel
Abbildung 4 zeigt beispielhaft ein Feature-Modell in der Notation der FORM-Methode.
Es wird ersichtlich, dass die graphische Notation keinen Unterschied zwischen einer
OR-Alternative (linke Alternative des Modells) und einer XOR-Alternative (rechte Al-
ternative) macht. Weiterhin erkennt man die Trennung in die strukturelle graphische
Sicht und in die Beschreibung der Abha¨ngigkeiten zwischen Features.
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Abbildung 4. Beispiel eines FORM Feature-Modells
FORM sieht zusa¨tzlich zur graphischen Darstellung eine textuelle Darstellung der
Features vor. Features werden hier nach folgendem Schema strukturiert beschrieben:
FEATURE – Bezeichner des Features
DESCRIPTION – Erkla¨rende Beschreibung
ISSUE AND DECISION – Entscheidunghilfen bei Alternativen und Optionen
TYPE – Zugeho¨rigkeit zu einem der definierten Layer
COMMONALITY – (ALTERNATIVE , MANDATORY , OPTIONAL )
COMPOSED OF – Liste der Sub-Features
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COMPOSITION RULE – Aufza¨hlung der require und exclude Beziehungen
ALLOCATED TO SUBSYSTEM – Trace-Information zur Architektur
END FEATURE
Die textuelle Darstellung ist a¨quivalent zur graphischen Darstellung. Feature-Modelle
werden in der textuellen Notation erfasst; die graphische Notation dient der Pra¨senta-
tion und als Diskussionsmedium.
2.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der FORM-Ansatz die selbst-
gesteckten Ziele erfu¨llt. Der FORM-Ansatz gewa¨hrleistet durch die zusa¨tzlichen tex-
tuellen Beschreibungen der Features die Modellierung der nach außen sichtbaren Ge-
meinsamkeiten und Variabilita¨ten. Jedoch kann nicht zwischen einer OR und einer
XOR Auswahl unterschieden werden. Desweiteren ist es nur mo¨glich, Variabilita¨t in
der Struktur auszudru¨cken, im Sinne einer Ist-Enthalten Beziehung, jedoch nicht in
den dynamischen Beziehungen der Features oder ihrer Attribute.
Durch die implements Beziehung ist es mo¨glich, wie in den Zielen gefordert, Im-
plementierungsalternativen zu modellieren. Jedoch wird in dem Ansatz nicht na¨her
erla¨utert, wie der bruchfreie ¨Ubergang von der Feature-Modellierung zur Produktar-
chitektur gestaltet werden soll. Auch bleibt in diesem Zusammenhang unklar, wie das
Feature-Modell als Entscheidungsgrundlage dienen soll.
Wie in den Zielen gefordert, unterstu¨tzt die Feature-Modellierung nach dem FORM-
Ansatz die Erstellung eines Begriffslexikons und erlaubt den Vergleich verschiedener
Doma¨nen anhand der zugeho¨rigen Featuremodelle.
2.7 Bewertung
Die nachfolgenden Aussagen beziehen sich lediglich auf den Teil der Feature-Model-
lierung der FORM-Methode.
– Der in diesem Ansatz verwendete Feature-Begriff ist sehr weit gefasst. So werden
Techniken und Implementierungsalternativen ebenfalls als Features modelliert.
– Die vorgeschlagenen Schichten fu¨hren bei der Modellierung dazu, dass Doma¨nen-
und Lo¨sungsaspekte zusammen modelliert werden.
– Mit der vorgeschlagenen Notation ko¨nnen keine speziellen Selektionen modelliert
werden. Es ist lediglich vorgesehen, dass Features als Alternativen gekennzeichnet
werden ko¨nnen. Demzufolge bleibt offen, ob es sich dabei um eine OR oder XOR
Beziehung handelt.
– Dadurch, dass die Abha¨ngigkeitsbeziehungen zwischen Features (also require und
exclude) nicht im gleichen Modell beschrieben werden, besteht die Gefahr, dass
das gesamte Modell bei ¨Anderungen inkonsistent wird.
– Da die Notation der Feature-Modelle von FODA u¨bernommen wurde, werden
die Beziehungen, die zur Modellierung zur Verfu¨gung stehen, ungerichtet darge-
stellt. Dies kann zu Fehlinterpretationen der Modelle fu¨hren, wenn diese nicht aus-
schließlich von oben nach unten gezeichnet werden.
– Obwohl FORM vorsieht, dass Features in Layer gruppiert werden, gibt es keine
explizite Mo¨glichkeit, Beziehungen zwischen Layer zu modellieren. Layer sind
demnach nichts anderes als Beha¨lter.
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3 Nokia - Feature Modellierung
3.1 ¨Uberblick
Fey et al [FFB02] stellen einen Ansatz zur Feature-Modellierung vor, der bei Nokia
entwickelt wurde und dort im Bereich User Interface Software von Mobiltelefonen
eingesetzt wird. Der vorgestellte Ansatz basiert auf FODA, soll jedoch die identifi-
zierten Schwachstellen der FODA-Modellierung u¨berwinden. Dabei steht im Vorder-
grund, dass die erstellten Feature-Modelle zumindest teilweise automatisch analysiert
und weiterverwendet werden sollen. Damit dies mo¨glich wird, muss die Semantik der
Modellierungselemente pra¨zise definiert werden. Der vorgestellte Ansatz geht u¨ber die
FODA Modellierung hinaus und hat folgende charakteristische Merkmale:
– Explizite Modellierung von Attributen. Insbesondere sollen Beziehungen zwischen
Attributen und Features modelliert werden ko¨nnen. Dadurch ko¨nnen die Abha¨ngig-
keiten zwischen Attributen und Features ausgedru¨ckt werden.
– Modellierung von Auswahlregeln, die die Ableitung von Produkten entsprechend
den modellierten Variabilita¨ten und Abha¨ngigkeiten unterstu¨tzen.
– Features werden nicht mehr redundant modelliert. Die redundante Modellierung
von Features ist eine Konsequenz der Baumstruktur der FODA Modellierung.
Dieser Ansatz erlaubt explizit, dass Feature-Modelle eine Graphstruktur haben
ko¨nnen.
– Die in FODA eingefu¨hrte Unterscheidung von Mandatory und Optional Featu-
res wird aufgegeben. Die dahinter stehende Semantik wird durch explizite require
bzw. conflict Beziehungen zwischen Features modelliert.
3.2 Ziele der Feature-Modellierung
Dieser Ansatz sieht die erstellten Feature-Modelle als Teil des gesamten Requirements-
Modells. Mithilfe von Features sollen die funktionalen und die Qualita¨tsanforderungen
modelliert werden, wobei die Gemeinsamkeiten und die Variabilita¨ten einer Produktli-
nie den Schwerpunkt der Modellierung ausmachen. Der beschriebene Ansatz konzen-
triert sich besonders auf die folgenden Ziele:
– Modellierung der Produktfunktionalita¨t.
– Konstruktion von semantisch pra¨zisen Feature-Modellen, die automatisch weiter-
verarbeitet werden ko¨nnen. Dazu mu¨ssen alle Abha¨ngigkeiten zwischen Features
explizit modelliert werden.
– Automatische Analyse der Feature-Modelle. Dabei soll insbesondere die Ablei-
tung von Produkten unterstu¨tzt werden. Ziel ist es, dass die fu¨r ein Produkt aus-
gewa¨hlten Features konsistent sind und aus den Modellen berechnet werden ko¨nnen.
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3.3 Modellierungselemente
Metamodell Das in Abbildung 5 gezeigte Metamodell ist der Orginalarbeit entnom-
men. Die Elemente des Metamodells werden, im Vergleich zu anderen Ansa¨tzen zur
Feature-Modellierung, pra¨zise eingefu¨hrt. Insbesondere werden die Beziehungen ex-
akt definiert.
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Abbildung 5. Nokia Metamodell der Feature-Modellierung (aus [FFB02])
Beschreibung der Elemente
Element Beschreibung Symbol
Feature (F) Entspricht der FODA Feature Definition
Pseudo Feature (PF) Pseudo-Features modellieren solche Features,
die nicht direkt in einem Produkt enthalten
sein ko¨nnen, da sie abstrakt sind. Zu jedem
Pseudo-Feature muss wenigstens ein Feature
angegeben werden, dass dieses konkretisiert.
Diese Beziehung wird durch die provided-by
Beziehung im Feature-Diagramm modelliert.
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Element Beschreibung Symbol
Property (P) Features ko¨nnen durch Eigenschaften na¨her
spezifiziert werden. Diese Eigenschaften wer-
den durch das Element Property modelliert.
Fixed Property Modelliert eine Property, die in jedem Pro-
dukt den gleichen Wert besitzt. Dies ent-
spricht der Semantik einer Konstanten.
Wert des Property-
Attributes
variability-type
Variable Property Modelliert eine Property, deren Wert in einem
Produkt mehrere Werte annehmen kann. Bei-
spiel: die La¨nge von Eingabefeldern kann in
diesem Sinn variieren.
Wert des Property-
Attributes
variability-type
Family-Variable Property Modelliert eine Property, deren Wert bei je-
dem Produkt der Produktlinie einen speziel-
len (aber festen) Wert annehmen kann.
Wert des Property-
Attributes
variability-type
Feature Set Gruppiert eine beliebige Menge von Featu-
res nach einem frei wa¨hlbaren Gesichtspunkt.
Features ko¨nnen in beliebig vielen Feature
Sets enthalten sein.
Product Besteht aus einer konsistenten Menge von
Features.
keine
Product Line Entha¨lt alle Features. keine
refine : F x F Diese Beziehung dient dazu, Features de-
taillierter zu beschreiben. Sie entspricht der
consists-of Beziehung aus FODA. Die refine-
Beziehung darf nicht zyklisch sein. Es ist
mo¨glich, dass ein Feature die Verfeinerung
von mehreren Features ist. Dadurch wird die
redundante Modellierung von Features ver-
mieden.
require : F x F Die Existenz-Abha¨ngigkeit zwischen Featu-
res wird durch diese Beziehung modelliert.
Diese Beziehung ist transitiv.
conflict : F x F Diese Beziehung modelliert, dass zwei Featu-
res inkompatibel sind und dementsprechend
nicht gemeinsam in einem Produkt enthal-
ten sein du¨rfen. Diese Bezeigung ist symme-
trisch.
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Element Beschreibung Symbol
provided-by : PF x F Pseudo-Features mu¨ssen durch Features kon-
kretisiert werden; dieses Feature realisiert
das Pseudo-Feature. Ein Feature kann da-
bei mehrere Pseudo-Features realisieren. Da-
durch wird die redundante Modellierung von
Features vermieden. Diese Beziehung ist tran-
sitiv.
modify : F x P Die Existenz eines Features in einem Produkt
kann Auswirkungen auf den Wert einer Pro-
perty eines anderen Features haben. Dieser
Sachverhalt wird durch die modify Beziehung
zwischen einem Feature und einer Property
modelliert.
modify : P x P Diese Beziehung modelliert, dass der Wert ei-
ner Property eines Features vom Wert einer
Property eines anderen Features abha¨ngt.
isPropertyOf: F x P Definiert eine Property als Eigenschaft eines
Features.
Doma¨nenspezifische Modellierungselemente Als Beispiel werden Modelle der Doma¨ne
User Interface Software von Mobiltelefonen der Firma Nokia gezeigt. Die eingefu¨hr-
ten Modellierungselemente sind jedoch nicht doma¨nenspezifisch. Hervorzuheben ist
jedoch der Ansatz, dass das resultierende Feature-Modelle in verschiedenen Sichten
pra¨sentiert werden kann. Es werden drei Sichten (Views) vorgeschlagen:
– Hierarchy-View
Diese Sicht entha¨lt alle Features und ihre strukturellen Abha¨ngigkeiten, die durch
die refine und durch die provided-by Beziehungen aufgespannt werden.
– Dependency-View
Sie zeigt alle semantischen Abha¨ngigkeiten zwischen den Features. In dieser Sicht
werden alle require-, conflict- und modify-Beziehungen gezeigt. Die strukturellen
Beziehungen werden ausgeblendet.
– Set-View
Diese Sicht zeigt alle definierten Gruppierungen von Features. Alle Beziehungen
zwischen den Features sind dabei ausgeblendet.
3.4 Vorgehensweise
Leider machen die Autoren keine Aussage, wie die Feature-Modellierung durchzufu¨hren
ist. Statt dessen werden Algorithmen angegeben, um konsistente Mengen von Features
zu ermitteln, die in einem Produkt enthalten sein mu¨ssen.
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3.5 Beispiel
Das Beispiel in Abbildung 6 zeigt, wie Mandatory Features und die Selektionen expli-
zit mit require und conflict Beziehungen modelliert werden ko¨nnen.
– Das Feature Order Confirmation wird durch eine require Beziehung an sein Vater-
Feature Order gebunden. Dementsprechend muss es in jedem Produkt enthalten
sein.
– Aus den drei durch provided-by Beziehungen als Realisierungsalternativen zum
Feature Order Confirmation modellierten Features Fax, Merchandise Information
System und E-Mail soll genau ein Feature ausgewa¨hlt werden mu¨ssen. Um die-
ses zu modellieren, werden wechselseitige confict Beziehungen zwischen diesen
Features eingrichtet.
Order
Order Confirmation
Fax
Merchandise
Information System
E-MailCredit Card Invoice C.O.D.
Payment
Gift Service Delivery Address
Abbildung 6. Beispiel eines Nokia Feature-Modells
3.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der Ansatz von Fey et. al.
die selbstgesteckten Ziele erfu¨llt. Das Ziel, die Produktfunktionalita¨t mit Hilfe von
Features modellieren zu ko¨nnen, kann nur eingeschra¨nkt erreicht werden, wenn es
keine zusta¨tzlichen, beschreibenden Dokumente gibt. Die in den Feature-Modellen
enthaltene Information reicht dazu nicht aus.
Durch die pra¨zise Formulierung der Modellierungselemente erlaubt der Ansatz
nach Fey et.al. die Konstruktion semantisch pra¨ziser Feature-Modelle, die automatisch
analysiert und weiterverarbeitet werden ko¨nnen.
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3.7 Bewertung
Der betrachtete Modellierungsansatz ist dadurch, dass die automatische Analyse und
Weiterverarbeitung der Feature-Modelle das zentrale Ziel ist, pra¨zise formuliert. Wei-
tere positive Aspekte sind:
– Attribute werden explizit modelliert. Beziehungen zwischen Attributen und Featu-
res sind mo¨glich.
– Pseudo-Features sind geeignet, um explizit Abstraktionen zu modellieren.
– Die vorgeschlagenen Sichten helfen, komplexe Feature-Modelle u¨berschaubar zu
pra¨sentieren.
Demgegenu¨ber ko¨nnen folgende Schwa¨chen aufgefu¨hrt werden:
– Es werden keine Muster angegeben, um typische Selektionen (1 aus n, n aus m,
etc) mit Hilfe der require und conflict Beziehungen zu modellieren.
– Optionale und Mandatory Features mu¨ssen explizit durch (viele) require und con-
flict Beziehungen modelliert werden. Dies fu¨hrt zu sehr unu¨berschaubaren Dia-
grammen. Die damit modellierten Informationen sind jedoch notwendig, um die
resultierenden Modelle automatisch analysieren zu ko¨nnen.
– Die Mischung aus refine und provided-by Beziehungen fu¨hrt dazu, dass Featu-
res, die ein Pseudo-Feature realisieren, die Verfeinerungshierarchien des Pseudo-
Features erben. Das macht die Modelle komplex und fu¨r den Menschen schwer
nachvollziehbar.
– Da zu jedem Pseudo-Feature wenigstens ein realisierendes Feature angegeben wer-
den muss (mit Hilfe der provided-by Beziehung), ist man bei der Modellierung
in manchen Situationen gezwungen ein an sich abstraktes Features, das durch
ein Pseudo-Feature dargestellt werden sollte, durch ein normales Feature im Dia-
gramm abzubilden.
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4 FeatuRSEB
4.1 ¨Uberblick
Griss et. al. [G+98] beschreiben, wie die Methode Reuse-Driven Software Engineering
Business (RSEB) [JGJ97] um die Modellierung von Features auf der Basis des FODA-
Ansatzes erweitert wird. Dabei entsteht das Feature-Modell auf der Grundlage des
Doma¨nen Use Case Modells, das zentral fu¨r den RSEB-Ansatz ist. Das Feature-Modell
soll nicht dazu dienen, die Funktionalita¨t einer Produktlinie im Detail zu beschreiben.
Dazu werden die Use Case Modelle verwendet. Das Feature-Modell dient im Sinne
eines Konfigurationsmodells dazu, die Anwendungsentwickler bei der Ableitung von
Produkten aus der gemeinsamen Plattform zu unterstu¨tzen.
4.2 Ziele der Feature-Modellierung
Mit der Feature-Modellierung sollen die folgenden Ziele erreicht werden:
– Das Feature-Modell erga¨nzt die entwickelten Use Case Modelle und dabei insbe-
sondere das Domain Use Case Modell.
– Das Feature-Modell dient im wesentlichen dazu, die Konfiguration von Produkten
zu unterstu¨tzen. Da es die Gemeinsamkeiten und die Variablita¨ten der Doma¨ne ex-
plizit zeigt, soll es bei produktspezifischen Entscheidungen herangezogen werden,
wenn es darum geht, aus den zur Verfu¨gung stehenden Alternativen auszuwa¨hlen
bzw. Features zu kombinieren.
– Das Feature-Modell soll nicht-funktionale Features beschreiben, die nicht oder nur
schwer in Use Case Modellen ausgedru¨ckt werden ko¨nnen.
– Das Feature-Modell soll explizit nicht vollsta¨ndig sein, sondern nur die markanten
Eigenschaften der Do¨mane zeigen. Es soll die Essenz der Doma¨ne modelliert wer-
den. Die vollsta¨ndige Sicht auf die Doma¨ne liefert bei FeatuRSEB das Doma¨nen
Use Case Modell. Das Feature-Modell erga¨nzt dieses.
– Der Entwickler soll im Analyseprozess methodisch unterstu¨tzt werden. Dazu wird
die RSEB-Methode um Ta¨tigkeiten der Feature-Modellierung erweitert, die mit
der Entwicklung des Doma¨nen Use Case Modells verzahnt sind. Weiterhin wer-
den Feature-Arten vorgeschlagen, die die identifizierten Features in die Kategori-
en Funktionale Features, Architekturelle Features und Implementierungs-Features
einteilen.
4.3 Modellierungselemente
Metamodell Abbildung 7 zeigt das Metamodell, das aufgrund der Beschreibung der
Feature-Modellierung in [G+98] entstanden ist. Auffa¨llig bei diesem Metamodell sind
die folgenden Aspekte:
– Variationspunkte werden explizit modelliert. Dazu wird das Modellierungselement
Variation Point Feature zur Verfu¨gung gestellt.
– Nicht alle Features ko¨nnen hierarchisch verfeinert werden. Dies geht nur bei Man-
datory und bei Variation Point Features.
– Das Metamodell sieht unterschiedliche Zeitpunkte fu¨r die Auswahl der Alternati-
ven vor. Es wird zwischen Alternativen unterschieden, die zur Konfigurationszeit
(reuse time) und zur Laufzeit (use-time) ausgewa¨hlt werden ko¨nnen.
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Abbildung 7. Metamodell der Feature-Modellierung der erweiterten RSEB-Methode
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Beschreibung der Elemente
Element Beschreibung Symbol
Feature Dient als abstraktes Modellierungselement
dazu, die Gemeinsamkeiten der beiden Arten
Mantadory und Optional Feature zu beschrei-
ben
-
Composable Feature (CF) Dient als abstraktes Modellierungselement
dazu, die Feature-Arten zu beschreiben, die
mit Hilfe der composed-of Beziehung hierar-
chisch verfeinert werden ko¨nnen.
-
Selectable Feature (SF) Dient als abstraktes Modellierungselement
dazu die Feature-Arten zu beschreiben, aus
denen bei der Produktbildung ausgewa¨hlt
werden kann.
-
Mandatory Feature Ein solches Feature muss in jedem Produkt
enthalten sein.   	
Optional Feature Ein optionales Feature kann, muss aber nicht
in einem Produkt enthalten sein. 

 
Variation Point Feature
(VPF)
Dieses abstrakte Element modelliert einen
Variationspunkt, fu¨r den es verschiedene Al-
ternativen (Varianten) gibt, aus denen aus-
gewa¨hlt werden kann.
-
Mandatory Variation
Point Feature - use-time
bound
Modelliert einen Variationspunkt, dessen Al-
ternativen zur Ausfu¨hrungszeit ausgewa¨hlt
werden ko¨nnen. Dadurch wird eine OR-
Auswahl modelliert
 ﬀﬁﬂ
Mandatory Variation
Point Feature - reuse-time
bound
Modelliert einen Variationspunkt, desses Al-
ternativen zur Konfigurationszeit ausgewa¨hlt
werden ko¨nnen. Dadurch wird eine XOR-
Auswahl modelliert.
ﬃ ! "#$% &'
Optional Variation Point
Feature - use-time bound
Modelliert einen optionalen Variationspunkt,
dessen Alternativen zur Ausfu¨hrungszeit aus-
gewa¨hlt werden ko¨nnen. ()*+* ,-./*01
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Element Beschreibung Symbol
Optional Variation Point
Feature - reuse-time
bound
Modelliert einen optionalen Variationspunkt,
desses Alternativen zur Konfigurationszeit
ausgewa¨hlt werden ko¨nnen.  
 	
Attribute Modelliert eine charakteristische Eigenschaft
eines Features.
textlich
Categorie Kategorien dienen dazu, zusammen geho¨ren-
de Features zu gruppieren
-
composed-of : CF x CF ,
composed-of : CF x VPF
Diese Beziehung dient dazu, Features im Sinn
eine Teile-Ganzes Semantik detaillierter zu
beschreiben. Sind die Sub-Features Manda-
tory Features, dann mu¨ssen diese gewa¨hlt
werden, wenn das Superfeature fu¨r ein Pro-
dukt gewa¨hlt wurde. Die Beziehung ist azy-
klisch und spannt einem Feature-Baum auf.
Sind als Subfeatures eines Mandatory Featu-
res ausschließlich optionale Features angege-
ben, dann muss wenigstens eines der optiona-
len Features in jedem Produkt gewa¨hlt wer-
den (1 aus n Selektion)
require : SF x SF Die Existenz-Abha¨ngigkeit zwischen Featu-
res wird durch diese Beziehung modelliert.
Diese Beziehung ist transitiv.
in Form von Re-
geln
exclude : SF x SF Diese Beziehung modelliert, dass zwei Featu-
res inkompatibel sind und dementsprechend
nicht gemeinsam augewa¨hlt werden du¨rfen.
Diese Beziehung ist symmetrisch.
in Form von Re-
geln
is-variant-of : VF x VPF Damit wird modelliert, dass ein Feature eine
wa¨hlbare Alternative eines Variationspunktes
ist.
Die RSEB Erweiterung sieht vor, dass Feature-Modelle nicht nur graphisch darge-
stellt werden. Jedes Feature wird durch eine Reihe von Attributen beschrieben. Diese
werden in der FeatuRSEB-Methode durch UML-Stereotypes definiert. Das Feature-
Stereotype definiert die folgenden Attribute:
– description: Kurze Beschreibung des Features
– source: Wer hat dieses Feature eingebracht
– nature: Festlegung der Feature-Art (funktional, architekturell, Implementierung)
– existence: Optional oder Mandatory
– alternative: Gibt es Alternativen
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– category: Name der Kategorie (siehe Vorgehensweise)
– binding time: reuse oder use
– issuesAndDecisions: Entscheidungshilfe bei Alternativen und Optionen
– notes: Zusa¨tzliche Informationen
Die graphische Darstellung ist eine kondensierte Sicht auf das Feature-Modell.
Doma¨nenspezifische Modellierungselemente Die FeatuRSEB-Methode definiert kei-
ne doma¨nenspezifischen Modellierungselemente.
4.4 Vorgehensweise
Zentral fu¨r die RSEB-Methode ist die Entwicklung von Use Case Modellen. Diese
werden anschließend im sogenannten Doma¨nen Use Case Modell zusammgengefu¨hrt.
Dieses Use Case Modell erlaubt es bereits, Variationspunkte explizit zu modellieren,
um damit die Unterschiede ausdru¨cken zu ko¨nnen. Die vorhandene Methode wird nun
um einige Schritte erweitert, um zusa¨tzlich ein Feature-Modell zu erstellen. Im Ein-
zelnen werden die folgenden Schritte vorgeschlagen:
– Erzeuge ein initiales Feature-Modell auf der Basis des vorhandenen Doma¨nen Use
Case Modells. Dieses initiale Feature-Modell entha¨lt nur funktionale Features.
– Erzeuge das RSEB Objekt-Modell. Schritthaltend dazu wird das initiale Feature-
Modell um architekturelle Features erweitert. Diese Features modellieren die Sy-
stemstruktur und dessen Konfiguration.
– Entwickle das RSEB Entwurfsmodell. Schritthaltend dazu wird das Feature-Modell
um sogenannte Implementierungs-Features erweitert.
Der zweite Schritt Extrahieren der Funktionalen Features auf Basis des Doma¨nen
Use Case Modells wird weiter verfeinert. Dabei wird vorausgesetzt, dass jedes funk-
tionale Feature genau auf einen Use Case zuru¨ckgefu¨hrt werden kann. Es ist allerdings
mo¨glich, dass ein Use Case zu mehreren funktionalen Features fu¨hrt. Im einzelnen sind
die folgenden Aktivita¨ten durchzufu¨hren:
– Identifiziere Mandatory und Optionale Features Dazu sind aus der Menge der Use
Cases die Top-Level Use Cases heraus zu finden. Diese ko¨nnen anschließend nach
der Ha¨ufigkeit der Ausfu¨hrung geordnet werden. Top-Level Use Cases, die sehr
ha¨ufig ausgefu¨hrt werden, sind Kandidaten fu¨r Mandatory Features. Top-Level Use
Cases, die nur selten ausgefu¨hrt werden, ko¨nnen zu optionalen Features werden.
Dieser Schritt ist natu¨rlich nicht automatisierbar. Um die Features aus den Use
Cases zu identifizieren, braucht man entsprechendes Doma¨nen Know-how.
– Unterteile die Features in Sub-Features Leitlinie fu¨r die Dekomposition der ein-
zelnen Features in Sub-Features sind die im Use Case Diagramm vorhandenen
extend- und include-Beziehungen.
– Identifiziere Variation Point Features Wenn der Use Case bereits Variationspunkte
definiert, dann kann das entsprechende Feature in Sub-Features unterteilt werden,
die selbst Variation Point Features sind.
– Fu¨hre eine Robustheitsanalyse des Feature-Modells durch Das enstandene Feature-
Modell wird auf Konsistenz und Integrita¨t gepru¨ft. Bei diesem Prozess werden
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Abha¨ngigkeiten zwischen den Features identifiziert, die durch exclude und require-
Beziehungen modelliert werden ko¨nnen. Weiterhin werden die Features in soge-
nannten Kategorien zusammengefasst. Kategorien gruppieren logisch zusammen-
geho¨rende Features.
4.5 Beispiel
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Composition Rules
- Gift Service requires Delivery Address
Abbildung 8. Beispiel eines Feature-Modells in der FeatuRSEB Notation
4.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der FeatuRSEB-Ansatz die
selbstgesteckten Ziele erfu¨llt. Die Feature-Modelle erga¨nzen - wie gefordert - die Use
Case Modelle, indem sie den Schwerpunkt auf die strukturellen Beziehungen zwi-
schen den Features legen. Daru¨berhinaus ko¨nnen in den Feature-Modellen Features
modelliert werden, welche nicht-funktionale Bestandteile des zu modellierenden Sy-
stems beschreiben, die bei der Use Case Modellierung nicht beru¨cksichtigt werden.
Durch die Ausstattung der Features mit Attributen kann außerdem eine vollsta¨ndige
Beschreibung der Eigenschaften der Features erreicht werden.
Es bleibt jedoch unklar, wie die Featuremodelle die Produktkonfiguration unterstu¨t-
zen sollen. Außerdem beschra¨nkt sich die in dem Ansatz beschriebene methodische
Unterstu¨tzung auf die Konstruktion von Feature-Modellen aus den domain use cases.
Ein methodisches Vorgehen zur Analyse der Gemeinsamkeiten und Variabilita¨ten in-
nerhalb der Doma¨ne wird nicht beschrieben.
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4.7 Bewertung
Dadurch dass mit RSEB eine bestehende Methode um die Feature-Modellierung er-
weitert wird, findet man bei diesem Ansatz eine Integration der Feature-Modellierung
in die vorhandenen Ta¨tigkeiten und Artefakte. Aus diesem Grund ist die Feature-
Modellierung keine insula¨re Ta¨tigkeit, sondern wird in den Kontext der Doma¨nen-
modellierung der Methode RSEB eingebettet. Folgende Schwachpunkte lassen sich
jedoch identifizieren:
– Obwohl methodische Schritte vorgegeben werden, wie auf der Basis des Doma¨nen
Use Case Modells ein Feature-Modell entwickelt werden kann, wird nicht deutlich,
wie die Analyse der Gemeinsamkeiten und der Variabilita¨ten durchzufu¨hren ist.
– Ein wesentliches Ziel der Feature-Modellierung bei diesem Ansatz ist die Un-
terstu¨tzung bei der Konfiguration von Produkten. Dieser sehr wichtige Schritt wird
jedoch nicht behandelt und bleibt dementsprechend unklar.
– Die gewa¨hle Notation fu¨r die Feature-Diagramme ist sehr speziell. Es ist nicht klar,
wie und wo die einzelnen Informationen im Modell abgelegt sind.
Positiv kann aus unserer Sicht bewertet werden, dass die Autoren erkennen, dass
Feature-Modelle nur dann effektiv und effizient erstellt und genutzt werden ko¨nnen,
wenn eine dazu geeignete Werkzeugunterstu¨tzung vorhanden ist. Folgende wesentli-
che Anforderungen an diese Werkzeuge sind:
– Die gesamte Feature-Modell muss in einem zentralen Repository abgelegt sein.
Dieses entha¨lt die Datenbasis fu¨r alle Werkzeuge zur Feature-Modellierung und
dient als datenorientierte Integrationsplattform.
– Es muss mo¨glich sein, verschiedene Sichten auf das Feature-Modell zu erzeu-
gen. Darunter fa¨llt neben einer graphischen Repra¨sentation der Features in einem
Feature-Diagramm auch eine Sicht, die die Abha¨ngigkeiten zwischen den Features
zeigt.
– Da die Methode verschiedene Modelle vorsieht (z.B. Doma¨nen Use Case Modell,
Feature Modell) muss die Nachverfolgbarkeit (traceability) zwischen den verschie-
denen Modellen sichergestellt werden.
– Die entstehenden Modelle mu¨ssen - wie alle Produkte und Artefakte der Entwick-
lung von Software - einem rigorosen Konfigurationsmanagement unterstellt sein.
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5 FODA -Feasibility Study
5.1 ¨Uberblick
Kang et.al. [K+90] beschreiben die FODA-Methode (Feature-Oriented Domain Ana-
lysis), die dazu dient, Gemeinsamkeiten von verwandten Softwaresystemen zu ermit-
teln und zu beschreiben. Der Fokus liegt dabei auf der Identifizierung prominenter
bzw. unterscheidbarer features der Softwaresysteme einer gegebenen Doma¨ne. Die-
se Features beschreiben sowohl die gemeinsamen als auch die variablen Aspekte der
Systeme einer Doma¨ne. Die Machbarkeit des beschriebenen Ansatzes wird dabei am
Beispiel einer Doma¨ne fu¨r Window Manager Software untersucht.
5.2 Ziele der Feature-Modellierung
Die Feature-Modellierung ist laut den Autoren in den domain analysis Prozess einge-
bettet. Sie dient in erste Linie dazu, die Gemeinsamkeiten und Unterschiede der ver-
schiedenen Softwaresystem einer Doma¨ne zu identifizieren und zu dokumentieren. Die
dabei entstehenden Modelle dienen dann als Kommunikationsmedium zwischen den
Benutzern, Doma¨nenexperten, Doma¨nenanalysten, Systemanalysten und Entwicklern.
Ein Feature Modell soll laut Kang et.al. vor allem die folgenden Aspekte einer
Doma¨ne beschreiben:
– Funktionale Fa¨higkeiten (capabilies)
– Bereitgestellte Services
– Performance
– Beno¨tigte Hardware-Plattform
– Kosten
5.3 Modellierungselemente
Metamodell Das in Abbildung 9 dargestellte Metamodell wurde auf Basis der Be-
schreibung der FODA-Methode entwickelt [K+90]. Jedes Feature ist durch eine bind-
time sowie den Typ des von ihm bereitgestellten Dienstes gekennzeichnet. Daru¨ber
hinaus besteht die Mo¨glichkeit, dass Features optional sind. Weiterhin dienen alterna-
tive features dazu, eine exklusive Auswahl zwischen Features zu beschreiben. Features
ko¨nnen an zwei verschiedenen Arten von Beziehungen beteiligt sein:
– Strukturelle Beziehungen
– Abha¨ngigkeiten
Die strukturellen Beziehungen werden weiter unterschieden in eine composedOf -
Beziehung, die eine Teil-Ganzes Beziehung beschreibt und eine implementedBy-Bezieh-
ung, die das Verha¨ltnis von bereitgestelltem Dienst und dessen Realisierung beschreibt.
Bei den Abha¨ngigkeiten wird zwischen einer mutex und einer requires Beziehung
unterschieden, je nachdem, ob Features sich gegenseitig ausschließen oder ein Feature
ein anderes Feature bedingt.
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bind−time: (compile, load, run)
service−type: (functional, operational, presentation)
optional: (true, false)
Feature
Alternative Feature
Structural Relation
ComposedOf ImplementedBy
Relation Dependency
RequiresMutex
1
2..*
*
11
1
Abbildung 9. FODA Metamodell
Beschreibung der Elemente
Element Beschreibung Symbol
Feature Attribute eines Systems, die den Endbenutzer
direkt betreffen
Name des Features
Compile-time Feature Features, die zu unterschiedlichen Konfigura-
tionen der Produkte fu¨hren
keine Notation
Load-time Feature Features, die zu Beginn der Ausfu¨hrung des
Programms ausgewa¨hlt werden, danach aber
fest bleiben (z.B. Terminaltyp oder Missions-
parameter von Waffen)
keine Notation
Runtime Feature Features, die interaktiv oder automatisch
wa¨hrend der Ausfu¨hrung gea¨ndert werden
ko¨nnen
Keine Notation
Functional Features Feature, das einen Service beschreibt Keine Notation
Operational Features Feature, das eine Benutzerinteraktion be-
schreibt
Keine Notation
Presentation Features Feature, das beschreibt, welche Information
wie dargestellt wird?
Keine Notation
Generalisierung / Spezia-
lisierung: F x F
Beschreibt eine Spezialisierung bzw. Genera-
lisierung von Features
 
ComposedOf (Aggregati-
on): F x F
Beschreibt eine Teil-Ganzes Beziehung
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Element Beschreibung Symbol
ImplementedBy: F x F Beschreibt eine Realisierungsbeziehung zwi-
schen Features
 
Optional Feature Ein Feature, dass in einem Produkt enthalten
sein kann, aber nicht muss
 
Alternative Feature Beschreibt eine exklusive Auswahl zwischen
Features
 
Gegenseitiger Aus-
schluss: F x F
Beziehung zwischen zwei Features, die be-
schreibt, dass nicht gleichzeitig beide Featu-
res in einem Produkt vorhanden sein ko¨nnen
Statement
Requires: F x F Beziehung zwischen zwei Features, die be-
schreibt, dass ein Feature die Existenz des an-
deren Features voraussetzt
Statement
Doma¨nenspezifische Modellierungselemente In dem FODA-Ansatz werden keine
doma¨nenspezifischen Modellierungselemente verwendet.
5.4 Vorgehensweise
Die Autoren legen der Doma¨nenanalyse, in die die Feature-Modellierung eingebettet
ist, die in Abbildung 10 dargestellte Vorgehensweise zugrunde. Der Doma¨nenanalyst
erzeugt auf Basis der Erfahrungen und Wu¨nsche der Doma¨nenexperten und Endbe-
nutzer sowie der Analyse existierender Systeme und Standards zuna¨chst den scope
der Doma¨ne, d.h. die Abgrenzung der zu untersuchenden Doma¨ne gegenu¨ber anderen
Doma¨nen. Daraufhin erstellt er einen Doma¨nen- sowie ein Architekturmodell, welche
unter anderem ein Featuremodell beinhalten. Die dabei entstehenden Modelle dienen
den Requirementsanalysten und Software Designern als Grundlage fu¨r die Erstellung
neuer Systeme.
Laut den Autoren la¨ßt sich mit dem FODA-Ansatz eine akkurate Beschreibung der
Doma¨ne produzieren. Der FODA-Ansatz wurde jedoch bis zur Erstellung des Berichts
noch nicht fu¨r die Implementierung neuer Produkte verwendet.
5.5 Beispiel
Abbildung 11 zeigt die Verwendung der von FODA bereitgestellten Modellierungsele-
mente.
5.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der FODA-Ansatz die selbst-
gesteckten Ziele erfu¨llt. FODA bietet die Mo¨glichkeit, Gemeinsamkeiten und Variabi-
lita¨ten innerhalb der Doma¨ne abzubilden. Jedoch bleibt zu fragen, ob alle mo¨glichen
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Abbildung 10. FODA: Vorgehensweise
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Abbildung 11. Beispiel eines FODA Feature-Modells
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und notwendigen Arten von Variabilita¨t beru¨cksichtigt werden. Insbesondere ist es
nicht mo¨glich, Variabilita¨ten oder Abha¨ngigkeiten in den Attributen der Features zu
modellieren. Außerdem fehlt die Mo¨glichkeit einer OR Auswahl.
Mit Hilfe des FODA-Ansatzes ko¨nnen zwar, wie gefordert, die Fa¨higkeiten und
Dienste, die ein System zur Verfu¨gung stellt, abgebildet werden. Jedoch beschra¨nkt
sich dies auf die Angabe eines Begriffes fu¨r diese Funktionalita¨ten. Es existieren keine
weiteren Dokumente, die diese Funktionalita¨ten na¨her beschreiben.
Mit Hilfe der implementedBy Beziehung lassen sich die in den Zielen geforderten
Unterschiede in den Hardware Plattformen modellieren. Es bleibt jedoch unklar, wie
die unterschiedlichen Anforderungen an die Performance eines Systems modelliert
werden sollen. Ebenso wird nicht erla¨utert, wie mit Hilfe der Feature-Modellierung
nach FODA die Kosten der Systementwicklung beru¨cksichtigt werden sollen, wie es
in den Zielen gefordert wird.
Schließlich bleibt auch unberu¨cksichtigt, wie die Feature-Modellierung als Basis
fu¨r ein Architekturmodell dienen kann.
5.7 Bewertung
Mit Hilfe der Feature-Modellierung nach FODA lassen sich die Gemeinsamkeiten und
Unterschiede der Systeme einer Doma¨ne strukturiert beschreiben. Es bleibt jedoch
offen, wie Features identifiziert werden ko¨nnen. Des weiteren kommt es - insbeson-
dere auch durch die verwendete implementedBy-Beziehung - zu einer Vermischung
von Problem- und Lo¨sungsbeschreibung. Die Autoren beschreiben außerdem, dass die
Feature-Modellierung als Basis der Architekturmodellierung dienen soll. Es wird aller-
dings nicht erla¨utert, wie die Architektur aus dem Feature-Modell entwickelt werden
kann.
29
6 Lee - Domain-Oriented Engineering of Elevator Control Software
6.1 ¨Uberblick
Lee et.al. schildern in einer Fallstudie [L+00] ihre Erfahrungen mit dem Einsatz von
Feature-Modellierung zur Doma¨nenmodellierung von Aufzugssteuerungssoftware. Da-
bei gliedern sie ein Feature-Modell in vier layers: Capability layer, operating environ-
ment layer, domain technology layer und implementation technique layer.
6.2 Ziele der Feature-Modellierung
Ziel der Feature-Modellierung ist laut den Autoren die Analyse der Gemeinsamkeiten
und Variabilita¨ten innerhalb einer Familie von Produkten. Die Ergebnisse dieser Ana-
lyse werden in einem Feature-Modell organisiert, welches die strukturellen Aspekte
der Features beschreiben soll.
6.3 Modellierungselemente
Metamodell Das in Abbildung 12 dargestellte Metamodell wurde aus der Beschrei-
bung der Feature-Modellierung in [L+00]extrahiert. Ein Feature-Modell besteht bei
dem betrachteten Ansatz aus vier layers, deren innere Struktur mit Hilfe von Features
modelliert wird:
– Capability
– Operating Environment
– Domain Technology
– Implementation Technique
bind−time: (compile, load, run)
service−type: (functional, operational, presentation)
optional: (true, false)
Feature
Alternative Feature
Structural Relation
ComposedOf ImplementedBy
Relation Dependency
RequiresMutex
Layer
1
2..*
*
11
1
Abbildung 12. Metamodell
Der capability layer beschreibt das Verhalten eines Systems auf abstrakter Ebene
im Sinne von bereitgestellten Diensten, Operationen und nicht-funktionalen Aspekten.
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Der interne Aufbau der Features dieses layer wird mit Hilfe von message sequence
diagrams (MSDs) und Zustandsdiagrammen sowie data flow diagrams (DFDs) mo-
delliert.
Auf Ebene des operating environment layer werden Features modelliert, die spe-
zifisch fu¨r eine bestimmte Hardware- oder Softwareplattform - zum Beispiel betriebs-
systemspezifisch - sind.
Die Features des domain technology layer beschreiben die Arten der Implementie-
rung der Services und Operationen des capability layer. Features dieses layer werden
als Komponenten modelliert.
Im implementation technique layer werden a¨hnliche Features, wie im domain tech-
nology layer beschrieben. Jedoch sind die Features auf dieser Ebene generischer, das
heißt, sie ko¨nnen auch in anderen Doma¨nen wiederverwendet werden. Ein Beispiel fu¨r
ein Feature dieser Ebene wa¨re zum Beispiel ein Feature ComputeQuadraticEquation.
Beschreibung der Elemente
Element Beschreibung Symbol
Mandatory Feature Ein Feature, dass in jedem Produkt der PL
enthalten sein muss  
Generalisierung / Spezia-
lisierung: F x F
Beschreibt eine Spezialisierung bzw. Genera-
lisierung von Features
 
ComposedOf (Aggregati-
on): F x F
Beschreibt eine Teil-Ganzes Beziehung
 
ImplementedBy: F x F Beschreibt eine Realisierungsbeziehung zwi-
schen Features
 
Gegenseitige Abha¨ngig-
keiten
Nicht na¨her erla¨utert unbekannt
Optional Feature Ein Feature, dass in einem Produkt enthalten
sein kann, aber nicht muss
 
Alternative Feature Beschreibt eine exklusive Auswahl zwischen
Features
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Doma¨nenspezifische Modellierungselemente Der beschriebene Ansatz zur Feature-
Modellierung verwendet keine expliziten doma¨nenspezifischen Modellierungselemen-
te. Lediglich die Einteilung eines Feature-Modells in die vier layers kann vielleicht
als doma¨nenspezifisch angesehen werden, da zum Beispiel der operating environment
layer eher fu¨r eingebettete Systeme von Bedeutung ist.
6.4 Vorgehensweise
Auch in diesem Ansatz ist die Feature-Modellierung in den Prozess des domain en-
gineering eingebettet, vergleiche Abbildung 6.4. Zu Beginn des domain engineering
findet eine context analysis statt, in der die Grenzen der Doma¨ne ermittelt werden.
Die Ergebnisse der context analysis gehen in die Feature-Modellierung ein, auf
deren Basis dann die operationales Modell des Systems ermittelt wird, welches als
Eingabe fu¨r die nachgelagerte Architekturmodellierung dient. Dabei bilden die entste-
henden Feature-Modelle die Basis fu¨r die Identifikation und Konstruktion wiederver-
wendbarer Komponenten.
Application Engineering
Domain Engineering Component Modeling
Feature & 
Component
Selection
Model
Validation
Architecture
Selection &
Adaption
Code
Generation
Context
Analysis
Feature
Modeling
Operational
Modeling
Architecture
Modeling
Candidate
Object
Identification
Object
Component
Development
Reusable
Component
Development
User‘s
Requirements
Domain
Knowledge
Application
Software
Abbildung 13. Vorgehensweise
32
6.5 Beispiel
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6.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der Ansatz von Lee et.al.
die selbstgesteckten Ziele erfu¨llt. Da der Ansatz von Lee et. al. auf dem FODA-
Ansatz basiert, gelten auch hier die bereits in Abschnitt 5.6 erwa¨hnten Einschra¨nkun-
gen bezu¨glich der Zielerfu¨llung. Insbesondere wird auch in diesem Ansatz keine Me-
thodik vorgegeben, mit deren Hilfe die Gemeinsamkeiten und Variabilita¨ten innerhalb
der Doma¨ne ermittelt werden ko¨nnen.
6.7 Bewertung
Wenngleich in der vorgestellten Fallstudie durch Einsatz der Feature-Modellierung die
Wiederverwendung gesteigert und die Fehlerrate gesenkt werden konnte, so wird doch
keine Methodik vorgestellt, wie Features wa¨hrend der context analysis und der nachge-
lagerten Feature-Modellierung identifiziert werden ko¨nnen. Auch ist keine systemati-
sche Vorgehensweise fu¨r die Konstruktion wiederverwendbarer Komponenten auf Ba-
sis der Feature-Modellierung erkennbar. Daru¨berhinaus kommt es bei dem vorgestell-
ten Ansatz zur Vermischung von Problem- und Lo¨sungsbeschreibung, wodurch keine
klare Trennung zwischen domain engineering und application engineering mo¨glich
ist.
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7 Czarnecki - Feature Modellierung
7.1 ¨Uberblick
In seiner Dissertation beschreibt Czarnecki einen allgemeinen Ansatz zur Doma¨nen-
modellierung mit Hilfe der Feature-Modellierung [Cza98]. Dabei versucht er, Muster
von Variabilita¨t im Featurebaum zu identifizieren und diese auf die Architekturebene
zu u¨bertragen.
7.2 Ziele der Feature-Modellierung
Ziel der Feature-Modellierung in dem von Czarnecki beschriebenen Ansatz ist die
Identifizierung und Dokumentation der Gemeinsamkeiten und Variabilita¨ten, sowie
der Abha¨ngigkeiten innerhalb einer Familie von Produkten.
7.3 Modellierungselemente
Metamodell Das in Abbildung 7.3 dargestellte Metamodell ist auf Basis der Beschrei-
bung des Ansatzes von Czarnecki entwickelt worden [Cza98].
Concept
Variation Point Edge
Optional Feature Mandatory Feature
Feature
Choice Dimension
Mutex
Alternative Feature Or Feature
1

1..*1.
.*
1
2..*
Abbildung 14. Metamodell
Die Wurzel eines Featurebaums wird in Czarnecki’s Ansatz als concept bezeich-
net. Ein concept ist u¨ber edges mit ein oder mehreren features verbunden. Diese fea-
ture sind wiederum mit Hilfe der edges untereinander verbunden. Die Features werden
weiter unterschieden in:
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– mandatory features
– optional features
– dimensions
Ein mandatory feature ist ein Feature, dass in jedem Produkt der Produktlinie ent-
halten sein muss. Demgegenu¨ber kann ein optional feature in einem Produkt der Pro-
duktlinie enthalten sein, muss es aber nicht. Eine dimension beschreibt ein Feature
mit einer Menge direkter alternativer Subfeatures und ein oder mehrerer mandatory
Subfeatures.
Neben den optional features identifiziert Czarnecki zwei weitere variation points,
an denen innerhalb eines Featurebaums Variabilita¨t auftreten kann:
– Alternative feature
– Or feature
Dabei kennzeichnet ein alternative feature ein Feature aus einer Menge von Featu-
res, aus der genau ein Feature ausgewa¨hlt werden muss. Ein or feature ist ein Feature
aus einer Menge von Features, aus der ein oder mehrere Features ausgewa¨hlt werden
mu¨ssen.
Beschreibung der Elemente
Element Beschreibung Symbol
Concept Die Wurzel eines Featurebaums
 
Mandatory Feature Ein Feature, dass in jedem Produkt der PL
enthalten sein muss
 
Optional Feature Ein Feature, dass in einem Produkt enthalten
sein kann, aber nicht muss
 
Kanten: F x F Partitionierung der Unterknoten eines Knoten
 
Alternative Features Beschreibt eine exklusive Auswahl zwischen
Features
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Element Beschreibung Symbol
Or Features Beschreibt eine 1..m Auswahl
 
Dimension Features mit einer Menge direkter alternativer
Subfeatures und ein oder mehreren mandato-
ry Subfeatures
keine Notation
Variation Point Feature oder Konzept, das mindestens ein di-
rektes variables Subfeature besitzt
keine Notation
Mutually exclusive Gegenseitiger Ausschluss zweier Features k.A.
Doma¨nenspezifische Modellierungselemente Der Ansatz von Czarnecki ist allge-
mein gehalten und entha¨lt keine doma¨nenspezifische Modellierungselemente.
7.4 Vorgehensweise
Czarnecki beschreibt keine explizite Vorgehensweise fu¨r die Identifizierung von Fea-
tures und deren Anordnung in einem Featurebaum. Er gibt jedoch Richtlinien vor, die
bei der Featuremodellierung beachtet werden sollen:
1. Als Eingabe fu¨r die Feature-Modellierung dienen existierende und potentielle sta-
keholders, Doma¨nenexperten, Doma¨nenliteratur und existierende Systeme
2. Features sollen pra¨zise und aussagekra¨ftige Namen - a¨hnlich den design patterns -
besitzen
3. Features existieren auf jeder Ebene (Anforderungs-, Architektur-, Komponenten-
und Implementierungsebene)
4. Es soll Ausschau nach Domain Terminologie gehalten werden, die Variabilita¨t
beinhaltet, zum Beispiel thread-safe gegenu¨ber not thread-safe
5. Sogenannte feature starter sets sollen gebildet werden, die unterschiedliche Sich-
ten auf die Doma¨ne abbilden
6. Es sollen mehr Features aufgeschrieben werden, als spa¨ter realisiert werden. Dies
fu¨hrt zu Erweiterungsmo¨glichkeiten der Doma¨ne, erfordert aber gleichzeitig eine
Priorisierung der Features
7. Features sollen in einem brainstorming-Verfahren gesammelt werden und erst da-
nach zu einem Featurebaum organisiert werden.
8. Wo mo¨glich, soll der Featurebaum normalisiert werden. Das heißt, eine Alterna-
tive mit einem optionalen Feature wird zu einer Alternativen mit ausschließlich
optionalen Features und eine or-Auswahl mit einem optionalen Feature wird zu
einem Diagramm mit ausschließlich optionalen Subfeatures
36
7.5 Beispiel
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7.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der Ansatz von Czarnecki
die selbstgesteckten Ziele erfu¨llt. Der Ansatz von Czarnecki erlaubt in umfassende-
rer Weise als z.B. FODA die Dokumentation von Gemeinsamkeiten und Variabiltia¨ten
innerhalb einer Doma¨ne. So ist es in Czarnecki’s Ansatz mo¨glich, eine OR Auswahl
zwischen Features zu modellieren. Allerdings ist es nicht mo¨glich, Abha¨ngigkeiten
zwischen den Features zu modellieren. Auch bleibt zu fragen, ob der Ansatz alle
mo¨glichen und notwendigen Variabilita¨ten beru¨cksichtigt. Insbesondere gibt es kei-
ne Mo¨glichkeiten Variabilita¨t in den Attributen oder dem Verhalten der Features zu
modellieren.
Auch wenn Czarnecki einige Richtlinien zur Identifikation der Gemeinsamkeiten
und Variabilita¨ten innerhalb einer Doma¨ne vorgibt, fehlt dem Ansatz eine methodische
Vorgehensweise.
Czarnecki versucht auch, wie in den Zielen gefordert, Variabilita¨tsmuster innerhalb
der Featuremodelle zu erkennen und diese auf Architekturebene abzubilden. Hierbei
vermischt er unsere Meinung nach jedoch verschiedene Ebenen der Analyse bzw. Mo-
dellierung, wenn er z.B. eine OR Auswahl zwischen drei Features auf eine Klassen-
hierarchie abbildet, in der die drei Features Unterklassen einer zu dem u¨bergeordneten
Feature entsprechenden Klasse sind. Hierbei wird nicht beru¨cksichtigt, dass es sich
bei der OR Auswahl auf Ebene der Feature-Modellierung um eine Variabilita¨t bis zum
Zeitpunkt der Produktkonfiguration handelt, so dass die nicht ausgewa¨hlten Features
nicht mehr in der abgeleiteten Produktarchitektur auftreten wu¨rden.
7.7 Bewertung
Der Ansatz von Czarnecki erlaubt im Gegensatz zu FODA [K+90] die explizite Mo-
dellierung von exklusiven Alternativen sowie einer Oder-Auswahl. Es ist jedoch kein
Modellierungselement vorgesehen, um Abha¨ngigkeiten der Features untereinander mo-
dellieren zu ko¨nnen. Obgleich Czarnecki einige Richtlinien vorgibt, fehlt eine syste-
matische Vorgehensweise fu¨r die Identifizierung von Features.
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8 Bosch - Applying Feature Models in Industrial Settings
8.1 ¨Uberblick
Hein et.al. beschreiben einen Ansatz zur Feature-Modellierung, der die Beschra¨nkun-
gen des FODA-Ansatzes u¨berwinden soll [HSVM00]. Der vorgestellte Ansatz soll es
insbesondere erlauben, das Features an unterschiedlichen Stellen des Feature-Modells
in unterschiedlichen Rollen auftreten ko¨nnen. Dazu wird der Featurebaum zu einem
Featuregraph erweitert. Desweiteren wird angestrebt, die UML so zu erweitern, dass
sie die Featuremodellierung unterstu¨tzt. Auf diese Weise soll eine ausreichende Werk-
zeugunterstu¨tzung fu¨r die Featuremodellierung sichergestellt werden.
8.2 Ziele der Feature-Modellierung
Mit ihrem Ansatz zur Feature-Modellierung verfolgen Hein et.al. fu¨nf Ziele:
1. Modellierung von Variabilita¨t: Modellierung der Gemeinsamkeiten und Unterschie-
de von Produkten einer Produktlinie
2. Wiederverwendung von Requirements
3. Konfigurationsunterstu¨tzung: Konfiguration der Produkte auf Requirementsebene
mit anschließender (halb-)automatischer Codegenerierung.
4. Verkaufsunterstu¨tzung: Verka¨ufer haben mit den Featuremodellen eine Diskussi-
onsgrundlage fu¨r die Kommunikation mit den Kunden.
5. Unterstu¨tzung fu¨r neue Entwicklungen: Bei der Entwicklung eines neuen Produkts
vereinfacht die Feature-Modellierung die Analyse der Punkte, in denen sich das
neue Produkt von den existierenden unterscheidet.
8.3 Modellierungselemente
Metamodell Das in Abbildung 8.3 dargestellte Metamodell ist der Originalarbeit ent-
nommen.
Beschreibung der Elemente
Element Beschreibung Symbol
Feature Entha¨lt einer Menge von Rollen
<<feature>>
Role Besitzt eigene binding-time und eigenen de-
composition type
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Element Beschreibung Symbol
Compound Container additiver Features
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Alternative Container exlusiver Alternativen
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Element Beschreibung Symbol
Optional Simple Optionales Blatt des Feature-Graphen
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Doma¨nenspezifische Modellierungselemente Der von Hein et.al. vorgestellte An-
satz wurde bei Bosch im Bereich der car periphery supervision (CPS) angewandt. Es
werden jedoch keine doma¨nenspezifischen Modellierungselemente vorgestellt.
8.4 Vorgehensweise
Hein et.al. beschreiben einige Richtlinien, die bei der Featuremodellierung ihrer Mei-
nung nach beru¨cksichtigt werden sollen. Diese Richtlinien sind aus den Erfahrungen
entstanden, die die Autoren mit der Featuremodellierung bei Bosch gewonnen haben:
1. Die Textstruktur der Anforderungsspezifikation dient als Basis einer ersten Version
des Feature Modells.
2. Parameter innerhalb der Anforderungen sind ein Hinweis auf Variabilita¨t im Fea-
ture Modell und werden daher zu Features.
3. Anforderungen sind oft nach Funktionen gruppiert. Features werden im Feature
Modell nach Services gruppiert, die verschiedene Funktionen zusammenfassen.
4. Service-Gruppen im Feature Modell werden weiter untergliedert, zum Beispiel
nach Funktionalita¨t oder Verantwortung. Der jeweilige decomposition-type wird
im Modell festgehalten.
5. Es werden Zweige im Feature Modell erzeugt, welche die Variabilita¨t angrenzen-
der Doma¨nen oder von Hardware beschreiben, die das Doma¨nen-Modell beein-
flussen.
6. Variabilita¨t, die von anderen Doma¨nen kommt, wird mit Features verbunden, die
von diesen abha¨ngen. Die Untersuchung dieser interface features dient als Aus-
gangspunkt fu¨r die Suche nach fehlenden Features.
7. Falls a¨hnliche Features in verschiedenen Zweigen des Modells auftauchen (a¨hnli-
che Namen), dann werden diese zuerst modelliert.
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<<alternative>>
<<mandatory feature>>
<<optional altenative>>
<<simple>>
<<optional feature>><<optional simple>> <<optional compound>>
-bind-time
-decomp-type : String
<<role>>
<<compound>>
<<feature>>
«appears»
«requires»
«mutex»
«alternative» «alternative»
«alternative»
«alternative»
«consists of»
«consists of»
«consists of»
«consists of»
<<mutex>>
<<mutex>>
<<mutex>>
<<mutex>>
Abbildung 15. Metamodell aus [HSVM00]
8. Features, die gewo¨hnlich bei allen Varianten ausgewa¨hlt werden, sollten als com-
mon features aufgefasst und modelliert werden.
9. Falls Anforderungen oder Features einzelner Anwendungen nicht repra¨sentiert
werden, weil die Anforderungsspezifikation unvollsta¨ndig ist, dann werden sie als
separate Zweige im Feature Modell modelliert.
10. Bei der Erzeugung eines neuen Features wird eine Verbindung zu dem entspre-
chenden Parameter in den Anforderungen hergestellt.
8.5 Beispiel
Da die Verwendung der in diesem Ansatz erla¨uterten Modellierungselemente weitge-
hend unklar ist, kann ihre Verwendung nicht am bisher verwendeten Beispiel demon-
stiert werden.
8.6 Zielerfu¨llung
In diesem Abschnitt soll untersucht werden, in wie weit der Ansatz von Hein et.al. die
selbstgesteckten Ziele erfu¨llt. Wie in den Zielen gefordert, erlaubt der Ansatz von Hein
et. al. durch die Verwendung einer Graphstruktur fu¨r die Featuremodelle, dass Featu-
res nicht mehr redundant auftreten, sondern ihre vielfa¨ltigen Beziehungen zu anderen
Features u¨ber die Graphstruktur abgebildet werden ko¨nnen. Inwiefern dies jedoch die
verschiedenen Rollen, die ein Feature annehmen kann, modelliert, bleibt unklar.
Der Forderung nach UML Unterstu¨tzung kommt der Ansatz von Hein et. al. nach,
indem stereotypes verwendet werden, um die unterschiedlichen Modellierungselemen-
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te zu symbolisieren. Dabei bleibt es jedoch unklar, wie die beschriebenen Model-
lierungselemente zu verwenden sind. Insofern muss auch das Ziel, den Verkauf von
Produkten mit Hilfe der Featuremodelle zu unterstu¨tzen, als nicht erfu¨llt angesehen
werden, da die resultierenden Featuremodelle insbesondere durch die ausschließliche
Verwendung von stereotypes in den Modellierungselementen zu schlecht lesbaren Dia-
grammen fu¨hrt.
In dem Ansatz von Hein et.al. bleibt daru¨berhinaus unklar, wie die in den Zielen
geforderte Wiederverwendung von Requirements sowie die Unterstu¨tzung neuer Ent-
wicklungen erfolgen soll. Auch wird nicht erla¨utert, wie die Featuremodellierung als
Konfigurationsunterstu¨tzung fu¨r abgeleitete Produkte dienen soll. Schließlich geht der
Ansatz auch nicht na¨her auf die (halb)automatische Codegenerierung aus den Feature-
modellen ein, welche in den Zielen gefordert wurde.
8.7 Bewertung
Das von Hein et.al. vorgestellte Metamodell ist in vielen Teilen nicht nachvollziehbar.
Auch das von den Autoren angegebene Beispiel bleibt abstrakt und dient nicht der
Erkla¨rung der beschriebenen Konzepte. Des weiteren scheint die ausschließlich auf
dem Konzept der stereotypes beruhende Erweiterung der UML zur Unterstu¨tzung der
Featuremodellierung wenig geeignet, u¨bersichtliche und leicht versta¨ndliche Modelle
zu konstruieren.
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9 ESAPS - Feature Modeling
9.1 ¨Uberblick
Savolainen und Vehkoma¨ki beschreiben einen Ansatz zur Doma¨nen Analyse [S+01],
in dem mit Hilfe der Feature Modellierung die Gemeinsamkeiten und Variabilita¨ten
innerhalb der Anforderungsspezifikationen der Produkte einer Produktlinie analysiert
und repra¨sentiert werden. Die dabei geschilderte Vorgehensweise wurde laut den Auto-
ren nicht an realen Produkten angewandt sondern nur exemplarisch zur Verdeutlichung
der Konzepte durchgefu¨hrt.
9.2 Ziele der Feature-Modellierung
Laut Savolainen und Vehkoma¨ki dient der vorgestellte Ansatz zur Feature Modellie-
rung der Analyse und Repra¨sentation der Gemeinsamkeiten und Variabilita¨ten inner-
halb der Anforderungsspezifikationen der Produkte einer Produktlinie. Dabei werden
verschiedene Sichten definiert, welche durch die feature-basierte Doma¨nen Analyse
beschrieben werden sollen:
– Liste von high-level features: Eine Auflistung der Dienste und Qualita¨tsattribute,
die den Benutzern der Doma¨ne zur Verfu¨gung gestellt werden
– Gruppierung der high-level features in feature areas
– Beziehungen zwischen den feature areas (feature area graph): Es werden sowohl
strukturelle (Komposition) als auch dynamische Beziehungen (Uses) modelliert.
– Variabilita¨tssicht: Diese Sicht beschreibt die identifizierten Variabilita¨ten
– Quellen von Variabilita¨t: Diese Sicht beschreibt die Ursachen fu¨r identifizierte Va-
riabilita¨ten
– Produkt-basierte Priorisierung: Zuordnung einer Priorita¨t fu¨r jedes Feature bei je-
dem Produkt der Produktlinie
– Konfigurationseinschra¨nkungen: Beschreibung der Abha¨ngigkeiten bei der Auflo¨-
sung von Variabilita¨ten
– Konfigurationspfade: nicht na¨her erla¨utert.
Abbildung 16 stellt die Zusammenha¨nge zwischen den verschiedenen Sichten und
der Feature Modellierung in dem betrachteten Ansatz dar.
9.3 Modellierungselemente
Der Ansatz von Savolainen und Vehkoma¨ki definiert fu¨r die verschiedenen Sichten
unterschiedliche Modellierungselemente, welche im folgenden vorgestellt werden.
Liste der high level features Die high-level features werden in dem Ansatz von Sa-
volainen und Vehkoma¨ki in Tabellenform dargestellt, a¨hnlich dem folgenden Beispiel
(Auszug aus [S+01]).
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Feature
Product Family Product
Configuration
Configuration
Constraint
Configuration
View
Feature Property
Variability
Priority
Volatility
Functionality
Goal
Feature Area
Domain
Variability View
Feature Tree
List of Features
Feature Area
Graph
User
1..*
1..*
1..* 1..*
1..* 1..*
1..*
1..*
«view»
«view»
«use»
«extend»
«view»
«define»
«define»
«constraint»
«view»
«view»
«view»
«select»
0..*
1..* 1..*
Abbildung 16. Begriffsnetz aus [S+01]
ID Feature Name Description Products
A B C
F1. Calls per hour Switching capacity as determined ? ? ?
by the processing power of the computing platform
F2. Number of subscriber lines Total number of subscriber lines ? ? ?
F3. Number of concurrent calls Maximum number of concurrent calls ? ? ?
as determined by the transmission capacity
F4. Billing Functionality to collect calls data needed for billing. X X X
F5. Remote management Support for switch software and hardware - X X
management from a remote site
F6. Software upgrading Support for dynamic upgrading of the system software - - X
F7. ATM transmission Support for transmission carried by the ATM protocol X X -
Feature Areas Die feature areas werden in einer Kombination aus Tabellen und Li-
sten dargestellt. Zuna¨chst werden in einer Tabelle die feature areas kurz erla¨utert:
Feature Area Name Description
Telephone Switch The entire domain covered by this model
Switching Functionality related to call switching
Transmission Functionality related to transmitting calls between telephone
switches
Reliability Special goal that suports the reliability of the switch
Operation and Mainte-
nance
Functionality related to monitoring and maintenance of the switch
operation.
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Danach werden in einer Liste die in der jeweiligen feature area enthaltenen Featu-
res aufgefu¨hrt:
– Switching
• F1. Calls per hour
• F2. Number of subscriber lines
Beziehungen zwischen Feature Areas Um strukturelle sowie dynamische Beziehun-
gen zwischen den feature areas zu modellieren, werden in dem betrachteten Ansatz
die folgenden Modellierungselemente verwendet.
Element Beschreibung Symbol
Feature area Gruppierung zusammengeho¨riger Features
<<feature area>>
Komposition: FA x FA Beschreibt eine Teil-Ganzes Beziehung von
feature areas
Uses-Beziehung: FA x FA Beschreibt eine Benutzt-Beziehung zwischen
feature areas
<<use>>
Feature Tree Der Ansatz von Savolainen und Vehkoma¨ki sieht fu¨r den feature tree
sowohl eine textuelle Repra¨sentation als Liste als auch eine graphische Darstellung
vor. Fu¨r das bisher betrachtete Beispiel ergibt sich folgende Darstellung als Liste:
– Switching
• Call capacity
∗ F1. Calls per hour
∗ F2. Number of subscriber lines
• F12. Operator specific services
∗ Emergency calls
· High priority
∗ Call forwarding
∗ Call waiting tone
∗ Caller ID
∗ Answering machine
∗ Multiparty calls
– Transmission
• Protocol
∗ F7. ATM
∗ F8. IPv4
∗ IPv6
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• Security
• Capacity
∗ F3. Number of concurrent calls
Fu¨r die grafische Notation des feature tree werden die folgenden Modellierungs-
elemente verwendet.
Element Beschreibung Symbol
Mandatory Feature Ein Feature, dass in
jedem Produkt enthalten
sein muss
Optional Feature Ein Feature, dass in
einem Produkt enthalten
sein kann <<optional>>
Alternative Feature Ein Feature aus einer
Menge von Features, aus
der genau ein Feature aus-
gewa¨hlt werden muss
<<Alternative>>
Multiple Feature Ein Feature aus einer
Menge von Features, aus
der ein oder mehrer Fea-
tures ausgewa¨hlt werden
mu¨ssen
<<Multiple>>
Abbildung 17 zeigt fu¨r das Beispiel die entsprechende grafische Notation des fea-
ture tree.
Variation Sources Auch die variation sources werden in Tabellenform notiert, ver-
gleiche folgende Tabelle:
Variation Source Main Variations
Capacity Number of subscriber lines
Call handling capacity
Call transmitting capacity
Operator User applications such as call forwarding
multiparty calls, and answering machines
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<<feature area>>
Switch transmission
Capacity Protocol Security
Number of 
concurrent calls
<<Multiple>>
ATM
<<Multiple>>
IPv4
<<Multiple>>
IPv6
<<optional>>
Encryption
<<Alternative>>
1000-5000
<<Alternative>>
5000-50000
<<Alternative>>
50000-200000
Abbildung 17. Feature Tree
Gemeinsamkeiten und Variabilita¨ten Die Zuordnung der Gemeinsamkeiten und Va-
riabilita¨ten zu den einzelnen Produkten einer Produktlinie wird in dem betrachteten
Ansatz in Tabellenform dargestellt, wobei folgende Modellierungselemente genutzt
werden.
Element Beschreibung Symbol
Mandatory Feature Ein Feature, dass in
jedem Produkt enthalten
sein muss
m
Optional Feature Ein Feature, dass in
einem Produkt enthalten
sein kann
o
Alternative Feature Ein Feature aus einer
Menge von Features, aus
der genau ein Feature aus-
gewa¨hlt werden muss
a
Multiple Feature Ein Feautre aus einer
Menge von Features, aus
der ein oder mehrer Fea-
tures ausgewa¨hlt werden
mu¨ssen
u
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Fu¨r das bisher verwendete Beispiel aus [S+01] ergibt sich folgende Tabelle:
Transmission Product
A B C
Protocol m
F7 ATM u X X -
F8 IPv4 u - X X
IPv6 u - - X
Security m
Encryption o - X X
Capacity m
F3 Number of concurrent calls m
1000-5000 a
5000-50000 a X X
50000-200000 a X
Priorisierung Fu¨r die Prisorisierung von Features geben Savolainen und Vehkoma¨ki
folgendes Klassifizierungsschema vor:
Priorita¨tswert Klassifikation
0 Not allowed
1 Don’t care
2 Might be useful
3 Wish
4 Useful
5 Somewhat important
6 Quite important
7 Important
8 Very important
9 Mandatory
Hierbei wird wiederum eine Tabellenform genutzt, um die Priorisierung der Features
in den einzelnen Produkten darzustellen:
Feature Max number of calls Priorization (A) Priorization (B) Priorization (C)
F3 1000 - 5000 Not acceptable Mandatory Mandatory
F3 5000 - 50000 Mandatory Important Important
F3 50000 - 200000 Important Wish Wish
F3 200000 - 500000 Wish Not needed Not needed
Doma¨nenspezifische Modellierungselemente Dem Ansatz von Savolainen und Veh-
koma¨ki liegt als Beispiel eine Doma¨ne fu¨r telephone switch Systeme zugrunde. Al-
lerdings werden in dem Ansatz keine doma¨nenspezifischen Modellierungselemente
eingefu¨hrt.
9.4 Vorgehensweise
Bei der Erla¨uterung der Vorgehensweise bleiben Savolainen und Vehkoma¨ki vage:
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By performing various analyses - commonality and variability assumptions can
be automatically gathered from the requirement specifications.
Eine genauere Beschreibung der notwendigen Analyseschritte unterbleibt.
9.5 Zielerfu¨llung und Bewertung
Der Ansatz von Savolainen und Vehkoma¨ki ermo¨glicht durch die Definition der ver-
schiedenen Sichten eine umfassende Darstellung der betrachteten Doma¨ne aus ver-
schiedenen Blickwinkeln. Allerdings fehlt auch in diesem Ansatz eine systematische
Vorgehensweise zur Identifikation der Features, wodurch in dem angegebenen Bei-
spiel nicht immer erkennbar ist, wann eine Systemeigenschaft als Feature oder als At-
tribut eines Features modelliert werden soll, z.B. im Fall der unterschiedlichen Anzahl
gleichzeitiger Anrufe in Abbildung 17.
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10 Der Feature-Begriff
Um einen detaillierten Vergleich der Ansa¨tze zu ermo¨glichen, ist auch eine einga¨ngi-
gere Betrachtung des in den Ansa¨tzen verwendeten Feature-Begriffs sinnvoll. Dabei
fa¨llt auf, dass nahezu alle Ansa¨tze durch den FODA-Ansatz [K+90] gepra¨gt oder doch
zumindest stark beeinflusst wurden.
Die Definition des Begriffs Feature betreffend a¨ußert sich dies darin, dass, so-
fern eine explizite Definition des Feature-Begriffs gegeben wird, diese entweder die
Begriffs-Definition des FODA-Ansatzes direkt referenziert [LKL02][FFB02][L+00]
[HSVM00] oder sich bei einer eigenen Definition des Begriffs sehr stark auf dieje-
nige des FODA-Ansatzes stu¨tzt [G+98]. Auch wenn eine solch explizite Definition
nicht gegeben wird [S+01] und man die Bedeutung des Begriffs Feature nur implizit
ableiten kann, la¨sst sich dies beobachten.
Daher ist es nicht verwunderlich, dass der Mehrheit der Ansa¨tze ein - wenn auch
weit gefasstes - gemeinsames Versta¨ndnis des Begriffs Feature zugrunde liegt, dass ein
Feature entsprechend der FODA-Definition als eine(n)
hervorstechende(n) oder unterscheidende(n) fu¨r den Endnutzer sichtbare(n)
Aspekt, Qualita¨t oder Charakteristik einer Software oder eines Systems
bezeichnet. Diese recht allgemeine Definition wird in FODA durch eine Klassifizie-
rung von Features nach der Zugeho¨rigkeit zu
1. Einsatzumgebung
2. Fa¨higkeiten (engl. capabilities)/Dienste
3. Doma¨nentechnik
4. Implementierungstechnik
na¨her pra¨zisiert. Die Auspra¨gung des Feature-Begriffs in den einzelnen Ansa¨tzen un-
terscheidet sich insbesondere dadurch, dass entweder eine bestimmte Klasse von Fea-
tures besonders betont oder der Feature-Begriff sogar vollsta¨ndig auf eine bestimmte
Klasse von Features eingeschra¨nkt wird. Dies ist teilweise bereits beim FODA-Ansatz
selbst zu beobachten, wo in der validierenden Fallstudie nur die Dienst-Features un-
tersucht und in
1. Funktionale Features
2. Operationale Features
3. Pra¨sentations-Features
weiter unterschieden werden. Erst in einer zweiten, in deutlichem Zeitabstand nach-
gelieferten Fallstudie zum FODA-Ansatz [L+00] werden auch die u¨brigen Feature-
Klassen beru¨cksichtigt.
Wenn auch bereits im urspru¨nglichen FODA-Ansatz explizit darauf hingewiesen
wird, dass die dort getroffene Einschra¨nkung nur aus rein zeitlichen Gru¨nden statt-
fand, so hat dies die nachfolgenden Ansa¨tze in sofern entscheidend mitgepra¨gt, dass
sich eine starke Betonung der funktionalen Features bei nahezu allen anderen Ansa¨tzen
abzeichnet. Besonders stark kommt dies in [KKL+98] zum Ausdruck, wo ein Feature
aus Sicht des Endanwenders als eine unterscheidbare funktionale Abstraktion eines
Systems betrachtet wird (abweichend davon wird der Feature-Begriff im Ansatz aber
durchaus anders eingesetzt, so dass beispielsweise auch Implementierungstechniken
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beru¨cksichtigt werden). Auch in griss98 wird diese Sicht vertreten, wobei als Abgren-
zungskriterium eines Features gegenu¨ber einem Use-Case der systemu¨bergreifende
Charakter betont wird, d.h. ein Feature beschreibt eine Funktionalita¨t einer bestimmten
Doma¨ne, nicht eines einzelnen Systems.
Neben dieser sehr starken Betonung der funktionalen Features la¨ßt sich, getrieben
durch den Einsatz der Feature-Modellierung in der Produktlinienentwicklung, bei na-
hezu allen Ansa¨tzen eine starke Fokussierung auf den Unterscheidungscharakater ei-
nes Features beobachten, d.h. ein Feature wird als ein unterscheidendes Merkmal von
Produkten betrachtet. Dies ha¨ngt damit zusammen, dass die Feature-Modellierung zur
Modellierung der Variabilita¨ten in einer Produktlinie eingesetzt wird und kommt vor
allem in [HSVM00] besonders zum Ausdruck, wo die Unterscheidung zwischen einem
Feature und einer Anforderung darin gesehen wird, dass ein Feature zur Modellierung
der Variabilita¨ten und eine Anforderung zur Beschreibung der Gemeinsamkeiten der
Produkte einer Produktlinie eingesetzt wird.
Eine Sonderstellung bezu¨glich der Begriffsdefinition nimmt der von Czarnecki
[Cza98] beschriebene Ansatz ein, der die FODA-Begriffsdefinition nicht weiter ein-
schra¨nkt, sondern noch erweitert. Die von Czarnecki gelieferte Begriffsdefinition sieht
ein Feature als eine unterscheidende Eigenschaft eines Konzepts und legt den Schwer-
punkt nicht auf die Sichtbarkeit eines Features fu¨r den Endnutzer sondern allgemeiner
auf die Relevanz eines Features fu¨r eine Gruppe von Interessenten (Stakeholdern).
Diese etwas weiter gefasste Begriffsdefinition ist stark durch den ODM-Ansatz (Orga-
nizational Domain Modeling) gepra¨gt, wo die Nachverfolgbarkeit (engl. traceability)
jedes Konzepts oder Features bezu¨glich der zugeho¨rigen Interessensgruppe explizit
gefordert wird.
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11 Vergleich von Zielsetzung und verwendeten Modellierungselementen
Im folgenden Abschnitt werden die in diesem Bericht vorgestellten Ansa¨tze fu¨r die
Feature-Modellierung dahingehend untersucht, in wie weit sie in ihrem Verwendungs-
zweck und den bereitgestellten Modellierungselementen u¨bereinstimmen.
11.1 Ziele der Feature-Modellierung
Vergleicht man nun die hier beschriebenen Ansa¨tze und Konzepte der Feature-Mo-
dellierung, so lassen sich eine Reihe von Gemeinsamkeiten, aber auch Unterschiede
bezu¨glich der Motivation fu¨r die Feature-Modellierung feststellen. Die mit der Feature-
Modellierung verfolgten Ziele spiegeln sich ebenfalls in den entsprechenden Model-
lierungselementen wieder, welche speziell fu¨r die entsprechenden Ansa¨tze eingefu¨hrt
worden sind.
Alle hier vorgestellten Ansa¨tze mo¨chten Funktionalita¨ten und qualitative Charak-
teristiken eines Anwendungsbereichs abstrakter modellieren, als es auf der konkre-
ten Anforderungsebene mo¨glich wa¨re. Dazu ist das Modellierungselement Feature
gewa¨hlt worden. Alle Autoren verstehen Features als abstraktes Hilfsmittel, um ei-
ne Menge von Anforderungen zu beschreiben. Neben der Identifizierung und Analyse
der Features steht des weiteren die Modellierung struktureller Beziehungen im Vor-
dergrund. Dies bedeutet, dass die identifizierten Features hierarchisch in einer Baum-
bzw. Graphstruktur angeordnet werden. Gemeinsamer Konsens aller Ansa¨tze ist die
Motivation, Gemeinsamkeiten und Variabilita¨ten zu modellieren. Hierbei erhalten bei-
de Pha¨nomene die gleiche Priorita¨t. Gemeinsamkeiten dienen dazu, die entsprechen-
den Charakteristiken wiederzuverwenden, wa¨hrend das Wissen daru¨ber, an welchen
Stellen fu¨r eine Charakteristik unterschiedliche Varianten gewa¨hlt werden ko¨nnen,
ebenfalls von großer Bedeutung ist, um die komplexe Doma¨nen besser verstehen zu
ko¨nnen.
Große Unterschiede zeigen sich jedoch in den Zielen, die mit der Feature-Model-
lierung verfolgt werden. Die Autoren von [KKL+98], [K+90] und [LKL02] verfolgen
mit der Feature-Modellierung das Ziel, eine Doma¨nen-Beschreibung zu erhalten sowie
ein Begriffslexikon aufzubauen, welches die Kommunikation zwischen den Entwick-
lern und den beteiligten Doma¨nenexperten unterstu¨tzen soll. Die Feature-Modellie-
rung wird somit als Technik fu¨r die Doma¨nenanalyse und -dokumentation eingesetzt.
Mit einem anderen Ziel, na¨mlich der Dokumentation einer Produktlinienbeschrei-
bung, setzen die Autoren von [FFB02], [LKL02], [Cza98], [HSVM00] und [S+01]
die Feature-Modellierung ein. Die entwickelten Modelle dienen somit dazu, potentiel-
le Produktfunktionalita¨ten und -qualita¨ten zu identifizieren. Neben der Identifizierung,
werden die Modelle ebenfalls herangezogen, um Produktkonfigurationen zu ermitteln.
Fey et al [FFB02] haben ihren Feature-Ansatz soweit formalisiert, dass sogar eine
automatische Analyse der Feature-Modelle durchgefu¨hrt werden kann, um festzustel-
len, ob die abgeleiteten Produkte in sich konsistent sind. Neben der Dokumentati-
on der Doma¨ne(n), fu¨r die eine Produktlinie entwickelt werden soll, verfolgen diese
Ansa¨tze zusa¨tzlich das Ziel, das Konfigurationsmanagement auf abstrakter Ebene zu
unterstu¨tzen.
Interessant ist allerdings die Beobachtung, dass gerade die Methoden FORM und
FODA sehr stark lo¨sungsorientierte Modelle in ihren Arbeiten vorstellen. Die model-
lierten Features beschreiben somit (hauptsa¨chlich funktionale) Charakteristiken auf
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implementierungstechnischer Ebene. Es werden also fu¨r den im Feature-Baum weiter
oben modellierten Problemraum, Lo¨sungen in den Bla¨ttern des Baums mitmodelliert.
Eine Sonderstellung nimmt der Ansatz von Griss et al [G+98] ein, der die Feature-
Modellierung als unterstu¨tzende Methode zur Use Case Modellierung einsetzt und
in die RSEB-Methode eingebettet wurde. Die Feature-Modelle dienen hauptsa¨chlich
dazu, qualitative Charakteristiken einer Doma¨ne zu beschreiben, da die funktionalen
Aspekte bereits durch die Use Case Beschreibungen und Diagramme dokumentiert
sind. Die Feature-Modelle sollen ebenfalls nicht vollsta¨ndig sein, sondern allein die
funktionale und qualitative Essenz ausdru¨cken. Erga¨nzend sollen die Feature-Modelle
aber ebenfalls dazu dienen, Produktkonfigurationen aufgrund von Gemeinsamkeiten
und Variabilita¨ten abzuleiten.
11.2 Modellierungselemente
Die eingesetzten Modellierungselemente zur Visualisierung der Feature-Modelle in
Diagrammen lehnen sich sehr stark an die durch die FODA-Methode urspru¨nglich vor-
geschlagenen Elemente an. Da alle Ansa¨tze die Feature-Modellierung einsetzen, um
Gemeinsamkeiten und Variabilita¨ten auszudru¨cken, finden sich in allen Diagrammen
mandatory, optional und alternative Features wieder. Ebenso wird zwischen verschie-
denen Beziehungen differenziert, die ausdru¨cken, in welcher Beziehung ein Vater-
Feature zu einem Kind-Feature im Feature-Baum steht: Teile-Ganzes-Beziehungen,
Generalisierungs- bzw. Spezialisierungs-Beziehungen sowie Implementierungs-Bezie-
hungen sollen die entsprechenden Hierarchiebeziehungen typisieren. Neben den Be-
ziehungen sehen es ebenfalls alle Ansa¨tze vor, Abha¨ngigkeiten zwischen Features zu
definieren, die nicht zwingend im gleichen Unterbaum liegen, um somit Implizita¨ten
und wechselseitige Ausschlu¨sse zu modellieren. Abweichungen lassen sich hier nur
in der Form der Modellierung erkennen. So unterstu¨tzen die Ansa¨tze von [K+90],
[KKL+98] und [G+98] die Abha¨ngigkeiten durch Angabe von textuell beschriebenen
Regeln, wa¨hrend die anderen Methoden dafu¨r explizite Modellierungselemente (ge-
richtete Pfeile) eingefu¨hrt haben.
Ebenso stellen alle Ansa¨tze heraus, dass Elemente bzw. Techniken beno¨tigt wer-
den, die es erlauben, eine Menge von Features zu gruppieren. Die Intentionen, die
hinter der Gruppierungen liegen unterscheiden sich allerdings wieder. Wa¨hrend die
Autoren von [FFB02], [G+98] und [HSVM00] frei wa¨hlbare, logische Gruppierungen
ermo¨glichen, versuchen die Autoren von [L+00] und [LKL02] Features in sogenannte
Layers einzuordnen. Features in den jeweiligen Layern kennzeichnen somit Dienste
in den Bereichen Capability, Domain Technology, Operating Environment und Imple-
mentation Technique. Die Zuordnung von Features in diese Layer zeigen ebenfalls den
sehr lo¨sungsorientierten Modellierungsgedanken, der weiter oben beschrieben wurde.
Neben dem Strukturierungselement der Gruppierung schlagen einige Ansa¨tze vor,
unterschiedliche Sichten auf die Feature-Modelle zu nutzen, um die Komplexita¨t der
Diagramme zu reduzieren. So schlagen beispielsweise Fey et. al. [FFB02] vor, Sichten
zu verwenden, um nur die Informationen in einer Sicht darzustellen, fu¨r die man sich
momentan interessiert.
Alle hier vorgestellten Ansa¨tze sind Doma¨nen-unabha¨ngig spezifiziert, so dass kei-
ne doma¨nenspezifischen Modellierungselemente eingefu¨hrt werden. Allein die FORM-
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Methode versucht Features in die oben erwa¨hnten Layern einzuordnen, welches man
als Ansatz fu¨r eine Doma¨nenspezifizierung deuten kann.
Neben dem großen Konsens der Ansa¨tze bei den Modellierungselementen zeigen
sich hingegen Unterschiede im Detaillierungsgrad der Modellierung. So bieten die
Ansa¨tze von [FFB02], [G+98] und [S+01] die Mo¨glichkeit, Features zu attributieren.
Dies spiegelt sich ebenfalls in den dafu¨r beno¨tigten Modellierungselementen wider:
Spezielle Beziehungen und Abha¨ngigkeiten werden beno¨tigt, um auszudru¨cken, dass
die Auswahl bzw. die Parametrisierung eines Features eine bestimmte Wertbelegung
eines Attributs eines anderen Features impliziert.
FODA und FeatuRSEB unterscheiden zudem den Auflo¨sungszeitpunkt der Varia-
tionspunkte, um auszudru¨cken, ob der Variationspunkt bei der Produktinstanziierung
oder erst zur Laufzeit aufgelo¨st wird. Dieser Mechanismus erlaubt eine sehr viel detail-
liertere Modellierung von Variabilita¨t und unterstu¨tzt den Entwickler bei der Produkt-
konfiguration und der ¨Uberpru¨fung von Abha¨ngigkeiten zwischen variablen Features.
11.3 Fazit
Insgesamt la¨sst sich festhalten, dass zwei große Ziele mit der Feature-Modellierung
verfolgt werden. Zum einen dient sie als Methode fu¨r die Doma¨nenanalyse und zum
zweiten zur Modellierung von Produktlinien mit gleichzeitiger Unterstu¨tzung fu¨r die
Produktkonfigurationen.
Alle Ansa¨tze basieren in den Modellierungselementen im wesentlichen auf de-
nen, die im urspru¨nglichen FODA-Ansatz zur Modellierung von Gemeinsamkeiten
und Variabilita¨ten vorgeschlagenen wurden. Abweichungen finden sich vor allem in
der Einfu¨hrung von speziellen Abha¨ngigkeitsbeziehung und Feature-Attributen. Die-
se werden insbesondere fu¨r die automatische Konsistenzpru¨fung der Modelle fu¨r die
Produktkonfigurationen beno¨tigt.
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12 Bewertung
Die betrachteten Ansa¨tze zur Featuremodellierung erwiesen sich in unseren Augen
als geeignet, um die Gemeinsamkeiten und Variabilita¨ten einer Doma¨ne zu modellie-
ren. Jedoch fehlt den Ansa¨tzen eine Methodik zur zielgerichteten Modellierung. So
mangelt es den Ansa¨tzen beispielsweise an einer systematischen Vorgehensweise zur
Identifizierung von Features. Auch bleibt die gegenseitige Abgrenzung von Features
unklar.
Des weiteren wurde bei der Betrachtung der verschiedenen Ansa¨tze die Notwen-
digkeit erkannt, mit Hilfe von unterschiedlichen Sichten auf ein Featuremodell die
Handhabbarkeit und Skalierung zu gewa¨hrleisten. Als weiterer Abstraktionsmechanis-
mus mu¨ssen Modelle hierarchisch organisiert und strukturiert werden ko¨nnen, damit
eine bessere Skalierung der Modellierungstechnik erreicht wird.
Weiterhin wurde in den einzelnen Ansa¨tzen zur Featuremodellierung oft der Ein-
druck erweckt, die Featuremodelle dienten als alleinige Grundlage fu¨r die nachgela-
gerten Modellierungsschritte. Die Featuremodelle ko¨nnen jedoch nur eine Erga¨nzung
eines umfassenderen Requirementsmodells sein, welches durch weitere Modelle und
Beschreibungen, wie beispielsweise Anforderungsspezifikationen und Dokumentation
der Features erga¨nzt werden muss. So beschreibt das Featuremodell nur eine statische
Sicht auf die Problemdoma¨ne. Fu¨r die nachgelagerten Modellierungsschritte mu¨ssen
jedoch auch Variabilita¨ten im dynamischen Verhalten modelliert werden ko¨nnen.
Schließlich blieb bei allen Ansa¨tzen eine Mo¨glichkeit, produktspezifische Erweite-
rungspunkte zu modellieren, unberu¨cksichtigt. Um eine durchga¨ngige Modellierungs-
technik zu ermo¨glichen, ist die Beru¨cksichtigung dieser produktspezifischen Variati-
onspunkte in unseren Augen nicht vernachla¨ssigbar.
Zusammenfassend kann die Feature-Modellierung als ada¨quate Technik angese-
hen werden, um die Modellierung der Variabilita¨ten und Gemeinsamkeiten einer Pro-
duktlinie zu unterstu¨tzen. Dabei muss sie jedoch von weiteren Ta¨tigkeiten und Mo-
dellierungstechniken des Requirements Engineering erga¨nzt werden, damit das Ge-
samtresultat dieses Modellierungsprozesses als Ausgangsbasis fu¨r die nachgelagerten
Entwicklungsphasen dienen kann.
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