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1 Johdanto 
 
Tämä opinnäytetyö toteutettiin toimeksiantona Digia Oyj:lle, joka on Suomalainen ohjelmisto- 
ja palveluyritys. Digian liiketoimintana on tuottaa palveluita, toiminnan ohjaamista ja tiedon 
hyödyntämistä alan johtaville toimijoille. Digia työllistää Suomessa lähes 1 000 henkilöä ja lii-
kevaihto on lähes 100 miljoonaa euroa (Digian vuosikertomus 2013).  
 
Toimeksianto toteutettiin Digia Enterprisen tuotekehitykselle. Enterprise on toiminnanohjaus-
järjestelmä, joka soveltuu parhaiten tukkukauppaan ja valmistavaan teollisuuteen. Enterprisestä 
löytyy myös omat versionsa elintarviketeollisuudelle ja leipomoille. 
 
Digia Enterprise käyttää Progress OpenEdge tietokantaa, joka koostuu useasta sadasta tieto-
kantataulusta. Tietokantataulujen väliset yhteydet on rakennettu, mutta näitä yhteyksiä ei ollut 
mihinkään mallinnettu. Tämän takia aiemmin dataa tulostaessa piti ohjelmallisesti kertoa kaikki 
taulut, joiden data haluttiin tulostaa. 
 
Jotta tietokannasta voidaan tulostaa dataa yhden taulun ja siihen liittyvien taulujen kentistä, tuli 
yhteydet mallintaa tietokantaan ja ohjelmoida tulostusohjelma, jolla yhteystauluja käydään läpi. 
Yhteyksien mallinnusta varten suunniteltiin oma ohjelmansa, joka suorittaa yhteyksien mallin-
tamisen olemassa olevien indeksikenttien avulla. Tätä ohjelmaa ei kuitenkaan toteutettu koko-
naisuudessaan vaan sen tulevaa toteutusta varten tehtiin selvitystyötä. 
 
Opinnäytetyö hyödyttää Enterprisen kehityksen parissa työskenteleviä henkilöitä, jotka halua-
vat tulostaa isompaa datamassaa kerralla. Tätä datamassaa voidaan esimerkiksi siirtää ympäris-
töstä toiseen. Varsinkin asiakasprojektilta kehittäjän versioon testausta varten tietokantoja siir-
rettäessä tästä työstä on suuri hyöty. 
 
Tämä opinnäytetyö jättää hyvät mahdollisuudet jatkokehittämiselle ja joitakin ideoita on keret-
ty jo miettimään. Esimerkiksi tämän toiminnollisuuden pohjalta voidaan kehittää XML-
tulostus ja tätä XML-tulostetta voitaisiin hyödyntää vaikka Microsoft Vision kanssa niin, että 
Visio piirtäisi tietokannasta tietokantakaavion. Toinen mahdollinen jatkokehityshanke olisi 
tietokannan replikoinnin jälleen kehittäminen niin, että voitaisiin replikoida asiakkaan kanta 
kehityskantaan käyttäen tietokantaulujen yhteyksiä. Nykyisin kun replikointi pitää hoitaa käsin, 
kenttä kerrallaan. 
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Tämän opinnäytetyön ensimmäisessä kappaleessa kerrotaan relaatiotietokannoista ja siihen 
liittyvistä ominaisuuksista. Seuraavassa kappaleessa kerrotaan ohjelmointikielestä, Progress 
OpenEdge ABL, jolla toiminnanohjausjärjestelmä ja opinnäytetyönä tehdyt ohjelmat on kirjoi-
tettu. Tämän jälkeen kerrotaan Enterprisen tietokannasta ja miten se on toteutettu. Lopuksi 
käsitellään kehitystyö ja työn tulokset, sekä pohdinnat.  
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2 Relaatiotietokanta 
 
Tietokannan tarkoitus on säilöä ohjelmassa tai järjestelmässä käytettyä tietoa. Tämä tieto voi 
olla esimerkiksi asiakastiedot, tuotteet, myyntitilaukset ja kaikki muu yrityksen liiketoiminnan 
pyörittämiseen tarvittava tieto. Tietokannan sisältämä tieto tulee olla käytettävissä, eli tietoa 
voidaan viedä tietokantaan ja sitä voidaan myös sieltä lukea. Järjestelmä on aina yhteydessä 
käytössä olevaan tietokantaan, josta se osaa tulostaa näkyviin halutut tiedot tietokannasta.  
(Oracle) 
 
2.1 Tietokanta 
Tietokanta koostuu tietokantatauluista, joihin voidaan tallentaa tietoa.  Se mitä tietoa tietokan-
taan tallennetaan, riippuu tietokannan käyttötarpeesta. Esimerkkinä käytetään myynti- ja tilaus-
tietokantaa, johon on tallennettu myös asiakasrekisteri.  
Tietokanta on yhteydessä järjestelmään tai ohjelmaan, joka tietokantaa hyödyntää. Järjestelmä 
tai ohjelma johon tietokanta on kytketty, voi muuttaa tietokannan sisältöä lisäämällä tai pois-
tamalla tietueita, muuttamalla tallennettua tietoa tai näyttää halutut tiedot käyttäjälle. 
 
 
Kuva 1. Tietokanta sisältää tietokantatauluja ja on yhteydessä ohjelmaan tai järjestelmään, joka 
sitä hyödyntää. 
 
2.2 Kentät 
Tietokantataulu koostuu kentistä (kuva 2), joihin tallennetaan tietueen tiedot. Jokaiselle tieto-
kantataululle määritellään oma yksilöivä kenttä, johon tallennetaan tietueen yksilöivä tieto. 
Tämä voi olla esimerkiksi asiakasnumero, joka on jokaisella asiakkaalla eri. Loput asiakkaaseen 
liittyvät tiedot tallennetaan omiin kenttiinsä asiakastaulussa. (Cengage) 
Yhteen kenttään tulee tallentaa yhden muotoista tietoa, esimerkiksi postinumero ja postitoimi-
paikka tulee tallentaa omiin kenttiinsä, etunimi ja sukunimi ovat omat kenttänsä jne. Tästä 
käytetään termiä kentän atomisuus (Jyväskylän yliopiston IT-tiedekunta). 
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Kentälle määritellään aina nimi ja tietotyyppi. Tietotyyppi voi olla esimerkiksi merkki, nume-
raalinen, päivämäärä tai looginen. Käytettävissä olevat tietotyypit ja niiden nimitykset vaihtele-
vat käytettävästä tietokannan hallintajärjestelmästä riippuen (OKOL). 
 
2.3 Tietokantataulut 
Tietokantataulut koostuvat kentistä ja tietueista.  
Tieto tallennetaan tietueisiin, jotka koostuvat kentistä ja sisältää kaiken tiedon yhdestä tietystä 
henkilöstä, yrityksestä tms. Esimerkin myyntitilaustauluun voidaan tallentaa yksi tietue yhdestä 
myyntitilauksesta. Seuraava myyntitilaus tallennetaan seuraavaan tyhjään tietueeseen. 
 
 
Kuva 2. Esimerkki myyntitilaustaulusta. 
 
Tietueisiin tallennetut tiedot voidaan kuvata taulukko 1:n mukaisesti. Tällöin näemme selvästi, 
mihin kenttään on tallennettu mitäkin tietoa. 
 
Taulukko 1. Jokainen rivi on oma tietueensa myyntitilaus -taulussa. 
Myyntitilaus -taulu 
TilausNumero AsiakasNumero Asiakkaan_katuos Asiakkaan_postinro Käsittelijä Toimitusehto 
1001 1 Tie 3 00100 AnMi FCA 
1002 2 Katu 2 00200 AnMi DAP 
1003 1 Tie 3 00100 AnMi EXW 
1004 3 Kuja 10 32010 KeKo FCA 
1005 4 Väylä 253 01300 SiHo DAP 
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2.4 Avaimet 
Relaatiotietokannassa jokaiselle taululle tulee määritellä pääavain (primary key, pk). Pääavain 
yksilöi kyseisen taulun sisältämät tietueet. Jokaisella asiakkaalla on oma asiakasnumeronsa, joka 
ei koskaan ole kahdella asiakkaalla sama. Tällöin asiakastaulusta voidaan etsiä asiakasnumerolla 
varmasti oikea tietue. Tätä yksilöllistä arvoa kutsutaan uniikiksi. Jokaisen tietueen pääavaimella 
tulee olla arvo, eli se ei saa olla tyhjä (null).  Tätä kutsutaan pääavaimen eheydeksi (Jyväskylän 
yliopiston IT-tiedekunta.) 
 
2.5 Tietokantatauluyhteydet 
Tietokantataulujen kentistä voidaan viitata jonkin toisen taulun pääavaimeen. Tällöin pää-
avaimeen viittaavan toisen taulun kenttää kutsutaan viiteavaimeksi (foreign key, fk). Näiden 
kenttien arvon tulee siis olla sama. Esimerkissä myyntitilaustaulun asiakasnumero-kenttään on 
viitattu asiakastaulusta asiakasnumero-kentällä. Tällöin tämä kenttä on viiteavain. Näin teke-
mällä ei tarvitse tallentaa myyntitilaustauluun kaikkia asiakastietoja, vaan ne voidaan hakea 
asiakastaulusta. Tämä taas estää saman datan esiintymisen monessa myyntitilaustaulussa, koska 
yhdellä asiakkaalla voi olla useampi myyntitilaus. Tämä on esimerkissä kuvattu yhteydessä 
merkeillä 1 ja *. Ilman omaa asiakastaulua, kirjoitettaisiin saman asiakkaan samat tiedot siis 
useaan myyntitilaustauluun. 
 
 
Kuva 3. Taulujen välinen yhteys on nyt mallinnettu viiteavaimella. 
 
2.6 Tietokannan normalisointi 
Normalisointi on tietokannan tietojen järjestämisen prosessi. Siihen sisältyy taulukoiden luo-
mista ja suhteiden järjestämistä taulukoiden välille noudattamalla sääntöjä, jotka on suunniteltu 
sekä suojaamaan tietoja että tekemään tietokannasta entistä joustavamman poistamalla redun-
danssin ja epäyhtenäiset riippuvuussuhteet (Microsoft 2016).  
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Toistuvat tiedot, redundantit, kuluttavat turhaan levytilaa ja lisäksi näistä aiheutuu tietokannan 
ylläpidollisia ongelmia. Esimerkissä annetussa myyntitilaus -taulussa on asiakkaan tiedot viety 
omaan tauluunsa. Näin asiakkaan muuttuneita tietoja ei tarvitse jokaisesta myyntitilaus -
taulusta muuttaa, vaan ne muutetaan asiakkaan tauluun ja näkyvät muuttuneina kaikissa niissä 
taulun tietueissa, joissa on viittaukset tämän asiakkaan taulun tietueeseen.  
 
Tietokannan normalisoinnissa on sääntöjä, joista puhutaan normaalimuotoina. Näitä normaa-
limuotoja on viisi ja ne on kerrottu kuvassa 4. 
 
 
Kuva 4. Tietokannan viisi normaalimuotoa (Virkki 2012). 
 
Kuvassa mainitun, neljännen normaalimuodon, moniarvoinen riippuvuus tarkoittaa kun tau-
lussa yksi tai useampi kenttä viittaa yhteen tai useampaan muuhun kenttään samassa taulussa 
(SQL Destination 2013).   
 
Mikäli tietokanta ei ole ensimmäisessä normaalimuodossa, saattaa se aiheuttaa epätäydellisen 
tiedostorakenteen (Microsoft 2016).  
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2.6.1 Normalisoinnin esimerkki 
 
Taulukko 2. Esimerkki normalisoimattomasta myyntitilaus-taulusta. 
Myyntitilaus 
Asiakasnumero Nimi Osoite Puhnro Myyntitilaus 1 Myyntitilaus 2 
123 Mikko 
Esimerkki 
Katu 3, 
00010 Hel-
sinki 
0404040404 112 113 
142 Nelli Esi-
merkki 
Kuja 2 B 1, 
01300 
Vantaa 
0983955874 114 115 
 
Kuten esimerkistä huomataan, on asiakastiedot määritetty suoraan myyntitilaus -tauluun. Täl-
löin joudutaan myyntitilaus -tauluun luomaan sarakkeita niin monta, että kaikkien asiakkaiden 
myyntitilausten määrä riittäisi. Tämän arvaaminen on käytännössä mahdotonta. Tässä tapauk-
sessa myyntitilaus on toistuva tieto. Lisäksi osoitteeseen on tallennettu useampaa tietoa; osoite, 
postinumero ja postitoimipaikka. 
 
Taulukko 3. Esimerkki tietokantataulusta ensimmäisessä normaalimuodossa. 
Myyntitilaus 
Asiakasnume-
ro 
Nimi Osoi-
te 
Postinume-
ro 
Postitoimi-
paikka 
Puhnro Myyntiti-
laus 
123 Mikko 
Esi-
merkki 
Katu 
3 
00010 Helsinki 040404040
4 
112 
123 Mikko 
Esi-
merkki 
Katu 
3 
00010 Helsinki 040404040
4 
113 
142 Nelli 
Esi-
merkki 
Kuja 
2 B 1 
01300 Vantaa 098395587
4 
114 
142 Nelli 
Esi-
merkki 
Kuja 
2 B 1 
01300 Vantaa 098395587
4 
115 
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Nyt tauluun on luotu jokaiselle myyntitilaukselle oma rivinsä ja se on ensimmäisessä normaa-
limuodossa, mutta voimme todeta, että se sisältää redundantteja tietoja. Asiakkaan tiedot tois-
tuvat monella rivillä. 
 
Taulukko 4. Esimerkki asiakastaulun toisesta normaalimuodosta. 
Asiakas 
Asiakasnumero Nimi Osoite Postinumero Postitoimipaikka Puhnro 
123 Mikko Esi-
merkki 
Katu 3 00010 Helsinki 0404040404 
142 Nelli Esi-
merkki 
Kuja 2 B 
1 
01300 Vantaa 0983955874 
 
Taulukko 5. Esimerkki myyntitilaustaulun toisesta normaalimuodosta. 
Myyntitilaus 
Tilausnumero Asiakasnumero 
112 123 
113 123 
114 142 
115 142 
 
Nyt taulu on jaettu kahteen tauluun, asiakas ja myyntitilaus, jotta redundanttia tietoa ei olisi. 
Myyntitilaus-tauluun on tuotu vierasavaimena asiakasnumero, joten tiedot haetaan aina asia-
kas-taulusta. Samalla taulut tulivat kolmanteen normaalimuotoon, koska kaikki taulujen kentät 
liittyvät taulun avaimeen. Jos myyntitilauksella olisi esimerkiksi kaikki tuotetiedot, tulisi niistä 
vielä tehdä oma itsenäinen taulu. Tämä voitaisiin toteuttaa niin, että myyntitilaukselta tehtäisiin 
yhteydet tilausrivi-tauluun, josta taas viitattaisiin tuote-tauluun.  
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3 OpenEdge ABL 
 
OpenEdge ABL (Advanced Business Language), aiemmin Progress 4gl, on Progress Software 
Corporation:in kehittämä neljännen sukupolven ohjelmointikieli yritysten sovellusten tai oh-
jelmistojen kehittämiseen. Ohjelmointikielen syntaksi on hyvin samankaltaista englannin kielen 
kanssa ja se sisältääkin hyvin vähän erikoismerkkien käyttöä. 
 
ABL on proseduurillinen ohjelmointikieli. Tällä tarkoitetaan sitä, että ohjelmoija voi kirjoittaa 
lausekkeita, jotka voidaan tallentaa omiin yksilöityihin proseduureihin. Yleensä nämä lausek-
keet on suoritettu tai prosessoitu siinä järjestyksessä, kun ne on proseduureihin kirjoitettu 
(Sadd 2006).  
 
ABL:ssä proseduuri muodostuu lohkoista. Proseduuri itsessään on päälohko itselleen ja kieli 
tukee monia tapoja määrittää muita lohkoja päälohkon sisälle. Hyvä esimerkki sisäkkäisistä 
lohkoista (nested block) on FOR EACH lauseke ja siihen liittyvä END lauseke. Tällä käydään 
läpi kaikki tietueet tietokannasta ja suoritetaan kaikki koodi, jota lausekkeiden väliin on kirjoi-
tettu (Sadd 2006). Tästä kerrotaan lisää myöhemmin tässä työssä. 
 
3.1 Kevyempi ohjelmointiratkaisu 
Campbellin (2004) mukaan OpenEdge ABL on ohjelmointiratkaisuna kevyempi kuin muut 
tunnetut kielet. Se vaatii vähemmän tuntemusta alustasta, sekä vähemmän vaivaa ohjelmointi-
ratkaisuissa. 
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Kuva 5. ABL:n vaativuus muihin ohjelmointikieliin verrattuna (Campbell 2004). 
  
Kuvasta 5 voimme päätellä, että jokainen ohjelmointikielen sukupolvi: 
- Tuottaa edellistä sukupolvea suuremman kapasiteetin monimutkaisten sovellusten hal-
lintaan 
- Vaatii vähemmän vaivaa ohjelmoijalta  
- Vaatii vähemmän tietämystä ja hallinnointia alustasta, jolla sovellus ohjelmoidaan ja 
ajetaan. 
 
ABL tukee monimutkaisia sovelluksia tarjoamalla sovellusorientoituja ratkaisuja ohjelmointi-
kielessä (Campbell 2004). Alkeellisen aritmetiikan ja loogisten toimenpiteiden lisäksi ABL 
mahdollistaa sovellusorientoituneet toimenpiteet muun muassa tiedon lukemiseen ja kirjoitta-
miseen, tietokannassa navigoimiseen, etsimiseen, lajitteluun, kellonajan ja päivämäärän muun-
tamiseen, sekä käyttäjäympäristön hallintaan. Jotta näiden hallinta olisi mahdollisimman help-
poa ja luotettavaa, tarjoaa ABL ajonaikaisen managerin (runtime manager).  
 
Vaikkakin neljännen sukupolven ohjelmointikieli tuo mukanaan paljon hyötyä ja helpotusta, 
tuo se myös mukanaan paljon rajoitteita, joihin ohjelmoija ei törmää alemman sukupolven 
ohjelmointikielissä. Kuten Voelker (2010) artikkelissaan mainitsee, on kolmannen sukupolven 
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kielissä etuna modulaarisuus ja laajennettavuus. Laajennettavuuden ansiosta esimerkiksi apu-
rungot (framework) ovat yleistyneet ohjelmoijien keskuudessa. 
 
3.1.1 Vähemmän vaivaa ohjelmointiratkaisuissa 
Kuten aiemmin mainittiin, ABL vaatii vähemmän vaivaa ohjelmointiratkaisuissa, tarjoamalla 
perusjoukon toimintoja, joilla voidaan tehdä paljon työtä. Kieli kuitenkin tarjoaa mahdollisuu-
den näiden perusjoukon toimintojen hallintaan. Tämä mahdollistaa ohjelmoijalle toimintojou-
kon käyttämisen yhä laajempaan ja monipuolisempaan käyttöön, koska jokainen ratkaisu voi-
daan räätälöidä kulloisenkin tarpeen mukaan.  
 
Yhden sovellusikkunan tukemiseen voidaan käyttää perusjoukon toimintoja ja tämä eroaa kun 
verrataan esimerkiksi kieliin C tai COBOL, joissa tarvitaan monia erilaisia input/output–
tapahtumia, sekä prosessoinnin tarkastelua operaation eri kohdissa. ABL:n yhdellä perusjou-
kon toiminnolla voidaan hallita yhtä tai useampaa sovellusikkunaa, riippuen ohjelman vaati-
muksista (Campbell 2004). 
 
Esimerkiksi yksi yksinkertaisimmista ja helpoimmista, mutta samalla tehokkaimmista työkaluis-
ta ABL:llä on FOR-lauseke (statement). Tämä lauseke tarjoaa iteroivan tietueiden lukemisen ja 
niin vahvan näytön hallinnan (display management), että sillä voidaan luoda oma itsenäinen 
sovelluksensa. Kuvassa 6 on kuvattu klassinen esimerkki FOR-lausekkeesta sovelluksena.  
 
 
Kuva 6. FOR-lauseke. 
 
Tätä lauseketta yksinkertaisempaa ei juurikaan voi tehdä. Sadd (2006) sanoo, että sen selittämi-
seen mitä kaikkea tuo lauseke tekee, menisi tunteja. Hän on kuitenkin summannut lausekkeen 
seuraavasti: 
- ”Customer” on taulun nimi Sports2000 harjoitustietokannassa. FOR EACH lauseke 
aloittaa koodilohkon, joka avaa kyselyn annettuun tietokantatauluun ja palauttaa jokai-
sen tietueen tietokantataulusta iteroivasti yksi kerrallaan.  
- Jokainen tietue Customer-taulusta näytetään tulostusnäytöllä. Koodi hakee muotoilun 
ja otsikkotiedot tietokannan mallin (schema) määrityksistä ja käyttää näitä tietoja näyt-
tääkseen kaikki kentät tietokantataulusta. DISPLAY komento siis tarkoittaa, että se tu-
lostaa tulostusnäytölle kaikki kentät annetusta taulusta. 
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- Kun jokainen kenttä on tulostettu, siirrytään seuraavalle riville tulostamaan seuraavaa 
Customer –tietuetta. 
- Koko koodilohko FOR EACH lausekkeesta END komentoon käy iteroiden komen-
not näiden väliltä. Näin ollen koodi tulostaa DISPLAY-komennolla yhden tietueen 
Customer-taulusta, niin kauan kun tietueita on tulostamatta. 
- Kun näyttö on tulostanut tulostusnäytön alalaitaan asti tietoa, koodi pysähtyy auto-
maattisesti ja tarjoaa viestin, jossa pyydetään painamaan välilyöntipainiketta näppäimis-
töltä, jotta voidaan siirtyä seuraavalle sivulle. 
- Välilyöntipainikkeen painettua koodi tyhjentää tulostusnäytön ja aloittaa tulostamaan 
seuraavan datasetin.  
- Kun ABL Virtual Machine (AVM) havaitsee tietueiden loppumisen, se lopettaa koodin 
suorittamisen ja tulostaa tulostusnäytön alalaitaan tekstin ”Procedure complete. Press 
space bar to continue.”. 
- Jos toimenpiteen haluaa keskeyttää ennen tietueiden loppumista, voidaan ESC-
painikkeella lauseke päättää. 
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Kuva 7. Kerätyn datan näyttäminen. Kuvan data on tulostettu Enterprise tietokannasta ja se 
on sensuroitu mustilla palkeilla. 
 
Managerin toiminta tuodessa tietueiden sisältö näkyville kuvataan kuvassa 7. Näitä sivuja tuo-
daan näyttöön niin monta, kun tietuissa on dataa. Kuten kuvasta voimme havaita, on näyttöön 
tuotu ensimmäinen sivu ja alalaitaan syötetty teksti ”Press space bar to continue”. Painamalla 
välilyöntiä tulee seuraava sivu näkyviin, ja näitä sivuja näytetään kunnes kaikki tietueitten data 
on tulostettu. Tällöin viimeinen välilyönnin painallus sulkee tulosteikkunan. 
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3.1.2  Vähemmän tietämystä alustasta 
ABL:n ajonaikainen ympäristö poistaa kehittäjän tarpeet huomioida monia alustan hallinnoin-
tiin liittyvistä huolista. Sovelluskehittäjän ei tarvitse juurikaan opetella alustan tai kehitysympä-
ristön, jolle sovellus tai ohjelma on tehty, kääntäjistä (compiler), linkkaajista (linker) tai debug-
gereista (debugger). 
 
3.2 ABL:n hyödyt 
ABL on etevä seitsemällä osa-aluella, jotka kaikki tuetaan tässä ohjelmointikielessä (Campbell. 
2004). 
 
 
Kuva 8. ABL:n vahvuudet Campbellin mukaan. 
 
Monia kuvan 8 ominaisuuksia tuetaan myös muilla ohjelmointikielillä ja myös ABL:stä löytyy 
omat heikkoutensa. Omat kokemukset ovat osoittaneet, että OpenEdge ABL ohjelmiston 
asennukset menevät välillä kuin itsestään sekaisin. Tämän johtaa uudelleenasennukseen, joka 
vie aina aikaa puolesta tunnista ylöspäin. Vastaavia ongelmia en ole esimerkiksi Javalla koh-
dannut. 
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4 Digia Enterprise 
 
Digia Enterprise käyttää kahta Progress OpenEdge –tietokantaa, POWDB ja PGDB. PGDB 
on ohjaustietokanta (control database), joka sisältää ohjelmamääritykset, valikot, käyttäjät, lu-
vat, kielikäännökset, automaatioketjut, periytyvyydet jne. Tämän tietokannan koko on noin 80 
taulua. POWDB taas on operatiivinen tietokanta, sisältäen mm myyntitilaukset, nimikkeet ja 
asiakkaat. POWDB on kooltaan suuri tietokanta, sisältäen noin 800 tietokantataulua. Kum-
paankaan tietokantaan ei ole taulujen välisiä yhteyksiä mallinnettu. Tauluilla on kyllä keskenään 
viittaavia tietoja, esimerkiksi myyntitilauksella on tilausnumero, joka on myös myyntitilausrivil-
lä. Tämä tieto on ohjelmoijan pääteltävä itse, koska mallinnettuja yhteyksiä ei ole. Joskus taulu-
jen väliset suhteet ovat haastavia tai jopa mahdottomia kehittäjän pääteltäviksi.  
 
Enterprisen tietokanta ei myöskään ole normalisoitu. Tietokannasta löytyy esimerkiksi tauluja, 
joissa pääavaimen arvoksi on tallennettu pilkkueroteltuja listoja. Yksi tällaisista tauluista on 
SysLink. Tämä rikkoo normalisoinnin ensimmäistä normaalimuotoa, kuten kappaleessa 2.6 
kerrottiin. Näitä tauluja on koko kannassa vain muutama ja muut taulut ovatkin pääsääntöisesti 
vähintään kolmannessa normaalimuodossa.  
Koska tietokanta ei ole kokonaisuudessaan edes ensimmäisessä normaalimuodossa, tulee tämä 
ongelma tiedostaa jatkokehittäessä mallinnusohjelmaa. Jos esimerkiksi SysLink-taulu viitataan 
toiseen tauluun ohjelmassa, aiheuttaa se koko pilkkuerotellun listan päätymisen viiteavaimeksi. 
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5 Kehitystyö 
 
Tässä kappaleessa kerron kehitystyöstä vastaten kysymyksiin mitä tehtiin, miten ja miksi. Ker-
ron myös mitä työkaluja ja viitekehyksiä työn edistämiseen käytettiin. Kehitystyö toteutettiin 
Digia Enterprisen tuotekehityksen työnä, jolle työtunnit kirjattiin.  
 
5.1 Tarve 
Tietokannoissa ei ollut mallinnettu tietokannan rakenteen relaatioita kuten normaaleissa re-
laatiotietokannoissa. Kannoissa on myös viittauksia tauluista toisiin, jotka eivät ole kannan 
rakenteesta pääteltävissä, tai joissa päättely on monimutkaista.  
Digian Enterprise kehittäjillä ei ollut keinoa, jolla tietoa voitaisiin tulostaa tietokannasta suu-
rempia kokonaisuuksia kerrallaan. Ei ollut myöskään selvää keinoa, jolla kannan rakenteita 
voisi tarkastella.  
Mallinnettuja tietokantataulujen välisiä yhteyksiä halutaan hyödyntää myös tulevissa tuotekehi-
tyksen projekteissa.  
 
5.2 Projektinhallinta ja työkalut 
Tämä kappale kertoo projektissa käytetyistä työkaluista. 
 
5.2.1 JIRA 
Työtä hallittiin Atlassian tuoteperheen JIRA-projektinhallintatyökalulla. Työstä oli kirjattu 
omat JIRA-työt, joissa oli työstä tarpeet ja kuvaukset. JIRAsta käytettiin myös hyödyksi van-
hempia JIRA-töitä, joilla etsin tähän työhön liittyviä töitä, joilta voisi löytyä kulloinkin vallitse-
vaan ongelmaani ratkaisu.  
 
5.2.2 Tortoise SVN 
Versionhallintana käytettiin yrityksessä käytettyä versionhallintaa, Tortoise SVN:ää. Kun sain 
jonkin ohjelmakokonaisuuden toimivana valmiiksi, vietiin se versionhallintaan. Tällä estettiin 
tiedostojen katoavuus, sekä tuotiin kullekin tiedostolle versiot, joihin voitaisiin tarpeen vaaties-
sa palata.  
 
5.2.3 Progress 11.5 
Ohjelmointikielenä toimi ABL (ent progress 4gl), jonka versio oli Progress 11.5. Progress 11.5 
tuo mukanaan Developer Studion, joka perustuu Eclipse-ohjelmaan. Developer studiota käy-
tettiin ohjelmointityökaluna.  
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Käyttäjänäkymä on rakennettu Progress 11.5 mukana tulleella AppBuilder-ohjelmalla. Tällä 
ohjelmalla voidaan rakentaa käyttäjänäkymä helposti lisäämällä painikkeet, kentät, valikot yms. 
haluttuihin paikkoihin. AppBuilder voidaan käynnistää suoraan Developer Studiosta. 
 
Kuva 9. AppBuilder näkymä. Oikealla työkaluvalikko, josta voidaan valita lisättävät kentät 
yms. 
 
5.3 Toteutusdokumentti 
 
Kuva 10. Toteutusdokumentti. Sivu 1. 
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Kuva 11. Toteutusdokumentti. Sivu 2. 
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Kuva 12. Toteutusdokumentti. Sivu 3. 
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Kuva 13. Toteutusdokumentti. Sivu 4. 
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Kuva 14. Toteutusdokumentti. Sivu 5. 
 
 
Kuva 15. Toteutusdokumentti. Sivu 6. 
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Kuva 16. Toteutusdokumentti. Sivu 7. 
 
 
Kuva 17. Toteutusdokumentti. Sivu 8. 
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5.4 Koodit 
Tässä kappaleessa tarkastellaan tärkeimpiä osia ohjelmakoodeista. 
 
AppBuilder-ohjelmalla on rakennettu käyttäjänäkymä (para.w) tulostusohjelmalle. Ohjelmaan 
on tehty pientä koodausta virheidenhallintaan tulostusohjelman käynnistysproseduuriin: 
 
 
Kuva 18. Proseduuri PrintReport, jolla käynnistetään tulostusohjelma. 
 
Tärkeimmät, tulostuslogiikan sisältävät koodit ovat dumpsche.p-ohjelmassa. Käydään ohjelma 
kohta kohdalta: 
 
Kuva 19. Väliaikaistaulujen  (Temp-table) määrittely. 
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Kuva 20. Muuttujien määrittely, sekä yleisten ohjelmien include-kutsut. 
 
 
Kuva 21. Tarkastetaan, onko käyttäjä antanut tietueelle yhden arvon vai tulostetaan kaikki. 
Tämän perusteella luodaan kysely (xStatement). Lopuksi luodaan väliaikaistaulut ja ajetaan 
kysely. 
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Kuva 22. RunQuery-proseduuri, jossa luodaan kysely väliaikaistauluista ja tiedot tulostetaan 
DISPLAY-komennolla. 
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Kuva 23. Proseduurit CreateDumped ja CreateTable. 
 
CreateTable-proseduuria käytetään luomaan välikaikaistaulut, joista RunQuery-proseduurissa 
tiedot tulostetaan. CreateDumped-proseduuri on jatkokehitystä varten tehty taulu, jota voi-
daan käyttää niin sanotun dumppitaulun luontiin. 
 
Muuttujat, jotka otetaan talteen para.w:ltä ja joita halutaan käyttää dumpsche.p-ohjelmassa, on 
tallennettu repopara.i-includeen.  
 
Kuva 24. Repopapra.i-include. 
 
Tähän includeen on siis tallennettu käyttäjänäkymässä olevat kentät. 
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6 Tulokset ja pohdinnat 
 
Tässä kappaleessa kerrotaan työn tulokset ja pohdintoja työn sujuvuudesta ja onnistumisesta. 
Tuloksissa kerrotaan myös työn testaamisesta. 
 
6.1 Tulokset 
Tietokantarelaatioille löytyi hyvä ratkaisu, miten ne mallinnetaan tietokantaan ja kuinka niitä 
voidaan hyödyntää. Myös jatkokehitykselle syntyi hyvin paljon ideoita ja monet näistä ovat 
hyvinkin toteuttamiskelpoisia. Ihan täysin valmis ratkaisu ei kuitenkaan ole, vaan tietokantatau-
lu-ohjelmaa tulee vielä kehittää niin, että sinne saadaan tallennettua tiedot myös niistä tietokan-
tatauluista, joita ei ole normalisoitu ja sisältävät siis pääavaimena pilkkuerotullun listan. 
 
Tulostusohjelma onnistui hyvin ja sillä onnistuu datan tulostus niin näytölle, tiedostoon kuin 
exceliin. Tätäkin voidaan vielä kehittää jatkossa niin, että saadaan tulostettua pelkän pääavai-
men arvon sijaan koko taulun tiedot. Tulostusta on myös mietitty rekursiiviseksi, jotta samaa 
dataa ei toistuisi moneen kertaan. 
 
Ihan kaikkia virhetilanteita ei tässä työssä otettu huomioon, koska ohjelma tulee pelkästään 
kehittäjien käyttöön, eikä sitä asiakkaiden ympäristöön edes viedä. Selkeimmistä virhetilanteista 
kuitenkin annetaan käyttäjälle selkeä viesti.  
 
6.1.1 Testaaminen 
Työlle toteutettiin kevennetty testaaminen, jossa todetaan se toimivaksi.  
Järjestelmään parametroitiin testidataksi Item-taululle yhteystauluja seitsemän kappaletta. Kun 
tulostusohjelmalle annettiin tulostusparametreiksi ”Screen”, ”Item” ja joko ”P100” tai ”*”, 
tulosti ohjelma näkyville oikean määrän dataa. 
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Kuva 25. Tulostus testidatalla. 
 
Ohjelma tulostaa oikein neljä saraketta (tietueid, pääavain, yhteystaulu ja arvo), joihin tieto 
tulostetaan. Ohjelma käy iteroiden kaikkien yhteystaulujen annettuun pääavaimeen viittaavan 
tiedon läpi ja tulostaa sen näkyviin. 
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Kuva 26. Tiedostoon tulostettu, yhden tietueen tulostus. 
 
Tiedostoon tulostaessa tekee ohjelma samannäköisen taulukon kuin näytöllekin. Kuvan 26 
tulostuksessa annettiin pääavaimen arvoksi P100, jolloin ohjelma kävi vain Item-taulusta läpi 
vain tietueen, jonka pääavaimen arvo on P100 ja tulosti siihen liittyvien taulujen pääavaimen 
arvon. 
 
 
Kuva 27. Virhetilanne tulostaessa. 
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Kun yritettiin tulostaa taulusta, jota ei ollut määritelty tietokantataulu-ohjelmaan, antoi järjes-
telmä selkeän virheen. Pääavaimen arvoon tätä tarkistusta ei ole, joten käyttäjän tulee olla var-
ma, että syöttää arvon kenttään oikein. Tässä tapauksessa ohjelma yrittää tulostaa väärällä ar-
volla ja se ei löydä mitään tulostettavaa. Lopputuloksena on tiedosto, jossa on vain otsikkorivi. 
 
Lopputulemana testauksesta voidaan todeta, että ohjelma toimi oikein ja antaessa väärää tietoa 
ohjelmalle, tuli järjestelmästä virheilmoitus tai dataa ei tulostunut.  
 
6.2 Pohdinnat 
Tämä opinnäytetyö oli itselleni opettava ja haastava. Työ vei minut aika kauas omasta muka-
vuusalueesta, joka yleensä on käyttäjärajapinnassa.  
Aluksi olin suunnitellut hyvinkin tiukan aikataulun, jonka kuvittelin olevan mahdollinen toteut-
taa. Tässä aikataulussa ei ollut edes huomioitu 3 viikon mittaista isyysvapaata, jolloin työtä ei 
edistetty. Ensimmäinen aikataulu kaatui ja lopullinen työn deadline selvisi vasta aika lopussa 
työtä, vain muutama viikko ennen palautusta. Työ olisi siis voitu määritellä tarkemmin ja aika-
tauluun olisi pitänyt kiinnittää enemmän huomiota.  
Enterprise ja OpenEdge ABL ovat minulle tuttuja, mutta tiedon ja lähteiden löytyminen (var-
sinkin ABL:stä) osoittautui haastavaksi.  
 
Työhön sain tarvittaessa hyvin tukea Enteprisen tuotekehityksestä ja omasta tiimistä. Haluan-
kin kiittää kaikkia tämän työn edistämiseen osallistuneita henkilöitä! 
 
Lopputulokseen olen jokseenkin tyytyväinen, vaikka odotankin jatkokehitykseltä enemmän. 
Dynaamisesti tietokantataulujen yhteyksien mallintaminen osoittautui tämän työn aikana todel-
la haastavaksi ja se jäikin suunnitteluasteelle tässä työssä. Koko datan tulostus yhteystauluista 
taas on erittäin helppo lisätä tämän työn pohjalta.   
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