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としており，制約概念と制約階層 [1] に基づいて対象のモデル化がおこなえる．Hy dLa
の処理系である Hyroseは，HydLaで記述された入力プログラムを解釈し，そのモデルの
挙動をシミュレーション実行し，検証をおこなう．














第 2 章では， HydLa 言語の概要についての解説をおこなう．第 3 章では，HydLa
の処理系である Hyrose の実行アルゴリズムについて，解説をおこなう．第 4 章では，













































号の Alwaysを表しており，制約の先頭についた場合，その制約が時刻 t(≥ 0)に関して常





表したものである．このモデルにおいて，y は質点の高さを表している．また，y’ は y
の時間に関する微分，つまり y方向に関する速さを表している．1行目の INITは tell制
約であり，[]はついていないので，時刻 t = 0に関してのみ成り立つ．この記述はつま
り，ボールの高さ yとその落下速度 y’の初期値を定めていることになる．2行目の FALL
も tell制約であるが，[]がついているので，時刻 tに関して常に成り立つ．なお，y’’と
は，y方向の速さを時間に関して微分したものであるので，y方向の加速度を表している
2.2 HydLa言語 5¶ ³
INIT <=> y=10 /\ y’=0.
FALL <=> [](y’’ = -10).
BOUNCE <=> [](y = 0 => y’ = -(4/5) * y’-).
INIT, FALL << BOUNCE.µ ´
図 2.1 HydLaプログラムの例：bouncing particle
ことになる．この記述はつまり，質点は常にある加速度（重力加速度G．この例ではその
値を 10としている）のもと，落下するということを表している．3行目の BOUNCEは制約
中に=>が含まれるので ask制約であり，また，これも []がついているので，時刻 tに関
して常に成り立つ．ここでは，=>の左辺で指定された条件 y- = 0を満たす場合のみ右辺
の式 y’ = -(4/5) * y’-が成り立つことを指定している．この記述はつまり，質点の高





























INIT <=> 9<=y /\ y<=11 /\ y’=0.
FALL <=> [](y’’ = -10).
BOUNCE <=> [](y = 0 => y’ = -(4/5) * y’-).
INIT, FALL << BOUNCE.µ ´






















































Require: HydLaプログラム HP, シミュレーション終了時刻MaxT
Ensure: HydLaプログラムの解軌道
1: MS :=TopologicalSort(SolveCH(HP))
2: T := 0
3: S := true
4: while T <S MaxT do
5: for M ∈ MS do
6: (SS,MStmp) :=PP(S,M,MS,T)




11: if |SS| = 1 then
12: S :=GetElement(SS)




17: break // 全ての制約モジュール集合が矛盾
18: PPEnd:
19: for M ∈ MS do
20: (SS, Ttmp,MStmp) :=IP(S,M,MS,T,MaxT)
21: while |SS| > 1 do
22: S :=GetElement(SS)
23: (SS, Ttmp,MStmp) :=IP(S,M,MS,T,MaxT)
24: end while
25: if |SS| = 1 then
26: S :=GetElement(SS)
27: MS := MStmp




32: break // 全ての制約モジュール集合が矛盾
33: IPEnd:
34: end while










ズである Point Phase（PP）と，連続変化を計算するフェーズである Interval Phase（IP）
の 2 つのフェーズに基づいておこなわれる．シミュレーションは時刻 T=0 の PP から























1: if T > 0 then
2: M :=EliminateNotAlways(M)
3: end if

























Ensure: 制約ストアの集合 SS，成立しない条件付き制約の集合 A−，成立する条件付き
制約の集合 A+，新しい解候補モジュール集合のリストMS
1: A− := ∅
2: A+ := ∅
3: repeat
4: S := CollectTell(M,S)
5: if ¬CheckConsistency(S) then
6: return (∅, ∅, ∅,MS)
7: end if
8: A− := A− ∪ CollectAsk(M)
9: Expanded := false
10: for (g ⇒ c) ∈ A− do
11: (Strue, Sfalse) := ((S ∧ g), (S ∧ ¬g))
12: if CheckConsistency(Strue) ∧ CheckConsistency(Sfalse) then
13: return ({Strue, Sfalse}, A−, A+,MS)
14: end if
15: if CheckConsistency(Strue) then
16: M := DeleteGuard(M, (g ⇒ c))
17: if CheckAlways(c) then
18: MS := {DeleteGuard(Mi, (g ⇒ c))|Mi ∈ MS}
19: end if
20: A− := A− \ {g ⇒ c}
21: A+ := A+ ∪ {g ⇒ c}









Ensure: 制約ストアの集合 SS，IP終了時刻 EndT，新しい解候補モジュール集合のリ
ストMS
1: M := EliminateNotAlways(M)
2: Mall := MaxModule(MS)
3: (SS,A−, A+,MS) := CalculateClosure(S,M,MS,CheckConsistencyIP)
4: if |SS| 6= 1 then
5: return (SS,MaxT,MS)
6: end if
7: St := SolveDifferentialEquation(GetElement(SS))
8: textitTS := CalculateNextPPTime(
{(St ∧ g)|(g ⇒ c) ∈ A−}
∪ {(St ∧ ¬g)|(g ⇒ c) ∈ A+}
∪ {(St ∧ M−)|M− ∈ (Mall \ M)}
∪ {(St ∧ ¬M+)|M+ ∈ M},
GetParameterCons(St),MaxT − T)
9: (MinT, Sp) := GetElement(TS)
10: St := (Sp ∧ St)
11: S := SubstituteMinTime(St,MinT)
12: return ({S},MinT + T,MS)
図 3.4 IPのアルゴリズム
3.3.3 IPの処理



















































CheckConsistency では，制約ストア S に関して，その無矛盾性を評価する．










1: St := SolveDifferentialEquation(S)








Require: 離散変化条件のリスト TL，記号定数についての制約 C，シミュレーション終
了時刻 MaxT
Ensure: 時刻と条件の組のリスト TCL
1: f :=Map((fun tr →FindMinTime(tr,C)), TL)
2: return FoldR(CompareMinTimeList, f, {{MaxT,C}})
図 4.3 CalculateNextPPTimeのアルゴリズム
4.3.1 FindMinTime
FindMinTimeでは，ある 1つの離散変化条件 Trigger に関して，それが離散変化の要
因となる場合の時刻を求める．FindMinTimeのアルゴリズムを図 4.4に示す．
Require: 離散変化条件 Trigger，記号定数についての制約 Constraint，
Ensure: 時刻と条件の組のリスト












1: return FoldR((fun l r → Map(fun e → CompareMinTime(l, e), L2) ∪
r), L1, {})
図 4.5 CompareMinTimeListのアルゴリズム
Require: 時刻と条件の組 TC1, 時刻と条件の組 TC2
Ensure: 時刻と条件の組のリスト
1: c := (TC1.cond ∧ TC2.cond)
2: c1 := (c ∧ (TC1.time < TC2.time))
3: c2 := (c ∧ ¬c1)



































































• 三角関数 — [−1, 1]とする




1: newTmpSqrtValInt := val
2: repeat
3: tmpSqrtValInt := newTmpSqrtValInt
4: newTmpSqrtValInt := 12 × (tmpSqrtValInt +
val
tmpSqrtValInt )
5: until tmpSqrtValInt − newTmpSqrtValInt < 1
10intPrec
6: sqrtLb := 2 × newTmpSqrtValInt − tmpSqrtValInt
7: sqrtUb := newTmpSqrtValInt






































記号定数を含む式 PExpr と，値 val との大小判定をおこなうことを考える．ただしこ
こで，PExpr 中に含まれている記号定数の条件は PCond で表されているとする．この処
理 CompareParamValのアルゴリズムを図 5.2に示す．
5.2 記号定数を含む数式の大小判定法 24
Require: 記号定数を含む式 PExpr，大小判定の対象値 val，記号定数についての制約
PCond，
Ensure: (対象値よりも小さくなるための条件，対象値よりも大きくなるための条件)
1: LessCond := (PExpr < val) ∧ PCond
2: if LessCond = PCond then
3: return (LessCond, ∅)
4: end if

























































































INIT <=> y=10 /\ y’=0.
FALL <=> [](y’’ = -10).
BOUNCE <=> [](y- = 0 => y’ = -(4/5) * y’-).
INIT, FALL << BOUNCE.µ ´
前述の通り，変数 yは質点の高さ，y’は y方向に関する速さを表している．このモデル
において，質点は初期位置（高さ）10から重力加速度 10（下向き）によって自然落下を
始める．よって，時刻 tの変化に対するこの質点の高さの式は y(t) = −5 ∗ t2 + 10とな








2 と MaxTime との比較が正しくおこなわれているかどうか











7.2 bouncing particle interval
2つめの例題は，2.2.6節において示した，初期値に幅を持った質点が自由落下し，地面
でバウンドするモデルである．
このモデルにおいては，質点は初期位置（高さ）y が 9以上 11以下となっている．そ
のため，Hyrose により y のパラメタ定数である py が追加され，パラメタ定数に関する
制約 9 ≤ py ≤ 11 が新たに追加される．この時，時刻 t の変化に対するこの質点の高さ
の式は y(t) = −5 ∗ t2 + py となり，パラメタ定数を含んだ形となる．このとき，地面





9 ≤ py ≤ 11 の条件のもとで，
√
py
5 < MaxTime が成り立つかどうかを調べる必要があ
る．パラメタ定数を含んだ離散変化時刻が求まった場合の処理が正しくおこなわれている




















































図 7.1 bouncing particleのMCSによる実行結果














































図 7.2 bouncing particleの RCSによる実行結果
7.3 braking 32




このモデルにおいては，車は位置 x の初期値 0 と x 方向の速さ x′ の初期値 1 を持
ち，最初は加速度 1 で加速していく．しかし，x が 3 に到達すると車はブレーキをかけ
（BRAKE制約の部分），車は減速していく．このモデルに関して，今回はシミュレーショ
ン終了時刻を maxTime = 4として実行結果の比較をおこなった．
まず，MCSを選択した場合の実行結果を図 7.7 に示す．
続いて，RCSを選択した場合の実行結果を図 7.8に示す．

















































py : [9, 11]
#time ended















































py : [9, 11]
#time ended
図 7.5 bouncing particle intervalの RCSによる実行結果
7.4 その他の例題 35¶ ³
INIT <=> x=0 & x’=1 .
EQ <=> [](x’’ = 1 ).
BRAKE <=> [](x- >= 3 => x’’= -x-).
INIT ,(EQ << BRAKE).µ ´
図 7.6 ブレーキをかける車のモデル braking
過程において，ArcTan，つまり逆正接関数が出現することに起因する．5.1.3節で示した











その他の HydLa プログラムの例題に関しても，RCS によりシミュレーション実行
をおこない，その挙動を確認した．その結果，先述の bouncing particle および bounc-




ができなかった．その例として，表中の dansa や box1 といった例題では，シミュレー
ション打ち切り時刻が小さければ問題ないが，打ち切り時刻を大きくすると正しいシミュ
レーションがおこなわれなくなるという問題が起きた．具体的には，計算の途中で突如

































































モデル名 モデルの説明 MCSでの実行 RCSでの実行
impulse function パルス関数 ○ ○
impulse by impluse パルスをキャッチして上がるパルス ○ ○
step function ステップ関数 ○ ○
sawtooth wave ノコギリ波 ○ ○
square wave 方形波 ○ ○
triangle wave 三角波 ○ ○
hypocycloid 内サイクロイドの軌跡 ○ ○
whirlpool 渦巻きの軌跡 ○ ○
dansa 段差をバウンドする質点 ○ △
circle 円の中をバウンドする質点 ○ ○
ellipse 楕円の中をバウンドする質点 ○ ○
box1 箱がある空間を跳ね返る質点 ○ △
bouncing particle rp up 初期値に幅を持つ質点の投げ上げ ○ ○
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• REDUCEVariable.h : 17行
• REDUCEVCS.h : 99行
• REDUCEVCS.cpp : 390行
• REDUCEVCSInterval.h : 111行
• REDUCEVCSInterval.cpp : 569行
• REDUCEVCSPoint.h : 93行
• REDUCEVCSPoint.cpp : 368行
• REDUCEVCSType.h : 21行
• SExpConverter.h : 99行
• SExpConverter.cpp : 257行
• vcs reduce source.h : 9行
• vcs reduce source.cpp : 2755行
で合計 5500行程度のプログラムを記述した．
