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Tämän opinnäytetyön tarkoituksena oli toteuttaa mobiilisovellus toimeksiantajalle, Vil-
kas Group Oy:lle. Vilkas on vuonna 1995 perustettu kotimainen verkkokaupankäynnin 
palveluntarjoaja. Mobiilisovellus rakennettiin käyttäen Ionic 2-ohjelmistokehystä. 
Opinnäytetyön tavoitteena oli helpottaa ja nopeuttaa toimeksiantajan asiakkaita verkko-
kaupan tärkeiden toimien suorittamisessa, kuten tilausten seuraamisessa ja hallinnoin-
nissa.  
 
Opinnäytetyön tuloksena saatiin aikaan hybridimobiilisovellus, joka jakautuu neljään 
(4) pääominaisuuteen: myyntitietojen seuraamiseen, asiakkaiden hakuun, tilausten seu-
rantaan ja hallinnointiin sekä tuotetietojen haku ja varastosaldon päivitykseen. Mobiili-
sovelluksen eri käyttäjille voidaan antaa eri käyttöoikeudet, jolloin esimerkiksi yrityk-
sen varastomies ei näe myyntitietoja tai tuotteiden vastaanottaja ei voi hallinnoida tila-
uksia. Näitä käyttöoikeuksia voidaan hallita verkkokaupan taustahallinnassa, ja tietyt 
käyttäjäasetukset saadaan asennettua mobiililaitteelle QR-koodilla. 
 
Mobiilisovelluksen tärkeimmät ominaisuudet saatiin toteutettua. Sovellus on tämän ra-
portin kirjoittamisen aikaan testausvaiheessa, ja sitä tullaan kehittämään edelleen. So-
velluksen kyky hakea tietoja HTTP-pyyntöjen pohjalta vaatii kehittämistä; nopeutta 
tarvitaan lisää. Myös mahdollisuus käyttää sovellusta osittain ilman internetyhteyttä 
olisi hyvä, tavoiteltava ominaisuus, sillä varastoissa ei välttämättä ole aina verkkoa, 
joten sovelluksen tärkeintä ominaisuutta ei välttämättä voida käyttää. Sovellukseen tul-
laan myös toteuttamaan ominaisuus, jonka avulla pakettikortit ja muut dokumentit voi-
daan tulostaa langattomasti. 
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The purpose of this study was to create a hybrid mobile application for an e-commerce 
service provider. The application was created with the Ionic 2 framework. The aim was 
to help the company’s clients by improving the usability and speed of the primary func-
tions of their webshops, such as monitoring and managing the orders. 
 
As a result of this thesis, a working hybrid mobile application was created. The applica-
tion has four (4) main features. With the application, the user can monitor the sales sta-
tistics, search customers, search the products of the shop and update the stock value, and 
monitor and manage orders. Different users of the application can have different roles – 
for example not everyone can monitor the sales or manage the orders. The user settings 
can be managed in the back office of the shop. The settings can be brought to mobile 
device by scanning the QR-code. 
 
The main features of the application were implemented. At the time this report was 
written, the application was in beta-phase and it will be developed further. One of the 
main improvements to be implemented is to make HTTP requests faster and more effi-
cient. Furthermore, the possibility to use the application off-line would be desirable. 
This is because web connection is not always available in the company’s storages, 
which makes it impossible to use the main features of the application. A possibility to 
print packing slips and other documents will be implemented as well. 
Key words: ionic 2, angular 2, hybrid mobile application 
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ERITYISSANASTO 
 
Angular 2 AngularJS:n uudempi versio. 
AngularJS Avoimen lähdekoodin ohjelmistokehys yksisivuisten web-
sovellusten rakentamiseen. 
Cordova (Entinen PhoneGap) Ohjelmistokehys, jolla paketoidaan 
kirjoitettu web-sovellus natiiviksi mobiilisovellukseksi. 
HTTP Hypertext Transfer Protocol, protokolla, jota selaimet ja 
WWW-palvelimet käyttävät tiedonsiirtoon. 
HTTP GET HTTP-pyyntömetodi, jota käytetään resurssin hakua varten. 
HTTP PATCH  HTTP-pyyntömetodi, joka suorittaa lähteen osittaisen muu-
toksen. 
Ionic Ohjelmistokehys, jolla voidaan rakentaa hybridejä mobiili-
sovelluksia. 
QR-koodi Quick Response-koodi. Kaksiulotteinen kuvakoodi, joka 
sisältää informaatiota sekä vaaka- että pystysuunnassa. 
REST Representational State Transfer, HTTP-protokollaan perus-
tuva arkkitehtuurimalli ohjelmointirajapintojen toteuttami-
seen. 
TypeScript JavaScriptin kehittyneempi versio, joka tuo JavaScriptiin 
muuttujien tietotyyppien määrittelyn. 
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1 JOHDANTO 
 
 
Tämän opinnäytetyön tavoitteena on helpottaa ja nopeuttaa verkkokaupan erilaisten 
päivittäisten toimien suorittamista. Opinnäytetyön tarkoitus on rakentaa mobiilisovellus 
verkkokauppiaiden käyttöön, jolla he voivat hallinnoida ja seurata saapuneita tilauksia 
ilman ylimääräisiä papereita ja edes takaisin liikkumista tietokoneen ja varaston välillä. 
Sovelluksesta on tarkoitus tehdä hybridimobiilisovellus, jota voidaan käyttää niin And-
roid- kuin iOS-laitteilla. Sovellus toteutetaan käyttäen Ionic 2-ohjelmistokehystä. 
 
Verkkokaupan hallinnassa on paljon asioita, joita pitää toistaa päivästä päivään: Esi-
merkiksi tulleiden tilausten hallinnointia, tuotteiden keräilyä ja pakkaamista, uusien 
tuotteiden vastaanottoa sekä varaston ylläpitoa. Tämän opinnäytetyön toimeksiantajan 
asiakkaat ovat tottuneet tekemään tämän kaiken tietokoneella verkkokaupan taustahal-
linnasta käsin. Kun uusi tilaus on tullut, kauppiaan täytyy tulostaa, tai muulla tavalla 
kirjata ylös keräiltävät tuotteet, ennen kuin menee keräilemään ne varastosta. Kun uusia 
tuotteita saapuu varastoon, joutuu kauppias taas menemään tietokoneelle vastaanoton 
jälkeen ja kirjaamaan saapuneet tuotteet taustahallinnassa. Nämä kaksi ovat esimerkkejä 
toimista, joiden suorittamiseen on myös vaihtoehtoisia keinoja. 
 
Opinnäytetyön teoriaosuudessa esitellään erilaiset tavat tehdä mobiilisovelluksia. Osuu-
dessa käydään läpi myös Ionic 2-ohjelmistokehyksen toimintaa, sen tärkeimmät ominai-
suudet, sekä siihen liittyvää muuta tekniikkaa. 
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2 TAUSTA 
 
 
2.1 Toimeksiantaja 
 
Opinnäytetyön toimeksiantajana toimii Vilkas Group Oy, lyhyesti Vilkas. Vilkas on 
vuonna 1995 perustettu kotimainen verkkokaupankäynnin palveluntarjoaja. Vilkas tar-
joaa verkkokaupparatkaisuja enimmäkseen pienille ja keskikokoisille, mutta myös 
isommille yrityksille, Suomessa, Ruotsissa ja nykyään myös Norjassa. Vilkkaan verk-
kokaupan ydin perustuu kansainvälisesti menestyksekkääseen ePages-
verkkokauppaohjelmistoon. 
 
 
2.2 Nykyinen sovellus 
 
Vilkas tarjoaa asiakkailleen mobiilisovellusta, Vilkas Trackeria. Sen avulla asiakas voi 
seurata ja hallinnoida verkkokauppansa tärkeitä toimintoja älypuhelimen tai tabletin 
avulla. Tilausten keräily ja pakkaus voidaan tehdä ilman ylimääräisiä papereita, pelkän 
mobiililaitteen avulla. Vilkas Trackerin avulla voidaan myös päivittää varastosaldoja ja 
seurata myynnin kehitystä. 
 
Vilkas Tracker on natiivi Android –sovellus, joten se on yhteensopiva vain Android-
laitteille. Toimeksiantajan toiveena oli saada päivitetty versio Vilkas Trackerista, joka 
toimisi myös iOS-laitteilla. 
 
 
2.3 Mobiilisovellukset 
 
Mobiilisovelluksia voidaan ohjelmoida eri menetelmiä käyttäen. Yleisesti sovellukset 
jaetaan kolmeen eri ryhmään: natiivisovellukset, web-sovellukset ja hybridisovellukset. 
Kuvassa 1 esitetään, miten eri menetelmillä tehdyt sovellukset eroavat toisistaan niin 
arkkitehtuuriltaan kuin myös ominaisuuksiltaan. Natiivisovelluksessa ja hybridisovel-
luksessa kirjoitettu koodi on laitteen sisällä. Web-sovelluksessa kirjoitettu koodi on taas 
verkkopalvelimella. Tämän takia web-sovellusta ei tarvitse asentaa fyysisesti laitteelle. 
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KUVA 1. Mobiilisovellusten arkkitehtuurien eroavaisuudet (Wilken, 2015) 
 
 
2.3.1 Natiivisovellus 
 
Natiivi mobiilisovellus on jokaiselle eri laitealustalle erikseen ohjelmoitava sovellus. 
Tällä hetkellä suosituimmat laitealustat ovat Googlen Android, Applen iOS ja Microsof-
tin Windows Phone. Eri laitealustoille ohjelmoidut sovellukset eivät ole toistensa kanssa 
yhteensopivia ja niiden ohjelmointiin käytetään eri ohjelmointikieliä. Android-
ohjelmoinnissa käytetään Javaa, iOS-ohjelmoinnissa Objective-C:tä tai Swift:iä ja Win-
dows Phone-ohjelmoinnissa C#:a. 
 
Natiivin mobiilisovelluksen suurin hyöty on sen suorituskyky. Lisäksi natiivi mobiiliso-
vellus mahdollistaa laitteen kaikkien ominaisuuksien hyödyntämisen sekä laitealustalle 
ominaisen käyttöliittymän. Natiivin mobiilisovelluksen heikkous on sen yhteensopimat-
tomuus eri alustojen kesken. Koska jokaiselle alustalle täytyy rakentaa oma sovelluk-
sensa, voi sovelluksen kehitys tulla kalliiksi. 
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2.3.2 Web-sovellus 
 
Mobiilialustojen internetselaimet ovat kehittyneet valtavasti viime vuosina. Tämä mah-
dollistaa web-sovellusten kehittämisen mobiilialustoille optimoiduiksi. Mobiililaitteille 
tehdyt web-sovellukset ovatkin verkkosivuja, jotka ovat suunniteltu toimimaan pienellä 
ruudulla. Tämä mahdollistaa web-sovellusten toimimisen kaikilla laitteilla, joissa vain 
on internet-selain. Koska web-sovellukset sijaitsevat ja pyörivät verkkopalvelimilla, ei 
niitä tarvitse asentaa laitteelle. Tämän takia myös sovellusten päivittäminen ja ylläpitä-
minen on helppoa. (Wilken, 2015) 
 
Web-sovelluksen rakentamiseen käytetään samoja tekniikoita, joilla verkkosivuja ja -
palveluita on aina rakennettu. Web-sovellusten rakentamiseen tarkoitetut työkalut ovat 
kuitenkin kehittyneet viime vuosien aikana paljon. Tämä vaatii myös kehittäjiltä enem-
män osaamista, jotta saataisiin korkealaatuinen sovellus aikaiseksi. Web-sovellukset 
eivät pysty hyödyntämään laitteen kaikkia ominaisuuksia, mutta esimerkiksi paikannus-
ta voidaan käyttää JavaScript-rajapintojen avulla. Web-sovellusten suurin heikkous on 
kuitenkin niiden huono suorituskyky. (W3, 2014) 
  
 
2.3.3 Hybridisovellus 
 
Hybridit mobiilisovellukset ovat natiivien mobiilisovellusten ja web-sovellusten yhdis-
telmiä. Hybridisovellus ohjelmoidaan yleensä käyttäen perinteisiä web-tekniikoita 
(HTML5, CSS3, JavaScript), jonka jälkeen se käännetään natiiviksi käyttäen esimerkik-
si Apachen avoimen lähdekoodin työkalua Cordovaa. Kappaleessa 3.2 esitellään Cor-
dovaa ja selitetään sen toimintaperiaatteet. 
 
Hybridisovellusten vahvuutena on niiden rakentamisen helppous ja nopeus. Koodia ei 
tarvitsee kirjoittaa kuin kerran, jonka jälkeen paketointiohjelma kääntää sen eri alustoil-
le toimivaksi. Myös useimpia laitteen ominaisuuksia voidaan hyödyntää, kuten satelliit-
tipaikannusta, kameraa ja kiihtyvyysantureita. Hybridisovellus näyttää ja tuntuu natiivil-
ta ja sen voi ladata sovelluskaupasta. Hybridisovelluksen suorituskyky on kuitenkin 
natiiviin mobiilisovellukseen verrattuna huono. (Wilken, 2015) 
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3 IONICISSA KÄYTETYT TEKNIIKAT  
 
 
3.1 AngularJS ja Angular 2 
 
AngularJS ja Angular 2 ovat avoimen lähdekoodin JavaScript-pohjaisia ohjelmistoke-
hyksiä, joita ylläpitää Google. AngularJS julkistettiin vuonna 2009. AngularJS kehitet-
tiin helpottamaan monimutkaisten, yksisivuisten web-sovellusten rakentamista. Sen yksi 
tärkeimmistä ominaisuuksista on laajentaa HTML-elementtien syntaksia ja antaa niille 
erilaisia ominaisuuksia. Vuonna 2014 esitelty Angular 2 yksinkertaistaa kehyksen ark-
kitehtuuria ja helpottaa web-sovellusten rakentamista entisestään. Angular 2 on kirjoi-
tettu käyttäen TypeScriptiä, joka on JavaScriptin kehittyneempi versio. TypeScript tuo 
JavaScriptiin muuttujien tietotyyppien määrittelyn. 
 
 
3.2 Cordova 
 
Apache Cordova on avoimen lähdekoodin ohjelmistokehys, joka mahdollistaa laiteriip-
pumattomien mobiilisovelluksien rakentamisen perinteisillä web-ohjelmointityökaluilla 
(HTML5, JavaScript, CSS3). Kuvassa 2 on esitetty Cordovan toimintaperiaate yksin-
kertaisesti. Cordova luo WebView-komponentin, joka sisältää kirjoitetun koodin. Web-
View:n kautta sovelluksella on myös mahdollisuus käyttää laitteen natiiveja ominai-
suuksia, kuten kameraa. (Camden, 2015) 
 
KUVA 2. Cordovan toimintaperiaate 
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Cordovassa on paljon sisäänrakennettuja ominaisuuksia, ja sitä voi myös laajentaa eri-
laisilla liitännäisillä. Liitännäisillä voidaan ohjata laitteen natiiveja ominaisuuksia käyt-
tämällä JavaScriptiä. Valmiita liitännäisiä voi ladata ja asentaa käyttämällä tietokoneen 
komentoriviä. 
 
 
3.3 Ionic Framework 
 
Ionic Framework on julkaistu vuonna 2013, ja se on yksi käytetyimmistä ohjelmistoke-
hyksistä, joilla voidaan rakentaa hybridimobiilisovelluksia. Se on rakennettu Cordovan 
ja Angularin muodostaman ekosysteemin päälle, missä Angular toimii web-sovelluksen 
tekemisessä ja Cordova rakentaa ja pakkaa web-sovelluksen natiiviksi sovellukseksi. 
Ionicilla rakennetaan sovelluksen käyttöliittymä, joka antaa sovellukselle sen natiivi-
maisen käytettävyyden. Ionicissa on myös lukuisia työkaluja ja ominaisuuksia, jotka 
auttavat sovelluksen kehittämisessä. Kuvassa 3 on kuvattu miten Cordova, Angular ja 
Ionic toimivat yhdessä, ensin sovelluksen käynnistyessä, sitten käyttäjän käyttäessä so-
velluksessa kameraa. 
 
 
KUVA 3. Cordovan, Angularin ja Ionicin toiminta yhdessä 
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Kun käyttäjä avaa Ionic-sovelluksen, laite lataa ensin Cordovan, joka luo uuden Web-
View-komponentin. WebView lataa index.html-tiedoston, jonka jälkeen Angular esila-
taa ja määrittelee näkymän, johon Ionic-komponentit piirretään. Kun käyttäjä haluaa 
käyttää laitteen kameraa sovelluksessa, hän painaa painiketta, joka avaa kameran. So-
vellus kutsuu Angularin ohjainta (controller), joka kutsuu Cordovaa JavaScript-
rajapinnan läpi. Cordova kommunikoi laitteen kanssa ja pyytää lupaa käyttää kameraso-
vellusta. Laite avaa kameran, jonka jälkeen käyttäjä voi ottaa valokuvan. Valokuvan 
ottamisen jälkeen laite sulkee kamerasovelluksen ja palauttaa kuvan Cordovalle. Cor-
dova välittää kuvan Angularin ohjaimelle ja lopulta kuva näytetään Ionic-komponentin 
sisällä. 
 
 
3.4 Ionic 2 
 
Ionicin ensimmäinen versio rakennettiin Angularin ensimmäisen version päälle. Ionic 2 
taas rakennettiin Angular 2:n päälle. Kuten Angular 2:n, myös Ionic 2:n pääasiallinen 
ohjelmointikieli on TypeScript. Selkeyden vuoksi tästä eteenpäin tässä raportissa Ionic 
2 on kirjoitettu Ioniciksi ilman versionumeroa. 
 
Ionicilla tehty sovellus voidaan jaotella eri sivuihin, joiden välillä navigoidaan. Kuvasta 
4 nähdään, että jokainen Ionic-sivu on rakennettu kolmesta (3) eri tiedostosta: HTML-
tiedostosta, joka määrittää näytettävät komponentit, Sass-tiedostosta (CSS3), joka mää-
rittää komponenteille mahdolliset kustomoidut tyylit, sekä TypeScript-tiedostosta, joka 
antaa komponenteille omat funktionsa. (Griffith, 2017) 
 
 
KUVA 4. Ionic-sivun rakenne 
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3.4.1 HTML-tiedostot 
 
Toisin kuin perinteisessä HTML-tiedostossa, Ionicin HTML-tiedostossa ei tarvitse olla 
<head>-, tai <body>-tageja, eikä edes <!DOCTYPE html>-, tai <html 
lang=”en”>-tageja. HTML-tiedostossa tarvitsee olla määriteltynä vain ne komponen-
tit, jotka näytetään käyttäjälle. Nämä komponentit ovat sekoitus tavallisia HTML-tageja 
ja kustomoituja tageja, joilla määritellään Ionic-komponentteja. Kuvassa 5 on esimerkki 
Ionicin HTML-tiedostosta. 
 
 
KUVA 5. Esimerkki HTML-tiedostosta Ionicissa 
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3.4.2 Ionic-komponentit 
 
Yksi Angularin ominaisuuksista on mahdollisuus laajentaa HTML-elementtejä kusto-
moiduilla tageilla. Ionic käyttää tätä ominaisuutta hyväkseen. Ionicissa on suuri joukko 
mobiilisovelluksiin tarkoitettuja komponentteja, joita ovat esimerkiksi <ion-menu>, 
<ion-list> ja <ion-navbar>. Jokaisella Ionicin komponentilla on etuliite ”ion-”, 
joten ne ovat helposti tunnistettavissa HTML-tiedostossa. Ionicin dokumentaatiossa on 
dokumentoituna kaikki Ionic-komponentit. 
 
 
3.4.3 SCSS-tiedostot 
 
Ionic käyttää CSS:ää määrittämään sovelluksen tyylit. Tämä CSS on kuitenkin generoi-
tu Sass:lla (Syntactically Awesome Style Sheets), joka antaa paljon hyviä puolia nor-
maaliin CSS:ään nähden. Sass:lla voidaan esimerkiksi esitellä erilaisia muuttujia, jotka 
esitellään tiedostossa app.variables.scss. Esimerkiksi yhtiön brändin värin voimme tal-
lentaa näin: $company-brand: #ff11dd. Näin värikoodia ei tarvitse aina kirjoit-
taa uudelleen, vaan voidaan viitata esiteltyyn muuttujaan. Jos esimerkiksi halutaan vaih-
taa yhtiön brändin väriä, se tarvitsee vaihtaa vain yhdessä paikassa. Jokainen Ionic-
komponentti on tyylitelty Sass-muuttujilla. Esimerkiksi voidaan vaihtaa muuttujaa $list-
background-color lisäämällä sille arvo tiedostossa app.variables.scss. Sivun omalle 
SCSS-tiedostolle ei siis välttämättä tarvitse tehdä mitään. Jos haluaa kuitenkin jollekin 
sivulle erityisen tyylin, voidaan se tehdä. (Griffith, 2017) 
 
 
3.4.4 TypeScript-tiedostot 
 
Viimeinen osa Ionic-sivun rakentamisessa on TypeScript-tiedosto (.ts). Tähän kirjoite-
taan kaikki TypeScript-koodi joka ohjaa sivun eri toiminnallisuuksia. Tiedostossa on 
määritelty kaikki importoitavat moduulit, joita tarvitaan sivun toimimiseen. Nämä voi 
olla esimerkiksi komponentteja, joiden avulla voidaan navigoida uudelle sivulle, tai 
Angulari-komponentteja, jotka tarjoavat tarvittavia funktioita esimerkiksi HTTP-
pyyntöjen tekemiseen. Tiedosto määrittää myös peruskomponentin, joka itse asiassa on 
Ionic-sivu. Kaikki funktiot, jotka vastaavat käyttäjän syötteisiin ja toimiin, lisätään 
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myös tähän tiedostoon. Kuvassa 6 on yksinkertainen TypeScript-tiedosto, joka ainoas-
taan määrittää HomePage-komponentin ja linkittää sen HTML-tiedostoon. 
 
 
KUVA 6. Esimerkki TypeScript-tiedostosta 
 
 
3.4.5 Ionic Native 
 
Ionic Native on palvelu, joka pakkaa tavallisen Cordova-liitännäisen, tehden niistä pa-
remmin yhteensopivia Angular 2:n kanssa. Ionic Nativen liitännäiset ovat dokumentoi-
tuna Ionicin dokumentaatioon. Siellä on myös niiden asennus- ja käyttöohjeet. Opinnäy-
tetyössä käytetään useaa Ionic Nativen liitännäistä, jotta päästään käsiksi laitteen natii-
veihin ominaisuuksiin. 
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4 VILKAS MOBILE 
 
 
4.1 Yleistä 
 
Vilkas Mobile on mobiilisovellus, joka on toteutettu Ionic 2-ohjelmistokehyksellä. Sen 
tarkoitus on auttaa Vilkas-verkkokauppiaita verkkokauppojen tilausprosessien seuraa-
misessa ja hallinnoinnissa. Se mahdollistaa myös varastosaldojen päivittämistä, ja antaa 
tietoja verkkokaupan asiakkaista ja myyntimääristä. Vilkas Mobile on tällä hetkellä tes-
tausvaiheessa, ja se saadaan julkaistua kesän 2017 aikana. Vilkas Mobile on Vilkkaan 
asiakkaille ilmainen. 
 
 
4.2 Tiedon tallennus 
 
Vilkas Mobilessa tiedon tallennukseen käytetään Ionic Nativen Native Storagea. Native 
Storage tallentaa tiedon laitteen muistiin ja se pysyy siellä siihen asti, että sovellus pois-
tetaan laitteelta. Native Storage sopii hyvin tallennustyökaluksi, jos tallennettavan tie-
don määrä ei ole kovin suuri. Jos tallennettavaa tietoa on paljon, suositellaan käytettä-
väksi jotain tietokantapohjaista tallennusta. Näitä ovat esimerkiksi WebSQL tai SQLite 
(Cordova plugin NativeStorage, 2017). Vilkas Mobilessa tallennettava tieto on vähäistä, 
joten Native Storage sopii siihen hyvin. Kuvassa 7 on esitetty miten Native Storage 
toimii käytännössä. Funktiota ”setItem()” käytetään tiedon tallennukseen ja funktio ”ge-
tItem()” palauttaa halutun tiedon. Muita käytettäviä funktioita ovat ”keys()”, joka pa-
lauttaa kaikki avaimet, ”remove(reference)”, joka poistaa halutun alkion ja ”clear()”, 
joka poistaa kaikki alkiot. (Ionic Documentation, Native, 2017) 
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KUVA 7. Native Storagen käyttö (Ionic Documentation, Native 2017) 
 
 
4.3 Taustahallinnan asetukset ja autentikointi 
 
Ennen kuin käyttäjä voi alkaa käyttää Vilkas Mobilea, hänen täytyy käydä verkkokau-
pan taustahallinnasta aktivoimassa sovellus käyttöön. Kun sovellus on aktivoitu ja tar-
vittavat asetukset tehty, näkyviin tulee generoitu QR-koodi (liite 1). Tämä koodi sisältää 
tiedot käyttäjästä ja tehdyistä asetuksista. Taustahallinnan asetussivun on toteuttanut 
opinnäytetyön toimeksiantaja. 
 
Kun Vilkas Mobile käynnistetään ensimmäistä kertaa, sovellus pyytää käyttäjää skan-
naamaan QR-koodin. Skannattuaan koodin sovellus tarkistaa ensin koodin oikeellisuu-
den. Koodi sisältää datataulukon, jonka ensimmäinen alkio on niin sanottu tarkistus-
merkkijono. Jos skannatun koodin ensimmäinen alkio ei vastaa tiettyä merkkijonoa, 
sovellus ilmoittaa virheestä ja pyytää skannaamaan QR-koodin uudestaan. Skannauksen 
onnistuttua sovellus tallentaa koodin sisältämän tiedon laitteen muistiin ja näyttää ruu-
dulla tallennetut tiedot. 
 
QR-koodin skannaukseen Vilkas Mobile käyttää Ionic Nativen Barcode Scanneria. Se 
avaa laitteen kameranäkymän, skannaa automaattisesti QR-koodin ja palauttaa koodin 
sisältämän tiedon. Barcode Scanner toimii myös tavallisten viivakoodien kanssa. 
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4.4 HTTP-palvelu 
 
Vilkas Mobilessa lähetetään HTTP-pyyntöjä kahteen eri paikkaan. Suurin osa pyynnöis-
tä lähetetään ePagesin REST-rajapintaan. Rajapinta on kuitenkin joltain osin vajaa ja 
muutamissa tapauksissa HTTP-pyyntöjä joudutaan lähettämään verkkokaupan tausta-
hallintaan. HTTP-pyyntöihin tarvitaan tallennetuista asetuksista kolmea asiaa: REST-
rajapinnan osoitetta, verkkokaupan taustahallinnan osoitetta ja REST-rajapintaa varten 
käyttöoikeustietuetta (access token). Aina kun sovelluksen HTTP-palvelua kutsutaan, 
haetaan ensin nämä tiedot (kuva 8). 
 
 
KUVA 8. Asetusten haku muistista 
 
Lähettäessä pyyntöä REST-rajapintaan tarvitaan pyyntöön mukaan otsikkotietoja, jotka 
määrittävät, minkälaista dataa lähetetään ja minkälaista vastaanotetaan. Otsikkotiedoissa 
on myös mukana käyttöoikeustietue. Kuvassa 9 haetaan verkkokauppaan tulleita tilauk-
sia. Pyyntöön lisätään parametreja tarkentamaan pyyntöä. Tässä tapauksessa halutaan 
sata (100) tilausta yhdelle sivulle ja tapahtumapaikaksi haluttu tapahtumapaikka (suo-
malaisessa kaupassa oletuksena Suomi). Haettaessa tietoja verkkokaupan taustahallin-
nasta HTTP-pyyntöön ei tarvitse lisätä otsikkotietoja. Kuvassa 10 verkkokaupan tausta-
hallinnasta haetaan asiakkaan puhelinnumeroa. REST-rajapinta ei tarjoa tätä tietoa. 
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KUVA 9. Tilausten haku REST-rajapinnasta 
 
 
KUVA 10. Asiakkaan puhelinnumeron haku verkkokaupan taustahallinnasta 
 
 
4.5 Aloitusvalikko 
 
Kun käyttäjä on käynyt onnistuneesti verkkokaupan taustahallinnasta skannaamassa 
QR-koodin, hän pääsee sovelluksen aloitusvalikkoon (kuva 11). Aloitusvalikossa on 
painikkeet tärkeimmille ominaisuuksille, ja vasemmassa yläkulmassa on painike toiseen 
valikkoon, josta pääsee info-sivulle,  kieliasetuksiin sekä käyttäjän uloskirjaamiseen. 
Taustahallinnan asetuksista käyttäjälle pystytään määrittämään, mihin kaikkiin ominai-
suuksiin hänellä on pääsyoikeus. Jos hänelle on esimerkiksi annettu vain myyntiraport-
teihin ja asiakastietoihin oikeudet, tilauksiin ja tuotteisiin johtavat painikkeet ovat toi-
mimattomia sekä väritykseltään hieman himmeämpiä. 
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KUVA 11. Vilkas Mobilen aloitusvalikko. 
 
Kun aloitusvalikko aukeaa, sovellus alkaa automaattisesti hakea saapuneita tilauksia. 
Saapuneiden tilausten määrä tulostuu ”Tilaukset”-painikkeeseen. Tilausten lukumäärä 
riippuu taustahallinnassa tehtyjen asetusten mukaan (liite 1). Jos jotain tilausprosessin 
statusta ei olla haluttu mukaan, ei niitä lasketa myöskään näytettävään tilausten luku-
määrään. REST-rajapinta ei tarjoa kaikkia tarvittavia tilausprosessin statuksia, kuten 
osittain pakattu ja osittain keräilty, vaan nämä pitää hakea verkkokaupan taustahallin-
nasta. 
 
 
4.6 Tilaukset 
 
Vilkas Mobilen tärkein tehtävä on helpottaa ja nopeuttaa  tilausprosessien seuraamista 
ja hallinnointia. Siksi tilauksien hallinnoinnin toteutus oli opinnäytetyön pitkäkestoisin 
ja haastavin osuus. Aloitusvalikon ”Tilaukset”-painiketta painamalla sovellus siirtyy 
uudelle sivulle, ja samoin kuin aloitusvalikossa, alkaa hakea tulleita tilauksia ja tilaus-
prosessien statuksia. Koska sovelluksen täytyy hakea tietoja kahdesta eri paikasta, ha-
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kemiseen voi mennä suhteellisen paljon aikaa. Tämä on ratkaistu hakemalla vain neljän-
toista (14) viimeisen vuorokauden tilauksia ja jaottelemalla tilaukset eri sivuille, näyttä-
en kymmenen (10) tilausta sivua kohden. 
 
Tilausten jakaminen eri sivuille on toteutettu hyödyntämällä REST-rajapinnasta tullutta 
dataa. Jokaisen pyynnön vastauksena saadaan tuotetietojen lisäksi myös tieto, montako 
tulosta kyseisellä pyynnöllä saatiin ja montako tulosta on yhdellä sivulla. Jakamalla 
tulosten kokonaismäärä yhden sivun tuloksilla ja pyöristämällä saatu osamäärä seuraa-
vaan suurempaan kokonaislukuun, tiedetään montako sivua tarvitaan näyttämään kaikki 
halutut tilaukset. Kun käyttäjä saapuu ”Tilaukset”-sivulle, sovellus asettaa sivun nume-
roksi yksi (1), ja REST-rajapinnasta haetaan ensimmäisen sivun tuloksia lisäämällä si-
vunumero HTTP-pyynnön parametriksi. Ladattujen tilausten yläpuolella näkyy ladattu-
jen sivujen lukumäärä, nykyinen sivu sekä nuolet siirtymään sivulta toiselle. Jos ollaan 
sivulla yksi ja painetaan nuolta eteenpäin, kutsutaan funktiota ”nextPage()”, joka kas-
vattaa sivunumeroa yhdellä ja kutsuu HTTP-pyynnön tekevää funktiota. Tällä kertaa 
pyyntö tehdään antamalla parametriksi sivunumero kaksi (2). Painamalla nuolta taakse-
päin, kutsutaan funktiota ”previousPage()”, joka pienentää sivunumeroa yhdellä ja tekee 
taas uuden HTTP-pyynnön REST-rajapintaan. 
 
Tilaukset listautuvat näytölle tilauksen ilmestymisajankohdan mukaan järjestettynä, 
uusimmat tilaukset ensin. Kuten aloitusvalikossakin, sovellus näyttää vain ne tilaukset, 
jotka ovat asetettu näytettäväksi verkkokaupan taustahallinnan asetuksista. Jokaisesta 
näkyvästä tilauksesta näkee tilausnumeron, tilauksen statuksen, aikaleiman, asiakkaan 
nimen ja tilauksen hinnan. (kuva 12) 
 
Yksittäistä tilausta painamalla sovellus siirtyy tilauksen hallinnointisivulle. Sivulle on 
listattu kaikki tilauksen tuotteet, joita painamalla päästään niiden tarkempiin tietoihin. 
Sivun alareunassa on painike asiakkaalle soittamista varten, jos asiakas on ilmoittanut 
puhelinnumeronsa. Jos asiakas on maksanut tilauksen, tilauksen status on ”Odottaa ke-
räilyä”, ja tilauksen tuotteiden keräily voidaan aloittaa. Sivun keskellä on painike, jota 
painamalla listattujen tuotteiden yhteyteen ilmestyy käyttöliittymä, jolla voidaan merka-
ta jokainen tuote keräillyksi, joko yksi kerrallaan, tai kaikki yhdellä painalluksella. Kun 
kaikki tuotteet on keräilty, voidaan keräily vahvistaa, jolloin sovellus siirtyy takaisin 
tilauslistaan. Keräilyn voi myös keskeyttää ja jatkaa myöhemmin samasta tilanteesta. 
(kuva 12) 
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KUVA 12. Tilausten listaus ja tilausten hallinnointisivu 
 
Kun kaikki tuotteet on keräilty ja keräily vahvistettu, on tilauksen status muuttunut ti-
laan ”Keräilty”, ja tilauslistassa lukee ”Odottaa pakkaamista”. Nyt tilausta painamalla 
päästään näkymään, jossa tilauksen tuotteet ovat listattu ja keskellä on painike, jolla 
voidaan aloittaa pakkaaminen. Pakkaamisessa käyttöliittymä on samanlainen kuin keräi-
lyssä. Kun pakkaaminen on valmis, tilaus muuttuu tilaan ”Pakattu”, ja tilauksen kohdal-
la lukee ”Odottaa toimitusta”.  
 
Tilauksen statukset, joita sovelluksella voidaan hallita ovat ”Osittain keräilty”, ”Keräil-
ty”, ”Osittain pakattu”, ”Pakattu”, ”Toimituksessa” ja ”Toimitettu”. Näitä statuksia 
vaihdellaan lähettämällä HTTP-pyyntöjä niin verkkokaupan taustahallintaan kuin 
REST-rajapintaankin. Keräilyyn ja pakkaamiseen liittyvät pyynnöt lähetetään taustahal-
lintaan, ja toimitukseen liittyvät pyynnöt lähetetään REST-rajapintaan. Aikaisemmin 
rajapintaan ollaan lähetetty hakupyyntöjä (HTTP GET). Nyt lähetetään muutospyyntöjä 
(HTTP PATCH). Tähän pyyntöön tarvitaan otsikkotietojen lisäksi myös niin sanottu 
vartalo (kuva 13). Vartaloon annetaan operaattori (”op”), joka kertoo rajapinnalle mitä 
tehdään, polku (”path”), joka kertoo rajapinnalle mihin tehdään, sekä arvo (”value”), 
joka kertoo rajapinnalle miten tehdään. Kun tilaus muutetaan tilaan ”Toimituksessa”, 
23 
 
operaattoriksi asetetaan ”add”, eli lisäys, poluksi asetetaan ”/dispatchedOn”, ja arvoksi 
asetetaan sen hetkinen aika. Tilauksen muuttaminen tilaan ”Toimitettu” toimii samalla 
tavalla, mutta poluksi  asetetaan ”/deliveredOn”. 
 
 
KUVA 13. Esimerkkejä muutospyynnön vartalosta (REST API documentation, 2016) 
 
 
4.7 Tuotteet 
 
Aloitusvalikon ”Tuotteet”-painiketta painamalla sovellus siirtyy uudelle sivulle ja alkaa 
hakea verkkokaupan tuotteita REST-rajapinnasta. Tällä kertaa verkkokaupan taustahal-
lintaa ei tarvita, vaan kaikki tarvittava tieto saadaan REST-rajapinnasta. Tuotteet listau-
tuvat näytölle, ja niistä ilmenevät tuotteen nimi, valmistaja ja hinta. Koska verkkokau-
passa voi olla satoja, jopa tuhansia tuotteita, on sivulle toteutettu hakuominaisuus. Sivun 
ylälaitaan on lisätty hakukenttä. Sitä mukaan kun hakukenttään kirjoittaa, sovellus alkaa 
hakea tuotteita hakusanan mukaisesti. Hakusanaa verrataan tuotteiden nimiin, tuotenu-
meroihin ja valmistajiin. Hakukenttään on asetettu sekunnin viive. Tämä tarkoittaa, että 
jos käyttäjä keskeyttää kirjoittamisen sekunniksi, sovellus suorittaa haun. Näin vältytään 
turhilta HTTP-pyyntöjen lähetyksiltä. Haetut tuotteet jaetaan eri sivuille, niin että yhdel-
le sivulle latautuu kerralla 20 tuotetta. Tuotteiden jakaminen eri sivuille on toteutettu 
samalla tavalla kuin kappaleessa 4.6 esitetty tilausten jakaminen eri sivuille. (kuva 14) 
 
Verkkokaupassa voi olla myös tuotteita, joilla on eri variaatioita, esimerkiksi kengissä 
on eri kokoja. Kun näitä tuotteita painaa, päästään listaan, josta näkyy tuotteen kaikki 
eri variaatiot. 
 
Kuten tilausten kanssa, myös tuotteiden tarkempiin tietoihin pääsee painamalla tuotetta 
listalla. Variaatiotuotteiden kanssa tietoihin päästään variaatiota painamalla. Tuotteen 
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tarkemmissa tiedoissa näkyy tuotteen nimen, valmistajan ja hinnan lisäksi myös tuote-
numero, veroprosentti, lyhyt tuoteseloste ja tuotteen tuotekuva. Sovellukseen on tehty 
myös mahdollisuus muokata verkkokaupan tuotteiden varastosaldoa. Tuotekuvan ylä-
puolella on yksinkertainen käyttöliittymä tähän tarkoitukseen. Miinus- ja plus-
painikkeiden avulla voi muuttaa tuotteen varastosaldon yksi kerrallaan. Lisäksi käyttö-
liittymässä on kenttä, johon voi antaa suoraan nykyisen varastosaldon. Kun haluttu va-
rastosaldo on annettu ja painettu ”Tallenna”-painiketta, sovellus tekee muutospyynnön 
REST-rajapintaan. Tässä tapauksessa vartalon operaattori on ”add”, eli lisäys, polku on 
”/stocklevel”, eli varastosaldo, sekä arvo on uuden ja vanhan varastosaldon erotus.  
(kuva 14) 
 
 
KUVA 14. Tuotteiden listaus ja tuotetiedot 
 
 
4.8 Asiakkaat 
 
Aloitusvalikon ”Asiakkaat”-painiketta painamalla päästään listaan verkkokaupan asiak-
kaista. Sovellus listaa asiakkaat, jotka ovat tehneet tilauksia kyseisessä verkkokaupassa. 
Samoin kuin tilauksia, asiakkaitakin voi olla runsaasti. Tämän takia sovelluksessa on 
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hakuominaisuus asiakkaiden hakemiseen. Toisin kuin tuotteiden haussa, ei REST-
rajapinta tue asiakkaiden hakua hakusanan mukaan, joten se täytyi toteuttaa itse. Ensin 
rajapinnasta haetaan kaikki asiakkaat. Sen jälkeen hakutulos (customers) suodatetaan 
kirjoitetun hakusanan mukaan ja palautetaan tulos. Jos mitään ei olla kirjoitettu haku-
kenttään, palautetaan koko hakutulos (kuva 15). 
 
 
KUVA 15. Toteutettu asiakkaiden hakuominaisuus. 
 
Yksittäistä asiakasta painamalla päästään asiakkaan tarkempiin tietoihin. Jos asiakas on 
ilmoittanut sähköpostiosoitteensa tai puhelinnumeronsa, on sivun alalaidassa painikkeet, 
joilla päästään suoraan joko puheluun, tai laitteen sähköpostiohjelmaan. Sivulla on 
myös painike, jota painamalla päästään asiakkaan tilauksiin. Tämä sivu on kuin ”Tila-
ukset”-sivu, mutta vain tietyn asiakkaan tilaukset listautuvat. Tilausta painamalla pääs-
tään hallinnoimaan kyseistä tilausta, aivan kuten muidenkin tilausten yhteydessä. Asi-
akkaan tilauksia pääsee tarkastelemaan vain jos käyttäjälle on annettu tilausten käyttö-
oikeus verkkokaupan taustahallinnan asetuksessa. 
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4.9 Myyntiraportit 
 
”Myyntiraportit”-sivulla käyttäjä voi hakea tietoja myynneistä. Käyttäjä voi valita tar-
kastelujaksoksi kuluvan vuoden, kuluvan kuukauden, kuluvan viikon tai kuluvan päi-
vän. Lisäksi voidaan valita tarkastelujakso manuaalisesti kalenterista. Tarkastelujakson 
valinnan jälkeen valitaan jakson ryhmittely. Jos tarkastelujakso on esimerkiksi kuluva 
vuosi, voidaan jakso ryhmitellä joko kuukausiin tai viikkoihin. Tarkastelujakson ja 
ryhmittelyn valinnan jälkeen sovellus tekee hakupyynnön REST-rajapintaan ja tulostaa 
tulokset näytölle. Tulokset näkyvät graafisesti pylväskaaviona sekä taulukkona. Kun 
tarkastelujaksoksi on valittuna joko kuluva päivä, viikko tai kuukausi, on käyttöliitty-
mässä mukana myös painike edellisen jakson tarkasteluun. Koska REST-rajapinta pa-
lauttaa maksimissaan vain vuoden vanhat myyntitiedot, edellisen vuoden myyntitietoja 
ei saada. Pylväskaavio on toteutettu käyttämällä ng2-charts -moduulia, joka on Angular 
2:lle optimoitu moduuli kaavioiden tekemiseen. Ng2-charts pohjautuu Charts.js-
kirjastoon. Kuvassa 16 on esitettynä kuukauden myynnit ryhmiteltynä päivien mukaan. 
 
 
KUVA 16. Myyntiraportit-sivu 
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5 POHDINTA 
 
 
Tämän opinnäytetyön tarkoituksena oli rakentaa mobiilisovellus Vilkas-
verkkokauppiaiden käyttöön. Toimeksiantajan toiveena oli saada Vilkas Trackerista 
päivitetty versio, jota olisi mahdollista käyttää myös iOS-laitteilla. Tämän takia päätin 
tehdä hybridin mobiilisovelluksen. Ionic oli selvä valinta käytettäväksi kehykseksi, kos-
ka se oli jo entuudestaan tuttu. Ennen opinnäytetyötä olin tutustunut vain Ionicin en-
simmäiseen versioon ja tehnyt sillä yksinkertaisia sovelluksia. Tämän vuoksi opinnäyte-
työtä tehdessäni ja työskennellessäni Ionic 2:n parissa opin paljon uusia asioita ja tietä-
mykseni ohjelmoinnista karttui. 
 
Vaikka Vilkas Mobile ei ole vielä valmis, on opinnäytetyöni mielestäni kuitenkin onnis-
tunut. Myös toimeksiantaja on osoittanut tyytyväisyyttä sovellukseen. Tärkeimmät omi-
naisuudet saatiin toteutettua, ja sovellus on testausvaiheessa. Sovellukseen on kuitenkin 
tulossa vielä eri ominaisuuksia, kuten mahdollisuus tulostaa langattomasti erilaisia do-
kumentteja suoraan sovelluksesta. 
 
Vilkas Mobile on rakennettu käyttäen Ionic 2:n beta-versiota. Tätä raporttia kirjottaessa 
Ionic 2:sta on ilmestynyt jo valmis versio. Yksi kehitettävistä asioista voisi ollakin Vil-
kas Mobilen päivittäminen valmiiseen Ionic 2-versioon. Raporttia kirjoittaessa mieleeni 
tuli myös muita pieniä kehitysideoita, kuten sovelluksen toimiminen keräilytilanteessa 
osittain ilman verkkoa. Tämä on tärkeää, koska varastoissa on usein huono yhteys. Toi-
nen kehittämisen arvoinen asia on myös asiakkaiden haun tulosten jakaminen eri sivuil-
le, kuten on tehty tuotteiden haussa. Asiakkaiden hakemiseen voi kestää todella kauan, 
jos asiakkaita on tuhansia, ja eri sivuille jakaminen nopeuttaisi hakua. 
 
Kuten eri ohjelmistokehykset, myös Vilkkaan käyttämä verkkokauppaohjelmisto ePa-
ges kehittyy. Tämä antaa varmasti tulevaisuudessa syyn kehittää Vilkas Mobilea. ePa-
gesin REST-rajapintakin kehittyy kokoajan, joten varmasti jopa tälläkin hetkellä jotain 
voitaisiin tehdä eri tavalla kuin on toteutettu. 
 
 
 
 
28 
 
LÄHTEET 
Wilken, J. 2015. Ionic in Action: Hybrid Mobile Apps with Ionic and AngularJS. 
Yhdysvallat: Manning Publications. 
 
Camden, R. K. 2015. Apache Cordova in Action. Yhdysvallat: Manning Publications. 
 
Griffith, C. 2017. Mobile App Development with Ionic 2, 1st Edition. Yhdysvallat: 
O'Reilly Media, Inc. 
 
W3. 2014. Kolme tapaa kehittää mobiilisovellus. Luettu 3.5.2017. 
https://w3.fi/kolme-tapaa-kehittaa-mobiilisovellus/ 
 
Ionic Documentation, Native. 2017. Drifty Co. Luettu 3.5.2017. 
http://ionicframework.com/docs/native/ 
 
Cordova plugin NativeStorage. 2017. TheCocoaProject. Luettu 10.5.2017. 
https://github.com/TheCocoaProject/cordova-plugin-nativestorage 
 
REST API documentation. 2016. ePages. Luettu 3.5.2017. 
https://developer.epages.com/apps/ 
29 
 
LIITTEET 
Liite 1. Sovelluksen asetukset verkkokaupan taustahallinnassa 
 
 
