Web services and platforms such as .NET make it easy to integrate interactive end-user applications with backend services. However, it remains hard to build collaborative applications in which information is shared within teams. We present a new dragand-drop technology, in which standard office documents (spreadsheets, databases, etc.) are interconnected with eventdriven middleware ("live distributed objects"), to create distributed applications in which changes to underlying data propagate quickly to downstream applications. Information is replicated in a consistent manner, making it easy for team members to share updates and to coordinate their actions. In this demo, we present our middleware platform in office automation settings which is highly automated and highly configurable.
INTRODUCTION
Since the 1970s, enterprises have experienced a paperless office automation (OA) revolution, a trend now accelerating as web services gain wide acceptance [1] . Yet it remains surprisingly hard to build office applications in which end-users track dynamically changing data, such as databases that reflect inventory or task status or spreadsheets that summarize financials, and even harder to build collaborative applications in which team members cooperate to solve office tasks. The premise of our work is that empowering users to directly create distributed office applications, much as they create office or web documents today, would open the door to productivity advances. Moreover, encouraging end-users to express intent in a high-level form makes it possible to automatically verify that sensitive data is transmitted over encrypted communication channels that critical services run on highly available platforms.
In this work, we report on a distributed office information system (OIS) developed to support office employees and organizations. With our OIS, office workers can design data pipelines, in which workflow events that update databases or spreadsheets can be shared throughout an enterprise in a simple and seamless way. Users interact with the OIS via a drag and drop interface, and although they can also write code, the scheme is powerful enough to allow even non-programmers to build very sophisticated collaborative applications. We are not the first to pursue this direction; prior approaches include goal-based agent systems and intelligent agent-based workflow systems [9] . However, we are not aware of any prior work offering the same benefits. The contributions of our work are as follows.
1. We describe a new "live distributed objects" programming model and show how it can be applied in office automation settings. Although we have published on the basic concept and platform [7, 8] , our earlier paper focused on a virtual reality application. This paper is the first to explore integration of this technology with databases and office automation, a scenario posing new questions. 2. We present the OIS integration tools in our platform, and discuss the challenges we faced in implementing them. Our prototype system is powerful, but is just a prototype. Some questions remain open, and we also review these. 3. Our system incorporates type-checking and reflection mechanisms. Our prototype uses these mostly to prevent users from making mistakes. Down the road, however, reflection-driven coercions could automatically secure sensitive data and ensure that critical components run in a highly-available manner.
Researchers both in academia and industry have been interested in using middleware technologies to support office information systems (OIS) [1, 4, 3, 2, 13, 11] since the 1970s. Our system integrates office applications into a componentized event notification framework at the end-user level. For example, if a spreadsheet cell is linked to a live object notification channel, changes in that cell will be propagated to other spreadsheets or databases associated with the live object. The effect is to create a mash-up in which office workers (non-programmers) directly express the manner in which they plan to share information. This paper focuses on issues specific to OIS applications; other aspects of the systems are discussed in [7, 8, 6, 3] . Figure 1 presents an architectural overview of our system. In this section, we start by summarizing the assumptions underlying the platform, and then review the architecture. The subsections Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Middleware'08 Companion, December 1-5, 2008 that follow provide details on some of the key functionality, including the live objects platform itself, reliable message delivery and event notification it uses, and the forms of office applications currently supported by our system.
SYSTEM ARCHITECTURE

Requirements
Automated OIS systems used in distributed environments must satisfy several properties [9, 14, 5] . Some of these needs are common to many kinds of systems. For example, OIS systems are highly concurrent and new to be as autonomous as possible, automatically resolving contention when multiple users access documents concurrently, providing interoperability between different office applications and services. However, collaboration applications create unique issues. In such settings, teams of users will often share documents that need some way to reflect changing events within the enterprise. Our approach is to allow office workers to create new kinds of mash-up applications by dragging and dropping dynamically changing data from databases into other sorts of office documents (we'll focus on spreadsheets but can support all sorts of documents), and by sharing information changed within those office documents among the team members. We adopt a fine-grained approach: we replicate and share information at the level of individual office objects, such as individual spreadsheet cells (or rows, or columns), figures in shared documents (which could capture data from sensors or video sources), etc. These "live documents" can then be shared just like any normal document, through file systems or email.
A mash-up is a graph of components, in which simpler applications, data sources, services, and reports are interconnected by event-notification pathways. In such an application, the failure of one component might ripple throughout the system, disrupting all sorts of downstream activities. Moreover, if a component working with sensitive data fails, applications that depend on its output might be tainted. Ideally, one would want to consider faulttolerance and security issues from the outset. Yet in OIS settings, applications often evolve over time as new needs arise, and these evolutionary events can create new security or availability needs not present in early versions of a system. A strength of our approach is that applications are represented in a high level form. This makes it possible to automate many of these tasks, in a manner driven by the component-level type system underlying our live objects platform. 
Demonstration
During this demonstration, we will show how live objects can leverage office automation by a simple drag and drop interface. We will need an additional LCD monitor, and bring a personal laptop to show our demonstration, no additional equipments required. ! We will demonstrate several live objects applications in general. ! We will show how office documents can be associated with live distributed channels. ! We will present database queries to allow the user to bind a dynamically materialized view to a live object.
A pre-recorded demo of the whole process can be seen on our web site [10].
Document Integration Layer (DIL)
The Document Integration Layer (DIL) leverages Microsoft's Object Linking and Embedding (OLE) technology. OLE enables elements of a compound document to communicate with one another via COM interfaces, and also standardized data representations within the Microsoft office product suite [12] . Our DIL leverages these interfaces but uses only a subset of OLE, concerned with persisting object metadata within a file on the disk. OLE objects thus serve simply as wrappers that provide persistence to the embedded live objects. Application events are relayed by OLE to the live office objects platform. Application events are converted into live object messages, and vice versa. With this approach, spreadsheets, Microsoft Word documents, and other general-purpose office applications and legacy systems can be linked with the live objects framework to replicate events that update the office object, connect it to digital cameras or sensors.
The DIL is accessed through the two dialog windows shown in Figure 2 . The Import Channel Dialog (upper) allows the user to import a live object file describing a communication channel. The Connect a Cell To a Channel Dialog (lower) can then be used to associate the channel with a specific cell. After selecting the cell, users are presented with a drop-down menu, to select one of available live objects compatible with the office automation logic. When the Connect button is pressed, the connection is established, and the values of the cell are synchronized with other connected cells in live documents across the network. 
Database Integration Layer (DBIL)
Our second middleware integration layer, Database Integration Layer (DBIL), is used only with databases. Again, rather than replicating the underlying database (not a useful functionality, since most database products offer vendor-supported replication solutions), our focus is on relaying database events into the live objects framework, which multicasts them to subscribers, such as spreadsheets or other office documents. As summarized earlier, the basic idea is to register a query, which is reevaluated each time the underlying database is updated, computing a new dynamically materialized view, and passing an event to a live object. The technology is very easy to use, and requires no programming skills beyond the ability to compose a query. More details are given below.
The DBIL GUI allows the user to bind a dynamically materialized view to a live object, as shown in Figure 3 . The developer registers a triggered callback, then links the monitored relation to a live object channel. Each time an update occurs, the query is recomputed and if output has changed, a new event will be generated containing the monitored relation.
Information Flow
Our use of live objects is currently focused on two cases. In one, an information flow originates from a monitored database view. In the second, a live office object (such as a spreadsheet cell or an image) triggers updates. In both cases, other office documents that import the live office object will be updated immediately when a change occurs as shown in Figure 4 . Notice that the granularity of replication is rather fine-grained: we're not replicating entire documents or spreadsheets, just individual cells or other office objects such as embedded images or video streams.
For the first case, we leverage a database feature called a materialized view to let the application designer select information that will be shared in this manner. Such a view is associated with a query, and automatically recomputed each time the underlying database is updated. With our platform, whenever the materialized view changes, a new event is delivered into the live object replica running on the database server. The update can then be imported into documents such as spreadsheets, other data- bases, or other kinds of applications (Figure 4 ). The second case is similar: we monitor the contents of a designated live office object, such as a cell of a spreadsheet, watching for changes. We then serialize the contents of the object and generate an event into the associated multicast stream.
Our discussion implicitly reflects rather simple pipelines, where data from databases is pulled into documents, without additional processing. However, more elaborate pipelines can easily arise in OA settings, where a single event may trigger multiple, perhaps independent, chains of reaction.
Examples
In the demo, we present several examples to demonstrate noble integration technology with spreadsheets and databases. It illustrates how conventional Microsoft Excel spreadsheets can be turned into live distributed applications by connecting their cells to underling multicast channels. Figure 5 depicts a pie chart in a spreadsheet. As values change, the underlying data associated with the pie chart is updated. Each color-coded cell corresponds to distinct live objects. By doing so, we can integrate different live objects with different cells in a flexible way. Figure 6 introduces a common paradigm in industries called publish/subscribe. The example shows how to build publish/subscribe applications in a familiar financial trading setting. As a publisher updates values, subscribers gain updateevents from the publisher. Updates then are applied directly to cells in the spreadsheet. We can also integrate live objects with database systems. In this particular case, we create a little database of round-trip-time to various network sites such as google.com or amazon.com. We call it a net-stat database. We then associate database queries with our live objects channels. In such a way, it has a database update which automatically performs in the background. A multicast will be automatically triggered on the corresponding live object channel which can be polled into the spreadsheet which will be updated in real time.
CONCLUSION
We described the design and implementation of middleware architecture for office information systems. The design builds upon a concept we call live distributed objects, adapting them to office automation settings. We conclude this demo by showing a new style of live office documents, in which office applications and replication technologies are cleanly integrated. 
