Abstract: -Over the past few years, memory analysis has been an issue that has been discussed in digital forensics. A number of tools have been released that focus on memory acquisition of Windows system. However, the implementation of memory analysis is still limited as it encounters a lot of difficulties. The aim of this paper is to outline one of the difficulties with regards to the structure of EPROCESS block. It will discuss about the differences in offset between Windows 2000 and Window XP. Further, the important of internal structures in EPROCESS block will be identified as they play an important role in the analysis and theory reconstruction for forensic investigation. Nevertheless, an address translation for x86 platforms will be demonstrated in this paper. Hence, the limitation of the address translation algorithm will also been discussed and identified.
Introduction
As the computer becomes common in our daily life, the number of cybercrime is also increasing over the years. The Council of Europe's Cybercrime Treaty defines cybercrime as a range of crime that is committed using computer, network and hardware. In general, Symantec divides the cybercrime into two categories: [1]  Type 1: a single event from victim's perspective which is facilitated by the crimeware such as keystroke logger, viruses, rootkit and Trojan.  Type 2: refers to the activity such as cyber stalking, harassment, blackmail, complex corporate espionage and stock market manipulation.
In order to overcome this crime, a field known as Digital Forensic has been established. It is referred as a proven scientific approach in preserving, collecting, validating, identifying, analyzing, documenting and presenting the contents of computer as evidence for cybercrime [2, 3] . Recently, the research in Digital Forensic has moved its attention to include volatile analysis in investigation. It started in 2005 where Digital Forensic Research Workshop (DFRWS) organized a Windows Memory Challenge [4] . During the event, a tool known as Memparser [5] which was developed by Chris Betz has been introduced. This tool allows the investigators to load the memory dump of the Windows systems, reconstruct the process information and extract the data from the process. In the same year, KntList [6] has been developed by Garner Jr which has a capability to acquire and examine the memory dump from a live Windows system.
Although, the importance of memory analysis has been announced during the event, most investigators normally ignore this approach and only rely on the traditional procedure. In the traditional procedure, the evidence is collected only from the non volatile device with the help of powerful software such as EnCase. Burdach, a well known forensic researcher also listed out the factors that contribute to this scenario during his presentation in February 2006:  The traditional approach is simple and easy.  Modification of the exhibit is almost impossible in traditional approach if it is handled with care.  The traditional method is well-known to most investigators as it has already been established for a long period of time.
However, relying on non-volatile analysis alone will not establish a good conclusion in justifying the crime scenario. Further, anti forensic tool such as encryption is available as freeware which can counter the investigation process. The sensitive information such as password, encryption keys and username is not available in non-volatile device but in volatile memory as it is used to store temporary processes and data before they are transmitted to Central Processing Unit (CPU) for operation. [7] 2 Theory
Computer System Architectures and Windows
The system architecture is affected by the component or hardware that has been installed in the computer system. The type of processor that has been installed in the system will affect the operation of the Operating System. In general, Windows operating system is designed to be able to run in a variety of hardware architecture. Depending on the processor, the system architecture for Windows can be divided into two categories such as 32-bit and 64-bit systems. Table 1 summarizes the existing platform for both 32 bit and 64 bit system. Although the processes or mechanisms in operating system remain the same, the algorithm that applies to each mechanism will be different between the systems. Even within the same platform, the differences in algorithms will still exist. As an example, the system that has been installed with Intel x86 Pentium Pro Processor has different characteristic with the previous version. In fact, this processor has introduced Physical Address Extension (PAE) which has an exactly different address translation algorithm compared to the previous platform. This scenario has been demonstrated in Russinovich and Solomon [8] where each platform has different algorithms for address translation in the memory. Further, it also explains that the system architecture will also affect the page size, the maximum amount of storage available, and address representation.
Apart from that, the Windows architecture also plays an important role in understanding the activities of the operating system. In theory, Windows architecture is defined by two mode such as user mode and kernel mode. In user mode, there are four main components such as system support processes, service processes, user processes application and environment subsystem with each of them has their own private process address space. Thus, the internal structure such as threads will execute in the protected process address space. On the other hand, the kernel component consists of five important components such as Windows executive, windows kernel, device driver, hardware abstraction layer (HAL) and windowing and graphic system. Window executive and Windows kernel will play their role in the operating system management and operation (For example, the function in Windows kernel is responsible for threads scheduling of the system). On the other hand, device drive and hardware abstraction layer (HAL) will manage the device or hardware that is responsible in the task or operation. Finally, the windowing and graphic system will implement the graphical user interface (GUI) function which will deal with Windows, user interface controls and drawing.
Object and Important Internal Structure in the Memory
The theories in object and internal structure have been outlined in both Dhananjay, M. [9] and Russinovich and Solomon [10] . Both explain about the function of internal structure with Dhananjay, M. focussing on general operating system while Russinovich and Solomon only concentrate towards Windows operating system. In general, an object is an important entity that the kernel or central operating system uses in order to keep the system runs. Windows divide the objects into three categories such as executive, kernel, and GDI/User objects. The executive object is created by either environment subsystem on behalf of the user application or by various component of operating system. In case of creating a file, a kernel function (CreateFile) will be called to validate and initialize the data before an executive file object is created.
The examples of executive objects are Process, Thread, Job, Section, File and so on. Nevertheless, each of the objects has the object header and object body. The object header will point towards the type object which contains the information that is common to each representative of the object. This object header is controlled by the object manager during the task performing as the systems runs (i.e. process manager controls the process object by providing a common and uniform mechanism). Figure 2 shows the representation of object structure. Amari, K. [11] demonstrates the way the kernel operates to store the data in the object. In the demonstration, it illustrates that the kernel has two sets of memory storage which is known as pool to store the object. The set of pool is divided into paged pool and non-paged pool. The way that the kernel stores the object is based on its importance for the system to run. Most data are stored in paged pool as they can be placed as a file in the hard disk if the machine is running low on the physical memory [12] . However, the non-paged pool will store the important objects that the kernel needs to access frequently. Examples of important objects are the processes and threads. Due to this fact, it means that the running process at the time of the physical memory being captured will be available to the forensic analyst [13] .
In the volatile memory storage, one of the important structures that store a critical data with regards to the object is known as a handle where it stores the address of the linking object. As an example, when a process creates or opens a structure by name, it receives handle which represents its access to the structure. Thus, for all user mode processes, they must own a handle to a structure before their threads can be used by it. Hence, the handle serves as an indirect pointers to system resources for operation in operating system.
Apart from that, memory manager also maintains a set of Virtual Address Descriptors (VADs) for each process with the purpose of tracking the status of process's address space. This VAD will store the information on the attributes of the object (i.e. range of address, private/share, inheritance of child, security). Finally, a Section Object which is also known as file mapping object is a block of memory where a number of processes can share. Due to the theory of VAD, a tool known as VADtool has been developed which is useful in tracking the memory mapped files from memory dump [14] .
Address Translation for Windows System
The address translation for a running Windows system has been demonstrated in [10] . In general, the algorithm for address translation in Windows system is affected by the system architectures. Each of the architectures has its own address translation algorithms. It is due to the fact that each of the architectures uses different amount of page table in order to translate the virtual address of an internal structure into the physical address. As an example, Windows in x 86 hardware platforms without PAE will only use TWO LEVEL page tables to translate the virtual address into physical address. Nevertheless, the differences in the algorithm also affected the representation of the address of the object.
Memory Acquisition
Although volatile memory provides important information with regard to investigation, there is also a setback when using volatile approach. It is due to the fact that the contents within memory will be lost once the system is shut down. Therefore, as a first step, the investigator needs to question the suitability, availability, and reliability of the volatile content that reflect the investigation. Plus, the acquisition of volatile memory plays a serious part in the investigation. 
Persistence of Data that is stored in the memory
According to the work that has been done by Garfinkel, Chow and Rosenblum in 2004, it can be concluded that 86% of the contents in the memory has not changed their value and location [17] . Thus, the metadata about the processes and other objects can still survive in the memory when the machine is still in use. Their work has been divided into two categories where the first test is to find the effect on data when the machine has been used up to 28 days. The second test is to justify the content of the memory when the machine has been rebooted. The summary of the test one and two are shown in table 2 and 3 respectively. Hard reboot The data will remain up to 30 seconds without power
Memory Analysis Techniques

2.6.1Strings Search
String search is a process of finding of anything that is recognizable across the memory dump. The strings can either be in UNICODE or ASCII formats. The reason behind this technique is because some letter in memory dump is likely to occur quite frequently. XORSearch [18] is a tool that is designed based on this technique. It takes a keyword as an input and then performs the search throughout the memory dump. The user is allowed to specify the length of the string of character. Further, the tool can also help to find the keyword that has obfuscated by using either Exclusive OR (XOR) or Rotate Left (ROL) function that comes with it.
Enumerating the Running Processes
Windows OS represents each process in volatile memory by EPROCESS block. It is a block that contains pointers to both next and previous EPROCESS blocks. It can be illustrated as in Figure  3 . Fig 3 The doubly linked list chain of EPROCESS in normal operation with backward (bLink) and forward (fLink) links [19] , [20] EPROCESS block includes the information on attributes of the process along with pointer to other data structures that is related to it. One of these structures is Process Environment (PEB) which locates the location of executable files and the DLL's path. Due to this fact, AccessData [16] group has designed a tool that is known as Forensic Toolkit (FTK). This tool will parse the EPROCESS block to enumerate all the contents within memory. It also makes use of Directory [22] has demonstrated the data extraction from memory dump by using Kernel Processor Control Region (KPCR). In the demonstration, the information such as running processes, current network connection, file content and other data can be extracted from the image.
File Signature Search
In theory different types of files have different signatures. A signature is a specific pattern of value that is unique to a particular type of file. Thus, it allows the analysis to be done by using file carving. S. M. Hejazi, C. Talhi, M. Debbabi [23] has outline the use of aplication or protocol fingerprint to trace the active application in the memory. The test was conducted to track online application such as email and messenger where from the result, it showed that each of the application had a use fingerprint representation.PTFinder [24] is a tool that applies the file carving where the technique is done linearly to recover only the contiguous file. This technique is applicable because most operating systems will convert the file to be contiguous file instead of fragment files. [4] 
Method
A combination of string search and basic mathematical operation is used to track the internal structure of the process block. The string search technique is applied to find the location of a known process. In general, the ImageFileName is the best choice to find the known process. Once the ImageFileName has been identified, the other internal structure such as threads link, SectionObject, process environment block (PEB), and VADRoot can be accessed by using the offset of the process structure. The basic mathematical algorithm such as addition and subtraction can be applied to allocate the position of the internal structure. Note that, the information that is stored in the process block can either be a data or the virtual address. If it is a data, it can be directly converted to useful information. However, if the information that is stored in the internal structures represents the virtual address, an address translation algorithm is needed to obtain the physical address. By doing so, the object that is attached to process block can be retrieved.
Experiment
Observation of EPROCESS block for Windows 2000 and Windows XP
This test is done while the computer is still running. The information about the offset of the EPROCESS block can be retrieved using Kernel Debugger.
Observation of Internal Structures in Process Block (Windows 2000)
In this test, the author will use the existing memory dump that is available in Digital Forensic Research Conference (DFWRS) website [4] . Since there are many researches that used this memory dump, therefore the author can directly compare the result with the work in the past. One of the works has been done by Andreas Schuster [25] using Volatility tool to retrieve UMG32.exe process.
The DFRWS memory dump is run using WinHex and string search techniques is applied to go to UMGR32.exe process block. Once the process block has been allocated, other information can be tracked directly or by applying an address translation algorithm. The algorithms to retrieve The algorithm for address translation in memory dump is illustrated in figure 6 . When applying this algorithm, it is assumed that the memory dump comes from a system with x 86 hardware platforms. Step 1: Retrieve the virtual address of PEB After obtaining the value that is stored in PEB structure, then converts it to a binary value. Since the memory dump comes from 32-bit system, the address translation mechanism uses two page system approach. The first 10 bits (from bit 31 to 22) is referred as the address of Page Directory Table. The remainder bits will represent either Page Table Index with address offset or Page Table Index alone. This characteristic depends on the size of Page Table. From the theory in memory management, the address of Page Directory Entry can be obtained by summing the CR3 register (DirectoryTableBase) with the Page Directory Table. However, the Page Directory table must be multiplied by 4 as each entry has a size of 4 bytes (e.g 0x075a700 + 0x1ff*4 = 0x075a77fc). Figure 7 , 8, and 9 show the address of PEB in binary, the formula to obtain the Page Directory Entry and a WinHex presentation for Page Directory Entry respectively. Step 2: Obtain the Page Table Base for PEB
The value that is retrieved from part (2) is then converted into binary as shown in figure 10 and the three regions that have been discussed in previous chapter are observed. Since the value in bit 7 is zero, therefore it is concluded that it has a small page size which equals to 4kB. As for bit 0, the value that is stored within it is ONE which means that the page table entry is still residing in physical memory. Due to this result, we can divide the virtual address of PEB in figure 7 into three regions as shown in figure  11 . The address will be led by Page Directory Table, then followed by Page Table Index and finally the remainder represents the offset for the physical address. Step 3: Obtain the Page Table Entry from Page  Table Index and Page table Base Firstly, convert the binary value for Page Table  Index and page Table Base into hexadecimal and perform the mathematical calculation by using the formula in Figure 12 . Then, the value stored in the Page Table Entry is read. This value is referred to as the address of the page base. Figure 13 shows the value that is stored in the Page Table Entry . Fig 12: Formula to obtain the address of Page Table Entry. Step 4: Obtain the physical address of PEB of UMGR32.Exe
The address of the page base is then converted to the binary and repeats the same step in (3) (e.g. observed the three regions on the address). From figure 14 , it is shown that the page base address is valid and has a small size. Hence, we can obtain the physical address of the PEB by adding the page base address (in hexadecimal) to the offset of the physical address as shown in figure 15 (e.g. the remainder of the virtual address for PEB)
[0x0532f*0x1000 + 0 (offset) = 0x532f000] Formula to obtain the physical address for PEB of UMGR32.exe
Result and Discussion
From the first test, it can be concluded that although the internal structure between both operating system are the same, the offset of the structure is a bit different. The differences between the offset of these operating system are summarized in table 4. The offset gives an idea on where the critical internal structures are stored in the process block. When procede with the second test, the offset is used to obtain the critical structure and then translates the valued stored into the process information. As an example, after using the string search to allocate UMGR32.exe ImageFileName, the address of it needs to be deducted with the offset of ImageFileName (i.e. +0x284 for Windows 2000) to get to the beginning of the UMGR32.exe process block. Then, in order to move to other critical structure, the offset is added to the address (beginning of UMGR32.exe process block). Figure  16 represents the location of UMGR32.exe process block in memory dump and the result obtained from translating the internal structure of the block respectively. Fig 13: The information that is obtained from the value stored in some internal structures.
DirectoryTableBase represents CR3 register which is an important component in address translation to translate the virtual address of the structures into physical address. On the other hand, the ProcessID (PID) represents unique identifier of the process which is useful in verification of other block that is link with the process block. This is due to the fact that other object that is linked with the process block will inherit this value with them. Thus, PID value can be used to trace the hidden object by comparison test. Finally, most values that are stored in the EPROCESS block represent the virtual address for other block such as THREAD, PEB, HandleTable, and ActiveProcessLinks (e.g. the value stored in ThreadListHead point to virtual address of the first thread of the UMGR32.exe process block).
Although the test 3 is performed to retrieve the physical address for PEB of UMGR32.exe process, the step that has been discussed in the previous chapter can also be applied to obtain the physical address of any interested internal structure. Even though this algorithm can be used to retrieve the physical address of the internal structure, there is also a drawback that the author identified. This drawback is with regard to the existence of the Page Directory and Page Table Entries. In theory, this algorithm needs both entries to be resided in the physical memory. If one of the entries does not reside in the physical memory, the algorithm will be terminated. Hence, this algorithm can only work to retrieve the physical address of internal structure of active process alone. If the process is hidden or/and terminated, there is possibility that this algorithm will not work due to the factor that either one or both entries does not exist in the memory.
Thus, in order to minimize the drawback in the algorithm, the structure of virtual memory (e.g pagefiles) must be studied and then used that knowledge for combination with the algorithm to optimize the result.
Conclusion
As discussed in this paper, it is noted that most of the past existing tools were developed to solve or analyze the memory dump of a specific Windows version.
However, the author realized that although the offset of the internal structure in the process block for Windows 2000 and Windows XP are different from each other, the mechanism of retrieving the information remains the same for both operating systems. The internal structure known as DirectoryBaseTable is a critical component for address translation to obtain information from structures such as Process Environment Block (PEB), ETHREAD, Handle Table and others. In addition, the CreateTime and ExitTime in the process block are critical in forensics investigation as they represent the time length of the process being run in the computer.
Further, the investigator needs to know the architecture of the system before the address translation algorithms can be applied to trace the internal structure. This is due to the factor that different system architecture will apply different algorithm for translating the virtual address into physical address.
