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Resumen
Al igual que ocurrio´ con la introduccio´n a la programacio´n, el aprendizaje de la automatizacio´n, el control por computador, la
robo´tica y los sistemas mecatro´nicos en general son contenidos que se esta´n impartiendo cada vez ma´s a estudiantes universitarios
y de educacio´n secundaria. Por esta razo´n, la eleccio´n de plataformas adecuadas para el trabajo de laboratorio se convierte en una
decisio´n crı´tica para promover la experimentacio´n de los conceptos teo´ricos y la motivacio´n de los estudiantes. Gracias a los avances
en la tecnologı´a, hoy en dı´a hay muchas opciones disponibles, tanto a nivel de hardware como a nivel de lenguajes de programacio´n.
Este artı´culo presenta una plataforma de bajo coste multidisciplinar que permite cubrir diferentes cuestiones relacionadas con la
realizacio´n de trabajos pra´cticos relacionados con el control automa´tico. Copyright c© 2014 CEA. Publicado por Elsevier Espan˜a,
S.L. Todos los derechos reservados.
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1. Introduccio´n
Para el aprendizaje de las disciplinas relacionadas con la in-
genierı´a y, en concreto, para el aprendizaje de la teorı´a del a´rea
de la automatizacio´n y de ingenierı´a de sistemas, resulta suma-
mente importante poder experimentar en el laboratorio sobre
los conceptos desarrollados a nivel teo´rico en las clases de aula.
Esta necesidad se percibe de la misma forma por parte de las
industrias. En este sentido, en la citada a´rea de conocimiento,
la robo´tica y el control de sistemas mecatro´nicos en general,
esta´ teniendo un gran e´xito en contextos educacionales en los
u´ltimos an˜os [Weinberg and Yu (2003), Jung (2013)]. Uno de
esos motivos reside en la posibilidad de que el alumno ponga
en pra´ctica el trabajo planteado de manera teo´rica en el aula.
El principal problema a la hora de poder conseguir esta ex-
perimentalidad reside en el precio de los equipos. Generalmen-
te, el coste de estos equipos es muy alto, lo que obliga a tener
que compartir un u´nico equipo por todos los alumnos del curso.
Algunos autores proponen salvar este inconveniente mediante
el uso de procesos simulados (laboratorios virtuales) (Ma´rquez
and Sanguino (2010)) y/o el acceso a procesos fı´sicos a trave´s
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de Internet (laboratorios remotos) (Valera et al. (2005)). En este
u´ltimo caso, la multiplicidad de uso se consigue, o bien, habili-
tando franjas temporales de uso para cada uno de los alumnos, o
bien, mediante la comparticio´n de equipos entre distintos depar-
tamentos o universidades (Guo et al. (2007), J. Henry (2005),
Ionescu et al. (2013), Chaos et al. (2013)). Afortunadamente, en
los u´ltimos an˜os se pueden adquirir varias plataformas de robots
econo´micas (Adept Mobile Robots (ADEPT (2014)), Moway
(2014), epuck (2014), LEGO Mindstorms (2014), etc.). Estas
plataformas se componen habitualmente de controladores, sen-
sores electro´nicos, sistemas meca´nicos de bajo coste y/o pe-
quen˜os robots. E´stos no proporcionan la misma precisio´n que
los robots industriales, pero son suﬁcientes para los procesos
educativos. Adema´s, debido a su naturaleza multidisciplinar,
estas plataformas son muy interesantes para la promocio´n del
trabajo en grupos por equipos Danahy et al. (2014). Ası´, cada
miembro del equipo se puede hacer responsable del desarrollo
de una parte especı´ﬁca del trabajo, como el disen˜o meca´nico y
desarrollo fı´sico del robot, la programacio´n de los distintos sub-
sistemas de e´ste, el desarrollo de estrategias y la implementa-
cio´n de comportamientos, validacio´n del software programado,
etc.
En los u´ltimos an˜os, el sistema Lego Mindstorms NXT se
ha convertido en una de las plataformas ma´s populares para
la realizacio´n de trabajos pra´cticos relacionados con el control
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discreto y la mecatro´nica. Esto se debe a que el producto ofre-
ce una destacable ﬂexibilidad para desarrollar una gran varie-
dad de proyectos y actividades a trave´s de su unidad de control
programable, los sensores, los actuadores y las piezas que lo
componen. Otra ventaja que aporta es su precio, ya que esta
plataforma, con las piezas de construccio´n y los dispositivos
electro´nicos tiene un coste aproximado de 250 euros, mucho
ma´s econo´mico que el precio de otras plataformas robotizadas
como el Pionner P3-DX o el Khepera III. Por estos motivos,
pueden encontrarse ejemplos de uso de esta plataforma con ﬁ-
nes docentes (Kim et al. (2014)), (Danahy et al. (2014)), para
la docencia de te´cnicas de inteligencia artiﬁcial (Cuellar and
Pegalajar (2014)) o como pra´cticas de control de ﬂujo, nivel o
temperatura (Moor et al. (2013)). Es posible tambie´n encontrar
trabajos en los que se usa la plataforma LEGO para docencia
de disciplinas relacionadas con la programacio´n de sistemas de
tiempo real (Bradley Valdenebro et al. (2012)) y de sistemas
empotrados (Klassner and Continanza (2007)). En (Chin et al.
(2009)) se utilizan los Lego para estudiar tareas de control re-
motas y en (Grega and Pilat (2008)) se usa para la docencia de
tareas de control y procesos de tiempo real.
Por otro lado, en los u´ltimos an˜os se ha producido una ver-
dadera explosio´n en la proliferacio´n de tarjetas embebidas de
bajo coste y hardware libre. Con estas tarjetas se pueden plan-
tear y desarrollar actividades relacionadas con el control por
computador puesto que permiten abordar actividades con un
uso de recursos de computacio´n similares a las obtenidas con
un PC completo pero con una diferencia sustancial de precio.
Las tarjetas Arduino (2014), Raspberry (2014) y BeagleBoard
(2014) son ejemplos de ello, y ya actualmente esta´n muy pre-
sentes en aplicaciones de robo´tica e investigacio´n. En Arau´jo
et al. (2014) por ejemplo, se presenta el desarrollo de un robot
mo´vil basado en este tipo de tarjetas.
Las capacidades de computacio´n y comunicacio´n de estas
tarjetas unidas a su bajo coste, permiten el desarrollo de labora-
torios completos con un mayor nu´mero de equipos por alumno,
donde sea posible que los alumnos pongan en pra´ctica los co-
nocimientos adquiridos en el aula ((Zachariadou et al. (2012)),
(Saleiro et al. (2013))). Adema´s, proponer al alumno que adqui-
riera el material podrı´a no quedar fuera de lugar dado el bajo
coste que ello supone.
Adema´s, como se sabe bien, las plataformas de hardware
cerrado usualmente cambian aspectos entre una versio´n y otra
(como por ejemplo los tipos de conexiones o el tipo de comu-
nicaciones entre los dispositivos que venden), lo que diﬁculta
la compatibilidad entre el software nuevo y el hardware anti-
guo. Esto suele provocar la necesidad de comprar nuevas pla-
taformas para no estancarse tecnolo´gicamente. En este sentido,
el hardware libre permite la conexio´n de cualquier elemento
hardware, viejo o nuevo (como por ejemplo motores o sensores
provenientes de plataformas cerradas como LEGO), de modo
que es posible reciclarlos o aprovecharlos para nuevos proyec-
tos que incluyan este tipo de tarjetas, con el ahorro de coste en
material que eso conlleva.
El presente tutorial pretende hacer una revisio´n de las he-
rramientas u opciones que, bajo la experiencia en los u´ltimos
an˜os, se consideran ma´s adecuadas para la docencia y la inves-
tigacio´n de materias como la robo´tica o el control de sistemas
mecatro´nicos. Ası´, se describe tanto el hardware como las po-
sibles herramientas software disponibles a la hora de llevar a
cabo su programacio´n y se muestra un conjunto de actividades
desarrolladas para este ﬁn.
La organizacio´n del artı´culo es la siguiente: en el apartado
2 se describe la plataforma para el desarrollo y programacio´n
de robots de bajo precio LEGO Mindstorms. En el apartado 3
se describen distintos entornos de programacio´n posibles a uti-
lizar con la plataforma LEGO. El apartado 4 realiza una com-
parativa entre distintas opciones existentes actualmente en el
mercado de hardware libre como son Arduino, Raspberry Pi
y Beaglebone. En el apartado 5 se muestran distintos demos-
tradores y ejemplos desarrollados para la docencia de distintas
materias relacionadas con el control de sistemas mecatro´nicos y
la robo´tica. Finalmente, el apartado 6 presenta las conclusiones
ma´s interesantes de este trabajo.
2. Plataforma LEGO Mindstorms
En 1998 Lego proporciona el primer conjunto Mindstorms:
Robotics Invention System (RIS 1.0). En e´l, adema´s de las pie-
zas tı´picas de Lego, el kit proporcionaba motores de corriente
continua, sensores y, lo ma´s importante, el RCX. El RCX es el
ladrillo programable de LEGO que permitı´a no so´lo el movi-
miento, sino sensorizar y responder al entorno. Esta´ basado en
el microprocesador H8 de Hitachi, y proporciona convertidores
analo´gico/ digital, comunicacio´n serie y temporizadores.
El RCX se desarrollo´ en colaboracio´n entre LEGO y el MIT
(Resnick et al. (1996)), (Papert (2000)). En la primera versio´n
el RCX permitı´a 6 puertos de entrada y de salida, aunque poste-
riormente se limitaron a los 3 actuales por razones de consumo.
Adema´s de contar con entusiastas que han contribuido a
ampliar tanto el hardware como el software de este sistema de
varios modos (Baum (2000)), (Baum and Zurcher (2003)), tam-
bie´n se han publicado numerosos trabajos basados en esta plata-
forma en ediciones especiales de revistas como IEEE Robotics
and Automation Magazine (Weinberg and Yu (2003)), (Klass-
ner and Anderson (2003)), (Greenwald and Kopena (2003)) o
IEEE Control Systems Magazine (Gawthrop and McGookin
(2004)).
En enero de 2006 se presento´ en el International Consumer
Electronics Show la siguiente generacio´n: el Lego Mindstorms
NXT. La nueva versio´n adema´s de otros cambios menores en
los sensores electro´nicos y las piezas de construccio´n, incorpo-
raba una unidad de control nueva: el NXT. Esta nueva unidad
de control, estaba basada en un potente microcontrolador de 32
bits: ARM7, con 256 Kbytes FLASH y 64 Kbytes de memoria
RAM.
Para la programacio´n y las comunicaciones, el NXT esta´ equi-
pado con un puerto USB 2.0 y con un dispositivo inala´mbrico
Bluetooth clase II, V2.0. Adema´s, tambie´n incorpora una pan-
talla LCD gra´ﬁca matricial de 100x64 pı´xeles, un altavoz de
sonido real y 4 botones que permiten una programacio´n simple
gracias a un entorno muy intuitivo basado en iconos. Ası´ mis-
mo, el NXT dispone de 4 entradas (una de ellas incluye una
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expansio´n IEC 61158 Type 4/EN 50 170 para usos futuros) y
3 salidas analo´gicas, por lo que, adema´s de disponer de 1 en-
trada ma´s que en la versio´n anterior y dado que los sensores
de rotacio´n esta´n completamente integrados en los actuadores
ele´ctricos en esta versio´n, es posible tener conectados un nu´me-
ro mayor de dispositivos sensores.
Al igual que pasaba con la versio´n anterior, combinando
los bloques de construccio´n, la fa´cil programacio´n del NXT y
su interfaz de entrada y salida se puede obtener un sistema de
prototipado ra´pido para el desarrollo de una gran variedad de
actividades, lo que ha permitido que este sistema haya sido am-
pliamente aceptado como una herramienta para la investigacio´n
y la educacio´n universitaria.
En septiembre de 2013 aparecio´ la u´ltima generacio´n de Le-
go: Lego Mindstorms EV3. Como en las versiones anteriores,
el kit de Lego incorpora motores de corriente continua (2 gran-
des y 1 pequen˜o), sensores electro´nicos (de distancia, contacto,
color y giro´scopo), ma´s de 550 piezas de construccio´n y, lo que
es ma´s destacable, la nueva unidad de control EV3.
La unidad de control esta´ basada en un procesador ARM9
ma´s ra´pido (Texas Instruments Sitara AM1808, a 300MHz) y
con ma´s memoria (64MB RAM y 16MB Flash), lo que le per-
mite por ejemplo, leer los sensores 3 veces ma´s ra´pido que lo
hacı´a la NXT. La EV3 incorpora 4 puertos de entrada para la
lectura de los sensores, 4 puertos de salida para controlar los ac-
tuadores ele´ctricos, 1 puerto USB y una ranura Micro SD que
permite leer tarjetas de memoria de hasta 32GB. Estas mejo-
ras permiten por ejemplo instalar y utilizar el sistema operativo
Linux y tener conexio´n wi-ﬁ.
La Figura 1 muestra las unidades de control y los actuado-
res ele´ctricos de las 3 versiones de Lego Mindstorms desarro-
lladas.
Figura 1: Unidades de control RCX, NXT y EV3 y sus respectivos actuadores
ele´ctricos de Lego Minstorms desarrolladas.
Adema´s de los sensores originales suministrados por Lego,
en la actualidad hay una gran variedad de sensores completa-
mente compatibles con las unidades de control. El precio de es-
tos sensores suele ser bastante econo´mico, y se pueden encon-
trar en empresas como HiTechnic (2014), Mindsensors (2014)
o DexterIndustries (2014).
De esta forma se pueden adquirir los tı´picos sensores de
navegacio´n como GPS, bru´julas magne´ticas o sensores inercia-
les basados en giro´scopos capaces de medir ±2000 grados por
segundo, acelero´metros que miden aceleraciones de hasta 8G
en los ejes X − Y − Z y sensores de distancia con una resolu-
cio´n de milı´metros. Adema´s, tambie´n se puede encontrar una
gran variedad de diferentes sensores electro´nicos, como ca´ma-
ras de visio´n artiﬁcial que son capaces de seguir a 8 objetos
diferentes a una velocidad de 30pfs, sensores te´rmicos capaces
de leer temperaturas desde -70oC hasta 380oC, sensores de pre-
sio´n con un rango ma´ximo de 500kPa (70 PSI), sensores de ﬂe-
xio´n/deformacio´n y de fuerza, baro´metros para medir la presio´n
atmosfe´rica, sensores de presencia, etc.
Cabe destacar que adema´s de los sensores electro´nicos tam-
bie´n se pueden encontrar accesorios muy diversos, como multi-
plexores de actuadores y sensores, sistemas de comunicaciones
inala´mbricas que soportan TCP, HTTP, UDP o mo´dulos de ra-
dio de comunicaciones XBee.
3. Entornos de Programacio´n del LEGO Mindstorms
Para el desarrollo de programas con el LEGO Mindstorms,
la compan˜ı´a LEGO proporciona, junto con el hardware, un soft-
ware gratuito de programacio´n visual mediante bloques basado
en LabView. Dada su sencillez y su alto nivel de abstraccio´n,
dicho software resulta muy limitado tanto en el acceso a bajo
nivel del hardware como en la versatilidad de la programacio´n.
Esto ha desembocado por un lado, en el desarrollo de una li-
brerı´a para Labview especı´ﬁca para LEGO Mindstorms (Lab-
view (2014)) y por otro, en la aparicio´n de una gran variedad de
alternativas de desarrollo software. Dichas alternativas ofrecen
la posibilidad de utilizar lenguajes de programacio´n como C,
C#, Java, Python, Ada o Lua para la implementacio´n de apli-
caciones en el Lego.
A la hora de escoger entre estas opciones de programacio´n
hay que tener en cuenta tres aspectos importantes: el sistema
operativo bajo el cual se pretende desarrollar, el entorno de pro-
gramacio´n necesario para ello y si se requiere un cambio del
ﬁrmware del robot. Por ejemplo, para la opcio´n de programar
en lenguaje C o C# u´nicamente es posible trabajar bajo el sis-
tema operativo de pago Microsoft Windows y adema´s para la
programacio´n en C en concreto se requiere el pago del entorno
de desarrollo RobotC y un cambio del ﬁrmware original del ro-
bot al propio de RobotC.
Para la seleccio´n del lenguaje de programacio´n tambie´n es
importante tener en cuenta otras consideraciones como por ejem-
plo si e´ste permite el manejo de eventos, la programacio´n mul-
titarea, el manejo a bajo nivel de las comunicaciones Bluetooth
y los dispositivos I2C, el manejo de ﬁcheros, la programacio´n
en coma ﬂotante, la compatibilidad con hardware no oﬁcial de
Lego, etc.
Gracias a la amplia experiencia con las distintas opciones
de programacio´n, este trabajo se va a centrar en las soluciones
que a dı´a de hoy ofrecen mayor versatilidad y au´n mantienen
una comunidad de usuarios activa por ser las que ma´s utiliza-
das dentro del campo de la investigacio´n y la mecatro´nica, y
366 A. Valera et al. / Revista Iberoamericana de Automática e Informática industrial 11 (2014) 363–376 
que adema´s son pioneras en dar soporte al reciente modelo de
LEGO Mindstorms EV3.
3.1. RobotC
Entre las soluciones ma´s recomendables se encuentra Ro-
botC (2014), ya mencionado anteriormente por funcionar sola-
mente bajo Microsoft Windows, requerir una licencia para el
entorno de desarrollo y por la necesidad del cambio del ﬁrm-
ware del robot.
A pesar de no ser software libre, el precio de una licencia
para laboratorio (12 puestos) es muy asequible. En la pa´gina
web de RobotC se puede descargar una licencia de prueba pa-
ra 60 dı´as, existiendo adema´s un repositorio de material multi-
media muy interesante con mu´ltiples actividades de programa-
cio´n de robots. Dicho material esta´ enfocado a la docencia de
la robo´tica y la programacio´n, donde los profesores pueden en-
contrar documentos PDF con los capı´tulos y lecciones, instruc-
ciones de montaje, propuesta de examen con preguntas, cues-
tiones y problemas para los estudiantes, etc.
El entorno de programacio´n de RobotC ha sido desarrolla-
do en la universidad Carnegie-Mellon, se trata de un entorno
de desarrollo integrado (IDE) basado en el lenguaje de progra-
macio´n C, que incluye la veriﬁcacio´n sinta´ctica en tiempo real,
una ayuda contextual y el relleno automa´tico de funciones y
variables. Adema´s, RobotC permite que despue´s de compilar
el programa y descargarlo en la unidad de control del Lego, se
pueda utilizar un depurador de co´digo muy completo, permi-
tiendo la ejecucio´n de programas paso-a-paso, el uso de puntos
de ruptura, la visualizacio´n de los valores de los temporizado-
res y las variables del programa, el estado de las tareas y otras
opciones en tiempo de ejecucio´n.
Hay que recordar que para poder programar en C, el primer
paso es realizar el cambio del ﬁrmware del robot. En la docu-
mentacio´n del programa se encuentra detallado la metodologı´a
que hay que seguir segu´n el modelo de Lego que se desee utili-
zar.
Para el caso concreto de la u´ltima versio´n de Lego, el Minds-
torms EV3, hoy en dı´a RobotC tan so´lo admite una funcio-
nalidad limitada de sus librerı´as. No obstante su desarrollo se
encuentra en continua evolucio´n para poder ofrecer pronto un
acceso total a todas sus librerı´as.
3.2. LeJOS
Otra de las opciones de programacio´n ma´s destacables es
LeJOS (2014), la cual se basa ı´ntegramente en el lenguaje de
programacio´n Java. Como es bien conocido, Java provee de
una ma´quina virtual Java que permite ejecutar co´digo compila-
do Java sea cual sea la plataforma que exista por debajo. Es por
eso que esta solucio´n no requiere un sistema operativo concreto
para funcionar como por contra ocurre con RobotC.
Adema´s, leJOS es un software totalmente libre por lo que
se puede descargar desde su pa´gina web en su versio´n ma´s
completa, ofreciendo incluso el co´digo fuente de todas las li-
brerı´as que implementa. Esto ha facilitado que haya disponible
una gran cantidad de proyectos de libre distribucio´n y co´digo
abierto por parte de la comunidad desarrolladora.
Junto con las librerı´as que componen el software de leJOS,
se adjuntan herramientas de compilacio´n, depuracio´n de pro-
gramas, manejo de ﬁcheros dentro del robot, gestio´n de la co-
nectividad inala´mbrica, monitorizacio´n en tiempo real, etc. En-
tre dichas herramientas se encuentra el programa nxjﬂash.exe,
el cual se utiliza para llevar a cabo el cambio del ﬁrmware del
robot, ya que como ocurre con RobotC, es necesario sustituirlo
para poder utilizar leJOS.
Las opciones para la programacio´n en leJOS, son las mis-
mas que para cualquier programa en Java. Los dos IDEs de
distribucio´n libre ma´s utilizados para Java son Eclipse y Net-
Beans. No obstante, la comunidad de leJOS ha desarrollado un
plugin para Eclipse el cual proporciona algunas funcionalida-
des directas sobre el robot, como cargar los programas direc-
tamente, conﬁgurar automa´ticamente proyectos para el Lego o
cambiar el ﬁrmware del robot pulsando tan so´lo en un icono,
entre otras.
Por otro lado, al contrario de como ocurre en otros casos,
las librerı´as de leJOS dan soporte al hardware original de Lego
(sensores y motores) y al de compan˜ı´as como las citadas en el
apartado 2 anterior.
En este caso, al aprovecharse de la estructura orientada a ob-
jetos de Java, los programadores de los robots pueden trabajar
con abstracciones de alto nivel, lo que evita tener que enfren-
tarse con detalles de bajo nivel como por ejemplo las direccio-
nes hexadecimales de los componentes hardware. De esta for-
ma leJOS no so´lo incluye la implementacio´n de controladores
tipo PID y ﬁltros de Kalman, sino que se tienen librerı´as con
funciones ma´s abstractas como la navegacio´n, la cartografı´a, la
programacio´n basada en comportamientos, etc.
Para la nueva versio´n de lego Mindstorms EV3, leJOS ha
conseguido situarse como la opcio´n de desarrollo ma´s comple-
ta, ofreciendo hoy en dı´a la total funcionalidad de sus librerı´as.
3.3. Matlab Simulink
Una u´ltima opcio´n a considerar para su programacio´n es la
utilizacio´n del software Matlab-Simulink proporcionado por la
empresa MathWorks (2014). Esta opcio´n ofrece una programa-
cio´n mediante la conexio´n entre bloques gra´ﬁcos, lo cual re-
sulta muy intuitivo para alumnos que esta´n inicia´ndose en la
programacio´n o bien no esta´n au´n familiarizados con lenguajes
de programacio´n.
A pesar de que Matlab no forma parte de la comunidad de
software libre, es un software multiplataforma ampliamente im-
plantado en los laboratorios de las universidades y que gracias a
las licencias de estudiantes es comu´nmente familiar y utilizado
dentro del a´mbito acade´mico.
MathWorks ha desarrollado un paquete de distribucio´n gra-
tuita para Matlab-Simulink llamado Simulink Support Packa-
ge for LEGO MINDSTORMS Hardware, el cual se ofrece en
dos versiones, una con soporte para la versio´n NXT y otra para
EV3. Estos paquetes incluyen una librerı´a de bloques Simulink
para conﬁgurar y acceder a los sensores, actuadores e interfa-
ces de comunicacio´n de Lego, lo que permite generar y ejecutar
modelos Simulink directamente en el hardware de Lego sin ne-
cesidad de cambiar el ﬁrmware original al robot. Adema´s, este
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sistema permite la monitorizacio´n o la generacio´n de gra´ﬁcas
de programas en ejecucio´n o el ajuste de los para´metros de los
controladores a partir del mismo esquema de Simulink.
La forma de trabajar con este entorno es la usual de Matlab:
primero hay que abrir la librerı´a en el navegador de Simulink
para poder acceder a los diferentes bloques que conforman el
paquete, generando a continuacio´n el esquema de control de Si-
mulink. Una vez creado so´lo queda conectar el Lego al puerto
USB y conﬁgurar y ejecutar el modelo en el robot. La conﬁ-
guracio´n es muy simple puesto que so´lo hay que hacer click
en el menu´ Tools > Run to Target Hardware > Prepare to Run
y especiﬁcar la opcio´n LEGO MINDSTORMS NXT o LEGO
MINDSTORMS EV3 en la ventana de conﬁguracio´n de para´me-
tros que aparece. Por u´ltimo, solo queda ejecutar el programa.
Para ello hay que caer click en el boto´n Deploy To Hardware
del modelo Simulink.
4. Tarjetas de Control Embebido
Como se ha comentado anteriormente, recientemente el mer-
cado del hardware libre se ha convertido en un a´rea en plena
expansio´n. Existen hoy en dı´a multitud de tarjetas microcontro-
ladoras que debido a su bajo coste y su gran versatilidad han
logrado hacerse un hueco dentro de la robo´tica educacional y
de investigacio´n.
Dentro del gran abanico de tarjetas diferentes de hardware
libre que han surgido en los u´ltimos an˜os, este artı´culo se ha
centrado en las tres que hoy en dı´a lideran el mercado interna-
cional: Arduino, Rapsberry Pi y BeagleBoard. Es cada vez ma´s
frecuente la eleccio´n de este tipo de tarjetas para el desarrollo de
prototipos hardware o de desarrollo de pra´cticas de electro´nica
o programacio´n en laboratorios.
Dado que el enfoque de este trabajo esta´ dirigido al uso de
plataformas para la ensen˜anza o desarrollo dentro de la robo´tica
mo´vil y la mecatro´nica, es estrictamente necesaria la capacidad
de controlar motores y sensores desde las propias tarjetas. En la
ﬁgura 2 se muestra una comparativa esquema´tica entre las tar-
jetas embebidas y a continuacio´n se detallan sus caracterı´sticas
principales ası´ como algunas tarjetas de expansio´n que facilitan
su aplicacio´n dentro del campo de la robo´tica.
Figura 2: Comparativa entre tarjetas embebidas.
4.1. Tarjeta Arduino
El microcontrolador Arduino se inicio´ en el an˜o 2005 como
un proyecto para estudiantes del instituto IVREA en Italia. Es
un tipo de controlador de co´digo abierto y software de progra-
macio´n libre, muy versa´til y asequible. Cuenta con multitud de
formatos (versio´n Uno, Mega, Mini, etc.), que se diferencian
principalmente por la capacidad de la memoria, por el nu´mero
de entradas y salidas disponibles, por la frecuencia del procesa-
dor o por las diferentes opciones de comunicacio´n que ofrecen.
El microcontrolador de Arduino esta´ basado en el chip At-
mega (versiones Atmega168, Atmega328 y Atmega1280), y en
la mayorı´a de modelos su voltaje de trabajo se comprende en un
rango de 7 a 12V DC, aunque tambie´n se puede alimentar con
una fuente de voltaje de 5V DC estabilizada. La tarjeta ofre-
ce una serie de entradas analo´gicas en base a 5V digitalizadas
mediante un conversor AD de 10 bits, lo que proporciona una
resolucio´n en la lectura de 4.9mV con una velocidad de lectura
ma´xima aproximada de 10000 lecturas por segundo. En cuanto
a las salidas, Arduino ofrece salidas digitales en base a 3.3V o
5V segu´n el modelo de tarjeta y salidas de tipo PWM que ge-
neran una onda cuadrada estable con un determinado ciclo de
trabajo especiﬁcado por el programador y con una frecuencia
de aproximadamente 490 Hz.
Mediante el uso de estas salidas y su comunicacio´n con un
sencillo esquema ele´ctrico es posible llevar a cabo diversas ta-
reas de control de motores. Existen algunas tarjetas de bajo cos-
te que facilitan la integracio´n de motores con cualquier dispo-
sitivo que pueda proporcionar pulsos de 5V. como easy driver
o big easy driver (Schmalzhaus (2014)). No obstante la mis-
ma empresa Arduino ha desarrollado una serie de tarjetas de
expansio´n que se acoplan directamente sobre las tarjetas origi-
nales y que ofrecen distintas funcionalidades como comunica-
ciones WiFi, Ethernet, control de servos, control de motores,
etc. En concreto, para el control de motores podemos destacar
entre otras Arduino Motor Shield, la cual implementa un puente
en H para el control de como ma´ximo dos motores de corrien-
te continua. La instalacio´n de la tarjeta es puramente fı´sica y a
la hora de su programacio´n no es necesario la importacio´n de
ninguna librerı´a adicional para utilizarla.
Debido a su bajo coste y su polı´tica de hardware libre, en
pocos an˜os Arduino ha conseguido extenderse ampliamente den-
tro de la comunidad investigadora y cientı´ﬁca. Formando par-
te como cerebro de distintos proyectos como desarrollos de
impresoras 3D (Evans (2012)), creacio´n de robots (Al-Busaidi
(2012)), gestio´n de redes (Faludi (2010)), investigacio´n en vehı´cu-
los submarinos (Busquets et al. (2012)), e incluso en sus versio-
nes ma´s ligeras, en vehı´culos ae´reos no tripulados (Lim et al.
(2012)).
Arduino se puede programar de manera ra´pida y sencilla, a
trave´s de su propio Arduino IDE disponible para las platafor-
mas Windows, Linux y Mac OS de manera totalmente gratuita
desde su web. Tan so´lo es necesario instalar los drivers para el
puerto FTDI que incorpora la placa y conectarla por USB. El
entorno del Arduino IDE esta´ basado en Processing, es un edi-
tor de texto simple que permite escribir el co´digo, contiene un
a´rea de mensajes, una consola de texto u´til para depurar y ve-
riﬁcar el co´digo y una barra de herramientas con iconos para
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el ra´pido acceso a las funciones ma´s comunes como compilar
el co´digo, permite descargar el programa a la placa, la crea-
cio´n, apertura y guardado de programas, la seleccio´n del puerto
de comunicaciones, etc. Arduino esta´ basado en el lenguaje de
programacio´n C y soporta algunas funciones del esta´ndar C y
deC++. No obstante, debido a que la transmisio´n de datos entre
el PC y la tarjeta es serie, es posible llevar a cabo la programa-
cio´n desde cualquier lenguaje que ofrezca este soporte, desde
Java, como ocurre por ejemplo con la librerı´a integrada para la
programacio´n de Arduino en el software Easy Java Simulations
(EJS (2014)), hasta otras librerı´as comerciales como es el ca-
so de Matlab. Para ello, MathWorks ofrece un paquete gratuito
para su software de programacio´n mediante bloques Simulink.
Dicho paquete ofrece una serie de bloques disen˜ados especı´ﬁ-
camente para Arduino de modo que es posible implementar el
esquema deseado en Matlab-Simulink y transferirlo a la placa
Arduino de una forma totalmente transparente para el progra-
mador, despreocupa´ndose de la conversio´n entre los bloques de
Simulink y el co´digo para Arduino.
4.2. Tarjeta Raspberry Pi
Raspberry PI es una iniciativa de una compan˜ı´a brita´nica
para crear un micro ordenador muy econo´mico (alrededor de
30e) y lo suﬁcientemente ﬂexible para ser utilizado para dis-
tintos usos. Desde su aparicio´n en 2012, el objetivo de su fun-
dacio´n se ha centrado en promover su uso en el campo acade´mi-
co, tanto a nivel de colegios, como a nivel universitario pa-
ra proyectos de investigacio´n. Su disen˜o incluye un Broadcom
BCM2835 con un procesador ARM1176JZFS a 700 MHz con
unidad de coma ﬂotante, 512 MB de memoria RAM y un proce-
sador gra´ﬁco (GPU) Videocore IV capaz de mover contenidos
con calidad Blueray y con soporte para las librerı´as OpenGL y
OpenVG. La tarjeta arranca desde una tarjeta de memoria SD
y posee dos conectores USB 2.0, un conector de Ethernet RJ-
45, Salida de vı´deo Digital HDMI y salida de vı´deo analo´gico
S-Video, un conector GPIO, un conector de alimentacio´n y una
salida de audio analo´gica.
Lo ma´s destacable en relacio´n a su uso en el campo de la
robo´tica adema´s de su taman˜o y su precio, es sin duda el conec-
tor GPIO formado por 26 pines, todos reconﬁgurables excepto
los de alimentacio´n y masa. Por defecto hay una serie de pines
conﬁgurados para la conexio´n de interfaces UART, I2C y SPI
y el resto esta´n conﬁgurados para entradas y salidas digitales.
Los pines son compatibles con niveles de 3.3V y como ma´xi-
mo la corriente que puede circular por cada pin es de 50mA,
por tanto si se desea conectar dispositivos que funcionen a 5V
o que consuman una corriente mayor, se debe hacer a trave´s
de un Buﬀer o cualquier otro circuito que adapte los niveles de
tensio´n y de corriente. Hay que tener en cuenta que el puerto
GPIO no esta´ protegido ante cortocircuitos y sobretensiones.
Del mismo modo que ocurre con la tarjeta Arduino, el am-
plio uso a nivel internacional y multifuncional de la Raspberry
Pi ha impulsado el desarrollo de mu´ltiples tarjetas de expan-
sio´n que an˜aden distintas funcionalidades como visualizacio´n
en LCD, integracio´n de ca´maras de visio´n, compatibilidad con
productos de Arduino, etc. Dos tarjetas de expansio´n destaca-
bles para su uso en el campo de la robo´tica son los casos de la
Ryanteck Motor Controller y la Brick Pi. La tarjeta Ryanteck
Motor Controller distribuida por la empresa Adafruit, es un kit
auto-ensamblable que permite controlar hasta dos motores de
corriente continua con facilidad a trave´s de los puertos GPIO.
Por otro lado, la tarjeta de expansio´n Brick Pi desarrollada por
Dexter Industries, aporta la integracio´n directa a los sensores y
motores del Lego Mindstorm a la Raspberry Pi, ofreciendo 9
puertos I2C para un ma´ximo de 4 motores y 5 de sensores. La
misma empresa ofrece una librerı´a de co´digo libre para desa-
rrollar con la Brick Pi.
La Raspberry Pi soporta distintos sistemas operativos basa-
dos en arquitecturas ARM con nu´cleo Linux como Pidora (ver-
sio´n optimizada de Fedora) o Raspbian (basado en distribucio´n
Debian) e incluso hay una versio´n compatible para Android en
fase de desarrollo.
La Fundacio´n de Raspberry Pi recomienda Python como
lenguaje de programacio´n para el desarrollo de aplicaciones,
no obstante se puede utilizar cualquier lenguaje compilable pa-
ra ARMv6 como C, C++, Java, Ruby e incluso S cratch, los
cuales esta´n soportados por defecto en la tarjeta. Recientemen-
te MathWorks tambie´n ha desarrollado una librerı´a especı´ﬁca
de distribucio´n libre para la programacio´n de la Raspberry Pi,
la conﬁguracio´n y el acceso a los perife´ricos de entrada/salida
mediante el software Matlab-Simulink. Desde su pa´gina web
es posible acceder a sencillos tutoriales de iniciacio´n. Una vez
desarrollado el esquema en Simulink, el programa se transmite
a la tarjeta mediante TCP/IP especiﬁcando la direccio´n IP de
la tarjeta y el puerto, que por defecto es 17725. Por tanto no
es necesario ningu´n software adicional o programar nada desde
el interior de la tarjeta, tan so´lo se requiere que el ordenador
desde el que se programa este´ conectado a la misma red que la
Raspberry Pi.
4.3. Tarjeta BeagleBoard
La tarjeta BeagleBoard producida por la empresa Texas Ins-
truments en asociacio´n con Digi-Key y Newark element14, sur-
ge a mediados de 2008 como el primer micro ordenador de ba-
jo coste del mercado. Desde su aparicio´n ha ido evolucionan-
do mediante modelos nuevos que incorporan ciertas mejoras
en rendimiento y conectividad. Hoy en dı´a el modelo ma´s re-
ciente es el BeagleBone Black, cuyo lanzamiento fue en abril
de 2013. Este modelo ofrece un rendimiento y una capacidad
de co´mputo que pocas tarjetas de precios similares son capa-
ces de superar. La BeagleBone Black tiene un precio de menos
de 50e, y posee un procesador ARM Cortex-A8 a 1000MHz,
una GPU PowerVR SGX530 a 200MHz, viene con 512MB de
RAM de tipo DDR3, una conexio´n Ethernet, salida de video y
audio micro-HDMI, un puerto USB, una ranura para tarjeta mi-
croSD y dos ﬁlas de 46 pines de entrada o salida. Hay que tener
en cuenta que el voltaje de entrada de la tarjeta es de 5V y que
sin conectar nada, la tarjeta sola consume entre 210 y 460mA.
Otra de las ventajas ma´s destacables de la BeagleBone Black
es la conectividad que ofrece. Dispone de un total de 92 pines
reconﬁgurables que incluyen hasta cuatro puertos serie diferen-
tes, la generacio´n de ocho PWM independientes, cuatro tempo-
rizadores, un bus CAN, siete entradas analo´gicas en base a 1.8V
con una resolucio´n del conversor AD de 12 bits, varias salidas
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de alimentacio´n a 5 y 3.3V, dos conexiones SPI, dos puertos I2C
para su interconexio´n con cualquier tipo de hardware compati-
ble, adema´s de 65 entradas y salidas digitales reconﬁgurables.
Las extensiones para las tarjetas Beagleboard se denominan
capes y hay ma´s de 40 modelos diferentes. Del mismo modo
que con el resto de tarjetas, su funcionalidad es otorgar mayor
facilidad de interconexio´n y/o dotar de nuevas caracterı´sticas a
la tarjeta. Para el control de motores en concreto, una de las ca-
pes ma´s utilizadas para el control de motores es la Dual Motor
Controller Cape (DMCC) Mk.6, la cual permite el manejo de
dos motores DC (de 5V a 28V y de hasta 7A por motor) y ofre-
ce una librerı´a completa en el lenguaje de programacio´n C pa-
ra su desarrollo. Otra cape interesante es la BeagleBone Motor
Cape with NXT Connectors, que aunque tan so´lo es compatible
con el modelo BeagleBone (no Black) como su propio nombre
indica, an˜ade la capacidad de conexio´n directa de los motores
con conexiones I2C como son los del Lego NXT y el EV3.
Como ocurre con la Raspberry Pi, la BeagleBone Black so-
porta diversos sistemas operativos basados en la arquitectura
ARM Linux como Fedora, Ubuntu u openSUSE, pero tambie´n
tiene soporte para Android e incluso para Windows Embedded.
Estos sistemas se ejecutan desde la microSD aunque cabe men-
cionar que la tarjeta dispone de un kernel de auto arranque Li-
nux en su memoria eMMC de 2GB que se ejecuta cuando no se
inserta ninguna microSD.
Las opciones de programacio´n de la BeagleBoard son pra´cti-
camente las mismas que las de Raspberry Pi. Se pueden utilizar
lenguajes como C, C++, Java, Python, JavaScript, Android e
incluso tambie´n Matlab-Simulink. En este caso, MathWorks tan
so´lo da soporte al modelo de tarjeta BeagleBoard xM median-
te la librerı´a BeagleBoard Support from Simulink. En este ca-
so, tampoco es necesaria la instalacio´n o desarrollo de software
dentro de la tarjeta BeagleBoard, no obstante Simulink requiere
una conexio´n serie y una conexio´n de Ethernet desde el orde-
nador donde se desarrolla a la tarjeta. En la web de Mathworks
se exponen diversos tutoriales y ejemplos para aprender a con-
ﬁgurar y utilizar este software.
4.4. Otras tarjetas embebidas
Como se ha comentado anteriormente, la continua evolu-
cio´n de este tipo de tarjetas embebidas de bajo coste requiere
estar atento a las nuevas posibilidades de productos que van
surgiendo. Es por ejemplo el caso de la reciente versio´n Intel
Galileo (Fig. 3 izquierda) desarrollada a partir de una colabo-
racio´n entre Arduino y la empresa Intel, o la anunciada tarjeta
Arduino TRE (Fig. 3 derecha), otra colaboracio´n de Arduino
con Texas Instruments y la Fundacio´n BeagleBoard. Esta´ u´lti-
ma tarjeta se estima que saldra´ al mercado a ﬁnales de este an˜o.
Figura 3: Tarjeta Intel Galileo (izquierda) y tarjeta Arduino TREE (derecha).
5. Demostradores y Ejemplos de Aplicacio´n
Una vez se han descrito las posibles soluciones hardware/-
software de bajo coste, a continuacio´n se van a mostrar algunas
de las aplicaciones que se han desarrollado y utilizado. Estas
actividades avalan la utilidad de este tipo de plataformas pa-
ra la imparticio´n de diferentes contenidos relacionados con la
robo´tica y el control por computador.
5.1. Identiﬁcacio´n de Motores de Corriente Continua
Antes de abordar el disen˜o o ajuste de controladores simples
de velocidad o posicio´n que permitira´n la obtencio´n de contro-
ladores ma´s avanzados (basados en la cinema´tica del robot) es
necesario obtener la funcio´n de transferencia de los motores que
se van a utilizar. Por ello, una de las primeras actividades que
se pueden desarrollar es obtener la identiﬁcacio´n de los motores
de corriente continua del Lego.
A continuacio´n se muestra la parte ma´s destacable de un
programa de RobotC para la unidad de control del Lego utiliza-
do para la identiﬁcacio´n en posicio´n de uno de los motores del
Lego.
1 c o n s t s t r i n g sFi leName = ” i d e n p o s . t x t ” ;
t a s k main ( )
3 {
l ong i = 0 ;
5 l ong n i t e r a c i o n e s ;
f l o a t t f i n a l =5 . 0 ;
7 f l o a t t s =0 . 05 ; / / p . mues t r eo : 50ms
f l o a t p u l s o s 2 r a d=PI / 1 8 0 . 0 ;
9 f l o a t p o s r a d =0 . 0 ;
f l o a t a c o n t r o l ;
11 c r e a t e T e x t F i l e ( sFileName , 30000) ;
nMotorEncoder [ motorA ] = 0 ;
13 n i t e r a c i o n e s =( i n t ) ( ( t f i n a l ) / t s ) ;
i =0;
15 wh i l e ( i < n i t e r a c i o n e s )
{
17 / / l e c t u r a p o s i c i o´ n motor A
po s r a d=nMotorEncoder [ motorA ]∗ p u l s o s 2 r a d ;
19 a c o n t r o l =60;
/ / p r o p o r c i n a r a c c i o´ n de c o n t r o l a l motor
21 motor [ motorA ] = a c o n t r o l ;
w r i t eF loa tNumbe r ( p o s r a d ) ;
23 wr i t eF loa tNumbe r ( a c o n t r o l ) ;
wai t1Msec ( t s ∗1000) ;
25 i ++;
}
27 }
El motor que se va a identiﬁcar se conecta en el puerto de
entrada A de la unidad de control. Adema´s, puesto que cada
motor esta´ equipado con un encoder incremental, es necesario
inicializar su valor al principio de la ejecucio´n de cada progra-
ma. Eso se consigue con la instruccio´n nMotorEncoder[], es-
cribiendo un determinado valor (0 en este caso).
A cada iteracio´n del bucle de control, se obtiene median-
te el comando nMotorEncoder[] la posicio´n del eje del motor
(expresada en radianes), y se suministra la accio´n de control al
motor mediante el comando motor[]. La posicio´n y la accio´n
de control se almacenan en un ﬁchero de texto (iden pos.txt).
Hay que tener en cuenta que el encoder de los motores de los
Lego tiene una resolucio´n de 1 pulso por grado, por lo que se
utiliza una constante (pulsos2rad) para transformar el valor del
encoder (en pulsos) a un a´ngulo expresado en radianes.
Para poder veriﬁcar del periodo de muestreo de cada ite-
racio´n del bucle se tienen varias opciones. La ma´s simple es
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utilizar las tı´picas instrucciones de retardo (wait1Msec()) o, si
lo permite el ﬁrmware de la unidad de control, mediante el uso
de temporizadores.
Despue´s de la ejecucio´n del programa (5 segundos, en este
caso), lo u´nico que hay que hacer es transferir el ﬁchero de
datos desde la unidad de control al PC. En el caso de RobotC
lo u´nico que hay que hacer es conectar un cable USB entre el
ladrillo inteligente y el computador, y utilizar las facilidades del
manejo de ﬁcheros de dicho entorno.
Una vez el ﬁchero en el PC so´lo resta analizar la respues-
ta obtenida. En nuestro caso esto se hace con la aplicacio´n de
Matlab, de forma que despue´s de cargar el ﬁchero y tener la
variable en el entorno de trabajo, se puede utilizar cualquier co-
mando y herramienta de Matlab para realizar la identiﬁcacio´n.
La funcio´n de transferencia de posicio´n de los motores ob-
tenida es:
Gpos(s) =
θ(s)
U(s)
=
0,1362
s(1 + 0,073s)
Con cualquier otro lenguaje y unidad de control, la identiﬁ-
cacio´n se realiza de un modo completamente ana´logo. La u´nica
diferencia reside en el nombre de los comandos y la forma de
transferir el ﬁchero de datos. Por ejemplo, si se utiliza como
unidad de control la tarjeta Raspberry Pi con la tarjeta BrickPi,
y aunque se puede utilizar 2 lenguajes diferentes (C y Python),
los comandos son iguales: BrickPi.MotorSpeed[] para propor-
cionar las acciones de control y BrickPi.Encoder[] para obte-
ner la posicio´n del eje del motor. Si por otro lado, se utiliza el
ﬁrmware leJOS, el comando para acciones del control es setPo-
wer(int power) y para obtener la lectura del enconder se utiliza
la funcio´n getTachoCount().
En el caso de la identiﬁcacio´n en velocidad del motor de
corriente continua hay que tener en cuenta que los motores de
Lego no disponen de un sensor que mida directamente la velo-
cidad. Por ello, la forma ma´s simple de obtener dicha magnitud
es la de utilizar una aproximacio´n matema´tica a partir de los
datos de posicio´n. En este caso es necesario precisar que si se
realiza una aproximacio´n simple de primer orden los resultados
obtenidos no sera´n demasiado buenos puesto que la sen˜al suele
estar afectada de un ruido muy alto.
La funcio´n de transferencia en velocidad obtenida de los
motores es:
Gvel(s) =
θ˙(s)
U(s)
=
0,1361
1 + 0,097s
Las ﬁguras 4 y 5 muestran los datos experimentales de
posicio´n y velocidad, y las salidas simuladas a partir de los mo-
delos identiﬁcados.
5.2. Control de Motores de Corriente Continua
A partir de los datos de posicio´n y velocidad del motor del
Lego y/o de las funciones de transferencia obtenidas se puede
proceder al disen˜o y la implementacio´n de diversos controlado-
res. Para la obtencio´n de los controladores en este trabajo se ha
utilizado el me´todo basado en Ziegler-Nichols. Para ello se de-
ben obtener primero los para´metros signiﬁcativos del proceso,
Figura 4: Respuesta a un escalo´n en posicio´n del sistema real y del identiﬁcado.
Figura 5: Respuesta a un escalo´n en velocidad del sistema real y del identiﬁca-
do.
de forma que a partir de ellos se realiza el ajuste de los contro-
ladores.
Para el ajuste de los controladores de posicio´n se ha utiliza-
do el me´todo de la respuesta sostenida. Mediante este me´todo se
cierra el bucle con un regulador proporcional y se va incremen-
tando el valor de la ganancia hasta que la respuesta del sistema
se hace crı´ticamente estable. Los para´metros signiﬁcativos que
se obtienen son 2: Kc (constante de repeticio´n) y Tc (periodo de
repeticio´n de la respuesta del sistema).
Para el ajuste de los controladores de la velocidad del motor
se ha utilizado el me´todo de la respuesta a un escalo´n. Se trata
de introducir un escalo´n a la entrada del sistema y analizar la
respuesta del sistema. En este caso se obtienen 3 para´metros:
K (ganancia del sistema), TP y T0 (tiempos obtenidos a partir
de la constante de tiempo del sistema). La Tabla 1 muestra los
para´metros obtenidos para los motores de Lego:
Tabla 1: Para´metros signiﬁcativos motores Lego.
Respuesta sostenida Respuesta ante escalo´n
Kc Tc K TP T0
319.00 0.3000 0.1361 0.0713 0.0362
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A partir de estos para´metros se pueden ajustar directamente
los diferentes valores de los controladores de posicio´n y velo-
cidad de los motores de corriente continua. A continuacio´n se
muestra la parte ma´s destacable de un algoritmo de RobotC para
establecer el control proporcional de la velocidad de un motor
conectado en el puerto A de la unidad de control.:
1 c o n s t s t r i n g sFi leName = ” e s c v e l P . t x t ” ;
t a s k main ( )
3 {
l ong i = 0 ;
5 l ong n i t e r a c i o n e s ;
f l o a t t f i n a l =10 . 0 ; / / t i empo e j e c u c i o´ n : 10 seg .
7 f l o a t r e fV e l =2∗PI ∗ 2 . 0 ; / / r e f : 2 v u e l t a s por seg .
f l o a t t s =0 . 05 ; / / p . mues t r eo : 50mS
9 f l o a t p u l s o s 2 r a d=PI / 1 8 0 . 0 ;
f l o a t p o s r a d a c t u a l =0 . 0 ;
11 f l o a t p o s r a d a n t e r i o r =0 . 0 ;
f l o a t v e l r u e d a =0 . 0 ;
13 f l o a t a c o n t r o l ;
f l o a t e r r o r v e l =0 . 0 ;
15 f l o a t q0 =9 . 43 ; / / pa r a´me t r o c o n t r o l a d o r P
c r e a t e T e x t F i l e ( sFileName , 30000) ;
17 nMotorEncoder [ motorA ] = 0 ;
n i t e r a c i o n e s =( i n t ) ( ( t f i n a l ) / t s ) ;
19 i =0;
wh i l e ( i < n i t e r a c i o n e s )
21 {
/ / l e c t u r a p o s i c i o´ n motor A
23 p o s r a d a c t u a l=nMotorEncoder [ motorA ]∗ p u l s o s 2 r a d ;
/ / e s t im a c i o´ n v e l o c i d a d motor
25 v e l r u e d a =( p o s r a d a c t u a l − p o s r a d a n t e r i o r ) / t s ;
/ / c a l c u l o e r r o r v e l o c i d a d y a c c i o´ n de c o n t r o l
27 e r r o r v e l= r e fVe l −v e l r u e d a ;
a c o n t r o l= e r r o r v e l ∗q0 ;
29 / / p r o p o r c i o n a r a c c i o´ n de c o n t r o l
motor [ motorA ] = a c o n t r o l ;
31 wr i t eF loa tNumbe r ( r e fV e l ) ;
w r i t eF loa tNumbe r ( v e l r u e d a ) ;
33 wr i t eF loa tNumbe r ( a c o n t r o l ) ;
p o s r a d a n t e r i o r= p o s r a d a c t u a l ;
35 wai t1Msec ( t s ∗1000) ;
i ++;
37 }
}
La estimacio´n de velocidad del motor en el instante k se ob-
tiene a partir de la posicio´n actual (instante k) y la posicio´n de la
iteracio´n anterior k − 1. El error de velocidad se calcula restan-
do a la referencia (refVel) dicha estimacio´n. A continuacio´n se
calcula la accio´n de control multiplicando la constante propor-
cional (q0) por dicho error. Por u´ltimo se suministra la accio´n de
control mediante el comando motor[] y se almacenan los datos
en un ﬁchero de texto para poder realizar, una vez transferido
desde la unidad de control a un PC, su ana´lisis mediante (por
ejemplo) Matlab.
Por supuesto, adaptar este algoritmo a otras tarjetas de con-
trol y/o lenguajes de programacio´n es una tarea muy simple y
directa.
La ﬁgura 6 muestra la respuesta real y la referencia de la
posicio´n del sistema con un regulador proporcional. La ﬁgura
7 muestra la velocidad real y la referencia del motor con un
regulador proporcional-integrador.
En la ﬁgura 6 se puede apreciar como las respuestas de los
controladores P y PD tienen un error constante de seguimiento
ante la referencia tipo rampa introducida al motor. Para elimi-
nar dicho error se necesita un controlador que incorpore una ac-
cio´n integral. Tambie´n se puede apreciar como la incorporacio´n
de un te´rmino derivativo mejora el comportamiento dina´mico
puesto que proporciona una sobreoscilacio´n y un tiempo de po-
sicionado menor.
Figura 6: Respuesta control de posicio´n motores Lego.
Figura 7: Respuesta control de velocidad motores Lego.
La ﬁgura 7 muestra la referencia de velocidad (valor cons-
tante 2*pi) y la respuesta de los controles P y PID. Se puede
apreciar que el control proporcional tiene un error constante de
seguimiento ante el escalo´n. Si se desea eliminar dicho error es
necesario incorporar una accio´n integral.
5.3. Filtrado de Sen˜ales
Como se ha comprobado en la ﬁgura 7, cuando se abor-
da el control de velocidad de los motores de Lego aparece un
ruido muy evidente que provoca que la respuesta del sistema
no sea buena. Dicho ruido esta´ motivado ba´sicamente porque
al carecer los motores de sensores de velocidad, se ha obteni-
do una estimacio´n de la velocidad mediante una aproximacio´n
nume´rica de primer orden a partir de la posicio´n.
Para tratar de evitar este feno´meno se puede abordar dife-
rentes soluciones como por ejemplo el disen˜o de ﬁltros. Para el
disen˜o del ﬁltro se pueden proponer algunas actividades muy
interesantes. La primera podrı´a ser disen˜ar e implementar en el
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bucle de control un ﬁltro digital que realiza un procesamiento
previo de la informacio´n antes del ca´lculo del error de veloci-
dad. En este caso se han planteado diferentes ﬁltros pasa-bajo
IIR, tanto de disen˜o indirecto (a partir de la discretizacio´n de
ﬁltros prototipo analo´gicos) como de disen˜o directo a partir de
la aproximacio´n de mı´nimos cuadrados.
Como alternativa a estos ﬁltros pasa-bajo se puede disen˜ar
un Filtro de Kalman (KF). Como es bien sabido, el KF pro-
porciona una herramienta computacional para estima del estado
de un proceso, de forma que minimiza la media cuadra´tica del
error estimado del proceso. Su objetivo es estimar el estado xk
del sistema basado en el conocimiento de las dina´micas de e´ste,
las caracterı´sticas de la perturbacio´n (matrices de covarianza) y
la disponibilidad de medidas ruidosas zk, de manera que el ﬁltro
minimizara´ los efectos de wk y vk en la estimacio´n del estado.
Figura 8: Esquema modular del funcionamiento del Filtro de Kalman.
El algoritmo del KF requiere de dos etapas o estados:
- Actualizacio´n del tiempo (o Predictor): calcula la siguien-
te estimacio´n del estado a priori utilizando la estimacio´n previa
del estado y del valor actual de las entradas.
- Actualizacio´n de medidas (o Corrector): utiliza la medida
actual para reﬁnar el resultado dado por la etapa anterior para
obtener una estimacio´n a posteriori mejorada.
La Figura 9 muestra uno de los KF implementados y eje-
cutado en la unidad de control de Lego. En este caso se trata
de un ﬁltro que mejora la estimacio´n de la velocidad lineal de
los motores a partir de la medida de los encoders. Se puede
apreciar fa´cilmente como mediante la implementacio´n del KF
se ha podido eliminar el ruido de la estimacio´n de la velocidad,
siendo esto una cuestio´n crı´tica puesto que estas velocidades se
utilizara´n para obtener la estimacio´n de la posicio´n global y la
orientacio´n del robot.
5.4. Control Cinema´tico de Robots Mo´viles
Una vez desarrollado el control de posicio´n y velocidad de
los motores de corriente continua del sistema se puede abordar
el control de movimiento de los robots mo´viles. Este control
cinema´tico consiste en determinar las acciones necesarias pa-
ra llevar al robot desde su posicio´n actual a una posicio´n ﬁnal
deseada, considerando para ello las velocidades y la orientacio´n
del robot.
En el control de robots mo´viles se pueden abordar dos pro-
blemas: el control de la trayectoria y el control del camino. En
el primer caso se dispone de la trayectoria deseada, que es la
curva temporal para cada una de las coordenadas sobre las que
Figura 9: Velocidad y estimacio´n mediante KF.
se debe realizar un control del robot. En el caso del control del
camino la diferencia radica en que no se tiene en cuenta el factor
tiempo, sino que u´nicamente se debe proporcionar la informa-
cio´n geome´trica en el espacio cartesiano.
Para el control de movimiento del robot es necesario tener
en cuenta la conﬁguracio´n cinema´tica de e´ste. En el caso de
Lego se recomienda o bien la conﬁguracio´n diferencial o (en
menor medida) la conﬁguracio´n Ackerman.
La conﬁguracio´n diferencial es muy fa´cil de implementar
con las piezas de construccio´n de Lego. Se trata de una conﬁ-
guracio´n donde el movimiento del robot se establece a partir de
la diferencia de velocidades de la rueda derecha e izquierda. Por
ello, en esta conﬁguracio´n se deben establecer dos controles de
velocidad.
En la conﬁguracio´n Ackerman el control del robot se rea-
liza a partir de la orientacio´n de las ruedas directrices y de la
velocidad de avance de las ruedas motrices. Por ello en esta
conﬁguracio´n se necesitan dos clases de controles: un control
de posicio´n y un control de velocidad.
De esta forma, el control de movimiento de los robots mo´vi-
les tendra´ 2 niveles. En el nivel ma´s interno se tendra´ un control
de posicio´n y/o velocidad que calcule las acciones de control
necesarias a partir de las referencias y de la posicio´n y veloci-
dad actuales de las ruedas del robot.
El nivel ma´s externo se encargara´ de comparar la trayectoria
o camino deseado con la posicio´n y orientacio´n actual del robot,
calculando las referencias para el control interno del robot.
Figura 10: Arquitectura control cinema´tico de robots mo´viles.
A continuacio´n se muestra la parte ma´s importante de un
programa de RobotC que establece el control de trayectoria por
punto descentralizado para un robot mo´vil con conﬁguracio´n
diferencial.
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/ / d e f i n i c i o´ n d e l f i c h e r o de t e x t o
2 c o n s t s t r i n g sFi leName = ” c t r l c i n e P . t x t ” ;
t a s k main ( ) / / t a r e a p r i n c i p a l
4 {
l ong i =0;
6 f l o a t t f i n a l =30 . 0 ;
f l o a t v e l a ng d , v e l a n g i ;
8 f l o a t v e l l i n d , v e l l i n i ;
f l o a t v r e f d , v r e f i ;
10 f l o a t wref d , w r e f i ;
f l o a t q0=9.4276
12 f l o a t t h e t a =6 .2832 ; / / o r i e n t a c i o´ n i n i c i a l d e l r o b o t
f l o a t x= −0.05; / / coo rdenada i n i c i a l X d e l r o b o t
14 f l o a t y= −0.05; / / coo rdenada i n i c i a l Y d e l r o b o t
f l o a t b=0 . 02 ; / / s e p a r a c i o´ n e n t r e l a s r u e d a s ) / 2 : 20mm
16 f l o a t e =0 .056 ; / / d i s t a n c i a pun to d e s c e n t r a d o : 56 mm
f l o a t p u l 2 r a d =0 .0174533 ; / / pu l 2 r a d =2∗ p i /360
18 f l o a t r a d i o r u e d a =0 .028 ; / / r a d i o de rueda es 28 mm
f l o a t Ts =0 . 05 ; / / p e r i o do mues t r eo : 50mS
20 nMotorEncoder [ motorA ]= 0 ; / / r e s e t encode r rueda dcha .
nMotorEncoder [ motorB ]=0 ; / / r e s e t encode r ru eda i zqda .
22 c r e a t e T e x t F i l e ( sFileName , 30000) ;
/ / i n i c i a l i z a c i o´ n i t e r a c i o n e s
24 i =0;
n i t e r a c i o n e s =( i n t ) ( ( t f i n a l ) / Ts ) ;
26 / / buc l e de c o n t r o l
wh i l e ( i < n i t e r a c i o n e s )
28 { / / c a´ l c u l o r e f e r e n c i a s pos . y v e l . t r a y . cuad r ada
i n i r e f c u a d r a d o ( ) ;
30 / / l e c t u r a de en code r s de l a s r u e d a s
ruedaAnue=nMotorEncoder [ motorA ] ;
32 ruedaBnue=nMotorEncoder [ motorB ] ;
/ / c a´ l c u l o v e l o c i d a d e s a n g u l a r e s ( r ad / s ) de l a s r u e d a s
34 v e l a n g d=pu l 2 r a d ∗ ( ruedaAnue− ruedaAan t ) / Ts ;
v e l a n g i=pu l 2 r a d ∗ ( ruedaBnue− r uedaBan t ) / Ts ;
36 / / c a´ l c u l o v e l o c i d a d e s l i n e a l e s (m/ s ) r u e d a s
v e l l i n d=v e l a n g d ∗ r a d i o r u e d a ;
38 v e l l i n i = v e l a n g i ∗ r a d i o r u e d a ;
/ / c a´ l c u l o v e l o c i d a d l i n e a l d e l r o b o t
40 v e l L i n r o b o t =( v e l l i n d+ v e l l i n i ) / 2 ;
/ / c a´ l c u l o l a v e l o c i d a d a n g u l a r d e l r o b o t
42 v e lAng robo t =( v e l l i n d − v e l l i n i ) / ( 2 ∗ b ) ;
/ / c a´ l c u l o p o s i c i o´ n X−Y y l a o r i e n t a c i o´ n d e l r o b o t
44 x=x+v e l L i n r o b o t ∗Ts∗ cos ( t h e t a ) ;
y=y+v e l L i n r o b o t ∗Ts∗ s i n ( t h e t a ) ;
46 t h e t a= t h e t a+ve lAng robo t ∗Ts ;
/ / c a´ l c u l o e x p r e s i o´ n c o n t r o l c i n em a´ t i c o r o b o t
48 xpun to=kve l ∗ v e l x r e f+kpos ∗ ( r e f x −( x+e ∗ cos ( t h e t a ) ) ) ;
ypun to=kve l ∗ v e l y r e f+kpos ∗ ( r e f y −( y+e ∗ s i n ( t h e t a ) ) ) ;
50 / / c a´ l c u l o modelo c i n em a´ t i c o i n v e r s o d e l r o b o t
e c o s t h e t a=e ∗ cos ( t h e t a ) ;
52 e s i n t h e t a=e ∗ s i n ( t h e t a ) ;
b s i n t h e t a=b∗ s i n ( t h e t a ) ;
54 b c o s t h e t a=b∗ cos ( t h e t a ) ;
v r e f d = ( ( e c o s t h e t a − b s i n t h e t a ) ∗ xpun to +( e s i n t h e t a+
b c o s t h e t a ) ∗ ypun to ) / e ;
56 v r e f i = ( ( e c o s t h e t a+ b s i n t h e t a ) ∗ xpun to +( e s i n t h e t a −
b c o s t h e t a ) ∗ ypun to ) / e ;
/ / c a´ l c u l o v e l o c i d a d e s a n g u l a r e s de r e f e r e n c i a
58 wre f d=v r e f d / r a d i o r u e d a ;
w r e f i= v r e f i / r a d i o r u e d a ;
60 / / c a´ l c u l o e r r o r e s de l a v e l o c i d a d a n g u l a r de l a s r u e d a s
e r r o r v e l d=wref d −v e l a n g d ;
62 e r r o r v e l i=wre f i − v e l a n g i ;
/ / c a´ l c u l o a c c i o n e s de c o n t r o l ( c r t l P )
64 a c on t r o lA= e r r o r v e l d ∗q0 ;
a c o n t r o lB= e r r o r v e l i ∗q0 ;
66 / / p r o p o r c i o n a r a c c i o n e s de c o n t r o l a moto re s
motor [ motorA ] = a con t r o lA ;
68 motor [ motorB ] = a c on t r o lB ;
/ / a lmacena r v a l o r e s encode r p a r a l a pr o´x ima i t e r a c i o´ n
70 ruedaAan t=ruedaAnue ;
r uedaBan t=ruedaBnue ;
72 / / e s c r i b i r v a l o r e s en f i c h e r o de d a t o s
wr i t eF loa tNumbe r ( r e f x ) ;
74 wr i t eF loa tNumbe r ( r e f y ) ;
w r i t eF loa tNumbe r ( x ) ;
76 wr i t eF loa tNumbe r ( y ) ;
wr i teNewLine ( ) ;
78 / / v e r i f i c a r p e r i o do de mues t r eo
wai t1Msec ( Ts ∗1000) ;
80 i ++;
}
82 }
A cada iteracio´n del bucle de control se debe calcular prime-
ro las velocidades angulares de las ruedas derecha (conectada
en el puerto A) e izquierda (conectada en el puerto B). Esto se
hace a partir de la estimacio´n con los valores de las posiciones
obtenidos a partir de los encoders.
Considerando el modelo cinema´tico diferencial del robot, a
partir de las velocidades angulares se calcula la velocidad angu-
lar y lineal del robot, obteniendo posteriormente una estimacio´n
de la posicio´n X−Y y de la orientacio´n theta del robot, de forma
que se puede calcular a continuacio´n el control cinema´tico del
robot.
A continuacio´n, considerando el modelo cinema´tico inverso
del robot, se puede calcular las velocidades lineales de referen-
cia para las ruedas, y a partir de e´stas, las velocidades angulares
de referencia.
Una vez se tienen las velocidades angulares de referencia se
puede establecer el control abordado en el apartado 5.2. Aunque
se podrı´a plantear un control ma´s complejo, en este algoritmo
se ha implementado un control proporcional.
Lo u´nico que falta es proporcionar las acciones de control a
los motores, escribir los valores en un ﬁchero de texto y veriﬁ-
car el periodo de muestreo.
La ﬁgura siguiente muestra la trayectoria de referencia (un
cuadrado de 1m de lado) y la seguida por un robot Lego con
conﬁguracio´n diferencial. La posicio´n inicial de e´ste era (-0.01,-
0.01), y se puede observar como el robot sigue de una forma
muy buena a la referencia.
Figura 11: Respuesta control cinema´tico robot diferencial Lego.
5.5. Control de Robots con Sensores Avanzados
Como se ha comentado anteriormente, adema´s de los sen-
sores originales suministrados por Lego, existe una gran varie-
dad de sensores completamente compatibles con las unidades
de control (ladrillos inteligentes). Gracias a estos dispositivos
electro´nicos se puede abordar el desarrollo de una gran variedad
de actividades basadas en robots mo´viles, como por ejemplo:
- Robots limpiadores: los alumnos deben desarrollar un ro-
bot que sea capaz de limpiar de objetos una determinada zona
en el menor tiempo posible. Para detectar los objetos se utiliza
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un sensor de distancia, y para detectar los lı´mites del a´rea, un
sensor luz.
- Robots luchadores de sumo: basa´ndose en la actividad an-
terior, es bastante ra´pido generar un robot que pueda competir
al sumo. En este caso los alumnos pueden utilizar, adema´s de
los sensores anteriores, sensores de contacto.
- Robots jugadores de fu´tbol/Rugby: es este caso se puede
utilizar una ca´mara de visio´n artiﬁcial para detectar la pelota y
una bru´jula para detectar la lı´nea de marcacio´n.
- Generacio´n de convoyes de vehı´culos: utilizando tambie´n
la ca´mara, se puede programar un robot que debe seguir al robot
que le precede. De esta forma u´nicamente el primer robot debe
tener programada la trayectoria de movimiento, mientras que el
resto de vehı´culos se deben encargar de mantener una distancia
constante con el que le precede.
Para ello lo u´nico que hay que hacer es conﬁgurar los senso-
res indicando el puerto de entrada y el tipo de sensor conectado.
Si se utiliza el entorno de RobotC con el controlador original de
Lego, esto se puede hacer mediante la ventana Motors and Sen-
sors Setup del menu´ Robot de dicho entorno. Si por el contrario
se utiliza la unidad de control BrickPi, la conﬁguracio´n de los
sensores se realiza con el comando BrickPi.SensorType[nu´me-
ro puerto], tanto si se programa con C como con Python. En
caso de utilizar el ﬁrmware leJOS existe una clase para cada
tipo de sensor. Para el sensor de luz, por ejemplo, su clase es
LightSensor, cuyo constructor recibe el puerto al que esta´ co-
nectado (new LightSensor(SensorPort.S1)).
La lectura de los valores de los sensores se realiza invo-
cando un comando SensorValue(nombre sensor) en el caso de
Robot C, BrickPi.Sensor[numero puerto] en el caso de Brick-
PI y mediante el me´todo deﬁnido en cada clase de tipo sensor
.readValue() en el caso del ﬁrmware leJOS.
La ﬁgura siguiente muestra unas fotografı´as de distintas ac-
tividades relacionadas con estos sensores avanzados llevadas a
cabo por los alumnos.
Figura 12: Diferentes actividades desarrolladas por los alumnos con los equipos
de Lego.
En A.Valera (2014) se pueden encontrar algunos un con-
junto de vı´deos donde se muestra el trabajo realizado con estos
equipos.
Por supuesto, gracias a la gran variedad de sensores electro´ni-
co, tambie´n se puede plantear desarrollar cualquier actividad
que no tenga nada que ver con la robo´tica.
5.6. Control de Organizaciones de Robots basado en Sistemas
Multi-agente
En los u´ltimos an˜os, la investigacio´n y el trabajo en el cam-
po de la robo´tica mo´vil cooperativa han crecido notablemente.
En este caso se suelen tener entornos dina´micos con elementos
mo´viles que deben organizarse y coordinarse entre ellos para
cumplir las misiones encomendadas (Jime´nez-Gonza´lez et al.
(2014)).
Estos entornos originan tı´picamente un contexto muy he-
teroge´neo a todos los niveles: diferentes plataformas robo´ticas
con diferentes capacidades sensoriales, a´reas de conocimiento
distintas (robo´tica, inteligencia artiﬁcial, tecnologı´as del habla,
etc.). Por ello, a la hora de realizar una coordinacio´n de estos
equipos, los sistemas jera´rquicos tradicionales tı´picamente tie-
nen una estructura rı´gida que les impide reaccionar de una ma-
nera a´gil ante variaciones en el sistema y/o el entorno (Valero-
Go´mez et al. (2013)).
Como alternativa se puede utilizar una solucio´n basada en
sistemas holo´nicos, que es una organizacio´n altamente distri-
buida, donde la inteligencia se distribuye entre las entidades in-
dividuales desarrollada a partir de sistemas multiagente.
Para los Lego, el entorno de desarrollo ma´s aconsejable es
JADE (Java Agent DEvelopment Framework). Se trata de una
plataforma de software libre para el desarrollo de agentes im-
plementada en Java. La plataforma JADE soporta la coordina-
cio´n de mu´ltiples agentes FIPA (Foundation for Intelligent Phy-
sical Agents) y proporciona una implementacio´n esta´ndar del
lenguaje de comunicacio´n de agentes FIPA-ACL.
El trabajo que tiene que realizar cada uno de los agentes se
encuentra dentro de sus comportamientos (behaviours), que re-
presenta una tarea que un agente puede llevar a cabo. De esta
forma un agente puede ejecutar varios comportamientos concu-
rrentemente.
Para la programacio´n de los Lego se ha utilizado el ﬁrm-
ware LeJOS, el cual permite la programacio´n en lenguaje Java,
ofreciendo librerı´as orientadas a la navegacio´n, a la comunica-
cio´n Bluetooth, al uso de trigonometrı´a y funciones matema´ti-
cas complejas, a la programacio´n multithreading, al soporte de
programacio´n orientada a objetos, etc.
Con el entorno JADE-LeJOS se han desarrollado varias apli-
caciones basadas en sistema multiagente utilizando la arquitec-
tura mostrada en la Figura 13. Se trata de una red en la que
se tienen varios robots y computadores. Adema´s, se dispone de
una ca´mara cenital que esta´ encargada de procesar las ima´ge-
nes para obtener las posiciones de los robots, la ubicacio´n de
obsta´culos, posiciones y orientaciones ﬁnales a las que deben
ir, etc. Para las comunicaciones entre los robots y los compu-
tadores se utilizan comunicaciones inala´mbricas Wi-Fi, XBee y
Bluetooth, en funcio´n de la tarjeta de control con que se equipan
los robots mo´viles.
Basado en Lego y en esta arquitectura multi-agente se han
desarrollado varios demostradores:
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Figura 13: Arquitectura cliente-servidor utilizada con los Lego.
- Evitacio´n de colisiones: la aplicacio´n tiene 3 fases: detec-
cio´n de la colisio´n entre robots mo´viles, negociacio´n y resolu-
cio´n de la colisiones. En la negociacio´n se consideran cuestio-
nes relacionadas con cua´nto se debe desplazar cada robot para
evitar la colisio´n, la prioridad, la velocidad y la maniobrabilidad
de cada robot, etc.
- Control distribuido de tareas industriales: se simula un
proceso industrial compuesto por un vehı´culo mo´vil tipo carre-
tilla, una cinta transportadora, un brazo robot de 4 grados de li-
bertad y un sema´foro. A diferencia de la programacio´n secuen-
cial utilizada en entornos industriales, la operatividad de esta
aplicacio´n es completamente distribuida, y cada agente ejecuta
sus propios comportamientos que deﬁnen las acciones que se
pueden llevar a cabo en todo momento.
- Equipo de robots de desactivacio´n de minas: aplicacio´n
que emula el proceso de desminado. Para ello se ha deﬁnido tres
modelos de robots, cada uno caracterizado por su sensorizacio´n
y capacidad de actuar con el entorno: robot explorador (dotado
de sensores que ofrecen la deteccio´n de las minas), robot ma-
nipulador (que simula realizar la desactivacio´n de las minas) y
por u´ltimo, el robot recolector (equipado con un actuador lineal
que le permite recoger las minas).
- Equipo multirobot de rescate: combina y coordina tres
tipos de robots con distintas arquitecturas. E´stos, mediante la
ayuda de una ca´mara cenital, colaboran para llevar a cabo un
objetivo: el rescate de uno de ellos.
En COBAMI (2014), la pa´gina web del proyecto de inves-
tigacio´n del Plan Nacional del Ministerio de Economı´a y Com-
petitividad DPI2011-28507-C02-01/02 se puede encontrar un
conjunto de vı´deos con el trabajo desarrollado.
6. Conclusio´n
Se ha presentado una plataforma hardware/software orien-
tada hacia la educacio´n en el campo de la automa´tica en ins-
titutos y universidades. El sistema reu´ne elementos tı´picos es-
tudiados en problemas de control y automatizacio´n como los
sensores electro´nicos, la identiﬁcacio´n de sistemas, el control
de motores, el control cinema´tico de robots mo´viles etc.
La plataforma propuesta esta´ basada en Lego Mindstorms.
Se trata de un equipamiento de bajo coste que proporciona,
adema´s de las tı´picas piezas de construccio´n, un conjunto de
sensores, actuadores ele´ctricos y una unidad de control potente.
Gracias a e´l se pueden plantear toda una baterı´a de actividades
muy motivadoras para el alumnado de contenidos relacionados
con el control por computador.
El trabajo ha presentado tambie´n una alternativa a las unida-
des de control originales de Lego. Actualmente hay disponibles
una gran cantidad de tarjetas embebidas que permiten realizar
la programacio´n y la ejecucio´n de cualquier algoritmo de con-
trol. Estas tarjetas tienen dos ventajas principales: la primera
es su bajo coste, y la segunda es que se pueden programar con
lenguajes, compiladores y entornos de desarrollo de software
libre.
Esto permite equipar laboratorios de pra´cticas de laborato-
rio con prototipos interesantes y motivadores con un precio muy
bajo, lo que repercute de una forma directa y positiva en la ca-
lidad docente.
English Summary
Low-Cost Platforms for Realization of Mechatronics and
Robotics Practical Works.
Abstract
As occurred with the introduction to programming, learning
automation, computer control, robotics and mechatronics sys-
tems in general, are contents that are being taught more and
more to college and high school students. For this reason, the
choice of appropriate laboratory platforms becomes a critical
decision to encourage theoretical concepts with motivating ex-
perimentation. Thanks to advances in technology, today there
are many options available, both at the hardware and program-
ming level. This paper presents a multidisciplinary platform for
low cost which covers various issues related to the realization
of practical work related to automatic control.
Keywords:
Computer Control Systems, Robot Control, Muti-agent Sys-
tems, Embedded Systems, Mobile Robots, Control Education.
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