Salient Region Detection in an Image by Kutáč, Pavel
VŠB – Technická univerzita Ostrava
Fakulta elektrotechniky a informatiky
Katedra informatiky
Detekce významné oblasti v obraze





Rád bych podeˇkoval panu Ing. Janu Gaurovi, vedoucímu mé bakalárˇské práce, za po-
mocné rady a tipy.
Abstrakt
Tato práce popisuje konkrétní implementaci algoritmu˚, sloužících k nalezení významné
oblasti obrazu. Program zpracuje daný obrazový vstupní soubor, provede jednotlivé ope-
race a poté vytvorˇí orˇezovou masku. V masce je zvýrazneˇna pouze ta cˇást obrazu, která
je pro daný snímek charakteristická.
Ukážeme si postupneˇ vytvorˇení superpixelu˚, neboli rozdeˇlení obrazu na atomické
cˇásti, které vnímáme podobneˇ. Následneˇ vypocˇteme konvexní obal bodu˚ získaných po-
mocí detekce rohu˚, které nám urcˇí hrubou prˇedstavu o du˚ležitých cˇástech obrazu. Vy-
tvorˇení masky je dokoncˇeno výpocˇtem nad jednotlivými superpixely, který kombinuje
informace z konvexního obalu a minimální vzdáleností v CIELab prostoru mezi danými
superpixely. Pro urcˇení minimální vzdálenosti je použit Dijkstru˚v algoritmus, kde vr-
choly jsou strˇedy jednotlivých superpixelu˚.
Implementaci jsem provádeˇl v jazyce C++ za pomocí knihovny OpenCV, která je na-
víc volneˇ k užití. Tato knihovna obsahuje velké množství funkcí, které implementaci
znacˇneˇ zjednodušují a navíc jsou optimalizované pro co nejrychlejší vykonání operací.
Klícˇová slova: analýza obrazu, pocˇítacˇové videˇní, superpixel, OpenCV, orˇezová maska,
CIELab
Abstract
This work describe implementation of algorithms for searching salient object in image.
Program analyzes input image, proceed it through algorithms and save clipping mask,
where only salient part of image is highlighted.
We describe step by step creating superpixels, which are atomic part of image. Fol-
lowed by creating convex hull of point found by Harris corner detector. This give us
first coarse imagine of salient object. Mask is finished by counting transmitting energy
between superpixels, which distance is counted by Dijkstra algorithm to find shortest
path.
Implementation I made in C++ using OpenCV library, which is also free for academic
and commercial use. This library include lots of functions, which help us with implemen-
tation, and there are optimized for best performance.
Keywords: image analysis, computer vision, superpixel, OpenCV, clipping mask, CIELab
Seznam použitých zkratek a symbolu˚
BSD – Berkley Software Distribution
SLIC – Simple Linear Iterative clustering
CIE – Commission internationale de l’éclairage
Lab – Barevný model Lightness,a a b
RGB/BGR – Barevný model Red,Green a Blue
GPS – Global Positioning System
SIFT – Scale-invariant feature transform
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31 Úvod
Pocˇítacˇové videˇní je v dnešní dobeˇ velmi du˚ležitou oblastí pocˇítacˇových veˇd. Dlouhou
dobu bylo kvu˚li vysokým výpocˇetním nároku˚m zapoveˇzenou oblastí a využívaly se tyto
techniky pouze ve vojenském a lékarˇském odveˇtví. Zvyšující výkon výpocˇetních jedno-
tek umožnˇuje obraz analyzovat i na zarˇízeních každodenního života. V dnešní dobeˇ i
kompaktní fotoaparáty umeˇjí rozpoznávat oblicˇeje a zaostrˇí prˇímo na neˇ. Pocˇítacˇová ana-
lýza obrazu˚ již pronikla i do automobilu˚, které nám hlásí, kolem jakých znacˇek jsme pro-
jeli, sledují vodorovná znacˇení a upozorní na zmeˇnu jízdního pruhu bez použití smeˇro-
vých blikacˇu˚. V mé práci aplikuji algoritmy pro zvýrazneˇní významné oblasti v obrazu.
Tato technika by mohla být užitecˇná pro další analýzu jako je detekce objektu˚ v obraze
nebo jeho vyhledávání, segmentace obrazu cˇi zaostrˇení a sledování objektu˚.
Celá cesta k docílení výsledku se dá rozdeˇlit na neˇkolik samostatných bodu˚, které
postupneˇ popíšu. V kapitole 2 si vysveˇtlíme vytvorˇení superpixelu˚. Je to cˇást obrazu, kte-
rou vnímáme podobneˇ a má stejný význam. Pro zjednodušení ji tedy mu˚žeme nahradit
homogenní oblastní a vyplníme ji jedinou barvou. Ve zmíneˇné metodeˇ SLIC [2] navíc
všechny superpixely mají podobnou velikost a své strˇedy, které využijeme i v dalším
zpracování.
Následneˇ v kapitole 3 spocˇítáme orˇezovou masku, která nám urcˇí du˚ležitost jednotli-
vých cˇástí. Orˇezová maska je obraz stejneˇ velký jako originál, ale pouze ve stupních šedi.
Aplikace masky v obrazu zpru˚hlední cˇásti, které jsou cˇerné. Cˇím je veˇtší intenzita bílé,
tím méneˇ pru˚hledný daný pixel bude.
Dopracování k orˇezové masce má mnoho kroku˚. Zacˇneme výpocˇtem globálního kon-
trastu v podkapitole 3.1 jednotlivých superpixelu˚ vu˚cˇi všem ostatním. Již tento krok nám
mu˚že hodneˇ naznacˇit, která cˇást obrazu je významná. Pro zlepšení však provedeme de-
tekci rohu˚ pomocí Harrisova detektoru, viz podsekce 3.2, a poté nad teˇmito body vy-
tvorˇíme konvexní obal. Jeho využití je popsáno v podkapitole 3.3. Ten nám urcˇí hrubou
zájmovou oblast obrazu, zda superpixel je vneˇ cˇi uvnitrˇ obalu.
Protože významná oblast mu˚že ale zasahovat i mimo tento obal, mezi superpixely
budeme provádeˇt výpocˇet geodetické vzdálenosti, jejíž nejkratší cestu získáme pomocí
Dijkstrova algoritmu. Nalezení sousedních superpixelu˚ jsem provádeˇl metodou semín-
kového vyplnˇování, popsané v kapitole 3.4.
Na záveˇr si v sekci 5 spustíme náš algoritmus na neˇkolika obrázcích, abychom získali
veˇtší množství výsledku˚ ke zhodnocení, které nalezneme v sekci 6. Zde si zhodnotíme
problémy prˇi implementaci popsaných algoritmu˚, prˇedevším chybeˇjící zmíneˇní neˇkte-
rých funkcí a cˇástí, ale i rozdíly mezi reálnými a popsanými výsledky.
42 Vytvorˇení superpixelu˚
Detekce významné oblasti [1] je založena na obrazu, který již je segmentovaný na jed-
notlivé superpixely. Z toho du˚vodu, jak již bylo zmíneˇno drˇíve, zacˇneme implementací
procesu vytvorˇení superpixelu˚. To je popsáno v samostatném cˇlánku [2].
Obrázek 1 Vstupní obrázek
2.1 Definice superpixelu
Superpixel je cˇást obrazu, ve které jsou všechny pixely a jejich barva natolik podobné,
že je mu˚žeme vyplnit jednotnou barvou, nejcˇasteˇji pru˚meˇrnou hodnotou všech barev-
ných kanálu˚, cˇímž vznikne homogenní superpixel. Tato transformace nám zdrojový ob-
raz zjednoduší, protože budeme k veˇtšímu množství pixelu prˇistupovat, jako by se jed-
nalo o jediný pixel. Superpixel by meˇl být atomický ale také by meˇl kopírovat kontury
obrazce, aby základní rysy zu˚staly zachovány.
Ve zmíneˇné práci [2] se navíc snaží zachovat shodnou velikost superpixelu˚ navzájem
mezi všemi ostatními.
Implementace algoritmu SLIC požaduje 2 vstupní parametry:
1. požadovaný pocˇet superpixelu˚,
2. parametr m v rozmezí 1–40.
5Parametr m urcˇuje du˚ležitost dodržení obrazových kontur versus pravidelnost su-
perpixelu˚. Cˇím je m veˇtší, tím pravidelneˇjší tvar superpixel bude mít. Cˇím je hodnota m
menší, tím více budou dodrženy obrazové rysy.
Pro svou implementaci jsem použil nejveˇtší možnou hodnotu, tj.m = 40. Prˇes vstupní
parametry lze prˇi spoušteˇní programu pomocí prˇepínacˇe -M konstantu nastavit dle vlast-
ního uvážení, pokud neprˇekrocˇíme povolený rozsah hodnot. Více o vstupních paramet-
rech v sekci 4.
Na rozdíl od parametru m je požadovaný pocˇet superpixelu˚ znacˇený K, povinný
argument. Zadává se jako celé cˇíslo veˇtší než 0. Prˇesný pocˇet však nemusí být dodržen,
jak se dozvíme níže.
Obrázek 2 Výstupní obrázek s vygenerovanými superpixely
2.2 Urcˇení strˇedu superpixelu˚
Vypocˇteme promeˇnnou S, viz rovnice (1), kde w odpovídá šírˇce a h výšce obrazu, K poté
požadovaném pocˇtu superpixelu˚. Hodnota promeˇnné S je vzdálenost v pixelech mezi
jednotlivými strˇedy. První strˇed umístíme na sourˇadnice [S, S], další pak v pravidelných






6Tímto postupem bychom mohli dosáhnout stavu, kdy strˇed superpixelu bude ležet
velmi blízko okraju˚m obrazu. Abychom zabránili této situaci, poslední pozice strˇedu
mu˚že být maximálneˇ S/2 px od pravého, resp. spodního okraje pro vodorovný, resp.
svislý smeˇr. Z tohoto du˚vodu nemusíme ve výsledné mrˇížce mít shodný pocˇet superpi-
xelu˚ jaký jsme požadovali.
G(x, y) = ∥I(x+ 1, y)− I(x− 1, y)∥2 + ∥I(x, y + 1)− I(x, y − 1)∥2 (2)
Pro každý strˇed ješteˇ musíme vypocˇítat nejlepší pozici v okolí 3 × 3 pixely pomocí
výbeˇru lokálního minima, který provedeme výpocˇtem (2). Tento výpocˇet se musí provést
celkem 9× a pixel s nejnižší hodnotouG urcˇíme jako nový strˇed. Provedením této operace
snižujeme pravdeˇpodobnost umísteˇní strˇedu na zašumeˇný pixel a zvyšujeme úcˇinnost
metody.
Ve výpocˇtu (2) G znamená hodnotu lokálního minima v daném pixelu na sourˇad-
nicích [x, y], I(x, y) znacˇí Lab vektor na sourˇadnicích [x, y]. ∥. . .∥ je L2 norma, v našem
prˇípadeˇ tedy

(l1 − l2)2 + (a1 − a2)2 + (b1 − b2)2
2.3 Výpocˇet vzdálenosti pixelu˚
Pro další použití je potrˇeba si definovat, jak pocˇítat vzdálenost mezi pixely. Du˚ležité je
zmínit, že veškeré výpocˇty probíhají v barevném prostoru CIELab [3], tomu odpovídají
ve výpocˇtech promeˇnné l, a a b. Promeˇnné i a j urcˇují indexy superpixelu˚, mezi kterými
vzdálenost pocˇítáme. Zde jsem narazil na problém, protože jsem našel více verzí odbor-
ného cˇlánku [2] a v každém byl zmíneˇn jiný vzorec.
dlab =

(lj − li)2 + (aj − ai)2 + (bj − bi)2
dxy =

(xj − xi)2 + (yj − yi)2
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V teˇchto výpocˇtech vidíme, že promeˇnné dlab a dxy jsou stejné, záveˇrecˇný výpocˇet D
se však liší. Prˇi využití postupu v rovnici (3) výsledný obrázek nemeˇl superpixely ani
pravidelné, ani homogenní jak lze videˇt na obrázku 3.
Pro tuto ukázku jsem využil jiný obrázek, na kterém je problém prˇi pocˇítání vzdále-
nosti a poté i rozdíl s využitím 32bitového rozsahu kanálu v sekci 2.6 zrˇetelneˇjší.
7Protože jsem stále nenacházel chybu v mém programu, rozhodl jsem se najít již ho-
tová rˇešení [2]. V nalezené implementaci [7] jsem našel pocˇítání vzdáleností výpocˇtem
(4), ten ale neodpovídal tomu, co bylo zmíneˇno v cˇlánku, který jsem meˇl stažený. Prˇi
zkoumání kódu jsem objevil i další nezmíneˇné funkce.
Zacˇal jsem tedy pátrat po dalších verzích cˇlánku [2], až jsem našel originální cˇlánek.
V neˇm na rozdíl od pu˚vodneˇ nalezeného byl text orientován do 2 sloupcu˚ a obsahoval
mnoho dalších informací a vysveˇtlení. I prˇes aplikaci nového vzorce (4) obrázek 4 stále
neodpovídal výsledku ukázaném v odborné práci, prˇesto lze pozorovat veˇtší pravidel-
nost superpixelu˚. Dalšího zlepšení jsem dosáhl pomocí níže uvedených postupu˚ v sekci
2.6 a 2.7.
Obrázek 3 Prˇiblížený výrˇez obrázku
s pocˇítáním vzdálenosti výpocˇtem
(3)
Obrázek 4 Prˇiblížený výrˇez obrázku
s pocˇítáním vzdálenosti výpocˇtem
(4), lze pozorovat veˇtší pravidelnost
superpixelu˚
2.4 Výpocˇet nových strˇedu˚ a oblasti superpixelu˚
Po rozmísteˇní strˇedu˚ a definici pocˇítání vzdálenosti mu˚žeme zacˇít formovat superpi-
xely. Budeme postupneˇ procházet oblast v okolí strˇedu˚ superpixelu˚, která má velikost
2S × 2S pixelu˚. Pozici a barvu strˇedu si znacˇme jako 5D vektor Ck = [lk, ak, bk, xk, yk]T ,
kde k = [1,Kreal] je index strˇedu. Kreal je skutecˇný pocˇet superpixelu˚, protože jak bylo
zmíneˇno v podsekci 2.2, výsledný pocˇet superpixelu˚ mu˚že být nižší, než bylo požado-
váno. Promeˇnná S zde odpovídá kroku získanému drˇíve ve výpocˇtu (1).
Každému pixelu v dané oblasti vypocˇteme podle rovnice (4) jeho vzdálenost vu˚cˇi
strˇedu a rovneˇž si u pixelu uložíme index k. Poté se prˇesuneme k dalšímu strˇedu a po-
stup opakujeme. Pokud vzdálenost u pocˇítaného pixelu je menší, než kterou jsme si ulo-
žili v prˇedchozím cyklu, pixel prˇirˇadíme do nového superpixelu. Ten poznáme podle
uložených indexu˚ strˇedu˚ k. Všechny pixely, které náleží stejnému strˇedu, tvorˇí jeden su-
perpixel.
Pokud prˇirˇadíme všechny pixely jejich strˇedu˚m, je potrˇeba vypocˇítat každému strˇedu
novou pozici a barvu. Novou pozici urcˇíme jako pru˚meˇr sourˇadnic xk a yk všech pixelu˚,
které náleží do daného superpixelu s indexem k. Obdobný výpocˇet provedeme pro no-
8vou barvu strˇedu, nesmíme však zapomenout na barevný prostor CIELab, proto budeme
pocˇítat s promeˇnnými lk, ak a bk.
Nyní je potrˇeba celý proces procházení všech strˇedu˚ a jejich okolí opakovat, dokud
zbytková chyba pocˇítaná pomocí rovnice (5) bude veˇtší než urcˇitá mez. Hodnotu pro
mez ovšem v žádné práci nezmínili, a pravdeˇpodobneˇ by musela být urcˇena pokusem.
Našteˇstí uvedli výsledky jejich pokusu˚, prˇi kterých zjistili a stanovili dostatecˇný pocˇet
opakování na 10, tímto výpocˇet zbytkové chyby mu˚žeme ignorovat.
E = ∥Pnew(k)−Pold(k)∥ (5)
V rovnici (5) znacˇí Pold(k) starou pozici strˇedu k v prostoru xy, Pnew(k) naopak po-
zici novou.
2.5 Vykreslení superpixelu˚ ve zdrojovém obrazu
Po dokoncˇení segmentace na jednotlivé superpixely proces koncˇí, samotné vykreslení su-
perpixelu˚ do obrazu je pro nás zbytecˇné. Du˚ležitá informace je u každého pixelu hodnota
k, která nám pixely seskupí do superpixelu˚.
Prˇesto jsem zpeˇtné vykreslení implementoval pro jednodušší ladeˇní chyb a získání
vizuálního výsledku. Výslednou barvu superpixelu opeˇt pocˇítáme jako pru˚meˇrnou ba-
revnou hodnotu všech pixelu˚, mu˚žeme již však pocˇítat v RGB [4] barevném prostoru
a nemusíme tedy výsledný obrázek prˇed uložením prˇevádeˇt. Pro každý superpixel se-
cˇteme jeho [B,G,R]T vektory, a poté vydeˇlíme celkovým pocˇtem pixelu˚ v daném super-
pixelu. Následneˇ budeme procházet zdrojový obrázek pixel po pixelu, získáme si index
superpixelu v jakém se nachází, a vyplníme jej barvou, kterou jsem si pro daný superpixel
vypocˇítali a uložili.
Všimneˇte si, že vektor obsahuje barevné kanály v porˇadí BGR a ne RGB jak jsme
zvyklí. To je z du˚vodu implementaci za pomocí OpenCV, která obsahuje jednotlivé ka-
nály usporˇádány takto. Prˇi našem rˇešení to však není prˇíliš du˚ležité, protože prˇistupu-
jeme ke všem kanálu˚m stejneˇ, a na které pozici je která barva, je pro nás irelevantní.
Prˇi spušteˇní programu se zpeˇtné vykreslení neprovádí pro rychlejší beˇh celého pro-
gramu. Pokud ovšem požadujeme segmentovaný obrázek uložit, mu˚žeme tak provést
prˇepínacˇem -SP jmeno_souboru. jmeno_souboru mu˚že být relativní i absolutní adresa, za-
koncˇena názvem souboru vcˇetneˇ jeho prˇípony.
2.6 Využití 32bitové hloubky
Jak lze videˇt na obrázcích 3 a 4, superpixely stále nejsou dokonale atomické a jejich tvar
není prˇíliš pravidelný. Domníval jsem se, že chyba mu˚že být zpu˚sobena prˇepocˇtem hod-
not RGB na Lab. Protože na každý barevný kanál je vyhrazeno pouze 8 bitu˚, hodnota l, a
a b mu˚že nabývat hodnot v rozsahu [0, 255]. Barevný prostor Lab využívá jiných hodnot,
l se pohybuje v rozsahu [0, 100], a a b pak v rozsahu [−128, 127].
Využitím 32bitové hloubky barevného kanálu bychom tyto ztráty mohli eliminovat.
Prˇi prˇevodu RGB na Lab dojde k prˇepocˇítání hodnot, jejichž výsledek jsou desetinná cˇísla.
9Prˇi využití 8bitových barevných kanálu˚ by se hodnoty musely zaokrouhlit na celá cˇísla.
Využitím 32bitové hloubky kanálu však mu˚žeme ukládat desetinná cˇísla, jediná operace,
která se provede je normalizace na rozsah hodnot [0, 1]. Také prˇi výpocˇtu pru˚meˇrných
hodnot barev nebude docházet po deˇlení k zaokrouhlení, což zpu˚sobí veˇtší prˇesnost a
prˇesneˇjší výpocˇet vzdáleností.
Zlepšení si mu˚žeme prohlédnout na obrázku 5, pokud jej porovnáme s obrázkem 4
vidíme znatelný rozdíl v celistvosti a pravidelnosti jednotlivých superpixelu˚. I zde však
mu˚žeme nalézt drobné chyby, kdy cˇást superpixelu je separovaná od jeho zbytku, tudíž
nejsou atomické.
V práci [2] se o problematice „orphans“, neboli sirotku˚, zminˇují a upozornˇují, že tyto
chyby mu˚žou vzniknout. Pro opravení teˇchto nedokonalostí se musí využít algoritmy
vynuceného prˇipojení. Na žádnou konkrétní metodu však neodkázali ani ji neuvedli.
Bylo by potrˇeba navíc dalšího výpocˇetního výkonu k provedení dané funkce, proto jsem
se rozhodl jej ignorovat a využít jinou techniku popsanou v další kapitole 2.7.
Obrázek 5 Segmentace na superpixely s využitím 32bitové hloubky
barev
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2.7 Zlepšení pomocí Gaussova vyhlazení
Jak bylo zmíneˇno v prˇedchozí kapitole 2.6, po dokoncˇení segmentace mu˚žou vzniknout
„orphans“ segmenty, které patrˇí do jiného superpixelu, než se kterými sousedí. I prˇes
témeˇrˇ dokonalou segmentaci na obrázku 5 se mu˚že u hodneˇ cˇlenitých a ostrých obrazu˚
neatomických cˇástí objevit více i s veˇtší plochou. Abychom z cˇásti teˇmto chybám zabrá-
nili, po nacˇtení obrázku jsem jej ihned rozostrˇil pomocí Gaussova vyhlazení, známého
také jako Gaussovo rozostrˇení. Tato metoda se hodneˇ využívá pro odstraneˇní zašumeˇ-
ných pixelu˚, které mohou deˇlat problémy prˇi následné analýze. Používá se taky pro zjed-
nodušení obrazu, což je prˇesneˇ náš požadavek.
Operace je pomeˇrneˇ rychlá a úcˇinná, jak se mu˚žeme prˇesveˇdcˇit na obrázcích 6. Zde
jsem zámeˇrneˇ zvolil pu˚vodní obrázek, protože bez Gaussova vyhlazení je v zadní cˇásti
letadla videˇt obrovské roztrˇíšteˇní superpixelu˚. Provedl jsem také výrˇez z obrázku, aby
vynikla kritická cˇást. U jednotlivých obrázku˚ jsem demonstroval zlepšení prˇi zvyšování
pru˚meˇru rozostrˇení, jejichž hodnotu naleznete v popisku pod obrázkem.
Ani po použití Gaussova rozostrˇení však nejsou superpixely naprosto dokonalé. Nyní
bychom mohli provést vynucené spojení, jak jsem se zmínil v podkapitole 2.6. Prˇípadneˇ
další možností je zveˇtšit pru˚meˇr rozostrˇení, což ale nese další drobnou ztrátu výkonu.
i) - Pru˚meˇr 1x1 - nedochází k rozostrˇení ii) - Pru˚meˇr 3x3
iii) - Pru˚meˇr 5x5 iv) - Pru˚meˇr 9x9
Obrázek 6: Zlepšení pravidelnosti superpixelu˚ prˇi použití Gaussova vyhlazení
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Rychlost Gaussova vyhlazovacího algoritmu se také odvíjí od jeho parametru˚, které
urcˇují pru˚meˇr rozostrˇení. Algoritmus si sestaví konvolucˇní matici, také zvanou jádro, je-
jíž strˇed je umísteˇn nad aktuálneˇ procházený pixel. Do jednotlivých polí umístí konstanty
urcˇující podíl sousedních pixelu˚ na výsledném rozostrˇení. Tato síla spolecˇneˇ se vzdále-
ností od strˇedu snižuje svou hodnotu. Protože matice je do všech stran stejneˇ velká, musí
být její velikost liché cˇíslo, nesmíme zapomenout zapocˇítat strˇed matice.
Toto mu˚že pro neˇkteré uživatele pu˚sobit matoucím dojmem, protože ve veˇtšineˇ gra-
fických programu˚ se u Gassova rozostrˇení zadává polomeˇr, takže není problém zadat
naprˇíklad hodnotu 2, nebo 0. Pokud v našem prˇípadeˇ zadáme pru˚meˇr rozostrˇení 1, k
žádnému vyhlazení nedojde, nebot’ matice nesahá nad sousední pixely aktuálneˇ prochá-
zeného pixelu, to mu˚žeme videˇt na obrázku 6.
Jak bylo vysveˇtleno, pru˚meˇr musí být prˇirozené liché cˇíslo, ale mu˚že se pro horizon-
tální a vertikální smeˇr volit ru˚zné, Gaussovo jádro nemusí být cˇtvercového tvaru. Prˇi mé
implementaci jsem volil výchozí hodnotu 5 pro oba smeˇry. Nastavení lze však zmeˇnit
parametrem -GB, více o vstupních parametrech v sekci 4.
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3 Detekce významné oblasti
Pokud máme obraz segmentovaný na superpixely, jak jsme si ukázali v kapitole 2, mu˚-
žeme zacˇít s hledáním jeho významné cˇásti, jak je popsáno v cˇlánku [1]. Celý postup lze
rozdeˇlit na dílcˇí cˇásti popsané v následujících podkapitolách. Zacˇneme výpocˇtem glo-
bálního kontrastu jednotlivých superpixelu˚ vu˚cˇi ostatním (podsekce 3.1), detekcí rohu˚ a
následného získání konvexního obalu nad teˇmito body (podsekce 3.2 a 3.3) a zakoncˇíme
vykreslením orˇezové masky.
Výsledný obraz bude sloužit jako orˇezová maska, ta je pouze ve stupních šedi a prˇi její
aplikaci dochází k zpru˚hlednˇování jednotlivých cˇástí. Cˇím více je pixel masky tmavý, tím
více je pixel na stejné pozici ve zdrojovém obrazu pru˚hledný. Naopak úplneˇ bílé pixely
v masce jsou plneˇ viditelné v pu˚vodním obraze.
3.1 Výpocˇet globálního kontrastu
Jedním z du˚ležitých faktoru˚ pro další výpocˇty je globální kontrast jednotlivých superpi-
xelu˚ vu˚cˇi ostatním. Tímto zpu˚sobem získáme první informaci ohledneˇ významné oblasti.
Superpixel, s velkým globálním kontrastem oproti zbylým cˇástem, má velkou pravdeˇpo-
dobnost, že bude soucˇástí významného objektu.
Globální kontrast znacˇný F globalk , kde k je index superpixelu, se vypocˇítá podle ná-
sledujícího vzorce (6). cLabk respektive c
Lab
j znacˇí barvu superpixelu v barevném prostoru




∥cLabk − cLabj ∥22 (6)
Následneˇ se provede normalizace globálních kontrastu˚ všech superpixelu˚ na hodnoty










3.2 Detekce rohu˚ pomocí Harrisova detektoru
Prˇi hledání významných objektu˚ je cˇasto využita metoda detekce rohu˚, kterých existuje
velké množství. Prˇi své implementaci jsem využil Harrisova detektoru rohu˚ [8]. Jeho
výsledkem je matice stejneˇ velká jako zdrojový obraz, obsahující desetinná cˇísla norma-
lizována na rozsah [0, 255]. Výstupní obraz z Harrisova detektoru si lze prohlédnout na
obrázku 7. Urcˇení samotných rohu˚ probíhá procházením jednotlivých bodu˚, a pokud
hodnota v daném bodeˇ je vyšší než urcˇitá mez, pak se v tomto bodeˇ nachází roh.
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Bohužel tuto mez je potrˇeba nastavit individuálneˇ pro každý obraz a je to cˇtvrtý a po-
slední povinný parametr prˇi spoušteˇní mé implementace. Všechny jsou také popsány v
kapitole 4. Pokud ovšem zadáme hodnotu parametru prˇíliš nízkou, mu˚že nastat zahlcení
celého obrazu samotnými rohy. Z toho du˚vodu jsem v mé implementaci vytvorˇil kont-
rolu pocˇtu nalezených rohu˚, a pokud jich bude více než PL∗0.4, ukoncˇím beˇh programu
s chybou. PL urcˇím jako maximální možný pocˇet bodu˚ v obraze, ten se nerovná cel-
kovému pocˇtu pixelu˚, ale pouze cˇásti, ve které se rohy neodfiltrují, viz podkapitola 3.3.
Prˇesto toto chování mu˚že být v neˇkterých prˇípadech nežádoucí a je možné tuto chybu
ignorovat zapnutím prˇepínacˇe -IPL.
Obrázek 7 Výrˇez výstupního obrazu z Harrisova detektoru rohu˚
Protože se mi nelíbila nutnost udávat prˇi spušteˇní další parametr, který navíc nemusí
být lehké ze zacˇátku urcˇit správneˇ, chteˇl jsem zkusit jiný detektor než Harrisu˚v. Zkusil
jsem velmi známý SIFT [9], protože tato metoda nevyžaduje žádné vstupní parametry. Po
jejím spušteˇní ovšem dostanu obrovské množství klícˇových bodu˚, a následný konvexní
obal, který si popíšeme v podkapitole 3.3, by obsahoval témeˇrˇ celou plochu obrazu. Toto
chování je samozrˇejmeˇ nežádoucí, protože klícˇové body nám mají pomoci s urcˇením vý-
znamného objektu. Tímto jsem zakoncˇil mé pokusy s metodou SIFT a vrátil se zpeˇt k
Harrisovu detektoru.
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3.3 Využití konvexního obalu a získání hrubé charakteristické mapy
Pokud již máme nalezeny všechny rohy, neboli body, z prˇedchozí podkapitoly 3.2, mu˚-
žeme nad nimi vytvorˇit konvexní obal. Drˇíve než tak ucˇiníme, musíme neˇkteré nalezené
body odfiltrovat. Získané body mohou ležet velmi blízko okraju˚m obrazu, kde se vý-
znamné objekty objevují jen zrˇídka, z toho du˚vodu je prˇed další operaci odstraníme. V
práci [1] opeˇt nebylo rˇecˇeno, v jak velkém prostoru od okraju˚ nesmí body ležet. Zvolil
jsem si konstantu dle svého uvážení na hodnotu 1.5S. Promeˇnná S zde odpovídá pocˇá-
tecˇní vzdálenosti strˇedu˚ superpixelu˚ mezi sebou, získané výpocˇtem (1).
Konvexní obal je mnohoúhelník nad množinou bodu˚, do kterého všechny body z
množiny náleží. Pokud si vybereme libovolné 2 body z množiny a povedeme mezi nimi
úsecˇku, vždy bude ležet uvnitrˇ nebo na okraji získaného mnohoúhelníku. S velkou prav-
deˇpodobností bude náš významný objekt, nebo alesponˇ jeho veˇtší cˇást, ležet práveˇ v
tomto konvexním obalu, jak se mu˚žeme prˇesveˇdcˇit na obrázku 8.
Urcˇení, kdy superpixel leží uvnitrˇ cˇi vneˇ konvexního obalu, není v práci blíže specifi-
kováno. Rozhodl jsem se pro nejjednodušší rˇešení. Pouze urcˇím, jestli v mnohoúhelníku
leží strˇed superpixelu, pak tam leží i samotný superpixel. Tuto informaci si ke každému




0 Superpixel leží vneˇ konvexního obalu
1 Superpixel leží v konvexním obalu
(8)
Obrázek 8 Detekce bodu˚ a znázorneˇní
jejich konvexního obalu
Obrázek 9 Znázorneˇní superpixelu˚ a je-
jich strˇedu˚, které patrˇí do konvexního
obalu
Vysveˇtlení barevných útvaru˚ na obrázcích 8 a 9:
Cˇervený mnohoúhelník vykreslený konvexní obal,
Žluté kružnice Body nalezené Harrisovým detektorem rohu˚,
Zelené kružnice Strˇedy superpixelu˚ ležících v konvexním obalu,
Modré kružnice Strˇedy superpixelu˚ ležících vneˇ konvexního obalu.
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Na obrázku 9 lze pozorovat nedokonalost této metody. Plocha neˇkterých superpixelu˚
hodneˇ zasahuje do konvexního obalu, ale stále tam nepatrˇí, jiné naopak do obalu patrˇí,
i když jejich veˇtší cˇást leží vneˇ obalu. Bylo by možné zkoumat i další parametry, jako je
vzdálenost strˇedu od okraje mnohoúhelníku, a prˇi nízké hodnoteˇ superpixel zahrnout.
Považuji to ale za zbytecˇnou komplikaci, která by potrˇebovala další výpocˇetní výkon.
Hlavní náplní cˇlánku [1] je prˇedstavení nové metody globálního šírˇení, založené na
pocˇítání geodetické vzdálenosti, kterou si ukážeme v kapitole 3.7. Tato metoda zajistí
také detekci superpixelu˚, které leží mimo konvexní obal, proto i problém neˇkterých su-






Další pru˚kopovou cˇástí práce [1] je použití hrubé charakteristické mapy, která je tvo-
rˇena výpocˇtem globálního kontrastu spolu s aplikací konvexního obalu. Tato mapa je
dána výpocˇtem (9), ve kterém je F informationk vysveˇtleno ve výpocˇtu (8) a S
coarse
k znacˇí
úrovenˇ významnosti superpixelu s indexem k.
3.4 Nalezení sousedních superpixelu˚ pomocí semínkového vyplnˇování
K implementaci Dijkstrova algoritmu, zmíneˇném v následující kapitole 3.6 je potrˇeba vy-
tvorˇit souvislý graf. Vrcholy grafu jsou strˇedy superpixelu˚. Cesta mezi dveˇma vrcholy
existuje, pokud spolu superpixely sousedí, tudíž mají spolecˇné hranice.
Našim cílem nyní je vybrat vhodnou metodu ke zjišteˇní, zdali superpixely sousedí, cˇi
nikoli. Z prˇedchozích obrázku˚ by neˇkteré mohlo napadnout vybrat všech osm sousedu˚
ve cˇtvercové mrˇížce, protože superpixely jsou témeˇrˇ cˇtvercového tvaru. Z následujícího
obrázku 10 však jasneˇ vyplývá, že ne vždy jsou superpixely pravidelné, prˇedevším u
složiteˇjších obrazcu˚. Zelené body zde znacˇí strˇedy superpixelu˚, a cˇáry mezi nimi cesty.
Podle pocˇtu cest a jejich cílu˚ lze vycˇíst, které superpixely spolu sousedí. Prˇi pozorování
zjistíme, že superpixel sousedí nejcˇasteˇji s peˇti až šesti dalšími superpixely.
Pro nalezení sousedních superpixelu˚ jsem se rozhodl využít metodu semínkového
vyplnˇování, která se používá pro vyplneˇní ohranicˇené cˇásti obrazu. Zacˇneme definová-
ním sourˇadnic [x, y] pocˇátecˇního pixelu. Pokud je pixel na sourˇadnicích [x, y] již vypl-
neˇný, další operace s tímto pixelem neprovádíme. Pokud pixel není vyplneˇn, vyplníme
jej a celou operaci opakujeme pro pixely na sourˇadnicích [x + 1, y], [x − 1, y], [x, y + 1],
[x, y− 1] v prˇípadeˇ použití 4cestné verze algoritmu. Tato metoda ovšem uvažuje pouze 2
stavy daného pixelu:
1. pixel není vyplneˇn - opakujeme operaci pro sousední pixely,
2. pixel je vyplneˇn - další operace s tímto pixelem neprovádíme.
Pro úsporu pameˇti využívám matici indexu˚, která obsahuje u každého pixelu infor-
maci do jakého superpixelu náleží. Indexy jsou samozrˇejmeˇ vždy celá kladná cˇísla, proto
jsem si stanovil, že záporná cˇísla detekují vyplneˇní pixelu. Narazil jsem ale na problém s
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indexem 0, protože jeho výsledek po vynásobení −1 je opeˇt 0. Inspiroval jsem se dvojko-
vým doplnˇkem, a vytvorˇil vzorec (10) pro vypocˇtení záporného indexu. Zde k znamená
index pixelu a kneg jeho zápornou hodnotu. Výhoda tohoto výpocˇtu je symetricˇnost, tu-
díž jej mu˚žu použít pro prˇevedení z kladného na záporný index a zpeˇt, aniž bych pro
zpeˇtný prˇevod potrˇeboval jinou funkci. Pokud zjistíme, že index procházeného pixelu je
jiný, než index superpixelu který procházíme, narazili jsme na souseda a jeho index si
uložíme. Nesmíme však zapomenout, že sousední superpixel jsme již mohli procházet
vyplnˇovacím algoritmem a index mu˚že být i záporný. V tom prˇípadeˇ musíme získat zpeˇt
kladný index použitím výpocˇtu (10).
kneg = (k ∗ −1)− 1 (10)
Nejjednodušší implementace algoritmu semínkového vyplnˇování je pomocí rekur-
zivní funkce. To sebou nese ale riziko prˇetecˇení zásobníku. Pokud jsem program spoušteˇl
na rozmeˇroveˇ malých obrázcích, tento problém nenastal. V momenteˇ, kdy jsem použil
obrázek veˇtší, program zacˇal vyhazovat výjimky „Stack overflow“. Bohužel tento druh
výjimky v C++ nelze odchytit a po hledání jak problém vyrˇešit jsem našel pouze rady, že
program musí být napsán tak, aby tato výjimka nikdy nemusela být vyhozena. Rozhodl
jsem se pro odstraneˇní rekurzivní funkce a využil datové struktury „stack“, do které
ukládám sourˇadnice následujících bodu˚ ke zpracování.
Obrázek 10 Ukázka cest mezi superpixely nalezenými pomocí se-
mínkového vyplnˇování
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Pokud si pozorneˇ prohlédneme obrázek 10, zjistíme, že cesta je neˇkdy nakreslena
i mezi superpixely, které navzájem sousední nejsou, což je du˚sledek drˇíve zmíneˇných
„orphans“. Náš algoritmus zahájí vyplnˇování vždy ze strˇedu superpixelu a postupuje k
jeho okraju˚m. Pokud narazí na jinou hodnotu indexu než je index aktuálneˇ procházeného
superpixelu, uloží si jej jako nového souseda. Tímto zpu˚sobem se do cesty mu˚že postavit
„orphan“, jehož hlavní cˇást je vzdálená a s procházeným superpixelem vu˚bec nesousedí.
Prˇesto si jej uložíme jako souseda, a poté vznikají neprˇesnosti prˇi hledání nejkratší cesty
v grafu.
3.5 Urcˇení vzdálenosti sousedních superpixelu˚
Pokud již máme zjišteˇny sousedy jednotlivých superpixelu˚, je potrˇeba spocˇítat cenu cest
k teˇmto sousedním superpixelu˚m. Dijkstru˚v algoritmus popsaný v kapitole 3.6 se v ru˚z-
ných úpravách používá pro plánování tras v GPS navigacích. Cena cesty tak mu˚že být
urcˇena podle vzdálenosti pro hledání nejkratší cesty, nebo podle rychlosti na daných úse-
cích pro hledání nejrychlejší cesty.
V našem prˇípadeˇ je cena cest urcˇena geodetickou vzdáleností, neboli barevným rozdí-
lem sousedících superpixelu˚, která se vypocˇte podle vzorce (11). Parametry i a j oznacˇují
indexy sousedících superpixelu˚, mezi kterými chceme cenu cesty, znacˇenou P (i, j), vy-
pocˇítat.
P (i, j) =

(li − lj)2 + (ai − aj)2 + (bi − bj)2 (11)
Nesmíme zapomenout, že hodnotu barevného rozdílu je potrˇeba pocˇítat v Lab ba-
revném spektru. Výslednou hodnotu si uložíme jako délku cesty, kterou poté budeme
využívat pro hledání nejvýhodneˇjší cesty mezi superpixely.
3.6 Implementace Dijkstrova algoritmu
Pro další pocˇítání globálního geodetického šírˇení v kapitole 3.7, je potrˇeba nalézt mezi
superpixely, které nejsou sousední, nejkratší cestu, abychom získali geodetickou vzdá-
lenost. V kapitole 3.4 jsme získali sousedy všech superpixelu˚ a v podkapitole 3.5 jsme
spocˇítali mezi nimi vzdálenost. To dostacˇuje k vytvorˇení souvislého grafu, jehož vrcholy
jsou strˇedy superpixelu˚, a nyní mu˚žeme prˇejít k hledání nejkratší cesty mezi libovolnými
superpixely. Autorˇi využili Dijkstru˚v algoritmus, který patrˇí mezi nejznámeˇjší.
Vytvorˇil jsem si trˇídu SuperPixel, která obsahuje promeˇnné pro výpocˇet hrubé charak-
teristické mapy. A také seznam cest, které z daného superpixelu vycházejí. Cesta je opeˇt
reprezentována trˇídou s názvem SPPath. Zde si potrˇebuje uchovat informaci o délce, ne-
boli váze, cesty a pocˇátecˇního i koncového superpipixelu. Všechny promeˇnné v obou
trˇídách jsou instancˇní, pocˇátecˇní a koncová promeˇnná je pointer na datový typ SuperPi-
xel, seznam cest je aplikován pomocí datové struktury vector, který uchovává pointery na
trˇídu SPPath.
Prvním krokem Dijkstrova algoritmu je nastavení vzdáleností do všech vrcholu˚ v
grafu na nekonecˇnou hodnotu. V našem prˇípadeˇ je vzdálenost reálné cˇíslo, a maximální
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hodnotu získáme konstantou DBL_MAX, výjimkou je vrchol, který je výchozí, tomu na-
stavíme vzdálenost na hodnotu 0. Nyní zacˇíná cyklus, který bude probíhat do doby, než
projdeme všechny vrcholy grafu:
• Jako aktuální vrchol oznacˇíme ten, který ješteˇ nebyl zpracován a má nejkratší vzdá-
lenost od výchozího vrcholu.
• Aktuální vrchol oznacˇíme jako zpracovaný. To znamená, že již z neˇj pocˇítáme vzdá-
lenosti k sousedním vrcholu˚m.
• Spocˇteme vzdálenosti do sousedních vrcholu˚, které ješteˇ nebyly zpracovány.
• Vzdálenost k sousednímu vrcholu prˇipocˇteme ke vzdálenosti aktuálneˇ procháze-
ného vrcholu a uložíme. Pokud sousední vrchol nemá uloženou kratší vzdálenost
z prˇedchozích výpocˇtu˚.
Z výše uvedeného postupu je patrné, že Dijkstru˚v algoritmus prˇi svém dokoncˇení
získá z výchozího vrcholu cesty ke všem ostatním vrcholu˚m. Toto chování mu˚že být
mnohdy prˇíteˇží, pro následující výpocˇty je to ale obrovskou výhodou, protože prˇi po-
cˇítání geodetického šírˇení budeme od jednoho superpixelu potrˇebovat vzdálenosti cest
ke všem ostatním. Z toho du˚vodu si uložíme všechny cesty, ne jen tu kterou jsme potrˇe-
bovali.
V naší implementaci je také lehce upraven krok cˇ. 4. Drˇíve než vypocˇtenou vzdále-
nost prˇicˇteme k celkové vzdálenosti aktuálneˇ procházeného vrcholu, je potrˇeba provést
výpocˇet (12). Ds oznacˇuje výslednou vzdálenost k prˇipocˇtení, d znacˇí délku cesty a u(·)
je kroková funkce popsána v rovnici (13). Promeˇnná d0 je mez pro vyvážení malých ba-
revných rozdílu˚, tuto hodnotu lze meˇnit spoušteˇcími parametry viz sekce 4.
Ds(d) = u(d− d0)d (12)
Stejneˇ jako promeˇnná d0, ani kroková funkce u(·) nebyla blíže specifikována a musel
jsem opeˇt vymyslet vlastní rˇešení. Pro veˇtší možnost prˇizpu˚sobení jsem se rozhodl místo
ostré krokové funkce použít Logistickou funkci, která je popsána vzorcem (13). Jednotlivé
promeˇnné jsem urcˇil experimentálneˇ, ale pomocí spoušteˇcích parametru˚ popsaných v
kapitole 4 je lze meˇnit a zadávat mu˚žeme reálná cˇísla v celém rozsahu. Na obrázku 11 je
znázorneˇn graf pro výchozí hodnoty následneˇ vysveˇtlených promeˇnných:
ry Rozsah hodnot na ose y. Výchozí hodnota je 2,
ox Posun strˇedu Logistické funkce na ose x. Výchozí hodnota je 2.8,
s Strmost prˇechodu z hodnoty 0 na hodnotu ry. Výchozí hodnota je 4,






Obrázek 11 Graf Logistické funkce
3.7 Výpocˇet globálního geodetického šírˇení
Jak již bylo zmíneˇno, hlavní náplní cˇlánku [1] je prˇedstavení nové metody globálního
geodetického šírˇení, která prˇesneˇji urcˇí náš významný objekt. Využijeme hrubou charak-
teristickou mapu a budeme šírˇit geodetickou energii jednotlivých superpixelu˚ ke všem
zbylým v závislosti na geodetické vzdálenosti. Toho dosáhneme výpocˇtem (14), který





Výsledkem Spropagationk je šírˇená energie superpixelu s indexem k, který nabývá hod-
not [0,Kreal − 1], vu˚cˇi všem ostatním superpixelu˚m s indexem j. Hodnota Scoarsej je cha-
rakteristická energie superpixelu získaná v sekci 3.3 a fj→k je intenzita šírˇení mezi super-









Konstanta β byla pro nenormalizované hodnoty barevného prostoru Lab stanovena
na hodnotu 0.05. Pro normalizování charakteristické energie je N definováno výpocˇtem
(16). Vzdálenost mezi superpixely s indexy k a j oznacˇena d(Rk, Rj) musí být vypocˇtena
Dijkstrovým algoritmem, protože dané superpixely nemusí být sousední.
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3.8 Vykreslení orˇezové masky
Záveˇrecˇným úkolem je vytvorˇení orˇezové masky, ve které jsou cˇerné cˇásti nedu˚ležité, na-
opak bílé cˇi šedé jsou soucˇástí našeho významného objektu. Vykreslení masky je shodné
s procesem vykreslování superpixelu˚, popsaným v kapitole 2.5. Nyní však budeme vyu-
žívat pro barevné hodnoty údaje získané geodetickým šírˇením popsané v kapitole 3.7.
Hodnotu Spropagationk pro všechny pixely normalizujeme na rozsah [0, 255] podle vzorce
(17). To nám umožní normalizované údaje prˇímo ukládat jako barevnou hodnotu do
výstupního souboru. Obraz pro výstup musí být definován pouze s jedním 8bitovým
kanálem, abychom nemuseli nastavovat všechny RGB kanály, cˇímž vytvorˇíme obraz ve









maxpropagation −minpropagation 255 (17)
Obrázek 12 Výsledná orˇezová maska
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4 Parametry programu
Jak již bylo zmíneˇno v drˇíveˇjších kapitolách, hodneˇ funkcí a promeˇnných vu˚bec nebylo v
pracích zdokumentováno ani specifikováno. Cˇasto jediné vysveˇtlení bylo frázemi podob-
nými, jako je tato: „Where u(·) is step function“. Proto jsem veˇtšinu promeˇnných umožnil
zadávat jako parametry prˇi spoušteˇní programu. Neˇkteré z nich jsou povinné a je nutné,
aby je uživatel zadal. Zvolit jejich správné hodnoty mu˚že být ze zacˇátku dosti nárocˇné,
ale nelze je univerzálneˇ urcˇit pro všechny prˇípady. Ostatní promeˇnné, které nebyly vy-
sveˇtleny, jsem urcˇil metodou „pokus omyl“. Pokud ale nebudou vyhovovat, mu˚žeme je
pomocí spoušteˇcích parametru˚ libovolneˇ meˇnit.
Spoušteˇcí parametry napsány mezi hranatými závorkami jsou nepovinné, a nemusí
se dodržet jejich porˇadí, jak je uvedeno v prˇedpise. Porˇadí se musí dodržet pouze u po-
vinných parametru˚. Prˇedpis:
zdrojovy cilovy K CT [-M pravidelnost] [-GB rozsahX [rozsahY]] [-SP cesta] [-IPL] [-CH cesta]
[-SF prah rozsahY posunX strmost]
zdrojovy Název obrázku, který chceme zpracovat.
cilovy Název souboru, do kterého uložíme výslednou masku.
K Pocˇet superpixelu˚, které se vygenerují. (Více v kapitole 2.2)
CT Práh Harrisova detektoru rohu, reálné cˇíslo v rozsahu 0− 255. (Více v kapitole 3.2)
-M Úrovenˇ dodržování kontur vs. pravidelnost superpixelu˚. Zadává se celé cˇíslo v roz-
sahu 0− 40. Výchozí hodnota je 40. (Více v kapitole 2.2)
-GB Pru˚meˇr Gaussova vyhlazení. RozsahX i RozsahY je prˇirozené liché cˇíslo. RozsahY
je nepovinný, a bude mít shodnou hodnotu jako RozsahX, pokud nebude zadán.
Výchozí hodnota pro oba rozsahy je 5. (Více v kapitole 2.7)
-SP Název souboru, do kterého uložíme obrázek s vygenerovanými superpixely.
-IPL Prˇi zadání se program neukoncˇí prˇi zaplneˇní více než 40% obrázku klícˇovými body
z Harrisova detektoru. (Více v kapitole 3.2)
-CH Název souboru, do kterého uložíme obrázek s vykresleným konvexním obalem.
-SF Parametry krokové funkce viz rovnice (13). Všechny hodnoty jsou reálná cˇísla bez
omezení. (Více v kapitole 3.6)
prah Malá hodnota, která se odecˇítá od vypocˇtené délky mezi superpixely. Výchozí
hodnota je 0.005.
rozsahY Rozsah hodnot pro osu y, pocˇátek je v 0. Výchozí hodnota je 2.
posunX Posun strˇedu logistické funkce po ose x. Výchozí hodnota je 2.8.
strmost Urcˇuje strmost prˇechodu logistické funkce mezi hodnotou 0 − rozsahY.
Výchozí hodnota je 4.
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5 Výsledné vygenerované masky






V práci jsme si popsali implementaci mnoha algoritmu˚, které nás postupneˇ dovedly k
výslednému detekování významných cˇástí v obraze. Záveˇrecˇný výstup programu je orˇe-
zová maska, jejíž sveˇtlé cˇásti by meˇly být soucˇástí významného objektu, zatímco tmavé
cˇásti by nemeˇly být du˚ležité vu˚bec. Ne vždy je však detekce úspeˇšná, a jsou znázorneˇny
pouze zájmové cˇásti obrazu, jak jsme se mohli prˇesveˇdcˇit.
Zapocˇali jsme tvorbou superpixelu˚, které by meˇly náš obraz rozdeˇlit na atomické prˇi-
bližneˇ stejneˇ velké cˇásti. Tato operace je klícˇová pro další využití a musela být provedena
kvalitneˇ, abychom následným používáním nenásobili chyby vzniklé ihned na zacˇátku.
První problém nastal, když jsem našel více verzí cˇlánku, jak superpixely generovat, a v
obou byl zmíneˇn jiný výpocˇet vzdálenosti pixelu˚. Použití ru˚zných vzorcu˚ ale neprˇineslo
tak velké zlepšení, jakého jsem dosáhl použitím 32bitové hloubky každého barevného
kanálu. Zveˇtšení barevné hloubky je cˇisteˇ implementacˇní záležitost, kterou jsem se roz-
hodl využít. Nemá nic spolecˇného s odborným cˇlánkem, protože v neˇm o implementaci
programu není vu˚bec zmínka, popisuje pouze postup. I prˇi využití veˇtší barevné hloubky
jsem nebyl s výsledky spokojen. Mnohdy vznikaly superpixely s velmi nepravidelným
tvarem, prˇípadneˇ obsahovaly odtržené cˇásti zvané „orphans“, které nebyly soucˇástí ce-
lého superpixelu. Na vyrˇešení teˇchto problému˚ v cˇlánku upozornˇovali a navrhovali rˇe-
šení vynuceného spojení, jehož algoritmus však nepopsali. Já se místo toho rozhodl využít
Gaussovo rozostrˇení, které dle mého názoru bude rychlejší a zlepšení je velmi zrˇetelné,
prˇesto u složiteˇjších obrázku˚ „orphans“ cˇásti mohou vznikat.
Další algoritmy se týkají již samotné problematiky detekování významný cˇástí, které
na záveˇr vykreslí zmíneˇnou orˇezovou masku. Bezproblémové bylo získání globálního
kontrastu jednotlivých superpixelu˚ vu˚cˇi všem ostatním, což se ovšem nedá rˇíci o zís-
kání konvexního obalu, který by nám meˇl prˇiblížit významné cˇásti. K vytvorˇení obalu
je zapotrˇebí získat body, které jsme detekovali pomocí Harrisova detektoru rohu˚, a zde
nastaly hned 2 problémy. První problém byl urcˇení meze pro hledání bodu˚, což je však
nutné zadat uživatelem a nemusí být jednoduché mez zvolit správneˇ. Pokud zvolíme
špatnou hodnotu, získáme body témeˇrˇ v každém pixelu, nebo naopak dostaneme malý
pocˇet bodu˚. Snažil jsem se problém vyrˇešit použitím jiného detektoru rohu˚, konkrétneˇ
metody SIFT, v tomto prˇípadeˇ jsem ale dostal vždy obrovské množství bodu˚. Jako další
krok bylo odebrání klícˇových bodu˚ v urcˇité vzdálenosti od okraje, ale nebylo specifiko-
váno jak velká tato oblast má být, proto jsem si hodnotu urcˇil dle svého uvážení. Poté
jsme již mohli vytvorˇit konvexní obal nad body, které zu˚staly.
Dále bylo potrˇeba zjistit, které superpixely leží v získaném konvexním obale a které
mimo neˇj a zde vznikl další problém. Nebylo specifikováno jak urcˇit jejich vzájemnou
polohu, z toho du˚vodu jsem se rozhodl pro nejlehcˇí a nejrychlejší rˇešení, urcˇení zda v
konvexním obale leží strˇed daného superpixelu. Nyní následuje vypocˇtení globálního ší-
rˇení geodetické energie superpixelu˚, kde se využívá pro získání vzdáleností Dijkstru˚v
algoritmus. Cˇlánek popisující detekování významných cˇástí také nerˇeší implementaci
jednotlivých cˇástí, takže zpu˚sob implementace byl plneˇ v mých rukou. Abychom mohli
implementovat algoritmus pro hledání nejkratší cesty v grafu, musíme tento graf prvneˇ
vytvorˇit. Pro získání cest mezi superpixely jsme museli zjistit, které jsou navzájem sou-
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sední. Implementoval jsem jednoduchý algoritmus semínkového vyplnˇování, který bylo
potrˇeba lehce upravit našim potrˇebám. Prˇi hledání nejkratší cesty Dijkstrovým algorit-
mem jsem narazil na další problém. Na délky jednotlivých cest prˇi pocˇítání se aplikuje
výpocˇet, ve kterém od délky odecˇítáme mez, a také obsahuje krokovou funkci. Bohužel
ani mez, ani kroková funkce nebyla specifikována a urcˇil jsem všechny promeˇnné po-
kusem. Z du˚vodu velkého pocˇtu promeˇnných urcˇených metodou „pokus omyl“ jsem
se rozhodl využívat spoušteˇcí parametry, pomocí kterých mu˚žeme všechny promeˇnné
meˇnit. Opeˇt to ale zteˇžuje využití algoritmu, protože nastavení nemusí být jednoduché.
Program by urcˇiteˇ bylo možné zlepšit testováním jednotlivých funkcí a jejich optima-
lizací. Také by se mohl navrhnout algoritmus pro správné zjišteˇní promeˇnných, které jsou
nyní urcˇeny pokusem, nebo je musí zadávat uživatel prˇi spoušteˇní programu. Prˇestože
podle autoru˚, je SLIC nejrychlejší algoritmus pro získání superpixelu˚, dle mého názoru
je pomalý. Asi jsem meˇl zkreslenou prˇedstavu o rychlosti programu, ale jeho využití v
reálném cˇase, naprˇíklad zpracování videa, mi prˇijde nemožné.
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