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Resumen
Proponemos una extension para la sntesis de funciones del sistema de transformacion
de desplegadoplegado Se amplan tanto el lenguaje de programacion funcional como
el sistema de transformacion El lenguaje ampliado permite relaciones es decir restric

ciones que expresan precondiciones y poscondiciones pero que no pueden usarse para
construir funciones ejecutables sino que su uso esta limitado al proceso transformador
El sistema de transformacion tambien se ampla para tratar restricciones e igualdades
generales resultando un sistema de cinco reglas potente pero sencillo Hemos estudiado
principalmente su aplicacion a la sntesis de funciones inversas de otras existentes El sis

tema resulta especialmente util y natural cuando se combina con una forma poderosa de
especicar inversas de funciones llamada patrones generalizados En el papel ilustramos
estas ideas con la aplicacion del sistema a varios problemas destacando la sntesis de
una funcion que reconstruye un arbol binario a partir de sus recorridos en preorden y en
inorden
Palabras claves Programacion funcional transformacion de programas sntesis de
programas sistema de desplegadoplegado patrones restricciones
 Introduccion
El modelo de transformaciones para el desarrollo de programas Par permite obtener
programas correctos por construccion basicamente se empieza con una especicacion
y se aplica una secuencia de reglas que conservan la correccion hasta que se obtiene
un programa satisfactorio Este modelo de desarrollo de programas es especialmente
adecuado para programacion declarativa donde el razonamiento sobre los programas es
mas sencillo debido a la ausencia de estado transparencia referencial
Este sencillo modelo de transformaciones puede resultar mas complejo cuando se
rena Por ejemplo los lenguajes de especicacion y transformacion pueden ser distintos
Tambien es usual y mas facil proceder en varios pasos primero sintetizar un programa
a partir de una especicacion y despues mejorarla mediante transfomaciones sucesivas
Concretamente hay diferentes actividades que se dan cita en el calculo de programas no
triviales mediante este enfoque
 Transformacion Un programa ejecutable se convierte en otro equivalente pero en
general mas eciente
 Sntesis A partir de una especicacion no ejecutable se obtiene un programa eje

cutable que la verica
 Vericacion de propiedades El razonamiento sobre programas es un proceso com

plejo en general donde a menudo hace falta demostrar propiedades Este proceso
de vericacion se puede hacer para dos actividades la vericacion misma de un
programa o la obtencion de una propiedad cierta un teorema que resulta util o
necesaria para la sntesis o la transformacion
Estas actividades pueden ilustrarse informalmente mediante la siguiente gura donde
se muestra el dominio relativo a cada una de estas actividades
 
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El sistema de transformaciones mas conocido es el de desplegadoplegado BD
Dos de sus principales ventajas son la sencillez y la generalidad Sin embargo tambien
cuenta con limitaciones que nos han llevado a extenderlo Una primera y trivial modi

cacion del sistema consistira en adaptarlo a un lenguaje funcional mas moderno y com

plejo como Haskell que el lenguaje para el que este sistema fue concebido Hope por
ejemplo debe ser expresable en el mismo la distincion por casos para poder sintetizar fun

ciones con guardas Una limitacion mas importante del sistema de desplegadoplegado
es su incapacidad para sintetizar funciones y para transformar ciertas clases de algorit

mos Estos aspectos exigen ampliar el lenguaje ademas del sistema dando lugar a un
lenguaje de especicacion que es un superconjunto del de programacion
Nuestro lenguaje de especicacion extiende el lenguaje funcional puro en dos aspectos
la denicion de igualdades generales y la inclusion de predicados sobre igualdades ie
restricciones El sistema de desplegadoplegado tambien se extiende para manejar el
nuevo lenguaje de especicacion
Existen algunos trabajos que tambien proponen extensiones pej Sch Chi
PVa PVb del sistema de desplegadoplegado para evitar los inconvenientes cita

dos pero son mas restrictivos que el nuestro Scherlis adopta Sch al igual que
nosotros el enfoque de la sntesis mediante transformaciones Se diferencia del nue

stro en que las restricciones son asertos calicadores que no solo afectan a ecuaciones
sino a expresiones cualesquiera Chin siguiendo tambien este enfoque Chi permite
expresar precondiciones lo que hace posible ciertas transformaciones como la factor

izacion Estos trabajos a diferencia del nuestro no abordan la sntesis ya que parten
de especicaciones ejecutables programas
Existe una corriente diferente basada en la demostracion constructiva de especica

ciones MW PW Una especicacion se expresa mediante una sentencia de logica
de predicados donde los predicados permiten expresar relaciones cualesquiera La de

mostracion de una especicacion produce como producto lateral un programa que la
satisface
El contenido del artculo es el siguiente En los apartados  y  describimos el
lenguaje de especicacion y el sistema de transformacion respectivamente El apartado
	 trata una importante aplicacion de la sntesis la de la funcion inversa de una funcion
dada En el apartado  introducimos un nuevo concepto el de patron generalizado que
es la base de una clase de sntesis particular que surge en muchos problemas Finalmente
resumimos nuestras conclusiones e incluimos un apendice con el problema no trivial de
reconstruir un arbol a partir de dos de sus recorridos
 El lenguaje de especicacion
La primera extension del lenguaje consiste en permitir el uso de igualdades sin restriccion
alguna sobre su miembro izquierdo Como en las ecuaciones funcionales las variables
libres de ambos miembros estan cuanticadas universalmente y son de los tipos apropi

ados Esta caracterstica es necesaria tanto para demostrar propiedades como para sin

tetizar funciones a partir de igualdades generales Por ejemplo la igualdad
length list  list	 
 length list  length list
es una propiedad util que signica que
  list list    
length list  list	 
 length list  length list
Una segunda deciencia del sistema de desplieguepliege es la imposibilidad de tratar
con predicados que establecen asertos sobre igualdades tales como pre
 y poscondiciones
En nuestra extension una igualdad E 
 E puede ser valida bajo ciertas condiciones
Ps lo que se expresa como sigue
 
E 
 E st Ps
En general llamamos restricciones a esos predicados o a secuencias de ellos Los pre

dicados de una restriccion se separan con punto y coma que indica su conjuncion En
terminos logicos esto signica la siguiente clausura mediante cuanticacion universal
 Ps  E 
 E	
Naturalmente consideramos que una igualdad sin restriccion alguna esta trivialmente
calicada por la restriccion True
Tal notacion nos permite especicar funciones en terminos de sus pre
 y poscondi

ciones Por ejemplo una funcion f especicada mediante
  x   Prex    y  Postxy  f x 
 y
puede describirse como sigue en nuestra notacion
f x 
 y st Prex Postxy
omitiendo los cuanticadores universales y los tipos de datos Notese que ambas pre

y poscondiciones estan al mismo nivel de una especicacion aunque se distinguen por
las variables a las que hacen referencia es decir la precondicion Pre es la parte de la
restriccion que solo menciona variables de entrada mientras que Post relaciona variables
de entrada y de salida
Como ejemplo una funcion que calcula el cociente y el resto de dos enteros cuya
especicacion logica es
  dnddsorquotrem  Int 
dnd
 dsor rem
 remdsor dnd
dsorquotrem
 divMod dnddsor	 
 quotrem	
se expresa en nuestra notacion as
 
st viene de such that tal que
divMod dnddsor	 
 quotrem	 st
dnd
 dsor rem
 remdsor dnd
dsorquotrem
donde los dos primeros predicados en la restriccion forman la precondicion y el resto la
poscondicion
 El sistema de sntesis
Usamos el termino sntesis de funciones para referirnos al proceso en el cual se transfor

man igualdades generales en ecuaciones Para que la sntesis sea posible admitimos el
uso de restricciones expresadas como clausulas st pero su eliminacion de las igualdades
nales debe producir deniciones de functiones Por ejemplo la sntesis para el esquema
de especicacion dado en el apartado anterior consiste en producir un patron y proba

blemente guardas en el miembro izquierdo de la igualdad y en eliminar y de la relacion
Postxy de forma que se obtenga una expresion functionalmente computable
Como ejemplo podemos transformar la especicacion divMod del apartado anterior
llegando a la siguiente denicion de funcion despues de suprimir la pre
 y poscondicion
divMod dnddsor	  dnd dsor 
  dnd	
 dnd
dsor 
 uv	 where uv	 
 divMod dnddsordsor	
Las expresiones de nuestro lenguaje ampliado seran transformadas con el sistema de
desplegadoplegado BD extendido para manejar especicaciones Primero necesita

mos reglas de transformacion capaces de operar sobre igualdades generales en vez de solo
sobre deniciones de funcion Ademas necesitamos reglas de transformacion para mane

jar restricciones El sistema de desplegadoplegado resultante consta de las siguientes
reglas
Denicion	 Se introduce una nueva igualdad lhs 
 rhs ya sea con un ambito global
o como un nuevo predicado en una restriccion En el primer caso puede estar
condicionada por una restriccion
Una igualdad nueva puede introducir un nuevo objeto o una relacion entre otros ya
existentes En el primer caso la regla es identica a la del desplegadoplegado en
el segundo se trata de una propiedad que solo puede considerarse correcta cuando
se demuestra dentro del sistema Una denicion de una propiedad sin demostrar
puede usarse durante el proceso de transformacion y sntesis pero la correccion
del programa resultante con respecto a la especicacion esta condicionada por la
correccion de la propiedad
Propiedades no demostradas
Especicacion w Programa
Instanciacion	 Se introduce una igualdad lhs 
 rhs st P que es un caso particular
de otra preexistente ya sea sustituyendo algunas variables libres por expresiones
funcionales cualesquiera o bien anadiendo algun predicado a las restricciones
Esta regla es mas general que la correspondiente del sistema desplegadoplegado
donde solo se instancia con patrones
Implicacion	 Dadas dos ecuaciones E st P y E st QPS donde P es un caso
particular de P podemos transformar la ultima en E st QPSE siendo E
el ejemplar correspondiente de E
En realidad esta regla constituye un caso particular de la anterior en que la res

triccion nueva E es cierta en las restricciones QPS a las que se anade y
por tanto no restringe en nada la ecuacion inicial
Sustitucion	 Dada una igualdad lhs 
 rhs se sustituye una subexpresion e que es un
ejemplar de un miembro de esa igualdad por la expresion correspondiente del otro
miembro de la igualdad
Esta regla solo puede aplicarse cuando la subexpresion esta en el ambito de la
igualdad esto es cuando la igualdad es global o se trata de una restriccion local
que afecta a la subexpresion Si la igualdad lhs 
 rhs esta afectada por una
restriccion P la subexpresion reemplazada e tambien debe estar en el ambito del
ejemplar correspondiente de P
Observese que la regla de sustitucion incluye las reglas de desplegado plegado y
leyes del sistema de desplegadoplegado ya que todas son casos particulares de
la sustitucion por igualdad Sin embargo frecuentemente nos referiremos a estos
casos particulares de la regla de sustitucion por sus nombres antiguos
Conversion	 Los predicados de las restricciones se pueden suprimir en ciertas condi

ciones apareciendo a cambio construcciones ejecutables y viceversa
 Un predicado computable que solo afecta a variables de entrada puede con

vertirse en una guarda en el miembro izquierdo de la igualdad
 Un predicado Py 
 Ex donde P es un patron se puede transformar en
una denicion local where
La conversion de especicaciones en programas suele hacerse al nal del proceso de
sntesis Aquellos predicados que son necesarios para el programa se convierten en
guardas o en clausulas where mediante la regla de conversion y aquellos otros que
son innecesarios simplemente se eliminan este es el caso de las pre
 y poscondi

ciones
Para facilitar la lectura de los ejemplos incluidos en el artculo conviene hacer dos
aclaraciones En primer lugar la regla de abstraccion del sistema de desplegadoplegado
ha desaparecido ya que puede simularse trivialmente mediante la aplicacion de otras
reglas Cuando se emplea esta regla nosotros la indicamos con su nombre habitual
por brevedad Otra observacion es que hemos omitido las restricciones innecesarias por
simplicidad
Ejemplo
Como ejemplo del sistema presentado sintetizamos seguidamente el algoritmo especi

cado antes para la funcion divMod
divMod dnddsor	 
 quotrem	 st
dnd
 dsor dnd
dsorquotrem 
rem remdsor
 f instanciacion por casos dnddsor y dnd
dsor g
divMod dnddsor	 
 quotrem	 st
dnd
 dsor dnd
dsorquotrem 
rem remdsor
dnddsor
 f leyes aritmeticas g
dnd	
divMod dnddsor	 
 quotrem	 st
dnd
 dsor dnd
dsorquotrem 
rem remdsor
dnd
dsor
 f sustitucion leyes aritmeticas	 g
quot	rem	 st
dnddsor
dsorquot	rem 
rem remdsor
dnd
dsor
 f abstraccion uv	
quotrem	 g
uv	 st dnddsor
dsoruv 
v vdsor dnd
dsor
 f implicacion plegar divMod	 g
uv	 st divMod dnddsordsor	 
 uv	 dnd
dsor
 f conversion g
uv	 where uv	
divMod dnddsordsor	
Reproducimos el algoritmo nal tras la regla de conversion de donde surgen las
guardas tambien se han suprimido el resto de los predicados
divMod dnddsor	  dnd dsor 
 dnd	
 dnd
dsor 
 uv	 where uv	 
 divMod dnddsordsor	
	 Inversion de funciones
La inversion de una funcion es una clase particular de sntesis de funciones donde se
parte de la denicion de una funcion f como f x 
 Ex y se desea derivar otra funcion
f
 
especicada como f
 
Ex 
 x Para llevar a cabo la sntesis de inversas se puede
derivar una ley de inversion
f
 
Ex 
 x
 f abstraer Ex con y g
f
 
y 
 x st y 
 Ex
 f sustitucion plegar f	 g
f
 
y 
 x st y 
 f x
Una clase particular de inversion es la de funciones parcialmente aplicadas
f k	
 
y 
 x st f k x 
 y
Como f k depende en general de k la funcion f k	
 
 inversa de f k tambien depende
de k Por tanto lo que debemos sintetizar es una funcion unF tal que unF k 
 f k	
 

Observese que unF no es en general la inversa de f Dada una funcion f x y denida
como
f x y 
 Exy
donde x representa los parametros de la aplicacion parcial que deseamos invertir trans

formaremos la especicacion de su inversa f x	
 

f x	
 
Exy 
 y
El objetivo de la transformacion de f x	
 
es doble obtener a partir de Exy un
patron en el miembro izquierdo de la igualdad y una expresion computable dependiente
de y en el miembro derecho
Ejemplo
Supongamos que tenemos una funcion que concatena dos listas conociendo ademas la
longitud de la primera
appLen n ll	 
 ll st n 
 length l
y se desea sintetizar la inversa unAppLen n	 especicada como
unAppLen n ll	 
 ll	 st n 
 length l
Para ello transformamos esta denicion Primero formamos los ejemplares corre

spondientes al primer parametro de acuerdo con los casos de la denicion usual de 	
 Caso base l 
 
unAppLen n l	 
 l	 st n 
 length 
 f sustitucion desplegar 	 y length	 g
unAppLen n l 
 l	 st n 
 
 f sustitucion n	 g
unAppLen  l 
 l	
As pues
unAppLen  l 
 l	
 Caso recursivo l 
 xxs
unAppLen n xxs	l	 
 xxsl	 st n 
 length xxs	
 f sustitucion desplegar 	 y length	 g
unAppLen n xxsl		 
 xxsl	 st n 
 length xs  
 f abstraccion k	 g
unAppLen n xxsl		 
 xxsl	 st n 
 k k 
 length xs
 f sustitucion n	 g
unAppLen k	 xxsl		 
 xxsl	 st k 
 length xs
 f abstraccion list	 g
unAppLen k	 xlist	 
 xxsl	 st k 
 length xs list 
 xsl
 f sustitucion plegar appLen	 g
unAppLen k	 xlist	 
 xxsl	 st k 
 length xs
list 
 appLen k xsl	
 f ley de inversion para unAppLen implicacion g
unAppLen k	 xlist	 
 xxsl	 st xsl	 
 unAppLen k list
que da lugar a lo siguiente
unAppLen k	 xlist	 
 xxsl	 where xsl	 
 unAppLen k list
El programa resultante es
unAppLen  list 
 list	
unAppLen k	 xlist	 
 xxsl	 where xsl	 
 unAppLen k list

 Inversion de patrones generalizados
Un patron representa la aplicacion de una funcion invertible para descomponer un cierto
dato en varias componentes Por ejemplo la ecuacion
f xxs	 
 Exxs
contiene un patron que representa la lista resultante de aplicar el constructor 	 a x y
xs Por conveniencia usamos aqu la forma Consxy	 sin curricar como equivalente
a xy Esto es
f Consxxs		 
 Exxs
El uso del patron extrae las componentes originales de la aplicacion de Cons que
forman tal lista Esto se puede expresar como sigue
f list 
 Exxs where xxs	 
 Cons
 
list
 head list tail list	
En general en una ecuacion con un patron Pat
f Pat x
i
		 
 Ex
i

los identicadores x
i
no son parametros en realidad sino solo los resultados del encaje
de patrones lo cual equivale a computar la funcion inversa del patron
f x 
 Ex
i
 st Pat x
i
	 
 x
 Ex
i
 st x
i
	 
 Pat
 
x
Esta simple idea puede generalizarse mas si admitimos que los patrones esten for

mados por cualquier expresion funcional que sea invertible y no solo aquellos denidos
mediante las constructoras de un tipo de datos algebraico Esos patrones generaliza
dos nos proporcionan otro modo de especicar funciones Por ejemplo sea la siguiente
denicion de funcion
f listlist	 
 Elistlist
donde f se aplica a una lista de enteros que contiene exactamente un cero Ciertamente
listlist no es un patron pero esta expresion puede ser entendida como tal
por medio de un proceso de inversion
f list 
 Elistlist st listlist 
 list
 Elistlist st listlist	 
 Pat
 
list
Observese que esta forma de especicar funciones nos lleva a un caso particular de
sntesis la de la inversa de un patron En este ejemplo de la sntesis de Pat
 
 se
derivara una funcion equivalente a span 
	 en Haskell HF HJW
Ejemplo
Sea el siguiente patron generalizado
concatBy a ll	 
 lal
Deseamos sintetizar su inversa cuya especicacion es
splitBy a lal	 
 ll	 st not member a ll		
Siguiendo la denicion usual de 	 instanciamos l
 Caso base l 
 
splitBy a al	 
 l	 st not member a l		
 f sustitucion desplegar 	 tres veces	 g
splitBy a al	 
 l	 st not member a l	
 f abstraccion x	 g
splitBy a xl	 
 l	 st x 
 a not member a l	
 Caso recursivo l 
 xxs
splitBy a xxs	al	 
 xxsl	
st not member a xxs	l		
 f sustitucion desplegar 	 tres veces	
splitBy a xxsal		 
 xxsl	
st not member a xxsl			
 f sustitucion desplegar member		 g
splitBy a xxsal		 
 xxsl	
st not a
x  member a xsl		
 f sustitucion leyes de not y 		 g
splitBy a xxsal		 
 xxsl	
st not a
x	 not member a xsl		
 f abstraccion list	 g
splitBy a xlist	 
 xxsl	
st list 
 xsal not a
x	 not member a xsl		
 f sustitucion plegar concatBy		 g
splitBy a xlist	 
 xxsl	
st list 
 concatBy a xsl	 not a
x	 not member a xsl		
 f ley de inversion splitBy	 implicacion g
splitBy a xlist	 
 xxsl	
st xsl	 
 splitBy a list	 not a
x	 not member a xsl		
En resumen el programa sintetizado con una sintaxis estandar es
splitBy a xlist	  a 

 x 
 list	
splitBy a xlist	  a 
 x 
 xxsl	 where xsl	 
 splitBy a list
 Conclusiones
El sistema de desplegadoplegado es aplicable a una amplia clase de transformaciones
pero no puede usarse para la sntesis de funciones En este trabajo hemos propuesto una
extension de dicho sistema que permite la sntesis de funciones
Para que la sntesis sea posible el lenguaje funcional se ha extendido para permitir
igualdades generales y restricciones Sin embargo esas extensiones solo se usan durante
el proceso de transformacion de forma que cuando se suprimen nalmente se obtienen
programas funcionales estandar Una tecnica particularmente util de especicacion se
basa en el uso de patrones generalizados
Tambien hemos extendido el sistema de transformacion de desplegadoplegado para
manejar el lenguaje de especicacion El nuevo sistema solo consta de cinco reglas tres
de ellas engloban a las del sistema de desplegadoplegado una cuarta permite convertir
restricciones en terminos funcionales y una ultima se usa para razonar con la implicacion
logica
El nuevo sistema de transformacion se ha aplicado a la sntesis de funciones inversas
Se ha dado un esquema para esta clase particular de inversion siendo posible tambien
invertir funciones parcialmente aplicadas En particular la inversion de patrones gener

alizados permite derivar funciones facilmente especicadas
Hemos aplicado el lenguaje y el sistema de transformacion extendidos a la sntesis de
diversos algoritmos Hemos incluido uno no trivial en el apendice pero hemos sinteti

zado asimismo otros importantes problemas tales como diversos problemas numericos o
el algoritmo de Human PV Este ultimo es especialmente llamativo pues en el se
dan cita diversos aspectos de la derivacion de programas como son la sntesis la trans

formacion y la demostracion de propiedades as como la integracion de todo el proceso
con el uso de TADs
En relacion con este trabajo existen todava algunos aspectos pendientes de un es

tudio mas detallado En primer lugar las extensiones se han propuesto con la correccion
en mente Por eso es necesario denir su semantica y demostrar la correccion del sistema
con respecto a esa semantica Un segundo trabajo consiste en sistematizar el proceso
de sntesis a ser posible mediante tacticas Finalmente un problema interesante es el
relativo al manejo de subespecicaciones
A Inversion del recorrido de un arbol
Este ejemplo muestra el uso de patrones generalizados para la sntesis de un algoritmo
no trivial Consideramos el siguiente tipo Tree para arboles binarios
data Tree a 
 Empty  Node Tree a	 a Tree a	
Es sencillo denir dos funciones que recorren un arbol en inorden y preorden respec

tivamente
travIn travPr  Tree a  a
travIn Empty 
 
travIn Node t a t	 
 travIn t  a  travIn t
travPr Empty 
 
travPr Node t a t	 
 a  travIn t  travIn t
Y tambien es facil denir una funcion para efectuar ambos recorridos
travInPr  Tree a  aa	
travInPr t 
 travIn t travPr t	
La denicion de travInPr es ineciente porque se atraviesa el arbol dos veces siendo
posible hallar los dos recorridos en una sola pasada La transformacion de travInPr
usando las funciones travIn y travPr es facil y nos lleva a lo siguiente
travInPr Empty 
 	
travInPr Node t a t	 
 uauavv	
where uv	 
 travInPr t
uv	 
 travInPr t
El problema que se plantea Knu Sne consiste en escribir la funcion inversa de
travInPr es decir dados dos recorridos de un arbol reconstruir este Especicamos tal
funcion invirtiendo las dos ecuaciones de travInPr
unTravInPr 	 
 Empty
unTravInPr uauavv	 
 Node t a t
st t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
Las restricciones de esta especicacion son necesarias para denir una unica funcion
y provienen de las poscondiciones de la funcion travInPr que no se han demostrado
aqu por brevedad
El miembro izquierdo de la segunda ecuacion no contiene un patron pero s un patron
generalizado el cual apropiadamente invertido puede ser usado en una ecuacion valida
Denimos una funcion twoTraversals para construir ese patron generalizado
twoTraversals auuvv	 
 uauavv	
Esta funcion produce dos listas con la misma longitud de tal forma que el primer
elemento de la segunda aparece una sola vez en la primera lista las listas u y v tienen
la misma longitud y lo mismo ocurre con las listas u y v La inversion de esta funcion
produce
unTwoTraversals uauavv	 
 auuvv	
st length u 
 length v
length u 
 length v
not member a uu		
La sntesis de la funcion unTravInPr puede hacerse en dos pasos
 La funcion original unTravInPr se puede expresar en terminos de la nueva funcion
unTwoTraversals
unTravInPr uauavv	 
 Node t a t
st t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
 f sustitucion desplegar 		 g
unTravInPr uauavv		 
 Node t a t
st t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
 f abstraccion list y tail	 g
unTravInPr listatail	 
 Node t a t
st listatail	 
 uauavv		
t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
 f sustitucion plegar twoTraversals	 g
unTravInPr listatail	 
 Node t a t
st list atail	 
 twoTraversals auuvv	
t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
 f implicacion y ley de inversion unTwoTraversals	 g
unTravInPr listatail	 
 Node t a t
st auuvv	 
 unTwoTraversals listatail	
t 
 unTravInPr uv	 length u 
 length v
t 
 unTravInPr uv	 length u 
 length v
not member a uu		
 Se sintetiza la funcion auxiliar unTwoTraversals
unTwoTraversals uauavv	 
 auuvv	
st length u 
 length v
length u 
 length v
not member a uu		
 f sustitucion leyes de 	 y 		 abstraccion list y list	 g
unTwoTraversals list alist	 
 auuvv	
st list 
 uau
list 
 vv
length u 
 length v
length u 
 length v
not member a uu		
 f sustitucion plegar appLen y concatBy	 g
unTwoTraversals listalist	 
 auuvv	
st list 
 concatBy a uu	
list 
 appLen length v	 vv	
length u 
 length v
length u 
 length v
not member a uu		
 f sustitucion length v	g
unTwoTraversals listalist	 
 auuvv	
st list 
 concatBy a uu	
list 
 appLen length u	 vv	
length u 
 length v
length u 
 length v
not member a uu		
 f implicacion ley de inversion splitByunAppLen	 g
unTwoTraversals listalist	 
 auuvv	
st uu	 
 splitBy a list
vv	 
 unAppLen length u	 list
length u 
 length v
length u 
 length v
not member a uu		
El programa resultante es
unTravInPr 	 
 Empty
unTravInPr listatail	 
 Node t a t
where auuvv	 
 unTwoTraversals listatail	
t 
 unTravInPr uv	
t 
 unTravInPr uv	
unTwoTraversals list alist	 
 auuvv	
where uu	 
 splitBy a list
vv	 
 unAppLen length u	 list
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