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Abstrakt
Tato práce popisuje současný stav v oblasti open-source prohlížečů na platformě Android,
porovnává jejich vlastnosti. Práce dále popisuje problematiku klasifikace webových stránek
se zaměřením na detekci pornografie. V této práci je také popsán návrh a implementace
klientské a serverové části systému blokování a detekce pornografického obsahu. Pro dete-
kování pornografického obsahu byly použity jednak metody detekce dle textu na stránce,
ale také metody detekce dle obrázků na stránce s využitím hluboké neuronové sítě. Imple-
mentované řešení je v této práci ověřeno experimenty a popsáno. V poslední kapitole jsou
zhodnoceny výsledky této práce a navrhnuty možnosti pokračování v tomto projektu.
Abstract
This work describes actual state of open-source browsers on the Android platform and
compares their features. It describes webpage classification problem and methods how to
detect porn websites. It also shows a design of a system for blocking and detection of
webpages with adult content and its implementation. For pornography detection there were
used text based methods but also methods based on detection in images from web page
with deep learning. Implemented solution was tested with experiments and described. The
last chapter contains summarization of this work and proposal of improvements.
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Kapitola 1
Úvod
V dnešní době internet a jeho obsah zažívá masivní expanzi, bohužel s tímto jevem se
ruku v ruce zvyšuje množství škodlivého nebo pro některé skupiny lidí nevhodného obsahu.
Tento obsah může obsahovat násilí, motivovat k užívání drog nebo zobrazovat pornografii.
Jak ukazuje článek [25], v roce 2012 se téměř 30 procent veškerého internetového provozu
týkalo pornografického materiálu. S tímto faktem tedy roste potřeba rodičů bránit své
ratolesti od tohoto obsahu. Tato práce vznikla ve spolupráci se společností CYAN Research
& Development, jejíž zákazník má zájem o nabízení takového produktu ochrany uživatelů
před pornografickým obsahem.
Výsledkem této práce bude upravený webový prohlížeč na základě existujícího open-
source prohlížeče na mobilní platformě Android, s možným rozšířením do budoucna i na
platformu iOS. Tento prohlížeč bude veškerý svůj provoz kontrolovat se servery společnosti
CYAN Research & Development, čímž zabrání zobrazení pornografického obsahu. Kontrola
obsahu bude probíhat jednak na základě již klasifikovaných stránek uložených v databázi, ale
také v reálném čase. V první kapitole tohoto dokumentu bude popsán současný stav v oblasti
open-source prohlížečů na platformě Android, dle jejich vlastností budou vybrány vhodné
prohlížeče pro implementaci systému blokování obsahu a jejich výběr bude zdůvodněn.
Tato práce se zabývá klasifikací webových stránek do dvou tříd, pozitivních a negativ-
ních na výskyt pornografického obsahu. Proto zde bude popsána problematika klasifikace
nevhodného obsahu a popis již existujících řešení.
V této práci bude navrhnuta klientská část blokování nepovoleného obsahu, která bude
přímo zabudována ve zdrojových kódech vybraného open-source prohlížeče tak, aby ji ne-
bylo možné vypnout a aby kontrolovala veškeré odchozí požadavky prohlížeče. K této kli-
entské části bude navržena také serverová část, na které bude probíhat veškerá výpočetně
náročná činnost, aby nedocházelo ke zhoršení odezvy mobilního webového prohlížeče. Na
této serverové části bude prováděna kontrola požadovaného obsahu v reálném čase na výskyt
pornografického obsahu.
Implementace klientské části bude v programovacích jazycích C++ (jádro prohlížeče)
a Java (vyšší vrstvy prohlížeče). Serverová část systému blokování bude implementována
v jazyce Python. Detekce škodlivého obsahu v serverové části bude probíhat jednak na
základě textu v HTML kódu stránky, ale také dle detekce pornografie v obrazcích z dané
webové stránky s využitím hluboké neuronové sítě.
V předposlední kapitole bude ověřena funkčnost řešení, popsány prováděné experimenty
a popis úspěšnosti klasifikátoru.
Poslední kapitola bude obsahovat shrnutí výsledků této diplomové práce.
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Kapitola 2
Analýza
V této kapitole budou popsány open-source prohlížeče na platformě Android, které bude
možné využít k tvorbě systému pro blokování nevhodného obsahu. Následující kapitola bude
popisovat výběr a důvody pro výběr daného projektu k implementaci blokování nepovole-
ného obsahu. Dále zde bude popsána problematika blokování, klasifikace webových stránek
a existující řešení, které tuto činnost prování.
2.1 Analýza webových prohlížečů na platformě Android
2.1.1 Chromium
Open-source prohlížeč vycházející z prohlížeče Google Chrome, který je dle čísel z Play Store
nejpoužívanější prohlížeč na platformě Android. V Play Store má 1 000 000 000–5 000 000
000 stažení, toto číslo je ale také ovlivněno tím, že tento prohlížeč bývá předinstalován
v operačním systému Android.
Chromium se od prohlížeče Chrome liší jednak ikonou, ale hlavně použitými mediálními
kodeky. Chrome odesílá metriky o užívání (když jsou povoleny) a také hlásí pády prohlížeče
vývojářům společnosti Google. Chromium metriky užívání ani informace o pádu prohlížeče
neodesílá. Kód Chromium může být měněn jednotlivými vývojáři přispívajícími do vývoje
Chromium.
Chromium je z pohledu mobilních platforem dostupný na platformě Android, kde je
implementován v jazycích C++, Java a JavaScript. Na verzi pro Apple iOS se pracuje a to
v jazycích C++, Objective C a JavaScript. Informace čerpány z [4].
2.1.2 Fennec
Open-source varianta známého prohlížeče FireFox od společnosti Mozilla, kvůli ochranné
známce vystupuje pod jménem Fennec [18]. Je vydán pod licencí Mozilla Public License
[19]. Prohlížeč Fennec jako takový se v Play Store nenachází, ale FireFox má v Play Store
100 000 000–500 000 000 stažení.
Fennec podporuje mobilní platformy Android verze 2.3 a vyšší, dále také Apple iOS.
Android verze Fennec je realizována pomocí jazyků Java, C++ a JavaScript. Verze pro
Apple iOS je implementována v jazycích C/C++, Objective C, JavaScript a jazyku Swift.
Stejně jako FireFox na jiných platformách, i na mobilních zařízeních využívá vykreslovací
jádro Gecko.
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2.1.3 Lightning Browser
Tento open-source prohlížeč má v Play Store 500 000–1 000 000 stažení, je zaměřen na
jednoduchost, bezpečnost a nízké nároky na hardware. Prohlížeč je dostupný pouze na
platformách Android 4.0 a vyšší. Využívá systémovou komponentu WebView s jádrem
WebKit a je implementován v jazyce Java. Prohlížeč se vyznačuje dvěma vysouvacími
panely, ten vlevo slouží ke správě otevřených oken prohlížeče a ten vpravo slouží ke správě
záložek. Další informace na [15].
2.1.4 PaleMoon
Multiplatformní open-source prohlížeč, který je dostupný na platformách Microsoft Win-
dows, Linux a Android. V rámci platformy Android má 10 000–50 000 stažení v Play Store.
Prohlížeč se zaměřuje na efektivitu a jednoduchost používání. Využívá vykreslovací jádro
Gecko, vychází ze zdrojových kódů prohlížeče Mozilla FireFox, ale nyní je vyvíjen zvlášť.
Verze pro Android je implementována v jazycích C++ (Gecko jádro) a Java (obalující C++
kód). Více informací o tomto prohlížeči na [22].
2.1.5 Lucid Browser
Celkem malý open-source projekt (10 000–50 000 stažení v Play Store), který se zaměřuje
na vytvoření odlehčeného, rychlého a jednoduchého prohlížeče (velikost .APK souboru asi
2 MB). Jeho hlavním rysem je vysunovací panel na pravé straně, ze kterého se jednoduše
spravují jednotlivé záložky nebo okna prohlížeče. Podporuje pouze platformu Android 3.0 a
vyšší. Implementován je v jazyce Java, pro vykreslování webového obsahu využívá Android
WebView. Více informací o tomto prohlížeči lze dohledat na [16].
2.1.6 Android WebView
Nativní komponenta systému Android založena na open-source verzi Chromium. V pod-
statě se nejedná o samostatný webový prohlížeč, ale bylo by možné tuto komponentu využít
k vytvoření vlastního prohlížeče založeného na vykreslovacím jádře WebKit. Od verze An-
droid 4.4 je komponenta WebView založena na prohlížeči Chrome verze 30, od Android
4.4.3 je založena na Chrome verzi 33 a na Androidu 5.0 je založena na verzi Chromu 36.0.
Verze WebView na Android zařízeních 4.4 a vyšší obsahuje aktualizovaný V8 JavaScript
engine a podporu pro nové standardy HTML5 a CSS3, které v předchozích verzích chyběly.
Tyto verze WebView sdílí stejný renderovací engine jako prohlížeč Chrome na platformě
Android, takže vykreslování mezi WebView a Chrome je konzistentní. Přibyla také možnost
vzdáleného ladění, podpora pro WebSockety a celkově rychlejší vykreslování.
Na této komponentě jsou postaveny například výše uvedené prohlížeče Lightning Web
Browser [15] a Lucid Browser [16] , nebo ji užívají různé multiplatformní systémy jako jsou
Crosswalk nebo Crosswalk. Aplikace vytvořené pomocí těchto systémů jsou vlastně webové
stránky zobrazeny v komponentě WebView pro snadnou přenositelnost mezi platformami.
Z výše uvedeného plyne taky největší nevýhoda použití WebView - nelze aktualizovat na
verzích Android starších než 5.0. Jediný způsob aktualizace je aktualizováním celého ope-
račního systému. Takže při použití této komponenty by zařízení starší než dva roky, kterým
výrobce již neposkytuje aktualizace, musely používat neaktuální verzi obsahující potenciální
zranitelnosti. Android 5.0 tuto problematiku řeší vyhraněním komponenty WebView do sa-
mostatné aplikace, která je aktualizovaná prostřednictvím běžných aktualizací z Play Store.
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Ale nelze zapomínat na starší verze systému Android, pro které by prohlížeč založený na
komponentě WebView nebyl bezpečný. Navíc by bylo nutné implementovat všechny funkce
prohlížeče, což by bylo pro potřeby tohoto projektu zbytečně časově náročné a uživatelé by
se museli znovu učit používat jiný prohlížeč.
Informace o komponentě WebView byly čerpány z [12].
2.1.7 Výběr prohlížeče pro implementaci prototypu
Výběr prohlížeče pro implementaci prototypu zahrnoval několik kritérií. Především to byla
velikost projektu. Bylo nutné vybrat takový prohlížeč, který má již stabilní pozici na trhu
a jehož vývoj po pár letech nezanikne. Tudíž je velice pravděpodobné, že další vývoj bude
dále pokračovat a prohlížeč bude dále aktualizován jak z hlediska uživatelských funkcí,
tak z hlediska zabezpečení celkově. Bude tím i snadněji udržovatelný pro společnost CYAN
Research & Development. Zdrojové kódy prohlížeče by měly být snadno upravitelné pomocí
vývojového prostředí a překladový systém by měl být pokud možno rozšířený.
Uživatelům (zákazníkům společnosti CYAN Research & Development) by měl být dobře
známý, aby je jeho užívání nerozptylovalo a aby je nijak neomezoval při úkonech, které
v mobilním webovém prohlížeči běžně vykonávají.
Vybraný prohlížeč by měl podporovat širokou škálu verzí operačního systému Android,
který je znám svojí velkou fragmentací verzí systému, kdy pouze malé procento zařízení je
aktualizováno na poslední verzi systému. Dále by také měl podporovat mobilní operační
systém společnosti Apple iOS, nebo alespoň s vývojem počítat do budoucna.
implementační jazyk
Android iOS Windows Phone
Chromium C++, Java, JavaScript Objective C, JavaScript nepodporován
Fennec C++, Java, JavaScript Objective C, Swift, JavaScript nepodporován
Lightning Browser Java nepodporován nepodporován
PaleMoon C++, Java nepodporován nepodporován
Lucid Browser Java nepodporován nepodporován
Tabulka 2.1: Porovnání vlastností prohlížečů
Počet stažení Spolehlivost
Chrome 1 000 000 000–5 000 000 000 Vysoká, časté aktualizace
FireFox 100 000 000–500 000 000 Vysoká, časté aktualizace
Lightning Browser 500 000–1 000 000 střední, časté aktualizace
PaleMoon 10 000–50 000 střední, časté aktualizace
Lucid Browser 10 000–50 000 nízká, příliš malý projekt
Tabulka 2.2: Porovnání stažení a spolehlivosti (z hlediska udržovatelnosti do budoucna)
Pro implementaci prototypu byly nakonec vybrány prohlížeče dva: Chromium (založen
na Chrome) a Fennec (založen na FireFox). A to z důvodu, že nebylo jasné, který bude
s nástroji firmy CYAN Research & Development lépe spolupracovat a který bude lépe
udržovatelný do budoucna. Oba prohlížeče jsou dobře známé a oba podporují také mobilní
platformu iOS. Každý z nich má své výhody a nevýhody a finální výběr bude proveden až
na základě testování prototypu.
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2.2 Analýza metod a nástrojů klasifikace nevhodného ob-
sahu
V dnešní době jsou internet a online technologie využívány především pro konstruktivní
účely, ale v některých případech jsou užity i k šíření nelegálního nebo nežádoucího obsahu.
Tímto obsahem mohou být stránky vybízející k užívání drog, zobrazující násilí nebo por-
nografický obsah. Uživatelé internetu chtějí před těmito typy obsahu bránit jednak sebe
a jednak svoje děti. S lety vývoje internetu a online technologií tato potřeba stále roste,
což vede k rozvoji problematiky blokování nelegálního a jiného nežádoucího obsahu. V této
části budou analyzovány možnosti blokování internetového obsahu.
2.2.1 Blokování pomocí systému hodnocení typu internetového obsahu
Jednou z možností, jak blokovat nevhodný internetový obsah, je využití systému hodnocení
internetového obsahu. Systémy hodnocení obsahu jsou již využívány pro hodnocení filmů dle
filmové asociace MPAA, nebo ratingový systém PEGI pro počítačové hry. Hlavní problém
těchto systémů je to, že jsou převážně dobrovolné.
Poskytovatelé internetového obsahu mohou manuálně klasifikovat obsah na svých strán-
kách s využitím popisovacího frameworku a následně přidat informace o ratingu na své
stránky. Pro blokování nevhodného obsahu návštěvníci těchto stránek musí užívat nějaký
software, který na základě těchto informací povolí nebo zablokuje daný obsah stránky.
Klasifikace stránek na základě těchto metadat je poté celkem triviální a teoreticky více
spolehlivá než automatické určení obsahu na stránce. Praxe je ale jiná, úspěšnost blokování
touto metodou je závislá na rozšíření a používání těchto systémů. Hlavním problémem je
způsob, jak se vypořádat s obsahem, který není klasifikován.
První intuitivní způsob je, že převážně stránky s nevhodným obsahem by měly být jejich
autory klasifikovány, aby mohly být případně blokovány. Tento způsob naráží na problém,
že soudně po autorech obsahu nelze požadovat, aby klasifikovali své stránky (navíc mohou
pocházet z jiné země atd.). Další problém je, že provozovatelé stránek s nelegální tématikou
nemají žádný zájem na klasifikaci svých stránek. V tomto případě by neklasifikovaný obsah
byl automaticky povolen.
Druhý způsob je, že právě legitimní webové stránky by měly být klasifikovány, aby doká-
zaly svoji nevinnost. V tomto případě by všechen neklasifikovaný obsah byl blokován. Opět
nastává problém, že pokud nebude klasifikace stránek hojně využívána, budou blokovány i
ty stránky, které neobsahují nevhodný obsah.
Informace v této kapitole byly čerpány z [36].
V následujících sekcích budou popsány jednotlivé projekty a společnosti řešící klasifikaci
na základě systémů hodnocení typu obsahu.
PICS
The Platform for Internet Content Selection je dnes již zaniklý projekt. Podporoval to,
aby s internetovým obsahem byla asociována i metadata, které vytvářeli samotní tvůrci
webového obsahu. Původně projekt vznikl proto, aby pomáhal rodičům a učitelům mít pod
kontrolou, jaké stránky děti na internetu navštěvují. Na této platformě byly vybudovány
ostatní systémy hodnocení a filtrování obsahu.
Tento projekt byl ukončen a nahrazen projektem POWDER viz sekce 2.2.1. Více infor-
mací o tomto projektu lze najít na [26].
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ICRA
Internet Content Rating Association byla svého času přední společnost zabývající se systé-
mem hodnocení a filtrování obsahu. Vznikla v roce 1999 jako nezávislá nezisková organizace.
ICRA nahradila starší RSAC ratingový systém. Společnost byla podporována ze strany Ev-
ropské komise v rámci plánu
”
Safer Internet Action Plan“. Společnost se také angažovala
v několika EU projektech se zaměřením na filtrování webového obsahu.
Ratingový systém od společnosti ICRA měl být nástupcem PICS. Základem tohoto
systému je ICRA slovník, který definuje značky použité ke klasifikaci webového obsahu.
Slovník pokrývá nahotu, sexuální témata, násilí, jazyk, nástroje pro komunikaci, gambling,
drogy a alkohol viz tabulka 2.3.
Značka Význam
na 1 Erekce a detaily ženských genitálií.
nd 1 Ženská prsa.
ng 1 Skryté nebo předpokládané sexuální akty.
nr 1 Zobrazení v uměleckém kontextu, vhodné i pro děti.
va 1 Sexuální násilí.
ve 1 Vraždy lidských bytostí.
vk 1 Záměrné poškozování objektů.
lb 1 Surová slova, nebo vulgární výrazy.
oc 1 Propagace drog.
Tabulka 2.3: ICRA slovník značek.
Pro ohodnocení typu obsahu byl použit webový formulář na stránkách ICRA. Po jeho
vyplnění se automaticky vygenerovala metadata k danému obsahu na stránce a poté mohla
být vložena do stránky, aby dle nich mohl být obsah zobrazen nebo blokován (tuto funkci
podporoval například Internet Explorer 9). Tyto metadata mohla být buď specifická pro
danou podstránku, nebo mohla být použita v rámci celé webové stránky, na které byla
použita. Metadata pro celou webovou stránku byla označena pomocí řetězce
”
gen true“.
V příkladu 2.1 je základní definice metadat pro url http://www.fit.vutbr.cz/.
Pro malou rozšířenost v říjnu 2010 ICRA ukončila veškerou podporu pro svůj ratingový
systém včetně dokumentace pro označování stránek pomocí ICRA metadat.
<meta http−equiv=?pics−l a b e l ? content =?( p ics−
1 .1 ? http ://www. i c r a . org / ra t ing sv02 . html? 1 gen
true f o r ? http ://www. f i t . vutbr . cz /? r ( nz 1 vz 1 l z 1
oz 1 cz 1))?>
Kód 2.1: Příklad definice metadat.
POWDER
Protocol for Web Description Resources neboli POWDER je nástupce PICS. POWDER
nabízí mechanismy k popisu a vyhledávání webových zdrojů. Zdroje popisuje pomocí stro-
jově čitelných metadat. POWDER byl navrhnut pro začlenění informací v rámci velkých
RDF systémů. Systém POWDER má širokou škálu využití: poskytování prostředků k po-
pisu webových zdrojů, vytváření značek pro vyhledávání důvěryhodného obsahu, k ochraně
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dětí a vyhledání v rámci sémantického webu.
Stejně jako PICS i protokol POWDER umožňuje přidávání popisků k více zdrojům.
Softwarový agenti pak mohou získat popisek k libovolnému zdroji bez toho, aby museli
popisky získávat přímým voláním pro každý zdroj. Popisky pro jednotlivé zdroje jsou získá-
vány z formálně definovaných slovníků. Tyto popisky jsou explicitně přisouzeny vydavateli
webového obsahu a mohou být digitálně podepsány.
Na rozdíl od PICS protokol POWDER umožňuje zpracování v rámci sématického webu.
Jeho výstupem je jedna nebo více RDF trojic. POWDER dokumenty lze definovaným
procesem transformovat do OWL ontologie. POWDER nemá na rozdíl od PICS specifickou
syntax a popisky v POWDER lze zapisovat pomocí XML nebo libovolnou jinou syntaxí,
která je použita k zápisu RDF/OWL jako je například N3.
Na druhou stranu protokol POWDER neumožňuje jako PICS vkládat metadata přímo
do HTML kódu stránek, ale řeší to pomocí speciálního XML dokumentu.
Více informací o protokolu POWDER lze najít na [27] odkud byly také tyto informace
čerpány.
Příklad protokolu POWDER je v kódu 2.2, element powder deklaruje jmenný prostor.
Jmenný prostor
”
http://www.w3.org/2007/05/powder“ je povinný, lze přidat i další. Každý
POWDER dokument obsahuje právě jeden element attribution, ve kterém jsou informace
o autorovi dokumentu (element issuedby) a o času vytvoření (element issued). Každý ele-
ment dr musí obsahovat alespoň jeden element iriset, který nemůže být prázdný. V tomto
jednoduchém příkladě je řečeno, že všechny webové zdroje na url example.com začínající
cestou /foo jsou modré, všechny ostatní zdroje na této url jsou červené.
<?xml v e r s i o n =”1.0”?>
<powder xmlns=”http ://www. w3 . org /2007/05/ powder#”>
<a t t r i b u t i o n>
<i s suedby s r c=”http :// author i ty . example . org /company . rd f#me” />
<i s sued >2015−10−14T00:00:00</ i s sued>
</a t t r i b u t i o n>
<ol>
<dr>
< i r i s e t >
<i n c ludehos t s>example . com</inc ludehos t s>
<i n c ludepa ths ta r t sw i th >/foo</inc ludepaths ta r t sw i th>
</ i r i s e t >
<d e s c r i p t o r s e t>
<ex : co lo r>blue</ex : co lo r>
</d e s c r i p t o r s e t>
</dr>
<dr>
< i r i s e t >
<i n c ludehos t s>example . com</inc ludehos t s>
</ i r i s e t >
<d e s c r i p t o r s e t>
<ex : co lo r>red</ex : co lo r>
</d e s c r i p t o r s e t>
</dr>
</ol>
</powder>
Kód 2.2: Příklad protokolu POWDER.
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MetaCert
MetaCert je klasifikační platforma založena Paulem Walshem, který se podílel na vytváření
standardu POWDER. Tato platforma staví na stejných principech jako POWDER. Klasi-
fikuje domény, subdomény, složky a URL.
Například klasifikace složek probíhá tak, že každá url obsahující
”
igmur.com/adult/porn“
navrátí za každých okolností kategorii pornografie.
MetaCert podává různé informace o webových stránkách, jako například obsahuje-li
stránka malware, zdali vlastník webu dodržuje zásady ochrany osobních údajů, je-li vlastník
stránky správně identifikován nebo obsahuje-li stránka sexuální tématiku.
V rámci MetaCert byl vyvinut webový bot tzv. crawler, který prochází stránky s ne-
vhodným obsahem a buduje databázi těchto stránek pro jejich následné blokování.
Metacert nabízí placené API na blokování malware, phishing a pornografii, cena těchto
služeb začíná na ceně 7 USD měsíčně. Více informací lze dohledat na [17].
2.2.2 Blokování pomocí detekce škodlivého obsahu
V této části budou popsány jednotlivé způsoby detekování pornografického neboli škodli-
vého obsahu. V konkrétních implementacích detektorů škodlivého obsahu se často používá
jejich kombinace pro dosažení co nejpřesnějších výsledků. V těchto metodách jsou často vy-
užívány různé metody strojového učení jako například Support Vector Machines a další.
Tyto metody mají společné to, že při použití těchto metod musí člověk určit, na které rysy
se má metoda v datech zaměřit, které rysy určují náležitost do dané třídy. Ze vstupních
dat jsou tedy extrahovány dané rysy, následuje klasifikace pomocí klasifikátoru například
SVM.
V této práci bude k detekci škodlivého obsahu v obrázcích využita metoda Deep Learning,
neboli hluboké neuronové sítě, na kterou se klade důraz v posledních letech. Jednak jsou
její výsledky téměř o řád lepší než u klasických metod, ale také je snadněji použitelná
z uživatelského hlediska. Podrobnější popis bude v sekci 2.2.2.
Detekce škodlivého obsahu na základě textu v HTML
Nejjednodušší metoda založena na hledání termů v HTML stránce. V rámci webových
stránek je dle [33] vhodné se zaměřit na tyto části stránek:
URL Hledání termů v URL stránky, nebo jejich zdrojích.
Title Termy v HTML značce TITLE v hlavičce dokumentu.
Meta Termy v atributu content HTML značek META, které mají v atributu name hod-
notu
”
description“ nebo
”
keywords“.
Body Veškeré termy nalezené na stránce mimo výše uvedené.
V analýze z [33] bylo zjištěno, že termy v rámci pornografických stránek jsou mnohem
méně rozmanité než termy na nepornografických stránkách. Dále bylo zjištěno, že asi 44 %
termů na pornografických stránkách obsažených v HTML značce BODY nebylo nalezeno
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na nepornografických stránkách. A obráceně, asi 93 % termů nalezených v elementu BODY
na nepornografických stránkách nebylo nalezeno na stránkách pornografických.
Dle analýzy v [33] byly pro anglický jazyk zjištěny frekventovaná pornografická a ne-
pornografická slova pro pornografické a nepornografické stránky. Tyto slova jsou sepsána
v tabulkách 2.4 a 2.5. Oba typy těchto slov se vyskytují spíše na pornografických stránkách.
Naopak tabulka 2.6 udává běžná slova anglického jazyka, která se hojně vyskytují převážně
na nepornografických webových stránkách.
Pro detekci pornografických nebo jinak škodlivých stránek lze například využít slova,
která blokuje vyhledávač Google [10].
Term Pornografická stránka Nepornografická stránka
sex 31,9 % 3,2 %
hardcore 31,7 % 0,3 %
porn 30,0 % 0,5 %
fuck 26,8 % 0,4 %
babe 23,2 % 0,5 %
xxx 22,9 % 0,3 %
pussy 21,6 % 0,02 %
tit 19,2 % 0,05 %
Tabulka 2.4: Tabulka pornografických slov, které se hojně vyskytují na pornografických
stránách.
Term Pornografická stránka Nepornografická stránka
girl 39,9 % 4,2 %
movie 37,6 % 7,5 %
picture 33,1 % 1 %
video 32,5 % 10,1 %
gallery 29,8 % 5,4 %
amateur 28,8 % 1,3 %
hot 27,2 % 6,5 %
model 25% 5,7 %
Tabulka 2.5: Tabulka běžných slov, které se hojně vyskytují na pornografických stránkách.
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Term Pornografická stránka Nepornografická stránka
about 11,5 % 51,6 %
article 0,4 % 16,2 %
author 1,1 % 11,3 %
book 1,9 % 21,4 %
busy 2,5 % 19,5 %
contact 9 % 36,9 %
home 10,6 % 44,9 %
include 6,2 % 24,6 %
industry 1,3 % 10,8 %
information 8,1 % 40,2 %
nation 1,1 % 19,8 %
research 0,3 % 15 %
search 7 % 35,7 %
Tabulka 2.6: Tabulka běžných slov, které se hojně vyskytují na běžných stránkách.
Na rozdíl od detekce pornografického obsahu v obrázcích, je detekce škodlivého obsahu
na základě textu závislá na jazyku, ve kterém je stránka napsána. Proto je vhodné předřadit
kroku hledání škodlivého obsahu ještě určení jazyka a pak hledat termy ze slovníků daného
jazyka.
Detekce škodlivého obsahu dle struktury webové stránky
Dle [33] lze užitím Bayesovské statistiky určit pravděpodobnost, zdali daná webová stránka
obsahuje pornografický materiál, na základě distribuce termů. Tato metoda dosahovala
v dané práci úspěšnosti 99,1 % oproti úspěšnosti 87,1 %, kterou dosahovaly metody za-
měřené pouze na vyhledávání slov.
Úspěšnost klasifikace je dále možné zpřesnit pomocí metrik webových stránek. Například
v [33] bylo analyzováno 8200 URL, z nichž 15 % obsahovalo pornografický obsah a 85 %
bylo bez závadného obsahu. Dle této analýzy byla zjištěna statistická fakta, která budou
popsána v následujících odstavcích.
Zhruba jen 0,8 % nepornografických stránek obsahovalo více než 5 odkazů na obrázek,
zatímco asi 40 % pornografických stránek obsahovalo více než 5 odkazů na obrázky. Por-
nografické stránky obsahovaly méně odkazů na jiné weby, tyto odkazy byly také častěji
zvýrazněny. Dále bylo zjištěno, že stránky obsahující pornografický obsah mají tendenci
mít temnější barvy na pozadí stránky, zatímco ostatní stránky používají spíše bílou nebo
jinou světlou barvu pozadí.
Výsledky analýzy z [33] jsou shrnuty v tabulce 2.7.
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Pornogafické stránky Nepornografické stránky
75 % mělo více než 5 obrázků 32 % mělo více než 5 obrázků
Počet obrázků 60 % mělo více než 10 obrázků 13 % mělo více než 10 obrázků
modus je 20 bez modusu
73 % mělo více než 5 odkazů 85 % mělo více než 5 odkazů
Odkazy na ostaní stránky 46 % mělo více než 10 odkazů 76 % mělo více než 10 odkazů
modus je 6-10 odkazů bez modusu
40 % mělo více než 5 odkazů 0,8 % mělo více než 5 odkazů
Odkazy na obrázky, filmy 36 % mělo 11-20 odkazů 0,2 % mělo 11-20 odkazů
modus je 16-20 odkazů bez modusu
36 % mělo méně než 40 slov 17 % mělo méně než 40 slov
Počet slov medián byl 80 slov medián byl 200 slov
průměrně 388 slov na stránce průměrně 662 slov na stránce
Obarvená/označená slova 75 % mělo více než 10% slov obarvených 54 % mělo více než 10% slov obarvených
21 % stránek mělo označená všechna slova 9,7 % stránek mělo označená všechna slova
Tabulka 2.7: Tabulka popisující strukturální rozdíly mezi pornografickými a nepornografic-
kými stránkami.
Detekce škodlivého obsahu v obrazu
Detekce škodlivého obsahu v obrazu se používá převážně v kombinaci s detekcí na základě
textu a struktury webové stránky. Dle [31] obrázky na stránkách s pornografickým obsahem
patří do stejné kategorie jako samotné stránky tj. do kategorie pornografie. Obrázky patřící
do jiné kategorie se nazývají
”
sémantický šum“. Ten je na stránkách s pornografickým
obsahem cca v 5 %, oproti tomu stránky různých uskupení a fór mají hodnotu sémantického
šumu cca 70 %. Pro detekci pornografického obsahu lze tedy určit kategorii jednotlivých
obrázků a následně dle toho určit celkovou kategorii webové stránky.
Detekce škodlivého obsahu v obrazu je složitý problém, kterým se zabývá mnoho vý-
zkumů. Hlavním problémem je, že obrázek je mapovaní 3D prostoru na 2D průmětnu a
člověk při jejich rozpoznávání užívá kontext obrázku, který jsou stroje těžko schopny ana-
lyzovat.
Pro kategorizaci dané webové stránky dle obrázků z této stránky je nutné nějak zís-
kat obrázky z této stránky. Tento proces se neliší mezi jednotlivými metodami. Po získání
obrázků ze stránky je nutné odfiltrovat z obrázků dekorativní obrázky stránek, například
zadáním prahového rozlišení nebo velikosti obrázku. Dále je nutné omezit příliš veliké ob-
rázky, které zbytečně zpomalují proces klasifikace.
V klasických metodách (SVM a další) se dle [42] vychází z algoritmů pro určení lidské
kůže, které detekují pixely v obrázku, které reprezentují lidskou kůži. Výsledkem této fáze
jsou pixely kůže v odstínech šedi (grayscale). Další fáze je hledání vzorů v oblastech pixelů
reprezentující lidskou kůži. V této fázi se aplikují různé algoritmy [32] [42] a jejich výsled-
kem je hodnota < 0, 1 > udávající, jestli se v obrázku nachází pornografický obsah - to
udávají hodnoty blízké 1, naopak nezávadné obrázky jsou ohodnoceny hodnotami blízkými
0. V rámci této fáze je ještě nutné určit hodnotu prahu T z intervalu 0 < T < 1, která určí,
které obrázky již budeme brát jako pornografické a které ještě jako nezávadné. Hlavním
rysem v těchto metodách je tedy lidská kůže, což se později ukázalo problematické jednak
kvůli různým odstínům lidské kůže, ale také kvůli tomu, že velké množství pixelů reprezen-
tujících lidskou kůži ještě nemusí znamenat, že se jedná o pornografii. Byly tedy vyvinuty
další metody, například [38]. V rámci detekce škodlivého obsahu v obrázcích se pro zlepšení
výsledků dle [42] používá ještě navíc detekce obličeje.
Dalším možným způsobem detekce je využít metody hluboké neuronové sítě (neboli
Deep Learning) popsaných v následující sekci.
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Hluboké neuronové sítě
V této metodě je fáze získávání rysů a klasifikace sloučena do jednoho modulu. Designér
dané neuronové sítě se nemusí podílet na výběru rysů nebo klasifikátoru.
Hluboká neuronová síť má obecnou strukturu podobnou lidskému mozku, takže je
schopna se naučit libovolný problém popsaný daty. Ale na rozdíl od klasických metod je
k jejímu naučení třeba více dat a výpočetního výkonu. Neuronová síť se skládá z mnoha
neuronů, které se nachází v mnoha vrstvách.
Neuron je jednotka, která má n vstupů a jeden výstup, tyto vstupy jsou ohodnoceny
váhami w1 až wn . Každý neuron má dále vnitřní konstantu neboli bias označován θ.
Z těchto hodnot je poté vypočítán výstup neuronu jako:
Y = f(
n∑
i=1
(wixi) + θ)
Tento výstup neuronu může být vstupem dalších neuronů nebo vstupní hodnotou klasifi-
kátoru. Neuronová síť je tedy poté složena z jednotlivých neuronů. Její učení poté odpovídá
nalezení správných hodnot vah w1 až wn, biasu θ u jednotlivých neuronů [41].
Obrázek 2.1: Obrázek neuronu z opory předmětu ZZN [41].
Hluboké neuronové sítě se poté liší od obyčejných neuronových sítí jednak počtem vrstev
a také aktivační funkcí f.
Na tuto metodu se klade důraz, především po vítězství Alexe Krizhevskyho v Imagenet
soutěži ILSVRC-2012 [35]. V této soutěži je za úkol klasifikovat stovky tisíc obrázků do
jedné z tisíce kategorií. Krizhevsky v soutěži použil architekturu konvoluční neuronové sítě
ConvNet. Konvoluční neuronová síť je speciálním typem neuronové sítě, kde vstupní data
jsou ve formě matice (obrázky, video), dalším jejich rysem je, že používají matematickou
operaci konvoluce. Od té doby byly hluboké neuronové sítě použity k řešení mnoha problémů
týkajících se analýzy obrazu jako například detekce chodců, detekce provozu, rozpoznávání
dopravních značek, rozpoznávání obličejů a detekce různých objektů. V dalším ročníku
soutěže Imagenet 2014 vyhrálo také řešení používající architekturu konvoluční neuronové
sítě ConvNet založené na systému GoogLeNet [39].
V dnešní době jsou hluboké neuronové sítě využívány velkými společnostmi jako je Go-
ogle (hlasový asistenti, vyhledávání obrázků ve fotkách), Facebook (rozpoznávání obličejů)
a mnoho dalších.
Na obrázku níže je hluboká neuronová síť k rozpoznávání obličejů používaná společností
Facebook, které je na vstup konvoluční vrstvy C1 dán obrázek 152x152x3 (respektive 3
obrázky v jednotlivých složkách RGB). Vrstva C1 obsahuje 32 filtrů velikosti 11x11x3,
výsledkem je 32 map rysů, které jsou vyvedeny na vstup vrstvy M2, ta zpracovává prostory
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o velikosti 3x3 pixelů. Následuje vrstva C3, která má 16 filtrů velikosti 9x9x16. Vrstvy C1 až
C3 mají na starost extrakci nízkoúrovňových rysů (hrany, textury). Vrstvy L4 až L6 aplikují
různé filtry z banky filtrů. Tyto informace byly čerpány z [40], kde lze najít podrobnější
popis.
Obrázek 2.2: Obrázek hluboké neuronové sítě využívané k rozpoznávání obličejů.
Detekce škodlivého obsahu ve videu
Pro detekci škodlivého obsahu ve videích jsou využívány jednak statické metody z předchozí
kapitoly, které se aplikují na jednotlivé snímky videa. Dle [34] lze v kombinací s metodou
detekce periodického pohybu (charakteristické právě pro pornografický obsah) snížit chybu
detekce škodlivých videí.
Zhodnocení metod detekce
Je mnoho způsobů automatické detekce škodlivého obsahu, v této práci bude použita de-
tekce na základě textu obsaženého na webové stránce (URL, nadpis stránky, meta data
stránky atd.). Výhoda tohoto postupu je relativní jednoduchost, přesnost a menší nároky
na výpočetní výkon, takže je možné provádět detekci škodlivého obsahu i v reálném čase.
Dále bude využita metoda detekce škodlivého obsahu v obrázcích, jednotlivé obrázky
stránky budou kontrolovány pomocí hluboké neuronové sítě na výskyt pornografického ma-
teriálu, podle rychlosti vyhodnocování se poté zvolí, jestli bude tato metoda detekce schopna
pracovat v reálném čase či nikoliv.
Nevýhoda pouze prvního postupu je, že ji teoreticky lze obejít tím, že všechny zdroje
na webové stránce budou mít
”
neškodná“ jména, v praxi je ale zastoupení takovýchto webů
minimální. Dle [32] systém WebGuard s detekcí založenou pouze na textových datech dosáhl
úspěšnosti 94 %. Ve druhém případě byly vedle textových dat využity ještě data obrazová
(vizuální analýza k nalezení kůže a obličeje) a úspěšnost systému se zvedla na 98 %.
2.3 Analýza jazyka Python
Python je interpretovaný, objektově orientovaný skriptovací jazyk. Podporuje moduly, vý-
jimky, dynamické typování, vysokoúrovňové datové typy a třídy. Jeho syntax je poměrně
jednoduchá, hodí se pro výuku programování ale i k zpracovávání velkých množství dat.
Python poskytuje rozhraní k mnoha systémovým voláním a knihovnám, podporuje také
snadnou integraci a komunikaci s programy napsanými v programovacích jazycích C a
C++. Další výhoda jazyka Python je, že běží na všech platformách Unix, OS X, Windows
2000 a novější.
V syntax jazyka Python se nenachází složené závorky oddělující bloky kódu jako v pří-
padě ostatních programovacích jazyků. Kód programů v jazyce Python je podobný pseudo
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kódu, vývoj v tomto jazyce bývá zpravidla rychlejší než v kompilovaných jazycích [24] jako
C/C++, Java atd. Což z něj dělá vhodný jazyk pro rychlé implementace prototypů ale
i výsledných produktů. Více informací o jazyku Python lze najít na oficiálních stránkách
[23], odkud byly také tyto informace čerpány.
Jednak z výše uvedených výhod jazyka Python, ale především proto, že byl tento jazyk
již použit k implementaci existujících nástrojů ke klasifikaci webových stránek společnosti
CYAN Research & Development, byl tento jazyk vybrán pro implementaci serverové části
této práce. Návrh této serverové části je popsán v kapitole 3.3.
2.4 Analýza vývoje pro mobilní platformu Android
Počátky platformy Android sahají až do roku 2003, od té doby se stal nejrozšířenějším
mobilním operačním systémem. V této sekci budou popsány některé technologie potřebné
k vývoji mobilního prohlížeče na této platformě.
2.4.1 Vývojové prostředí
V počátcích platformy Android bylo oficiálně podporované prostředí pro vývoj mobilních
aplikací vývojové prostředí Eclipse, spolu s doplňkem pro vývoj na platformu Android.
Postupem času (na konci roku 2014) bylo toto vývojové prostředí nahrazeno vývojovým
prostředím Android Studio. Android Studio vychází z JetBrains IntelliJ IDEA a je oficiálně
podporováno nyní.
Co se tedy vývojového prostředí týče, má Fennec výhodu, že podporuje standardní IDE
a jeho vývoj se nijak neliší od vývoje Android aplikací a to včetně překladového systému
Gradle (viz kapitola 2.4.2). Chromium pro vývoj využívá Eclipse, ale samotný překlad
probíhá přes příkazovou řádku.
2.4.2 Překladový systém
Android používá pro překlad open source nástroj pro automatizaci, Gradle. Je založen na
Apache Ant a Apache Maven s tím rozdílem, že konfigurace projektů není zapsána po-
mocí XML, ale pomocí speciálního jazyka založeného na Groovy. Gradle řeší také závislosti
projektu jako například Maven, takže není nutné ručně stahovat jednotlivé knihovny, ale
pouze stačí přidat danou závislost do konfiguračního souboru. Podporována je široká škála
programovacích jazyků (Java, Python, C/C++, iOS). Informace byly čerpány z [14] a z [10]
, kde lze případně najít podrobnější popis tohoto nástroje.
2.4.3 Limit metod v DEX souboru
Android aplikace jsou šířeny ve formě APK souborů, které obsahují spustitelné bytekódové
soubory ve formě tzv.
”
Dalvik Executable“ neboli DEX souborů. Ty obsahují kompilovaný
kód, který tvoří aplikaci. V rámci DEX souboru je definován limit počtu metod, které
mohou být odkazovány v jednom DEX souboru na hodnotu 65536, tento limit zahrnuje
metody z Android frameworku, knihovní metody a metody vlastního kódu aplikace. Pro
zvýšení počtu odkazovaných metod je nutné nakonfigurovat překladový proces tak, aby
vygeneroval více DEX souborů. V základním nastavení je totiž k jednomu APK souboru
vázán právě jeden soubor classes.dex.
Pro zvýšení limitu metod na verzích Android nižších než Android 5.0 je nutné využít
tzv. multidex support library.
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Na zařízeních s verzí Android 5.0 a vyšší se místo
”
Dalvik Executable“ neboli DEX sou-
borů používá běhové prostředí
”
Android Runtime“ neboli ART. ART nativně podporuje
více dex souborů na jeden APK soubor. ART provádí pre-kompilaci v době instalace apli-
kace, při které hledá soubory s koncovkou .dex a přeloží je do jediného souboru s koncovkou
.oat, který je poté Android zařízením spuštěn. Více informací o ART lze dohledat na [9],
veškeré informace v této kapitole byly čerpány z [11].
Jelikož Fennec používá pro překlad standardní Android nástroj Gradle, podporuje také
nastavení více DEX souborů pomocí nastavení atributu
multiDexEnabled na hodnotu true v překladovém skriptu Gradle.
Naopak Chromium v době psaní této práce nepodporuje rozdělení do více DEX souborů.
2.4.4 Logovací systém logcat monitor
Android logovací systém poskytuje mechanismy pro sbírání a zobrazování systémových
ladících informací. Zobrazuje informace buď ze systémových událostí, které nastaly (chyby,
stack traces, atd.), nebo informace, které byly vypsány pomocí třídy Log.
Pro vypsání informace je nutné zvolit prioritu výpisku (verbose, debug, info, warning,
error a assert), značku neboli tag a samotný text výpisku.
Ladící výstupy obou prohlížečů Chromium a Fennec jsou směrovány právě do tohoto
logovacího nástroje. Více informací o logcat monitor lze najít na [8].
2.4.5 Proguard
Proguard je nástroj, který zmenšuje, optimalizuje a obfuskuje zdrojový kód Android apli-
kace. Odstraňuje nepoužívaný kód, přejmenovává třídy, výsledkem je redukce velikosti pro-
dukčního .APK souboru, které je navíc hůře dekompilovatelné.
Tento nástroj používají oba prohlížeče Chromium i Fennec. Při vkládání knihoven, které
serializují/deserializují objekty, mohou nastat problémy, pokud jsou třídy přejmenovány.
Proto je nutné do konfiguračního souboru Proguard pomocí příkazu keep nastavit, které
jmenné prostory se nemají obfuskovat. Případně Proguard dočasně vypnout, což se v pří-
padě Fennec dělá standardně v Gradle konfiguraci, nastavením hodnoty minifyEnabled
na hodnotu false. V případě Chromium je nutné nastavit, že se překládá Debug sesta-
vení (tím, že výstupní složku překladu nastavíme na out/Debug), u kterého je v základním
nastavení Proguard vypnut. Více informací o systému Proguard zde [13].
2.4.6 Android Archive
Je balíček k distribuci Android knihoven. Stejně jako JAR archiv v Javě, je AAR archiv
ZIP soubor, ale oproti JAR obsahuje soubory navíc. Přesná struktura AAR je následující
(ne všechny položky jsou povinné):
• /AndroidManifest.xml (povinné)
• /classes.jar (povinné)
• /res/ (povinné)
• /R.txt (povinné)
• /assets/ (volitelné)
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• /libs/*.jar (volitelné)
• /jni/<abi>/*.so (volitelné)
• /proguard.txt (volitelné)
• /lint.jar (volitelné)
Knihovny od společnosti CYAN Research & Development byly šířeny právě formou
AAR. Jelikož Fennec používá k překladu systém Gradle, zároveň tedy podporuje snadnou
integraci AAR knihoven. Oproti tomu Chromium AAR přímo nepodporuje, takže je nutné
jejich obsah ručně rozbalit, jak je popsáno v sekci 2.5.5.
2.4.7 Java native interface
Java Native Interface neboli JNI je mechanismus pro komunikaci mezi programovacím jazy-
kem Java a nativním kódem (C/C++). Oba prohlížeče Chromium i Fennec JNI využívají,
jádra obou prohlížečů jsou napsána v C++, ale díky JNI lze ze strany C++ komunikovat
prostřednictvím Java metod s Java knihovnami v AAR archivech. Chromium JNI je po-
psáno v sekci 2.5.7 a Fennec JNI v sekci 2.6.4. Více informací o JNI na platformě Android
lze dohledat na [7].
2.5 Analýza vývoje pro Chromium
V této sekci bude popsána architektura prohlížeče Chromium z pohledu vývojáře. Pro vy-
tvoření prototypu, založeného na Chromium, pro společnost CYAN Research & Develop-
ment bylo nutné prozkoumat a naučit se pracovat s technologiemi, které Chromium využívá.
Zdrojové kódy prohlížeče lze prohlížet na stránce https://code.google.com/p/chromium/
codesearch. Zdrojové kódy prohlížeče Chromium jsou velmi rozsáhlé, proto jsem v rámci
této práce často komunikoval s komunitou pracující na Chromium prostřednictvím Goo-
gle Discussion Groups na stránce https://groups.google.com/a/chromium.org/forum/
#!forum/chromium-dev.
2.5.1 Architektura prohlížeče Chromium
Prohlížeč Chromium je implementován v jazycích C++ (vykreslovací jádro, komunikace se
sítí, meziprocesová komunikace atd.) a Java (uživatelské rozhraní).
Architektura prohlížeče je více procesová. V prohlížeči Chromium běží hlavní proces
označovaný jako
”
Browser process“, přes tento proces je řízena veškerá síťová komunikace.
To je výhodné jednak z toho důvodu, že může všem ostatním procesům řídit přístup k síti,
ale také může udržovat jednotlivá sezení napříč všemi ostatními procesy (například cookies,
vyrovnávací paměti). Další důvod proč
”
Browser process“ řídí ostatním procesům přístup
k síti je, že jako HTTP/1.1 user-agent, by prohlížeč neměl otevírat příliš mnoho spojení
na jednoho hosta. Všechny požadavky jsou směřovány na ResourceDispatcherHost, ty
jsou pak převedeny na URLRequest a následně směrovány k danému URLRequestJob, který
implementuje konkrétní požadovaný protokol (FTP, HTTP atd.).
Dále v prohlížeči běží jeden nebo typicky více
”
Render process“ (ke každému panelu
prohlížeče náleží jeden). Tento proces používá globální objekt ResourceDispatcher, který
používá návrhový vzor jedináček (singleton). Tento globální objekt je užíván k vytvoření
unikátního ID a následnému směrování požadavku k
”
Browser process“ prostřednictvím
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meziprocesové komunikace (Inter-Process Communication). Odpověď od
”
Browser process“
je odkazována právě tímto unikátním ID.
Na obrázku 2.3 je vidět, že architekturu prohlížeče Chromium lze rozdělit do tří vrstev.
Na nejnižší vrstvě se nachází vykreslovací jádro WebKit, které vykresluje jednotlivé panely
prohlížeče. Nad ním se nachází onen
”
Render process“, který obsahuje právě jednu instanci
WebKit jádra. Poslední nejvyšší vrstvou je již výše zmíněný
”
Browser process“, který řídí
všechny
”
Render process“.
2.5.2 Vlákna prohlížeče Chromium
Chromium je dále děleno na jednotlivá vlákna. Je zde snaha o to, aby uživatelské rozhraní
bylo co nejvíce responzivní. To znamená, že se v Chromium neblokuje vlákno uživatelského
rozhraní blokujícími vstupními/výstupními operacemi nebo jinými náročnými operacemi.
Ke komunikaci a synchronizaci mezi procesy se využívá převážně posílání zpráv namísto
zamykání vláknově nebezpečných objektů. Pokud možno, objekty se vyskytují pouze v jed-
nom vlákně, mezi jednotlivými vlákny se poté posílají zprávy. Mezivláknová komunikace
prostřednictvím zpráv je realizována pomocí callback rozhraní (implementace posílání zpráv
neboli
”
message passing“). Aktuálně lze v Chromium najít mimo jiné tyto vlákna:
ui thread hlavní vlákno, je to vstupní bod prohlížeče
io thread řeší komunikaci mezi procesy prohlížeče, odesílatel všech požadavků na stránky
file thread vlákno pro souborové operace (například stažení souboru prohlížečem)
db thread vlákno pro databázové operace (například cookie služba, sqlite databáze)
safe browsing thread vlákno řešící zabezpečení prohlížení webových stránek
history služba pro historii prohlížeče
proxy služba vlákno pro proxy
Informace byly čerpány z dokumentace projektu Chromium na stránce [6] a ze zdrojo-
vých kódů.
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Obrázek 2.3: Více procesová architektura z dokumentace prohlížeče Chromium [3].
2.5.3 Sandbox a bezpečnost prohlížeče Chromium
Chromium si pokládá bezpečnost za jeden z předních cílů, řídí se tím, že prohlížeč může být
bezpečný pouze pokud vývojáři rozumí všem jeho stavům v kombinaci s možnými vstupy.
To je pro tak velký projekt jako Chromium téměř nemožné, proto Chromium využívá
sandboxing.
Sandbox je prostředí ručící za to, že blok kódu dělá pouze zamýšlenou činnost a to
nezávisle na jeho vstupech. Sandbox využívá bezpečnostní model operačního systému (na-
příklad v rámci Windows je to filtrování systémových volání), proto je implementace sand-
boxu závislá na platformě, kde Chromium běží. Chromium procesům spuštěným v sandbox
nedovoluje provádět persistentní změny v zařízení, číst soubory v zařízení nebo přistupovat
k jiným důvěrným informacím.
V rámci Chromium jsou všechny
”
render“ procesy spuštěny s nižšími pravomocemi než
hlavní
”
browser proces“. To je výhodné, protože v rámci
”
render“ procesů jsou renderovány
potencionálně škodlivé stránky. Když by tato stránka převzala kontrolu nad
”
render“ pro-
cesem, zmocní se pouze malé části prohlížeče. Jednotlivé render procesy všechny požadavky
prostřednictvím IPC směřují k
”
browser“ procesu.
Samotná implementace sandboxu v Chromium je C++ knihovna, která umožňuje vy-
tvářet sandboxované procesy. Jediné zdroje, co tyto procesy mohou požadovat, jsou CPU
cykly a paměť. Oproti Java Virtual Machine jsou přes tento sandbox spouštěny nativní
C++ aplikace, což má pozitivní vliv na výkonnost. Tyto informace byly čerpány z doku-
mentace projektu Chromium [5], kde lze najít ještě podrobnější popis.
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2.5.4 Překladový systém Chromium
Chromium lze importovat do vývojového prostředí Eclipse, bohužel nemá podporu pro
Android Studio, takže vývoj Chromium je rozdílný oproti vývoji nativní Android aplikace
(na rozdíl od Fennec viz 2.6.2).
Chromium k překládání zdrojových kódů používá systém Ninja [21]. Tento překladový
systém se zaměřuje především na rychlost. Od ostatních překladových systémů se liší v tom,
že jeho vstupní soubory jsou generovány vyšší překladovou vrstvou. A je navržen k tomu,
aby běžel co nejrychleji, zatímco ostatní překladové systémy jsou spíše jazyky vyšší úrovně,
Ninja je překladový systém nízké úrovně. Tento systém vychází z překladového systému
Make.
Pro konfiguraci překladu se používají dva typy souborů, soubory s koncovkou .GYP nebo
s koncovkou .GN. Aktuálně jsou primárně podporovány .GYP soubory, ale v budoucnu se
předpokládá migrace k .GN souborům.
Hlavní konfigurační soubor pro překlad Chromium je chromium.gyp env, v tomto sou-
boru se nastaví parametry překladu, jako například cílová platforma (Android, iOS atd.)
a cílová architektura (x86, MIPS). V tomto souboru je také možné nastavit parametry
jako component=sharedlibrary, který ušetří čas během linkování a fastbuild=1, který
odstraní ladící informace, čímž se překlad zrychlí.
2.5.5 Struktura konfiguračních souborů
V rámci této práce bylo nutné přidat do zdrojových kódů prohlížeče Chromium knihovny
ve formátu Android Archive (popsán v sekci 2.4.6). V této části si popíšeme strukturu
konfiguračních souborů s koncovkou .GYP, dále zde bude popsáno, jak se do Chromium
přidávají Android Archive balíky.
Typický konfigurační soubor odpovídá formátu JSON, ve kterém je struktura obsahu-
jící atribut
”
targets“, který je pole obsahující definice jednotlivých cílů (neboli target viz
2.3). Každý cíl musí mít definované jméno, kterým se na něj budeme odkazovat (atribut
target name). U Android Archive cílů není nutné zadávat atribut type a je ho možné pone-
chat na hodnotě
”
none“. Poté definujeme strukturu variables, při přikládání Java Archive
archivů (s koncovkou .JAR) stačí nastavit pouze hodnotu parametru jar path, který udává
cílovou cestu archivu. Pokud daný target závisí na některém jiném target, nastavíme mu
tuto závislost pomocí atributu dependencies, jehož hodnota je list target, na kterých
závisí (viz příklad dále). Posledním atributem struktury target je atribut includes, který
je v případě cílů pro JAR archivy nastavován na
”
[’. ./. ./build/java prebuilt.gypi’]“. Jelikož
Android Archive nejsou v Chromium přímo podporovány, je nutné jejich obsah rozbalit a
z jejich obsahu vytvořit dva cíle.
První cíl bude ve jméně na konci obsahovat no-res, ve struktuře variables mu na-
stavíme hodnotu parametru jar path, která bude vést k JAR archivu z rozbaleného AAR
archivu. Cíly dále musíme nastavit atribut includes na hodnotu
”
[’. ./. ./build/java prebuilt.gypi’]“ (to platí pro všechny cíle, které jsou JAR archivy).
Druhý cíl definujeme pro názornost se stejným jménem akorát bez koncovky
”
no-res“. Ve
struktuře variables nastavíme hodnoty atributů java in dir (udává cestu k rozbalenému
AAR, obsahující složky res, src a případně soubor R.txt), atribut has java resources
nastavíme na nulu případně na jedničku podle toho, jestli AAR má složku res obsahující
XML layouty atd. Dále hodnoty atributů R package a R package relpath udávající jmenný
prostor balíku JAR. Do závislostí (atribut dependencies) nastavíme cestu k prvnímu cíli,
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ve formátu
”
cesta k gyp souboru:jméno cíle“. Hodnotu atributu includes nastavíme
na hodnotu
”
[’. ./. ./build/java.gypi’]“.
Poslední, co zbývá, je soubor AndroidManifest.xml ručně spojit s manifestem Chro-
mium, protože Chromium nepodporuje automatické spojování manifestů.
Po těchto krocích lze importovat a následně volat třídy a metody z AAR archivu. Příklad
popisované procedury je v kódu 2.3.
{
’ t a rge t s ’ : [
{
’ target name ’ : ’ cyanSmartProtection−r e l e a s e−no−res ’ ,
’ type ’ : ’ none ’ ,
’ v a r i a b l e s ’ : {
’ j a r path ’ :
’ . . / cyan/ cyanSmartProtect ion / l i b s /cyanSmartProt . jar ’ ,
} ,
’ dependencies ’ : [
’ . . / a n d r o i d t o o l s / a n d r o i d t o o l s . gyp : android−l ogg ing ’ ,
’ . . / a n d r o i d t o o l s / a n d r o i d t o o l s . gyp : l og4 j ’ ,
’ . . / a n d r o i d t o o l s / a n d r o i d t o o l s . gyp : open−csv ’ ,
] ,
’ i n c ludes ’ : [ ’ . . / . . / bu i ld / j a v a p r e b u i l t . gypi ’ ] ,
} ,
{
’ target name ’ : ’ cyanSmartProtection−r e l e a s e ’ ,
’ type ’ : ’ none ’ ,
’ v a r i a b l e s ’ : {
’ j a v a i n d i r ’ : ’ . . / cyan/ cyanSmartProtection ’ ,
’ h a s j a v a r e s o u r c e s ’ : 1 ,
’ R package ’ : ’ at . cyan . smartprotect ion ’ ,
’ R package re lpath ’ : ’ at /cyan/ smartprotect ion ’ ,
} ,
’ dependencies ’ : [
’ . . / a n d r o i d t o o l s . gyp : cyanSmartProtection−no−res ’ ,
] ,
’ i n c ludes ’ : [ ’ . . / . . / bu i ld / java . gypi ’ ] ,
}
. . .
]
}
Kód 2.3: Definování cílu v .GYP souboru.
2.5.6 Logování v Chromium
Pro vypisování logovacích informací stačí v Chromium importovat logovací hlavičku pomocí
příkazu
”
#include <android/log.h>“.
Samotný logovací výpis se vytváří dle kódu 2.4
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a n d r o i d l o g p r i n t (ANDROID LOG, ”cyan ” , ”Log output %s ” , u r l ) ;
Kód 2.4: Příklad ladícího výpisu ve Chromium.
Výstup logování je zapisován do Logcat, který byl popsán v sekci 2.4.4.
2.5.7 Chromium Java Native Interface
Chromium obsahuje nástroj, který generuje JNI hlavičky do výstupního souboru
src/out/Release/gen/base/jni. Tento nástroj je skript v jazyce Python nacházející se
v src/base/android/jni generator/jni generator.py. Ten je volán automaticky při
překladu, když je detekována změna v JNI.
Pro volání Java kódu ze strany C++, v Java zdrojových souborech například v
src/base/android/java/src/org/chromium/base/ definujeme metodu s anotací
CalledByNative (viz kód 2.5), kterou budeme volat ze strany C++.
@CalledByNative
pub l i c s t a t i c S t r ing cyanCheckUrl ( S t r ing u r l ){
. . .
}
Kód 2.5: Definice metody volané z C++.
Dále musíme v src/base/android/ najít příslušný soubor s koncovkou .cc k danému
souboru s koncovkou .java, ve kterém jsme definovali metodu s anotací CalledByNative.
V mém řešení se metoda vyskytuje v souboru ContentUriUtils.java, kterému náleží sou-
bory src/base/android/content uri utils.cc a src/base/android/content uri utils.h.
V těchto souborech je nutné ručně definovat danou metodu cyanCheckUrl(String ulr),
Python skript poté vytvoří potřebné vazby do již zmíněného souboru
src/out/Release/gen/base/jni.
V hlavičkovém souboru deklarujeme metodu jako
BASE EXPORT std::string CyanCheckUrl(std::string url);.
V souboru s koncovkou .cc vytvoříme definici metody. Tato definice, viz kód 2.6, ob-
sahuje vytvoření JNI obálky, přes navázání se na aktuální vlákno. Dále obsahuje převedení
parametru metody, který je řetězec v kódování UTF8 na Java řetězec. Následuje samotné
volání Java metody, její výsledek je opět Java řetězec, který musí být převeden zpět do
kódování UTF8.
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std : : s t r i n g CyanCheckUrl ( std : : s t r i n g u r l ) {
JNIEnv∗ env = base : : android : : AttachCurrentThread ( ) ;
ScopedJavaLocalRef<j s t r i n g> j u r l =
ConvertUTF8ToJavaString ( env , u r l ) ;
ScopedJavaLocalRef<j s t r i n g> r e s u l t S t r =
Java ContentUriUti l s cyanCheckUrl ( env , j u r l . obj ( ) ) ;
r e turn base : : android : :
ConvertJavaStringToUTF8 ( env , r e s u l t S t r . obj ( ) ) ;
}
Kód 2.6: JNI definice metody cyanCheckUrl.
Pro volání příslušné metody v C++ pak stačí vložit
include souboru ”base/android/content uri utils.h” a zavolat patřičnou metodu pomocí
base::CyanCheckUrl(url);.
2.6 Analýza vývoje pro Fennec
Podobně jako u Chromium i zdrojové kódy Fennec je možné prohlížet online na URL
https://dxr.mozilla.org/mozilla-central/source/. Na rozdíl od Chromium, vývojáři
prohlížeče Fennec komunikují přes IRC na URL irc.mozilla.org v kanálu Fennec, který
obsahuje další podkanály pro Mobilní vývoj, Javascript, uživatelské rozhraní a další.
2.6.1 Architektura Fennec
Fennec byl dříve postaven na dvouprocesové architektuře, jeden proces se staral o uživatel-
ské rozhraní, které bylo vytvořené ve značkovacím jazyku XUL. Což je Mozilla jazyk založen
na XML, vytvořený pro tvorbu multiplatformních aplikací s pokročilým uživatelským roz-
hraním. Druhý proces se staral o vykreslování webového obsahu. Od této architektury se
ale upustilo, protože trpěla pomalým načítáním a neresponzivním uživatelským rozhraním.
Proto se nyní používá architektura na obrázku 2.4, která již má uživatelské rozhraní
v nativních Android komponentách, takže je uživatelské rozhraní responzivní a doba ote-
vírání prohlížeče se zkrátila.
Architektura tedy obsahuje pouze jeden proces, v rámci něj běží dvě vlákna. Jedno se
stará o uživatelské rozhraní a ve druhém běží jádro Gecko, které se stará o vykreslování
webového obsahu, případně doplňky prohlížeče.
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Obrázek 2.4: Architektura prohlížeče Fennec na platformě Android dle [37].
2.6.2 Překladový systém Fennec
Fennec používá překladový systém Mach [20], bohužel se mi v rámci této práce nepovedlo
vložit Android Archivy přímo přes konfigurační soubory Mach. Naštěstí lze Mach využí-
vat pouze při změnách C++ kódu, který je celkem neměnný (většina výpočetní logiky se
odehrává ve zdrojových kódech jazyka Java).
Fennec totiž umožňuje importovat celý projekt do vývojového prostředí Android Studio.
Což je velmi výhodné, umožňuje to při vývoji pracovat s celým projektem jako s nativní
Android aplikací, tím pádem i překládat Fennec pomocí systému Gradle, takže přidání
Android Archive knihoven je náhle jednoduché pomocí pár kliků v IDE.
2.6.3 Logování v Fennec
Pro vlastní logovací výpisy je ve Fennec nutné vložit hlavičkové soubory prlog.h a
mozilla/Logging.h. Poté je nutné vytvořit novou instanci třídy PRLogModuleInfo
Samotný logovací výpis se vytváří dle kódu 2.7, kde proměnná mLog je ukazaten na
instanci třídy PRLogModuleInfo. Stejně jako v případě Chromium, i zde jsou logovací výpisy
směrovány do Logcat, který byl popsán v sekci 2.4.4.
MOZ LOG(mLog , moz i l l a : : LogLevel : : Debug , (” Test l og : %s ” , u r l ) ) ;
Kód 2.7: Příklad ladícího výpisu v Fennec.
2.6.4 Fennec Java Native Interface
Na rozdíl od Chromium, je používání JNI v prohlížeči Fennec mnohem intuitivnější.
25
Java metody volané z jazyka C++ jsou všechny umístěny v souboru
mozilla-central/mobile/android/base/GeckoAppShell.java s anotací
WrapElementForJNI viz kód 2.8.
@WrapElementForJNI
pub l i c s t a t i c S t r ing cyanCheckUrl ( S t r ing u r l ){
. . .
}
Kód 2.8: Definice metody volané z C++.
V C++ kódu, kde se bude Java metoda volat, stačí pouze vložit hlavičkové soubory
jni.h, GeneratedJNIWrappers.h a AndroidJavaWrappers.h. Pro samotné volání stačí
překladači sdělit, že chceme volat metodu ze jmenného prostoru widget::GeckoAppShell,
výsledné volání tedy je widget::GeckoAppShell::CyanCheckUrl(url);.
Před samotným překladem je ale nutné ručně spustit program make pro vygenerování
JNI hlaviček pomocí příkazu:
make -C ./firefox/mozilla-central/objdir-droid/mobile/android/base
update-generated-wrappers
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Kapitola 3
Návrh systému blokování
nevhodného obsahu
V této kapitole bude popsán návrh systému blokování nevhodného obsahu. Návrh se skládá
ze dvou částí. Klientské části komunikující se dvěma servery, jednak se serverem společnosti
CYAN Research & Development, který uchovává informace o miliónech domén, jako je
například kategorie stránky. Dále komunikuje se serverem, který jsem v rámci této práce
vytvořil (s prostředky od společnosti CYAN Research & Development). Na tomto serveru se
nachází ona druhá, serverová část, ve které bude prováděna detekce pornografického obsahu
v reálném čase.
3.1 Případ použití klientské aplikace pro blokování obsahu
Typickým uživatelem této klientské aplikace je rodič, který chce zajistit, aby jeho potomek
nemohl na svém mobilním telefonu navštěvovat pornografické nebo jiné, pro děti zakázané,
stránky. Případně lze blokovat sociální sítě nebo povolit pouze speciální vyhledávač pro
děti.
Rodič tedy dítěti nainstaluje do mobilního telefonu upravený Android prohlížeč. Po
instalaci se rodič do prohlížeče přihlásí svými údaji. Prohlížeč zobrazuje formulář pro
přihlášení uživatele, takže bez přihlášení nelze prohlížet web. Po přihlášení je vyzván k vý-
běru profilu blokování (každé dítě může mít svůj profil). Tyto profily lze vytvářet, upra-
vovat a mazat na speciální webové stránce. Jakmile rodič vybere daný profil, je aplikace
aktivována, dokud ji rodič nedeaktivuje (aktivace se zachová přes vypnutí aplikace nebo
restartování zařízení). Při aktivovaném prohlížeči jsou veškeré požadavky prohlížeče kon-
trolovány se servery společnosti CYAN Research & Development. Deaktivace blokovacího
profilu se provádí pomocí přidané položky do menu prohlížeče, která se používá i pro ná-
slednou aktivaci, protože po deaktivaci aplikace se po zapnutí formulář nezobrazuje, aby
umožnil deaktivovanému prohlížeči libovolně prohlížet web.
3.2 Klientská část systému blokování
Diagram na obrázku 3.1 zobrazuje architekturu klientské části systému blokování.
Při zadání URL uživatelem do kolonky pro URL v prohlížeči se požadavek na URL ode-
šle jádru prohlížeče napsaném v jazyce C++. V rámci požadavku na URL se vytváří další
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požadavky pro obrázky na dané URL, styly, skripty atd. V klientském programu (v na-
šem případě prohlížeč na platformě Android) musí docházet ke kontrole všech požadavků,
které jsou v rámci načítání zadané URL provedeny. Předejde se tak například tomu, že by
nevhodný obsah byl umístěn uvnitř HTML elementu IFRAME, čímž by nebyl detekován,
kdyby se kontrolovala pouze URL zadaná do vstupního pole prohlížeče. V rámci implemen-
tace tedy bylo nutné najít ve zdrojových kódech prohlížečů Fennec a Chromium správné
místo, ve kterém lze všechny požadavky prohlížeče kontrolovat (bod 1 v diagramu 3.1).
Knihovny pro komunikaci se servery společnosti CYAN Research & Development jsou
distribuovány ve formě Android Archive (obecná struktura AAR byla popsána v sekci 2.4.6),
proto jejich volání bude také z jazyka Java. Pro volání metod v jazyce Java z programova-
cího jazyka C++ bude využito JNI (popsáno v kapitole 2.4.7), které oba prohlížeče Fennec
a Chromium používají a nabízejí pro něj podpůrné prostředky, jak bylo popsáno v kapitole
2.6.4 pro prohlížeč Fennec a 2.5.7 pro prohlížeč Chromium (bod 2 v diagramu 3.1).
Bod 3 v diagramu 3.1 je vykonán paralelně, vytváří se v něm dvě nová vlákna, v rámci ka-
ždého z nich se čeká na odpověď od serveru. První vlákno volá metodu checkWithDB(URL),
která kontroluje URL požadavku s pomocí databáze společnosti CYAN Research & Deve-
lopment (podrobnější popis v kapitole 4.1). Druhé vlákno komunikuje se serverem, který
rozpoznává pornografické stránky v reálném čase, tato část je popsána v kapitole 4.2.
V bodu 4 se z obou odpovědí vybere výsledek. Pokud databáze společnosti CYAN
Research & Development stránku blokuje, výsledek je blokuj, pokud ji neblokuje, výsledek
závisí na výstupu od serveru provádějícího detekci obsahu stránky v reálném čase. Oba
servery navrací URL, na kterou se má požadavek přesměrovat v případě, že by stránka
obsahovala nepovolený obsah. Pokud je stránka v pořádku, navrací se prázdný řetězec.
V bodě 5 se navrací výsledek z vrstvy Java do vrstvy C++ prostřednictvím návratu
z JNI.
Následuje bod 6, kde se pouze ověří, zdali navrácená hodnota je prázdný nebo neprázdný
řetězec. Pokud je neprázdný, bude prohlížeč požadavek blokovat a je nutné zaměnit URL
požadavku s URL, která byla navrácena z metody cyanCheckUrl. Výhodou je, že URL,
kam se má blokovaný požadavek přesměrovat, přichází v odpovědi od serveru, takže když ji
bude v budoucnu nutné změnit, stačí změnu provést pouze na serveru, bez nutnosti měnit
zdrojové kódy prohlížeče.
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GET http://www.facebook.com
-> https://static.xx.fbcdn.net/...
-> https://scontent-vie1-1.xx.fbcdn.net...
-> https://static.xx.fbcdn.net/...
handleRequest(URL)
cyanCheckUrl(URL) C++
Java
cyanCheckUrl(URL)
checkWithDB(URL) realTimeCheck(URL)
chooseResult(URL, URL)
1
2
3 3
4 4
5
6
JNI
Obrázek 3.1: Diagram zobrazující návrh klientského systému blokování obsahu.
3.3 Serverová část systému blokování
Jako jazyk, ve kterém bude implementována tato serverová část, byl zvolen Python. Jednak
proto, že nástroje společnosti CYAN Research & Development, které budou v rámci této
serverové části využívány jsou implementovány v jazyce Python. Dále také kvůli jednodu-
chosti práci s daty. Stručný popis vlastností jazyka Python je v sekci 2.3.
Návrh této serverové části popisuje sekvenční diagram na obrázku 3.2. Z klienta (An-
droid prohlížeče) se serverová část volá vytvořením HTTP POST požadavku, který má
v těle jediný parametr, tím je URL stránky, která se bude v reálném čase kontrolovat.
Odpověď serveru je struktura ve formátu JSON obsahující atributy errorCode, který
případně udává výskyt chyby na serveru. Druhým atributem je redirectUrl, který obsa-
huje URL, kam se má klient přesměrovat. Je-li hodnota redirectUrl prázdný řetězec, pak
je kontrolovaná stránka nezávadná (co se pornografického obsahu týče). Pokud je na stránce
detekován nevhodný obsah, je hodnota parametru nenulový řetězec a klient je přesměro-
ván na tuto hodnotu atributu redirectUrl. Požadavky zablokované Python serverem jsou
přesměrovávány na blokovací stránku s URL http://block.cyanrd.cz.
V rámci serveru je volána metoda checkUrlRealTime s jedním parametrem url, udá-
vající URL kterou mají jednotlivé nástroje kontrolovat. V rámci této metody se vykonají
dotazy na jednotlivé nástroje, které se vyhodnotí paralelně.
Každý nástroj navrací hodnotu, která udává, jestli se na dané URL nachází nevhodný
obsah. Pokud jeden nebo více nástrojů odpoví, že se na stránce nachází nevhodný obsah,
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bude načtení URL zamítnuto a požadavek bude přesměrován na blokovací stránku.
V rámci společnosti CYAN Research & Development již byly implementovány pomocné
nástroje, které v tomto řešení budou použity. Tyto nástroje budou popsány v následujících
odstavcích.
Obrázek 3.2: Sekvenční diagram zobrazující návrh serverové části systému blokování obsahu.
3.3.1 Domcheck
Je nástroj, který se na základě URL stránky snaží určit, zdali stránka obsahuje nevhodný
obsah. V URL vyhledává podřetězce identifikující, do jaké kategorie stránka patří. Pracuje
na základě dvou slovníků, první je slovník pozitivních slov (obsahující slova určující kategorii
pornografie) a druhý je slovník negativních slov (slova, která se mohou vyskytovat v rámci
legitimních stránek). Například slovo
”
porn“ by se vyskytovalo ve slovníku pozitivních
slov, oproti tomu slovo
”
agaporn“ (druh papouška) by se vyskytovalo v rámci negativního
slovníku.
3.3.2 Downloader
Tento nástroj slouží jako prostředník, který poskytne HTML obsah stránky ostatním nástro-
jům (kromě Domcheck, který nepotřebuje stránku stahovat). Dále slouží jako vyrovnávací
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paměť pro ostatní nástroje. Stránky, které byly staženy, není potřeba znovu stahovat.
3.3.3 Titlecheck
Nástroj, který hledá klíčová slova v rámci HTML elementu TITLE, na základě kterých
určuje, zdali stránka obsahuje nepovolený obsah.
3.3.4 Metacheck
Tento nástroj vychází z Titlecheck, akorát kontroluje obsah HTML elementů meta, která
mají hodnotu atributu name rovnu
”
description“ nebo
”
keywords“.
3.3.5 Návrh systému Imgcheck
Tento nástroj kontroluje obsah webových stránek na základě vizuální stránky webu. Jed-
notlivé obrázky z webové stránky budou klasifikovány hlubokou neuronovou sítí do různých
kategorií, na základě toho se dle procentuálního výskytu určitých kategorií určí, zdali se
jedná o stránku obsahující pornografický materiál či nikoliv.
Při kontrole dané webové stránky se nejprve stáhne její zdrojový HTML kód, ve kterém
se následně budou hledat obrázky. Obrázky se budou hledat jednak na základě HTML
elementu img, ale také dle atributu background-image:url(). Klasifikované obrázky budou
testovány na minimální rozměry, aby se z klasifikace vyloučily různé ikonky a pomocné
obrázky na stránce.
Jednotlivé obrázky budou posílány metodě klasifikátoru ke klasifikaci. Experimenty se
ukázalo, že pornografický obsah hluboká neuronová síť klasifikuje do tříd
”
bikini, two-
piece“ a
”
brassiere, bra“. Pokud určité procento obrázků z kontrolované stránky patří do
těchto kategorií, bude stránka klasifikována jako pornografická. Konkrétní hodnota tohoto
procenta bude zjištěna experimenty.
Učení hluboké neuronové sítě je nad rámec této práce, zejména pro svou výpočetní
náročnost a náročností na získání velkého množství trénovacích dat. V této práci tedy
bude využita již naučená hluboká neuronová síť, která je dostupná k libovolnému využití,
prostřednictvím frameworku Caffe popsaném v následující kapitole.
Framework Caffe
Caffe je framework pro hluboké neuronové sítě, neboli
”
deep learning“. Je zaměřen na
rychlost a modularitu. Byl vyvinut v Berkeley Vision and Learning Center a také přispívající
komunitou. Informace o tomto frameworku a více lze najít na oficiálních stránkách projektu
[28].
Z uživatelského hlediska je framework Caffe snadno použitelný, hlavně díky možnosti
stáhnutí již naučených hlubokých neuronových sítí. V této práci byla využita již naučená
hluboká neuronová síť bvlc reference caffenet, která je mírně modifikována od sítě po-
psané v [35]. Jednotlivé modely lze stahovat použitím následujícího příkazu:
s c r i p t s / download model binary . py <dirname>
Kde dirname je složka konkrétního modelu, pro mnou použitý model
bvlc reference caffenet je to adresář models/bvlc reference caffenet. Další modely
jsou posány jednak v dokumentaci [29] nebo na wiki stránce [30] projektu Caffe, kam jsou
přidávány modely od komunity.
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Kapitola 4
Implementace systému blokování
nevhodného obsahu
V této kapitole bude stručně popsána implementace klientské části blokování, která dopo-
sud nebyla popsána, tedy implementace ve vrstvách C++, ale i popis implementace uživa-
telského rozhraní prohlížeče a popis Java knihoven pro komunikaci se servery a knihovny
implementující vyrovnávací paměť. Dále zde bude popsána serverová implementace systému
blokování, tedy implementace Python serveru a jeho komunikace s ostatními nástroji pro
detekci pornografického materiálu na webových stránkách. V poslední části bude popsána
implementace nástroje Imgcheck.
4.1 Popis implementace knihovny pro komunikaci se servery
CYAN R&D
Knihovny společnosti CYAN Research & Development poskytují pro komunikaci se ser-
very třídu ControlUnit, tato třída využívá návrhový vzor jedináček. Její instance je tedy
globálně dostupná přes metodu getInstance(). Tato metoda vyžaduje jako parametr in-
stanci třídy Context, pomocí které získá instanci třídy ApplicationInfo, kterou používá
pro načítání jednotlivých hodnot z konfiguračních souborů, které jsou použity pro vytvoření
první instance třídy ControlUnit. Mezi konfiguračními hodnotami jsou položky jako URL
serveru nebo nastavení vypršení spojení.
Instance třídy ControlUnit tedy řeší autentizaci uživatele (tedy rodiče, jak bylo po-
psáno v případu použití 3.1). Po úspěšné autentizaci se přes tuto instanci získá seznam
profilů pro blokování obsahu (účtů pro jednotlivé děti) voláním metody getChildren().
Následuje aktivace aplikace pomocí instanční metody activateApp(InternetSubscriber)
třídy ControlUnit, tato metoda přijímá jako parametr vybraný profil pro filtrování, tedy
instanci třídy InternetSubscriber. Metoda activateApp() pouze navrací Boolean hod-
notu udávající, zdali se aktivace aplikace podařila, či nikoliv. Pro deaktivaci aplikace se
volá instanční metoda deactivateApp() třídy ControlUnit.
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4.2 Popis implementace knihovny pro komunikaci
se serverem na rozpoznávání v reálném čase
Na rozdíl od knihoven pro komunikaci se servery CYAN Research & Development, tato
knihovna komunikuje s Python serverem, který byl v rámci této práce vytvořen, aby po-
skytoval službu pro detekci pornografických stránek v reálném čase.
Třídní diagram této knihovny je na obrázku 4.1.
Pro kontrolování jednotlivých URL je využívána třída RealTimeChecker. Tato třída
implementuje návrhový vzor jedináček, používá se tedy jedna globálně dostupná instance
této třídy, která se získává metodou getInstance(). Pro samotnou kontrolu dané URL, se
poté využije tato instance třídy RealTimeChecker, konkrétně její metoda
cyanRealtimeCheck(String). Tato metoda přijímá jeden parametr typu String, který
reprezentuje URL, která se má zkontrolovat. V rámci veřejné metody
cyanRealtimeCheck(String) se volá privátní metoda createHTTPPost(String), té se
opět předává parametr URL ke kontrole.
Metoda createHTTPPost(String) vytváří HTTP POST požadavek. V první verzi im-
plementace tohoto archivu byly pro vytváření HTTP POST požadavků použity Apache
knihovny httpclient-4.5.1 a httpcore-4.4.3, což se po integraci knihoven do prohlížeče
Chromium ukázalo jako špatné řešení. Při překladu se totiž objevila chyba, informující
o překročení limitu metod v APK souboru (jak bylo popsáno v kapitole 2.4.3).
Ve druhé verzi implementace tedy nebyla využita žádná knihovna, takže limit počtu
metod nebyl překročen. Vytváření HTTP POST požadavku tedy bylo implementováno na
nižší úrovni než s využitím Apache knihoven.
V metodě createHTTPPost(String) se nejprve vytvoří instance třídy java.net.URL,
které se dá jako parametr adresa Python serveru ve tvaru http://ip serveru:port. Poté
se zavoláním instanční metody openConnection() třídy java.net.URL vytvoří nová in-
stance třídy java.net.HttpURLConnection. Té se nastaví jednotlivé parametry hlavičky
požadavku jako například typ HTTP požadavku (metoda setRequestMethod()) a user
agent. Celý HTTP požadavek se odešle pomocí instance třídy java.io.DataOutputStream,
která v konstruktoru přijímá parametr typu OutputStream, který se získá z instanční me-
tody getOutputStream() třídy java.net.HttpURLConnection, jejíž instance byla dříve
vytvořena. Nad instancí třídy java.io.DataOutputStream se poté zavolá metoda
writeBytes(String), které se jako parametr nastaví řetězec reprezentující tělo HTTP
požadavku v našem případě
”
url=kontrolovanaUrl“ kde kontrolovanaUrl je URL, na
které se má zkontrolovat obsah. Následuje čtení odpovědi od serveru pomocí instance
třídy java.io.InputStreamReader. Tu vytvoříme konstruktorem, který má instanci třídy
InputStream jako parametr, tu získáme voláním metody getInputStream() nad instancí
třídy java.net.HttpURLConnection. Po přečtení celé odpovědi metoda
createHTTPPost(String) navrátí tuto odpověď jako řetězec.
Ten je poté pomocí knihovny GSON deserializován na instanci třídy CyanPythonResponse,
která reprezentuje jednotlivé odpovědi od Python serveru. Tato třída obsahuje dva atributy,
jeden z nich je celočíselný errorCode indikující případnou chybu na serveru a druhý je ře-
tězec redirectUrl, který je prázdný řetězec, v případě, že kontrolovaná URL neobsahuje
pornografický obsah, jinak je nastavena na URL, na kterou se má požadavek přesměrovat.
K těmto atributům třída také poskytuje patřičné get a set metody.
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Obrázek 4.1: Diagram tříd knihovny pro komunikaci se serverem, který detekuje škodlivý
obsah v reálném čase.
4.3 Popis implementace knihovny pro vyrovnávací paměť
Aby se zajistilo, že prohlížeč nezobrazí stránku, kterou by chtěl server blokovat, musí být
čekání na odpověď blokující. Takže stránka není zobrazena, dokud prohlížeč nedostane
odpověď od serveru, v praxi bude nastaven nějaká mezní doba, po jejímž vypršení se buď
zobrazí daná stránka nebo nějaká chybová stránka, informující o vypršení času pro odpověď.
Dotazování se serverů na kontrolované URL je časově náročné. Odpovědi od serveru
s databází URL přichází v řádu desítek milisekund, tato hodnota je relativně nízká, oproti
tomu dotazování se serveru co provádí kontrolu obsahu v reálném čase, trvá v řádu sto-
vek milisekund. Proto je vhodné mít v klientské aplikaci mechanismus, který zajistí, že
se prohlížeč nebude ptát vícekrát na URL, které byly v nedávné době navštíveny. Tento
mechanismus bude implementován jako vyrovnávací paměť v operační paměti, při násil-
ném ukončení aplikace ve správci úloh tedy dojde k vymazání této vyrovnávací paměti.
Implementace této vyrovnávací paměti vychází z úvahy, že každý uživatel má nějaký okruh
webových stránek, které často navštěvuje, tyto stránky budou uloženy ve vyrovnávací pa-
měti nějakou danou dobu, až doba vyprší, dojde k vymazání záznamu.
Třídní diagram této vyrovnávací paměti je na obrázku 4.2. Samotná vyrovnávací paměť
je implementovaná pomocí třídy CyanHashMap, která rozšiřuje třídu java.util.HashMap.
I tato třída CyanHashMap implementuje návrhový vzor jedináček, aby prohlížeč pracoval
vždy s jednou instancí, která je globálně dostupná. Tato třída obsahuje definici konstant
jako CACHE DURATION, která udává, jak dlouho bude záznam ve vyrovnávací paměti validní.
Dále obsahuje konstantu HASHMAP MAX SIZE udávající maximální velikost vyrovnávací pa-
měti a konstantu HASHMAP CLEAN NUMBER, ta udává kolik záznamů se uvolní z vyrovnávací
paměti, pokud dojde k jejímu zaplnění. Třída obsahuje také atribut cyanHashMapList což
je instance třídy ArrayList, tento list obsahuje stejné prvky jako zmíněná hashmapa, ako-
rát je využíván k jinému důvodu a to k mazání těch nejstarších záznamů ve vyrovnávací
paměti.
Třída CyanHashMap překrývá metodu get(Object), v její implementaci si nejprve zjistí
aktuální čas, který použije k určení, jestli je daný záznam ve vyrovnávací paměti dostatečně
aktuální. Pokud není, navrací hodnotu null, jinak navrací výsledek metody get(Object)
od své nadtřídy java.util.HashMap.
Další překrytou metodou nadtřídy je metoda containsKey(Object), která musela být
znovu implementována, aby využívala novou metodu get(Object), která bere v potaz i
stáří záznamu. Nejprve tedy zavolá metodu containsKey(Object) z nadtřídy, pokud se
daný klíč v hashmapě nachází, zavolá se nová metoda get(Object) (ta bere v potaz i
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stáří záznamu v hashmapě), pokud navrátí objekt různý od null, pak výsledkem metody je
hodnota true, jinak false.
Metoda put(String, CyanHashMapItem) byla také překryta, nejprve kontroluje, zdali
nedošlo k zaplnění hashmapy, pokud ano tak zavolá metodu cleanUpHashMap(), která
uvolní patřičné místo. Poté se bez ohledu na stáří záznamu ověří, jestli se položka nachází
v hashmapě (metoda containsKey(Object) z nadtřídy), pokud tam již byla, tak dojde
k aktualizaci jejích hodnot, pokud nebyla, vytvoří se nová položka do hashmapy, ale i do
arraylistu, mezi kterými je nutné udržovat konzistenci.
Metoda cleanUpHashMap() je metoda, která vymaže daný počet záznamů, dle hodnoty
atributu HASHMAP CLEAN NUMBER. Záznamy jsou mazány od nejstarších. Využívá přitom
metodu remove(int), která vymaže prvek na i-té pozici v listu objektů, dále vymaže prvek
z hashmapy, aby udržovala konzistenci.
Hashmapa má tedy jako klíč instance třídy String a uchovávané hodnoty jsou instance
třídy CyanHashMapItem.
Třída CyanHashMapItem tedy reprezentuje položku hashmapy, obsahuje třídní atri-
but url, který odpovídá URL pro kterou je záznam veden, tento atribut je zároveň klíč
do hashmapy. Atribut redirectUrl reprezentuje výsledek od serveru, který říká, kam
se má požadavek na url přesměrovat, stejně jako v ostatních místech programu, je-li
redirectUrl prázdný řetězec, je url povolena, jinak je požadavek přesměrován na hodnotu
atributu redirectUrl. Posledním atributem je resultTime, který je typu Long a udává
čas vložení záznamu do hashmapy. Při kontrole zdali je záznam ještě aktuální, dojde k pou-
hému odečtení atributu resultTime od aktuálního času a následné porovnání s atributem
CACHE DURATION třídy CyanHashMap.
Protože implementaci této knihovny bylo nutné důkladně otestovat (na rozdíl od ostat-
ních se nedá tak snadno otestovat), byly k ní vytvořeny Unit testy. Tyto testy ověřili jednot-
livé funkce tříd jako například přidávání, mazání, aktualizaci ale také mazání neaktuálních
záznamů. Unit testy se v Javě píší pomocí knihovny JUnit.
Obrázek 4.2: Diagram tříd knihovny implementující klientskou vyrovnávací paměť.
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4.4 Implementace uživatelského rozhraní prohlížečů
V rámci implementace bylo vytvořené jednoduché uživatelské rozhraní, pro přihlášení uži-
vatele (rodiče), výběr blokovacího profilu, aktivaci a deaktivaci aplikace a také k nastavení
typu kontroly (dle DB, nebo v reálném čase, popř. obojí). Toto uživatelské rozhraní je
zobrazeno na obrázku 4.3.
Obrázek 4.3: Základní uživatelské rozhraní prohlížeče.
V rámci tohoto uživatelského rozhraní byly vytvořeny tři třídy: CyanLoginActivity,
CyanAuthentificator a CyanActivateActivity.
Třída CyanLoginActivity obsahuje metody, které souvisí s aktivitou pro přihlášení
uživatele.
Třída CyanAuthentificator obsahuje metody pro samotnou aktivaci aplikace pomocí
AAR knihoven společnosti CYAN Research & Development a dále obsahuje kód pro uklá-
dání a čtení persistentního úložiště Android zařízení.
Třída CyanActivateActivity používá třídu CyanAuthentificator pro aktivaci apli-
kace nad vybraným profilem blokování, dále obsahuje pomocné volání k uživatelským prv-
kům v této aktivitě (rozbalovací seznam, tlačítka, radiová tlačítka).
Tyto třídy se v prohlížeči Chromium nachází v chromium/src/chrome/android
/java staging/src/org/chromium/chrome/browser/cyanrd a v prohlížeči Fennec v
mozilla-central/objdir-droid/mobile/android/gradle/base/src/main/java/org/
mozilla/gecko/cyanrd/. XML soubory z rozložením prvků uživatelského rozhraní atd.
jsou pro prohlížeč Chromium v chromium/src/chrome/android/
java/res/layout/ a pro prohlížeč Fennec v mozilla-central/objdir-droid/mobile/
android/gradle/base/src/main/res/layout/.
4.5 Implementace klienta ve Chromium
V Chromium je implementace blokování jednotlivých požadavků umístěna v metodě
BeginRequest() souboru resource dispatcher host impl.cc nacházejícím se v cestě
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/src/content/browser/loader.
V této metodě je deklarovaná proměnná typu klasického C++ řetězce string , do
které se ukládá výsledek JNI volání base::CyanCheckUrl(url, isMainFrame). Tomu se
předává URL ke kontrole a boolovká hodnota, určující jestli se jedná o hlavní požada-
vek či nikoliv. Typ požadavku (hlavní, nebo požadavek v rámci hlavního) se pozná po-
mocí parametru request data typu ResourceHostMsg Request metody BeginRequest(),
kde se přistoupí k jeho atributu resource type, který se kontroluje oproti konstantě RE-
SOURCE TYPE MAIN FRAME a pokud jsou si rovny, jedná se o hlavní požadavek. Tento
parametr byl přidán proto, aby se poznalo, jestli se jedná o hlavní požadavek. Kvůli vý-
početní náročnosti kontroly v reálném čase se v reálném čase kontrolují pouze hlavní poža-
davky.
Po přijetí odpovědi od JNI následuje kontrola, zdali je délka navrácené URL z JNI větší
než nula, pokud ano, bude se požadavek blokovat.
Při blokování se nejprve vytvoří proměnná typu GURL, které se jako parametr do kon-
struktoru nastaví řetězec navrácený z JNI. V metodě se poté vytváří nový požadavek do
předem deklarované proměnné typu ukazatel na instanci třídy URLRequest. Tento nový
požadavek se tedy vytvoří s novou blokovací URL. Poté se ještě vytváří prázdná GURL,
pomocí níž se vytvoří instance třídy Referrer, tato instance se poté ještě přiřadí k novému
požadavku.
Pokud se požadavek blokovat nebude, vytváří se také nový požadavek, akorát s původní
URL získanou z atributu url parametru request data. Z tohoto parametru se získá i hod-
nota referrer pro vytvoření nové instance třídy Referrer, která se opět přidá k novému
požadavku.
4.6 Implementace klienta ve Fennec
Implementace kontrolování jednotlivých požadavků při načítání stránky je v prohlížeči Fen-
nec v souboru nsHttpHandler.cpp. Ten se nachází v cestě
mozilla-central/netwerk/protocol/http/nsHttpHandler.cpp. V tomto souboru se na-
chází statická metoda NewURI(). V ní se deklaruje proměnná typu nsAutoCString, což je
typ používaný ve Fennec rozšiřující standardní C++ typ string o bezpečnější práci s řetězci
a další funkce.
Z parametru **aURI, což je ukazatel na ukazatel na typ nsIURI, se metodou
GetAsciiSpec(asciiSpec) získá zpracovávaná URL a uloží se do proměnné asciiSpec
typu nsAutoCString. Dále je nutné ověřit, jestli je délka asciiSpec větší než nula, protože
metoda NewURI() je volaná i nad prázdnými URL. Pokud je tedy délka asciiSpec větší
než nula, vyvolá se pomocí JNI metoda CyanCheckUrl(asciiSpec), definována v jmenném
prostoru widget::GeckoAppShell. Tato metoda byla popsána dříve, navrací URL, kam se
má požadavek přesměrovat, což je řetězec typu auto, ze kterého je poté vytvořen řetězec
typu nsCString.
V podmínce se tedy ověří, zdali je délka redirectUrl větší než nula, pokud ano bude se
požadavek blokovat. A to tak že se přes parametr aURI** metody NewURI() zavolá metoda
SetSpec(redirectUrl), čímž se blokovací URL nahradí za původní URL.
Pokud je délka redirectUrl rovna nule, tak se do logu pouze vypíše, že URL byla
povolena.
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4.7 Implementace serverové části systému
Klientská část komunikuje se serverem pomocí knihovny popsané v sekci 4.2. Tento server
tedy zpracovává HTTP POST požadavky. Server je implementován pro interpret jazyka
Python verze 3, protože nástroje, které jsou jím volány podporují pouze Python verze 3.
Spouštěcím skriptem serveru je soubor se jménem runHttp.py ten spouští vlákno in-
stance třídy ServiceCaller, což je služba starající se o přijímání zpráv od ostatních ná-
strojů pro detekci pornografického materiálu (popsáno v sekci 4.7.6). Dále vytváří instance
třídy CyanServerHandler (popsáno níže v sekci 4.7.1) a ThreadedHTTPServer, která v kon-
struktoru požaduje parametr instanci třídy BaseHTTPRequestHandler, v našem případě
konstruktoru předložíme instanci CyanServerHandler. Nad instancí třídy
ThreadedHTTPServer je poté zavolána metoda serve forever(), která spouští server, ten
následně čeká na jednotlivé požadavky. Jednotlivé požadavky jsou třídou
ThreadedHTTPServer zpracovávány vždy v novém vlákně, takže je možné obsluhovat více
požadavků v jednom okamžiku, je tedy konkurentní. To je pro server obsluhující velké
množství požadavků od více klientů důležité, aby se jednotliví klienti neblokovali.
4.7.1 Třída CyanServerHandler
Tato třída dědí od třídy BaseHTTPRequestHandler, přidává navíc metodu
cyanCheckURL(url), poté již se liší pouze v implementaci metod do GET() a do POST().
Implementace do GET() je prázdná, server totiž zpracovává pouze HTTP POST poža-
davky. Metoda do POST() již implementována je, v jejím těle se pomocí metody
cgi.FieldStorage() získá objekt, přes který se přistupuje k přijatým parametrům od kli-
enta. Nad tímto objektem se poté zavolá metoda form.getfirst(argName, argDefault),
obsahující dva parametry, první je hodnota klíče, k němuž hledáme hodnotu, druhý para-
metr udává výchozí hodnotu. Touto metodou se tedy získá hodnota parametru url ode-
slaného klientem, udávající URL, kterou bude server v reálném čase kontrolovat. Hod-
nota parametru se předá metodě cyanCheckURL(url), která vytvoří novou instanci třídy
UrlChecker, přes tuto instanci zavolá metodu waitForResult(url), tato metoda je bloku-
jící, čeká se na odpovědi od všech nástrojů (bude podrobněji popsáno dále). Metoda navrací
jako výsledek instanci třídy CyanResponse.
4.7.2 Třída CyanResponse
Třída CyanResponse v konstruktoru vyžaduje dva parametry, první je errorCode pomocí
něj se indikuje případná chyba serveru, druhý parametr je redirrectUrl, ten určuje, jestli
se bude kontrolovaná URL blokovat (obsahuje URL kam se má požadavek přesměrovat)
nebo jestli bude povolena (v tom případě je prázdný řetězec). Třída CyanResponse obsahuje
ještě metodu toJson(), která instanci této třídy serializuje do JSON formátu, který je
poslán klientovi (Android prohlížeči), ze kterého je poté deserializován do Java instance
třídy CyanPythonResponse jak bylo popsáno v sekci 4.2.
4.7.3 Třída UrlChecker
Tato třída obsahuje konstantu CONST WAIT TIME udávající jak dlouho se bude čekat na
výsledek kontroly v reálném čase.
V konstruktoru třídy UrlChecker se inicializuje instanční atribut condition, obsahující
instanci třídy Condition. Třída Condition implementuje tzv.
”
condition variable“, pomocí
38
které je možné vlákno, které vykoná danou metodu nad tímto objektem, pozastavit. Ná-
sledně čekat na dané
”
condition variable“ do doby, než je notifikován dalším vláknem. Je to
tedy prostředek mezivláknové komunikace, vnitřně implementovaný pomocí reentrantního
zámku neboli
”
reentrant lock“, který je v jazyce Python implementován ve třídě RLock.
Dále se v konstruktoru vytvoří instance třídy CyanDB (popsaná v sekci 4.7.5) a uloží se do
atributu cyandb třídy UrlChecker.
Jediná metoda této třídy je již výše zmíněná blokující waitForResult(url). V rámci
této metody se přes atribut cyandb zavolá instanční metoda fetchByUrl(url), která
se podívá do vyrovnávací paměti (v tomto případě je to databáze), jestli URL nebyla
v reálném čase kontrolována v poslední době, čímž by pro ni byl uložen záznam v data-
bázi a nemuselo by se čekat na odpověď ostatních nástrojů, což je časové náročné. Po-
kud fetchByUrl(url) navrátí záznam, metoda waitForResult(url) ihned navrací výsle-
dek, jinak pokračuje dále. Pomocí třídní metody requestCheck(url, condition) třídy
ServiceCaller se zadá požadavek ke kontrole URL. Následuje volání metody acquire()
nad instancí třídy Condition, to je nutné zavolat, před voláním instanční metody wait(time)
třídy Condition, jinak by byla vyvolána chyba RuntimeError. Dále je tedy zavolána zmí-
něná metoda wait(time), které se předá jako parametr konstanta CONST WAIT TIME. Z me-
tody wait(time) se řízení navrátí, až jiné vlákno zavolá na této instanci třídy Condition
metodu notify(), nebo až vyprší maximální doba čekání (zadaná jako parametr metody
wait(time)). Ať již dojde k navrácení jedním či druhým způsobem, je nutné nad instancí
Condition zavolat metodu release(). Následuje získání výsledku od ostatních nástrojů,
pomoci volání třídní metody getResult(url) třídy ServiceCaller. Ta navrací vždy vý-
sledek, pouze pokud došlo z metody wait(time) k návratu kvůli vypršení časovače, je
výsledek jen částečný, což znamená, že ne všechny nástroje stihly dodat svoje výsledky.
Výsledek je instance třídy UrlResult, která je popsaná v sekci 4.7.7. Po převzetí výsledku
je tedy nutné kontrolovat, zdali je výsledek kompletní, pokud ano, je výsledek uložen i do
vyrovnávací paměti (databáze). Do té jsou ukládány pouze kompletní výsledky, jinak by
mohlo dojít k tomu, že nástroje pod zatížením (nebo z jiného důvodu) nestihnou dodat vý-
sledek, a stránka, která by normálně byla zablokována, by byla povolena a to i pro všechny
ostatní dotazy. Pokud výsledek není kompletní, dojde pouze ke kontrolnímu výpisu. Ná-
sleduje kontrola výsledku pomocí instanční metody getResultSum() třídy UrlResult (její
implementace bude popsána v sekci 4.7.7). Pokud výsledek této metody je větší než nula,
má být URL kontrolovaná v reálném čase blokována a metoda waitForResult(url) tedy
navrací URL kam se má kontrolovaná URL přesměrovat, což je v našem případě vždy blo-
kovací stránka "http://block.cyanrd.cz". Pokud je výsledek roven nule, je kontrolovaná
URL povolena a je navrácen prázdný řetězec.
4.7.4 Popis vytvořené databáze
V rámci Python serveru byla vytvořena databáze implementující vyrovnávací paměť ser-
veru, tato databáze byla vytvořena pomocí databázového systému PostgreSQL, skript pro
její vytvoření je v kódu 4.1. Databáze obsahuje pouze jednu tabulku cyan server cache.
Tato tabulka má jako primární klíč atribut id typu bigserial což je automaticky se in-
krementující osmi bytové celé číslo. Dalšími atributy jsou url což je atribut reprezentující
klasifikovanou URL, result url což je výsledek k dané URL (URL kam se má požadavek
přesměrovat) a atribut create time uchovávající stáří záznamu, takže DB uchovává pouze
aktuální záznamy.
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CREATE TABLE cyan s e rve r ca che
(
id b i g s e r i a l NOT NULL,
u r l text ,
r e s u l t u r l text ,
c r e a t e t i m e timestamp without time zone ,
CONSTRAINT id pr imarykey PRIMARY KEY ( id )
)
Kód 4.1: Skript pro vytvoření databáze.
4.7.5 Třída CyanDB
Tato třída implementuje komunikaci s vyrovnávací pamětí, která je v tomto případě persi-
stentním úložištěm dat, čili databáze.
Pro komunikaci s popsanou databází je využita knihovna psycopg2. V konstruktoru
třídy CyanDB se inicializuje atribut conn této třídy, pomocí volání knihovny
psycopg2.connect("dbname=’...’ user=’...’ host=’...’ password=’...’"), kam se
doplní údaje k databázi jako jméno, uživatel, host a heslo. Toto volání navrátí objekt re-
prezentující spojení s databází, ze kterého se poté ještě inicializuje atribut cursor pomocí
metody cursor().
Třída CyanDB poskytuje celkem čtyři metody z nichž tři vykonávají SQL kód, pomocí
metody execute(sql) atributu cursor. Každá metoda execute(sql) musí být následo-
vána metodou commit() volanou přes atribut conn, tato metoda dokončuje danou transakci
databáze.
První metodou je metoda fetchAll(), která vykonává jednoduchý SQL kód pro výběr
všech záznamů z tabulky.
Druhá metoda fetchByUrl(url) nejprve smaže záznamy v databázi starší než 7 dní
pomocí podmínky
”
create time <= NOW() - INTERVAL ’7 days’“. Následuje vybrání
záznamu z databáze, který je roven parametru metody. Dotaz obsahuje podmínku
”
url
= (%s);“, kde
”
%s“ je parametr SQL dotazu, za který se dosadí parametr url metody
fetchByUrl(url). Toho je docíleno voláním metody execute() se dvěma parametry, které
má tvar
”
cursor.execute(sqlDotaz, (par1, par2 . . .))“. V sqlDotaz poté dojde k nahrazení
symbolů (%s) (nebo jiných, v našem případě (%s), protože se pracuje s řetězci) jednotlivými
parametry, tyto parametry jsou knihovnou psycopg2 sanitizovány, čímž zabraňují vzniku
útoku typu SQL Injection.
Třetí metoda se jmenuje insertUrl(url, redirectUrl) a slouží k ukládání nových
záznamů do databáze. Jejími parametry jsou url (URL kontrolována v reálném čase) a
redirectUrl (kam se má daná URL přesměrovat). Pro vykonání SQL příkazu je opět
využita parametrizovaná metoda execute(). Seznam parametrů, které budou vkládány
do SQL příkazu obsahuje tři položky: url, redirectUrl a posledním je aktuální datum,
získané voláním datetime.datetime.utcnow().
Poslední metodou třídy CyanDB je metoda addToCache(blockUrl, url, numValue).
Tato metoda zaobaluje volání metody insertUrl(), ostatní skripty tedy volají metodu
addToCache(), místo přímého volání metody insertUrl(). Metoda addToCache() vyža-
duje tři parametry. První je blockUrl, udávající URL, kam budou přesměrovány blokované
požadavky. Další parametr je url, udávající URL kontrolovanou v reálném čase. Posled-
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ním parametrem je numValue, tento parametr udává součet pozitivních nálezů jednotlivých
nástrojů (podrobněji popsáno v sekci 4.7.6). Pokud některý nástroj najde na stránce pří-
znaky pornografického materiálu, zvýší se hodnota numValue o jedničku, je-li tedy hodnota
různá od nuly, na kontrolované URL se nachází pornografický materiál a bude blokována.
V metodě addToCache(blockUrl, url, numValue) se tedy kontroluje hodnota numValue,
pokud je hodnota vyšší než nula, volá se metoda insertUrl(url, blockUrl). Tedy k dané
url bude přiřazena URL blokovací stránky. Pokud je hodnota numValue rovna nule, pak je
k dané url přiřazen prázdný řetězec.
4.7.6 Třída ServiceCaller
Celkově se v rámci implementace musel vyřešit problém, že nástroje pro detekci pornogra-
fického obsahu na stránkách komunikují asynchronně, čili po zadání požadavku na kontrolu
stránky přijde odpověď do jiné metody navíc s libovolným zpožděním. Tato třída (s pomocí
třídy UrlChecker) implementuje mechanismus, pomocí kterého metoda waitForResult
třídy UrlChecker zadá požadavek na kontrolu dané URL, a do určitého času ji přijde od-
pověď. Pokud odpověď v daném časovém úseku nepřijde, předpokládá se, že URL byla
nezávadná. Při příštím dotazu na URL již bude výsledek k dispozici díky vyrovnávací da-
tabázi, protože i když na odpověď klient již nečeká, bude příchozí odpověď uložena do
vyrovnávací databáze.
V rámci třídy ServiceCaller se tedy udržuje slovník výsledků. Každý výsledek se
skládá z odpovědi všech nástrojů, pokud tedy nějaká odpověď chybí, výsledek není kom-
pletní. Jakmile výsledek kompletní je, je probuzen klient, který požadoval kontrolu dané
URL a je mu navrácen kompletní výsledek. Po navrácení kompletního výsledku dojde ke
smazání výsledku ze slovníku. Pokud vyprší časovač a výsledek není kompletní, je navrá-
cen výsledek, ale ze slovníku se nemaže. Teprve až přijdou odpovědi od všech nástrojů je
výsledek ze slovníku smazán, a přidán do vyrovnávací databáze.
Popis atributů třídy
Třída ServiceCaller dědí od třídy Thread. Třída obsahuje konstantu CONST BLOCK NAME,
ve které je uložena URL stránky pro blokování. Dále má tato třída několik třídních atributů,
jedním z nich je atribut poll, ve kterém je uložen výsledek volání zmq.Poller(). Dalším
třídním atributem je ctx, ve kterém je uložen výsledek volání zmq.Context(), což je in-
stance třídy zmq.Context(). Pomocí této instance je inicializováno dalších pět atributů,
které reprezentují jednotlivé nástroje pro detekci pornografického obsahu.
Prvním z nich je atribut downloader, ten reprezentuje nástroj Downloader, popsaný
v minulé kapitole. Atribut je inicializován voláním ClientTask(zmqContext, id, url),
kde zmqContext je instance třídy zmq.Context (tedy atribut ctx). Parametr id je jed-
noznačný identifikátor a poslední parametr url, je URL, udávající kde běží daný nástroj.
Jednotlivé nástroje jsou totiž služby, běžící na dané IP a na daném portu. Podobně jsou
inicializovány i atributy reprezentující ostatní nástroje domcheck, titlecheck, metacheck a
imgcheck. Jejich inicializace se liší pouze v zadaném id a url.
Po inicializaci těchto atributů, které reprezentují jednotlivé nástroje, je nutné se přihlásit
k odběru zpráv od socketů, které jsou v každém atributu. Toto přihlášení se vykonává
pomocí volání metody register(socket, zmq.POLLIN). Parametr socket této metody
se získá pomocí atributů pro jednotlivé nástroje (pomocí jejich atributu socket). Druhý
parametr metody zmq.POLLIN je hodnota atributu z knihovny ZMQ. Stejným způsobem se
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přihlásí pro odběr zpráv i atributy pro domcheck, titlecheck, metacheck a imgcheck. Třída je
tedy zaregistrována pro naslouchání z pěti socketů, pro komunikaci s jednotlivými nástroji.
Další atribut třídy ServiceCaller je CONST POLL WAIT, ten udává maximální dobu če-
kání na přijetí zprávy od jednotlivých socketů (v milisekundách). Třídní atribut resultList
je slovník, který bude obsahovat výsledky od jednotlivých nástrojů, pro tyto výsledky byla
vytvořena třída UrlResult, která bude popsána v následující sekci. Posledním třídním atri-
butem je atribut resultListLock, v něm je uložena instance třídy threading.RLock(),
která reprezentuje reentrantní zámek, který bude využit k implementaci výlučného přístupu
k některým atributům nebo metodám.
Popis konstruktoru třídy
V konstruktoru třídy ServiceCaller se pouze nastaví formát logovacích výpisů pomocí
volání logging.basicConfig().
Popis metody run()
Vstupním bodem této třídy je metoda run(), její implementace v třídě Thread bude pře-
kryta implementací v naší třídě. Tato třída bude jako služba, tedy její vlákno poběží v neko-
nečném cyklu. V tomto cyklu se výsledek volání dict(param) uloží do proměnné sockets.
Jako parametr volání zvolíme poll.poll(time), což je metoda poll(time) atributu poll.
Té do parametru time nastavíme dobu čekání na zprávu od socketů - dříve představený atri-
but CONST POLL WAIT. Navrácená hodnota je tedy uložena do lokální proměnné sockets,
ta je poté kontrolována na její hodnotu. Obsahuje-li hodnotu rovnou nule, žádná zpráva od
socketů nepřišla, z volání poll() došlo k navrácení na základě překročení časového limitu.
Pokud je ale hodnota v proměnné sockets vetší než nula, byla přijata odpověď od jednoho
nebo více socketů. Následuje tedy ověřování od kterého z nich byla zpráva přijata.
Tato kontrola probíhá pomocí třídních atributů třídy ServiceCaller, které reprezen-
tují jednotlivé nástroje. U těchto atributů se přistoupí k jejich již dříve zmíněnému atri-
butu socket. Pokud platí, že se socket konkrétního nástroje vyskytuje v lokální proměnné
sockets (slovník), byla přijata zpráva od daného nástroje. Nad tímto atributem je poté ještě
zavolána metoda recv(), která přijme odpověď od socketu. Její návratová hodnota je kont-
rolována na hodnotu různou od hodnoty None. Pokud navrácená hodnota není None, pak se
zavolá jedna z metod handleDomcheckResponse(msg), handleDownloaderResponse(msg),
handleTitlecheckResponse(msg), handleMetacheckResponse(msg) nebo
handleImgcheckResponse(msg), podle toho, který ze socketů zprávu přijal. Tyto metody
budou popsány v následujících odstavcích.
Popis metody requestCheck()
Výše zmíněná metoda run() tedy implementuje přijímání zpráv od ostatních nástrojů,
požadavky na kontrolu dané URL jsou zadávány pomocí třídní metody requestCheck(url,
condition). Tato metoda je jedna z metod třídy ServiceCaller, ve kterých je nutné
řešit synchronizaci jednotlivých vláken, která danou metodu budou volat, protože server
zpracovává každý HTTP POST požadavek v novém vlákně. Dále samotná metoda run() je
spouštěna ve svém vlastním vlákně. Synchronizace jednotlivých volání metod a přístupu do
kritických sekcí je implementována pomocí zmíněného třídního atributu resultListLock,
který je instancí reentrantního zámku.
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Při volání metody requestCheck(url, condition) je tedy nejprve pomocí volání me-
tody acquire() zamčen tento reentrantní zámek. Poté se kontroluje slovník jednotlivých
výsledků klasifikace, tedy atribut resultList. Klíčem do tohoto slovníku je URL, která se
v reálném čase kontroluje. Pokud tedy ke kontrolované URL již ve slovníku existuje záznam,
někdo se na danou URL již ptá, není tedy třeba znovu vysílat žádosti, stačí pouze zvýšit
počet čekajících u daného záznamu o jedničku.
Kdyby se zde zámek nezamkl, mohlo by nastat, že by se jedno vlákno ptalo na nějakou
URL ve slovníku, pro kterou by v něm byl záznam. Nicméně by mohlo být přerušeno a
pokračovalo by vlákno, které kontroluje stejnou URL, které záznam do slovníku vložilo,
a výsledek by ze slovníku vybralo (tedy také smazalo). Pokud by poté pokračovalo první
vlákno, nastala by chyba při výběru klíče URL ze slovníku. Tomu se díky využití zámku
zamezí. Pokud první vlákno zamkne zámek než jde kontrolovat obsah slovníku a je přerušeno
jiným vláknem, druhé vlákno nemůže pokračovat, protože zámek je zamknutý, řízení je tedy
předáno prvnímu vláknu.
Pokud záznam ve slovníku není, je ho nutné vytvořit, čili se vytvoří nová instance třídy
UrlResult popsané v následující sekci. Poté se odešlou požadavky na ostatní nástroje,
aby danou URL prověřily. Nejprve se odešle požadavek nástroji Domcheck, ten ke kontrole
nepotřebuje stahovat obsah dané URL, protože kontroluje pouze doménu webové stránky.
Požadavek na nástroj Domcheck obsahuje tři parametry, je tedy vytvářen pouze metodou
send(priority, id, url) třídního atributu domcheck. Parametr priority udává prioritu
zpracování požadavku (nula udává nejvyšší prioritu), parametr id jednoznačně identifikuje
požadavek a parametr url obsahuje kontrolovanou URL. Následně se posílá požadavek na
stažení stránky nástroji Downloader, požadavky na další nástroje se budou posílat až po
zpracování odpovědi od tohoto nástroje.
Protože nástroj Downloader má pro přijetí požadavku na stažení stránky více para-
metrů, je pro posílání zpráv vytvořena třídní metoda sendDownloaderMsg(url). V této
metodě se přes třídní atribut downloader volá metoda make json data req raw() s para-
metry priorita, id, url a přepínači pro nastavení maximální hodnoty zpoždění, maximální
doby vyrovnávací paměti. Metoda zadané parametry převede do formátu JSON. Ten je poté
metodou msg encode() atributu downloader zakódován. Následně je přes atribut socket
atributu downloader zavolána metoda send(data), která zadaná data (zde zakódovaný
JSON) odešle nástroji Downloader.
Po odeslání požadavku nástroji Downloader je již možné uvolnit zámek zavoláním me-
tody release() atributu resultListLock. Poznámka: Toto uvolnění zámku by mohlo být
provedeno rovnou po vytvoření nového klíče do slovníku, nebo po zvýšení počtu čekajících
na daný výsledek, pro přehlednost kódu však byla zvolena výše popsaná varianta.
Popis metody handleDomcheckResponse()
Tato metoda zpracovává odpovědi od nástroje Domcheck. Formát odpovědi je zobrazen
v kódu 4.4. V metodě handleDomcheckResponse(msg) se tedy kontroluje jestli se v JSON
odpovědi nachází jednotlivá pole jako status, data, id, categorization, domcheck, catnum
a url. Pokud se všechny tyto klíče nachází v odpovědi, můžeme k nim tedy přistoupit. Získá
se id odpovědi a uloží se pro názornost do lokální proměnné id, to samé se udělá s hodnotou
catnum do lokální proměnné catNum. Id se vezme jako klíč do slovníku odpovědí, dle něj se
nalezne hodnota, která je instancí třídy UrlResult, tato instance se předá jako parametr
metodě incRecResSynchronized(urlResult) popsané níže. Poté zbývá ověřit, jaká byla
zjištěná kategorie stánky. To se zjistí podle hodnoty proměnné catNum, je-li rovna jedné,
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což je číslo pro kategorii pornografie, je k patřičné instanci UrlResult ze slovníku odpovědí
zaznamenáno, že nástroj Domcheck měl pozitivní nález.
{
” s t a t u s ” : 0 ,
”msg ” : ”” ,
” func t i on ” : ” r e s u l t s c a t p h i s h ” ,
” id ” : ”1433427812” ,
” data ” : {
” c a t e g o r i z a t i o n ” : {
”domcheck ” : [
{ ” u r l ” : ” sex . com” , ”catnum ” : 1 ,
” note ” : ”” , ” timestamp ” : 1433427820 ,
” con f idence ” : 1 . 0 }
]
}
}
}
Kód 4.2: Formát JSON odpovědi od nástroje Domcheck.
Popis metody handleDownloaderResponse()
Struktura odpovědi od nástroje Downloader je zobrazena v kódu 4.3. Atribut status repre-
zentuje status odpovědi, nula znamená, že se stránka stáhla v pořádku. Hodnota atributu
msg nese informace o případné chybě, v případě že je status nula, je obsah msg prázdný.
Hodnota atributu id váže danou odpověď k předchozímu požadavku. URL, na kterou byl
požadavek ke stažení, je uložena v atributu url, a atribut nurl je původní URL v norma-
lizovaném tvaru. Tento parametr je použit pro stažení stránky a uložení do vyrovnávací
databáze. Pokud při stahování stránky nastanou přesměrování, atribut effective url ob-
sahuje konečnou URL. Odpověď obsahuje ještě další parametry, které v této metodě nejsou
použity, nebudou zde tedy popsány.
{
” s t a t u s ” : 0 ,
”msg ” : ”” ,
” id ” : ”aHR0cDovL3d3dy5nb29nbGUuY29t” ,
” data ” : {
” u r l ” : ” goog l e . com” ,
” nur l ” : ” http :// goog l e . com/” ,
” e f f e c t i v e u r l ” : ” https : //www. goog l e . cz ” ,
” content ” : ”eJyzySjJzbGz0QdTAB/mBI4=”,
” headers ” : ”eJxzzs8rSc0r0S2pLEi1UijIScwE8itKAGoFCP4=”,
” code ” : 200 ,
” s t a t u s ” : ”OK” ,
” o r i g e n c ” : ” i so −8859−2”
}
}
Kód 4.3: Formát JSON odpovědi od nástroje Downloader.
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V této metodě jsou po přijetí odpovědi od nástroje Downloader volány ty nástroje,
které pro svoji činnost potřebují HTML kód stránky. Nejprve se ověří, že v odpovědi od
Downloader jsou hodnoty pro klíče status, data, id, url a effective url jejichž význam
byl popsán výše. Opět pro přehlednost jsou hodnoty ke klíčům id, url a effectiveUrl
uloženy do lokálních proměnných se stejným jménem.
Následuje kontrola jestli se atribut effective url rovná hodnotě atributu url. Pokud
se atributy rovnají, jsou vyslány požadavky na nástroje Titlecheck, Metacheck a Imgcheck
pomocí metody send(priority, id, url), popsané dříve. Pokud se hodnota atributů ne-
rovná zvýší se počet očekávaných odpovědí o jedna a pošle se ještě jeden požadavek nástroji
Domcheck ke kontrole URL v atributu effective url. Poté se stejně jako v prvním pří-
padě odešlou požadavky na nástroje Titlecheck, Metacheck a Imgcheck. V obou případech
se poté zvýší počet přijatých odpovědí o jedna.
Popis metody handleTitlecheckResponse()
Tato metoda implementuje přijetí zpráv od nástroje Titlecheck, je podobná jako metoda
handleDomcheckResponse(msg), pouze se hledá klíč tst a při pozitivním nálezu se zazna-
mená, že pozitivní nález měl Titlecheck.
{
” s t a t u s ” : 0 ,
” func t i on ” : ”” ,
”msg ” : ”” ,
” id ” : ” sex . com” ,
” data ” : {
”domain ” : ” sex . com” ,
” c a t e g o r i e s ” : [ 1 ] ,
” t i t l e ” : ”porn v ideos xxx p i c s and p e r f e c t g i r l s | sex . com”
}
}
Kód 4.4: Formát JSON odpovědi od nástroje Titlecheck.
Popis metody handleMetacheckResponse()
Ani implementace této metody se příliš neliší od metod handleTitlecheckResponse() a
handleMetacheckResponse(). Pouze se hledá výskyt klíče metacheck a při nálezu se do
instance třídy UrlResult uloží, že nástroj Metacheck nalezl pornografický obsah. Místo
klíče title je v odpovědi od nástroje Metacheck klíč metadata. Hodnota k tomuto klíči je
obsah elementů meta s hodnotou description nebo keywords u atributu name.
Popis metody handleImgcheckResponse()
Zpracování odpovědi od nástroje Imgcheck, se také liší v klíčí imgcheck v odpovědi. Dále ob-
sahuje klíč response, hodnota k tomuto klíči je celá odpověď od nástroje, obsahuje položky
jako kontrolovanou URL, počet obrázků na URL, počet obrázků v hlídaných kategoriích a
dobu, jakou trvalo získání výsledku.
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Popis synchronizovaných třídních metod
Mimo výše popsanou metodu requestCheck() jsou v této třídě ještě ostatní metody, které
využívají zámku pro synchronizaci přístupů do kritické sekce.
Jednou z nich je metoda getResult(url), tato metoda nejprve zamkne zámek pomocí
metody acquire(). Následně ověří, jestli pro danou URL je ve slovníku výsledek, pokud
ano, tento výsledek si uloží do lokální proměnné. Poté zavolá metodu decNumberWaiting()
třídy UrlResult, ta sníží počet čekajících na daný výsledek o jedna (bude podrobněji
popsáno v popisu třídy UrlResult). Pokud již nikdo na daný výsledek nečeká a výsledek
je kompletní, je možné tento výsledek ze slovníku smazat. Poté se zámek odemkne, pomocí
volání release(). Metoda navrací daný výsledek, který byl získán ze slovníku výsledků.
Další ze synchronizovaných metod je již v předchozích sekcích zmíněná metoda
incRecResSynchronized(urlResult), která má za parametr instanci třídy UrlResult.
Metoda ověří, jestli zadaný parametr není None, pokud ne tak metodou acquire() za-
mkne zámek. Následuje zavolání metody incRecievedResponses() třídy UrlResult, která
zvedne počet přijatých odpovědí. Po této metodě se kontroluje, jestli počet očekávaných od-
povědí je roven počtu přijatých odpovědí a zároveň pokud je počet čekajících na odpověď
roven nule. Pokud obojí platí, vloží se hodnota výsledku do vyrovnávací databáze a výsle-
dek se ze slovníku smaže. Znamená to, že někdo čekal na kompletní odpověď, ale protože
odpověď přišla po příliš dlouhé době, nastalo vypršení časovače a výsledek byl navrácen
nekompletní. V tomto případě ale záznam zůstal ve slovníku výsledků. Do vyrovnávací
databáze se vkládají pouze data z kompletních výsledků, stejně tak ze slovníku se mažou
pouze kompletní výsledky. Poslední příkaz této metody je odemčení zámku.
Metoda incExpResSynchronized(urlResult) slouží ke zvýšení hodnoty očekávaných
odpovědí od ostatních nástrojů. Podle počtu přijatých a počtu očekávaných odpovědí se
určuje, zdali je výsledek již kompletní či nikoliv. V metodě se pouze kontroluje, aby hodnota
parametru nebyla None. Poté se zamkne zámek, zavolá se metoda incExpectedResponses()
instance třídy UrlResult (zadané jako parametr). Tato metoda vykonává samotnou inkre-
mentaci. A je následovaná odemknutím zámku.
Poslední metodou je decNumberWaitingSynchronized(url) tato metoda slouží k snížení
počtu čekajících na odpověď. Tato metoda nemá za parametr instanci třídy UrlResult, ale
pouze URL. Metoda podobně jako předchozí synchronizované metody zamkne zámek, poté
se podívá do slovníku výsledků, jestli se v něm nachází daná URL. Pokud ano, je nad da-
ným výsledkem zavolána instanční metoda decNumberWaiting() třídy UrlResult. Poté se
zámek odemkne.
4.7.7 Třída UrlResult
Tato třída je hojně užívána ve třídě ServiceCaller, mnoho jejích metod tedy již bylo zmí-
něno. Třída obsahuje atribut EXPECTED RESPONSES udávající počet očekávaných odpovědí
(v našem případě 5, od každého nástroje jedna odpověď).
Konstruktoru této třídy se předávají dva parametry, url reprezentující URL, ke které
výsledek patří, druhým je instance třídy Condition což je
”
condition variable“, která byla
zmíněna dříve a slouží k pozastavení nebo k pokračování daného vlákna. V konstruktoru
proběhne inicializace počtu přijatých odpovědí na nulu. Přijatý parametr url se uloží do
atributu url. Vytvoří se slovník pro výsledky od jednotlivých nástrojů, kde klíčem do
slovníku je jméno nástroje, hodnota k danému klíči je číslo jedna nebo nula, podle toho
jestli se na stránce vyskytuje pornografický obsah, výchozí hodnota je tedy hodnota nula pro
všechny nástroje. Každá instance této třídy může mít jinou hodnotu očekávaných odpovědí,
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proto je vytvořen instanční atribut expectedResponses inicializován třídním atributem
EXPECTED RESPONSES.
Výchozí hodnota pro počet čekajících na odpověď je nastavena na hodnotu jedna, dále
se nastaví, že výsledek není kompletní. Následuje inicializace atributu conditionList což je
seznam jednotlivých
”
condition variable“, které jsou zadávány jako parametr konstruktoru.
Těchto podmínek může být obecně více, protože pokud na daný výsledek čeká více poža-
davků, musí být pomocí
”
condition variable“ upozorněny všichni čekající. Po inicializaci
seznamu do něj tedy vložíme hodnotu parametru condition zadaného konstruktoru.
Instanční metoda getResultSum() navrací součet výsledků od ostatních nástrojů. Vý-
sledkem této metody je číslo od nuly(žádný nástroj nenalezl pornografický materiál) až do
počtu nástrojů (tedy všechny nástroje našli pornografický obsah na kontrolované stránce).
Další metoda instance je incRecievedResponses(), tato metoda nejprve zvedne počet
přijatých odpovědí o jedničku. Následuje kontrola, jestli již byly přijaty všechny očekávané
odpovědi, pokud ano nastaví se hodnota instančního atributu resultComplete na hodnotu
True. Jakmile je výsledek kompletní, je nutné oznámit všem čekajícím na daný výsledek,
že je k dispozici. Metoda tedy obsahuje cyklus přes všechny položky v atributu (seznamu)
conditionList, nad každou položkou je nejprve zavolána metoda acquire(), následovaná
samotnou metodou notify() , která probudí uspané vlákno. Po ní je ještě uvolněn zámek
voláním release().
Metoda incExpectedResponses() pouze zvyšuje hodnotu atributu expectedResponses
o jedna. Podobně metoda incNumberWaiting(condition) zvyšuje hodnotu atributu
numberWainting o jedna, navíc ale do listu
”
condition variable“ přidává parametr, této
metody. Protože pro přidání dalšího čekajícího na výsledek je nutné mít způsob jak ho
z čekání probudit. Tato metoda navrací celé číslo, udávající počet čekajících. Oproti tomu
metoda decNumberWaiting() snižuje počet čekajících na odpověď, z listu
”
condition varia-
ble“ položky neubírá, nebylo by totiž jasné kterou z položek má umazat. Poslední metodou
je metoda getNumberWaiting(), ta navrací počet čekajících na daný výsledek.
4.8 Implementace systému Imgcheck
Tento nástroj kontroluje všechny obrázky na dané URL pomocí hluboké neuronové sítě.
Využívá faktu, že pornografické obrázky jsou hlubokou neuronovou sítí klasifikovány do
tříd bikiny, podprsenky a spodní prádlo.
Nástroj používá stejnou architekturu jako ostatní nástroje, běží jako služba na daném
serveru a čeká na příchozí požadavky. Po přijetí požadavku posílá dotaz na stažení stránky
nástroji Downloader, po přijetí odpovědi na tento dotaz se pracuje s HTML kódem stránky
(ten je součástí odpovědi), ve kterém se najdou veškeré URL obrázků dané stránky. Jednot-
livé URL obrázků jsou poté znovu odesílány nástroji Downloader, který obrázky stahuje.
Stažené obrázky jsou následně předány neuronové síti ke klasifikaci.
Tento nástroj se spouští skriptem run service.py, v jeho hlavním bloku se vytvoří
instance třídy ImgCheckCaller popsané v následující sekci a zavolá se její metoda
runImgCheckCaller().
Třída ImgCheckCaller
V konstruktoru této třídy se inicializují atributy pro komunikaci s nástrojem Downloader
(podobně jako v dříve popsané třídě ServiceCaller). Dále se v konstruktoru vytváří in-
stance třídy DeepNeuronClassificator a Imgcheck popsaných níže. Tyto instance se uloží
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do instančních atributů classifier a imgcheck. V konstruktoru se také inicializuje insta-
nční atribut imgcheckRequestList, což bude slovník pro uložení jednotlivých požadavků
na kontrolu stránky obsahující instance třídy ImgcheckRequest, klíč k těmto instancím
bude URL odpovídající stránky.
Služba pro detekci pornografických obrázků na webových stránkách se spouští zmíněnou
instanční metodou runImgCheckCaller() ta obsahuje nekonečný cyklus, ve kterém čeká
na požadavky na kontrolu URL, ale také na odpovědi od nástroje Downloader.
Při přijetí požadavku na kontrolu URL se odešle požadavek na stažení dané webové
stránky nástroji Downloader.
Při přijetí odpovědi od nástroje Downloader se kontroluje, jestli se jedná o odpověď na
požadavek stažení stránky, nebo o odpověď na stažení obrázku. To se zjistí podle atributu
imgcheckRequestList, který obsahuje všechny požadavky na kontrolu stránky a ke každé
stránce seznam URL obrázků. Nachází-li se tedy URL v některém ze seznamu obrázků,
jedná se o stažený obrázek, jinak se jedná o staženou stránku.
Jedná-li se o staženou stránku, jsou v jejím obsahu pomocí třídy Imgcheck (popsané
dále) nalezeny URL všech obrázků na stránce. Do slovníku imgcheckRequestList je vložena
nová instance třídy ImgcheckRequest. Tato instance nese informace o URL stránky a
o všech URL obrázků na stránce. Následně jsou vygenerovány požadavky nástroji Downlo-
ader ke stažení všech obrázků dané stránky.
Jedná-li se o stažený obrázek musí se nejprve převést do formátu pro framework Caffe.
Je tedy volána metoda myLoad image(content), která převádí obrázek do trojrozměrného
pole typu float32. Konvertovaný obrázek je poté předán hluboké neuronové síti voláním
metody classifyImgUrl(img, result) třídy DeepNeuronClassificator. Tato metoda je
volána vždy z nového vlákna s využitím instance třídy ClassifyImgThread, aby klasifikace
jednotlivých obrázků mohla probíhat paralelně. Výsledkem této metody je seznam naleze-
ných kategorií pro obrázek, který je prohledán na výskyt hledaných kategorií a následně
zaznamenán do slovníku výsledků. Pokud jsou již zkontrolovány všechny obrázky stránky,
odešle nástroj Imgcheck výsledek klasifikace.
Dále může nastat, že se v odpovědi od nástroje Downloader nenachází ani obrázek,
ani HTML kód stránky (atribut content je prázdný). Tento typ odpovědi identifikuje,
že nastalo vypršení časovače při stažení stránky (resp. obrázku), který je nastaven na 20
sekund. Při této situaci si je nutné označit, že odpověď přišla, aby se na ni dále nečekalo.
Třída ImgcheckRequest
Tato třída slouží k uložení požadavků na nástroj Imgcheck, obsahuje pouze konstruktor
s parametrem kontrolovaná URL, druhý parametr je seznam všech URL obrázků na dané
stránce získané pomocí instance třídy Imgcheck. Oba tyto parametry si uloží do svých
atributů url a imgUrls. Dále se v konstruktoru provádí inicializace ostatních atributů
jako počet přijatých odpovědí (atribut responses), počet očekávaných odpovědí (atribut
expectedResponses) a atribut result, což je slovník s výsledkem kategorizace všech ob-
rázků. Ten se předá klasifikátoru a dle jeho odpovědi se poté vytvoří odpověď požadavku
na nástroj Imgcheck.
Třída Imgcheck
Instance třídy Imgcheck je používána při přijetí požadavku na kontrolu URL, volá se její me-
toda getCheckImgs(soup, url). Té se předá jako parametr instance třídy BeautifulSoup,
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která se vytvoří z obsahu HTML stránky, který se získal z atributu content odpovědi od ná-
stroje Downloader. Tato instance bude použita pro prohledávání struktury webové stránky
a hledání obrázků v ní. Druhým parametrem je URL kontrolované stránky. Výsledkem této
metody je seznam všech URL obrázků na dané stránce.
V rámci této metody je nejprve inicializovány seznamy pro URL obrázků na dané
stránce, poté jsou volány metody getImgElemImgs() a getStyleImgs(). Obě metody při-
jímají jako parametry instanci BeautifulSoup zmíněnou dříve, seznam do kterého budou
ukládat URL nalezených obrázků a URL která se kontroluje.
Metoda getImgElemImgs() hledá HTML elementy img, z nich poté získává hodnotu
atributu src. Následně ověří, jestli je cesta absolutní nebo relativní a případně ji převede
na cestu absolutní pomocí volání urljoin(url1, url2) knihovny urlparse.
Metoda getStyleImgs() vyhledává hodnoty
”
background-image:url“ atributu style.
Po získání cesty k obrázku převádí relativní cesty na absolutní stejným způsobem jako
metoda výše.
Třída DeepNeuronClassificator
Tato třída reprezentuje hlubokou neuronovou síť, v jejím konstruktoru se načte model
hluboké neuronové sítě voláním python.caffe.Net(path1, path2, mode), kde path1 je
cesta k souboru deploy.prototxt, který obsahuje informace o jednotlivých vrstvách sítě,
param2 je cesta k binárnímu souboru bvlc reference caffenet.caffemodel, který obsa-
huje naučené parametry sítě a parametr mode určuje, jestli se jedná o testování nebo učení.
V tomto případě se jedná o testování (hodnota python.caffe.TEST). V konstruktoru se
poté nastaví ještě další parametry neuronové sítě.
Jedinou instanční metodou této třídy je metoda classifyImgUrl(img, resultDict).
Tato metoda je volána pro klasifikaci obrázku zadaného jako parametr, druhým parametrem
je slovník, ten slouží pro uložení výsledku klasifikace celé stránky. Obsahuje položky jako
url, img count udávající počet obrázků na dané stránce, cat bikiny udávající počet ob-
rázků z kategorie bikiny a cat brassiere udávající počet obrázků z kategorie podprsenka.
Před kategorizací obrázku se ověří, že obrázek má větší rozměry než minimální rozměry
obrázku, dané třídním atributem MIN IMG WIDTH, ten je nastaven na hodnotu 100 pixelů.
Tímto se vyhneme klasifikaci různých obrázků s ikonami a tlačítky. Pokud obrázek splňuje
minimální rozměry, je zvýšen čítač obrázků na stránce pomocí klíče img count do slov-
níku resultDict. Voláním self.net.forward() se spustí klasifikace obrázku. Výsledkem
metody je seznam všech nalezených kategorií, které byly na obrázku nalezeny.
4.8.1 Nastavení parametrů blokování
Po zkontrolování obrázků na kontrolované webové stránce, je nutné vypočítat celkový vý-
sledek pro danou stránku. Ten se určí dle procentuálního zastoupení obrázků z kategorií
bikiny, podprsenky a spodní prádlo v celkovém počtu obrázků na stránce.
Nejprve byly nasbírány data z 8000 webových stránek z nichž asi 2000 obsahovalo porno-
grafický materiál. Z každé stránky byl získán celkový počet obrázků, počet obrázků z kate-
gorie bikiny a počet obrázků z kategorie podprsenka, spodní prádlo. Z těchto atributů byly
vypočítány koeficienty bikRat a braRat udávající procentuální zastoupení obrázků z da-
ných kategorií. U každé webové stránky byl ještě údaj o tom, jestli obsahuje pornografický
materiál.
Tyto informace o daných stránkách byly uloženy do databáze a následně importovány do
programu pro data mining RapidMiner. Pomocí něj bylo určeno, při jakém procentuálním
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zastoupení obrázků z daných kategorií se jedná o pornografickou stránku.
Použitý klasifikátor v programu RapidMiner byl rozhodovací strom, pro jeho snadnou
interpretovatelnost výsledků, který je na obrázku 4.4. V něm třída 1 odpovídá pornogra-
fickým stránkám a ostatním stránkám třída 0. Tento rozhodovací strom byl do nástroje
Imgcheck přepsán pomocí výrazů, které reprezentují jednotlivé cesty od kořene k listovým
uzlům v rozhodovacím stromě. Jednotlivé výrazy jsou tvořeny podmínkami (pro každou
hranu jedna podmínka) s logickým součinem AND. Výrazy reprezentující různé cesty ke
shodné třídě jsou poté spojeny logickým operátorem OR.
Obrázek 4.4: Rozhodovací strom z programu RapidMiner.
Pro klasifikaci do tříd pornografie a nepornografie byly trénovací data nerovnoměrně
zastoupena (2000 pornostránek oproti 8000 normálním stránkám), protože v kategorii nor-
málních stránek se nachází více typů stránek (cestování, automobily, zpravodajství, blogy
atd.). Byly prováděny i experimenty s jiným zastoupením, ale nakonec se ukázalo, že použití
těchto trénovacích dat dává nejvyšší přesnost klasifikace.
4.8.2 Výsledky klasifikace nástroje Imgcheck
Úspěšnost klasifikace v programu RapidMiner byla 95 % a je podrobněji zobrazena na ob-
rázku 4.5. Nicméně data pro program RapidMiner byla odfiltrována od stránek, na kterých
se nástroji Imgcheck nepodařilo najít žádné obrázky, těchto stránek bylo 3000 z celkového
počtu 11000 stránek (někdy ovšem stránka opravdu neobsahovala obrázky). Z těchto 3000
stránek bylo 900 pornostránek, které by nebyly odhaleny (s jejich započtením by úspěšnost
klasifikace byla 85,4 %).
Tyto pornografické stránky se nepodařilo odhalit z několika důvodů, někdy pornogra-
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fická stránka obsahuje vstupní stránku, která neobsahuje obrázky. V některých případech
pornostránka obsahovala pouze odkazy na ostatní porno obsah bez náhledů (obrázků). V ji-
ných případech byly obrázky na stránce načítány až za běhu pomocí klientského JavaScript,
k odstranění tohoto problému by bylo třeba úplně jiného přístupu k načítání stránek, což
je nad rámec této práce.
Obrázek 4.5: Výsledky klasifikace z programu RapidMiner.
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Kapitola 5
Ověření funkčnosti a experimenty
5.1 Otestování prototypů webových prohlížečů
Oba prototypy byly otestovány na schopnost blokování nevhodného obsahu pomocí testo-
vací stránky. Tato stránka se různými způsoby snaží zobrazit nepovolenou webovou stránku.
První způsob, jakým se stránka snaží zobrazit nepovolený obsah, je pomocí knihovny
jQuerry vložit do stránky HTML element object s hodnotou atributu data nastavenou
na nepovolenou URL. Další způsob je zobrazení nepovoleného obsahu v HTML elementu
iframe. Poslední test ověřuje, zdali bude stránka bude zablokována, když se při kliku na
tlačítko stránka přesměruje na zakázanou stránku.
Oba prototypy prohlížečů byly otestovány na oné testovací stránce a všechny pokusy
o zobrazení nevhodné stránky byly neúspěšné. Výběr prohlížeče tedy bude probíhat dle ji-
ných vlastností. V následujících grafech jsou zobrazeny doby nabíhání jednotlivých stránek,
každá stránka byla načtena dvakrát, aby se zjistilo, jaká bude doba načítání již navštíve-
ných stránek. Graf 5.1 zobrazuje časy načítání stránek pro zařízení Google Nexus 7 2013.
Z této tabulky je vidět, že Chromium je většinou v načítání stránky rychlejší s výjimkou
stránky www.playboy.com, která ve Chromium načítala o celých 20 sekund déle. Po druhé
o zhruba 16 sekund déle.
V grafu 5.2 je zobrazeno stejné měření, s pouze jednou změnou, že měření probíhalo na
zařízení Samsung Galaxy S6. V tomto měření bylo Chromium rychlejší téměř při všech načí-
táních webových stránek, s výjimkou stránky www.engadget.com, jednalo se ale o zpoždění
menší než 1 sekunda.
Graf 5.3 zobrazuje měření doby načítání stránek opět na Galaxy S6, pouze nastala
změna, že v prohlížeči je aktivována kontrola každé URL se servery společnosti CYAN
Research & Development. Prohlížeče jsou přejmenovány na pracovní názvy
”
Cyanox“ pro
prohlížeč Fennec (FireFox) a
”
Cyanium“ pro prohlížeč
”
Chromium“. Tato tabulka byla zís-
kávána v jiný časový okamžik, proto se může stát, že i když je každý požadavek kontrolován
se serverem, je načtení stránky rychlejší než v případě, kdy se požadavky nekontrolovaly.
V posledním grafu 5.4 jsou porovnány výsledky načítání stránek v prohlížeči
”
Cya-
nium“ s kontrolou dle DB oproti kontrole dle DB a v reálném čase zároveň (bez nástroje
Imgcheck, jak bude popsáno). Další změnou je, že testovací přístroj Samsung Galaxy S6 byl
v tomto testu aktualizován na Android 6.0 Marshmallow. Graf ukazuje, že kontrola stránek
v reálném čase je při načítání stránky jen o necelé jednotky sekund pomalejší. V reálném
čase se ovšem kontrolují pouze
”
hlavní“ URL, oproti tomu s databází se kontrolují veškeré
požadavky stránky, nikoliv pouze
”
hlavní“ URL.
Obecně lze říct, že Chromium je rychlejší při načítání webových stránek. Dále je jeho
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uživatelské rozhraní více známé uživatelům platformy Android, protože Chromium (respek-
tive Chrome) je předinstalován na Android zařízeních. Jeho užívání tedy nebude uživatele
tolik rozptylovat, uživatel se nebude muset učit zacházet s novým prohlížečem. Architektura
Chromium se zdá být bezpečnější, díky rozdělení do více procesů, takže procesy zobrazu-
jící webovou stránku nemají přístup k hlavnímu procesu, který řídí prohlížeč. Oproti tomu
architektura Fennec je jednoprocesová. Co se vývoje a údržby týče, s prohlížečem Fennec
se pracuje lépe, díky podpoře nativního vývojového prostředí Android Studio a s ním sou-
visejících nástrojů. Na druhou stranu, překladový systém Chromium jsem se plně naučil
používat, jak bylo popsáno v sekci 2.5.4. U prohlížeče Fennec je problém při překladu C++
kódu s již vloženými AAR balíčky (jak bylo popsáno v 2.6.2). Další výhoda Chromium je,
že při kontrolování jednotlivých požadavků vytvořených v rámci načítané stránky v nízkých
vrstvách C++ kódu je stále možné odlišit původní URL (tu nacházející se v kolonce URL
prohlížeče) od ostatních požadavků, které jsou v rámci URL vytvářeny. Protože ve Chro-
mium se v této nízké vrstvě stále pracuje se strukturami s různými atributy, podle kterých
je možné URL odlišit. V prohlížeči Fennec je kontrola jednotlivých požadavků implemen-
tována v místě, kde jsou jednotlivé požadavky v rámci dané stránky pouhé řetězce a nelze
snadno odlišit původní hlavní URL od jednotlivých požadavků v rámci této URL.
Dle výše uvedeného jsem se se společností CYAN Research & Development dohodli, že
další vývoj bude pokračovat výhradně na prohlížeči Chromium.
Obrázek 5.1: Graf zobrazující dobu načítání stránek na zařízení Google Nexus 7 2013.
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Obrázek 5.2: Graf zobrazující dobu načítání stránek na zařízení Samsung Galaxy S6
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Obrázek 5.3: Graf zobrazující dobu načítání stránek na zařízení Samsung Galaxy S6 s kon-
trolou požadavků dle DB.
Obrázek 5.4: Graf zobrazující dobu načítání stránek na zařízení Samsung Galaxy S6 s kon-
trolou požadavků dle DB oproti kontrole dle DB a v reálném čase.
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5.2 Ověření úspěšnosti klasifikátorů
Ověření, že nástroje Titlecheck, Metacheck, Domcheck a Imgcheck neblokují stránky, které
mají být povoleny, neboli ověření
”
false positive“, bylo provedeno na 500 nejpopulárnějších
stránek z žebříčku Alexa [1]. Z těchto stránek nebyla žádná stránka blokována.
Ověření, že nástroje blokují pornografické stránky, bylo provedeno na pornostránkách
z veřejně dostupného seznamu pornografických stránek na URL [2]. Tento seznam obsahuje
315 pornografických stránek.
Výsledek klasifikace založené pouze na HTML obsahu stránky (bez nástroje Imgcheck)
byl 90,4 % (30 pornostránek nebylo detekováno). S využitím nástroje Imgcheck se zvýšila
přesnost klasifikace na 95 % (15 pornostránek nebylo detekováno). Z těchto patnácti ne-
detekovaných stránek, na devíti z nich nebyly detekovány žádné obrázky - byly načítány
pomocí klientského Javascriptu. Ve zbylých případech udělal klasifikátor chybu, daný poměr
bikRat a braRat byl rozhodovacím stromem klasifikován mezi nepornografické stránky.
5.3 Zhodnocení blokování v reálném čase nástroje Imgcheck
Doba klasifikace nástrojem Imgcheck je závislá na počtu obrázků na dané stránce a jejich
rozlišení. Hlavním zpožděním je načítání jednotlivých obrázků z kontrolované stránky, jak
ukazuje graf 5.5.
Původně byla ke stažení jednotlivých obrázků využívána metoda Caffe.io.load()
z frameworku Caffe, která se později ukázala jako časově neefektivní. Nástroj Imgcheck
byl tedy upraven a jednotlivé obrázky jsou nyní stahovány pomocí nástroje Downloader,
který je díky paralelnímu načítání obrázků až dvakrát rychlejší. Průměrně stránka obsahuje
15 obrázků, s využitím nástroje Downloader se doba klasifikace zrychlila až dvojnásobně,
jak ukazuje graf 5.6
Obrázek 5.5: Porovnání rychlosti stahování obrázků.
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Obrázek 5.6: Průměrná doba klasifikace stránky nástrojem Imgcheck
Bohužel se ukázalo, že nástroj Imgcheck nemůže kontrolovat požadavky v reálném čase,
kvůli své o řád vyšší časové náročnosti klasifikace. Mobilní klient čeká na výsledek serverové
části, s čekáním na nástroj Imgcheck by byl mobilní webový prohlížeč pomalý při načítání
jednotlivých stránek. Nehledě na jeho špatnou škálovatelnost a zajištění rychlé odpovědi
pro mnoho uživatelů.
Nástroj Imgcheck byl proto v této práci využit ve formě zpožděného vyhodnocení
stránky. Mobilní klient čeká pouze na výsledky od nástrojů Domcheck, Titlecheck a Meta-
check, ale do vyrovnávací databáze se ukládá výsledek, který je založen i na odpovědi od
nástroje Imgcheck, která přijde později.
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5.4 Výpočetní náročnost serverové části systému blokování
Výpočetně nejnáročnější je nástroj Imgcheck, proto je jeho výpočet rozdělen do několika
vláken, klasifikace každého obrázku neuronovou sítí je prováděna v novém vlákně. Takže
při zpracovávání 100 paralelních požadavků nástroji Domcheck, Imgcheck, Metacheck a
Titlecheck na procesoru Intel Core i5-4690 3.5GHz s 16GB operační paměti nedojde k pl-
nému vytížení jednotlivých jader, ale k jejich pravidelnému střídání, viz obrázek 5.7. Přesto
je nástroj Imgcheck nejpomalejším článkem systému, jak bylo zmíněno výše. Poznámka:
Níže uvedený graf vytížení procesoru není celý záznam běhu, nýbrž pouze
”
reprezentativní
vzorek“ z běhu nástrojů včetně nástroje Imgcheck.
Obrázek 5.7: Graf zobrazující vytížení procesoru při 100 paralelních požadavcích s nástrojem
Imgcheck.
Na obrázku 5.8 jsou porovnány rychlosti nástrojů s a bez nástroje Imgcheck. Nástroj
Imgcheck je tedy o řád pomalejší (207 sekund oproti 11 sekundám). Na obrázku 5.9 je poté
ukázána výpočetní náročnost systému bez nástroje Imgcheck.
Co se paměťové náročnosti systému týče, při testování nástroj nevyužil více jak 2GB
operační paměti.
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Obrázek 5.8: Porovnání rychlosti klasifikace nástroji při obsloužení 100 paralelních poža-
davků.
Obrázek 5.9: Graf zobrazující vytížení procesoru při 100 paralelních požadavcích bez ná-
stroje Imgcheck.
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5.5 Výkonnost implementovaného systému blokování
Blokovací systém musí být schopen klientům odpovědět v reálném čase, v rámci této práce
byl maximální časový limit odpovědi nastaven na 5 sekund, což je kompromis mezi dobou
blokování uživatele a dobou, do které musí všechny nástroje (vyjma Imgcheck) poslat svoji
odpověď.
Testovací metodika byla taková, že každou sekundu se spouštěl daný počet paralelních
požadavků (10 až 80 za sekundu viz graf 5.10) po dobu 5 sekund. U jednotlivých požadavků
se kontrolovalo, jestli odpověď na ně je kompletní (tj. všechny nástroje stihly odpovědět do
5 sekund) nebo jestli je nekompletní (tj. všechny nástroje nestihly odpovědět do 5 sekund).
To, jestli nástroje stihnou do této doby odpovědět, závisí na hostingu stánky, vytížení sítě a
dalších faktorech, proto jednotlivá měření byla prováděna vícekrát a tabulka 5.10 obsahuje
zprůměrované hodnoty.
Z grafu 5.10 je vidět, že počítač s procesorem Intel Core i5-4690 3.5GHz s 16GB operační
paměti zvládá cca 30-40 paralelních požadavků, při vyšším počtu požadavků dochází ke
zpoždění a požadavky se nestíhají zpracovat v reálném čase tj. do 5 sekund.
Obrázek 5.10: Graf zobrazující počet paralelních požadavků, které je server schopný ob-
sloužit v reálném čase.
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Kapitola 6
Závěr
V rámci této práce se podařilo implementovat do open-source prohlížeče Chromium na
platformě Android blokování pornografického obsahu. Tento upravený webový prohlížeč
bude následně nabízen zákazníkům společnosti CYAN Research & Development, s jehož
pomocí budou mít rodiče kontrolu nad tím, jaké stránky jejich děti v mobilním telefonu
navštěvují, se zaměřením zejména na blokování pornografického obsahu.
Veškeré požadavky na URL zobrazovaných stránek (včetně požadavků vznikajících
v rámci jiného požadavku) jsou kontrolovány skrz servery společnosti
CYAN Research & Development. Hlavní URL stránky se kontroluje pomocí serveru, který
byl v rámci této práce implementován. Tento server provádí klasifikaci webových stránek
v reálném čase a to dle doménového jména stránky a hodnoty HTML elementů title a
meta. Nástroje na tomto serveru klasifikují webové stránky s úspěšností až 90 %. I když se
v rámci této práce nepovedlo implementovat nástroj na klasifikaci obrázků stránky tak, aby
zvládal klasifikovat stránky v reálném čase, je pro klasifikaci stránek využit. Stránky jsou
tímto nástrojem kontrolovány pomocí hluboké neuronové sítě na výskyt pornografických
obrázků až zpětně. Čímž se zamezí až dalším zobrazením pornografických stránek (tedy ne
prvnímu zobrazení), které v HTML kódu neobsahují žádná klíčová slova typická pro por-
nografické stránky, ale obsahují pouze pornografické obrázky. Celková úspěšnost klasifikace
s využitím i nástroje Imgcheck je 95 %, bez něj je to 90 %.
Do budoucna by se v této práci mohlo pokračovat ve vylepšení metody stahování ob-
rázků, kdy mnoho obrázků na stránkách je načítáno až pomocí klientského JavaScript, čímž
některé pornografické stránky nejsou nástrojem Imgcheck detekovány. Dalším vylepšením
by mohlo být naučení vlastní hluboké neuronové sítě na detekci pornografických obrázků,
nebo přesunutí klasifikace obrázků z procesoru na výkonnou grafickou kartu.
V rámci této práce byly analyzovány open-source prohlížeče na platformě Android a po-
rovnány jejich jednotlivé vlastnosti. Z nich byl vybrán prohlížeč Chromium, do kterého byl
implementován systém kontroly požadavků prohlížeče, tato volba byla v práci zdůvodněna.
Dále v této práci byla popsána problematika klasifikace webových stránek, včetně existu-
jících řešení. Byl uskutečněn návrh klientské i serverové části systému blokování, který byl
poté dle návrhu implementován. Implementované řešení bylo poté otestováno a ověřeno
experimenty, které byly popsány v předešlé kapitole.
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