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Abstract
Im Rahmen dieser Bachelorarbeit
”
MATLAB in Augenoptik und Ho¨rakustik“ wird eine Platt-
form entwickelt, die die Studierenden im Studiengang Augenoptik/Augenoptik und Ho¨rakus-
tik an der Hochschule Aalen dabei unterstu¨tzt, sich mathematische Inhalte selbst zu erarbei-
ten und den Umgang mit MATLAB zu erlernen. Mithilfe von MATLAB wird die Anwendung
mathematischer Grundlagen auf augenoptische und ho¨rakustische Inhalte praxisorientiert um-
setzt.
Um dies erreichen zu ko¨nnen, werden die notwendigen Voru¨berlegungen angestellt. Hier wird
zuna¨chst auf den Begriff des e-Learning eingegangen, anschließend wird in einem Vergleich
festgestellt, dass andere Hochschulen mit fachlich a¨hnlichen Bachelor-Studienga¨ngen der
Augenoptik/Optometrie in Deutschland MATLAB bisher nicht in ihre Lehre integriert ha-
ben. Fachverwandte Bachelor-Studienga¨nge wie solche der Feinwerktechnik oder Optoelek-
tronik/Lasertechnik hingegen lehren durchga¨ngig MATLAB oder andere fachlich relevante
Programmiersprachen. Zudem wird mithilfe einer Befragung der Studierenden im Studien-
gang Augenoptik/Augenoptik und Ho¨rakustik an der Hochschule Aalen festgestellt, dass ein
grundsa¨tzliches Interesse der Studierenden an der Thematik MATLAB vorliegt.
Nun werden die Skripte, die den Studierenden zur selbststa¨ndigen Erarbeitung der The-
men
”
Lineare Gleichungssysteme und Matrizen“ sowie
”
Mehrdimensionale Integration“ zur
Verfu¨gung gestellt werden, vorgestellt. Anschließend wird dargestellt, in welcher Form die
Integration der Lehre von MATLAB in die Lehrveranstaltung Methoden der Mathematik Au-
genoptik und Ho¨rakustik vonstatten gehen kann und welche Mo¨glichkeiten hinsichtlich der
Umsetzung dessen bestehen.
Es wird veranschaulicht, wie MATLAB zur praxisorientierten Unterstu¨tzung der Lehre in an-
deren Lehrveranstaltungen genutzt werden kann. Beispielhaft werden hierbei zwei Programme
gezeigt, die sich mit der Berechnung eines FIR-Filters und der Beugung an der Kreisblende
befassen. Damit findet die Anwendung von MATLAB auf augenoptische und ho¨rakustische
Sachverhalte statt. Schließlich wird erla¨utert, wie die in dieser Arbeit konzipierte e-Learning-
Plattform bei Bedarf zuku¨nftig erweitert werden kann.
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1. Einleitung
Der Lehre der Mathematik im Studiengang Augenoptik/Augenoptik und Ho¨rakustik an der
Hochschule Aalen kommt die Bedeutung eines Grundsteins zu, der zu Beginn des Studiums
gelegt wird, um ein Versta¨ndnis verschiedener optischer und akustischer Inhalte gewa¨hrleisten
zu ko¨nnen. Der Erfolg der Studierenden in der Lehrveranstaltung Methoden der Mathematik
Augenoptik und Ho¨rakustik, nachfolgend der besseren Lesbarkeit der Arbeit wegen verein-
facht als Lehrveranstaltung Mathematik bezeichnet, kann sich deshalb auf ihren Erfolg in
einigen weiteren Lehrveranstaltungen und sogar in ganzen Modulen auswirken. Aufgrund die-
ser Tatsache ist die Vermittlung der Inhalte der Lehrveranstaltung Mathematik essentiell fu¨r
die Studierenden.
1.1. Problemstellung
Momentan wird die Lehre im Bezug auf die Lehrveranstaltung Mathematik in Form einer Vor-
lesung umgesetzt. Erga¨nzend werden online, u¨ber moodle, U¨bungsaufgaben zur Verfu¨gung
gestellt, in einem zusa¨tzlich angebotenen Tutorium besprochen werden. Auch erarbeiten die
Studierenden sich bestimmte mathematische Grundlagen eigensta¨ndig. Das Erlernen eines
Programms oder einer Programmiersprache, wie beispielsweise MATLAB, die bei der Bear-
beitung mathematischer Probleme hilfreich sein ko¨nnen, ist bisher nicht Inhalt der Lehrver-
anstaltung Mathematik.
Aktuell stehen zur effizienten eigensta¨ndigen Erarbeitung von Themenkomplexen der Lehr-
veranstaltung Mathematik keine Unterlagen zur Verfu¨gung, die zeigen, welche Schwerpunkte
fu¨r Studierende der Augenoptik/Augenoptik und Ho¨rakustik von Bedeutung sind.
Es besteht ein großes Angebot an Literatur zu MATLAB, sowohl in deutscher, als auch in eng-
lischer Sprache, womit die Studierenden sich bei Interesse die Grundlagen des Umgangs mit
MATLAB selbst erarbeiten ko¨nnten. Jedoch ist die vorliegende Literatur durchweg sehr um-
fangreich gestaltet und nicht auf die Bedu¨rfnisse des Studiengangs Augenoptik/Augenoptik
und Ho¨rakustik zugeschnitten, weshalb ein effizientes Erlernen der angesprochenen Grundla-
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gen nicht mo¨glich ist. Auch Programme, die MATLAB auf augenoptische und ho¨rakustische
Sachverhalte anwenden und solche darstellen, wodurch sie Studierenden zur U¨bung dienen
ko¨nnen, bestehen in diesem Sinne bislang nicht. Dies soll mit dieser Arbeit gea¨ndert werden.
1.2. Zielsetzung
Ziel dieser Arbeit ist, auf der Grundlage der bereits online zur Verfu¨gung stehenden U¨bungs-
aufgaben zur Lehrveranstaltung Mathematik, eine e-Learning-Plattform zu dieser Lehrveran-
staltung im Studiengang Augenoptik/Augenoptik und Ho¨rakustik an der Hochschule Aalen
aufzubauen. Diese soll die Studierenden zum Einen dabei unterstu¨tzen, sich mathematische
Inhalte eigensta¨ndig anzueignen. Zum Anderen sollen die Studierenden den Umgang mit einer
Software erlernen, die ebendies unterstu¨tzen und die Lo¨sung mathematischer und technischer
Probleme vereinfachen kann. Hierzu wird in der vorliegenden Arbeit
MATLAB, ein weltweit verbreitetes Programm zur Berechnung und zur grafischen Darstel-
lung mathematischer und technischer Probleme, gewa¨hlt. Auch soll den Studierenden gezeigt
werden, wie sich das so Erlernte auf augenoptische und ho¨rakustische Inhalte anderer Lehr-
veranstaltungen anwenden la¨sst, um zu zeigen, dass MATLAB wa¨hrend des Studiums in
vielerlei Hinsicht hilfreich sein kann.
Insgesamt soll so das Lernverhalten der Studierenden unterstu¨tzt und ihre Motivation hin-
sichtlich der Inhalte der Lehrveranstaltung Mathematik sowie der Lo¨sung mathematischer
und technischer Probleme mithilfe eigener Programme gesteigert werden.
1.3. Vorgehensweise
Um die gesteckten Ziele zu erreichen, wird eine e-Learning-Plattform konzipiert, die sich im
Wesentlichen auf drei Sa¨ulen stu¨tzt:
Als erste Sa¨ule werden Skripte auf elektronischem Weg zur Verfu¨gung gestellt, mit denen die
Studierenden sich bestimmte Themen selbststa¨ndig erarbeiten ko¨nnen. Die zweite Sa¨ule be-
steht im Erlernen des Umgangs mit MATLAB. Dies soll zwar betreut stattfinden, allerdings
sollen die Studierenden auch hier selbststa¨ndig arbeiten, weshalb entsprechende Aufgaben
zur Verfu¨gung gestellt werden. Die dritte Sa¨ule ist die Anwendung des in der Lehrveran-
staltung Mathematik Gelernten in augenoptischen oder ho¨rakustischen Sachverhalten. Auch
hier ko¨nnen die Studierenden mithilfe von Programmen, die zur Verfu¨gung gestellt werden,
selbststa¨ndig lernen.
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Zur Konzeption dieser Plattform befasst diese Arbeit sich zuna¨chst mit dem Begriff und der
Definition des e-Learning und begru¨ndet anschließend die Wahl von MATLAB als wesentli-
chen Bestandteil der aufzubauenden e-Learning-Plattform. Nun wird untersucht, wie andere
Bachelor-Studienga¨nge in Deutschland, die sich mit Augenoptik, Optometrie, Ho¨rakustik
und fachlich verwandten Disziplinen befassen, MATLAB aktuell in die Lehre einbeziehen.
Auch wird unter Studierenden der Augenoptik/Augenoptik und Ho¨rakustik an der Hochschu-
le Aalen eine Umfrage zum Thema MATLAB und dessen Integration in die Lehrveranstaltung
Mathematik durchgefu¨hrt, mit der festgestellt werden soll, ob die Studierenden u¨berhaupt In-
teresse an MATLAB haben. Auch werden die Studierenden hierbei gebeten, selbst Vorschla¨ge
zu machen, wie MATLAB in das Studium der Augenoptik/Augenoptik und Ho¨rakustik ein-
gebunden werden kann.
Anschließend werden zu den Themen
”
Lineare Gleichungssysteme und Matrizen“ sowie
”
Mehr-
dimensionale Integration“, welche im Rahmen der Lehrveranstaltung Mathematik von den
Studierenden selbststa¨ndig erarbeitet werden sollen, Skripte erarbeitet, die den Studierenden
zuku¨nftig zur Verfu¨gung gestellt werden.
Weiterhin wird dargelegt, wie die Studierenden den Umgang mit MATLAB erlernen werden.
Das hierzu in zwei Teilen zur Verfu¨gung gestellte Skript wird gemeinsam mit Aufgaben und
zugeho¨rigen Lo¨sungen, mithilfe derer die Studierenden den Umgang mit MATLAB u¨ben und
vertiefen ko¨nnen, besprochen. Nun wenden die Studierenden die Inhalte, die in der Lehr-
veranstaltung Mathematik vermittelt werden, praktisch an. Dazu werden beispielhaft zwei
MATLAB-Programme gezeigt. Zum Einen kann die mathematische Beschreibung eines FIR-
Filters grafisch nachvollzogen werden, zum Anderen kann die entstehende Beugungsfigur bei
der Beugung an einer Kreisblende in Abha¨ngigkeit von der Gro¨ße der entsprechenden Blende
begutachtet werden.
Weitere Mo¨glichkeiten zur praktischen Anwendung mathematischer Inhalte in Augenoptik
und Ho¨rakustik werden aufgezeigt. Auch Ideen zur zuku¨nftigen Nutzung und zum Ausbau
der e-Learning-Plattform werden vorgestellt.
Schließlich werden die Voru¨berlegungen und die tatsa¨chlich erarbeitete praktische Umsetzung
der e-Learning-Plattform mit ihren drei Sa¨ulen, kritisch gegenu¨bergestellt. Dabei wird ana-
lysiert, inwiefern die Plattform bereits an dieser Stelle Erfolg verspricht und inwiefern eine
Weiterentwicklung stattfinden kann.
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Um eine e-Learning-Plattform fu¨r den Studiengang Augenoptik/Augenoptik und Ho¨rakus-
tik an der Hochschule Aalen aufbauen zu ko¨nnen, mu¨ssen zuna¨chst einige Voru¨berlegungen
durchgefu¨hrt werden. Hierbei ist festzustellen, wie der Begriff des e-Learning u¨berhaupt zu
verstehen ist, um diesem Rechnung tragen zu ko¨nnen, und welche Vorteile e-Learning ge-
genu¨ber konventionellen Lernmethoden haben kann.
Zudem wird MATLAB, als ausgewa¨hltes Programm und zentraler Bestandteil des hier erar-
beiteten Konzeptes, kurz vorgestellt.
Da diese Arbeit eine Integration von MATLAB in die Lehrveranstaltung Mathematik und
somit auch in die Arbeit der Studierenden, die mithilfe des e-Learning gefo¨rdert werden soll,
vorsieht, wird untersucht, ob andere Hochschulen in Deutschland, die a¨hnliche Studienga¨nge
anbieten, MATLAB bereits in die dortige Lehre integriert haben. Nach momentanem Kennt-
nisstand liegen bislang keine solchen Untersuchungen und Vergleiche der verschiedenen au-
genoptischen, ho¨rakustischen und fachverwandten Studienga¨nge in Deutschland im Hinblick
auf diesen Aspekt vor. Hierbei kann festgestellt werden, ob die Integration von MATLAB in
die Lehrveranstaltung Mathematik den Studierenden der Hochschule Aalen mo¨gliche Vorteile
gegenu¨ber den Absolventen anderer, fachlich a¨hnlicher, Studienga¨nge in Deutschland bietet
oder ob eine Einbindung von MATLAB sogar notwendig ist, um die Konkurrenzfa¨higkeit der
Absolventen der Hochschule Aalen gegenu¨ber derjenigen anderer Hochschulen, insbesonde-
re im Hinblick auf berufliche Perspektiven nach Abschluss des Studiums, gewa¨hrleisten zu
ko¨nnen.
Zudem werden Studierende des Studiengangs Augenoptik/Augenoptik und Ho¨rakustik an der
Hochschule Aalen mittels einer Umfrage um ihre Meinung zur Integration von MATLAB in die
Lehrveranstaltung Mathematik und somit in das Studium gebeten. Hier wird zum Einen das
Interesse der Studierenden an MATLAB erfragt, zum Anderen werden Erkenntnisse bezu¨glich
der Wu¨nsche der Studierenden, die praktische Umsetzung der Integration von MATLAB in
das Studium betreffend, gewonnen.
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Die so gewonnenen Erkenntnisse dienen als Grundlage zum Aufbau der e-Learning-Plattform,
der Inhalt dieser Arbeit ist, und werden hierbei dementsprechend beru¨cksichtigt.
2.1. E-Learning im Kontext der Lerntheorie
Die Studierenden sollen mithilfe der in dieser Arbeit vorgestellten Anleitungen in der Lage
sein, sich die entsprechenden Themenkomplexe weitgehend eigensta¨ndig, unterstu¨tzt durch
e-Learning, erarbeiten zu ko¨nnen. Deshalb ist zuna¨chst zu kla¨ren, welche Vorteile ein ei-
gensta¨ndiges und selbstgesteuertes Lernen fu¨r die Studieren u¨berhaupt bringt. Weiterhin ist
der Begriff des e-Learning dazu genauer zu definieren und zu ero¨rtern. Auch ist festzulegen,
wie eine grundsa¨tzliche Struktur auszusehen hat, um den Studierenden die betreffende The-
matik effektiv, also versta¨ndlich und nachhaltig, beizubringen.
Eine wichtige Voraussetzung fu¨r die Studierenden, um selbstgesteuert lernen zu ko¨nnen, ist,
dass sie an der gegebenen Thematik Interesse entwickeln und zum Lernen motiviert sind.
Zudem mu¨ssen die Studierenden in der Lage sein, Wissen, Fertigkeiten und Einstellungen
entwickeln zu ko¨nnen, die auch ihr zuku¨nftiges Lernen fo¨rdern und erleichtern. Durch die
Mo¨glichkeit des eigensta¨ndigen Lernens erhalten die Studierenden die Gelegenheit, diese Fer-
tigkeiten und Einstellungen weiterzuentwickeln. [1]
Den Begriff des e-Learning exakt zu abzugrenzen, ist nicht mo¨glich, da in der Literatur eine
Vielzahl verschiedener Definitionen besteht. Die vorliegende Arbeit ha¨lt sich an das von Bauer
und Philippi bereits 2001 dargelegte Versta¨ndnis des Begriffs.
Demnach geho¨rt zu e-Learning jeder Lernprozess, der sich durch ein gleichzeitiges Erfu¨llen
der folgenden vier Merkmale auszeichnet.
• Nutzung multimedialer Technologien
• Angebot von autonomem Lernen
• Mo¨glichkeit von perso¨nlicher Betreuung
• Nutzung von elektronischen Daten- und Kommunikationsnetzen [2]
Wesentlich bei der Nutzung multimedialer Technologien ist, dass die eingebrachten Inhalte in
einer Art strukturiert und visualisiert werden, die auf anderem Weg nicht zu realisieren wa¨re.
So sollten beispielsweise Grafiken, Texte und Animationen zu einem gelungenen e-Learning-
Angebot verbunden werden. [3]
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Beim e-Learning ist die Eigenschaft der Lernautonomie von besonderer Bedeutung. Autono-
mie heißt, dass der Lernende seinen Lernprozess selbst bestimmen und dadurch entscheiden
kann, wie schnell er vorangehen mo¨chte, welche Inhalte ihm mo¨glicherweise bereits bekannt
sind und deshalb u¨bersprungen werden ko¨nnen und welche er, etwa aufgrund von Versta¨nd-
nisschwierigkeiten, wiederholen mo¨chte. Auch hat der Lernende Handlungsoptionen und kann
beispielweise die Abfolge verschiedener Lernschritte selbst bestimmen. Das e-Learning bietet
so verschiedene Mo¨glichkeiten, welche davon aber konkret realisiert werden, ha¨ngt vom Ler-
nenden selbst ab. [4]
Zudem sollte das e-Learning nicht nur als technologische, sondern auch als kommunikative
Mo¨glichkeit angesehen werden. So ist das e-Learning als Verbund anzusehen, der sich sowohl
aus Lernenden als auch aus einem oder mehreren Betreuer/n zusammensetzt. [5]
Die Nutzung elektronischer Daten- und Kommunikationsnetze erleichtert die Kommunikation
zwischen den Lernendem und Betreuer und dienen dazu, den Lernenden die jeweils beno¨tigten
Materialien und Informationsquellen zur Verfu¨gung zu stellen. Sie ersetzt nicht die bereits
angesprochene Betreuung durch eine kompetente reale Person, unterstu¨tzen diese aber bei
der Vermittlung der entsprechenden Inhalte. [6]
Wie kann man den Studierenden die vorliegende Thematik nun effektiv nahebringen? Zuna¨chst
ist davon auszugehen, dass zum Verstehen von Zusammenha¨ngen, wie hier gefordert, das
Lernen am Beispiel als didaktisch kluge Maßnahme angesehen werden kann. Allerdings muss
diese auch vernu¨nftig angewendet werden. So kann ein Verstehen der Thematik nur dann
erfolgen, wenn nicht nur Beispiele, also Einzelfa¨lle eines allgemeinen Sachverhalts, vorgestellt
werden. Vielmehr muss ein Einzelfall zwar prinzipiell gegeben sein, jedoch mu¨ssen ebenso ein
allgemeiner Zusammenhang und schließlich eine Beziehung, die den Einzelfall zum Beispiel
fu¨r den allgemeinen Zusammenhang macht, dargelegt werden. [7]
Zusammenfassend ist also festzustellen, dass die Studierenden zum eigensta¨ndigen, aber be-
treuten Lernen angeleitet werden sollen. Dabei wird den oben genannten Erkenntnissen, wie
die effektiv vonstatten gehen kann, ebenso Rechnung getragen wie den einzelnen Aspekten,
die das e-Learning charakterisieren. Die Umsetzung eines solchen Konzeptes hinsichtlich der
Thematik MATLAB innerhalb der Lehrveranstaltung Mathematik im Studiengang Augenopti-
k/Augenoptik und Ho¨rakustik ist Gegenstand dieser Arbeit und wird in Kapitel 3. Konzeption
der e-Learning Plattform erla¨utert.
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2.2. MATLAB R© als zentrale Software im
Gesamtkonzept der e-Learning-Plattform
MATLAB R© ist ein nummerisches Berechnungs- und Simulationswerkzeug. Auf die
Computeralgebra-Funktionalita¨t kann allerdings innerhalb der MATLAB-Umgebung u¨ber eine
integrierte
”
Symbolics“-Toolbox zugegriffen werden. Die grundsa¨tzliche Struktur, auf der alle
MATLAB-Operationen beruhen, ist jedoch das nummerische Feld, also eine Matrix. Daher
auch der Name MATLAB, welcher eine Abku¨rzung fu¨r MATrix LABoratory ist.
MATLAB bietet damit gleichzeitig die Mo¨glichkeiten nummerischer und algebraischer Berech-
nungen. Zudem kann es als interaktive Berechnungsumgebung und u¨ber den Aufruf von selbst
geschriebenen Programmen genutzt werden. Aufgrund dieser Mo¨glichkeiten wird MATLAB
als sehr geeignet fu¨r die Studierenden eingestuft und fu¨r den Aufbau der e-Learning-Plattform
im Rahmen dieser Arbeit ausgewa¨hlt. Mit MATLAB ko¨nnen mathematische und technische
Probleme dargestellt und gelo¨st werden, wodurch die Studierenden ein Versta¨ndnis der the-
matisierten Inhalte erreichen, welches ohne die Nutzung von MATLAB in dieser Form nicht
mo¨glich wa¨re.
MATLAB wurde urspru¨nglich aus der Sprache FORTRAN entwickelt und wird von der Fir-
ma The MathWorks, Inc. vertrieben. Neben der Vollversion wird eine eingeschra¨nkte Stu-
dent Version angeboten. Diese wird, mit dem Release 2012a, zur Erstellung der MATLAB-
Anwendungen dieser Arbeit verwendet.
Zudem wird MATLAB R©MobileTM angeboten. Hierbei handelt es sich um eine App, mit der
von mobilen Gera¨ten aus auf MATLAB zugegriffen werden kann, sofern der Benutzer im
Besitz einer entsprechenden Lizenz ist. Die App wird fu¨r die Betriebssysteme iOS 5.0 oder
ho¨her und Android angeboten.
2.3. MATLAB in Bachelor-Studienga¨ngen an anderen
Hochschulen
Nun stellt sich die Frage, ob eine Einfu¨hrung in MATLAB in das Studium der Augenop-
tik/Augenoptik und Ho¨rakustik notwendig ist, um eine Konkurrenzfa¨higkeit von Aalener
Absolventen mit Studierenden anderer Fachhochschulen, an denen a¨hnliche Studienga¨nge
angeboten werden, zu erreichen. Dazu wird mithilfe der Modulhandbu¨cher ausgewa¨hlter
Bachelor-Studienga¨nge an anderen Fachhochschulen festgestellt, ob Matlab dort bereits in
das Studium eingebunden ist. Eine solche Untersuchung liegt bislang nicht vor. Es werden
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sowohl die deutschlandweit angebotenen Studienga¨nge der Augenoptik und/oder Optometrie
in Berlin, Jena, Lu¨beck, Mu¨nchen und Wolfsburg, als auch fachlich verwandte Studienga¨nge
untersucht. Ein Anspruch auf Vollsta¨ndigkeit bezu¨glich der deutschlandweit bestehenden Stu-
dienga¨nge wird nicht gestellt.
Den Modulhandbu¨chern ist zu entnehmen, dass im Studiengang Augenoptik/Optometrie
(B.Sc.) an der Beuth Hochschule fu¨r Technik Berlin [8], im Studiengang Augenoptik/Opto-
metrie (B.Sc.) an der Ernst-Abbe-Fachhochschule Jena [9] sowie im Studiengang Augenoptik
(B.Sc.) an der Ostfalia Hochschule fu¨r angewandte Wissenschaften in Wolfsburg [10] kein
MATLAB gelehrt wird. An der Fachhochschule Lu¨beck wird im Studiengang Augenopti-
k/Optometrie (B.Sc.) kein Matlab gelehrt [11], im Studiengang Ho¨rakustik (B.Sc.) [12] fin-
det hingegen eine Lehrveranstaltung
”
MATLAB“, bewertet mit 4 CP, innerhalb des Moduls
”
Statistik und Programmieren“ im zweiten Fachsemester statt. Im Studiengang Augenop-
tik/Optometrie (B.Sc.) an der Hochschule fu¨r angewandte Wissenschaften Mu¨nchen [13]
besteht ein Modul
”
Informatik“ mit dem Inhalt
”
Programmiersprachen“, letztere werden je-
doch nicht genauer spezifiziert, weshalb fraglich bleibt, ob MATLAB in diesem Studiengang
Lehrinhalt ist.
Als fachlich verwandte Studienga¨nge werden Optoelektronik, Lasertechnik, Pra¨zisionsma-
schinenbau und Feinwerktechnik angesehen. Im Studiengang Optoelektronik/Lasertechnik
(B.Sc.) an der Hochschule Aalen [14] wird MATLAB bereits im ersten Fachsemester gelehrt,
an der Hochschule Koblenz, Studiengang Optik und Lasertechnik (B.Sc.) [15] findet ein Mo-
dul
”
Informatik“ im ersten und zweiten Fachsemester statt, in dem unter anderem MATLAB
thematisiert wird. An der Hochschule Esslingen wird der Studiengang Mechatronik/Feinwerk-
und Mikrotechnik angeboten, hier wird kein MATLAB gelehrt, allerdings ist das Erlernen von
C Inhalt des Studiums[16]. Im Studiengang Pra¨zisionsmaschinenbau (B.Sc.) an der Hoch-
schule fu¨r angewandte Wissenschaft und Kunst Go¨ttingen [17] wird ebenfalls kein MAT-
LAB, jedoch ab dem zweiten Fachsemester C sowie C++ gelehrt, ebenso im Studiengang
Mechatronik/Feinwerktechnik (B.Eng.) an der Hochschule fu¨r angewandte Wissenschaften
Mu¨nchen, allerdings hier im dritten Fachsemester [18]. An der Ernst-Abbe-Fachhochschule
Jena werden die Studienga¨nge Feinwerktechnik/Precision Engineering (B.Eng.) sowie Laser-
und Optotechnologien (B.Eng.) angeboten. Im erstgenannten Studiengang wird MATLAB
nicht gelehrt [19], jedoch sind unter anderem MATLAB, C und C++ ab dem ersten Fachse-
mester Studieninhalte in letztgenanntem Studiengang [20]. Die Technische Hochschule Nu¨rn-
berg bietet den Studiengang Mechatronik/Feinwerktechnik (B.Eng.) an, hier wird MATLAB
nicht thematisiert, jedoch wird C gelehrt [21].
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Zusammenfassend ist festzustellen, dass die in Deutschland angebotenen Studienga¨nge der
Augenoptik/Optometrie MATLAB bisher inhaltlich nicht in das Studium integriert haben, es
im Studiengang Ho¨rakustik allerdings fester Bestandteil des Bachelor-Studiums ist. Die o.g.
verwandten Studienga¨nge, die etwas technischer orientiert sind als der Studiengang Augen-
optik/Augenoptik und Ho¨rakustik, lehren durchgehend MATLAB oder C.
Aus diesen Feststellungen ist abzuleiten, dass diejenigen Studierenden der Augenoptik, die ein
Interesse an einer zuku¨nftigen Bescha¨ftigung in Forschung und Industrie haben, durch die Ein-
bindung von MATLAB in das Studium einen Vorteil gegenu¨ber den Absolventen der Augen-
optik/Optometrie an anderen Hochschulen erlangen ko¨nnten. Die Lehre von MATLAB wa¨re
somit auch ein Alleinstellungsmerkmal fu¨r den Bachelor-Studiengang Augenoptik/Augenoptik
und Ho¨rakustik an der Hochschule Aalen. Fu¨r Studierende der Augenoptik und Ho¨rakustik,
die sich insbesondere fu¨r die Ho¨rakustik interessieren, ist die Einbindung von MATLAB in
das Studium essentiell, um gegenu¨ber den Absolventen des Bachelor-Studiengangs Ho¨rakus-
tik an der Fachhochschule Lu¨beck keine Wettbewerbsnachteile zu haben. Auch Studierende,
die sich fu¨r einen weiterfu¨hrenden Masterstudiengang in einem verwandten Fachgebiet in-
teressieren, ist es wichtig, MATLAB bereits im Bachelor-Studium kennengelernt zu haben,
um den im Master-Studium gestellten Anforderungen gerecht werden zu ko¨nnen, da hier
davon ausgegangen werden muss, dass diese Master-Studienga¨nge die in den entsprechenden
Bachelor-Studienga¨ngen (beispielsweise Optoelektronik/Lasertechnik oder Feinwerktechnik)
gelehrten Inhalte voraussetzen.
Sowohl die genannten Kriterien der Konkurrenzfa¨higkeit gegenu¨ber Absolventen der Au-
genoptik und Ho¨rakustik anderer Hochschulen und der Absolventen fachverwandter Stu-
dienga¨nge als auch die Tatsache, dass die Lehre von MATLAB im Studiengang Augen-
optik/Augenoptik und Ho¨rakustik, Studienschwerpunkt Augenoptik fu¨r die Hochschule Aalen
ein Alleinstellungsmerkmal bedeuten ko¨nnte, sprechen dafu¨r, MATLAB zuku¨nftig in das Stu-
dium der Augenoptik/Augenoptik und Ho¨rakustik zu integrieren.
2.4. Das Interesse der Studierenden an MATLAB:
Ergebnisse einer Umfrage
Um Erkenntnisse u¨ber das grundsa¨tzliche Interesse der Studierenden an MATLAB zu ge-
winnen, wird unter den Studierenden im sechsten und siebten Fachsemester eine Umfrage
mit dem Titel
”
MATLAB in Mathematik“ durchgefu¨hrt. Hierbei werden bewusst Studierende
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in ho¨heren Fachsemestern befragt, da von diesen erwartet werden kann, die Anforderungen
des Studiums bereits aus eigener Erfahrung zu kennen und so auch einscha¨tzen zu ko¨nnen,
inwiefern eine Einfu¨hrung in MATLAB im Rahmen des Studiums von Nutzen sein kann. Um
dies besser einscha¨tzen zu ko¨nnen, werden die Studierenden von Durchfu¨hrung der Umfra-
ge kurz u¨ber das Programmiertool MATLAB und dessen mo¨gliche Anwendungen informiert.
Der vollsta¨ndige Fragebogen befindet sich ebenso wie eine tabellarische U¨bersicht u¨ber die
Ergebnisse der Umfrage im Anhang B. dieser Arbeit. Insgesamt werden 34 Studierende be-
fragt. Hierbei handelt es sich um 18 Studierende des sechsten Fachsemesters (Datum der
Umfrage: 12.07.2013) und 16 Studierende des siebten Fachsemesters (Datum der Umfrage:
02.07.2013), davon neun Studierende (26,47 %) mit Studienschwerpunkt Augenoptik und
25 Studierende (73,53 %) mit Studienschwerpunkt Augenoptik und Ho¨rakustik.
Die Studierenden geben an, in welchem Bereich sie nach dem Studium gerne arbeiten
mo¨chten. Dies geschieht, um feststellen zu ko¨nnen, ob die Zukunftspla¨ne der Studierenden,
hier im Speziellen ein Interesse an einer spa¨teren Bescha¨ftigung in Industrie und Forschung,
mit dem Wunsch, wa¨hrend des Studiums MATLAB zu lernen, korrelieren. Weiterhin soll er-
mittelt werden, ob der Studienschwerpunkt einen Einfluss auf den Standpunkt der Studieren-
den, MATLAB betreffend, hat. Außerdem wird das Interesse der Studierenden am Erlernen
des Umgangs mit anderen Programmiertools/-sprachen erfragt. Abschließend machen die
Studierenden eigene Vorschla¨ge, wie MATLAB in das Studium der Augenoptik/Augenoptik
und Ho¨rakustik allgemein sowie direkt in die Lehrveranstaltung Mathematik eingebunden
werden ko¨nnte.
Um die Aussagen der Studierenden auf mo¨gliche Korrelationen hin u¨berpru¨fen zu ko¨nnen,
wird der φ-Koeffizient (Vierfelder-Korrelationskoeffizient) als Maß fu¨r die Sta¨rke des Zu-
sammenhangs zweier dichotomer Merkmale ermittelt. Dieser wird mit der Pru¨fgro¨ße χ2 auf
Signifikanz hin u¨berpru¨ft. Dabei ist anzumerken, dass zur Ermittlung des φ-Koeffizienten
grundsa¨tzlich die Ha¨ufigkeit in den einzelnen Feldern der Vierfeldertafel ≥ 5 sein sollte, um
zuverla¨ssige Werte zu erhalten. Dem kann in der hier vorliegenden Auswertung aufgrund der
geringen Fallzahl der befragten Personen jedoch nicht Rechnung getragen werden, weshalb
die Ergebnisse lediglich als Anhaltspunkt dienen und nicht als in vollem Umfang verla¨sslich
angesehen werden ko¨nnen.
Zu den Angaben, die Zukunftspla¨ne der befragten Studierenden betreffend, ist anzumerken,
dass hier Mehrfachnennungen erlaubt sind. Von den Befragten mo¨chten nach dem Studium
neun Personen (20,93 %) in einem augenoptischen und acht Personen (18,60 %) und ei-
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27,90 %
Industrie und Forschung (12)
20,93 %
Klinik (9)
20,93 %
Gescha¨ft (Augenoptik) (9) 11,63 %
Kontaktlinseninstitut (5)
18,60 %
Gescha¨ft (Ho¨rakustik) (8)
Abbildung 2.1.: Umfrage, Ergebnis zu Frage 2: Wo mo¨chtest Du nach dem Studium am
liebsten arbeiten?
nem ho¨rakustischen Fachgescha¨ft arbeiten. Weitere neun Personen (20,93 %) mo¨chten in
einer Klinik arbeiten, fu¨nf Personen (11,63 %)wu¨rden gerne eine Bescha¨ftigung in einem
Kontaktlinseninstitut aufnehmen. An einer Bescha¨ftigung in Industrie und Forschung sind elf
Personen interessiert, eine weitere Person gibt als Ziel
”
Forschung und Lehre“ an. Fu¨r die
im Folgenden durchgefu¨hrte Auswertung werden die beiden letztgenannten Personengrup-
pen gemeinsam als an der Industrie und Forschung interessierte Befragte mit 12 Personen
(27,90 %) betrachtet (siehe Abb. 2.1).
Zuna¨chst werden die Studierenden gefragt, ob sie es fu¨r sinnvoll halten, wa¨hrend des Studi-
ums u¨berhaupt oder in gro¨ßerem Umfang als bisher mit MATLAB zu arbeiten (Frage 3). 18
Personen (52,94 %) geben an, dies fu¨r sinnvoll zu halten, vier Personen (11,76 %) finden das
nicht sinnvoll. Die u¨brigen 12 Personen (35,29 %) antworten mit
”
weiß nicht“ (siehe Abb.
2.2).
Nun werden die Studierenden dahingehend befragt, ob sie den Praxisbezug des Studiums
fu¨r ausreichend halten (Frage 4). Hier antworten sechs Personen (17,65 %) mit
”
ja“, 21
Personen (61,76 %) mit
”
nein“ und sieben Personen (20,59 %) mit
”
weiß nicht“ (siehe Abb.
2.3).
Anschließend werden die Studierenden gefragt, ob sie die Mo¨glichkeit, den Praxisbezug des
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52,94 %
ja (18)
11,76 %
nein (4)
35,29 %
weiß nicht (12)
Abbildung 2.2.: Umfrage, Ergebnis zu Frage 3: Denkst Du, dass es sinnvoll wa¨re, wa¨hrend
des Studiums (mehr) mit MATLAB zu arbeiten?
17,65 %
ja (6)
61,76 %nein (21)
20,59 %
weiß nicht (7)
Abbildung 2.3.: Umfrage, Ergebnis zu Frage 4: Ha¨ltst Du den Praxisbezug des Studiums fu¨r
ausreichend?
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38,24 %
ja (13)
32,35 %
nein (11)
29,41 %
weiß nicht (10)
Abbildung 2.4.: Umfrage, Ergebnis zu Frage 5: Denkst Du, dass durch die Mo¨glichkeit,
wa¨hrend des Studiums MATLAB zu lernen, der Praxisbezug des Studiums
erho¨ht werden ko¨nnte?
Studiums mithilfe von MATLAB zu erho¨hen, sehen (Frage 5). Hierauf anworten 13 Personen
(38,24 %) mit
”
ja“, elf Personen (32,35 %) mit
”
nein“ und zehn Personen (29,41 %) mit
”
weiß nicht“ (siehe Abb. 2.4).
Weiterhin werden die Studierenden gefragt, ob es in ihren Augen sinnvoll wa¨re, wenn be-
reits im ersten Semester, begleitend zur Vorlesung Mathematik, eine Einfu¨hrung in MAT-
LAB stattfa¨nde (Frage 6). 18 Personen (52,94 %) halten dies fu¨r sinnvoll, zehn Personen
(29,41 %) sehen darin keinen Sinn. Sechs Personen (17,65 %) antworten mit
”
weiß nicht“
(siehe Abb. 2.5).
Ebenso werden die Studierenden gefragt, ob sie ein zusa¨tzlich angebotenes Wahlfach, in dem
MATLAB thematisiert wird, wa¨hlen wu¨rden (Frage 7). 13 Personen (38,24 %) wu¨rden dies
tun, 15 Personen (44,12 %) wu¨rden ein solches Wahlfach nicht belegen, sechs Personen
(17,65 %) sind unschlu¨ssig (siehe Abb. 2.6).
Nun wird u¨berpru¨ft, ob die auf die Fragen 3 bis 7 gegebenen Antworten abha¨ngig vom Stu-
dienschwerpunkt der Studierenden sind. Hierzu werden lediglich die Antwortalternativen
”
ja“
und
”
nein“ ausgewertet, die Antwortalternative
”
weiß nicht“ bleibt außen vor. Bei keiner
dieser Fragen kann eine signifikante Korrelation zwischen Studienschwerpunkt und Antwort-
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52,94 %
ja (18)
29,41 %
nein (10)
17,65 %
weiß nicht (6)
Abbildung 2.5.: Umfrage, Ergebnis zu Frage 6: Fa¨ndest Du es sinnvoll, wenn bereits im
ersten Semester, begleitend zur Vorlesung Mathematik, eine Einfu¨hrung in
MATLAB stattfinden wu¨rde?
38,24 %
ja (13)
44,12 %
nein (15)
17,65 %
weiß nicht (6)
Abbildung 2.6.: Umfrage, Ergebnis zu Frage 7: Wu¨rdest Du ein zusa¨tzlich angebotenes Wahl-
fach, in dem MATLAB thematisiert wird, wa¨hlen?
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verhalten nachgewiesen werden. Ebenso wird u¨berpru¨ft, ob Studierende mit Interesse an einer
zuku¨nftigen Bescha¨ftigung in Industrie und Forschung ein grundsa¨tzlich ho¨heres Interesse an
MATLAB haben als Studierende mit anderen Zukunftspla¨nen. Auch hier kann, Bezug neh-
mend auf die auf die Fragen 3 bis 7 gegebenen Antworten und die Angaben derjenigen,
die mit
”
weiß nicht“ antworten, nicht miteinbeziehend, keine signifikante Korrelation festge-
stellt werden. Auch die Antworten aller teilnehmenden Studierenden auf die Fragen 4 und
5 untereinander korrelieren nicht signifikant. Auch werden die Studierenden gefragt, welche
58,82 %
MATLAB (20)
HTML (1) 2,94 %
ProE (1) 2,94 %
11,76 %
C++ (4)
23,53 %
keine Angabe (8)
Abbildung 2.7.: Umfrage, Ergebnis zu Frage 8: Wenn Du die Wahl zwischen MATLAB und
anderen Programmiertools/-sprachen ha¨ttest, was wu¨rdest Du wa¨hlen?
Programmiertools/-sprachen sie wa¨hlen wu¨rden (Frage 8). 20 Personen (58,82 %) wu¨rden
MATLAB wa¨hlen, eine Person (2,94 %) mo¨chte HTML, eine weitere Person (2,94 %) ProE
lernen. Vier Personen (11,76 %) geben an, Interesse an C++ zu haben, die u¨brigen acht
Personen (23,53 %) machen keine Angabe (siehe Abb. 2.7).
Nun wird die Frage gestellt, wie dringend die Studierenden den Bedarf an der Thematisie-
rung von MATLAB im Studium sehen. Hierbei geben sie ihre Antwort auf einer Skala von
1 (u¨berhaupt nicht) bis 5 (sehr dringend) an. Der Median der Angaben ist x¯Med = 3 und
unterscheidet sich nicht zwischen zwei Gruppen mit Studienschwerpunkt Augenoptik bzw.
Augenoptik und Ho¨rakustik. Der Median derjenigen Studierenden, die an einer zuku¨nftigen
Bescha¨ftigung in Industrie und Forschung interessiert sind, betra¨gt x¯Med = 3,5 und ist so-
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mit gegenu¨ber dem Median derjenigen Personengruppe, die andere Ziele hat (x¯Med = 3)
geringfu¨gig erho¨ht.
Abschließend werden die Studierenden gebeten, Vorschla¨ge anzubringen, wie MATLAB in
das Studium der Augenoptik/Augenoptik und Ho¨rakustik im Allgemeinen und in die Lehr-
veranstaltung Mathematik im Speziellen eingebunden werden sollte (Fragen 10 und 11). Die
hierauf von den Studierenden angefu¨hrten Vorschla¨ge befinden sich in vollem Umfang im
Anhang B. dieser Arbeit.
Aus den Vorschla¨gen der Studierenden dahingehend, wie MATLAB in die Lehrveranstaltung
Mathematik und in das Studium eingebunden werden ko¨nnte, ist zum Einen der Schluss zu
ziehen, dass die Mehrzahl sich dafu¨r ausspricht, MATLAB im Rahmen einer Pflichtveranstal-
tung vorzustellen und die Grundlagen im Umgang mit diesem Programmiertool zu vermitteln.
Zum anderen sind die Studierenden mehrheitlich der Auffassung, dass ein differenzierter Um-
gang mit MATLAB, der u¨ber die Grundlagen hinausgeht, eher in einer Wahl- als in einer
Pflichtveranstaltung gelehrt werden sollte.
Die Ergebnisse der Umfrage zusammenfassend, ist festzustellen, dass ein grundsa¨tzliches In-
teresse der Studierenden am Programmiertool MATLAB nicht von der Hand zu weisen ist.
Zwar ist kein gesteigertes Interesse sowohl Studierender mit Studienschwerpunkt Augenop-
tik und Ho¨rakustik als auch Studierender, die spa¨ter in Industrie und Forschung arbeiten
mo¨chten, zu erkennen, jedoch la¨sst die Gesamtverteilung der Antworten darauf schließen,
dass ein großer Teil der Studierenden es fu¨r sinnvoll erachtet, MATLAB wa¨hrend des Stu-
diums zu erlernen. So erachten 52,94 % der Studierenden es fu¨r sinnvoll, sich wa¨hrend des
Studiums u¨berhaupt oder mehr mit MATLAB zu befassen (Frage 3), ebensoviele der be-
fragten Personen wu¨rden eine Einfu¨hrung in MATLAB bereits im ersten Semester begru¨ßen
(Frage 6). Weiterhin sind 38,24 % der Befragten der Auffassung, dass sich der Praxisbezug
des Studiums dadurch steigern ließe (Frage 5), welchen aktuell 61,67 % der Befragten als
nicht ausreichend ansehen. Ein zuku¨nftig angebotenes Wahlfach, in dem MATLAB thema-
tisiert wird, wu¨rden 38,24 % der Studierenden wa¨hlen (Frage 7), vor die Wahl zwischen
MATLAB und anderen Programmiertools/-sprachen gestellt, wu¨rden sich 58,82 % fu¨r MAT-
LAB entscheiden (Frage 8). Mit einem Median von x¯Med = 3 sprechen sich die Studierenden
fu¨r einen Bedarf daran aus, dass MATLAB zuku¨nftig gelehrt wird. Auch die von den Stu-
dierenden selbst angebrachten Vorschla¨ge, wie die Lehre von MATLAB vonstatten gehen
ko¨nnte, lassen auf ein Interesse schließen.
Die mittels der Umfrage erhobenen Daten betrachtend, bleibt abschließend zu sagen, dass
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dem vorhandenen Interesse der Studierenden an MATLAB Rechnung getragen werden soll-
te, auch um diese auf ein mo¨gliche zuku¨nftige Ta¨tigkeit in Industrie und Forschung besser
vorbereiten zu ko¨nnen.
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e-Learning-Plattform
Wie eingangs erwa¨hnt, beruht die e-Learning-Plattform, die den Studierenden zuku¨nftig zur
Verfu¨gung gestellt werden soll, auf drei Sa¨ulen, deren erste das Selbststudium ist. Die Studie-
renden lernen, sich Themenkomplexe selbststa¨ndig zu erarbeiten und ihren eigenen Erfolg zu
kontrollieren. Dabei sind sie terminlich nicht gebunden, wodurch sie unabha¨ngig und autonom
lernen ko¨nnen. Als Kommunikationsnetz, die beispielsweise die Verfu¨gbarkeit der notwendi-
gen Unterlagen gewa¨hrleistet, kann zuna¨chst auf moodle zuru¨ckgegriffen werden. Hier stehen
bereits U¨bungsaufgaben zur Lehrveranstaltung Mathematik zur Verfu¨gung, worauf die in die-
ser Arbeit konzipierte e-Learning-Plattform weiter aufbaut.
Die zweite Sa¨ule, die die Plattform tra¨gt, bescha¨ftigt sich mit der Vermittlung von MATLAB
und der Integration dieser Thematik in die Lehrveranstaltung Mathematik. Die Studieren-
den lernen hier, unter Anleitung und Betreuung, den Umgang mit einem Tool zur Lo¨sung
mathematischer Probleme. Auch hier werden Skripte zur Verfu¨gung gestellt, welche es den
Studierenden ermo¨glichen, sich auch außerhalb der betreut stattfindenden Praktika mit MAT-
LAB zu befassen und die Thematik so selbststa¨ndig weiter zu festigen und auch zu vertiefen.
Auch die Anwendung des Gelernten auf augenoptische und ho¨rakustische Sachverhalte findet
hier statt. So stehen den Studierenden Aufgaben zur Verfu¨gung, die sie anleiten, mathema-
tische Probleme im Hinblick auf optische und akustische Studieninhalte zu lo¨sen.
Die dritte und letzte Sa¨ule befasst sich mit den Auswirkungen, die die Fa¨higkeit zum Umgang
mit MATLAB auf das gesamte Studium haben kann. So werden den Studierenden, hinsicht-
lich verschiedener Bereiche, Programme mit grafischen Benutzeroberfla¨chen zur Verfu¨gung
gestellt, die ein tiefgehendes Versta¨ndnis der so thematisierten Inhalte aus anderen Lehrveran-
staltungen als derjenigen der Mathematik erzeugen sollen. MATLAB wird hier als Werkzeug
genutzt, das den Studierenden die Zusammenha¨nge vieler Studieninhalte mit der Mathematik
vermittelt. So wird der Stellenwert den Mathematik im Studium der Augenoptik/Augenop-
tik und Ho¨rakustik verdeutlicht und die Motivation der Studierenden im Hinblick darauf
18
3. Konzeption der e-Learning-Plattform
gesteigert. Ebenso wird hier die Relevanz des Erlernens von MATLAB im Studium der Au-
genoptik/Augenoptik und Ho¨rakustik deutlich: Durch MATLAB lernen die Studierenden,
fachspezifische Inhalte auf mathematische Grundlagen zuru¨ckzufu¨hren, sie so zu verstehen
und Probleme lo¨sen zu ko¨nnen.
3.1. Selbststudium
Die e-Learning-Plattform stellt den Studierenden Skripte zu zwei Themenschwerpunkten, die
im Rahmen der Lehrveranstaltung Mathematik selbststa¨ndig zu erarbeiten sind, online zur
Verfu¨gung. Hierbei handelt es sich um die Themen
”
Lineare Gleichungssysteme und Ma-
trizen“ sowie
”
Mehrdimensionale Integration“. Wie bereits in Kapitel 2.1. E-Learning im
Kontext der Lerntheorie erla¨utert, kann das Verstehen einer Thematik nur erfolgen, wenn
diese sowohl am Beispiel, als auch in allgemeinen Zusammenha¨ngen erkla¨rt wird. Die zur
Verfu¨gung gestellten Skripte beru¨cksichtigen dies selbstversta¨ndlich. Aufgaben zur Kontrolle
des Lernerfolgs sind am Ende der Skripte vorhanden, auch die Lo¨sungen der Aufgaben wer-
den den Studierenden zur Verfu¨gung gestellt. Die Verfu¨gbarkeit von Aufgaben und Lo¨sungen
sowie die Selbststa¨ndigkeit im Umgang damit fo¨rdern die Eigenverantwortung der Studieren-
den.
Nachfolgend werden Aufbau und Inhalt der Skripte beschrieben und begru¨ndet. Die Skrip-
te selbst befinden sich der U¨bersicht wegen im Anhang dieser Arbeit (siehe Anhang C.
Skript zum Themenschwerpunkt Lineare Gleichungssysteme und Matrizen sowie Anhang D.
Skript zum Themenschwerpunkt Mehrdimensionale Integration) und sollen den Studierenden
zuku¨nftig online u¨ber moodle zur Verfu¨gung gestellt werden.
3.1.1. Themenschwerpunkt Lineare Gleichungssysteme und
Matrizen
Das Skript zum eingensta¨ndigen Erarbeiten des Themenschwerpunkts Lineare Gleichungs-
systeme und Matrizen gibt eine U¨bersicht u¨ber die Lo¨sung linearer Gleichungssysteme mit
verschiedenen Verfahren und erkla¨rt den Zusammenhang zwischen linearen Gleichungssyste-
men und Matrizen. Auch auf verschiedene Rechenoperationen fu¨r die Rechnung mit Matrizen
wird eingegangen. Eine Anwendung auf augenoptisch oder ho¨rakustisch relevante Inhalte fin-
det an dieser Stelle nicht statt, da diese von den Studierenden nicht selbststa¨ndig erarbeitet
werden soll, sondern wa¨hrend der Vorlesung der Lehrveranstaltung Mathematik in Form der
Matrizenoptik thematisiert wird. Auch die Lo¨sung linearer Gleichungssysteme und Matrizen
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mit MATLAB wird gezeigt, um eine enge Verbindung der einzelnen Elemente der konzipierten
e-Learning-Plattform zu erreichen. Hierbei wird deutlich, dass MATLAB, wie der Name schon
sagt, gerade bezu¨glich der Rechnung mit Matrizen fu¨r die Studierenden eine wesentliche Ver-
einfachung bei der Lo¨sung mathematischer Probleme darstellt. Schließlich stehen Aufgaben
zur besprochenen Thematik, ebenso wie Lo¨sungen, auch mit MATLAB, zur Verfu¨gung, die
den Studierenden die Vertiefung der Thematik und eine Erfolgskontrolle ermo¨glichen.
3.1.2. Themenschwerpunkt Mehrdimensionale Integration
Das Erarbeiten des Themenschwerpunkts Mehrdimensionale Integration mit dem zur Ver-
fu¨gung gestellten Skript setzt Kenntnisse der Integralrechnung zur Fla¨chenberechnung in
zweidimensionalen kartesischen Koordinaten voraus. Darauf aufbauend, wird nun die Integra-
tion u¨ber mehrdimensionale Bereiche erkla¨rt, sowohl in kartesischen Koordinaten, als auch
in Polar- und Kugelkoordinaten. Als Anwendung auf augenoptisch relevante Studieninhal-
te wird anschließend auf die Berechnung von Raumwinkeln eingegangen, welche besondere
Bedeutung fu¨r die Lichttechnik hat. In der zugeho¨rigen Lehrveranstaltung wird dieses The-
ma ebenfalls besprochen, den Studierenden soll durch das hier zur Verfu¨gung gestellt Skript
allerdings die Mo¨glichkeit gegeben werden, sich bereits im Zuge der Lehrveranstaltung Mathe-
matik damit auseinanderzusetzen. Eine wichtige Voraussetzung zum Versta¨ndnis von Inhalten
der Lichttechnik kann so bereits an dieser Stelle geschaffen werden. Auch wird den Studieren-
den dadurch der Zusammenhang von Mathematik und anderen Studieninhalten verdeutlicht.
Anschließend wird die Lo¨sung mehrdimensionaler Integrale mit MATLAB gezeigt, um auch
hier eine enge Verbindung der einzelnen Elemente der konzipierten e-Learning-Plattform zu
erreichen. Schließlich stehen Aufgaben zur besprochenen Thematik, ebenso wie Lo¨sungen,
auch mit MATLAB, zur Verfu¨gung, die den Studierenden die Vertiefung der Thematik und
eine Erfolgskontrolle ermo¨glichen.
3.2. Integration von MATLAB in die Lehrveranstaltung
Mathematik
Wie bereits in Kapitel 2.1. E-Learning im Kontext der Lerntheorie erwa¨hnt, kann die Nutzung
elektronischer Medien und die damit verbundene Mo¨glichkeit der besseren Darstellung und
Strukturierung der thematisierten Inhalte zu einem besseren Versta¨ndnis dieser fu¨hren. Ein
solches soll im Zuge dieser Arbeit durch das Erlernen des Umgangs mit MATLAB erreicht
werden. Deshalb stellt die hier konzipierte e-Learning-Plattform den Studierenden weiterhin
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Skripte zum genutzen Programm MATLAB zur Verfu¨gung. Hierbei werden die zum Umgang
mit MATLAB essentiellen Grundlagen, gegliedert in zwei Teile, thematisiert. Aufgaben zur
Kontrolle des Lernerfolgs sind am Ende der Skripte vorhanden, auch die Lo¨sungen der Auf-
gaben werden den Studierenden zur Verfu¨gung gestellt. Die Verfu¨gbarkeit von Aufgaben und
Lo¨sungen sowie die Selbststa¨ndigkeit im Umgang damit sollen auch hier die Eigenverantwor-
tung der Studierenden fo¨rdern.
Das Erlernen der hier aufgefu¨hrten Grundlagen wird jedoch nicht den Studierenden allein
u¨berlassen. Vielmehr soll, begleitend zur Lehrveranstaltung Mathematik, ein Praktikum statt-
finden, in dem die Inhalte vermittelt werden. Ebenso soll hier das Programm MATLAB vor-
gestellt werden. Die Einfu¨hrung in MATLAB wa¨hrend des Praktikums soll sich nach den zur
Verfu¨gung gestellten Skripten richten, welche den Studierenden wiederum als
”
Nachschlage-
werk“ dienen ko¨nnen. Die an die Skripte angegliederten Aufgaben sollen wa¨hrend der Zeit
des Praktikums von den Studierenden eigensta¨ndig, aber insofern betreut gelo¨st werden, als
dass beim Auftreten von Schwierigkeiten wa¨hrend der Bearbeitung der Aufgaben ein Betreuer
vor Ort ist, der Hilfe anbietet.
Das Praktikum soll aufgeteilt auf zwei Termine zu je drei Stunden stattfinden. Dies erkla¨rt die
Aufspaltung der begleitenden Skripte in zwei Teile. In den Kapiteln 3.2.1. Praktikum MAT-
LAB - Teil 1: Direkte Eingabe und 3.2.2. Praktikum MATLAB - Teil 2: Indirekte Eingabe
werden Aufbau und Inhalt der Skripte beschrieben und begru¨ndet. Ebenfalls findet sich dort
ein detaillierterer Vorschlag zur zeitlichen Gestaltung der zugeho¨rigen Praktikumstermine.
Eine Zeitdauer von isgesamt sechs Stunden wird als realistisch und umsetzbar angesehen.
Auch im Hinblick auf den Workload der Studierenden ist ein Mehraufwand von sechs Stunden
vertretbar.
Die Skripte selbst befinden sich der U¨bersicht wegen im Anhang dieser Arbeit (siehe An-
hang E. Skript zum Praktikum MATLAB - Teil 1: Direkte Eingabe sowie Anhang F. Skript
zum Praktikum MATLAB - Teil 2: Indirekte Eingabe) und sollen den Studierenden zuku¨nftig
online u¨ber moodle zur Verfu¨gung gestellt werden.
3.2.1. Praktikum MATLAB - Teil 1: Direkte Eingabe
Der erste Teil des angebotenen MATLAB-Praktikums soll sich mit der direkten Eingabe, also
der Nutzung von MATLAB als interaktiver Berechnungsumgebung, bescha¨ftigen. Das beglei-
tende Skript ist wie folgt aufgebaut: Zuna¨chst wird MATLAB vorgestellt, die wesentlichen
Bedienelemente werden im Zuge dessen erkla¨rt. Anschließend wird auf die MATLAB-Syntax,
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Variablendefinition und verschiedene Funktionen eingegangen. Es folgen U¨bersichten u¨ber
wichtige Befehle. Diese dienen den Studierenden als Hilfestellung zur Lo¨sung der an das
Skript angegliederten Aufgaben. Die Auswahl dieser Aufgaben deckt die in der Lehrveran-
staltung Mathemtik gelehrten Inhalte im Wesentlichen ab. Dadurch erhalten die Studierneden
einen guten Einblick in die vielfa¨ltigen Nutzungsmo¨glichkeiten von MATLAB.
Wie bereits erwa¨hnt, soll ein Praktikum mit einer Dauer von drei Stunden stattfinden. Diese
sind wie folgt aufzuteilen: 90 Minuten sollen darauf verwendet werden, den Studierenden
MATLAB zuna¨chst vorzustellen, die einzelnen Fenster und mo¨glichen Funktionen zu erkla¨ren
sowie eine Einweisung in die Syntax durchzufu¨hren. Hierbei ko¨nnen den Studierenden be-
reits kleine Beispiele direkt in MATLAB gezeigt werden. Dieser Abschnitt kann in Form einer
Vorlesung erfolgen. Der Ablauf und die Inhalte dieser theoretischen Einfu¨hrung in MATLAB
sollen sich an das begleitende Skript halten.
Weitere 90 Minuten sollen den Studierenden nun zur Verfu¨gung gestellt werden, um sich
selbst mit MATLAB auseinanderzusetzen. Hier ko¨nnen die Studierenden verschiedene Funk-
tionen testen oder sich mit der Lo¨sung der im Skript enthaltenen Aufgaben bescha¨ftigen.
Dabei muss ein Betreuer anwesend sein, der den Studierenden bei eventuell aufkommenden
Schwierigkeiten oder Fragen behilflich ist.
Es wird empfohlen, das Praktikum eher gegen Ende des Semesters anzubieten, da die Stu-
dierenden zu diesem Zeitpunkt bereits mit dem Großteil der Inhalte der Lehrveranstaltung
Mathematik vertraut sind und so mo¨glichst viele verschiedene Anwendungsmo¨glichkeiten ha-
ben. Auch macht die Lo¨sung der zur Verfu¨gung gestellten Aufgaben mit MATLAB erst dann
Sinn, wenn die Studierenden die grundsa¨tzlichen Inhalte bereits kennen gelernt haben.
3.2.2. Praktikum MATLAB - Teil 2: Indirekte Eingabe
Der zweite Teil des angebotenen MATLAB-Praktikums soll sich mit der indirekten Eingabe,
also der Nutzung des MATLAB-Editors zur Erstellung eigener Programme, bescha¨ftigen. Das
begleitende Skript ist wie folgt aufgebaut: Zuna¨chst wird der MATLAB-Editor vorgestellt,
anschließend werden wichtige Befehle zum Erstellen von Grafiken erkla¨rt. Diese bauen auf
Teil 1 des Praktikums auf, werden allerdings deshalb erst in Teil 2 des Praktikums eingefu¨hrt,
weil sie sich erst bei der Eingabe u¨ber den MATLAB-Editor effizient nutzen lassen. Auch hier
folgen U¨bersichten u¨ber wichtige Befehle, die den Studierenden als Hilfestellung zur Lo¨sung
der an das Skript angegliederten Aufgaben dienen. Nun werden die Grundlagen der Program-
mierung erkla¨rt, hierbei wird auf verschiedene Funktionen und Sprachkonstrukte eingegangen.
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Wieder schließen sich Aufgaben an. Hier sollen kleinere Programme zu in der Lehrveranstal-
tung Mathematik thematisierten Inhalten von den Studierenden selbst geschrieben werden.
Zu den Aufgaben sind verschiedene Tipps vorhanden, die die Studierenden als Hilfestellung
nutzen ko¨nnen. Auch Lo¨sungsmo¨glichkeiten werden den Studierenden zur Verfu¨gung gestellt.
Wie bereits erwa¨hnt, soll auch dieses Praktikum mit einer Dauer von drei Stunden stattfinden.
Diese sind wie folgt aufzuteilen: 45 Minuten sollen darauf verwendet werden, den Studieren-
den den MATLAB-Editor zuna¨chst vorzustellenund die Grundstrukturen der Programmierung
zu erkla¨ren. Hierbei ko¨nnen den Studierenden bereits kleine Beispiele direkt in MATLAB ge-
zeigt werden. Dieser Abschnitt kann in Form einer Vorlesung erfolgen. Der Ablauf und die
Inhalte dieser theoretischen Einfu¨hrung in MATLAB sollen sich an das begleitende Skript
halten.
Weitere 135 Minuten sollen den Studierenden nun zur Verfu¨gung gestellt werden, um sich
selbst mit MATLAB auseinanderzusetzen. Hier sollen die Studierenden die im Skript ent-
haltenen Aufgaben bearbeiten. Dabei muss ebenfalls ein Betreuer anwesend sein, der den
Studierenden bei eventuell aufkommenden Schwierigkeiten oder Fragen behilflich ist.
Auch hier wird selbstversta¨ndlich empfohlen, das Praktikum eher gegen Ende des Semesters
anzubieten, da die Studierenden zu diesem Zeitpunkt bereits mit dem Großteil der Inhalte der
Lehrveranstaltung Mathematik vertraut sind. Zudem ist es unerla¨sslich, dass die Studierenden
das Praktikum zur direkten Eingabe in MATLAB (Teil 1) bereits absolviert haben.
3.3. MATLAB im Gesamtkontext des Studiums:
Augenoptisch und ho¨rakustisch relevante
Anwendungen
Neben den Mo¨glichkeiten, MATLAB zur direkten oder indirekten Eingabe zu nutzen, besteht
zusa¨tzlich die Mo¨glichkeit, grafische Oberfla¨chen zu programmieren. Die Programmierung
dieser erfordert allerdings, ebenso wie die Einarbeitung in dieses Thema, deutlich mehr Zeit
als die in das vorgesehene Praktikum integrierten Mo¨glichkeiten der Nutzung von MATLAB
und ist deshalb, bereits aus zeitlichen Gru¨nden, nicht ohne weiteres in die Lehrveranstaltung
Mathematik einzubinden. Allerdings kann die Erstellung von Programmen mit grafischer Be-
nutzeroberfla¨che zur hilfreichen Anwendung von MATLAB in Augenoptik und Ho¨rakustik
dienen, da u¨ber solche Programme fachlich relevante Inhalte dargestellt werden und den Stu-
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dierenden, die diese Programme dann nutzen, beim Versta¨ndnis der jeweils aufgegriffenen
Thematik helfen ko¨nnen. Eine Aufnahme solcher Programme in das Konzept der e-Learning-
Plattform fu¨r die Lehrveranstaltung Mathematik ist deshalb, wie auch aus dem Grund, dass
nur so deutlich werden kann, welche Rolle die Mathematik und der Umgang mit MATLAB
im Studium der Augenoptik/Augenoptik und Ho¨rakustik spielen ko¨nnen, unerla¨sslich.
Es stellt sich nun also die Frage, wie diesem Problem begegnet werden kann. Hier bestehen
grundsa¨tzlich zwei verschiedene Lo¨sungsansa¨tze. Zum Einen ist es mo¨glich, die Erstellung
von MATLAB-Programmen mit grafischen Benutzeroberfla¨chen wa¨hrend des vorgesehenen
Praktikums zur freiwilligen Bearbeitung, auch außerhalb der Termine des Praktikums, vorzu-
stellen. Besonders an MATLAB interessierte Studierende ko¨nnten sich dann freiwillig in die
Programmierung grafischer Oberfla¨chen einarbeiten und fachspezifische Programme schrei-
ben.
Zum Anderen besteht die Mo¨glichkeit, die Integration von MATLAB in das Studium der Au-
genoptik/Augenoptik und Ho¨rakustik u¨ber die Grenzen der Lehrveranstaltung Mathematik
hinaus auszuweiten. So ko¨nnte beispielsweise ein Wahlfach geschaffen werden, in welchem
insbesondere die Programmierung grafischer Oberfla¨chen mit MATLAB gelehrt wird. Hier
ko¨nnte den Studierenden die Aufgabe gestellt werden, zur einem selbst gewa¨hlten Thema ein
Programm zu entwickeln. Beispielhaft seien hier nur einige Bereiche genannt, zu denen sich
MATLAB-Programme erstellen ließen:
• Die Berechnung einkurviger Kontaktlinsen zur Vorbereitung auf Inhalte, die in der
Lehrveranstaltung Kontaktlinsen-Technik gelehrt werden.
• Die Visualisierung von Strahlendurchga¨ngen durch verschiedene optische Systeme aus
dem Bereich der Geometischen Optik.
• Im Bereich der Wellenlehre Programme zur Beugung an anderen als der in Kapitel 3.3.2.
Die Beugung an der Kreisblende als Beispiel der augenoptisch relevanten Anwendung
von MATLAB Form der Blendeno¨ffnung.
• Im Bereich der Psychophysik die Berechnung und grafische Darstellung der psychome-
trischen Messfunktion nach Eingabe zuvor gemessener Werte.
• Im Bereich der Digitalen Signalverarbeitung bestehen zahlreiche Mo¨glichkeiten der An-
wendung von MATLAB, zum Beispiel die Darstellung verschiedener Signale, Filter und
vieles mehr.
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Bereits in Kapitel 2.4. Das Interesse der Studierenden an MATLAB: Ergebnisse einer Umfrage
wird deutlich, dass viele Studierende ein solches Angebot begru¨ßen und gerne wahrnehmen
wu¨rden. Im Rahmen eines solchen Wahlfachs ko¨nnte dann eine Vielzahl an verschiedenen
Programmen mit grafischen Benutzeroberfla¨chen entstehen, die die in dieser Arbeit kon-
zipierte e-Learning-Plattform schrittweise erweitern wu¨rden, um diese fu¨r die Studierenden
noch hilfreicher werden zu lassen.
Exemplarisch werden den Studierenden an dieser Stelle zwei Programme mit grafischer Be-
nutzeroberfla¨che zur Verfu¨gung gestellt, jeweils eines fu¨r einen ho¨rakustisch und eines fu¨r
einen augenoptisch relevanten Sachverhalt. Auf diese wird in den Kapiteln 3.3.1. FIR-Filter
als Beispiel der ho¨rakustisch relevanten Anwendung von MATLAB und 3.3.2. Die Beugung
an der Kreisblende als Beispiel der augenoptisch relevanten Anwendung von MATLAB na¨her
eingegangen. Zu jedem Programm besteht ein kurz gehaltenes Skript, das den Studierenden
die grundsa¨tzlichen Zusammenha¨nge zum Versta¨ndnis der jeweiligen Thematik, die im ent-
sprechenden Programm aufgegriffen wird, na¨herbringt. Auch diese Programme und Skripte
sollen den Studierenden zuku¨nftig online u¨ber moodle zur Verfu¨gung gestellt werden.
3.3.1. FIR-Filter als Beispiel der ho¨rakustisch relevanten
Anwendung von MATLAB
Das als Beispiel der ho¨rakustisch relevanten Anwendung erstellte Programm, welches ma-
thematische Hintergru¨nde bei der Berechnung eines FIR-Bandpass-Filters grafisch darstellt,
wird in Abb. 3.1 gezeigt. Das Programm bietet die Mo¨glichkeit, die untere und obere Grenz-
frequenz eines Bandpasses mithilfe der Schieberegler zu vera¨ndern. Dabei sind fu¨r die untere
Grenzfrequenz Werte zwischen 0 und 5000 Hz und fu¨r die obere Grenzfrequenz Werte zwi-
schen 5001 und 10000 Hz verfu¨gbar. Beim Start des Programms ist die untere Grenzfrequenz
auf 4000 Hz und die obere Grenzfrequenz auf 6000 Hz eingestellt. Die Lage der Nullstellen
sind im Programm ebenso sichtbar wie die einzelnen Filterkoeffizienten, welche von MATLAB
selbst berechnet werden und der Amplitudengang des jeweiligen Bandpassfilters in linearer
und logarithmischer Darstellung.
Dieses Programm bescha¨ftigt sich also mit Inhalten aus dem Bereich der digitalen Signalver-
arbeitung und kann somit in der entsprechenden Lehrveranstaltung eingesetzt werden, um
den Studierenden das Versta¨ndnis der Zusammenha¨nge zu vereinfachen.
Das zugeho¨rige Skript liefert eine kurze U¨bersicht u¨ber die Bedeutung verschiedener Filter fu¨r
die digitale Signalverarbeitung und die Ho¨rakustik sowie deren Funktionsweise und ermo¨glicht
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Abbildung 3.1.: Programm zum Thema FIR-Filter (Bandpass): Eine ho¨rakustisch relevante
Anwendung von MATLAB
den Studierenden somit, das vorgestellte Programm in die Gesamtthematik der Filter in der
Ho¨rakustik einzuordnen. Das Skript schließt mit zwei Fragen, die die Studierenden mithilfe
des zur Verfu¨gung gestellten Programms beantworten ko¨nnen, um das Erlernte zu festigen.
Der U¨bersicht wegen befindet sich das Skript zu dieser Anwendung in Anhang G. Skript
zur MATLAB-Anwendung: FIR-Filter, der zugeho¨rige Programmcode ist in Anhang H. Pro-
grammcode zur MATLAB-Anwendung: FIR-Filter dieser Arbeit zu finden.
3.3.2. Die Beugung an der Kreisblende als Beispiel der
augenoptisch relevanten Anwendung von MATLAB
Das als Beispiel der augenoptisch relevanten Anwendung erstellte Programm, welches ma-
thematische Hintergru¨nde der Beugung an der Kreisblende grafisch darstellt, wird in Abb.
3.2 gezeigt. Dieses Programm verdeutlicht, wie sich das Beugungsmuster ganz allgemein
in Abha¨ngigkeit vom Radius der Kreisblende a¨ndert. Dazu wird zuna¨chst die Kreisblende an
sich dargestellt. Anschließend wird das Beugungsmuster gezeigt. Hierbei kann neben der Beu-
gungsstruktur an sich auch das Gro¨ßenverha¨ltnis der Struktur, beispielsweise der Maxima,
die im Beugungsbild ersichtlich sind, mit der Gro¨ße der Blende verglichen werden. Schließlich
wird das Beugungsmuster in logarithmierter Form dargestellt. Dies bietet den Vorteil, dass
nun in den Regionen, in denen die Amplituden klein sind, Details sichtbar werden.
Dieses Programm bescha¨ftigt sich also mit Inhalten aus dem Bereich der Wellenlehre und der
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Abbildung 3.2.: MATLAB-Programm zum Thema Beugung an der Kreisblende: Eine augen-
optisch relevante Anwendung von MATLAB
physikalischen Optik und kann somit in den entsprechenden Lehrveranstaltungen eingesetzt
werden, um den Studierenden das Versta¨ndnis der Zusammenha¨nge zu vereinfachen.
Das zugeho¨rige Skript erkla¨rt, in verku¨rzter Form, den Zusammenhang zwischen Fourier-
Transformation und Beugung, um den Studierenden die mathematische Grundlage zur Ent-
stehung von Beugungsmustern deutlich zu machen. Außerdem wird kurz und knapp auf die
Fast Fourier Transformation, welche in MATLAB genutzt werden kann, eingegangen, um
deren Grundgedanken deutlich zu machen. Das Programm ermo¨glicht den Studierenden ge-
meinsam mit dem begleitenden Skript so, die Entstehung von Beugungsmustern zu begreifen
und die in den Lehrveranstaltungen Wellenlehre und Physical Optics thematisierten Inhalte
zu vertiefen. Auch dieses Skript schließt mit zwei Fragen, die die Studierenden mithilfe des
zur Verfu¨gung gestellten Programms beantworten ko¨nnen, um das Erlernte zu festigen.
Der U¨bersicht wegen befindet sich das Skript zu dieser Anwendung in Anhang I. Skript zur
MATLAB-Anwendung: Beugung an der Kreisblende, der zugeho¨rige Programmcode ist in
Anhang J. Programmcode zur MATLAB-Anwendung: Beugung an der Kreisblende dieser
Arbeit zu finden.
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4. Fazit
Schließlich stellt sich die Frage, inwieweit das zu Beginn festgelegte Ziel, auf der Grundlage der
bereits online zur Verfu¨gung stehenden U¨bungsaufgaben zur Lehrveranstaltung Mathematik,
eine e-Learning-Plattform zu dieser Lehrveranstaltung im Studiengang Augenoptik/Augen-
optik und Ho¨rakustik an der Hochschule Aalen aufzubauen, mit dieser Arbeit erreicht wird.
Zuna¨chst besteht hier die Festlegung, dass die konzipierte Plattform die Studierenden da-
bei unterstu¨tzen soll, sich mathematische Inhalte eigensta¨ndig anzueignen. Hierzu werden
in dieser Arbeit zwei Skripte zu den Themenschwerpunkten Lineare Gleichungssysteme und
Matrizen sowie Mehrdimensionale Integration vorgeltellt (siehe Kapitel 3.1. Selbststudium).
Diese Skripte stellen die Themen zuna¨chst allgemein vor, zeigen anschließend an Beispielen
die konkrete Umsetzung und schließen mit Aufgaben und Lo¨sungen. Bereits an dieser Stelle
werden, zusa¨tzlich zu den analytischen Lo¨sungen, Lo¨sungen der Aufgaben mit MATLAB vor-
gestellt, um eine Verzahnung der Inhalte, die die e-Learning-Plattform entha¨lt, zu erreichen.
Die Studierenden ko¨nnen mithilfe dieser Skripte selbststa¨ndig und eigenverantwortlich lernen
und ihren Lernerfolg kontrollieren.
Weiterhin sollen die Studierenden den Umgang mit MATLAB erlernen. Dies soll das Versta¨nd-
nis der Mathematik verteifen und zeigen, dass die Fa¨higkeit zur Bedienung eines solchen
Berechnungstools die Aufgaben des Studiums erleichtern kann. Das hierzu konzipierte Prak-
tikum (siehe Kapitel 3.2. Integration von MATLAB in die Lehrveranstaltung Mathematik)
mit den zugeho¨rigen Skripten ermo¨glicht den Studierenden einen Einstieg, zum Einen in
MATLAB, zum Anderen in die Programmierung im Allgemeinen. Aufgrund der in der Umfra-
ge MATLAB in Mathematik erhobenen Daten (siehe Kapitel 2.4. Das Interesse der Studie-
renden an MATLAB: Ergebnisse einer Umfrage) ist davon auszugehen, dass die Studierenden
dies begru¨ßen. Weiterhin kann sich der Studiengang Augenoptik/Augenoptik und Ho¨rakustik
hierdurch ein Alleinstellungsmerkmal gegenu¨ber anderen fachverwandten Studienga¨ngen in
Deutschland erarbeiten, was den zuku¨nftigen Absolventen zugute kommen wird.
Auch soll den Studierenden gezeigt werden, wie sich MATLAB-Kenntnisse und die Fa¨higkeit
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des Programmierens auf augenoptische und ho¨rakustische Inhalte anderer Lehrveranstaltun-
gen und somit auf große Teile des gesamten Studiums anwenden lassen. Hier soll besonders
die Relevanz des Anwendung von MATLAB im Bereich der Augenoptik und Ho¨rakustik deut-
lich werden. Dies wird zum Einen dadurch erreicht, dass den Studierenden zwei Programme
mit grafischer Benutzeroberfla¨che zur Verfu¨gung gestellt werden (siehe Kapitel 3.3.1. FIR-
Filter als Beispiel der ho¨rakustisch relevanten Anwendung von MATLAB und Kapitel 3.3.2.
Die Beugung an der Kreisblende als Beispiel der augenoptisch relevanten Anwendung von
MATLAB), die das Angebot der e-Learning-Plattform, welche zuku¨nftig jedoch weiter aus-
gebaut werden kann, abrunden.
Insgesamt ist festzustellen, dass die konzipierte Plattform sowohl auf die Wu¨nsche der Stu-
dierenden eingeht, als auch eine Erweiterung der momentanen Inhalte der Lehrveranstaltung
Mathematik vornimmt. Auf Effizienz und Relevanz der hierzu genutzten Methoden legt die
konzipierte e-Learning-Plattform mit moodle als zu verwendendem Kommunikationsnetz be-
sonderen Wert. Auch auf die Umsetzbarkeit des Konzeptes, unter anderem im Hinblick auf
zeitliche Aspekte, wird Ru¨cksicht genommen.
Mit den in Kapitel 3.3. MATLAB im Gesamtkontext des Studiums: Augenoptisch und ho¨rakus-
tisch relevante Anwendungen vorgestellten Mo¨glichkeiten zur zuku¨nftigen Erweiterung bietet
das im Rahmen dieser Arbeit erstellte Konzept einer e-Learning-Plattform eine durchaus
Erfolg versprechende Grundlage zur Unterstu¨tzung der Studierenden hinsichtlich mathema-
tischer und technischer Studieninhalte und zur Integration von MATLAB in die Lehrveran-
staltung Mathematik im Studiengang Augenoptik und Ho¨rakustik an der Hochschule Aalen.
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A. Fragebogen zur Umfrage: MATLAB
in Mathematik
Der Fragebogen, mit welchem die Umfrage MATLAB in Mathematik durchgefu¨hrt wurde,
befindet sich auf den folgenden Seiten.
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Umfrage
Matlab in Mathematik
Matlab ist ein Programmiertool, das in der Augenoptik und Ho¨rakustik zur Programmierung
mathematischer Aufgabenstellungen und anderer Sachverhalte mit mathematischen Hinter-
gru¨nden wie beispielsweise der Berechnung von Contactlinsen und Inhalten der Digitalen
Signalverarbeitung angewendet werden kann.
1. Was studierst Du?
A AH
2. Wo mo¨chtest Du nach dem Studium am liebsten arbeiten?
Gescha¨ft (Augenoptik)
Gescha¨ft (Ho¨rakustik)
Klinik
Industrie/Forschung
Sonstiges:
3. Denkst Du, dass es sinnvoll wa¨re, wa¨hrend des Studiums (mehr) mit Matlab
zu arbeiten?
ja nein weiß nicht
4. Ha¨ltst Du den Praxisbezug des Studiums fu¨r ausreichend?
ja nein weiß nicht
5. Denkst Du, dass durch die Mo¨glichkeit, wa¨hrend des Studiums Matlab zu
lernen, der Praxisbezug des Studiums erho¨ht werden ko¨nnte?
ja nein weiß nicht
6. Fa¨ndest Du es sinnvoll, wenn bereits im ersten Semester, begleitend zur
Vorlesung Mathematik, eine Einfu¨hrung in Matlab stattfinden wu¨rde?
ja nein weiß nicht
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7. Wu¨rdest Du ein zusa¨tzlich angebotenes Wahlfach, in dem Matlab themati-
siert wird, wa¨hlen?
ja nein weiß nicht
8. Wenn Du die Wahl zwischen Matlab und anderen Programmiertools/-sprachen
ha¨ttest, was wu¨rdest Du wa¨hlen?
Matlab
Andere, na¨mlich:
9. Wie dringend siehst Du den Bedarf, dass Matlab im Studiengang A/AH ge-
lehrt wird?
u¨berhaupt nicht sehr dringend
1 2 3 4 5
10. Welche Vorschla¨ge hast Du dahingehend, in welcher Form Matlab in das Stu-
dium A/AH eingebunden werden sollte?
11. Welche Vorschla¨ge hast Du, wie Matlab in die Lehrveranstaltung Mathema-
tik eingebunden werden ko¨nnte?
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B. U¨bersicht u¨ber die Ergebnisse der
Umfrage
Die Ergebnisse der Umfrage MATLAB in Mathematik werden auf den folgenden Seiten ge-
sammelt dargestellt.
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Tabelle B.1.: Ergebnisse der Umfrage: MATLAB in Mathematik
Nr. Ergebnis Ergebnis Ergebnis Ergebnis Ergebnis Ergebnis Ergebnis Ergebnis Ergebnis
Frage 1 Frage 2 Frage 3 Frage 4 Frage 5 Frage 6 Frage 7 Frage 8 Frage 9
1 AH Industrie/Forschung ja nein ja ja ja MATLAB 4
2 AH Gescha¨ft Augenoptik, Gescha¨ft Ho¨rakustik ja nein weiß nicht ja nein MATLAB 3
3 AH Gescha¨ft Ho¨rakustik weiß nicht nein weiß nicht ja w HTML 3
4 AH CL-Institut ja nein ja ja ja MATLAB 4
5 AH Klinik ja nein ja nein nein Matlab 4
6 A Industrie/Forschung ja nein ja ja nein ProE 4
7 AH Industrie/Forschung ja nein weiß nicht nein ja - 4
8 A Klinik weiß nicht ja weiß nicht nein nein MATLAB 2
9 AH Gescha¨ft Ho¨rakustik weiß nicht nein ja ja ja MATLAB 4
10 AH Gescha¨ft Ho¨rakustik, CL-Institut weiß nicht weiß nicht nein ja nein MATLAB 3
11 AH CL-Institut weiß nicht nein nein weiß nicht nein MATLAB 4
12 AH Gescha¨ft Augenoptik, Gescha¨ft Ho¨rakustik ja weiß nicht ja ja weiß nicht - 4
13 AH Gescha¨ft Ho¨rakustik ja nein ja ja ja MATLAB 4
14 AH Industrie/Forschung ja nein weiß nicht weiß nicht ja MATLAB 4
15 AH Klinik ja weiß nicht ja ja ja MATLAB 4
16 AH Industrie/Forschung ja ja ja ja ja MATLAB 2
17 AH Gescha¨ft Augenoptik, Gescha¨ft Ho¨rakustik nein nein nein nein nein C++ 1
18 AH Gescha¨ft Augenoptik, Gescha¨ft Ho¨rakustik, Industrie/Forschung ja weiß nicht weiß nicht ja weiß nicht MATLAB 3
19 AH Klinik ja weiß nicht nein ja ja MATLAB 2
20 AH Klinik ja ja nein ja ja MATLAB 4
21 A Industrie/Forschung weiß nicht ja weiß nicht weiß nicht weiß nicht - 3
22 A Industrie/Forschung weiß nicht ja ja weiß nicht ja MATLAB 2
23 A Industrie/Forschung ja nein ja ja ja MATLAB 5
24 AH Klinik weiß nicht nein nein nein nein MATLAB 3
25 AH Gescha¨ft Augenoptik nein nein nein nein nein - 1
26 A Industrie/Forschung ja nein ja ja weiß nicht MATLAB 4
27 A Industrie/Forschung ja weiß nicht ja weiß nicht ja MATLAB 2
28 A Gescha¨ft Augenoptik weiß nicht ja weiß nicht nein nein C++ 1
29 AH Gescha¨ft Augenoptik, Klinik weiß nicht nein nein nein nein - 2
30 AH Gescha¨ft Augenoptik weiß nicht nein nein weiß nicht weiß nicht C++ 3
31 AH Klinik ja weiß nicht weiß nicht ja nein - 3
32 AH Klinik, CL-Institut nein nein nein nein nein - 2
33 A Industrie/Forschung, CL-Institut weiß nicht nein weiß nicht ja nein C++ 3
34 AH Gescha¨ft Augenoptik nein nein nein nein nein - 4
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B. U¨bersicht u¨ber die Ergebnisse der Umfrage
Antworten auf Frage 10
• im 2. oder 3. Semester als Pflichtfach, um grundsa¨tzlich darauf aufbauen zu ko¨nnen
• es sollte als Pflichtmodul eingefu¨hrt werden
• als Wahlfach ausfu¨hrlich, als Pflicht grob umrissen
• Wahlfach
• Pflichtfach fu¨r Projekte wie CL-Drehen
• theoretische Einfu¨hrung und dann selbst damit arbeiten, siehe CAD-Kurs (Semesterfe-
rien)
• KL-Konstruktion, Sklerallinsen (Wahlfach)
• DSV (Pflichtfach)
• als Wahlfach zur Vertiefung
• separates Praktikum
• weiterhin in KL-Technik, aber mit besserer Einfu¨hrung (evtl. kleiner Kurs vorher)
• Das Programm sollte auf jeden Fall mal vorgestellt werden! Dann macht auch KL-
Technik mehr Sinn!
• Praktikum Programmieren (neben Informatik)
• als Wahlfach
• Wahlfach
• Studium Generale oder als Wahlfach, kein Pflichtfach
• vertiefendes Wahlfach
• Wahlfach, statt Visual Basic
• schwierig, bei Ho¨rgera¨teoperationen eventuell
• Studium Generale oder Wahlfach
• Wahlfach! Wu¨rd ich sofort wa¨hlen
39
B. U¨bersicht u¨ber die Ergebnisse der Umfrage
• wenn, dann nur als Wahlfach
• Informatik Modul
• Wahlfach fu¨r diejenigen, die in Industrie/Forschung gehen wollen
Antworten auf Frage 11
• Rechensysteme fu¨r Psychoakustik
• Formelgestaltungen in Hausarbeiten
• begleitend zum Lehrstoff Mathematik als Praktikum
• Praktikum Wellenphysik, mehr Versuche mit Matlab
• Kurvendiskussion
• Tutorien anbieten, ich denke dass mit Matlab gro¨ßere Versta¨ndnisprobleme bei den
Studierenden auftreten ko¨nnen
• einfache Grundlagen in Lehrveranstaltung Mathematik
• nicht von Fr. Paffrath
• Mathe 2 einfu¨hren und Matlab in Ruhe, Schritt fu¨r Schritt durchgehen und beibringen
• wo¨chentliche U¨bungsaufgaben
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C. Skript zum Themenschwerpunkt
Lineare Gleichungssysteme und
Matrizen
Das Skript und die Aufgaben, welche den Studierenden zur Unterstu¨tzung beim eigensta¨ndi-
gen Erarbeiten der Thematik Lineare Gleichungssysteme und Matrizen zur Verfu¨gung gestellt
werden sollen, befinden sich auf den folgenden Seiten.
Da dieses Skript lediglich dem Versta¨ndnis der Studierenden dienen soll und eine durchgehen-
de Nummerierung der Gleichungen fu¨r ein solches Versta¨ndnis, wie auch fu¨r die u¨bersichtliche
Darstellung der Inhalte, nicht notwendig ist, wird darauf verzichtet.
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Lineare Gleichungssysteme und
Matrizen
1. Lineare Gleichungssysteme
Ein lineares Gleichungssystem (LGS) besteht aus einem Satz von Gleichungen. Allgemein
la¨sst sich ein LGS mit m Gleichungen und n Unbekannten wie folgt darstellen:
a11x1 + a12x2 + . . .+ a1nxn = b1 (1)
a21x1 + a22x2 + . . .+ a2nxn = b2 (2)
...
am1x1 + am2x2 + . . .+ amnxn = bm (m)
Dabei nennt man a11, . . . amn Koeffizienten, x1, . . . xnsind die Variablen oder Unbekannten.
Grundsa¨tzlich kann ein LGS keine, eine oder unendlich viele Lo¨sungen haben, die auf unter-
schiedliche Arten dargestellt werden ko¨nnen. Hierauf wird nachfolgend ebenso eingegangen,
wie auf die verschiedenen Lo¨sungsverfahren fu¨r LGS.
1.1. Lo¨sbarkeit
Bei der Lo¨sung von LGS treten drei verschiedene Fa¨lle auf:
• Das LGS hat keine Lo¨sung.
Dieser Fall tritt immer dann ein, wenn mehrere Gleichungen im Widerspruch zueinander
stehen. Besonders, wenn ein LGS mehr Gleichungen als Unbekannte hat, hat es oft keine
Lo¨sung, weil die Variablen nicht alle geforderten Kriterien erfu¨llen ko¨nnen.
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Beispiel
x1 = 3 (1)
2x1 = 3 (2)
Hier ist keine Variable x zu bestimmen, die fu¨r beide Gleichungen zu einer richtigen
Aussage fu¨hrt. Das LGS hat somit keine Lo¨sung.
• Das LGS hat genau eine Lo¨sung.
Genau eine Lo¨sung ist immer dann vorhanden, wenn die Anzahl der Gleichungen m der
Anzahl der Variablen n entspricht und die Variablen alle geforderten Kriterien erfu¨llen.
Dies ist der Normalfall, der auch auf das in Kapitel 1.2 angegebene Beispiel zutrifft.
• Das LGS hat unendlich viele Lo¨sungen.
Ein LGS hat unendlich viele Lo¨sungen, wenn weniger verschiedene Gleichungen als
Variablen vorhanden sind.
Beispiel
x1 + x2 = 6 (1)
Hier ko¨nnte zum Beispiel x1 = 2 und x2 = 4; x1 = 1 und x2 = 5 etc. sein, somit ist das
LGS nicht eindeutig lo¨sbar, es bestehen unendlich viele Lo¨sungen. Soll trotzdem eine
allgemeingu¨ltige Lo¨sung angegeben werden, so wird fu¨r eine frei wa¨hlbare Unbekannte
xi eine Variable gewa¨hlt, anhand derer das LGS dann weiter aufgelo¨st wird.
Wa¨hlt man also exemplarisch x2 = t und setzt dies in Gleichung (1), so folgt: x1+t = 6
und damit x1 = 6− t.
Die Lo¨sung des LGS wa¨re also: x1 = 6− t und x2 = t.
1.2. Lo¨sungsverfahren
Ein LGS kann mittels verschiedener Verfahren gelo¨st werden, die hier erkla¨rt werden. Zur
Verdeutlichung wird folgendes LGS mit jeder der vorgestellten Methoden beispielhaft nach
x1 und x2 aufgelo¨st. Es bestehen grundsa¨tzlich immer mehrere Mo¨glichkeiten der Lo¨sung des
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LGS. Die hier vorgestellten Lo¨sungswege sind somit lediglich als Lo¨sungsbeispiel anzusehen.
2x1 + x2 = 9 (1)
x1 − x2 = −3 (2)
1.2.1. Einsetzungsverfahren
Beim Einsetzungsverfahren wird eine Gleichung des LGS nach einer Variablen aufgelo¨st.
Diese Variable wird dann in die anderen Gleichungen eingesetzt, wodurch eine der Variablen
eliminiert wird, also ein LGS mit n−1 Gleichungen entsteht. Durch Wiederholung dessen kann
auch ein LGS mit mehr als zwei Variablen auf eine Gleichung mit einer Variablen reduziert
werden, die dann berechnet und eingesetzt werden kann, um das LGS zu lo¨sen.
(2) wird nach x1 umgestellt: x1 = x2 − 3 (2a)
(2a) wird in (1) eingesetzt: 2 · (x2 − 3) + x2 = 9 (1a)
(1a) kann nun aufgelo¨st werden: 2x2 − 6 + x2 = 9
3x2 − 6+ = 9
3x2 = 15
x2 = 5
x2 wird in (2) eingesetzt: x1 − 5 = −3
(2b) kann nun aufgelo¨st werden: x1 = 2
1.2.2. Gleichsetzungsverfahren
Beim Gleichsetzungsverfahren werden zwei Gleichungen so umgestellt, dass ihre jeweils linke
Seite gleich ist und nur eine Variable entha¨lt. Diese Variable darf auf der rechten Seite der
Gleichung nicht vorhanden sein. Durch Gleichsetzen der beiden rechten Seiten, ha¨ngt die
dabei entstehende Gleichung von einer Variablen weniger ab.
(1) wird nach x1 umgestellt: x2 = 9− 2x1 (1a)
(2) wird nach x2 umgestellt: x2 = x1 + 3 (2a)
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Die beiden linken Seiten sind identisch, weshalb auch die beiden rechten Seiten identisch sein
mu¨ssen und gleichgesetzt werden:
9− 2x1 = x1 + 3 (3)
(3) wird aufgelo¨st: x1 + 2x1 = 6
3x1 = 6
x1 = 2
Diese Lo¨sung kann nun in eine der urspru¨nglichen Gleichungen eingesetzt werden, um die
u¨brige Variable zu berechnen:
x1 wird in (2) eingesetzt: 2− x2 = −3 (2b)
(2b) wird nach x2 aufgelo¨st: x2 = 5
1.2.3. Additionsverfahren
Beim Additionsverfahren werden Gleichungen addiert (oder subtrahiert), so dass eine oder
mehrere Variablen dadurch entfernt werden und das LGS somit eine Variable weniger entha¨lt.
So kann das LGS auf eine Gleichung mir einer Variablen reduziert werden, die dann berechnet
und in die urspru¨nglichen Gleichungen eingesetzt werden kann, um die u¨brigen Variablen zu
berechnen.
(1) + (2): 2x1 + x2 = 9
x1 − x2 = −3
3x1 = 6 (3)
(3) kann aufgelo¨st werden: x1 = 2
x1 kann in (2) eingesetzt werden: 2− x2 = −3 (2a)
(2a) kann aufgelo¨st werden: x2 = 5
1.3. Lo¨sungsmenge und Lo¨sungsvektor
Die Lo¨sung eines LGS kann als Lo¨sungsmenge oder als Lo¨sungsvektor angegeben werden.
Die Lo¨sungsmenge bzw. der Lo¨sungsvektor besteht aus allen xi, fu¨r die alle Gleichungen des
LGS erfu¨llt sind.
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Die Lo¨sungen werden folgendermaßen dargestellt:
• als Lo¨sungsmenge: L = {x1, x2, . . . , xn}
• als Lo¨sungsvektor: ~L =

x1
x2
...
xn

Fu¨r das in Kapitel 1.2 beispielhaft gelo¨ste LGS ist die Lo¨sung x1 = 2 und x2 = 5. Diese
Lo¨sung wird wie folgt dargestellt:
• als Lo¨sungsmenge: L = {2, 5}
• als Lo¨sungsvektor: ~L =
(
2
5
)
Hat ein LGS keine Lo¨sung, so ist die Lo¨sungsmenge leer. Eine Darstellung als Lo¨sungsvektor
ist dabei nicht mo¨glich, weshalb die nur als Lo¨sungsmenge dargestellt wird: L = {}
2. Matrizen
Eine Matrix ist eine Tabelle, d.h eine rechteckige Anordnung mathematischer Objekte wie
Zahlen. Mit diesen Objekten kann auf bestimmte Art gerechnet werden. Hierbei ko¨nnen meh-
rere Matrizen addiert (oder subtrahiert) und multipliziert werden, worauf im Verlauf dieses
Kapitels eingegangen wird.
Insbesondere werden Matrizen benutzt, um LGS darzustellen und zu lo¨sen.
Die Elemente einer Matrix werden in Zeilen und Spalten angeordnet, welche in eckigen oder
runden Klammern dargestellt werden ko¨nnen. Gebra¨uchlicher ist die Darstellung in runden
Klammern, weshalb diese hier genutzt wird. Eine Matrix wird u¨blicherweise mit einem Groß-
buchstaben benannt.
Eine Matrix M1 mit m Zeilen und n Spalten ist wie folgt zu notieren:
M1 =

a11 a12 . . . a1n
a21 a22 . . . a2n
...
...
. . .
...
am1 am2 . . . amn

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2.1. Zusammenhang zwischen LGS und Matrizen
LGS ko¨nnen mithilfe von Matrizen gelo¨st werden. Die entsprechende Darstellung ist vor allem
bei großen LGS bzw. Matrizen mit vielen Zeilen und Spalten sinnvoll, da so eine bessere
U¨bersicht gegeben ist.
Zur Lo¨sung werden die Koeffizienten des LGS in einer Matrix dargestellt. Die jeweiligen
Lo¨sungen der einzelnen Gleichungen werden dann durch einen senkrechten Strich von den
Koeffizienten getrennt. Die dem in Kapitel 1.2 vorgestellten LGS zugeho¨rige Matrix sieht
folgendermaßen aus:
M2 =
(
2 1 9
1 −1 −3
)
Das LGS kann mit dem Gauß-Algorithmus (Gaußsches Eliminationsverfahren) gelo¨st werden.
Die Matrizendarstellung ist auch hierbei vor allem aufgrund der besseren U¨bersichtlichkeit zu
nutzen.
Das Ziel des Verfahrens ist, das LGS auf eine Stufenform zu bringen, aus der die Lo¨sung
des LGS durch sukzessives Einsetzen der bereits ermittelten Variablen einfach zu berechnen
ist. Stufenform bedeutet, dass pro Zeile mindestens eine Variable wegfa¨llt. Ein LGS mit drei
Gleichungen sieht in Stufenform folgendermaßen aus:
a11x1 + a12x2 + a13x3 = b1 (1)
a22x2 + a23x3 = b2 (2)
a33x3 = b3 (3)
Die zugeho¨rige Matrix ist dann:
M3 =
 a11 a12 a13 b10 a22 a23 b2
0 0 a33 b3

Um die Stufenform zu erreichen, werden elementare Zeilenumformungen vorgenommen. Da-
durch entsteht ein neues LGS bzw. eine neue Matrix mit derselben Lo¨sungsmenge.
Folgende Unformungen sind erlaubt:
• Vertauschen von Zeilen
• Multiplizieren oder Dividieren einer kompletten Zeile mit einem Skalar, d.h einer ein-
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fachen Zahl
• eine Zeile zu einer anderen Zeile addieren oder von einer anderen Zeile subtrahieren
Das Gauß-Verfahren wird an einem Beispiel verdeutlicht:
Beispiel 1 Folgendes LGS soll gelo¨st werden:
2x1 + x2 + x3 = 3 (1)
x1 − 3x2 + 2x3 = −7 (2)
x1 + x2 − 2x3 = 5 (3)
Zuna¨chst wird das LGS der besseren U¨bersicht wegen als Matrix D dargestellt:
D =
 2 1 1 31 −3 2 −7
1 1 −2 5

Diese Matrix wird nun auf die Stufenform gebracht. Die durchzufu¨hrenden Umformungen
werden dabei auf den Pfeilen angegeben, die jeweils umgeformte/n Zeile/n wird in eckigen
Klammern dargestellt.
Dies ist nur eine von vielen mo¨glichen Darstellungsformen. Die Matrizen ko¨nnen beispiels-
weise auch untereinander geschrieben werden, die jeweils durchgefu¨hrte Umformung wird
dann, wie bei der A¨quivalenzumformung, neben der Matrix angegeben. Wichtig ist bei jeder
Darstellungsform lediglich die Nachvollziehbarkeit der durchgefu¨hrten Umformungen.
D =
 2 1 1 31 −3 2 −7
1 1 −2 5
 [2]−[3]→
 2 1 1 30 −4 4 −12
1 1 −2 5
 2·[3]→
 2 1 1 30 −4 4 −12
2 2 −4 10

[3]−[1]→
 2 1 1 30 −4 4 −12
0 1 −5 7
 [2]4→
 2 1 1 30 −1 1 −3
0 1 −5 7
 [3]+[2]→
 2 1 1 30 −1 1 −3
0 0 −4 4

Zeile 3 ergibt nun eine Gleichung, die nur noch von einer Variablen abha¨ngt und sich auflo¨sen
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la¨sst:
−4x3 = 4 (3a)
x3 = −1
Zeile 2 ergibt eine Gleichung, die von zwei Variablen abha¨ngt. Da x3 bereits ermittelt wurde,
kann der Wert fu¨r x3 in diese Gleichung eingesetzt werden, wodurch die Gleichung von nur
noch einer Variablen abha¨ngig ist und aufgelo¨st werden kann:
−x2 + x3 = 3 (2a)
x3 in (2a) einsetzen: −x2 − 1 = −3 (2b)
(2b) kann aufgelo¨st werden: −x2 = −2
x2 = 2
Die Gleichung in Zeile 1 der Matrix ist von drei Variablen abha¨ngig, von denen zwei nun
bereits ermittelt wurden. Werden diese eingesetzt, so la¨sst sich auch die u¨brige Gleichung
lo¨sen:
2x1 + x2 + x3 = 3 (1a)
x2 und x3 in (1a) einsetzen: 2x1 + 2− 1 = 3 (1b)
(1b) kann aufgelo¨st werden: 2x1 + 1 = 3
2x1 = 2
x1 = 1
Die Lo¨sungsmenge des LGS ist somit L = {1, 2,−1}.
Der Lo¨sungsvektor ist ~L =
 12
−1
.
2.2. Rechenoperationen
Die folgenden Rechenoperationen werden anhand der Matrizen
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A =
1 2 10 3 5
1 0 1
 und B =
2 2 53 1 1
0 2 2

beispielhaft vorgestellt.
2.2.1. Matrizenaddition
Zwei Matrizen ko¨nnen immer dann addiert bzw. subtrahiert werden, wenn sie dieselbe Anzahl
Zeilen und dieselbe Anzahl Spalten haben. Die Summe bzw. Differenz zweier Matrizen wird
berechnet, indem jeweils die Eintra¨ge an derselben Stelle der Matrizen addiert nzw. subtra-
hiert werden.
Beispiel 2
A+B =
1 2 10 3 5
1 0 1
+
2 2 53 1 1
0 2 2
 =
1 + 2 2 + 2 1 + 50 + 3 3 + 1 5 + 1
1 + 0 0 + 2 1 + 2
 =
3 4 63 4 6
1 2 3

Beispiel 3
A−B =
1 2 10 3 5
1 0 1
−
2 2 53 1 1
0 2 2
 =
1− 2 2− 2 1− 50− 3 3− 1 5− 1
1− 0 0− 2 1− 2
 =
−1 0 −4−3 2 4
1 −2 −1

2.2.2. Skalarmultiplikation
Eine Matrix kann mit einem Skalar, also einer einfachen Zahl, multipliziert werden, indem
alle Einta¨ge der Matrix mit dem Skalar multipliziert werden.
Beispiel 4
5 · A = 5 ·
1 2 10 3 5
1 0 1
 =
5 · 1 5 · 2 5 · 15 · 0 5 · 3 5 · 5
5 · 1 5 · 0 5 · 1
 =
5 10 50 15 25
5 0 5

2.2.3. Matrizenmultiplikation
Zwei Matrizen ko¨nnen miteinander multipliziert werden, wenn die Spaltenanzahl der linken
mit der Zeilenanzahl der rechten Matrix u¨bereinstimmt. Fu¨r die Berechnung gilt die Regel
”
Zeile mal Spalte“. Das bedeutet, dass die Eintra¨ge der ersten Zeile der linken Matrix mit
den Eintra¨gen der ersten Spalte der rechten Matrix multipliziert und anschließend addiert
werden, um den ersten Eintrag (a11) der entstehenden Matrix zu erhalten. Die Eintra¨ge der
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ersten Zeile der linken Matrix werden dann mit den Eintra¨gen der zweiten Spalte der rechten
Matrix multipliziert und anschließend addiert, um den zweiten Eintrag (a12) der entstehenden
Matrix zu erhalten etc.
Beispiel 5
A ·B =
1 2 10 3 5
1 0 1
 ·
2 2 53 1 1
0 2 2

=
1 · 2 + 2 · 3 + 1 · 0 1 · 2 + 2 · 1 + 1 · 2 1 · 5 + 2 · 1 + 1 · 20 · 2 + 3 · 3 + 5 · 0 0 · 2 + 3 · 1 + 5 · 2 0 · 5 + 3 · 1 + 5 · 2
1 · 2 + 0 · 3 + 1 · 0 1 · 2 + 0 · 1 + 1 · 2 1 · 5 + 0 · 1 + 1 · 2

=
2 + 6 + 0 2 + 2 + 2 5 + 2 + 20 + 9 + 0 0 + 3 + 10 0 + 3 + 10
2 + 0 + 0 1 + 0 + 3 5 + 0 + 2
 =
8 6 99 13 13
2 4 7

Die Matrizenmultiplikation ist
• nicht kommutativ, d.h. es gilt A · B 6= B · A. Es muss also immer auf die richtige
Reihenfolge geachtet werden.
• assoziativ, d.h. Klammern du¨rfen getauscht werden: (A ·B) · C = A · (B · C).
Matrizenmultiplikation und -addition genu¨gen zudem dem Distributivgesetz, d.h. es darf
ausmultipliziert werden: A · (B + C) = A ·B + A · C.
2.2.4. Die transponierte Matrix
Die Transponierte einer Matrix entsteht, indem die Spalten und Zeilen einer Matrix getauscht
werden. Die erste Zeile wird zur ersten Spalte, die zweite Zeile wird zur zweiten Spalte usw.
Die transponierte Matrix wird gegenu¨ber der Originalmatrix mit einem hochgestellten T
gekennzeichnet. Allgemein ist die transponierte Matrix wie folgt darzustellen:
MT1 =

a11 a21 . . . am1
a12 a22 . . . am2
...
...
. . .
...
a1n a2n . . . amn

51
Beispiel 6 Die Transponierte der oben angegebenen Matrix A ist:
AT =
1 0 12 3 0
1 5 1

3. Lineare Gleichungssysteme und Matrizen mit
MATLAB
Matrizen ko¨nnen mit MATLAB besonders gut berechnet werden. Fu¨r die in Kapitel 2 be-
rechneten Beispiele werden hier exemplarisch die Musterlo¨sungen bezu¨glich der Eingaben in
das Command Window dargestellt.
Beispiel 1
Hier bestehen mehrere Mo¨glichkeiten der Lo¨sung. Zum Einen ko¨nnen lineare Gleichungssys-
teme mit dem solve-Befehl gelo¨st werden, zum Anderen kann das Gleichungssystem in eine
Matrix und einen Lo¨sungsvektor umgeschrieben und so gelo¨st werden. Sind beide Lo¨sungen
mo¨glich, so werden auch beide Lo¨sungen angegeben.
Lo¨sung als LGS:
>> syms x1 x2 x3
>> S=solve(2*x1+x2+x3==3,x1-3*x2+2*x3==-7,x1+x2-2*x3==5);
>> S=[S.x1 S.x2 S.x3]
Lo¨sung als Matrix:
>> A=[2 1 1;1 -3 2; 1 1 -2];
>> b=[3;-7;5];
>> x=A\b
Beispiel 2
>> A=[1 2 1;0 3 5;1 0 1];
>> B=[2 2 5;3 1 1;0 2 2];
>> A+B
Beispiel 3
>> A=[1 2 1;0 3 5;1 0 1];
>> B=[2 2 5;3 1 1;0 2 2];
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>> A-B
Beispiel 4
>> A=[1 2 1;0 3 5;1 0 1];
>> B=[2 2 5;3 1 1;0 2 2];
>> 5*A
Beispiel 5
>> A=[1 2 1;0 3 5;1 0 1];
>> B=[2 2 5;3 1 1;0 2 2];
>> A*B
Beispiel 6
>> A=[1 2 1;0 3 5;1 0 1];
>> A’
4. Aufgaben
Die folgenden Aufgaben sind denjenigen, die bereits online verfu¨gbar sind, entnommen.
Aufgabe 1
Berechnen Sie alle Lo¨sungen des folgenden LGS:
−3x1 + 2x2 − 3x3 = 6 (1)
9x1 − 2x2 + 10x3 = −10 (2)
6x1 + 8x2 + 14x3 = 22 (3)
Aufgabe 2
Gegeben sind folgende Matrizen:
A =
−3 21 3
5 −4
 B = (1 3
2 −1
)
C =
1 0 −43 2 0
6 −2 5
 D = (−4 0 3−1 4 7
)
Berechnen Sie:
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a) A+ 3A
b) A− 3DT
c) B ·D
d) DT ·B
e) C ·DT − 2A
5. Lo¨sungen
Lo¨sung 1
A1 =
 −3 2 −3 69 −2 10 −10
6 8 14 22
 [2]+[1]→
 −3 2 −3 66 0 7 −4
6 8 14 22
 [3]+[2]→
 −3 2 −3 66 0 7 −4
0 8 7 26

[2]
2→
 −3 2 −3 63 0 72 −2
0 8 7 26
 [1]+[2]→
 0 2
1
2
4
3 0 7
2
−2
0 8 7 26
 [1]·4→
 0 8 2 163 0 72 −2
0 8 7 26

[3]−[1]→
 0 8 2 163 0 72 −2
0 0 5 10

5x3 = 10 (3a)
x3 = 2
Aus (1) und (2) folgt:
A2 =
(
−3 2 12
9 −2 −30
)
[1]+[2]→
(
6 0 −18
9 −2 30
)
6x1 = −18 (1a)
x1 = −3
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2x2 = 3 (2a)
x2 =
3
2
Lo¨sung mit MATLAB:
>> syms x1 x2 x3
>> S=solve(-3*x1+2*x2-3*x3==6,9*x1-2*x2+10*x3==-10,6*x1+8*x2+14*x3==22);
>> S=[S.x1 S.x2 S.x3]
Alternative:
>> A=[-3 2 -3;9 -2 10; 6 8 14];
>> b=[6;-10;22];
>> x=A\b
Lo¨sung 2
a) A+ 3 · A =
−3 21 3
5 −4
+ 3 ·
−3 21 3
5 −4
 =
−3 21 3
5 −4
+
−9 63 9
15 −12

=
−3− 9 2 + 61 + 3 3 + 9
5 + 15 −4− 12
 =
−12 84 12
20 −16

b) A− 3 ·DT =
−3 21 3
5 −4
− 3 ·
−4 −10 4
3 7
 =
−3 21 3
5 −4
−
−12 −30 12
9 21

=
−3 + 12 2 + 31− 0 3− 12
5− 9 −4− 21
 =
 9 51 −9
−4 −25

c) B ·D =
(
1 3
2 −1
)
·
(
−4 0 3
−1 4 7
)
=
(
1 · (−4) + 3 · (−1) 1 · 0 + 3 · 4 1 · 3 + 3 · 7
2 · (−4) + (−1) · (−1) 2 · 0 + (−1) · 4 2 · 3 + (−1) · 7
)
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=(
(−4) + (−3) 0 + 12 3 + 21
(−8) + 1 0 + (−4) 6 + (−7)
)
=
(
−7 12 24
−7 −4 −1
)
d) DT ·B =
−4 −10 4
3 7
 ·(1 3
2 −1
)
=
(−4) · 1 + (−1) · 2 (−4) · 3 + (−1) · (−1)0 · 1 + 4 · 2 0 · 3 + 4 · (−1)
3 · 1 + 7 · 2 3 · 3 + 7 · (−1)

=
(−4) + (−2) (−12) + 10 + 8 0 + (−4)
3 + 14 9 + (−7)
 =
−6 −118 −4
17 2

e) C ·DT − 2 · A =
1 0 −43 2 0
6 −2 5
 ·
−4 −10 4
3 7
− 2 ·
−3 21 3
5 −4

=
1 0 −43 2 0
6 −2 5
 ·
−4 −10 4
3 7
−
−6 42 6
10 −8

=
1 · (−4) + 0 · 0 + (−4) · 3 1 · (−1) + 0 · 4 + (−4) · 73 · (−4) + 2 · 0 + 0 · 3 3 · (−1) + 2 · 4 + 0 · 7
6 · (−4) + (−2) · 0 + 5 · 3 6 · (−1) + (−2) · 4 + 5 · 7
−
−6 42 6
10 −8

=
(−4) + 0 + (−12) (−1) + 0 + (−28)(−12) + 0 + 0 (−3) + 8 + 0
(−24) + 0 + 15 (−6) + (−8) + 35
−
−6 42 6
10 −8

=
−16 −29−12 5
−9 21
−
−6 42 6
10 −8
 =
−10 −33−14 −1
−19 29

Lo¨sung mit MATLAB:
a) >> A=[-3 2;1 3;5 -4];
>> A+3*A
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b) >> A=[-3 2;1 3;5 -4];
>> D=[-4 0 3;-1 4 7];
>> A-3*D’
c) >> B=[1 3;2 -1];
>> D=[-4 0 3;-1 4 7];
>> B*D
d) >> B=[1 3;2 -1];
>> D=[-4 0 3;-1 4 7];
>> D’*B
e) >> A=[-3 2;1 3;5 -4];
>> C=[1 0 -4;3 2 0;6 -2 5];
>> D=[-4 0 3;-1 4 7];
>> C*D’-2*A
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D. Skript zum Themenschwerpunkt
Mehrdimensionale Integration
Das Skript und die Aufgaben, welche den Studierenden zur Unterstu¨tzung beim eigensta¨ndi-
gen Erarbeiten der Thematik Mehrdimensionale Integration zur Verfu¨gung gestellt werden
sollen, befinden sich auf den folgenden Seiten.
Da dieses Skript lediglich dem Versta¨ndnis der Studierenden dienen soll und eine durchgehen-
de Nummerierung der Gleichungen fu¨r ein solches Versta¨ndnis, wie auch fu¨r die u¨bersichtliche
Darstellung der Inhalte, nicht notwendig ist, wird darauf verzichtet.
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Mehrdimensionale Integration
Nachfolgend wird auf die Integration u¨ber mehrere Dimensionen, beispielsweise zur Volumen-
berechnung, sowie die Integration in Polar- und Kugelkoordinaten eingegangen. Vorausgesetzt
werden dazu Kenntnisse der Integralrechnung zur Fla¨chenberechnung in zweidimensionalen
kartesischen Koordinaten.
1. Integration u¨ber mehrdimensionale Bereiche
Der Integralbegriff kann derart verallgemeinert werden, dass die Definitionsmenge nicht mehr
nur eine Dimension im Sinne einer Zahlengeraden R, sondern mehrere Dimensionen umfasst.
So kann dann u¨ber Fla¨chen oder Ko¨rper integriert werden, wodurch die Integration beispiels-
weise zur Volumenberechnung genutzt werden kann.
Mehrdimensionale Integrale kann man berechnen, indem man sie in beliebiger Reihenfolge in
Integrale u¨ber die einzelnen Koordinaten aufspaltet. Die einzelnen Integrale u¨ber die jeweili-
gen Koordinaten werden dann folgendermaßen nacheinander, immer von innen nach außen,
berechnet:∫∫∫
f(x, y, z) dx dy dz =
(∫ (∫ (∫
f(x, y, z) dz
)
dy
)
dx
)
Dabei werden die jeweils u¨brigen Variablen als Konstanten behandelt. Die Integrationsgren-
zen sind aus den Begrenzungen der Fla¨che bzw. des Volumens zu bestimmen. Diese Art
der Integration kann nicht nur bei Rechnung in kartesischen, sondern auch in Polar- oder
Kugelkoordinaten angewandt werden.
Ist der Integrand ein Produkt aus Funktionen, wobei in jedem Faktor nur jeweils eine Varia-
ble vorkommt, so muss das Integral nicht zwingend von innen nach außen berechnet werden,
sondern kann folgendermaßen zerlegt und vereinfacht berechnet werden:
b∫
x=a
d∫
y=c
f(x)g(y)d(x, y) =
( b∫
x=a
f(x)dx
)
·
( d∫
y=c
g(y)dy
)
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1.1. Kartesische Koordinaten
Bei der Integration in kartesischen Koordinaten wird stets auf das Fla¨chenelement dxdy
zuru¨ckgegriffen.
1.1.1. Beispiel 1
Zu berechnen ist das folgende Integral:
∫
G
x2cosy d(x, y)
Dabei ist G das Rechteck |x| ≤ 1, 0 ≤ y ≤ pi
2
.
G ist das Gebiet, u¨ber dem integriert werden soll.
Das Integral wird deshalb zuna¨chst nach den angegebenen Grenzen des Rechtecks parame-
trisiert, also die Grenzen der x- und y-Koordinaten werden auf zwei Integrale aufgeteilt, die
spa¨ter einzeln berechnet werden ko¨nnen:∫
G
x2cosy d(x, y) =
1∫
x=−1
pi
2∫
y=0
x2cosy dydx
Nun wird das Integral aufgespalten, die entstehenden Teil-Integrale werden einzeln berechnet:
1∫
x=−1
pi
2∫
y=0
x2cosy dydx =
1∫
x=−1
x2 dx ·
pi
2∫
y=0
cosy dy = 1
3
x3
∣∣1
−1 · siny
∣∣pi2
0
=
[
1
3
(1)3 − 1
3
(−1)3] · [sin(pi
2
)− sin(0)] = (1
3
− (−1
3
)) · (1− 0) = 2
3
· 1 = 2
3
1.2. Polarkoordinaten
Statt in kartesischen Koordinaten ko¨nnen Strecken im zweidimensionalen Raum auch durch
Polarkoordinaten beschrieben werden. Dabei werden dann nicht zwei Punkte angegeben,
sondern die La¨nge der Strecke r vom Ursprung aus und der Winkel ϕ zur x-Achse (vgl.
Darstellung komplexer Zahlen in Polarkoordinaten). Fu¨r den Wertebereich von ϕ gilt daher:
0 ≤ ϕ ≤ 2pi (beruhend auf dem Kreisumfang des Einheitskreises).
1.2.1. Beispiel 2
Darstellung einer Strecke mit r = 5 und ϕ = 30◦
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x
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ϕ
r
Abbildung D.1.: Polarkoordinaten
Fu¨r den Zusammenhang zwischen
kartesischen und Polarkoordinaten
gilt:
x = r · cos(ϕ) r ≥ 0
y = r · sin(ϕ) 0 ≤ ϕ ≤ 2pi
Bei der Integration in Polarkoordi-
naten wird stets auf das Fla¨chen-
element rdrdϕ zuru¨ckgegriffen.
1.2.2. Beispiel 3
Zu berechnen ist die Fla¨che eines Halbkreisrings R : 4 ≤ x2 + y2 ≤ 9, y ≥ 0.
0 1 2 3 4 5
x
y
Abbildung D.2.: Halbkreisring
Die relevanten Parameter des Halb-
kreisrings werden hier in karte-
sischen Koordinaten angegeben.
Trotzdem ist es einfacher, das Bei-
spiel mithilfe von Polarkoordinaten
zu lo¨sen. Da in Polarkoordinaten
nicht die x- und y-Koordinaten,
sondern r und ϕ integriert werden
sollen, mu¨ssen zuna¨chst Gleichun-
gen fu¨r r und ϕ gefunden werden.
Die Gleichung eines Kreises mit Radius r um den Ursprung ist x2 + y2 = r2. Daraus folgt
fu¨r die erste Bedingung: 2 ≤ r ≤ 3. y = 0 ist fu¨r alle Winkel zwischen 0 und 180◦ bzw. pi
(Halbkreis!) erfu¨llt.
Nun muss, wie in Beispiel 1, eine sinnvolle Parametrisierung (Aufteilung auf mehrere Teil-
Integrale) erfolgen. Diese ergibt sich hier aus den eben erstellten Bedingungen fu¨r r und ϕ.
Der Fla¨cheninhalt des Halbkreisringes la¨sst sich also wie folgt berechnen:
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∫
R
d(x, y) =
∫
R′
rdrdϕ =
3∫
r=2
pi∫
ϕ=0
rdϕdr = 1
2
· r2∣∣3
2
· ϕ∣∣pi
0
=
(
9
2
− 4
2
)
· (pi − 0) = 5
2
pi
1.3. Kugelkoordinaten
Kugelkoordinaten werden auch als ra¨umliche Polarkoordinaten bezeichnet. Hierbei wird ein
Punkt durch seinen Abstand vom Ursprung r und zwei Winkel ϕ und θ angegeben.
x
y
z
r
ϕ
θ
Abbildung D.3.: Kugelkoordinaten
Fu¨r den Zusammenhang zwischen
kartesischen und Kugelkoordinaten
gilt:
x = r · sin(θ) · cos(ϕ) r ≥ 0
y = r · sin(θ) · sin(ϕ) 0 ≤ ϕ ≤ 2pi
z = r · cos(θ) 0 ≤ θ ≤ pi
Bei der Integration in Kugelkoordinaten wird stets auf das Volumenelement r2sin(θ)drdϕdθ
zuru¨ckgegriffen.
1.3.1. Beispiel 4
Zu berechnen ist das Volumen einer Kugel mit r = 1.
Die Parametrisierung ergibt sich aus der Aufgabenstellung und den vorgegebenen Wertebe-
reichen der Winkel ϕ und θ.
1∫
r=0
2pi∫
ϕ=0
pi∫
θ=0
r2sin(θ)drdϕdθ =
1∫
r=0
r2dr ·
2pi∫
ϕ=0
1dϕ
pi∫
θ=0
sin(θ)dθ
= 1
3
r3
∣∣1
0
· ϕ∣∣2pi
0
· (−cos(θ))∣∣pi
0
= 1
3
· 2pi · [1− (−1)] = 1
3
· 2pi · 2 = 4
3
pi
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2. Anwendung: Raumwinkel
Der Raumwinkel Ω ist derjenige Winkel, der die Gro¨ße eines Raumes, welcher von einem
Kegelmantel aufgespannt wird, beschreibt. Der Raumwinkel hat die Einheit Steradiant [sr].
Ein Raumwinkel von 1 sr beschreibt auf einer Kugel mit dem Radius r = 1m eine Fla¨che von
A = 1m2.
Die ganze Kugel hat die Oberfla¨che O = 4pir2, weshalb der zugeho¨rige Raumwinkel Ω =
4pi ≈ 12, 57sr ist.
Besondere Bedeutung hat die Rechnung mit Raumwinkeln beispielsweise in der Lichttechnik.
Hier ist es unter Umsta¨nden sinnvoll, bereits an der verwendeten Einheit erkennen zu ko¨nnen,
um welche lichttechnische Gro¨ße es sich handelt. Zum Beispiel wird der Lichtstrom inlm =
[cd · sr] und die Lichtsta¨rke in [cd] angegeben. Es ist anhand der Einheiten ersichtlich, dass
der Lichtstrom im Gegensatz zur Lichtsta¨rke vom Raumwinkel abha¨ngt.
Der Raumwinkel kann sehr einfach in einem Kugelkoordinatensystem definiert werden. Dies
hat den Grund, dass bei der Verwendung von Kugelkoordinaten der Abstand vom Ursprung
in diesem Fall konstant ist. Deshalb spricht man hier auch von spha¨rischen Koordinaten, bei
denen lediglich zwei Winkel beno¨tigt werden, um einen Punkt eindeutig anzugeben, da sich
dieser, wie der Name schon sagt, auf einer definierten Spha¨re, also Kugeloberfla¨che befindet.
Der Raumwinkel la¨sst sich u¨ber die Betrachtung eines Fla¨chenelements auf der Kugelober-
fla¨che in allgemeiner Form berechnen (polare Darstellung):
Zuna¨chst werden die Winkel δ und γ definiert.
δ ist der Meridianwinkel und hat damit einen Wertebereich von 0◦ ≤ δ ≤ 360◦ bzw.
0 ≤ δ ≤ 2pi.
γ ist der Breitenwinkel mit einem Wertebereich von 0◦ ≤ γ ≤ 180◦ bzw. 0 ≤ γ ≤ pi.
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rγ2γ1 dsδ
dsγ
δ1
δ2
Abbildung D.4.: Raumwinkelberechnung
Fu¨r die A¨nderung des Raumwinkels
Ω in Abha¨ngigkeit von den Winkeln
δ und γ gilt daher: dΩ = dAK
r2
.
Weiterhin gilt:
dγ = dsγ
r
⇒ dsγ = dγ · r
dδ = dsδ
r′ ⇒ dsδ = dδ · r′
sin(γ) = r
′
r
⇒ r′ = r · sin(γ)
dAK = dsγ · dsδ
dΩ = dAK
r2
= dsγ ·dsδ
r2
= dγ·r·dδ·r
′
r2
=
dγ·r·dδ·r·sin(γ)
r
= dγ · dδ · sin(γ)
Daraus folgt: Ω =
δ2∫
δ1
γ2∫
γ1
sin(γ)dγdδ
2.0.2. Beispiel 5
Zu berechnen ist der Raumwinkel des Drittels einer Kugel.
Ω =
2pi∫
δ=0
pi
3∫
γ=0
sin(γ)dγdδ =
2pi∫
δ=0
(
−cos(γ)∣∣pi3
0
)
dδ =
2pi∫
δ=0
−cos(pi
3
) + 1dδ =
2pi∫
δ=0
(−1
2
) + 1dδ =
δ
∣∣2pi
0
· (1
2
) = 2pi · 1
2
= pi
3. Integralrechnung mit MATLAB
Auch Integrale ko¨nnen mithilfe von MATLAB berechnet werden. Fu¨r die oben berechneten
Beispiele werden hier exemplarisch die Musterlo¨sungen bezu¨glich der Eingaben in das Com-
mand Window dargestellt. Hier sind Integrale mit angegebenen Grenzen zu berechnen. Diese
ko¨nnen in MATLAB direkt innerhalb des Befehls zur Integration, getrennt von der Integrati-
onsvariablen durch Komma, angegeben werden.
Beispiel 1
>> syms x y
>> f=x^2*cos(y);
>> int(int(f,y,0,pi/2),x,-1,1)
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Beispiel 3
>> syms p r
>> f = r;
>> int(int(f,p,0,pi),r,2,3)
Beispiel 4
>> syms r p t
>> f=r^2*sin(t);
>> int(int(int(f,t,0,pi),p,0,2*pi),r,0,1)
Beispiel 5
>> syms g d
>> f=sin(g);
>> int(int(f,g,0,pi/3),d,0,2*pi)
3.1. Aufgaben
Aufgabe 1
Berechnen Sie den Raumwinkel einer Vollkugel.
Aufgabe 2
Berechnen Sie den Raumwinkel einer Halbkugel.
Aufgabe 3
Berechnen Sie den Raumwinkel eines Kegels mit dem O¨ffnungswinkel α.
3.2. Lo¨sungen
Lo¨sung 1
Ω =
2pi∫
δ=0
pi∫
γ=0
sin(γ)dγdδ =
2pi∫
δ=0
(
−cos(γ)∣∣pi
0
)
dδ =
2pi∫
δ=0
2dδ = δ
∣∣2pi
0
· 2 = 2pi · 2 = 4pi
Lo¨sung mit MATLAB:
>> syms g d
>> f=sin(g);
>> int(int(f,g,0,pi),d,0,2*pi)
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Lo¨sung 2
Ω =
2pi∫
δ=0
pi
2∫
γ=0
sin(γ)dγdδ =
2pi∫
δ=0
(
−cos(γ)∣∣pi2
0
)
dδ =
2pi∫
δ=0
1dδ = δ
∣∣2pi
0
· 1 = 2pi · 1 = 2pi
Lo¨sung mit MATLAB:
>> syms g d
>> f=sin(g);
>> int(int(f,g,0,pi/2),d,0,2*pi)
Lo¨sung 3
Ω =
2pi∫
δ=0
α
2∫
γ=0
sin(γ)dγdδ =
2pi∫
δ=0
(
−cos(γ)∣∣α2
0
)
dδ =
2pi∫
δ=0
(−cos(α
2
) + 1)dδ
= (−cos(α
2
) + 1)δ
∣∣2pi
0
= 2pi · (−cos(α
2
) + 1) = 2pi · (1− cos(α
2
))
Lo¨sung mit MATLAB:
>> syms g d a
>> f=sin(g);
>> int(int(f,g,0,a/2),d,0,2*pi)
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E. Skript zum Praktikum MATLAB -
Teil 1: Direkte Eingabe
Das Skript, welches den ersten Teil des Praktikums MATLAB im Rahmen der Lehrveran-
staltung Mathematik begleiten soll, befindet sich, inklusive der von den Studierenden im
Praktikum zu bearbeitenden Aufgaben, auf den folgenden Seiten.
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MATLAB
Teil 1
1. Allgemeines
MATLAB ist ein nummerisches Berechnungs- und Simulationswerkzeug. Das bedeutet, dass
es sich hierbei nicht um ein Computeralgebra-Programm handelt, mit dem symbolische Ope-
rationen durchfu¨hrbar sind, es also nicht mo¨glich ist, mathematische Formeln so berechnen
zu ko¨nnen, wie ein Mensch dies normalerweise tut, sondern alle Berechnungen prinzipiell rein
nummerisch erfolgen. Auf die Computeralgebra-Funktionalita¨t kann allerdings innerhalb der
MATLAB-Umgebung u¨ber die
”
Symbolics“-Toolbox zugegriffen werden. Die grundsa¨tzliche
Struktur, auf der alle MATLAB-Operationen beruhen, ist jedoch das numerische Feld, also
eine Matrix. Daher auch der Name MATLAB, welcher eine Abku¨rzung fu¨r MATrix LABora-
tory ist.
Typische Anwendungen von MATLAB sind:
• Mathematische Berechnungen
• Entwicklung von Algorithmen
• Datenerfassung und -bearbeitung
• Datenanalyse, -auswertung und -visualisierung
• Wissenschaftliche und technische grafische Darstellungen
• Entwicklung von Anwendungen, inklusive der Gestaltung von grafischen Benutzerober-
fla¨chen
Besonderen Wert wird wa¨hrend des Praktikums auf mathematische Berechnungen und gra-
fische Darstellungen gelegt.
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2. Grundlagen der Arbeit mit MATLAB
2.1. Der MATLAB-Desktop
Je nachdem, welches Fenster gerade aktiv ist, a¨ndert sich die Taskleiste u¨ber den Fenstern,
wobei die Kategorie Desktop immer erhalten bleibt (siehe Abb. E.1). Hier kann unter Desktop
Layout mit Anwa¨hlen von Default jederzeit der Ausgangsbildschirm mit den vier Fenstern in
der nachfolgend beschriebenen Anordnung wieder hergestellt werden.
Abbildung E.1.: MATLAB-Desktop nach dem Start (Studenten-Version R 2012a)
2.2. Die verschiedenen Fenster
Die Fenster, die nach dem Start von MATLAB zu sehen sind, werden im Folgenden na¨her
erla¨utert.
2.2.1. Command Window
Das Command Window ist das Fenster, in dem hauptsa¨chlich gearbeitet wird (siehe
Abb. E.2). Hier werden Befehle eingegeben, Funktionen gestartet, Ergebnisse der Berech-
nungen wiedergegeben und Fehlermeldungen angezeigt.
Eingaben sind immer hinter dem Zeichen >> zu machen. Fehlt dieses Zeichen, so ist entweder
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Abbildung E.2.: MATLAB-Command Window nach dem Start (Studenten-Version R 2012a)
eine zuvor begonnene Eingabe nicht fertiggestellt oder MATLAB befindet sich noch im Pro-
zess einer Berechnung. Soll hinter diesem Zeichen keine Eingabe erfolgen, sondern lediglich
ein Kommentar eingefu¨gt werden, so ist dieser durch das Prozentzeichen % einzuleiten und
durch die Eingabetaste abzuschließen. Kommentare werden von MATLAB in gru¨ner Schrift
hervorgehoben.
Es besteht die Mo¨glichkeit, mehrere MATLAB-Befehle zusammenzufassen. Dazu werden
Shortcuts erstellt, die es ermo¨glichen, die zusammengefassten Befehle auf einmal auszufu¨hren.
Zur Definition eines Shortcuts wird der Shortcut-Editor geo¨ffnet. Dieser ist u¨ber den Start-
Button (ganz unten links) zu erreichen. Hier wird im Menu¨ Shortcuts - New Shortcut
aufgerufen. Die erstellten Shortcuts ko¨nnen wahlweise im Start-Button-Menu¨ verankert oder
oder als Icon in die Shortcut-Leiste (unterhalb der Symbolleiste) integriert werden.
2.2.2. Current Folder bzw. Current Directory
Links befindet sich eine Spalte des aktuellen Verzeichnisses, unter Windows im Normalfall
das Verzeichnis MATLAB unter Eigene Dateien (siehe Abb. E.3). Hier ist zu erkennen, ob
bereits MATLAB-Dateien erzeugt wurden (Endungen .m oder .mat). Im Fenster darunter
ko¨nnen bei Bedarf Details angezeigt werden.
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Abbildung E.3.: Current Folder bzw. Current Directory (Studenten-Version R 2012a)
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2.2.3. Workspace
Abbildung E.4.: MATLAB-Workspace mit den momentan verfu¨gbaren Variablen (Studenten-
Version R 2012a)
Rechts oben befindet sich der Workspace, also der aktuelle Arbeitsbereich von MATLAB
(siehe Abb. E.4). Hier sind die aktuell im Arbeitsspeicher abgelegten Variablen und Parameter,
nach großen und kleinen Buchstaben sowie alphabetisch, aufgelistet. Durch Drag & Drop
ko¨nnen Variablen vom Workspace in das Command Window gezogen und dort in Befehle
eingebunden werden.
Durch Doppelklicken mit der linken Maustaste auf eine der Variablen wird diese im Variable
Editor (siehe Abb. E.5) geo¨ffnet, was besonders bei der Eingabe von Matrizen hilfreich ist.
Der Variable Editor a¨hnelt einem Excel-Sheet, in dem die Variablen auch bearbeitet werden
ko¨nnen.
2.2.4. Command History
Im Fenster rechts unten wird die Command History, also die Chronik der eingegebenen Befehle
mit entsprechendem Eingabedatum, angezeigt (siehe Abb. E.6). Durch Doppelklick mit der
linken Maustaste wird der gewa¨hlte Befehl im Command Window erneut ausgefu¨hrt. Soll die
Command History gelo¨scht werden, so geschieht dies am einfachsten durch einen rechten
Mausklick in das Fenster Command History. Hier o¨ffnet sich nun ein Auswahlmenu¨, in dem
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Abbildung E.5.: MATLAB-Variable Editor mit dem Inhalt der Matrix x, bestehend aus 5
Spalten und 4 Zeilen (Studenten-Version R 2012a)
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Abbildung E.6.: Command History mit Wiedergabe der zuletzt eingegebenen MATLAB-
Befehle (Studenten-Version R 2012a)
mit
”
Clear Command History“ alle Befehle gelo¨scht werden.
2.3. Die MATLAB-Hilfe
Die MATLAB-Hilfe la¨sst sich auf verschiedene Arten aufrufen und nutzen. Zum Einen be-
steht die Mo¨glichkeit, die
”
Product Help“ durch Mausklick auf Help auf der Taskleiste und
anschließendem Klick auf Product Help oder durch Klicken auf das ? -Symbol neben Current
Folder zu o¨ffnen. Dies ist die ausfu¨hrlichste Hilfe zu MATLAB, die ein Inhaltsverzeichnis be-
sitzt (Contents), in dem die einzelnen Hilfethemen nach Kategorien und Toolboxen sortiert
sind. Search Results ruft alle Suchergebnisse ab, die im oberen Suchfeld eingegeben werden.
Der Index listet alle MATLAB-Befehle und andere wichtige Begriffe, zu denen es Befehle und
Funktionen gibt, alphabetisch auf. Schließlich werden unter Demos einige Demo-Videos zur
Verfu¨gung gestellt, welche jedoch zum Teil nur u¨ber das Internet abrufbar sind.
Weiterhin besteht die Mo¨glichkeit der Hilfe u¨ber den
”
Function Browser“, welcher sich durch
Klicken auf das fx-Icon links neben dem >>-Eingabezeichen oder durch die Tastenkombina-
tion <Umschalt/Shift> + <F1> o¨ffnen la¨sst. Hier werden als Kategorien MATLAB und die
verschiedenen installierten Toolboxen vorgegeben, durch Auswahl der jeweiligen Kategorie
und der entsprechenden Unterkategorien kann man eine gesuchte Funktion finden, die dann
durch Doppelklick oder Drag & Drop in das Command Window u¨bernommen werden kann.
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Schließlich kann die MATLAB-Hilfe mit dem Befehl help im Command Window aufgerufen
werden. Die Eingabe dieses Befehls bewirkt einen Aufruf aller Haupt- und Unterkategorien,
zu denen es MATLAB-Befehle gibt. Die Ergebnisliste wird direkt im Command Window an-
gezeigt. Nun kann man sich die MATLAB-Hilfe zu einem gesuchten Befehl durch den Aufruf
von help <Befehl> ausgeben lassen.
3. Berechnungen mit MATLAB
Wie bereits erwa¨hnt, ist die grundlegende Datenstruktur von MATLAB die Matrix. Alle an-
deren Datenstrukturen wie Vektoren oder Skalare sind Spezialfa¨lle von Matrizen. Daraus
ergeben sich einige Besonderheiten bei Berechnungen mit Variablen, auf die im Folgenden
ebenso eingegangen wird, wie auf Besonderheiten mathematischer Funktionen und das Er-
stellen von Grafiken. Auf die einzelnen spezifischen Befehle wird anschließend im Kapitel 4
U¨bersicht wichtiger Befehle detailliert eingegangen.
3.1. Variablen
Eine MATLAB-Variable ist ein Objekt eines bestimmten Datentyps. Wie bereits erwa¨hnt, ist
der grundlegende Datentyp hier die Matrix. Das bedeutet, dass jede MATLAB-Variable eine
Matrix ist, die aus reellen oder komplexen Zahlen bestehen kann.
Die Matrix wird im Command Window definiert und mit einem frei wa¨hlbaren Variablenna-
men versehen. Dabei ist die folgende Syntax anzuwenden:
>> x = 2
Dadurch wird die Zahl 2 (eine einfache Zahl ist in MATLAB eine 1 × 1-Matrix!) der Varia-
blen x zugewiesen und kann im Folgenden unter diesem Variablennamen angesprochen wer-
den. MATLAB besta¨tigt diese Eingabe durch eine entsprechende Ausgabe. Bei syntaktischen
Fehlern erfolgt eine Fehlermeldung. Erscheint das von MATLAB verwendete Zahlenformat
ungeeignet, so kann dieses u¨ber den Menu¨befehl File – Preferences. . . in der Karteikarte
Command-Window – Numeric Format gea¨ndert werden.
Komplexe Zahlen ko¨nnen mithilfe der Symbole i und j in der oben angegebenen Form de-
finiert werden. Da i und j dafu¨r vorab reserviert sind, sollten diese Buchstaben nicht fu¨r
andere Variablen verwendet werden.
Die Eingabe von Matrizen geschieht wie folgt: Die Eintra¨ge in den Zeilen der Matrix sind
jeweils durch ein Leerzeichen zu trennen, die verschiedenen Spalten sind durch Semikola zu
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trennen. Der Matrix wird hier der Name Matrix zugewiesen.
>> Matrix = [a b c; d e f]
Die Ausgabe im Command Window zur Besta¨tigung der Eingabe gibt die Matrix in korrekter
Anordnung zuru¨ck:
Matrix =
a b c
d e f
Sa¨mtliche definierten Variablen werden im Workspace gespeichert und ko¨nnen u¨ber die Kom-
mandos who (fu¨r die Namen der Variablen) und whos (fu¨r Namen und Zusatzinformationen)
im Command Window zur Information abgerufen werden. Durch Doppelklick auf eine Varia-
ble im Workspace o¨ffnet sich der Variable Editor, hier ko¨nnen die definierten Matrizen weiter
bearbeitet werden. Beno¨tigt man eine Variable nicht mehr, so kann man die im Command
Window mit dem Befehl clear [Variablenname] lo¨schen.
3.2. Arithmetische Operationen
Bei den arithmetischen Operationen (+, - etc.) ist zu beachten, dass die grundlegende Struk-
tur von MATLAB die Matrix ist, weshalb diese Operationen zuna¨chst als Matrixoperationen
zu verstehen sind. Deshalb werden die Rechenregeln der Matrizenalgebra mit allen sich erge-
benden Konsequenzen unterstellt. Beispielsweise ist deshalb das Produkt zweier Variablen A
und B nicht definiert, falls die zugrunde liegende Matrizenmultiplikation nicht definiert ist,
d.h. falls Spaltenzahl von A und Zeilenzahl von B nicht gleich sind. Eine Ausnahme von der
Regel besteht dann, wenn mindestens eine der Variablen ein Skalar, also eine 1 × 1-Matrix
ist.
Falls keine der definierten Variablen ein Skalar ist und die vorgesehene arithmetische Operati-
on trotzdem komponentenweise ausgefu¨hrt werden soll, so ist der entsprechenden Operation
in der MATLAB-Syntax ein Punkt (.) voranzustellen. Ein * alleine lo¨st demnach eine Matri-
zenmultiplikation aus, ein .* ist als komponentenweise Multiplikation zu verstehen.
3.3. Mathematische Funktionen
MATLAB verfu¨gt, inklusive der verschiedenen Toolboxes, u¨ber eine Vielzahl verschiedener
vorgefertigter mathematischer Funktionen wie beispielsweise Sinus, cosinus, die Exponenti-
alfunktion, der Logarithmus etc. Das scheinbar auftretende Problem, dass die Datenstruktur
von MATLAB auf Matrizen beruht und diese Funktionen fu¨r Matrizen nicht definiert sind,
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wird hier dadurch gelo¨st, dass die jeweiligen Funktionen komponentenweise auf die eingege-
benen Matrizen wirken. Beispielsweise ist der Cosinus eines angegebenen Vektors wiederum
ein Vektor:
~x = (cos(0), cos(1), cos(2), . . . , cos(n))
Dies ist sinnvoll, da ein solches Vorgehen dazu fu¨hrt, dass zur Darstellung mathematischer
Funktionen keine Programmierschleifen notwendig werden.
3.4. Grafikfunktionen
MATLAB kann jegliche Berechnungsergebnisse grafisch darstellen. Dabei sind sowohl zwei-
als auch dreidimensionale Grafiken mo¨glich. Dieses Skript beschra¨nkt sich dabei auf zwei-
dimensionale Grafiken (xy-Plots). Zu einem vollsta¨ndigen U¨berblick u¨ber alle Grafikfunktio-
nen fu¨hren, fu¨r Interessierte, die Eingabe von help graph2d, help graph3d und help
graphics im Command Window oder die entsprechenden Eintra¨ge in der MATLAB Pro-
duct Help. Prinzipiell werden zwei Vektoren beno¨tigt, um einen Graph zu plotten. Dabei
stehen der erste Vektor fu¨r die x-Werte des Graphen und der zweite Vektor fu¨r die zugeho¨ri-
gen y-Werte. Die Vektoren mu¨ssen dafu¨r die gleiche La¨nge haben. Es ko¨nnen auch mehrere
Funktionen gleichzeitig geplottet werden, entweder indem man die x,y-Paare nacheinander
in die Parameterliste schreibt oder indem man die y-Vektoren zu einer entsprechenden Ma-
trix zusammenfasst. Letzeres funktioniert nur dann, wenn fu¨r alle Plots der gleiche x-Vektor
verwendet werden soll.
Soll beispielsweise die Sinus-Funktion geplottet werden, so ist u¨ber den x-Vektor der Defi-
nitionsbereich (1 ≤ x ≤ 10) inklusive Schrittweite (1) anzugeben, Der y-Vektor ergibt sich
aus der Funktion. Die einzelnen Befehle sind dabei durch Semikola zu trennen. Die Eingabe
in das Command Window ist dann:
>> x = (0:1:10);
>> y = sin(x);
>> plot(x,y)
Zudem ko¨nnen zusa¨tzliche Parameter die Linienart und Farbe des Graphen vera¨ndern.
3.5. Symbolische Rechnungen
Obwohl MATLAB prinzipiell ein numerisches Werkzeug ist, sind mit der integrierten Symbolic
Math Toolbox auch symbolische Rechnungen mo¨glich. Einen kompletten U¨berblick u¨ber die
Mo¨glichkeiten, die mit dieser Toolbox zur Verfu¨gung stehen, bekommt man durch die Einga-
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be von help symbolic in das Command Window oder durch Aufsuchen der entsprechenden
Eintra¨ge in der MATLAB Product Help. Unter anderen ist es mit dieser Toolbox mo¨glich,
Differenziale, Integrale, Grenzwerte, Taylor-Reihen und vieles mehr zu berechnen.
Um eine symbolische Berechnung durchfu¨hren zu ko¨nnen, muss man MATLAB mitteilen,
dass es sich bei den fu¨r diese Berechnungen definierten Variablen um Symbole und nicht,
wie sonst, um numerische Variablen handelt. Dies geschieht durch die Anweisung syms, also
werden durch
>> syms x y z
Die Symbole x, y und z angelegt. Diese sind nun auch im Workspace zu sehen. Dazu kann
eine entsprechende Funktion angelegt werden:
>> f = x + y + z
Sollen die Ergebnisse nach Anwendung eines bestimmten Befehls u¨bersichtlicher dargestellt
werden, so ist das durch den zusa¨tzlichen Befehl pretty(Name der Funktion/des Befehls),
von der Eingabe der Funktion getrennt durch ein Semikolon, zu bewerkstelligen (im vorlie-
genden Beispiel macht das selbstversta¨ndlich wenig Sinn, bei komplexeren Funktionen kann
dieser Befehl hingegen von Nutzen sein):
>> f = x + y + z
>> pretty(f)
Auch ko¨nnen mittels der Symbolic Math Toolbox zwischenzeitliche Berechnungen symboli-
scher Ausdru¨cke in prinzipiell numerischen Rechnungen durchgefu¨hrt werden.
4. U¨bersicht wichtiger Befehle
Die folgenden Tabellen geben eine U¨bersicht u¨ber Befehle, die zur Lo¨sung relevanter Aufga-
ben bezu¨gliche der Lehrveranstaltung Mathematik notwendig sein ko¨nnen. Diese U¨bersicht
stellt keinen Anspruch auf Vollsta¨ndigkeit.
4.1. Wichtige Kommandos
Tabelle E.1.: U¨bersicht u¨ber nu¨tzliche Kommandos
Eingabe in das
Command Window
Verarbeitung
>> cd gibt das aktuelle MATLAB-Verzeichnis an
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>> clc das Command Window wird gelo¨scht, alle vorherigen Ein- und
Ausgaben sind nicht mehr sichtbar
>> clear x lo¨scht die Variable x aus dem Arbeitsspeicher
>> clear all lo¨scht alle Variablen aus dem Arbeitsspeicher
>> delete datei lo¨scht die Datei
”
datei“ aus dem aktuellen Verzeichnis
>> diary datei Alle folgenden Ein- und Ausgaben im Command Window werden
in die Datei
”
datei“ geschrieben.
Der Dateiname kann, muss aber nicht, mit einer Endung wie .txt,
.doc etc. versehen werden.
>> diary off Beendet das Schreiben und schließt die aktuelle Datei.
Durch Entfernen der Ergebnisse und Anfu¨gen bzw. Austausch der
Extension .txt bzw. .doc durch .m entsteht ein lauffa¨higes M-file.
>> diary on O¨ffnet die zuletzt geschlossene Datei wieder und schreibt weiter
in sie hinein.
>> dir/ls Listet den Inhalt des aktuellen Verzeichnisses auf.
>> disp(’Text’) Gibt den ’Text’ aus.
>> echo on bzw. off Gibt die Ausgabe im Command Window frei bzw. verhindert sie.
>> format... Legt das ausgegebene Zahlenformat fest.
>> format compact Unterdru¨ckt die Leerzeile bei der Ausgabe.
>>
fprintf(’Text%f\n’,
Wert)
Gibt ’Text’ und einen oder mehrere numerische Werte aus.
>> help
"
function\ Gibt den zu der
”
function“ geho¨renden Text aus, z.B. help
format.
>> load
Daten2 1.mat
La¨dt die in Daten2 1.mat gespeicherten Variablen in den Ar-
beitsspeicher.
>> save
Daten2 1.mat
Speichert alle im Arbeitsspeicher hinterlegten Variablen in den
Daten2 1.mat.
>> save
Daten2 1.mat a
b
Speichert die Variablen a und b des Arbeitsspeichers in Da-
ten2 1.mat.
>> type name Zeigt den Inhalt der Datei name.m an.
>> what Gibt die M-, MAT- und MEX-Files des Verzeichnisses an.
>> which name Zeigt das Verzeichnis an, in dem sich die Datei name.m befindet.
>> who Gibt eine Liste mit den aktuellen Variablen im Arbeitsspeicher
aus.
>> whos Gibt eine erweiterte Variablenliste aus.
>> name; Das Semikolon verhindert die Ausgabe des Inhalts von name.
>> % Leitet einen Kommentar ein.
>> ... Am Ende einer Befehlszeile, bedeutet Fortsetzung des Befehls in
der na¨chsten Zeile.
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4.2. Arithmetische Operationen
Tabelle E.2.: U¨bersicht u¨ber arithmetische Operationen
Operation Command Window
Eingabe Ausgabe
Zuweisung >> a = 4; b = 5
Addition >> s = a + b s =
9
Subtraktion >> d = a - b d =
-1
Multiplikation >> m = a * b m =
20
Division von rechts >> r = a / b r =
0.8000
Division von links >> r = a \ b l =
1.2500
Potenz >> p = a^b p =
1024
Quadratwurzel >> w2 = sqrt(p) w2 =
32
n-te Wurzel >> wn = nthroot(s,a) wn =
1.7321
4.3. Spezielle Werte
Tabelle E.3.: U¨bersicht u¨ber spezielle Werte
Beschreibung Command Window
Eingabe Ausgabe
ans: Fehlt die Ergeb-
nisvariable, so wird das
Resultat
”
ans“ zuge-
wiesen
>> a + b ans =
9
i,j =ˆ imagina¨re Einheit >> i ans =
0 + 1.0000i
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Inf =ˆ ∞ >> d0 = a/0 Warning: Divide by zero.
d0 =
Inf
NaN: Not-a-Number >> nn = Inf/Inf nn =
NaN
pi =ˆ pi >> format long, fl = pi fl =
3.14159265358979
4.4. Ha¨ufig beno¨tigte Funktionen
Tabelle E.4.: U¨bersicht u¨ber ha¨ufig beno¨tigte Funktionen
Funktion Command Window
Eingabe Ausgabe
exp(x) =ˆ ex:
Exponentialfunktion
von x
>> e1 = exp(1) e1 =
2.7183
log(x) =ˆ ln(x):
natu¨rlicher Logarith-
mus von x
>> lo = log(e1) lo =
1
log10(x) =ˆ lg(x):
dekadischer Logarith-
mus von x
>> lo1 = log10(e1) lo1 =
0.4343
round(x):
rundet zur na¨chsten
ganzen Zahl
>> r = round(e1) r =
3
factorial(n) =ˆ n!:
Fakulta¨t
>> factorial(4) ans =
24
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4.5. Komplexe Zahlen
Tabelle E.5.: U¨bersicht u¨ber Funktionen der komplexen Zahlen
Funktion Command Window
Eingabe Ausgabe
z: komplexe Zahl >> Z = a + b*i z =
4.0000 + 5.0000i
abs(z) =ˆ |z|:
absoluter Wert von z
>> Z = abs(z) Z =
6.4031
angle(z) =ˆ arg(z):
Winkel im Bogenmaß
>> phi = angle(z) phi =
0.8961
Winkel in Grad >> phi g =
angle(z)*180/pi
phi g =
51.3402
conj(z) =ˆ z¯:
konjugiert komplexe
Zahl zu z
>> zc = conj(z) zc =
4.0000 - 5.0000i
imag(z) =ˆ Im(z):
imagina¨rer Teil der
komplexen Zahl z
>> zi = imag(z) zi =
5
real(z) =ˆ Re(z):
realer Teil der komple-
xen Zahl z
>> zr = real(z) zr =
4
4.6. Matrizen
Hier bezeichnet m jeweils die Anzahl der Zeilen, n bezeichnet die Anzahl der Spalten.
Tabelle E.6.: U¨bersicht zur Matrizenrechnung
Funktion Command Window
Eingabe Ausgabe
A =

1 2 3
4 5 6
7 8 9
0 11 12
 >> A = [1 2 3;4 5
6;7 8 9;0 11 12]
A =
1 2 3
4 5 6
7 8 9
0 11 12
82
Addition
”
+“
Bedingung:
mA = mB, nA = nB
>> B = [1 -1 1;2 5
-1;4 0 2;-1 2 1]
ans =
2 1 4
6 10 5
11 8 11
-1 13 13
Subtraktion
”
-“
Bedingung:
mA = mB, nA = nB
>> A -B ans =
0 3 2
2 0 7
3 8 7
1 9 11
Multiplikation
”
*“
Bedingung: nA = mB
→ Typ(mA,nB)
>> C = [1 3 0;2 0
1;2 1 1];
>> A * C
ans =
11 6 5
26 18 11
41 30 17
46 12 23
Division
”
/“
Bedingung:
mA = mB, nA = nB
>> A / B ans =
0 -0.1739 0.6957 1.4348
0 -0.0435 1.6739 2.6087
0 0.0870 2.6522 3.7826
0 -0.6522 2.1087 7.1304
Multiplikation mit ei-
nem Skalar. Jedes Ele-
ment der Matrix wird
mit einem Skalar mul-
tipliziert.
>> 3 * A ans =
3 6 9
12 15 18
21 24 27
0 33 36
elementeweise
Multiplikation
>> A.*B ans =
1 -2 3
8 25 -6
28 0 18
0 22 12
elementeweise Division >> A./B Warning: Divide by zero.
ans =
1.0000 -2.0000 3.0000
2.0000 1.0000 -6.0000
1.7500 Inf 4.5000
0 5.5000 12.0000
elementeweises
Potenzieren
>> A.^2 ans =
1 4 9
16 25 36
49 64 81
0 121 144
83
Transponierte einer
Matrix
>> At = A’ At =
1 4 7 0
2 5 8 11
3 6 9 12
Erstellen einer
Nullmatrix
>> N = zeros(1,3) N =
0 0 0
4.7. Grafische Darstellungen
Tabelle E.7.: U¨bersicht u¨ber Befehle fu¨r Grafiken
Funktion Beschreibung
>> annotation(’Typ’,’Position’) Fu¨gt anmerkungen wie Pfeile ’arrow’, Text-
Pfeile ’textarrow’ usw. in eine Figur ein. ’Po-
sition’ entspricht den normalisierten Koordi-
naten, um Positionen innerhalb der Abbil-
dung zu spezifizieren. In den normalisierten
Koordinaten sind immer der Punkt (0,0) die
linke untere und der Punkt (1,1) die rech-
te obere Ecke des Abbildungsfensters, un-
abha¨ngig von der Gro¨ße der Abbildung.
>> axis([xminxmaxyminymax]) Legt die Bereiche der zwei Achsen bei einer
2-D Grafik fest.
>> axis equal
>> axis square
>> axis tight
...
Erzeugt gleich lange Achseinheiten.
Stellt die Achsenboxfla¨chen quadratisch dar.
Die Achsen werden durch Daten der Grafik
begrenzt.
Weitere Eigenschaften, siehe help axis
>> ezplot(’f(x)’,[xminxmax])
>> ezplot(’f(x)’,[xminxmaxyminymax])
Stellt explizite Funktionen als 2-D Grafiken
im vorgegebenen Bereich dar. Ohne Angabe
der Grenzen wird im Bereich [-2pi bis +2pi]
dargestellt. Die Funktion erscheint im ’titel’.
>> figure(i) Erzeugt die i-te Figur.
>> linspace(xa,xe,n) Erzeugt einen Vektor mit n Elementen zwi-
schen xa = Anfangs- und xe = Endpunkt.
Wird n nicht angegeben, werden 100 Punk-
te berechnet.
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>> logspace(a,e,n) Erzeugt einen Vektor mit logarithmischen
Elementen auf der Basis 10. Der Vektor be-
ginnt mit 10a und endet bei 10e. Die Gro¨ße
n legt die Anzahl der Elemente fest. Bei feh-
lendem n werden 50 Werte berechnet.
>> plot(x,y,S) Erzeugt eine 2-D Grafik, wobei x und y Vek-
toren vom gleichen Typ sein mu¨ssen. Mit S
werden die Art und die Farbe der Linie an-
gegeben. Entfa¨llt S, dann wird der Graph
als Volllinie farbig dargestellt. Die Funktion
ermo¨glicht es, gleichzeitig mehrere Kurven
darzustellen und diese unterschiedlich farbig
sowie grafisch zu kennzeichnen. Die einzel-
nen Befehle sind der MATLAB-Hilfe zu ent-
nehmen.
>> plot(x,y,z,S) Erzeugt eine 3-D Grafik, wobei x, y und z
Vektoren vom gleichen Typ sein mu¨ssen. Fu¨r
S gilt das unter plot gesagte.
>> plotyy(x1,y1,x2,y2) Stellt zwei Grafiken mit unterschiedlicher
Einteilung der Ordinaten in einer Figur dar.
Die WErte von y1 werden links und die von
y2 rechts aufgetragen.
>> semilogx(x,y) Erzeugt eine halblogarithmische Darstellung
der x-Achse auf der Basis 10 einer Funktion.
>> semilogy(x,y) Erzeugt die halblogarithmische Darstellung
der y-Achse auf der Basis 10 einer Funktion.
>> set(a,’Eigenschaft’,{Wert}
>> set(f,’Eigenschaft’,{Wert}
Legt fu¨r den aktuellen Subplot oder die ak-
tuelle Figur den Wert oder die Werte der
benannten Eigenschaft fest.
>> subplot(m,n,i) Stellt den i-ten Subplot bzw. die i-te Grafik
von (m × n)-Grafiken in einer Figur dar. Die
Figur hat m Zeilen und n Grafiken pro Zeile.
Bei bereits vorhandener Figur weist sie auf
den i-ten Subplot.
>> text(x,y,’Text’) Fu¨gt den ’Text’ in die Grafik an den ent-
sprechenden Koordinaten x und y bei 2-D
Grafiken ein.
>> title(’Text’) Bezeichnung des Graphen oberhalb der Fi-
gur.
>> xlabel(’Text’)
>> ylabel(’Text’)
Beschriftet die entsprechenden Achsen mit
’Text’.
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4.8. Symbolische Rechnungen mit der Symbolic Math Toolbox
Tabelle E.8.: U¨bersicht: Symbolische Rechnungen
Funktion Command Window
Eingabe Ausgabe
Differentiation >> f = x^2 + 3; >>
diff(f,x)
ans =
2*x
Integration >> f = x^2 + 3; >>
int(f,x)
ans =
(x*(x^2 + 9))/3
Grenzwerte
hier: x → 0
>> f = sin(x) / x; >>
limit(f,x,0)
ans =
1
Taylor-Reihen >> f = sin(x); >>
taylor(f,n)
ans =
x^5/120 - x^3/6 + x
Fourier-Transformation >> f = exp(-x ^2); >>
fourier(f,x,y)
ans =
pi^(1/2)*exp(-y^2/4)
Terme vereinfachen >> f = x^2 + 5 - 2; >>
simplify(f)
ans =
x^2 + 3
Zahlen in Funktions-
gleichungen einsetzen
>> f = x^2 + 3; >>
subs(f,n)
ans =
n^2 + 3
Gleichungen lo¨sen >> S = solve(x^2 + 3 ==
4); >> S=[S.x]
S =
[1]
Ist bei den oben aufgefu¨hrten Berechnungen jeweils nur eine Variable definiert, so muss
diese nicht explizit angegeben werden. Die Angabe kann dann entfallen (Bsp.: diff(f) statt
diff(f,x)).
Trigonometrische Funktionen ko¨nnen wir gewohnt als sin, cos und tan eingegeben werden,
die zugeho¨rigen Arcus-Funktionen sind mit asin, acos und atan anzugeben.
5. Aufgaben
In diesem Kapitel werden einige Aufgaben aus verschiedenen Tehmenkomplexen der Samm-
lung an U¨bungsaufgaben (moodle) genannt. Diese sind hier mit Matlab zu lo¨sen. Die korrekte
Eingabe in das Command Window ist fu¨r die jeweilige Aufgabe unter Kapitel 6 zu finden.
Aufgabe 1
Berechnen Sie den Real- und Imagina¨rteil von z: z = (2 + 3i) · (−3 + 2i)
Aufgabe 2
Bestimmen Sie den Real- und Imagina¨rteil von z2 und z3 fu¨r: z =
√
2 +
√
2 · i
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Aufgabe 3
Berechnen Sie fu¨r die folgende Funktion den Grenzwert fu¨r x→∞: f(x) = 4−3x
x+1
Aufgabe 4
Berechnen Sie fu¨r die folgende Funktion den Grenzwert fu¨r x→∞: f(x) =
√
x−1√
x+1
Aufgabe 5
Berechnen Sie fu¨r die folgende Funktion den Grenzwert fu¨r x→ 0: f(x) = tan(2x)
5x
Aufgabe 6
Leiten Sie die folgende Funktion nach x ab: f(x) = ln(x)+1
x
Aufgabe 7
Leiten Sie die folgende Funktion nach t ab: f(t) = sin(cos(t))
Aufgabe 8
Leiten Sie die folgende Funktion nach x ab: f(x) = x
2
1−x2
Aufgabe 9
Leiten Sie die folgende Funktion nach x ab: y(x) = b
x
ln(x)
− ln(b)
b
Aufgabe 10
Berechnen Sie das totale Differential: h(a, b) = 3a2 · sin(b)
Aufgabe 11
Berechnen Sie das folgende Integral: I =
∫ (ln(x))3
x
dx
Aufgabe 12
Berechnen Sie das folgende Integral: I =
∫
x
(cos(x))2
dx
Aufgabe 13
Entwickeln Sie folgende Funktion in einer Taylor-Reihe bis zur 3. Ordnung (n = 3) fu¨r x0 = 0:
f(x) = 4x
Aufgabe 14
Entwickeln Sie folgende Funktion in einer Taylor-Reihe bis zur 3. Ordnung (n = 3) fu¨r x0 = 0
und berechnen Sie den relativen Fehler in % fu¨r x = 0, 2
f(x) = e−x · cos(x)
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Aufgabe 15
Stellen Sie die Funktion f(x) = (cos(x))2 grafisch dar.
Aufgabe 16
Fu¨hren Sie fu¨r die Funktion f(x) = e−x
2
eine Fourier-Transformation durch.
6. Lo¨sungen
Lo¨sung 1
>> z=(2+3*i)*((-3)+2*i);
>> imag(z)
>> z=(2+3*i)*((-3)+2*i);
>> real(z)
Lo¨sung 2
>> z=sqrt(2)+sqrt(2)*i;
>> imag(z^2)
>> z=sqrt(2)+sqrt(2)*i;
>> real(z^2)
>> z=sqrt(2)+sqrt(2)*i;
>> imag(z^3)
>> z=sqrt(2)+sqrt(2)*i;
>> real(z^3)
Lo¨sung 3
>> syms x
>> f=(4-3*x)/(x+1);
>> limit(f,x,Inf)
Lo¨sung 4
>> syms x
>> f=(sqrt(x-1))/(sqrt(x+1));
>> limit(f,x,Inf)
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Lo¨sung 5
>> syms x
>> f=(tan(2*x))/(5*x);
>> limit(f,x,0)
Lo¨sung 6
>> syms x
>> f=(log(x)+1)/x;
>> simplify(diff(f))
Lo¨sung 7
>> syms t
>> f=sin(cos(t));
>> diff(f)
Lo¨sung 8
>> syms x
>> f=(x^2)/(1-x^2);
>> simplify(diff(f))
Lo¨sung 9
>> syms x b
>> y=((b^x)/log(x))-(log(b)/b);
>> diff(y,x)
Lo¨sung 10
Hier werden lediglich die partiellen Ableitungen berechnet! Die Gesamtlo¨sung ist nach der
bekannten Formel zusa¨tzlich selbst zu erstellen.
>> syms h a b
>> h=3*a^2*sin(b);
>> diff(h,a)
>> diff(h,b)
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Lo¨sung 11
Hier wird das Ergebnis von MATLAB ohne die zugeho¨rige Konstante C dargestellt.
>> syms x
>> f=((log(x))^3)/x;
>> int(f)
Lo¨sung 12
>> syms x
>> f=x/((cos(x))^2);
>> int(f)
Lo¨sung 13
Zu beachten ist hier, dass
”
bis zur 3.Ordnung“ bedeutet, dass die ersten vier Glieder der
Reihe angezeigt werden sollen.
>> syms x
>> f=4^x;
>> taylor(f,4)
Lo¨sung 14
Zu beachten ist hier, dass
”
bis zur 3.Ordnung“ bedeutet, dass die ersten vier Glieder der
Reihe angezeigt werden sollen.
>> syms x
>> f=exp(-x)*cos(x);
>> t=taylor(f,4)
>> ((subs(t,0.2)-subs(f,0.2))/subs(f,0.2))*100
Lo¨sung 15
>> syms x
>> x = 0:0.1:10;
>> plot(x,cos(x))
Lo¨sung 16
>> syms x y
>> f = exp(-x^2);
>> fourier(f, x, y)
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F. Skript zum Praktikum MATLAB -
Teil 2: Indirekte Eingabe
Das Skript, welches den zweiten Teil des Praktikums MATLAB im Rahmen der Lehrver-
anstaltung Mathematik begleiten soll, befindet sich, inklusive der von den Studierenden im
Praktikum zu bearbeitenden Aufgaben, auf den folgenden Seiten.
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MATLAB
Teil 2
1. Allgemeines
Neben der in Teil 1 ausgefu¨hrten direkten Eingabe in MATLAB besteht noch die Mo¨glichkeit
der indirekten Eingabe u¨ber den MATLAB-Editor. Dieser ist dann sinnvoll, mehrere Berech-
nungen zur Lo¨sung einer Problemstellung notwendig sind. Auf die verschiedenen Mo¨glich-
keiten der Nutzung des Editors wird nachfolgend eingegangen. Auch werden hier Befehle
vorgestellt, die erst mit der Nutzung des MATLAB-Editors u¨bersichtlich durchzufu¨hren sind
und deshalb erst an dieser Stelle Sinn ergeben.
2. Der MATLAB-Editor
Wird mit den Menu¨-Befehlen File - Open ... oder File - New ... ein M-File geo¨ff-
net oder neu angelegt, so o¨ffnet sich der MATLAB-Editor. Auch o¨ffnet er sich automatisch,
wenn man im Current Folder-Fenster einen Doppelklick auf ein M-File ausfu¨hrt oder im
Kontext-Menu¨ der rechten Maustaste Open anwa¨hlt. Zusa¨tzlich besteht die Mo¨glichkeit, in
der Command History eine Gruppe von Befehlen anwa¨hlt und dann im Kontext-Menu¨ der
rechten Maustaste Create M-File auswa¨hlt. Das sich o¨ffnende Editierfenster dient der Auf-
nahme des Programmtextes.
Werden Befehle in den MATLAB-Editor eingegeben, so werden diese nicht sofort nach der
Eingabe ausgefu¨hrt, sondern erst dann, wenn das Programm ausgefu¨hrt wird. Dies ist durch
Klicken auf das entsprechende Icon (gru¨ner Pfeil in der Symbolleiste) oder durch Dru¨cken
von F5 zu bewerkstelligen.
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3. Der MATLAB-Debugger
Bei der Entwicklung von Programmen ko¨nnen prinzipiell zwei Arten von Fehlern auftauchen:
Syntaxfehler und Laufzeitfehler. Syntaxfehler sind meist relativ einfach zu beheben, da ent-
sprechende Fehlermeldungen darauf hinweisen. Laufzeitfehler hingegen treten bei syntaktisch
korrekten Programmen wa¨hrend der Ausfu¨hrung auf und zeigen sich entweder in einem un-
erwarteten Programmabbruch (Absturz) oder offensichtlich falschen Ergebnissen. In solchen
Fa¨llen ist es notwendig, sich den Ablauf des Programms wa¨hrend der Ausfu¨hrung genauer an-
zusehen. Hierfu¨r steht der Debugger als Programm, mit dem andere Programme wa¨hrend der
Ausfu¨hrung an bestimmten Stellen (Breakpoints) unterbrochen und gepru¨ft werden ko¨nnen,
zur Verfu¨gung. Mithilfe der Menu¨eintra¨ge unter Debug oder durch Klick auf das Icon mit dem
roten Punkt ko¨nnen die erwa¨hnten Breakpoints gesetzt oder gelo¨scht werden. Dabei wird der
Breakpoint immer in derjenigen Zeile gesetzt oder gelo¨scht, in der der Cursor gerade steht.
Wa¨hrend der Ausfu¨hrung eines Programms erfolgt dann ein automatischer Wechsel in den
Editor, wenn das Programm an der Stelle des Breakpoints angehalten wird. Die bis dahin
belegten Variablenwerte ko¨nnen nun angeschaut werden, indem man mit dem Mauszeiger
(ohne Klick) auf die jeweilige Variable zeigt. Die bis dahin errechneten Werte werden dann in
einem Fenster angezeigt. Die Variablenwerte ko¨nnen allerdings nicht nur angezeigt, sondern
auch vera¨ndert werden. Wird das Programm anschließend im Debug-Modus fortgesetzt, wird
mit diesen Werten weitergerechnet.
4. Grafiken in MATLAB
Bereits in Teil 1 sind die grundlegenden Befehle zur Erstellung von Grafiken mittels direkter
Eingabe zu finden. Sollen die Grafiken etwas komplexer werden, ist es nu¨tzlich, diese mithilfe
des Editors zu erstellen. Die dazu notwendige Vorgehensweise gleicht derjenigen zur Erstellung
von Grafiken im Command Window, weshalb sie an dieser Stelle nicht noch einmal erla¨utert
wird. Einige wichtige Befehle werden im Folgenden vorgestellt. Neben den nachfolgend vorge-
stellten Mo¨glichkeiten bestehen noch zahlreiche weitere Optionen, verschiedene Diagramme,
auch zur Visualisierung statistischer Auswertungen, darzustellen. Aus Zeitgru¨nden kann nicht
auf alle Mo¨glichkeiten explizit eingegangen werden, einen U¨berblick kann man sich jedoch
per MATLAB-Hilfe verschaffen.
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4.1. Grafikeigenschaften
Tabelle F.1.: U¨bersicht u¨ber die Eigenschaften einer Grafik
Befehl Beschreibung
>> grid
>> grid on
>> grid off
Mit grid werden Gitternetzlinien angezeigt oder bestehende wie-
der entfernt. Dabei wird grid on fu¨r das Anzeigen und grid
off fu¨r das Entfernen von Gitternetzlinien verwendet.
>>
legend(’Kurve1’,
’Kurve2’)
Einfu¨gen einer Legende, wobei beim Erstellen mehrerer Kurven
die jeweilige Bezeichnung in der Reihenfolge erfolgt, in der die
Wertepaare im plot-Befehl gelistet werden.
>> gtext(’Text’) Text, der mit der Maus in der Grafik positioniert wird. MATLAB
wechselt dazu automatisch ins aktive Grafikfenster (also in das,
das zuletzt geo¨ffnet war).
>> plot(x,y,’y--’) Optionen, mit denen Farbe und Stil der Linien und der Punkttyp
zur Markierung einzelner Werte festgelegt werden kann. Die Far-
benwerte sowie Punkt- und Linientypen werden in einer separaten
Tabelle nachfolgend aufgelistet.
Tabelle F.2.: U¨bersicht u¨ber Farbenwerte, Punkt- und Linientypen
Farbe Punkttyp Linientyp
b blau . Punkt - durchgezogen
g gru¨n o Kreis : gepunktet
r rot x x-Marker -. Strich-Punkt
c cyan + Plus -- gestrichelt
m magenta * Stern
y gelb s Quadrat
k schwarz d Raute
v Dreieck (nach unten)
^ Dreieck (nach oben)
< Dreieck (nach links)
> Dreieck (nach rechts)
p Pentagramm
h Hexagramm
Zudem stehen mehrere Farbpaletten zur Verfu¨gung. Diese sind mit dem Befehl >> colormap(’Name
der Farbpalette’) anwa¨hlbar. Eine U¨bersicht u¨ber alle Farbpaletten bietet die MATLAB-
Hilfe. Hier seien nur einige wenige exemplarisch genannt.
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Tabelle F.3.: U¨bersicht u¨ber die Farbpaletten
Name Beschreibung
hsv Farbpalette des HSV-Farbraums (hue-saturation-value), vor al-
lem zur Darstellung periodischer Funktionen geeignet.
jet A¨hnlich zu hsv, die Farben gehen hier von blau bis rot.
colorcube So viele gleichma¨ßige Abstufungen des RGB-Farbraums, wie
mo¨glich.
gray Grauskala mit linearer Abstufung der Grauto¨ne.
hot Geht von schwarz u¨ber rot und gelb bis weiß.
pink Geht von schwarz u¨ber pinkfarbene Pastellto¨ne nach weiß, gibt
damit die Sepiato¨nung wieder.
4.2. Mehrere Diagramme in einem Grafikfenster
Grundsa¨tzlich gibt es zwei Mo¨glichkeiten, mehrere Diagramme in einem Grafikfenster darzu-
stellen. Zum Einen kann in einem Grafikfenster ein Diagrammfenster geo¨ffnet sein, in dem
verschiedene Kurven dargestellt werden. Zum Anderen ein Grafikfenster mehrere Unterdia-
gramme, neben- oder u¨bereinander, enthalten.
Um verschiedene Kurven in einem Diagramm darzustellen, muss vehindert werden, dass je-
der neue Grafikbefehl die vorherige Kurve u¨berschreibt. Dazu dient der Befehl hold. Durch
diesen Befehl wird eine bestehende Kurve so lange im Diagramm gehalten, bis durch eine
erneute Eingabe von hold das Hao¨ten abgeschaltet wird.
Um mehrere Unterdiagramme in ein Diagrammfenster zu integrieren, dient der Befehl subplot.
Dabei wird bei der Eingabe von subplot(z,s,n) ein Dagrammfenster geo¨ffnet, dass Platz
fu¨r z · s Unterdiagramme bietet. Durch n wird bestimmt, an welcher Stelle das aktuell ei-
gegebene Diagramm steht. Bespielsweise wird durch die Eingabe von subplot(2,3,5) ein
Grafikfenster erzeugt, das sechs Unterdiagramme aufnimmt, die in zwei Zeilen (z) und drei
Spalten (s) angeordnet werden. Das nachfolgend eingegebene Diagramm erscheint an fu¨nfter
Stelle, wobei von links nach rechts und von oben nach unten geza¨hlt wird.
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4.3. Grafiktypen
Tabelle F.4.: U¨bersicht u¨ber Grafiktypen
Befehl Beschreibung
>> area(y) Der area-Befehl entspricht dem Plot-Befehl, nur ist hier die
Fla¨che unter der Kurve farbig ausgefu¨llt. Ist y eine Matrix, so
werden die Werte jeder Zeile aufsummiert, wobei die einzelnen
Werte jeder Spalte jeweils eine eigene Farbe erhalten.
>> imagesc(C) Stellt die Matrix C als Grafik dar, wobei jedes Element innerhalb
von C einem rechteckigen Bereich in der entstehenden Grafik
entspricht. Die Werte der einzelnen Elemente von C bestimmen,
welche Farbe aus der ausgewa¨hlten Farbpalette dem entsprechen-
den Bereich in der Grafik zugewiesen wird.
>> plot3(X,Y,Z) Der plot3-Befehl entspricht dem plot-Befehl, nur dass in die-
sem Fall die Eingabe von drei Vektoren bzw. Matrizen verlangt
wird, deren Elemente die Koordinaten fu¨r die x-, y- und z-
Richtung enthalten.
>> mesh(Z)
>> mesh(X,Y,Z)
>> mesh(...,C)
Mit mesh(Z) werden Gitternetze erzeugt, die geometrische Ober-
fla¨chen mit Ho¨hen und Tiefen, die in Z definiert sind, u¨ber die
x-y-Ebene darstellt werden ko¨nnen.
Ist nur Z angegeben, bestimmt die Anzahl der Spalten den x-
Wertebereich un die Anzahl der Zeilen von Z den y-Wertebereich.
Ansonsten bestimmen die Koordinaten in X, Y und Z die jeweili-
gen Kreuzungspunkte der Gitterlinien und die Werte von X und
Y jeweils den x- und y-Wertebereich.
Der Wert von Z bestimmt im Normalfall die Farbe, so dass die
Farbe proportional zu den Oberfla¨chenho¨hen ist. Es kann jedoch
auch ein Parameter C angegeben werden, mit dem die Farbver-
teilung anhand der aktuellen Farbpalette bestimmt wird.
>> meshgrid Zeigt die dem mesh-Plot entsprechend sinnvollen dreidimensio-
nalen Gitternetzlinen an.
>> surf(Z)
>> surf(X,Y,Z)
>> surf(...,C)
Mit surf(Z) ko¨nnen mathematische Funktionen oder andere
Werte in Z u¨ber der x-y-Ebene als Oberfla¨che (surface) mit Ho¨hen
und Tiefen in ho¨henabha¨ngigen Farbschattierungen darstellt wer-
den.
Generell ist der Befehl surf geanu so handzuhaben, wie der Be-
fehl mesh. Der Unterschied zwischen den beiden Befehlen besteht
darin, dass die dargestellten Fla¨chen bei surf ausgefu¨llt sind.
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5. Programmierung
Wenn nicht die Funktion der numerischen Berechnungen, sondern die Option, MATLAB
als Programmiersprache zu nutzen, eingesetzt werden soll, bietet sich der MATLAB-Editor
ebenfalls an. Hier stehen dann auch typische Programmiersprachenkonstrukte wie Schleifen
zur Verfu¨gung, ebenso ko¨nnen Funktionen und Prozeduren geschrieben werden.
5.1. MATLAB-Prozeduren
Der erste Schritt zur Programmierung ist die Erstellung von Script-Files, in denen MATLAB-
Befehlssequenzen zu einfachen Prozeduren zusammengefasst werden. Dazu wird ein neues
M-File im MATLAB-Editor geo¨ffnet. In diesen wird nun die gewu¨nschte Befehlssequenz ge-
schrieben und unter einem Namen (z. B. prozed.m) in einem fu¨r MATLAB zuga¨nglichen
Pfad abgespeichert. Die Befehlssequenz kann anschließend im Command Window mit dem
Befehl prozed ausgefu¨hrt werden. Nach Mo¨glichkeit sollte hier ein bereits existierender Be-
fehlsname verwendet werden. Ob ein solcher schon vorhanden ist, kann einfach u¨berpru¨ft
werden: Zum einen kann help <name> in das Command Window eingegeben werden, zum
Anderen kann der Aufruf exist <name> ausgefu¨hrt werden. Gibt dieser den Wert 0 zuru¨ck,
so exisitiert im Suchpfad noch keine Funktion dieses Namens.
Sollen in eine Prozedur Kommentare eingefu¨gt werden, so sind diese im MATLAB-Editor mit
einem vorangestellten % zu kennzeichnen. Wird dann im Command Window der Befehl help
<name> ausgefu¨hrt, so werden die Kommentare der jeweiligen Prozedur, die vor der ersten
leeren Zeile oder der ersten MATLAB-Anweisung stehen, ausgegeben.
Die im Script-File definierten Variablen sind nach Ausfu¨hrung der jeweiligen Prozedur im
MATLAB-Workspace bekannt.
5.2. MATLAB-Funktionen
MATLAB-Befehle ko¨nnen nicht nur in Script-Files zusammengefasst, sondern auch als Funk-
tionen definiert werden. Dies ist wesentlich flexibler, da diesen Funktionen Parameter u¨ber-
geben werden ko¨nnen. Das bedeutet, dass hier nicht nur spezifische Ergebnisse berechnet,
sondern, wie der Name sagt, tatsa¨chliche Funktionsgleichungen programmiert werden ko¨nnen.
Auch hierzu wird ein M-File geo¨ffnet und unter einem Dateinamen, der dem Funktionsnamen
entspricht, abgespeichert. Letzteres ist wichtig, weil MATLAB Funktionen immer in einem
namensgleichen M-File sucht.
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Die u¨brige Vorgehensweise gleicht derjenigen zur Erstellung einer Prozedur. Der Unterschied
zu Script-Files besteht darin, dass innerhalb einer Funktion nicht auf Variablen aus dem
Workspace zugegriffen werden kann.
Auf eine im MATLAB-Editor programmierte Funktion kann nachher im Command Window
zugegriffen werden, indem die Funktion mit Werten fu¨r die jeweils angegebenen Parameter
eingegeben wird. Das bedeutet insgesamt, dass die Funktion an sich im Editor programmiert
wird und anschließend fu¨r Berechnungen im Command Window nutzbar ist.
Sonderfall: Die Funktion eval
Mit der Funktion eval ist es mo¨glich, Strings als MATLAB-Ausdru¨cke wie beispielsweise Be-
fehle auszuwerten. Dazu wird (bei Eingabe in den MATLAB-Editor) eine Variable definiert,
innerhalb derer dann wiederum eine Folge von MATLAB-Befehlen als String definiert werden
kann. Dieser String wird durch den anschließenden eval-Befehl als MATLAB-Befehlsfolge
interpretiert und ausgefu¨hrt.
Zum besseren Versta¨ndnis wird nachfolgend ein Beispiel vorgestellt.
clear all
neuerBefehl = [’x = 3;’, ’y = 4;’,’z = x + y’]
eval(neuer Befehl)
Wird diese Funktion abgespeichert und ausgefu¨hrt, so kann anschließend der Befehl z in
das Command Window eingegeben werden, woraufhin MATLAB das offensichtlich korrekte
Ergebnis 7 ausgibt.
5.3. MATLAB-Sprachkonstrukte
Die Funktion von MATLAB als Programmiersprache wird besonders in den Sprachkonstruk-
ten sichtbar. Solche Kontrollstrukturen sind bei der Programmierung sinnvoll, da hierdurch
Schleifen, Verzweigungen oder Fehlerkontrollen erzeugt werden ko¨nnen.
5.3.1. for-Schleife
Die for-Schleife ist eine Za¨hlschleife, mit der Anweisungen so oft wiederholt werden ko¨nnen,
wie es ein vorgegebener Zahlenwert angibt. Auch ko¨nnen die Zahlenwerte in Befehle integriert
werden, beispielsweise beim Aufsummieren bestimmter Zahlen, bis ein vorgegebener Endwert
erreicht ist.
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5.3.2. while-Schleife
Eine MATLAB-Anweisung oder eine Folge solcher Anweisungen wird solange wiederholt,
bi seine bestimmte logische Bedingung erreicht wird. Diese Bedingung muss im Programm
direkt hinter while stehen.
5.3.3. if-else-elseif-Verzweigung
Hierbei wird eine Bedingung erfragt. Ist diese erfu¨llt, so wird die dazugeho¨rige Anweisung
oder die entsprechende Folge von Anweisungen ausgefu¨hrt. Die Bedingung ist dabei hinter
if, die Anweisung ist hinter else anzugeben. Wird die Bedingung nicht erfu¨llt, so ko¨nnen
weitere Abfragen vorgegeben werden, die dann eine andere Anweisung oder eine Folge von
Anweisungen zur Folge haben. Die weiteren Abfragen sind hinter elseif einzugeben. Wird
keine der hinter elseif angegebenen Abfragen erfu¨llt, so wird auf die hinter else angege-
bene Abfrage zuru¨ckgegriffen.
5.3.4. switch-case-otherwise-Verzweigung
Mithilfe dieser Verzweigung ko¨nnen Status, Wert oder Zustand einer Variablen u¨ber verschie-
dene Alternativen abgefragt werden. Je nach zutreffendem Fall (case) wird der abgefragte
Status, Wert oder Zustand in eine Anweisung oder eine Folge von Anweisungen integriert.
5.3.5. try-catch-Fehlerkontrolle
Mit dieser Fehlerkontrolle kann der unbeabsichtigte Programmabbruch (Absturz) eines M-
Files verhindert werden. Wird ein Fehler bei einer Anweisung gefunden (try), so werden
Alternativanwendungen (catch) ausgefu¨hrt, die auf den Fehler reagieren. Beispielsweise kann
hier eine Warnmeldung in ein Programm integriert werden.
5.3.6. U¨bersicht u¨ber wichtige Befehle
Die folgende Tabelle gibt zum Einen die korrekte Syntax zur Verwendung der oben genannten
Sprachkonstrukte an, zum Anderen werden weitere Befehle vorgestellt, die im Zusammen-
hang mit der Programmierung unter Anwendung von Sprachkonstrukten hilfreich erscheinen.
Selbstversta¨ndlich ko¨nnen auch alle in den U¨bersichten in Teil 1 aufgefu¨hrten Befehle in
Sprachkonstrukte und Programme integriert werden. Die folgende Tabelle erhebt keinen An-
spruch auf Vollsta¨ndigkeit.
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Tabelle F.5.: U¨bersicht u¨ber wichtige Befehle
Befehl oder
Befehlsfolge
Beschreibung
>> for i=zahl
Anweisung 1
Anweisung 2
...
Anweisung n
end
Eine for-Schleife muss immer mit einem Zahlenwert, dem ein
Index i zugewiesen wird, beginnen und mit end enden. Dazwi-
schen befindet sich der Abschnitt mit der Anweisung oder der
Folge von Anweisungen. Hier ko¨nnen nicht nur Befehle stehen,
sondern auch weitere Schleifen eingefu¨gt werden, die dann al-
lerdings innerhalb der for-Schleife beendet werden mu¨ssen. Auch
hier ist, wie in MATLAB generell, der Ausdruck zahl eine Matrix.
>> for j=s:d:n
Anweisungen
end
>> for i=s:n
Anweisungen
end
Soll in der for-Schleife keine Matrix, sondern ein mathematischer
Ausdruck stehen, so sind der Indexvariablen i Zahlen vom Start-
wert s bis zum Endwert n zuzuordnen, wobei d den Abstand
zwischen den Zahlenwerten definiert. Wird fu¨r diesen Abstand
keine Angabe gemacht, ist der Abstand automatisch 1.
>> while matrix
Anweisung 1
Anweisung 2
...
Anweisung n
end
Das Ergebnis der logischen Bedingung kann eine Matrix sein:
Solange alle Elemente der Matrix ungleich Null sind, wird die
Schleife durchlaufen. Dies gilt auch fu¨r Sonderfa¨lle einer Matrix
wie beispielsweise Skalare.
Am Ende einer while-Schleife muss immer end stehen.
>> while Abfrage
Anweisung 1
Anweisung 2
...
Anweisung n
end
Die Bedingung der while-Schleife kann auch eine logische Abfra-
ge mit dem Ergebnis wahr (1) oder falsch (0) sein. Die Schleife
wird ausgefu¨hrt, wenn die Bedingung wahr ist und endet, wenn
die Bedingung falsch ist.
Auch innerhalb einer while-Schleife ko¨nnen andere Schleifen ent-
halten sein.
>> if Ausdruck 1
Anweisungen 1
elseif Ausdruck 2
Anweisungen 2
elseif Ausdruck 3
Anweisungen 3
...
else
Anweisungen n
end
Die if-elseif-else-Verzweigung muss immer mit if starten. Eine
elseif-Verzweigung ist nicht notwendig, es ko¨nnen allersings bei
Bedarf eine oder mehrere solcher Verzweigungen angegeben wer-
den.
Als Abschluss muss wieder end stehen. Hinter if und elseif
stehen logische Bedingungen, z. B. if i>0.
100
switch variable
case Wert 1
Anweisungen 1
case {Wert 2,Wert
3}
Anweisungen 2
...
case Wert n
Anweisungen n
otherwise
Anweisungen
n+1
end
Die abzufragende Variable wird hinter switch eingefu¨gt. Hinter
jedem case steht ein mo¨glicher Wert fu¨r die Variable. Das kann
sowohl eine Zahl als auch ein Wort sein, welches dann allerdings
in Hochkommata gesetzt werden muss. Zahlenwerte und Wo¨rter
ko¨nnen hierbei auch gemischt werden.
Mehrere mo¨gliche Alternativwerte, die die gleichen Anweisungen
nach sich ziehen, ko¨nnen in geschweiften Klammern, durch Kom-
mata getrennt, aufgelistet werden. Auch diese Verzweigung muss
mit end abgeschlossen werden.
try
Anweisungen 1
catch
Anweisungen 2
end
Die Anweisungen hinter try ko¨nnen einen Fehler bewirken, bei-
spielsweise wenn versucht wird, eine Variable aufzurufen, die nicht
exisitert. Mit den Anweisungen hinter catch wird der mo¨gliche
Fehler aufgefangen, z. B. durch eine Warnmeldung, die zur Ein-
gabe der nicht existierenden Variablen auffordert.
Verschachtelte Schleifen oder Verzweigungen innerhalb der try-
catch-Anweisung sind nicht mo¨glich.
Mit dem Befehl lasterr kann der Fehler oder Grund, warum in
catch abgezweigt wurde, ausgegeben werden.
>> break Mit break kann eine for- oder while-Schleife verlassen werden.
Das Programm fa¨hrt dann mit den Anweisungen nach der Schlei-
fe fort.
Sinnvoll ist es, diesen Befehl an eine if-Verzweigung zu koppeln,
beispielsweise indem bei einer while-Schleife eine Za¨hlvariable
mitla¨uft. Nach einer definierten Anzahl von Durchla¨ufen been-
det break die Schleife und dient somit als Notbremse im Fall
einer unendlichen Schleife.
>> continue Mit continue wird der Durchgang einer for- oder while-Schleife
verlassen, wobei alle nach continue folgenden Anweisungen
ignoriert werden und in den na¨chsten Durchgang der Schleife
gesprungen wird.
Auch dieser Befehl sollte an eine if-Verzweigung geknu¨pft wer-
den, beispielsweise indem vor einer Wurzel abgefragt wird, ob das
Argument unter der Wurzel negativ ist. Dann wu¨rde die Schlei-
fe fu¨r diesen Fall nicht ausgefu¨hrt und stattdessen zur na¨chsten
Zahl in der Schleife gesprungen.
In verschachtelten Schleifen springt continue zum Beginn der-
jenigen Schleife, die gerade abla¨uft.
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>> return Mit return kann der Anlauf eines Programms vorzeitig been-
det werden. MATLAB kehrt dann sofort zum aufrunfenden Pro-
gramm zuru¨ck, falls ein Unterprogramm beendet wurde. Wurde
ein Hauptprogramm vorzeitig beendet, so kehrt MATLAB zum
Command Window zuru¨ck.
Auch return sollte mit einer if-Verzweigung verknu¨pft werden,
beispielsweise wenn ein Unterprogramm zur Berechnung einer
Wurzel einer eingegebenen Variablen nur dann ausgefu¨hrt werden
soll, wenn die Variable positiv ist.
>> nargin Anzahl der Argumente, die in die entsprechende Funktion einge-
geben werden
>> nargout Anzahl der Argumente, die von der entsprechenden Funktion aus-
gegeben werden
>> varargin Eingabe-Variable innerhalb der Definition einer Funktion, die es
der Funktion erlaubt, jede mo¨gliche Anzahl an Argumenten an-
zunehmen.
>> varargout Ausgabe-Variable innerhalb der Definition einer Funktion, die es
der Funktion erlaubt, jede mo¨gliche Anzahl an Argumenten aus-
zugeben.
6. Aufgaben
Die folgenden Aufgaben fordern die Programmierung von Prozuduren und/oder Funktionen.
Dazu ist auch die Anwendung von Sprachkonstrukten notwendig. Es gibt jeweils zahlreiche
Mo¨glichkeiten, die Aufgaben zu lo¨sen. Die unten angegebenen Tipps beziehen sich auf die
jeweils angegebene Lo¨sung, welche nur eine von vielen mo¨glichen Lo¨sungen ist.
Aufgabe 1
Schreiben Sie eine Funktion, mit der komplexe Zahlen von der kartesischen in die polare
Schreibweise konvertiert werden ko¨nnen. Der Winkel (das Argument) soll dabei sowohl in rad
als auch in Grad berechnet und angegeben werden.
Aufgabe 2
In der Anlage zu diesem Skript wird die Mandelbrot-Menge kurz erkla¨rt. Arbeiten Sie diese
Erla¨uterungen durch und schreiben Sie anschließend eine Funktion, die die Mandelbrot-Menge
in Abha¨ngigkeit der Anzahl an durchgefu¨hrten Iterationen und in unterschiedlicher Auflo¨sung
grafisch darstellt.
Aufgabe 3
Berechnen Sie die Fourier-Koeffizienten folgender ra¨umlicher, 2pi-periodisch fortgesetzter
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Funktion (Rechteckschwingung):
f(x) =
1 fu¨r 0 ≤ x ≤ pi−1 fu¨r pi < x < 2pi mit f(x) =
∞∑
n=1
bnsin(nx)
Stellen Sie zusa¨tzlich mithilfe der trigonometrischen Polynome grafisch dar, wie sich die ange-
gebene Reihe mit Zunahme der berechneten Glieder immer weiter an die Rechteckschwingung
anna¨hert.
7. Tipps zu den Aufgaben
Tipps zu Aufgabe 1
Entscheiden Sie zuna¨chst, von welchen Variablen die Funktion abha¨ngen soll.
U¨berlegen Sie, welche Parameter eingegeben werden mu¨ssen und welche die Funktion aus-
geben soll.
Berechnen Sie zuerst den Betrag (=Radius) der komplexen Zahl.
Zur Berechnung des Winkels: Bedenken Sie, dass eine Fallunterscheidung, je nach Quadrant,
gemacht werden muss.
Die Fallunterscheidung zur Berechnung des Winkels la¨sst sich mithilfe von if-Schleifen reali-
sieren.
Tipps zu Aufgabe 2
Eine einstellbare Auflo¨sung la¨sst sich realisieren, indem die Anzahl der Pixel, in die die Grafik
aufgeteilt wird, variabel gehalten wird.
Beachten Sie: Je mehr Iterationen durchgefu¨hrt werden, desto la¨nger dauert die Berechnung.
Ebenso wirkt sich die Auflo¨sung auf die Rechenzeit aus.
Legen Sie eine Grundeinstellung fu¨r die Anzahl der Iterationen und die Auflo¨sung fest. Dazu
eignet sich eine switch-case-Struktur.
Berechnen Sie jeden Pixel einzeln, indem sie eine Matrix definieren, die alle Bildpunkte der
Grafik entha¨lt. Jeder Bildpunkt beno¨tigt einen Startwert!
Zur Durchfu¨hrung der Iterationen eignet sich eine for-Schleife.
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Nutzen Sie eine colormap, um ihre Grafik zu gestalten.
Tipps zu Aufgabe 3
Schreiben Sie zuna¨chst ein Programm, das nur die vorgegebenen Funktionen definiert. Dazu
eignet sich eine switch-case-Struktur.
Speichern Sie Ihre Funktionen ab, so dass sie im Folgenden auf diese zuru¨ckgreifen ko¨nnen.
Legen Sie fu¨r die Fourier-Transformation eine Prozedur an.
Berechnen Sie zuna¨chst die Fourier-Koeffizienten.
Berechnen Sie anschließend die trigonometrischen Polynome.
Erstellen Sie die Grafik mit der Rechteckschwingung und den trigonometrischen Polynomen.
8. Lo¨sungen
Lo¨sung 1
function [Betrag , Winkel , WinkelGrad ]= komplex(c)
% Die Funktion wird unter dem Namen komplex angelegt. Die
einzugebende
% Variable c ist die komplexe Zahl , die konvertiert werden
soll.
%
% Aufruf: [Betrag , Winkel , WinkelGrad] = komplex(c)
%
% Eingabeparameter: c Zahl (reell oder komplex (
kartesisch !))
% Ausgabeparameter: Betrag Betrag von c (= Radius)
% Winkel Winkel von c im Bogenmaß
% WinkelGrad Winkel von c im Grad
%
% Beschreibung: Das Programm rechnet komplexe Zahlen von der
kartesischen
% in die polare Form um und gibt Betrag (Radius) und Winkel
in rad und Grad
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% an.
% Betrag berechnen:
Betrag = abs(c);
% Real - und Imagina¨rteil berechnen:
creal = real(c);
cimag = imag(c);
% Quadrant feststellen:
if creal > 0
if cimag >= 0 % 1. Quadrant
Winkel = atan(cimag/creal);
else
Winkel = atan(cimag/creal) + 2*pi; % 4. Quadrant
end;
elseif creal < 0 % 2. und 3.
Quadrant
Winkel = atan(cimag/creal) + pi;
else % Sonderfall:
Realteil = 0
if cimag >= 0 %
Imagina¨rteil positiv
Winkel = pi/2;
else % Imagina¨rteil
negativ
Winkel = 3*pi/2;
end;
end;
% Winkel in Grad umrechnen:
WinkelGrad = Winkel *180/pi;
end
Lo¨sung 2
function mandelbrot(iter ,pixel)
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% mandelbrot(iter ,pixel) gibt die Mandelbrot -Menge grafisch
aus.
% iter: Anzahl Iterationen
% pixel: Anzahl Punkte auf x-Achse , fu¨r die gerechnet wird
% Grundeinstellung: iter =100, pixel =400 (Rechenzeit !)
% Grundeinstellung:
switch nargin
case 0
iter =100;
pixel =400;
end
% Achsen festlegen , dabei 3/4- Verha¨ltnis fu¨r Aufteilung der
Pixel
% auf die Achsen beachten:
r = 3/4;
x = linspace (-2.5,1.5, pixel);
y = linspace (-1.5,1.5, round(pixel*r));
% Matrix C erzeugen
% C muss alle Pixel enthalten , die berechnet werden sollen
% => Achsen von x, y auf Re , Im umdefinieren
[Re ,Im] = meshgrid(x,y);
C = Re + i * Im;
% Matrix B weist jedem Pixel eine Zahl zu , die abh. ist von
der
% Divergenzgeschwindigkeit.
% B und C haben deshalb dieselbe Dimension.
% Festlegung von Null als Startwert fu¨r alle Pixel ,
% dargestellt als Matrix!
B = zeros(round(pixel*r),pixel);
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Cn = B; % C0 = 0+0i
for l = 1:iter
Cn = Cn.*Cn + C; % berechnet die Grafik
B = B + (abs(Cn) <2); % wenn |cn| > 2 liegt Divergenz
vor , da die
% Mandelbrot -Menge die fraktale
Dimension 2
% hat.
end;
% Grafikeinstellungen:
imagesc(B);
colormap(jet);
axis equal
axis off
Lo¨sung 3
Funktion programmieren/definieren:
function y = fourieraufgabe(x,n)
% f(x) = 1 (0:pi)
% -1 (pi:2pi)
switch n,
case ’f’,
for k = 1: length(x),
if x(k) <= pi,
y(k) = 1;
else
y(k) = -1;
end;
end;
case ’f1’,
y = 4/pi*1*sin(x);
case ’f2’,
y = 4/pi*(1* sin(x) + 1/3* sin(3*x));
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case ’f3’,
y = 4/pi*(1* sin(x) + 1/3* sin(3*x) + 1/5* sin(5*x));
case ’f4’,
y = 4/pi*(1* sin(x) + 1/3* sin(3*x) + 1/5* sin(5*x) +1/7* sin
(7*x));
end;
end
Fourier-Transformation (als Prozedur):
clear;
clc;
% symbolisches Berechnen der Fourier -Koeffizienten
syms x n;
% an
b_n = 1/pi*(int(sin(n*x),x,0,pi)-int(sin(n*x),x,pi ,2*pi));
n = 1; b_1 = eval(b_n)
n = 2; b_2 = eval(b_n)
n = 3; b_3 = eval(b_n)
n = 4; b_4 = eval(b_n)
n = 5; b_5 = eval(b_n)
% Berechnen der x- und y-Werte
% Funktion
xf = 0:0.01:2* pi;
yf = fourieraufgabe(xf,’f’);
% trigonometrische Polynome
n = 1:5;
x = 0:0.01:4* pi;
yf1 = fourieraufgabe(x,’f1’);
yf2 = fourieraufgabe(x,’f2’);
yf3 = fourieraufgabe(x,’f3’);
yf4 = fourieraufgabe(x,’f4’);
% graphische Darstellung
figure;
clf;
% Funktion
hold on;
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grid on;
% Achsen
plot([-1 4*pi+1],[0 0],’-’,’Color’,’k’,’Linewidth ’ ,1.5);
plot ([0 0],[-1.5 1.5],’-’,’Color’,’k’,’Linewidth ’ ,1.5);
% Funktion
plot([xf xf+2*pi],[yf yf],’-’,’Color’,’b’,’Linewidth ’ ,3);
% trigonometrische Polynome
plot(x,yf1 ,’-’,’Color’,’m’,’Linewidth ’ ,1.5);
plot(x,yf2 ,’-’,’Color’,’g’,’Linewidth ’ ,1.5);
plot(x,yf3 ,’-’,’Color’,’c’,’Linewidth ’ ,1.5);
plot(x,yf4 ,’-’,’Color’,’y’,’Linewidth ’ ,1.5);
% Beschriftung
xlabel(’x’,’FontSize ’ ,12);
ylabel(’y’,’FontSize ’ ,12);
title(’Aufgabe 3’,’FontSize ’,12,’Fontweight ’,’bold’);
legend(’x-Achse’,’y-Achse’,’f(x)’,’F_0(x)’,’F_1(x)’,’F_2(x)’
,’F_3(x)’,’Location ’,’NorthEast ’);
% Achsen
axis([-1 4*pi+1 -1.5 1.5]);
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Anlage: Die Mandelbrot-Menge
Die Mandelbrot-Menge ist definiert als die Menge der komplexen Zahlen c, fu¨r die die Folge
zn+1 = z2n+c mit z0 = 0 fu¨r n→∞ beschra¨nkt bleibt. Das bedeutet, dass man jeweils das
vorangegangene Ergebnis fu¨r z quadrieren und dann c hinzuaddieren muss, um das na¨chste
Glied von z zu erhalten, welches wiederum Ausgangspunkt fu¨r den na¨chsten Rechendurch-
gang ist. Gehen fu¨r den gewa¨hlte Wert von c die Werte von z nicht gegen unendlich, so ist
c Teil der Mandelbrot-Menge. Um in den Randbereichen realtiv sicher sein zu ko¨nnen, ob
eine Zahl c noch zur Mandelbrot-Menge geho¨rt, muss man unter Umsta¨nden hunderte oder
tausende Folgenglieder berechnen.
Zur grafischen Darstellung fa¨rbt man alle c, die zur Mandelbrot-Menge geho¨ren ein. Der Re-
alteil von c wird im Koordinatensystem jeweils nach rechts und der Imagina¨rteil von c nach
oben aufgetragen.
Eine Iteration ist grundsa¨tzlich dann beschra¨nkt, wenn eine beliebig große Schranke s exis-
tiert, so dass alle Zahlen zn kleiner als s sind. Bei dieser speziellen Iteration ist es so, dass
sie auf jeden Fall alle Schranken u¨berschreitet, wenn der Betrag eines Elements ≥ 2 ist (die
fraktale Dimension der Mandelbrot-Menge ist damit 2).
Um die Mandelbrot-Menge grafisch darstellen zu ko¨nnen, berechnet man fu¨r jeden Punkt des
Bildes die Folge mit seinen Koordinaten. Dazu legt man eine maximale Anzahl an Iterationen
(das heißt Anzahl an Folgengliedern, die berechnet werden) fest und pru¨ft nach jeder Itera-
tion, ob z ≥ 2 ist. Falls ja, ist der Punkt mit den zugeho¨rigen Koordinaten definitiv nicht
Teil der Mandelbrot-Menge. Ist diese Bedingung nach einer bestimmten Anzahl an Iteratio-
nen noch nicht erfu¨llt, so kann man mit hoher Wahrscheinlichkeit davon ausgehen, dass der
gepru¨fte Punkt Teil der Mandelbrot-Menge ist. Je ho¨her hier die Anzahl der Iterationen ist,
desto sicherer ist auch das Ergebnis. Die Punkte, die zur Mandelbrot-Menge geho¨ren, werden
dann eingefa¨rbt.
Soll die Mandelbrot-Menge nicht in einer, sondern in mehreren Farben eingefa¨rbt werden, so
wa¨hlt man als Unterscheidungsmerkmal fu¨r die Zuteilung der jeweiligen Farbe die Divergenz-
geschwindigkeit des jeweiligen Punktes. Als Maß fu¨r diese kann die Anzahl an Iterationen,
nach denen die Berechnung abgebrochen wurde, dienen.
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G. Skript zur MATLAB-Anwendung:
FIR-Filter
Das Skript, welches den Studierenden zur Vertiefung der Thematik der FIR-Filter zur Verfu¨gung
gestellt werden soll, befindet sich auf den folgenden Seiten.
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Finite-Impulse-Response-Filter (FIR)
1. Filter
In der digitalen Signalverarbeitung (DSV) werden Filter meist benutzt, um aus einem Signal
verschiedene Frequenzbereiche auszusondern. Elektronische Filterschaltungen sind Baugrup-
pen oder Programme, die demnach das Frequenzspektrum eines Signals vera¨ndern.
In der Ho¨rakustik werden Filter beno¨tigt, um die Versta¨rkung verschiedener Frequenzbereiche
unterschiedlich zu gestalten. Dies kommt bei der Einstellung von Ho¨rgera¨ten zum Einsatz,
da die Ho¨rverluste, auf die die Ho¨rgera¨te eingestellt werden, selten pantonal verlaufen und
die Einstellung der Ho¨rgera¨te deshalb frequenzabha¨ngig erfolgt. Dazu muss das eingehende
Signal in einzelne Frequenzbereiche aufgeteilt werden. Die Aufteilung erfolgt mithilfe von Fil-
tern, die in Filterba¨nken angeordnet sind. Die entstehenden Frequenzbereiche werden dann
als Ba¨nder oder Kana¨le bezeichnet. [22]
Filter lassen sich anhand verschiedener Unterscheidungsmerkmale in Gruppen aufgliedern.
So kann beispielsweise nach der U¨bertragungsfunktion (Hochpass-, Tiefpass-, Bandpassfil-
ter etc.), nach der Abha¨ngigkeit vom Signalpegel (lineare und nichtlineare Filter) oder nach
der Filtertechnologie unterschieden werden. Unterscheidet man Filter nach der eingesetzten
Technologie, so kann eine Gliederung in analoge und digitale Filter vorgenommen werden.
Im Folgenden wird na¨her auf die digitalen Filter eingegangen, da deren Einsatz weitaus ver-
breiteter ist als derjenige der analogen Filter. [23]
2. Digitale Filter
Digitale Filter ko¨nnen in zwei Klassen unterschieden werden: Nichtrekursive Filter (Finite-
Impulse-Response-Filter, FIR) und rekursive Filter (Infinite-Impulse-Response-Filter, IIR).
Nichtrekursive Filter (FIR) haben keinerlei Ru¨ckkopplungen, ihr Ausgang ist lediglich vom
Eingangssignal und endlich vielen fru¨heren Eingangswerten x(n) abha¨ngig. Diese werden in
den Zustandsspeichern abgelegt. Die Antwort auf einen Eingangsimpuls ist immer von end-
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licher Zeitdauer.
Bei den rekursiven Filtern (IIR) ist eine Ru¨ckkopplung vorhanden, der Augang ha¨ngt also
zusa¨tzlich von vergangenen Ausgangswerten y(n) ab.
Mathematisch ko¨nnen digitale Filter durch Pole und Nullstellen in der komplexen Ebene
beschrieben werden. Durch Vera¨ndern der Pole und Nullstellen, die immer einzeln auf der
x-Achse oder als Paar symmetrisch zu dieser vorkommen, lassen sich die Filtereigenschaften
vera¨ndern. [24]
Die Funktionsweise von digitalen Filtern la¨sst sich anhand eines gleitenden Mittelwertbildners
erkla¨ren. Dieser multipliziert eine bestimmte Anzahl der in den Zustandsspeichern abgelegten
Abtastwerte jeweils mit einem konstanten Faktor, dem sogenannten Filterkoeffizienten und
addiert diese Werte anschließend. Die Charakteristik eines Filters a¨ndert sich nicht, wenn
alle Werte mit einem gleichen Faktor multipliziert werden. Die Mittelwertbildung erfolgt, iwe
erwa¨hnt, gleitend. Das bedeutet, dass der Mittelwert jeweils nach einer bestimmten Anzahl
an Abtastpunkten, na¨mlich der Anzahl der eingesetzten Filterkoeffizienten, gebildet wird.
Tra¨gt man diese Mittelwerte in ein Diagramm ein, so verla¨uft die entstehende Kurve deutlich
”
glatter“ als eine Kurve, die aus den Einzelwerten der Messung gebilten werden ko¨nnte. Eine
Mittelwertbildung bewirkt also die Gla¨ttung eines Kurvenverlaufs, außerdem besitzt sie eine
Tiefpassfunktion. Werden die Filterkoeffizienten eines digitalen Filters variiert, so kann die
Filterwirkung nahezu beliebig gestaltet werden. Es ist mo¨glich, die beno¨tigten Filterkoeffi-
zienten fu¨r die jeweils gewu¨nschte Filterfunktion von geeigneten Programmen berechnen zu
lassen. [25]
3. Anwendungsbeispiel: FIR-Filter
Als Anwendungsbeispiel wird hier ein MATLAB-Programm zur Thematik der FIR-Filter, hier
exemplarisch an einem Bandpassfilter dargestellt, gezeigt (siehe Abb. G.1). Ein FIR-Filter hat
in der komplexen Zahlenebene immer n Nullstellen und einen n-fachen Pol in Ursprung der
Ebene. Sein Verhalten wird daher mathematisch durch die Lage der Nullstellen beschrieben.
[26]
Diese sind im Programm ebenso sichtbar wie die einzelnen Filterkoeffizienten, welche von
MATLAB selbst berechnet werden und der Amplitudengang des jeweiligen Bandpassfilters in
linearer und logarithmischer Darstellung. Das Programm bietet die Mo¨glichkeit, die untere
und obere Grenzfrequenz des Bandpasses mithilfe der Schieberegler zu vera¨ndern. Dabei sind
fu¨r die untere Grenzfrequenz Werte zwischen 0 und 5000 Hz und fu¨r die obere Grenzfre-
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Abbildung G.1.: MATLAB-Programm zum Thema FIR-Filter (Bandpass)
quenz Werte zwischen 5001 und 10000 Hz verfu¨gbar. Beim Start des Programms ist die
untere Grenzfrequenz auf 4000 Hz und die obere Grenzfrequenz auf 6000 Hz eingestellt.
Um dieses Programm ausfu¨hren zu ko¨nnen, mu¨ssen die Dateien fir bandpass.m und
fir bandpass.fig in ein Verzeichnis gespeichert werden, welches dann in MATLAB als
Current Folder bzw. Current Directory ausgewa¨hlt wird. Das Programm la¨sst sich dann durch
die Eingabe von >> fir bandpass in das Command Window o¨ffnen.
Stellen Sie mithilfe der Schieberegler verschiedene Grenzfrequenzen ein und beobachten Sie
dabei den Amplitudengang und die Lage der Nullstellen der von Ihnen erzeugten Filter. Be-
antworten Sie folgende Fragen:
Frage 1
Wie ko¨nnen Sie die eingestellten Grenzfrequenzen aus den dargestellten Grafiken ablesen?
Frage 2
Welche Einstellung mu¨ssen Sie mittels der Schieberegler vornehmen, um keinen Bandpass,
sondern einen reinen Tiefpass zu erzeugen?
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H. Programmcode zur
MATLAB-Anwendung: FIR-Filter
Der MATLAB-Programmcode des erstellten Programms zur Thematik der FIR-Filter befindet
sich auf den folgenden Seiten.
function varargout = fir_bandpass(varargin)
% FIR_BANDPASS MATLAB code for fir_bandpass.fig
% FIR_BANDPASS , by itself , creates a new FIR_BANDPASS
or raises the existing
% singleton *.
%
% H = FIR_BANDPASS returns the handle to a new
FIR_BANDPASS or the handle to
% the existing singleton *.
%
% FIR_BANDPASS(’CALLBACK ’,hObject ,eventData ,handles
,...) calls the local
% function named CALLBACK in FIR_BANDPASS.M with the
given input arguments.
%
% FIR_BANDPASS(’Property ’,’Value ’,...) creates a new
FIR_BANDPASS or raises the
% existing singleton *. Starting from the left ,
property value pairs are
% applied to the GUI before fir_bandpass_OpeningFcn
gets called. An
% unrecognized property name or invalid value makes
property application
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% stop. All inputs are passed to
fir_bandpass_OpeningFcn via varargin.
%
% *See GUI Options on GUIDE ’s Tools menu. Choose "GUI
allows only one
% instance to run (singleton)".
%
% See also: GUIDE , GUIDATA , GUIHANDLES
% Edit the above text to modify the response to help
fir_bandpass
% Last Modified by GUIDE v2.5 19-Sep -2013 05:42:00
% Begin initialization code - DO NOT EDIT
gui_Singleton = 1;
gui_State = struct(’gui_Name ’, mfilename , ...
’gui_Singleton ’, gui_Singleton , ...
’gui_OpeningFcn ’,
@fir_bandpass_OpeningFcn , ...
’gui_OutputFcn ’, @fir_bandpass_OutputFcn
, ...
’gui_LayoutFcn ’, [] , ...
’gui_Callback ’, []);
if nargin && ischar(varargin {1})
gui_State.gui_Callback = str2func(varargin {1});
end
if nargout
[varargout {1: nargout }] = gui_mainfcn(gui_State , varargin
{:});
else
gui_mainfcn(gui_State , varargin {:});
end
% End initialization code - DO NOT EDIT
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% --- Executes just before fir_bandpass is made visible.
function fir_bandpass_OpeningFcn(hObject , ~, handles ,
varargin)
% This function has no output args , see OutputFcn.
% hObject handle to figure
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% varargin command line arguments to fir_bandpass (see
VARARGIN)
set(handles.slider1 ,’Value’, 4000);
set(handles.slider3 ,’Value’, 6000);
% Ordnung n festlegen:
n = 91; % Anzahl der Nullstellen in der komplexen Ebene
fa = 48000; % Abtastfrequenz in Hz muss passend zur
Signalverarbeitungs -Hardware gewa¨hlt werden
fn = fa/2; % Nyquistfrequenz
% Bandpassentwurf:
bp1 = 4000; % -6 dB { Grenzfrequenz in Hz
bp2 = 6000; % -6 dB { Grenzfrequenz in Hz
Wn = [bp1/fn bp2/fn];
FIRkoeff = fir1(n, Wn , ’bandpass ’); % Bandpass -Filter
% Darstellung der Filterkoeffizienten:
axes(handles.axes1);
plot(FIRkoeff , ’-’)
hold on;
plot(FIRkoeff , ’.’)
hold off
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% Zuerst einen Vektor fu¨r die Koeffizienten des Nenners
erstellen fu¨r Rechnung
% mit freqz , grpdelay , zplane:
a = zeros(size(FIRkoeff));
a(1) = 1;
% freqz u¨ber Aufruf mit Koeffizientenvektoren
cntW = 4096;
% Ohne zusa¨tzliche Parameterangabe (cntW) wu¨rden nur 512
Frequenzpunkte
% berechnet.
[Hfir , Wfir] = freqz(FIRkoeff , a, cntW); % mit 0 <= Wfir <=
pi
% Falls Auflo¨sung angezeigt werden sollte:
% df = Wfir (2)/pi*fn; % oder: df = fn/length(Wfir);
% df (delta_f) ist der Abstand zwischen den Frequenzpunkten
in Hz
% d.h. df entspricht der Frequenzauflo¨sung in Hz
amplFIR = abs(Hfir);
% Darstellung des Amplitudengangs (linear):
axes(handles.axes2);
plot(Wfir/pi*fn , amplFIR , ’b’);
axis ([0 fn -0.1 1.1]);
ylabel(’Versta¨rkung ’)
xlabel(’Frequenz in Hz’)
hold on;
plot(Wn*fn ,1,’kv’)
hold off;
% Darstellung des Amplitudengangs (logarithmisch):
axes(handles.axes3);
semilogx(Wfir/pi*fn, 20* log10(amplFIR), ’b’);
axis ([1 fa -105 5]); % 1 Hz bis fa , -105 dB bis +5 dB
ylabel(’Versta¨rkung in dB’)
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xlabel(’Frequenz in Hz’)
grid
hold on;
plot(Wn*fn ,0,’kv’)
hold off;
% Darstellung der Nullstellen in der z-Ebene:
axes(handles.axes4);
zplane(FIRkoeff , a)
ylabel(’Imagina¨rteil ’)
xlabel(’Realteil ’)
% Erzeugen der Koeffizientendatei:
fid = fopen(’FIRkoeff.h’, ’w’); % File -ID
fprintf(fid ,’const float FIRkoeff [] = {\n’);
fprintf(fid ,’%1.7e,\n’,FIRkoeff (1:end -1));
fprintf(fid ,’%1.7e};\n’,FIRkoeff(end));
fclose(fid);
% Choose default command line output for fir_bandpass
handles.output = hObject;
% Update handles structure
guidata(hObject , handles);
% UIWAIT makes fir_bandpass wait for user response (see
UIRESUME)
% uiwait(handles.figure1);
% --- Outputs from this function are returned to the command
line.
function varargout = fir_bandpass_OutputFcn (~, ~, handles)
% varargout cell array for returning output args (see
VARARGOUT);
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% hObject handle to figure
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% Get default command line output from handles structure
varargout {1} = handles.output;
% --- Executes on slider movement.
function slider1_Callback (~, ~, handles)
% hObject handle to slider1 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% Hints: get(hObject ,’Value ’) returns position of slider
% get(hObject ,’Min ’) and get(hObject ,’Max ’) to
determine range of slider
% Ordnung n festlegen:
n = 91; % Anzahl der Nullstellen in der kompl. Ebene
fa = 48000; % Abtastfrequenz in Hz passend zur
Signalverarbeitungs -Hardware wa¨hlen
fn = fa/2; % Nyquistfrequenz
% Bandpassentwurf:
bp1 = get(handles.slider1 ,’Value ’); % -6 dB { Grenzfrequenz
in Hz
bp2 = get(handles.slider3 ,’Value ’); % -6 dB { Grenzfrequenz
in Hz
Wn = [bp1/fn bp2/fn];
FIRkoeff = fir1(n, Wn , ’bandpass ’); % Bandpass -Filter
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% Darstellung der Filterkoeffizienten:
axes(handles.axes1);
plot(FIRkoeff , ’-’)
hold on;
plot(FIRkoeff , ’.’)
hold off
% Zuerst einen Vektor fu¨r die Koeffizienten des Nenners
erstellen fu¨r Rechnung
% mit freqz , grpdelay , zplane:
a = zeros(size(FIRkoeff));
a(1) = 1;
% freqz u¨ber Aufruf mit Koeffizientenvektoren
cntW = 4096;
% Ohne zusa¨tzliche Parameterangabe (cntW) wu¨rden nur 512
Frequenzpunkte
% berechnet.
[Hfir , Wfir] = freqz(FIRkoeff , a, cntW); % mit 0 <= Wfir <=
pi
% Falls Auflo¨sung angezeigt werden sollte:
% df = Wfir (2)/pi*fn; % oder: df = fn/length(Wfir);
% df (delta_f) ist der Abstand zwischen den Frequenzpunkten
in Hz
% d.h. df entspricht der Frequenzauflo¨sung in Hz
amplFIR = abs(Hfir);
% Darstellung des Amplitudengangs (linear):
axes(handles.axes2);
plot(Wfir/pi*fn , amplFIR , ’b’);
axis ([0 fn -0.1 1.1]);
ylabel(’Versta¨rkung ’)
xlabel(’Frequenz in Hz’)
hold on;
plot(Wn*fn ,1,’kv’)
hold off;
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% Darstellung des Amplitudengangs (logarithmisch):
axes(handles.axes3);
semilogx(Wfir/pi*fn, 20* log10(amplFIR), ’b’);
axis ([1 fa -105 5]); % 1 Hz bis fa , -105 dB bis +5 dB
ylabel(’Versta¨rkung in dB’)
xlabel(’Frequenz in Hz’)
grid
hold on;
plot(Wn*fn ,0,’kv’)
hold off;
% Darstellung der Nullstellen in der z-Ebene:
axes(handles.axes4);
zplane(FIRkoeff , a)
ylabel(’Imagina¨rteil ’)
xlabel(’Realteil ’)
% Erzeugen der Koeffizientendatei:
fid = fopen(’FIRkoeff.h’, ’w’); % File -ID
fprintf(fid ,’const float FIRkoeff [] = {\n’);
fprintf(fid ,’%1.7e,\n’,FIRkoeff (1:end -1));
fprintf(fid ,’%1.7e};\n’,FIRkoeff(end));
fclose(fid);
% --- Executes during object creation , after setting all
properties.
function slider1_CreateFcn(hObject , ~, ~)
% hObject handle to slider1 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles empty - handles not created until after all
CreateFcns called
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% Hint: slider controls usually have a light gray background
.
if isequal(get(hObject ,’BackgroundColor ’), get(0,’
defaultUicontrolBackgroundColor ’))
set(hObject ,’BackgroundColor ’ ,[.9 .9 .9]);
end
% --- Executes on slider movement.
function slider3_Callback (~, ~, handles)
% hObject handle to slider3 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% Hints: get(hObject ,’Value ’) returns position of slider
% get(hObject ,’Min ’) and get(hObject ,’Max ’) to
determine range of slider
% Ordnung n festlegen:
n = 91; % Anzahl der Nullstellen in der kompl. Ebene
fa = 48000; % Abtastfrequenz in Hz passend zur
Signalverarbeitungs -Hardware wa¨hlen
fn = fa/2; % Nyquistfrequenz
% Bandpassentwurf:
bp1 = get(handles.slider1 ,’Value ’); % -6 dB { Grenzfrequenz
in Hz
bp2 = get(handles.slider3 ,’Value ’); % -6 dB { Grenzfrequenz
in Hz
Wn = [bp1/fn bp2/fn];
FIRkoeff = fir1(n, Wn , ’bandpass ’); % Bandpass -Filter
% Darstellung der Filterkoeffizienten:
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axes(handles.axes1);
plot(FIRkoeff , ’-’)
hold on;
plot(FIRkoeff , ’.’)
hold off
% Zuerst einen Vektor fu¨r die Koeffizienten des Nenners
erstellen fu¨r Rechnung
% mit freqz , grpdelay , zplane:
a = zeros(size(FIRkoeff));
a(1) = 1;
% freqz u¨ber Aufruf mit Koeffizientenvektoren
cntW = 4096;
% Ohne zusa¨tzliche Parameterangabe (cntW) wu¨rden nur 512
Frequenzpunkte
% berechnet.
[Hfir , Wfir] = freqz(FIRkoeff , a, cntW); % mit 0 <= Wfir <=
pi
% Falls Auflo¨sung angezeigt werden sollte:
% df = Wfir (2)/pi*fn; % oder: df = fn/length(Wfir);
% df (delta_f) ist der Abstand zwischen den Frequenzpunkten
in Hz
% d.h. df entspricht der Frequenzauflo¨sung in Hz
amplFIR = abs(Hfir);
% Darstellung des Amplitudengangs (linear):
axes(handles.axes2);
plot(Wfir/pi*fn , amplFIR , ’b’);
axis ([0 fn -0.1 1.1]);
ylabel(’Versta¨rkung ’)
xlabel(’Frequenz in Hz’)
hold on;
plot(Wn*fn ,1,’kv’)
hold off;
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% Darstellung des Amplitudengangs (logarithmisch):
axes(handles.axes3);
semilogx(Wfir/pi*fn, 20* log10(amplFIR), ’b’);
axis ([1 fa -105 5]); % 1 Hz bis fa , -105 dB bis +5 dB
ylabel(’Versta¨rkung in dB’)
xlabel(’Frequenz in Hz’)
grid
hold on;
plot(Wn*fn ,0,’kv’)
hold off;
% Darstellung der Nullstellen in der z-Ebene:
axes(handles.axes4);
zplane(FIRkoeff , a)
ylabel(’Imagina¨rteil ’)
xlabel(’Realteil ’)
% Erzeugen der Koeffizientendatei:
fid = fopen(’FIRkoeff.h’, ’w’); % File -ID
fprintf(fid ,’const float FIRkoeff [] = {\n’);
fprintf(fid ,’%1.7e,\n’,FIRkoeff (1:end -1));
fprintf(fid ,’%1.7e};\n’,FIRkoeff(end));
fclose(fid);
% --- Executes during object creation , after setting all
properties.
function slider3_CreateFcn(hObject , ~, ~)
% hObject handle to slider3 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles empty - handles not created until after all
CreateFcns called
% Hint: slider controls usually have a light gray background
.
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if isequal(get(hObject ,’BackgroundColor ’), get(0,’
defaultUicontrolBackgroundColor ’))
set(hObject ,’BackgroundColor ’ ,[.9 .9 .9]);
end
126
I. Skript zur MATLAB-Anwendung:
Beugung an der Kreisblende
Das Skript, welches den Studierenden zur Vertiefung der Thematik der Beugung an der Kreis-
blende zur Verfu¨gung gestellt werden soll, befindet sich auf den folgenden Seiten.
Da dieses Skript lediglich dem Versta¨ndnis der Studierenden dienen soll und eine durchgehen-
de Nummerierung der Gleichungen fu¨r ein solches Versta¨ndnis, wie auch fu¨r die u¨bersichtliche
Darstellung der Inhalte, nicht notwendig ist, wird darauf verzichtet.
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Beugung an der Kreisblende
1. Beugung
Wird eine O¨ffnung innerhalb eines ansonsten undurchsichtigen Mediums mit koha¨rentem
Licht bestrahlt, so ergibt sich in einem bestimmten Abstand hinter der O¨ffnung eine Beu-
gungsstruktur, die vom Radius bzw. der Breite der O¨ffnung und vom Abstand zwischen
Beobachtungsebene und Blende abha¨ngt. In der Ebene des Beugungsmusters kann dann die
Lichtintensita¨tsverteilung des Beugungsmusters beobachtet werden.
2. Zusammenhang zwischen Beugung und
Fourier-Transformation
Mithilfe der Fourier-Transformation kann die Beugung an beliebig geformten O¨ffnungen all-
gemein beschrieben werden. Dies wird nachfolgend dargestellt.
2.1. Allgemeiner Fall
Sie f(x) eine beliebige quadratintegrable Funktion, so wird die Fouriertransformierte zu f(x)
folgendermaßen beschrieben:
F (u) = 1√
2pi
+∞∫
−∞
f(x) · eiuxdx.
Um f(x) aus F(u) zu bestimmen, wird die obige Gleichung mit ei2piux
′
multipliziert. Anschlie-
ßend werden beide Seiten der Gleichung u¨ber die Variable u integriert. Wird anschließend x′
in x umbenannt, so ergibt sich:
f(x) = 1√
2pi
+∞∫
−∞
F (u) · e−iuxdu.
Die Funktionen f(x) und F (u) werden dann als Fourierpaar, die Variablen x und u als
fourierkonjugierte Variablen bezeichnet.
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2.2. Anwendung auf die Beugung
Nachfolgend wird der allgemeine Fall behandelt, dass auf eine Fla¨che σ in der Ebene z = 0
mit der Transmission τ(x, y) eine Lichtwelle mit der Feldsta¨rkeverteilung Ee(x, y) fa¨llt. Fu¨r
eine Blende gilt dabei innerhalb der Blendeno¨ffnung τ(x, y) = 1 und außerhalb der Blen-
deno¨ffnung τ(x, y) = 0. Direkt hinter der Fla¨che gilt:
E(x, y) = τ(x, y) · Ee(x, y)
Die Amplitudenverteilung E(x′, y′, z0) in der Ebene z = z0 kann aus dem folgenden Beu-
gungsintegral berechnet werden, wobei A die Amplitude angibt:
E(x′, y′, z0) = A(x′, y′, z0)
+∞∫
−∞
+∞∫
−∞
ES(x, y) · exp
[
+ik
z0
(x′x+ y′y)
]
dxdy
Nun setzt man die obige Gleichung fu¨r E(x, y) in das Beugungsintegral ein und vergleicht
das Ergebnis mit der folgenden zweidimensionalen Fourier-Transformation:
F (u, v) =
+∞∫
−∞
+∞∫
−∞
f(x, y) · e−i2pi(ux+vy)dxdy
f(x, y) =
+∞∫
−∞
+∞∫
−∞
F (u, v) · ei2pi(ux+vy)dudv
Setzt man hierbei u = x
′
λz0
und v = y
′
λz0
, so ergibt sich:
f(x, y) = E(x, y) = τ(x, y) · Ee(x, y)
Diese Formel stellt die Amplitudenverteilung direkt nach der Beugungsebene z = 0 dar. Die
Feldsta¨rkeverteilung E(x′, y′) der Beugungsstruktur in der Beobachtungsebene z = z0 ist
nach dem Beugungsintegral:
E(x′, y′) = A(x′, y′, z0)
+∞∫
−∞
+∞∫
−∞
Ee(x, y) · τ(x, y) · e
−i2pi(x′x+y′y)
λz0 dxdy.
Der Vergleich mit der Formel fu¨r die zweidimensionale Fourier-Transformation liefert dann:
E(x′, y′, z0) = F (u, v) · A(x′, y′, z0).
Die Amplitudenverteilung des Beugungsbildes in der Ebene z = z0 ist also proportional zur
Fouriertransformierten F (x′, y′) der Funktion f(x, y) = τ(x, y) · Ee(x, y), wobei τ(x, y) die
Transmissionsfunktion ist. Die Intensita¨tsverteilung I(x′, y′) in der Beobachterebene ist dann:
I(x′, y′) ∝ |E(x′, y′)|2 = |F (x′, y′)|2,
da |A(x′, y′)|2 = 1 ist. [27]
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3. Umsetzung durch Fast Fourier Transformation (FFT)
Soll ein Computerprogramm geschrieben werden, fu¨r welches die Durchfu¨hrung einer Fourier-
Transformation notwendig ist, so bietet es sich an, die
”
herko¨mmliche“ diskrete Fouriertrans-
formation durch eine schnellere Variante, die sogenannte Fast Fourier Transformation (FFT)
zu ersetzen. Diese hat gegenu¨ber der DFT den Vorteil, dass damit Rechenzeit gespart werden
kann und das Programm somit schneller la¨uft.
In numerischen Anwendungen werden die Integrale u¨ber Funktionen, wie sie bei der Fourier-
Transformation notwendig sind, durch geeignet gewichtete Summen u¨ber die Funktionswerte
an sogenannten Stu¨tzstellen gena¨hert. Damit kann man die Fourier-Koeffizientenaus entspre-
chenden Funktionswerten an bestimmten Punkten bestimmen. Dabei ermo¨glicht die Auswahl
von n a¨quidistanten Stu¨tzstellen die Berechnung von n Fourier-Koeffizienten.
Bei Anwendung der DFT mu¨sste man nun fu¨r jeden der n Koeffizienten jeweils n-mal den
Cosinus und den Sinus berechnen, was einen erheblichen Rechenaufwand bedeutet. Bei der
FFT hingegen ist es mo¨glich, diese Rechnung auf Polynome zuru¨ckzufu¨hren. Wird dabei als
Wert von n eine Potenz von 2 gewa¨hlt, so kann die entsprechende Rechnung auf zwei Teilpo-
lynome zuru¨ckgefu¨hrt werden, die jeweils aus n
2
Termen bestehen. Weiterhin nutzt die FFT
zuvor berechnete Zwischenergebnisse und spart somit arithmetische Rechenoperationen ein.
[28]
Die FFT ist beispielsweise in MATLAB sehr einfach durchzufu¨hren, da sie als vordefinier-
te Funktion vorhanden ist. So gibt die Eingabe Y = fft(X) die Fouriertransformierte von
X an, wobei X eindimensional ist. Soll eine zweidimensionale Fourier-Transformation durch-
gefu¨hrt werden, so ist U = fft2(V) einzugeben, wobei U und V zweidimensional sind. Diese
Funktion wird beispielsweise im untenstehenden Anwendungsbeispiel zur Kreisblende genutzt.
4. Anwendungsbeispiel: Kreisblende
Als Anwendungsbeispiel wird hier ein MATLAB-Programm zur Beugung an der Kreisblende
vorgestellt (siehe Abb. I.1). Dieses verdeutlicht, wie sich das Beugungsmuster ganz allgemein
in Abha¨ngigkeit vom Radius der Kreisblende a¨ndert. Dazu wird zuna¨chst die Kreisblende an
sich dargestellt. Anschließend wird das Beugungsmuster gezeigt. Hierbei kann neben der Beu-
gungsstruktur an sich auch das Gro¨ßenverha¨ltnis der Struktur, beispielsweise der Maxima,
die im Beugungsbild ersichtlich sind, mit der Gro¨ße der Blende verglichen werden. Schließlich
wird das Beugungsmuster in logarithmierter Form dargestellt. Dies bietet den Vorteil, dass
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Abbildung I.1.: MATLAB-Programm zum Thema Beugung an der Kreisblende
nun in den Regionen, in denen die Amplituden klein sind, Details sichtbar werden.
Um dieses Programm ausfu¨hren zu ko¨nnen, mu¨ssen die Dateien beugung kreisblende.m
und beugung kreisblende.fig in ein Verzeichnis gespeichert werden, welches dann in
MATLAB als Current Folder bzw. Current Directory ausgewa¨hlt wird. Das Programm la¨sst
sich dann durch die Eingabe von >> beugung kreisblende in das Command Window o¨ff-
nen.
Beantworten Sie zum gegebenen Sachverhalt folgende Fragen:
Frage 1
Wie vera¨ndert sich die Gro¨ße des Airy-Scheibchens im Verha¨ltnis zur Gro¨ße der Blendeno¨ff-
nung?
Frage 2
Wie vera¨ndert sich die Anzahl der sichtbaren konzentrischen Intensita¨tsmaxima im Verha¨ltnis
zur Gro¨ße der Blendeno¨ffnung?
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J. Programmcode zur
MATLAB-Anwendung: Beugung an
der Kreisblende
Der MATLAB-Programmcode des erstellten Programms zur Thematik der Beugung an der
Kreisblende befindet sich auf den folgenden Seiten.
function varargout = beugung_kreisblende(varargin)
% BEUGUNG_KREISBLENDE MATLAB code for beugung_kreisblende.
fig
% BEUGUNG_KREISBLENDE , by itself , creates a new
BEUGUNG_KREISBLENDE or raises the existing
% singleton *.
%
% H = BEUGUNG_KREISBLENDE returns the handle to a new
BEUGUNG_KREISBLENDE or the handle to
% the existing singleton *.
%
% BEUGUNG_KREISBLENDE(’CALLBACK ’,hObject ,eventData ,
handles ,...) calls the local
% function named CALLBACK in BEUGUNG_KREISBLENDE.M with
the given input arguments.
%
% BEUGUNG_KREISBLENDE(’Property ’,’Value ’,...) creates a
new BEUGUNG_KREISBLENDE or raises the
% existing singleton *. Starting from the left ,
property value pairs are
% applied to the GUI before
beugung_kreisblende_OpeningFcn gets called. An
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% unrecognized property name or invalid value makes
property application
% stop. All inputs are passed to
beugung_kreisblende_OpeningFcn via varargin.
%
% *See GUI Options on GUIDE ’s Tools menu. Choose "GUI
allows only one
% instance to run (singleton)".
%
% See also: GUIDE , GUIDATA , GUIHANDLES
% Edit the above text to modify the response to help
beugung_kreisblende
% Last Modified by GUIDE v2.5 17-Sep -2013 22:52:45
% Begin initialization code - DO NOT EDIT
gui_Singleton = 1;
gui_State = struct(’gui_Name ’, mfilename , ...
’gui_Singleton ’, gui_Singleton , ...
’gui_OpeningFcn ’,
@beugung_kreisblende_OpeningFcn , ...
’gui_OutputFcn ’,
@beugung_kreisblende_OutputFcn , ...
’gui_LayoutFcn ’, [] , ...
’gui_Callback ’, []);
if nargin && ischar(varargin {1})
gui_State.gui_Callback = str2func(varargin {1});
end
if nargout
[varargout {1: nargout }] = gui_mainfcn(gui_State , varargin
{:});
else
gui_mainfcn(gui_State , varargin {:});
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end
% End initialization code - DO NOT EDIT
% --- Executes just before beugung_kreisblende is made
visible.
function beugung_kreisblende_OpeningFcn(hObject , ~, handles ,
varargin)
% This function has no output args , see OutputFcn.
% hObject handle to figure
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% varargin command line arguments to beugung_kreisblende (
see VARARGIN)
set(handles.slider1 ,’Value’, 10);
n = 2^10;
M = zeros(n);
I = 1:n;
x = I-n/2;
y = n/2-I;
[X,Y] = meshgrid(x,y);
R = 10;
A = (X.^2 + Y.^2 <= R^2);
M(A) = 1;
axes(handles.axes1)
imagesc(M)
colormap(bone);
axis image
134
J. Programmcode zur MATLAB-Anwendung: Beugung an der Kreisblende
D1 = fft2(M);
D2 = fftshift(D1);
axes(handles.axes2)
imagesc(abs(D2))
axis image
colormap(bone)
D3 = log2(D2);
axes(handles.axes3)
imagesc(abs(D3))
axis image
colormap(bone)
% Choose default command line output for beugung_kreisblende
handles.output = hObject;
% Update handles structure
guidata(hObject , handles);
% UIWAIT makes beugung_kreisblende wait for user response (
see UIRESUME)
% uiwait(handles.figure1);
% --- Outputs from this function are returned to the command
line.
function varargout = beugung_kreisblende_OutputFcn (~, ~,
handles)
% varargout cell array for returning output args (see
VARARGOUT);
% hObject handle to figure
% eventdata reserved - to be defined in a future version of
MATLAB
135
J. Programmcode zur MATLAB-Anwendung: Beugung an der Kreisblende
% handles structure with handles and user data (see
GUIDATA)
% Get default command line output from handles structure
varargout {1} = handles.output;
% --- Executes on slider movement.
function slider1_Callback (~, ~, handles)
% hObject handle to slider1 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles structure with handles and user data (see
GUIDATA)
% Hints: get(hObject ,’Value ’) returns position of slider
% get(hObject ,’Min ’) and get(hObject ,’Max ’) to
determine range of slider
n = 2^10;
M = zeros(n);
I = 1:n;
x = I-n/2;
y = n/2-I;
[X,Y] = meshgrid(x,y);
R = get(handles.slider1 ,’Value’);
A = (X.^2 + Y.^2 <= R^2);
M(A) = 1;
axes(handles.axes1)
imagesc(M)
colormap(bone)
axis image
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D1 = fft2(M);
D2 = fftshift(D1);
axes(handles.axes2)
imagesc(abs(D2))
axis image
colormap(bone)
D3 = log2(D2);
axes(handles.axes3)
imagesc(abs(D3))
axis image
colormap(bone)
% --- Executes during object creation , after setting all
properties.
function slider1_CreateFcn(hObject , ~, ~)
% hObject handle to slider1 (see GCBO)
% eventdata reserved - to be defined in a future version of
MATLAB
% handles empty - handles not created until after all
CreateFcns called
% Hint: slider controls usually have a light gray background
.
if isequal(get(hObject ,’BackgroundColor ’), get(0,’
defaultUicontrolBackgroundColor ’))
set(hObject ,’BackgroundColor ’ ,[.9 .9 .9]);
end
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