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Introduction
Survivable storage systems [Wylie2000] encode and distribute data over multiple storage nodes to survive failures and malicious attacks. PASIS is one such system that is configurable to support many data distribution schemes, including threshold schemes [Shamir1979] , for improving storage availability and security. There are many other projects, such as Farsite [Bolosky2000] and OceanStore [Kubiatowicz2000], which use similar techniques to achieve similar goals. A common property of these techniques is that they have parameters that affect the properties of the system. Setting these parameters in an ad-hoc fashion may be sub-optimal in terms of meeting users' requirements. In [Wylie2001], we describe a framework to select these parameters (i.e., a scheme) in the context of performance, security, and availability trade-offs. In general, there are two ways of quantifying these three properties: measurements and models. Models can be parameterized, allowing one to explore a wide range of systems quickly. In this report, we focus on availability modeling.
The classic approach to modeling the availability of distributed storage is to assume that storage nodes have identical availabilities and independent failures. This model is useful because it is simple and it enables a system designer to reason about the effect of average node availability on overall system availability. However, it ignores correlations known to exist among storage node failures [Amir1996] .
The most accurate way of modeling correlated failures is to specify exactly the probability of each subset of nodes being unavailable. But, such a model is too complex in practice and provides little intuition to system designers. A better approach would be to extend the classic model with a single correlation parameter that indicates the level of failure correlation in the system. In this report, two such models are described. The first one is based on conditional probabilities, and the second one is based on the Beta-Binomial distribution. Both of these models have two parameters that describe the system: average storage node availability and correlation level.
An interesting issue in selecting a scheme, for a given system, is the ordering of the schemes based on their availabilities. It may be the case that the user specifies the properties of the underlying system incorrectly. In such a case, the relative ordering of the schemes can be affected and ultimately it may result in the selection of a suboptimal scheme. In this report, we investigate how the ordering of the schemes is affected with respect to average storage node availability and correlation level.
The problem of optimal file placement in a survivable storage system has been studied before [Douceur2001b] .
In those studies, it is generally assumed that files are independent from one another. In reality, there could be dependencies between files and directories. For example, to access a file, the directories on the path to the file have to be traversed. If the directories are not available, the file will not be available. Thus, the relative placement of related files and directories may impact the availability of the overall system. In this report, we analyze cases to show where it is important to consider related files and directories in doing placement.
This report is organized as follows. Section 2 overviews the different data distribution schemes. Section 3 discusses the importance of selecting the correct data distribution scheme for a system and briefly explains a framework for doing this selection. Section 4 discusses modeling the availability of data distribution schemes and describes two approaches that are able to capture the correlation between failures of storage nodes. Section 5 analyzes the effect of availability and correlation on the ordering of schemes. Section 6 investigates the importance of considering related files in doing file placement. Section 7 summarizes the contributions.
Data Distribution Schemes
This section describes data distribution schemes from the literature that are used in survivable storage projects.
Threshold Schemes. Threshold schemes are a way of encoding data. A threshold scheme has three parameters: n, m and p (where n≥m≥p>0). Data is divided into n shares, of which any m is sufficient to fully recover the data. Less than p shares give absolutely no information about the data. The formation of the shares is called encoding and the process of combining the shares to reconstruct the original data is called decoding. An example scheme is replication. Each replica is the original data, thus, m=1 and p=1. [Luby1998] . Table 1 In general, the n shares formed during encoding are stored on n different storage nodes. For a file to be available, at least m of the nodes have to be available. For most of the schemes, storing the n shares on different nodes increases availability. This is because the system can tolerate up to (n-m) node failures. Additionally, for an adversary to steal the data in its entirety, she must compromise at least m storage nodes. Security can be further enhanced, by storing shares on nodes with different operating systems. Thus, a weakness in one operating system may not lead to the compromise of nodes with different operating systems. Quorum Systems. In some data replication protocols, quorum systems are employed. A quorum system is a set of subsets of U (the universe of servers), of which every pair of sets intersect. A read/write operation is done by first selecting a quorum and then by accessing all of the elements in that quorum. Since every pair of quorums intersect, the user always has a consistent view of the system [Amir1998] . Optimal quorums for masking b Byzantine failures, where the intersections contain at least 2b+1 servers are described in [Malkhi2000].
The common idea in these different data distribution schemes is that they divide a piece of data into a number of shares and only a subset of the shares are required to fully reconstruct the original data.
Selecting the Correct Scheme
Parameter options for threshold schemes (i.e., values of n, m and p) create a large space of possibilities. Each scheme has different properties, thus for a given set of requirements the optimal scheme for different systems may be different. In order to select the optimal scheme, we first have to be able to compare the schemes and to compare the schemes we need to be able to quantify them. In quantifying the schemes, three metrics are used: performance, confidentiality and availability. Here, we give an overview of each metric. The details of the model for each one can
Performance. Performance is calculated in terms of throughput (MB per second). The time to produce the shares (i.e., encode the data), the number of shares, the size of each share and the number of shares required to reconstruct the data depend on a schemes' parameters n, m and p. In [Wylie2001], we use a simple model to compare the performance of different schemes. Specifically, we examine the effects of changing the workload, the CPU speed at the client side, the network bandwidth and the storage node response times.
Confidentiality. Each scheme offers a different level of confidentiality. This is due to the three parameters n, m and p.A sm increases, the attacker has to steal more shares to fully reconstruct the file and less than p shares give absolutely no information to the attacker. So higher m and higher p mean higher confidentiality. On the other hand, having more shares (i.e., higher n) degrades confidentiality since there will be more vulnerable nodes. The unit used for confidentiality is the effort required by the adversary to gain information.
Availability. Availability is defined as the probability that a file can be accessed at any given time. With threshold schemes, files are encoded into n shares, of which m or more are sufficient to fully reconstruct the file. In
[Wylie2001], we assume the failures of storage nodes are independent and we use the classic availability model [Siewiorek1992] . For reads the model is,
Note that for writes, the availability can be defined in several different ways. One extreme case is to require any m nodes to be available and the other extreme case is to require n specific nodes to be available. In the former case, read availability gets affected. The unit of availability is nines (i.e. 0.99 means 2 nines).
The 3D Trade-off Space
The section explains how scheme selection is done. We focus on seven classes of schemes: replication, replication with cryptography, ramp schemes, information dispersal algorithms, secret sharing, short secret sharing and splitting. Each scheme is quantified in terms of the three metrics that are explained above. In Figure 1 , each scheme is represented with a different tone of gray. The graph shows the best performing scheme and its performance for a given confidentiality and availability level. Note that the possible schemes cover only a portion of the entire trade-off space. The reason is that there exists no scheme that can provide maximum confidentiality, maximum availability and maximum performance at the same time. Thus, a user must make trade-offs among the three properties. In order to select a scheme using the 3D Trade-off space, the user specifies a confidentiality and availability level in accordance with her requirements and then uses the graph to identify the optimal scheme in terms of performance.
Default Configuration. The default configuration we use in [Wylie2001] consists of 10 storage nodes, 100Mb/sec network bandwidth, 32KB files (blocks), a 0.5 read/write ratio, 0.995 storage node availability and the effort required to circumvent cryptography (e.g., by stealing the key) is equal to the effort required to break into a storage node. Figure 1 , shows the resulting graph with respect to the seven schemes.
Different Configurations. In analyzing the effects of different system configurations we use the default configuration as the base case. In [Wylie2001], we examine the effects of different system configurations such as higher network bandwidth, different read/write ratios in the workload, effort of cryptanalysis being greater than effort required to break into a storage node, and lower storage node availability. The detailed description of the first three is beyond the scope of this paper. Figure 2 shows the effect of having lower storage node availability.
An inaccurate estimate of average storage node availability can drastically affect the space that is covered by the schemes. For example, if the storage node availability is estimated as 0.95, as opposed to 0.995, the original graph (i.e., Figure 1 ) gets contracted and covers a smaller portion of the space. This causes the user to become unaware of the fact that there are schemes that provide higher levels of availability. Furthermore, if the user selects a scheme using the contracted graph, the selected scheme would have a lower performance than the scheme that would have been selected, if the correct graph had been used. These imply that the optimal scheme, for a given set of Figure 1 . Default Configuration requirements, heavily depends on individual storage node availabilities. Also an interesting phenomenon is the change in the ordering of the schemes as average availability changes. A detailed analysis of the ordering of the schemes is given in Section 5.
Discussion
As discussed in the previous section, using simple models for performance, confidentiality and availability enables us to explore the trade-off space among the three properties. Different configuration parameters result in different selection surfaces. Another important point is that each model has its inherent assumptions that affect the 3D graph. For example, in the availability model it is assumed that storage node failures are independent. In the next section, we analyze the availability model in more depth.
Modeling the Availability of Threshold Schemes
In this section, we investigate modeling the availability of threshold schemes. The ideas here can be applied to modeling the availability of other data distribution schemes. First, we describe the basics and analyze the underlying assumptions of the classic way of modeling availability. In Section 4.3, we explain two approaches to correlationaware availability modeling and we compare the two models to real measurements. In Section 4.5, we describe related work.
Figure 2. Lower Storage Node Availability
In modeling the availability of threshold schemes, we treat the individual storage nodes as black boxes in the sense that we only know when the node is up or down and we have no knowledge of why this has happened. We assume that only the client link failures are detectable and these are the only failures that are not counted as the server being unavailable. We model the availability of a scheme using the availability values of the black boxes and we do not have a clear picture of the relations between black boxes. More specifically, we have no knowledge of the underlying network and the different administrative domains.
Availability of Threshold Schemes
The availability of a storage node is defined to be the percentage of time the node is able to service requests. One common way of expressing it is as nines of availability (e.g., 0.99 is 2 nines) [Gray1991] . There are two kinds of availabilities for threshold schemes: read and write availability. A file is available to being read if there are m or more up-to-date shares that are available at the time of read. On the other hand, there are several ways that write availability could be defined,
• Any n of the N storage nodes in the system being available (e.g., creating a file, rewriting a file)
• Any m of the N storage nodes in the system being available (e.g., creating a file, rewriting a file)
• All n of n specific nodes being available (e.g., updating a file)
• Any m of n specific nodes being available (e.g., updating a file) Clearly, the way writes are done affects the availability of reads. In our model, we focus on read availability; it is straightforwardtoextendourmodeltowriteavailability.
The Classic Model
In the literature [Siewiorek1992], a common way of modeling the availability of a given set of storage nodes is by assuming:
• The failures of the storage nodes are independent and;
• The storage nodes have identical availabilities that are equal to the average availability.
The formula used in this case is:
Independence Assumption. To see how the independence assumption of the classic model affects the outcome, consider the following example shown in Figure 3 . Assume two machines each with availability of 0.99. The classic model's estimation for n=2 and m=1 is 0.9999 (4 nines). But, in reality, the availability of this scheme could be anywhere between 0.99 and 1.0. If the downtimes of the two nodes completely overlap, then replication provides no benefit. On the other hand if the downtimes do not overlap at all then the availability of the scheme is 1.00. In the following sections, we show that, by relaxing the independence assumption, the accuracy of the model can be improved substantially.
Correlation-Aware Availability Modeling

Requirements
The classic model shown in the previous section is an easy tool to use. It is a function of the form,
As explained in Section 4.2 the independence assumption of the classic model may lead to inaccurate estimations. The definition of independence is, P (Node X down | States of other nodes in the system) = P (Node X down)
The independence assumption is not always valid. Several studies show that storage node failures are correlated.
In [Bolosky2000][Douceur2001c], the actual scheme availabilities (replication in their case) differ from the calculations that assume independent failures. In [Amir1996] , they analyze 14 machines in a wide area network and report that crashes are correlated. Our measurements of web server availabilities also support the fact that,
Therefore, the new model should have the following properties:
• It should be a tool that is useful to system designers, which means that it should not have too many parameters.
• It should be more accurate than the classic model for cases when there are correlations between failures.
• While achieving the first two it should not hurt cases when the failures are actually independent.
In achieving these requirements, we investigate the possibility of relaxing the independent failures assumption without overly complicating the model. More specifically, the required function is of the form, Avail., n, m, Correlation Level) In the following sections, we describe our datasets and two approaches to correlation-aware availability modeling. The first approach is based on conditional probabilities. The second approach is based on the BetaBinomial distribution. The Beta-Binomial distribution has been used previously to model correlated events such as the number of infectious diseases in a household [Griffiths1973] and failures in multi-version software
[Nicola1990].
Datasets Used
In our work we use two datasets. The first one is our availability measurements of Web Servers and the second one is measurements of Desktops [Bolosky2000].
Web Servers. This dataset consists of our measurements of more than 100 web servers from September 2001 to December 2001. The web servers come from various domains such as com, edu and gov, located in various countries. The client was an Intel 600MHz Linux machine. The data was collected, by reading a file off each web server every 10 minutes. If the server responded and if the file was valid (e.g., not a HTTP 404 Error and has HTTP OK in its header), then we recorded this as the server being available. In this sense, the availability measured is the service availability. In our experiments, we exclude some of the servers due to reasons such as protocol version incompatibilities. We use 99 of the servers, which are listed in the appendix. The failures between the web servers were found to be correlated. In order to have more cases to compare our models against, in addition to using the entire dataset, we also use subsets of the entire dataset. In this report, we show results from 4 representative datasets.
Dataset-1, Dataset-3 and Dataset-4 are subsets taken by time and Dataset-2 is the entire dataset. Dataset-1 is weeks 
The Model Based on Conditional Probabilities
Calculating Correlation
The most comprehensive way of determining correlation is to calculate the probability of each subset of nodes being unavailable. But, such a model is a difficult tool to reason about the effects of correlation on the availability of different schemes. A simpler approach would be to use a single correlation parameter in the model. Therefore, the question is "How can such a parameter be measured?" According to the classical definition of correlation, two variables have a correlation close to 1, if they mostly take on the same value and they have a correlation close to -1, if they mostly take on opposite values. The problem with using this approach for our case is that, if two machines are up 99% of the time, they will have a high correlation value regardless of how correlated their failures are.
Therefore, this way of calculating correlation is not suitable for nodes with high availabilities.
A better approach is to calculate the average conditional probability. A similar approach was used in modeling the correlated failures in multi-computer systems [Tang1992] . Average conditional probability is calculated as follows.
∀ Pair of nodes (X, Y) in the system, where X ≠ Y,
The average of all these probabilities is the correlation level of the system.
[Note that for two nodes A and B, P (Node A down | Node B down) is not necessarily equal to
When the correlation level is 0, this means that there is absolutely no overlap between the down times of storage nodes (note that 0 does not mean independence). When it is 1, it means that all of the down times are overlapping.
Another way of calculating the correlation level of a system could be by finding,
Note that this value is not necessarily equal to the average conditional probability. This is due to the fact that, in calculating the two values, averages are taken in different places. Recall that,
We propose that either one of these can be used as the correlation level. A heuristic is to use the maximum of the two values as the correlation level.
The correlation level is an indication of 2-way correlations. The remaining question is how to determine higherlevels of correlations: the values of 3, 4, … of the storage nodes being correlated. The correlation level, as it is defined here, does not determine these values. The example in Table 2 illuminates this fact. In the example, there are two cases regarding the states of nodes A, B and C. In both of the cases, the average conditional probability (i.e., the correlation level as defined above) is 0.5. But, in the first case, the probability that the three nodes are down simultaneously is greater than zero while in the second case this probability is equal to zero.
[Notation: U-up D-down, assume a period of 6 time units, so in case 1 node A is, up-up- Table 2 . Example -Difference in P (Node A down | Node B and C down)
The new model has an empirical value for P (A node is down | Another node is down) (i.e., the correlation level), but it does not have a value for P (A node is down | Two other nodes are down). To determine the availability of schemes with n>2, the model has to estimate the higher order conditional probabilities. The next section describes the model based on conditional probabilities in more detail and explains how this estimation is done.
The Model
The availability model we suggest has 4 parameters: n, m, average availability and the correlation level.A sa n example consider the tree-like structure shown in Figure 4 . This structure is an easy way of viewing conditional The probabilities of the other branches can be determined in a similar way. (1 path) (4 paths) (6 paths) (4 paths) ( probabilities. We number the nodes from 1 to N, but note that the model assumes that all of the storage nodes are identical.
Structure of the tree
In the tree, the left branch of each node is the probability that the node is unavailable given the path that has been traversed to reach that node. The probability on the right branch is the probability that the node is available. The leaf nodes represent all the possible cases given 4 nodes: 4 of them are down, 3 of them are down and 1 of them is up, etc. Since it is assumed that all the nodes are identical, all the paths leading to a specific leaf node have the same probability. The probability of a path is found by multiplying the probabilities of the branches along that path. To find the probability of a leaf node, it is sufficient to multiply the probability of any path leading to that leaf by the number of paths that lead to that leaf. Therefore, given a scheme, it is trivial to calculate the availability of the scheme by adding the probabilities of the leaf nodes that make that scheme available. For example, to find the availability of the scheme with n=2 and m=2 we do the following. The scheme is available when both of the nodes is up and this probability is equal to P (Node 2 is up | Node 1 is up) * P (Node 1 is up)
Calculation of the Values of the Branches
In the model, we assume we are given the average availability and the correlation level. In the tree, the average availability is the value of the right branch of Node 1 and the value of the left branch is 1-(value of right branch).
The correlation level refers to the left branch of the first Node 2. 1 minus this value is the value of the right branch (shown as x on the tree). Given the definition of the tree structure, this means that we can calculate P (Node 1 is down and Node 2 is up), P (Node 1 is down & Node 2 is up) = x * P (Node 1 is down)
Also note that we can now calculate the value of left branch of the second Node 2 (shown as y). This is because we assume all the nodes are the same, which implies that, P (Node 2 is down & Node 1 is up) = P (Node 1 is down & Node 2 is up)
And since we know the values of P (Node 1 is down and Node 2 is up) and P (Node 1 is up) we can calculate y using the following equation, P (Node 2 is down & Node 1 is up) = y * P (Node 1 is up)
Now that we know the value of the left branch of the second Node 2, we can also find the value of its right branch. At this stage we have calculated all the values of the left and right branches of Node 1 and that of the two Node 2's.
But, we have no way of calculating the value of the left branch of the first Node 3. This is where estimation is needed. Note that the left branch of the first Node 3 is P (Node 3 is down | Node 1 and Node 2 are down).
Estimation
To make a good and generic estimation, we examined our datasets to determine if there were any patterns or relations between the parameters of the model and the values the model has to estimate. First, we introduce the notation: 
Note that, the equalities in the equations of R(2) and R(3) hold due to the assumption in the model that all the nodes are identical. The two input parameters, average availability (R(1)) and correlation level (R(2)), are marked for Dataset-1 shown in Figure 5 . The model has to estimate all the other R(x) values (x=3, 4 … 10). The difference between R(2) and R(1) is an indication of the level of 2-way failure correlations. When this difference is zero there is no 2-way correlation and if this is the case then estimating that,
would be reasonable. On the other hand, when this difference is positive, this means that failures are correlated.
Both of the datasets shown in Figures 5 and 6 (solid lines), in general, indicate that R(3) values are higher than R(2) values. For most of the lines it is also the case that R(x)'s are higher than R(x-1)'s. Now that we have identified the increase we have to determine how this increase happens. First of all, we want to make sure that we do not overfit our datasets, therefore, our formula should be as generic as possible (i.e., we do not want a fourth or fifth order polynomial equation). We propose the following estimation, 10 ,...
which says the difference between R(x) and R(x-1) decreases exponentially,asx increases. To ensure the estimated probability does not exceed 1, we add the following term to the previous formula, Our first attempt to correct the problem was to change the estimation in a way that D(x) decreases linearly after x>4. The problem with this approach is that for Dataset-1 shown in Figure 5 (Web Servers), the estimations become high compared to the real values. Also the estimations for the datasets, which we thought would benefit from this approach, did not improve much. For example, for the Desktops datasets shown in Figure 6 , the problem is that since initially D(x) decreases exponentially, D(4) becomes very low. Thus, changing to a linear decrease, after x>4, does not provide much benefit. For Dataset-3 and Dataset-4 shown in Figure 5 , the input parameters (i.e., R(1) and R(2)) are very low compared to R(x), where x≥6. Thus, capturing this behavior in the estimations is difficult.
Our second attempt to correct the flattening problem was to change only the way R(3) is estimated. The rationale here is to have a very accurate estimate for R(3) from which the further estimations can benefit. A way to do this is by estimating R(3) using:
This heuristic provides a slightly better estimation compared to the original method, but it lacks the generality of that method. Thus, it is possible that this results in over-fitting.
One final heuristic could be to use R(4) as the correlation level. The problem with this approach is that such a parameter is not easy to reason about and once again it could be that we are over-fitting our data. Note that we have access to only two datasets. Having more datasets would enable us to make a more generic estimation. 
Substituting the Estimation into the Tree
Now that we know how to calculate all the R(x)'s, we can substitute them into the tree and we can calculate the values of the branches of all the nodes (in a similar way we did for the branches of the Node 2's). Note that the model reduces to the classic model when Correlation Level = (1-Avg.Avail.).
An example
Using the tree let us calculate the availability of the scheme with n=4 and m=3. For this scheme to be available there has to be 3 or more nodes that are available. Therefore, P (Avail.)= P (4 up) + P (3 up, 1 down)
Recall that every path from Node 1 to a leaf node is a possible scenario. The probability of a path is calculated by multiplying the probabilities on the branches leading to that leaf. The paths that lead to the same leaf node have the same probability. Thus, the probability of the leaf node can be calculated by multiplying the value of any path that leads to that node by the number of paths that lead to that node. For the case of P (3 up, 1 down) there are 4 paths that lead to the leaf node labeled [3U, 1D]. For P (4 up) there is only one path.
The Beta-Binomial Distribution
The second model we suggest for modeling the availability of correlated failures is based on the Beta-Binomial distribution. The Beta-Binomial distribution has been used to model other correlated events 
Finally, the formula of the probability that i out of N machines fail is 1 )... . In this context, the correlation level is used as a measure of variation in p. To compute the correlation level, we adopted the method where first the availability measurements are used to determine the value of b 2 (1) + b 2 (2) empirically (i .e.,th ecaseofn=2, m=2). The measured value of b 2 (1) + b 2 (2) is used to solve for the unknown correlation level ϑ . Once the correlation level is determined the distribution can be used to estimate the availability of any scheme (n, m). As an example of using the Beta-Binomial distribution, the availability of the scheme with n=4 and m=2 would be (1-b 4 (3)-b 4 (4)), which means that it can survive at most 2 failures.
The Beta-Binomial distribution reduces to the Binomial distribution (independent failures) when the correlation level is zero. In that sense, the correlation level is different from the correlation level used in the model based on conditional probabilities (i.e., in that model independent failures means Correlation Level = (1-Avg.Avail.)).
Comparison of the Models
In this section, we compare the two models we described and the classic model. Table 3 . For all four datasets, the model based on conditional probabilities outperformed the other two models. A point to note is that, although the maximum error of the model based on conditional probabilities for dataset 4 is~2 nines, this error occurs for the scheme with n=10 m=1. The actual availability of this scheme is~11 nines (0.00031536 seconds unavailability per year) the estimated availability is~13 nines (0.0000031536 seconds unavailability per year). Therefore, examining in which scheme the error has occurred is more informative. We now analyze the error of the model based on conditional probabilities in detail. Figure 11 shows only the schemes with m=1 for Dataset-1. The error for the scheme n=2 m=1 is due to the fact that the model uses only averages and does not consider the variance of the availabilities and the variance of the correlations of the servers.
Comparison Using the Web Servers Datasets
The following example illustrates the problem. Assume there are only 2 servers in the system, the average availability is 0.95 and the correlation level is 0.5. The model's estimation of the availability for the scheme n=2 m=1 is: A more detailed discussion of this issue can be found in the next section. For the schemes with m=1, if n is low, the model under-estimates, but it over-estimates for higher n's. This increase is because the model under-estimates the higher x-way failure probabilities. In Figure 12 , the schemes with n=10 for Dataset-1 are shown. For m between 1 and n-1, the model first overestimates and then underestimates. Note that the Beta-Binomial distribution exhibits the same behavior. This is mainly due to two factors. First, note that a decrease in failure correlation increases the availability of schemes with large (n−m)'s more than schemes with small (n−m)'s. Since the model under-estimates the correlation, availability of schemes with large (n−m)'s tend to be over-estimated. Second, the model assumes that all the nodes are identical and assumes smooth transitions from one x-way correlation to another. In reality, some sets of servers are more correlated to each other than to others; thus, using average correlation and average availability leads to inaccuracies.
For schemes with n=m, the two proposed models always over-estimate. This is because the models consider only the average availability. In reality the schemes with n=m are bound by the server with minimum availability. In summary, a model that uses only average availability is bound to over-estimate the availability of schemes with n=m unless it significantly under-estimates the higher x-way correlations (e.g., independence).
Comparison Using the Desktops Datasets
Figures 13 and 14 show the comparison of the 4 models using the Desktops Dataset-1 and Dataset-3. The failures of the machines in this set were nearly independent. The importance of using the Desktops measurements in our comparison is to show that the proposed models work for datasets that are nearly independent as well as highly correlated datasets. Both of the models were accurate for this case. The interesting point here is that the BetaBinomial distribution has different behaviors for the two datasets. The way Beta-Binomial determines correlation is by looking at the actual availability of the scheme n=2 m=2. Therefore, its accuracy is limited by the accuracy of the correlation calculated. Table 4 shows the errors of the 3 models for the four datasets. n=6 m=6  n=7 m=1  n=7 m=2  n=7 m=3  n=7 m=4  n=7 m=5  n=7 m=6  n=7 m=7  n=8 m=1  n=8 m=2  n=8 m=3  n=8 m=4  n=8 m=5  n=8 m=6  n=8 m=7  n=8 m=8  n=9 m=1  n=9 m=2  n=9 m=3  n=9 m=4  n=9 m=5  n=9 m=6  n=9 m=7  n=9 m=8  n=9 m=9  n=10 m=1  n=10 m=2  n=10 m=3  n=10 m=4  n=10 m=5  n=10 m=6  n=10 m=7  n=10 m=8  n=10 m=9  n=10 n=6 m=5  n=6 m=6  n=7 m=1  n=7 m=2  n=7 m=3  n=7 m=4  n=7 m=5  n=7 m=6  n=7 m=7  n=8 m=1  n=8 m=2  n=8 m=3  n=8 m=4  n=8 m=5  n=8 m=6  n=8 m=7  n=8 m=8  n=9 m=1  n=9 m=2  n=9 m=3  n=9 m=4  n=9 m=5  n=9 m=6  n=9 m=7  n=9 m=8  n=9 m=9  n=10 m=1  n=10 m=2  n=10 m=3  n=10 m=4  n=10 m=5  n=10 m=6  n=10 m=7  n=10 m=8  n=10 m=9  n=10 
Sensitivity of the Model Based on Conditional Probabilities
In section 4.2, we gave an example that showed that the classic model was unable to cover the range of possible availabilities for the case of two machines with availability 0.99. This was due to the independence assumption.
Since the model based on conditional probabilities considers correlation, it is able to account for the full range (see Table 5 ).
However, there are cases when the model is not perfectly accurate. We now analyze the new model in depth.
Using Averages
The model uses only one parameter that defines the availability of the nodes: the average availability. It does not consider the variance among the servers' availabilities. A heuristic such as, using the geometric mean instead of the arithmetic mean could be used. The geometric mean is always less than or equal to the arithmetic mean. However, the geometric mean is not any more general then the arithmetic mean. Depending on whether in the dataset the machines with lower availabilities have higher correlation or the machines with higher availabilities have higher correlation either the geometric mean or the arithmetic mean could result in more accurate estimations. Also the accuracies of the two methods depend on what the scheme parameters are. Therefore, no matter how the availability parameter is calculated, the model is agnostic to the variance among the servers and this has an effect on the accuracy of the model's estimations. But note that we do not want to have an extra variance parameter in the model since this would complicate the model.
To support our hypothesis that not considering variances lead to inaccuracies, we conducted a second experiment using the Web Server measurements. In this experiment we used a subset of the servers (14 of them) that have similar availabilities (i.e., low variance). Figure 15 shows the graph obtained. In this case the model's estimations are much closer to the actual availabilities. The average error is 0.053 nines and the maximum error is 0.117 nines. 
Figure 15. Comparison Using a Subset of the Web Servers
Incomplete Correlation Information
As mentioned earlier, the model estimates the higher-level correlations using the two parameters and this estimation can lead to inaccuracies. Our results in Section 4.4, show that the model based on conditional probabilities is accurate for the Web Servers and Desktops datasets. For datasets 3 and 4 from the Web Servers measurements, although the 2-way correlation (i.e. the correlation level) is not representative of the higher x-way correlations, the model's estimations are reasonably accurate. It is conceivable that some cases may have zero 2-way correlation but high x-way correlations. In such a case since the correlation level indicates no correlation the accuracy of the model will be low.
Related Availability Modeling Work
In the literature, there are several approaches to modeling the availability of a single machine. Most of these studies are based on Markov Chain models [Garg1999][Kalyanakrishnam1999]. For example, in
[Kalyanakrishnam1999], each state represents a level of functionality of the machine, such as "reboot", "connectivity problems", "adapter problems", "disk problems", "shutdown" etc. and the weight of transitions between states is determined empirically.
There are similar state-based modeling studies for multiple machines. In [Tang1992], they present an approach to correlation modeling that is similar to the model based on conditional probabilities. They also use conditional probabilities as a measure of correlation among failures of machines. They only model 2-way correlations, whereas in our case, to determine the availabilities of schemes with n>2, in addition to 2-way correlations higher-way correlations are also modeled. Therefore, their model does not involve or require any estimation of unknown probabilities.
In 
Ordering of the Schemes
In Section 3, we described how scheme selection is done. In scheme selection, an important point is the ordering of the schemes. The reason why the ordering of the schemes is important is due to the fact that the user could have estimated the average availability of her system incorrectly. Thus, if this effects the ordering of the schemes, the scheme the user selects (e.g., the 50 percentile scheme) using the incorrect estimate would not be the optimal scheme.
In this section, we investigate how average availability and the correlation level affect the ordering of the schemes. By "ordering", we mean the schemes sorted according to their availabilities. In our analysis, we use the model based on conditional probabilities and we only consider schemes with n≤10.
Varying Average Storage Node Availability
Here we consider four cases: varying average storage node availability from 0.90 to 0.95, from 0.90 to 0.99, from 0.90 to 0.999 and from 0.90 to 0.9999. The failures are assumed to be independent. We classify schemes according to their change in rank (i.e., if a scheme is 3 rd and becomes 5 th , the change in its rank is 2). Table 6 shows the number of schemes in each class. The first row shows the number of schemes that have a rank change of 0 (i.e., same rank). The table shows that overall the rank changes are not significant; only a few schemes change significantly. Also note that the ordering stabilizes after 0.999 (3 nines).
Number of Schemes (In total 55 schemes)
Change in Rank Now, we analyze the significance of changes in ranks. Assume the ordering of the schemes using the correct value for average node availability is A, and the ordering of the schemes using an incorrect value for average node a v a i l a b i l i t yi sB .I no r d e r i n gB ,t h es c h e m ea tr a n kx( s c h e m eB )m a yb ed i f f e r e n tf r o mt h es c h e m ea tr a n kx (scheme A), in ordering A. The absolute difference (D) in the availabilities of the two schemes, in the correct setup, defines the significance of the change in ranks. The difference between the two orderings A and B is the average of all D's over all x (x=1, 2 … 55). For the four cases, defined above, we assume 0.90 is the incorrect average node availability. The statistics, for the four cases, are listed in Table 7 . As the difference between the correct and the incorrect average node availability increases, the significance of the difference increases. where n2=n1+x+y, m2=m1+x (x>0 and y>0). But as availability increases, schemes with (n 2 , m 2 ) start outperforming schemes with (n 1 , m 1 ). For example, the scheme with n=4 m=1 eventually is surpassed by schemes n=10 m=4, n=8 m=3, n=9 m=4, n=10 m=5, n=6 m=2, n=7 m=3, n=8 m=4, n=9 m=5, n=10 m=6. The common property among these schemes is that the difference (n-m) for all of these schemes is greater than that for the scheme with n=4 m=1, where (n-m)=3. In general, schemes with a larger (n-m) eventually outperform schemes with a lower (n-m). For example, the scheme with n=10 m=4 eventually outperforms the schemes with n=5 m=1 and n=6 m=1. This observation also shows that treating (n/m) as the replication factor in terms of the availability is incorrect.
Also, among the schemes that have the same (n-m); the ones that have lower n's are the winners. That is, n=4 m=1 outperforms n=5 m=2. Another observation is that, after 3 nines of average storage node availability, the schemes that have the same (n-m) form a cluster. In other words, the schemes converge to a total ordering. Within a cluster the ones with lower n's have higher availabilities. The final observation here is that, although there are rank changes between two average storage node availabilities, the absolute scheme availability changes are not large.
However, large changes in average storage node availability may result in significant differences. 
Varying the Correlation Level
Next, we examined the effect of the correlation level on the ordering of the schemes. We considered two cases: the first case is when the correlation level changes from 0.05 to 0.1 and the second case is when it changes from 0.05 and 0.25. Storage node availability is 0.95 (1.3 nines). We classify schemes according to their change in rank (i.e., if aschemeis3 rd and becomes 5 th , the change in its rank is 2). Table 8 shows the number of schemes in each class. The first row shows the number of schemes that have rank change 0 (i.e., same rank). Compared to the previous case, there are more changes in ranks. This is mainly because when there is correlation most schemes have a lower availability, and the availabilities of different schemes are closer to one another.
To analyze the significance of the changes in ranks we performed an experiment similar to the one we did for the previous case. The statistics are shown in Table 9 . Note that, the differences here are less than the previous case.
But, since the actual availabilities (Figure17) in this case are less than the previous case, the differences here are more important than the previous case. To discover trends in the rank changes, we examined individual scheme availabilities as the correlation level changes from 0.05 (being independent) to 0.50. Figure 17 shows the corresponding graph. For clarity purposes, the graph shows only the availabilities of schemes with (n-m) equal to 1, 3 and 6. The observations drawn are,
• The schemes that have the same (n-m) are always ordered according to their m values (the scheme with m=1 being the best).
• The schemes with larger (n-m) are influenced significantly by correlation. Also not shown in the graph, the availabilities of schemes with n=m increase as the correlation level increases.
• As correlation approaches 1, the availabilities of all of the schemes converge to the average storage node availability (1.3 nines in this case).
• The schemes with low (n-m)'s and low m's outperform schemes with large (n-m)'s and large m's. For example, the scheme with n=2 m=1 passes the scheme with n=10 m=7 (Also, not shown in the graph, it passes the schemes with n=7 m=4, n=10 m=6, n=10 m=5 etc.). This is because schemes with large (n-m)'s, are affected more from correlation. 
Placement of Related Files
In designing a distributed system, the ways in which files (shares) are stored may affect the availability of the files. Previous work in databases analyzes how to store the stripes of the primary and the backup copies. Striping is a scheme with parameters m=n and p=1 (e.g., n=3 m=3 p=1). The two well-known placement methods are chained de-clustering and interleaved de-clustering [DeWitt1990] . The idea in these two methods is to store the corresponding stripes of the primary and backup copies on different machines in a manner that in the face of failures all the data will still be available and the load will be balanced among the remaining nodes. In their case, all of the machines are identical and they only have to store the primary and backup copies of the database. In
[Douceur2001b], they use a set of desktop machines with different availabilities and their measurements indicate that the failures between machine failures are nearly independent. Since an exhaustive search of the best placement of files is not feasible, they compare three different algorithms, which achieve near optimal placement solutions.
An interesting problem with file placement that is overlooked in the literature is the placement of files that are related. Two files are related if one file can be accessed only if the other file is available. In systems that have a directory structure, a file can only be accessed by traversing the corresponding directory path. In PASIS
[Wylie2000], directories are stored the same way files are stored (i.e. using threshold schemes). In order to get to a file, all of the directories on the path have to be available. To achieve optimal overall availability, the shares of the related files should be stored on the same set of storage nodes.
Analysis
Independent Failures
In this section, the placement of related files is analyzed in depth. First, we examine the case when failures are independent. Assume, there are N related files, the availabilities of the storage nodes in the system are equal to (Avail.) and the scheme used is n=1 m=1. One extreme case is to store all the files on the same storage node. In that case, the overall availability is equal to the availability of a single storage node. The other extreme case is to store each file on a separate node (as long as there are sufficient number of nodes in the system). The overall availability in that case is (Avail.) N . The difference in availability between the two cases is, (nines (Avail.) -nines ((Avail.)
where nines is the function that converts the corresponding availability value to nines. For N=100 and Avail.=0.95, the difference is equal to 1.298 nines. Now, let us look at different schemes.
In Figure 18 , we assume that average storage node availability is 0.95 and the storage node failures are independent (we later relax this assumption). The x-axis shows the number of related files stored and the y-axis shows the difference in availability between the two extreme placement strategies. The first strategy is to store the shares of k files on the same set of n storage nodes. The second strategy is to store the shares of k files on completely different sets of nodes (i.e. on a total of n*k storage nodes). The former always offers better availability and the graph shows the difference between the two strategies as the number of related files (k) increases. For the scheme with n=1 m=1, the difference approaches 1.3 nines, as the number of related files increases. For the scheme with n=10 m=1, the difference approaches 13 nines. This large difference is mainly due to the independence assumption.
For the schemes with n=m, since the availability achieved is lower the line tends to flatten earlier. For the scheme with n=10 m=10, the maximum difference is~0.4. 
Correlated Failures
Now, let us examine the same problem when the failures between storage nodes are correlated. First, using our model, we show how the availability is calculated when the shares of different files are stored on distinct sets of storage nodes.
Consider the scheme n=2 and m=1 and assume there are 2 files stored on a total of 4 storage nodes (Figure 19 ).
The shares of one of the files are stored on Node 1 and 2. The shares of the other file are stored on Node 3 and 4. If 3 or more nodes that are available, then the 2 files are available. If there are only 2 nodes available nodes, then for the two paths, shown in the figure, the files are unavailable. Note that, this is different from just having 2 of the 4 nodes up. Using this method, we analyzed the related files issue for the case when the average storage node availability is 0.95 and the correlation level is 0.25. The corresponding graph is shown in Figure 20 . axis) for the schemes with n=m is lower. The reason is, when correlation is introduced, nodes tend to fail simultaneously. Thus, when the files are stored on different sets of nodes they benefit from correlation. In the extreme case when correlation is 1, the difference is zero. For schemes with m<n, the difference is still important.
Also, it is worthwhile to note that here the actual availabilities are lower. Therefore, a 1 nine difference in this figure is more crucial compared to Figure 18 . For example, consider the scheme with n=10 m=1, for the case when there are 10 related files. When the failures are independent the difference is (13.01-12.01), but, when the correlation is 0.25, the difference is (4.89-3.89). In the former, the difference accounts for~0.0000283824 seconds unavailability per year, whereas in the latter the difference is~1.02 hours unavailability per year. Based on this analysis, it is more important to take care with regard to related files when the failures are correlated.
This section shows that in doing file placement, the system designer should consider relations between files. The importance becomes more substantial when the number of related files increases.
Conclusions
In this report, we investigate availability modeling for data distribution schemes. We explain the weakness of the classic availability models, and present two models that overcome the inaccuracy caused by the independent failures assumption. Our key contribution is a pair of models that preserve the simplicity of the classic model and at the same time produce more accurate results. We show the efficacy of the model based on conditional probabilities as a design decision tool. We analyze the effects of availability and correlation on the ordering of the schemes. Finally, we investigate the problem of optimal file placement.
