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っていくことである。例えば、3D 情報を 3D 直交変換した後に交流成分の第 2 項となる要
素は 7か所あり、１次元あたり 2.33か所と端数が出るので、調整が必要である。本研究で












































































（White-Box ）での処理の必要性があり、あえて White-Box ということを条件に課した難読
化方式の提案がある[2-2]。難読化処理はその前後でソフトウェアプログラムの動作結果が
同じであることや、暗号手法のようにセキュリティ性を証明することが理想である。難読































図 2-1a ループを含むプログラム. 
 
１） 条件分岐の難読化 


























          図 2-1b 誤差付き変換関数の例. 
３） 複雑な計算への変換  









例えば   Y＝a＋b に対し、 
           ｘ＝a3+b3+3a２b+3ab２   
      a+b→     
                   Y=










方式に、RAS 公開鍵暗号がある[2-9]。まず、平文を整数とする。整数 N を決めておく。そ
して、平文を整数 N 未満になるようにブロック化する。１つの平文ブロックを P とする。








を平文ブロック P に変換する。この変換では、K をｄ乗かけて N で割った余りを P とする。
暗号文全体にたいして繰り返し行う。ここで、e、d、Nが鍵である。 
暗号化   K＝ P^e  (mod N) 
復号化    P=  K^d  (mod N) 
鍵 e、dは指数として使用する。 dを指数鍵（秘密鍵）と言う。鍵 e 、Nを法（モジュロ）
とした公開鍵として使用する。鍵 e、d、Nの間には次の関係がある。 
 N＝p*q  
e*d(mod lcm((p-1),(q-1)))=1 
p と q は、異なる素数である。N は p と q の積である。lcm は(p-1)(q-1)の最小公倍数で

































・配置の変更（5.5 Layout Transformations）、 
・制御の変換（6 Control Transformations）、 
・まぎらわしい記述（6.1 Opaque Predicates）意味なく、If 文を追加する。 
・計算法の変更（6.2 Computation Transformations）a+b →a2+b2 +2ab     
・loop 条件の拡張（6.2.2 Extend Loop Conditions） 
・関数を使用しないで、冗長な演算の追加（6.2.6 Add Redundant Operands） 




















































































図 2-4 にあるように、途中計算結果 y から復号鍵 Y を生成し、Y を復号鍵とする暗号鍵












は、計算途中 c1 が暗号化され、c1 の値は E(c1)の値に変更する(c1= E(c1)d mod N)。E(c1)を












       
   




があり、y と a 等を使って次の B の計算結果を得る。これに対し、まず、途中結果 y=12 に
関連する素数 41 を選定する。12 と 41 の差は Bias として、変形後のプログラムに書き加え
ておく。すなわち、Bias=29 となる。ここで、Bais=29 と以下の例の素数 29 はたまたま一致
しているだけで、本来は無関係である。暗号鍵を決めるための素数 29 を基に例えば p=37、
q=23 を選び、p-1 と q-1 の最小公倍数 n=396 を求める。また、N=p*q=851 から、暗号鍵 e=29
を得る。メッセージ a=38 を e=29 乗して、暗号結果 E(a)=3829 (mod 851)=149 となる。変形後
の動作では、途中結果 y=12 に Bias 値 29 を加え復号鍵 d=41 を得る。暗号化されたメッセー





























































量が主たる計算量となる。この計算量は、d やメッセージ a の語長に依存するため、実際に
使用される途中結果は長い語長であることが望ましい。Bias 値は途中結果 y が素数でない
ときの使用したい素数との差であり、これは、検出プログラム中に公開しておく。この例
では、途中結果より大きい最初の素数が採用されたが、単に差だけが示されるだけなので、
この値からは、復号鍵 d を推定できないものと考えられる。 
 表 2-1 に別の事例をあげる。この例では、途中結果がある実数値になった場合で、その有
効数字を整数化することを活用し、大きい素数を復号鍵に設定する。小数点以下 5 桁の実
数が途中結果の場合、十進で 5 桁のシフトアップを行い、6 桁の整数を得ている。この整数
を起点に素数を探索し、素数 319733 を選択したとすると、Bias 値は 149 となる。指数乗数
は整数でない物も可能で、例えば 105＊1.1 桁と設定すれば、5 桁シフトアップしたものを


















5 桁 319584 319733 149 i 
5.1 桁 351542 355753 4211 ii 
5.5 桁 479376 479371 -5 iii 




  以上の様な方式を想定し、小さい数の復号鍵として、素数を選択した後、対応する RSA
公開鍵を暗号鍵として求めた例を参考のため、表 2-2に示す。暗号鍵 eと復号鍵 dは、 
























 図 2-7 実数の途中結果を復号鍵とする場合. 
 
























(a=3.19584; )  //必須数字の隠蔽 
pw=5;    //指数乗数 
Bias=149;   //追加 
d=y*10pw+Bias;  //追加 
N=modulo(p*q) ;// modulo 追加 









(a=3.19584; )  //必須数字の隠蔽 
pw=5.1;    //指数乗数 
Bias=4211;   //追加 
d=y*105*1.1+Bias;  //追加 
N=modulo(p*q) ;// modulo 追加 






















































復号鍵 d 選出、Bias=Y-d 
 
暗号鍵 e、モジュロ N の算出 
 




置替（必須数字 a の削除、暗号化した必須数字 Enc(a)を書込み） 
 
復号の計算部の追加（a=Enc(a)d (mod N)） 
 



































































         図 2-10 復号鍵の桁数と設計に要する時間の関係. 
  









  復号時間に関しては、十進８桁で約 0.5 秒程度である。使用した計算機仕様は、Pentium4、


















         図 2-11 復号鍵の桁数と復号に要する時間の関係 
 
 
図 2-11 復号鍵の桁数と復号に要する時間の関係. 
 

























図 2-12 に d、c1 のサイズ（桁数）についての復号演算時間の実測値を示す。横軸は十進
数の桁数で、モジュロ N とメッセージ（c1）と復号鍵 d の桁数を示す。そして、c1 は N と











































表 2-4 特殊関数の種類. 
 
表 2-5 楕円積分と楕円関数. 
第 1 種完全楕円積分 K(k) 
第 2 種完全楕円積分 E(k) 
完全楕円積分 K(k)、E(k) 
第 3 種完全楕円積分 Π(n、k) 
第 1 種不完全楕円積分 F(x、k) 
第 1 種不完全楕円積分 F(φ、k)   
第 2 種不完全楕円積分 E(x、k)   
第 2 種不完全楕円積分 E(φ、k)   
第 3 種不完全楕円積分 Π(x、n、k)   
第 3 種不完全楕円積分 Π(φ、n、k)   
 
 
ガンマ関数 ベータ関数 ゼータ関数 
ベッセル関数 球ベッセル関数 エアリー関数 
ケルビン関数 シュトルーベ関数 誤差関数 
ルジャンドル関数 ベルヌーイ数 スターリング数 
フィボナッチ数 積分関数 ポッホハンマー関数 
フレネル積分 楕円積分 楕円関数 






















もり等を行った [2―6、7、8]。これについて、次の 2-10 で述べる。 
 
 







     
 関数  非線
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ル  アフィン 
output                              output                                                         
     
    
                       input                                input 
                                                                   
input 
           (a) matrix table                                        
(b) random table 









































試行 a b c d e 
入力 0 1 2 3 4 


























量子化し、逆変換部 IMDFT で逆変換され、画像に戻す。 




見積もりを表 2-7 に示す。ROM1 は 128KB で、ROM2、3 が 16MB になる。 
量子化器 Quant は最終段の ROM3 に含めることができる。また、ROM1 は ROM2 と統
合できるので、変換と量子化までで、1 出力につき、32MB となる。逆変換は、各出力を 8






「任意の P に対し，  P         Obfs(P)」は不可能 
 
         P(全てのプログラム 
 
             暗号化， 電子透かし 
            認証 
 




























































       外部初期設定 
４ 
図 2-16 ４次電子透かしの埋込み処理. 
 
    8  
X            16           16           16 
      8   ROM1         ROM2         ROM3 
Y 
                  8             8 
Z                        Z’ 
 
                  8             8 
Z                          Z’ 
図 2-17 ４次変換のデータフロ （ー検出器の場合、埋込みの場合の前半部に相当）. 
 




（３２） 16 24 24 






















概数 64KB 128KB 16MB 16MB 
 
表 2-7 データ容量の見積もり. 
  
30 






































































IMDFT4             (2-10-3) 
 
 例として、図 2-18 の画像の(199,99)から横に並ぶ４画素について、式(2-10-2)の変換を用
いる場合を示す。 
 
 図 2-18 実験画像例（720×480 画素，モノクロ）. 
  
31 
表 2-8 に埋込み処理結果と検出処理の一部を示す。埋込みは 4 カ所しか無いため、交流
成分の平均絶対値最大の第二位置に行う。他に DC に入れる等も可能である。変換後の第
二位置に量子化を施すもので、０は IQ=8 にして埋込みを示している。埋込み後のデータに
対し、JPEG 圧縮を行って劣化した結果を c、d に示す。検出は、再度変換のみ行い、第二
成分の値が、８の４倍を中心として±16 の範囲にあれば、検出されたと判定する。この場


























 配列位置 1 2 3 4 
a 原画像 244 244 244 244 








246 247 241 239 
e 検出 b 976 32 0 0 
f 検出 c 976 32 0 0 
g 検出 d 976 13 -3 1 
 



































 pw=an を計算する 
 


















































定で次元の比較は明確ではなかった。一方、２D の DCT(Discrete Cosine Transform)後に
DC(direct current)係数のみを集めて再度 1D-DCT を行う擬似的な(Pseudo)３D-DCT が Wang
らにより発表され[3-2]、以後いくつかの疑似 3D-DCT を用いた関連研究が発表されてきた。
8×8×8画素のブロックに対し３D-DCTを行い、パターンを視覚の性質で分類する方式がPark
らにより発表されている[3-3]。3D-DCT と QIM(Quantization Index Modulation)を用いる基本
方式が Campisi らにより発表されている[3-4]。又、変換に DWT(Discrete Wavelet Transform)
を用いる方式[3-5]、量子化に実数値でのディザ変調（RDM）(Random Dither Modulation)を
用いる方式[3-6]などがある。 









次元の離散コサイン変換（DCT）は JPEG(Joint Photographic Experts Group)、MPEG(Moving 
Picture Experts Group)で使われているが、従来の電子透かしの方式は 2D 変換が主に提案さ
れている。画像の大きさが N×N の２次元の DCT 処理後の結果を F(u、v)とすると、２次元














































図 3-2 3次元 8画素変換の構造. 
 
３次元の DCT 係数を F(u、v、w)とすると、ブロックの大きさが N*N*N の３次元画像信





      
 
  





 DCT 後は画像に AC 周波数成分の無い平坦部では、変換後の係数の絶対値が小さく、電
子透かしの埋込みが難しくなる。そこで、平坦部でも変換後の係数値が大きくなるように、
非対称の変換が開発されている。 
従来からある DCT による変換を使用したとき、4 次では、埋込み位置は、第二成分か第
三成分かが候補になる。DC は他の係数より、影響が大きく、通常埋込みを行わない方が良





 DCT に対し、それとずれた周波数を生成する候補として、SLANT 変換[3-13]がある。
SLANT 変換はその名の通り斜めに並んだ係数からなる。しかし、文献[3-13]の SLANT 変換
は単に係数が斜めに並んでいるだけで、依然として対称な形式である。4 次の変換を電子透
かしの埋込みに用いる場合の問題をより詳しく把握するため、テスト画像を用いて、アダ
マール変換[3-14]や DCT 変換を行う予備実験を行った。4 次の DCT を用いた変換後の値の
分布は、図 3-5 左のようになっている。この分布は、8 次の JPEG における DCT の変換でも
多数示されている[3-15]。画像によってまた、場所によって分布は異なり、平坦な部分では、
DC に集中し、第二成分はほぼゼロになる。このような場合は、埋込みを避けているのが通
常の例である[3-15]。DCT の変換後の AC 係数がゼロになるのは、DCT の変換係数が正負対
称で均整がとれているからである。偶数個の画像データでブロックを形成する場合は、変
換の係数を非均衡にすれば、これが打開できると予想できる。また、画像ブロックを奇数
個、例えば 5 個にすれば、DCT であっても必然的に非対称になり均衡は崩れる。ここでは、






















)t)t(f2cos(A)t(C                       (3-2-5) 
 














に対応して、効率的な変換基底を設計する。以下 4 次と 8 次の場合の設計を示す。まず、
埋込みを第二成分に行うものとして、第二成分を生成する基底を Chirp 変換によって実現す
る。離散的な 4 点又は 8 点で Chirp 信号を生成するため、DCT の項を参考に低次から中域
の周波数を生成するように、係数を定める。高い周波数成分は、多くの場合、画像に含ま
れないため、高い成分を組み込んでも、活用されない。そこで最大でも DCT で言えば中間















































































埋込み位置に関し、サイズ 720×480 の静止画像を用意する。 NTSC(National Television 
Standard Committee) が用いている表色系は、Y (輝度) I(オレンジ-シアン) Q(緑-マゼンダ) の
三要素からなる。次にこの YIQ 変換をする。 Y、Ｉ、Q は色変換で式(3-2-6)により、変換
される。Y 成分を 1 ブロックが 8 画素から成る 1 次元ブロックを選択した後、 各ブロッ
クに 1 次元 DCT を行う。埋込みブロックの埋め込み対象要素に後述する区間特性を有する
QIM を施して情報を埋め込む。埋め込み位置である低中域成分を利用する。DCT 処理後の
DCT 係数は、第一個目（F[0]）が直流成分となり、その他の F[u]が交流成分となる。埋込み
は 2 個目の成分（F[1])に対して行う。QIM の量子化の基準幅は 4 から 128 等である。QIM
の基準幅は大きくなれば、大きいほど画像の劣化も大きくなる。逆に QIM の基準幅は小さ
くなると耐性が劣り、検出が難しくなる。各ブロックに逆 DCT を行い、埋め込み後の画像
を得る。埋め込む対象となる 6 個のブロックにおいて、各 1 ビットの埋込みが行われ、合







































Y 成分を 1 ブロックが 8×8 画素から成る 2 次元ブロックを選択した後、 各ブロックに
2 次元 DCT を行う。 埋込みブロックの埋め込み対象要素に QIM を施して情報を埋め込む。
埋め込み位置である低中域成分として、第 2 番目の位置を用いる。DCT 処理後の DCT 係数
の場合、第一個目（F[0、0]）が直流成分となり、その他の F[u、v]が交流成分となる。埋込
みは 2 個目の成分が含まれる（F[0、1]、 F[1、1])、（F[1、0])の 3 個に対して行う。QIM の
量子化の基準幅は 4 から 256 等である。逆に QIM の基準幅は小さくなると検出も難しくな
る。各ブロックに逆 DCT を行い、埋め込み後の画像を得る。埋め込む対象となる各ブロッ








3 次元ＤＣＴの場合は、８枚連続の静止画像を利用する。上記 2 次元の説明の通りで、先
ず、各 8 枚の画像を 2 次元 DCT する。DCT の次数を 8×8 に設定して、64 画素を１つの 2
次元ブロックとし、周波数領域へ変換する。次に最後の 1 次元変換を各 64 個の変換後の値
に対して行う。埋め込み位置である低中域成分として、1、2 次元の場合に合わせて第 2 番
目の位置を用いる。 DCT 係数の第一個目（F[0、0、0]）が直流成分となり、その他の F[u、
v、w]が交流成分となる。埋込みは 2 個目の成分が含まれる（F[0、1、0]、 F[1、1、0])、 （F[1、
0、0]、 F[0、1、1]、 F[1、1、1])、 （F[1、0、1])の 6 個に対して行う。これ以外で第二番
目を含む 3 次元変換後の位置として、F[0、0、1]があるが、合計で７個という素数なり、あ





 1、2、3 次元の DCT 処理後の埋込み処理を行い、JPEG 圧縮による耐性実験を行った。次
元による比較と Chirp 変換の特性評価も行っている。 











図 3-7 3 次元電子透かしの耐性：原画像検出率. 
 









図 3-8 検出判定区間. 
 





















定の特性で量子化器 Q で量子化し、IDCT で逆変換され、画像に戻す。 




 図 3-9 に JPEG 圧縮による電子透かしデータの耐性を示す。量子化の基準幅は 32 である。
縦軸は検出率の判定を示してある。横軸は JPEG 圧縮時の画像の圧縮データ容量(kb：キロ
バイト)である。6 カ所のブロックに 6 個電子透かしを埋め込んだ。例えば、１/19(53/1013)
でも 83.3％であるが、結果として埋め込む位置は１ブロックに 1 個しかないため、圧縮の
攻撃が強いと、検出率が低くなる。 

















図 3-9  1 次元電子透かしの耐性 Q=32. 
 
 2 次元 DCT の場合は 8*8（64）画素を１ブロックとする。8*8 画素のブロックを変換して、
低周波数に相当する 2 個目を含む変換後の係数値を所定の特性で量子化器で量子化する。 
圧縮率が１/19 までは透かし情報が 100％残っている。埋め込みは 2 枚の静止画に 6 個、
１枚あたり３個の透かしである。3 個分が、2 次元の 8*8 画素に分散されている。一方、1
次元の場合は、同じ３個の透かしは 24 画素に埋められている。1 次元と 2 次元を比較すれ


























である。圧縮率耐性は１/32 まで 83.3%。埋め込む位置は３次元の 8×8×8=512 画素のブロッ






図 3-11 3 次元電子透かしの耐性 Q=32. 
  
ここまでの実験で、1 次元より、2 次元、2 次元より 3 次元が耐性に関し効率が向上する。
即ち、1 個の透かしに対する埋込み画素数が多いため、耐性が高くなると考えられる。埋込






















log20   [dB]                           (3-2-7) 
埋込み個数を 6 個に統一することにより、次元により、画像のフレームの使用範囲が異
なってくる。1 次元の場合は、1 枚、2 次元の場合は 2 枚のフレームを使用しているので、
S/N 値の直接的な計算結果は表１の様になっている。埋込み位置はブロックの起点を(199、
199)に揃えた。1 次元については、計測だけ 2 枚の画像で行っている。これを 8 フレームの
範囲まで拡大し、換算したのが、表 3-1 である。確認のため、他の枚数での結果を追試して
あるが、(3-2-7)式の計算において、枚数が倍増するときには、Nrms は 2/1 になり、S/N 値
  
47 
で約 3.0dB 増加する。そこで、以下 3dB ずつ加算することにより換算することにしている。 
  
表 3-1 埋込みビット数と S/N、Q=32. 
誤差の計算範囲は 1 次元では、8x1 の変換を 6 カ所、２次元は、8x8 のブロッ
クへの埋込みを画像 2 枚について、3 次元は 8x8x8 の 8 枚の画像での計測。埋込
み位置は(199、199)を起点としている。 
 1 次元 2 次元 3 次元 
透かしの個数 
（ビット数） 
6 6 6 


















表 3-2 計測枚数に対する換算を行った後の埋込みによる誤差（S/N 値 [dB]）。
Q=32. 
計測枚数 1 次元 2 次元 3 次元 
1 75.5 - - 
2 78.5 77.6 - 
４ 81.5 80.6 - 






３－４ Chirp 変換の場合 
 





















図 3-12 Chirp 1 次元電子透かしの耐性：埋込みの先頭の画素位置(199、199 )Q=32、JPEG
圧縮. 
 
本研究で開発してきた Chirp 変換[3-9]は 1 次元の基本構成であり、2 次元の場合は 2 サン
プルからなる簡易型で、その形状は 2 次の Hadamard 変換になっている。すなわち、文献[3-9]
の Chirp 変換は 2 次元以上に適用できるように作っていなかった。そこで、全てを Chirp 変
換しないで、最終段だけ Chirp 変換を行い、その前までは、DCT で行う方法で、変換を行
った。その結果を図 3-15、16 に示す。図 3-15、16 から DCT 後に 1 次元の Chirp 変換を行う





図 3-13 Chirp 2 次元電子透かしの耐性：埋込みの先頭の画素位置 (199、












図 3-15 DCT+Chirp  2 次元電子透かしの耐性：埋込みの先頭の画素位置(199、






図 3-16 DCT+Chirp  3 次元電子透かしの耐性：埋込みの先頭の画素位置 (199、













縮方式である MPEG-2 方式による圧縮に対する耐性の評価を行った。 
 ３D-DCT による埋込みの場合と、3D-Chirp 変換による埋込みを行う場合について、
MPEG-2 圧縮を５種類のビットレートに設定して適用した。MPEG-2 圧縮は、MPEG 標準化
で公開されている圧縮ソフトウェアを用いた。表 3-3 に実験仕様を示す。 
 




























圧縮率 2,4,6,8,10 メガビット/秒（Mbps） 




















































10 進数で 5 桁以下のわずかな差異でも、透かし判定のスレッショルドの付近では、影響
が変わりうるため、わずかではあるが、影響があることが分かる。計算としては、高精度
で行う方がよい。下の図に示した例では、10 進で 5 桁を使う時の差の SNR は 51.16dB、10
進で 10 桁を使う時の差の SNR は 52.20dB。であり、視覚上の影響はないと言える。SNR は
通常 35dB 程度が認識できる境界値であり、40dB 以上では、ほとんど知覚されることはな
いと言われている。従って、上に示した 50dB 前後の誤差は、知覚されないと考えられ、用
いた 10 進数５桁の精度は十分高いと考えられる。 
 
 


















換[3-9]では、DCT などの周波数解析で AC 成分が０になるところでも、非０の値になり、
画像の位置によらず有効な埋込みがなされるという特徴がある。DCT に関し、図 3-19(a)～

































































図 3-22 3D-DCT の実験結果、実験画像 2 演奏. 
 
３-８  考察 
 
1 次元 DCT 方式について、電子透かしの検出率が特に低く、耐性が低いことがわかる。
表 3-2 の換算後の SNR 値では、1 次元の方が、0.9dB 高いが、JPEG 圧縮耐性は圧縮率が 1/11
程度までしかなく、他の次元に比べても性能が低いと考えられる。２次元 DCT 方式につい
て、電子透かしの検出率が 1 次元 DCT 方式より向上する。3 次元 DCT 方式について、電子
透かしの検出率が 2 次元 DCT 方式より若干向上する。DCT 方式には、係数の絶対値はゼロ







きた。量子化の程度により、SNR が違うが、1 次元では量子化の基準幅 Q＝64 を境として、



















が、特に３次元共に Chirp 変換を用いる 3D-chirp 変換方式は埋込み特性が悪いことが分か
った。これは、提案した Chirp 変換が１次元のモデルで設計したためと考えられた。これ
に関し、多数の検証実験を繰り返した結果、DCT と Chirp 変換を組み合わせる方式は特性






















2 章.3 章で方式の提案と伴に、基本的な実験結果を示してきた。この章では、2、3 章両
方にまたがる統合実験やそれ以外の追加実験や動作検証などの実験について述べる。 
 













































図４-2(a) 透かしの耐性評価 (4 次 DCT、JPEG 圧縮). 
 
実験環境：耐性の実験はソフト PaintShopProで JPEG圧縮することで行う。埋込みはソフ












図４-2(b)  透かしの耐性評価 (4 次 DCT、ノイズ付加). 
 
 
 配列位置 1 2 3 4 
a 原画像 48 43 43 45 
b 埋込み後 57 47 39 36 
c JPEG 1/20 圧縮 51 44 34 44 









































             
4-2 実験（２） 
 
実験環境：ソフト PaintShopProで JPEG圧縮する。ソフトウェア Microsoft Visual C++ 2008 
Express Edition。 












図 4-3(a) 原画像. 
 
























































































































































図 4-8は電子透かしを埋め込んだ位置の 4次のブロックの拡大図である 
























































































































































図 4-10の 9枚画像の各(300、200)から横に８画素を抽出した 8*1の 1次元ブロックの要
素８個を変換して、2 個目に埋込む。量子化の幅は Q=32 にして埋込みを示している。埋込













図 4-10  実験画像（1013kb 、720×480）. 
 


























































































同様に量子化倍数 64の場合と、２次元８次 DCT変換で量子化倍数 16の場合、透かし情報
が残っている。 
表 4-3から、2次元の方が、1ビット当たりの性能が向上している事がわかる。この表で、







図 4-13(a) 実験画像１の JPEG 圧縮耐性評価. 






















DC の次の第 2 番目に埋込み処理としての量子化を行う、透かし情報は 1 ビットとなる。3
次元の場合は、３次元の３つの要素を(x、y、z)とした時、(0、0、0)と最も DCから遠い(1、
1、1)を除いた 6 か所への埋込みを行う。これにより 6ビットの埋込みを行うことができる。
埋込み情報量と誤差(S/N)評価の比較を行う。 













図 4-14 は JPEG 圧縮に対する電子透かしの耐性である。横軸は量子化の倍数であり、縦
軸は検出率である。右の各線の数字は圧縮の比率（何分の１を表す）である。画像の模様
により、3 次元８画素 Chirp 変換で、量子化倍数 32 と 64 の場合、圧縮は 1/27 の時は 70％
表 4-3 埋込みビット数と S/N（画像３、１枚）. 
Q=64 S/N ビット数 １ビット当たり 
1 次変換 77.6dB 18 90.1dB 
2 次変換 63.2dB 54 82.6dB 
 








































































表 4-4 埋込みビット数と S/N Chirp の場合. 
 S/N ビット数 １ビット当たり 
Q=32 83.4 dB 6 91.2dB 
Q=64 81.4 dB 6 89.2dB 
 
 





















図 4-16 は JPEG 圧縮に対する電子透かしの耐性である。横軸は圧縮した画像サイズ(kb)
であり、縦軸は検出率である。画像の模様により、１次元８次 DCT 変換で量子化倍数 16
の場合、透かし情報が残っている。 
同様に量子化倍数 64 の場合、透かし情報が残っている２次元８次 DCT 変換で量子化倍









































図 4-16 JPEG 圧縮耐性評価. 
































































比較を行ったが、特に３次元共に Chirp 変換を用いる 3D-chirp 変換方式は埋込み特性が悪
いことが分かった。これは、提案した Chirp 変換が１次元のモデルで設計したためと考え
られた。これに関し、多数の検証実験を繰り返した結果、DCT と Chirp 変換を組み合わせ
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#include <fstream>  // 追加 メモ帳 
#include <string> 
 
#define BUFF_MAX 65536 /*データ個数*/ 
#define OPT        0 /*ＯＰＴ １ 光学的ＤＦＴ（直流分がまん中）*/ 
                     /*ＯＰＴ ０ 通常のＤＦＴ（直流分が左はじ）*/ 
//#define X_SIZE 256//水平画素数、２のべき乗個 
//#define Y_SIZE 256//垂直画素数、２のべき乗個 
#define EXH 8          
#define EXV 8 
#define MAX 255 
#define MAX_BRIGHTNESS 255 
#define block_size_x 8 
#define block_size_y 8 
#define high  480 
#define width 720  //704 
#define kk 8 
 
 
int pbm_getint(FILE* file); 
char pbm_getc(FILE* file); 
 
 
void save_image_data_head(FILE *f_out); 
void yuv_rgb(unsigned char image_r[high][width],unsigned char image_g[high][width], 
    unsigned char image_b[high][width],double y[high][width], 
    double u[high][width],double v[high][width]); 
void kaki(FILE *f_out,unsigned char image_r[high][width], 






char pbm_getc(FILE* file) 
{ 
  char ch; 
 
  ch = getc(file); 
 
  if (ch=='#') 
  { 
    do 
    { 
      ch = getc(file); 
    } 
    while (ch!='\n' && ch!='\r'); 
  } 
 
  return ch; 
} 
 
int pbm_getint(FILE* file) 
{ 
  char ch; 
  int i; 
 
  do 
  { 
   ch = pbm_getc(file); 
  } 
  while (ch==' ' || ch=='\t' || ch=='\n' || ch=='\r'); 
 
  i = 0; 
  do 
  { 
    i = i*10 + ch-'0'; 
    ch = pbm_getc(file); 
  } 
  while (ch>='0' && ch<='9'); 
 
  return i; 
} 
 
 void read_ppm(FILE* file,unsigned char r[high][width],unsigned char g[high][width],unsigned char 
b[high][width]) 
{ 
 int i,j; 
 
 for(i=0;i<high;i++){ 
  for(j=0;j<width;j++){ 
   r[i][j]=getc(file); 
      g[i][j]=getc(file); 
      b[i][j]=getc(file); 






void Y_U_V(unsigned char r[high][width],unsigned char g[high][width],unsigned char 
b[high][width], 
           double y[high][width],double u[high][width],double v[high][width]) 
{ 
 int i,j; 
 
 for(i=0;i<high;i++){ 
  for(j=0;j<width;j++){ 
  y[i][j] = (double)(0.29891*r[i][j]+0.58661*g[i][j]+0.11448*b[i][j]); 
  u[i][j] = (double)(-0.16874*r[i][j]-0.33126*g[i][j]+0.50000*b[i][j]); 
  v[i][j] = (double)(0.50000*r[i][j]-0.41869*g[i][j]-0.08131*b[i][j]); 









 fputs("# Created by michi&KJ from ohzeki lab\n",f_out); 
 






void yuv_rgb(unsigned char image_r[high][width],unsigned char image_g[high][width], 
    unsigned char image_b[high][width],double y[high][width], 
    double u[high][width],double v[high][width]) 
{ 
  
 int i; 
 int j; 
 
 for(i=0;i<high;i++){ 
  for(j=0;j<width;j++){ 
   
    image_r[i][j] = (unsigned char)(y[i][j]+1.40200*v[i][j]); 
    image_g[i][j] = (unsigned 
char)(y[i][j]-0.34414*u[i][j]-0.71414*v[i][j]); 
    image_b[i][j] = (unsigned char)(y[i][j]+1.77200*u[i][j]); 






void kaki(FILE *f_out,unsigned char image_r[high][width], 





 int x,y; 
 for(x=0;x<high;x++){ 
  for(y=0;y<width;y++){ 
   fputc(image_r[x][y],f_out); 
   fputc(image_g[x][y],f_out); 
   fputc(image_b[x][y],f_out); 











   std::ofstream ofs( "test.txt" ); 
 char file_name1[255]={0}; 
 char file_name[255]={0}; 
 char file_zero[255]={0}; 
 unsigned char (*image_r)[width]; 
 unsigned char (*image_g)[width]; 
    unsigned char (*image_b)[width]; 
 
   
 double (*y)[width]; 
 double (*u)[width]; 
 double (*v)[width]; 
  
   
    double ***ys; 
 double ***yt; 
 double ***yn; 
 double ***yk; 
 double ***yr; 
  
  
    
 unsigned char (*r)[width]; 
 unsigned char (*g)[width]; 
 unsigned char (*b)[width]; 
 
 double (*block)[block_size_y]; 
 char t[100]={0},yesno[5]={0}; 
 int i,j,kka,k,ip,jp; 
 int nbb[5]={0}; 
 FILE *fd1; 
 FILE *f_out; 
 ys=(double ***) malloc( sizeof(double **)*high); 
 if (ys==NULL) exit(1); 
 for (i=0;i<high;i++){ 
  ys[i]=(double**)malloc(sizeof(double*)*width); 
  if (ys[i]==NULL) exit(1); 
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  for (j=0;j<width; j++){ 
   ys[i][j]=(double *)malloc(sizeof(double)*kk); 
   if (ys[i][j]==NULL) exit(1); 
  } 
 } 
 yr=(double ***) malloc( sizeof(double **)*high); 
 if (yr==NULL) exit(1); 
 for (i=0;i<high;i++){ 
  yr[i]=(double**)malloc(sizeof(double*)*width); 
  if (yr[i]==NULL) exit(1); 
  for (j=0;j<width; j++){ 
   yr[i][j]=(double *)malloc(sizeof(double)*kk); 
   if (yr[i][j]==NULL) exit(1); 
  } 
 } 
 yt=(double ***) malloc( sizeof(double **)*high); 
 if (yt==NULL) exit(1); 
 for (i=0;i<high;i++){ 
  yt[i]=(double**)malloc(sizeof(double*)*width); 
  if (yt[i]==NULL) exit(1); 
  for (j=0;j<width; j++){ 
   yt[i][j]=(double *)malloc(sizeof(double)*kk); 
   if (yt[i][j]==NULL) exit(1); 
  } 
 } 
 yn=(double ***) malloc( sizeof(double **)*high); 
 if (yn==NULL) exit(1); 
 for (i=0;i<high;i++){ 
  yn[i]=(double**)malloc(sizeof(double*)*width); 
  if (yn[i]==NULL) exit(1); 
  for (j=0;j<width; j++){ 
   yn[i][j]=(double *)malloc(sizeof(double)*kk); 
   if (yn[i][j]==NULL) exit(1); 
  } 
 } 
 yk=(double ***) malloc( sizeof(double **)*high); 
 if (yk==NULL) exit(1); 
 for (i=0;i<high;i++){ 
  yk[i]=(double**)malloc(sizeof(double*)*width); 
  if (yk[i]==NULL) exit(1); 
  for (j=0;j<width; j++){ 
   yk[i][j]=(double *)malloc(sizeof(double)*kk); 
   if (yk[i][j]==NULL) exit(1); 




 for(i=0; i<high; i++){ 
  for(j=0; j<width; j++){ 
   for(k=0; k<kk; k++){ 
    ys[i][j][k] = 0; 
    yn[i][j][k] = 0; 
    yr[i][j][k] = 0; 
    yt[i][j][k] = 0; 
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    yk[i][j][k] = 0; 
   } 




  printf("kk=%d\n",kka); 
  t[0]=kka+48; 
  t[1]='.'; 
  t[2]='p'; 
  t[3]='p'; 
  t[4]='m'; 
  ///file_name1=file_zero; 
  strcpy(file_name1, ""); 
  strcat(file_name1,t); 
  printf("22:%s::%s\n",t,file_name1); 
                      /* 文字の連結 */ 
    fd1= fopen (file_name1,"rb"); 
    if(NULL == fd1){ 
     printf("1/(2)に次の番号のファイルは存在しないの
で読込終了:%s\n",file_name1); 
     //return 0; 
    } 
    //printf("r_1_kk=%d\n",kk); 
    r=(unsigned char 
(*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(r==NULL) 
     printf("faild\n"); 
    else ; 
    g=(unsigned char 
(*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(g==NULL) 
     printf("faild\n"); 
    else ; 
    b=(unsigned char 
(*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(b==NULL) 
     printf("faild\n"); 
    else ; 
    getc(fd1);getc(fd1); 
    pbm_getint(fd1);pbm_getint(fd1);pbm_getint(fd1); 
    read_ppm(fd1,r,g,b); 
    i=0,j=0,ip=199,jp=199; 
    printf("r[%d][%d][%d]=%d\n", ip+j, jp+i, kka+0, 
r[ip+j][jp+i]); 
    printf("g[%d][%d][%d]=%d\n", ip+j, jp+i, kka+0, 
g[ip+j][jp+i]); 
    printf("b[%d][%d][%d]=%d\n", ip+j, jp+i, kka+0, 
b[ip+j][jp+i]); 
    //printf("read_ppm_kk=%d\n",kk); 
     
    y=(double (*)[width])calloc(high*width,sizeof(double)); 
     
    if(y==NULL) 
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     printf("faild\n"); 
    else ; 
     
    u=(double (*)[width])calloc(high*width,sizeof(double)); 
    if(u==NULL) 
     printf("ptemp_faild\n"); 
    else ; 
     
    v=(double (*)[width])calloc(high*width,sizeof(double)); 
    if(v==NULL) 
     printf("ptemp_faild\n"); 
    else ; 
    // printf("ptemp_ok\n"); 
    //   printf("r[%d][%d][%d]=%df\n", ip+j, jp+i, kka+0, 
r[ip+j][jp+i]); 
    // printf("g[%d][%d][%d]=%d\n", ip+j, jp+i, kka+0, 
g[ip+j][jp+i]); 
    // printf("b[%d][%d][%d]=%d\n", ip+j, jp+i, kka+0, 
b[ip+j][jp+i]); 
    Y_U_V(r,g,b,y,u,v); 
    ///printf("Y_U_V_kk=%d\n",kk); 
    i=0,j=0,ip=199,jp=199; 
    // printf("y[%d][%d][%d]=%f\n", ip+j, jp+i, kka+0, 
y[ip+j][jp+i]); 
    //printf("u[%d][%d][%d]=%f\n", ip+j, jp+i, kka+0, 
u[ip+j][jp+i]); 
    // printf("v[%d][%d][%d]=%f\n", ip+j, jp+i, kka+0, 
v[ip+j][jp+i]); 
    free(r); 
    free(g); 
    free(b); 
    //yi=(double *)malloc(high*width*sizeof(double)); 
    ///yr_temp=(double *)malloc(high*width*sizeof(double));          
//追加 2次 メモリを確保します 
    k=0; 
    for(i=0;i<high;i++){ 
     for(j=0;j<width;j++){ 
      ys[i][j][kka]=y[i][j];    /// 追加 3d 
      k++; 
     } 
    } 
    printf("end of kk=%d\n",kk); 
    /// scanf("%s",file_zero); 
    //  yr=double&*y_temp[(299+i)*(199+j)]; 
    //printf("y_temp=%f,:%f::%f::%f\n\n 
"y_temp[jp+i][ip+j],y_temp[jp+i+1][ip+j],y_temp[jp+i+2][ip+j],y_temp[jp+i+3][ip+j]); 
    // DCT 変換 
    printf("cos 変換 \n"); 
    //scanf("%s",file_name); 
    i=0,j=0,ip=199,jp=199; 
    printf("ys[%d][%d][%d][%f]=%f\n", ip+j, jp+i, kka, 
ys[ip+j][jp+i][kka],ys[ip+j][jp+i][kka]); 
     
    for(j=0;j<8;j++){  
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     yn[ip+j][jp+i][kka]=  
ys[ip+j][jp+i][kka]*0.3536+ys[ip+j][jp+i+1][kka]*0.3536   +ys[ip+j][jp+i+2][kka]*0.3536   
+ys[ip+j][jp+i+3][kka]*0.3536   +ys[ip+j][jp+i+4][kka]*0.3536   +ys[ip+j][jp+i+5][kka]*0.3536   
+ys[ip+j][jp+i+6][kka]*0.3536   +ys[ip+j][jp+i+7][kka]*0.3536; //埋込みパターン 
    
 yn[ip+j][jp+i+1][kka]=ys[ip+j][jp+i][kka]*0.4904+ys[ip+j][jp+i+1][kka]*0.4157   
+ys[ip+j][jp+i+2][kka]*0.2778   +ys[ip+j][jp+i+3][kka]*0.0976   
+ys[ip+j][jp+i+4][kka]*(-0.0976)+ys[ip+j][jp+i+5][kka]*(-0.2778)+ys[ip+j][jp+i+6][kka]*(-0.415
7)+ys[ip+j][jp+i+7][kka]*(-0.4904); 
    
 yn[ip+j][jp+i+2][kka]=ys[ip+j][jp+i][kka]*0.4632+ys[ip+j][jp+i+1][kka]*0.1913   
+ys[ip+j][jp+i+2][kka]*(-0.1913)+ys[ip+j][jp+i+3][kka]*(-0.4632)+ys[ip+j][jp+i+4][kka]*(-0.463
2)+ys[ip+j][jp+i+5][kka]*(-0.1913)+ys[ip+j][jp+i+6][kka]*0.1913   
+ys[ip+j][jp+i+7][kka]*0.4632; 
    
 yn[ip+j][jp+i+3][kka]=ys[ip+j][jp+i][kka]*0.4157+ys[ip+j][jp+i+1][kka]*(-0.0976)+ys[i
p+j][jp+i+2][kka]*(-0.4904)+ys[ip+j][jp+i+3][kka]*(-0.2778)+ys[ip+j][jp+i+4][kka]*0.2778   
+ys[ip+j][jp+i+5][kka]*0.4904   +ys[ip+j][jp+i+6][kka]*(0.0976) 
+ys[ip+j][jp+i+7][kka]*(-0.4157); 
    
 yn[ip+j][jp+i+4][kka]=ys[ip+j][jp+i][kka]*0.3536+ys[ip+j][jp+i+1][kka]*(-0.3536)+ys[i
p+j][jp+i+2][kka]*(-0.3536)+ys[ip+j][jp+i+3][kka]*0.3536   +ys[ip+j][jp+i+4][kka]*0.3536   
+ys[ip+j][jp+i+5][kka]*(-0.3536)+ys[ip+j][jp+i+6][kka]*(-0.3536)+ys[ip+j][jp+i+7][kka]*0.3536; 
    
 yn[ip+j][jp+i+5][kka]=ys[ip+j][jp+i][kka]*0.2778+ys[ip+j][jp+i+1][kka]*(-0.4904)+ys[i
p+j][jp+i+2][kka]*(0.0976) +ys[ip+j][jp+i+3][kka]*0.4157   
+ys[ip+j][jp+i+4][kka]*(-0.4157)+ys[ip+j][jp+i+5][kka]*(-0.0976)+ys[ip+j][jp+i+6][kka]*0.4904   
+ys[ip+j][jp+i+7][kka]*(-0.2778); 
    
 yn[ip+j][jp+i+6][kka]=ys[ip+j][jp+i][kka]*0.1913+ys[ip+j][jp+i+1][kka]*(-0.4632)+ys[i
p+j][jp+i+2][kka]*0.4632   
+ys[ip+j][jp+i+3][kka]*(-0.1913)+ys[ip+j][jp+i+4][kka]*(-0.1913)+ys[ip+j][jp+i+5][kka]*0.4632   
+ys[ip+j][jp+i+6][kka]*(-0.4632)+ys[ip+j][jp+i+7][kka]*0.1913; 
    
 yn[ip+j][jp+i+7][kka]=ys[ip+j][jp+i][kka]*0.0976+ys[ip+j][jp+i+1][kka]*(-0.2778)+ys[i
p+j][jp+i+2][kka]*(0.4157) 
+ys[ip+j][jp+i+3][kka]*(-0.4904)+ys[ip+j][jp+i+4][kka]*0.4904+ys[ip+j][jp+i+5][kka]*(-0.4157)   
+ys[ip+j][jp+i+6][kka]*0.2778   +ys[ip+j][jp+i+7][kka]*(-0.0976); 



















    } 
 
 
    //// printf("yn[%d][%d][%d][%f]=%f\n", ip+j, jp+i, kka, 
yn[ip+j][jp+i][kka],yn[ip+j][jp+i][kka]); 
    // 転置変換 
    for (i=0;i<8;i++){ 
     for(j=0;j<8;j++){ 
     
 yr[ip+i][jp+j][kka]=yn[ip+j][jp+i][kka]; 
      //   
printf("yr=%f,\ ",yr[ip+i][jp+j][kka]); 
      ofs << "転置変換:" << 
yr[ip+i][jp+j][kka]<<":*:"<<std::endl; 
     } 
    } 
    // 転置変換終了 
    //  2次変換 
    for(j=0;j<8;j++){ 
     i=0;  
     yt[ip+j][jp+i][kka]=  
yr[ip+j][jp+i][kka]*0.3536+yr[ip+j][jp+i+1][kka]*0.3536   +yr[ip+j][jp+i+2][kka]*0.3536   
+yr[ip+j][jp+i+3][kka]*0.3536   +yr[ip+j][jp+i+4][kka]*0.3536   +yr[ip+j][jp+i+5][kka]*0.3536   
+yr[ip+j][jp+i+6][kka]*0.3536   +yr[ip+j][jp+i+7][kka]*0.3536; //埋込みパターン 
    
 yt[ip+j][jp+i+1][kka]=yr[ip+j][jp+i][kka]*0.4904+yr[ip+j][jp+i+1][kka]*0.4157   
+yr[ip+j][jp+i+2][kka]*0.2778   +yr[ip+j][jp+i+3][kka]*0.0976   
+yr[ip+j][jp+i+4][kka]*(-0.0976)+yr[ip+j][jp+i+5][kka]*(-0.2778)+yr[ip+j][jp+i+6][kka]*(-0.415
7)+yr[ip+j][jp+i+7][kka]*(-0.4904); 
    
 yt[ip+j][jp+i+2][kka]=yr[ip+j][jp+i][kka]*0.4632+yr[ip+j][jp+i+1][kka]*0.1913   
+yr[ip+j][jp+i+2][kka]*(-0.1913)+yr[ip+j][jp+i+3][kka]*(-0.4632)+yr[ip+j][jp+i+4][kka]*(-0.463
2)+yr[ip+j][jp+i+5][kka]*(-0.1913)+yr[ip+j][jp+i+6][kka]*0.1913   
+yr[ip+j][jp+i+7][kka]*0.4632; 
    
 yt[ip+j][jp+i+3][kka]=yr[ip+j][jp+i][kka]*0.4157+yr[ip+j][jp+i+1][kka]*(-0.0976)+yr[i
p+j][jp+i+2][kka]*(-0.4904)+yr[ip+j][jp+i+3][kka]*(-0.2778)+yr[ip+j][jp+i+4][kka]*0.2778   
+yr[ip+j][jp+i+5][kka]*0.4904   +yr[ip+j][jp+i+6][kka]*(0.0976) 
+yr[ip+j][jp+i+7][kka]*(-0.4157); 
    
 yt[ip+j][jp+i+4][kka]=yr[ip+j][jp+i][kka]*0.3536+yr[ip+j][jp+i+1][kka]*(-0.3536)+yr[i
p+j][jp+i+2][kka]*(-0.3536)+yr[ip+j][jp+i+3][kka]*0.3536   +yr[ip+j][jp+i+4][kka]*0.3536   
+yr[ip+j][jp+i+5][kka]*(-0.3536)+yr[ip+j][jp+i+6][kka]*(-0.3536)+yr[ip+j][jp+i+7][kka]*0.3536; 
    
 yt[ip+j][jp+i+5][kka]=yr[ip+j][jp+i][kka]*0.2778+yr[ip+j][jp+i+1][kka]*(-0.4904)+yr[i
p+j][jp+i+2][kka]*(0.0976) +yr[ip+j][jp+i+3][kka]*0.4157   
+yr[ip+j][jp+i+4][kka]*(-0.4157)+yr[ip+j][jp+i+5][kka]*(-0.0976)+yr[ip+j][jp+i+6][kka]*0.4904   
+yr[ip+j][jp+i+7][kka]*(-0.2778); 
    
 yt[ip+j][jp+i+6][kka]=yr[ip+j][jp+i][kka]*0.1913+yr[ip+j][jp+i+1][kka]*(-0.4632)+yr[i
p+j][jp+i+2][kka]*0.4632   




    
 yt[ip+j][jp+i+7][kka]=yr[ip+j][jp+i][kka]*0.0976+yr[ip+j][jp+i+1][kka]*(-0.2778)+yr[i
p+j][jp+i+2][kka]*(0.4157) +yr[ip+j][jp+i+3][kka]*(-0.4904)+yr[ip+j][jp+i+4][kka]*0.4904   
+yr[ip+j][jp+i+5][kka]*(-0.4157)+yr[ip+j][jp+i+6][kka]*0.2778   
+yr[ip+j][jp+i+7][kka]*(-0.0976); 












    } 
    // printf("2 原画像 y=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yr[ip+j][jp+i],yr[ip+j][jp+i+1],yr[ip+j][jp+i+2],yr[ip+j][jp+i+3],yr[ip+j][jp+i+4],yr[ip+j][
jp+i+5],yr[ip+j][jp+i+6],yr[ip+j][jp+i+7]); 
    // printf("変換 y=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",y[ip+j][jp+i],y[ip+j][jp+i+1],y[ip+j][jp+i+2],y[ip+j][jp+i+3],y[ip+j][jp+i+4],y[ip+j][jp+i+5
],y[ip+j][jp+i+6],y[ip+j][jp+i+7]); 








   for(j=0;j<8;j++){ 
    for(i=0;i<8;i++){ 
 
     printf("3d変換 yt2=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yt[ip+j][jp+i][kka],yt[ip+j][jp+i][kka+1],yt[ip+j][jp+i][kka+2],yt[ip+j][jp+i][kka+3],yt[ip+
j][jp+i][kka+4], yt[ip+j][jp+i][kka+5],yt[ip+j][jp+i][kka+6],yt[ip+j][jp+i][kka+7]); 
     yk[ip+j][jp+i][kka]=  
yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i][kka+1]*0.3536   +yt[ip+j][jp+i][kka+2]*0.3536   
+yt[ip+j][jp+i][kka+3]*0.3536   +yt[ip+j][jp+i][kka+4]*0.3536   +yt[ip+j][jp+i][kka+5]*0.3536   
+yt[ip+j][jp+i][kka+6]*0.3536   +yt[ip+j][jp+i][kka+7]*0.3536; //埋込みパターン 
     
yk[ip+j][jp+i][kka+1]=yt[ip+j][jp+i][kka]*0.4904+yt[ip+j][jp+i][kka+1]*0.4157   
+yt[ip+j][jp+i][kka+2]*0.2778   +yt[ip+j][jp+i][kka+3]*0.0976   
+yt[ip+j][jp+i][kka+4]*(-0.0976)+yt[ip+j][jp+i][kka+5]*(-0.2778)+yt[ip+j][jp+i][kka+6]*(-0.415
7)+yt[ip+j][jp+i][kka+7]*(-0.4904); 
     
yk[ip+j][jp+i][kka+2]=yt[ip+j][jp+i][kka]*0.4632+yt[ip+j][jp+i][kka+1]*0.1913   
+yt[ip+j][jp+i][kka+2]*(-0.1913)+yt[ip+j][jp+i][kka+3]*(-0.4632)+yt[ip+j][jp+i][kka+4]*(-0.463
2)+yt[ip+j][jp+i][kka+5]*(-0.1913)+yt[ip+j][jp+i][kka+6]*0.1913   
+yt[ip+j][jp+i][kka+7]*0.4632; 




][kka+2]*(-0.4904)+yt[ip+j][jp+i][kka+3]*(-0.2778)+yt[ip+j][jp+i][kka+4]*0.2778   
+yt[ip+j][jp+i][kka+5]*0.4904   +yt[ip+j][jp+i][kka+6]*(0.0976) 
+yt[ip+j][jp+i][kka+7]*(-0.4157); 
     
yk[ip+j][jp+i][kka+4]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i][kka+1]*(-0.3536)+yt[ip+j][jp+i
][kka+2]*(-0.3536)+yt[ip+j][jp+i][kka+3]*0.3536   +yt[ip+j][jp+i][kka+4]*0.3536   
+yt[ip+j][jp+i][kka+5]*(-0.3536)+yt[ip+j][jp+i][kka+6]*(-0.3536)+yt[ip+j][jp+i][kka+7]*0.3536; 
     
yk[ip+j][jp+i][kka+5]=yt[ip+j][jp+i][kka]*0.2778+yt[ip+j][jp+i][kka+1]*(-0.4904)+yt[ip+j][jp+i
][kka+2]*(0.0976) +yt[ip+j][jp+i][kka+3]*0.4157   
+yt[ip+j][jp+i][kka+4]*(-0.4157)+yt[ip+j][jp+i][kka+5]*(-0.0976)+yt[ip+j][jp+i][kka+6]*0.4904   
+yt[ip+j][jp+i][kka+7]*(-0.2778); 
     
yk[ip+j][jp+i][kka+6]=yt[ip+j][jp+i][kka]*0.1913+yt[ip+j][jp+i][kka+1]*(-0.4632)+yt[ip+j][jp+i
][kka+2]*0.4632   
+yt[ip+j][jp+i][kka+3]*(-0.1913)+yt[ip+j][jp+i][kka+4]*(-0.1913)+yt[ip+j][jp+i][kka+5]*0.4632   
+yt[ip+j][jp+i][kka+6]*(-0.4632)+yt[ip+j][jp+i][kka+7]*0.1913; 
     
yk[ip+j][jp+i][kka+7]=yt[ip+j][jp+i][kka]*0.0976+yt[ip+j][jp+i][kka+1]*(-0.2778)+yt[ip+j][jp+i
][kka+2]*(0.4157) 
+yt[ip+j][jp+i][kka+3]*(-0.4904)+yt[ip+j][jp+i][kka+4]*0.4904+yt[ip+j][jp+i][kka+5]*(-0.4157)   
+yt[ip+j][jp+i][kka+6]*0.2778   +yt[ip+j][jp+i][kka+7]*(-0.0976); 
      
     printf("3d変換 yk=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yk[ip+j][jp+i][kka],yk[ip+j][jp+i][kka+1],yk[ip+j][jp+i][kka+2],yk[ip+j][jp+i][kka+3],yk[ip+
j][jp+i][kka+4], yk[ip+j][jp+i][kka+5],yk[ip+j][jp+i][kka+6],yk[ip+j][jp+i][kka+7]); 








    } 
   } 
 
   //量子化 
   printf("量子化 \n"); 
   int po;po=32; 
   ip=199;jp=199; 
   for(kka=0;kka<2;kka++){ 
    for(j=0;j<2;j++){ 
     i=1; 
     if(yk[ip+j][jp+i][kka]>po){ 
      
yk[ip+j][jp+i][kka]=(int((yk[ip+j][jp+i][kka]-po)/(po*2)+1))*(po*2); 
      printf("量子化 10 \n"); 
     } 
     if(yk[ip+j][jp+i][kka]<-po){ 
      
yk[ip+j][jp+i][kka]=(int((yk[ip+j][jp+i][kka]+po)/(po*2)-1))*(po*2); 
      printf("量子化 20\n"); 
     } 
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     if((yk[ip+j][jp+i][kka]<po)&&(yk[ip+j][jp+i][kka]>-po)){ 
      yk[ip+j][jp+i][kka]=(int(yk[ip+j][jp+i][kka]/(po*2)))*(po*2); 
      printf("量子化 30 \n"); 
     } 
     printf("y_01=%f,:kka=%d:\n ",yk[ip+j][jp+i][kka],kka); 
     ofs <<"量子化:" << "kka=:"<<kka <<":*:" << yk[ip+j][jp+i][kka]<<std::endl; 
    } 
    i=0;j=0; 
    if(yk[ip+j+1][jp+i][kka]>po){ 
     yk[ip+j+1][jp+i][kka]=(int((yk[ip+j+1][jp+i][kka]-po)/(po*2)+1))*(po*2); 
     //printf("量子化 1 \n"); 
     printf("y_01=%f,:kka=%d:\n ",yk[ip+j+1][jp+i][kka],kka); 
     ofs <<"量子化:" << "kka=:"<<kka <<":*:" << 
yk[ip+j+1][jp+i][kka]<<std::endl; 
    } 
    if(yk[ip+j+1][jp+i][kka]<-po){ 
     yk[ip+j+1][jp+i][kka]=(int((yk[ip+j+1][jp+i][kka]+po)/(po*2)-1))*(po*2); 
     //printf("量子化 2\n"); 
     printf("y_02=%f,:kka=%d:\n ",yk[ip+j+1][jp+i][kka],kka); 
    ofs <<"量子化:" << "kka=:"<<kka <<":*:" << yk[ip+j+1][jp+i][kka]<<std::endl; 
    } 
    if((yk[ip+j+1][jp+i][kka]<po)&&(yk[ip+j+1][jp+i][kka]>-po)){ 
     yk[ip+j+1][jp+i][kka]=(int(yk[ip+j+1][jp+i][kka]/(po*2)))*(po*2); 
     //printf("量子化 3 \n");  
     printf("y_03=%f,:kka=%d:\n ",yk[ip+j+1][jp+i][kka],kka); 
     ofs <<"量子化:" << "kka=:"<<kka <<":*:" << 
yk[ip+j+1][jp+i][kka]<<std::endl; 
    } 
   }  
    
    
   // printf("y_01=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yk[ip+i][jp+j][kka],yk[ip+i][jp+j][kka],yk[ip+i][jp+j][kka],yk[ip+i][jp+j][kka],yk[ip+i][jp+
j][kka],yk[ip+i][jp+j][kka],yk[ip+i][jp+j][kka],yk[ip+i][jp+j][kka]); 




   //dct--3d 逆変換 
   printf("dct--3d 逆変換 \n"); 
   //for(kka=0;kka<8;kka++){ 
   ip=199;jp=199;kka=0; 
   for(j=0;j<8;j++){ 
    for(i=0;i<8;i++){ 
     yt[ip+j][jp+i][kka]=  
yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*0.4904   +yk[ip+j][jp+i][kka+2]*0.4632    
+yk[ip+j][jp+i][kka+3]*0.4157   +yk[ip+j][jp+i][kka+4]*0.3536    +yk[ip+j][jp+i][kka+5]*0.2778   
+yk[ip+j][jp+i][kka+6]*0.1913   +yk[ip+j][jp+i][kka+7]*0.0976; //埋込みパターン 
     
yt[ip+j][jp+i][kka+1]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*0.4157   






     
yt[ip+j][jp+i][kka+2]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*0.2778   
+yk[ip+j][jp+i][kka+2]*(-0.1913) 
+yk[ip+j][jp+i][kka+3]*(-0.4904)+yk[ip+j][jp+i][kka+4]*(-0.3536) 
+yk[ip+j][jp+i][kka+5]*(0.0976) +yk[ip+j][jp+i][kka+6]*0.4632   
+yk[ip+j][jp+i][kka+7]*(0.4157); 
     
yt[ip+j][jp+i][kka+3]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*0.0976   
+yk[ip+j][jp+i][kka+2]*(-0.4904 )+yk[ip+j][jp+i][kka+3]*(-0.2778)+yk[ip+j][jp+i][kka+4]*0.3536    
+yk[ip+j][jp+i][kka+5]*0.4157   
+yk[ip+j][jp+i][kka+6]*(-0.1913)+yk[ip+j][jp+i][kka+7]*(-0.4904); 
     
yt[ip+j][jp+i][kka+4]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*(-0.0976)+yk[ip+j][jp+i
][kka+2]*(-0.4904) +yk[ip+j][jp+i][kka+3]*0.2778   +yk[ip+j][jp+i][kka+4]*0.3536    
+yk[ip+j][jp+i][kka+5]*(-0.4157)+yk[ip+j][jp+i][kka+6]*(-0.1913)+yk[ip+j][jp+i][kka+7]*0.4904; 
     
yt[ip+j][jp+i][kka+5]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*(-0.2778)+yk[ip+j][jp+i
][kka+2]*(-0.1913) +yk[ip+j][jp+i][kka+3]*0.4904   +yk[ip+j][jp+i][kka+4]*(-0.3536) 
+yk[ip+j][jp+i][kka+5]*(-0.0976)+yk[ip+j][jp+i][kka+6]*0.4632   
+yk[ip+j][jp+i][kka+7]*(-0.4157); 
     
yt[ip+j][jp+i][kka+6]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*(-0.4157)+yk[ip+j][jp+i
][kka+2]*(0.1913) +yk[ip+j][jp+i][kka+3]*(0.0976) +yk[ip+j][jp+i][kka+4]*(-0.3536)  
+yk[ip+j][jp+i][kka+5]*0.4904   +yk[ip+j][jp+i][kka+6]*(-0.4632)+yk[ip+j][jp+i][kka+7]*0.2778; 
     
yt[ip+j][jp+i][kka+7]=yk[ip+j][jp+i][kka]*0.3536+yk[ip+j][jp+i][kka+1]*(-0.4904)+yk[ip+j][jp+i
][kka+2]*(0.4904) +yk[ip+j][jp+i][kka+3]*(-0.4157)+yk[ip+j][jp+i][kka+4]*0.3536     
+yk[ip+j][jp+i][kka+5]*(-0.2778)+yk[ip+j][jp+i][kka+6]*0.1913   
+yk[ip+j][jp+i][kka+7]*(-0.0976); 
          
     printf("d3変換 yt=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yt[ip+j][jp+i][kka],yt[ip+j][jp+i][kka+1],yt[ip+j][jp+i][kka+2],yt[ip+j][jp+i][kka+3],yt[ip+
j][jp+i][kka+4], yt[ip+j][jp+i][kka+5],yt[ip+j][jp+i][kka+6],yt[ip+j][jp+i][kka+7]); 









    } 
   } 
   // dct--2d 逆変換 
   printf("dct--2d 逆変換 \n"); 
   for(kka=0;kka<8;kka++){ 
    for(j=0;j<8;j++){ 
     i=0; 
     yr[ip+j][jp+i][kka]=  
yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*0.4904+   yt[ip+j][jp+i+2][kka]*0.4632+    
yt[ip+j][jp+i+3][kka]*0.4157+   yt[ip+j][jp+i+4][kka]*0.3536    +yt[ip+j][jp+i+5][kka]*0.2778+   
yt[ip+j][jp+i+6][kka]*0.1913+   yt[ip+j][jp+i+7][kka]*0.0976; //埋込みパターン 
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yr[ip+j][jp+i+1][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*0.4157+   




     
yr[ip+j][jp+i+2][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*0.2778+   
yt[ip+j][jp+i+2][kka]*(-0.1913)+ 
yt[ip+j][jp+i+3][kka]*(-0.4904)+yt[ip+j][jp+i+4][kka]*(-0.3536) 
+yt[ip+j][jp+i+5][kka]*(0.0976)+ yt[ip+j][jp+i+6][kka]*0.4632+   
yt[ip+j][jp+i+7][kka]*(0.4157); 
     
yr[ip+j][jp+i+3][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*0.0976+   
yt[ip+j][jp+i+2][kka]*(-0.4904 )+yt[ip+j][jp+i+3][kka]*(-0.2778)+yt[ip+j][jp+i+4][kka]*0.3536    
+yt[ip+j][jp+i+5][kka]*0.4157 +  
yt[ip+j][jp+i+6][kka]*(-0.1913)+yt[ip+j][jp+i+7][kka]*(-0.4904); 
     
yr[ip+j][jp+i+4][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*(-0.0976)+yt[ip+j][jp+i
+2][kka]*(-0.4904)+ yt[ip+j][jp+i+3][kka]*0.2778+   yt[ip+j][jp+i+4][kka]*0.3536    
+yt[ip+j][jp+i+5][kka]*(-0.4157)+yt[ip+j][jp+i+6][kka]*(-0.1913)+yt[ip+j][jp+i+7][kka]*0.4904; 
     
yr[ip+j][jp+i+5][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*(-0.2778)+yt[ip+j][jp+i
+2][kka]*(-0.1913)+ yt[ip+j][jp+i+3][kka]*0.4904+   yt[ip+j][jp+i+4][kka]*(-0.3536) 
+yt[ip+j][jp+i+5][kka]*(-0.0976)+yt[ip+j][jp+i+6][kka]*0.4632+   
yt[ip+j][jp+i+7][kka]*(-0.4157); 
     
yr[ip+j][jp+i+6][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*(-0.4157)+yt[ip+j][jp+i
+2][kka]*(0.1913)+ yt[ip+j][jp+i+3][kka]*(0.0976)+  yt[ip+j][jp+i+4][kka]*(-0.3536) 
+yt[ip+j][jp+i+5][kka]*0.4904+   yt[ip+j][jp+i+6][kka]*(-0.4632)+yt[ip+j][jp+i+7][kka]*0.2778; 
    
yr[ip+j][jp+i+7][kka]=yt[ip+j][jp+i][kka]*0.3536+yt[ip+j][jp+i+1][kka]*(-0.4904)+yt[ip+j][jp+i
+2][kka]*(0.4904)+ yt[ip+j][jp+i+3][kka]*(-0.4157)+ yt[ip+j][jp+i+4][kka]*0.3536    
+yt[ip+j][jp+i+5][kka]*(-0.2778)+yt[ip+j][jp+i+6][kka]*0.1913+   
yt[ip+j][jp+i+7][kka]*(-0.0976); 








 printf("1 変換 yr=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yr[ip+j][jp+i][kka],yr[ip+j][jp+i+1][kka],yr[ip+j][jp+i+2][kka],yr[ip+j][jp+i+3][kka],yr[ip+
j][jp+i+4][kka],yr[ip+j][jp+i+5][kka],yr[ip+j][jp+i+6][kka],yr[ip+j][jp+i+7][kka]); 
    } 
     
    // dct--2d---1d 逆変換 
    printf(" dct--2d---1d 逆変換\n"); 
    for (i=0;i<8;i++){ 
     for(j=0;j<8;j++){ 
      yn[ip+j][jp+i][kka]=yr[ip+i][jp+j][kka]; 
      ofs << "d2---d1変換:"<<":*:"<<yn[ip+j][jp+i][kka]<<std::endl; 
      printf("1 変換 yn=%f,\ ",yn[ip+j][jp+i][kka]); 
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     } 
    } 
    ////printf("1 変換 yn=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",yn[ip+j][jp+i][kka],yn[ip+j][jp+i+1],yn[ip+j][jp+2+i][kka],yn[ip+j][jp+3+i][kka],yn[ip+j][jp
+4+i][kka],yn[ip+j][jp+i+5][kka],yn[ip+j][jp+i+6][kka],yn[ip+j][jp+i+7][kka]); 
    // dct---1d 逆変換 
    printf("dct---1d 逆変換\n"); 
    for(j=0;j<8;j++){ 
     i=0; 
     ys[ip+j][jp+i][kka]=  
yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*0.4904+   yn[ip+j][jp+2][kka]*0.4632+    
yn[ip+j][jp+3][kka]*0.4157+   yn[ip+j][jp+4][kka]*0.3536    +yn[ip+j][jp+5][kka]*0.2778+   
yn[ip+j][jp+6][kka]*0.1913+   yn[ip+j][jp+7][kka]*0.0976; //埋込みパターン 
     
ys[ip+j][jp+i+1][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*0.4157+   
yn[ip+j][jp+2][kka]*0.1913 +   yn[ip+j][jp+3][kka]*(-0.0976)+   yn[ip+j][jp+4][kka]*(-0.3536) 
+yn[ip+j][jp+5][kka]*(-0.4904)+yn[ip+j][jp+6][kka]*(-0.4632)+yn[ip+j][jp+7][kka]*(-0.2778); 
     
ys[ip+j][jp+i+2][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*0.2778+   
yn[ip+j][jp+2][kka]*(-0.1913)+ yn[ip+j][jp+3][kka]*(-0.4904)+yn[ip+j][jp+4][kka]*(-0.3536) 
+yn[ip+j][jp+5][kka]*(0.0976)+ yn[ip+j][jp+6][kka]*0.4632+   yn[ip+j][jp+7][kka]*(0.4157); 
     
ys[ip+j][jp+i+3][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*0.0976+   
yn[ip+j][jp+2][kka]*(-0.4904 )+yn[ip+j][jp+3][kka]*(-0.2778)+yn[ip+j][jp+4][kka]*0.3536    
+yn[ip+j][jp+5][kka]*0.4157 +  yn[ip+j][jp+6][kka]*(-0.1913)+yn[ip+j][jp+7][kka]*(-0.4904); 
     
ys[ip+j][jp+i+4][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*(-0.0976)+yn[ip+j][jp+2][kk
a]*(-0.4904)+ yn[ip+j][jp+3][kka]*0.2778+   yn[ip+j][jp+4][kka]*0.3536    
+yn[ip+j][jp+5][kka]*(-0.4157)+yn[ip+j][jp+6][kka]*(-0.1913)+yn[ip+j][jp+7][kka]*0.4904; 
     
ys[ip+j][jp+i+5][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*(-0.2778)+yn[ip+j][jp+2][kk
a]*(-0.1913)+  yn[ip+j][jp+3][kka]*0.4904+   yn[ip+j][jp+4][kka]*(-0.3536) 
+yn[ip+j][jp+5][kka]*(-0.0976)+yn[ip+j][jp+6][kka]*0.4632+   yn[ip+j][jp+7][kka]*(-0.4157); 
     
ys[ip+j][jp+i+6][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*(-0.4157)+yn[ip+j][jp+2][kk
a]*(0.1913)+ yn[ip+j][jp+3][kka]*(0.0976)+ yn[ip+j][jp+4][kka]*(-0.3536) 
+yn[ip+j][jp+5][kka]*0.4904+   yn[ip+j][jp+6][kka]*(-0.4632)+yn[ip+j][jp+7][kka]*0.2778; 
     
ys[ip+j][jp+i+7][kka]=yn[ip+j][jp][kka]*0.3536+yn[ip+j][jp+1][kka]*(-0.4904)+yn[ip+j][jp+2][kk
a]*(0.4904)+ yn[ip+j][jp+3][kka]*(-0.4157)+yn[ip+j][jp+4][kka]*0.3536    
+yn[ip+j][jp+5][kka]*(-0.2778)+yn[ip+j][jp+6][kka]*0.1913+   yn[ip+j][jp+7][kka]*(-0.0976); 








     printf("d1変換 ys=%f,:%f::%f::%f::%f::%f::%f::%f\n 
",ys[ip+j][jp+i][kka],ys[ip+j][jp+i+1][kka],ys[ip+j][jp+2+i][kka],ys[ip+j][jp+3+i][kka],ys[ip+
j][jp+4+i][kka],ys[ip+j][jp+i+5][kka],ys[ip+j][jp+i+6][kka],ys[ip+j][jp+i+7][kka]); 
    } 





    //画像の保存 
    for(i=0;i<high;i++){ 
     for(j=0;j<width;j++){ 
      y[i][j]=ys[i][j][kka] ;    /// 追加 3d 
     } 
    } 
    printf("出力ファイル名(*.ppm):"); 
    scanf("%s",file_name); 
    f_out=fopen(file_name,"wb"); 
    save_image_data_head(f_out); 
    image_r=(unsigned char (*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(image_r==NULL) 
     printf("faild\n"); 
    else ; 
    image_g=(unsigned char (*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(image_g==NULL) 
     printf("faild\n"); 
    else ; 
    image_b=(unsigned char (*)[width])calloc(high*width,sizeof(unsigned char)); 
    if(image_b==NULL) 
     printf("faild\n"); 
    else ; 
    //yuv_rgb(image_r,image_g,image_b,yi,u,v); 
    yuv_rgb(image_r,image_g,image_b,y,u,v); 
    printf("5"); 
    printf("6"); 
    printf("7"); 
    printf("8"); 
    kaki(f_out,image_r,image_g,image_b); 






   free(image_r); 
   free(image_g); 
   free(image_b);  
   free(ys); 
   free(yn); 
   free(yr); 
   free(yt); 
   free(yk); 
   free(y); 
   free(u); 
   free(v); 
   fclose(fd1); 
   fclose(f_out); 
 
} 
