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Abstrakt
Teoretická část této práce se zabývá koncepty a rozhraními využívanými pro programo-
vání mikrokontrolérů (MCU) a rekonfiguraci programovatelných hradlových polí (FPGA) s
užším zaměřením na ty z nich, které jsou dostupné pro MCU Kinetis K60 a FPGA Spartan-6
v zapojení daném architekturou výukového kitu Minerva. Tyto znalosti jsou využity v prak-
tické části popisující nasazení podpůrného firmware, patřícího do skupiny tzv. bootloaderů.
Nakonec je popsána obslužná aplikace QDevKit3 pracující s tímto firmware, představující
účinný a rychlý prostředek pro jednoduché naprogramování FLASH paměti daného MCU
pomocí rozhraní USB.
Abstract
Theoretical part of this thesis studies several concepts and interfaces being used for pro-
gramming microcontrollers (MCUs) and reconfiguration of field programmable gate arrays
(FPGAs) with closer look at those, which are available for MCU Kinetis K60 and FPGA
Spartan-6 in circuitry given by the architecture of educational kit Minerva. This knowledge
is employed in practical section which describes deployment of the supporting firmware
belonging to group of firmwares so-called bootloaders. Finally the application QDevKit3
is introduced, that is based on this firmware, representing effective and fast way for easy
programming of FLASH memory on Kinetis MCU using USB interface.
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Kapitola 1
Úvod
Vestavěné systémy jsou v dnešní době všude kolem nás, ať už v běžných domácích spo-
třebičích, řídících jednotkách automobilů či komunikačních zařízeních. Zastávají hlavní roli
i v disciplínách, kde je vyžadována bezporuchovost a spolehlivost, jako zabezpečovacích
nebo nemocničních zařízeních. Možnosti jejich uplatnění se stále rozšiřují a schopnostem
programátorů jejich návrhu a programování je proto přikládána čím dál větší důležitost.
Na Fakultě informatiky VUT se v současnosti pro podporu výuky v oblasti vestavěných
systémů — mimo jiné v předmětech Návrh počítačových systémů (INP) a Mikroprocesorové
systémy (IMP) — používá interní platforma FITkit [17].
Oblast vestavěných systémů je v neustálém vývoji, zlepšují se parametry i spektrum
funkcí jednotlivých komponent a stále se objevují nové typy periférií. Z toho vyplývá i po-
třeba tuto interní výukovou platformu obnovovat. FITkit prošel od prvotní verze 1.0 jen
menším vývojem. Ve verzi 2.0 byl nahrazen MCU novějším modelem, avšak ze stejné rodiny
a přibyly některé podružné funkce [15].
Platforma Minerva, poprvé představená v roce 2012 [12], však představuje kompletní
restrukturalizaci výukového kitu. Tento kit je však zpětně nekompatibilní s předchozími
projekty a přidruženou aplikací pro programování QDevKit.
Vývoj podpůrných aplikací je tedy potřeba začít znovu s ohledem na použité kompo-
nenty a obvodové zapojení nového kitu. Tento projekt je jedním z mnoha kroků potřebných
pro zavedení nového kitu do výuky a nahrazení platformy FITkit 2.0 .
Cílem této práce je prozkoumat obvodové zapojení kitu a analyzovat možné varianty
programování MCU či zavádění konfiguračního řetězce FPGA na kitu, které toto zapojení
umožňuje. Obojí s využitím sběrnice USB. Dále pak zvolit jednu z těchto komponent a
pro ni vhodným způsobem toto programování implementovat. v neposlední řadě bylo cí-
lem vytvořit uživatelskou aplikaci, která toto programování a správu projektů přívětivým
způsobem zprostředkovává bez nutnosti spouštět grafické prostředí CodeWarrior.
V kapitole 2 popisuji základní architekturu a komponenty kitu a jejich vzájemné pro-
pojení. v kapitolách 3 a 4 se podrobněji věnuji parametrům a možnostem programování
mikrokontroléru a hradlového pole. Kapitola 5 zkoumá tzv. Bootloader a jejich použití pro
pohodlné programování mikrokontroléru. v poslední kapitole 6 je představena implemento-
vaná uživatelská aplikace pro obsluhu překladu a zavedení programu a správu projektů.
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Kapitola 2
Architektura kitu Minerva
Při analýze obvodového zapojení prvků kitu Minerva jsem čerpal z technických výkresů
poskytnutých Ing. Václavem Šimkem [11]. Dále pak na základě vlastního testování, při
kterém bylo zjištěno, že zmíněná technická dokumentace v některých detailech neodpovídá
skutečnému zapojení mnou zkoumaného kitu.
Zmíněné rozdíly jsou uvedeny v příloze D.
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2.1 Základní architektura
Platforma Minerva představuje samostatný hardware obsahující mikrokontrolér (dále jako
MCU) řady Kinetis K60 s jádrem ARM Cortex-M4 (6) 2.1 od společnosti Freescale, dále
pak programovatelné hradlové pole (dále jako FPGA) řady Spartan-6 (5)2.1 společnosti Xi-
linx. Pro nevolatilní uložení konfigurace FPGA slouží samostatný DRAM paměťový modul
(8) 2.1 s kapacitou 512 MB (32MBx16), frekvencí 333 MHz a šířkou sběrnice 16 bitů.
Pro obsluhu těchto zařízení prostřednictvím rozhraní USB slouží mimo jiné USB Host/Slave
kontrolér Vinculum II 3) 2.1 (dále jen VNC2) společnosti FTDI [8]. Konkrétní funkce tohoto
modulu je závislá od obsaženého firmware a je schopen komunikace nejen prostřednictvím
rozhraní SPI, UART a USB.
Obrázek 2.1: Důležité komponenty na kitu Minerva
Mimo tyto základní řídící komponenty kit Minerva disponuje řadou periferií. Zejména
jde o rozhraní HDMI, Ethernet, Audio rozhraní a slot pro paměťovou kartu typu SD. Pro
vlastní aplikace je po stranách kitu vyvedeno dostatečné množství rozšiřujících konektorů
(7) 2.1 propojených jak s GPIO (vstupy/výstupy pro obecné užití) a jinými specifickými
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výstupy MCU, tak i s výstupy FPGA (4) 2.1. Tyto mohou být využity například pro
připojení klávesnice či segmentového LCD displaye, které již nejsou standardní součástí
kitu jako tomu bylo u platformy FITkit.
2.2 Vzájemné propojení komponent
MCU poskytuje dva USB výstupy, z nichž jeden je určený pro ladění a programování pomocí
rozhraní JTAG vycházejícího přímo z jádra Cortex-M4. Druhý z nich je pak k dispozici
firmwaru aplikace k libovolnému užití a vyveden na výstupní sběrnici.
Komponenta VNCII také disponuje dvěma USB porty. Jeden z nich je taktéž vyvedený
na výstupní sběrnici.
Aby bylo možné všechny tyto USB výstupy obsluhovat z jednoho portu, existuje na
desce USB hub propojující všechny zmíněné komponenty s hlavním portem USB (1) 2.1.
Obrázek 2.2: Zjednodušená architektura kitu Minerva
FPGA je s USB portem spojena pouze zprostředkovaně a to jednak pomocí paralelního
rozhraní FlexBus a sériového rozhraní EzPort ze strany MCU. k modulu VNCII je připojena
rozhraním JTAG, SPI a I2C. Na jižní straně je potom propojena s vlastní DRAM pamětí
paralelním rozhraním, která slouží pro uložení inicializačního konfiguračního řetězce.
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2.3 MCU Kinetis K60
Jednou z nejdůležitějších komponent na desce je MCU Kinetis K60 – konkrétně model
MK60DN512VMD10 [4].
Jeho základní parametry shrnuje tabulka 2.1 dle [5]
Pracovní napětí 1,71 – 3,6 V
Pracovní teplota -40 – 105◦C
Maximální frekvence 100 MHz
Paměť FLASH 512 kB
Paměť RAM 128 kB
Komunikační rozhraní SPI, I2C, UART, I2S, CAN, Ethernet, USB
Počet GPIO 100
Pouzdro 144 MAPBGA
Tabulka 2.1: Základní parametry mikrokontroléru MK60DN512VMD10
Přestože výrobce udává maximální frekvenci 100 MHz, nepodařilo se jí při testování
dosáhnout a nejblíže se podařilo přiblížit frekvenci 96 MHz.
Piny mikrokontroléru jsou v rámci vnitřní architektury multiplexovány a jejich použití
se tedy může lišit v závislosti na firmwaru mikrokontroléru. Je potřeba zdůraznit, že ne
všechny GPIO a další piny jsou na kitu Minerva plně k dispozici, u spousty z nich je jejich
využití vázáno daným propojením, např. připojení ke čtečce paměťových SD-Karet.
Podrobnější popis tohoto mikrokontroléru včetně možností jeho programování je uveden
v samostatné kapitole 3.
2.4 FPGA Spartan-6
Základní parametry hradlového pole Spartan-6 XC6SLX9 jsou v tabulce 2.2 dle 1
Pracovní napětí 1,2 V
Počet logických buněk 9152
Konfigurační paměť 2,7 Mb
Počet In/Out pinů 200
Pouzdro CSG 324
Tabulka 2.2: Základní parametry hradlového pole Spartan-6 XC6SLX9
Detailnějšímu popisu hradlového pole Spartan-6 XC6SLX9 je vyhrazena samostatná
kapitola 4
1http://www.xilinx.com/publications/prod mktg/Spartan6 Product Table.pdf
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2.5 Periférie a výstupy
Na východní straně jsou vyvedeny z MCU další rozšiřující konektory (P1), které poskytují
další vstupy/výstupy pro obecné použití, či vstupy a výstupy ADC a DAC převodníků.
Podrobnější popis zapojení lze nalézt v [11] a v příloze D. Ethernet konektor je přiveden
na příslušné piny MCU. Diody D9-D12 a tlačítka SW2-SW6 na jižní straně jsou taktéž
propojeny s MCU a určeny pro libovolnou funkcionalitu.
FPGA také nabízí řadu výstupů (P5) pro obecné užití, mimo to jsou k hradlovému poli
připojeny signalizační diody D1-D8 a tlačítko SW1 pravděpodobně zamýšlené pro reset
FPGA. z FPGA jsou dále vyvedeny výstupy na převodník DVI na HDMI, který je dále
vyveden na port HDMI.
Pro samotné programování všech zmíněných komponent je potřeba znát konkrétní ozna-
čení jednotlivých propojených pinů a lze je nalézt opět v dokumentu [11].
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Kapitola 3
MCU s jádrem ARM
3.1 Nabízené funkce
Mikrokontrolér MK60DN512VMD10 z řady K60 představuje jeden z novějších modelů ro-
diny Kinetis a nabízí opravdu velké množství funkcí. Za zmínku stojí zejména velké množ-
ství komunikačních kanálů ať sériových či paralelních. Základem jsou v současnosti běžně
používaná rozhraní SPI, USB, UART či jiná digitální rozhraní. Poskytuje i prostředky pro
zpracování, generování a porovnání analogových signálů. Mezi nestandardní z rozhraní patří
paralelní FlexBus a sériové rozhraní EzPort sloužící pro efektivní programování FLASH pa-
mětí a jejich připojení na hradlové pole FPGA na kitu Minerva je tedy více než vhodné
pro jeho rychlou inicializaci.
Obrázek 3.1: Funkce mikrokontoléru MK60DN512VMD10
Zdroj: vlastní tvorba na základě informací z [19]
V neposlední řadě pak poskytuje prostředky pro práci s časem, ať již generování obdél-
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níkových signálu až do výrobcem uváděné maximální frekvence 100 MHz či pravidelných
generátorů přerušení, tzv. časovačů. Samozřejmostí je správa běhu programu, tedy ochrana
proti zacyklení či zaběhnutí programu (Watchdogs) a ochrana při ztrátě napětí (LLWU).
Prostředky jádra Cortex-M4 umožňují efektivní obsluhu a správu priorit přerušení.
3.2 Způsoby programování
Pro naprogramování paměti FLASH mikrokontrolérů existuje nepřeberné množství způsobů
a přístupů. Základem je podpora z jádra čipu, kterou v našem případě poskytuje jádro ARM
Cortex-M4. Mezi základní fyzická rozhraní patří Serial Wire Debug (SWD) a Joint Test
Action Group (JTAG), z nichž obě jsou v případě rodiny Kinetis-K k dispozici a jsou
připojeny k Debug Access Portu (DAP) ARM procesoru.
Obrázek 3.2: Schéma jádra Cortex-M4 s vyobrazením rozhraní JTAG a SWD
Zdroj: [18, str.62]
Jedná se zároveň i o rozhraní sloužící pro ladění programu. Mimo tyto dva typy fyzic-
kých rozhraní, které jsou si svým přístupem k programování velmi podobná, nabízí Kinetis
navíc i programovací rozhraní EzPort. v případě kitu Minerva je vyvedeno na porty pro-
gramovatelného pole a není možné k němu přistoupit zvenčí.
3.2.1 HW řešení
Na kitu minerva je SWD/JTAG vyvedeno dle dokumentace [11] na piny 29-32 rozšiřují-
cích konektorů portu P1. Rozhraní JTAG využívá všechny 4, zatímco při použití sériového
rozhraní SWD postačují pouze 2 z nich. Tyto lze využít pro přípojení specializovaných
externích programovacích zařízení a zařízení pro sledování běhu programu(tracing) či pro
ladění (debugging). Tato hardwarová řešení jsou dodávána jednak vlastním výrobce pro-
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cesoru, v tomto případě je řeč o ARM Keil ULink21. Větší množství těchto zařízení však
nabízí výrobce mikrokontroléru jako takového, tedy společnost FreeScale2. Jedná se napří-
klad o rozhraní Tracelink či U-multilink.
Obrázek 3.3: Hardwarové rozhraní Tracelink pro sledování běhu programu
Zdroj: http://www.freescale.com/webapp/sps/site/prod summary.jsp?code=TRACELINK
3.2.2 OSJTAG
Nad rozhraním JTAG však často existuje v mikroprocesoru firmware, který jej zpřístupňuje
pro komunikaci přes rozhraní USB. v tomto případě jsou pak v současnosti běžná řešení
OSJTAG, OSBDM, či OpenSDA. 3
Přes toto rozhraní jsou pak zpřístupněny všechny uvedené funkce (programování, sle-
dování běhu i ladění) za použití speciálních příslušných ovladačů opět klasicky dodávaných
výrobcem.
Při nasazení některého z výrobcem nabízených vývojových prostředí (např. CodeWarrior)
jsou běžně součástí instalace a připraveny k použití.
3.2.3 Vlastní Firmware
Vlastní firmware můžeme pro programování použít, ale pro jeho nahrání do mikrokontro-
léru musíme využít některý z výše uvedených způsobů, jde tedy až o sekundární přístup.
Každopádně poté máme naprosto volnou ruku, jelikož můžeme přímo za běhu programu
jakkoliv měnit obsah FLASH paměti (pokud ov3em není chráněna proti přepsání). Lze tedy
vytvořit firmware, který bude obstarávat nahrání obsahu paměti FLASH přes libovolný ko-
munikační kanál. v praxi se běžně využívá SPI, UART či USB. Právě rozhraní USB je
středem našeho zájmu. Firmware, který se stará o tuto funkci se v naší terminologii nazývá
USB Bootloader a je podrobně popsán v kapitole 5.
1http://www.arm.com/files/pdf/kinetis lab.pdf
2http://www.freescale.com/webapp/sps/site/overview.jsp?code=HARDWARE INTEF
3https://community.freescale.com/docs/DOC-100720
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3.3 Vývojové prostředí
Běžnou praxí ve světě mikrokontroléru je vysoká podpora od jejich výrobcům, zejména
poskytování rozsáhlých nástrojů potřebných pro efektivní vývoj jejich firmwaru, testování,
ladění, sledování a zejména rychlé programování. Jedním z těchto nástrojů je prostředí
CodeWarrior for MCUs na obrázku 3.4, které poskytuje mimo výše zmíněné funkce i do-
provodné prostředí pro rychlý vývoj aplikací pro vestavěné systémy (Rapid Application De-
velopment) s názvem Processor Expert. Toto vývojové prostředí je v současnosti rozšířeno a
Obrázek 3.4: Ukázka prostředí CodeWarrior a Processor Expert
Zdroj: http://psrg.unl.edu/2013/10/03/getting-started-with-arm-microcontrollers/
dlouhodobě používáno na naší fakultě a proto se jej budu držet při vývoji obslužné aplikace
pro platformu Minerva. Přesto jsou však již nabízena novější a vhodnější řešení, které jsou
podrobněji shrnuta v podkapitole 6.6.2.
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Kapitola 4
FPGA
Programovatelné hradlové pole (FPGA - Field Programmable Gate Array) je 1 polovodičové
zařízení založené na matici konfigurovatelných logických bloků, které jsou propojeny skrze
programovatelné propojky. Mohou být přeprogramovány pro účely požadované funkciona-
lity, čímž se liší od aplikačně specifických integrovaných obvodů, které jsou vyráběny pro
jednoúčelové aplikace. Ačkoliv existují jednorázově naprogramovatelná hradlová pole, běž-
nější jsou ta založená na paměti SRAM a mohou být v průběhu vývoje přeprogramována.
Tímto typem je hradlové pole Spartan-6 XC6SLX9 od společnosti Xilinx nacházející se
na kitu Minerva. Hlavní využití těchto hradlových polí je v praxi zejména při prototypování
složitějších číslicových obvodech a v dynamických číslicových obvodech, které se stále vyvíjí.
Mohou také představovat kompromis mezi jednoúčelovým aplikačně specifickým obvodem
a příliš komplexním mikroprocesorovým řešením. Výhodné je zejména také jejich využití
pro výukové účely v oblasti číslicových obvodů.
Standardním programovacím jazykem pro popis hardware je VHDL a společnost Xilinx
poskytuje i výkonné vývojové prostředí pro návrh, testování a ladění programů v tomto
jazyce. Samozřejmě zprostředkovává i sestavení konfiguračního řetězce a samotné progra-
mování do FPGA.
K tomu slouží výše již zmiňované rozhraní JTAG na kitu Minerva vyvedené na port P7
a také na čip Vinculum II.
4.1 JTAG
Standardním přístupem při programování z vývojového prostředí je právě skrze rozhraní
JTAG s využitím příslušného externího zařízení. Pro tento účel lze zapojit například výše
zmíněný ARM Keil ULink2. Tímto způsobem je možné FPGA přeprogramovat kdykoliv za
běhu konfigurace. FPGA nenabízí u MCU vzpomínanou firmwarovou vrstvu OSJTAG pro
přímé spojení s USB, přesto poskytuje další řadu způsobů jak konfigurační řetězec zavést,
ať během inicializace hradlového pole či za jeho běhu.
1http://www.xilinx.com/training/fpga/fpga-field-programmable-gate-array.htm
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4.2 Vinculum II
Na kitu Minerva je FPGA propojena s čipem Vinculum II, jenž lze také využít pro progra-
mování pomocí připojeného rozhraní SPI či JTAG.
Na tomto místě bych rád sdílel praktické zkušenosti s efektivitou využití čipu Vinculum
II pro rekonfiguraci FPGA získáné od Ing. Václava Šimka:
• Pro využití firmware pro Vinculum II, který dokáže zapisovat do FLASH paměti
existuje implementace i program pro PC, ale nebylo dosaženo uspokojivých požadavků
na rychlost.
• Přístup čipu Vinculum k rozhraní JTAG byl také implementován a jeho rychlost byla
označena dokonce jako extrémně pomalá.
4.3 Programování při inicializaci
Dle oficiální dokumentace od výrobce [6] lze volit mezi čtyřmi módy způsobu inicializace
konfigurace do SRAM paměti FPGA. Napříč těmito čtyřmi módy lze navíc využít celkem
sedm přístupů lišících se zejména v postavení hradlového pole v pozici master či v po-
zici slave zařízení. Dále se pak liší použitým fyzickým rozhraním, mezi nimiž jsou sériová
i paralelní rozhraní.
Obrázek 4.1: Možná rozhraní rekonfigurace FPGA Spartan-6 dle zvoleného módu
Zdroj: Oficiální dokumentace UG380 [6]
Na kitu Minerva je vybraný mód zvolen napevno tak, že pin M0 je přiveden na úroveň
VCC a M1 na GND tedy logickou úroveň 0. Zvolen je tedy vždy mód 01. Tímto jsou
možnosti programování značně omezeny a vypadává tím i varianta použití při inicializaci
paralelního portu FlexBus ze strany MCU, který je přímo navržen pro efektivní řízení
FLASH pamětí.
Zvolený mód ponechává k dispozici využití rozhraní SPI a JTAG v pozici FPGA jako
master zařízení. Buďto si tedy konfiguraci nahraje sám z paměti DRAM, která je vyhra-
zen právě k tomutu účelu. Druhou možností zůstává komunikace a načtení konfigurace
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ze zařízení připojeného prostřednictvím JTAG rozhraní, což je v našem případě kontrolér
Vinculum. Popsané způsoby programování shrnuje schéma 4.1.
4.4 Programování za běhu
Pro programování za běhu platí obdobná skutečnost, jako u programování MCU pomoci
podpůrného firmware. Tedy pokud do hradlového pole zavedeme firmware, který je scho-
pen sám měnit obsah SRAM paměti, případně připojené DRAM pamětí, není již o moc
složitější upravit takový firmware tak, aby získával potřebná data z libovolného existujícího
komunikačního rozhraní. k tomuto účelu slouží tzv. mód Multiboot [6, str. 131], který je
iniciován ze strany FPGA a následně zpřístupňuje rekonfiguraci pro libovolného inteligent-
ního agenta na některém z připojených rozhraní, což v našem případě může být jak MCU
či čip VNCII.
Dalším intuitivním způsobem je takový firmware, který pouze drátově propojí konektory
DRAM paměti na rozhraní kompatibilního typu s jinými piny FPGA. Po nahrání obsahu
paměti a resetu hradlového pole si již klasickým způsobem nahraje aktualizovaná data do
vlastní paměti SRAM.
Výrobce mimo tyto možnosti nabízí ještě další variantu a to programování prostřed-
nictvím interně nazvané IPROG [6, str. 134] rekonfigurace. Jedná se o speciální protokol
využívající 16-bitové rozhraní ICAP, pro jehož obsluhu lze dle Ing. Václava Šimka pro naše
účely použít rozhraní mikrokontroléru FlexBus. Dále jsem byl upozorněn, že při tomto
přístupu je potřeba při sestavení vygenerovat a při programování použít parciální konfigu-
raci.
4.5 Implementace
Samotná implementace některého z přístupu v rámci této práce nebude prováděná. Čtenáře
odkážu na současně vytvářenou diplomovou práci pana Buchty [10], která se právě výhradně
tímto tématem zabývá a dle informací od Ing. Šimka dosahuje uspokojivých výsledků.
Ostatní části této práce se soustředí na programování mikrokontroléru a vytváření ob-
služné uživatelské aplikace.
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Kapitola 5
Návrh systému pro programování
kitu
Na systém programování MCU byl kladen základní požadavek takový, aby se po připojení
kitu do sběrnice USB prezentoval jako USB Mass Storage. Konfigurační soubor by mělo být
možné zkopírovat na toto USB zařízení, čímž se provede samotné naprogramování MCU.
5.1 Bootloadery
Pro programování s využitím firmwaru zařízení se běžně používají tzv. bootloadery, do
češtiny někdy překládáno jako zavaděče. Dle umístění v paměti a persistence existují ná-
sledující tři typy bootloaderů [13].
5.1.1 ROM bootloadery
Tento typ je, jak již z názvu vyplývá, uložen v ROM paměti mikrokontoroléru a jeho
implementace je striktně vázána na specifický model MCU. Bývá dodáván a často i nahráván
přímo výrobcem čipu.
Jeho výhodou je, že je umístěn mimo běžný tok aplikace a tedy nahrávané aplikace není
potřeba před samotným programováním nijak upravovat. Nevýhodou je, že není každým
výrobcem dodáván, natož ke všem vyráběným typům. Není možné jej snadno modifikovat,
aby plnil další funkce a vyžaduje vlastní soukromou paměť.
5.1.2 One-shot bootloadery
Tyto bootloadery bývají nahrávány přímo v paměti FLASH. Jejich nevýhodou pro nás je
jejich původní záměr využití a to pouze jednorázové naprogramování čipu. Tedy nahraná
aplikace přepíše samotný bootloader.
Výhodou je opět fakt, že není potřeba nijak přizpůsobovat nahrávanou aplikaci tak, aby
byla kompatibilní s bootloaderem.
5.1.3 FLASH bootloadery
Posledním a pro naši aplikaci zvoleným typem je FLASH bootloader. Tento je umístěn na
počátečních adresách paměti FLASH, kde běžně bývá umístěná aplikace. Samotná aplikace
je pak nahrána v paměti logicky až za tento bootloader.
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Tento přístup má hned několik výhod, z nichž pro nás nejpostatnější jsou možnost
upravit si jej pro vlastní potřeby a téměř úplná kompatibilita napříč čipy nejen ze stejné
rodiny.
Toto s sebou nese i několik nevýhod. Vzhledem k jinému umístění aplikace je potřeba
upravit původní konfigurační soubor pro linker a přesunout vektory přerušení.
5.2 Freescale MSD Bootloader
Pro tuto práci byl zvolen Mass Storage Device FLASH Bootloader poskytovaný společností
Freescale [14] v základu určený pro MCU rodiny Flexis JM, ColdFire MCF522xx a právě
na kitu Minerva umístěný MK60N512. Poskytuje již vrstvu pro emulaci Mass Storage USB
zařízení s možností nahrát binární soubory potřebné k naprogramování FLASH paměti
mikrokontroléru.
5.2.1 Funkce MSD a USB enumerace
Ve chvíli kdy máme již Bootloader nahraný v našem kitu, se po připojení do USB v OS
Windows zobrazí nové zařízení s označením BOOTLOADER 5.1. Zařízení se tváří jako
disk se souborovým systémem FAT a zobrazuje jediný prázdný soubor informující o stavu
s názvem READY.txt.
Obrázek 5.1: Zobrazení Mass Storage BOOTLOADER ve Windows 7
Během procesu enumerace (rozpoznání zařízení) očekáváme dle [9] mimo jiné tyto kroky:
1. Zjištění třídy a podtřídy zařízení
2. Zjištění VendorID a ProductID
3. Přiřazení ovladače pro zařízení
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Class Subclass Protocol
0x08 0x06 0x50
Vendor ID Product ID Revision
0x15A2 0x0200 0x0002
Tabulka 5.1: Identifikace USB zařízení Bootloaderu
Zjištěné hodnoty 5.1 tedy značí, že OS s naším zařízením komunikuje na úrovni stan-
dardních SCSI příkazů a není pro tuto funkci potřeba nahrávat vlastní USB ovladače. Po
prozkoumání zdrojových kódů můžeme potvrdit, že bootloader skutečně odpovídá na zá-
kladní SCSI dotazy potřebné pro úspěšné rozpoznání zařízení. Obdobným způsobem lze
dosáhnout připojení zařízení i v OS Linux. Jelikož zařízení používá souborový systém FAT,
je potřeba při mountování toto zařízení připojit s přepínačem -u dos. Kompletní sekvence
příkazů pro načtení binární souboru je zobrazena v 5.1:
Listing 5.1: Shell skript pro připojení bootloaderu a nahrání konf. souboru v OS Linux
sudo umount /dev/sdx
sudo mkdir −p /mnt/minerva
sudo mount /dev/sdx ”−u dos” /mnt/minerva
sudo cp <path>/<f i l ename >. a fx . S19 /mnt/minerva
sync
s l e e p 1
sudo umount /dev/sdx
5.2.2 Programová struktura bootladeru
Samotný bootloader sestává z několika hlavních knihoven, jenž společně zpřístupňují zmí-
něnou funkcionalitu. Provázanost těchto knihoven ilustruje obrázek 5.2
Pro emulaci souborového systému slouží knihovna FAT. Nad touto stojí knihovna pro
zpracování a odesílání SCSI příkazů a následují vrstvy sloužící pro správnou enumeraci
zařízení tak, aby jej operační systém rozpoznal jako USB zařízení, konkrétně tedy jako
mass storage zařízení. Vrstvy od SCSI knihovny výše (na obrázku níže) jsou používány
i v průběhu vyslání požadavku na nahrání programu do paměti FLASH, k čemuž slouží
opět samostatná knihovna.
5.2.3 Struktura paměti
Bootloader je tedy v mikrokontroléru umístěn na nejvyšších místech paměti a po resetu
zařízení je primárně volán jeho inicializační kód, kde je teprve rozhodováno, zda pokračovat
do samotné aplikace nebo zpřístupnit programování pomocí výše popsaného Mass storage
device.
Pro zdrojový kód bootloaderu je vyhrazeno 48 kB paměti FLASH, která je chráněna
proti náhodnému přepsání, díky vhodnému nastavení bezpečnostních registrů FPROT. Sku-
tečně však obsazuje pouze 33 kB této paměti [14, str.9] a existuje tedy dostatek prostoru
pro vlastní modifikaci a přidání dalších funkcí.
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Obrázek 5.2: Programová struktura MSD bootladeru
Zdroj: Oficiální dokumentace k bootloaderu [14]
Bezprostředně za tímto vyhrazeným prostorem začíná programová paměť samotné apli-
kace počínaje její tabulkou vektorů přerušení. Do tohoto prostoru je přesměrován tok pro-
gramu, pokud se bootloader rozhodne inicializovat aplikaci. Pro samotnou aplikaci zůstává
tedy 463 kB dostupné programové paměti.
Jak bootloader tak uživatelská aplikace pak sdílejí společný prostor paměti RAM o ve-
likosti 127 kB.
5.2.4 Přizpůsobení aplikace
Aby nahrávané aplikace byly kompatibilní s výše popsanou paměťovou strukturou, je po-
třeba při jejich vytváření provést drobnou modifikace zdrojových souborů pro linker. Jedná
se zejména o posun místa počátku zápisu programu a přesun tabulky vektorů přerušení
tento postup je detailně popsán v příloze C
Bootloader podporuje různé binární formáty [14, str.3], pomocí kterých lze program
do zařízení nahrát. Jde o formáty CodeWarrior binary (.bin), a Motorola S-record (.S19).
CodeWarrior formát S19 ve výchozím nastavení negeneruje, ale lze to jednoduše nastavit
viz. C.
Dle specifikace [1] S-record formátu je maximální délka řetězce na řádek 256 bajtů a
takto dlouhé je generuje i CodeWarrior. Během testování však bylo zjištěno, že bootloader
si s dlouhými řádky nedokáže poradit a ze zdrojového kódu bylo dále odvozeno, že jeden
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Obrázek 5.3: Struktura obsazené paměti při použití Bootloaderu
řádek konfiguračního řetězce může dosahovat max. délky 128 bajtů včetně hlavičky a CRC
součtu, aby byl správně zpracován. Toto lze opět nastavit v prostředí CodeWarrior dle C.
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Obrázek 5.4: Rozhodovací proces běhu bootloaderu
5.2.5 Vlastní úpravy
Rozhodnutí bootloaderu, zda inicializovat režim MSD či spustit aplikaci je závislé primárně
na signálu od stisknutého tlačítka během resetu. Jako toto signalizační tlačítko jsem zvolil
tlačítko SW6 na kitu Minerva. Pokud je tedy při resetu MCU toto tlačítko stisknuto,
bootloader je spuštěn v režimu MSD. Toto využití nebrání použití daného tlačítka pro jiné
účely v uživatelské aplikaci. Podrobný popis běhu bootloaderu ilustruje obrázek 5.4
Aby bylo možné iniciovat reset MCU přímo z aplikace a zároveň volit, který režim má
být po resetu spuštěn, přidal jsem do zdrojových kódu reakci na další dva SCSI příkazy
0xFA (Reset do aplikace) a 0xFB (Reset do MSD režimu bootloaderu). Tyto SCSI příkazy
jsou dle specifikace [2] neobsazené a přístupné právě pro použití k aplikačně specifickým
účelům. Pro uchování informace požadovaného módu napříč resetem jsem si vyhradil 16
B paměti od konce FLASH paměti určené pro aplikace na 5.3 označená jako NVM (Non-
Volatile memory) registry.
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Kapitola 6
Popis vlastní aplikace
Na obslužnou aplikaci byl kladen požadavek, aby byla vytvořena v programovacím jazyce
Python. Zároveň se jako nejvhodnější při rozhodování o prostředku zpracování grafického
uživatelského rozhraní jevilo využití multiplatformní knihovny Qt a prostředí Qt Creator
z důvodu jednoduché a intuitivní implementace, vysoké přenositelnosti, kvalitní dokumen-
taci, velké programátorské komunitě a možnosti snadného propojení s dalšími jazyky.
Pro využití knihovny Qt v jazyce Python byla zvolena knihovna PySide, která je ob-
dobou knihovny PyQt, ale narozdíl od ní je licencovaná pod LGPL (zatímco PyQt jen
pod GPL). Pro vytvoření finální spustitelné .exe aplikace pak byla použita knihovna Py-
thon cx Freeze. Podrobné informace o využitém softwaru a vývojových prostředích jsou
dostupné v příloze E .
Aplikace získala pracovní název QDevKit3.
6.1 Uživatelské rozhraní
Při vytváření uživatelského rozhraní aplikace jsem se snažil co nejvíce vycházet z programu
QDevKit pro FITkit [16]. To samozřejmě z důvodu snadného přechodu současných uživatelů
a zachování současného paradigmatu aplikace.
Na levé straně aplikace se tedy nachází panel se stromovou strukturou projektů dle
příslušných skupin. Na pravou stranu byl umístěn panel zobrazující známá připojená za-
řízení. Ve středové oblasti se potom vypisují detailní informace o zvoleném projektu či
zvoleném zařízení a tlačítka s dostupnými akcemi.
Na spodní straně aplikace se nachází informační konzole, která zobrazuje odděleně
obecné informace, informace o průběhu sestavení a programování aplikace a nakonec varo-
vání a chybová hlášení.
Podrobné informace u jednotlivých funkce lze nalézt v uživatelském manuálu B
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Obrázek 6.1: Screenshot z aplikace QDevKit3
6.2 Využití prostředků CodeWarrior
Jako výchozí aplikace pro tvorbu projektů, jejich sestavení a programování projektů bylo
zvoleno prostředí CodeWarrior (ve verzi 10.5), z důvodu jeho dlouhobodého použití a
rozšíření na naší fakultě.
Aplikace CodeWarrior oplývá však jen omezenými možnostmi, jak jej využít z pro-
středí příkazové řádky. v případě programování se dokonce nelze obejít inicializaci GUI této
aplikace. v aplikaci QDevKit3 je však tento způsob programování určen jen pro nahrání
Bootloaderu do MCU a poté se tomuto způsobu programování lze vyhnout. Společnost
FreeScale nově poskytuje i další software s efektivnější funkcionalitou z příkazové řádky
popsán v podkapitole 6.6.2.
Pro vytvoření makefile souborů a samotnému sestavení projektů slouží program ecd.exe
viz. [3]. Jeho využití je nepostradatelnou součástí aplikace QDevKit3. Výstupy z běhu jsou
uživateli zobrazeny v konzoli Build.
Aby bylo pro uživatele opravdu možné obejít se od počátku znalosti ovládání prostředí
CodeWarrior a nahrát tedy i samotný bootloader, využívá aplikace QDevKit3 program
cwide.exe [7] v režimu příkazového řádku. Pro úspěšné programování touto cestou je potřeba
vygenerovat pracovní prostor projektu, poskytnout výsledný .afx soubor získaný z kompi-
lace, ale také projekt s existující běhovou konfigurací (Launch/Run configuration), která
je závislá na typu zařízení a použitém MCU. Pro tento účel tedy existuje skrytý projekt
s názvem dummy s již připravenou funkční konfigurací pro kit Minerva, do jehož adresáře
je umístěn zmíněný .afx soubor a odkud se spouští samotné programování. GUI aplikace se
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po úspěšném běhu ukončí a není již nutné tento způsob programování využívat, přestože
to může být vhodné, pokud chceme nahrát firmware bez existence bootloaderu.
Ve vlastním zdrojovém kódu jsou všechny funkce související s prostředím CodeWarrior
odděleny v samostatné knihovně CodeWarrior.py a přiřazeny třídě CodeWarrior. Je tedy
jednoduché zvolené prostředí později nahradit novějším při zachování či mírné modifikaci
současného API třídy. Zároveň lze nahradit použitou třídu při portaci aplikace na jiný
operační systém.
6.3 Identifikace zařízení
Pro rozpoznání a identifikaci jednotlivých USB zařízení je využito API Windows knihovny
libusb1.0.dll. Tato knihovna není standardní součástí operačního systému Windows a je
instalovaná s aplikací.
Její rozhraní umožňuje zažádat o výpis aktuálně připojených USB zařízení včetně infor-
mací o jejich VendorID a ProductID. Tyto údaje jsou následně porovnány s informacemi
z uživatelského nastavení, kde je zároveň i název pod jakým se má zařízení zobrazovat
v programu a typ zařízení, které určuje jejich možnosti programování a odlišuje zejména
standardní ladící a programovací rozhraní od bootloaderu.
U bootloader zařízení je navíc potřeba zadat informaci o parametrech mass storage
zařízení, a to sériové číslo svazku či název svazku, díky kterým je následně programem
zjištěno jaké písmeno disku mu bylo systémem přiřazeno. Tato znalost je potřebná pro
účely programování prostřednictvím přímé kopie binárních souborů na tento disk.
6.4 Přenositelnost
Veškeré systémové funkce potřebné pro běh programu, které jsou vázány na operační systém
Windows jsou na úrovni zdrojových kódu odděleny do samostatné knihovny OsAPI.py
v odvozené třídě WinAPI.
Při modifikaci a přizpůsobení aplikace i pro jiné operační systémy je tedy potřeba pouze
vytvořit další podtřídu se stejným API a v inicilizační sekci aplikace ji dle aktuálního OS
zvolit.
Další úpravu pak vyžaduje knihovna CodeWarrior dle výše popsaného postupu 6.2 na
základě zvoleného softwaru poskytující funkce pro sestavení a programování projektů.
6.5 Vzorové aplikace
Pro demonstraci všech funkcí programu a úprav potřebných pro funkci bootloaderu byly pro
aplikaci vytvořeny dva kompletní projekty v prostředí CodeWarrior a dále pro demonstraci
možnosti uživatele, zvolit si i vlastní projekty a používat je v aplikaci, jsou poskytnuty dva
binární soubory typu S-Record.
6.5.1 GPIO
Tento projekt vychází z manuálu Minerva LEDs.pdf poskytnutého Ing. Václavem Šim-
kem, zároveň se nacházejícím na doprovodném CD. Ilustruje základní konfiguraci vstupů
výstupů pro obecné užití (GPIO) pro ovládání tlačítek SW2-SW6 a LED diod D9-D12
umístěných přímo na kitu Minerva. Dále byla provedena úprava souboru .lcf pro linker,
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postupem popsaným v příloze C, potřebná pro správnou funkci při programování bootloa-
derem.
6.5.2 Timer
Zde je mimo úpravy souboru linkeru demonstrována i úprava potřebná pro správnou funkci
přerušení, tedy výše zmíněné přestěhování vektoru přerušení do paměti RAM. Základní
funkcí tohoto programu je inicializace PIT timeru, který po určitém časovém intervalu
vyvolá ono přerušení, ve kterém je měněn logický signál na LED diodách a výsledným
chováním je tedy jejich periodické blikání.
6.5.3 Uživatelské projekty
Hlavní strom projektů zobrazuje standardní projekty, které budou nejspíše spravovány vyšší
autoritou a synchronizovány s SVN. Uživatel má však možnost vytvořit si a přidat do
aplikace vlastní projekty či pouze zkompilované binární soubory, které touto synchronizací
ovlivněny nebudou.
Jedná se o formáty .cproject, který obsahuje informace o kompletním CodeWarrior
projektu v příslušném adresáři, .afx představující výsledný binární soubor kompilace a
konečně .S19 tedy formát, který lze použít pro nahrání do paměti FLASH bootloaderem.
Dva takové soubory jsou po instalaci připraveny v uživatelském adresáři pro demonstraci
této funkcionality.
6.6 Doporučený další vývoj
6.6.1 Propojení s FPGA knihovnou
Jak již bylo poznamenáno v kapitole 4, implementací programování hradlového pole FPGA
se tato práce nezabývá a v době psaní této technické zprávy je vypracovávána diplomová
práce vyhrazena tomuto tématu.
Pokud bude splněn bod 4 jejího zadání [10], tedy tato funkcionalita bude ve formě
knihovny pro ARM, doporučuji ji propojit s bootloaderem a využít pro ni zbývající prostor
paměti FLASH, který je pro něj nyní vyhrazen.
6.6.2 Kinetis Design Studio IDE
Koncem dubna tohoto roku byla společností Freescale zveřejněná nejnovější verze vývojo-
vého prostředí Kinetis Design Studio 3.0 1, které se jeví jako vhodný nástupce v současnosti
používaného prostředí CodeWarrior.
Mezi jeho výhody patří zejména užší zaměření na rodinu Kinetis, ale zejména poskytuje
efektivnější přístup, jak kompilovat, programovat a spravovat projekty pomocí konzolové
aplikace GMD, tedy bez nutnosti spouštění IDE.
Navíc je dostupný i v nejnovějších verzích pro operační systémy Linux a Mac OS, zatímco
CodeWarrior je v nejnovější verzi (10.6) určen pouze pro OS Windows. Poslední verze
podporována OS Linux byla verze 10.2.
Tento krok by měl být zvážen mezi prvními, zejména před zahájením tvorby sady de-
monstračních projektů, jelikož projekty vytvořené v prostředí CodeWarrior nejsou nadále
1http://www.freescale.com/webapp/sps/site/prod summary.jsp?code=KDS IDE&nodeId=0152101E8C1EB4
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kompatibilní se strukturou projektů v prostředí Kinetis Design Studio. (přestože existuje
nástroj pro jejich portaci)
6.6.3 Úprava pro použití v OS Linux
Po předchozím kroku, tedy po rozhodnutí o vývojovém prostředí, které bude využíváno na
operačních systémech Linux, doporučuji přizpůsobit aplikaci QDevKit3 tak, aby splňovala
stejné funkce jako stávající verze pro Windows. Jedná se zejména o úpravu zdrojových
souborů OsAPI.py a CodeWarrior.py popsanou v jedné z předchozích sekcí 6.4.
6.6.4 Vytvoření terminálu
Pro snazší ovládání a komunikaci s aplikací a bootloaderem by bylo vhodné na mikrokontro-
léru zavést klienta terminálu. k tomu se jako nevhodnější zdá využití čipu Vinculum II, který
je s MCU propojen pomocí jeho UART4. Na straně čipu by bylo tedy potřeba definovat
obslužnou rutinu, která by obsluhovala při přerušení od portu UART předem definovanou
sadu příkazů a na straně PC k tomuto účelu vytvoří příslušný COM port vyhrazený pro
tuto komunikaci.
Doporučuji prozkoumat řešení, které v sobě zahrnuje čerstvě představený Bootloader
for Kinetis MCUs 2
Toto řešení je již doprovázeno i kompatibilní uživatelskou aplikací pro pohodlné progra-
mování právě pomocí příkazů přes sériovou komunikaci.3
Pro základní sadu příkazů lze použít i Custom SCSI příkazy po vzoru těch, které jsou
v aplikaci nyní používány pro účely resetu zařízení přímo z aplikace.
6.6.5 Další úpravy
V porovnání se současně používanou aplikací QDevKit není v aplikaci QDevKit3 implento-
vána podpora pro synchronizaci projektů s SVN, podpora vzdáleného překladu a možnosti
jazykové lokalizace.
Mimo tyto funkce je zajisté potřeba doplnit velké množství demonstračních projektů
pro mikrokontrolér a následně i pro FPGA.
Důrazně doporučuji udělat revizi stávající dokumentace, jelikož bylo při testování kitu
Minerva hned několik nesouladů mezi informacemi získaných ze schématu zapojení a sku-
tečností. Základní poznatky jsou shrnuty v příloze D avšak je pravděpodobné, že podobných
nepřesností bude více, jelikož se kit stále vyvíjí a může docházet ke změnám.
Stejně tak manuál pro vytvoření projektu pro zprovoznění LED diod a tlačítek Mi-
nerva LEDs.pdf obsahuje zásadní chyby, znemožňující popsanou a autorem zamýšlenou
funkci.
Při analýze způsobů programování hradlového pole bylo zjištěno, že řídící piny M0 a M1,
které slouží pro volbu módu použitého pro konfiguraci FPGA při inicializaci, jsou pevně
přivedeny logické úrovně. Doporučuji zvážit při nejbližší hardwarové revizi jejich vyvedení
na jumpery nebo na některé z pinů mikrokontroléru, čímž by se zpřístupnily další možnosti
jeho programování.
2http://www.freescale.com/webapp/sps/site/prod summary.jsp?code=KBOOT&fsrch=1&sr=1&pageNum=1
3http://2014ftf.ccidnet.com/pdf/0108.pdf
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Kapitola 7
Závěr
Výsledkem této práce je detailní představení architektury výukové platformy Minerva,
včetně popisu propojení jednotlivých částí. Podrobně jsou popsány způsoby programo-
vání mikrokontroléru Kinetis K60 s jádrem ARM Cortex-M4 a hradlového pole Spartan-6
zejména se zaměřením na ty varianty, které jsou dostupné s využitím rozhraní USB.
Další části jsou již věnovány výhradně programování mikrokontroléru. Nejprve je před-
stavena skupina specializovaného firmware určeného pro vlastní obsluhu programování tak-
zvaných bootloaderů, z nichž je zvolen nejvhodnější splňující kladené požadavky a ten je
použit pro implementaci. Je zároveň popsán způsob jeho modifikace pro bezproblémový
chod na kitu Minerva jak na operačním systému Windows, tak i v OS Linux. Tímto byla
splněna základní část zadání.
Následně byla vytvořena obslužná uživatelská aplikace pro operační systém Windows,
jenž mimo zprostředkování programování mikrokontroléru prostřednictvím bootloaderu na-
bízí i možnost sestavení programu a jeho nahrání do FLASH paměti mikrokontroléru za
použití prostředků vývojového prostředí CodeWarrior. Mimo to nabízí jednoduchou správu
projektů včetně vzorových projektů demonstrujících výše popsané funkce. Správnost její
funkce byla ověřena na 32-bitovém operačním systému Windows 7 a 64-bitovém OS Win-
dows 8.
Na základě získaných poznatků v průběhu vypracování a studia související literatury
jsou poskytnuta doporučení pro směřování dalšího vývoje a přípravy pro zavedení kitu
Minerva do výuky na naší fakultě. Nedostatek ve stávajícím řešení spatřuji zejména ve
fixaci na funkce vývojové prostředí CodeWarrior, a ve stejné části tedy nabízím alternativu
k tomuto přístupu.
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Příloha A
Obsah CD
CWdemoFiles/ vzorové .afx soubory pro QDevKit
DLLs/ potřebné DLL knihovny
Images/ obrázky použité v programu i v textu této práce
Images/vector/ .ZMF(Zoner Callisto Format) a .eps soubory
PDF/Bachelor/ zdrojové LATEXsoubory této technické zprávy
PDF/Manuals/ potřebné manuály (návod k instalaci, uživatelská příručka)
PythonFiles/ zdrojové .py soubory aplikace QDevKit3
QtFiles/ potřebné zdrojové Qt soubory pro GUI aplikace
SVNProjects/ vzorová struktura SVN projektů
SVNProjects/apps/demo/ vzorové CodeWarrior projekty
SVNProjects/apps/bootloader/ CodeWarrior projekt obsahující upravenou verzi Bootloaderu
Third-Party/ Soubory třetích stran
Third-Party/AN4379/ výchozí verze Bootloaderu včetně dokumentace
Third-Party/Docs/ dokumentace k MCU MK60DN512VMD10
Third-Party/Docs/Minerva/ dokumentace ke kitu Minerva
1 QtToPySide.bat dávkový soubor pro převod Qt souborů do prostředí Python
2 PySideToExe.bat dávkový soubor pro kompilaci do výsledné .exe aplikace
3 CreateInstallerScript.iss konf. soubor Inno Setup pro vytvoření instalačního balíčku
QDevKit3 setup.exe výsledný instalační balíček aplikace
bp xdohna26.pdf PDF verze této technické zprávy
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Příloha B
Uživatelský manuál aplikace
QDevKit3
Obrázek B.1: Screenshot z aplikace QDevKit3 s označením popsaných prvků
Na obrázku 6.1 je zobrazena hlavní uživatelské rozhraní aplikace QDevKit3. Zde je popis
funkcí jednotlivých tlačítek a oken:
1. Načtení uživatelský projektů - podporuje formáty .afx, .S19 a kompletní CodeWarrior
projekty definované souborem .cproject
2. Přidání známých zařízení - zobrazí v nastavení sekci zařízení, kde lze definovat za-
řízení, která mají být rozpoznána jako zařízení Minerva podle udaných identifikátorů
VendorID a ProductID. Dále je potřeba jejich typ. Mezi rozpoznávané typy patří:
• minerva
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• minerva-bootstrap
Ostatní typy nejsou definovány a nebudou plnit v programu žádnou funkci, podobně
jako předdefinovaný USB Hub
3. Adresář projektu - otevře adresář projektu v prostředí explorer operačního systému
4. Otevřít v CW - spustí program CodeWarrior a načte zvolený projekt
5. Čištění a sestavení - Provede čištění a sestavení vybraného projekt
6. Program - Zahájí programování způsobem závislým na typu zvoleného zařízení
7. Nastavení - Zobrazí dialogpvé okno zprostředkující uživatelské nastavení
8. Konfigurace sestavení - V případě, že je k projektu přiřazeno více konfigurací, zde
je možné zvolit, se kterou z nich pracovat (standardně bývá vytvářená konfigurace
RAM a FLASH)
9. Projekty pro kit Minerva - Zde je zobrazena struktura projektů použitelných pro
programování
10. Uživatelské projekty - zde jsou zobrazeny projekty načtené uživatelem v bodu 1
11. Obnovení projektů - načte aktuální strukturu projektů v jejich adresáři
12. Připojená zařízení - V tomto okně jsou zobrazena aktuálně připojená zařízení -
obsah není při odpojení/připojení automaticky aktualizován
13. Najít zařízení - Obnoví seznam připojených zařízení
14. Otevřít MSD Bootloaderu - Zobrazí mass storage device, které je vyhrazeno zvo-
lenému bootloaderu
15. Reconnect - Měkký reset mass storage device - slouží pro dokončení přenosu (flush)
kopírovaných souborů. Na úrovni OS bývá přenos totiž často bufferován.
16. Reset do aplikace - Zahájí tvrdý reset zařízení a pokusí se iniciovat aplikaci, pokud
je zde nějaká nahrána
17. Reset do Bootloaderu - Provede tvrdý reset, ale setrvává v módu Bootloaderu
18. Uživatelská konzola - Tato konzola slouží pro výpis o průbězích prováděných pro-
cesů a případných chybách
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Příloha C
Manuál pro vytváření projektů v
prostředí CodeWarrior
V hlavním menu programu zvolíme File>New>Bareboard Project, zvolíme nátev a
umístění projektu a stiskneme tlačítko Next
V tomto okně zvolíme náš model mikroprocesoru tedy Kinetis K Series>K6x Fa-
mily>K60D (100MHz) Family>MK60DN512 dle obrázku C.1
Obrázek C.1: Nastavení mikrokontroléru MK60DN512
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V dalším okně ponecháme výchozí nastavení dle obrázku C.2
Obrázek C.2: Nastavení MulitLink přístupu k FLASH paměti
Na tomto okně musíme zvolit jako sestavovací nástroj ARM Tools Freescale dle C.3,
abychom mohli generovat výstupy ve formátech .afx a .S19.
Obrázek C.3: Nastavení použití Freescale kompilátoru
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V nastavení projektu - Project>Properties zvolíme C/C++ Build>Settings a
ve vnitřním menu ARM Linker>Output. Zde zatrhneme vytváření S-Record souborů
(Generate S-Record File) a nastavíme maximální délku (Max S-record Length) na
48 bajtů viz. obrázek C.4.
Obrázek C.4: Nastavení výstupů projektu
Ve složce Project Settings>Linker Files nalezneme soubor MK60DN512 flash.lcf
a jeho sekci MEMORY nahradíme následujícím kódem:
Listing C.1: Editace .lcf souboru pro Linker
MEMORY {
m inter rupt s (RX) : ORIGIN = 0x0000C000 , LENGTH = 0x00000400
m cfmprotrom (RX) : ORIGIN = 0x0000C400 , LENGTH = 0x00000010
m text (RX) : ORIGIN = 0x0000C410 , LENGTH = 0x00073BE0
m data (RW) : ORIGIN = 0x1FFF0400 , LENGTH = 0x0001FC00
}
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V hlavním souboru main.c poté jako první voláme funkci pro přestěhování tabulky
vektorů přerušení dle vzoru:
Listing C.2: Editace main souboru projektu - přesun vektoru přerušení
#include ” types . h”
int move i rq tab l e ( void )
{
// Copy A p p l i c a t i o n Stored I n t e r r u p t Vector t a b l e to RAM
u in t 32 ∗ pdst ;
u in t 32 ∗ psrc ;
int i ;
pdst = ( u in t 32 ∗) 0x1FFF0000 ;
psrc = ( u in t 32 ∗)0 xC000 ;
for ( i =0; i<0x100 ; i ++,pdst++,psrc++)
{
∗pdst=∗psrc ;
}
// Redirec t the v e c t o r t a b l e to the new copy in RAM
SCB VTOR = ( u in t 32 )0 x1FFF0000 ;
}
int main ( void )
{
move i rq tab l e ( ) ;
}
Poté lze projekt upravovat a sestavovat již standardním způsobem.
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Příloha D
Zjištěné zapojení pinů portu P1 na
kitu Minerva
Obrázek D.1: Screenshot z aplikace QDevKit3
Ne všechny piny byly testovány, zda odpovídají uváděnému zapojení. Ty jejichž zapojení
bylo potvrzeno jsou označeny zelenou barvou a ty, které nesouhlasí s dokumentací jsou
označeny červeně a u většiny z nich je i doplněno i skutečné zapojení.
Uváděné skutečnosti byly zjištěny na kitu Minerva s označením MINERVA1 13/008 a
porovnávány se schematickou dokumentací [11] s číslem revize 0.92.
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Příloha E
Použitý software při vývoji
aplikace QDevKit3
Použitý software při vývoji aplikace QDevKit3 je shrnut v tabulce E.1, standardní i doplňové
Python knihovny, včetně zdrojů jsou v tabulce E.2.
Min. verze Použitá verze
Python 3.0+ 3.4
Qt 5.0+ 5.4.1
CodeWarrior 10.1+ 10.5
Tabulka E.1: Verze použitého software
Standardní sys, os, platform, time, subprocess, struct xml.dom.minidom, winreg
Doplňkové
Název Zdroj
PySide https://github.com/PySide
pywin32 http://sourceforge.net/projects/pywin32
PyUSB http://sourceforge.net/projects/pyusb
cxFreeze http://cx-freeze.sourceforge.net
pySerial http://pyserial.sourceforge.net
Tabulka E.2: Použité standardní i doplňkové knihovny Python
Při vývojí byla použita a při dalším vývoji jsou doporučena následující vývojová pro-
středí E.3:
Min. verze Použitá verze
PyCharm 4.0+ 4.0.5
Qt Creator 3.3+ 3.3.1
Tabulka E.3: Verze použitých vývojových prostředí
Nakonec je potřeba mít v systému k dispozici knihovnu libusb.dll dostupnou z http:
//www.libusb.org/
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