Given a polygonal channel between obstacles in the plane or in space, we present an algorithm for generating a parametric spline curve with few pieces that traverses the channel and stays inside. While the problem without emphasis on few pieces has trivial solutions, the problem for a limited budget of pieces represents a nonlinear and continuous ('infinite') feasibility problem. Using tight, two-sided, piecewise linear bounds on the potential solution curves, we reformulate the problem as a finite, linear feasibility problem whose solution, by standard linear programming techniques, is a solution of the channel fitting problem. The algorithm allows the user to specify the degree and smoothness of the solution curve and to minimize an objective function, for example, to approximately minimize the curvature of the spline. We describe in detail how to formulate and solve the problem, as well as the problem of fitting parallel curves, for a spline in Bernstein-Bézier form.
Introduction
A channel is a fat curve of varying thickness that represents a contiguous opening between obstacle regions as depicted in Figures 1 and 14 . The challenge is to solve the channel problem.
Channel Problem: Given a channel, construct a spline of prescribed smoothness and number of control points that traverses and stays strictly inside the channel.
Examples of channel problems are automated navigation, for example, piloting a submarine through a narrow underwater canal; fitting piping, for example, threading piping past existing structures while minimizing kinks to decrease resistance to flow; computing free paths for analyzing nano-structures; designing curved circuitry; parametrizing cutter paths so that the cutting tool avoids obstacles and sudden acceleration and deceleration; graph drawing, where graphs and networks have to be laid out for better visualization. Many of these tasks are too large or timeconstrained for human intervention, say moving control points and visually checking for interference in the 2D projections. The channel problem can be trivial or extremely difficult depending on the smoothness requirements and the number of pieces prescribed. On one hand, if the budget is no concern and the curvature distribution and optimal smoothness are not crucial, naive approaches work; for example, rounding off the piecewise linear channel center curve, or using one higher-degree polynomial piece per channel segment and Hermite-interpolating heuristically derived values at the channel breakpoints.
On the other hand, if the clearances are tight and few spline pieces are needed, the exact constraints of the channel problem are nonlinear and continuous (also called infinite), in that we need non-interference for every parameter value. Off hand, without additional structure, such problems do not have a bounded complexity and are not tractable algorithmically. In our approach, we deal with tight clearances and few pieces by approximating the exact contraints. We approximate safely from one side so that our output is certified to be a solution. In the process, we will miss solutions, but only solutions that an a posteriori test, based on the same tight bounding constructs, would also not be able to certify as solutions.
Since continuous, nonlinear optimization is known to be difficult, we need only elaborate on the second claim that a trial-and-error approach with automatic refinement of the spline will likely -generate many more spline control points than necessary, and hence increase the cost for downstream processing, and -introduce unnecessary oscillations into the spline path. Moreover, the cost of checking non-interference is not negligible and comes with the same trade-off: less sophisticated tests are faster but yield poorer results in the number of pieces and quality of the resulting curve. Figure 2 illustrates this point with an approach that would, at first sight, appear to be 'reasonably ok in practice'. The steps are: generate points on the central axis of the channel, construct an interpolating spline curve, test for interference and refine or coarsen. There are many possible interpretations of this general recipe and possibly one that works better than the specializations we tried. The examples in Figure 2 , use chordlength parametrization, Matlab's cubic spline routine and uniform refinement. After two refinements, the 12 polynomial pieces of the curve visually fit into the channel. But the spline control polygon does not lie inside. That means that a control-point based test, such as checking the convex hull, would report interference and trigger a third refinement. Also note the oscillations in the spline. The strategy proposed in this paper returns the sinle polynomial curve piece sketched in Figure 3 below and shown in detail in Figure 12 , page 16. The solution process also certifies that the curve lies in the channel. channel curve in sleeve curve in channel Fig. 3 . The basic idea. Given the (simple 2D) channel (left), a piecewise linear enclosure or sleeve for a candidate curve is constructed (middle) and the problem is solved by fitting the sleeve into the channel (right).
Our approach to solving the channel problem is to construct a (piecewise linear) sleeve around a candidate space curve; then it is sufficient to constrain this sleeve -rather than the original nonlinear curve -to stay within the channel as illustrated in Figure 3 . Carefully formulated, this approximation results in a linear feasibility problem that is solvable as a Linear Program, say by the simplex method. (An alternative formulation, as semi-definite programming problem, will not be considered here.) A solution to the linear feasibility problem solves the original problem and, due to the tightness of the sleeve that we use, only solutions with very low clearance are missed. The missed solution curves are exactly those that also the a posteriori intersection test, based on piecewise linear enclosure of the curve with the same granularity, would miss. (Note that testing intersection with Newton's method would only be safe if we used interval arithmetic [7] . Efficient interval arithmetic, in turn, depends on tight piecewise linear enclosures.) That is, a solution curve that would be missed by the proposed approach would also be declared 'potentially intersecting' by an a posteriori test of the same granularity.
While the channel problem only asks for a feasible curve, we can add optimality and uniqueness by augmenting the feasibility problem with a linear (or quadratic) optimization function. The result is the standard linearly constrained minimization problem:
min f (b) subject to linear equality and inequality constraints.
The structure of the paper is as follows. In Section 2, we review and select a sleeve. In Section 3, we define spline, sleeves and parameterization. In Section 4, we list the constraints in full detail. In Section 5, we add an objective function. In Section 6, we specialize the setup to 2D and parallel curve problems. In Section 7, we illustrate the approach with several examples.
Bounding constructs and related work
Construction of a sleeve around the spline curve is equivalent to enclosing the spline curve with linear pieces. However, in the channel problem, the coefficients of the spline curve are unknown and sought as the solution of the feasibility problem. Therefore one would like the enclosure to have three properties.
(i) The enclosure should depend linearly on the coefficients of the spline representation.
(ii) The enclosure should be as narrow as possible.
(iii) The enclosure should be refinable to adaptively adjust to where the channel is particularly narrow or tricky to navigate.
The literature offers many choices of enclosures or bounding constructs that could in principle be used to construct a sleeve (see Figure 4 ). However, requirement (i) rules out oriented bounding boxes and convex hull based approaches, or building a local coordinate system and bounding box in the normal direction [10] . In fact, Figure 12 illustrates that these enclosures are not sufficiently narrow even for simple channels. Requirement (ii) rules out the use of even looser bounding constructs such as bounding spheres and axis-aligned bounding boxes. The best match of linearity, tightness and refinability for the channel problem are the enclosures developed in [12,?] . However, even these require a smart formulation to reduce the problem to the standard linearly constrained minimization problem.
For functions in one variable, a channel problem was formulated in [11] . However, for functions, as opposed to free-form curves, the problem is much simpler since the parametrization is fixed and 'above' and 'below' make sense. Another closely related class of problems appears in graph drawing [3, 16] . There, however, the emphasis is on a large number of piecewise linear curves with few pieces.
Modeling the problem
We treat both the spline and the channel as a sequence of N pieces (see Figure 5 ), one to one matching each channel piece with one spline piece. A spline piece is one polynomial piece, but a channel piece can consist of n c segments. That is, one spline piece can be threaded through a longer stretch of the channel. Each spline piece is enclosed by the n e segments of its enclosing sleeve.
Since we are dealing with parametrized space curves, we need to create a correspondence of spline pieces with the channel. We could do this by explicitly matching spline parameters to channel parameters, i.e. traversing in lockstep. The other extreme is to allow any piece of the spline to be associated with any piece of the channel. The first option is convenient for implementation since it simplifies the constraints. However, we found that it is too restrictive: good solutions were not found. The drawback of the second solution is not only that we need to check every breakpoint against every channel segment, but also that the curve can turn back onto itself. We avoid both extremes by matching pieces, specifically, associating the break points of the sleeve with specific channel segments. This allows working locally and prevent multiple traversal of segments.
In the next two subsections, we define the channel and the sleeve in detail so that we can formalize the correspondence of in Section 4.
Channel definition
Each channel piece, or c-piece, is a sequence of cross-sections. A cross-section has σ edges. For example, in Figure 5 , each cross-section is quadrilateral, i.e. σ = 4. The vertices need not be co-planar. Adjacent cross-sections span a channel segment, short c-segment. The σ faces of the c-segment are split into triangles with normals consistently oriented outwards. In Figure 5 , left, each c-piece consists of two adjacent c-segments.
The cross-sections (and hence the channel segments) do not have to be convex. However, the formulated constraints will force the curve through the (convex) intersection of all the halfspaces defined by the facets of the channel segment.
In our implementation, the faces are triangulated using the same pattern to simplify the channel representation and σ is constant; but the channel can be designed with different values of σ at every cross-section and the triangulation can be arbitrary with consistent normals.
Spline definition
For simplicity, we represent the space curve in Bézier form; it is not difficult to use 
where the b ℓ are the control points.
slefe definition
Our method is based on slefes (slefe is short for: subdividable linear efficient function enclosure, and is pronounced like sleeve) developed in [12] , [13] , [18] .
Since slefes are a relatively new construct, we give some background in the next paragraph. This information is not necessary to use slefes in the context of this paper, but may be of interest to some readers. 
It is easy to check, that a d i is uniquely defined by the constraints Fig. 6 . Bézier coefficients of a 5 2 .
For degree d = 3, a d 1 has the coefficients 0, −2/3, −1/3, 0 and a d 2 (t) = a d 1 (1 − t) so that 
where
Note that e and e are piecewise linear since l(b), a d i and a d i are, but that e and e do not linearly depend on the coefficient b i due to the min and max selections. However, with care, we will still be able to formulate the expressions as linear inequality constraints in Section 5. Also note that either min{0, D i b} = 0 or max{0, D i b} = 0 so that e has only d summands.
We observe in practice that only little is lost by fitting a slefe inside the channel rather than a spline inside the channel since the tables recording the breakpoint values of a [14] shows that for any convex cubic piece b, the ratio between the tightest possible sleeve for b and the slefe e and e of b is always less than 1.07.
Sleeve definition
Conforming to the segmentation of the channel, the slefe of each polynomial piece is called an enclosure or e-piece (Figure 7) . Each linear segment in the e-piece is an e-segment and there are n e e-segments per e-piece. With ν ∈ {x, y} for a planar curve or ν ∈ {x, y, z} for a spatial curve, e-pieces are defined in the following terms. 
Correspondence: matching parametrizations of channel and spline enclosure
We parametrize the channel and the slefe so that we can locally associate c-segments with e-segments and vice versa. The start parameter of each (c-or e-) piece is t = 0 and the end parameter is t = 1. The internal parameters increase uniformly with the index as illustrated in Figure 8 , right. Letv 
The constraint system
We can now formulate the 3D channel problem as a linearly constrained feasibility problem for fitting a degree d spline with N polynomial e-pieces through a channel with N c-pieces. The following subsections make each of the constraints precise:
(1) Min-max selection of second differences. The constraints apply to pieces p, coefficients ℓ, differences i, and coordinates ν:
Min-Max selection
Our first challenge is to formulate the min and max selection as linear equalities and inequalities. To this end, we define, in addition to the unknown coefficients 
such thatẽ 
That is, we are potentially fitting a wider sleeve than the slefe into the channel. This is the correct inclusion since fitting the wider sleeve guarantees that the narrower slefe of the solution curve fits; this, in turn, implies that the solution curve fits into the channel. In fact, the objective function discussed in Section 5 will drive the sum of the ǫ p i,ν to zero.
Correspondence and Smoothness
Like all linear equality constraints, the next set of constraints could be eliminated by substitution. The first constraint prevents a curve piece from freely sliding to 
[0]
[0] another c-segment (see also (3c) below).
(2) Correspondence and Smoothness: ((3N − 2) × dim) constraints b p 0,ν = center of the starting cross-section of the p th piece.
Additional constraints that can be expressed as linear equalities or inequalities, such as C 2 continuity, can be just as easily added to the system.
Interference checks
The remaining constraints combine the x, y, and z components to ensure that the curve stays inside the channel. Here the piecewise linear nature of e ν and e ν pays off. For e Using the parametric correspondence of Section 3.5, we can test the sign of the signed volume of tetrahedra with one point on the e-piece and a corresponding channel triangle as base. Equivalently, we can compute the sign of the inner product of the triangle's normal with the edge pointing from any of the three vertices of the triangle to the point on the e-piece. Specifically, by keeping e p s inside the corresponding channel segment, Constraint (3a) and (3c) below makes sure that the sleeve does not pierce the channel. Conversely, Constraint (3b) makes sure that the channel does not pierce the sleeve. The number of constraints can be reduced by only testing concave, inward-pointing breakpoints of the channel. Both in (3a) and (3b), normal We observe that for any curve violating (3c) there appears to be another feasible curve with lower sum of absolute second differences (Figure 10 , right without the loop) that can be obtained by purely local operations. Given our choice of objective function in Section 5 below, this explains why we have never observed Constraint (3c) taken on.
The objective function
The standard Linear Program has the form min f (b), subject to linear equality and inequality constraints.
The previous section listed the constraints (1,2,3a,3b,3c) and we may add an objective function f . (If there is no objective function, then the problem is called a linear feasibility problem.) A possible choice for f is to minimize the sum of the absolute second-differences, penalizing loops and oscillations. Since 
This problem can now be handed to a standard linear constraint solver, say solvers that use the interior point method or the simplex method. If the problem has no solution, some solvers return an answer minimizing infeasibility and a list of violated constraints. This indicates the location where to increase the degree d or the number of slefe segments n e , or to decrease the number of channel segments n c per piece.
Specialization to planar channels and extension to parallel curves.
A 2D channel has an upper and a lower piecewise linear boundary (with normals oriented outwards). The slefe stays within such a planar channel if we enforce a simplified version of (3a) and (3b). We arbitrarily name one channel boundary 'upper' and the other 'lower', normUpper be able to generate our tight solutions to the channel problem even after subdivision.
The channel in Figure 13 , left consists of twelve c-segments. To accommodate the sharp turns while maintaining C 1 continuity, we chose n c = 1, i.e. one polynomial per c-segment. Formulated in 3D (the channel has 'depth' perpendicular to the viewing direction), the problem was solved in 0.24 seconds.
Both Figure 5 , right and Figure 13 , right consist of twenty segments. The solution spline is of degree d = 4, n c = 2 and one polynomial piece fits each pair of c-segments. The solution time varies with the narrowness of the channel: 2.64 seconds for the left and 3.42 seconds for the right example in Figure 13 . The final example is Figure 14 . Here a safe, smooth path for a (0.96-unit wide) robot is computed. The top-left image shows the obstacles. As a first step, an channel is traced through the obstacles so that our path-fitting method can be applied. The bottom-left shows the spline path fit through the channel maintaining a 0.48-unit buffer on either side. The bottom-right shows the robot at equal parameter increments traversing the environment.
Summary
The sleeve-based approach may be viewed as bridging a gap between techniques of computational geometry and geometric design since we tightly link linear discrete with non-linear continuous representations. While the constraints appear at first sight complex, they are all necessary to guarantee correctness while allowing for a wide range of solutions with flexible parametrization within each segment for parametric space curves. Although costlier than naive approaches, the overall optimization framework has the advantage of providing an objective function to pick solutions with preferred properties.
