Documents go through numerous transformations and intermediate formats as they are processed, in a workflow, from abstract markup into final printable form. Unfortunately, it is common to find that ideas about document components, which might exist in the source code for the document, become completely lost within an amorphous, unstructured, page of PDF prior to being rendered. Given the importance of a componentbased approach in Variable Data Printing (VDP) we have developed a collection of tools that allow information about the various transformations to be embedded at each stage in the workflow, together with a visualization tool that uses this embedded information to display the relationships between the various intermediate documents.
INTRODUCTION
It is increasingly the case that document creation can be automated. Each document then becomes the output from a pipeline of processing and transformation stages. In these circumstances it becomes ever more difficult to trace which portions of the source document map into some given area on the output rasterized page.
Typically, a document workflow will start with a high-level representation, which nowadays may possess a considerable degree of structural abstraction [1] . This is then successively transformed through several stages with structural information being replaced by layout information, leading finally to pages in some page description language such as PDF.
Tracing changes made to an XML document is a common concern in XML-based structure editors [2] . Previous work on transformation from XML source to an explicit PDF final form, using a mapping tree, can be found in [3, 4] .
The work described in this paper is based around a workflow that uses DocBook [5] and XSL-FO [6] but the techniques described are generic to any XML-based workflow. The transformations are described by XSLT scripts and the final transformation from XSL-FO to PDF is performed by Apache's FOP [7] (an opensource FO processor written in Java). The initial DocBook source code is transformed into an XSL-FO file through use of the DocBookXSL stylesheets [8] . The final stage in the workflow is concerned with transforming the XSL-FO file into PDF using Apache FOP. This processor lays out the various 'areas' in the document and generates the required PDF operators to produce final output in the correct fonts and colours.
TRACKING THE WORKFLOW
Each step of the document workflow can be considered as a function that takes some input and produces a new output. The generated content will consist of either transformed parts of source (for example, a marked-up paragraph in DocBook may be transformed into an <fo:block/>) or content may be generated by the transformation (e.g. the insertion of page numbers). However, if we look only at the output, it is generally impossible to tell which part of the input file was the source for any given part of the output, even when the transformation is a simple one.
To enable the transformations to be visualized it is necessary to augment the output, at every stage, with information that links each portion of the output to the corresponding part of the input. We have termed this extra information Generational Side-Band information (GSBI) to signify that it is transmitted alongside the actual document content to track the way in which each piece of the document content has been generated. There are clear parallels here to the addition of information by a high-level language compiler, into the final executable program, in order to enable source-level debugging [9] .
Generational Side-Band Information
The GSBI stored on each generated node must at the very least be able to highlight the node in the source that was used to generate the output node, and preferably also to detail the transformation that was used to generate it. Since each stage of the workflow produces an XML file (except for the final FOP stage), the GSBI Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. can be captured as an XPath expression having the necessary predicates to ensure that the correct node is selected.
Once the GSBI has been calculated, it is necessary to annotate the generated XML with this information. The easiest storage option is to place the GSBI onto each generated node as a set of attributes in their own gsbi: namespace. Since the number of transformations in the workflow, and therefore the number of attributes, is unknown, the following format is used:
• There is a single attribute, gsbi:stages, that accumulates the names of the transformation stages as a space-separated list. This list defines the order in which the transformations have been applied, with the leftmost stage being the first.
•
All attributes relevant to a particular transformation stage are prefixed with the name of that stage.
The stage name is arbitrary since its sole purpose is to serve as a prefix for attributes describing a particular step in the workflow. This means that the stage name needs to be both unique and consistent across the whole output.
At each subsequent stage in the document workflow, the existing GSBI attributes, generated by previous transformations, must be copied onto newly generated nodes, followed by the addition of attributes relating to the current transformation. Therefore, in the final form document, the resulting components will have tracing information stored that describes every stage of the workflow.
XML-XML TRANSFORMATIONS
Since the GSBI data is to be stored as attributes on the XML source nodes, it falls to the XSLT script to generate these nodes (once again, this is similar in spirit to a compiler generating debugging information to be added to an object file).
In order to generate these GSBI attributes, extensive modifications will be required that might cloud the desired operation of the script. To understand this, consider the example given below. Here, the output document would need to be augmented as follows:
To generate the gsbi:stages attribute it is necessary to add the following XSLT section every time an XML node is added:
<xsl:attribute name="gsbi:stages"> <xsl:value-of select="@gsbi:stages"/> <xsl:valueof select="$stage-id" /> </xsl:attribute>
The old attribute's value (if present) is copied over, and the new stage identifier is added (this would be generated by another piece of XSLT code). In the same way, the XPath of the current node has to be built up (XSLT provides no explicit function for finding the XPath of the current node) and added as an attribute. The same is true for the transformation XPath.
Clearly, the amount of code to support these extra attributes is extensive and there is a distinct possibility of errors creeping in. To avoid the tedium of making the numerous individual changes to the stylesheets by hand, it is possible to exploit the fact that XSLT scripts are themselves XML documents, which can be transformed by yet another XSLT script. In this way a single "modifying" XSLT script can be used to adapt a whole range of similar "target" XSLT scripts.
XML-PDF TRANSFORMATIONS
PDF as discussed in [10, 11] describes each page as a monolithic stream of operators. This means that when transforming XSL-FO to PDF we are faced with the problem of how we 'tag' which part of the page has been generated by each source node. Two options exist, the first is to utilize the logical structure tree present in Tagged PDF [11] and the second is to use the Component Object Graphic model [10] . We chose the latter approach firstly because it enables us to embed the GSBI in each component rather than having it contained, remotely, in a tree of pointers, and secondly because the self-contained renderability of COGs provides implementation flexibility in the visualizer.
Component-Object Graphics
In the PDF-COG model the page becomes a series of discrete components (COGs), each completely encapsulated and separated from every other COG. Although PDF is not XML based, we can still tag the COGs with the required GSBI, as follows. In [10] we explain that a COG is implemented within a COG-PDF file as a FormXObject. Each FormXObject has a header dictionary (associative array) associated with it and, fortunately, the PDF specification allows for the addition of domain-specific information to these dictionaries (indeed, the COG specification already makes use of this ability). Therefore, it is possible for us to include an additional dictionary, containing the GSBI, for the visualizer software to access. Listing 4.1 shows the modified structure where an extra entry has been added to the COG header (under the SourceInfo key) that contains the same data previously stored as attributes in the XML stages of the workflow. 
Modifying Apache FOP
The design of Apache FOP is such that it is split into two halvesthe front end dealing with the parsing of the input XSL-FO file and the back end dealing with generating the desired output format. As an intermediate data structure, between these two halves of the processor, Apache FOP specifies an Area Tree, in which the various XSL-FO nodes have been processed into a hierarchical structure of abstract areas. To pass through the GSBI generated in earlier stages of the workflow, FOP's front end requires modification to ensure that this new information is reflected in the Area Tree.
Each of the back-end code-generators included as part of Apache FOP walks over the area tree structure and generates the appropriate output format. By default, FOP generates standard PDF, which does not have the required granularity for component visualization. Thus, to support component objects on the finalform page, FOP's PDF code-generator was modified to generate COG PDF.
Layout Modifications
The front end of Apache FOP takes an input XSL-FO file, parses it, lays out the various 'areas', and generates an intermediate Area Tree. Internally, FOP does not build a DOM representation of the XML document but instead creates its own data structures. This is advantageous since it is possible to extend these data structures to store the GSBI data.
Two changes were required to ensure that the Area Tree would contain all the required information for the back-end PDF renderer. Firstly, the GSBI contained within the XSL-FO file needs to be copied across onto the relevant objects as they were created. FOP's XML parsing routines needed to be modified to make them aware of the GSBI attributes contained in the XSL-FO source and to ensure they were parsed alongside the XSL-FO attributes.
Secondly, the GSBI data had to be updated with information about the transformation that FOP itself was performing. The parser keeps track of its current position within the XSL-FO input, and can use this information to generate an XPath when needed. Therefore, when a new part of the Area Tree was created, the current XPath (representing the part of the XSL-FO input that had caused it to be created) was fetched from the parser and stored alongside the GSBI already present within FOP's data structures.
PDF Code Generation
An initial inspection of Apache FOP's PDF code generator showed that extensive modifications would be required in order to generate COG-PDF. Firstly, the structure of the Area Tree is such that the various areas are commonly grouped into 'blocks'. As the PDF renderer descends the Area Tree, it renders these blocks by calling other methods to handle the various types of area. Since these blocks typically correspond to logical blocks in the content (paragraphs, headings etc) it was decided that this was a good place to 'hijack' the processing of the Area Tree in order to generate COG-PDF. In this way each input block would correspond to a COG in the output PDF. This strategy was implemented by setting up the new objects required for COG output, within the code generator, followed by a final output of the set of COGs as a PDF stream together with a resetting of various internal 'state' objects.
There were a number of other modifications that were needed to fully implement the COG model. These included resource and coordinate handling together with insertion of the required Spacer objects onto the current page to reference the individual COGs at the correct positions on the page [10] . 
VISUALIZATION
The result of the modified document workflow components is a COG-PDF file where each COG contains embedded GSBI detailing the precise transformations that were used to create it. Using this information, it is possible to write tools that allow the user to visualize the document workflow. A screenshot from our visualizer is shown in figure 5.1. Here, the original XML source document is shown in tree form alongside the PDF document. The UI enables the user to see part of the PDF document with its source XML node highlighted, and vice versa, i.e. one can also highlight part of the XML tree and see which part of the PDF it generated.
CONCLUSIONS AND FUTURE WORK
Throughout this paper the tagging information calculated and stored in the various stages of the document workflow refers back to particular nodes in the input, and in the intermediate XML files, as well as to specific filenames. This is a potential source of problems whenever modifications are made to the source document after the final output file has been produced, because the XPath references in the final PDF may then no longer be accurate. A simple method of solving the problem is to generate and store a hash of the source file, along with all the other information, and to check this hash when referring to the file in any way. However, the research now being conducted into versioning of XML files [12] may, in the long run, lead to a resolution of this problem.
The tools developed to modify the DocBookXSL scripts are capable of modifying any XSLT script that takes XML-based markup as its input and produces XML as output. Therefore, an obvious extension to our work is to verify that our tools and techniques truly do work on XML-based source document types other than DocBook and also to find a way of supporting non-XML input. A possible way of tackling this latter problem is via IML [13] , which generates a common XML output format for a variety of non-XML inputs. This common output format can then be processed by our existing tools. Indeed, this present work grew out of collaborations with the authors of IML, at the University of Bologna, and further collaboration is envisaged.
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