Abstract-Model checking is a powerful technique for verifying systems and detecting errors at early stages of the design process. When model checking is used to check properties of Petri net, the specification has to be expressed in temporal logics. In this paper we will focus on how to characterize some important properties of Petri net such as reachability, liveness et al. with the computation tree logic CTL. Under the characterization Petri net can be verified automatically with the help of a model checker.
When model checking is applied to check Petri nets, the properties are needed to be expressed with temporal logic. Some important properties include reachability [7] , liveness, boundedness [8] , reversibility, home state, coverability, and persistence. In this paper we exploited how to describe these properties with computation tree logic CTL. Under the description, a model checker such as NuSMV can be used to check Petri nets automatically.
II. PETRI NET
Historically speaking, Petri nets originate from the early work of Carl Adam Petri. Since then the use and study of Petri nets have increased considerably. The classical petri net is a directed bipartite graph with two node types called places and transitions. The nodes are connected via directed arcs. Connections between two nodes of the same type are not allowed.
Definition 2.1.
A petri net is a four-tuple:
2) T is a finite set of transitions
is a set of arcs. 
M is the set of states reachable from M.
Definition 2.3.
A petri net is bounded iff for each place there is a natural number n such that for every reachable state the number of tokens in p is no more than n, i.e. , for every 0 ( , , , )
III. THE COMPUTATION TREE LOGIC CTL
Definition 3.1. The Kripke structure of a petri net is a four-tuple , where S is the set of states, R is the transition relation, and
s is the initial state. S and R are defined inductively as follows.
1)
AP is a function that labels each state with the set of atomic propositions true in that state.
5) S and R have no other elements.
In the following of this section K is the Kripke structure of a petri net and
s is the initial state in K. Computation Tree Logic CTL are composed of path quantifiers and temporal operators. The path quantifiers are used to describe the branching structurein the computation tree. There are two such quantifiers A(for all computation paths) and E( for some computation path). The temporal operators describe properties of a path through the tree. There are four basic operators:  • X ("next time") requires that a property holds in the second state of the path.
 • F ("eventually" or "in the future") operator is used to assert that a property will hold at some state on the path.
 • G ("always" or "globally") specifies that a property holds at every state on the path.
 • U operator is used to combine two properties. It holds if there is a state on the path where the second property holds, and at every preceding state on the path, the first property holds.
The syntax of CTL formulas is given by the following rules:
We define the semantics of CTL with respect to a Kripke structure. ( 1 f , 2 f are CTL formulas and p is an atomic proposition.)
1)
, 
IV. CHARACTERIZING PETRI NET'S PROPERTIES WITH CTL

A. Reachability
Reachability is a fundamental basis for studying the dynamic properties of any system. The firing of an enabled transition will change the token distribution in a net according to the transition rule described in Section 2. A sequence of firing will result in a sequence of marking. The reachability problem for petri nets is the problem of finding if M is reachable from 0 M for a given state M .We have the following theorem.
Theorem 4.1. M is reachable from the initial state
M 0 iff 0 1 1 2 2 , | ( '( ) ( ) '( ) ( ) ... '( ) m K s EF M p M p M p M p M p       ( )) m M p  .
B. Boundedness
Boundedness is a very important property for Petri nets. By verifying that the net is bounded or safe, it is guaranteed that there will be no overflows in the buffers or registers, no matter what firing sequence is taken. 
Liveness is an ideal property for many systems. However it is impractical and too costly to verify this strong property for some systems such as the operating systems of a large computer. Thus we relax the liveness condition and define different levels of liveness as follows [5] [8] . 
