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Abstrakt
Cílem této práce je realizace aplikace, která bude odečítat polohu ve třech osách 
pomocí tří IRC snímačů. Získaná informace bude předána na výstup pomocí sériové linky, pro 
další  zpracování.  K  účelu  realizace  bude  použito  programovatelné  hradlové  pole  rodiny 
SmartFusion  ve  spolupráci  s  procesorem Cortex-M3  od  firmy  Actel.  Oba  tyto  prvky  jsou 
součástí  jednoho  integrovaného  obvodu,  což  má  bezesporu  své  výhody.  Dále  firma  Actel 
poskytuje robustní vývojové prostředí Libero IDE, jehož součástí  je i simulátor,  které celou 
filozofií návrhu zjednodušuje. Pro potřebu programování zabudovaného procesoru bude použito 
prostředí Microsemi SoftConsole, které Actel rovněž dává k dispozici. K definici hradel v rámci 
programovatelného pole bude použit jazyk VHDL a pro naprogramování procesoru bude použit 
jazyk C. Věřím, že moje diplomová práce dobře ozřejmí danou problematiku a rovněž ukáže 
výhody plynoucí ze zvoleného způsobu realizace této aplikace.
Klíčová slova
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Abstract
The aim of my thesis is to design FPGA application for identification of location in 
three axises using IRC sensors. Received information will be transmitted to the output device 
via serial link for further processing. The programmable gate array of SmartFusion family in 
conjunction with Cortex-M3 processor made by Actel company will be used during the project  
implementation. Both of these elements are part of one integrated circuit which undoubtedly has 
its advantages. Actel company also provides robust Actel Libero IDE development environment 
that  includes  a  simulator,  which  simplifies  the  whole  design  philosophy.  For  the  need  of 
programming of embedded processor Microsemi  SoftConsole environment  provided also by 
Actel  will  be  used.  I  will  take  advantage  of  the  VHDL language  for  the  definition  of  the 
programmable  gate  array as  well  as  of  the  C language  for  programming  of  the  processor. 
I believe that my thesis will clearly demonstrate the issue and also will show the advantages of 
the method chosen to implement this application.
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Úvod
Celá práce se zabývá problematikou realizace funkčního vzorku aplikace FPGA 
pro odečítaní polohy ve třech osách pomocí IRC snímačů. Tato aplikace by měla být využitelná 
hlavně v oblasti automatizace. Výhodou tohoto řešení je paralelní zpracování výstupu z IRC 
snímače, což není v případě zpracování signálu mikrokontrolérem možné (není-li použito více 
jader).  Navíc  je toto řešení  velmi  flexibilní  a  tudíž  velmi  lehce přizpůsobitelné konkrétním 
požadavkům.  Další  výhodou je  poměrně  nízká cena.  Samotná  práce se  zařízením FPGA je 
v podání firmy Actel, na jejímž výrobku jsem celou aplikaci realizoval, velmi efektivní.
V první kapitole přesněji popíši požadavky na celý systém.  Následující kapitola 
bude  věnována  základnímu  seznámení  se  s  principem  IRC  snímačů.  Další  kapitola  blíže 
popisuje hradlové pole od firmy Actel, pomocí něhož jsem aplikaci realizoval. Kapitola, která 
následuje, pojednává o systémovém návrhu aplikace. Dále se věnuji návrhu hardwarové části 
a posléze se zabývám rovněž i softwarovou částí aplikace. Seznamuji s problémy, které mohou 
nastat a také se způsoby jejich řešení. Poslední kapitola se zabývá způsoby testování, které jsem 
použil  a  také  jejich  výsledky.  Jednotlivé  kapitoly  jsou  doplněny  obrázky,  které  dokreslují 
aktuálně probíranou část dané problematiky.
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1. Požadavky na systém
V  rámci  této  kapitoly  bych  rád  blíže  specifikoval  požadavky  na  práci  celého 
navrhovaného systému. V podstatě se jedná o jakýsi pohled ze strany uživatele. Uživatel se 
příliš nezajímá o princip funkce aplikace. Zajímá ho, co je jejím vstupem, a co může očekávat  
na  výstupu.  Samotná  aplikace  je  z  tohoto úhlu  pohledu jen jakási  „černá skříňka“,  u  které 
uživatele zajímá, co musí udělat pro to, aby získal data, která potřebuje.
Vstupem jsou signály z IRC snímače, pomocí nějž je možno určit aktuální polohu. 
Vzhledem k tomu, že moje aplikace řeší polohu v prostoru, je zapotřebí snímat tři souřadnice. Z 
tohoto důvodu není vstupem pouze jeden IRC snímač, nýbrž tři. Pro každou osu je jeden IRC 
snímač. Jednotlivé osy označme jako osu X, osu Y a osu Z. Tudíž aktuální poloha bude určena 
třemi souřadnicemi, a to souřadnicemi X, Y a Z.
Výstupem mé aplikace bude informace o aktuální poloze (daná souřadnicemi X, Y 
a Z) a stav IRC snímačů. Tato informace bude dostupná pomocí sériové linky, přes kterou bude 
možná komunikace s aplikací. Blokové schéma aplikace zobrazuje následující obrázek.
(Obrázek 1.1)
Blok  s  názvem FPGA  aplikace  znázorňuje  mnou  realizovanou  aplikaci,  jež  je 
schopná  komunikovat  pomocí  sériové  linky  s  nadřízeným  zařízením.  Pojmem  nadřízené 
zařízení  se  obecně  myslí  zařízení  schopné  komunikovat  přes  sériový port,  které  má  zájem 
o informace poskytované FPGA aplikací a získanou informaci je schopno následně zpracovat.  
Například se může jednat o mikrokontrolér řídící automatizované zařízení, jenž ke své funkci  
potřebuje údaje o poloze.  V mém případě bude nadřízeným zařízením osobní počítač,  který 
budu používat pro testování a pomocí nějž budu demonstrovat funkčnost aplikace.
Komunikace mezi nadřízeným zařízením a FPGA aplikací bude probíhat tak, že 
nadřízené zařízení vyšle FPGA aplikaci požadavek na data. Formát požadavku bude realizován 
zasláním  ASCII  symbolu  „G“  (GET).  Pokud  FPGA  aplikace  obdrží  tento  příkaz,  odešle 
sériovou linkou odpověď. Formát odpovědi je na obrázku číslo 1.2.
(Obrázek 1.2)
Odpovědí  bude  rovněž  ASCII  zpráva.  Zpráva  bude  rozdělena  na  čtyři  části 
symbolem „&“. První částí zprávy je symbol „0“. Následuje blok IRC X, který nese informaci 
získanou z IRC snímače pro osu X, blok IRC Y nese informaci získanou ze snímače pro osu Y 
a poslední blok nese informaci získanou ze snímače pro osu Z. Pokud je zaslán FPGA aplikaci 
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chybný příkaz, aplikace zašle jako odpověď pouze symbol „1“, což znamená chybu.
Informace  z  jednotlivého  snímače  obsahuje  aktuální  hodnotu  dané  souřadnice 
a stavové  informace  snímače.  Stavová  informace  se  skládá  z  indikací  přetečení,  podtečení 
a chyby. Přetečení nastává v případě, kdy je hodnota souřadnice na maximální úrovni a dojde 
k další inkrementaci (zvýšení hodnoty souřadnice). Podtečení je generováno, pokud je hodnota 
souřadnice nulová a dojde k dekrementaci (snížení hodnoty souřadnice). Chybová informace 
indikuje stav, kdy IRC snímač poskytl aplikaci nepovolenou kombinaci výstupních signálů.
Formát zprávy snímače ukazuje obrázek číslo 3.
(Obrázek 1.3)
Význam jednotlivých částí zprávy IRC snímače je následující:
▪ S – Status (Chybový stav)
▪ O – Overflow (Přetečení)
▪ U – Underflow (Podtečení)
▪ FF – For Future (Pro budoucí použití)
▪ LV – Location Value (Hodnota souřadnice)
Zpráva IRC snímače  je  32  bitová.  První  bit  nese  informaci  o  chybě,  pokud je 
nulový (nízká úroveň), znamená to normální stav. V případě, že je bit na úrovni jedna (vysoká  
úroveň),  indukuje  chybový  stav.  Po  dobu  chybového  stavu  zůstane  hodnota  souřadnice 
konstantní. Zpracování chybového stavu je ponecháno na nadřízeném zařízení. Chybový stav je 
ve vysoké úrovni  do té doby,  dokud IRC snímač neposkytne povolenou kombinaci  signálu. 
Pokud se toto stane, systém inkrementace a dekrementace hodnoty souřadnice pokračuje dle 
běžných postupů.
Přetečení a podtečení jsou rovněž reprezentována jedněmi bity. Je-li vše v pořádku 
(nenastalo přetečení ani podtečení), jsou tyto bity na nízké úrovni. Pokud však nastane přetečení 
nebo podtečení, je příslušný bit nastaven na vysokou úroveň. Tento stav je považován za fatální 
chybu.  Předpokládá  se  totiž,  že  pokud  nastane  za  provozu  samotného  stroje  (který  ke  své 
správné funkci používá zjišťování aktuální polohy), znamená to vážný chybový stav, jenž by 
mohl způsobit velké škody. Proto pokud daný stav nastane (podtečení nebo přetečení), FPGA 
aplikace se nastaví do chybového stavu, ve kterém zůstane až do doby restartu FPGA aplikace. 
Během tohoto  chybového  stavu  zůstane  hodnota  souřadnice  konstantní  (maximální  úroveň 
souřadnice v případě přetečení a minimální hodnota souřadnice v případě podtečení) a signály 
z IRC snímače nejsou vůbec brány v potaz.
Následující částí IRC zprávy je pět bitů rezervovaných pro budoucí použití. Pokud 
by vyvstaly požadavky na přenos dalších informací, je možno je použít. FPGA aplikace je díky 
své struktuře velmi flexibilní, proto není problém ji přizpůsobit konkrétním požadavkům.
Poslední a nejpodstatnější částí IRC zprávy je část LV nesoucí hodnotu o aktuální 
hodnotě souřadnice. Pro tuto hodnotu je vyhrazeno 24 bitů. To znamená, že rozsah hodnoty 
souřadnice  je  0  až  16  777 215.  V případě  překročení  těchto  mezních  hodnot  nastane  stav 
přetečení  nebo  podtečení.  Podtečení  nastane,  pokud  IRC snímač  požaduje  snížení  hodnoty 
souřadnice a aktuální  hodnota souřadnice je 0.  Přetečení  nastane naopak v případě,  když  je  
požadavek na zvýšení hodnoty souřadnice a momentální hodnota souřadnice je 16 777 215.
Pro osu je generována IRC zpráva. Z toho plyne, že zpráva odpovědi obsahuje tři 
IRC zprávy. Jednu pro souřadnici X, jednu pro souřadnici Y a jednu pro souřadnici Z (viz obr.  
1.3).
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2. IRC snímač
IRC snímač (Incremental rotary encoder), nebo také inkrementační rotační snímač, 
je  snímač  k  určování  vzájemné  polohy  dvou  mechanických  celků.  Jeho  úlohou  je  převod 
rotačních pohybů na elektrické signály. Tyto snímače jsou většinou montovány na hřídel, kde 
jsou  pak  schopny dávat  informace  o  pootočení  hřídele  vzhledem k  statickému  bodu.  Tyto 
snímače se uplatňují především v průmyslových aplikacích, kde je často k efektivnímu řízení  
stroje  potřeba,  aby  řídicí  jednotka  měla  k  dispozici  aktuální  polohu  daného  řízeného 
mechanismu. Jedná se o určování polohy s vysokou přesností.
IRC snímač je, jak už se v názvu vyskytuje, rotační, takže momentální poloha se 
určuje na základě pootočení snímaného mechanismu. Ze signálu snímače lze pak určit nejen 
úhel natočení, případně počet otáček, ale také například rychlost otáček. Co přesně se bude ze  
signálu IRC snímače zjišťovat, je záležitostí zařízení, které tyto signály zpracovává.
Obecný  princip  tohoto  snímače  spočívá  v  clonění  světelného  toku  mezi  jeho 
zdrojem a snímačem (obr.  2.1).  Zdrojem světla je většinou LED dioda. Snímačem se myslí  
fotocitlivý prvek jako například fotodioda či fototranzistor. Tyto prvky jsou citlivé na světlo  
určité  vlnové  délky  dopadající  na  jejich  PN přechod.  Míra  dopadajícího  světla  pak  určuje 
vodivost  PN  přechodu.  Obecně  by  se  dalo  říci,  že  pokud  PN  přechod  fotodiody  nebo 
fototranzistoru  bude  osvětlen,  bude  tím dodána  energie  jeho  elektronům,  v  důsledku čehož 
dojde k otevření PN přechodu a daná součástka se stává vodivou. Výstupem IRC snímače jsou 
právě úrovně napětí elektrického obvodu vedoucího skrze fotocitlivou součástku. Pokud tedy 
fotocitlivá  součástka  nemá  dostatek  energie  získané  dopadajícím  světlem,  PN  přechod  je 
uzavřen a tudíž je obvod rozpojen.  Výstupní napětí  je nulové (v nízké úrovni).  V opačném 
případě, když je PN přechod vlivem dostatečného toku světla otevřen, obvodem může procházet 
proud a snímané napětí se dostává do vysoké úrovně (úroveň jedna).
(Obrázek 2.1)
Pokud  bude  světelný  tok  mezi  fotocitlivou  součástkou  přerušován,  na  výstupu 
snímače bude přerušovaný signál v závislosti na době přerušení světelného toku. Bude-li clona 
kruhového tvaru a na úrovni zdroje světla a fotocitlivého snímače se budou nacházet otvory 
v pravidelných  rozestupech  (obr.  2.2),  a  bude-li  touto  kruhovou  clonou  otáčeno,  je  možné 
z výstupního signálu určit jak úhel natočení tak i rychlost otáček.
(Obrázek 2.2)
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Úhel  natočení  je  možno  stanovit  na  základě  počtu  impulzů  obdržených 
z fotocitlivého snímače, jsou-li otvory po obvodu rozmístěné v pravidelných rozestupech. Počet 
zaznamenaných impulzů lze provádět  například pomocí  čítače.  Samozřejmě,  čím bude větší  
počet  otvorů  v  rámci  této  kruhové  clony,  tím přesněji  bude  možné  určit  momentální  úhel 
natočení. Předpokladem je, jak jsem již dříve uvedl, konstantní vzdálenost mezi otvory.
Rychlost otáčení lze určit vztažením počtu otáček na jednotku času. Ovšem, pokud 
rychlost otáčení není konstantní, výsledkem bude pouze průměrná rychlost otáček.
Dále je možno detekovat zastavení otáček IRC snímače,  a to jednoduše tím, že 
hodnota výstupního signálu snímače se ustálí na vysoké nebo nízké úrovni indikující přítomnost  
světla dopadajícího na fotocitlivý prvek nebo naopak absenci světla (clona mezi zdrojem světla 
a fotocitlivým snímačem).
Jak je z výkladu patrné, z takto realizovaného  IRC snímače není možno detekovat 
směr  otáček,  což  by  v  praktickém  použití  bylo  velmi  omezující.  Pro  odstranění  tohoto 
nedostatku se v rámci jednoho IRC snímače používají dva fotocitlivé snímače (dva světelné 
zdroje)  a  otvory  ve  dvou  úrovních.  Otvory  ve  cloně  jsou  vůči  sobě  posunuty,  což  má  za 
následek fázové posunutí  obou výstupních signálů z fotocitlivých snímačů (viz obr.  2.3).  Je 
vhodné zvolit takovou míru posunutí otvoru clony, aby výstupní elektrické signály byly vůči  
sobě posunuty o 90° (obr. 2.4).
(Obrázek 2.3)
Výše  naznačený  způsob  snímaní  umožňuje  i  stanovení  směru  otáček  za 
předpokladu,  že  systém  provádějící  analýzu  výstupních  signálů  senzoru  tyto  signály  dobře 
interpretuje. Obecně řečeno, podle toho, který signál je v předstihu oproti druhému signálu, je 
možné určit směr otáček. V případě, že bude v předstihu druhý z těchto výstupních signálů IRC 
snímače, ukazuje to na opačný směr otáčení.
Pokud  by  tedy impulzy  z  IRC snímače  byly  počítány čítačem,  opačné  otáčky 
budou mít za následek odečítání hodnoty čítače.
Mezi nevýhody takto realizovaného IRC snímače patří skutečnost, že otáčky jsou 
určené vzhledem k počáteční poloze.  Na základě odchýlení  se od počáteční polohy dochází 
k zvýšení  nebo  snížení  hodnoty  čítače.  Pokud  by  nebyla  známa  aktuální  hodnota 
inkrementačního  čítače,  kterým jsou  otáčky počítány,  a  tím je  vlastně  určena  poloha,  není 
možné momentální polohu určit. O tento údaj lze přijít například v důsledku výpadku napájení 
systému  a  následným  vynulováním  hodnoty  čítače.  Řešením je  kupříkladu  přidání  dalšího 
zdroje světla, který bude snímán dalším snímačem přes přidaný, tzv. nulovací, otvor, který bude 
indikovat  počáteční  stav  (toto  řešení  není  možné  použít  vždy,  záleží  na  povaze  konkrétní 
aplikace). Po znehodnocení dat v čítači se pak IRC snímač musí natočit do této polohy. Nebo je 
postačující samotné mechanické zařízení, které rovněž uvede IRC snímač do počáteční polohy.  
Teoreticky by další  možností  mohlo  být  průběžné ukládání  hodnoty čítače  do non-volatilní 
paměti (režie paměti je časově náročnější, tento způsob se rovněž nepoužívá).
V  mé  práci  předpokládám,  že  po  restartu  nebo  po  znehodnocení  dat  v  čítači  
samotný systém zajistí uvedení IRC snímače do startovní polohy. Dále se předpokládá, že IRC 
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snímač bude mít  určité mechanické dorazy nebo omezení,  které mu neumožní  otáčet  se  do 
záporných hodnot nebo do hodnoty, která způsobí přetečení čítače. To znamená, že startovní 
pozice  je  brána  jako  nulová,  následně  je  možno  otáčet  jedním  směrem  tak,  aby  nedošlo 
k přetečení čítače, popřípadě otáčení opačným směrem, avšak maximálně do nulové hodnoty.
Pokud by byla potřebná možnost otáčení z výchozí pozice oběma směry, je možno 
nastavit  počáteční pozici čítače impulzů IRC snímače nikoli  na nulu, ale třeba na poloviční 
hodnotu rozsahu. Například za předpokladu osmibitového čítače (maximální  hodnota je tedy 
255) by došlo k přetečení, pokud by aktuální hodnota čítače byla 255 a došlo by k dalšímu  
pootočení směrem nahoru. Pokud tedy je požadováno otáčení z výchozí pozice oběma směry, je 
možno počáteční hodnotu čítače nastavit nikoliv na nulu, ale na hodnotu 127. Ovšem nyní bude 
možno provést otočení jedním směrem pouze do hodnoty 127, zatímco v předchozím případě to 
bylo  až  255.  Toto  je  možné  provést  jak  mechanickým nastavením této  polohy,  tak  i  tuto 
skutečnost lze zohlednit v rámci zpracování signálu z IRC snímače.
Samozřejmě  existuje  více  možností  konkrétní  realizace  IRC  snímače,  ale  pro 
potřeby mé  práce  je  dostačující  tento  obecný  popis  funkce.  V  mé  práci  předpokládám,  že 
jednotlivé IRC snímače používají dva výstupní signály. Signál V a signál G. Tyto signály budou 
oproti sobě posunuty o 90° v rámci periody, jak ukazuje následující obrázek.
 (Obrázek 2.4)
3. Programovatelné hradlové pole
Programovatelná hradlová pole (Field Programmable  Gate Array – FPGA) jsou 
číslicové integrované obvody,  které jsou tvořeny velkým množstvím buněk uspořádaných do 
matice. Vhodným pospojováním těchto buněk je možná realizace jakýchkoli logických obvodů 
za předpokladu dostatečného množství buněk. Jedná se tedy o obvody, které jsou programovány 
přímo  zákazníkem podle  konkrétní  potřeby.  Vzhledem k  velké  integraci  jsou  tyto  obvody 
poměrně levné, proto je jejich použití v mnoha případech výhodné. Mohou totiž nahradit složitý 
obvod  tvořený  větším  počtem  integrovaných  obvodů.  Další  velkou  výhodou  je  jejich 
přeprogramovatelnost, a tudíž velká flexibilita vytvořeného obvodu.
Programovatelná hradlová pole by se dala rozdělit na tři základní skupiny podle 
způsobu realizace pole:
• Nepřepisovatelná
• SRAM
• FLASH
3.1 Druhy programovatelných hradlových polí
Jak jsem již dříve napsal, nejzákladnějším dělením programovatelných hradlových 
obvodů je jejich dělení na tři skupiny dle použité technologie. Rád bych několika slovy popsal 
každou z těchto skupin.
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Nepřepisovatelné programovatelné hradlové pole je možné naprogramovat pouze 
jednou.  Následné  přeprogramování  není  možné.  Za  určitou  výhodu  tohoto  pole  je  možné 
považovat  jeho  poměrně  velkou  bezpečnost  intelektuálního  vlastnictví  (není  snadné  získat 
vnitřní  nastavení  obvodu).  Nevýhodou  je  právě  ona  skutečnost,  že  není  možné  pole 
přeprogramovat, proto není znovupoužitelné.
Pole SRAM jsou realizována pomocí buněk na principu SRAM, a proto je možné 
je rychle a efektivně přeprogramovat. Nevýhodou těchto hradlových polí je to, že informace 
o nastavení  prvku pole jsou po vypnutí  zdroje napětí  ztracena. Proto je třeba toto nastavení  
uchovávat v paměti a po zapnutí zdroje napětí tyto informace z pamětí načíst a realizovat dané 
zapojení. Doba inicializace je tedy poměrně dlouhá. Navíc je komplikovanější zajistit ochranu 
intelektuálního  vlastnictví.  Je  to  dáno  skutečností,  že  informace  o  nastavení  buněk pole  je  
umístěna  v  externí  paměti,  tudíž  lze  poměrně  snadno  tato  data  přečíst.  Bezpečnost 
intelektuálního vlastnictví se pak zvyšuje například pomocí šifrování. Další nevýhodou je větší 
spotřeba elektrické energie a to jak při inicializaci, tak i za běhu hradlového pole.
Pole FLASH používají technologie unipolárního tranzistoru s plovoucím hradlem. 
Výhodou  těchto  polí  je  fakt,  že  jsou  přeprogramovatelná.  K  jejich  provozu  není  zapotřebí  
externí  paměť,  protože buňky si  uchovají  aktuální  nastavení  i  po vypnutí  zdroje  napětí.  Po 
aktivaci  pole  tedy  není  potřebné  načítat  z  paměti  údaje  o  nastavení  jednotlivých  buněk 
hradlového  pole,  jako  v  případě  SRAM.  Ochrana  intelektuálního  vlastnictví  je  tedy  už 
z principu lépe zajištěna, aniž by bylo třeba šifrování. Nevýhodou je, že tato technologie oproti  
SRAM zaostává, co se týče úrovně integrace.
3.2 FPGA rodiny SmartFusion
V této podkapitole blíže popíšu programovatelné hradlové pole, které jsem použil  
k realizaci mé práce a pokusím se vysvětlit výhody jeho použití.
V rámci své práce jsem použil hradlové pole rodiny „SmartFusion Inteligent Mixed 
Signal FPGAs“ poskytované firmou Actel. Toto programovatelné hradlové pole se skládá ze tří 
hlavních  částí,  a  sice  z  mikrokontroléru,  programovatelné  analogové  části  a  samotného 
hradlového pole  (viz obr.  3.1).  Všechny tyto  části  jsou umístěny do jednoho integrovaného 
obvodu.
Výhodou  tohoto  řešení  je  mimo  jiné  i  menší  energetická  náročnost,  která  je 
integrací  dosažena.  Plusem je  také nižší  cena než v případě samostatné koupě jednotlivých 
obvodů. Samozřejmě mikrokontrolér by bylo možné vytvořit i v hradlovém poli, ale za cenu 
použití velkého počtu hradel. V případě potřeby mikrokontroléru při návrhu aplikace toto řešení 
ušetří jak hradla, která pak mohou být použita pro jiné účely, ale také čas, který by byl k návrhu  
mikrokontroléru  potřeba.  Další  výhodou  tohoto  řešení  je  větší  spolehlivost  zařízení.  Pájecí 
body, které se integrací těchto prvků ušetří, totiž bývají nejčastějším zdrojem poruch na desce 
plošných spojů.
3.2.1 Mikrokontrolér
Mikrokontrolerový podsystém (MSS) se skládá z procesoru Cortex-M3 100 MHz 
a integrovaných periferií. Periférie jsou s jádrem propojeny pomocí rychlé sběrnicové matice  
AHB vycházející  ze  specifikace AMBA. Tato filozofie  sběrnice  dovoluje  procesoru,  FPGA 
„mastru“,  MAC  (Ethernet  message  authentication  controller  –  řadiči  pro  autentizaci  přes 
ethernet) a perifernímu DMA kontroléru vystupovat jako „master“ vzhledem k periferiím jako 
FPGA pole,  zabudované paměti  eNVM (embedded nonvolatile  memory – zabudována non-
volatilní  paměť),  zabudované  synchronní  RAM  (eSRAM),  externímu  řadiči  paměti  (EMC) 
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a analogovým obvodům ACE (analog compute engine).
K  dispozici  jsou  rovněž  periferní  zařízení  typu  SPI,  I2C,  UART,  zabudovaná 
paměť FlashROM, 10/100 Ethernet MAC, časovače, smyčka fázového závěsu PLL, oscilátory, 
čítače reálného času a periferní DMA kontrolér.
(Obrázek 3.1)
3.2.2 Programovatelná analogová část
SmartFusion může zpracovávat více analogových signálů současně pomocí bloku 
SCB  (Signal  Conditioning  Block).  SCB je  tvořený  kombinací  několika  komponent,  a  sice 
komparátorů, proudového monitoru, teplotního monitoru a ABPS (Active Bipolar Prescaler – 
aktivní  bipolární  předdělič).  Pomocí  těchto  obvodů  je  převod  analogového  signálu 
optimalizován tak, aby byl co nejvhodnější vzhledem k možnostem A/D převodníku.
Dále  jsou  součástí  analogové  části  A/D  a  D/A  převodníky.  D/A  převodník 
umožňuje i použití jako spínaný zdroj.
Řídicí prvek analogové části je ACE (Analog Compute Engine –   řídicí jednotka 
analogové  části).  Jeho  prostřednictvím  lze  řídit  přes  sběrnicový  systém  pomocí  procesoru 
analogovou část.
Tuto sekci FPGA jsem ke své práci nepotřeboval, proto se jí příliš nebudu věnovat.
3.2.3 Pole FPGA (ProASIC3)
Programovatelné  hradlové  pole  je  založeno  na  architektuře  ProASIC3  FPGA 
a přináší s sebou určité výhody oproti některým jiným typům hradlových polí.
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Jednou  z  výhod,  jak  už  jsem  dříve  naznačil,  jsou  poměrně  nízké  pořizovací 
náklady,  což  u  obvodů  vysoké  integrace  není  nic  překvapivého.  Díky  použité  FLASH 
technologii je pole po zapnutí ihned použitelné na rozdíl od polí  SRAM, kdy je potřeba po 
každém vypnutí  a  opětovném zapnutí  systému  hradlového  pole  načíst  data  z  non-volatilní 
paměti.  Tento způsob je i bezpečnější z hlediska zabránění přístupu k samotnému programu 
a ochrany intelektuálního vlastnictví. Vývojářům je umožněno provádět programování ISP (in-
system  programming),  a  tak je  možné  přeprogramování  a  aktualizace  systému  bez  nutnosti 
vyjmutí  hradlového  pole  z  obvodu.  Bezpečnost  ISP  je  zajištěna  pomocí  algoritmu  AES 
(symetrická bloková šifra).
Vzhledem k nízké spotřebě je zařízení vhodné pro použití v oblastech výkonově 
„citlivých“ aplikací.  Odstraňuje  nevýhody FPGA polí  fungujících na principu SRAM, které 
mají  vysoké  přechodové  proudy  a  rovněž  při  zapnutí  obvodu  je  větší  proudová  spotřeba 
způsobená nutností inicializace (konfigurace dle dat uložených v paměti). Zařízení SmartFusion 
mají rovněž nízkou dynamickou spotřebu energie, podporují tzv. low power timekeeping mód, 
poskytující další úsporu energie.
Pro non-volatilní paměť typu FLASH SmartFusion není požadováno načítání dat 
z externí paměti, takže je zde absence externího toku dat, jenž může být zranitelným místem.  
SmartFusion  zařízení  v  sobě  zahrnuje  tzv.  „FlashLock“  poskytující  unikátní  kombinaci 
zabezpečení.
SmartFusion  zařízení  poskytuje  128-bitový zámek,  který  je  uložen  ve  FLASH, 
a oddělený AES klíč k zabezpečení programového intelektuálního vlastnictví - konfiguračních 
dat. Data ukládaná do FlashROM je možné také zašifrovat před přenosem, v rámci FPGA jsou 
pak dešifrována a následně uložena. Dále zařízení umožňuje, díky algoritmu AES, vzdálené 
aktualizace programovatelného hradlového pole přes veřejnou síť, jako například internet.
FPGA ukládá svou konfigurační  informaci  do buněk umístěných přímo v čipu. 
Naprogramovaná  data  se  stávají  částí  FPGA  struktury,  není  tedy  nutné  externí  načtení 
konfigurace při zapnutí systému (jak je tomu v případě SRAM FPGA). Tato skutečnost šetří 
místo na desce plošných spojů, rovněž redukuje náklady a zvyšuje bezpečnost a spolehlivost.
Výrobce  udává,  že  díky  systému,  který  je  v  rámci  pole  použit,  nehrozí  ani 
zhroucení systému vlivem  neutronu s vysokou energií, vygenerovaného v atmosféře. Toto je 
další výhodou oproti SRAM polím.
3.2.4 Programové vybavení
Firma Actel nabízí ke svým produktům i patřičné programové vybavení. Předně 
nabízí  vývojové  prostředí  „Libero  IDE“.  Pracoval  jsem s  verzí  v9.1.  Samotné  prostředí  se 
skládá z několika podaplikací. Přesto však je, dle mého názoru, přehledně uspořádané. V této 
kapitole  bych  chtěl  stručně  popsat  možnosti  softwaru  „Libero  IDE“.  Popis  nebude  příliš  
podrobný, spíše se chci zmínit o těch částech vývojového prostředí, které jsem použil během 
své práce.
Pro bližší  představu uvádím obrázek hlavní cesty projektu (project  flow) – tuto 
cestu je třeba absolvovat, aby bylo možné realizovat návrh.
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(Obrázek  3.2)
Projektový tok (project flow), který znázorňuje výše uvedený obrázek, je hlavním 
panelem projektu ve vývojovém prostředí „Libero IDE“. Aby bylo možné výslednou aplikaci 
navést do konkrétního integrovaného FPGA obvodu, je nutné postupně splnit jednotlivé kroky 
v rámci cesty projektu.
Prvním krokem po vytvoření projektu je navržení vstupních prvků (design entry 
tools). Samozřejmě je použití konkrétních nástrojů úzce vázáno s povahou samotného projektu, 
který má být realizován. Některé možnosti nemusí být v rámci daného projektu vůbec vyžity.  
Sekce návrhů jednotlivých bloků projektu umožňuje vytvoření VHDL (Hardware 
Description  Language)  v HDL  editoru.  Jazyk  VHDL  je  určen  pro  definici  digitálních 
elektronických  systému.  Digitální  elektronický  systém je  definován  jako  modul,  obsahující 
vstupy a  výstupy.  Elektrické  úrovně  výstupů  jsou  funkcí  úrovní  vstupních.  V terminologií 
VHDL je navrhovaný modul  nazvaný entitou (entity),  vstupy a výstupy jsou nazvané porty 
(ports). Definování samotné funkce modulu může být provedeno několika způsoby. Jeden za 
způsobů je popsat modul jako několik podmodulů vzájemně propojených signály. Na nejnižší 
úrovni  však  jednotlivé  moduly  (podmoduly)  musí  být  definovány  pomocí  popisu  fukce. 
Například  funkce  modulu  může  být  popsána  následovně:  Y=A⋅BA⋅B .  Podstatným 
rozdílem tohoto jazyka oproti klasickému programovacímu jazyku je skutečnost, že jednotlivé 
řádky příkazu jsou prováděný paralelně, nikoli sériově, jak je u programovacích jazyků běžné.  
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Pro to,  aby bylo  zajištěno postupné provádění  příkazů,  je  třeba použít  speciální  konstrukci  
VHDL jazyka, a sice použít konstrukci  Process. Tím docílíme, že se dané příkazy provedou 
postupně.  Mimo proces  se  však  jednotlivé  příkazy provádějí  paralelně.  Nástroj  umožňuje  i 
kontrolu správnosti VHDL souboru.
Další  možností,  která  je  v  případě  integrace  procesoru,  analogové  části 
a hradlového  pole  velmi  užitečná,  je  podaplikace  MSS  (microcontroller  subsystem).  Tato 
aplikace  umožňuje  pomocí  grafického prostředí  nastavit  parametry  mikrokontroléru.  Zde  je 
možné  nastavit  například  frekvenci  hodinového signálu,  se  kterou  bude  FPGA pracovat,  je 
možné nastavit  parametry mostu pro komunikaci procesoru s hradlovým polem,  lze nastavit  
výstupy  z  mikrokontroléru,  parametry  sériového  rozhraní  UART  atd.  Některé  části 
mikrokontroléru, které nebudeme používat, lze v rámci této aplikace odpojit. Výhodou také je, 
že  v  závislosti  na  konfiguraci  mikrokontroléru  aplikace  vygeneruje  knihovny  v  jazyku  C 
umožňující snadnější ovládaní dané periférie pomocí připravených funkcí.
Posledním blokem této  části  je  část  SmartDesign.  Jedná  se  rovněž  o  grafické 
prostředí,  kde  lze  realizovat  konkrétní  propoje  mezi  vytvořenými  bloky  v  rámci  VHDL, 
i v rámci  nastavených  výstupů  mikrokontroléru.  Jednotlivé  bloky  jsou  pomocí  tažení  myší 
přeneseny na plochu a následně je možné provádět propojení mezi bloky nebo nastavení signálu 
na výstup FPGA integrovaného obvodu. V rámci tohoto vývojového nástroje jsou k dispozici 
dokonce i předpřipravené struktury, které můžeme v hradlovém poli vytvořit. Jedná se například 
o  paměťové  struktury,  sběrnice,  procesor  8051,  širokou škálu  sekvenčních  a  kombinačních 
obvodů atd.
Výstupem těchto návrhových nástrojů jsou zdrojové soubory. Dané soubory nyní 
musí projít procesem syntézy. Syntéza vytvoří dle definice dané architektury konkrétní hradlový 
logický obvod (vytvoří konkrétní zapojení pomocí konkrétních hradel).
Dalším krokem je vytvoření návrhu tohoto zapojení optimalizovaného na konkrétní 
architekturu hradlového pole.  V tomto  kroku je možno přiřadit  výstupy hradlového pole na 
požadované piny integrovaného obvodu.
Posledním krokem je naprogramování FPGA. V hradlovém poli jsou během tohoto 
procesu konfigurovány logické buňky dle požadované funkce a je fyzicky definováno jejich 
propojení.
Užitečnou aplikací vývojového prostředí je nástroj umožňující simulaci. K tomuto 
účelu je nutno vytvořit  obvod zvaný stimulus,  který generuje testovací  signály.  Následně je 
nutné tento obvod napojit na jednotlivé vstupy a výstupy testovaného bloku. Pomocí simulátoru 
je pak možné sledovat průběh sledovaných signálů v závislosti na čase.
Pro  vytváření  programu  procesoru  poskytuje  firma  Actel  vývojové  prostředí 
„SoftConsole  IDE“,  v  mém  případě  jsem  použil  verzi  v3.3.  Vývojové  prostředí,  kromě 
samotného vytváření programu v jazyce C, popřípadě C++, umožňuje i provádět „debugování“ 
neboli  odlaďování  kódu  programu.  Výhodou  je  možnost  načtení  knihoven  vygenerovaných 
aplikací MSS, které umožňují pohodlnější ovládání jednotlivých komponent mikrokontroléru.
3.3 Použitý kit
V  rámci  diplomové  práce  jsem  s  výhodou  použil  k  realizaci  celého  systému 
„SmartFusion Evaluation Kit“, což mi celý proces realizace aplikace velmi usnadnilo. Jedná se 
o desku plošných spojů, jejíž centrálním prvkem je samotné FPGA pole. Deska je ale rovněž 
vybavena  dalšími  komponentami,  které  poskytují  rozhraní  mezi  FPGA  polem  a  „okolním 
světem“. Deska plošných spojů tvořící „SmartFusion Evaluation Kit“ je na obrázku číslo 3.3.
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(Obrázek 3.3)
„SmartFusion Evaluation Kit“ je tvořen následujícími komponentami:
• A2F200M3F-FGG484ES – SmartFusion FPGA, jedná se o nejdůležitější 
komponentu, která je centrem celého kitu. Samotné hradlové pole se skládá 
z 200 000 hradlových buněk. Dále je v tomto obvodu integrována paměť 
FLASH o kapacitě  256 KB,  paměť SRAM o kapacitě 64 KB,  přídavné 
paměti  SRAM  obsažené  v  hradlovém  poli  a  řadič  pro  externí  paměť. 
Rovněž obsahuje  periferie  jako Ethernet,  DMA, I2C,  UART,  AD a DA 
převodníky.
• SPI-FLASH -  paměť  (kapacita  8  MB)  připojena  k  SPI  portu  0 
mikrokontroléru FPGA systému.
• USB - spojení pro účely programování a ladění (debug) pomocí komponent 
navržených firmou Actel.
• UART -  rozhraní  připojeno  k  UART  portu  0  mikrokontroléru  FPGA 
systému. Pomocí tohoto USB rozhraní je přivedeno i napájení DPS.
• 10/100 Ethernetové rozhraní – používá konektor RJ45. Toto rozhraní je 
připojeno na Ethernetový port mikrokontroléru FPGA systému.  Jedná se 
o externí fyzickou vrstvu.
• RVI konektor –  pro  programování  a  ladění  aplikace  buď pomocí  Keil 
nebo IAR systému.
• Konektor „Mixed-signal header“ - slouží pro připojení dceřiné DPS.
• OLED displej – organický 96x16 pixelový modrý OLED displej, je možné 
jej ovládat pomocí rozhraní I2C portu 0 mikrokontroléru FPGA systému.
• Krystaly – krystaly o frekvenci 20 MHz a 32,7688 KHz.
• Monitorování proudu – k tomuto účelu je na DPS obsazen potenciometr 
(POT)
• Monitorování teploty – k dispozici je teplotní dioda.
• FP3_PROG – nízkonákladový integrovaný programátor.
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• Tlačítka –  dva tlačítka,  pomocí  nichž je  možné  realizovat  vstup FPGA 
systému.
• LED diody – 8 LED diod, které jsou aktivní (svítí) v nízké úrovni. Mohou 
posloužit jako výstup FPGA systému.
• Uživatelské  vstupy/výstupy –  5  pinů,  které  lze  použít  jako vstup nebo 
výstup FPGA systému.
• Tlačítko RESET – tlačítko určené pro restartování systému FPGA.
• Interní  regulátor –  regulátor  stabilizující  napětí  na  úroveň 1,5  V.  Lze 
použít interní nebo externí regulátor.
4. Systémový návrh
K tomu, aby bylo možné požadovanou aplikaci realizovat, je třeba provést určitou 
analýzu řešené problematiky a promyslet způsob, jakým bude celý systém aplikace pracovat 
a z jakých  dílčích  komponent  se  bude  skládat.  Rovněž  je  zapotřebí  určit,  které  části 
problematiky budou řešeny hardwarem (v mém případě programovatelným hradlovým polem) 
a které  budou  řešeny  softwarem  (vhodným  programem,  který  bude  prováděn 
mikrokontrolérem).  Předpokladem  pro  efektivní  implementaci  problému  je  dobrá  znalost 
možností, které jsou k dispozici a rovněž určitý obecný vhled do dané problematiky.
V této kapitole bude celý systém rozdělen do bloků, přičemž každý blok bude mít 
svou funkci a jejich vzájemná spolupráce by měla mít za následek funkčnost celého systému 
aplikace dle požadavků.
Jak již bylo zmiňováno dříve, moje aplikace má číst pomocí IRC snímačů polohy 
ve třech osách. Získané údaje následně zpracuje a  přes sériové rozhraní dá k dispozici dalším 
zařízením.  Výhody  použití  programovatelného  hradlového  pole  FPGA  pro  tento  účel  jsou 
zřejmé.
Předně pole umožňuje paralelní zpracování, tudíž teoreticky by mělo být schopno 
pracovat rychleji než v případě sériového zpracovávání dat. Samozřejmě skutečnost, zda bude 
zpracování  dat  opravdu  rychlejší,  je  podmíněná  vhodným  rozdělením  úkolů  jednotlivým 
paralelním větvím. V případě mé aplikace jsou zpracovávány souřadnice ve třech osách, což 
znamená potřebu zpracovávat údaje ze třech IRC snímačů. Tedy zde by paralelní zpracování 
jednotlivých dat IRC snímačů mělo být poměrně snadno realizovatelné. Pro každý IRC snímač 
bude  vytvořen  v  hradlovém poli  obvod,  který  bude  zpracovávat  jeho  výstupy.  Tím  dojde 
k efektivnímu rozdělení úkolů.
Další velká výhoda použití hradlového pole je ta, že mnou používané hradlové pole 
má  v  rámci  integrovaného  obvodu  pole  zabudovaný  i  mikrokontrolér.  Ten  bude  použit 
k získávání  souřadnic  v dané ose z  bloků,  vytvořených na hradlovém poli.  Pro komunikaci 
mikrokontroléru  s  obvody  hradlového  pole  použiji  integrovanou  sběrnici  ABP3.  Bližšímu 
popisu sběrnice se budu věnovat později. Dále s výhodou použiji periferii mikrokontroléru pro 
sériovou komunikaci s nadřazeným zařízením. Jedná se o periférii UART. Jako zařízení, které  
bude komunikovat pomocí sériového portu s mou aplikací, použiji osobní počítač.
Pro  konfiguraci  a  naprogramování  FPGA  bude  použito  vývojové  prostředí  od 
výrobce. Definice obvodu v hradlovém poli bude provedena v jazyce VHDL určeném pro tyto 
účely. Program mikrokontroléru bude v jazyku C. Aplikace, která poběží na osobním počítači, 
bude komunikovat s mou aplikací a zobrazovat aktuální souřadnice, bude realizována v .NET 
frameworku v jazyku C#.
Následující blokové schéma zobrazuje navrženou strukturu systému (viz obr. 4.1).
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(Obrázek 4.1)
Jak je na blokovém schématu vidět,  na vstupy do integrovaného obvodu FPGA 
jsou připojeny tři IRC snímače. Pro každou snímanou souřadnici je jeden snímač IRC. Tyto 
snímače generují v závislosti na svém pootočení signály G a V. IRC snímače musí být s polem 
spojeny ještě dalším vodičem, který jsem do schématu nenaznačil, ale bez něhož by aplikace  
nefungovala. Jedná se o  zemnicí vodič GND.
Každý ze vstupních signálu, ať už G nebo V, je asynchronní vůči celému systému.  
Pro tento účel bude vytvořen obvod v hradlovém poli. Obvodu pro synchronizaci odpovídá blok 
„Synch“. Celkem je tedy těchto bloků šest. Tento blok bude tvořen D – klopným obvodem (více 
o této problematice  v kapitole zabývající  se přímo tímto blokem).  Blok „Synch“ bude tedy 
realizován v hradlovém poli, definován bude pomocí jazyka VHDL.
Každému  IRC  snímači  odpovídá  v  hradlovém  poli  obvod,  který  je  znázorněn 
blokem „IRC – X“ pro hodnotu souřadnice osy X, „IRC – Y“ pro hodnotu souřadnice osy Y 
a „IRC  –  Z“  pro  hodnotu  souřadnice  osy  Z.  Tyto  obvody  budou  realizovány  sekvenčním 
stavovým automatem,  který bude  vyhodnocovat  signály G a  V.  Automat  bude  mít  několik 
stavů, z nichž většina bude použita na rozpoznávání směru otáčení a jeden stav bude chybový.  
Do chybového stavu se obvod dostane v případě nepovolené kombinace signálu G a V. Na 
základě přechodu v rámci jednotlivých stavů sekvenčního automatu jsou nastavovány výstupní 
signály. IRC blok má tři výstupní signály:  „Up“, „Dw“ a „St“. Signál „Up“ je signálem pro 
inkrementaci,  pokud  se  nachází  ve  vysoké  úrovni,  signál  „Dw“  v  případě  vysoké  úrovně 
znamená dekrementaci. Vždy může být aktivní pouze jeden ze signálů. V daném okamžiku je 
tedy možná buď inkrementace nebo dekrementace, obojí současně není možné. Pokud jsou oba 
tyto  signály v  nízké  úrovni,  znamená  to,  že  IRC snímač  je  ve  stabilní  poloze  a  že  s  ním 
momentálně není otáčeno. Signál „St“ indukuje chybový stav, jestliže se nachází ve vysoké 
úrovni. Pokud je všechno v pořádku, signál „St“ je v nízké úrovni. Podrobněji se tímto obvodem 
zabývá kapitola hardwarového návrhu tohoto bloku.
Výstupní  signály  bloku  IRC  jsou  pak  přivedeny  do  bloku  nazvaného  APB3 
rozhraní. Tento blok bude mít na starosti inkrementaci a dekrementaci čítače a komunikaci se 
zabudovaným mikrokontrolérem přes  APB3 sběrnici.  V rámci  komunikace  na  této  sběrnici 
vystupuje blok APB3 rozhraní jako „slave“, mikrokontrolér pak v roli „master“.
Všechny  doposud  zmíněné  obvody  budou  realizovány  v  hradlovém  poli 
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a definované pomocí jazyka VHDL.
Důležitým  blokem  systému  je  komponenta  integrovaného  mikrokontroléru. 
Mikrokontrolér  bude  mít  na  starosti  sběr  dat,  to  znamená  souřadnic,  z  předchozích  bloků. 
Kromě přenášené hodnoty souřadnice, je rovněž přenášen i stav IRC a informace o přetečení či 
podtečení. Mikrokontrolér také pomocí periferního zařízení pro sériové rozhraní UART bude 
mít  na  starosti  komunikaci  s  cílovým zařízením.  V mém případě je tímto  zařízením osobní 
počítač.
Filozofie komunikace je taková, že nadřízené zařízení, to znamená zařízení mající 
zájem o  informaci  o  aktuální  poloze  IRC snímačů  (v  mém případě  osobní  počítač),  pošle 
požadavek  mikrokontroléru.  Mikrokontrolér  po  obdržení  tohoto  požadavku  pomocí  APB3 
sběrnice  získá  aktuální  informaci  o  poloze  (hodnotu  čítače)  jednotlivých  IRC  snímačů 
i s informací o jejich stavech. Získané informace následně pošle přes sériové rozhraní jako jeden 
celek.
Program mikrokontroléru umožňující popsanou funkcionalitu bude, jak už jsem se 
zmínil,  psaný  v  jazyce  C.  Ovládání  periférie  UART  pro  sériové  rozhraní  je  usnadněno 
knihovnou, která je vygenerována během konfigurace mikrokontroléru ve vývojovém prostředí.
Posledním blokem celé architektury tedy bude cílové zařízení, které zná strukturu 
jednotlivých zpráv a filozofii komunikace. Pro demonstraci bude vytvořena v .NET frameworku 
aplikace, která bude v nekonečné smyčce co určitou dobu posílat požadavek na zaslání aktuální 
polohy  IRC snímačů  a  následně  přijatou  zprávu  rozparsruje  a  vypíše  souřadnice  X,  Y,  Z 
a informace o stavech jednotlivých snímačů.
Jednotlivým blokům FPGA  systému  se  budou  podrobněji  věnovat  podkapitoly 
v rámci kapitoly „Návrh hardware“ zabývající se přímo návrhem a způsobem realizace těchto 
bloků.  V této kapitole  bude i  blíže  přiblížená funkce sběrnice  APB3.  Blok mikrokontroléru 
a samotný návrh programu bude probírán v rámci kapitoly „Návrh software“.
5. Návrh hardware
Tato kapitola řeší problematiku návrhu jednotlivých bloků architektury systému. 
Cílem  podkapitol  je  ozřejmit  význam  daného  bloku,  popsat  jeho  funkcionalitu  a  způsob 
realizace. Rovněž v některých případech upozornit na možná úskalí a jejich řešení.
5.1 Synchronizace výstupu IRC snímače (blok „Synch“)
Pro spolehlivou práci hradlového obvodu, který zpracovává výstupy IRC snímače, 
je nutné jeho výstupy,  což jsou vstupy hradlového obvodu, synchronizovat.  Důvodem je, že 
signály V a G jsou vůči FPGA systému asynchronní. To znamená, že v kterémkoli okamžiku 
může dojít k jejich změně, což by mohlo způsobit neočekávané výsledky.
Každý  sekvenční  logický  obvod  řízený  hodinovým signálem má  určitý  časový 
úsek,  kdy  nesmí  docházet  ke  změně  signálu  na  vstupu  obvodu,  má-li  dojít  ke  správnému 
vyhodnocení úrovně vstupu a podle této úrovně k nastavení příslušného výstupu. Nazvu tento 
časový úsek kritickou dobou logického obvodu. Je proto nutné zajistit, aby byl vstup logického 
obvodu  v  době  sejmutí  vstupního  signálu  (v rámci  kritické  doby)  stabilní.  Okamžik,  kdy 
dochází  k  načtení  vstupu  logického  obvodu  je  iniciován  hodinovým  signálem  a  to   na 
vzestupnou nebo sestupnou hranu.
Pokud by tedy byl  signál V nebo G změněn během kritické doby,  kdy je nutný 
stabilní  signál,  logický obvod zpracovávající  tyto signály by reagoval  nepředvídatelně.  Tato 
skutečnost  by  v  konečném  důsledku  s  největší  pravděpodobností  způsobila  chybné  určení 
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hodnoty  souřadnice  v  dané  ose.  Tento  jev  je  samozřejmě  krajně  nežádoucí  a  je  třeba  mu 
předcházet.
Zajištění stabilní úrovně signálu v rámci kritické doby logického obvodu je možné 
dosáhnout  předřazením  dalšího  sekvenčního  obvodu  před  obvod,  jehož  vstup  je  zapotřebí 
synchronizovat.  Vstupní  signál  bude  tedy  načítán  ve  dvou  stupních.  Předřazený  sekvenční 
obvod při vzestupné/sestupné hraně hodinového signálu sejme aktuální stav vstupu a dle tohoto 
stavu je nastaven výstup.
Že  předřazení  sekvenčního  obvodu  je  opravdu  řešením  synchronizačního 
problému,  se  pokusím objasnit  na  následující  situaci.  Předpokládejme,  že  se  vstupní  signál 
nachází v nízké úrovni. Zrovna v okamžiku, kdy se předřazený logický obvod nachází v kritické 
době, dojde ke změně snímaného signálu na vysokou úroveň. Vzhledem k tomu, že předřazený 
sekvenční  obvod  se  nacházel  v  době  snímání  vstupu  ve  své  kritické  době,  výstup  bude 
nepředvídatelný. V rámci binární soustavy může signál nabývat pouze dva stavy (nízká nebo 
vysoká úroveň, alias úroveň logická jedna nebo úroveň logická nula). Můžou tedy nastat dvě 
situace.  Buď  bude  vstupní  signál  vyhodnocen  jako  logická  nula,  ale  v  následující  periodě 
hodinového  signálu  bude  už  vstupní  signál  vyhodnocen  správně,  tedy  jako  logická  jedna. 
Předpokladem  je  dostatečná  délka  impulzu  snímaného  signálu,  kdy  se  nachází  ve  vysoké 
úrovni.  To způsobí  zpoždění  odpovídajícího  nastavení  signálu  o  jednu  periodu hodinového 
signálu, což ve výsledku většinou nevadí.  Nebo bude vyhodnocen jako jedna, což odpovídá 
skutečnosti. Podstatné je, že v obou případech bude následující logický obvod mít k dispozici 
v rámci své kritické doby logického obvodu stabilní úroveň. Rizikem je tedy pouze zpoždění 
přenastavení  hodnoty výstupu o jednu periodu hodinového signálu,  což nebývá problémem. 
Pokud je situace opačná (signál  je v kritické době obvodu přenastaven z vysoké  úrovně na 
nízkou úroveň), situace bude podobná jako v předchozím případě. A sice, nastavení správného 
stavu se v nejhorším případě opozdí o jednu periodu hodinového signálu. V případě změny 
signálu mimo kritickou dobu předřazeného logického obvodu jsou tyto změny vyhodnoceny 
správně okamžitě.
V mém případě jsem použil D klopný obvod (viz obr. 5.1),  který jsem v rámci 
hradlového pole FPGA nadefinoval.  Tento obvod sice  způsobí  zpoždění  výstupního signálu 
hradlového  obvodu  o  jednu  periodu  hodinového  signálu  (vlivem  dvojúrovňového  stupně 
snímání vstupního signálu), ale zato zajistí stabilitu vstupu po dobu jeho snímání. Díky tomu 
dojde k odstranění rizika, že možné přechody signálů IRC snímače by narušily správný chod 
obvodu, pokud by byly uskutečněny v kritické době sekvenčního logického obvodu, který je 
zpracovává.
(Obrázek  5.1)
Obrázek zobrazuje způsob realizace synchronizace. Po projití D klopným obvodem 
se  hodnota  signálu  dostává  na  vstup  následujícího  obvodu  (na  obrázku  vstup  Input)  jako 
synchronizovaný signál. Toto řešení je obecné a lze použít pro řešení synchronizace dvou vůči 
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sobě asynchronních systémů obecně. Samozřejmě nemusí být použit přímo D - klopný obvod, 
ale může být použit jiný klopný obvod, který bude schopen zajistit popsané chování.
5.2 Zpracování výstupu IRC (blok „IRC“)
Ve 2. kapitole jsem vysvětlil obecný princip IRC snímače. Z pohledu bloku pro 
zpracování  výstupu IRC snímačů  je  podstatná  forma  výstupních signálů,  které  IRC snímač 
generuje. Podle tvaru výstupního signálu je totiž nutné určit směr otáčení.
Pro tento účel definuji v FPGA poli samostatný blok (viz obr. 5.2). Vstupem tohoto 
bloku bude signál Clk, Rst a signály V a G, které jsou výstupními signály IRC snímače. Signál 
Rst bude resetovací signál, který nastaví blok do výchozího stavu. Tento signál bude aktivní v 
nule.  Vstupní  signál  Clk  představuje  synchronizační  signál  bloku.  Synchronizace  bude 
prováděná  na  náběžnou  hranu  Clk  signálu.  To  znamená,  že  vstupní  signály  V  a  G  budou 
sejmuty v době okamžiku přechodu signálu Clk z nízké úrovně do vysoké úrovně. Následně 
dojde k nastavení výstupů tohoto bloku v závislosti  na zaznamenaných vstupních signálech. 
Výstupem bloku budou signály DW pro směr otáčení jedním směrem a signál UP pro otáčení 
druhým směrem.  Pro indikaci  chybového stavu bude blok obsahovat  i  výstup ST. Náběžná 
hrana signálu UP bude znamenat inkrementaci čítače a náběžná hrana signálu DW bude naopak 
znamenat dekrementaci čítače. Momentální stav čítače bude reprezentovat hodnotu souřadnice 
dané  osy.  Tento  blok  bude  sekvenčním automatem,  který  bude  schopen na  základě  vstupu 
přecházet do jednotlivých stavů a generovat výstup. Tento sekvenční obvod je automat typu 
Mealy, to znamená, že výstup je generován v závislosti na vstupu a na vnitřním stavu automatu. 
Naproti tomu sekvenční automat typu Moore generuje výstupy v závislosti na vnitřním stavu.  
Pro každý Mealyho automat existuje ekvivalent v podobě Moorova automatu. Proto funkci IRC 
bloku by bylo možné realizovat i pomoci automatu typu Moore.
Doba,  po kterou bude automat  v určitém stavu,  bude odpovídat  době,  kdy jsou 
signály V i G stabilní. Jakákoliv změna jednoho ze signálů indikuje přechod do dalšího stavu 
a výstup bude generovat dle momentálního vstupu a vnitřního stavu automatu. Stavový diagram 
automatu je na obrázku 5.3.
(Obrázek 5.2)
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(Obrázek 5.3)
Stavový  diagram sekvenčního  automatu  obsahuje  celkem pět  stavů.  Vzhledem 
k tomu, že výstupní signály jsou dva, můžou nastat celkem čtyři kombinace výstupních signálů. 
Každé  kombinaci  odpovídá  jeden  přechod  mezi  stavy  automatu.  V  závislostí  na  sledu 
kombinací  výstupních signálů IRC snímače je určován směr otáčení.  Předpokládejme,  že se 
automat nachází ve výchozím stavu Q0 (signály V a G jsou v logické nule). Pokud bude otáčeno 
snímačem  jedním  směrem  (viz  obr.  5.4),  první  přechod  mezi  stavy  Q0  a  Q1  představuje 
kombinace, kdy signál V přejde na úroveň logická jedna, zatímco signál G zůstává v úrovni 
logická nula, druhý přechod nastane (ze stavu Q1 do stavu Q2), když signál G přejde do vysoké 
úrovně,  zatímco signál  V zůstává v logické jedničce.  Třetí  přechod mezi  stavy Q2 a Q3 je 
v době,  když  signál  V přejde do úrovně logické nuly a signál  G je stále  ve vysoké  úrovni 
a poslední přechod nastane (mezi stavy Q3 a Q0), když signál G přejde rovněž do nízké úrovně, 
zatímco signál V stále zůstává na úrovni logické nuly. Následně je nutné zpracovat i možnost,  
že dojde ke změně otáček IRC snímače. Je patrné, že z každého stavu je možnost  přejít do  
druhého jak jedním tak druhým směrem. Například ze stavu Q3 je možno přejít do stavu Q1, 
což nastane v případě,  že  IRC snímačem je  otočeno ve směru,  kdy se  hodnota  souřadnice 
zvětšuje. Nebo lze přejít do stavu Q2 znamenající pootočení opačným směrem a tím zmenšení  
aktuální hodnoty souřadnice.
(Obrázek 5.4)
Přechod  z  jednoho  stavu  do  druhého  je  dán  aktuální  hodnotou  V  a  G 
a momentálním  vnitřním  stavem,  ve  kterém  se  Mealyho  automat  právě  nachází.  Každému 
přechodu mezi stavy automatu odpovídají výstupní signály UP a DW. Tyto výstupní signály 
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určují  inkrementaci  nebo  dekrementaci  hodnoty  souřadnice  dané  osy.  Tímto  způsobem  je 
určena  aktuální  poloha  v  rámci  dané  osy.  Například  pokud  se  sekvenční  automat  nachází 
v počátečním stavu, což je stav Q0, do stavu Q1 se dostane v případě, že signál V bude ve 
vysoké  úrovni,  zatímco  signál  G bude  v  úrovní  nízké.  Během tohoto přechodu se  hodnota 
signálu UP nastaví na vysokou a signál DW se nastaví na nízkou úroveň. Pokud by byl signál V 
na nízké a G na vysoké úrovni, automat přejde do stavu Q3 a na výstupu bude signál UP na 
nízké a DW na vysoké úrovní. Pokud IRC snímač zůstane nastavený v dané poloze, tím mám na 
mysli, že se nebude pokračovat v otáčení, automat zůstane v aktuálním stavu a výstupní signály 
UP i DW budou v logické nule – na nízké úrovni.
Automat obsahuje ještě jeden stav, a sice stav Q4. Jedná se o chybový stav IRC 
snímače. Pokud dojde k přechodu do tohoto stavu, výstupní signál ST se nastaví na vysokou  
úroveň, v opačném případě, pokud IRC snímač pracuje bezchybně, je signál na nízké úrovni.  
Sekvenční automat se do tohoto stavu dostane, pokud nastane nepovolená kombinace signálů 
V a G. Například pokud oba signály současně přejdou na vysokou popřípadě nízkou úroveň. 
Obecně  tato  situace  nastane,  pokud  dojde  k  současné  změně  obou  vstupních  signálů.  Tato 
situace totiž není možná ze samotného principu funkce IRC snímače a ukazuje na chybnou práci  
zařízení.  Může nastat  porucha na zdroji  světla nebo i  fotocitlivém snímači.  Tyto  situace by  
mohly způsobit, že sekvenční automat, který zpracovává výstupy IRC snímače, přejde do stavu 
Q4. Ze stavu Q4 se automat může dostat v případě, že dojde k povolené kombinaci V a G 
signálů (dojde ke změně  úrovně signálu pouze na jednom signálu,  nikoli  současně na obou 
signálech). Pokud toto nenastane, automat zůstane v chybovém stavu. Po celou dobu, kdy se 
zařízení  nachází  v  chybovém  stavu,  bude  signál  ST  ve  vysoké  úrovni,  na  nízkou  úroveň 
indikující  bezchybnou  funkčnost  bude  signál  nastaven  pouze  v  případě,  že  automat  opustí 
chybový stav. Z chybového stavu se automat může dostat pouze do stavu Q1 nebo Q3, pokud je  
splněna podmínka kombinace signálů V a G pro přechod do daného stavu.
To, že se automat dostane ven z chybového stavu, ještě není zárukou jeho správné 
funkce,  ale je důležité,  že  byl  nastaven stav signálu ST.  Zpracování  události  chyby je tedy 
necháno na hlavně vyššímu zařízení. Kdyby například došlo k situaci, že by byla porucha na 
jednom signálu (vlivem poruchy na příslušné světelné LED diodě nebo příslušném fotocitlivém 
snímači),  tento  signál  by  zůstával  v  úrovni  logické  nuly.  Automat  by  se  mohl  dostat  do 
chybového stavu,  ale při nastavení neporouchaného signálu by se dostal z chybového stavu. 
Předpokládejme, že by zrovna bylo otáčeno IRC snímačem jedním směrem, nepoškozený signál 
by tedy vlivem otáčení  IRC snímače  střídavě přecházel  z logické nuly do logické jedničky 
a zpět. Automatem by to pak bylo vyhodnoceno jako střídaná inkrementace a dekrementace.
5.2.1 Minimální frekvence hodinového signálu
V  této  podkapitole  se  budu  zamýšlet  nad  tím,  jaká  je  minimální  perioda 
hodinového signálu, aby byly výstupní signály IRC snímače zpracovány korektně. Cílem bude 
tuto periodu hodinového signálu vyjádřit jako poměr k minimální délce impulzu IRC snímače.
Délkou IRC impulzu mám na mysli dobu mezi přechodem jednoho ze vstupních 
signálů (signál V nebo signál G) z jedné úrovně do druhé. Tato délka koresponduje s dobou, po 
kterou je Mealyho automat v aktuálním stavu (viz obr. 5.4). Většinou je IRC snímač navržen  
tak,  aby byly  tyto  doby při  konstantních otáčkách stejně dlouhé,  ať  už se  automat  nachází  
v kterémkoliv  stavu.  Cílem této  podkapitoly  je  tedy  určit  minimální  frekvenci  hodinového 
signálu v poměru k této době tak, aby sekvenční automat pracoval spolehlivě.
Pokud by oba obvody (obvod „IRC“ a obvod zpracovávající jeho výstupní signály) 
nebyly synchronizovány stejným hodinovým signálem, byla by nutná synchronizace popsaná 
v kapitole 5.1.
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Výsledek úkolu určení minimální frekvence hodinového signálu bude určený i tím, 
jakým způsobem bude realizován blok,  který bude zpracovávat  výstupy hradlového obvodu 
„IRC“. Otázku určení minimální frekvence tedy budu řešit pro dva případy. První případ bude, 
že obvod zpracovávající výstupy „IRC“ obvodu bude provádět inkrementaci a dekrementaci  
aktuální  hodnoty  souřadnice  na  nástupnou  hranu  signálu  UP  a  DW.  Tuto  skutečnost 
předpokládá následující úvaha.
Před tím, než se pokusím analyzovat jednotlivé možnosti, které by mohly nastat, 
chtěl bych ilustrovat práci hradlového obvodu, který má na starosti zpracovávání výstupních 
signálů  IRC  snímače  v  ideálním  případě.  Jednu  z  možností  průběhu  signálů  V  a  G 
a odpovídajícího výstupu hradlového obvodu ilustruje následující časový diagram (viz obr. 5.5).
(Obrázek 5.5)
Z časového diagramu je zřejmé, že výstupní signály UP a DW jsou vůči vstupním 
V  a  G  posunuty  o  jednu  periodu  hodinového  signálu,  což  je  důsledkem  dvojstupňového 
zpracování.  Vstupy  jsou  totiž  synchronizovány  pomocí  D  klopného  obvodu  (problematice 
synchronizace  je  věnována  kapitola  5.1.).  Dále  je  patrné,  že  pro  každý  přechod  automatu 
z jednoho  stavu  do  následného  stavu  je  na  výstupních  signálech  UP  nebo  DW  generován 
impulz. Generovaný impulz má délku jedné periody hodinového signálu a bude signálem pro 
následující blok, který bude výstupy UP a DW zpracovávat. Pro každý impuls signálu UP dojde 
k přičtení  jedničky k aktuální  hodnotě souřadnice a pro každý signál  DW dojde k odečtení 
jedničky  od  aktuální  hodnoty  souřadnice  dané  osy.  Blíže  tuto  problematiku  ozřejmím  na 
následujících příkladech.
První z možných variant nastane v případě, že doba impulzu IRC bude menší než 
je perioda signálu Clk. Tato skutečnost by způsobila, že sekvenční obvod by některé přechody 
signálů V a G nemusel vůbec zaznamenat a v důsledku toho by se dostal do chybového stavu.  
Například  předpokládejme,  že  nastane  následující  situace.  Automat  se  bude  nacházet  ve 
výchozím stavu (signály V a G budou v logické nule). Vlivem příliš krátkého časového úseku 
nezaznamená  přechod signálu V do úrovně logické jedničky,  ale zaznamená až to,  když  ve 
vysoké úrovni budou oba signály. Což automat vyhodnotí jako chybový stav (současná změna 
obou signálů) a přejde z výchozího stavu do stavu chybového.
Další možností je, že minimální doba impulzu signálu IRC snímače bude  stejně 
dlouhá  jako  perioda.  V  tomto  případě  sice  jsou  jednotlivé  přechody  signálů  V  a  G 
zaznamenány,  ale problémem je, že při otáčení IRC snímače jedním směrem výstupní signál 
splyne v jeden. Tento případ by způsobil, že by došlo v chybě v čítání, protože obvod, který  
bude hodnoty bloku IRC zpracovávat, by splynuté impulzy bral jako jeden impulz a provedl by 
jednu inkrementaci namísto několika. Tuto situaci znázorňuje následující časový diagram.
(Obrázek 5.6)
Je  vidět,  že  v  tomto  případě  by čtyři  impulzy,  pro  které  by měla  být  hodnota 
souřadnice  inkrementována,  splynuly  v  jeden  impulz.  Hodnota  souřadnic  by  tedy  byla 
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inkrementována  pouze  jednou.  Je  zřejmé,  že  tato  délka  impulzů  je  stále  nedostatečná  pro 
správnou funkci zařízení.
Jako poslední  variantu,  kterou bych  chtěl  zmínit,  je  případ,  kdy délka impulzu 
snímače bude 1,5 násobkem periody hodinového signálu. Této situaci odpovídá další časový 
diagram.
(Obrázek 5.7)
Opět je vidět, že ani v tomto případě není délka impulzu dostatečná. Neboť stále 
dochází  ke  splynutí  výstupních  signálů,  i  když  v  menší  míře.  I  v  tomto  případě  by  do 
inkrementace a dekrementace souřadnicové hodnoty byla vnesena chyba.
Z výše uvedeného vyplývá, že perioda hodinového signálu pro korektní chování 
hradlového  obvodu  zpracovávajícího  signály  IRC  snímače  je  dvakrát  menší  (dvojnásobná 
frekvence)  než  doba  minimálního  IRC  impulzu  (viz  obr.  5.5).  V  tomto  případě  už  jsou 
jednotlivé impulzy UP a DW odděleny, a tím i následný blok bude moci pracovat tak, jak od něj  
očekáváme. Časové diagramy, které jsou na obrázcích, nezapočítávají zpoždění na jednotlivých 
hradlech obvodu, proto i v tomto případě může občas docházet k problémům. Takže v případě 
reálných hradel bych doporučil minimální periodu hodinového signálu menší, než je polovina 
doby minimálního impulzu IRC snímače (více než dvojnásobná frekvence hodinového signálu 
než je maximální frekvence změny stavů automatu „IRC“ obvodu).
Nyní  se  budu zabývat  řešením otázky minimální  frekvence hodinového signálu 
v případě, že obvod zpracovávající výstupní signály bloku „IRC“ nebude reagovat na nástupnou 
hranu, ale bude snímat pouze to, zda je signál UP nebo DW v úrovni logické jedničky. Okamžik  
sejmutí  hodnot těchto signálů bude iniciován sestupnou hranou hodinového signálu (signály 
jsou nastavovány na nástupnou hranu hodinového signálu, v tomto případě se předpokládá, že 
obvod zpracovávající výstupní signály bloku „IRC“ bude synchronizován stejným hodinovým 
signálem). Pro tuto variantu vyhodnocování signálu UP a DW je teoretický dostatečné, když 
délka periody hodinového signálu bude stejná jako doba nejkratšího impulzu signálů V a G.  
Pokud vezmu v potaz zpoždění hradel v reálné implementaci, bude rozumnější volit minimální  
délku  IRC impulzu  delší,  než  je  délka  periody hodinového  signálu  (frekvence  hodinového 
signálu je vhodné volit vyšší, než je frekvence změny stavů automatu „IRC“).
Má  realizace  používá  způsob  snímání  signálů  V  a  G  iniciovaném hodinovým 
signálem.  Tedy  není  nutné,  aby  impulzy  výstupních  signálů  V  a  G  byly  odděleny.  Navíc 
i v případě,  kdybych  použil  druhou  možnost  vyhodnocování  výstupních  signálů,  by  to 
nepředstavovalo  problém.  V  mém  případě  totiž  budu  používat  frekvenci  33  MHz.  Aby  se 
vyskytly zmíněné problémy splynutí impulzu signálu V nebo G, musel by se IRC snímač otáčet 
takovou  rychlostí,  aby  generoval  více  než  16  500  000  pulzů  za  sekundu.  Za  normálních 
okolností tato situace nikdy nenastane.
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5.3 Určení hodnoty souřadnice a komunikace pomocí APB3 sběrnice 
(blok „APB3 rozhraní“)
Dalším obvodem vytvořeným v hradlovém poli bude obvod pro určení hodnoty 
souřadnice v dané ose. Obvod bude rovněž schopen komunikovat s mikrokontrolérem pomocí  
APB3 sběrnice, takže musí implementovat její rozhraní. Podoba tohoto obvodu je znázorněna 
na obrázku 5.8.
(Obrázek 5.8)
Vstupy  tohoto  bloku  jsou  synchronizační  signál  CLK,  resetovací  signál  RST, 
signál DW, signál UP a signál ST.
Tento obvod bude aktivní na sestupnou hranu hodinového signálu, to znamená, že 
snímání vstupních hodnot nastane v okamžiku, kdy hodinový signál přejde z logické jedničky 
do úrovně logické nuly. Důvodem je skutečnost, že předchozí obvod (blok „IRC“) je aktivní na 
vzestupnou hranu hodinového signálu. Oba tyto bloky („IRC“ blok i blok „APB3 rozhraní“) 
hradlového pole jsou napojeny na stejný hodinový signál. Předchozí (blok „IRC“) tedy provede 
změnu svého výstupu během nástupní hrany hodinového signálu, tento výstup je přiveden jako 
vstup  bloku  „APB3  rozhraní“.  Snímání  hodnoty  vstupu  bloku  „APB3  rozhraní“  je  tedy 
prováděn v době, kdy by vstupní signál měl být s největší pravděpodobnosti stabilní (snímaní 
vstupního signálu je provedeno až po době, kterou představuje polovina periody hodinového 
signálu).  Teoreticky  sice  aplikace  měla  pracovat  i  v  případě,  že  by blok  „APB3 rozhraní“ 
pracoval také na vzestupnou hranu. V době vzestupné hrany by totiž blok „APB3 rozhraní“ měl  
načíst ještě „starší“ stabilní úroveň vstupního signálu, protože každé hradlo předchozího bloku 
„IRC“ má  určité  zpoždění.  Vlivem zpoždění  hradel  se tedy nová hodnota  dostane na vstup 
bloku „APB3 rozhraní“ až v době, kdy je již načtena předchozí stabilní hodnota a nová hodnota 
je načtena až s vzestupnou hranou dalšího impulzu hodinového signálu. Pokud by však mezi 
vstupy bloků „IRC“ a „APB3 rozhraní“ nebyl dostatečný počet hradel, mohlo by se stát, že by 
blok „APB3 rozhraní“ snímal už novou hodnotu. Což je nežádoucí jev.
Dalším vstupem je resetovací signál, který provede nastavení obvodu do výchozího 
stavu. V případě bloku „APB3 rozhraní“ vynuluje hodnotu souřadnice a hodnoty výstupních 
stavových signálů (signály přetečení a podtečení hodnoty souřadnice). 
Signály DW, UP a ST jsou výstupními signály bloku „IRC“. Je-li aktivní signál UP 
(ve  stavu  logické  jedničky),  znamená  to  zvýšení  aktuální  hodnoty  souřadnice  dané  osy. 
V případě aktivního signálu DW dojde ke snížení hodnoty souřadnice. Stavový signál ST není 
hradlovým obvodem „APB3 rozhraní“ nijak zpracován,  ale je pouze předán jako informace 
vyšším zařízením.
Samotný obvod „APB3 rozhraní“ by se dal rozdělit na dva logické celky. Jeden je 
určen pro zpracování  údajů obdržených od hradlového obvodu „IRC“ a druhý celek má na  
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starosti  zajištění  komunikace  přes  APB3  sběrnici.  Před  samotný  popis  logického  bloku 
zajišťujícího komunikaci po APB3 sběrnici, je vložena kapitola, která se věnuje přímo popisu 
APB3 sběrnice jako možnosti komunikace mezi obvodem hradlového pole a mikrokontrolérem 
FPGA systému.
5.3.1 Zpracování signálu bloku „IRC“
Jádrem této logické části je 24 bitový čítač. Počáteční hodnota čítače je nula. Čítač 
je inkrementován v případě,  že je aktivován vstupní signál UP. Pokud je aktivován vstupní  
signál DW, je čítač naopak dekrementován.
VHDL  nabízí  několik  možností,  jak  vlastní  čítač  realizovat.  Nejpracnějším 
způsobem by bylo definování sekvenčního automatu. Vzhledem k tomu, že je čítač 24 bitový,  
byl by tento způsob velmi zdlouhavý. Další možností je nadefinovat si blok sčítačky a spojením 
odpovídajícího  počtu  sčítaček  by  bylo  docíleno  funkce  čítače.  Ve  své  práci  jsem  využil  
možnosti  třetí,  a  sice  využil  jsem VHDL knihovnu IEEE.std_logic_arith.all,  která  dovoluje 
použít  znaménka  „+“  přímo na  signál  definovaný  jako  std_logic_vector.  Bylo  pouze  třeba 
přetypovat  std_logic_vector na typ unsigned (hodnota signálu std_logic_vector bude brána jako 
číslo  bez  znaménka  –  není  brána  v  potaz  otázka  znaménkového  zápisu  čísla).  Výsledná 
konstrukce výrazu ve VHDL tedy bude následující:
signal q            :std_logic_vector(23 downto 0);
q <= unsigned(q) + '1';
Tento příkaz zajistí provedení přičtení čísla 1 k aktuální hodnotě VHDL signálu q,  
která reprezentuje aktuální hodnotu čítače. Knihovna rovněž definuje příkaz pro dekrementaci,  
který má následující podobu:
q <= unsigned(q) – '1';
V tomto logickém bloku je rovněž řešena otázka přetečení a podtečení hodnoty 
čítače. Předpokládá se, že tato situace nesmí za normálních okolností nastat. Proto pokud by 
nastalo ať už přetečení nebo podtečení, je to považováno za závažnou chybu.
Přetečení nastane, pokud je hodnota čítače na maximální úrovni a přijde požadavek 
na inkrementaci (signál UP je v logické jedničce). Maximální hodnota je v případě 24 bitového 
čítače hodnota FFFFFF (zapsáno v šestnáctkové soustavě), čemuž odpovídá desítková hodnota 
16 777 215.  Pokud dojde k nastavení  signálu O (Overflow),  který signalizuje  přetečení,  na 
vysokou úroveň.
Podtečení  nastává  v  případě  minimální  (nulové)  hodnoty  čítače  a  nastavením 
signálu DW (signál  určující  dekrementaci)  na  hodnotu logické jedničky.  Pokud tato situace 
nastane, bude signál U (Underflow) indikující podtečení nastaven do logické jedničky.
Vzhledem  k  tomu,  že  je  tato  chyba  považována  za  závažnou,  obvod  „APB3 
rozhraní“ požadovanou inkrementaci / dekrementaci čítače neprovede a zablokuje se (přestane 
reagovat na signály UP a DW). Stav zablokování je možné odstranit pouze resetováním obvodu.
5.3.2 Sběrnice APB
Specifikace  sběrnicové  architektury  mikrokontroléru  AMBA  (advanced 
microcontroller  bus  architecture)  definuje  komunikační  standardy  pro  vysoce  výkonové 
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vestavěné mikrokontrolové systémy.  Specifikace v sobě zahrnuje  AMBA - AHB (advanced 
high-performance bus), která je určena pro komunikaci mezi moduly vysokých komunikačních 
rychlostí a sběrnicí AMBA – APB určenou pro pomalé periférie (menší komunikační rychlosti). 
Struktura  sběrnice  AHB  umožňuje  „multi-mastrový“  režim  (přítomnost  více  zařízení  typu 
„master“ na sběrnici).
Pomocí těchto sběrnic, které jsou v mikrokontroléru implementovány,  je možná 
efektivní komunikace mezi mikrokontrolérem zabudovaném v FPGA systému a samotnou částí 
hradlového  pole.  V  rámci  mikrokontroléru  jsou  rychlé  integrované  periférie  propojené 
s procesorovým jádrem Cortex-M3 pomocí vícevrstvé AHB sběrnicové matice ABM (AHB bus 
matrix). Subsystém mikrokontroléru je možno komunikačně spojit s hradlovým polem FPGA 
díky rozhraní poskytovanému konfigurovatelným řadičem FIC (fabric interface controller). FIC 
umožňuje použít pro komunikaci s hradlovým polem buď variantu AHB - AHB nebo AHB - 
APB3 (jedná se o APB verze 3). Komunikační protokol APB3 je jednodušší než komunikace 
pomocí AHB. V třetí generaci specifikace AMBA je definována i varianta AHB-lite. Jedná se 
o podmnožinu plné AHB v případě jednoho „mastra“ na sběrnici.
Ve  své  práci  jsem použil  pro komunikaci  hradlového pole  s  mikrokontrolérem 
sběrnici APB3, proto se jí budu věnovat detailněji. Použil jsem ji v režimu, kdy komponenty 
v rámci hradlového pole pracovaly v režimu „slave“.
Jak již bylo naznačeno, mezi procesorovým systémem tvořeným jádrem a rychlými 
integrovanými  periferiemi  probíhá  mnohem  rychlejší  komunikace,  než  je  tomu  v  případě 
pomalých periférií. Z tohoto důvodu je nutná architektura, která je zobrazena na obrázku číslo 
5.9,  kdy komunikace mezi  rychlou  AHB sběrnicí  a pomalou APB sběrnicí  zprostředkovává 
„bridge“ (FIC). „Bridge“ znamená most. Jedná se o zařízení, které „přemosťuje“ komunikace 
v rámci rozdílných struktur.
(Obrázek 5.9)
Aby tedy bylo možné připojit logický blok pole ke sběrnici APB3 je třeba vytvořit 
APB3  rozhraní.  Toto  rozhraní  plní  rovněž  funkci  jakéhosi  mostu,  který  zprostředkovává 
komunikaci mezi samotným blokem vytvořeným v hradlovém poli a APB3 sběrnicí. V podstatě 
převádí  signály  z  APB3  sběrnice  do  formy  srozumitelné  pro  logický  blok.  Logický  blok 
informaci zpracuje a pokud chce komunikovat přes APB3 sběrnici, jsou rovněž i její signály 
přetransformovány do formy srozumitelné pro APB3 sběrnici. Tuto skutečnost ilustruje obrázek 
číslo 5.10.
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(Obrázek 5.10)
Nejběžnější  realizace  rozhraní  je  pomocí  čtecích  a  zapisovacích  registrů. 
Komponenta  vytvořená v hradlovém poli  zapisuje do zapisovacího registru a čte ze čtecího 
registru. Během operace čtení na APB3 sběrnici je na sběrnici načtena hodnota zapisovacího 
registru  z  pohledu  hradlové  komponenty.  V  případě  zápisu  APB3  rozhraní  přesměruje 
zapisovaná  data  do  čtecího  registru  z  pohledu  hradlové  komponenty,  odkud  pak  hradlová 
komponenta může data načíst a zpracovat.
Popis práce APB3 sběrnice
Sběrnice APB3 používá ke komunikaci následující signály:
• PCLK
• PRESETn
• PADDR
• PSELx
• PENABLE
• PWRITE
• PWDATA
• PREADY
• PRDATA
• PSLVERR
V následujícím odstavci popíši význam jednotlivých signálů. Některé signály jsou 
volitelné, takže je není třeba během komunikace vůbec používat.
PCLK signál  přestavuje  hodinový  signál.  Synchronizuje  všechny operace,  jeho 
nástupná hrana časuje všechny přenosy APB3 sběrnice.
PRESETn  signál  je  resetovacím  signálem  sběrnice.  Je  aktivní  v  logické  nule. 
Signál  je  většinou  připojen  k  systémovému  resetu.  Zajišťuje  nastavení  počátečního 
inicializačního stavu na APB3 sběrnici.
PADDR reprezentuje adresu přenášenou po sběrnici APB. Tato adresa může být 8, 
16 nebo 32 bitová a je řízená periferní jednotkou mostu sběrnice (FIC).
PSELx signál určuje výběr daného zařízení. Jednotka APB „bridge“ generuje tento 
30
signál do každé zařízení typu „slave“ v rámci sběrnice. Generovaný signál tedy znamená výběr 
konkrétního zařízení a požadavek na datový přenos.
PENABLE  signál  je  pro  indikaci  dalších  komunikačních  cyklů  během  APB 
přenosu. Pokud není signál aktivován, proběhne pouze jeden cyklus přenosu.
PWRITE signál určuje, zda se jedná o operaci čtení nebo zápisu. Pokud je signál 
ve vysoké úrovni, znamená to, že bude prováděn zápis. V případě nízké úrovně signálu se jedná 
o čtení.
PWDATA určuje  část  sběrnice  přenášející  zapisovaná data.  Šířka této sběrnice 
může být až 32 bitů. Tato část sběrnice je řízená jednotkou „bridge“ v případě, že hodnota  
signálu PWRITE je ve vysoké úrovni.
PREADY signál  je použit  k prodloužení přenosu ABP. Je generován zařízením 
typu „slave“. Pokud není zařízení připraveno na příjem, může pomocí tohoto signálu požádat 
o možnost příjmu dat až v další periodě.
PRDATA  je  část  sběrnice  vyhrazená  pro  přenos  čtených  dat  z  pohledu  APB 
„bridge“ sběrnice.  Tato sběrnice je nastavována „slave“ zařízením a to v případě,  že signál  
PWRITE  je  na  nízké  úrovni.  Šířka  sběrnice  může  rovněž  být,  jako  v  případě  zapisovací 
sběrnice, až 32 bitů.
PSLVERR signál indukuje chybu na straně „slave“ zařízení během přenosu. Tento 
signál je volitelný. To znamená, že pro komunikaci nemusí být používán. V případě, že není 
používaný, je nastaven na nízkou úroveň.
Komunikace po sběrnici APB3 je rozdělena do několika fází. Během komunikace 
se sběrnice může nacházet celkem ve třech stavech, jak je zobrazeno na obrázku číslo 5.11.  
Jednotlivé stavy budou blíže popsány.
Prvním výchozím stavem je stav zvaný „IDLE“, což v češtině znamená nečinný. 
Jak už samotný název pro tento stav napovídá, v případě nečinnosti se sběrnice nachází právě 
v tomto stavu.
V případě vzniku požadavku na přenos sběrnice přejde ze stavu IDLE do stavu 
„SETUP“ (nastavení). Při přechodu do stavu „SETUP“ je provedena aktivace signálu PSELx. 
V tomto stavu se sběrnice nachází jen po dobu jedné periody hodinového signálu a na další 
nástupnou hranu hodinového signálu  přejde  do třetího stavu a  tím je  stav „ACCESS“,  což 
znamená  přístup.  Před  přechodem do  stavu  „ACCESS“  musí  být  stabilní  hodnota  adresní 
sběrnice, dále PWRITE signál a signál PSELx.
Ve stavu „ACCESS“ je aktivován signál PENABLE. Přechod ze stavu „ACCESS“ 
je  řízen  signálem PREADY „slave“ zařízením.  Pokud je  signál  PREADY na nízké úrovni,  
sběrnice  ve stavu „ACCESS“ zůstane.  Pokud je  naopak úroveň PREADY vysoká,  sběrnice 
přejde opět  do stavu IDLE. Pokud by byl  následně požadován další  přenos,  je  možné,  aby 
sběrnice  opět  přešla  do stavu „SETUP“ bez toho,  aniž  by musela  přejít  přes  stav  „IDLE“. 
Jednotlivé stavy ilustruje následující obrázek.
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(Obrázek 5.11)
Pro větší názornost a srozumitelnost uvádím i časové diagramy,  které zachycují 
úrovně jednotlivých signálů na sběrnici během procesu komunikace (viz obr. 5.12 a 5.13).
Pro zapisovací  přenos po APB3 sběrnici  je nutné nastavit  hodnoty adresy,  dále 
provést  nastavení  zapisovaných  dat  (PWDATA),  zapisovací  signál  PWRITE  musí  být 
ve vysoké  úrovni  a rovněž musí  být  aktivní  PSELECT signál.  Všechna tato nastavení  musí  
proběhnout po nástupné hraně hodinového signálu. Signály budou vzaty v potaz a vyhodnoceny 
až  v  okamžiku  další  nástupné  hrany hodinového  signálu.  Poté  je  aktivován  také  signál 
PENABLE.  Signál  PENABLE indikuje  přechod do ACCESS stavu.  Po celou dobu,  kdy se 
sběrnice APB3 nachází v ACCESS stavu, musí být stále nastavená platná adresa, data i signál 
PWRITE. Na konci přenosového cyklu je signál PENABLE nastaven na nízkou hodnotu. Signál 
PSELx je rovněž deaktivován (nastaven do úrovně logické nuly). Jedině v případě, že následuje 
další přenos týkající se dané periférie, může zůstat na vysoké úrovni. Popsaný průběh ukazuje 
levá část obrázku číslo 5.12.
Během ACCESS stavu (signál  PENABLE je  aktivní)  může  být  proces  přenosu 
pozdržen tím, že periférie (zařízení typu „slave“) nastaví signál PREADY na nízkou úroveň. 
Tento případ zachycuje pravá část obrázku 5.12.
Čtení dat z periferního „slave“ zařízení probíhá obdobně s tím rozdílem, že signál  
PWRITE je na nízké úrovni. Periférie musí poskytnout požadovaná data před koncem čtecího 
přenosu  (PRDATA).  Popřípadě  může  pomocí  signálu  PREADY prodloužit  dobu čekání  na 
přenos, jak bylo vysvětleno výše. Úrovně jednotlivých signálů během čtení jsou zachyceny na 
obrázku číslo 5.13.
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(Obrázek 5.12)
(Obrázek 5.13)
5.3.3 Rozhraní sběrnice APB3
Pro komunikaci logiky bloku „APB3 rozhraní“ s mikrokontrolérem skrze ABP3 
sběrnici využiji metodu, která používá čtecí registr. Šířka čtecí části APB3 sběrnice je v mém 
případě zvolená na 32 bitů. Proto i čtecí registr bude mít také 32 bitů. Čtecí registr definuji jako 
std_logic_vector(31  downto  0).  Bude-li  požadavek  na  čtení  dat  sběrnicí APB3,  do  tohoto 
registru budou vložena aktuální data hradlového obvodu „APB3 rozhraní“ a následně načtena 
z čtecího registru do části sběrnice PRDATA.
Pokud tedy mikrokontrolér obdrží od nadřazeného zařízení požadavek na zaslání 
aktuální  polohy,  skrze sběrnicovou strukturu iniciuje  přečtení  dat  nacházejících se  v čtecím 
registru hradlového obvodu „APB3 rozhraní“.
Aby čtecí operace proběhla korektně, je třeba dodržet komunikační protokol APB3 
sběrnice  (nastavení  patřičných signálů  sběrnice  do  odpovídající  úrovně).  Signál  PSLVERR, 
jehož použití je volitelné, nebudeme používat, proto bude na stálo nastaven do úrovně logické 
nuly. Dále nepředpokládám, že by někdy mělo dojít k tomu, že by bylo třeba prodloužení doby, 
kdy se sběrnice nachází ve stavu „ACCESS“. Čtená data budou jen načtena a poslána z čtecího 
registru na sběrnici, což není časově náročná operace. Tato operace navíc vyžaduje stále stejnou 
dobu nezávisle na datech. Proto signál PREADY natavíme trvale do logické jedničky. Je tedy 
postačující, aby část obvodu „APB3 rozhraní“ zajišťující přenos dat po APB3 sběrnici sledovala 
signál PSELx a signál PWRITE. Pokud bude signál PSELx ve vysoké úrovni, znamená to výběr 
aktuálního hradlového obvodu pro komunikační přenos. Signál PWRITE musí  být v logické 
nule, což ukazuje na to, že se jedná o operaci čtení. Pokud tedy budou tyto podmínky splněny,  
na  sestupnou hranu hodinového signálu  (aby pro  následující  nástupnou hranu byla  už  data 
k dispozici)  budou  načtena  na  sběrnici  APB3  data  ze  čtecího  registru.  Pokud  si  aktuální 
hradlový obvod vystačí  s  jednou adresou (jeden čtecí  registr)  není  ani  potřeba zohledňovat  
adresní část sběrnice – výběr hradlového bloku je totiž jednoznačně určen signálem PSELx. 
Adresní  sběrnice  by  se  uplatnila  v  případě  potřeby  posílání  více  druhů  dat  (více  čtecích 
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registrů).  Vzhledem  k  tomu,  že  blok  „APB3  rozhraní“  nepotřebuje  přijímat  data  od 
mikrokontroléru,  není  třeba  řešit  problém  čtení  hradlového  obvodu  z  APB3  sběrnice.  Pro 
(Obrázek 5.14)
V tomto odstavci přiblížím, co je obsahem čtecího registru. Je totiž zapotřebí dát 
mikrokontroléru k dispozici nejen údaj o aktuální hodnotě souřadnice (údaj čítače),  ale také 
informaci  o chybovém stavu (ST), přetečení (O) a podtečení (U). Jak je uvedeno v kapitole  
5.4.1. vlastní čítač je 24 bitový, signály ST, O a U zabírají celkem tři bity. Čtecí registr je 32 
bitový.  Není  tedy problémem všechna přenášená data umístit  do tohoto registru.  Pořadí  dat  
ukazuje obrázek číslo 1.3. Pět bitů je v tomto případě nevyužito. Pro přiřazení těchto hodnot do 
registru je použit VHDL příkaz:
data_out_int <= ST & overflow & underflow & "00000" & data_out;
Může  ovšem  nastat  i  situace,  že  šířka  čítače  24  bitů  není  dostatečná,  ale  je 
zapotřebí šířka například plných 32 bitů nebo dokonce ještě více. V tomto případě by nestačilo  
použít  jen  jeden  32  bitový  registr,  ale  několik.  Nyní  by  bylo  zapotřebí  řešit  otázku,  jak  
jednotlivé  registry  od  sebe  odlišit.  Každý  čtecí  registr  by  totiž  obsahoval  jiný  údaj  dat.  
Například pokud bych  uvažoval  šířku čítače 64 bitů,  jeden čtecí  registr  by obsahovat  dolní 
polovinu hodnoty čítače a další registr by obsahoval horní polovinu hodnoty čítače. Pokud bych 
ještě chtěl přenášet bity ST, O a U, bylo by zapotřebí ještě třetí registr.
Sběrnice APB3 v rámci systému FPGA umožňuje připojit 16 zařízení typu „slave“. 
Každému zařízení „slave“ je přidělen určitý adresní prostor zvaný slot (velikost tohoto prostoru 
– slotu lze nastavit v rozsahu od 256 adres do 1 000 000 adres). V rámci slotu lze tedy použít  
poměrně velké množství podadres, které jsou určeny právě adresní části APB3 sběrnice, a sice 
PADDR.
V  rámci  hradlového  bloku  by  část  zajišťující  komunikaci  s  APB3  sběrnicí 
zahrnovala  i  blok  multiplexoru  (definovaného  v  hradlovém poli  jazykem  VHDL).  Adresní 
vstupy onoho multiplexoru by byly napojeny na signály PADDR.  Multiplexor by zajišťoval, že 
při čtení dat z registrů by se v závislosti na adrese dostaly na sběrnici data z odpovídajícího  
registru. Tím by byl problém rozlišení jednotlivých dat vyřešen.
5.4 Reset obvodu hradlového pole
Obvody  hradlového  pole  by  měly  povolovat  možnost  nastavení  do  startovního 
stavu. Tuto možnost nabízí signál reset, který je aktivní v logické nule. Signál reset se také od 
ostatních signálů liší tím, že není závislý na hodinovém signálu. Je-li signál reset nastaven do  
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logické nuly, jsou všechny resetované obvody nastaveny do původního stavu okamžitě (signál 
nenabude platnosti až sestupnou, či nástupnou hranou hodinového signálu). Činnost obvodu je 
po dobu, kdy je reset aktivní,  zastavena. Až po uvolnění resetovacího signálu (nastavení do 
logické jedničky), obvod pracuje běžným způsobem.
V  rámci  procesu  (sekvenčního  vykonávání  VHDL  příkazů),  při  implementaci 
hradlových obvodů v jazyce VHDL, je tedy nutné nejprve provést kontrolu, zda není nastavený 
reset. V případě, že je v logické nule, provedou se jen příkazy týkající se nastavení obvodu do  
výchozího  stavu  (např.  nulování  hodnoty  čítače  nebo  nastavení  sekvenčního  automatu  do 
počátečního stavu).  Pouze v případě,  že  je resetovací  signál  ve  vysoké úrovni,  bude obvod 
pracovat běžným způsobem.
Zde uvádím příklad principu řešení  problému resetu v rámci  procesu.  Jedná se 
o proces  nastavování  výstupu  bloku  IRC  snímače  na  základě  aktuálního  vnitřního  stavu 
a aktuálních vstupů.
IRC_OUTPUTS: process(fsm, vg_bus, RST)
begin
if (RST = '0') then
ST <= '0';
UP <= '0';
DW <= '0';
else
Důležité  je  (pro  proces  implementující  reset),  že  signál  reset  musí  být  uveden 
v seznamu signálů, na které je proces citlivý. Je rovněž rozumné, umístit kontrolu toho, zda je  
reset aktivní, na začátek (jak je vidět v příkladu výše). Tímto je docíleno, že pokud je reset 
aktivní,  je  zbytek  těla procesu přeskočen (kromě příkazu pro nastavení  do výchozího stavu 
obvodu).  Tímto  způsobem (pokud  je  reset  aktivní,  nezáleží  na  dalších  signálech  a  stavech 
obvodu) pracují všechny logické číslicové obvody.
Mnou použitý vývojový kit obsahuje na DPS resetovací tlačítko. Stiskem tlačítka 
je  vyvolán  reset  mikrokontroléru.  V  mé  aplikaci  je  rovněž  tento  resetovací  signál  tlačítka 
vyveden i  do hradlového pole, kde je připojen na resetovací vstupy jednotlivých hradlových 
obvodů. Tím je zajištěn kompletní reset celého FPGA systému.
Jak již bylo zmíněno, nastane-li během práce s čítačem přetečení nebo podtečení,  
daný  hradlový  obvod  je  zablokován  a  přestane  reagovat  na  vstupy  z  IRC  snímače.  Stav 
zablokování může být zrušen pouze resetem. Aby nebylo nutné resetovat také mikrokontrolér 
(reset pomocí resetovacího tlačítka), umožnil jsem provést reset pouze obvodů hradlového pole 
a to signálem ovládaným mikrokontrolérem. V případě přetečení a podtečení je nutné provést  
reset pouze bloků hradlového pole, reset mikrokontroléru není zapotřebí a navíc je používán pro 
komunikaci s nadřazeným zařízením. Také není příliš efektivní nutnost mačkat tlačítko.
Problém jsem proto vyřešil tak, že jsem kromě signálu resetovacího tlačítka vyvedl 
z  mikrokontroléru do hradlového pole ještě jeden resetovací  výstup.  Logická úroveň tohoto 
výstupu je ovládána přímo programem mikrokontroléru a to následovně. Pokud mikrokontrolér 
obdrží přes sériovou linku příkaz „R“, provede na krátkou dobu nastavení výstupu do logické 
nuly a následně jej opět nastaví na úroveň logické jedničky.
V rámci  hradlového  pole  je  tedy nutné  zajistit,  aby byl  proveden  reset  jak  na 
resetovací signál tlačítka, tak rovněž na resetovací signál ovládaný přímo mikrokontrolérem. 
Situaci jsem vyřešil tak, že jsem oba signály zapojil na vstupy hradla AND a na výstup hradla  
jsem připojil resetovací vstupy jednotlivých obvodů hradlového pole. Je totiž třeba zajistit, aby 
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reset  obvodu  hradlového  pole  byl  proveden  buď  v  případě  stisku  tlačítka  nebo  pokud  je 
aktivován resetovací signál ovládaný polem. Pokud by se jednalo o signály, které jsou aktivní 
v jedničce, bylo by použito hradlo OR. Toto by zajistilo aktivaci výstupu hradla za předpokladu, 
že by aspoň jeden ze vstupů byl  aktivní. Signál reset je však aktivní na úroveň nula, nikoli  
jedna. Proto by ke stejné funkci hradla bylo třeba vstupy i výstup hradla negovat, čemuž by 
odpovídal předpis:  AB .  Využijeme-li však De Morganův zákon  AB=A . B ,  pak 
můžeme  výraz  upravit  následujícím  způsobem:  AB=A . B=A . B .  Takže  výsledným 
zapojením,  které  bude  umožňovat  aktivaci  příslušné  úrovně  resetu  v  případě,  že  jeden  ze 
vstupních resetů bude v logické nule, je právě hradlo AND.
5.5 Synchronizace mikrokontroléru a hradlového pole
V  případě  sdílení  jednoho  zdroje  dvěma  systémy  je  nutno  řešit  problém 
synchronizace.  Během  používání  stejného  zdroje  v  rámci  dvou  systémů  může  vzniknout  
problém současného přístupu k danému zdroji. V mém případě se jedná o strukturu producenta 
(blok „APB3 rozhraní“) a konzumenta (mikrokontrolér). Producent produkuje data (aktualizuje 
údaje  o  poloze  IRC snímače)  a  konzument  data  spotřebovává  (načítá  informace  o  aktuální  
poloze a posílá  je  nadřízenému zařízení).  Pokud by tedy oba systémy přistoupily ke zdroji 
ve stejnou dobu, mohlo by se stát, že producent začne přepisovat data. V průběhu přepisu může  
konzument data načíst. Vzhledem k tomu, že data ještě nebyla kompletně změněna, ale byla 
teprve v určité fázi přepisu, konzument načte neúplnou a tudíž chybnou informaci. Tomuto jevu 
je třeba zabránit. Řešením je určitým způsobem zajistit, aby v danou chvíli mohl k datům zdroje  
přistupovat  pouze  jeden  systém.  Pokud  by  se  během  doby,  kdy  jeden  systém  pracuje  se 
zdrojovými daty, pokusil o přístup ke zdrojovým datům druhý systém, musí být odmítnut. Toto 
je možné zajistit mnoha různými způsoby.
V navrhovaném FPGA systému  je  problém synchronizace  vyřešen  tím,  že  oba 
systémy – jak obvod hradlového pole „APB3 rozhraní“, tak sběrnice APB3 – používají stejný 
zdroj  hodinového  signálu.  Pokud  hradlový  obvod  detekuje,  že  je  signál  PSELx  v  logické 
jedničce a signál PWRITE v logické nule, na sestupnou hranu vloží data do čtecího registru.  
Sběrnice APB3 pracuje na vzestupnou hranu, proto v době vzestupné hrany už čte stabilní data.  
Teoreticky by neměly nastat problémy ani v případě zápisu dat na vzestupnou hranu (vlivem 
zpoždění na hradlových obvodech by APB3 sběrnice měla načíst ještě stabilní data), ale pro  
větší jistotu je lepší zapisovat data na sestupnou hranu a číst až na vzestupnou.
Pokud by systémy nebyly synchronizovány stejným hodinovým signálem, mohlo 
by být řešení ve vytvoření tzv. zámku pro přístup ke zdroji. Zámek by mohl být realizován 
klopným obvodem. Pokud by mikrokontrolér chtěl číst  data ze zdroje dat (čtecího registru),  
nastavil by nejprve zámek do aktivní úrovně.  Mikrokontrolér by nejprve mohl provést přečtení 
výstupního signálu klopného obvodu zámku. Pokud by zjistil, že zámek již je nastaven (vlivem 
hodinového signálu již byl přenesen vstup klopného obvodu na výstup), mohl by zahájit operaci 
čtení  zdroje  (čtecího  registru)  bez  rizika  současného  přístupu  se  systémem,  který  provádí 
aktualizaci zdrojových dat. Po čtení by opět zámek deaktivoval. Systém pro zápis do čtecího 
registru by nejprve provedl kontrolu zámku a pokud by zámek nebyl aktivní, provedl by zápis  
do čtecího registru. V případě, že by zdroj byl zrovna uzamčen, zapisovací systém by provedl  
aktualizaci až po uvolnění zámku.
6. Návrh software
Kapitola pojednává o problematice návrhu software, zabývá se tedy výhradně částí 
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mikrokontroléru FPGA systému. Do této kapitoly jsem zahrnul jak samotný návrh programu pro 
procesor  Cortex-M3,  tak  také  konfiguraci  mikrokontrolového  systému  (MSS).  Rovněž  se 
v rámci  této  kapitoly  chci  zmínit  o  návrhu  aplikace  běžící  na  nadřazeném  zařízení,  která 
komunikuje s FPGA aplikací skrze sériový port.
6.1 Konfigurace mikrokontroléru (MSS)
Pro  účel  konfigurace  mikrokontroléru  firma  Actel  nabízí  přehledné  grafické 
prostředí  „SmartDesign  MSS  Configurator“.  Pomocí  zmíněného  prostředí  je  možné 
nakonfigurovat, které bloky periférií budou v systému použity, a které nikoli. Některé bloky,  
jenž se nebudou v rámci  dané aplikace používat,  je  možné  nechat  odpojit  od systému,  aby 
zbytečně nezvyšovaly spotřebu elektrické energie mikrokontroléru.
Z pohledu mnou navrhované aplikace jsou podstatné bloky Clock Management,  
Reset Management,  Fabric Interface, UART_0 a GPIO_0. Ostatní bloky,  které to umožňují,  
nechám odpojit od systému.
V  bloku  Clock  Management  se  provádí  nastavení  hodinového  signálu  celého 
systému. Lze nastavit jako generátor kmitočtu buď RC oscilátor, který se nachází na DPS nebo 
krystalový oscilátor. Oscilátor tvořený krystalem je přesnější než RC oscilátor, proto jsem jej 
zvolil  jako hlavní generátor hodinového signálu. FPGA systém je vybaven i  jednotkou PLL 
(smyčka fázového závěsu), takže rozsah možností nastavení kmitočtu je poměrně velký.
Při  nastavení  hodnoty  kmitočtu  hodinového  signálu  je  nutno  brát  v  potaz 
plánovanou rychlost  přenosu sériové linky.  Při  vysílání  dat  na sériovou linku je  dostačující 
frekvence odpovídající rychlosti přenosu, avšak při příjmu dat ze sériové linky je potřeba signál 
vzorkovat s větší frekvencí. S daty poslanými skrze sériovou linku totiž není přenášen hodinový 
signál,  který  by vysílač  a  přijímač  synchronizoval.  Během komunikace  po  sériové  lince  je 
přijímaný signál  vzorkován šestinásobkem vysílací  frekvence.  V rámci  jednoho bitu je tedy 
odebráno šestnáct vzorků. To, jestli bude přijatý bit  klasifikován jako logická jednička nebo 
logická  nula,  záleží  na  vyhodnocení  úrovně  třech  odebraných  vzorků.  Většinou  se  jedná 
o sedmý, osmý a devátý vzorek. Předpokládá se totiž, že v době odebrání těchto vzorků bude již  
úroveň signálu stabilní.
Má aplikace pro komunikaci po sériové lince bude používat rychlost přenosu 9600 
Baud.  Z  výše  uvedeného  vyplývá,  že  kmitočet  hodinového  signálu  musí  být  minimálně 
16 x 9600, což je 153,6 kHz. Hlavní krystal, který udává kmitočet obvodu, má 20 MHz. Pomocí 
jednotky fázového závěsu PLL jsem schopen kmitočet  násobit  celým číslem (zpětnovazební 
kmitočet  je podělen daným celým číslem).  Rovněž jsem schopen výstupní kmitočet pomocí  
děličky  kmitočtu  podělit.  Tímto  způsoben  jsem  schopen  vytvořit  širokou  škálu  možných 
kmitočtů, které vzniknou vynásobením a vydělením kmitočtu 20 MHz dvěma různými celými 
čísly.
Výrobce  uvádí  čtyři  programovatelné  vstupy  pro  UART,  a  sice  BIT8, 
PARITY_EN, ODD_N_EVEN a BAUD_VAL. Hodnota vstupu BIT8 udává počet  datových 
bitů. PARITY_EN určuje, zda je během komunikace používaná kontrola parity. Je-li prováděna 
kontrola paritou, vstup ODD_N_EVEN definuje typ parity. Poslední vstup BAUD_VAL právě 
souvisí s rychlostí přenosu. BAUD_VALUE je funkce systémového hodinového signálu (CLK) 
a požadované rychlosti přenosu (BAUD_RATE), která je definována následovně:
BAUDRATE= CLK
16⋅BAUDVALUE1
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BAUD_VALUE se tedy vypočítá dle tohoto vztahu:
BAUDVALUE= CLK
16⋅BAUDRATE
−1
Hodnota BAUD_VALUE je pak zaokrouhlena na nejbližší celé číslo. Například 
v případě 33 MHz a požadované přenosové rychlosti 9600 Baud se hodnota BAUD_VALUE 
rovná 214 (v šestnáctkové soustavě D6).
V mém případě jsem pro hodnotu hodinového signálu použil hodnotu 33 MHz, což 
je pro UART rozhodně dostačující. Pro samotný UART by byla postačující i hodnota 153,6 kHz 
(hodnota  BAUD_VALUE  by  se  v  tomto  případě  rovnala  nule).  Minimální  nastavitelný 
kmitočet, který Clock Management umožňuje, je 750 kHz.
Hodinový signál bude také vyveden do hradlového pole, aby jej mohly používat 
i uživatelsky vytvořené hradlové komponenty. Obecně řečeno, čím větší je hodinový kmitočet,  
tím  rychleji  budou  hradlové  obvody  pracovat.  Samozřejmě  velikost  kmitočtu  není  možné 
zvyšovat bez omezení, obvody jsou totiž limitovány svými fyzickými možnostmi.
V sekci Reset Managementu rovněž nechám vyvést signál resetu, který je iniciován 
stiskem tlačítka na DPS, do hradlového pole.
Blok  Fabric  Management  zprostředkovává  komunikaci  mezi  rychlou  sběrnicí 
AHB, na kterou je napojen i procesor, a komponentami hradlového pole (více v kapitole 5.4.2.). 
Pro komunikaci s hradlovým polem tedy zvolím sběrnici APB3 a blok Fabric Interface (FIC)  
bude vystupovat jako „Master“.
Další zvolenou komponentou, kterou bude navrhovaný systém používat,  je blok 
UART_0. Tento blok zprostředkovává komunikaci přes sériovou linku.
Poslední komponentou, která bude využita, je blok GPIO (General Purpose Input / 
Output). Je to blok umožňující nastavit vstupy a výstupy mikrokontroléru. Tuto možnost využiji  
k účelu ovládání světelných LED diod, které použiji pro signalizaci.
Výhodou je také skutečnost, že v závislosti na použitých komponentách v rámci 
mikrokontroléru prostředí vygeneruje knihovny v jazyku C. Jejich použití během programování 
procesoru usnadňuje ovládání jednotlivých periférií.
6.2 Program pro obsluhu aplikace
Procesor mikrokontroléru má na starosti jak sběr dat z jednotlivých IRC snímačů 
prostřednictvím bloků „APB3 rozhraní“,  tak i  komunikaci  přes  sériovou linku.  Rovněž řídí 
nastavování LED diod na DPS do příslušných stavů a generování uživatelského resetu obvodů 
programovatelného hradlového pole.
Program je  napsán  v  jazyku  C.  První  část  programu  je  inicializační.  V  rámci 
inicializace jsou uživatelské vstupy/výstupy nakonfigurovány jako výstupy.  Je použito devět 
uživatelských výstupů, z nichž je osm vyvedeno na LED diody a jeden výstup je vyveden do 
těla hradlového pole jako uživatelský reset. V této části jsou také nastaveny proměnné pro čtení  
čtecích registrů bloku „APB3 rozhraní“ přes použitou sběrnici APB3. K těmto registrům lze 
přistupovat jako k místu paměti pomocí definování ukazatele na adresu daného zařízení APB3 
sběrnice  pracujícího  v  režimu  „slave“.  Samotné  nastavování  jednotlivých  signálů  APB3 
sběrnice  během komunikace  je  záležitostí  obvodu „bridge“  (FIC).  Adresy slotů  komponent 
připojených na APB3 sběrnici jsou v šestnáctkové soustavě následující: 40050000, 40050100 
a 40050200. Proto ukazatelé na čtecí registry APB3 komponent budou definovány takto:
38
uint32_t * x=0x40050000;
uint32_t * y=0x40050100;
uint32_t * z=0x40050200;
Každý slot obsahuje možnost zadefinovat 256 adres. Proto, pokud by bylo třeba 
použít více čtecích či zapisovacích registrů, není problém nastavit ukazatel na konkrétní registr.
Příkaz pro přečtení obsahu čtecího registru pro IRC snímač v ose X je možno zadat 
tímto způsobem:
uint32_t IRC_message_x = *x;
Zápis do zapisovacího registru by byl obdobný. V mém případě však není potřeba 
přenášet tímto způsobem informace pro komponenty APB3 sběrnice, proto není operace zápisu 
do zapisovacího registru vůbec v rámci bloku „APB3 rozhraní“ realizována.
Poslední částí inicializační fáze je nastavení přerušení od sériové linky a definování 
obslužné funkce v případě přerušení.
Po  inicializační  fázi  programu  následuje  výkonná  fáze.  Program  vstoupí 
do nekonečné smyčky,  která nemá žádné tělo. Z nekonečné smyčky se program dostane jen 
v případě přerušení od sériového portu. Pokud tedy nastane přerušení, program vykoná funkci 
pro obsluhu přerušení  a  vrátí  se  zpět  do nekonečné smyčky,  kde bude až  do doby dalšího 
přerušení od sériového portu.
Funkce pro obsluhu přerušení nejprve načte řetězec ze sériového portu. Následně 
provede kontrolu, zda se jedná o řetězec „G“ nebo o řetězec „R“.
Pokud  procesor  obdrží  řetězec  „G“,  znamená  to  příkaz  GET.  Vytvoří  zprávu 
odpovědi následujícím způsobem. První část je symbol „0“, a pak následují obsahy jednotlivých 
čtecích registrů bloku „APB3 rozhraní“ odděleny symbolem „&“. Co se týče pořadí zpráv, první 
je  zpráva z bloku pro souřadnici  X,  následuje  zpráva bloku pro souřadnici  Y a  poslední  je 
zpráva bloku pro souřadnici Z. Pak je tato zpráva odeslána přes sériový port jako odpověď na 
příkaz GET. V další části  funkce je provedeno rozpársrování jednotlivých zpráv a nastavení 
LED diod do odpovídajících stavů.
LED diody slouží pro základní interpretaci stavů FPGA systému. Použitý kit dává 
k dispozici osm uživatelsky nastavitelných LED diod. Vzhledem ke skutečnosti, že není možné 
signalizovat všechny stavy bloku pro obsluhu IRC snímačů (status, overflow a underflow pro 
jeden IRC snímač – bylo by tedy zapotřebí devět LED diod), je jednotlivými LED diodami 
indikace stavu aplikace prováděna následně. V klidovém stavu jsou všechny diody zhasnuté.  
První dioda (D1) je rozsvícena,  pokud nastane obsluha přerušení,  po dokončení vykonávání 
obslužné funkce je zhasnuta. LED dioda D2 je rozsvícena po dobu vykonávání obsluhy příkazu 
GET. Pokud tedy bliká D1, ale D2 nikoliv,  ukazuje to na skutečnost,  že jsou posílány buď 
příkazy  pro  reset  nebo  (což  je  pravděpodobnější)  jsou  zasílány  neplatné  příkazy.  Šestici 
zbývajících LED diod jsem přidělil  pro indikaci stavu jednotlivých bloků obsluhujících IRC 
snímače. Diody D3 a D4 jsou přiděleny IRC snímači souřadnice X. Diody D5 a D6 ukazují  
momentální  stav  snímače  IRC  pro  souřadnici  Y.  Poslední  dvě  diody  (D7  a  D8)  jsou 
nastavovány v souladu se stavem IRC snímače pro souřadnici Z. Vždy první z dvojice LED 
diod je rozsvícena pokud snímač generuje nepovolenou kombinaci výstupních signálu V a G, 
rozsvícení druhé diody signalizuje přetečení (overflow) nebo podtečení (underflow) daného IRC 
snímače. Přehledněji je význam jednotlivých LED diod zobrazen na obrázku číslo 6.1.
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(Obrázek 6.1)
Význam jednotlivých popisů LED diod je následující:
• IRQ – přerušení od sériového portu
• Cg – zaslání příkazu GET
• Xs – status IRC snímače X
• Xou – overflow nebo underflow IRC snímače X
• Ys – status IRC snímače Y
• You – overflow nebo underflow IRC snímače Y
• Zs – status IRC snímače Z
• Zou – overflow nebo underflow IRC snímače Z
V případě, že procesor obdrží řetězec „R“, znamená to příkaz RESET. V tomto 
případě je nastaven resetovací výstupní signál spojený s resetovacími vstupy obvodu hradlového 
pole. Jako odpověď na tento příkaz je zaslán symbol „0“.
Pokud je přijat jakýkoliv jiný řetězec mimo „G“ nebo „R“, procesor pouze zašle 
jako odpověď symbol „1“, znamenající chybný příkaz.
To, jak často bude údaj o poloze daný hodnotou souřadnice IRC snímačů zasílaný, 
je tedy v případě mé aplikace plně na nadřazeném zařízení.  Čím častěji  bude vysílán příkaz 
GET,  tím častěji  bude  přečtena  aktuální  informace  bloku  „APB3  rozhraní“  a  zaslána  zpět 
nadřazenému zařízení.
Nepochybně  by  bylo  možné  realizovat  způsob  zasílání  aktuálních  hodnot  IRC 
snímačů  i  jiným způsobem.  Například,  že  by nejprve  mezi  nadřízeným zařízením a  FPGA 
aplikací proběhla inicializační  komunikace. Během ní by nadřízené zařízení  zaslalo hodnotu 
času. FPGA aplikace by vždy zaslala aktuální informace o poloze, počkala zvolený čas a pak 
zaslala novou informaci o poloze. Toto by se opakovalo až do ukončovacího příkazu.
Samotná  realizace  naznačeného  způsobu  zasílání  informací  by  nebyla  příliš 
problematická. Spočívala by pouze v úpravě stávajícího programu. Výkonná část programu by 
rovněž pracovala v nekonečné smyčce. Příkazy ve smyčce by byly dva. Jeden by byl příkazem 
pro  čekání  po  dobu  zaslanou  během  inicializační  komunikace  a  druhý  by  vyvolal  zaslání 
aktuální informace o poloze. Pak by samozřejmě bylo nutné umožnit přerušení od sériového 
portu, aby bylo možné zasílání dalších příkazů.
Další možností by bylo zasílání informace o poloze pouze v případě změny polohy 
některého z IRC snímačů. Toto by šlo realizovat dvěma způsoby.
První  způsob  by  spočíval  pouze  v  úpravě  programu  procesoru.  Výkonná  část 
programu  by  taktéž  byla  vykonávaná  v  nekonečné  smyčce.  V  rámci  smyčky  by  procesor 
provedl načtení aktuálních hodnot IRC snímačů, srovnal by je s předchozí hodnotou, kterou by 
si ukládal, a pak by poslal přes sériovou linku novou informaci o poloze, pokud by se hodnoty 
lišily.  Kdyby byly informace stejné, počkal by určitou dobu a cyklus by se opakoval.  Doba 
čekání by závisela na rychlosti  změny,  která by mohla na snímačích nastat a na povoleném 
zpoždění při změně polohy. Program by taktéž mohl umožňovat přerušení od sériového portu 
a pomocí příkazu umožnit například zastavení posílaní informací o poloze, obnovení posílání 
informací o poloze, reset obvodů hradlového pole, atd.
Druhý  způsob  by  odstraňoval  nutnost  neustálého  načítání  dat  z  bloků  „IRC 
rozhraní“ a tím téměř permanentní komunikaci po APB3 sběrnici, a to i v případě, že žádná  
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změna nenastala. Ovšem realizace tohoto způsobu by znamenala i zásah do struktury obvodů 
hradlového  pole.  Každému  z  bloků  „APB3  rozhraní“  by  byl  přidán  jeden  výstup  navíc  – 
nazveme tento signál CH (change), který by byl vstupem mikrokontroléru. Signál CH by byl  
aktivován  obvodem „ABP3  rozhraní“  v  případě,  že  by  byla  provedena  inkrementace  nebo 
dekrementace jeho čítače. Procesor by v nekonečné smyčce kontroloval aktivaci jednotlivých 
signálů CH a pokud by jeden z těchto signálů byl aktivován, procesor by přes APB3 sběrnici  
načetl příslušnou informaci. Bylo by možné i nastavení přerušení v případě změny některého ze 
signálů CH. Funkce pro obsluhu tohoto přerušení by rovněž provedla načtení aktuální hodnoty 
změněné souřadnice. Po každém novém načtení by program rovněž nová data zaslal po sériové 
lince nadřazenému zařízení.
Výhodou  využití  přerušení  je  možnost  okamžité  reakce  na  přerušení  a  také 
možnost řešit provedení obsluhy důležitější události (události s větší prioritou) v případě, že  
nastane více přerušení současně.
Trochu komplikovanější by mohl být problém deaktivace nastaveného signálu CH. 
Opět by mohlo být řešení několik, nejjednodušší by byla deaktivace signálu CH během další 
periody  hodinového  signálu,  pokud  by  nenastala  změna,  muselo  by  však  být  zajištěno,  že 
mikrokontrolér  stihne  změnu  signálu  CH  zaznamenat.  Pokud  by  změna  signálu  vyvolala 
přerušení, neměl by to být problém (mikrokontrolér pracuje na kmitočtu 100 MHz).
Dalším  řešením  deaktivace  by  mohlo  být,  že  během  operace  přečtení  čtecího 
registru skrze APB3 sběrnici by proběhla deaktivace signálu CH.
Takže  jak  je  patrné,  způsobů,  jak  bude  komunikace  probíhat,  je  mnoho.  Pro 
konkrétní aplikaci by mohl být  efektivní jiný způsob. Výhodou FPGA aplikace je to, že je bez 
větších komplikací možné provést její úpravu a tím ji přizpůsobit požadavkům dané aplikace, ve 
které je navržený FPGA systém provozován.
Výhodou zvoleného způsobu je,  že  sběrnice  APB3 je  využívána  jen  na  žádost 
nadřízeného zařízení a posílá informaci jen na požadavek vyššího zařízení. To, jak často bude 
komunikace  probíhat,  je  tedy  necháno  plně  na  nadřazeném  zařízení.  Pokud  by  nadřazená 
aplikace vyžadovala aktuální informace o poloze jen v případě změny, musí si tento problém 
řešit sama. V rámci aplikace .NET by například bylo řešením, že jedno vlákno by sloužilo pro 
neustále posílání příkazu GET a porovnávání přijatých dat z daty, které byly přijaty předtím.  
Pokud by se data lišila, byla by vyvolána událost změny, která by byla obsloužena příslušnou 
metodou.
Nevýhodou  mého  řešení  je  skutečnost,  že  pokud  nadřízené  zařízení  potřebuje 
indikovat  okamžitě  každou změnu IRC snímače,  je nutná stálá obousměrná komunikace po 
sériové lince.
Je rovněž možná i  různá kombinace předchozích metod.  Mikrokontrolér by pak 
pomocí  příkazů,  jenž by mu byly sériovou linkou zaslány,  umožňoval  volbu mezi  několika 
módy zasílaní příkazů.
7. Testování navrhovaného systému
Tato  kapitola  přibližuje  způsoby testování,  které  jsem používal  během procesu 
návrhu FPGA systému.  Problematiku testování  jsem rozdělil  na testování  hardwarové části,  
softwarové  části  a  testování  celého  systému.  V  podkapitole,  která  se  zabývá  testováním 
hardware,  uvádím  i  časové  průběhy  jednotlivých  bloků  a  zpoždění,  které  na  nich  vzniká. 
V rámci  podkapitoly  testování  softwaru  uvádím  metody  a  programy,  které  jsem  k  účelu 
testování  použil  a  v  poslední  podkapitole  blíže  popisuji  aplikaci,  kterou  jsem  vytvořil  na 
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platformě  .NET za  použití  jazyka  C#  pro ověření  funkčnosti  celého  systému  FPGA.  Také 
vysvětluji  princip  rotačních  enkodérů,  jenž  jsem použil  pro  testování  jako  náhradu za  IRC 
snímače.
Obecně je vlastní proces testování během návrhu velmi důležitý. V průběhu návrhu 
jednotlivých částí  systému je  důležité  otestovat  správnost  navrženého řešení.  Tím je  možné 
případnou chybu včas lokalizovat a odstranit. Pokud by byl systém testován už jako celek, je 
mnohem problematičtější chybu lokalizovat za účelem její nápravy.
7.1 Testování hardware
Vývojové prostředí Libero IDE firmy Actel umožňuje provádět simulaci chování 
jednotlivých bloků navržených v rámci hradlového pole. Aby bylo možné provádět simulaci, je 
nutné  vytvořit  tzv.  stimulus.  Jedná  se  o  speciální  blok  definovaný  v  jazyce  VHDL,  jehož 
úkolem je generovat vstupní signály pro hradlový obvod, který má být testován. Výstupy bloku 
stimulu jsou namapovány na vstupu testovaného hradlového obvodu v rámci bloku testbench, 
který je taktéž nadefinován v rámci jazyka VHDL. Pak již pomocí programu Simulation, který 
je  součástí  vývojového prostředí,  lze  provádět  simulaci  práce  obvodu.  Výstupem je  časový 
průběh jednotlivých signálů během procesu simulace. Následnou analýzou časového průběhu 
obvodu  je  možné  detekovat  chyby  a  opravit  je.  To,  jestli  bude  funkce  obvodu  prověřena 
komplexně, závisí na vhodném generování vstupních signálů, což je záležitost bloku stimulus.  
Při  návrhu bloku stimulu  je  tedy důležité,  aby byly simulovány – pokud možno – všechny 
případy, které mohou během práce hradlového obvodu nastat. Tímto způsobem bude ověřena 
správnost reakce obvodu na dané situace. Není-li reakce optimální, je nutné provést takovou 
úpravu, aby příslušná reakce byla odpovídající požadavkům na obvod.
Dále  vývojové  prostředí  umožňuje  provádět  časovou  analýzu  navržených 
hradlových obvodů. Před samotnou časovou analýzou je nutné provést operaci syntézy. Syntéza  
zajišťuje  převod VHDL kódu na konkrétní  zapojení  pomocí  logických hradel.  Další  proces 
(Place&Route) toto zapojení optimalizuje pro konkrétní typ programovatelného hradlového pole 
(struktura zapojení odpovídá reálné realizaci zapojení v hradlovém poli). Po těchto operacích je 
možné  provádět  časovou  analýzu.  Vzhledem  ke  skutečnosti,  že  zpoždění  vzniklé  na 
jednotlivých buňkách hradlového pole  je  známé,  je  možné  určit  i  celkové  zpoždění  celého 
navrženého  bloku.  U  kombinačních  obvodů  je  důležité  zpoždění  reakce  výstupu  na  vstup. 
Pokud  že  se  jedná  o  sekvenční  obvody,  určuje  se  minimální  perioda  hodinového  signálu.  
Minimální perioda hodinového signálu jednotlivých obvodů je dána dobou předstihu, kdy musí  
již být vstupní signál stabilní (aby byl správně načten) a dobou, za kterou vstupní signál ovlivní 
výstup obvodu. Pokud má obvod více vstupů, minimální perioda hodinového signálu je dána 
parametry nejhoršího vstupu (způsobujícího největší zpoždění). Podle těchto údajů je možné  
určit minimální periodu hodinového signálu obvodu a z ní vyplývající i maximální frekvenci 
hodinového signálu. Obdobně i  v případě kombinačních obvodů je zpoždění obvodu určeno 
největším  zpožděním  nastavení  výstupu  oproti  vstupu.  Tyto  výpočty  provede  už  samotné 
vývojové prostředí, takže návrhář jen vyhodnotí výsledky tohoto procesu.
7.1.1 Blok „Synch“
Úkolem tohoto bloku je synchronizovat vstupní asynchronní signál. Výstupem by 
tedy měl být signál, který bude měnit svou úroveň jen při vzestupné hraně hodinového signálu. 
Tím je zajištěna stabilita dat po dobu snímání signálů následujícím obvodem. Časový průběh po 
simulaci zobrazuje obrázek číslo 7.1.
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(Obrázek 7.1)
V rámci obvodu není definován počáteční stav, proto do druhé vzestupné hrany 
hodinového signálu je na výstupu nedefinována úroveň, což v reálné situaci nenastane. Jinak 
časový průběh odpovídá předpokladům. Jak jsem se již zmínil v předchozích kapitolách, obvod 
způsobuje zpoždění vstupního signálu o jednu periodu, ale důležité je,  že výstupní signál je 
stabilní vždy po dobu snímání bloku „IRC“, který zpracovává synchronizované výstupy obvodu 
„Synch“.
Minimální  perioda  pro  tento  obvod  je  4  ns.  Maximální  frekvence  hodinového 
signálu je 250 MHz.
Minimální perioda hodinového signálu 4 ns
Maximální frekvence hodinového signálu 250 MHz
7.1.2 Blok „IRC“
Blok  IRC dle  vstupních  signálů  V a  G určuje,  zda  je  IRC snímačem otáčeno 
ve směru  nebo  v  protisměru.  Podle  toho  jsou  nastaveny  výstupní  signály  UP  a  DW.  Při  
nepovolené  kombinaci  vstupních  signálů  je  také  nastaven  signál  ST.  Více  o  funkci  tohoto 
obvodu v kapitole 5.2. Časový průběh při simulaci zobrazuje obrázek číslo 7.2.
(Obrázek 7.2)
Blok  IRC  rovněž  pracuje  dle  požadavku.  Jak  je  na  průběhu  vidět,  v  případě 
současné změny signálů V a G (což je nepovolena kombinace signálů) je signál ST nastaven do 
úrovně  logické  jedničky.  V  důsledku  změny  pouze  jednoho  signálu  je  pak  signál  ST 
deaktivován.
Minimální  perioda hodinového signálu pro tento obvod je 7,877 ns.  Maximální 
frekvence obvodu je tedy 126,952 MHz. Toto zpoždění vzniká mezi pinem signálu CLK hradla 
fsm[1] a pinem D hradla fsm[3] (viz obr. 7.3). Aktivace signálu RST ovlivní výstupy za 6,552 
ns.
Minimální perioda hodinového signálu 7,877 ns
Maximální frekvence hodinového signálu 126,952 MHz
Doba reakce na reset 6,552 ns
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(Obrázek 7.3)
7.1.3 Blok „APB3 rozhraní“
Tento blok udržuje informaci  o poloze tím,  že inkrementuje nebo dekrementuje 
vnitřní  čítač v závislosti  na vstupních signálech (více viz kapitola 5.3).  Má také na starosti  
komunikaci po APB3 sběrnici. Vzhledem ke skutečnosti, že tento blok obsahuje mnoho signálů 
(hlavně kvůli implementaci rozhraní APB3 sběrnice), omezil jsem se pouze na simulaci části, 
která má za úkol  spravovat  polohovou informaci.  Signály týkající  se sběrnice APB3 nejsou 
zobrazeny.
(Obrázek 7.4)
Bitovou šířku čítače jsem omezil  na šest  bitů  za  účelem přehlednosti  časového 
průběhu. V rámci této simulace jsem zkoušel reakci obvodu na podtečení. Podtečení nastalo, 
když hodnota čítače byla nulová a přišel další signál DW. Signál U (underflow – podtečení) byl  
aktivován.  Po  této  události  obvod  přestal  reagovat  na  vstupy.  Nenastala  inkrementace  ani 
v případě  signálu  UP.  Toto  chování  je  žádoucí,  protože  přetečení  nebo podtečení  znamená 
závažnou chybu. Dle časového průběhu je patrná správná funkce obvodu.
Tento blok je, co se zpoždění týče, nejhorší. Minimální perioda časového signálu je 
12,638  ns.  Maximální  frekvence  je  tedy  79,126  MHz.  Maximální  frekvence  hodinového 
signálu, která je možná v rámci mnou používaného programovatelného hradlového pole, je 100 
MHz. Ostatní obvody by spolehlivě pracovaly i při vyšším kmitočtu, ale vzhledem k tomu, že  
systém pracuje jako celek, je nutné brát v potaz nejslabší článek systému. Selhání jedné části  
systému by totiž způsobilo špatnou funkci systému jako celku.
Minimální perioda hodinového signálu 12,638 ns
Maximální frekvence hodinového signálu 79,126 MHz
7.2 Testování software
Předpokladem pro testování  softwarové části  je,  že již je sestavena hardwarová 
část. Ne-li úplně, alespoň provizorně.
Program  SoftConsole,  jenž  jsem  v  rámci  návrhu  řídicího  programu  používal, 
44
umožňuje mód pro debug, během tohoto módu je možnost vlastní program nahrát jenom do 
operační paměti mikrokontroléru, což proces programování značně urychluje. Nahrání kódu do 
FLASH paměti  je totiž časově náročnější.  Navíc je možné  provádět  krokování  jednotlivých 
instrukcí  programu a kontrolovat aktuální obsah použitých proměnných.  Tímto způsobem je 
poměrně jednoduché lokalizovat chybu.
V první fázi jsem realizoval pouze odečítání polohy pomocí jednoho IRC snímače. 
Místo IRC snímače jsem jako vstupy použil dva uživatelské spínače, které se nacházejí na DPS 
kitu. S jejich použitím jsem nahrazoval výstupní signály IRC snímače.
V  průběhu  kontroly  správné  komunikace  přes  ABP3  sběrnici  jsem  použil 
v programu  nekonečnou  smyčku,  v  níž  jsem načítal  data  čtecího  registru  a  posílal  je  přes 
sériový port.  Sériovou linku jsem připojil  k  osobnímu  počítači.  Pro  zobrazování  informace 
poslané sériovou linkou jsem použil klientský program PuTTY, který je volně dostupný.
Poté jsem postupně do programu přidával další funkce, jako je možnost přerušení 
od sériového portu, a tím i možnost přijetí dat ze sériového portu k možnosti dalšího zpracování. 
Program jsem pak rozšířil  o  část  provádějící  kontrolu  správnosti  přijatých dat,  která  na ně  
adekvátně reaguje. Během postupného obohacování  programu o nové funkce jsem průběžně 
prováděl kontrolu přidaných funkcí pomocí možnosti debug.
Když bylo odladěné odečítání polohy v jedné ose, nebylo problém aplikaci rozšířit 
o možnost odečítat polohu ve třech osách. Princip práce v rámci určování polohy v jedné ose je 
totiž totožný jako v případě určování polohy ve třech osách.
7.3 Testování celého systému
Za účelem demonstrace práce systému jako celku jsem vytvořil na platformě .NET 
testovací aplikaci, která je schopná přijímat data ze sériového portu a následně je zobrazit jako 
souřadnice X, Y a Z. K napsání zdrojového kódu jsem použil jazyk C#.
Realizována  .NET  aplikace  obsahuje  také  GUI  (grafické  rozhraní).  Uživatel 
provede  volbu  COM  portu,  pomocí  kterého  bude  testovací  aplikace  komunikovat  z  FPGA 
systémem. Je možné i nastavit dobu, jak často mají být načítány aktuální informace o poloze.
Aby byly  možné  reakce  testovací  aplikace  na  uživatelské  akce,  je  po  spuštění 
aplikace vytvořeno nové vlákno, které dle nastavené doby posílá na zadaný port příkaz GET 
(„zaslání  ASCII  symbolu  'G'“).  Rodičovské  vlákno  zpracovává  jednotlivé  uživatelské  akce. 
Pokud přijdou data na sériový port,  je vyvolána událost.  Metoda pro obsluhu události  načte 
přijatá  data  a  provede rozparsrování  řetězce.  Jako znak pro rozdělení  řetězců na  jednotlivé 
podřetězce  je  použit  symbol  „&“.  Pokud  je  prvním řetězcem symbol  „0“,  znamená  to,  že 
zaslaný příkaz byl úspěšné zpracován. Nyní musí být provedena kontrola, zda příchozí řetězec 
má délku větší než jedna. Totiž v případě, že by byl  zaslán příkaz pro reset (ASCII symbol  
„R“), odpovědí by byl pouze symbol „0“. V případě, že má přijatý řetězec délku delší než jedna, 
znamená  to, že se jedná o řetězec obsahující zprávu o poloze IRC snímačů. Jednotlivé řetězce 
po rozparsrování jsou informacemi od jednotlivých IRC snímačů. Jak je popsáno v kapitole 1., 
informace je 32 bitová a nese v sobě jak údaj o stavu čítače daného IRC snímače, tak také 
informaci o stavu, přetečení a podtečení. Tyto řetězce jsou nejprve převedeny na 32 bitovou 
číselnou  hodnotu  typu  integer.  Potom  jsou  pomocí  bitových  operací  (bitový  posuv 
a odmaskování  bitů)  získány  hodnoty  stavu,  přetečení,  podtečení  a  rovněž  24  bitové  číslo 
udávající  aktuální  polohu.  Získané  informace  jsou  pak  zobrazeny  v  textových  kolonkách 
grafického formuláře této testovací aplikace.
Aplikace také umožňuje zaslání příkazu reset, kterým je možné provést počáteční 
nastavení obvodů hradlového pole. Tímto příkazem jsou tedy nulovány hodnoty všech tří čítačů,  
45
a rovněž je provedena deaktivace všech stavových informací  (status, přetečení  a podtečení). 
Daná možnost  je užitečná, pokud nastane podtečení nebo přetečení, v těchto případech totiž  
dojde k blokaci dotyčné logiky zpracovávající signály IRC snímače. Blokaci je možno zrušit  
právě resetem.
Vzhledem k tomu, že jsem neměl k dispozici IRC snímač,  použil  jsem v rámci 
testování  otočný  enkodér,  který  generuje  stejné  signály  jako  samotný  IRC  snímač.  Tento 
enkodér není tvořen optickými členy, jako je tomu v případě IRC snímače, ale je realizován na 
základě  mechanického  propojování  výstupních  signálů  (V a  G)  se  zemnicím vodičem.  Pro 
napojení  enkodéru  jakožto  vstupu  FPGA  systému  jsem  použil  piny  pro  uživatelské 
vstupy/výstupy (viz kapitola 3.3.). Vzhledem k způsobu realizace otočných enkodérů je třeba 
použít tzv. pull up rezistory, které zajistí, že pokud nebude signál spojen se zemí, bude na něm 
úroveň logická jedna. Principiální schéma zapojení je na obrázku 7.5. Výhodou je, že hradlové 
pole je konstruováno tak, že během procesu nastavování vstupu a výstupu na konkrétní piny 
integrovaného obvodu je  možné  i  pro  daný vstup  nastavit  použití  pull  up  nebo pull  down 
rezistoru.  Pokud  by  programovatelné  pole  tuto  možnost  nenabízelo,  bylo  by  nutné  použít 
klasické rezistory,  které  by byly  spojeny se  zdrojem napájecího napětí.  Pokud by rezistory 
nebyly použité, v případě spojení signálu se zemí by nastal zkrat (přímé propojení zdroje napětí  
se zemí).  Otočné enkodéry jsem použil  jen pro nastavování  polohy v osách Y a Z.  Polohu 
v rámci  osy X je možno nastavit  uživatelskými tlačítky.  V důsledku toho je možné stiskem 
jednotlivých tlačítek nastavovat přímo jednotlivé fáze, kterými procházejí signály V a G, což je  
pro testování výhodné.
(Obrázek 7.5)
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Závěr
 Aplikaci FPGA pro odečítání polohy ve třech osách pomocí IRC snímačů se mi  
podařilo úspěšně realizovat. Během ní jsem ověřil její plnou funkčnost. Toto řešení je zajímavé  
v tom, že umožňuje paralelismus během zpracování signálu IRC snímačů. Navíc těží z  výhod 
programovatelného hradlového pole, které umožňuje snadné provádění úprav. Toto řešení je 
efektivnější  než  zpracovávání  signálu  IRC  snímačů  jenom  pomocí  mikrokontroléru,  který 
paralelismus neumožňuje. Rovněž je velkou výhodou, že celý systém je zabudován v jednom 
integrovaném obvodu.
Obecně  usuzuji,  že  použití  programovatelných  hradlových  obvodů  může  být 
v mnoha  aplikacích velmi  výhodné už z toho důvodu,  že  s  jeho pomocí  je  možné  vytvořit 
libovolný číslicový obvod (umožní-li to počet buněk, které jsou k dispozici).
Rovněž mám za to, že idea firmy Actel integrovat spolu s hradlovým polem na 
jeden čip i obvody pro analogové signály a mikrokontrolér, je velmi povedená a nalezne široké 
uplatnění.
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